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Resum
L’eina de modelat creada en aquest projecte final de carrera prete´n crear un entorn virtual
on poder importar models d’aplicacions robotitzades i simular-ne el comportament envers els
elements que l’envolten. Amb aquesta finalitat s’ha creat un entorn capac¸ d’importar models ge-
ome`trics, en format Open Inventor i VRML, i encapsular-los en classes pertanyents a la llibreria.
Els models importats, en cas de resultar concaus, es descomposen en unitats de volum convexes,
la qual facilita els ca`lculs posteriors. Per a la realitzacio´ del modelat convexe de la geometria es
subministren eines per realitzar testos de convexitat i una posterior descomposicio´ dels objectes
en elements convexes. Aix´ı mateix, s’han creat funcions capaces de crear fitxers de sortida amb
els nous models convexes dels so`lids de treball.
Una altre dels aspectes importants que tracta el projecte e´s la creacio´ de dos entorns virtuals
diferenciats on poder manipular els objectes. El primer d’aquests permet la visualitzacio´ dels
cossos i els moviment d’aquests. En canvi en el segon, es du a terme un test de deteccio´ de
col.lisions entre els so`lids de l’escena. Per a la creacio´ d’aquests mo´ns virtuals s’empren diverses
llibreries de software lliure que faciliten eines i funcions a l’aplicacio´..
Per u´ltim, es subministra una valoracio´ quantitativa dels costos d’elaboracio´ del projecte i de
l’impacte ambiental derivat de la seva execucio´.
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1 Introduccio´
En el cap´ıtol introductori es dona una visio´ global del projecte i les motivacions que han portat
a la seva planificacio´ i execucio´.
1.1 Motivacio´
Hi ha varis aspectes que m’han servit de motivacio´ en la realitzacio´ d’aquest projecte. En primer
lloc es tracta d’un projecte que avarca molts aspectes dintre de la programacio´ orientada a tas-
ques automatitzades i per tant m’ha perme`s aprendre nombroses eines que so´n de gran utilitat.
Entre aquestes potser cal destacar la programacio´ orientada a objectes i el desenvolupament en
un entorn operatiu Unix, que so´n eines amb grans possibilitats en el camp de l’automatitzacio´
industrial. A me´s el projecte inclou tot el desenvolupament de l’aplicacio´: ca`rrega de fitxers,
tractament d’informacio´, visualitzacio´, etc. Aixo` fa que el projecte creixi en dificultat i per tant
tambe´ suposa un repte i aporta molts coneixements.
1.2 Objectius del projecte
L’objectiu del projecte e´s el d’aconseguir una eina de modelat i simulacio´ de tasques robotitza-
des. Concretament l’aplicacio´ ha de ser capac¸ de representar la geometria d’un brac¸ robotitzat
en un entorn virtual, permetre que l’usuari mogui els cossos de l’escena a voluntat i detectar de
forma correcta les possibles col.lisions entre ells. A me´s dels objectius principals tambe´ s’ha d’as-
segurar que tant l’entrada de dades com la sortida han de ser plenament accessibles i adaptables
a l’usuari ja que es vol una aplicacio´ amb mu´ltiple funcionalitat.
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2 Requeriments i abast del projecte
En aquest cap´ıtol s’enumeren aquells requeriments el compliment dels quals s’ha fixat per a
aquest projecte. A me´s es do´na una idea de la magnitud i extensio´ d’aquest aix´ı com les eines,
llibreries i software en general utilitzats per al seu desenvolupament. Finalment es mostra
l’estructura amb la qual ha estat dissenyada la llibreria, a fi de que el lector pugui ubicar les
diferents classes i funcions a mesura que avanci la present redaccio´.
2.1 Requeriments previs
Un projecte tan extens com aquest exigeix molts requeriments previs i a me´s en el transcurs de
la seva execucio´ n’han aparegut molts d’altres que han passat a ser fonamentals. Seguidament
s’enumeren els principals requisits als quals esta` lligat:
• El primer requeriment que s’ha plantejat al projecte ha estat el de que s’execute´s utilitzant
tan sols programari lliure, cosa que condiciona que el resultat ho sigui tambe´. Amb aquesta
finalitat s’ha treballat amb un sistema operatiu de Linux i a me´s tots els editors, eines i
llibreries amb que s’ha treballat so´n de lliure distribucio´.
• A fi de que l’aplicacio´ pugui ser utilitzada en mu´ltiples aplicacions s’ha decidit crear-la en
forma de llibreria, la qual cosa permet a l’usuari adaptar l’entrada d’informacio´ a la seva
voluntat aix´ı com disposar dels resultats en la forma me´s adequada. En resum permet
confeccionar una aplicacio´ que s’ajusti a les necessitats de cadascu´.
• Un requisit fonamental e´s el de crear la llibreria utilitzant programacio´ orientada a objec-
tes. Aquest tipus de programacio´ permet que el codi resulti ordenat i comprensible i per
tant simplifica la feina futura. A me´s aquest tipus de programacio´ simplifica gran part de
la tasca ja que es pot dur a terme de forma me´s lo`gica i proporciona me´s possibilitats de
treball.
• La llibreria ha de contenir funcions capaces de llegir un gran nombre de geometries di-
ferents ja que els fitxers d’entrada poden contenir qualsevol tipus de figura ba`sica (cubs,
cons, cilindres, esferes) i/o nu´vols de punts. A me´s la geometria citada es pot presentar
amb diferents caracter´ıstiques depenent de com estigui definit el fitxer d’origen.
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• No es pot perdre la relacio´ entre els objectes que conformen un so`lid r´ıgid. Per tant cada
un dels fitxers d’entrada ha de ser tractat com un sol cos, definit internament a partir d’un
o me´s objectes. Aix´ı doncs els moviments i les funcions han d’afectar per igual a tot el
conjunt.
• Per u´ltim, la llibreria ha de ser capac¸ de modelar la geometria de treball de forma convexa.
Es a dir, s’ha de poder estimar la convexitat dels cossos entrants i convertir a convexes
aquells que no ho siguin. La importa`ncia d’aquest procediment recau en poder evitar la
complexitat dels ca`lculs de deteccio´ de col.lisions en cossos no convexes. El requisit en
qu¨estio´ s’ha convertit en una de les pedres angulars del projecte i per tant sera` tractat me´s
a fons en l’apartat 5.1.
2.2 Abast del projecte
Tot i que s’han creat codis d’exemple i una aplicacio´ per al funcionament de l’aplicacio´ amb
ordres per consola, l’abast del projecte es limita a la llibreria que conte´ totes les classes i funcions.
En mans dels usuaris queda doncs tant la gestio´ de les entrades a l’aplicacio´ com la utilitzacio´
dels valors de sortida. Amb refere`ncia a les entrades l’usuari haura` d’assegurar-se de que` els
fitxers segueixin el format establert i que en el programa principal s’especifiqui tant la posicio´
global de l’objecte com la seva ma`scara i el seu grup de col.lisio´. El codi d’exemple subministrat
pot utilitzar-se com a plantilla per a la creacio´ de qualsevol aplicacio´ i el gestor d’ordres per
consola do´na una idea de com es gestionen els moviments dels diferents elements.
Una altra cosa que no entra dintre l’abast del projecte es la simulacio´ dina`mica del compor-
tament dels so`lids r´ıgids. Tot i que la llibreria de col.lisions disposa d’eines molt potents per
a simular el comportament f´ısic real d’un objecte, en primera insta`ncia, es simulara` tan sols
el comportament no dina`mic, es a dir sense gravetat, pes, ine`rcia, etc., quedant per a futurs
treballs la incorporacio´ d’un entorn f´ısic per a l’aplicacio´.
2.3 Eines
En aquest apartat s’enumeren aquelles eines utilitzades per a la creacio´ de la llibreria de modelat
de mo´ns virtuals. En primera insta`ncia es do´na un breu repa`s a cadascuna d’elles i en cas que
aix´ı ho requereixin, s’aprofundira` me´s a fons en el seu funcionament, en apartats posteriors.
2.3.1 C++
Per a la realitzacio´ del projecte s’ha elegit utilitzar com a llenguatge de programacio´ el C++,
ja que e´s una ampliacio´ de l’a`mpliament conegut codi C que permet la programacio´ orientada a
objectes. Per tant aquest llenguatge permet la creacio´ d’una estructura jera`rquica de classes per
a la llibreria que es vol realitzar. A me´s, aquest llenguatge encaixa perfectament amb les altres
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eines utilitzades ja que totes elles estan creades amb aquest codi i per tant orientades a la seva
utilitzacio´.
2.3.2 Open Inventor
Open Inventor[10] e´s una API (Application Programmer’s Interface) gra`fica orientada a objec-
tes tridimensionals. Creada inicialment per al projecte IRIS Inventor, de Silicon Graphics,
l’any 1989 encara segueix sent a dia d’avui un dels referents en quant a creacio´ i visualitzacio´
d’entorns virtuals. Concretament aquesta eina sera` utilitzada per dur a terme la representa-
cio´ interna dels objectes i la visualitzacio´ final d’aquests. Cal comentar tambe´ que la utilitzacio´
d’OpenViz ( 2.3.6) com a visor de l’aplicacio´ resulta determinant a l’hora d’elegir Open Inventor
ja que es una eina dissenyada espec´ıficament per a aquesta API.
2.3.3 Coin
Coin[2] e´s una llibreria de representacio´ d’elements tridimensionals basada en OpenGL. De fet
Coin e´s una de les possibles eines existents per a implementar Open Inventor. En el cas que ens
ocupa Coin sera` emprada per manipular la geometria definida. Aquesta funcio´ es du a terme
principalment en la ca`rrega de la geometria a l’aplicacio´, on s’utilitzen els nodes de Coin per
crear un arbre d’Open Inventor, i tambe´ en la cerca i obtencio´ de punts i cares, on les funcions
de Coin permeten explorar el citat arbre de geometries.
2.3.4 Approximate Convex Decomposition Library
Aquesta llibreria de descomposicio´ convexa va ser creada per John Racliff[9] seguint els algo-
rismes de descomposicio´ creats per Jyh-Ming Lien i Nancy M. Amato[5]. Aquesta eina permet
descompondre qualsevol objecte donat com un nu´vol de punts en una se`rie de cossos o Hulls
convexes, formant sempre la mateixa geometria aproximada que l’original. Des d’un principi
aquesta llibreria ha estat molt lligada al projecte Bullet ( 2.3.5), degut a la necessitat de que
els objectes de treball siguin convexes per al correcte ca`lcul de col.lisions. De fet es subministra
una versio´ simplificada d’aquesta llibreria juntament amb la Bullet i es pot accedir a un exem-
ple del seu funcionament. En l’aplicacio´ que ens ocupa s’utilitza la versio´ original no retallada,
de la llibreria, que malauradament no estava adaptada a tots els compiladors de Linux. El codi
no es completament portable ja que esta` dissenyat com un projecte de Visual C++ i l’autor tan
sols havia fet proves de compilacio´ amb g++ 3.0. D’aquesta forma s’ha hagut de modificar part
del codi per fer-lo compatible amb g++ 4.0, el qual resulta me´s restrictiu a l’hora d’acceptar
algunes definicions. Concretament s’han modificat varies definicions en l’u´s de templates, que si
eren acceptades per l’antic compilador i tambe´ en Visual C++.
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2.3.5 Bullet Physics Library
La llibreria Bullet[1] conforma el nucli de deteccio´ de col.lisions de l’aplicacio´. Aquesta llibreria
e´s relativament jove ja que la seva creacio´ data de l’any 2005, tot i aix´ı actualment representa
una de les apostes me´s fortes en el mo´n de la representacio´ f´ısica d’entorns virtuals. Des d’un
principi s’ha comparat la seva efica`cia a la de la llibreria Solid que sempre ha estat una de
les referents en aquest tipus d’aplicacions. Bullet va ser creada per Erwin Coumans el qual
va aprofitar la seva experie`ncia en el sector per crear una llibreria encarada a la simulacio´
f´ısica d’animacions i jocs d’ordinador. El nombre de persones que col.laboren en el projecte e´s
molt gran i es du a terme una nova versio´ quasi mensualment. El fet de que la llibreria aposti
clarament per les tecnologies de nova generacio´, que hi hagi actualitzacions en per´ıodes de
temps molt curts, la bona documentacio´ i la disponibilitat dels creadors, ha fet que s’elegeixi
aquesta llibreria en front d’altres antigament me´s valorades.
2.3.6 OpenViz
OpenViz e´s un servidor de visualitzacions creat per David Mart´ınez, amb la col.laboracio´ de
l’institut d’organitzacio´ i control (IOC) i el departament de llenguatges i sistemes informa`tics
(LSI), com a projecte final de carrera.
OpenViz crea un entorn de visualitzacions basat en Open Inventor i que permet l’enllac¸ amb
un client de comunicacions per executar qualsevol accio´ en la capa de visualitzacio´. La seva
utilitzacio´ ens permet doncs afegir i treure objectes de l’escena, canviar-ne les propietats i mou-
re’ls entre d’altres coses. Cal remarcar que OpenViz utilitza tambe´ com a implementacio´ d’Open
Inventor la llibreria Coin, cosa que resulta determinant a l’hora d’elegir aquesta u´ltima.
2.4 Estructura de la llibreria
En aquesta seccio´ es fa un repa`s al contingut i estructura de la llibreria creada, que representa la
part central d’aquest projecte final de carrera. Les sigles ccit, amb les quals ha estat batejada dita
llibreria, fan refere`ncia a Convex Collision Import Tool, s´ıntesi de les funcions que subministra la
llibreria.
2.4.1 Estructura modular
La llibreria creada desenvolupa diverses funcions molt distintes entre elles. De fet la llibreria
te´ capacitat per carregar fitxers, emmagatzemar geometria, visualitzar els resultats i tambe´ fer
testos de convexitat i de col.lisions. Per dur a terme aquesta amplia gamma de funcions s’han
integrat les diferents llibreries i aplicacions mostrades a l’apartat 2.3 al voltant d’una estructura
o mo´n central.
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L’estructura creada segueix l’esquemamostrat a la figura 2.1, on es pot observar las comunicacio´
del bloc central amb els diferents mo`duls complementaris.
Figura 2.1 Estructura modular de la llibreria ccit
Primerament es pot veure la lectura dels fitxers d’entrada mitjanc¸ant la funcio´ readFiles amb la
qual cosa s’emmagatzema la informacio´ geome`trica requerida dintre de les classes de la llibreria
ccit.
Un altre dels mo`duls importants de l’aplicacio´ e´s el que du a terme la descomposicio´ conve-
xa ( 5.3) dels objectes de treball. Aquest mo`dul esta` implementat amb ajuda de la llibreria
Approximate Convex Decomposition ( 2.3.4) i si estableix comunicacio´ a trave´s de la funcio´
Descompose, la qual ja s’encarrega d’executar tots els procediments necessaris. Com es pot ob-
servar una de les funcionalitats d’aquest mo`dul e´s la de crear fitxers de sortida amb diferents
formats. La funcio´ CBuilder de la llibreria de descomposicio´ e´s l’encarregada de transformar
la geometria descomposta en fitxers, excepte en el cas dels fitxers Open Inventor, que original-
ment no eren presents a la llibreria.
Els u´ltims dos mo`duls dels quals consta la llibreria so´n els anomenats entorns virtuals de tre-
ball. El primer d’aquests entorns o mo´ns esta` destinat a realitzar un test de col.lisions a partir
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dels moviments realitzats sobre els objectes presents a l’escena. Aquest entorn ha estat creat
a partir de les funcions i classes de la llibreria Bullet Physics Library ( 2.3.5). Les classes
emprades d’aquesta llibreria resulten fa`cilment identificables ja que van sempre precedides de
l’identificador bt acro`nim de Bullet. Aix´ı mateix, qualsevol funcio´ emprada sobre una variable
de tipus bt prove´ de la mateixa classe de la llibreria. En el cas de l’esquema, s’indiquen les
funcions moveatBullet i testCollision com a funcions comunicatives principals. En el cas de
la primera es produeix el moviment d’algun dels objectes carregats al mo´n virtual i en el segon
cas s’efectu´a un test de col.lisio´ del qual s’extreuen diferents para`metres que poden ser vistos en
l’apartat 6.2.
El segon entorn virtual al qual es fa refere`ncia e´s l’encarregat de visualitzar els so`lids amb els
que s’esta` treballant. El servidor de visualitzacions OpenViz ( 2.3.6) e´s l’encarregat de dur a
terme aquesta funcio´. De fet es tracta d’un visor amb el qual es crea un enllac¸ via socket i que
posteriorment rep diferents ordres ja siguin de ca`rrega de geometria o d’efectuar moviments.
L’enllac¸ amb el visor es du a terme amb la funcio´ callOpenViz la qual mante´ el socket actiu
durant tota l’execucio´. A l’igual que en l’entorn anterior la funcio´ moveatOpenViz s’encarrega de
realitzar els moviments dintre de l’escena.
Les funcions citades en aquest apartat tan sols hi so´n de forma orientativa i es tractaran me´s a
fons al llarg d’aquesta memo`ria. En cas de que es vulgui aprofundir de forma expressa en alguna
d’elles, es pot trobar un resum a l’apartat 8.1.1.
2.4.2 Estructura de classes
Quan es du a terme un projecte de programacio´ en codi C++ i es planteja la creacio´ d’una
llibreria per englobar les funcions, resulta impensable no fer-ho amb programacio´ orientada
a objectes, es a dir amb la utilitzacio´ de classes contenidores. Per tant els requeriments de:
llenguatge de programacio´, creacio´ d’una llibreria i estructura d’aquesta, van estretament lligats.
La programacio´ orientada a objectes permet dotar el codi d’una estructura adient, que ajuda a
relacionar les diferents funcions entre si i mante´ accessibles les dades emmagatzemades per una
posterior utilitzacio´. A me´s resulta una eina molt u´til en el proce´s d’edicio´ del codi ja que facilita
l’enteniment d’aquest i permet enllac¸ar les funcions de forma senzilla.
Tot i que en aquest punt de la lectura molts dels atributs i classes presentats encara no so´n
coneguts i no se n’aprecia la funcionalitat, cal tenir en compte que aquest apartat ha estat pensat
com un suport a la lectura, presentant al lector l’estructura de la llibreria. Al llarg d’aquest
document s’explicaran detalladament les diferents funcionalitats d’aquests atributs, moment en
el qual, aquesta seccio´ pot servir com a recolzament o recordatori de l’origen d’aquests.
En primer lloc cal entendre l’estructura de classes creada per satisfer les necessitats de la llibre-
ria, que consta de les segu¨ents parts:
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World: Classe que conte´ tots els elements necessaris per formar els mo´ns virtuals, incloent-hi
els objectes que hi so´n inserits. Els elements me´s importants que conte´ so´n: un apuntador
a la classe btCollisionWorld (de la llibreria Bullet) on es crea l’entorn virtual de col-
lisions, l’arbre de geometria d’Open Inventor on s’emmagatzemen els objectes en primera
insta`ncia i finalment el vector de so`lids r´ıgids vec Bodies.
RigidBody: Classe que conte´ la informacio´ de tots els so`lids r´ıgids que es carreguen a l’aplicacio´.
L’element me´s important d’aquesta classe e´s el vector d’objectes vec Objects que conte´
els objectes que formen el so`lid r´ıgid en qu¨estio´. Aquesta classe es troba jera`rquicament
per sota de la classe World ja que els seus elements existeixen dintre del vector de so`lids
r´ıgids vec Bodies.
Object: Aquesta classe emmagatzema la informacio´ geome`trica dels objectes que formen part
de cada so`lid r´ıgid. Aquesta informacio´ geome`trica resta guardada en forma de vectors
de punts i cares. En el cas del vector de punts vecVertices es guarden les tres coordena-
des cartesianes de cadascun d’ells. En canvi en el vector de cares vecFaces les variables
emmagatzemades so´n els ı´ndex dels tres ve`rtex que formen la cara, en forma de triangle.
Aquesta classe es troba jera`rquicament per sota de la classe RigidBody ja que els seus
elements existeixen dintre del vector d’objectes vec Objects.
Donada ja una primera especificacio´ de la funcionalitat de cadascuna de les classes, cal seguir
amb una descripcio´ dels atributs dels quals consten.
La classe World consta dels segu¨ents atributs:
vec Bodies: vector de tipus BodyVector que conte´ variables del tipus RigidBody. Aquest vector
conte´ tots els cossos que so´n introdu¨ıts en l’espai de treball.
num Bodies: Comptador del nombre de cossos presents en el vector vec Bodies.
sfd i sockaddr in: Variables per establir comunicacio´ amb el servidor de visualitzacions OpenViz.
Implementades de forma automa`tica en cridar la funcio´ callOpenViz.
inventorTree: Apuntador a un node SoSeparator de Coin que conte´ la informacio´ geome`trica
despre´s de ser llegida dels fitxers.
collisionWorld: Apuntador a la classe btCollisionWorld de la llibreria Bullet que conte´ els
para`metres de col.lisio´, algorismes i objectes de l’entorn virtual de col.lisions.
dispatcher: Gestiona els algorismes de col.lisio´.
worldAabbMin i worldAabbMax: Marges de l’entorn virtual de col.lisions.
broadphase: Gestiona la interfere`ncia entre objectes.
La classe RigidBody consta dels segu¨ents atributs:
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name: Nom del so`lid r´ıgid en qu¨estio´.
num Body: I´ndex del so`lid r´ıgid que correspon a l’ordre en el que ha estat creat.
vec Objects: Vector d’objectes que formen el so`lid r´ıgid. Pot constar d’un sol element.
num Objects: Nombre d’objectes presents en el vector vec Objects.
mask i group: Variables per dur a terme el filtre de col.lisions entre cossos.
my objects: Apuntador a la classe btCollisionObject de la llibreria Bullet on s’emmagatze-
ma la informacio´ geome`trica de cada objecte exportat a l’entorn virtual de col.lisions.
my Compound: Apuntador a la classe btCompoundShape, de la llibreria Bullet, on s’emmagat-
zemen els diferents objectes del tipus btConvexHullShape que formen un so`lid compost.
Posteriorment el so`lid compost passa a formar part del btCollisionObject pertinent.
La classe Object consta dels segu¨ents atributs:
name: Nom de l’objecte en qu¨estio´. Per norma general es do´na el nom del so`lid r´ıgid al qual
pertany, acompanyat d’un ı´ndex intern.
num Object: I´ndex de l’objecte, generat en el moment de la seva ca`rrega.
num Hulls: Nombre de Hulls resultants de la descomposicio´ convexa de l’objecte. Resta a zero
si l’objecte es convex i per tant no ha estat subjecte a descomposicio´.
radius, width, height i depth: Atributs que dimensionen l’objecte en cas de ser una figura sim-
ple (cub, con, cilindre o esfera). Resten buits en cas de no ser-ho.
figure: Nom identificador del tipus de figura simple al qual respon l’objecte.
convex: Indicador de convexitat de l’objecte. Implementat per la funcio´ convexityTool de la
classe World.
vecVertices: Vector de ve`rtex de la geometria original de l’objecte. Cada element del vector
consta de tres coordenades cartesianes (x, y, z).
vecFaces: Vector d’´ındex de cares de la geometria original de l’objecte. Cada element del vector
consta de tres ı´ndex, que formen un triangle entre ells.
old position i old rotation: Posicio´ i rotacio´ de l’objecte anteriors a l’u´ltima transformacio´
efectuada. Valors guardats per dur a terme una possible restauracio´ posterior.
position: Posicio´ actual de l’objecte en coordenades globals (x, y, z).
rotation: Rotacio´ actual de l’objecte en coordenades globals (q = w +xi +yj + zk o (w, x, y, z)).
newvec: Nova transformacio´ de l’objecte despre´s d’una rotacio´ relativa en un so`lid compost de
me´s d’un objecte.
Eina de modelat de mons virtuals mitjanc¸ant objectes convexes 19
vec Hulls: Vector de volums convexes resultants de la descomposicio´ convexa del present ob-
jecte. Cada element del vector e´s un Hull amb vectors de ve`rtex i cares d’iguals carac-
ter´ıstiques als anteriorment citats, pero` amb diferents valors.
bullet Hulls: Apuntador a un element de la classe btConvexHullShape de la llibreria Bullet
que conte´ la geometria descomposta que formara` part d’una btCompoundShape.
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3 Gestio´ de les dades d’entrada
L’entrada de dades a la llibreria resulta un fet indispensable i molt importat en el proce´s, ja que
qualsevol usuari necessita saber de bona font les caracter´ıstiques que han de tenir les seves dades
d’entrada. En aquest cap´ıtol s’ha inclo`s tota aquella informacio´ necessa`ria sobre la configuracio´
de les dades, aix´ı com els processos utilitzats en la seva ca`rrega.
3.1 Fitxers d’entrada
L’aplicacio´ que ens ocupa obte´ la informacio´ geome`trica dels cossos a representar a partir de
fitxers de text en format Inventor o VRML(Inventor 2.0). Els principals nodes que conformen
aquests tipus de fitxers so´n els segu¨ents:
• Nodes separadors (SoSeparator o SoGroup): Aquests nodes agrupen les diferents parts
de la geometria d’un cos, en cas de que aquest en tingui varies, de forma que el cos pot
estar definit a trossos dintre d’un mateix fitxer. A me´s tots els fitxers han de tenir un node











• Nodes de forma (SoShape): Aquests nodes conformen una superclasse que conte´ tots
aquells nodes amb informacio´ geome`trica. Per tant, al igual que amb els nodes Separator,
n’hi ha d’haver com a mı´nim un en cada fitxer.
• Nodes d’aparenc¸a (SoAppearance, SoMaterial, ...): Els fitxers Inventor acostumen a tenir
un o me´s nodes de SoMaterial on s’indiques algunes propietats dels objectes, tals com el
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color o la transpare`ncia. En el cas dels fitxers d’entrada aquests nodes seran obviats ja que
la informacio´ no es necessa`ria per a la descomposicio´ convexa i s’assignaran propietats
arbitraries a la sortida del proce´s. Aquests tipus de nodes sempre son fills d’un node














• Nodes de geometria (SoCube, SoIndexedFaceSet, ...): La informacio´ geome`trica pro`piament
dita pot estar continguda en una amplia gamma de nodes, depenent de si es tracta de fi-
gures simples o de nu´vols de punts.






















Molts cops en aquest tipus de nodes s’hi afegeix informacio´ sobre les textures i normals
de la superf´ıcie, per a l’aplicacio´ actual aquestes dades no son necessa`ries i per tant seran
obviades, tot i que no repercutiran en cap error en cas d’incloure-les-hi.
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De tots els nodes anomenats n’existeix una versio´ per a fitxers Inventor i una altra per a VRML,
amb un comportament forc¸a semblant. Per a augmentar el ventall de possibilitats de la llibreria
s’ha programat l’entrada dels dos tipus de nodes.
Open Inventor do´na mu´ltiples possibilitats a l’hora de crear fitxers de geometria tridimensional
amb els nodes citats i per tant hi ha moltes decisions que queden en mans del seu creador. Degut
a la diversitat de resultats que es poden obtenir, ha estat convenient marcar una se`rie de pautes
que els fitxers d’entrada a la llibreria hauran de seguir. A fi d’aixo` s’hauran de crear els fitxers
seguint el segu¨ent esquema:
 
#Inventor V2 .1 a s c i i
Separator {
VRMLGroup {




mate r ia l
VRMLMaterial {
d i f f u s eCo lo r 0.99000001 0.88 0.030999999
amb ien t In t ens i t y 0.88671875
specu la rCo lo r 1 0.74901962 0













0 , 1 , 2 , −1,
. . .
559 , 549 , 547 , −1]
ccw TRUE
so l i d FALSE
convex TRUE
creaseAngle 0






L’esquema mostrat e´s el d’una malla de punts d’un sol objecte. En cas de que es necessiti crear
un so`lid r´ıgid amb me´s d’un objecte es pot afegir el nombre necessari de nodes SoSeparator
al final del fitxer, seguint el mateix tipus d’esquema. Com a u´nica restriccio´ es demana que el
node SoSeparator inicial contingui tota la resta, e´s a dir, que els faci de pare. En cas de que la
geometria a crear sigui diferent a la de l’esquema, per exemple una figura simple, tan sols cal
substituir el node de geometria per l’adequat, just a sota de la comana geometry.
Per u´ltim cal comentar que l’aplicacio´ esta` pensada per llegir un sol para`metre d’entrada, cosa
que no impedeix que es pugui treballar amb me´s d’un fitxer. Per fer-ho, tan sols caldra` crear
un fitxer arrel que contingui les crides necessa`ries a tots aquells fitxers amb els que vulguem
treballar i sera` aquest u´ltim el que es donara` com a para`metre d’entrada.
 
#Inventor V2 .1 a s c i i
Separator {
DEF World Transform {
t r a n s l a t i o n 0 0 0
s ca l e F a c t o r 1 1 1
}
DEF l ink0 Separator {
Transform {
r o t a t i on 0 0 1 0
cen te r 0 0 0
}
F i l e {
name ” tx90−l i nk0 . wrl ”
}
}
DEF l ink1 Separator {
DEF j o i n t 1 Transform {
t r a n s l a t i o n 0 0 478
ro t a t i on 0 0 1 0
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}
F i l e {






3.2 Metodolog´ıa de ca`rrega d’informacio´
En el moment en que s’inicia el programa i es do´na com a para`metre d’entrada un fitxer amb
les caracter´ıstiques comentades anteriorment cal carregar la informacio´ i guardar-la dintre de
les classes contenidores per al seu posterior u´s. D’aquesta forma el primer que es fa e´s crear un
arbre d’Open Inventor i assignar-li una refere`ncia. Primerament s’obre el fitxer com a entrada
de dades i es llegeix tot el seu contingut amb la funcio´ readAll que proporciona la llibreria
Coin. Malauradament, aquesta funcio´ no diferencia els tipus de nodes que llegeix i en cas de
que es trobi una ordre de lectura de fitxer, dintre d’un altre, ho interpreta com un node me´s
i no com la suma dels nodes que conte´ aquest nou fitxer. Com que es prou habitual el fet de
carregar fitxers de forma aniuada, es necessari un segon pas per assegurar que l’arbre conte´ tots
els nodes de geometria i no nodes SoFile. Per aquest motiu, un cop acabada la primera lectura,
es procedeix a fer-ne una segona, la qual busca u´nicament nodes SoFile. En cas de trobar-ne,
es realitzara` una lectura del fitxer al qual fa refere`ncia el node i es substituira` el node SoFile
per un SoSeparator amb el contingut de fitxer, tal com es mostra a les figures 3.1 i 3.2. Aquesta
cerca, a me´s, es fa de forma recursiva per trobar tots els possibles subfitxers que hi hagi. A
cadascun dels subfitxers trobats li e´s assignat el nom del fitxer pare a me´s d’un comptador per
establir-ne l’ordre. Amb aquest pas s’aconsegueix mantenir agrupats els objectes pertanyents a
un mateix so`lid r´ıgid.
Per u´ltim cal especificar que l’arbre resultant e´s emmagatzemat dintre de la classe World per a
la seva posterior utilitzacio´.
3.3 Arbre de geometria d’Open Inventor
Ba`sicament l’arbre d’Open Inventor consta d’un node SoSeparator com a pare i una se`rie de
nodes fills, que contenen els diferents cossos i que formaran les branques de dit arbre. Com ja
s’ha comentat, cal assignar una refere`ncia als nodes, ja que la seva creacio´ i esborrat es basa
en un sistema de refere`ncies. La funcio´ readAll crea refere`ncies de forma automa`tica, pero` tot
i aixo` caldra` assignar una refere`ncia al node pare de l’arbre en el moment de la seva creacio´ i
tambe´ els destinats a substituir els nodes SoFile. En quant a l’estructura interna de l’arbre e´s
ba`sicament una copia del contingut del fitxer, com ja s’ha mostrat en l’esquema de fitxer a seguir,
en el que el node pare conte´ tota la resta de nodes agrupats per cossos. El benefici d’adquirir-ne




link 0 link 2
SoGroup SoFile




link 0 link 2
SoGroup SoGroup
SoShape
Figura 3.2 Subsitucio´ del node SoFile
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el contingut, e´s que guardant tan sols un node SoSeparator es te´ la mateixa informacio´ que en
la suma de fitxers carregats i a me´s ja no cal realitzar me´s lectures.
3.4 Cerca i encapsulacio´ de la geometria
Possiblement aquest sigui un dels passos me´s delicats de l’aplicacio´ ja que degut al nombre de
geometries diferents a buscar i a que es duen a terme varies actuacions diferents en cada cas, cal
controlar de prop els possibles errors de programacio´, sobretot en u´s de memo`ria, que afectaran
a totes les accions posteriors.
Tot i tenir tota la informacio´ necessa`ria en forma d’arbre, aquesta resulta molt poc accessible
i pra`ctica en aquesta forma, i per tant, cal agafar allo` estrictament necessari i guardar-ho de
forma ordenada per a agilitzar els posteriors processos.
La cerca de geometria i posterior encapsulacio´ d’aquesta la du a terme la funcio´ createObjects.












Seguidament es cerca, per ordre, cadascun d’aquests nodes dintre de l’arbre d’Open Inventor
anteriorment guardat. El resultat de la cerca e´s una llista de paths, o sigui de branques de
l’arbre, que acaben amb el node especificat. Per a cada path, en cas de que hi hagi me´s d’un
node del tipus buscat, es crea un apuntador a la classe Object en el qual s’inseriran les dades.
Seguidament s’obte´ el nom de l’objecte actual, que esta contingut en el node SoSeparator que
li fa de pare, un nivell per sota del pare global de l’arbre 3.3.




Figura 3.3 Ubicacio´ del nom associat a una superf´ıcie
En aquest punt cal determinar si l’objecte trobat pertany ja a un RigidBody o per contra cal
crear-ne un de nou. La pertinenc¸a o no a un RigidBody s’identifica a partir del nom de l’objecte,
que com ja s’ha comentat es comu´ per a objectes amb un mateix fitxer com a pare. Aix´ı doncs
en cas de que hi hagi ja un RigidBody amb el mateix nom que l’objecte, aquest s’hi afegeix. Si
per contra no n’hi hague´s cap, se’n crea un de nou amb el nom de l’objecte actual. El segu¨ent
pas e´s assignar el nom a l’objecte i actualitzar els comptadors de la classe Object.
En aquest punt de l’execucio´ apareixen difere`ncies notables entre el proce´s de les figures ba`siques
(nodes 3 a 10 de la llista) i els conjunts de punts:
Figures ba`siques: Primerament s’assigna un identificador de figura (cube, cone, cylinder o sp-
here) que sera` guardat com atribut de la classe per a la posterior identificacio´ de l’objecte.
Seguidament es llegeixen les mides de la figura (width, height, depth i/o radius) que so´n
els u´nics para`metres que conte´ el node de geometria i que varien en funcio´ del tipus de
figura. Aquestes dades tambe´ s’emmagatzemen a la classe Object. Finalment l’apuntador
a objecte s’afegeix al RigidBody pertinent, ja amb les dades carregades.
Nu´vols de punts: Primerament s’obte´ el node que conte´ les cares, el qual correspon a l’u´ltim
node del path amb el que s’esta` treballant. Seguidament la funcio´ saveFaces s’ocupa de
llegir els ı´ndex de les cares i emmagatzemar-los en forma de vector d’enters a la classe
Object. Per extreure els punts que conformen l’objecte, cal realitzar una nova cerca per
trobar el node SoCoordinate associat a aquest objecte. En aquest cas, la cerca es realitza
dintre del node de cares, ja que, si s’ha seguit l’ordre establert en els fitxers, aquest conte´
sempre el node de punts. Un cop trobat el node, la funcio´ saveVertices s’ocupara` de
guardar la informacio´ en un vector de reals pertanyent a l’apuntador d’objecte. Finalment,
a l’igual que amb les figures, l’objecte i tota la informacio´ obtinguda s’afegeix al so`lid r´ıgid
pertinent.
Per u´ltim cal remarcar el fet de que en la classe Object es guarden tant la geometria com els
atributs de cada objecte, pero` e´s en la classe World on s’emmagatzema el vector vec Bodies
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encarregat de contenir cadascun d’aquests cossos. Aix´ı mateix, en aquesta classe, es mante´ un
comptador de so`lids per poder dimensionar aquest vector.
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4 Estructura de l’entorn virtual
El cos central de l’aplicacio´ inclou els mo´ns virtuals on es desenvolupa la major part del proce´s.
Es necessari doncs endinsar-se en la seva estructura i funcionalitat aix´ı com diferenciar de forma
correcta els dos entorns disponibles amb les seves utilitats i funcions.
4.1 Entorn de visualitzacio´
Com ja s’ha comentat anteriorment l’aplicacio´ utilitza dos entorns virtuals diferents: un de vi-
sualitzacio´ i un altre de deteccio´ de col.lisions. El primer d’aquests e´s l’encarregat de carre-
gar els objectes un cop descomposts, mostrar-ne l’aparenc¸a i actualitzar-la amb els moviments
pertinents. El cos principal de l’entorn de visualitzacio´ el forma el servidor de visualitzacions
OpenViz 2.3.6. Aquest esta` preparat per a carregar a l’escena qualsevol figura ba`sica aix´ı com
fitxers VRML de nu´vols de punts. Ja que l’aplicacio´ genera varis fitxers de sortida amb la geo-
metria descomposta, s’utilitzaran aquests fitxers com a entrada al visor. El fet d’usar els valors
geome`trics despre´s de la descomposicio´ convexa permet que la imatge de refere`ncia que es veu
en tot moment sigui la mateixa amb la qual esta treballant en paral.lel l’entorn de col.lisions.
Per a dur a terme la ca`rrega dels citats fitxers, OpenViz disposa d’una se`rie de comandes, que
executades per una aplicacio´ en forma de client, executen les diferents funcions al servidor.
Inicialment OpenViz nome´s disposava d’una comanda d’entrada de fitxers.
 
add ob j e c t name parent f i l e 2.0 2.0 2.0 0.0 0.0 1.0 0.0
 
Aquesta comanda, insereix un fitxer en una posicio´ determinada per tres coordenades cartesi-
anes i amb una orientacio´ donada per un vector i l’angle de gir sobre aquest. Aixo` suposa un
problema, ja que actualment quasi totes les aplicacions informa`tiques d’aquest camp treballen
aplicant rotacions a partir de quaternions, ja que aquests conformen una representacio´ no sin-
gular, me´s compacta i me´s ra`pida que les matrius de rotacio´. A me´s, cal comentar que tant
Coin com Bullet treballen amb quaternions per defecte, tot i que disposen d’altres funcions de
moviment, i per tant, es consequ¨ent treballar amb quaternions al llarg de tota l’aplicacio´. Pri-
merament doncs, s’ha hagut d’adaptar el visor a les noves necessitats. Per a poder dur a terme
el posicionament a partir d’un quaternio´, s’ha afegit al codi una funcio´ que executa rotacions a
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partir dels quatre para`metres del quaternio´. Alhora es s’han resolt alguns bugs del codi que feien
que les rotacions treballessin amb para`metres erronis. Un cop programada aquesta funcio´ s’ha
creat una nova comanda de ca`rrega de fitxers, anomenada add object2, en la qual la part d’eix i
angle ha estat substitu¨ıda per la nova rotacio´ creada. En aquest cas els primers tres para`metres
segueixen sent la translacio´ a l’espai, mentre que els quatre restants so´n els components d’un
quaternio´.
 
add ob je c t2 name parent f i l e 2.0 2.0 2.0 1.0 0.0 0.0 0.0
 
En els dos casos tambe´ s’han hagut d’afegir para`metres a l’analitzador le`xic, o parser, per a que
accepte´s les noves comandes i el servidor les pogue´s interpretar. Per u´ltim s’ha hagut d’efectuar
una nova modificacio´ ja que OpenViz treballava tan sols amb fitxers continguts en la seva carpeta
arrel. Degut a la quantitat de fitxers i que conviuen fins a quatre extensions diferents d’aquests,
e´s convenient tenir-los de forma endrec¸ada en carpetes que hom pugui identificar fa`cilment.
Malauradament el parser d’OpenViz no estava preparat per a interpretar paths i novament s’han
hagut d’afegir funcions per a que ho pogue´s fer de forma correcta.
Amb tots els canvis efectuats, la llibreria aporta les eines necessa`ries per establir un enllac¸
client/servidor amb OpenViz, carregar-hi els fitxers pertinents i enviar les ordres de moviment
per a que el visor actualitzi la posicio´. Les dues eienes principals que facilita la llibreria so´n:.
callOpenViz: Permet dur a terme l’enllac¸ amb el servidor, alhora que hi carrega els fitxers
pre`viament descomposts.
moveatOpenViz: Mou un cos donat a una nova posicio´ i rotacio´, actualitzant d’aquesta forma
l’escena.
Per u´ltim, cal comentar que OpenViz segueix sent una aplicacio´ independent i que deu ser
executada per separat, i abans de que es dugui a terme l’enllac¸ amb el client. Aix´ı doncs els
usuaris tenen la capacitat d’emprar la llibreria sense utilitzar l’entorn de visualitzacio´ si aix´ı ho
desitgen.
4.2 Entorn de deteccio´ de col.lisions
Paral.lelament a l’entorn de visualitzacio´ treballa l’entorn de col.lisions, el qual esta format fo-
namentalment per classes de la llibreria Bullet. A l’entorn de col.lisions s’hi ha de carregar la
geometria a l’igual que amb el de visualitzacions, pero` en aquest, en canvi, no es du a terme a
partir de fitxers sino´ a partir de la informacio´ geome`trica guardada en les classes contenidores
de la llibreria. Per tant per a cada cos r´ıgid que s’hagi d’inserir a l’entorn es llegira` el tipus
d’objecte del qual es tracta i la geometria que el conforma. Tot seguit es crearan les superf´ıcies,
objectes, etc. La exportacio´ dels objectes a aquest entorn resulta doncs me´s complexa que en el
cas anterior i per aquest motiu es tractara` me´s a fons a l’apartat 7.1.
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Un cop exportada la geometria el segu¨ent pas es introduir-la en un mon virtual de col.lisions.
Bullet disposa de dos tipus de mo´ns virtuals: collisionWorld i dynamicWorld, dels quals s’ha
elegit el primer, ja que exclou totes aquelles funcions f´ısiques que, com ja s’ha comentat, no es
duran a terme en el proce´s actual de l’aplicacio´.
Amb tots els objectes dintre del mo´n virtual, l’escena ja esta` establerta i per tant es poden iniciar
els ca`lculs de col.lisions. Com en el cas anterior, s’utilitza una funcio´ anomenada moveatBullet
per a realitzar dits moviments. Els para`metres a executar i llegir per dur a terme el test de
col.lisio´ seran estudiats me´s a fons en propers apartats del cap´ıtol 6.
Un fet a tenir en compte, e´s la possibilitat de que l’escena inserida inicialment contingui col-
lisions, la qual cosa no es desitjable. Per a garantir que l’escena inicial e´s correcta, cal fer sempre
un primer test de col.lisio´, un cop exportada la geometria.
Finalment, cal tenir en compte que l’entorn de col.lisions no es visible i per aquest motiu resulta
molt important la sincronitzacio´ correcta amb l’entorn de visualitzacions, ja que d’altra forma
l’usuari actuaria sobre cossos situats erro`niament. Amb aquesta finalitat, cal utilitzar sa`viament
les dues funcions de moviment en ambdo´s entorns i a poder ser de forma simulta`nia. Cal parar
compte tambe´ amb la utilitzacio´ de la funcio´ restoreBullet, encarregada de retornar l’entorn
virtual de col.lisions a l’estat anterior, en cas de trobar-hi una col.lisio´, la qual canvia la posicio´
en un sol dels entorns i que mai deu ser usada conjuntament amb un moviment de l’entorn de
visualitzacio´.
4.3 So`lids Rigids
Un cop arribats a aquest punt, resulta convenient saber com estan definits els cossos que forma-
ran part dels entorns virtuals.
Seguint un dels requeriments del projecte, els objectes de l’escena so´n tractats com a so`lids
r´ıgids, es a dir que cadascun dels fitxers conte´ un cos mo`bil, format a partir d’un o me´s objectes
fixes, que sera` tractat com una sola entitat. En l’apartat 3.4. ja s’ha tractat com s’aconsegueix
assignar cada objecte al seu so`lid r´ıgid i a l’Annex A es pot trobar l’estructura que formen objectes
i so`lids r´ıgids.
Per a seguir aquesta estructura, e´s convenient que en cadascun dels passos es segueixi la je-
rarquia establerta. Per tant, els moviments, les exportacions i els fitxers de sortida han de ser
tractats de forma especial. Cada cop que es realitzi alguna d’aquestes accions, s’ha d’especifi-
car el so`lid r´ıgid sobre el qual es prete´n actuar. Internament l’aplicacio´ s’ocupa de que tots els
objectes, pertanyents al so`lid en qu¨estio´, rebin el mateix tractament.
 
f o r ( s i z e t i =0; i<( s i z e t ) vec Bodies . s i z e ( ) ; i++) {
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 
Un cas especial e´s el del canvi d’orientacio´ d’un so`lid r´ıgid format per me´s d’un objecte. En
aquest cas la transformacio´ no esdeve´ directa, ja que cada objecte te´ els seus propis eixos de
coordenades i en efectuar-se la rotacio´ sobre aquests el so`lid perdria la seva integritat. Per
tant, resulta necessari recalcular la rotacio´ de forma que esdevingui global. Aquest pas resulta
complex i es tractat me´s a fons en l’apartat 7.3
Un cop fet aixo`, tan sols cal substituir el valor antic per la rotacio´ nova. Les funcions de movi-
ment, incloses a la llibreria, ja contenen totes les eines necessa`ries per detectar automa`ticament
el cas esmentat i procedir en consequ¨e`ncia.
5 Ana`lisi i Descomposicio´ de la geometria
El tractament de convexitat dels objectes e´s necessari, exclusivament, per a la integracio´ de
la llibreria de deteccio´ de col·lisions. Degut a la dificultat d’efectuar tests de col·lisions en-
tre geometries co`ncaves, la llibreria utilitzada tan sols suporta objectes convexes o geometries
co`ncaves fixes. Ja que el cas que ens ocupa prete´n representar mu´ltiples objectes mo`bils, inicial-
ment co`ncaus, e´s necessari realitzar una transformacio´ d’aquests, la qual s’explica a`mpliament
al llarg d’aquest cap´ıtol.
5.1 Estimacio´ de convexitat
El primer pas que cal fer amb els objectes carregats e´s el d’estimar si aquests so´n convexes o no.
Aixo` es necessari ja que en cas de no ser-ho, no cal aplicar el tractament de descomposicio´ i els
objectes poden ser introdu¨ıts directament a l’escena.
Per a estimar la convexitat dels cossos, ja carregats a l’aplicacio´, s’ha creat una funcio´ especifica
anomenada convexityTool. Aquesta eina aplica un algorisme de comprovacio´ a cadascun dels
objectes i emmagatzema el resultat com un indicador bool (cert/fals) que passa a formar part
dels atributs de l’objecte. Primerament, l’algorisme comprova que l’objecte no sigui una figura
ba`sica, la qual cosa implica convexitat i per tant desestima altres ca`lculs. En cas de que no
es tingui una figura ba`sica, es du a terme el ca`lcul de convexitat pro`piament dit. L’algorisme
que s’aplica esta` basat en els ca`lculs de P. Jime´nez, F. Thomas i C. Torras publicats amb el nom
de Collision Detection Algorithms for Motion Planning[8] l’any 1998. Segons aquesta
font, donada una cara amb punts p1, p2, p3 (cadascun dels quals pi = (pix, piy, piz, 1) en coor-
denades homoge`nies) i un ve`rtex qualsevol vi: si el determinant |p1p2p3vi| te´ el mateix signe
per a qualsevol ve`rtex vi no pertanyent a la cara, llavors es pot afirmar que la cara en qu¨estio´
e´s convexa. Si en repetir el proce´s per a cadascuna de les cares de l’objecte, s’obte´ sempre el
resultat de convexitat, es pot assegurar que el cos es convex.
Seguint el procediment esmentat, l’algorisme programat comprova el signe del determinant de
cadascuna de les cares de l’objecte, amb la totalitat dels ve`rtex que el formen.
 
while (( j < numVertices )&&(convex )) {
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x = ve cVe r t i c e s [ j ] . ve r t ex [0] ;
y = ve cVe r t i c e s [ j ] . ve r t ex [1] ;
z = ve cVe r t i c e s [ j ] . ve r t ex [2] ;
f l o a t ve r t ex [3] ;
ve r t ex [0]=x ;
ve r t ex [1]=y ;
ve r t ex [2]=z ;
s ign = CalculeDeterminant ( point1 , point2 , point3 , ve r t ex ) ;
i f ( s ign==0) {
counter++;
} e l s e {
i f ( s ign0==0) {
( s ign0 = sign ) ;
} e l s e {





i f ( counter == numVertices )
polygon = true ;
re turn convex ;
 
Cal remarcar la existe`ncia d’un cas particular en el ca`lcul del determinant, entre els punts de la
cara i el ve`rtex. Si el ve`rtex elegit forma part de la cara en estudi, el determinant passa a ser
zero i aixo` no do´na informacio´ alguna sobre el signe que es buscava. En aquest cas, el resultat
no es te´ en compte de forma immediata, tot i que es mante´ en memo`ria, per a garantir que hi
ha almenys un punt que no formi part de la cara. En cas d’acabar el procediment amb tots els
determinants iguals a zero, es pot afirmar que l’objecte en qu¨estio´ e´s un pol´ıgon i aix´ı es fara`
constar en els atributs de la classe Object. Ja que la ressolucio´ dels ca`lculs pot no resultar exacta
al cent per cent, s’ha afegit una tolera`ncia de 10−5 en l’acceptacio´ d’un nombre com a zero real.
5.2 Tractament dels objectes
Un cop dut a terme el ca`lcul de convexitat de cada objecte, ja es te´ com un dels atributs a la
classe Object un indicador de la convexitat o no de cadascun. El segu¨ent pas es executar el
tractament necessari als objectes, tenint en comte el resultat del test de convexitat.
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En cas de que l’objecte no sigui convex s’executara` la rutina que descomposicio´ convexa, la qual
sera` explicada me´s a fons en el segu¨ent apartat 5.3.
Per contra, si l’objecte es convex (figura simple, pol´ıgon o nu´vol de punts convex) sera` emma-
gatzemat de forma directa com a un fitxer de sortida Inventor, que posteriorment podra` ser usat
en la representacio´ virtual. Per a la creacio´ del fitxer s’utilitza la funcio´ saveinaFile, que con-
verteix la informacio´ geome`trica, ja siguin atributs d’una figura (radi, altura, ...) o una se`rie de
punts i cares, al format d’Inventor, el qual es pot veure me´s a fons en l’apartat 5.5.
 
char s c r a t ch [512];
s p r i n t f ( scra tch , ” . /OUT/OUT−i nven to r/%sconvex . wrl ” , name . c s t r ( ) ) ;
FILE ∗ fph = fopen ( scra tch , ”wb” ) ;
i f ( fph ) {
f p r i n t f ( fph , ‘ ‘# Inventor V2 .1 a s c i i \ r\n\n\n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ Separator {\ r \n\n ’ ’ ) ;
i f ( f i gu r e == ” cube ” ) {
f p r i n t f ( fph , ‘ ‘ Cube {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ width %f \ r \n ’ ’ , width ) ;
f p r i n t f ( fph , ‘ ‘ he ight %f \ r \n ’ ’ , he ight ) ;
f p r i n t f ( fph , ‘ ‘ depth %f \ r \n ’ ’ , depth ) ;
} e l s e i f ( f i gu r e == ” cone ” ) {
. . .
// Case o f a Index edFa c eS e t convex .
} e l s e {
f p r i n t f ( fph , ‘ ‘ VRMLGroup{\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ ch i ld r en \ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLShape {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ appearance \ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLAppearance {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ ma te r i a l \ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLMaterial {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ d i f f u s eCo lo r 0.8 0.8 0.8\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ amb ien t In t ens i t y 0.2\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ specu la rCo lo r 0 0 0\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ s h i n i ne s s 0.2\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ }\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ }\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ geometry \ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLIndexedFaceSet {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ coord\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLCoordinate {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ po int [ %f %f %f ,\ r \n ’ ’ ,
v e cVe r t i c e s [0 ] . ve r t ex [0] , v e cVe r t i c e s [0 ] . ve r t ex [1] ,
v e cVe r t i c e s [0 ] . ve r t ex [2 ] ) ;
. . .
 
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5.3 Descomposicio´ convexa
Per dur a terme la descomposicio´ en elements convexos, d’aquelles geometries que hagin re-
sultat co`ncaves en el test de convexitat, s’utilitzen els elements subministrats per la llibreria
Approximate Convex Decomposition, creada per John Ratcliff. En l’apartat 2.3.4 ja s’ha do-
nat una imatge general del desenvolupament de la llibreria, aix´ı com dels problemes d’adaptacio´
a l’entorn Linux.
Per a facilitar l’u´s de l’aplicacio´ i que l’usuari no hagi d’endinsar-se en el funcionament de la
llibreria, s’ha creat una funcio´ anomenada Decompose, que aplicada sobre un objecte n’obte´ la
descomposicio´ directament. Tot i aixo`, resulta interessant comentar me´s a fons el funcionament
intern de la llibreria.
La llibreria de descomposicio´ convexa, necessita com a para`metres d’entrada solament les co-
ordenades dels punts que formen la geometria inicial. Els ı´ndex de les cares que conformen
l’objecte no so´n necessaris, ja que un cop descompost l’objecte les cares esdevenen diferents i
per tant no te´ sentit afegir me´s para`metres. El procediment inicial d’entrada de dades, es fa se-
paradament per a cada objecte que hagi estat classificat com a co`ncau. En cas de tractar-se d’un
so`lid r´ıgid amb me´s d’un objecte, aquests tambe´ es descompondran per separat. D’aquesta forma
el ca`lcul e´s me´s acurat i no nega la possibilitat del tractament conjunt en passos posteriors.
Un cop s’ha carregat el nu´vol de punts d’un objecte a les variables necessa`ries, l’atencio´ re-
cau en la classe CBuilder i la funcio´ performConvexDecomposition. La classe CBuilder es
l’encarregada de crear la geometria de sortida, a partir de les dades calculades per la funcio´
performConvexDecomposition, en forma de diversos volums anomenats Hulls. La descompo-
sicio´, pro`piament dita, es du a terme doncs amb l’aplicacio´ de performConvexDecomposition
sobre una variable del tipus DecompDesc, en la qual s’hi ha carregat tota la informacio´ necessa`ria
sobre l’objecte en qu¨estio´. L’assignacio´ de dites variables es du a terme de la forma segu¨ent:
 
i n t ∗ ind = new in t [ l l i n d e x . s i z e ( ) ] ;
f l o a t ∗ ve r t = new f l o a t [ l l v e r t e x . s i z e ( ) ] ;
f o r ( s i z e t i =0; i<( s i z e t ) l l i n d e x . s i z e ( ) ; i++)
ind [ i ] = l l i n d e x [ i ] ;
f o r ( s i z e t i =0; i<( s i z e t ) l l v e r t e x . s i z e ( ) ; i++)
ve r t [ i ] = l l v e r t e x [ i ] ;
DecompDesc d ;
d . mVcount = l l v e r t e x . s i z e ( ) /3 ;
d . mVert ices = ve r t ; // as s ignment o f the v e r t e x
va r i ab l e .
d . mTcount = l l i n d e x . s i z e ( ) /3 ;
d . mIndices = ( unsigned i n t ∗) ind ; // as s ignment o f the f a c e s
index va r i ab l e .
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d .mDepth = depth ;
d . mCpercent = cpercent ;
d . mPpercent = ppercent ;
d . mMaxVertices = maxv ;
d . mSkinWidth = skinWidth ;
CBuilder cb ( nom f i txer , d ) ; // r e c e i v e s the answers and w r i t e s out a
wavefront OBJ f i l e .
d . mCallback = &cb ;
unsigned i n t count = performConvexDecomposition (d ) ;
 
Cal comentar tambe´, que juntament amb el nu´vol de punts d’entrada i el nu´mero d’aquests, hi
ha cinc para`metres me´s que conformen la resolucio´ del resultat de la descomposicio´: nivell de
recursivitat, percentatge de concavitat acceptat, percentatge de volum per subdividir un Hull,
nombre ma`xim de ve`rtex en un Hull i amplada de la superf´ıcie de l’objecte. Ja que resulta molt
interessant el control acurat de la descomposicio´, s’ha conservat la possibilitat de donar nous
valors a aquests para`metres en el moment de fer la crida al fitxer d’entrada, cosa que quedara`
ben explicada a l’apartat 8.1.2.
5.4 Geometria descomposta
Com ja s’ha comentat, la classe CBuilder s’encarrega d’interpretar i emmagatzemar les dades
obtingudes de la descomposicio´ convexa. Un cop s’ha assolit una configuracio´ valida de la geo-
metria donada, la nova geometria resulta en un conjunt de volums convexos, tambe´ anomenats
Hulls. La suma de tots aquests Hulls representa la forma aproximada de l’objecte original.
Amb aquest proce´s, s’aconsegueix que cadascun dels volums descompostos pugui ser gestionat
per separat com una entitat convexa, la qual no crea problemes de ca`lcul en entorns com el de
la llibreria Bullet
Aix´ı doncs, amb les funcions de la llibreria es cerca una nova configuracio´ de l’objecte, per tal
de que els punts es cenyeixin a la geometria inicial i a me´s s’assignen cares de nova creacio´, que
no eren presents en la informacio´ d’entrada, a tots els elements.
Amb aquesta geometria descomposta, es creen inicialment una se`rie de fitxers de sortida que
ofereixen la representacio´, en diferents formats, del resultat de l’operacio´. Tot i que al finalitzar
el proce´s l’objecte tractat ha resultat dividit en una quantitat indeterminada de volums, la re-
presentacio´ que ofereixen aquests fitxers mostra sempre el conjunt d’aquests i per tant l’usuari
pot visualitzar l’estat de tot el conjunt. La difere`ncia entre la geometria inicial i la resultant de
la descomposicio´ convexa es pot observar a les figures 5.1 i 5.2
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Figura 5.1 link4, geometria
original
Figura 5.2 link4, geometria
descomposta
Tot i resultar molt u´tils, no tot el proce´s es pot dur a terme a partir de fitxers de sortida i es con-
venient obtenir la nova geometria dels Hulls de forma ordenada i emmagatzemar-la en alguna
de les classes de l’aplicacio´. Per aquest motiu, s’ha creat una altra funcio´ que emmagatzema
les dades, obtingudes de performConvexDecomposition, en forma de vector de Hulls. Aquests
vectors so´n emmagatzemats a la classe Object i passen a formar part de l’objecte en qu¨estio´,
cosa que mante´ la descomposicio´ lligada a l’objecte original en tot moment.
5.5 Fitxers de sortida
En primera insta`ncia, la nova geometria tan sols es guardada en format wavefront (*.obj) per la
funcio´ CBuilder, pertanyent a la classe de la qual hereta el seu nom. El format wavefront, va ser
creat per Wavefront Technologies per a l’eina d’animacio´ anomenada Advanced Visualizer.
Actualment aquest format obert pot ser importat/exportat en programes com Maya d’Autodesk,
Blender, 3D Studio Max, etc.
Part del fitxer wavefront resultant del link0
 
########################################################################
# Approximate convex decomposit ion f o r t r i a n g l e mesh l ink0
# Input Mesh has 1907 v e r t i c e s and 3798 t r i a n g l e s .
# Recursion depth : 5
# Concavity Threshold Percentage : 5.00
# Hull Merge Volume Percentage : 5.00
# Maximum output v e r t i c e s per hu l l : 32
# Hull Skin Width : 0.00
########################################################################
########################################################################
## Hull P iece 1 with 4 v e r t i c e s and 4 t r i a n g l e s .
########################################################################
v 39.626663208 48.268608093 5.000086308
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v −62.363162994 49.902099609 5.000091076
v −10.551518440 −1.909557223 5.000037193
v −12.184981346 100.080261230 5.000139236
f 1 2 3
f 2 1 4
f 4 3 2
f 3 4 1
 
De forma independent, tambe´ es poden crear fitxers *.xml o collada(*.dae), com es el cas
de l’aplicacio´ de mostra. Aquest proce´s es du a terme en funcions independents per a les dues
extensions, on s’utilitza la mateixa font de dades pero` es realitza una conversio´ diferent en quant
a format d’escriptura de fitxers.
Part del fitxer *.xml resultant del link0
 
31 1 4 39.626663208 48.268608093 5.000086308 −62.363162994 49.902099609
5.000091076 −10.55151844 −1.909557223 5.000037193 −12.184981346
100.08026123 5.000139236 4 0 1 2 1 0 3 3 2 1 2 3 0 0 4 93.900680542
−0.828933835 5.000040531 −61.367965698 −52.806800842 4.999983788
−12.445031166 −101.729736328 4.999935627 42.214897156 50.8568573
5.000089645 4 0 1 2 1 0 3 3 2 1 2 3 0 0 4 87.546791077 −0.954853773
247.000030518 −10.551533699 −1.909555316 247.000030518 38.020259857
−50.481365204 246.999984741 38.974990845 47.616954803 247.000061035 4 0 1
2 1 0 3 3 2 1 2 3 0 0 18 −80.809715271 −72.248550415 123.500022888
−80.809715271 −1.949932098 185.250045776 −80.809715271 −72.248527527
185.250045776
 




<geometry id=” l ink0 3−Mesh” name=” l ink0 3−Mesh”>
<convex mesh>
<source id=” l ink0 3−Po s i t i on ”>
< f l o a t a r r a y count=”54” id=” l ink0 3−Pos i t i on−array ”>
−80.809715271 −72.248550415 123.500022888 −80.809715271
−1.949932098 185.250045776 −80.809715271 −72.248527527
185.250045776 −80.809715271 −1.949933052 123.500022888
−94.52961731 −7.250154018 170.500152588 −94.52961731 −21.500156403
184.75012207 −86.309577942 −44.771331787 123.500022888
−94.52961731 −35.750160217 170.50012207
−94.52961731 −14.375155449 182.841003418 −94.52961731 −21.500123978
156.25012207 −86.309577942 −54.266361237 123.500022888
−94.52961731 −9.159301758 177.625152588
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−94.52961731 −28.62515831 182.841003418 −94.52961731 −14.375123978
158.15927124 −94.52961731 −9.159301758 163.375152588 −94.52961731
−28.625125885 158.15927124
−94.52961731 −33.84103775 177.62512207 −94.52961731 −33.841007233
163.37512207
</ f l o a t a r r a y>
<technique common>
<acce s so r count=”18” source=”#l ink0 3−Pos i t i on−array ” s t r i d e=”3”>
<param name=”X” type=” f l o a t ”/>
<param name=”Y” type=” f l o a t ”/>
<param name=”Z” type=” f l o a t ”/>
 
Malauradament, Approximate Convex Decomposition Library no subministra fitxers Inven-
tor (*.wrl) per defecte i aquests so´n la base de tota l’aplicacio´ creada. Per tant, s’ha hagut de
crear una nova funcio´ independent per a crear aquest tipus de fitxers. El funcionament e´s molt
similar al de la resta de funcions integrades, canviant pero` l’aspecte del fitxer a crear.
 
char s c r a t ch [512];
s p r i n t f ( scra tch , ” . /OUT/OUT−i nven to r/%sconvex . wrl ” , mBaseName ) ;
FILE ∗ fph = fopen ( scra tch , ”wb” ) ;
i f ( fph ) {
p r i n t f ( ‘ ‘ Saving convex decomposit ion of %d hu l l s to Inventor f i l e
’%s ’ \ r \n ’ ’ , mHulls . s i z e ( ) , s c r a t ch ) ;
f p r i n t f ( fph , ‘ ‘# Inventor V2 .1 a s c i i \ r \n\n\n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ Separator {\ r \n\n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLGroup {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ ch i ld r en \ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLShape {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ appearance\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLAppearance {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ ma te r i a l \ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLMaterial {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ d i f f u s eCo lo r 0.99000001 0.88
0.030999999\ r\n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ amb ien t In t ens i t y 0.88671875\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ specu la rCo lo r 1 0.74901962 0\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ s h i n i ne s s 0.5\ r \n\n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ }\ r\n\n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ }\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ geometry \ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLIndexedFaceSet {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ coord\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ VRMLCoordinate {\ r \n ’ ’ ) ;
f p r i n t f ( fph , ‘ ‘ po int [\ r \n ’ ’ ) ;
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saveINVENTOR ( fph , vec Hul l s ) ;
f c l o s e ( fph ) ;
 
Com ja s’ha comentat en l’apartat anterior, el conjunt de Hulls es representat visualment com
una sola entitat en tots els fitxers descrits. En el cas dels fitxers wavefront, es mante´ l’estructura
interna de Hulls separats, passant a ser doncs un fitxer de geometria composta. La visualitzacio´
d’aquest tipus de fitxers dona la impressio´ de conjunt, ja que els punts d’unio´ so´n compartits i
per tant es conforma un sol so`lid, tot i que es puguin apreciar les fronteres que separen cadascun
dels Hulls. Pel que fa als arxius del tipus Inventor, s’han creat seguint una altra filosofia. En lloc
de crear la imatge d’un so`lid compost, s’ha decidit formar una sola geometria a partir dels punts
i cares de l’objecte descompost. S’ha decidit fer-ho aix´ı ja que els fitxers de sortida, de l’aplicacio´
que ens ocupa, tan sols so´n utilitzats com a recolzament visual d’aquesta. Per tant, es preferible
aconseguir la millor representacio´ possible i no sobrecarregar els diferents elements de software
amb particions innecessa`ries. A me´s, com ja s’ha comentat, tambe´ es procedeix a guardar per
separat el conjunt de Hulls de cada objecte i per tant no hi ha perill de pe`rdua d’informacio´.
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6 Deteccio´ de col.lisions
La funcio´ final de la llibreria creada e´s la de permetre que els cossos inserits, dintre del mo´n
virtual, siguin capac¸os d’interactuar correctament amb la resta, es a dir, que xoquin degudament
i se’n pugui obtenir la informacio´ relacionada. En aquest cap´ıtol s’explica la metodologia amb
la qual es detecten les col.lisions, aix´ı com la interpretacio´ del resultat i posterior actuacio´ sobre
els models virtuals.
6.1 Me`tode de deteccio´ de col.lisions
Les funcions i classes utilitzades per realitzar la deteccio´ de col.lisions provenen de la llibreria
Bullet Collision Detection & Physiscs Library, la qual ja ha estat comentada a l’apartat
2.3.5.
La llibreria Bullet permet implementar col.lisions entre objectes molt distints entre ells. Es
permet la ca`rrega de geometries convexes, ja siguin malles de punts o so`lids de forma arbitra`ria.
En cas de no disposar d’una geometria convexa, es poden descomposar els objectes concaus
en un conjunt d’elements convexes, integrats dintre d’un cos anomenat compound. Com a cas
particular, es permet la creacio´ de malles triangulars concaves tan sols en la creacio´ de superf´ıcies
no mo`bils, com ara els terres.
Com ja s’ha comentat en l’apartat 2.2, el mo`dul escollit per integrar a l’aplicacio´ ha estat el de
col.lisions no dina`miques, que inclou les classes:
btCollisionWorld: Classe contenidora del mo´n virtual i dels objecte continguts en ell. A me´s,
tambe´ s’hi especifica l’algorisme de deteccio´ de col.lisions i s’executen tots els passos del
proce´s i la obtencio´ de dades.
btCollisionObject: Classe que encapsula els objectes a carregar en el mo´n virtual. El seu atribut
principal e´s la superf´ıcie de l’objecte, la qual li dona la forma.
btCollisionShape: Classe que conte´ la informacio´ geome`trica dels objectes. E´s un element
indispensable de qualsevol btCollisionObject.
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btCollisionDispatch: Classe que gestiona internament el desenvolupament de la col.lisio´: Troba
i assigna l’algorisme de deteccio´ de col.lisions, obte´ i emmagatzema els resultats d’aquesta,
etc. btCollisionDispatch resulta ser doncs el cor de la llibreria i ha de ser sempre
integrat dintre d’un btCollisionWorld.
btOverlappingPairCache: Classe encarregada de la gestio´ de les caixes envoltants de cada ob-
jecte. Utilitzat, en una primera fase de la deteccio´ de col.lisions, per concretar quins ob-
jectes estan subjectes a possibles col.lisions. D’igual forma que btCollisionDispatcher,
aquesta classe tambe´ ha d’associar-se a un entorn de btCollisionWorld.
A me´s d’aquestes classes principals tambe´ se n’han utilitzat d’altres de secundaries, a les quals
no es necessari fer-ne mencio´. Aquelles que aix´ı ho requereixin, seran tractades en apartats
posteriors.
Tal com s’ha vist en la descripcio´ de les classes, btCollisionDispatch gestiona l’algorisme de
deteccio´ de col.lisions aplicat. En el cas que ens ocupa, es duen a terme col.lisions entre objectes
de geometria descomposta ( 5.4). En l’entorn de Bullet, aquests tipus de cossos so´n anomenats
Compound i han de ser creats a partir d’una forma especial anomenada btCompoundShape, que
sera` tractada me´s a fons a l’apartat 7.1. Bullet assigna un algorisme de deteccio´ de col.lisions,
per defecte, a cada parell de superf´ıcies que entren en estat de col.lisio´. Com es mostra en la taula
segu¨ent, la col.lisio´ entre qualsevol tipus d’objecte i un altre de compost resulta en l’aplicacio´ de
l’algorisme anomenat tambe´ Compound.
Bullet Collision Matrix (*=optional)











Convex GjkEpa GjkEpa/*SAT GjkEpa/*SAT Compound ConcaveConvex
Compound Compound Compound Compound Compound Compound
Trianglemesh ConcaveConvex ConcaveConvex ConcaveConvex Compound *GIMPACT
Els altres algorismes dels quals es disposa so´n els segu¨ents:
GjkEpa: Implementacio´ conjunta dels algorismes GJK i EPA. GJK respo´n a Gilbert Johnson
Keethi, els creadors d’aquest algorisme de ca`lcul de dista`ncies. EPA en canvi so´n les sigles
de Expanding Polythope Algorithm, creat per Gino van den Bergen.
SAT: Algorisme creat per Simon Hobbs que respon al nom de Separating Axes Test. Alterna-
tiva a l’algorisme GJK que tan sols es troba integrat en col.lisions entre malles convexes i
caixes.
ConcaveConvex: Algorisme de col.lisio´ d’objectes amb una malla triangular fixa anomenada
Trianglemesh.
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GIMPACT: Algorisme creat per Francisco Leo´n que permet la col.lisio´ entre una malla trian-
gular fixa i una altra de mo`bil.
SphereSphere, SphereBox, etc: Algorismes per realitzar la col.lisio´ entre figures simples.
En la classe btCollisionDispatch es pot forc¸ar un canvi d’aquest algorisme pero` es poc reco-
manable i me´s tenint en compte el grau de restriccio´ de la taula de col.lisions en el cas d’un
objecte compost. Per tant, tenint en compte que majorita`riament es treballa amb objectes com-
postos provinents d’una descomposicio´ s’ha optat per deixar la opcio´ per defecte i no imposar-ne
cap d’altra.
Aix´ı doncs, un cop s’han integrat tots els elements necessaris en el mo´n virtual de col.lisions, tan
sols resta efectuar un moviment (ja que es pressuposa que es parteix d’un estat correcte ( 4.2)),
per despre´s fer el test de col.lisio´ pro`piament dit.
Funcio´ que inicialitza els para`metres del btCollisionWorld.
 
// I n i t i a l i z e s the c o l l i s i o n world .
void World : : i n i t ( i n t maxwidth , i n t maxheight , i n t maxdepth) {
d i spa t che r = new b tCo l l i s i onD i spa t ch e r ;
worldAabbMin = btVector3(−maxwidth , −maxheight , −maxdepth ) ;
worldAabbMax = btVector3 (maxwidth , maxheight , maxdepth ) ;
broadphase = new btAxisSweep3 (worldAabbMin , worldAabbMax) ;




La interaccio´ entre la llibreria i l’entorn virtual de col.lisions es duu a terme a partir de quatre
funcions ba`siques implementades a la classe World:
moveatBullet: Funcio´ que efectua els moviments dels objectes en el citat entorn virtual. Aques-
ta funcio´ e´s l’encarregada d’efectuar els canvis necessaris en la llibreria Bullet, a fi de que
es realitzin els moviments adequats. S’aportara` me´s informacio´ sobre aquesta funcio´ en
l’apartat 7.3.
testCollision: Funcio´ que realitza el test de col.lisio´, un cop efectuat el degut moviment amb la
funcio´ anterior. Aquesta funcio´ executa l’algorisme adequat i comunica la prese`ncia d’in-
terfere`ncies entre les caixes envoltants dels objectes. El fet de trobar dites interfere`ncies
no indica pero` que hi hagi una vertadera col.lisio´, sino´ la proximitat suficient entre dos
objectes per a que es pugui donar dita col.lisio´. Aquest pas, que a priori, pot semblar re-
dundant agilitza el proce´s ja que els ca`lculs posteriors poden ser centrats en aquells pocs
objectes susceptibles a col.lidir.
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test and move: Per fer me´s manejable l’aplicacio´, s’ha creat aquesta tercera funcio´ des de la
qual s’executen tant el moviment de moveatBullet com el test primari de testCollision
a me´s d’incloure el test secundari d’elements puntuals. En cas de que la funcio´ testCollision
retorni l’existe`ncia d’interfere`ncies entre so`lids, s’obtenen aquestes de la classe btPersistenManifold,
de la llibreria Bullet, i s’emmagatzemen en una variable. En cadascun d’aquestes inter-
fere`ncies, es fa una crida a la funcio´ getNumContacts, tambe´ subministrada per Bullet,
per esbrinar si hi ha contactes entre els objectes i en cas de trobar-ne se’n comunica la
prese`ncia i nombre a l’usuari mitjanc¸ant un missatge. A me´s, per a cadascun dels punts
trobats s’obte´ i mostra la profunditat de penetracio´ en l’altre objecte, cosa que pot servir
en futures aplicacions per establir una relacio´ amb la forc¸a de l’impacte.
restoreBullet: Funcio´ dedicada a retornar el mo´n virtual de col.lisions al seu estat anterior,
despre´s d’haver torbat la prese`ncia d’una col.lisio´. Aquesta funcio´ sera` tractada me´s a fons
en l’apartat segu¨ent
Tot plegat, el procediment del test de col.lisions segueix el diagrama de flux mostrat a la figura
6.1.
El me`tode aplicat resulta doncs suficientment esglaonat com per a garantir que el ca`lcul es faci
de forma ra`pida i eviti recorrer tots els elements de tots els objectes. Aquest fet resulta molt
positiu per a aplicacions en temps real que vulguin integrar la llibreria.
Per u´ltim cal afegir com a dada significativa que els autors de Bullet han afegit un marge de
col.lisio´ del 4% de qualsevol mesura (es a dir, treballant en mil.l´ımetres es do´na un marge de
0.04 mm). El marge ha estat creat per a millorar el funcionament i la fiabilitat dels ca`lculs i el
resultat e´s molt acurat.
6.2 Tractament del resultat
Com ja s’ha comentat en l’apartat anterior, la informacio´ referent al nombre, ı´ndex (identificador
de cada punt seguint l’ordre d’exportacio´) i penetracio´ es mostra per pantalla a l’usuari. En cas
de que aquest vulgui utilitzar aquests valors amb alguna finalitat, tant sols ha d’accedir a la
variable associada al valor.
Si el test de col.lisio´ ha resultat negatiu, o tan sols ha aparegut una interfere`ncia de les cai-
xes envoltants, es comunica l’ordre d’efectuar el mateix moviment en l’entorn de visualitzacio´
mitjanc¸ant la funcio´ moveatOpenViz.
En cas de detectar una col.lisio´ real, no aquella que tan sols presenta interfere`ncies de les cai-
xes envoltants, la funcio´ test and move esta` preparada per a no realitzar l’accio´ de moviment.
Aixo` implica que el visor associat a l’entorn virtual de visualitzacio´ no sera` actualitzat. D’altra
banda el moviment en l’entorn de col.lisions ja ha estat efectuat amb anterioritat, ja que d’al-
tra forma no es pot efectuar la comprovacio´ pertinent. En aquest entorn doncs cal retornar












Figura 6.1 Diagrama de flux del test de col.lisions
50 Eina de modelat de mons virtuals mitjanc¸ant objectes convexes
els objectes a l’estat anterior a l’esmentat moviment. Amb aquesta finalitat s’ha creat la funcio´
restoreBullet, que recupera la posicio´ anterior al moviment (guardada en una variable de la
classe Object cada cop que s’efectua un moviment) i posiciona de nou els objectes. Resulta
molt importat la utilitzacio´ correcta d’aquesta funcio´, ja que de no ser aix´ı els entorns virtuals
de visualitzacio´ i col.lisions poden quedar desfasats i per tant la interpretacio´ dels resultats no
seria correcta. La funcio´ test and move ja te´ en comte aquest fet i gestiona de forma correcta
els moviments i restitucions, per tant cal anar amb cura solament quan s’utilitzen les funcions
de forma individual.
7 Gestio´ de l’entorn virtual
En aquest cap´ıtol es prete´n posar ı´mpetu en el funcionament intern de varis aspectes dels entorns
virtuals. Tant la ca`rrega de la geometria com la seva posterior visualitzacio´, resulten temes en
els quals es convenient aprofundir. A me´s, la forma en que s’efectuen els moviments, en els dos
entorns, resulta forc¸a complexa i es necessari estudiar-ho a fons si es vol tenir una idea de les
possibilitats que ofereix la llibreria.
7.1 Exportacio´ a l’entorn virtual de col.lisions
L’entorn virtual de col.lisions presenta una metodologia de ca`rrega forc¸a mes complexa que
l’entorn de visualitzacio´. El fet de que la geometria s’hagi d’exportar individualment i no a partir
de fitxers i que s’hagin de definir cossos compostos, fa que el me`tode resulti me´s llarg i laborio´s.
La funcio´ principal de ca`rrega de geometria ha estat anomenada exportBullet i s’encarrega de
carregar en una variable de la classe btCollisionWorld tots aquells so`lids emmagatzemats en
la classe World.
En aquesta funcio´ es duen a terme dos passos:
• Exportacio´ de la geometria ja emmagatzemada en les classes contenidores.
• Comprovacio´ de que l’estructura d’objectes no presenta col.lisions inicialment. En cas de
trobar-ne, s’indica el fet i s’avorta l’execucio´.
Per tant, si es vol veure a fons la metodologia d’exportacio´ a l’entorn de col.lisions, cal fixar-se
en la funcio´ initPhysics, la qual es cridada per exportBullet.
Primerament, cal reservar espai de memo`ria per crear les noves superf´ıcies i objectes a inserir
en el mo´n virtual. Inicialment, cal crear tants btCollisionObject i btCompoundShape com
elements hi hagi en el vector vec Bodies de la classe World.
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El segon pas en la funcio´ d’exportacio´ e´s el d’assignar ma`scares i grups de col.lisio´ a cadascun
dels objectes. Aquests para`metres permeten establir la necessitat o no de col.lisio´ entre objectes
i seran comentats me´s a fons en l’apartat 8.2.2.
A me´s dels para`metres que defineixen la forma dels objectes, qualsevol btCollisionObject
tambe´ esta definit per la seva transformacio´ dintre del mo´n virtual . Per tant, el segu¨ent pas e´s
el de crear una variable btTransform, inicialitzada amb una matriu de transformacio´ neutra o
sigui la matriu identitat.
Un cop s’han definit les variables i s’ha reservat l’espai en memo`ria, comenc¸a el proce´s de ca`rrega
de geometria. Per a cada un dels cossos disponibles, es realitza una comprovacio´ del seu nom
de figura (cube, cone, cylinder, ...), d’aquesta forma es poden classificar i aplicar el me`tode
necessari. En cas de no respondre a cap dels noms establerts, es pressuposa que l’objecte e´s un
nu´vol de punts.
En el segu¨ent pas, existeixen difere`ncies notables entre el tractament d’una figura simple i el
d’un nu´vol de punts:
• En el cas de que es tracti d’una figura simple, es carreguen els seus atributs (alc¸ada, am-
plada, ...) en les variables pertinents de la llibreria Bullet. Aquest cas resulta senzill, ja
que la configuracio´ de les figures en la llibreria Bullet e´s exactament la mateixa que en la
llibreria Coin, d’on s’havia tret la informacio´ originalment.
• En el cas de ser un nu´vol de punts, tambe´ cal diferenciar entre dos casos: el d’un so`lid
co`ncau descompost en Hulls o el d’un so`lid convex no descompost.
En els dos casos es crea una variable de tipus btConvexHullShape, que contindra` cada
un dels elements de volum de la descomposicio´. En el cas d’un cos convex tan sols cal
implementar un sol Hull, ja que no ha existit descomposicio´. De fet en aquest cas no
caldria definir un objecte compost pero` ja que el resultat de crear un objecte compost d’un
sol element e´s el mateix, resulta pra`ctic treballar amb un sol tipus de superf´ıcie de col.lisio´
per a tots els nu´vols de punts.
La diferencia entre els dos tipus recau en el nombre de Hulls a implementar. En el primer
cas es fa un recorregut per a tots els Hulls existents, obtenint els ve`rtex i carregant-los a
la variable btConvexHullShape, anteriorment reservada. Un cop s’ha acabat amb un d’a-
quests, s’insereix el resultat en la variable btCompoundShape, declarada amb anterioritat.
El proce´s segueix fins que s’han acabat els elements de la descomposicio´.
El cas convex es semblant, pero` nome´s es produeix un sol cop. Ja que no hi ha hagut
una descomposicio´ de la geometria, no es poden trobar Hulls als que accedir i per tant la
variable btConvexHullShape s’implementa amb la geometria original del so`lid, que s’obte´
de forma directa de la classe Object. A l’igual que en el cas anterior, l’u´nic Hull creat
s’incorpora a la superf´ıcie composta.
Eina de modelat de mons virtuals mitjanc¸ant objectes convexes 53
Per finalitzar el proce´s les superf´ıcies creades, ja siguin figures o superf´ıcies compostes, es carre-
guen en el btCollisionObject i despre´s aquest es inserit en el btCollisionWorld.
Per u´ltim, cal comentar que totes les variables, de la llibreria Bullet, creades so´n guardades
en la classes Object i World. A me´s, tots els para`metres que utilitza la llibreria so´n passats per
refere`ncia, ja que el proce´s de deteccio´ de col.lisions necessita d’una memo`ria fixa d’on poder
llegir les dades.
7.2 Visualitzacio´
En cap´ıtols anteriors ja s’han comentat tant el visor utilitzat per a dur a terme les visualitzacions,
OpenViz, com el funcionament intern de l’entorn virtual de visualitzacions. En aquest apartat
es proposa examinar me´s a fons l’aspecte i les possibilitats que do´na la fusio´ d’aquests dos
components.
El visor d’OpenViz proporciona un entorn neutre (negre) sobre el que representar els so`lids. El
color elegit per representar cadascun dels elements ha estat el groc ja que ressalta notablement
sobre el fons i a me´s conserva l’aspecte original del TX90 (brac¸ robotitzat de mostra). El color
dels objectes es defineix en quant so´n creats els fitxers de sortida de l’aplicacio´, els quals so´n
finalment els que es carreguen a l’entorn de visualitzacio´ ( 3.1). Com a excepcio´, a les figures
ba`siques, convexes per definicio´, se’ls hi ha assignat un color gris per poder diferenciar de forma
ra`pida aquelles parts que no han estat descompostes.
El visor proporciona mu´ltiples eines per moure i enfocar la ca`mera de l’aplicacio´. A me´s con-
serva sempre la visio´ correcta dels eixos de coordenades globals, per a que l’usuari no perdi
l’orientacio´. En qualsevol moment de l’execucio´, l’usuari pot canviar la perspectiva de treball,
aix´ı com ampliar aquelles zones interessants, com poden ser els punts de col.lisio´.
En quant a la visualitzacio´ dels moviments, no es realitza cap tipus de transicio´ entre un estat i
el posterior, i per tant l’objecte passa d’una posicio´ a una altra de forma immediata. En el cas de
que una col.lisio´ entre objectes sigui detectada, l’usuari no notara` cap moviment en l’escena, ja
que aquest resulta impossible i es retorna a l’estat anterior. En aquest cas cal parar compte en la
informacio´ subministrada a trave´s de la consola de treball.
Per u´ltim, cal remarcar que les rotacions, dels objectes de l’escena, s’efectuen sobre coordenades
cartesianes absolutes, mostrades en tot moment pel visor. Cal tenir en compte aquest fet a l’hora
de predir els moviments dels objectes.
7.3 Simulacio´ del moviment
El moviment en els dos entorns virtuals es fa de forma totalment independent i per tant s’ha
de sincronitzar adequadament. La llibreria ja conte´ la funcio´ test and move que s’encarrega de
sincronitzar adequadament els moviments, pero` queda en mans de l’usuari la seva utilitzacio´
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o la de les tres funcions principals de moviment per separat: moveatOpenViz, moveatBullet i
restoreBullet.
En qualsevol dels casos, el primer pas que s’ha de dur a terme per efectuar un moviment, e´s el
d’aplicar la transformacio´ deguda a l’objecte i deixar-ne consta`ncia en la classe Object. Aixo`
es pot dur a terme mitjanc¸ant les funcions setTransform i applyTransform, la primera de
les quals ubica l’objecte en una posicio´ i rotacio´ determinada, mentre que la segona aplica una
transformacio´ especificada sobre la posicio´ actual. En ambdo´s casos es conserva la transformacio´
anterior i s’actualitza la variable associada amb la nova posicio´.
Un cop dut a terme aquest procediment, les funcions de moviment actuen llegint aquests nous
valors i aplicant-los als respectius entorns virtuals.
En el cas de l’entorn de visualitzacions, es llegeixen tant el nom de l’objecte a moure com la
transformacio´ que s’hi ha d’aplicar i s’envien al servidor de visualitzacions a trave´s d’un buffer
de comunicacions. L’ordre utilitzada e´s de nova creacio´ ( 4.1) i permet efectuar una rotacio´ a
partir d’un quaternio´ i una translacio´ en tres eixos de forma simulta`nia.
Com es pot observar en el segu¨ent codi, es guarda la comanda de moviment en una cadena de
cara`cters anomenada buf, per al posterior enviament al servidor de visualitzacions. La comanda
trquat ha d’anar acompanyada del nom de l’objecte a moure i de set nombres reals, els quatre
primers pertanyents al quaternio´ i els tres restants al vector de translacio´.
Enviament d’una ordre de moviment a OpenViz
 
// S t o r e s the command to send at OpenViz . I t makes a t rans fo rma t i on us ing a
quaternion and a t r a n s l a t i o n .
s p r i n t f ( buf , ” t r qua t %s %f %f %f %f %f %f %f ” ,
vec Bodies [numBody−1]. vec Ob je c t s [ i ] . name . c s t r ( ) , quat [0] , quat [1] , quat [2] ,
quat [3] , vec [0] , vec [1] , vec [2 ] ) ;
 
Com ja s’ha comentat en l’apartat 4.3, existeix un problema en quant a les rotacions dels so`lids
compostos, de me´s d’un objecte, en l’entorn de visualitzacions. En aplicar la rotacio´ sobre
cadascuna de les parts d’un objecte compost, amb coordenades globals, el cos perd la seva
integritat. Aquest fet es pot observar de forma gra`fica en les figures 7.1, 7.2 i 7.3.
Per evitar aquest comportament, s’ha hagut de realitzar una adaptacio´ en els moviments de
rotacio´, per aconseguir que es facin sobre les coordenades relatives de cada objecte. En quant
s’ordena la realitzacio´ d’una transformacio´, es du a terme el segu¨ent ca`lcul per determinar la
rotacio´ correcta que s’ha d’efectuar:
 
//The p o s i t i o n o f the o b j e c t with 0 index w i l l be taken l i k e r e f e r e n c e .
zeropos [0] = body . vec Ob je c t s [ 0 ] . po s i t i on [0] ;
zeropos [1] = body . vec Ob je c t s [ 0 ] . po s i t i on [1] ;
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zeropos [2] = body . vec Ob je c t s [ 0 ] . po s i t i on [2] ;
//The p o s i t i o n o f the o b j e c t with ” i ” index .
pos [0] = body . vec Ob je c t s [ i ] . p o s i t i on [0] ;
pos [1] = body . vec Ob je c t s [ i ] . p o s i t i on [1] ;
pos [2] = body . vec Ob je c t s [ i ] . p o s i t i on [2] ;
// Ro ta t i on matr ix .
Transform M = Transform ( Rotat ion ( quat [1] , quat [2] , quat [3] , quat [0] ) ,
Point3 (0 , 0 , 0) ) ;
// D i f f e r e n c e o f p o s i t i o n between the o b j e c t s .
Transform T = Transform ( Rotat ion (0 , 0 , 0 , 1) , Point3 ( pos[0]− zeropos [0] ,
pos[1]− zeropos [1] , pos[2]−zeropos [2 ] ) ) ;
// R e l a t i v e t r a n s l a t i o n o f the o b j e c t ” i ” .
Transform M2 = M ∗ T ;
Point3 P = M2. ge tT r an s l a t i on ( ) ;
//New t r a n s l a t i o n o f the o b j e c t in the g l o ba l r e f e r e n c e . ” v e c ” was the
t r a n s l a t i o n s p e c i f i e d by the user tha t can be nu l l .
newvec [0] = P[0] + ( zeropos [0] − pos [0]) + vec [0] ;
newvec [1] = P[1] + ( zeropos [1] − pos [1]) + vec [1] ;
newvec [2] = P[2] + ( zeropos [2] − pos [2]) + vec [2] ;
 
Figura 7.1 So`lid compost per un prisma i un cub
Per a dur a terme dit ca`lcul s’han utilitzat elements de la llibreria mt creada per Adolfo Rodr´ıguez
a l’IOC. Aquesta llibreria subministra eines co`modes per operar amb matrius de transformacio´.
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Figura 7.2 Rotacio´ erronia del so`lid sobre l’eix Y
Figura 7.3 Rotacio´ correcta del so`lid sobre l’eix Y
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La nova rotacio´ obtinguda es guarda com un atribut de l’objecte, en la classe Object, i passa a ser
la transformacio´ utilitzada en els moviments del visor. Tot seguit s’efectua la nova transformacio´
sobre l’objecte, a fi de mantenir correctament actualitzades les seves dades de posicio´.
En el cas de l’entorn de col.lisions, l’enviament de moviments resulta me´s senzill, ja que no hi ha
el problema de les refere`ncies relatives. Aixo` es degut a que en el moment de l’exportacio´ s’ha
definit un objecte compost com a entitat pro`pia i aquesta e´s pot moure lliurement sobre coorde-
nades globals. Aquest entorn no treballa amb la transformacio´ aplicada, sino´ amb la nova posicio´
actualitzada mitjanc¸ant les funcions de transformacio´. Aix´ı doncs, la funcio´ moveatBullet ac-
cedeix als valors guardats de posicio´ i rotacio´ i actualitza el valor de la variable btTransform,
associada a l’objecte en particular. No es necessari l’enviament de cap ordre d’execucio´, ja que
en el moment de l’aplicacio´ de l’algorisme de deteccio´ de col.lisions, ja s’actuara` amb els nous
valors. Cal remarcar que l’aplicacio´ utilitza la posicio´ del primer element dels so`lids compostos
com a element de base. Es a dir, que utilitza els valors de transformacio´, guardats en el primer
element de cada objecte compost, per al moviment de tot el so`lid r´ıgid. El fet de que s’hagi ac-
tualitzat la transformacio´ dels objectes amb la rotacio´ relativa, no afecta mai al primer element,
ja que aquest e´s la base del ca`lcul de posicio´ i la seva rotacio´ no sofreix canvis de coordenades.
Com a u´ltim comentari, cal especificar que resulta convenient efectuar moviments coherents
amb la magnitud dels so`lids, per evitar possibles problemes de visualitzacio´ de l’escena i aconse-
guir un resultat me´s acurat. Per tant, es recomana utilitzar translacions curtes a l’hora d’aproximar-
se a una col.lisio´, cosa que permet apreciar de forma millor l’instant correcte d’aquesta.
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8 Interf´ıcie d’usuari
La finalitat u´ltima de qualsevol llibreria informa`tica e´s que pugui ser utilitzada en diferents
tasques de forma senzilla i manejable. Per aquest motiu, s’ha dedicat aquest cap´ıtol a les eines
de que disposen els usuaris per interactuar amb la present llibreria.
8.1 Entrada d’ordres i comunicacio´
Un factor important en l’execucio´ de l’aplicacio´ e´s la comunicacio´ entre l’usuari i les diferents
funcions de les que consta la llibreria. En aquest apartat es tractaran a fons les possibilitats que
s’ofereixen per dur-ho a terme.
8.1.1 Utilitzacio´ de les funcions
La forma me´s ba`sica, en que l’usuari pot fer u´s de la llibreria subministrada, e´s la de crear un
executable amb les funcions desitjades i utilitzar de forma deguda tant els para`meteres d’entrada
com els de sortida d’aquestes.
Per a la correcta realitzacio´ d’una aplicacio´, basada en les funcions d’aquesta llibreria, e´s indis-
pensable cone`ixer a fons la funcionalitat i els para`metres associats a les funcions me´s importants.
En aquest apartat es do´na un repa`s a aquelles funcions generals, que resulten indispensables per
a la creacio´ de qualsevol aplicacio´, deixant de banda les funcions secunda`ries o poc rellevants
de cada classe.
En primer lloc cal tractar les funcions pertanyents a la classe World, que contenen les eines per
crear i manipular els mo´ns virtuals:
void init(int maxwidth, int maxheight, int maxdepth); Funcio´ que inicialitza el mo´n virtual
de col.lisions, amb les dimensions especificades.
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SoSeparator* readFile(const char *filename); Funcio´ que llegeix un fitxer Inventor o VRML
(amb les caracter´ıstiques citades a l’apartat 3.1) i retorna un apuntador a un node SoSeparator
de Coin que conte´ l’arbre de geometria.
SoSeparator* NewFileSearching(SoSeparator* inventorTree, double num); Funcio´ que re-
alitza una cerca recursiva, dintre del node separador donat, en busca de nodes SoFile i
els substitueix pel seu contingut. Veure 3.2. El para`metre num es utilitzat per generar un
index de lectura de fitxer i en condicions normals deu ser 1 si e´s el primer fitxer que es
llegeix.
bool readFiles(int argc, const char* argv); Funcio´ que realitza de forma auto`noma les tas-
ques de les dues anteriors funcions. Els para`metres d’entrada so´n les comandes d’execucio´
de l’aplicacio´, es a dir el nombre de para`metres i la cadena de cara`cters que conte´ el nom
del fitxer a carregar. Es retorna un indicador d’error.
bool createObjects(); Cerca de nodes en l’arbre d’Open Inventor, anteriorment guardat i cre-
acio´ dels objectes a la classe Object. No so´n necessaris para`metres, ja que s’obtenen de
forma interna. Es retorna un indicador d’error.
void addBody(RigidBody &newBody); Afegeix un nou so`lid r´ıgid donat al vector de cossos de
la classe World.
bool convexityTool(int argc, const char **argv); Eina que realitza un test de convexitat a tots
els objectes guardats i executa la seva descomposicio´ en cas de que sigui necessari. Aix´ı
mateix, es creen els fitxers de sortida i s’emmagatzema la geometria descomposada a
la classe Object. Els para`metres d’execucio´ so´n necessaris en la crida a la llibreria de
descomposicio´. Es retorna un indicador d’error.
bool callOpenViz(const char *name); Enllac¸a la llibreria amb el servidor de visualitzacions
OpenViz i carrega els cossos a l’escena. El para`metre name e´s el nom del fitxer pare llegit
en l’execucio´. Es retorna un indicador d’error.
bool exportBullet(); Exporta tots els objectes, guardats en les classes contenidores, a l’entorn
virtual de col.lisions. No so´n necessaris para`metres d’entrada ja que s’obtenen de forma
interna. La sortida, e´s un indicador de col.lisio´ en la configuracio´ inicial d’objectes.
bool test and move(int numObject, float quat[4], float vec[3]); Funcio´ que realitza un a trans-
formacio´ sobre l’objecte indicat i realitza un posterior test de col.lisio´. En cas de donar
positiu, es retorna l’entorn de col.lisions a l’estat anterior, en canvi, si no hi ha col.lisio´ s’ac-
tualitza l’escena del visor. Els para`metres d’entrada so´n: l’index de l’objecte a moure, una
rotacio´ en forma de quaternio´ i una translacio´ en forma de tres coordenades cartesianes.
Es retorna un indicador d’error.
void moveatBullet(int numObject, float quat[4], float vec[3]); Actualitza els valors de trans-
formacio´ emmagatzemats a la classe Object i realitza el moviment en l’entorn de deteccio´
de col.lisions. A me´s, actualitza la rotacio´ relativa dels so`lids r´ıgids compostos (veure
apartat 7.3). Les entrades so´n les mateixes que en el cas anterior.
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void restoreBullet(int numObject); Funcio´ que retorna l’entorn virtual de col.lisions a l’estat
anterior a l’u´ltima transformacio´. L’entrada e´s l’index de l’objecte a restaurar i la seva
transformacio´ s’obte´ de forma interna.
void applynewTransform(int numBody, float quat[4], float vec[3]); Funcio´ que recalcula la
transformacio´ relativa d’un objecte dintre d’un so`lid r´ıgid i n’emmagatzema el resultat a la
classe Object ( 7.3).
bool moveatOpenViz(int numObject, float quat[4]); Envia una ordre de moviment, de l’ob-
jecte numObject, al servidor de visualitzacions. L’entrada de rotacio´ es fa de forma directa
a trave´s d’un quaternio´, en canvi la translacio´ relativa s’obte´ de la classe Object, on pre-
viament ha estat emmagatzemada per la funcio´ applynewTransform. La sortida e´s un
indicador d’error.
Seguidament es mostren les funcions pertanyents a la classe RigidBody:
void create Body(string bodyname, int num Bodies); Funcio´ encarregada d’inicialitzar un so`lid
r´ıgid. Els para`metres d’entrada so´n el nom que rebra` el so`lid i un comptador del nombre
de cossos per poder indexar-lo.
void addObject(Object &newObject); Funcio´ encarregada d’afegir un nou cos al vector d’ob-
jectes d’aquesta classe. El para`metre d’entrada e´s la refere`ncia a un objecte creat a la classe
Object.
La classe on es guarda la geometria de tots els objectes i que existeix jera`rquicament per sota de
RigidBody e´s la classe Object i presenta les segu¨ents funcions:
void create Object(string objectname, int num Objects); Funcio´ que es comporta exactament
igual que create Body tot i que aquesta crea un objecte no compost.
void setTransform(float quat[4], float vec[3]); Posicionamet d’un objecte determinat en un
estat de transformacio´ donat per un quaternio´ i una translacio´. Aquesta funcio´ deu ser
aplicada sobre un objecte d’aquesta classe previament creat. La nova transformacio´ es em-
magatzemada en els atributs de posicio´ de la classe (Veure apartat 2.4). La transformacio´
anterior tambe´ es conserva per al seu posterior u´s.
void applyTransform(float quat[4], float vec[3]); Funcio´ similar a l’anterior, pero` que aplica
la transformacio´ sobre la posicio´ actual de l’objecte enlloc de substituir-la.
bool isConvex(); Funcio´ que retorna un valor vertader, en cas de que l’objecte sobre el qual
s’aplica resulti ser convexe.
void saveinaFile(); Creacio´ d’un fitxer de sortida VRML per a l’objecte sobre el qual s’aplica.
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bool Decompose(int argc, const char **argv, bool printFiles); Funcio´ que realitza la descom-
posicio´ convexa d’un objecte determinat i crea els fitxers de sortida, en cas de que la va-
riable donada, printFiles, sigui vertadera. Els para`metres d’execucio´ so´n necessaris per la
llibreria de descomposicio´. Es do´na un indicador d’error com a sortida.
8.1.2 Aplicacio´ d’exemple
Juntament amb la llibreria de modelat de mons virtuals, es subministra una aplicacio´ a mode
d’exemple d’utilitzacio´ de la mateixa. Aquesta aplicacio´ consta d’un executable anomenat main,
que crida les diverses funcions necessa`ries en un ordre adequat. L’ordre lo`gic i recomanat de








• test and move
Per aprofundir en la major part d’aquestes funcions es pot consultar l’apartat anterior. El cas par-
ticular de la funcio´ readConsole sera` tractat me´s avant en aquest mateix apartat. Per compren-
dre a fons la relacio´ entre les funcions, i de fet el funcionament de la llibreria, es recomanable
analitzar el codi font de l’executable i utilitzar-lo com a plantilla en les primeres proves.
Un cop realitzat l’esquema de l’executable, es pot tractar la forma en que es faciliten els para`metres
d’entrada a l’aplicacio´. Com en moltes altres aplicacions, els para`metres d’entrada s’incorporen
en el moment de la crida al programa executable.Aix´ı doncs el primer para`metre a introduir deu
ser l’ordre d’execucio´ del programa que utilitza la llibreria, que com ja s’ha comentat s’anomena
main.
El segon para`metre a introduir e´s el fitxer amb la geometria d’entrada. Aquest fitxer deu complir
les especificacions citades en l’apartat 3.1 i es necessari fer constar la seva extensio´. Resulta
possible i aconsellable la utilitzacio´ de paths per ubicar de forma correcta el fitxer en qu¨estio´.
Per u´ltim, hi ha una se`rie de para`metres opcionals que modifiquen la resolucio´ del resultat de la
descomposicio´ convexa. Com ja s’ha comentat a l’apartat 5.3 aquests para`metres so´n:
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-d: nivell de recursivitat (3-7).
-c: percentatge de concavitat acceptat (0-20%).
-p: percentatge de volum per col.lapsar un Hull (0-30%).
-v: nombre ma`xim de ve`rtex en un Hull (32 per defecte).
-s: amplada de la superf´ıcie de l’objecte (0 per defecte).
Per a canviar aquest valors tan sols cal posar com a para`metre d’entrada el seu identificador, guio´
i lletra, seguit d’un nou nombre a utilitzar. No es permet deixar espai entre la lletra identificadora
i el nombre a assignar. Es preferible, encara que no obligatori, respectar els marges d’actuacio´
de cada variable, per no sobrecarregar el nivell de ca`lcul.
Seguint les instruccions facilitades, l’ordre d’execucio´ amb els seus para`metres d’entrada ha de
resultar d’aquesta forma:
 
. / main namef i le −d7 −c0 .2 −p0 .3 −v40 −s0
 
En cas de que no s’especifiqui cap para`metre de descomposicio´, s’agafen els seus valors per
defecte.
En quant ha finalitzat el proce´s de ca`rrega, descomposicio´ i exportacio´ de la geometria, l’usuari
pot comenc¸ar a manipular els entorns virtuals. L’aplicacio´ creada disposa d’un enllac¸ entre el
terminal de consola utilitzat per a l’execucio´ i les funcions de moviment de la llibreria. Amb
l’ajuda d’aquest enllac¸, es poden executar diferents ordres sobre els entorns virtuals, tan sols
escrivint la comanda de forma correcta en la consola de treball.
Per a realitzar aquest enllac¸, s’ha creat una funcio´ le`xica que analitza i interpreta els missatges
rebuts a traves d’un buffer de comunicacions, el qual sera` tractat me´s a fons en el proper apartat
8.1.3. Aquesta funcio´, anomenada readConsole, busca patrons establerts en el missatge rebut
i, en cas de trobar concordanc¸a, executa les funcions adequades.
Els missatges que la funcio´ le`xica pot analitzar so´n els segu¨ents:
help : Mostra una llista de les comandes utilitzables en la comunicacio´ mitjanc¸ant el terminal.
list : Imprimeix per pantalla una llista amb tots els so`lids r´ıgids carregats a l’escena. Es do´na
tant el seu nom com l’´ındex de ca`rrega i ambdo´s para`metres poden ser utilitzats per fer
refere`ncia dit objecte.
show refere`ncia : Mostra per pantalla la posicio´ i rotacio´ actual del so`lid identificat a partir
del seu nom o ı´ndex de ca`rrega.
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n:refere`ncia, q:1 0 0 0, p:0 0 0 : Aplica al cos especificat una transformacio´, definida per
una rotacio´ de quaternio´ q i una translacio´ p. Resulta important una correcta escriptura
d’aquesta comanda per a obtenir un bon resultat, aixo` inclou tambe´ l’espaiat d’aquesta.
quit o q : Sortida del mode d’execucio´.
8.1.3 Buffer de comunicacions
Per al correcte funcionament de l’aplicacio´, es necessari l’establiment d’un parell de canals de
comunicacio´, entre les funcions de la llibreria i parts externes a ella.
El primer cas en que e´s necessa`ria la utilitzacio´ d’un buffer, e´s en la comunicacio´ entre el servidor
de visualitzacions (OpenViz) i les funcions de ca`rrega i moviment de cossos. La funcio´ que
s’encarrega de realitzar aquest enllac¸ s’anomena callOpenViz. Aquesta funcio´ realitza de fet
dues accions molt importants:
• Crear un socket, o canal de comunicacio´, amb OpenViz i establir contacte a trave´s d’ell.
Aquest enllac¸ es guardat a la classe World per al seu posterior u´s. E´s important no perdre
la informacio´ del socket, ja que en cas de trencar-se la connexio´ se n’hauria d’establir una
nova i es perdria l’escena carregada fins aquell moment.
• Enviar les ordres de ca`rrega de geometria, utilitzant un buffer per transmetre la informacio´
a trave´s del socket. El contingut d’aquestes ordres e´s el de llegir els fitxers establerts i
carregar-los a l’escena ( 4.1). L’enllac¸ realitzat actua en ambdues direccions i s’utilitza
tambe´ per imprimir els missatges d’estat que OpenViz retorna en aplicar les comandes.
En el segon cas, es necessari establir comunicacio´ entre una consola de Linux i la funcio´ d’ana`lisi
de missatges ( 8.1.2). En primera insta`ncia, tan sols cal llegir el contingut del buffer de memo`ria
del terminal de consola, en el qual s’escriu la comanda, i passar el resultat a la funcio´ readMessage,
la qual s’encarrega d’interpretar-lo. En cas de que l’ordre impliqui el moviment d’algun objecte,
s’ha d’emprar de nou l’enllac¸ amb el visor, per enviar-hi la peticio´. Per tant es recupera la direc-
cio´ de l’enllac¸ guardada a la classe World i es transmet l’ordre de la mateixa forma que a l’hora
de carregar la geometria ( 4.1).
Cal notar que l’entorn de deteccio´ de col.lisions queda exempt de comunicacions mitjanc¸ant
buffers, ja que tots els procediments es realitzen de forma interna entre les classes de la llibreria.
8.2 Atributs dels objectes
En aquest apartat es tractaran els atributs dels objectes que resten per explicar, aix´ı com el
me`tode que s’ha de seguir per a poder inicialitzar-los.
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8.2.1 Posicionament dels objectes
Un dels elements dels quals encara no s’ha estimat la procede`ncia, e´s el posicionament dels
objectes. Les dades geome`triques de cada cos, presents en el seu fitxer de lectura, posicionen
en primera insta`ncia l’objecte a l’escena. Malauradament quan es treballa amb varis objectes i
alguns d’ells compostos, la posicio´ relativa entre aquest objectes resulta dif´ıcil de definir.
Els fitxers d’Open Inventor disposen d’eines per establir el posicionament dels diferents so`lids.
Aquestes eines pero` no apliquen els mateixos principis a fitxers simples i a fitxers compostos
o aniuats, ja que en el segon cas les transformacions s’encadenen resultant una transformacio´
composta. Per evitar aquest comportament, i a me´s haver de realitzar una nova cerca de nodes
de transformacio´ dintre de l’arbre d’Open Inventor, s’ha decidit establir la posicio´ dels objectes
de forma auto`noma.
El posicionament queda doncs en mans de l’usuari i deu efectuar-se, amb anterioritat a l’execu-
cio´, de la forma que es mostra seguidament.
En l’executable creat, per a l’utilitzacio´ de la llibreria, s’han de crear dos vectors en els quals
guardar la posicio´ i rotacio´ dels objectes. Posteriorment dits vectors han de ser emmagatzemats
en memo`ria mitjanc¸ant la funcio´ setTransform ( 7.3), la qual guarda la informacio´ a la classe
Object. Els valors d’aquesta classe, so´n els emprats posteriorment per posicionar l’objecte en
els mo´ns virtuals. Cal realitzar aquest procediment amb tots els objectes a gestionar, incloent-hi
les parts pertanyents a un so`lid r´ıgid. Per a dur a terme de forma correcta el procediment, es
necessari identificar de forma correcta cada objecte, cosa que ha de ser planificada amb cura a
l’hora de crear els fitxers.
Implementacio´ de les posicions dels objectes
 
f o r ( s i z e t i =0; i<( s i z e t ) (my World−>num Bodies ) ; i++) {
i f (my World−>vec Bodies [ i ] . name[0] == ’ l ’ ) {
i f (my World−>vec Bodies [ i ] . name[4] == ’ 1 ’ ) {
f l o a t new pos i t ion [3] = {0 , 0 , 478};
f l o a t new rotat ion [4] = {1 , 0 , 0 , 0} ;
my World−>vec Bodies [ i ] . ve c Ob je c t s [ 0 ] . setTransform (
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8.2.2 Ma`scares i grups de col.lisio´
Uns altres para`metres que s’han de definir de manera expressa abans de l’execucio´ so´n les
ma`scares i grups de col.lisio´.
Aquests atributs permeten establir la necessitat d’efectuar una col.lisio´, entre un parell deter-
minat d’objectes, o no. Aixo` resulta summament u´til per eliminar col.lisions innecessa`ries i no
desitjades i poder aix´ı centrar esforc¸os en aquelles parts que realment interessen. Per exem-
ple, s’utilitza en l’executable de prova, per eliminar les col.lisions entre elements contigus del
brac¸ robotitzat. Resulta f´ısicament impossible que dits elements col.lisionin entre ells i per tant
resulta convenient no simular-ne les col.lisions.
La ma`scara d’un objecte, e´s una representacio´ dels objectes amb els quals la col.lisio´ esta` ha-
bilitada. En canvi, el grup de col.lisio´ agrupa l’objecte amb aquells amb els qui comparteix la
ma`scara de col.lisio´. Es a dir, que aquells objectes que comparteixen grup, per norma general,
es comporten de forma igual respecte els altres objectes.
Tant la ma`scara com el grup de col.lisio´ so´n para`metres interns de la llibreria Bullet, que formen
part de qualsevol objecte exportat. La gestio´ de les col.lisions ambma`scares es du a terme a partir
de la segu¨ent formula:
 
i f ( ( ( group1&mask2)&&(group2&mask1 )) == true ) {
Co l l i s i o n = true ;
}
 
Es a dir, si la comparacio´ bina`ria, entre el grup del primer objecte i la ma`scara del segon, es
positiva i passa el mateix amb els oposats, s’efectua la col.lisio´ entre els dos objectes.
Per tant, si es vol evitar la col.lisio´ entre dos objectes, s’ha d’evitar que en la representacio´ bina`ria
dels seus grups i ma`scares coincideixin qualsevol parella de 1. En el cas que ens ocupa, el del
brac¸ robotitzat TX90, resulten les matrius de les figures 8.1 i 8.2. On els elements L0-L6 so´n les
parts mo`bils del robot, CYL, BAS, ACT1, ACT2 i XAP so´n les parts de la pinc¸a (formen un so`lid
r´ıgid de sis objectes juntament amb el link6) i finalment F1 i F2 so´n els dits de la pinc¸a. Una
representacio´ de l’estructura del robot es pot veure a la figura 8.3.
Es pot comprovar que la comparacio´ bina`ria, entre els elements contigus de la matriu, resulta
sempre zero i per tant s’evita aix´ı el tractament de col.lisio´. Per exemple, si es compara binari-
ament la ma`scara pertanyent al link1 (segona fila de la matriu de ma`scares) amb el grup del
link2, no apareix cap coincide`ncia entre nombres 1 i tampoc passa a l’inversa.
Un cop explicat el significat i utilitzacio´ de les ma`scares i grups de col.lisions, resta tan sols la
implementacio´ d’aquests. A l’igual que amb el posicionament, s’ha de procedir a guardar les
dades en memo`ria a trave´s de l’executable de la llibreria. En aquest cas, s’actua emplenant
un vector amb els valors binaris de la matriu de ma`scares. Un cop emplenat el vector, per
Eina de modelat de mons virtuals mitjanc¸ant objectes convexes 67
Matriu de ma`scares
Objects L0 L1 L2 L3 L4 L5 L6 CYL BAS ACT1 ACT2 XAP F1 F2
L0 0 0 1 1 1 1 1 1 1 1 1 1 1 1
L1 0 0 0 1 1 1 1 1 1 1 1 1 1 1
L2 1 0 0 0 1 1 1 1 1 1 1 1 1 1
L3 1 1 0 0 0 1 1 1 1 1 1 1 1 1
L4 1 1 1 0 0 0 1 1 1 1 1 1 1 1
L5 1 1 1 1 0 0 0 1 1 1 1 1 1 1
L6 1 1 1 1 1 0 0 0 0 0 0 0 0 0
CYL 1 1 1 1 1 0 0 0 0 0 0 0 0 0
BAS 1 1 1 1 1 0 0 0 0 0 0 0 0 0
ACT1 1 1 1 1 1 0 0 0 0 0 0 0 0 0
ACT2 1 1 1 1 1 0 0 0 0 0 0 0 0 0
XAP 1 1 1 1 1 0 0 0 0 0 0 0 0 0
F1 1 1 1 1 1 1 0 0 0 0 0 0 0 1
F2 1 1 1 1 1 1 0 0 0 0 0 0 1 0
Figura 8.1 Matriu de ma`scares
Matriu de grups
Objects L0 L1 L2 L3 L4 L5 L6 CYL BAS ACT1 ACT2 XAP F1 F2
L0 1 0 0 0 0 0 0 0 0 0 0 0 0 0
L1 0 1 0 0 0 0 0 0 0 0 0 0 0 0
L2 0 0 1 0 0 0 0 0 0 0 0 0 0 0
L3 0 0 0 1 0 0 0 0 0 0 0 0 0 0
L4 0 0 0 0 1 0 0 0 0 0 0 0 0 0
L5 0 0 0 0 0 1 0 0 0 0 0 0 0 0
L6 0 0 0 0 0 0 1 0 0 0 0 0 0 0
CYL 0 0 0 0 0 0 1 0 0 0 0 0 0 0
BAS 0 0 0 0 0 0 1 0 0 0 0 0 0 0
ACT1 0 0 0 0 0 0 1 0 0 0 0 0 0 0
ACT2 0 0 0 0 0 0 1 0 0 0 0 0 0 0
XAP 0 0 0 0 0 0 1 0 0 0 0 0 0 0
F1 0 0 0 0 0 0 1 0 0 0 0 0 0 0
F2 0 0 0 0 0 0 1 0 0 0 0 0 0 0
Figura 8.2 Matriu de grups
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Figura 8.3 Visualitzacio´ del robot de mostra TX90
a un objecte determinar, s’ha de cridar la funcio´ BintoInt, que transforma el valor binari en
un nombre enter. Aixo` es necessari ja que les funcions de la llibreria Bullet exigeixen que el
para`metre sigui passat en forma d’enter. En el cas dels grups el procediment e´s me´s senzill, ja
que tan sols hi ha un sol 1 en cada fila de la matriu. Per tant, simplement s’ha d’elevar el nombre
2 a la pote`ncia donada per la posicio´ de l’1.
link1, representacio´ binaria: 01000000000000
link1, representacio´ entera: 212 = 4096
Tant les ma`scares com els grups han de ser emmagatzemats a la classe Object, per al seu
posterior u´s en l’exportacio´ de la geometria.
Implementacio´ de la ma`scara i el grup de col.lisio´ d’un objecte
 
s td : : vector<in t> my mask ;
my mask . push back (1) ;
my mask . push back (1) ;
my mask . push back (1) ;
my mask . push back (1) ;
my mask . push back (1) ;
my mask . push back (1) ;
my mask . push back (1) ;
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my mask . push back (1) ;
my mask . push back (1) ;
my mask . push back (1) ;
my mask . push back (1) ;
my mask . push back (0) ;
my mask . push back (0) ;
my mask . push back (0) ;
my World−>vec Bodies [ i ] . mask = B in t o I n t (my mask ) ;
my World−>vec Bodies [ i ] . group = s t a t i c c a s t <in t> (pow(2 , 12)) ;
 
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9 Ana`lisi de costos i d’impacte ambiental
En aquest cap´ıtol es mostra una estimacio´ dels costos generals, derivats de la realitzacio´ d’aquest
projecte. S’identifiquen com a costos associats a aquest desenvolupament, tant la part econo`mica
com el desgast ambiental provocat.
9.1 Ana`lisi de costos
L’ana`lisi econo`mic, lligat a la realitzacio´ d’un projecte, sempre esdeve´ la part final d’aquest i
cobra molta importa`ncia en una professio´ que es centra en els beneficis.
9.1.1 Costos de recursos humans
El cost de recursos humans associat a aquest projecte s’ha de dividir entre les tres persones que
han col.laborat en la seva elaboracio´.
Direccio´ del projecte: El director del present projecte, ha realitzat tasques de planificacio´, co-
ordinacio´ i seguiment. A me´s d’aquestes activitats, tambe´ ha dut a terme la correccio´ del
resultat i a col.laborat en el disseny d’algun dels me`todes aplicats.
Tenint en compte les tasques realitzades abans esmentades, s’atribueix al director del pro-
jecte una dedicacio´ de: 60 hores.
Analista: En la realitzacio´ del projecte ha col.laborat un analista informa`tic, duent a terme
tasques de formacio´, supervisio´ dels resultats, eliminacio´ d’errors i preparacio´ del software.
Les hores de treball estimades per a l’analista informa`tic so´n de: 120 hores.
Programador (projectant): El projectant de la llibreria s’ha encarregat de la creacio´ del codi
que en ella consta, aix´ı com de la integracio´ i adequacio´ de les altres llibreries i eines
utilitzades. Ha realitzat tambe´ la depuracio´ del codi i les proves pertinents per garantir el
resultat. Finalment tambe´ ha invertit temps en l’elaboracio´ de la memo`ria que ens ocupa.
Aquestes diferents tasques realitzades i el temps estimat dedicat a cadascuna d’elles es
mostra en la segu¨ent taula:











Si s’assignen els sous adequats a cadascuna del les persones esmentades, s’obte´ la segu¨ent taula
de costos:
Treballador Hores dedicades Salari estimat (e/hora) Cost (e)
Director 60 40 2400
Analista 120 30 4500
Programador 940 15 14100
TOTAL 21000
9.1.2 Costos de hardware i software
El cost de hardware e´s aquell associat a l’eina informa`tica de treball utilitzada. En el cas concret
de la realitzacio´ del projecte, no s’ha utilitzat un sol terminal informa`tic de forma continuada,
sino´ que el projectant ha canviat perio`dicament l’ordinador de treball. Tot i aixo`, l’estimacio´ del
valor d’un dels terminals del laboratori de robo`tica e´s de: 1000 e.
El cas dels costos associats a l’u´s del software resulta noto`riament diferent. Com ja s’ha comentat
en aquesta documentacio´, per a la realitzacio´ d’aquest projecte tan sols s’ha utilitzat software
de lliure distribucio´, el qual suposa un cost nul per la seva utilitzacio´. Existeixen altres costos
que es podrien associar al software, com ara l’acce´s xarxes de comunicacio´ (tant internet com
xarxa interna de l’institut) o el manteniment dels programes. Degut a que aquests serveis so´n
compartits per tota l’escola d’enginyers, el cost derivat a un sol usuari resulta esca`s i per tant
s’ha decidit obviar aquests costos.
9.1.3 Costos totals
Si es du a terme la suma dels costos presentats en els dos apartats anteriors, s’arriba a la conclu-
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9.2 Ana`lisi d’impacte ambiental
L’impacte ambiental en el desenvolupament d’un projecte de programacio´ resulta molt poc sig-
nificatiu. De fet, els u´nics parametres que es poden associar a un impacte ambiental so´n la
despesa energe`tica, la utilitzacio´ de consumibles d’oficina (paper, tinta, etc.) i l’amortitzacio´ del
terminal de treball (percentatge de pla`stic i metalls desgastat per l’u´s).
D’aquests aspectes, potser el mes preocupant e´s el de la despesa energe`tica associada al funci-
onament del terminal informa`tic. En aquest aspecte cal remarcar que el terminal utilitzat resta
ence`s durant tot el dia, mentre que el monitor tan sols ho esta durant les hores de treball. Assig-
nant valors ponderats al consum, tant de CPU com del monitor, i assignant les hores de durada
del projecte, s’obte´ la taula segu¨ent:
Aparell Consum (W) Hores de funcionament Consum total (Kw/h)
CPU 120 3760 451.2
Monitor stand-by 5 2820 14.1
Monitor ence´s 40 940 37.6
TOTAL 502.9
Si amb aquestes dades s’aplica una tarifacio´ de 0.15e/Kwh s’obte´ una despesa de 75.44e. Tant
el consum com la despesa resulten ser forc¸a baixos i tal com cabia esperar, un projecte d’aquestes
caracter´ıstiques no comporta un impacte ambiental comparable amb qualsevol altra branca de
l’enginyeria.
En quant al consum de material fungible, s’ha estimat que el consum ma`xim de paper utilitzat
pot ser d’uns 2 Kg, mesura que en cap cas representa un abu´s en quant a generacio´ de residus.
A me´s, el sistema de recollida de paper reciclat de l’escola d’enginyers funciona correctament i
esta fortament implantat en el lloc de realitzacio´ d’aquest projecte.
Per u´ltim, segons un estudi recent del govern Brita`nic i la organitzacio´ Ecogeek[7] l’u´s de pro-
gramari de distribucio´ lliure afavoreix la vida u´til del maquinari i per tant redueix el nombre de
residus so`lids creats. Segons l’estudi, el temps de renovacio´ dels aparells que utilitzen Windows
esta` entre els 3 i els 4 anys. En canvi, aquells que utilitzen programari lliure, com ara Linux ,
presenten una mitjana de vida d’entre 6 i 8 anys. Si es te´ en comte que la produccio´ d’una unitat
de PC comporta un consum d’uns 240 Kg de combustibles fo`ssils, s’arriba a la conclusio´ de que
cada ordinador que s’eviti de fabricar comporta un gran estalvi. Sembla ser doncs, que el fet de
que el projecte final de carrera s’hagi realitzat completament amb programari lliure col.labora a
que l’impacte ambiental d’aquest sigui menor.
En resum l’elaboracio´ del present projecte final de carrera provoca un impacte ambiental quasi
nul i per tant no cal considerar aquest aspecte com a determinant en la valoracio´ del mateix.
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Conclusions
Un cop finalitzat el projecte final de carrera aqu´ı explicat, s’arriba a la conclusio´ de que els ob-
jectius marcats en la seva planificacio´ han estat complerts. Per aquest compliment, s’ha creat
una eina de modelat, en forma de llibreria, que subministra nombroses funcions, totes elles
utilitzables de forma independent i que permeten l’adaptacio´ a diferents tasques i projectes.
S’ha aconseguit crear una se`rie d’entorns virtuals, en els quals representar un nombre elevat
d’entitats geome`triques, que posteriorment poden ser manipulades a voluntat. Altrament, s’han
implementat les eines necessa`ries per realitzar ca`lculs complexes, com so´n l’estimacio´ de conve-
xitat i la posterior descomposicio´ en elements convexes o la deteccio´ de col.lisions. A me´s, tot
aixo` s’ha dut a terme facilitant en tot moment la obtencio´ de les dades per part de l’usuari i la
seva interaccio´ amb el programari.
Pel fet de tractar-se d’una eina que avarca aspectes molt diferents entre si i que en tots ells es
pot aprofundir encara me´s, resulta una llibreria en la qual es poden realitzar mu´ltiples millores.
Aix´ı doncs, en un futur es pot utilitzar l’eina creada per a tractar de forma me´s especifica alguna
de les seves utilitats. Per exemple, es pot aplicar en projectes que desenvolupin la part dina`mica
de l’entorn de col.lisions, afegint-hi variables f´ısiques reals. Per contra, un altre camp de desen-
volupament pot ser el de la simulacio´ activa de moviments, en el qual es pot integrar un mo`dul
cinema`tic com a entrada d’ordres al mo´n virtual de visualitzacio´. Per tant, la llibreria realitzada
resulta ser una eina completa, en quant a aspectes dels quals s’ocupa, i plenament oberta noves
aplicacions i millores.
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A Manual d’usuari
En aquest annex es tracten tots aquells temes que un usuari, de la present llibreria, necessita
per a treballar-hi. Es donen indicacions sobre les eines de necessa`ria instal.lacio´ i sobre tot allo`
necessari per efectuar una correcte u´s de la llibreria.
A.1 Instal.lacio´
Hi ha dos aspectes a tenir en compte a l’hora de realitzar la instal.lacio´ de la llibreria ccit. En
primer lloc, s’ha de tenir en compte la necessitat d’instal.lar varies llibreries i aplicacions per
poder utilitzar totes les funcionalitats subministrades. En segon lloc, cal recordar que la llibreria
ha estat dissenyada per treballar amb un sistema operatiu basat en Unix i totes les eines usades
han estat creades sota el mateix criteri.
Les eines de necessa`ria instal.lacio´ per a l’u´s complet de la llibreria so´n les segu¨ents:
OpenViz: Servidor de visualitzacions emprat com a visor interactiu dels so`lids de treball.
SoQt i Qt: SoQt[3] e´s una llibreria que permet l’enllac¸ entre la llibreria de visualitzacions Coin
i el sistema de finestres de visualitzacio´ donat per la llibreria Qt[6]. Actualment OpenViz
treballa utilitzant SoQt, tot i que la llibreria Coin pot treballar amb altres sistemes de
visualitzacio´ i amb poc esforc¸ es podria realitzar el canvi a una altra llibreria.
Coin: Llibreria de representacio´ d’elements tridimensionals basada en OpenGL. Com ja s’ha co-
mentat en aquest document Coin e´s la implementacio´ d’Open Inventor utilitzada tant per
OpenViz com per la present llibreria ccit.
mt: Llibreria que implementa diferents funcionalitats aplicades a elements geome`trics i so`lids
r´ıgids. El cas particular en el que s’ha emprat e´s el de la manipulacio´ de matrius de
transformacio´ associades als objectes de treball.
En el cas particular de OpenViz i la llibreria mt, aquestes deuen ser obtingudes solicitant-ho a
la Universitat Polite`cnica de Catalunya, ja que es tracta de projectes elaborats a l’escola
d’enginyers de Barcelona.
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Per altra banda no cal una instal.lacio´ completa de les llibreries ampliament comentades: Bullet
Physics Library i Approximate Convex Decomposition Library. Amb el paquet de la lli-
breria ccit ja es subministren les parts necessa`ries per al funcionament, que so´n compilades
juntament amb aquesta. Aquests paquets es poden trobar dintre de la carpeta /src/extralib
(figura A.1). Pot resultar interessant per a la realitzacio´ de treballs extensos, la instal.lacio´ de
la llibreria Bullet al complet, la qual subministra moltes me´s funcionalitats, fins al moment no




















Figura A.1 Mapa de carpetes de la llibreria
Un cop estiguin correctament instal.lades totes les eines necessa`ries per al funcionament de
l’aplicacio´, es pot procedir amb la instal.lacio´ de la llibreria. La llibreria creada esta` preparada
per a la instal.lacio´ utilitzant CMake[4].
Un primer pas a seguir e´s la edicio´ del fitxer CMakeLists.txt ubicat a la carpeta /src. Cal
canviar les direccions de memo`ria de les llibreries instal.lades i dels includes del sistema, que
so´n diferents en cada ordinador. Un cop realitzat aixo`, cal crear una carpeta, que normalment
s’anomena /build, dintre de la carpeta principal de la llibreria (al mateix nivell que /src).
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Per configurar els para`metres de la instal.lacio´, es necessari utilitzar la comanda cmake ../ en
un terminal de consola situat a la nova carpeta creada. Un cop acabat el proce´s cal emprar la
comana make que dura a terme la instal.lacio´ de la llibreria ccit i la resta de llibreries externes.
A.2 Para`metres d’entrada
Tot i que la major part dels para`metres d’entrada a la llibreria ja han estat comentats en aquest
document, no esta` de me´s fer-ho ara de forma conjunta, a fi de que l’usuari pugui fer tots els
ajustos necessaris abans d’endisar-se en l’u´s de la llibreria.
Primerament, cal preparar els fitxers d’entrada amb les especificacions donades a l’apartat 3.1.
Per a l’elaboracio´ d’aquests fitxers, pot resultar u´til utilitzar els fitxers de mostra facilitats com
a plantilla, que poden ser trobats dintre de la carpeta /objects. El fitxer tx90.wrl resulta un
bon exemple per a la creacio´ de fitxers pare per carregar d’altres fitxers. En canvi, observant
algu´n dels fitxers tx90-linkX.wrl es pot apreciar la configuracio´ d’un so`lid implementat en
Open Inventor.
Altres dels para`metres comentats en l’apartat 8.2, so´n la posicio´ i els filtres de col.lisio´ dels
objectes. Tal com ja s’ha explicat, queda en mans de l’usuari la implementacio´ d’aquests valors
de forma correcta. Un exemple d’aquesta implementacio´ es pot trobar en l’executable de proba
subministrat, que es troba a la carpeta /src/test amb el nom de main.
Finalment cal anar amb compte amb els paths que utilitza OpenViz per carregar fitxers. Depe-
nent d’on estigui instalat el servidor de visualitzacions, el path especificat a la funcio´ de ca`rrega
callOpenViz ( 8.1.1) pot resultar erroni, cosa que provoca un error d’execucio´. El path imple-
mentat per defecte funciona sempre i quan el servidor estigui situat dintre de la carpeta general
de la llibreria i s’executi des d’all´ı. En cas de voler situar aquest en un altre lloc, caldria cambiar
el path especificat a la funcio´ callOpenViz i recompilar la llibreria.
A.3 Creacio´ d’una API amb ccit
La forma me´s ra`pida i senzilla de comenc¸ar a treballar amb una llibreria e´s observar detinguda-
ment algun exemple i utilitzar-lo com a prototip en la creacio´ de noves aplicacions. En el cas que
ens ocupa, es subministra un exemple complet de la llibreria anomenat main, el qual es troba a
la carpeta /src/test. Algunes caracter´ıstiques d’aquest executable ja han estat esmentades en
l’apartat 8.1.2.
Ba`sicament l’exemple du a terme la major part de les funcionalitats de la llibreria, d’una forma
ordenada. Es a dir, llegeix una serie de fitxers d’entrada, la geometria dels quals emmagatzema
posteriorment en classes contenidores, seguidament realitza un test de convexitat sobre aquesta
geometria i efectua una descomposicio´ en els casos en que e´s necessari. D’aquest proce´s en
resulten els fitxers de sortida, que so´n carregats a l’entorn virtual de visualitzacions. Aix´ı mateix
la nova geometria tambe´ es exportada a l’entorn de deteccio´ de col.lisions, directament de les
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classes contenidores. Quan s’ha finalitzat el proce´s, es cedeix el control a l’usuari, el qual pot
efectuar moviments que estaran subjectes a un test de col.lisio´.
Per a la creacio´ de qualsevol nova API, es pot decidir obviar alguna d’aquestes funcionalitats,
obtenint resultats molt diferents que s’adaptin a les necessitats de cadascu´. Per exemple, es
pot crear un entorn u´nic de visualitzacio´ on els fitxers carregats passin directament al visor
o en canvi es pot eliminar la visualitzacio´ i actuar solament sobre l’entorn de col.lisions. De
forma ana`loga es poden utilitzar de forma separada els testos de convexitat o de col.lsions, si
el que es vol e´s u´nicament realitzar aquestes proves. Una altra possible aplicacio´ pot ser la de
descomposicio´ convexa de so`lids, que simplifica molt els ca`lculs i procediments en entorns de
figures en tres dimensions.
Un cop l’usuari s’hagi familiaritzat amb l’exemple subministrat, pot trobar informacio´ sobre la
utilitzacio´ de les funcions de la llibreria en aquesta mateixa documentacio´ ( 8.1.1) o consultant
els fitxers de capc¸alera a la carpeta /src.
A.4 Para`metres de sortida
Existeixen dos tipus de para`metres de sortida que la llibreria ccit pot subministrar. En primer
lloc, hi ha diverses funcions que subministren informacio´ valuosa a trave´s de la pantalla del
terminal. Depenent de la configuracio´ creada amb les funcions de la llibreria, aquests missatges
poden canviar d’ordre o fins i tot no apare`ixer. Els missatges que poden ser mostrats per pantalla
so´n els segu¨ents:
• I´ndex de fitxers i subfitxers llegits correctament (funcio´ saveFiles).
• Tipus i nombre de nodes de geometria trobats (funcio´ createObjects).
• Nom i estat de ca`rrega dels nodes de geometria (funcio´ createObjects).
• Resultats del test de convexitat (funcio´ convexityTool).
• Para`metres d’entrada de la descomposicio´ convexa: objecte, nombre de vertex, etc (funcio´
Descompose).
• Para`metres de sortida de la descomposicio´ convexa: nombre i volum dels Hulls creats
(funcio´ Descompose).
• Nom i ubicacio´ dels fitxers de sortida creats (funcio´ Descompose).
• Estat de ca`rrega dels so`lids a OpenViz (funcio´ callOpenViz).
• Dades exportades a l’entorn de deteccio´ de col.lisions (funcio´ exportBullet).
• Llista dels elements en escena (funcio´ list).
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En l’executable de mostra, apareixen la totalitat d’aquests missatges en aquest ordre concret,
pero` en noves aplicacions es pot adequar l’ordre a les necessitats que es tingui.
El segon tipus de para`metres de sortida, so´n els fitxers que contenen la geometria descompos-
ta. Aquests so´n generats automa`ticament per les funcions de la llibreria Approximate Convex
Decomposition i emmagatzemats a la carpeta /objects/OUT. En aquesta carpeta podem trobar
quatre apartats diferenciats segons el tipus de fitxer: *.obj, *.dae, *.xml i *.wrl. Cal notar que
els fixers VRML creats, segueixen el mateix patro´ requerit per als fitxers d’entrada i que so´n els
utilitzats per dur a terme la visualitzacio´ dels so`lids a l’escena.
A.5 Fitxers subministrats
Juntament amb la llibreria es subministren una serie de fitxers de prova, implementats per al
correcte funcionament dintre d’aquesta. Aquests fitxers representen el brac¸ robotitzat TX90
(figura A.10) present actualment al Laboratori de Robo`tica de l’IOC.
L’aplicacio´ de prova subministrada esta` preparada per treballar de forma directa amb aquests
fitxers, es a dir, els atributs dels objectes ( 8.2) estan implementats d’acord amb la configuracio´
dels fitxers citats.
El robot TX90 i aix´ı mateix els seus fitxers consta de les segu¨ents parts:
link0: Base del brac¸ robotitzat. Conte´ el panell d’alimentacio´, control i entrada d’aire comprimit
(figura A.2).
link1: Articulacio´ primera del brac¸ (figura A.3).
link2: Articulacio´ segona del brac¸ (figura A.4).
link3: Articulacio´ tercera del brac¸(figura A.5) .
link4: Articulacio´ quarta del brac¸ (figura A.6).
link5: Articulacio´ cinquena del brac¸(figura A.7) .
link6: Articulacio´ sisena del brac¸. Lloc de subjeccio´ de la base de la pinc¸a al brac¸ (figura A.8).
base de la pinc¸a: So`lid format a partir de diferents objectes, que conte´ els actuadors pne-
uma`tics per accionar la pinc¸a (figura A.8).
dits de la pinc¸a: Elements en forma de L que montats sobre la base anterior esdevenen l’ele-
ment pre`nsil del brac¸ robo`tic (figura A.9).
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Figura A.2 link0 Figura A.3 link1
Figura A.4 link2 Figura A.5 link3
Figura A.6 link4 Figura A.7 link5
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Figura A.8 link6 i base
de la pinc¸a
Figura A.9 Un dels dits
que formen la pinc¸a
Figura A.10 Brac¸ robotitzat TX90
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