The Hy + system is a generic visualization tool that supports a novel visual query language called GraphLog. In Hy + , visualizations are based on a graphical formalism that allows comprehensible representations of databases, queries, and query answers to be interactively manipulated. This paper describes the design, architecture and features of Hy + with a number of applications in software engineering and network management.
The gigabit bandwidth of the eye/visual cortex system permits much faster perception of geometric and spatial relationships than any other mode, making the power of supercomputers more accessible. Users from industry, universities, medicine and government are largely unable to comprehend or in uence the \ re hoses" of data produced by contemporary sources such as supercomputers and satellites.
In other diverse domains, such as software engineering, computer network management, and parallel program monitoring, researchers, developers, and users increasingly consider the importance of visual presentation of data. A related idea is to provide data manipulation tools that are themselves visually oriented. The iconic user interfaces common in today's workstations are examples of these. Visual query languages for databases 2] are more ambitious tools for visual data manipulation.
In this paper, we give an overview of the approach to visual display and manipulation of databases that we have been investigating at the University of Toronto for the past few years.
We present the design and architecture of the Hy + visualization system and its associated visual query language, GraphLog. Moreover, we describe the use of Hy + and GraphLog in two di erent application areas: software engineering and network management. In both areas the data have a graph-like structure that can be visualized. Visual queries explore that structure and help the user of Hy + better understand it. Section 2 gives a tour of the Hy + system, using a software engineering application as the example. Section 3 describes the architecture and implementation of the system, particularly of the query processing and graph layout components. Section 4 discusses further applications to software engineering and Section 5, to network management. We conclude with a discussion for further work in Section 6.
A Tour of Hy +
Hy + provides a user interface with extensive support for visualizing structural (or relational) data as hygraphs 5] , an extension of graphs inspired by Harel's higraphs 17]. The Hy + system supports visualization of the actual database instances, not just diagrammatic representations of the database schema. Given the large volume of data that the system must present to the user, it is fundamental to provide him or her with two fundamental capabilities.
The rst one is the ability to de ne new relationships by using queries. This is the traditional way of using database queries: the newly de ned relationship either gives a direct answer to a user question, or it provides a new view on the existing data. The derived data can later be presented visually by the system.
The second capability is a way of using queries to decide what data to show. The user can selectively restrict the amount of information to be displayed. This ltering of relevant information 5] is fundamental for conveying manageable volumes of visual information to the user. Selective data visualization can be used to locate relevant data, to restrict visualization to interesting portions of the data (that is, deciding what data to present) and to control the level of detail at which the data is presented (that is, choosing how to see the data).
To describe queries, Hy + relies on a visual pattern-based notation. The patterns are expressions of the GraphLog query language 4, 9] . Overall, the system supports query visualization (that is, presenting the description of the query using a visual notation), visualization of data that constitutes the input to the query, and visual presentation of the result 5].
We present an example of using GraphLog and its environment Hy + for visualizing the structure of the National Institutes of Health (NIH) public domain C++ class library. The IBM 1 XL C++ compiler was used to extract 13 000 facts from the 35 000 lines of code in the library. In the generated hygraph, the nodes represent classes, functions, and variables. The edges represent relations among them, such as the subclass and friend relationships between classes, the mem relationship between a class and its member functions or variables, the ref relationship between a function and all variables referenced by it, and a calls relationship between functions.
CASE tools usually provide a static visualization of the architecture of a software system. Hy + permits a more dynamic approach to the visualization process, allowing di erent visualizations of the same component to be obtained through di erent GraphLog queries. In that respect, Hy + can not only visualize the structure of the class library, but can also explore and better understand that structure. This is a visual way of distinguishing edges that the user actually wants to see after the 1 Trademark of International Business Machine Corporation match is found. This particular lter query searches the database for subclasses C of class class('Object') that rede ne some function F de ned in class('Object'). From all objects that match this pattern, only the relation mem between the subclass C and the inherited function F are displayed to the user. Throughout the paper we use the convention that words starting with an upper case letter denote variables while these with a lower case letter denote constants.
The other query in Figure 1 is a de ne query: a GraphLog expression in a de neGraphLog box. A thick edge here has a di erent meaning. It represents a relation that is de ned every time the pattern is found in the hygraph designated as the database. The de ne query in Figure 1 de nes the relation uses between a class C1 and another class C2, whenever C1 contains a function F1 that calls a function F2, which is de ned in C2. Hygraphs extend graphs by using blobs in addition to edges to represent relationships among nodes. A blob in a hygraph represents a relation between a node, called the container node, and a set of other nodes, called the contained nodes. Blobs are hence generalizations of edges and can be used to cluster related nodes together. Visually they are represented as a rectangular area associated with the container node. The de ne query of Figure 2 demonstrates how we can change the representation of a relationship from edges to blobs. The blob members clusters the member functions of a class together: a function F is enclosed in the blob associated with class(C), whenever mem(class(C), function(F,L)). A blob relation can be treated similarly to an edge relation. The second hygraph in Figure 2 is a lter query which generates a hygraph that contain all the members blobs and all the subclass, calls, and uses edges that exist in the database.
3 System Architecture and Implementation Hy + has evolved from the G + Visual Query System presented in 6]. The new system is implemented as a front-end, written in Smalltalk, that communicates with other programs to carry on its tasks, including multiple database back-ends for the actual evaluation of the queries. An overview of the Hy + system architecture is given in the diagram in Figure 3 
Hygraph Browsers
Hy + browsers allow users to interact with the hygraph-based visualizations that the system manipulates. They have extensive facilities for interactively editing hygraphs, including copy, cut and paste; panning and zooming; and textual editing of node and edge labels. Icons are automatically selected for nodes according to the functor of the node label (that is, the type of data object represented by the node). Similarly, the colors for edges and blobs are automatically selected based on the predicate in the label (that is, the relationship represented by the edge or blob).
Within Hy + , all blobs associated with one container node are represented by rectangles contained within a rectangular region that has the container node in the topmost left corner.
Blob labels are drawn in the interior of the topmost left corner of the rectangle representing the blob. Control over the level of detail displayed is achieved by interactively hiding and showing blob contents. Blob contents can be interactively hidden to further reduce clutter.
When blob contents are hidden, the incoming and outgoing edges are also hidden (but there are options to present summaries of the information carried by the hidden edges). A hygraph pattern in a lter query (which is enclosed in a showGraphLog box) may have several distinguished nodes, edges, and blobs. The meaning of a lter query hygraph is: for each instance of the pattern found in the database, retain the database objects that match the distinguished objects in the query. Given a hygraph in a showGraphLog box, for each distinguished edge (blob), we generate a set of de ne queries that match the distinguished object, that is, when they are evaluated they determine all instances of the edge (blob) that exist in the portions of the database that match the hygraph pattern. The query evaluator evaluates each of the de ne queries in turn. The results are combined, and the answer to the lter query is found. is done implicitly over all variables appearing in the distinguished edge or its end-points.
Query Processing
GraphLog has higher expressive power than SQL; in particular, it can express, with no need for an explicit recursion construct, queries that involve computing transitive closures or similar graph traversal operations. The language is also capable of expressing rst order aggregation queries, as well as aggregation along path traversals (for example, shortest path queries) 3].
Data Acquisition
The Hy + system relies on other programs (which are part of the Data Acquisition subsystem) to supply the raw data to be visually manipulated within the system. The File Manager subsystem can directly import les containing logical facts (like the ones produced by the XL C++ compiler for the NIH database of Section 2). These les can also be obtained from relational and deductive databases.
External Hygraph Representation
Graph Exchange Format (GXF) is a speci cation for a portable external representation for directed graphs and hygraphs 14]. Hy + can read and write graphs in GXF format from and to UNIX 2 les, and uses extensions of GXF to store all layout and display-related information. Processor programs may use these Hy + -speci c extensions to manipulate the visual representation of a hygraph, for example, for layout tasks.
GXF les encode hygraphs in a recursive list structure with a syntax very similar to that of LISP. A GXF le is structured into lists that contain one keyword, and multiple atoms (numbers and strings), and/or nested sublists. Unparsed comments can also be included. A GXF le consists of one or more top-level GXF lists, at least one of which has the keyword Graph, and it contains the encoding of a hygraph. This top-level Graph list is decomposed into sublists (\structures") that represent various parts of the hygraph: its edges, nodes, blobs, . . . more edges ))
Tool Integration
The system has the ability to invoke external programs that, for instance, browse an object being represented by a node in one of the graphs displayed by the system. The Hy + visualizations can be used as overviews to locate information and then invoke third-party browsers to display the contents associated with the relevant objects. An obvious advantage of this approach over a purely navigational one is the ability to use the convenience and expressive power of GraphLog patterns to retrieve the objects of interest, instead of attempting an often 
Basic layout algorithms
The current version of layout lter is capable of producing a drawing using arbitrary combinations of the following simple parametric layout algorithms: 4 1. cluster: size-based clustering layout. Containers are divided into clusters according to size and shape similarity. Each cluster is laid out independently, and then resulting drawings are combined to form a composite, similar to the technique described in 18]. Each layout algorithm can be controlled by manipulating a number of generic and algorithmspeci c parameters whose descriptions, unfortunately, were too lengthy to be included in this paper. Furthermore, the graphite layout lter can also be used to generate non-geometric sheye views of nested graphs 25, 27] , that can be used to balance local detail and global context by automatically emphasizing some regions of the layout while simultaneously deemphasizing others.
Composite hygraph layout
Composite layout is a graph layout technique in which the input graph is partitioned into several subgraphs that are laid out independently (by di erent layout algorithms) and then composed to produce the nal drawing 22], 18].
The graphite layout lter is capable of performing composite layout of general graphs at a much ner level of granularity than previous e orts. The lter allows a (possibly unique) algorithm to be associated with each container in the container hierarchy (see Figure 6) induced by a hygraph. If a container is not assigned a layout algorithm, it inherits the algorithm of the parent container. In a composite layout scenario, in addition to the top-level container, a (possibly) unique layout algorithm can be associated with each node, blob, nodes region, and blobs region container, by inserting appropriate layout directives into the GXF le.
Software Engineering Applications
In Section 2, we introduced Hy + and the GraphLog query language by visualizing the structure of a C++ class library and querying that structure during software development to facilitate program understanding. Hy + has been applied to software structures in 10], 11], and for debugging distributed applications in 8].
In this section, we give additional examples using the same database of Section 2, that is, the NIH C++ library. Once again, the objects of interest include classes, functions, and variables. Relations between these objects include the subclass relation between two classes, the mem relation between a class and its member functions, the friend relation between two classes or between a class and a function, the relation virtual between a class and its virtual member functions, and the relation pure-virtual between a class and its pure virtual functions (that is, functions that are de ned as virtual but with no implementation given for them).
In a language with inheritance, it is not always obvious which version of a function will be invoked by a function call. It is useful for a C++ programmer to know where in the inheritance hierarchy a function is de ned. Hy + can group together all \synonyms" of a function and associate the resulting set with the name of the function using blobs. The upper part of Figure 7 demonstrates how. First, the relation fmem is de ned to relate a class C with a triple fcl(F,C,L), if class C de nes function F at source code line number L (ignoring for simplicity the fact that code comes from multiple les). Then, if class C2 is a subclass of class C1 (or equal to C1) and both classes de ne the same function F at some line of their code, the triple fcl(F,C2,L2) is placed inside the blob for the function F. The triple fcl(F,C1,L1) is placed when C1=C2 (note the use of the kleene closure). Part of the answer of requesting these synonyms appears in the bottom of Figure 7 . Note that, for the function at, both Another point of interest for C++ programmers is whether a class contains functions that are pure virtual; that is, their interface is available to subclasses of the class, but no implementation is provided by the class. We call such a class incomplete. Figure 8 contains the de nition of incomplete classes: a class C is incomplete if it contains at least one pure virtual function. Also, a class C2 that is a subclass of an incomplete class C1 and does not provide the implementation of the inherited pure virtual function is also an incomplete class. This means that none of its member functions can be overridden; all subclasses can add new functionality but cannot modify existing behavior, because non-virtual functions impose a mandatory implementation. This can be considered a form of limited inheritance and, according to 23], may be an indication of a design problem. The query in Figure 9 nds such designs: the relation numOfVirtualFunctions is de ned between every class C and the number of virtual functions that are de ned in C. If that number is zero, the class is complete; hence, subclasses may not modify any of the class's behavior. The lter query in Figure 9 requests to see the part of the hierarchy that uses any complete classes. The above queries can be seen as constraints imposed upon the structure of the database.
A software system satis es these constraints if and only if the answers to the above queries are empty. More interestingly, when the system fails to satisfy a constraint, Hy + can be used to display the violation in a meaningful context so a person can decide whether the violation is harmful or not.
Technology Transfer: The Use of GraphLog in 4Thought
The 4Thought prototype 31] is a tool whose goal is to explore applications of database visualization technology to software engineering. The visual query language GraphLog is a suitable notation for expressing the type of software engineering queries that 4Thought needs to support. 4Thought was initially targeted at programming-in-the-large tasks such as architecture, design, and performance tuning 10, 32] in which the database being visualized contains structural information about the program. Here GraphLog is used as a visual query language to specify graphical views, such as call graphs and inheritance hierarchies, of the program database. We believe that GraphLog is a very intuitive way to de ne program views since software engineers are used to think graphically and commonly employ a wide variety of structural diagrams.
Later, 4Thought was applied to programming-in-the-small tasks such as speci cation 33] in which the database being visualized contains the application data. Here GraphLog is used as a visual speci cation language to de ne the computation being performed by the application. We feel that speci cations written in GraphLog are much easier to understand than equivalent speci cations written in purely textual notations, such as pseudo-code or predicate logic.
An exciting recent development has been the evolution of databases to support new versions of SQL that allow recursive queries. This means that commercial databases will soon be able to e ciently execute GraphLog queries, making tools like 4Thought and Hy + useful in application domains such as bill-of-materials and airline routes. We believe that writing queries for these recursive domains is much easier in GraphLog than in SQL, and we are investigating customer requirements for new database application development tools that exploit graphical visualization.
Network Management Applications
Managing a large heterogeneous computer network is a complex task. The proposed network management standards for TCP/IP-based Internets and the ISO-OSI network management standards are attempts by standards organizations to reduce the complexity involved. They propose a manager-agent paradigm, where a management station receives status data from network devices and assembles them into a global picture of the network, which is used to monitor and control network operation. Appropriately visualizing this global picture as well as others can be very e ective to facilitate the tasks of managing the network. In general three techniques are useful for network management: abstraction, ltering, and visualization.
Abstraction
The complexity of managing networks is reduced by systematically imposing di erent levels of abstraction onto the network. Doing so allows the functional management to be performed in a structured way. Network objects can be abstracted into higher-level entities based on di erent criteria set by the network manager, for example, geographical sites, for example, buildings, or administrative responsibilities within the network, e.g., domains. Network objects can also be abstracted according to the ISO/OSI protocol layering, by distinguishing between two di erent views of the topology map of the network: the logical map, which corresponds to the network layer, and the physical map, which corresponds to the datalink and physical layers.
Filtering
The limitation in the size of the presentation media makes it di cult to visualize the status of the entire network. When a problem occurs in the network, it would be helpful to see only the relevant areas of the network. It would be nice to be able to specify what we want in a simple and declarative way, lter out the problem area, and visualize it in terms of the topology of the network and at di erent levels of abstraction.
Visualization
In presenting the data to the human manager, it is widely believed that graphical displays are essential; all commercial network management tools make an attempt to communicate information visually. These visualizations tend to be hardwired into the software, with limited control available to the manager. A exible system where the what and how of visualization is under user control has signi cant potential for advancing the state of the art in network management software.
Network Management in Hy +
In this section, we show how we can obtain di erent views of the network using the querying capabilities provided by the Hy + system. The example network management database contains information about the topology of the network and about its constituents. This information is obtained from MIBs (management information bases 20]). By executing the queries shown in Figure 11 , we get the logical network layer map, shown on the right of the gure. Similar queries can produce the physical topology map. Suppose that we monitor the utilization of a server called samba. For this purpose, we poll the tcpInSegs and tcpOutSegs TCP MIB objects of the server. These two variables store total number of TCP segments owing in and out of the polled server, as calculated from a when the previous poll of samba was taken. Query de ne82 computes the rate of tcpInSegs and tcpOutSegs tra c in the latest poll interval during high-tra c time. Query de ne83 checks whether the rate computed in the previous query falls 80% below the expected tra c kept on Assume that the above alert has gone o , and the problem area is the server samba.
The alert may re for various reasons: congestion in gateways between the server and the clients or a hardware fault. Assume that we rst hypothesized that the cause of the alert was congestion, but the investigation (see 7]) showed no congestion, although it found that the clients of samba are not generating the expected tra c to the server. Our second hypothesis is that the cause of the alert is a hardware problem. In this case, the map showing physical details like repeaters, bridges, datalink layer protocols, and so on is brought up. Before looking for the physical causes of the problem, we superimpose the currently active TCP links on the portion of the physical map that depends on the alert.
Query de ne101 of Figure 13 can be interpreted as follows: create an edge called tcp link between the hosts H that depend on the alert alert-serv1-util and the server samba, if the IP address found in the tcpConnRemAddress of H's TCP connection table matches the address of samba (which is stored in the attribute attr(address) of the con guration database). Query show101 produces, as a result, the visualization in Figure 14 showing the portion of the physical topology map that depends on the alert, together with the previously de ned tcp link edges superimposed on the map.
The visualization of TCP links allows us to pinpoint the problem area at the portion of the network beyond ether4. The problem could be at the repeater repeater1 or at the ethernet segments ether2. This belief follows from noticing that no TCP connection originates at ether1 or ether2. The SNMP manager could not access the current TCP objects from that part of the network.
The example shows how, when isolating faults in a network, it is advantageous to view network maps at di erent abstract levels, while proceeding in a structured manner to pinpoint the problem area.
Conclusion
We have described the architecture and some aspects of the implementation of the Hy + visualization system and related software. We are encouraged by the ease with which we were able to apply these ideas to a wide variety of applications, including various aspects of software engineering, network management, and distributed and parallel debugging. Traditional data management tools have not been very successful in tackling these kinds of domains; we believe the unique combination of visualization and deductive database features of Hy + and GraphLog give us the edge here.
Work is proceeding to extend Hy + in several directions, including dynamic visualizations, temporal queries, three-dimensional diagrams, incremental query and layout, and new emphasis techniques for large visualizations. We hope this work is contributing to achieving David Harel's vision 17]:
We are entirely convinced the future is \visual." We believe that in the next few years many more of our daily technical and scienti c chores will be carried out visually, and graphical facilities will be far better than today's. The languages and approaches we shall be using in doing so will not be merely iconic in nature ...] but inherently diagrammatic in a conceptual way ...]. They will be designed to encourage visual modes of thinking when tackling systems of ever-increasing complexity, and will exploit and extend the use of our own wonderful visual system in many of our intellectual activities. 
