The strict assignment rules imposed by RTSJ to avoid dangling inter-region pointers incur high amounts of overhead, which it is possible to reduce by taking advantages of hardware features. This poster provides several hardware-based solutions to reduce this overhead.
INTRODUCTION
The original Java platform provides attributes that make it a powerful platform to develop embedded real-time applications, however, presents some important lacks regarding its use in realtime systems, which have been solved by the Real-time Specification for Java (RTSJ) [3] , even if some issues are still open (e.g., memory management). Solutions making garbage collection compliant with real-time requirements may roughly be classified into two categories1: (1) Incremental garbage collection enables the interleaved execution of the Garbage Collector (GC) with the application by using a mechanism (i.e., read or write barriers), which comes along with overhead regarding execution time and (2) Region-based memory allocation enables grouping related objects within a Memory Region (MR), that are used explicitly in the program. A real-time GC avoids the user to recycle memory, but introduces high overhead and unpredictable behaviour, whereas MRs, which can be supported in a stack discipline offer a high level of predictability. The memory regions model of RTSJ combines the advantages of both techniques. This specification imposes restricted assignments rules that keep longer-lived objects from referencing objects in scoped memory, which possibly have a shorter life.
Also RTSJ makes distinction between three main kinds of tasks: (i) low-priority tasks that are tolerant with the GC, (ii) highpriority tasks that cannot tolerate unbounded preemption latencies, and (iii) critical tasks that cannot tolerate preemption latencies. Whereas high-priority tasks require a real-time GC, critical tasks must not be affected by the GC, and as a consequence cannot access any object within the heap. Several related tasks, can share a MR.
USING WRITE BARIER
Our work focuses on to make Java memory management realtime while accounting for relevant Java specifications: the RTSJ [3], the KVM [2] targeting limited-resource and network connected devices, and the microprocessor core picoJava [1] . We have proposed a solution to the realization of the abstract memory model introduced by the RTSJ specification. In particular, garbage collection in the heap complies with real-time constraints by using write barriers to maintain both the root-set and the tricolor invariant, and the detection of illegal assignments related with memory regions and illegal accesses related with critical tasks, is made dynamically by introducing a write barrier mechanism based on a region-stack associated to the active task. This requires run-time checks for each assignment, which introduces a high overhead. We improve the performance of our solution by using the write barrier support of the picoJava-II microprocessor. In this solution, an exception traps for interregion references and must be configured at context-switch time depending on the scheduled task, because non-critical tasks traps when a white object is assigned to a black one, whereas critical tasks traps when the assigned object is not red. We also propose to modify the hardware support of picoJava-II to have three different traps: (i) to preserve the root-set of the collector (ii) to detect illegal assignments and (iii) to preserve the tri-color invariant. Finally, a detailed analysis of three different implementations of the write barriers shows that the hardware support improves highly the application performance.
