A particle-based method is one of the most commonly used methods for fluid simulations. It has certain advantages over other fluid simulation methods; for example, it is easy to simulate irregular and complex fluid motion with topological changes. However, the surface reconstruction for particles remains a challenging problem. In this paper, we propose a surface reconstruction method for moving particles whose motion data are given by a particle-based simulation method.
Introduction
Simulation of fluid motion in computer graphics has been attempted using a variety of methods. Two main categories of fluid simulation methods exist: the grid-based methods and the particle-based methods. The grid-based method discretizes the simulation space by subdividing it into grid cells, and calculates the fluid flow on each cell. This method readily enforces the incompressibility condition, but does not guarantee mass conservation for small features. This method usually involves calculating a large number of cells that are empty, i.e., they do not contain any fluid [1, 2] .
On the other hand, the particle-based method discretizes the fluid mass by using particles as liquid elements, and tracks the particles moving through the space [1] . This method provides a conceptually simple and adaptable simulation framework.
However, a particle-based method has the loss of fluid mass as one serious disadvantage. In addition, particularly for computer graphics, one of the major disadvantages of a particle-based method is the difficulty of representing a smooth surface of the fluid [3] . A particle-based method informs us about the position, velocity, and certain other physical properties of each particle.
However, this information is not sufficient to determine which particles constitute a surface, where the surface is constructed according to the particles, and how the surface is given a smooth representation.
Several different methods have been used to create a surface from particles. Chiba et al. [4] defined a 3D scalar field by assigning a Gaussian density distribution to each particle, and created an implicit equivalued surface on the scalar field by applying the Tetrahedral Cell Subdivision method. The Marching Cube method can also be used for this purpose, but it tends to make a reconstructed surface to have an unrealistic balloon-like shape. Wang et al. [5] proposed a method for the case in which particles were given in 3D space by putting 2D simulation slices side by side, each of which contained original particles simulated in 2D space. This method defines a polygonal outline from outermost particles in each slice, and MPS-MAFL methods to solve the Navier-Stokes equations to obtain fluid motion as moving particles, and reconstructed the surface from the particles by using a grid-based level set method [2] . The level set method [7] is an effective tool for tracking a boundary in 2D or 3D space in general and has been used in various fields such as computer graphics, image processing, medical engineering, and so on. One of its distinctive abilities is to enable the topological change of a boundary during its evolution such as split and fusion. Foster et al. [8] used the grid-based MAC (Marker-and-Cell) method to simulate fluid motion and mitigated the excessive numerical dissipation of the semi-Lagrangian method [2] . They improved the MAC method by using the grid-based level set approach to reconstruct the fluid surface. The above two surface reconstruction methods [3, 8] used the level set method in completely different approaches. The details are described in Section 2.
In this paper, we propose a method of surface reconstruction for particles using a level set approach. This approach is based on Foster's one and is completely different from Premoze's one. Our method reconstructs a surface representing the boundary between particles and empty regions, and evolves the surface on the velocity field defined by the velocities of particles provided by a particle-based fluid simulation. This simple and direct mechanism results in creating a natural-looking surface flowing on the velocity field. To apply our surface reconstruction method, any particle-based fluid simulation method can be used as long as the positions and velocities of particles are obtained at each simulation time. In the experiments shown in this paper, we used the Moving Particle Semi-implicit (MPS) method for the fluid simulation.
Previous Work

Summary of Level Set Method
Osher and Sethian [7] originally introduced the level set method. It evolves a boundary curve in 2D space, or a boundary surface in 3D space, according to a given force field.
In the following, we mainly use the term "interface" to refer to the boundary "curve" or "surface". Unlike most other surface reconstruction methods, the level set method is capable of arbitrarily changing the topology of an interface.
The level set method utilizes a level set function ( ) t , x φ to define an interface, where x is the coordinates of a point on the space, and t is time. The function φ gives an implicit surface representation; at time t, the interface is given as the set of points x that satisfy the following condition:
This representation divides the space into two parts. The sign of φ is positive when a point x is outside the interface, and the sign is negative when x is inside the interface. From Equation (1), the chain rule yields the following level set equation:
Here, an outward directed normal n to the interface is represented in terms of φ as follows:
The interface consists of the points x that have the same level set value φ (x) = 0. So, the normal n to the interface is the direction in which the value φ increases and is defined using the gradient of φ. Besides, a scalar function F that provides an evolving speed in the outward normal direction is represented as follows:
Then, Equation (2) is rewritten as follows:
This equation is a general form commonly used in many cases.
By giving an evolving speed scalar function F arbitrarily, the solution of this equation gives a level set function φ that provides an interface by Equation (1).
Usually, Equation (5) is discretized in time t, and the solution of φ is obtained at time intervals of ∆t. This is achieved as follows. First, an initial interface is given at t = 0. Then, the function φ is initialized by giving the signed distance d from x to the nearest point of the initial interface:
After the initialization, the function φ is updated repeatedly at time intervals of ∆t according to a given evolving speed F using Equation (5) . In general implementation, this updating process is achieved in Eulerian grid-based approach. That is, Equation (5) is also discretized on a grid space, and the value φ on each grid cell is updated using the values φ on neighboring cells.
The function F was originally defined so as to provide an evolving speed in Equation (4) . However, when F is used in the above-described updating process, it is considered as a kind of "force field" to evolve an interface. In this case, it can be given an arbitrary scalar, that is, not only an evolving speed but also other scalars to define a desired force field that evolves the interface. For example, when the curvature of an interface is given as F, the interface is evolved so as to smooth out its bumpy shape [9, 10] ; in this case, the interface changes its shape by itself. Moreover, the level set method works as a general tool to track a boundary, and can be applied to various applications. For example, some "segmentation" or "boundary detection" techniques in 2D image or 3D volume processing applications utilize the level set approach. In this case, the force field F is given appropriate values so as to stop the evolution of a 2D/3D interface near boundary parts on an image/volume; each pixel/voxel of the image/volume is given a value of F using the gradient of pixel/voxel intensities such that the value is zero on boundary parts and increases with a plus sign, or decreases with a minus sign, toward farther parts apart from the boundary parts [11, 12] . Such an application does not have any velocity information originally, and the force field F is defined for convenience.
Previous Surface Reconstruction Methods Using Level Set Method
The method proposed by Foster et al. [8] is an early work for surface reconstruction using a level set method. This method On the other hand, the surface reconstruction using a level set method by Premoze et al. [3] was applied to a particle-based fluid simulation. Their usage of the level set method is completely different from Foster's one; Premoze's level set method is quite similar to the boundary detection techniques mentioned in Section 2.1. Premoze's method creates a level set interface according to the distribution of particles, not the velocities of particles, on each animation frame. The particle distribution is specified as the number of particles existing at each position on the space. Actually, the method uses kernel functions so as to smooth the number over the space, which results in using the following force field:
The scalar T is an offset parameter. The kernel function f i for a particle i is defined as follows:
The scalar r i is the radius of the particle i. The distance function d i gives the distance from the particle i to a position x.
The kernel function f i gives a kind of "existence value" of the particle i on its surrounding area; the function f i gives a full existence value at the position of the particle i and reduces the value as the distance d i increases. In detail, to avoid undesirable gains of existence values in the direction perpendicular to the interface, the distance d i is defined by separately defining a tangent distance and a perpendicular one using the velocity of the particle i and composing the two distances. In order to use Equation (7) in a similar way to boundary detection techniques, the offset parameter T has to be carefully set such that it becomes zero on the boundaries between outermost particles and empty regions. The values F(x) of Equation (7) are sampled on grid positions x on a grid space to determine a force field F. Once the force field F is determined for the particle distribution in one animation frame, the level set values φ (x) on the grid positions x are updated iteratively until the evolution of the interface stops; the converged interface consists of "detected boundaries" that separate particle regions and empty regions. Before the iterative updating steps for one frame, the level set values φ (x) are initialized by its previous frame's values. Premoze's method succeeds in creating a suitable interface for given particles. However, the definition of the distance d i using tangent and perpendicular distances seems to be somewhat ad hoc. Besides, the offset parameter T has to be experimentally chosen so as to fit the interface to the boundaries between outermost particles and empty regions.
Approach of Our Method
Our method proposed in this paper has the following properties:
(a) The fluid simulation is executed by a Lagrangian particle-based method, which is similar to Premoze's method.
(b) The level set method for surface reconstruction uses a velocity field, which is similar to Foster's method.
Our method constructs a velocity field as the force field F by using the velocities of particles provided by a particle-based fluid simulation. Then, the level set function φ is updated and the interface is evolved on the velocity field F in a similar way to Foster's method. After each fluid simulation step, the particle velocities are projected onto grid cells using a Gaussian distribution-like function to yield a smooth velocity field on the grid space. By using the level set method used in Foster's method, our updating process of φ spends just one iteration step for one frame. One distinctive technique of our method is how to appropriately treat an isolated particle, in other words, a splash particle. This technique makes an isolated particle to affect the surface reconstruction less than other particles near the surface. An isolated particle can be distinguished using surrounding particles' positions. However, instead, we utilized the "particle number density", which is explained in Section 3, provided by the fluid simulation.
Summary of MPS Method
There are several choices of particle-based fluid simulation methods. In this paper, we use the Moving Particle Semi-implicit (MPS) method [13] , which solves the Navier-Stokes equation for incompressible fluids, to calculate fluid dynamics.
Governing Equations of fluid
The motion of incompressible fluid can be described by the following equations.
Equation (10) is the Navier-Stokes equation describing the behavior of fluid. Equation (9) states that the mass m is constant. The right side of the Navier-Stokes equation in Equation (10), which is a governing equation of fluid, is made up of a pressure term, a viscosity term and an external force term. Here, t is time, u is velocity, ρ is density, P is pressure, ν is dynamic coefficient of viscosity, and f is external force.
Moving Particle Semi-implicit Method (MPS)
The MPS method used in the proposed method is a Lagrange type simulation method using particles.The MPS method discretizes Equation ( 
Here, r is a distance between two particles, and r e is a range in which the interaction between particles extends. The gradient model at the position of a particle i is as follows.
( )
Here, d is space dimension, and n 0 is a fixed value for particle density. The vector i r is the position of the particle i, and the vector j r is the position of a particle j surrounding the 
This equation means providing physical quantity of particles j around the particle i to the particle i using the weight function w. Here, λ is a coefficient for adjusting the variance of the distribution to analytical solution. The particle number density can be computed as follows:
The Poisson equation for pressure is as follows: 
We can then get the velocity and position of next step.
The algorithm of the MPS method can be outlined as follows:
Surface Reconstruction for Particles Using Level Set Method on Velocity Field
In this section, we describe our surface reconstruction method for particles using the level set method and its algorithm.
Currently, we have implemented the 2D version and tested the fundamental performance of the method. So, we explain its algorithm in this section and show experimental results for 2D cases in the next section.
Our surface reconstruction method creates a surface covering the outermost particles whose movements are calculated by a fluid simulation. Our method requires the positions and velocities of particles in each animation frame. In addition, our method used particle number densities of the particles, which were given by the MPS method we used in the experiments of this paper. Naturally, other particle-based fluid simulation methods can be used instead; in this case, particle number densities can be calculated from the particles' positions.
In our method, the simulation space is first divided into a grid more than one particle, the cell is inside the fluid. If a cell intersects with no particle, it is outside the fluid. Then, an image processing technique using a median filter is applied to fill small gaps and determine which cells are inside and which are outside the fluid. Next, an inside cell in contact with outside cells is designated as being a boundary cell. Afterward, every cell is given an initial level set value φ with the signed distance from the cell to the nearest boundary cell; an inside cell is given a negative value, an outside cell is given a positive value, and a boundary cell is given 0. This is shown in Figure 1 The number N is the number of particles that contribute to F i, j .
The contribution of u k to F i, j is determined by a weight w k according to the distance from the cell position (i, j) to the position of the particle k. The weight w k is given as follows.
The scalar R represents the influence radius of a particle to a grid cell, as shown in Figure 2 .
The scalar d k is the distance between the position of a particle k and the central position of a grid cell (i, j). The scalar n k is the particle number density of the particle k, which is obtained from the MPS method using Equation (14) . The scalar S is a threshold value for the particle density n k to judge whether the particle k is treated as an isolated particle, in other words, a splash particle, or not. Equation (18) the influence of splash particles. If the density n k is smaller than S, the particle k is considered to be isolated and treated as a splash particle. In this case, even if the particle k is within the influence radius R from the cell position (i, j), the contribution of u k to F i, j is reduced linearly by the density n k . This works to avoid some unnatural motion and shape of the evolving interface, such as a protruding shape caused by following a splash particle. After projecting the particles' velocities on the grid cells, a grid cell on which any particles' velocities have not been projected in empty regions is given a suitable velocity.
Such an "empty" grid cell is given the velocity of the nearest grid cell that has the projection of more than one particle's velocity. This results in a smooth velocity field all over the grid space. Then, after determining the velocities F i, j on all grid cells, the level set values φ i, j are updated by the level set equation of Equation (5), in which the velocities F i,j are used for determining F, by using the same scheme as Foster's method described in Section 2.2. This updating process is executed using the Eulerian discretized form of Equation (5) The algorithm of our surface reconstruction method is summarized as follows.
Step 1: Divide the simulation space into a grid space.
Step 2: Initialize an interface and level set values φ i, j on grid cells (i, j) for time step t = 0.
Step 3: Input particle data (the positions, velocities, and particle number densities of particles) of time step t from fluid simulation.
Step 4: Determine the necessary cells for the narrow band method.
Step 5: Project the velocities of particles onto the grid space.
Step 6: Calculate velocities F i, j on grid cells.
Step 7: Update level set values φ i, j .
Step 8: Update the interface according to the updated level set values φ i, j = 0.
Step 9: Update time step t to t +∆t, then go to step 3.
The parameters that we have to adjust in our method are the projection radius r p , the influence radius R, and the threshold value S .The radius r p affects an initial interface at time step t = 0, and R affects a velocity field to evolve the interface. These two radii have to be carefully given according to the size of a grid cell. As summarized in Section 2.2, Premoze's method [3] has completely the same situation in the definition of the kernel function f i that uses the radius r i of a particle i, as shown in Equation (8) . If the two radii r p , R, and the grid cell size are appropriately selected, our method can evolve the interface so as to follow moving particles well. We currently select these parameters experimentally, and gave the same value to the two radii and the grid cell size in the experiments shown in Section 5. An automatic selection of these parameters is an open problem in future. On the other hand, Premoze's method has to determine an offset parameter T to fit the interface to outermost particles in addition to the particles' radii r i , as shown in Equation (7). The remaining parameter S in our method controls the degree of the influence of an isolated particle to the evolution of the interface. This threshold S has to be adjusted somewhat experimentally for a natural-looking effect. To treat an isolated particle in Premoze's method, the control of the particles' radii r i and the offset parameter T affect not only the isolated particle's contribution but also other particles' contribution to the shape of the interface, and to balance both of them seems somewhat difficult.
Experimental Results
We applied our method to two 2D examples, as shown in Figure 4 shows the result of the surface reconstruction for a water drop simulation. The total number of particles is 900, including wall particles. The resolution of a gird space is 140xxx90 .The size of a cell, the projection radius r p , and the influence radius R are all 0.004. To treat isolated particles using particle number densities, the range r e in Equation (11) were then obtained by updating the surfaces using our method.
In (b), the drop and water surfaces make contact, and we can see that they are about to be fused together. In (c), we can observe that the two surfaces have been merged to make a new water surface. In (c), (d), and (e), there are some splash particles that are isolated from the water body upward on the surface; these particles do not strongly affect the surface evolution. 
Conclusion and Future works
In this paper, we proposed a surface reconstruction method for moving particles using the level set method. Any particle-based fluid simulation method can be used for our surface reconstruction method, and we used the MPS method in the experiments in this paper. Our method is based on a simple and natural way in that an interface evolves on the flow of particles' velocities. First, our method divides the simulation space into a grid space, and initializes an interface and a level set function.
Then, at each time step, by using the particles' positions, velocities, and particle number densities obtained from the fluid simulation, the level set function is updated, and an evolved interface is obtained. The level set mechanism allows an interface to change its topology free such as split and fusion.
Besides, our method controls the contribution of an isolated particle, in other words, a splash particle to the surface reconstruction to prevent the unnatural movement of the interface.
An important open problem to solve in the future is how to prevent the increasing gaps between an evolving interface and outermost particles during the level set iterations, as described in Section 5. Another future work is to extend our 2D method to a 3D surface reconstruction method. This extension has some problems to solve, such as how to create a 2D interface mesh from grid cells in which φ i, j, k = 0 in a 3D grid space. In addition, an efficient calculation method is needed especially for a large-scale fluid animation; to achieve this, GPU implementation is one of promising approaches. 
