Abstract-The concept of a data flowgraph is formalized as a bipartite directed graph. Each execution sequence of a computer program has a corresponding data flowgraph which describes functionally what happens to the data if that execution sequence is followed.
The author is with the Department of Computer Science, Naval Postgraduate School, Monterey, CA 93940. understandable to the computer. The computer redraws the pictures usually losing positional integrity for both boxes and lines and thus losing some possibly important information.
The major advantages of box/line drawings are that data flow can be explicitly shown across formulas, information is not constrained to lines (one-dimensional) but can easily extend into pages (two-dimensional), and levels of abstraction are conveniently achieved by functionally labeling boxes and lines.
This paper formalizes the concept of box/line drawings. Such drawings form a bipartite directed graph, bi-digraph, which we shall also call data flowgraphs.
A program flowchart also corresponds to a graph construct called a flowgraph. To each execution sequence in the flowgraph corresponds a data flowgraph which describes at a chosen level of abstraction what happens to the data.
A similar data flow analysis is carried out by Allen and
Cocke [1] , although both their control flow and data flow are differently conceived and applied. A control complexity analysis which makes use of a control flowgraph and introduces a complexity measure, the cyclomatic number of the control flowgraph, by McCabe [9] , has some similarities to our concept of the flowgraph. The flowgraph in this paper is abstractly the same as graphs used in circuit theory, discrete systems analysis, and cost-oriented network flow problems.
Shneiderman et al. [10] showed experimentally that flowcharting has little value in increasing programmer productivity. The value we see in flowcharts or flowgraphs is related to automated computer analysis of algorithms, both the execution time analysis and the data flow analysis.
In Section II the flowgraph corresponding to the flowchart is defined and shown to be abstractly identical to similar graphs encountered in discrete systems analysis. In Section III the data flowgraph corresponding to an execution sequence in the flowgraph is defined. Section IV illustrates the usefulness of the concept by applying it to the analysis of an airborne real-time tactical system (A6-E). Section V is a summary of what the paper contains.
II. FLOWCHARTS AND FLOWGRAPHS
The language of flowcharts has been intimately tied to computer programmAng from the very beginning. [7] . Fig. 1 We associate with each data item a vertex di (Fig. 2) and with each operation another vertex O0, in a manner used by digital circuit designers ever since computers were first designed and manufactured. We connect the data item to the operation which uses the data item as an input by an arc directed into the operation vertex. The output data item or items are connected to the operation by arcs directed away from the operation vertex. The graphs resulting from carrying out this association with flowgraph arcs are graphs which contain two types of vertices where arcs connect data vertices to operation vertices and where operation vertices in tum are only connected to data vertices. Such graphs (Fig. 3 ) are known as bipartite directed graphs, or bi-digraphs [8] .
For each arc in the flowgraph we construct a corresponding bi-digraph. We note that control operations such as branch or halt instructions do not alter any data and hence do not require a correspondent bi-digraph.
We next determine an execution sequence or all execution sequences for a given flowgraph.
We are now ready to formalize the defiition of a data flowgraph.
Definition 1: A data flowgraph corresponds to an execution sequence in a flowgraph as follows. Let output variable of some other operation O0, then we identify such variables by the same vertex in the data flowgraph. Similarly, if there is a common input or output variable to one or more operations O0, we identify such variables by the same vertex in the data flowgraph. If this procedure is successively carried out for each arc in the execution sequence S, the resulting graph is a data flowgraph of S.
We have given so far very simple examples to illustrate the idea of a data flowgraph. It is easy to see that in a complex program there are large numbers of execution sequences and hence data flowgraphs. Therefore this method of analysis would become so complex that it becomes useless.
Fortunately the idea of a data flowgraph lends itself very naturally to levels of abstraction. We can illustrate this with the example which comes from the A6-E tactical system.
IV. AN ILLUSTRATIVE REAL-TIME SYSTEM
A. Data Flowgraph Construction An attack aircraft (A6-E) tactical system is used to illustrate the flowchart and data flowgraph analysis techniques. Fig. 4 illustrates the top level flowchart which describes the systems operation. After a hardware checkout and initialization programs have been executed, the program goes into the infinite loop described by the flowchart. In this system the executive program is very simple: a sequence of tasks is executed without a set of priorities. The task is bypassed whenever there is no need to execute it. The analog inputs from the sensors are sampled periodically based on a real-time system's clock.
On execution of the infinite loop, that is, the transition from the control point above "Steering Commands ." to the control point below "Ballistics Calculations ...." in Fig. 4 , may be regarded either as a set of all possible execution sequences, or as a single transition of control. If we regard it as a single transition of control, then we can represent what happens to the data with a single data flowgraph as shown in Fig. 5 . This representation corresponds to the overall view of what the program does. Each data set vertex represents data items which serve as inputs or outputs of the system, whereas the operation carried out by the system is represented by a single vertex.
If we wish to consider a more detailed view of the operation under the same transition of control, then each distinct execution sequence gives rise to a data flowgraph and the set of all such data flowgraphs describe in more detail what the single flowgraph expresses in Fig. 5 .
The Navigational Subsystem consists of eight sequential steps in Fig. 6 . The first step is entitled Air Data Quantities-I in Fig. 7 . This flowchart gives the finest level of detail and enables a programmer to proceed directly to writing a higher level language or an assembly language program. Corresponding to the flowchart in Fig. 7 we construct a flowgraph in Fig. 8 . In the flowgraph we have distinguished between the vertices from which exactly one arc issues and the vertices from which more than one arc issues. The latter vertices are symbolized by a small diamond indicating that several execution sequences emanate from that vertex.
We also distinguish between two types of arcs: one (symbolized by a square) corresponds to a statement which permanently alters a data value; the other (symbolized by an arrow) corresponds to a transition in control which does not permanently alter any data values.
The heavy arrows constitute a spanning tree of the flowgraph which is of significance in execution time analysis as well as control complexity apalysis.
Further simplification of the analysis can be obtained by subdividing the flowgraph into so-called control segments, which are segments of a program with a single entry and single exit. The control segment from v0 to v5 in Fig. 8 is shown in the flowchart form in Fig. 9 , and in the flowgraph form in Fig. 10(a) . As before, we can generate a data flowgraph which describes an overview of what takes place in the control segment, as shown in Fig. 11 . If we are interested in more detail, then we look at all possible execution sequences which are described as a rooted tree in Fig. 10(b) . Corresponding to the six possible execution sequences, there are five distinct statement sequences and their corresponding data flowgraphs in Fig. 12 .
The control segment v5 to V7 can similarly be described in flowchart form in Fig. 13 , as an overview in Fig. 14 , or in complete detail as in Fig. 15(a) and 15(b) .
The control segment from V7 to vI5 is shown in flowchart form in Fig. 16 and as an overall data flowgraph in Fig. 17 .
The overall view of the entire page and how the control segments fit together is displayed in Fig. 18 .
If a program contains a loop, then the corresponding flowgraph is a repetition of flowgraphs each of which describes the data flow for a single execution sequence.
We wish to note that in the A6-E tactical program there are about sixty pages of flowcharts-some less complex, some more complex. The page used to illustrate the data flowgraph The data flowgraphs allow us to explicitly determine the number of data elements which must be communicated to other processes.
In Fig. 18 Fig. 11 is disconnected from the data flowgraph for the next control segment. This means that the two functions are independent and can be tested independently from each other.
Theoretically, the first control segment requires five data sets, the second two data sets. Altogether 5 + 2 data sets are necessary instead of 5 -2 = 10.
The third control segment is a rational function containing five statement sequences. Hence five data sets would need to be constructed to test out that function. In order that two rational functions be identical, it is sufficient to form the product polynomial.
for all x for which R2(x) #0 and Q2(x) # 0.
In the above example, four data values per data set would be sufficient. Thus 5 + 2 + 5 = 12 data sets are sufficient to test the identity of the functions calculated in the flowgraph in Fig. 8 instead of the 50 data sets estimated on the basis of the statement sequences in the flowgraph.
The flowchart page used in this example has average complexity. If we assume that the complexity of each page is on the average similar to this page and the data flowgraphs exhibit the same degree of independence as they do on this page, then only 60-12=720 data sets need to be constructed instead of (20)60. Clearly 720 data sets would be a reasonable number to construct even if each data set contained ten sets of data values.
D. Error Analysis
The data flowgraphs lend themselves to numerical error analysis. McCracken and Dom [3] present an elementary but complete treatment of roundoff error propagation for both fixed-point and floating-point arithmetic. They use data flowgraphs (or process graphs in their terminology) to develop the error-bound estimates for each function. We shall not repeat their presentation here but refer the reader to their book.
In addition to numerical error-bound analysis, data flowgraphs give strong indications of possible trouble spots or errors in the program. For example, in the statement sequence S2 S4 S7 in Fig. 12 [4] . The general problem is not solvable [13] . However, by restricting ourselves to look at the "control structure" of software systems only, and only those that can be modeled by a finite-state machine, we do find a testing strategy that is both valid and reliable. This paper presents a new testing strategy that we call "automata theoretic." It has the following characteristics: Manuscript received December 7, 1977; revised February 3, 1978 . The author is with Bell Laboratories, Naperville, IL 60540. 1) only the control structure of the design is checked; 2) it does not require an "executable" specification; 3) test sequences are guaranteed to reveal any errors in the control structure, provided that some reasonable assumptions are satisfied.
As far as testing the correctness of the control structure in a design is concerned, our method is superior to those existing testing strategies that are based on the structure of the design. By means of examples, we will show that there are errors that are detected by our method, while going undetected by other testing strategies.
In addition, we will define a new hierarchy consisting of "n-switch set covers," a generalization of the modified "switch cover." Although we prefer the automata theoretic method to n-switch set covers, we are able to specify analytically the classes of errors that can be detected by an n-switch set cover. Up until now, the best one could do was to obtain empirical data concerning the reliability of a testing strategy [131. Of course, we remind the reader that here we are only dealing with the verification of the control structures at the design level, and only those that can be modeled by finite-state machines.
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