Distributed programming and object-oriented programming are two popular programming paradigms. The former is driven by advances in networking technology whereas the latter provides vigorous software principles needed in developing complex software systems. While more and more distributed object-oriented software has appeared, not much work exists on the testing of these systems in an integrated manner. Instead, the distributed and object features have been tested separately. In this paper, we propose an integrated framework known as DOOT for incremental testing of distributed object-oriented software systems. It combines various testing techniques to provide comprehensive test coverage at four levels -class testing, intracluster testing, inter-cluster testing and system testing. Each level uses a specific fault model, test strategy and test case generation that build on the previous test level to reduce the overall test effort. They are designed to handle the distinct requirements of the two paradigms at each level. Moreover, a reduction algorithm for testing the inherited class is also included in the framework. The approach is illustrated using a real life example of a conferencing system.
Introduction
The popularity of the Internet coupled with advances in local area network and high speed network technologies have introduced many new distributed applications. Examples include software in the area of computer supported collaborative work, airline and hotel reservation systems, and banking systems -to name just a few. Object-oriented techniques are often used to cope with the complexity of developing these software systems which have come to be known as distributed object-oriented software systems (DOOSS). Like other software systems, these systems must be thoroughly tested before use. Software testing deals with checking the correctness of the implementation against its formal specification [I 1,211. Much work has been done on verifying [14] or testing [7, 8, 10, 16, 17, 20, 24, 251 object-oriented software, while verification [9] and testing 112, 13, 24, 25, 261 of distributed systems have, on the other hand, received less attention. Furthermore, individual approaches aim at tackling specific issues, and may lose sight of the other properties. For example, protocol testing typically focuses on process communication and control flow and not on method interaction and inheritance. Object testing, on the other hand, concentrates on causal order but may neglect the temporal order of path execution. However, applying each of the testing techniques separately on DOOSS will compound the state space explosion by the distributed and the object-orientation factors. What is needed is a unified framework for testing both the distributed and object-orientation properties in the same test which would reduce the length of the test sequence and increase the probability of uncovering errors. To the best of our knowledge, no such systematic technique exists.
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