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trpeˇlivost a odbornou pomoc prˇi rˇesˇenı´ jednotlivy´ch proble´mu souvisejı´cı´ch s problema-
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Abstrakt
Cı´lem te´to diplomove´ pra´ce je vytvorˇenı´ syste´mu zalozˇene´ho na modula´rnı´ platformeˇ,
ktery´ poskytuje rozhra´nı´ pro implementaci novy´chmodulu˚. Ty budou uzˇivateli prezento-
vat ru˚zne´ formy informacı´. Soucˇa´stı´ pra´ce bude na´vrh struktury pro pra´ci s jednotlivy´mi
moduly. Syste´m bude obsahovat take´ na´vrh algoritmu˚, ktere´ budou realizovat inteli-
gentnı´ chova´nı´ jednotlivy´ch modulu˚ v syste´mu. Nedı´lnou soucˇa´stı´ aplikace bude take´
zakomponova´nı´ socia´lnı´ch prvku˚ v podobeˇ uchova´va´nı´ za´kladnı´ch informacı´ o jednot-
livy´ch modulech. Syste´m bude navrzˇen tak, aby byl schopen jednodusˇe zakomponovat
mozˇnost dotykove´ho ovla´da´nı´.
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Abstract
The aim of this thesis is to create a system based on a modular platform which provides
an interface for the implementation of new modules. They will present various forms of
information to their users. A part of a work will design the structure of working with
every single module. The system will also include the concept of algorithms, which will
realize the intelligent behaviour of individual modules in the system. An integral part of
the application will also be an incorporation of social elements in the form of retention
of basic information about individual modules. The system will be designed to be able
easily incorporate the possibility of stylus control.
Keywords: Clever grid, WPF, Module, Master module, Slave module, Functional mod-
ule, Test module, Grid, Matrix, Cell, Social elements
Seznam pouzˇity´ch zkratek a symbolu˚
WCF – Windows Communication Foundation
WPF – Windows Presentation Foundation
SOA – Servisneˇ orientovana´ aplikace
.NET – Dot Network
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RSS – Rich Site Summary
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61 U´vod
Hlavnı´m cı´lem te´to pra´ce by meˇlo by´t vytvorˇenı´ uzˇivatelsky prˇı´veˇtive´ho syste´mu, ktery´
je zalozˇen na modula´rnı´ platformeˇ. Dı´ky tomu je mozˇno do neˇho zapojovat moduly,
ktere´ se v neˇm umı´ chovat podle prˇedem dany´ch pravidel. Jednotlive´ moduly slouzˇı´
pro prezentaci ru˚zny´ch forem informacı´. Je zde navrzˇena struktura pro pra´ci a ukotvenı´
jednotlivy´ch modulu˚, ktera´ se nazy´va´ inteligentnı´ mrˇı´zˇka. Ta obsahuje implementaci
vlastnı´ch algoritmu˚, ktere´ realizujı´ inteligentnı´ funkce mrˇı´zˇky. Da´le pak hlı´dajı´ a rˇı´dı´
chova´nı´ prˇi manipulaci s jednotlivy´mi moduly. Mezi tyto algoritmy patrˇı´ naprˇı´klad vkla´-
da´nı´ novy´ch modulu˚, jejich prˇemist’ova´nı´, hleda´nı´ volny´ch pozic cˇi prˇepı´na´nı´ mezi stavy
modulu˚. Aplikace umı´ take´ uchova´vat informace o socia´lnı´ch aspektech. Tato data pak
zpracova´vat a vyhodnocovat.
Pra´ce je rozdeˇlena do cˇtyrˇ logicky´ch cˇa´stı´. Po prˇecˇtenı´ jednotlivy´ch kapitol by meˇl
by´t cˇtena´rˇ postupneˇ zava´deˇn do hlubsˇı´ problematiky proble´mu a na konci by meˇl by´t
schopen plneˇ se syste´mem spolupracovat, detailneˇ pochopit rˇesˇene´ proble´my a sa´m si
naprˇı´klad implementovat novy´ modul.
Obsahem prvnı´ cˇa´sti je popis existujı´cı´ch rˇesˇenı´ dane´ problematiky, cı´le pra´ce a inspi-
race k jejı´ realizaci.
Druha´ hlavnı´ kapitola se zaby´va´ obecny´m pohledem na syste´m a jeho bloky. Jsou zde
popsa´ny za´kladnı´ informace o aplikaci a jejich cˇa´sti, z ktery´ch se skla´da´. Obsahem je i
abstraktnı´ pohled na jejı´ architekturu.
Na´sledujı´cı´ kapitola je steˇzˇejnı´ a obsahuje popis fungova´nı´ jednotlivy´ch inteligentnı´ch
algoritmu˚, struktury aplikace, detailnı´ informace o implementovany´ch modulech a jejich
stavech.
Poslednı´ cˇa´st se zaby´va´ pra´ci se socia´lnı´mi prvky, jejich zpracova´nı´m a na´vaznostı´
aplikace na mozˇnosti jejı´ho ovla´da´nı´ pomocı´ technologie multidoteku˚.
V za´veˇru je cela´ pra´ce zhodnocena a jsou zde popsa´ny mozˇnosti jejı´ho dalsˇı´ho vy´voje,
jako je naprˇı´klad optimalizace pouzˇity´ch algoritmu˚, dalsˇı´ zpracova´nı´ a vyhodnocova´nı´
socia´lnı´ho chova´nı´ aplikace.
72 Charakteristika problematiky
V dnesˇnı´ dobeˇ je velmi popula´rnı´ vyuzˇı´vat ovla´da´nı´ ru˚zny´ch typu˚ zarˇı´zenı´ pomocı´ do-
tyku˚ prstem.Mezi tato zarˇı´zenı´ patrˇı´ mobilnı´ telefony, tablety a v soucˇasne´ dobeˇ i samotne´
pocˇı´tacˇe. U nich je to prˇedevsˇı´m dı´ky podporˇe operacˇnı´ch syste´mu˚. Jednı´m z nich je v
soucˇasne´ dobeˇ velmi hojneˇ pouzˇı´vany´ Windows 7. Ten se vsˇak ve veˇtsˇineˇ prˇı´padu˚ sta´le
ovla´da´ standardnı´m zpu˚sobem, protozˇe jeho uzˇivatelske´ rozhranı´ se nijak zvla´sˇteˇ multi-
doteku˚m neprˇizpu˚sobilo. Tento proble´m je vsˇak vyrˇesˇen v na´sledovnı´kovi toho syste´mu.
Ten se jmenuje Windows 8 a je inspiracı´ pro tuto pra´ci, jelikozˇ je zalozˇen na modula´rnı´
platformeˇ. Poskytuje take´ rozhranı´, ktere´ mu˚zˇe by´t vyuzˇito prˇi zakomponova´nı´ techno-
logie multidoteku˚ a umı´ pracovat se socia´lnı´mi prvky. Dalsˇı´m aspektem je i jednoduchost
uzˇivatelske´ho rozhranı´.
2.1 Existujı´cı´ rˇesˇenı´ Windows 8 a Metro
Windows 8 je na´stupcem Windows 7. Novinky technologie syste´mu Windows 8 jsou
zalozˇeny kromeˇ pozˇadavku na jednoduchost vzhledu hlavneˇ na vyuzˇitı´ multidoteku˚.
Jelikozˇ v dnesˇnı´ dobeˇ velke´ mnozˇstvı´ uzˇivatelu˚ vyuzˇı´va´ popula´rnı´ tablety, je tato tech-
nologie prˇedevsˇı´m vhodna´ pro neˇ. Jednotlive´ panely syste´mu jsou ”zˇive´”, cozˇ znamena´,
zˇe uzˇivatel ma´ neusta´le aktua´lnı´ informace, jako jsou naprˇı´klad prˇehled kurzu˚, televiznı´
seznam cˇi aktua´lnı´ stav pocˇası´ nebo cˇas. Poskytuje tedy vsˇechny potrˇebne´ a du˚lezˇite´ in-
formace. Aplikace mezi sebou komunikujı´ a spolecˇneˇ spolupracujı´. Syste´m Windows 8
komunikuje se sluzˇbouWindows Store. Ta poskytuje tisı´ce uzˇitecˇny´ch aplikacı´ ke stazˇenı´.
Je mozˇno si je prˇed zakoupenı´m take´ vyzkousˇet. Po zakoupenı´ je mozˇno je vyuzˇı´vat azˇ na
peˇti zarˇı´zenı´ch. Pokud je uzˇivatel prˇihla´sˇen pomocı´ Microsoft u´cˇtu kdekoliv a na jake´m-
koliv zarˇı´zenı´ (notebook, tablet, pocˇı´tacˇ, . . . ), je automaticky nastavenMetro styl dane´ho
uzˇivatele. To znamena´, zˇe si syste´m sta´hne nejen nastaveny´ vzhled dane´ho uzˇivatele, ale
naprˇı´klad rozlozˇenı´ jednotlivy´ch aplikacı´, spusˇteˇne´ a prohlı´zˇene´ webove´ stra´nky a dalsˇı´
spoustu uzˇitecˇny´ch veˇcı´. Windows 8 poskytuje jednotny´ vzhled a to pra´veˇ dı´ky Metro
stylu.
Window 8 zava´dı´ vzhled nove´ho uzˇivatelske´ho rozhranı´, ktery´ nese na´zev Metro
styl. Tento styl je postaven na jednoduchosti, intuitivnosti. Vyuzˇı´va´ cˇiste´ typografie. Pro
prˇı´jemnou pra´ci uzˇivatele pouzˇı´va´ mimo jine´ take´ velke´ mnozˇstvı´ animacı´. Je v interakci
s uzˇivatelem. Je za´bavny´ a vyuzˇı´va´ jednoduchy´ch pohybu˚. Uzˇivatel se dı´ky tomuto stylu
snadno v syste´mu orientuje a mu˚zˇe si jej prˇizpu˚sobovat. Umozˇnˇuje se pohybovat pomocı´
mysˇi, kla´vesnice nebo prstem. Poskytuje snadne´ rozhranı´ pro vy´voj aplikacı´ v tomto
stylu.[1]
2.2 Strucˇna´ charakteristika rˇesˇenı´ Inteligentnı´ mrˇı´zˇky
2.2.1 Inspirace
Jelikozˇ se veˇnuji vy´voji desktopovy´ch aplikacı´ a webove´ syste´my meˇ nikdy neˇjak moc
neprˇitahovaly, tak jasnou motivacı´ bylo implementovat syste´m, ktery´ bude vyuzˇı´vat
8Obra´zek 1: Windows 8
technologie WPF. Tuto skutecˇnost ovlivnil fakt, zˇe tuto technologii pouzˇı´va´m i prˇi sve´
pra´ci a chteˇl jsem se v nı´ zdokonalit. Postupneˇ jsem tedy zacˇal navrhovat syste´m, ktery´ se
zaby´va´ chova´nı´m jisty´ch objektu˚ v mrˇı´zˇce. Nejprve jsemmyslel, zˇe pu˚jde pouze o zmeˇnu
pozice dany´ch objektu˚. Postupny´m zkouma´nı´m jsem vsˇak dosˇel i ke zmeˇneˇ velikosti
jednotlivy´ch objektu˚, cozˇ meˇlo za na´sledek na´ru˚st velke´ho mnozˇstvı´ proble´mu z toho
vyply´vajı´cı´ch. Tudı´zˇ se z celkem jednoduche´ho syste´mu stal syste´m vcelku slozˇity´.
Jednou z hlavnı´ch inspiracı´ pro zanorˇenı´ se do problematiky chova´nı´ objektu˚ vmrˇı´zˇce
byla jizˇ zmı´neˇna´ technologieWindows 8. Jak je videˇt na obra´zku 1, jsou jednotlive´ aplikace
umı´steˇny v jake´si pomyslne´ mrˇı´zˇce, cozˇ vedlo k realizaci takove´to mrˇı´zˇky. Ta by mohla
by´t pouzˇı´va´na trˇeba i v syste´mu Windows 8. Dalsˇı´m du˚vodem pak byl na´vrh aplikace s
jednoduchy´m uzˇivatelsky´m rozhranı´m jako je na obra´zku 1.
Jelikozˇ vzhled syste´mu Windows 8 je zalozˇen na co nejveˇtsˇı´ mozˇne´ jednoduchosti,
byla snaha se v neˇm inspirovat a vzhled aplikace navrhnout podobny´m zpu˚sobem jako
je pouzˇitı´Metro stylu. Tedy jednoduchost pouzˇity´ch barev, obra´zku˚, tlacˇı´tek cˇi ikon.
2.2.2 Cı´le
Syste´m bude mı´t jednotny´ vzhled a jednoduche´ uzˇivatelske´ rozhranı´. Dalsˇı´m hlavnı´m
pozˇadavkem je, aby obsahoval mrˇı´zˇku, do ktere´ bude mozˇno prˇipojovat a odpojovat
jednotlive´ moduly. Ta bude konfigurovatelna´. Uzˇivatel bude moci nastavit jejı´ velikost,
tedy pocˇet sloupcu˚ a rˇa´dku˚ mrˇı´zˇky. Syste´m bude zajiste´ obsahovat neˇkolik modulu˚, na
ktery´ch bude mozˇno testovat jejich chova´nı´. Da´le bude obsahovat neˇkolik konkre´tnı´ch
modulu˚, ktere´ budouposkytovat uzˇivateli neˇjakou funkcionalitu. To znamena´, zˇemoduly
budou uzˇivateli prezentovat ru˚zne´ druhy informacı´. Mezi neˇ patrˇı´:
• aktua´lnı´ cˇas
• cˇtecˇka RSS kana´lu˚
• fotky(obra´zky)
9Jednotlive´ moduly se budou v mrˇı´zˇce chovat jako ”zˇive´” a uzˇivatel bude moci sledovat
jejich chova´nı´ a da´le s nimi pracovat. Mrˇı´zˇka mu poskytuje mnozˇstvı´ ru˚zny´ch funkcı´ pro
pra´ci s nimi.
• Zmeˇna velikosti
• Zmeˇna pozice
• Stavy
• Zmeˇna stavu a automaticke´ prˇepı´na´nı´ mezi nimi
• Optima´lnı´ umı´steˇnı´
Moduly mohou take´ na tyto u´kony reagovat a podle urcˇity´ch algoritmu˚ se budou moci
sami prˇemist’ovat nebomeˇnit svou velikost a stavy.Dı´ky teˇmto funkcı´m semrˇı´zˇka da´le na-
zy´va´ jako inteligentnı´. Syste´m bude mı´t mozˇnost poskytovat rozhranı´ pro vy´voj novy´ch
modulu˚. Pokud si uzˇivatel bude chtı´t vytvorˇit svu˚j vlastnı´ modul, bude mu poskytnuto
prˇı´slusˇne´ rozhranı´. Na za´kladeˇ neˇj si mu˚zˇe vytvorˇit svu˚j vlastnı´ modul a neza´vazneˇ ho
prˇidat do mrˇı´zˇky. Pro usnadneˇnı´ pra´ce uzˇivatele, bude syste´m evidovat chova´nı´ jed-
notlivy´ch uzˇivatelu˚. V za´vislosti na konfiguraci bude mozˇno evidovat data o pozicı´ch a
velikostech jednotlivy´ch modulu˚. Na za´kladeˇ teˇchto informacı´ budou naprˇı´klad moduly
v mrˇı´zˇce automaticky umist’ova´ny dle nejpouzˇı´vaneˇjsˇı´ pozice cˇi velikosti.
Projekt bude splnˇovat pozˇadavky na vhodnou strukturu a architekturu.
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Rozvrzˇenı´ aplikace pro pra´ci s jednotlivy´mi moduly je zalozˇeno na jake´si tabulce neboli
mrˇı´zˇce. Ta je definova´na urcˇity´m pocˇtem rˇa´dku˚ a sloupcu˚. Velikosti jednotlivy´ch slozˇek
je mozˇno uzˇivatelsky definovat. Na za´kladeˇ teˇchto informacı´ syste´m automaticky rozlozˇı´
velikosti jednotlivy´ch buneˇk. Tedy jejich vy´sˇku a sˇı´rˇku. Bunˇkou je nazy´va´n prvek, ktery´
je definovany´ svy´m indexem. Tedy pokud existuje mrˇı´zˇka, ktera´ bude obsahovat cˇtyrˇi
rˇa´dky a cˇtyrˇi sloupce, tak bunˇkou mu˚zˇeme nazvat prvek na pozici <2, 3>. Tato bunˇka je
na trˇetı´m rˇa´dku a cˇtvrte´m sloupci. Jednotlive´ indexy pro rˇa´dky a sloupce zacˇı´najı´ nulou.
Inteligentnı´mrˇı´zˇka je tedymrˇı´zˇka o urcˇite´mpocˇtu sloupcu˚ a rˇa´dku˚, do ktere´ jemozˇno
vkla´dat cˇi odebı´rat moduly. Jejı´m hlavnı´m u´kolem je hlı´dat a rˇı´dit chova´nı´ jednotlivy´ch
modulu˚. Na obra´zku 2 je videˇt aplikaci v konfiguraci, kdy je nastaven pocˇet rˇa´dku na
deset a sloupcu˚ na patna´ct.
3.1 Mozˇnosti chova´nı´ v mrˇı´zˇce
Algoritmy, se ktery´mi spolupracuje inteligentnı´ mrˇı´zˇka, umı´ rozpozna´vat a zpracova´vat
dveˇ za´kladnı´ operace. Tyto operace jsou prˇesun a zmeˇna velikosti modulu˚. Pro kazˇdou
operaci se da´le vyhodnocuje, jestli jde omaster nebo slavemodul.Mastermodul je prvek,
se ktery´m je uzˇivatel v prˇı´me´ interakci a prˇı´mo s nı´m pracuje. Slavemodul je prvek, ktery´
je ovlivneˇn na za´kladeˇ toho, zˇe uzˇivatel pracuje smastermodulem. Typicky´m prˇı´kladem
je situace, kdy uzˇivatel zveˇtsˇı´ velikostmastermodulu tak, zˇe jeho nova´ velikost zasahuje
azˇ do oblasti, kde je umı´steˇny´ jiny´ modul. Tento modul se pak nazy´va´ slavemodulem.
Inteligentnı´ mrˇı´zˇka zpracova´va´ jednotlive´ typy chova´nı´. Zajisˇt’uje prˇesuny a zmeˇny
velikostı´ jednotlivy´ch typu˚ modulu˚. Pokud vyhodnotı´, zˇe s vybrany´m modulem nelze
prove´st neˇkterou z operacı´, uzˇivateli tento krok nenı´ povolen. Typicky´m prˇı´kladem tako-
ve´to situace je, kdy uzˇivatel chce zveˇtsˇit master modul na takovou velikost, zˇe neˇktery´ z
slavemodulu˚ uzˇ nelze da´le prˇemı´stit cˇi zmensˇit.
3.1.1 Prˇesun
Prvnı´ ze za´kladnı´ch operacı´ je prˇesun. Tuto funkci mu˚zˇe uzˇivatel vyuzˇı´t, pokud mu
nevyhovuje soucˇasna´ pozicemodulu nebo pozice, kam bylmodul vlozˇen po jeho prˇida´nı´.
Pokud chce tedy uzˇivatel zmeˇnit pozici vybrane´ho modulu, musı´ jej prˇepnout do mo´du
proprˇesun. Pote´mu je umozˇneˇnodany´modul prˇesouvat libovolneˇ v rozmezı´ inteligentnı´
mrˇı´zˇky. Za tyto hranice nenı´ povolenou modul prˇesouvat.
3.1.2 Zmeˇna velikosti
Druhou operacı´ se nazy´va´ zmeˇna velikosti modulu. Pokud uzˇivatel nenı´ spokojen s aktu-
a´lnı´ velikostı´ nebo s velikostı´, ktere´ byla automatickynastavenapovlozˇenı´ do inteligentnı´
mrˇı´zˇky, je mozˇno tuto velikost takte´zˇ meˇnit. Uzˇivatel musı´ prˇepnoutmodul domo´du pro
zmeˇnu velikosti modulu a pote´ je mu umozˇneˇno tuto zmeˇnu prove´st. Lze ji prova´deˇt jak
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vertika´lneˇ tak i horizonta´lneˇ. Zmeˇny velikosti lze prova´deˇt pouze na u´rovni inteligentnı´
mrˇı´zˇky, za tuto oblast syste´m zmeˇnu velikosti nepovolı´.
V za´vislosti na velikosti mrˇı´zˇky se dane´ moduly prˇepı´najı´ mezi jednotlivy´mi stavy,
ktere´ dany´ modul poskytuje. Kazˇdy´ z modulu˚ implementuje takzvany´ minima´lnı´ stav.
Tento stav reprezentuje nejmensˇı´ mozˇnou velikost vybrane´ho modulu. Pokud tedy bude
uzˇivatel chtı´t zmensˇit vy´sˇku nebo sˇı´rˇku modulu pod tuto u´rovenˇ minima´lnı´ho stavu,
inteligentnı´ mrˇı´zˇkamu tuto operaci nepovolı´.
3.2 Obecna´ pra´ce s modulem
Modulem se rozumı´ aplikace, ktera´ vsˇak nenı´ samostatneˇ spustitelna´. V neˇktery´ch kon-
kre´tnı´ch implementacı´ch se jedna´ o aplikaci, ktera´ reprezentuje ru˚zne´ druhy informacı´.
Tento modul se nazy´va´ funkcˇnı´ modul. Druhy´m typem modulu je testovacı´ modul.
Tento slouzˇı´ pouze jako prvek pro testova´nı´ chova´nı´ v inteligentnı´ mrˇı´zˇce.
Aplikace da´le umozˇnˇuje neˇkolik operacı´, ktere´ lze s vybrany´m modulem prova´deˇt.
• Vlozˇenı´ vybrane´homodulu domrˇı´zˇky - Na za´kladeˇ pouzˇite´ho algoritmu semodul
umı´stı´ na nejoptima´lneˇjsˇı´ volnou pozici v mrˇı´zˇce.
• Hromadne´ho prˇipojenı´ - Na za´kladeˇ vybrane´ cesty k adresa´rˇi syste´m vyhleda´
moduly a ty pak v na´hodne´m porˇadı´ do mrˇı´zˇky prˇida´. Prˇitom se opeˇt pro kazˇdy´
modul dohleda´ nejvhodneˇjsˇı´ volne´ mı´sto v mrˇı´zˇce. Pocˇet takto na´hodneˇ vybrany´ch
modulu˚ si mu˚zˇe uzˇivatel sa´m konfigurovat.
• Hromadne´ho odstraneˇnı´ vsˇech modulu˚ - Odebere vsˇechny moduly prˇipojene´ v
mrˇı´zˇce.
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3.2.1 Modula´rnı´ architektura
Syste´m je navrzˇen na za´kladeˇ modula´rnı´ architektury. Tou je mysˇlena aplikace, ktera´
umozˇnˇuje komunikaci s externı´mi prvky. Teˇmito prvky se rozumı´ takzvane´ ”pluginy”
neboli moduly. To jsou samostatne´ cˇa´sti, ktere´ nejsou nebo nemusı´ by´t soucˇa´stı´ cele´
aplikace. Ja´dro aplikace tvorˇı´ prostrˇednı´ka mezi vlastnı´ aplikacı´ a teˇmito moduly. Tato
architektura je zachycena na obra´zku 3. Tyto moduly musı´ splnˇovat urcˇita´ pravidla,
ktera´ jsou prˇedem urcˇena. Je to z du˚vodu, aby ja´dro bylo schopno modul rozpoznat a
na za´kladeˇ teˇchto pravidel s nı´m spra´vneˇ komunikovat. Takova´to aplikace umozˇnˇuje za
beˇhu jednotlive´ moduly prˇipojovat cˇi odpojovat.[2]
3.3 Pouzˇite´ moduly
Existujı´ dva typy modulu˚ a to testovacı´ a funkcˇnı´. Jelikozˇ implementace testovacı´ch
modulu˚ nenı´ prˇı´lisˇ na´rocˇna´, jsou implementova´ny cˇtyrˇi moduly. Realizace funkcˇnı´ch
modulu˚ je vy´razneˇ na´rocˇneˇjsˇı´ a jsou vytvorˇeny pouze trˇi za´kladnı´. Na´zvy jsou odvozeny
od jejich funkcionality. Mezi neˇ patrˇı´ moduly s na´zvyTime,RssReader a PhotoDirectory.
Jelikozˇ testovacı´ moduly nemajı´ te´meˇrˇ zˇa´dnou funkcˇnost, tak jsou pouzˇity pro jejich
odlisˇenı´ na´zvy barev pozadı´. Testovacı´ moduly tedy nesou na´zvy Red, Orange, Gray a
Blue.
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Obra´zek 5: Modul RssReader
3.3.1 Modul Time
Tento modul ma´ ze vsˇech funkcˇnı´ch modulu˚ nejtrivia´lneˇjsˇı´ funkci. Jedna´ se pouze o
prezentaci informacı´ ty´kajı´cı´ch se aktua´lnı´ho cˇasu a data. U´plny´ vzhled je mozˇno videˇt
na obra´zku 4.
3.3.2 Modul RssReader
Z na´zvu je jizˇ patrne´, zˇe se tento modul stara´ prˇedevsˇı´m o prezentaci informacı´ prostrˇed-
nictvı´m RSS kana´lu˚. RSS kana´l je informacˇnı´ zdroj, ktery´ poskytuje aktua´lnı´ informace ve
forma´tuXML. Tyto zpra´vy musı´ splnˇovat jista´ pravidla, ktera´ je nutno dodrzˇovat. Modul
RssReader je schopen tato data prˇecˇı´st a prezentovat je uzˇivatelu˚m v cˇitelne´ podobeˇ.
Vzhled modulu je mozˇno videˇt na obra´zku 5.
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3.3.3 Modul PhotoDirectory
Poslednı´m z funkcˇnı´ch modulu˚ je PhotoDirectory. Tento modul slouzˇı´ pro prezentaci
obra´zku˚ cˇi fotek. Uzˇivatel si mu˚zˇe zvolit adresa´rˇ, ktery´ obsahuje obra´zky ve forma´tech
JPG, GIF, BMP, TIF nebo PNG. Po zapnutı´ modulu se z vybrane´ho adresa´rˇe nacˇtou
obra´zky prˇı´slusˇny´ch forma´tu˚. Uzˇivatel si je pak mu˚zˇe postupneˇ prohlı´zˇet. Modul je videˇt
na obra´zku 6.
3.3.4 Testovacı´ modul
Jelikozˇ vsˇechny testovacı´ moduly majı´ stejny´ vzhled i funkcionalitu a lisˇı´ se pouze v
barveˇ pozadı´, tak je zde prezentova´n pouze vybrany´ testovacı´ modul s na´zvem Blue. Na
pozadı´ se pouze prezentuje porˇadı´, ve ktere´m byl dany´ modul vlozˇen do inteligentnı´
mrˇı´zˇky a minima´lnı´ velikost aktua´lnı´ho stavu, ve ktere´m se modul nacha´zı´. Jak modul
vypada´ je videˇt na obra´zku 7.
3.4 Technologie a postupy pro nejvhodneˇjsˇı´ rˇesˇenı´ dane´ problematiky
3.4.1 Deˇdicˇnost a na´vrhove´ vzory
Hlavnı´m smyslemna´vrhu je snaha navrhnout a pouzˇı´t pro realizaci projektu nejvhodneˇjsˇı´
mozˇne´ technologie. Jizˇ prˇi pocˇa´tecˇnı´ch pokusech bylo zjisˇteˇno, zˇe chova´nı´ neˇktery´ch
komponent projektu je totozˇne´ nebo velmi podobne´. Jedna´ se prˇedevsˇı´m o jednotlive´
moduly. Proto byla snaha vyuzˇı´vat mozˇnosti deˇdicˇnosti mezi objekty.
Jednou zdalsˇı´ch oveˇrˇeny´ch technologiı´ jsou na´vrhove´ vzory. Jelikozˇ je tato technologie
vrˇele doporucˇova´na, tak jsou vybrane´ vzory implementova´ny i v te´to pra´ci. V pru˚beˇhu
realizace se objevilo neˇkolik situacı´ a proble´mu˚, ktere´ prˇı´mo vybı´zely k jejich vyuzˇitı´.
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3.4.2 Rozlozˇenı´ struktury projektu
Prˇi realizaci projektu docha´zelo k velke´mu prˇı´ru˚stku novy´ch objektu˚, ktere´ byly vyuzˇı´-
va´ny. V urcˇite´ situaci jich bylo uzˇ natolik hodneˇ, zˇe orientace mezi nimi byla matoucı´.
Proto bylo nutne´ logicky rozcˇlenit strukturu projektu. Jelikozˇ byly neˇktere´ funkce vyuzˇı´-
va´ny sta´le cˇasteˇji, bylo nutne´ si je oddeˇlit do jednotlivy´ch knihoven. V neˇktery´ch situacı´ch
to byla dokonce nutnost.
K hlavnı´mu cˇleneˇnı´ dosˇlo v situaci, kdy se zacˇalo rˇesˇit socia´lnı´ chova´nı´ v inteli-
gentnı´ mrˇı´zˇce. Jelikozˇ by odchyta´va´nı´ informacı´ o chova´nı´ jednotlivy´ch modulu˚ meˇlo
by´t neza´visle´ a technologie pouzˇita´ pro komunikaci si to prˇı´mo vynucovala, bylo nutne´
zpracova´va´nı´ teˇchto informacı´ realizovat v samostatneˇ oddeˇlene´m projektu.
V du˚sledku toho vznikly dva projekty. Jeden pro zpracova´nı´ informacı´ o chova´nı´
modulu˚ v inteligentnı´mrˇı´zˇce, ktery´ plnı´ funkci serveru.Druhy´ma tı´mhlavnı´m je projekt,
ktery´ se zaby´va´ rˇı´zenı´m chova´nı´ a zpra´vou modulu˚.
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4 Algoritmy chova´nı´ inteligentnı´ mrˇı´zˇky
4.1 Implementace inteligentnı´ mrˇı´zˇky
Za´kladnı´ komponentou, ktera´ obsahuje implementaci inteligentnı´ mrˇı´zˇky je CG.xaml,
ktera´ je umı´steˇna v projektu CleverGridApplication. Vesˇkera´ uzˇivatelska´ rozhranı´, ktera´
jsou pouzˇita v aplikaci, jsou implementovana´ pomocı´ technologieWPF. Tato technologie
nabı´zı´ velke´ mnozˇstvı´ komponent pro pra´ci a prezentaci ru˚zny´ch forem informacı´. Nej-
vhodneˇjsˇı´m prvkem z poskytovane´ kolekce se jevila komponenta, ktera´ se nazy´va´ Grid.
Tato komponenta nabı´zı´ velke´ mnozˇstvı´ uzˇitecˇny´ch funkcı´, ktere´ byly prˇi vy´voji potrˇeba a
proto bylGrid zvolen jako ja´dro pro implementaci inteligentnı´ mrˇı´zˇky. Za´kladnı´m pozˇa-
davkem je mozˇnost dynamicke´ho nastavova´nı´ pocˇtu rˇa´dku˚ a sloupcu˚. Tuto mozˇnostGrid
poskytuje. Jelikozˇ vsˇak ma´ by´t tato konfigurace dynamicka´, nelze ji vlozˇit prˇı´mo do xaml
souboru. Proto je nutne´ nacˇı´ta´nı´ sloupcu˚ a rˇa´dku˚ deˇlat prˇı´movko´du. Informace o velikosti
mrˇı´zˇky mu˚zˇe uzˇivatel nastavovat v konfiguracˇnı´m souboru aplikace. Klı´cˇ CountColumns
definuje, kolik bude mı´t mrˇı´zˇka sloupcu˚. CountRows urcˇuje pocˇet rˇa´dku˚. Na za´kladeˇ te´to
konfigurace pak syste´m prˇi spusˇteˇnı´ aplikace inicializuje mrˇı´zˇku a nastavı´ jı´ prˇı´slusˇnou
velikost.
Soucˇa´stı´ jedne´ nebo vı´ce buneˇk vmrˇı´zˇcemu˚zˇe by´tmodul. KomponentaGrid tutomozˇ-
nost podporuje. Je potrˇeba, aby modul bylo mozˇno prˇesunout nebo mu zmeˇnit velikost.
Proto bylo hleda´no rˇesˇenı´, jak tento proble´m vyrˇesˇit. Jednı´m zmozˇny´ch, bylo vyuzˇı´t tech-
niky DragAndDrop. Tento zpu˚sob je zalozˇen na registraci a odchyta´va´nı´ mnoha uda´lostı´
nad konkre´tnı´m objektem. V tomto prˇı´padeˇ by to byla komponenta Grid. Mezi tyto uda´-
losti patrˇı´ DragOver, DragEnter, DragDrop a dalsˇı´. Po implementaci te´to metody se vsˇak
objevil za´sadnı´ proble´m. Tuto techniku lze pouzˇı´t pouze pro prˇesun. Dalsˇı´m omezenı´m
bylo, zˇe se pouzˇı´valo pozicova´nı´ konkre´tnı´ch objektu˚. A to se nezda´lo jako vhodne´ rˇesˇenı´.
Proto bylo nutne´, hledat rˇesˇenı´ jine´. Alternativou bylo pouzˇitı´ komponenty Canvas, na
ktere´ se da´ s objekty jednodusˇe pracovat. Tedy zveˇtsˇovat, zmensˇovat, ota´cˇet cˇi prˇesouvat.
Do te´to komponenty byl vlozˇen objekt Grid. To je zobrazeno ve vy´pisu 1.
<Canvas x:Name=”canvas” VerticalAlignment=”Stretch” HorizontalAlignment=”Stretch” Margin=”5”>
<Grid x:Name=”gCleverGrid” Width=”{Binding ElementName=canvas, Path=ActualWidth}”
Height=”{Binding ElementName=canvas, Path=ActualHeight}” ShowGridLines=”True”/>
</Canvas>
Vy´pis 1: Grid v Canvasu
4.1.1 Sˇablony a styly
Jelikozˇ je pro operace smoduly pouzˇita komponentaCanvas je nutne´, aby obsahem bunˇky
mrˇı´zˇky byla komponenta ContentControl. Tyto kompnenty spolu jednodusˇe spolupracujı´.
ContentControl jednodusˇe zaobaluje modul a umozˇnˇuje mu jednodusˇe se pohybovat na
komponenteˇ Canvas. ContentControlu je nutne´ pouze vytvorˇit dva specia´lnı´ styly. Jeden
pro prˇesun a druhy´ pro zmeˇnu pozice aktua´lnı´ho modulu. Pro realizaci je potrˇeba vyuzˇı´t
dalsˇı´ho objektu. Ten se nazy´va´ Thumb. Pro kazˇdou z teˇchto operacı´ je vytvorˇena zvla´sˇtnı´
trˇı´da,MoveThumb proprˇesun aResizeThumb pro zmeˇnu velikosti objektu vmrˇı´zˇce. Kazˇda´
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z teˇchto trˇı´dmusı´ deˇdit z objektuThumb. ObjektThumbumı´ spolupracovat s komponentou
Canvas. Ta obsahuje uda´lost DragDelta, ktera´ je vyvola´na vzˇdy, pokud na komponenteˇ
Canvas dojde ke zmeˇneˇ pozice mysˇi. Tuto uda´lost musı´ registrovat obeˇ odvozene´ trˇı´dy.
Aby byl schopen objekt MoveThumb odchytnou uda´lost DragDelta je nutne´, aby se
ContentControlu nastavil prˇı´slusˇny´ styl. Jeho realizace je tvorˇena ze dvou cˇa´stı´. V prvnı´ se
vytva´rˇı´ takzvana´ ControlTemlate sˇablona, ktera´ je na vy´pisu 2.
<ResourceDictionary xmlns=”http://schemas.microsoft.com/winfx/2006/xaml/presentation”
xmlns:x=”http :// schemas.microsoft.com/winfx/2006/xaml”
xmlns:thumbs=”clr−namespace:CleverGridApplication.CleverGrid.Thumbs”>
<ControlTemplate x:Key=”MoveThumbTemplate” TargetType=”{x:Type thumbs:MoveThumb}”>
<Rectangle Fill=”Transparent”/>
</ControlTemplate>
</ResourceDictionary>
Vy´pis 2: SˇablonaMoveThumbTemplate
ControlTemplate je typu MoveThumb, cozˇ je trˇı´da pro prˇesun, ktera´ byla odvozena od
objektuThumb. Obsahem te´to sˇablony je obde´lnı´k, ktery´ budepru˚hledny´. Tato jednoducha´
sˇablona pak bude soucˇa´stı´ hlavnı´ho stylu pro prˇesun po komponenteˇ Canvas. Definice
tohoto stylu je na vy´pisu 3.
<ResourceDictionary xmlns=”http://schemas.microsoft.com/winfx/2006/xaml/presentation”
xmlns:x=”http :// schemas.microsoft.com/winfx/2006/xaml”
xmlns:thumbs=”clr−namespace:CleverGridApplication.CleverGrid.Thumbs”>
<ResourceDictionary.MergedDictionaries>
<ResourceDictionary Source=”MoveThumb.xaml”/>
<ResourceDictionary Source=”ResizeThumb.xaml”/>
</ResourceDictionary.MergedDictionaries>
<Style x:Key=”PresenterItemTemplateMove” TargetType=”ContentControl”>
<Setter Property=”Template”>
<Setter.Value>
<ControlTemplate TargetType=”ContentControl”>
<Grid DataContext=”{Binding RelativeSource={RelativeSource TemplatedParent}}”
VerticalAlignment=”Stretch” HorizontalAlignment=”Stretch” >
<thumbs:MoveThumb Template=”{StaticResource MoveThumbTemplate}” Cursor=”
SizeAll”/>
<ContentPresenter Content=”{TemplateBinding ContentControl.Content}”/>
</Grid>
</ControlTemplate>
</Setter.Value>
</Setter>
</Style>
</ResourceDictionary>
Vy´pis 3: Styl PresenterItemTemplateMove
Tento styl je pak prˇirˇazen ContentControlu a jmenuje se PresenterItemTemplateMove.
Da´le se mu pak definuje vy´sledna´ sˇablona. Jejı´ soucˇa´stı´ je prˇedchozı´ sˇablona a objekt
ContentPresenter, ktery´ prezentuje obsah jizˇ konkre´tneˇ pouzˇite´ho ContentControlu.
Stejneˇ jako odchycenı´ uda´losti pro zmeˇnu pozice, tak i pro zmeˇnu velikosti, je nutno
definovat opeˇt neˇkolik sˇablon a styl pro ContentControl. Za´kladnı´ sˇablona slouzˇı´ pro
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Obra´zek 8: Posuvnı´ky pro zmeˇnu velikosti
definici hran, prostrˇednictvı´mktery´ch se bude sContentControlemposouvat.Definuje cˇtyrˇi
styly pro hranu kazˇde´ strany. Jedna´ se o hrany pro zmeˇnu velikosti ve smeˇru nahoru,
dolu˚, vpravo a vlevo. Da´le pak jesˇteˇ cˇtyrˇi styly pro jednotlive´ rohy, ktere´ slouzˇı´ pro
pohyby vpravo dolu˚, vlevo dolu˚, vlevo nahoru a vpravo nahoru. Takovy´to ra´mecˇek je
na obra´zku 8.
Konkre´tnı´ styl pro zmeˇnu velikosti vpravo je na vy´pisu 4.
<Style x:Key=”sSizeWERight” TargetType=”{x:Type thumbs:ResizeThumb}”>
<Setter Property=”Width” Value=”3” />
<Setter Property=”Cursor” Value=”SizeWE” />
<Setter Property=”Margin” Value=”0,0,−4,0” />
<Setter Property=”VerticalAlignment” Value=”Stretch” />
<Setter Property=”HorizontalAlignment” Value=”Right” />
</Style>
Vy´pis 4: Styl pro zmeˇnu velikosti pravou hranou
Tento styl je opeˇt urcˇen pro drˇı´ve definovanou trˇı´duResizeThumb, ktera´ je odvozena od
objektu Thumb. Definuje sˇı´rˇku cˇa´ry a jejı´ zarovna´nı´. Vy´sˇku nenı´ nutno definovat, protozˇe
se odvı´jı´ od vy´sˇky ContentControlu, ktery´ ma´ tento styl nastaven. Dalsˇı´mi du˚lezˇity´mi
vlastnostmi je nastavenı´ spra´vne´ho kursoru. Tedy ikony, ktera´ reprezentuje pozici mysˇi.
V okamzˇiku, kdy je mysˇ na pozici prave´ hrany, ktera´ meˇnı´ velikost, ikona mysˇi se zmeˇnı´
na takovou, ktera´ odpovı´da´ zmeˇneˇ velikosti vpravo. Podobneˇ jsou definova´ny styly pro
jednotlive´ rohy. Na vy´pisu 5 je videˇt styl pro posun vpravo dolu˚.
<Style x:Key=”SizeNWSEBottomRight” TargetType=”{x:Type thumbs:ResizeThumb}”>
<Setter Property=”Height” Value=”7” />
<Setter Property=”Width” Value=”7” />
<Setter Property=”Cursor” Value=”SizeNWSE” />
<Setter Property=”Margin” Value=”0,0,−6,−6” />
<Setter Property=”VerticalAlignment” Value=”Bottom” />
<Setter Property=”HorizontalAlignment” Value=”Right” />
</Style>
Vy´pis 5: Styl pro zmeˇnu velikosti pravy´m dolnı´m rohem
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Nastavenı´ vlastnostı´ je velmi podobne´ jako u prˇedchozı´ho stylu. Jediny´m rozdı´lem
pro rohy je, zˇe se zde definuje jak vy´sˇka, tak sˇı´rˇka. Vy´sledne´ styly se vlozˇı´ do jednoduche´
sˇablony na vy´pisu 6.
<ControlTemplate x:Key=”ResizeThumbTemplate” TargetType=”{x:Type Control}”>
<Grid>
<thumbs:ResizeThumb Style=”{StaticResource sSizeNSTop}”/>
<thumbs:ResizeThumb Style=”{StaticResource sSizeNSBottom}”/>
<thumbs:ResizeThumb Style=”{StaticResource sSizeWELeft}”/>
<thumbs:ResizeThumb Style=”{StaticResource sSizeWERight}”/>
<thumbs:ResizeThumb Style=”{StaticResource sSizeNWSETopLeft}”/>
<thumbs:ResizeThumb Style=”{StaticResource sSizeNESWTopRight}”/>
<thumbs:ResizeThumb Style=”{StaticResource sSizeNESWBottomLeft}”/>
<thumbs:ResizeThumb Style=”{StaticResource SizeNWSEBottomRight}”/>
</Grid>
</ControlTemplate>
Vy´pis 6: Sˇablona ResizeThumbTemplate
Takto prˇipravena´ sˇablona je pak soucˇa´stı´ stylu, ktery´ je nastaven prˇı´slusˇne´mu Con-
tentControlu. Vy´sledny´ styl pro zmeˇnu velikosti je mozˇno videˇt na vy´pisu 7.
<ResourceDictionary xmlns=”http://schemas.microsoft.com/winfx/2006/xaml/presentation”
xmlns:x=”http :// schemas.microsoft.com/winfx/2006/xaml”
xmlns:thumbs=”clr−namespace:CleverGridApplication.CleverGrid.Thumbs”>
<ResourceDictionary.MergedDictionaries>
<ResourceDictionary Source=”MoveThumb.xaml”/>
<ResourceDictionary Source=”ResizeThumb.xaml”/>
</ResourceDictionary.MergedDictionaries>
<Style x:Key=”PresenterItemTemplateResize” TargetType=”ContentControl”>
<Setter Property=”Template”>
<Setter.Value>
<ControlTemplate TargetType=”ContentControl”>
<Grid DataContext=”{Binding RelativeSource={RelativeSource TemplatedParent}}”
VerticalAlignment=”Stretch” HorizontalAlignment=”Stretch”>
<Control Name=”ResizeThumb” Template=”{StaticResource ResizeThumbTemplate}”
/>
<ContentPresenter Content=”{TemplateBinding ContentControl.Content}”/>
</Grid>
</ControlTemplate>
</Setter.Value>
</Setter>
</Style>
</ResourceDictionary>
Vy´pis 7: Styl PresenterItemTemplateResize
Tento styl se jmenuje PresenterItemTemplateResize. V neˇm se obdobneˇ definuje sˇablona
ControlTemplate. Jejı´ soucˇa´stı´ je sˇablona ResizeThumbTemplate a objekt ContentPresenter,
ktery´ prezentuje opeˇt obsah jizˇ konkre´tneˇ pouzˇite´ho ContentControlu.
Pokud tedy tyto styly prˇirˇadı´me ContentContolu, je mozˇno odchytit a da´le zpracovat
uda´lost DragDelta. Na za´kladeˇ pouzˇite´ sˇablony a vyvola´nı´ te´to uda´losti je mozˇno zjistit,
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zda dosˇlo ke zmeˇneˇ pozice cˇi velikosti konkre´tnı´ho modulu, se ktery´m bylo pracova´no.
Algoritmus, ktery´ rˇesˇı´ proble´m prˇesunu modulu v inteligentnı´ mrˇı´zˇce, je popsa´n v kapi-
tole 4.4.1. Algoritmus, ktery´ rˇesˇı´ proble´m zmeˇny velikosti modulu˚ v inteligentnı´ mrˇı´zˇce,
je pak popsa´n v kapitole 4.4.2.
U obou vy´sledny´ch sˇablon MoveThumbTemplate a ResizeThumbTemplate bylo videˇt v
jejich definici, zˇe obsahujı´ Grid, ve ktere´m jsou dalsˇı´ objekty. Tomuto Gridu se nastavoval
vzˇdy DataContext na TemplatedParent. Je to proto, zˇe tento DataContext se propisuje azˇ
do nejnizˇsˇı´ u´rovneˇ. Tedy pokud Grid obsahoval dveˇ polozˇky, tak se tento DataContext
nastavil i teˇmto polozˇka´m. Dı´ky tomu je po odchycenı´ uda´losti DragDelta mozˇno zjistit,
o jaky´ ContentControl se jedna´.[3]
4.1.2 CGHelper a struktura organizace buneˇk inteligentnı´ mrˇı´zˇky
Hlavnı´m ja´drem inteligentnı´mrˇı´zˇky je trˇı´daCGHelper. Vnı´ jsou implementova´nyvsˇechny
du˚lezˇite´ funkce pro pra´ci s moduly. Rˇı´dı´ take´ spra´vne´ chova´nı´ master modulu˚ a jejich
umı´steˇnı´ v mrˇı´zˇce. S instancı´ te´to trˇı´dy u´zce spolupracujı´ obeˇ trˇı´dy definovane´ v kapitole
3.1. Jedna´ se o objektyResizeThumb aMoveThumb, ktere´ slouzˇı´ pro odchycenı´ prˇesunumo-
dulu nebo zmeˇnu jeho velikosti. Da´le ji vyuzˇı´va´ i vlastnı´ Grid, tedy trˇı´da CG.cs, ve ktere´
je komponenta Grid umı´steˇna. Tato trˇı´da se da´le stara´ i o spra´vne´ chova´nı´ a umist’ova´nı´
slave modulu˚, ktere´ bylo nutno prˇemı´stit nebo zmeˇnit jejich velikosti na za´kladeˇ pra´ce
s neˇktery´m s master modulu˚. Mezi dalsˇı´ z mnoha funkcı´ patrˇı´ zjisˇteˇnı´ pozice umı´steˇnı´
konkre´tnı´ho modulu v mrˇı´zˇce nebo odchycenı´ uda´losti o zmeˇneˇ stylu pro konkre´tnı´
u´kon. Tı´m je mysˇleno, zˇe konkre´tnı´mu modulu nastavı´ dle odchycene´ uda´losti spra´vnou
sˇablonu pro zmeˇnu velikosti nebo pozice modulu, se ktery´m uzˇivatel pracuje.
Jelikozˇ si konkre´tnı´ instance objektu˚ ResizeThumb a MoveThumb drzˇı´ syste´m neˇkde
na pozadı´, nebylo mozˇne´ po odchycenı´ uda´losti zmeˇny pozice nebo velikosti modulu
prˇistupovat k te´to steˇzˇejnı´ trˇı´deˇ. Tato situace prˇı´mo vybı´zı´ k pouzˇitı´ na´vrhove´ho vzoru.
Tento vzor se jmenuje Singleton. Jeho popis a sche´ma je v prˇı´loze B.1.
Dı´ky tomuto vzoru nynı´ nenı´ proble´m k te´to trˇı´deˇ prˇistupovat. Dalsˇı´m du˚vodem
vyuzˇitı´ tohoto vzoru bylo i to, zˇe si trˇı´da CGHelper drzˇı´ uvnitrˇ spoustu informacı´. Tyto
informace jsou jednotne´ pro vsˇechny objekty, ktere´ k te´to trˇı´deˇ prˇistupujı´. Proto by bylo
velmi slozˇite´ a mozˇna´ i nemozˇne´ si je udrzˇovat, pokud by si kazˇdy´ objekt drzˇel svou
vlastnı´ instanci te´to trˇı´dy. Mezi tyto objekty patrˇı´ naprˇı´klad jizˇ drˇı´ve zminˇovany´ pocˇet
sloupcu˚ a rˇa´dku˚. Vlastnı´ rˇesˇenı´ toho vzoru v aplikaci je zobrazeno na diagramu, ktery´ je
na obra´zku 9.
CGHelper vyuzˇı´vajı´ trˇı´dy ResizeThumb,MoveThumb a CG. Za´kladem je, zˇe musı´ exis-
tovat neˇjaka´ priva´tnı´ staticka´ promeˇnna´, ktera´ je typu CGHelper. Dalsˇı´ du˚lezˇitou pod-
mı´nkou, pro spra´vnou implementaci toho vzoru je, zˇe tato trˇı´da musı´ mı´t pouze priva´tnı´
konstruktor. Pro zı´ska´nı´ jedine´ instance musı´ existovat staticka´ metoda, ktera´ ji navracı´.
Vlastnı´ realizaci tohoto vzoru v aplikaci je v prˇı´loze C.1.
Mezi dalsˇı´ du˚lezˇitou funkci, kterou plnı´ pomocna´ trˇı´da CGHelper je spra´va, rˇı´zenı´ a
organizace jednotlivy´ch buneˇk v mrˇı´zˇce. Tato trˇı´da si drzˇı´ dvourozmeˇrne´ pole, ktere´ se
bude da´le nazy´vatmaticı´, jehozˇ velikost odpovı´da´ pocˇtu definovany´ch rˇa´dku˚ a sloupcu˚,
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Obra´zek 9: Realizace na´vrhove´ho vzoru Singleton
Obra´zek 10: Struktura buneˇk mrˇı´zˇky
ktere´ bylo zmı´neˇne´ v kapitole 4.1. Pro jednotlive´ polozˇky je vytvorˇena specia´lnı´ struktura
a jejı´ model je na obra´zku 10.
Tento diagram zachycuje, jak je v matici organizova´na struktura jednotlivy´ch polozˇek
mrˇı´zˇky. Vlevo je videˇt matice, jejı´zˇ struktura odpovı´da´ nacˇtene´ mrˇı´zˇce. V kazˇde´ bunˇce
matice je pra´veˇ jedna instance objektu typu CGCellItem. Jeho prˇesna´ struktura bude
popsa´nada´le.Da´le pak obsahuje objektCGModuleItem, ktery´ prˇedstavujemodul vlozˇeny´
do mrˇı´zˇky. Kazˇda´ polozˇka v bunˇce mrˇı´zˇky mu˚zˇe ukazovat na jeden prvek tohoto typu.
Tedy pokud je na konkre´tnı´ pozici bunˇky modul vlozˇen. Pak si bunˇka drzˇı´ jeho instanci,
pokud nenı´, tak je tento ukazatel pra´zdny´. Konkre´tnı´ strukturu teˇchto polozˇek je videˇt na
na´sledujı´cı´m diagramu, ktery´ je zobrazen na obra´zku 11.
Struktura objektuCGCellItem je tvorˇena neˇkolika polozˇkami. Promeˇnna´Row definuje
rˇa´dek bunˇky,Column urcˇuje sloupec,RowSpan aColumnSpan jsou pomocne´ promeˇnne´ pro
dalsˇı´ vy´pocˇty. Poslednı´ polozˇkou je CurrentItem, ktera´ je pra´veˇ typu CGModuleItem. Ta
reprezentuje ukazatel na konkre´tnı´ instanci tohoto typu, ktera´ prˇedstavuje modul. Cely´
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Obra´zek 11: Diagram polozˇek v mrˇı´zˇce
nebo jeho cˇa´st se tedymusı´ nacha´zet na pozici, ktera´ odpovı´da´ te´to polozˇce.Matrix neboli
matice se inicializuje po prvnı´m pozˇadavku na vytvorˇenı´ instance trˇı´dy CGHelper. To je
realizova´no postupny´m pru˚chodem vsˇech buneˇk v matici. Kazˇde´ se prˇitom nastavı´ nova´
instance CGCellItem s prˇı´slusˇny´m rˇa´dkem a sloupcem. Odkaz na modul nenı´ prˇitom
nastaven.
4.2 Realizace modula´rnı´ architektury
Pote´ co byla prezentova´na organizace jednotlivy´ch buneˇk v inteligentnı´mrˇı´zˇce, jemozˇno
se zacˇı´t veˇnovat problematice ty´kajı´cı´ se pra´ce s konkre´tnı´mmodulem a rˇesˇitmozˇna´ rizika
z nı´ vyply´vajı´cı´. V te´to cˇa´sti jsou detailneˇ vysveˇtlova´ny principy fungova´nı´ jednotlivy´ch
algoritmu˚. Mezi neˇ patrˇı´:
• Nacˇtenı´ nove´ho modulu do syste´mu nebo jeho vlozˇenı´ do inteligentnı´ mrˇı´zˇky.
• Zmeˇny velikosti nebo pozice modulu˚.
• Prˇemı´steˇnı´ nebo zmeˇna velikosti slavemodulu˚.
• Vyhleda´nı´ optima´lnı´ch stavu˚ a velikostı´ slavemodulu˚.
• Prˇepı´na´nı´ mezi stavy.
• Implementace nove´ho modulu a nutne´ podmı´nky, ktere´ modul musı´ splnˇovat.
4.2.1 Prˇipojenı´ a odpojenı´
Jednou ze za´kladnı´ch funkcı´ syste´mu je mozˇnost nacˇtenı´ nove´ho modulu do aplikace.
Aby takovy´to modul mohl by´t jeho soucˇa´stı´, musı´ splnˇovat du˚lezˇite´ podmı´nky. Dı´ky nim
je mozˇno s nı´m komunikovat a da´le jej spravovat. Jak prˇidat modul je mozˇno videˇt na
obra´zku 12.
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Obra´zek 12: Nacˇtenı´ nove´ho modulu
4.2.1.1 Nutne´ podmı´nky pro prˇipojenı´ modulu Modula´rnı´ syste´mumozˇnˇuje za beˇhu
do aplikace dynamicky prˇipojovat nebo odpojovat moduly. Nejjednodusˇsˇı´ cestou jak ta-
kovy´ syste´m naimplementovat je mozˇnost vyuzˇı´t technologie, ktera´ se jmenuje reflexe.
Detailnı´ informace o nı´ jsou v prˇı´loze D. Dı´ky te´to technologii se da´ docela jednodusˇe
proble´m dynamicke´ho nacˇı´ta´nı´ vyrˇesˇit. Modul proto musı´ splnˇovat jistou mnozˇinu pod-
mı´nek. Na vy´pisu 8 je algortimus, jak se takovy´ modul v aplikaci nacˇı´ta´.[4]
Assembly assembly = Assembly.LoadFile(p FileName);
foreach (Type item in assembly.GetTypes())
{
if (item != typeof(UserControl) && !item.IsSubclassOf(typeof(UserControl)))
{
continue;
}
foreach (Type i in item.GetInterfaces())
{
if ( i == typeof(ICleverGridApplicationInterface))
{
object[] attributes = item.GetCustomAttributes(false);
if ( attributes != null && attributes .Length > 0)
{
foreach (object attribute in attributes )
{
if ( attribute is CleverGridApplicationModuleAttribute && ((
CleverGridApplicationModuleAttribute)attribute).IsModule)
{
using (new WaitCursor())
{
ICleverGridApplicationInterface current =
( ICleverGridApplicationInterface)Activator .CreateInstance(item);
current .LoadNumberModule( LastNumberModule);
LastNumberModule++;
if ( GridHelper.LoadInfoFromService)
{
AddNewModuleFactory(current, p FileName, item.GUID);
return;
}
if (!AddNewModule(current, p FileName, item.GUID))
{
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System.Windows.MessageBox.Show(@”Nebyla nalezena volna´ pozice pro novy´
modul, zmensˇete neˇktery´ z jizˇ nacˇteny´ch modulu˚.”);
}
return;
}
}
}
}
}
}
}
Vy´pis 8: Algoritmus nacˇtenı´ nove´ho modulu
Nynı´ budoupostupneˇ popsa´ny jednotlive´ kroky a podmı´nky, ktere´modulmusı´ splnˇo-
vat, aby s nı´m aplikace byla schopna komunikovat.
1. Za´kladnı´ podmı´nkou je, zˇe kazˇdy´modulmusı´ by´t samostatny´ projekt typuClassLib-
rary.
2. Nacˇte se prˇı´slusˇna´ assembly. Pomocı´ reflexe se zjitı´ vsˇechy typy, ktere´ assembly pou-
zˇı´va´ a postupneˇ se po jednom procha´zı´.
3. Oveˇrˇı´ se, zda aktua´lnı´ typ je typu UserControl nebo z tohoto neˇj deˇdı´ a pokud ne,
tak se pokracˇuje dalsˇı´m typem.
4. Na´sledneˇ se procha´zı´ seznam vsˇech rozhranı´, ktere´ aktua´lnı´ typ implementuje.
Mezi nimi se hleda´ rozhranı´ ICleverGridApplicationInterface. To je mozˇno najı´t
v projektu Lib.CleverGridApplicationInterface a kapitole 4.6. Toto rozhranı´ musı´
implementovat kazˇdy´ modul pouzˇity´ v aplikaci.
5. Vsˇech implementovane´ moduly deˇdı´ ze stejne´ho prˇedka, ktery´ implementuje toto
rozhranı´. Dı´ky tomu rozhranı´ implementuje i samostatny´ modul. Je nutne´ tedy
odlisˇit modul od jeho prˇedka. Proto je nutne´ prˇidat ke kazˇde´mu modulu atribut.
Tı´mto atributem je CleverGridApplicationModuleAttribute. Ten je obsazˇen v pro-
jektu Lib.CleverGridApplicationLibrary popsane´m v kapitole 4.6. Pokud objekt
obsahuje tento atribut a hodnota jeho promeˇnne´ IsModule = True, pak se jedna´ o
objekt, ktery´ lze do aplikace prˇipojit.
6. Poslednı´m krokem je vytvorˇenı´ instance tohoto objektu pomocı´ metody CreateIn-
stance.
4.2.1.2 Prˇipojenı´ modulu Pokud se podarˇilo vytvorˇit tento objekt, je na cˇase zkusit jej
vlozˇit do mrˇı´zˇky. Testovacı´ moduly zobrazujı´ cˇı´slo, ktere´ prezentuje, v jake´m porˇadı´ byl
dany´ modul do aplikace vlozˇen. Tuto informaci hlı´da´ promeˇnna´ LastNumberModule,
ktera´ se s kazˇdy´m noveˇ prˇipojeny´m modulem inkrementujeme. Jejı´ hodnota je do neˇj
nacˇtena a zobrazena. Na´sledujı´cı´m krokem je vlozˇenı´ objektu vytvorˇene´ho v kapitole
4.2.1.1 do mrˇı´zˇky. Tato cˇa´st je tvorˇena neˇkolika bloky. Jednı´m z nich je urcˇenı´ velikosti
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modulu a jeho umı´steˇnı´. Princip algoritmu, ktery´ tento proble´m rˇesˇı´, je popsa´n v kapitole
4.4.3. Po zjisˇteˇnı´ teˇchto informacı´, je mozˇno vkla´dat modul. Za´kladem je vytvorˇit objekt
CGModuleItem, ktery´ byl na obra´zku 11. Na vy´pisu 9 je vysveˇtleno, jak se takovy´ objekt
vytva´rˇı´.
private void AddNewItemToCurrentPozition(int p Row, int p RowSpan, int p Column, int
p ColumnSpan, ICleverGridApplicationInterface p Module, string p FullPath, Guid
p ModuleGuidDll)
{
ContentControl cc = new ContentControl()
{
VerticalAlignment = System.Windows.VerticalAlignment.Stretch,
HorizontalAlignment = System.Windows.HorizontalAlignment.Stretch,
};
p Module.MoveClick += new EventHandler( GridHelper.Module MoveClick);
p Module.ResizeClick += new EventHandler( GridHelper.Module ResizeClick);
p Module.RemoveModuleClick += new EventHandler( GridHelper.Module RemoveModuleClick);
cc.Width = p ColumnSpan ∗ GridHelper.WidthCell − 2.5;
cc.Height = p RowSpan ∗ GridHelper.HeightCell − 2.5;
Canvas.SetTop(cc, GridHelper.HeightCell ∗ p Row);
Canvas.SetLeft(cc, GridHelper.WidthCell ∗ p Column);
CurrentSource = new CGModuleItem()
{
CurrentModule = p Module,
Row = p Row,
Column = p Column,
ColumnSpan = p ColumnSpan,
RowSpan = p RowSpan,
FullPath = p FullPath
};
cc.Content = CurrentSource.CurrentModule as UIElement;
CurrentSource.ContentControl = cc;
CurrentSource.ModuleGuid = Guid.NewGuid();
CurrentSource.ModuleGuidDll = p ModuleGuidDll;
GridHelper.AddControlToGrid( CurrentSource);
}
Vy´pis 9: Algoritmus vlozˇenı´ nove´ho modulu
1. V prvnı´ cˇa´sti se vytva´rˇı´ ContentControl, ktery´ bude umı´steˇn v mrˇı´zˇce. Zaobaluje
modul a dı´ky neˇmu je mozˇno manipulovat s modulem na Canvasu.
2. Registrujı´ se uda´losti pro manipulaci s modulem.
3. Nastavujı´ se prˇı´slusˇne´ velikosti ContentControlu, ktere´ jsou odvozene´ od velikosti
bunˇky mrˇı´zˇky a pocˇtu buneˇk, ktere´ modul zabı´ra´.
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4. Da´le je pak nutne´, nastavit jeho pozici v Canvasu.
5. Nynı´ je mozˇno zacˇı´t vytva´rˇet CGModuleItem, ktery´ prezentuje modul. Nastavujı´ se
informace ty´kajı´cı´ se pozice a velikosti modulu. Jelikozˇ neˇktere´ moduly si potrˇebujı´
ukla´dat docˇasne´ informace, prˇeda´va´ se i umı´steˇnı´ aplikace v adresa´rˇove´ strukturˇe.
V nı´ si jednotlive´ moduly vytvorˇı´ svoji slozˇku a tato docˇasna´ data v nı´ zde udrzˇujı´.
Pote´ se prˇeda´va´ instance rozhranı´ ICleverGridApplicationInterface.
6. Vytvorˇeny´ objekt CGModuleItem se vlozˇı´ do obsahu ContentControlu. Ten se zase
prˇida´ do objektu CGModuleItem a vytvorˇı´ se oboustranna´ vazba.
7. Poslednı´m krokem prˇi vytva´rˇenı´ te´to polozˇky je nastavenı´ dvou identifika´toru˚,
ktere´ slouzˇı´ k odlisˇenı´ jednotlivy´ch typu˚ a instancı´ modulu˚. To slouzˇı´ pro pra´ci se
socia´lnı´m chova´nı´m. Ta je vysveˇtlena v kapitole 5.1.2.
Nynı´ je vytvorˇen objektCGModuleItem a jemozˇno pokracˇovat ve vkla´da´nı´ domrˇı´zˇky.
Tato cˇa´st se skla´da´ ze trˇı´ kroku˚.
1. Vlozˇenı´ ContentControlu do komponenty Grid. Na´sledneˇ je nutne´ te´to komponenteˇ
prˇedat informace o jeho velikosti a pozici. Jedna´ se tedy o nastavenı´ prˇı´slusˇne´ho
rˇa´dku a sloupce pro konkre´tnı´ pozici a pocˇtu sloupcu˚ a rˇa´dku pro velikost, kterou
budou v mrˇı´zˇce zabı´rat.
2. Obsazenı´ prˇı´slusˇny´ch volny´ch buneˇk vmatici. Procha´zejı´ se tedy postupneˇ jednot-
live´CGCellItem bunˇky na konkre´tnı´ch pozicı´ch a jim se pak nastavuje odkaz na tuto
konkre´tnı´ instanci objektu CGModuleItem. Pokud je nastaven tento odkaz, bunˇka
se pak jevı´ jako obsazena´.
3. Prˇida´nı´ instance CGModuleItem do kolekce vsˇech modulu˚.
4.2.1.3 Odpojenı´ modulu Kromeˇ prˇipojenı´, umozˇnˇuje aplikace taky odpojit konkre´tnı´
modul. Tuto funkci prova´dı´ tlacˇı´tko se symbolem pı´smena X, ktere´ obsahuje v hlavicˇce
kazˇdy´m implementovany´modul v syste´mu. Realizace funkce odstraneˇnı´modulu je velmi
jednoducha´ a algoritmus, ktery´ ji rˇesˇı´, je v prˇı´loze C.2. Registrace uda´losti, ktera´ vyvola´
tuto metodu, je na vy´pisu 9. Vyvola´nı´, prˇeda´nı´ a typy parametru˚ uda´losti jsou vysveˇtleny
v kapitole 4.3. Realizace odpojenı´ je tvorˇena neˇkolika kroky.
1. Je nutno zjistit, o jaky´ modul se jedna´. To se zjistı´ z parametru, ktery´ vyvolana´
uda´lost prˇeda´va´. Ten je typu UserControl, ktery´ prˇedstavuje aktua´lnı´ modul. Dı´ky
vlastnoti Parent tohoto objektu je mozˇno zjistit, o ktery´ ContentControl se jedna´.
To je mozˇno si dovolit, protozˇe jak jizˇ bylo zmı´neˇno v kapitole 4.2.1.2, do obsahu
ContentControlu se vkla´da´ modul. Tedy objekt, ktery´ deˇdı´ z UserControlu.
2. Na´sleduje vyhleda´nı´ umı´steˇnı´ modulu a jeho velikost. Pote´ je mozˇno jej odebrat z
mrˇı´zˇky.
27
Obra´zek 13: Smaza´nı´ vsˇech modulu˚
3. Uvolneˇnı´ pozic, ktere´ zabı´ral. To se realizuje pomocı´ zı´skany´ch informacı´ o pozici a
velikosti, kdy se opeˇt procha´zı´ jednotlive´ bunˇkyCGCellItem zmatice a postupneˇ se
jim rusˇı´ odkaz na modul, tedy CGModuleItem, na ktery´ ukazovaly. Tı´m se nastavı´
bunˇce prˇı´znak, zˇe je jizˇ volna´.
4. V poslednı´ fa´zi se odebere modul z kolekce prˇipojeny´ch modulu˚.
Da´le aplikace nabı´zı´ jesˇteˇ jednu obdobnou funkci. Tou je hromadne´ odstraneˇnı´ vsˇech
modulu˚, ktere´ byly do syste´mu prˇipojeny. Tuto funkci je mozˇno vyvolat kliknutı´m na
prˇı´slusˇne´ tlacˇı´tko, ktere´ se nacha´zı´ v prave´ lisˇteˇ na´stroju˚ aplikace. Toto tlacˇı´tko je videˇt na
obra´zku 13.
Tato funkce je obdobna´, jakomaza´nı´ jednotlivy´chmodulu˚. Zde se opeˇt nejprve odebe-
rou vsˇechny moduly z mrˇı´zˇky. Pote´ se vsˇem bunˇka´m, ktere´ ukazovaly na neˇjaky´ modul,
odebere vazba na konkre´tnı´ modul. V poslednı´m kroku se vynuluje kolekce vsˇech nacˇte-
ny´ch modulu˚.
4.2.1.4 Automaticke´ nacˇı´ta´nı´ a ukla´da´nı´ pouzˇite´ konfigurace V pru˚beˇhu imple-
mentace bylo nutno neusta´le zapı´nat a vypı´nat aplikaci. Po spusˇteˇnı´ bylo potrˇeba mno-
hokra´t znovu nacˇı´tat stejne´ moduly a umist’ovat je na pozice, na ktere´ byly prˇi prˇedcho-
zı´m spusˇteˇnı´ vlozˇeny. Toto bylo velmi pracne´, a proto je implementova´na tato pomocna´
funkce, ktere´ automaticky po vypnutı´ aplikace ukla´da´ tyto informace a po jejı´m spusˇteˇnı´
je schopna je opeˇt nacˇı´st a dane´ moduly nakonfigurovat.
Tyto funkce byly obcˇas nezˇa´doucı´. Proto je umozˇneˇno, aby si uzˇivatel mohl libovolneˇ
konfigurovat, kterou z dany´ch mozˇnostı´ chce mı´t zapnutou a kterou naopak ne. To je
mozˇno nastavovat v konfiguracˇnı´m souboru cele´ aplikace. Pro ukla´da´nı´ je urcˇen klı´cˇ
SaveModuls a pro nacˇı´ta´nı´ klı´cˇ LoadModuls. Jednotlive´ konfigurace se ukla´dajı´ do pomoc-
ne´ho souboru ve forma´tu XML. Forma´t toho souboru po zavrˇenı´ aplikace a nastavene´m
parametru SaveModuls na True je zobrazeno na vy´pisu 10.
<?xml version=”1.0” encoding=”UTF−8”?>
<Configuration>
<Moduls>
<Module FullPath=”D:\Gray.dll” Row=”4” Column=”7” RowSpan=”3” ColumnSpan=”3” />
<Module FullPath=”D:\Blue.dll” Row=”5” Column=”4” RowSpan=”3” ColumnSpan=”3” />
<Module FullPath=”D:\Blue.dll” Row=”2” Column=”4” RowSpan=”3” ColumnSpan=”3” />
<Module FullPath=”D:\Red.dll” Row=”1” Column=”7” RowSpan=”3” ColumnSpan=”3” />
<Module FullPath=”D:\Orange.dll” Row=”2” Column=”10” RowSpan=”3” ColumnSpan=”3” />
<Module FullPath=”D:\Blue.dll” Row=”5” Column=”10” RowSpan=”3” ColumnSpan=”3” />
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</Moduls>
</Configuration>
Vy´pis 10: Struktura souboru pro automaticke´ nacˇtenı´ a ulozˇenı´ konfigurace mrˇı´zˇky
Pro na´sledujı´cı´ konfiguraci bylo prˇed zavrˇenı´m aplikace nacˇteno sˇest modulu˚. Jednot-
live´ cesty jsou ulozˇeny v parametru FullPath. Konfigurace umı´steˇnı´ a pu˚vodnı´ velikosti
modulu jsou ulozˇeny ve zbyly´ch cˇtyrˇech atributech. Pro ukla´da´nı´ teˇchto informacı´ je
pouzˇit jednoduchy´ algoritmus. Ten spocˇı´va´ ve vytvorˇenı´ docˇasne´ho XML souboru. V
neˇm je vytvorˇen korˇenovy´ elementModuls. Pote´ se projde postupneˇ kolekce prˇipojeny´ch
modulu˚, ve ktere´ jsou ulozˇeny vsˇechny moduly prostrˇednictvı´ objektu CGModuleItem.
Ten v sobeˇ obsahuje vsˇechny potrˇebne´ informace. Jednotlive´ na´zvy promeˇnny´ch v tomto
objektu si odpovı´dajı´ s na´zvy atributu˚ v XML souboru. Pro kazˇdy´ za´znam v kolekci je
vytvorˇen jeden element Module s prˇı´slusˇny´mi hodnotami jednotlivy´ch atributu˚. Ten je
pak prˇida´n do korˇenove´ho elementuModuls.
Nacˇtenı´ te´to konfigurace po zapnutı´ aplikace je obdobneˇ jednoduche´. Pokud existujı´,
tak se postupneˇ procha´zı´ jednotlive´ elementy Module z korˇene Moduls. Pokud obsahuje
vsˇechny potrˇebne´ informace, tak se vyuzˇije stejne´ho algoritmu jako v kapitole 4.2.1.1.
Pokud v konfiguraci souboru nastane situace, zˇe pro modul je urcˇita´ bunˇka jizˇ obsazena,
tak se tento modul do syste´mu nenacˇı´ta´ a pokracˇuje se dalsˇı´m elementem.
4.3 Implementace modulu
Vytvorˇenı´ nove´ho modulu, ktery´ lze prˇipojit do aplikace a da´le s nı´m pracovat je velmi
jednoduche´. Pro snadne´ pochopenı´ problematiky je zde prezentova´na jeho implementace
na jizˇ vytvorˇene´m modulu. Bude se jednat o testovacı´ modul Blue. Tento modul nema´
zˇa´dnou vedlejsˇı´ funkcionalitu a byl vytvorˇen pouze pro testovacı´ u´cˇely. Dı´ky tomu budou
videˇt pouze funkce, ktere´ skutecˇneˇ souvisı´ pouze s jeho implementacı´.
Modul je vlastneˇ formula´rˇ s uzˇivatelsky´m rozhranı´m. Jelikozˇ je syste´m implemento-
va´n technologiı´ WPF, tak se jedna´ o objekt, ktery´ nutneˇ musı´ deˇdit z prvku UserControl.
Da´le pak musı´ implementovat rozhranı´ ICleverGridApplicationInterface, ktere´ poskytuje
funkce pro komunikaci mezi modulem a aplikacı´. Vsˇechny du˚lezˇite´ objekty tohoto roz-
hranı´ je mozˇno videˇt na diagramu, ktery´ je zobrazen na obra´zku 14.
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Obra´zek 14: Struktura implementace a deˇdicˇnost modulu
Jelikozˇ prˇi implementaci jednotlivy´ch modulu˚ byly nalezeny situace, kdy se velke´
mnozˇstvı´ stejny´ch zdrojovy´ch ko´du˚ velmi cˇasto opakovalo na ru˚zny´ch mı´stech, bylo
vyuzˇito deˇdicˇnosti. Proto byl navrzˇen spolecˇny´ prˇedek pro vsˇechny implementovane´
moduly, ktery´ se jmenuje CleverGridApplicationInterfaceBase a da´le se bude nazy´vat
prˇedkem. Je umı´steˇn v projektu Lib.CleverGridApplicationWpfLibrary. Jeho smysl je
vysveˇtlen v kapitole 4.6. Jednotlive´ moduly z neˇj deˇdı´. To hodneˇ usnadnilo pra´ci nejenom
tı´m, zˇe nebylo nutne´ stejne´ ko´dy sta´le kopı´rovat, ale pokud byla provedena neˇjaka´ zmeˇna
v prˇedkovi, projevila se snadno u vsˇech modulu˚. Prˇi jeho implementaci byl vsˇak nalezen
jeden za´sadnı´ proble´m. Jednalo se o to, zˇe technologie WPF nepodporuje zcela idea´lneˇ
deˇdicˇnost mezi UserControly. To znamena´, zˇe XAML formula´rˇ nemu˚zˇe deˇdit prˇı´mo z
XAML formula´rˇe. Tuto deˇdicˇnost lze realizovat pouze tak, zˇe formula´rˇ mu˚zˇe deˇdit pouze
z objektu, ktery´ je trˇı´da. Ta mu˚zˇe deˇdit z UserControlu. Z toho plyne, zˇe vesˇkere´ graficke´
prvky, ktere´ byly prezentova´ny v tomto prˇedkovi, bylo nutne´ slozˇiteˇ definovat pomocı´
jednotlivy´ch objektu˚ a jejich vlastnostı´ v te´to trˇı´deˇ.
Dalsˇı´m du˚lezˇity´m aspektem, ktery´ vyply´va´ z pouzˇitı´ deˇdicˇnosti je jednotny´ vzhled
vsˇech modulu˚. Tı´m je mysˇleno graficke´ rozlozˇenı´ jednotlivy´ch du˚lezˇity´ch prvku˚. Mezi neˇ
patrˇı´ jak umı´steˇnı´ vlastnı´ho graficke´ho obsahumodulu, tak i prˇedevsˇı´m ovla´da´nı´ chova´nı´
formula´rˇe. Tedy na´stroje pro odstraneˇnı´, zmeˇnu velikosti nebo pozice modulu.
Prˇedek je tvorˇen za´kladnı´ komponentou DockPanel, ktera´ je schopna svu˚j obsah jed-
nodusˇe rozta´hnout prˇes cely´ formula´rˇ. Na obra´zku 15 je videˇt, zˇe je tento panel tvorˇen
dveˇma za´kladnı´ bloky.
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Obra´zek 15: Za´kladnı´ bloky modulu
Obra´zek 16: Mo´d pro zmeˇnu velikosti modulu
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Obra´zek 17: Mo´d pro prˇesun modulu
Prvnı´ z nich obsahuje tlacˇı´tka pro pra´ci s formula´rˇem. Jedna´ se o prvnı´ trˇi bı´la´ tlacˇı´tka
zleva na obra´zku 15. Poslednı´ tlacˇı´tko slouzˇı´ pouze pro zobrazova´nı´ nebo skry´va´nı´ tohoto
panelu. Pokud se tlacˇı´tko zbarvı´ do cˇerna, je aktivova´n prˇı´slusˇny´mo´d. Registrace uda´lostı´
pro prˇepnutı´ do konkre´tnı´ho mo´du nebo k odstraneˇnı´ modulu je tvorˇena prˇi vkla´da´nı´
nove´ho modulu a je videˇt na vy´pisu 9. Prˇedek si registruje jednotlive´ uda´losti teˇchto trˇı´
tlacˇı´tek. Metody, ktere´ jsou zavola´ny pro odchycenı´ konkre´tnı´ uda´losti, jsou virtua´lnı´ s
modifika´torem prˇı´stupu protected, proto aby s nimi mohl konkre´tnı´ potomek, tedy modul
da´le nakla´dat. Uvnitrˇ se prova´dı´ neˇkolik operacı´, ktere´ jsou shodne´ pro vsˇechny moduly.
Mezi neˇ patrˇı´ naprˇı´klad zmeˇna barvy tlacˇı´tka. Pokud se jedna´ o uda´lost nastavenı´ stylu
pro mozˇnost zmeˇny pozice, je nastavena prˇı´slusˇna´ hodnota vlastnosti IsHitTestVisible
objektu DpBase. Ta urcˇuje, zda bude prˇı´stupny´ kurzor pro zmeˇnu pozice tohoto objektu
na komponenteˇ Canvas. Da´le je pak provedena podstatna´ kontrola, zˇe dany´ modul mu˚zˇe
by´t pouze v jednom ze trˇı´ mozˇny´ch mo´du˚. Jedna´ se tyto mo´dy:
• Norma´lnı´ mo´d - obra´zek 15.
• Mo´d pro zmeˇnu velikosti - obra´zek 16.
• Mo´d pro zmeˇnu pozice - obra´zek 17.
Poprovedenı´ teˇchto operacı´ si tutometoduda´le zpracova´va´ potomek.Mozˇne´ prˇepsa´nı´
jednotlivy´ch uda´lostı´ a prˇeda´nı´ prˇı´slusˇny´ch parametru˚ je zobrazeno na vy´pisu 11.
protected override void btnResizeImageButton Click(object sender, RoutedEventArgs e)
{
base.btnResizeImageButton Click(sender, e);
OnResizeClick(this, new EventArgsBase( IsResizeModeEnabled, null));
}
protected override void btnMoveImageButton Click(object sender, RoutedEventArgs e)
{
base.btnMoveImageButton Click(sender, e);
OnMoveClick(this, new EventArgsBase(null, IsMoveModeEnabled));
}
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protected override void btnRemoveModuleImageButton Click(object sender, RoutedEventArgs e)
{
OnRemoveModuleClick(this, new EventArgs());
}
Vy´pis 11: Zpracova´nı´ uda´lostı´ pro manipulaci s modulem
• Prˇi vyvola´nı´ prˇepnutı´ do konkre´tnı´ho mo´du nebo maza´nı´, se vola´ prˇı´slusˇna´ prˇe-
psana´metoda uda´losti modulu.
• Pote´ se provedou kontoly a funkce v prˇedkovi.
• Do objektu sender se zası´la´ konkre´tnı´ instance modulu. Dı´ky tomu je syste´m scho-
pen prˇi odchycenı´ uda´losti v aplikaci zjistit, o jaky´ objekt se jedna´. Toto odchycenı´
bylo jizˇ pouzˇito prˇi maza´nı´ modulu v kapitole 4.2.1.3.
• Pro prˇenos argumentu˚ uda´losti se pouzˇı´va´ vlastnı´ objekt EventArgsBase, ktery´ je
potomkem EventArgs. Tato trˇı´da je z projektu Lib.CleverGridApplicationLibrary, ktery´
je cˇa´stı´ obsahu kapitoly 4.6. Do toho objetu se zası´la´ informace, zda jde o aktivaci cˇi
deaktivaci konkre´tnı´ho mo´du.
Algoritmus pro nastavenı´ stylu zmeˇny velikosti modulu je zobrazen v prˇı´loze C.3.
• Pokracˇuje se v oveˇrˇenı´, zda se bude nastavovat styl nebo je jizˇ nastaven. Pak se tedy
jedna´ o prˇepnutı´ do norma´lnı´ho mo´du a styl se modulu musı´ odstranit.
• Syste´m podporuje mozˇnost pouze jednoho modulu, ktery´ je v jine´m mo´du nezˇ v
norma´lnı´m. Pokud se tedy konkre´tnı´ modul prˇepı´na´ do mo´du pro zmeˇnu velikosti
nebo pozice, je nutne´ vsˇem ostatnı´m modulu˚m nastavit norma´lnı´ mo´d. Musı´ se
jim odstranit styl. To je realizova´no tak, zˇe se projde kolekce modulu˚ a vsˇem kromeˇ
aktua´lnı´ho se styl zrusˇı´. Definova´nı´ a vy´znam teˇchto stylu˚ je popsa´n v kapitole 4.1.1.
Druhy´m blokem tohoto prˇedka je vlastnı´ graficka´ a funkcˇnı´ prezentace modulu. Pro
jeho u´plne´ roztazˇenı´ velikosti je tvorˇen opeˇt komponentou DockPanel jejı´zˇ konkre´tnı´ in-
stance se jmenuje DpBase. Zde se realizuje veˇtsˇina metod z implementovane´ho rozhranı´.
Tyto metody majı´ veˇtsˇinou sufix State. Jedna´ se tedy o pra´ci se stavy.
Vzhled testovacı´ch modulu˚ v za´vislosti na jejich velikosti je azˇ na male´ detaily sta´le
stejny´. Proble´m nasta´va´ prˇi pra´ci s funkcˇnı´mi moduly. Naprˇı´klad modul RssModule,
ktery´ prezentuje informace z RSS kana´lu˚. Pokud bude jeho velikost nastavena na 10x10
pixelu˚, tak z neˇj zrˇejmeˇ zˇa´dne´ du˚lezˇite´ informace nebudou cˇitelne´. Proto majı´ jednotlive´
moduly v za´vislosti na jejich velikosti ru˚zne´ stavy. Ty jsou teˇmto velikostemprˇizpu˚sobeny
aprˇi jejı´ zmeˇneˇ se automatickyprˇepı´najı´. Dı´ky tomu jemozˇnopak tyto informaceprˇeda´vat
a prezentovat v cˇitelne´ podobeˇ. Pra´ci s teˇmito stavy prˇedek plneˇ podporuje. Tato situace
prˇı´mo vybı´zı´ k pouzˇitı´ na´vrhove´ho vzoru. Tı´m je vzor State, ktery´ je popsa´n v prˇı´loze
B.2.
Implementace a pra´ce se stavy je inspirova´na tı´mto vzorem a je snaha ho do aplikace
co nejle´pe zakomponovat. Kazˇdy´ takovy´to stav musı´ implementovat rozhranı´ IState z
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Obra´zek 18: Struktura pro pra´ci se stavy modulu
projektuLib.CleverGridApplicationWpfLibrary z kapitoly 4.6. Struktura, ktera´ byla navrzˇena
pro pra´ci se stavy, je zobrazena na diagramu z obra´zku 18.
Objektem, ktery´ toto rozhranı´ implementuje, je vzˇdy neˇjaka´ trˇı´da. Te´ vzˇdy odpovı´da´
jeden prˇı´slusˇny´ UserControl. Kazˇdy´ stav ma´ definovanouminima´lnı´ velikost. Je to z du˚-
vodu odlisˇenı´ jednotlivy´ch stavu˚ od sebe. Ta se nastavuje v za´vislosti na informacı´ch,
ktere´ se v konkre´tnı´m stavu zobrazujı´. Kazˇda´ z teˇchto trˇı´d da´le obsahuje odkaz na User-
Control, ktery´ dane´mu stavu prˇı´slusˇı´. Ten je realizova´n vlastnostı´GetInstance, ktera´ vytva´rˇı´
prˇı´slusˇny´ objekt CurrentInstance. Prostrˇednictvı´m nı´ je tato instance prˇı´stupna´ prˇes roz-
hranı´. Poslednı´m du˚lezˇity´m objektemdiagramu z obra´zku 18 je promeˇnna´NumberModule
obsahujı´cı´ porˇadı´, ve ktere´m dany´m modul byl vlozˇen do mrˇı´zˇky.
Kazˇdy´ modul, ktery´ deˇdı´ z prˇedka, si prˇi vytva´rˇenı´ inicializuje kolekci vsˇech jeho
dostupny´ch stavu˚. O to se stara´ metoda InitStates, ktera´ je v prˇedkovi virtua´lnı´. Kazˇdy´
modul by si ji meˇl prˇepisovat. Tato kolekce je trˇı´deˇna pomocı´ vah. Kazˇdy´ stav je ohod-
nocen podle sve´ velikosti. Aktua´lnı´ stav je ulozˇen v promeˇnne´ CurrentState a jeho va´ha
v CurrentWeight. Prˇi vytvorˇenı´ modulu je vzˇdy tento odkaz nastaven na takzvany´ mini-
ma´lnı´ stav. To je stav s nejmensˇı´ va´hou. Minima´lnı´ velikost tohoto stavu je nastavena do
promeˇnne´MinSize. Dı´ky tomu je pak mozˇno zjistit, zˇe pokud dojde k pokusu o zmensˇenı´
modulu a jeho velikost je mensˇı´ nezˇ tato promeˇnna´, tak modul nelze na takovou velikost
zmensˇit.
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Prˇi vytva´rˇenı´ objektu aktua´lnı´ho stavu se nastavuje vzhled modulu, tedy jeho styl. To
se prova´dı´ prˇepsa´nı´mmetody InitStyle. O jednotlive´ prˇepı´na´nı´ mezi stavy se stara´ metoda
prˇedka SetOptimalState. Ta na za´kladeˇ aktua´lnı´ sˇı´rˇky a vy´sˇky modulu rozhoduje, zda je
mozˇno vu˚bec na takovou velikost modul nastavit. Na´sleduje hleda´nı´ optima´lnı´ho stavu,
ktere´ je realizova´no postupny´m procha´zenı´m kolekce stavu˚. Mezi nimi se hleda´ stav s
nejvysˇsˇı´ va´hou. Jeho minima´lnı´ sˇı´rˇka i vy´sˇka musı´ by´t mensˇı´ nezˇ hodnoty aktua´lnı´ veli-
kosti modulu. Pote´ se zkontroluje, jestli va´ha nalezene´ho stavu je odlisˇna´ od te´ pu˚vodnı´.
Pokud ano, je pu˚vodnı´ stav odstraneˇn a vytvorˇı´ nova´ prˇı´slusˇna´ instance aktua´lnı´ho stavu.
Nakonec se nastavı´ porˇadı´, ve ktere´m byl modul do aplikace vlozˇen.[5, 6]
4.4 Manipulace s modulem
V prˇedchozı´ch kapitola´ch byly prezentova´ny algoritmy, ktere´ realizujı´ za´kladnı´ funkce
syste´mu. Nynı´ bude soustrˇedeˇna pozornost na algoritmy, ktere´ rˇı´dı´ chova´nı´ jednotlivy´ch
modulu˚. Neˇktere´ z teˇchto funkcı´ byly jizˇ lehce zmı´neˇny v neˇktery´ch z prˇedesˇly´ch kapitol.
Mezi tyto algoritmy patrˇı´:
• Urcˇenı´ nove´ pozice cˇi velikosti master modulu.
• Vyhleda´va´nı´ volny´ch mı´st v mrˇı´zˇce.
• Vyhleda´nı´ nove´ pozice cˇi velikosti pro slavemodul, ktery´ byl ovlivneˇn v du˚sledku
prˇesunu nebo zmeˇny velikosti master modulu.
• Urcˇenı´ startovacı´ pozice pro vyhleda´va´nı´.
• Urcˇenı´ nejvhodneˇjsˇı´ volne´ plochy.
• Nastavenı´ nejvhodneˇjsˇı´ho stavu konkre´tnı´ho slavemodulu.
• Optimalizace velikosti modulu v za´vislosti na pomeˇru stran plochy a konkre´tnı´m
stavu.
4.4.1 Prˇesun modulu
Prvnı´ z du˚lezˇity´ch algoritmu˚, ktere´ rˇı´dı´ chova´nı´ modulu˚, je funkce pro zmeˇnu pozice
modulu. Pro jejı´ zmeˇnu se vyuzˇı´va´ objektu MoveThumb z kapitoly 4.1, ktery´ obsahuje
registraci a odchycenı´ du˚lezˇite´ uda´lostiDragDelta. Po jejı´m odchycenı´ docha´zı´ ke zjisˇteˇnı´,
zda je mozˇno modul prˇesunout.
V prvnı´ rˇadeˇ je nutno zjistit o jaky´ objekt jde. Prostrˇednictvı´m stylu z kapitoly 4.1.1 je
mozˇno dı´ky DataContextu toho objektu zjistit, o jaky´ modul se jedna´. Na´sleduje zjisˇteˇnı´
pu˚vodnı´ho umı´steˇnı´ prvku v mrˇı´zˇce. Jako dalsˇı´ se oveˇrˇuje, zda opravdu dosˇlo ke zmeˇneˇ
pozice. To se nejprve prova´dı´ pro rˇa´dky a na´sledneˇ pak pro sloupce. Pokud dosˇlo k
posunu, nastavuje se nova´ pozice. Poslednı´m krokem je zavola´nı´ funkce pro zpracova´nı´
a oveˇrˇenı´ nove´ pozice. Pokud vsˇak pozice nebyla zmeˇneˇna ani pro jeden ze smeˇru˚, tak
algoritmus koncˇı´. Tento algoritmus je zobrazen v prˇı´loze C.4.
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Hlavnı´ u´lohou funkce pro zpracova´nı´ a oveˇrˇenı´ nove´ pozicemastermodulu je zjistit,
zda je mozˇno dany´ master modul vu˚bec prˇemı´stit. To se nemusı´ podarˇit, pokud jeho
nove´ umı´steˇnı´ spolecˇneˇ s jeho velikostı´ prˇekry´va´ pozice, kde byl jeden nebo vı´ce jiny´ch
modulu˚. Tyto slavemoduly se pak pokousˇı´ prˇemı´stit nebomeˇnit jejich velikosti. Zdrojovy´
ko´d algoritmu je v prˇı´loze C.5.
1. V prvnı´ rˇadeˇ je nutno si vytvorˇit klon pu˚vodnı´ho rozpolozˇenı´ objektu˚ v matici. Je
to proto, zˇe se da´le prova´dı´ kontroly, zda je mozˇno vu˚bec master modul neˇkam
prˇesunout a dı´ky tomu je zachova´na pu˚vodnı´ konfigurace.
2. Na´sleduje vyhleda´nı´ vsˇech slave modulu˚, ktere´ se budou muset prˇemı´stit nebo
zmensˇit. To je realizova´no postupny´m pru˚chodem vsˇech buneˇkmatice. Interval, ve
ktere´m se hleda´, je omezen pozicı´ modulu a jeho velikostı´. Vsˇechny prvky, ktere´
sem alesponˇ cˇa´stecˇneˇ spadajı´, jsou oznacˇeny jako slave. Pu˚vodnı´m bunˇka´m teˇchto
modulu˚, ktere´ jsou prˇekryty, je nastaven odkaz na master modul.
3. Pote´ se postupneˇ zpracova´vajı´ jednotlive´ slavemoduly. Pro kazˇdy´ z nich se provede
posloupnost neˇkolika operacı´.
4. Nejprve se provede jeho odebra´nı´ z klonu matice. Tı´m se uvolnı´ mı´sto a je mozˇno
hledat jeho nove´ umı´steˇnı´ nebo zmeˇnu velikosti.
5. Na´sleduje urcˇenı´ pozice, od ktere´ se zacˇne hledat. To je popsa´no v kapitole 4.4.4.
Pokud se nepodarˇı´ tuto pozici najı´t, znamena´ to, zˇe nenı´ vmatici jizˇ volne´mı´sto. Pak
se nastavuje prˇı´znak, zˇe neˇktery´ z slavemodulu˚ nenı´ mozˇno prˇemı´stit. Algoritmus
je ukoncˇen a pu˚vodnı´ konfigurace modulu˚ se neprˇepisuje.
6. Pokud je vsˇak pozice nalezena, vyzkousˇı´ se, zda nenı´ mozˇno tento modul vlozˇit v
pu˚vodnı´ velikosti prˇı´mo na tuto nalezenou pozici. Jestli to mozˇno nenı´, hleda´ se
spira´loveˇ nejblizˇsˇı´ volna´ plocha odpovı´dajı´cı´ velikosti aktua´lneˇ zpracova´vane´mu
modulu. Vyhleda´va´nı´ je vysveˇtleno v kapitole 4.4.3.
7. Jestli se vsˇak nepodarˇila najı´t, je nutne´ zkusit jeho velikost zmensˇit. Je pouzˇito
algoritmu pro nalezenı´ nejblizˇsˇı´ mensˇı´ volne´ plochy, na kterou by se tento modul
po zmensˇenı´ mohl vejı´t. Jak je mozˇno tyto plochy hledat je vysveˇtleno v kapitole
4.4.3.
8. Jelikozˇ tato funkcemu˚zˇe najı´t vı´ce ploch, je nutne´ mezi nimi najı´t tu nejoptima´lneˇjsˇı´.
Optimalizace je popsa´na v kapitole 4.4.5 a informace o stavech v kapitole 4.3.
9. Na´sleduje oveˇrˇenı´, zda byla takova´to plocha nalezena. Pokud ne, tak algoritmus
koncˇı´ a master modul nelze prˇesunout. Jestli se ji vsˇak podarˇilo najı´t, je slave
modulu nastavena nova´ velikost a pozice.
10. Na´sledneˇ se jesˇteˇ provede oveˇrˇenı´, zda nenı´ mozˇno vy´sledne´ umı´steˇnı´ aktua´lneˇ
zpracova´vane´ho modulu posunout co nejblı´zˇe master modulu.
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11. Jako poslednı´ spolecˇny´ krok pro slave moduly je nastavenı´ prˇı´slusˇne´ velikosti a
pozice do klonu matice.
12. Dalsˇı´m blokem je vyhodnocenı´ prˇı´znaku, zda se pro vsˇechny slavemoduly podarˇilo
najı´t nove´ volne´ pozice cˇi velikosti.
13. Pokud nebyly nalezeny zˇa´dne´ slavemoduly, pak se nastavuje pouze pozice a veli-
kost master modulu do matice a jeho optima´lnı´ stav pomocı´ algoritmu z kapitoly
4.3.
14. Pokud bylo zjisˇteˇno, zˇe nenı´ mozˇno master modulu zmeˇnit pozici, nastavı´ se pu˚-
vodnı´ konfigurace.
15. Poslednı´ mozˇnostı´ je, zˇe byly nalezeny slave moduly a podarˇilo se je prˇemı´stit
cˇi zmeˇnit jejich velikost. Pak je matice prˇesa´na jejı´m klonem. Pu˚vodnı´ konfigurace
matice je prˇepsa´na aktua´lnı´m stavemnovy´ch umı´steˇnı´ jednotlivy´chmodulu˚. Da´le se
pak jednotlivy´m slavemodulu˚m nastavuje nova´ pozice a velikost do mrˇı´zˇky. Prˇida´
se informace o socia´lnı´ch prvcı´ch, ktera´ je popsa´na v kapitole 5.1.2. V poslednı´m
rˇadeˇ se toto nastavı´ i master modulu.
4.4.2 Zmeˇna velikosti modulu
Mezi dalsˇı´ mozˇnost, jak pracovat s modulem, je funkce pro zmeˇnu velikosti modulu.
Ta je realizova´na obdobneˇ, jako je zmeˇna pozice. Zde se vyuzˇı´va´ trˇı´dy ResizeThumb a
opeˇt uda´lostiDragDelta. Jejı´ odchycenı´ a zpracova´nı´ je velmi podobne´, jako bylo u zmeˇny
pozice v kapitole 4.4.1. Realizace toho algoritmu je rozdeˇlena do dvou cˇa´stı´.
V prvnı´ z nich se zjisˇt’uje, jaky´m smeˇrem dosˇlo ke zmeˇneˇ velikosti. Tedy vertika´lneˇ
nebo horizonta´lneˇ. V za´vislosti na tom se pak oveˇrˇuje, zda dosˇlo k posunu doprava cˇi
doleva, prohorizonta´lnı´ zmeˇnu. Posunnahoru cˇidolu˚pro zmeˇnu vertika´lnı´. Tato funkce
je popsa´na v prˇı´loze C.6.
Jelikozˇ je princip pro vsˇechny cˇtyrˇi smeˇry obdobny´, byl vybra´n blok, ktery´ rˇesˇı´ zmeˇnu
velikosti v horizonta´lnı´m smeˇru. V prvnı´ rˇa´deˇ je nutno zjistit, jestli byl pouzˇit pravy´ nebo
levy´ posuvnı´k. Pro tento prˇı´klad byl vybra´n levy´. Da´le je pak du˚lezˇite´ proveˇrˇit, jaky´m
smeˇrem bylo tı´mto posuvnı´kem tazˇeno.
• Pokud byl posun vlevo, tak dosˇlo ke zveˇtsˇenı´ modulu. Je nutne´ zmensˇit hodnotu
sloupce a zveˇtsˇit pocˇet sloupcu˚, ktere´ modul prˇekry´va´.
• Pokud byl posun vpravo, dosˇlo ke zmensˇenı´modulu a je nutne´ udeˇlat opak. Zme-
nsˇit pocˇet sloupcu˚, ktere´ modul prˇekry´val a zveˇtsˇit hodnotu jeho pozice, tedy
sloupce.
Jelikozˇ je aplikace postavena na okamzˇite´m reagova´nı´ na tyto zmeˇny, bude tato hod-
nota posunu vzˇdy nula nebo jedna.
Pote´ se jesˇteˇ kontroluje, zdali dana´ pozice nenı´ mimo mrˇı´zˇku a nastavı´ se prˇı´slusˇne´
velikosti modulu. Da´le jeho umı´steˇnı´ na Canvasu a prˇı´znaku, zˇe dosˇlo ke zmeˇneˇ. To je
stejne´ jako u zmeˇny pozice v kapitole 4.4.1.
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Obra´zek 19: Za´kladnı´ smeˇr spira´love´ho vyhleda´va´nı´
Na´sleduje druha´ cˇa´st, ktera´ se zaby´va´ zpracova´nı´m a oveˇrˇenı´mnove´ velikostimaster
modulu. Take´ i oveˇrˇenı´m, jestli je mozˇno jeho velikost vu˚bec zmeˇnit. Jedna´ se o obdobu
algoritmu, ktery´ je popsa´n v kapitole 4.4.1. Jediny´m rozdı´lem je, zˇe se na zacˇa´tku provede
jedna du˚lezˇita´ kontrola. Smyslem tohoto oveˇrˇenı´ je, zˇe se porovna´va´ aktua´lnı´ nova´ sˇı´rˇka
a vy´sˇka s tou minima´lnı´, ktera´ odpovı´da´mastermodulu, jenzˇ byl zveˇtsˇen nebo zmensˇen.
Pokud tato kontrola neprobeˇhne v porˇa´dku a tedy alesponˇ jedna z aktua´lnı´ch hodnot
sˇı´rˇky nebo vy´sˇky je mensˇı´ nezˇ ta minima´lnı´, algoritmus koncˇı´ a master modulu jsou
nastaveny pu˚vodnı´ hodnoty. Pokud vsˇak vsˇe probeˇhne v porˇa´dku, pokracˇuje se u´plneˇ
stejny´m algoritmem pro zpracova´nı´ nove´ pozice a velikosti master modulu z kapitoly
4.4.1.
4.4.3 Vyhleda´nı´ volny´ch ploch na za´kladeˇ startovacı´ pozice
Te´to funkcionality se vyuzˇı´va´ prˇedevsˇı´m prˇi vkla´da´nı´ nove´homodulu do aplikace. Tento
modul sedo syste´muvkla´da´ vminima´lnı´mstavu. Ponastavenı´ tohoto stavu sena za´kladeˇ
jeho velikosti zjistı´ pocˇet rˇa´dku a sloupcu˚, ktere´ pokry´va´. Dalsˇı´m potrˇebny´m vstupem je
startovacı´ pozice, jejı´zˇ zjisˇteˇnı´ je popsa´no v kapitole 4.4.4. Jelikozˇ jsou zna´my vsˇechny
podstatne´ u´daje, tedy plocha tvorˇena´ sloupci a rˇa´dky, da´le pak startovacı´ pozice, je
mozˇno zacˇı´t popisovat algoritmus. Ten je zalozˇen na takzvane´m spira´love´mvyhleda´va´nı´.
Jeho princip je velmi jednoduchy´ a je ho mozˇno videˇt na obra´zku 19.
Od startovacı´ pozice se posouva´ po kruhu postupneˇ vpravo, pote´ hned dolu˚. Jak se
narazı´ na hranu, pokracˇuje vlevo a pak nahoru. To se opakuje sta´le dokola, pokud je
alesponˇ jednou stranou uvnitrˇ mrˇı´zˇky.
Na obra´zku 19 je zachycena za´kladnı´ mysˇlenka tohoto algoritmu. Bı´ly´m kolecˇkem je
zna´zorneˇna startovacı´ pozice, od ktere´ se bude spira´loveˇ vyhleda´vat. Zˇluta´ sˇipka pak
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Obra´zek 20: Princip algoritmu spira´love´ho vyhleda´va´nı´ pro nalezenı´ konkre´tnı´ plochy
zobrazuje vlastnı´ pohyb po spira´le a cˇerne´ cˇa´rkovane´ sˇipky zna´zornˇujı´ jednotlive´ smeˇry
pohybu po spira´le.
Jelikozˇ jsou k dispozici cˇtyrˇi ru˚zne´ smeˇry, je pouzˇito cˇtyrˇ mı´rneˇ se lisˇı´cı´ch algoritmu˚.
Kazˇdy´ z nich je vsˇak zalozˇen na za´kladnı´ mysˇlence, kdy se od urcˇı´te´ pozice hleda´ plocha
vzˇdy ve smeˇru doprava a dolu˚. To je postacˇujı´cı´ pouze u vyhleda´va´nı´ ve smeˇru spira´ly
dolu˚.
V ra´mci optimalizace jsou zbyle´ trˇi strany obohaceny o prˇida´nı´ dalsˇı´ch smeˇru˚ vyhleda´-
va´nı´ v ra´mci jednoho kroku. To ma´ jednoduche´ vysveˇtlenı´. Pokud tedy bude vyhleda´va´n
naprˇı´klad smeˇr spira´ly vlevo, ma´ da´le smysl hledat plochu kromeˇ za´kladnı´ch smeˇru˚
vpravo a dolu˚ i do leve´ strany. Pokud tedy bude posloupnost buneˇk vlevo od aktua´lnı´
pozice volna´ a jejich pocˇet bude odpovı´dat pocˇtu buneˇk pro aktua´lnı´ modul, je mozˇno ho
na tuto pozici vlevo vlozˇit. Dı´ky tomu dojde k usˇetrˇenı´ dalsˇı´ch pru˚chodu˚ vlevo, a tak i k
optimalizaci algoritmu. Obdobneˇ je tomu i pro smeˇr vpravo, kde se opeˇt hleda´ doprava
a dolu˚. Pokud se plocha nenajde, hleda´ se i nahoru. Poslednı´m smeˇrem je pru˚chod na-
horu. Kde se prova´dı´ kombinace prˇedesˇly´ch dvou smeˇru˚. Opeˇt tedy prohleda´nı´ vpravo
a dolu˚. Na´sledneˇ se prˇidajı´ smeˇry doleva a nahoru. Konkre´tnı´ prˇı´klady vyhleda´va´nı´ v
ru˚zny´ch smeˇrech jsou zobrazeny na obra´zku 20. Standardnı´ strany pro jednotlive´ smeˇry
vyhleda´va´nı´ jsou zobrazeny dveˇma modry´mi sˇipkami. Alternativnı´ mozˇne´ strany pro
vyhleda´va´nı´ jsou naznacˇeny cˇerveny´mi sˇipkami a to trˇemi pro smeˇr vlevo cˇi vpravo.
Cˇtyrˇmi pak pro smeˇr nahoru.
Na obra´zku 21 je zobrazen konkre´tnı´ prˇı´klad spira´love´ho vyhleda´va´nı´ i s moduly.
Tady bylo vyuzˇito algoritmu na´hodne´ho nacˇtenı´ sˇesti modulu˚. Jeho princip je vysveˇtlen
v prˇı´loze A.1. Bı´le´ kolecˇko prezentuje startovacı´ bod. Bı´lou cˇa´rou je zobrazen spira´lovy´
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Obra´zek 21: Prˇı´klad nacˇtenı´ modulu˚ spira´lovy´m vyhleda´va´nı´m
pru˚chod a cˇerny´mi cˇa´rkovany´mipak jednotlive´ smeˇry tohotopru˚chodu. Cˇerny´mi cˇa´rami
jsou zobrazeny strany pro hleda´nı´ volne´ plochy konkre´tnı´ho modulu.
Prvnı´m modulem, ktery´ se podarˇilo nacˇı´st, je ten sˇedy´. Algoritmus vzˇdy zacˇı´na´ vy-
hleda´vat od startovacı´ pozice, pro kterou byl urcˇen smeˇr vpravo. Provede se tedy nejprve
kontrola vpravo a dolu˚, ktera´ se da´le bude nazy´vat standardnı´. Je-li vyhodnoceno, zˇe
tato plocha je volna´, nenı´ nutno kontrolovat da´le alternativnı´ strany a sˇedy´ modul je na
tuto pozici vlozˇen.
Na´sledujemodry´modul s cˇı´slem dveˇ. Prvnı´ volna´ startovacı´ pozice byla nalezena azˇ
pro smeˇr vlevo. Opeˇt se prova´dı´ standardnı´ kontrola. Ta vsˇak nevyhovuje. Je proto nutno
vyzkousˇet alternativnı´ a to pro strany vlevo a dolu˚. Pozˇadovana´ plocha je nalezena o
dveˇ bunˇky vlevo. Modul je tedy vlozˇen a je mozˇno pokracˇovat da´le.
Trˇetı´mmodulem je opeˇtmodry´. U neˇj se podarˇilo najı´t volnou startovacı´ pozici hned
na na´sledujı´cı´ bunˇce, kdy pro smeˇr nahoru nepostacˇila standardnı´ kontrola a bylo nutno
zkusit plochu vyhledat alternativnı´mozˇnostı´ vlevo a nahoru.
Dalsˇı´m modulem je cˇı´slo cˇtyrˇi s cˇervenou barvou, kde se vyhleda´va´ ve smeˇru spira´ly
doprava. Opeˇt nepostacˇila standardnı´ kontrola a prˇida´ se smeˇr hleda´nı´ nahoru.
Prˇedposlednı´m modulem je oranzˇovy´ s cˇı´slem peˇt, kde se procha´zı´ smeˇrem dolu˚ a
pouzˇilo se alternativnı´ho hleda´nı´ pro strany vpravo, dolu˚ a nahoru.
Poslednı´m modulem je modry´ s cˇı´slem sˇest, ktery´ je take´ ve smeˇru dolu˚. Nynı´ vsˇak
postacˇila pro nalezenı´ plochy standardnı´ kontrola.
Dalsˇı´ du˚lezˇitou funkcı´, ktera´ vyuzˇı´va´ spira´love´ho vyhleda´va´nı´ a je postavena na
obdobeˇ tohoto algoritmu, je hleda´nı´ alternativnı´ch volny´ch ploch. To se vyuzˇı´va´ tehdy,
pokud pro slavemodul po zmeˇneˇ velikosti nebo pozicemastermodulu, nebyla nalezena
volna´ plocha pro jeho pu˚vodnı´ velikost slave modulu. Je tedy nutne´ tento slave modul
zmensˇit. Vyhleda´va´nı´ pomocı´ tohoto algoritmu je zobrazeno na obra´zku 22, kde jsou videˇt
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Obra´zek 22: Princip algoritmu spira´love´ho vyhleda´va´nı´ volny´ch ploch
ru˚zne´ pru˚chody algoritmu. Kolecˇko prezentuje opeˇt startovacı´ pozici. Jednotlive´ cˇerne´
cˇa´rkovane´ cˇa´ry zobrazujı´ postupny´ pru˚chod po spira´le od startovacı´ pozice a zˇluta´ barva
prezentuje vlastnı´ spira´lu. Da´le pak obsahuje cˇervene´ sˇipky, ktere´ vycha´zejı´ z bunˇky. Ta
prezentuje rohovy´ bod. V te´to bunˇce se hleda´ v za´vislosti na aktua´lnı´m smeˇru spira´ly ve
trˇech smeˇrech. Modre´ sˇipky zna´zornˇujı´ beˇzˇny´ bod na spira´le a postacˇujı´ hledat pouze
ve dvou smeˇrech.
Algoritmus od startovacı´ pozice po spira´le hleda´ volnou bunˇku. V za´vislosti na jejı´
pozici se ru˚zneˇ hledajı´ volne´ plochy, ktere´ se da´le zpracova´vajı´. Pokud pro aktua´lnı´
bunˇku nebyly nalezeny zˇa´dne´ volne´ plochy, pokracˇuje se po spira´le dalsˇı´ nejblizˇsˇı´ volnou
bunˇkou. Toto se opakuje, dokud takove´ mı´sto nenı´ nalezeno.
Pokud se neˇjakou plochu podarˇı´ najı´t, da´le se zpracova´va´ a optimalizuje. To je po-
psa´no v kapitole 4.4.5. Pokud po zpracova´nı´ zˇa´dna´ plocha nenı´ vhodna´, pokracˇuje se v
hleda´nı´ ploch pro dalsˇı´ volnou bunˇku na spira´le. Toto se opakuje, dokud takove´ mı´sto
nenı´ nalezeno.
Vyhleda´va´nı´ takovy´chto ploch se prova´dı´ ve dvou strana´ch pro beˇzˇnou bunˇku, cozˇ
je zna´zorneˇno modry´mi sˇipkami. Ve trˇech strana´ch je to pro rohove´ bunˇky, cozˇ je zna´-
zorneˇno cˇerveny´mi sˇipkami. Mezi neˇ patrˇı´ vsˇechny ty, na ktery´ch koncˇı´ cˇerna´ cˇa´rkovana´
sˇipka pro danou stranu. Je to tedy bod, ktery´ je poslednı´ v dane´m smeˇru dane´ strany.
Trˇi jsou z du˚vodu nalezenı´ vsˇech mozˇny´ch ploch. Vsˇechna vyhleda´va´nı´ jsou za´visla´ na
smeˇru pru˚chodu spira´lou. Na obra´zcı´ch 23 a 24, jsou zobrazeny situace, kdy v za´vislosti
na zveˇtsˇenı´ master modulu, je ovlivneˇn modul a ten se v pu˚vodnı´ velikosti do mrˇı´zˇky
nevejde. Je tedy nutne´ zmeˇnit mu velikost v za´vislosti na volny´ch plocha´ch, ktere´ byly
tı´mto algoritmem nalezeny.
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Obra´zek 23: Prˇı´klad nalezenı´ nove´ho umı´steˇnı´ slavemodulu prˇed zmeˇnou velikostimas-
ter modulu
Obra´zek 23 zobrazuje pu˚vodnı´ konfiguraci.Nynı´ je zveˇtsˇena vy´sˇka cˇervene´homodulu
s cˇı´slem dva o jeden rˇa´dek nahoru. To ma´ za na´sledek, zˇe sˇedy´ modul s cˇı´slem trˇi nelze
v jeho pu˚vodnı´ velikosti nikam prˇesunout. Je tedy nutne´ pro tento modul nale´zt nove´
mı´sto co nejblı´zˇe jeho pu˚vodnı´mu. Je tedy urcˇena startovacı´ pozice, od ktere´ se zacˇne
spira´loveˇ hledat. Jejı´ nalezenı´ se veˇnuje kapitola 4.4.4. Na obra´zku 24 jsou zobrazeny
vsˇechny nalezene´ pozice a pouzˇitı´ te´ nejvhodneˇjsˇı´.
Jelikozˇ nalezena´ startovacı´ pozice oznacˇena´ bı´ly´m kolecˇkem je prvnı´ bunˇkou spira´lo-
ve´ho vyhleda´va´nı´, hleda´ se ve smeˇru vpravo. Ten je zobrazen cˇernou sˇipkou. Toto tedy
na obra´zku 24 znamena´, zˇe se budou prohleda´vat plochy ve strana´ch nahoru a doprava.
Navı´c se jedna´ o rohovou bunˇku, takzˇe prˇibude smeˇr i dolu˚. Dı´ky tomu algoritmus nalezl
trˇi mozˇne´ plochy. Prvnı´ ma´ pozici <0,6> a velikost <7,1>, kde se od startovacı´ pozice
hleda´ nahoru a dolu˚. Zde bylo omezeno hleda´nı´ cˇerveny´mi moduly. Druha´ plocha ma´
pozici<3,6> a velikost<3,4> a je omezena sˇedy´m, cˇerveny´m s cˇı´slem cˇtyrˇi a oranzˇovy´m
s cˇı´slem jedna. Poslednı´ s pozicı´ <3,6> a velikostı´ <4,3> je omezen obeˇma cˇerveny´mi
moduly a oranzˇovy´m s cˇı´slem jedna. Pro tyto dveˇ poslednı´ plochy se hledalo doprava
a dolu˚. Vsˇechny tyto trˇi nalezene´ plochy jsou vstupem pro optimalizacˇnı´ algoritmus z
kapitoly 4.4.5, ktery´ z nich vybere tu nejvhodneˇjsˇı´. V tomto prˇı´padeˇ byla urcˇena jako
nejlepsˇı´ s pozicı´ <3,6> a velikostı´ <4,3>.
4.4.4 Nalezenı´ startovacı´ pozice
Jednı´m z poslednı´ch du˚lezˇity´ch algoritmu˚ je nalezenı´ startovacı´ pozice. Ta se vyuzˇı´va´
prˇedevsˇı´m prˇi vkla´da´nı´ nove´ho modulu do syste´mu. Tato pozice se odvı´jı´ od parametru˚,
ktery´mi jsou pocˇet sloupcu˚ a rˇa´dku˚ tvorˇı´cı´ mrˇı´zˇku. Vzˇdy je snaha o to, aby v tomto
prˇı´padeˇ byla startovacı´ pozice vzˇdy co nejblı´zˇe strˇedu mrˇı´zˇky. Vy´pocˇet te´to pozice je
velmi jednoduchy´. Jednotliva´ cˇı´sla se vydeˇlı´ dveˇma. Vy´sledek se zaokrouhlı´ nahoru a
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Obra´zek 24: Prˇı´klad nalezenı´ nove´ho umı´steˇnı´ slave modulu po zmeˇneˇ velikosti master
modulu
odecˇte se jedna. Ta se odebı´ra´ z du˚vodu, zˇe pozice v mrˇı´zˇce se indexujı´ od nuly. Pokud
je vstupnı´ parametr lichy´, vy´sledna´ pozice je vzˇdy na strˇedu. Pokud je sudy´, nelze se do
strˇedu prˇı´mo trefit a tato pozice je potom vzˇdy blı´zˇe hornı´ nebo leve´ hraneˇ mrˇı´zˇky.
Druhe´ho algoritmu pro nalezenı´ te´to pozice se pouzˇı´va´ opeˇt prˇi hleda´nı´ nove´ho
umı´steˇnı´ cˇi velikosti slave modulu, prˇi zmeˇneˇ pozice nebo velikosti master modulu.
Opeˇt se zde vyuzˇı´va´ principu spira´love´ho vyhleda´va´nı´. Je tu snaha najı´t nejblizˇsˇı´ volnou
bunˇku, od umı´steˇnı´ te´ pu˚vodnı´.
Princip spocˇı´va´ v postupne´m procha´zenı´ jednotlivy´ch buneˇk dane´ho smeˇru od pu˚-
vodnı´ pozice modulu. Pro kazˇdy´ smeˇr se jednotlive´ volne´ bunˇky ukla´dajı´. Kdyzˇ se al-
goritmus dostane na rohovy´ bod, zkontroluje, zda neˇjake´ takove´ pozice nasˇel. Pokud
nenasˇel nebo startovacı´ bod je rohovy´, tak pokracˇuje hleda´nı´m v dalsˇı´m smeˇru. Pokud
vsˇak ano, tak se tyto polozˇky vyhodnotı´. Nalezne takovou bunˇku, jejı´zˇ vzda´lenost mezi
nı´ a pu˚vodnı´m umı´steˇnı´m je nejkratsˇı´. To same´ se prova´dı´, pokud se dostane do pozice,
ktera´ je mimo grid. Vy´pocˇet vzda´lenosti se prova´dı´ pomocı´ jednoduche´ho vzorce, pro
vy´pocˇet vzda´lenosti mezi dveˇma body.
Naobra´zku 25 je zobrazena situace prˇed hleda´nı´mnove´ho startovacı´hobodu. Jedna´ se
o posunutı´ sˇede´homodulu s cˇı´slem dva doprava o jednu pozici, to zna´zornˇuje bı´la´ sˇipka.
To ma´ za na´sledek, zˇe je nalezen jeden slave modul. Tedy modry´ s porˇadovy´m cˇı´slem
jedna. Aby bylomozˇno tento posun realizovat, je nutne´ nejprve oveˇrˇit, zda jemozˇno tento
slave modul neˇkam prˇesunou cˇi zmensˇit. Jelikozˇ jde o posun sˇede´ho modulu doprava,
prˇekryje se tı´m pu˚vodnı´ kotvı´cı´ pozice modre´ho modulu. Musı´ se najı´t nova´ startovacı´
bunˇka, od ktere´ se zacˇne spira´love´ hledat i nova´ pozice tohoto modulu.
Tyto pozice jsou zna´zorneˇny bı´ly´mi cˇa´rkovany´mi sˇipkami. Byly tedy nalezeny dva
mozˇne´ startovacı´ body pro spira´lovy´ pru˚chod po prave´ straneˇ. Smeˇry jsou vyznacˇeny
cˇerny´mi cˇa´rkovany´mi sˇipkami a spira´la pak zˇlutou.
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Obra´zek 25: Prˇı´klad nalezenı´ startovacı´ pozice
Poslednı´m krokem je nalezenı´ nejkratsˇı´ vzda´lenostimezi pu˚vodnı´m kotvı´cı´m bodem
a jednı´m z nalezeny´ch. To se realizuje pomocı´ na´sledujı´cı´ho vzorce.
(a1 − b1)2 + (a2 − b2)2
Kde promeˇnne´ <a1, a2> zna´zornˇujı´ pu˚vodnı´ pozici a <b1, b2> pak ty alternativnı´.
Pu˚vodnı´ kotvı´cı´ pozice meˇla sourˇadnice <1,4> a alternativnı´ body majı´ pozice <1,5>
a <2,5>. Pokud je tedy do tohoto vzorce dosazeno, tak pro bunˇku <1,5> je vzda´lenost
jedna a pro <2,5> je vzda´lenost odmocnina ze dvou, cozˇ je rozhodneˇ veˇtsˇı´ nezˇ jedna. Je
tedy jasne´, zˇe novy´m startovacı´m bodem pro dalsˇı´ hleda´nı´ je bod <1,5>.
4.4.5 Volba nejvhodneˇjsˇı´ plochy a optimalizace jejı´ velikosti
Poslednı´ du˚lezˇitou funkcı´ je volba nejvhodneˇjsˇı´ plochy a jejı´ optimalizace. Nalezenı´
teˇchto ploch bylo vysveˇtleno v kapitole 4.4.3. Tento algoritmus postupneˇ procha´zı´ jednot-
live´ plochy a nastavuje prˇı´slusˇne´mu modulu v za´vislosti na sˇı´rˇce a vy´sˇce nejvhodneˇjsˇı´
stav. Pote´ se zjisˇt’uje, zdali je tato plocha nalezene´ polozˇky mensˇı´ nezˇminima´lnı´ velikost
prˇı´slusˇne´ho modulu.
Da´le se pak z jednotlivy´ch konfiguracı´ tohoto modulu nalezne ta s nejvysˇsˇı´ va´hou.
Pokud nastane situace, zˇe se va´hy shodujı´, bere se ta nejveˇtsˇı´ plochu.
Pokud se neˇjaka´ takova´ najde, algoritmus ji bude zpracova´vat dalsˇı´m krokem. Tı´m
je zmeˇna sˇı´rˇky nebo vy´sˇky nalezene´ plochy tak, aby pomeˇroveˇ odpovı´daly minima´lnı´
velikosti aktua´lneˇ nalezene´ho stavu. Tedy pokud ma´ aktua´lnı´ stav minima´lnı´ velikost
100x100 a nalezena´ plocha velikosti 130x150, tak se sˇı´rˇka zmeˇnı´ z hodnoty 150 na 130.
4.5 Funkcionalita a stavy konkre´tnı´ch modulu˚
Tato cˇa´st popisuje strucˇneˇ funkce jednotlivy´ch implementovany´ch funkcˇnı´ch modulu˚.
Da´le jsou zde zobrazeny jejich jednotlive´ stavy. Kazˇdy´ modul je tvorˇen vzˇdy trˇemi stavy,
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Obra´zek 26: Modul Time v minima´lnı´m stavu a vahou 1
Obra´zek 27: Modul Time ve stavu a vahou 2
jejichzˇ velikost a funkcionalita se odvı´jı´ od dat, ktera´ chteˇjı´ prezentovat. Dalsˇı´ jejich spolecˇ-
nou vlastnostı´ je, zˇe jejichminima´lnı´ stav, tedy stav s nejnizˇsˇı´ vahou neprezentuje zˇa´dne´
informace, ale zobrazuje pouze ikonu, jejı´zˇ vzhled odpovı´da´ dane´ funkcionaliteˇ cele´ho
modulu.Architektura jednotlivy´ch funkcˇnı´chmodulu˚ je navrzˇena s vyuzˇitı´mna´vrhove´ho
vzoruModel View ViewModel, jehozˇ sˇirsˇı´ kontext je v prˇı´loze B.3.[7]
4.5.1 Modul Time
Tento modul se veˇnuje prezentaci informacı´ ty´kajı´cı´ch se cˇasu. Jeho funkce je tedy velmi
jednoducha´. Na obra´zku 26 je mozˇno videˇt modul v minima´lnı´m stavu.
Tento stav neprezentuje zˇa´dne´ informace. Zobrazuje pouze ikonu cˇasu. Jeho va´ha ma´
hodnotu jedna a minima´lnı´ velikost je (190, 190). Dalsˇı´ dva stavy se od sebe lisˇı´ pouze v
tom, zˇe ten s vahou trˇi na obra´zku 28 zobrazuje i datum. Stav s vahou dva je na obra´zku
27.
Obra´zek 28: Modul Time ve stavu s vahou 3
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Obra´zek 29: Modul PhotoDirectory v minima´lnı´m stavu a vahou 1
Obra´zek 30: Modul PhotoDirectory ve stavu a vahou 2
4.5.2 Modul PhotoDirectory
Druhy´m funkcˇnı´m modulem je PhotoDirectory. Jeho funkcı´ je prezentovat uzˇivateli
obra´zky v ru˚zny´ch forma´tech. U´lozˇisˇteˇ teˇchto snı´mku˚ je konfigurovatelne´. Na obra´zku
29 je mozˇno videˇt jeho minima´lnı´ stav.
Nastavenı´ cesty k adresa´rˇi s obra´zky se prova´dı´ pomocı´ atributu Path v pomocne´m
souboru tohomodulu. Ten je ulozˇen v adresa´rˇi PhotoDirectory. Na´zev souboru je temp.xml.
Tento adresa´rˇ je ulozˇen ve slozˇce, ze ktere´ je cela´ aplikace spousˇteˇna. Pokud tento adre-
sa´rˇ nebo prˇı´slusˇny´ soubor neexistuje, syste´m si jej sa´m automaticky vytvorˇı´. Struktura
souboru je velmi jednoducha´, obsahuje totizˇ pouze korˇenovy´ element PhotoDirectory a v
neˇm jsou prˇı´slusˇne´ atributy. Stav s vahou dva v za´vislosti na zvolene´m adresa´rˇi nalezne
vsˇechny obra´zky s prˇı´slusˇnou prˇı´ponou a na´hodneˇ je pak v jiste´m intervalu zobrazuje uzˇi-
vateli. Dı´ky tomu vznikl druhy´ atribut. Ten se jmenuje RandomPhotoInterval. Na za´kladeˇ
cˇı´sla do neˇj vlozˇene´ho urcˇuje periodu, jak cˇasto se bude obra´zek meˇnit. Jeho hodnota je
v sekunda´ch. Pokud tento interval nenı´ zvolen, je nacˇtena defaultnı´ hodnota, ktere´ cˇinı´
deset sekund. Na obra´zku 30 je mozˇno tento stav videˇt.
Poslednı´ stav tohoto funkcˇnı´ho modulu vyuzˇı´va´ pouze konfiguracˇnı´ informace o
cesteˇ k adresa´rˇi. Slouzˇı´ uzˇivateli k postupne´mu procha´zenı´ jednotlivy´ch obra´zku z adre-
sa´rˇe. Ten se mu˚zˇe v te´to slozˇce postupneˇ posouvat neza´visle na cˇase. Jednotlive´ posuny je
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Obra´zek 31: Modul PhotoDirectory ve stavu s vahou 3
mozˇno ovla´dat pomocı´ dvou tlacˇı´tek vprˇed cˇi vzad. Da´le uzˇivateli zobrazuje na´zev aktu-
a´lneˇ zobrazovane´ho a jeho porˇadı´. Takte´zˇ i celkovy´ pocˇet nalezeny´ch obra´zku˚. Pokud se
uzˇivatel dostane na konec cˇi zacˇa´tek, je prˇı´slusˇne´ tlacˇı´tko deaktivova´no a nelze je pouzˇı´t.
Jeho va´ha je trˇi a je ho mozˇno videˇt na obra´zku 31.
4.5.3 Modul RssReader
Jde tu o poslednı´ z teˇchto funkcˇnı´ch modulu˚. Slouzˇı´ pro prezentaci informacı´ z RSS ka-
na´lu˚. Tyto si uzˇivatelmu˚zˇe sa´mprˇida´vat cˇi odebı´rat. Jedna´ se o nejkomplikovaneˇjsˇı´ modul
v syste´mu. Je opeˇt uzˇivatelsky konfigurovatelny´ prostrˇednictvı´m prˇı´slusˇne´ho souboru,
ktery´ je ulozˇen ve slozˇce RssReader. Na obra´zku 32 je zobrazen minima´lnı´ stav s va´hou
jedna.
Dalsˇı´ stav ma´ va´hu dva. Opeˇt prezentuje strucˇne´ informace. V pomocne´m souboru
jsou ulozˇeny uzˇivatelem definovane´ skupiny a v nich jednotlive´RSS kana´ly. Tento soubor
je v tomto stavu hojneˇ vyuzˇı´va´n a ma´ poneˇkud komplikovaneˇjsˇı´ strukturu. Tvorˇı´ ji korˇe-
novy´ element s na´zvem Root. Ten mu˚zˇe obsahovat atributy AutoRefresh a TopMessages.
Da´le pak mu˚zˇe obsahovat neˇkolik vnorˇeny´ch elementu˚ s na´zvem Group. Ty prezentujı´
jednotlive´ skupiny kana´lu˚ a jsou tvorˇeny atributy pro jejich na´zvy a jednoznacˇnou iden-
Obra´zek 32: Modul RssReader v minima´lnı´m stavu a vahou 1
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tifikaci. Kazˇda´ takova´ skupina mu˚zˇe pak obsahovat da´le neˇkolik elementu˚ Channel, ktere´
prezentujı´ jednotlive´ RSS kana´ly. Ty opeˇt obsahujı´ na´zev, identifikaci a navı´c adresu ka-
na´lu. Tento stav tedy dle hodnoty atributu AutoRefresh na´hodneˇ nacˇı´ta´ jednotlive´ kana´ly,
ktere´ jsou v tomto souboru definova´ny. Z nich pak da´le na´hodneˇ vybı´ra´ jednotlive´ zpra´vy.
Kazˇda´ je pak uzˇivateli viditelna´ po dobu, ktera´ je definova´na v tomto atributu. Pokud
nenı´ doba nastavena, bere se automaticky hodnota trˇicet sekund.Hodnota atributu je opeˇt
v sekunda´ch. Pokud nebyl nalezen zˇa´dny´ kana´l, zobrazuje se uzˇivateli pouze informace
o tom, zˇe nebyl nalezen zˇa´dny´ kana´l. Tento stav je na obra´zku 33.
Poslednı´ stav ma´ va´hu trˇi. Slouzˇı´ k lepsˇı´mu uzˇivatelske´mu prˇı´stupu k jednotlivy´m
kana´lu˚m. Uzˇivatel zde mu˚zˇe definovat jednotlive´ skupiny a do nich prˇida´vat konkre´tnı´
RSS kana´ly. Da´le si zdemu˚zˇe neza´visle prohlı´zˇet konkre´tnı´ zpra´vy z jednotlivy´ch kana´lu˚.
Definuje take´ atributy pro interval nacˇtenı´ dalsˇı´ zpra´vy prˇedchozı´ho stavu. Tento stav je
zobrazen na obra´zku 34.
Zde je mozˇno strucˇneˇ vysveˇtlit jednotlive´ cˇa´sti. Vlevo je videˇt takzvany´ naviga´tor. V
neˇm jsou do stromu nacˇteny jednotlive´ skupiny a pod nimi prˇı´slusˇne´ kana´ly. Ty je mozˇno
prˇida´vat, upravovat nebo odebı´rat. Stejneˇ jako skupiny a to pomocı´ prave´ho tlacˇı´tka nad
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konkre´tnı´ skupinou cˇi kana´lem. Nahorˇe jsou dveˇ tlacˇı´tka jedno pro refresh naviga´toru,
druhe´ pro nastavenı´ intervalu automaticke´ho refreshe vybrane´ho kana´lu a dalsˇı´ pro zob-
razenı´ pocˇtu nejnoveˇjsˇı´ch zpra´v. Vpravo jsou zobrazeny konkre´tnı´ informace o vybrane´m
kana´lu. V hlavicˇce jsou za´kladnı´ informace a v tabulce pod nı´ jsou jednotlive´ zpra´vy. Tato
tabulka je ovlivneˇna atributy, ktere´ se nastavovaly v naviga´toru. Tedy aktua´lneˇ je nasta-
veno zobrazova´nı´ peˇti nejnoveˇjsˇı´ch zpra´v a tato tabulka se bude aktualizovat kazˇdy´ch
cˇtyrˇicet vterˇin. Dole je detail konkre´tnı´ zpra´vy a pomoci tlacˇı´tka vpravo je mozˇno si tuto
zpra´vu zobrazit u´plneˇ.
4.6 Logicke´ rozlozˇenı´ projektu
Projekt je velmi rozsa´hly´ a bylo nutne´ jej neˇjaky´m rozumny´m zpu˚sobem logicky rozdeˇlit.
Nejvhodneˇjsˇı´m zpu˚sobem bylo rozdeˇlenı´ podle urcˇity´ch spolecˇny´ch vlastnostı´ do bina´r-
nı´ch knihoven. Dalsˇı´m du˚vodem rozdeˇlenı´ bylo i to, zˇe neˇktere´ funkcˇnı´ vlastnosti se neu-
sta´le opakovaly a bylo tedy zbytecˇne´ neusta´le stejne´ zdrojove´ ko´dy v aplikaci kopı´rovat.
Cely´ projekt je tedy rozdeˇlen na dveˇ za´kladnı´ cˇa´sti. Prvnı´ nese na´zev CleverGridAppli-
cation. Tvorˇı´ ja´dro cele´ pra´ce a ty´ka´ se prˇedevsˇı´m inteligentnı´ mrˇı´zˇky a proble´mu˚ s nı´
spojeny´ch. Je to hlavnı´ a spousˇteˇcı´ cˇa´st cele´ho projektu. Toto rozlozˇenı´ je mozˇno videˇt na
obra´zku 35. Druha´ cˇa´st nese na´zev SocialService a je popsana´ v kapitole 5.1.3, ktera´ se cela´
zaby´va´ socia´lnı´m chova´nı´m aplikace.
Hlavnı´ cˇa´st je tvorˇena cˇtyrˇmi za´kladnı´mi celky. Kazˇdy´ z teˇchto celku˚ rˇesˇı´ vlastnı´
problematiku a ma´ svu˚j du˚vod, procˇ je oddeˇlen.
• Lib
Tento celek je tvorˇen trˇemi projekty. Jedna´ se o jake´si pomocne´ projekty, ktere´ jsou
velmi cˇasto pouzˇı´va´ny na ru˚zny´ch mı´stech v aplikaci. Cˇa´st Lib je videˇt na obra´zku
36.
– Lib.CleverGridApplicationInterface
Poskytuje rozhra´nı´, ktere´ musı´ implementovat kazˇdy´ modul pouzˇity´ v apli-
kaci. Rozhranı´ reprezentuje tedy pravidla, na za´kladeˇ ktery´ch je aplikace
schopna rozpoznat, zda jde o modul, s ktery´m je syste´m schopen korektneˇ
komunikovat a prˇeda´vat si informace.
– Lib.CleverGridApplicationLibrary
Obsahuje prˇedevsˇı´m trˇı´dy, se ktery´mi syste´m cˇasto spolupracuje a vyuzˇı´va´
opakovaneˇ jejich metody. Patrˇı´ sem naprˇı´klad funkce pro zaokrouhlova´nı´ cˇı´sel
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nahoru cˇi dolu˚. Trˇı´da ViewModelBaseCGAL tvorˇı´ za´klad prˇi tvorbeˇ veˇtsˇiny for-
mula´rˇu˚, ktere´ byly navrzˇeny pomocı´ modelu MVVM, jehozˇ detailnı´ popis je
v prˇı´loze B.3. Da´le obsahuje atribut, na za´kladeˇ ktere´ho aplikace rozpozna´va´,
zda je modul urcˇen pro tuto aplikaci. Prˇedposlednı´m blokem te´to knihovny
jsou takzvane´ ”Datakontrakty”. Ty slouzˇı´ pro prˇenos informacı´ o pozicı´ch
a velikostech jednotlivy´ch modulu˚ prostrˇednictvı´m WCF sluzˇby. Tato sluzˇba
tyto informace zpracova´va´ pro dalsˇı´ pouzˇitı´ ty´kajı´cı´ se socia´lnı´ho chova´nı´ mo-
dulu˚. Poslednı´ slozˇkou je Event, ktera´ slouzˇı´ pouze pro zaobalenı´ potrˇebny´ch
informacı´ prˇena´sˇeny´ch prostrˇednictvı´m specia´lnı´ch uda´losti vyvola´vany´ch v
syste´mu.
– Lib.CleverGridApplicationWpfLibrary
Jedna´ se o poslednı´ pomocnou knihovnu. V nı´ je prˇedevsˇı´m ulozˇeno rozhranı´,
ktere´ umozˇnˇuje jednotlivy´mmodulu˚m prˇepı´nat semezi svy´mi implementova-
ny´mi stavy. Da´le pak WaitCursor, ktery´ uzˇivatele informuje, zˇe syste´m zrovna
pracuje. Poslednı´ velmi du˚lezˇitou trˇı´dou je CleverGridApplicationInterfaceBase.
Tato trˇı´da tvorˇı´ za´klad vsˇemmodulu˚m, ktere´ byly implementova´ny. Poskytuje
jim vsˇechny spolecˇne´ a pomocne´ vlastnosti a funkce, ktere´ dane´ moduly nutneˇ
vyuzˇı´vajı´.
• Moduls
Blok se ty´ka´ samostatny´chmodulu˚ a struktura je zobrazenana obra´zku 37.Obsahuje
slozˇku TestModuls,ve ktere´ jsou obsazˇeny vsˇechny cˇtyrˇi implementace testovacı´ch
modulu˚, ktere´ byly pouzˇity v syste´mu. V korˇeni hlavnı´ slozˇky jsou obsazˇeny trˇi
projekty, jezˇ reprezentujı´ jednotlive´ funkcˇnı´moduly.
• Proxy
Jelikozˇ syste´m v soucˇasne´m stavu potrˇebuje komunikovat pouze s jedinou sluzˇbou,
je blokProxynaobra´zku38 tvorˇenpouze jednı´mprojektem.Tatoknihovnama´pouze
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jednoduchou funkci. Tvorˇı´ jake´hosi prostrˇednı´ka mezi klientem, tedy syste´mem a
sluzˇbou, kterou prˇedstavuje server. Jejı´m u´kolem je tedy zprostrˇedkova´vat spojenı´
mezi teˇmito dveˇma body.
• CleverGridApplication
Jde tu o poslednı´ projekt hlavnı´ cˇa´sti aplikace, ktery´ je vu˚bec nejdu˚lezˇiteˇjsˇı´m. Tvorˇı´
bra´nu a poskytuje prˇı´stup ke vsˇem funkcı´m syste´mu. Obsahuje jak vlastnı´ grafickou
prezentaci inteligentnı´mrˇı´zˇky, tak i u´plnou implementaci vsˇech funkcı´ a algoritmu˚,
ktere´ jsou nutne´ k jejı´ realizaci. Vyuzˇı´va´ veˇtsˇiny prˇedesˇly´ch knihoven. Tento projekt
je take´ hlavnı´m spousˇteˇcı´m blokem cele´ aplikace.
Obsahuje ale i dalsˇı´ velmi du˚lezˇite´ prvky. V adresa´rˇi CleverGrid jsou vsˇechny za´-
kladnı´ potrˇebne´ objekty. Jsou zde obsazˇeny trˇı´dy, ktere´ realizujı´ komunikaci mezi
uzˇivatelem a inteligentnı´ mrˇı´zˇkou. Jsou v nich ulozˇeny take´ informace o volny´ch
cˇi obsazeny´ch bunˇka´ch inteligentnı´ mrˇı´zˇky. Da´le pak nesou informace o pouzˇity´ch
modulech.
Dalsˇı´ du˚lezˇitou slozˇku tvorˇı´ Thumbs. Zde jsou ulozˇeny prvky, ktere´ odchyta´vajı´
potrˇebne´ uda´losti. Na za´kladeˇ teˇchto prvku˚ je syste´m schopen odlisˇovat chova´nı´
modulu˚ a zjistit, zda se jedna´ o prˇesun nebo zmeˇnu velikosti aktua´lnı´ho modulu.
V poslednı´ slozˇce Resource, ktera´ je ulozˇena v korˇeni tohoto projektu, jsou obsazˇeny
informace o jednotny´ch stylech pouzˇity´ch v aplikaci. Jsou zde i styly pro ovla´dacı´
prvky kazˇde´ho modulu. Slozˇka s tı´mto na´zvem je obsazˇena u veˇtsˇiny projektu˚,
ktere´ poskytujı´ grafickou prezentaci, tedy projekty ktere´ obsahujı´ neˇjake´ uzˇivatelske´
rozhranı´. Typicky´m prˇı´kladem jsou projekty, ve ktery´ch se realizujı´ implementace
modulu˚ pouzˇity´ch v syste´mu. Na obra´zku 39 je mozˇno videˇt strukturu tohoto
projektu.
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5 Pokrocˇile´ mozˇnosti
Kromeˇ za´kladnı´ch funkcı´ jako je pra´ce smoduly, ovla´da´nı´ jejich chova´nı´ a dalsˇı´ch, aplikace
poskytuje i neˇktere´ pokrocˇile´ mozˇnosti. Mezi neˇ zajiste´ patrˇı´ sbı´ra´nı´, zpracova´va´nı´ a
vyhodnocova´nı´ socia´lnı´ch aspektu˚. V syste´mu jsou neˇktere´ za´kladnı´ funkce pro pra´ci
s teˇmito informace implementova´ny. Mezi dalsˇı´ patrˇı´ naprˇı´klad oblast, ktera´ se ty´ka´
problematikymultidoteku˚.
5.1 Socia´lnı´ prvky
Mezi tyto prvky patrˇı´ ru˚zne´ druhy informacı´. Aplikace umı´ neˇktere´ z nich hlı´dat, ucho-
va´vat je a zpracova´vat. Mezi takove´ informace patrˇı´ naprˇı´klad seznam vsˇech pouzˇity´ch
modulu˚, ktere´ byly do aplikace vlozˇeny. Kazˇda´ instance te´to aplikace tedymu˚zˇe pouzˇı´vat
ru˚zne´ moduly. Existuje tedy jedno mı´sto, se ktery´m vsˇechny tyto aplikace komunikujı´ a
tyto informace mu prˇeda´vajı´ k dalsˇı´mu zpracova´nı´. Mezi dalsˇı´ takove´ mozˇne´ informace
patrˇı´ umı´steˇnı´ a velikosti jednotlivy´ch modulu˚. I tato data je syste´m schopen hlı´dat a
ukla´dat. Tato aplikace tedy uchova´va´ vybrane´ informace neboli socia´lnı´ prvky v jednot-
ne´m u´lozˇisˇti. Tato data je pak mozˇne´ filtrovat a da´le analyzovat. Aplikace tuto funkci
podporuje a je schopna v teˇchto datech prove´st jiste´ za´kladnı´ vy´beˇry. Ty pak nabı´zı´ uzˇiva-
teli. Mezi tyto informace patrˇı´ naprˇı´klad nejpouzˇı´vaneˇjsˇı´ velikost a umı´steˇnı´ konkre´tnı´ho
modulu.
5.1.1 Zpu˚sob komunikace
Pro rˇesˇenı´ komunikace bylo nejvhodneˇjsˇı´ pouzˇı´t architekturu klient-server. Za´rovenˇ bylo
nutne´ od sebe oddeˇlit jednotlive´ cˇa´sti aplikace. Syste´m, ktery´ zpracova´va´ a rˇı´dı´ ”pra´ci”
modulu˚, tedy CleverGridApplication, tvorˇı´ jednu cˇa´st a bude klientem. Da´le se bude pou-
zˇı´vat na´zev klientska´ aplikace. Podrobne´ informace o te´to architekturˇe jsou popsa´ny v
kapitole 4.6. Druha´ cˇa´st, bude jednotlive´ informace zpracova´vat, uchova´vat a poskytovat
uzˇivateli. Jedna´ se tedyo server. Pro vlastnı´ komunikaci a vy´meˇnudat,mezi teˇmito dveˇma
prvky, bylo nejvhodneˇjsˇı´ pouzˇı´t technologiewebovy´ch sluzˇeb a to konkre´tneˇWCF. Bylo
tedy potrˇeba vytvorˇit druhy´ projekt, ktery´ tyto sluzˇby bude poskytovat. Ten se jmenuje
SocialService. Ten pak spolupracuje s databa´zı´ s na´zvem Social behavior.
5.1.2 Pra´ce se socia´lnı´mi aspekty v aplikaci
Syste´m umozˇnˇuje dveˇ za´kladnı´ funkce pro pra´ci se socia´lnı´mi prvky. Prvnı´ z nich je
ukla´da´nı´ informacı´ o aplikaci, modulu, jeho pozici a velikosti. Druhou je za´kladnı´ vy-
hodnocenı´ teˇchto dat a zasla´nı´ prˇı´slusˇne´ odpoveˇdi klientovi. Pro co nejjednodusˇsˇı´ pra´ci
je navrzˇena struktura, ktera´ je na obra´zku 40.
Jedna´ se o obraz databa´zovy´ch tabulek. Postupneˇ bude nynı´ vysveˇtleno, procˇ a k
cˇemu jsou jednotlive´ prvky vhodne´. Za´kladnı´m cˇla´nkem tohoto diagramu je objekt
Application, ktery´ velmi jednoduchy´m zpu˚sobem identifikuje konkre´tnı´ instanci apli-
kace. Kazˇda´ z nich je oznacˇena cˇı´slem. Jejı´ registrace se prova´dı´ prˇi prvnı´m startu
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klienta, kdy se dı´va´ do registru, jestli tam ma´ ulozˇenou identifikaci aplikace. Je tedy
zkontrolova´no v korˇeni registru˚ pro aktua´lnı´ uzˇivatele, zdali existuje hodnota pro klı´cˇ
CleverGridApplication\\CGApplicationId. Pokud tatohodnotaneexistuje, je zasla´npozˇa-
davek na server o registraci aplikace. Ten vytvorˇı´ novy´ za´znam v Application a vra´tı´ jej
klientovi. Ten si tuto hodnotu ulozˇı´ do registru a mu˚zˇe s nı´ pak pracovat. Pokud neˇjaka´
hodnota existuje, provede se na serveru oveˇrˇenı´, zda je ulozˇena i v databa´zi. Pokud ano,
je navra´cena. Pokud neexistuje, tak ji server ulozˇı´. Takto se tedy registruje kazˇdy´ klient
po startu.
Dalsˇı´m du˚lezˇity´m objektem je Module. Ten zastupuje jednotlive´ moduly. Ma´ jedinou
polozˇku, ktera´ jednoznacˇneˇ identifikuje typ modulu a odpovı´da´ polozˇce ModuleGuidDll
v rozhranı´ na vy´pisu 9 v kapitole 4.2.1.2.
Dalsˇı´m objektem je Size, ktery´ zastupuje velikost modulu. Ma´ polozˇkyWidth aHeight,
ktere´ odpovı´dajı´ sˇı´rˇce a vy´sˇce modulu. Da´le pak polozˇky From a To. Ty znamenajı´, jak
dlouho meˇl dany´ modul danou velikost. Obdobneˇ je tomu i u objektu Pozition, kdy
tyto polozˇky majı´ stejny´ vy´znam pro pozici. Top a Left slouzˇı´ pro identifikaci umı´steˇnı´
dane´ho modulu na Canvasu. Tyto dva objekty se vztahujı´ vzˇdy ke konkre´tnı´mu modulu
v konkre´tnı´ instanci aplikace. To je uchova´va´no v objektuModuleInApplication.
Aplikace poskytuje dveˇ za´kladnı´ funkce. Prvnı´ z nich je zı´ska´va´nı´ informacı´ o pozicı´ch
a velikostech jednotlivy´ch modulu˚. Tato data se zapisujı´ do specia´lnı´ pomocne´ struktury
vzˇdy, pokud dojde k neˇktere´ z teˇchto uda´lostı´. Tato struktura je na obra´zku 41. Druhou
funkcı´ je opacˇny´ smeˇr. Tedy zpracova´nı´ teˇchto informacı´ a prˇeda´nı´ klientovi. Toho se
vyuzˇı´va´ prˇi nacˇı´ta´nı´ nove´ho modulu, kdy aplikace posˇle serveru identifikaci modulu,
ktery´ chce vlozˇit do mrˇı´zˇky. Server dı´ky tomu vyhleda´ prˇı´slusˇny´ modul a vra´tı´ jeho
nejpouzˇı´vaneˇjsˇı´ pozici a velikost. Na za´kladeˇ teˇchto dat klient umı´stı´ tento modul co
nejblı´zˇe vyhledane´ pozici a s danou neblizˇsˇı´ mozˇnou velikostı´. Tuto funkci je opeˇt mozˇno
vypnout pomocı´ klı´cˇe LoadInfoFromService. Celkovou komunikaci se sluzˇbou je mozˇno
vypnout cˇi zapnou pomocı´ klı´cˇe SocialServiceEnabled.
Na za´kladeˇ ulozˇeny´ch dat je mozˇno prova´deˇt velke´ mnozˇstvı´ kombinacı´ prˇi vyhleda´-
va´nı´ mezi nimi. K nim patrˇı´ naprˇı´klad:
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• Vyhleda´nı´ nejpouzˇı´vaneˇjsˇı´ho nebo nejme´neˇ pouzˇı´vane´ho modulu v za´vislostech na
– Cˇase
– Aplikaci
– Pozici
– Velikosti
• Vyhleda´nı´ optima´lnı´ velikosti cˇi pozice modulu
• Vyhleda´nı´, kolik aplikacı´ dany´ modul pouzˇı´va´ nebo nepouzˇı´va´
• Jestli je dany´ modul v aplikaci pouzˇit vı´cekra´t nezˇ jednou
• Jak cˇasto aplikace by´va´ spusˇteˇna
• V jake´m cˇasove´m horizontu aplikace by´va´ nejcˇasteˇji pouzˇı´va´na
• . . .
Tedy naprˇı´klad pokud se prˇida´ novy´ modul, okamzˇiteˇ se zapı´sˇe informace o jeho
aktua´lnı´ pozici a velikosti pro cˇas, kdy byl do aplikace vlozˇen. Pokud je pak tento modul
neˇkamprˇemı´steˇn, do struktury je zapsa´na informace, zˇemodulna te´topozici byl do jiste´ho
cˇasu a vytvorˇı´ se novy´ za´znam s tı´mto cˇasem a novou pozicı´. Ukla´da´nı´ teˇchto informacı´ se
prova´dı´ vzˇdy prˇi prˇida´nı´ nove´ho nebo na´hodne´ho nacˇtenı´ modulu˚, odebra´nı´ konkre´tnı´ho
nebo vsˇech modulu˚, posunu nebo zmeˇny pozicemastermodulu˚ a na´sledne´ zmeˇny slave
modulu˚. Pomocna´ struktura je pak v jiste´m cˇasove´m intervalu zası´la´na na server, kde jsou
jednotlive´ informace ukla´da´ny. Tento interval jemozˇno nastavit v konfiguracˇnı´m souboru
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pod klı´cˇem SaveInfoToServiceInterval. Da´le je pak mozˇne´ toto ukla´da´nı´ vypnout pomocı´
klı´cˇe SaveInfoToService. Velikost a pozice se vzˇdy zaokrouhlı´ dle klı´cˇeNearestNumber. Tedy
pokud bude jeho hodnota 50 a vy´sˇka modulu bude 130, tak se nastavı´ na 150. Je z toho
du˚vodu, zˇe kazˇda´ aplikace mu˚zˇe mı´t ru˚znou konfiguraci sloupcu˚ a rˇa´dku˚. Dı´ky tomu i
ru˚zne´ sˇı´rˇky a vy´sˇky buneˇk. Syste´m se pomocı´ tohoto zaokrouhlovanı´ snazˇı´ data co nejvı´ce
sjednocovat a ulehcˇı´ si tak pra´ci prˇi jejich zpracova´va´nı´.
5.1.3 Na´vrh architektury
Jelikozˇ se jedna´ o na´vrh strukturypro server, byla pouzˇita takzvana´ trˇı´vrstva´ architektura.
Jde tu o rozdeˇlenı´ projektu do trˇı´ za´kladnı´ch cˇa´stı´, z nichzˇ kazˇda´ samostatneˇ plnı´ urcˇitou
du˚lezˇitou funkci. Rozlozˇenı´ projektu je mozˇno videˇt na obra´zku 42.
SocialService Je hlavnı´m spousˇteˇcı´m projektem nejenom vlastnı´ho serveru, ale take´
vsˇech sluzˇeb, ktere´ tato aplikace poskytuje. Tento projekt komunikuje s nejvysˇsˇı´
vrstvou. Tou je ServiceImplementation.
ServiceImplementation Implementuje jednotliva´ rozhranı´, ktera´ dana´ sluzˇba poskytuje.
Dalsˇı´ du˚lezˇitou funkcı´ je, zˇe otevı´ra´ prˇı´slusˇne´ spojenı´ s databa´zı´. Komunikuje s dalsˇı´
vrstvou, ktera´ nese na´zev BusinessLogic.
BusinessLogic Stara´ se o vesˇkerou logiku. Tedy o ru˚zne´ transformace dat a jejich dalsˇı´
zpracova´va´nı´. Da´le pak prˇipravuje tato data pro ulozˇenı´ do databa´ze.
DataAccess Je to poslednı´ a nejnizˇsˇı´ vrstva architektury. Prˇı´mo komunikuje s databa´zı´ a
jsou v nı´ ulozˇeny vsˇechny dotazy na ni. Jejı´ vy´hodou je, zˇe pokud se zmeˇnı´ databa´ze,
vymeˇnı´ se pouze tato vrstva a vsˇechny nadrˇazene´ funkce fungujı´ beze zmeˇny.
5.2 Multidoteky
Aplikace byla realizova´na pomocı´ technologie WPF. Ta podporuje kromeˇ standardnı´ho
ovla´da´nı´ jednotlivy´ch graficky´ch prvku˚ take´ mozˇnost pomocı´ takzvany´ch multidoteku˚
neboli vı´cedotykove´ ovla´da´nı´. To je zalozˇeno na schopnosti snı´macı´ho zarˇı´zenı´ vnı´mat
vı´cedotyku˚ najednou.Naprˇı´kladklasicky´ touchpaduveˇtsˇinynotebooku˚ je schopenvnı´mat
pouze jeden polozˇeny´ prst, zatı´mco moderneˇjsˇı´ zarˇı´zenı´, jako neˇktere´ tablety cˇi naprˇı´klad
iPhone nebo iPad, umı´ zpracovat vı´ce dotyku˚ najednou.[8]
Windows 7 umozˇnˇujı´ pouzˇı´vat mutlidoteky ve trˇech rezˇimech:
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Obra´zek 43: Uka´zka multidoteku˚
”Syrove´ dotyky” Poskytuje prˇı´stup ke vsˇem dotykovy´m zpra´va´m. Je uzˇitecˇny´ pro pro-
gramy, ktere´ vyzˇadujı´ prˇı´my´ prˇı´stup ke vsˇem primitivu˚m a vlastnı´ interpretaci a
zpracova´nı´ zpra´v.
Gesta Abstrakce prˇedchozı´ho rezˇimu. Interpretuje vsˇechny nizˇsˇı´ u´rovneˇ akce a prˇeva´dı´
je do prˇedem definovane´ho gesta. Mezi nejcˇasteˇjsˇı´ gesta patrˇı´ zoom a ota´cˇenı´. Jedna´
se o snadny´ programovacı´ model, ktery´ ma´ vsˇak omezenı´. Tı´m je tendence rˇesˇit
pouze jedno gesto v cˇase. Naprˇı´klad ota´cˇet nebo zoomovat.
Manipulace a setrvacˇnost Nadrˇazen nad gesta. Co jde udeˇlat s gesty, jde v tomto rezˇimu.
Je to hlavneˇ zisk veˇtsˇı´ manipulace a pruzˇnosti.
WPF4 zahrnuje podporu pro dotyk a manipulaci. Tato podpora se vztahuje na cele´
platformeˇ UIElement, UIElement3D a ContentElement. Vsˇechny tyto elementy podporujı´
uda´losti TouchDown, TouchUp, TouchMove, TouchEnter a TouchLeave. Vsˇechny tyto uda´losti
majı´ parametr TouchEventArgs, ktery´ poskytuje informace o TouchDevice a TouchPoint.
Dı´ky tomu je mozˇno zjistit, jaky´m smeˇrem byl pohyb, zda nahoru cˇi dolu˚. Nebo zda sˇlo o
prˇesun pomocı´TouchAction. Vytvorˇenı´ jednoduche´ aplikace, ktera´ podporujemutlidoteky
je realizova´no trˇemi kroky.
• Nejprve je nutne´ na prvek, ktery´ ma´ multidoteky podporovat nastavit hodnotu
IsManipulationEnabled na True.
• V druhe´m kroku se nastavı´ po odchycenı´ uda´losti ManipulationStarting mo´d, ktery´
je pozˇadovany´. V mrˇı´zˇce by se jednalo o zoom a prˇesun.
• Poslednı´m krokem je odchycenı´ a zpracova´nı´ uda´lostiManipulationDelta, dı´ky ktere´
je mozˇno naprˇı´klad dany´ objekt zveˇtsˇit, prˇesunout cˇi ho ota´cˇet.
Na vy´pisu 12 je zobrazeno zpracova´nı´ te´to uda´losti.
void image ManipulationDelta(object sender, ManipulationDeltaEventArgs e)
{
// zı´ska´nı´ zdroje
var element = e.Source as FrameworkElement;
if ( element != null )
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{
// e.DeltaManipulation − dosˇlo ke zmeˇneˇ
// Scale = zveˇtsˇenı´/zmensˇenı´; 1.0 poslednı´(pu˚vodnı´) velikost,
// (1.1 == zveˇtsˇenı´ 10%, 0.8 = zmensˇenı´ 20%)
// Rotate = rotace
// Translation = prˇesun
var deltaManipulation = e.DeltaManipulation;
var matrix = ((MatrixTransform)element.RenderTransform).Matrix;
// najdu pu˚vodnı´(prˇedchozı´) strˇed
Point center = new Point ( element.ActualWidth/2, element.ActualHeight/2) ;
center = matrix.Transform(center);
// zoom
matrix.ScaleAt(deltaManipulation.Scale.X, deltaManipulation.Scale.Y, center.X, center.Y);
// rotace
matrix.RotateAt(e.DeltaManipulation.Rotation, center.X, center.Y);
// prˇesun
matrix.Translate(e.DeltaManipulation.Translation.X, e.DeltaManipulation.Translation.Y);
((MatrixTransform)element.RenderTransform).Matrix = matrix;
e.Handled = true;
}
}
Vy´pis 12: Prˇı´klad odchycenı´ a zpracova´nı´ uda´losti ManipulationDelta prˇi pra´ci s
multidoteky
Prˇi zpracova´va´nı´ te´to uda´losti se pracuje s pozicemi v pixelech. Dı´ky tomu by nebylo
prˇı´lisˇ obtı´zˇne´ tuto technologii zakomponovat do aplikace. Ta obsahuje algoritmy, ktere´
umı´ na za´kladeˇ teˇchto dat urcˇit, jaky´m smeˇrem bylo naprˇı´klad prˇesouva´no, da´le pak
zjistit, o kolik rˇa´dku˚ cˇi sloupcu˚ by se tato pozice v mrˇı´zˇce zmeˇnila. Obdobneˇ jsou totizˇ
rˇesˇeny funkce pro zmeˇnu pozice modulu v kapitole 4.4.1 nebo zmeˇnu velikosti z kapitoly
4.4.2.[9]
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6 Za´veˇr
Cı´lem te´to diplomove´ pra´ce je na´vrh a realizace syste´mu disponujı´cı´ho jednoduchy´m
uzˇivatelsky´m rozhranı´m, ktery´ je zalozˇen na modula´rnı´ platformeˇ. Uzˇivatel mu˚zˇe praco-
vat s konkre´tnı´m modulem a tı´m neza´visle ovlivnˇovat i jine´ moduly. Ty se automaticky
prˇemı´st’ujı´ na nejvhodneˇjsˇı´ pozice, dı´ky algoritmu˚m, ktere´ jsou zalozˇeny na technologii
spira´love´ho vyhleda´va´nı´. Byly proto navrzˇeny algoritmy, ktere´ se starajı´ o jejich chova´nı´
a jsou steˇzˇejnı´ pro tuto pra´ci. Da´le je poskytnuto rozhranı´ a na´vody, jak implementovat
nove´ vlastnı´ moduly, se ktery´mi pak syte´m umı´ jednodusˇe pracovat. Obsahuje i realizaci
konkre´tnı´ch modulu˚ s mnozˇstvı´m funkcı´ pro prezentaci ru˚zny´ch forem informacı´. Mezi
du˚lezˇitou funkci, kterou aplikace poskytuje je i na´vrh a realizace pra´ce se socia´lnı´mi
prvky. Ty umı´ schranˇovat a jednodusˇe vyhodnocovat. S tı´m souvisı´ chova´nı´ jednotlivy´ch
modulu˚ v syste´mu. V neposlednı´ rˇadeˇ bylo pouzˇito aktua´lneˇ modernı´ch technologiı´,
ktere´ poskytujı´ velke´ mnozˇstvı´ ru˚zny´ch funkcı´. Mezi nimi jsou ru˚zne´ mozˇnosti ovla´da´nı´
uzˇivatelske´ho rozhranı´. Aplikace je ovla´da´na klasicky´m zpu˚sobem, acˇkoliv je prˇipravena
na pouzˇitı´ a jednoduche´m zakomponova´nı´ technologiemultidoteku˚.
Aplikaci je samozrˇejmeˇ mozˇno da´le rozsˇirˇovat o dalsˇı´ mozˇne´ funkce. Mezi vybrane´
patrˇı´ zajiste´ jizˇ pouka´zane´ zakomponova´nı´ ovla´da´nı´ syte´mu pomocı´ technologie mul-
tidoteku˚. Jednou z dalsˇı´ u´prav je implementace na´vrhove´ho vzoru faktory, pro vyuzˇitı´
ru˚zny´ch typu˚ algoritmu˚ ty´kajı´cı´ch se vyhleda´va´nı´ volny´ch pozic pro moduly. S tı´m sou-
visı´ rovneˇzˇ spira´love´ vyhleda´va´nı´, kde by bylomozˇnomeˇnit jeho pocˇa´tecˇnı´ smeˇr. Dalsˇı´m
mozˇny´m rozsˇı´rˇenı´m je u´prava algoritmu pro optimalizaci stavu˚ modulu a vyhleda´va´nı´
alternativnı´ch pozic slave modulu˚.
Bc. Toma´sˇ Ciga´nek
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A Pomocne´ funkce
A.1 Funkce na´hodne´ho nacˇtenı´ modulu˚
Syste´m umozˇnˇuje funkci pro hromadne´ nacˇtenı´ urcˇite´ho pocˇtu modulu˚ do syste´mu. Tato
funkce nema´ zˇa´dny´ sˇirsˇı´ smysl. Je realizova´na spı´sˇe pro testovacı´ u´cˇely. Je uzˇivatelsky
konfigurovatelna´, takzˇe uzˇivatel mu˚zˇe prˇed spusˇteˇnı´m aplikace nastavit v konfiguracˇnı´m
souboruaplikacevlastnı´ hodnotypotrˇebny´mparametru˚ma syste´mna topakautomaticky
reaguje. Tyto parametry jsou celkem dva. Prvnı´ s klı´cˇem RandomLoadModulsPath definuje
cestu, kde budou jednotlive´ knihovny prˇedstavujı´cı´ moduly umı´steˇny. Druhy´m je klı´cˇ
RandomLoadModulsCount. Ten urcˇuje kolik se ma´ do aplikace modulu˚ nacˇı´st. Realizace
te´to funkce vyuzˇı´va´ algoritmu z kapitoly 4.2.1.1 pro nacˇtenı´ modulu. Tato funkce se
vola´ v cyklu tolikra´t, podle hodnoty nastavene´ v klı´cˇi RandomLoadModulsCount. Prˇed
spusˇteˇnı´m tohoto cyklu si aplikace nacˇte vsˇechny soubory z adresa´rˇe, jehozˇ cesta je
ulozˇena v prˇı´slusˇne´m klı´cˇi. Pote´ v kazˇde´m pru˚chodu cyklu si nacˇte jeden na´hodny´ soubor
z te´to slozˇky. Pokud se jedna´ omodul, ktery´ lze do syste´muprˇipojit, takmuprˇideˇlı´ porˇadı´,
ve ktere´m byl vlozˇen. To pak inkrementuje. Pokud by se nejednalo o modul, tak v te´to
iteraci zkousˇı´ prˇipojit dalsˇı´ na´hodny´ soubor. To se opakuje, dokud jej nenajde. Na obra´zku
44 je zobrazeno tlacˇı´tko z hlavnı´ho panelu aplikace, pomocı´ ktere´ho je mozˇno tuto funkci
spustit.
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B Na´vrhove´ vzory
B.1 Na´vrhovy´ vzor Singleton
Tento na´vrhovy´ vzor rˇesˇı´ v celku velmi jednoduchou u´lohu. Poskytuje jednu jedinou
instanci konkre´tnı´ trˇı´dy v ra´mci cele´ho syste´mu, ktere´ je pak prˇı´stupna´ vsˇem objektu˚m v
tomto syste´mu. Patrˇı´ do skupiny pro tvorbu objektu˚. Zde patrˇı´ naprˇı´klad i vzor Factory.
Obecne´ sche´ma vzoru je videˇt na obra´zku 45.[10]
B.2 Na´vrhovy´ vzor State
Na´vrhovy´ vzor rˇesˇı´ proble´m, jak zmeˇnit chova´nı´ objektu, jestlizˇe se zmeˇnı´ jeho vnitrˇnı´
stav. Po zmeˇneˇ chova´nı´ se objekt jevı´ jako instance jine´ trˇı´dy. Na obra´zku 46 je mozˇno
videˇt obecne´ sche´ma tohoto vzoru.[11]
B.3 Na´vrhovy´ vzor Model View ViewModel
Jelikozˇ implementace funkcˇnı´ch modulu˚ byla vy´razneˇji na´rocˇneˇjsˇı´ a jednotlive´ moduly
se skla´dajı´ z vı´ce nezˇ jednoho formula´rˇe, ktere´ mezi sebou komunikujı´, bylo nutne´ zde
pouzˇı´t vhodnou architekturu. Tou je vyuzˇitı´ na´vrhove´ho vzoru, ktery´ se nazy´va´ Model
View ViewModel, ve zkratce MVVM. Jedna´ se o vzor, ktery´ se velmi doporucˇuje vyuzˇı´vat
prˇi tvorbeˇ aplikacı´ pomocı´ technologieWPF, Silverlight a dalsˇı´ch podobny´ch.
Model-View-ViewModel je na´vrhovy´ vzor pro WPF aplikace. Nabı´zı´ rˇesˇenı´, jak oddeˇlit
logiku aplikace od uzˇivatelske´ho rozhranı´. Ko´du je pak me´neˇ, vsˇe je prˇehledneˇjsˇı´ a prˇı´-
padne´ zmeˇny nejsou implementacˇnı´ nocˇnı´ mu˚rou. MVVM oddeˇluje data, stav aplikace
a uzˇivatelske´ rozhranı´. Samotne´ WPF bylo vytvorˇeno tak, aby se v neˇm MVVM pouzˇı´-
val pohodlneˇ. Proto vsˇe peˇkneˇ doplnˇuje binding a command, tedy na´hrada za uzˇivatelske´
rozhranı´ rˇı´zene´ uda´lostmi.
Slozˇitost trˇı´dy roste s jejı´ chytrostı´ exponencia´lneˇ. Proto je vy´hodneˇjsˇı´mı´t vı´cehloupy´ch
trˇı´d, nezˇ jednu chytrou. Pokud se prˇiklonı´me k deˇlenı´ ko´du do vı´ce trˇı´d, nabı´zı´ se ota´zka,
jak to prove´st spra´vneˇ. Jednı´m rˇesˇenı´m je pra´veˇModel-View-ViewModel, ktery´ prˇedstavuje
vyzkousˇene´ a oveˇrˇene´ rˇesˇenı´. Podle tohoto vzoru je naprogramova´n naprˇı´klad Expression
Blend.
• Model
Obsahuje referenci na zdroj dat. Pokud obsahuje reference na vı´ce sluzˇeb z jednoho
logicke´ho kontextu, nabı´zı´ cely´ kontext z vı´ce sluzˇeb v ra´mci jednoho celku, cˇili
sebe. Naopak mu˚zˇe by´t vı´ce modelu˚ vedle sebe pro ru˚zne´ logicke´ kontexty cˇer-
pajı´cı´ z jedne´ webove´ sluzˇby. Pokud se na straneˇ klienta pouzˇı´va´ datova´ proxy,
implementuje se do te´to vrstvy.
• View
Zastupuje graficke´ rozhranı´ v jazyce XAML s trosˇkou nezbytne´ho ko´du C# na po-
zadı´, ktery´ prˇedevsˇı´m prova´dı´ vytvorˇenı´ nove´ ViewModel trˇı´dy cˇi trˇı´d, za ktery´ch
jednotlive´ formula´rˇove´ prvky cˇerpajı´ svu˚j obsah. Binding skrz ObservableCollection
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Obra´zek 46: Na´vrhovy´ vzor State
umozˇnı´ automatickou zmeˇnu obsahu ovla´dacı´ho prvku prˇi zmeˇneˇ obsahu te´to da-
tove´ struktury. A naopak, zmeˇnı´-li uzˇivatel obsah ovla´dacı´ho prvku, projevı´ se to i v
datove´ strukturˇe. Noveˇ prˇidane´ cˇi odebrane´ prvky jsou rychle k nalezenı´ v obsluze
uda´losti, kterou tato zmeˇna vyvola´. Je samozrˇejmeˇ mozˇne´ vyuzˇı´vat i jine´ datove´
struktury s vlastnı´mi ovla´dacı´mi prvky. Prˇi pouzˇı´va´nı´ trˇı´d pro binding se v XAML
ko´du jen jednodusˇe deklaruje, ktera´ vlastnost trˇı´dy se ma´ do obsahu ovla´dacı´ho
prvku vkla´dat. Je tedymozˇne´ velice pohodlneˇ cˇerpat z vı´ce ovla´dacı´ch prvku˚ ru˚zne´
vlastnosti jedne´ trˇı´dy. Pokud trˇı´da implementuje rozhranı´ INotifyCollectionChanged a
INotifyPropertyChanged, projevı´ se zmeˇny na obou strana´ch (uzˇivatelske´ho rozhranı´
a datove´ struktury) automaticky.
• ViewModel
Spojuje Model a View. K Modelu se neva´zˇe prˇı´mo, ale prˇes rozhranı´, ktere´ Model
implementuje. Konkre´tnı´ Model se prˇeda´ v konstruktoru. Je dovoleno mı´t i bez-
parametricky´ konstruktor, ktery´ vytvorˇı´ vy´chozı´ instanci Modelu. Ovla´dacı´ prvky
prova´deˇjı´ binding z te´to trˇı´dy. V te´to trˇı´deˇ se prova´dı´ filtrova´nı´ dat v za´vislosti na
stavu ovla´dacı´ch prvku˚. Model nesmı´ o stavu ovla´dacı´ch prvku˚ nic veˇdeˇt.[12]
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C Implementace vybrany´ch algoritmu˚
C.1 Algoritmus implementace na´vrhove´ho vzoru Singleton
private CGHelper(Grid p Grid)
{
Grid = p Grid;
Init () ;
}
private static CGHelper CGHelper;
public static CGHelper GetInstance()
{
if ( CGHelper == null)
{
throw new Exception(@”Nebyla inicializova´na´ promeˇnna´ ’ CGHelper’ pomocı´ metody ’
GetInstance(Grid p Grid)’”);
}
return CGHelper;
}
public static CGHelper GetInstance(Grid p Grid)
{
if ( CGHelper == null)
{
CGHelper = new CGHelper(p Grid);
}
return CGHelper;
}
Vy´pis 13: Algoritmus implementace na´vrhove´ho vzoru Singleton
V algoritumu 13 existuje priva´tnı´ staticka´ promeˇnna´ s na´zvem CGHelper, da´le pak
priva´tnı´ kontraktor s parametrem, ktery´ je tytu Grid. To proto, zˇe je potrˇeba zı´skat in-
stanci te´to komponenty a dı´ky tomu s nı´ mozˇno da´le pracovat. Poslednı´ podmı´nkou byla
staticka´ metoda, ktera´ vracı´ jedinou instanci. Zde je videˇt, zˇe tyto metody jsou dveˇ. To je
z jednoduche´ho du˚vodu. Jelikozˇ je potrˇeba da´le pracovat s instancı´ komponenty Grid, je
nutne´ si ji prˇedat. To se deˇje prˇi spusˇteˇnı´ aplikace, kdy trˇı´da CG, ktera´ obsahuje prˇı´mo
konkre´tnı´ instanci komponentyGrid, zavola´ metoduGetInstance s parametrem, kde prˇeda´
tento Grid. Tato metoda pak jenom zjistı´, jestli neexistuje jizˇ instance trˇı´dy CGHelper, po-
kud ne, tak ji vytvorˇı´ a na´sledneˇ vracı´ tuto instanci. Metoda GetInstance bez parametru
pak jizˇ prˇedpokla´da´, zˇe prˇi spusˇteˇnı´ aplikace se tato instance vytvorˇila a pouze ji vracı´.
C.2 Algoritmus odebra´nı´ modulu
public void Module RemoveModuleClick(object sender, EventArgs e)
{
if (MessageBox.Show(”Opravdu chcete vybrany´ modul odebrat?”,
”Odebra´nı´ modulu”, MessageBoxButton.YesNo) == MessageBoxResult.Yes)
{
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ContentControl cc = ((sender as UserControl).Parent as ContentControl);
int row = GetRow(cc);
int column = GetColumn(cc);
int rowSpan = GetRowSpan(cc);
int columnSpan = GetColumnSpan(cc);
Grid.Children.Remove(cc);
CGCellItem item = GetItemByPozition(row, column);
Moduls.Remove(item.CurrentItem);
SetItemToMatrix( Matrix, row, column, rowSpan, columnSpan, null);
}
}
Vy´pis 14: Algoritmus odebra´nı´ modulu
C.3 Algoritmus nastavenı´ stylu pro prˇı´slusˇny´ mo´d
public void Module ResizeClick(object sender, EventArgs e)
{
ContentControl cc = ((sender as UserControl).Parent as ContentControl);
if (!( e as EventArgsBase).IsInResizeMode)
{
SetNormalMode(cc);
}
else
{
SetCurrentMode(cc, ”PresenterItemTemplateResize”);
}
}
Vy´pis 15: Algoritmus nastavenı´ stylu pro prˇı´slusˇny´ mo´d
C.4 Algoritmus odchycenı´ a zpracova´nı´ uda´losti DragDelta pro zmeˇnu po-
zice master modulu
private void MoveThumb DragDelta(object sender, DragDeltaEventArgs e)
{
CurrentItem = this.DataContext as Control;
if ( CurrentItem != null)
{
Changed = false;
Left = Canvas.GetLeft( CurrentItem);
Top = Canvas.GetTop( CurrentItem);
OldRow = GridHelper.GetRow( CurrentItem);
OldColumn = GridHelper.GetColumn( CurrentItem);
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CellItem = GridHelper.GetItemByPozition( OldRow, OldColumn);
CurrentRow = MathCGAL.RoundDown(( Top + ( GridHelper.HeightCell / 2) + e.VerticalChange)
/ GridHelper.HeightCell);
if ( CurrentRow + CellItem.CurrentItem.RowSpan > GridHelper.CountRows)
{
CurrentRow = OldRow;
}
if ( OldRow != CurrentRow)
{
Changed = true;
Canvas.SetTop( CurrentItem, CurrentRow ∗ GridHelper.HeightCell);
}
CurrentColumn = MathCGAL.RoundDown(( Left + ( GridHelper.WidthCell / 2) + e.
HorizontalChange) / GridHelper.WidthCell);
if ( CurrentColumn + CellItem.CurrentItem.ColumnSpan > GridHelper.CountColumns)
{
CurrentColumn = OldColumn;
}
if ( OldColumn != CurrentColumn)
{
Changed = true;
Canvas.SetLeft( CurrentItem, CurrentColumn ∗ GridHelper.WidthCell);
}
if ( Changed)
{
CellItem.CurrentItem.Row = CurrentRow < 0 ? 0 : CurrentRow;
CellItem.CurrentItem.Column = CurrentColumn < 0 ? 0 : CurrentColumn;
GridHelper.SetItemByPozitionForMove( OldRow, OldColumn, CellItem.CurrentItem);
}
}
}
Vy´pis 16:Algoritmusodchycenı´ a zpracova´nı´ uda´lostiDragDeltaprozmeˇnupozicemaster
modulu
C.5 Algoritmus zpracova´nı´ zmeˇny pozice master modulu
public void SetItemByPozitionForMove(int? p OldRow, int? p OldColumn, CGModuleItem p Item)
{
if (p Item != null)
{
bool canChanged = true;
List<CGModuleItem> changeItems = null;
CGCellItem[,] matrixClone = (CGCellItem[,]) Matrix.Clone();
CGCellItem findItem;
changeItems = GetModuleItems(p Item);
if (changeItems.Count > 0)
{
SetItemToMatrix(matrixClone, p OldRow.Value, p OldColumn.Value, p Item.RowSpan, p Item.
ColumnSpan, null);
SetItemToMatrix(matrixClone, p Item.Row, p Item.Column, p Item.RowSpan, p Item.
ColumnSpan, p Item);
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CGCellItem startPozition;
foreach (CGModuleItem item in changeItems)
{
SetItemToMatrix(matrixClone, item.Row, item.Column, item.RowSpan, item.ColumnSpan,
null, item);
if (IsItemByPozitionEmpty(matrixClone, item.Row, item.Column))
{
startPozition = new CGCellItem(){ Column = item.Column, Row = item.Row };
}
else
{
startPozition = FindStarPozition(matrixClone, item.Row, item.Column);
}
if ( startPozition == null)
{
canChanged = false;
break;
}
if (IsItemByPozitionEmpty(matrixClone, startPozition.Row, startPozition.Column, item.
RowSpan, item.ColumnSpan))
{
findItem = GetItemByPozition(matrixClone, startPozition.Row, startPozition.Column);
}
else
{
findItem = GetFirstEmptyCell(matrixClone, startPozition.Row, startPozition.Column, item.
RowSpan, item.ColumnSpan, null);
}
if (findItem == null)
{
findItem = GetFirstOptimalItem(matrixClone, GetEmptyMatrixUpRightCorner(matrixClone,
startPozition.Row, startPozition.Column), item, startPozition.Row, startPozition.
Column, startPozition.Row);
if (findItem == null)
{
findItem = GetFirstEmptyCellForResize(matrixClone, startPozition.Row, startPozition.
Column, item);
}
}
else
{
findItem.ColumnSpan = item.ColumnSpan;
findItem.RowSpan = item.RowSpan;
}
if (findItem != null)
{
item.RowNew = findItem.Row;
item.ColumnNew = findItem.Column;
item.ColumnSpanNew = findItem.ColumnSpan;
item.RowSpanNew = findItem.RowSpan;
MoveModuleToRightAndBottom(findItem, item, p Item, matrixClone);
SetItemToMatrix(matrixClone, item.RowNew, item.ColumnNew, item.RowSpanNew, item.
ColumnSpanNew, item);
}
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else
{
canChanged = false;
break;
}
}
}
if (canChanged)
{
if (changeItems == null || changeItems.Count == 0)
{
SetItemToMatrix( Matrix, p OldRow.Value, p OldColumn.Value, p Item.RowSpan, p Item.
ColumnSpan, null);
double width = p Item.ColumnSpan ∗WidthCell;
double height = p Item.RowSpan ∗ HeightCell;
p Item.CurrentModule.SetOptimalState(height, width);
SetItemToMatrix( Matrix, p Item.Row, p Item.Column, p Item.RowSpan, p Item.
ColumnSpan, p Item);
}
else
{
Matrix = matrixClone;
foreach (CGModuleItem item in changeItems)
{
item.Row = item.RowNew;
item.Column = item.ColumnNew;
item.ColumnSpan = item.ColumnSpanNew;
item.RowSpan = item.RowSpanNew;
item.RowNew = item.ColumnNew = item.ColumnSpanNew = item.RowSpanNew = −1;
Grid.SetRow(item.ContentControl, item.Row);
Grid.SetRowSpan(item.ContentControl, item.RowSpan);
Grid.SetColumn(item.ContentControl, item.Column);
Grid.SetColumnSpan(item.ContentControl, item.ColumnSpan);
AddStartSocialInfoItem(item.Row, item.Column, item.RowSpan, item.ColumnSpan, item.
ModuleGuidDll, item.ModuleGuid, null);
SetSizeAndCanvas(item, false);
}
}
Grid.SetRow(p Item.ContentControl, p Item.Row);
Grid.SetRowSpan(p Item.ContentControl, p Item.RowSpan);
Grid.SetColumn(p Item.ContentControl, p Item.Column);
Grid.SetColumnSpan(p Item.ContentControl, p Item.ColumnSpan);
AddStartSocialInfoItem(p Item.Row, p Item.Column, p Item.RowSpan, p Item.ColumnSpan,
p Item.ModuleGuidDll, p Item.ModuleGuid, null);
}
else
{
p Item.Row = p OldRow.Value;
p Item.Column = p OldColumn.Value;
SetSizeAndCanvas(p Item, true);
}
}
}
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Vy´pis 17: Algoritmus zpracova´nı´ zmeˇny pozice master modulu
C.6 Algoritmus odchycenı´ a zpracova´nı´ uda´losti DragDelta pro zmeˇnu ve-
likosti master modulu
case HorizontalAlignment.Left:
{
HorizontalWidth = Math.Min(e.HorizontalChange,
CurrentItem.ActualWidth − CurrentItem.MinWidth);
if (e.HorizontalChange < 0)
{
Added = MathCGAL.RoundUp((decimal)
(Math.Abs( HorizontalWidth) / GridHelper.WidthCell));
if ( Added > 0)
{
if ( CurrentColumn <= Added)
{
Added = CurrentColumn;
CurrentColumn = 0;
CurrentColumnSpan += Added;
}
else
{
CurrentColumn −= Added;
CurrentColumnSpan += Added;
}
Changed = true;
Canvas.SetLeft( CurrentItem, CurrentColumn ∗ GridHelper.WidthCell);
CurrentItem.Width = CurrentColumnSpan ∗ GridHelper.WidthCell − 13;
}
}
else if (e.HorizontalChange > 0)
{
if ( CurrentColumnSpan > 1)
{
if ( HorizontalWidth > GridHelper.WidthCell)
{
Removed = Math.Abs(MathCGAL.RoundUp((decimal)
(( HorizontalWidth − GridHelper.WidthCell) / GridHelper.WidthCell))) ;
if ( Removed > 0)
{
CurrentColumn += Removed;
CurrentColumnSpan −= Removed;
Changed = true;
Canvas.SetLeft( CurrentItem, CurrentColumn ∗ GridHelper.WidthCell);
CurrentItem.Width = CurrentColumnSpan ∗ GridHelper.WidthCell − 13;
}
}
}
}
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break;
}
Vy´pis 18: Algoritmus odchycenı´ a zpracova´nı´ uda´losti DragDelta pro zmeˇnu velikosti
master modulu
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D Reflexe
Za´kladnı´m zaveditelny´m prvkem aplikace pro .NET framework je Assembly(Sestava). As-
semblymimo to take´ tvorˇı´ za´kladnı´ jednotku pro spra´vu verzı´, jednotne´ rozlisˇova´nı´ typu˚
a specifikaci bezpecˇnostnı´ch opra´vneˇnı´.
Kazˇda´ aplikace pro .NET framework je tvorˇena prˇinejmensˇı´m jednou assembly a ta je
zase tvorˇena cˇtyrˇmi cˇa´stmi, ktery´mi jsou:
• manifest, ktery´ obsahuje metadata o assembly
• metadata o typech obsazˇeny´ch v assembly
• ko´d v jazyceMSIL, ktery´ je spusˇteˇn prostrˇedı´m .NET runtime
• zdroje(resources)
Metadata o obsazˇeny´ch typech aMSIL ko´d spolu tvorˇı´ takzvany´ modul, cozˇ je prˇeno-
sitelny´ spustitelny´ (PE - portable executable) soubor. Nejjednodusˇsˇı´ assembly jsou slozˇeny z
manifestu a jedine´ho modulu s typy aplikace. I kdyzˇ to nenı´ cˇaste´, tak je mozˇne´ vytvorˇit
i sestavu s vı´ce moduly. Jednotlive´ moduly s typy jsou pak prˇedstavova´ny soubory s
prˇı´ponou .netmodule. Takove´to assembly jsou veˇtsˇinou tvorˇeny z optimalizacˇnı´ch du˚vodu˚,
protozˇe prostrˇedı´ .NET runtime nahra´va´ moduly pouze v prˇı´padeˇ potrˇeby typu v nich
obsazˇeny´ch.
Metadata jsou data, ktera´ nesou popisne´ informace o assembly cˇi typu. Naprˇı´klad
manifest obsahuje mimo jine´ tato metadata:
• jednoduchy´ na´zev assembly
• cˇı´slo verze assembly
• verˇejny´ klı´cˇ tvu˚rce a hesˇovy´ ko´d assembly (volitelneˇ)
• seznam souboru˚, ktere´ tvorˇı´ danou assembly a jejich hesˇove´ ko´dy
• seznam typu˚, ktere´ tvorˇı´ assembly a informaci ke ktere´mu modulu v assembly je
konkre´tnı´ typ prˇipojen
Jednı´m z du˚sledku˚ pouzˇitı´ mechanismu metadat pro vsˇechny typy v prostrˇedı´ .NET
frameworku je mozˇnost tyto typy v nasˇem programu prozkouma´vat a tato veˇc je nazy´va´na
reflexe. Jmenny´ prostor, ktery´ obsahuje nemaly´ pocˇet trˇı´d, jezˇ na´mi mohou by´t pouzˇity
pro manipulaci s dany´mi elementy konkre´tnı´ aplikace nese na´zev System.Reflection.
Mechanismus reflexe na´m tedy umozˇnˇuje procha´zenı´ a manipulaci s objektovy´m
modelem prˇedstavujı´cı´ konkre´tnı´ aplikaci. Metadata, ktera´ jsou reflexı´ vyuzˇı´va´na, jsou
obvykle vytva´rˇena kompila´torem prˇi prˇekladu aplikace. Kromeˇ tohoto obvykle´ho zpu˚-
soby tvorby metadat k elementu˚m aplikace, je mozˇne´ metadata vytvorˇit pomocı´ trˇı´d, ktere´
se nacha´zejı´ ve jmenne´m prostoru System.Reflection.Emit.
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Kazˇda´ aplikace pro .NET framework beˇzˇı´ v neˇjake´ aplikacˇnı´ dome´neˇ, prˇedstavujı´cı´
izolovane´ beˇhove´ prostrˇedı´. Aplikacˇnı´ dome´nu je mozˇne´ bra´t jako obdobu procesu ze
sveˇta programova´nı´ ve Win32. Aplikacˇnı´ dome´na sama o sobeˇ nenı´ popsa´na metadaty.
Aplikacˇnı´ dome´na je prˇedstavova´na trˇı´dou AppDomain, ktera´ na´m pomocı´ sve´ staticke´
vlastnosti CurrentDomain prˇedlozˇı´ prˇı´stup k aktua´lnı´ aplikacˇnı´ dome´neˇ aplikace a pokud
se na nı´ zavola´ metoda GetAssemblies jsou zı´ska´ny v podobeˇ pole vsˇechny instance trˇı´dy
Assembly, ktera´ reflektuje objekt assembly v aplikacˇnı´ dome´neˇ. A stejneˇ jako trˇı´daAssembly
reflektuje assembly v aplikacˇnı´ dome´neˇ, tak ve jmenne´m prostoru System.Reflection existujı´
i dalsˇı´ trˇı´dy, ktere´ reflektujı´ ostatnı´ elementy aplikace .NET.[13]
