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ABSTRAKT
Ky punim diplome ka për qellim krahasimin e implementimit të Model-View-Controller
(MVC) si model dizajnues që kohëve të fundit është duke u praktikuar në shumë organizata
për zhvillimin e aplikacioneve në gjuhë të ndryshmë programuese. Ne do të fokusohemi
kryesisht në dy nga platformat më të fuqishme në treg ASP.NET dhe JSP. Gjatë shfletimit të
këtij punimi, fillimisht do njoftoheni me konceptet e modelit MVC, historiku i zhvillimit si
model dizajnues dhe cilat nga platformat ekzistuese kanë punuar drejt ofrimit të një ambienti
të përshtatshëm zhvillues për implementimin e MVC-së. Pasi të këmi marrë një ide të qartë
rreth modelit në fjalë, pjesa tjetër e punimit shtjellon implementimin e një shembulli konkret
të një sistemi të thjeshtë për authentikim duke përdorur modelin MVC si model dizajnues të
arkitektures, dhe në fund do bëjmë krahasim të detajizuar të dy platformave duke u bazuar në
disa veçori që karakterizojnë implementimin e modelit siç janë: siguria, përkrahja në shpejtësi
të zhvillimit, automatizimi i kodit, url customization etj. Si përfundim, objektiva e vetme e këtij
punimi është të vijë në përfundim se cila nga platformat është më e përshtatshme për
implementimi të MVC-së duke u bazuar në fakte dhe argumente të nxjerra gjatë hulumtimeve.
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1. HYRJE
Sot teknologjia informative dhe shërbimet të cilat i ofron ajo janë bërë pjesë e përditshmëris së
njerëzve. Sfida kryesore për zhvilluesit e këtyre shërbimeve është përpjekja e tyre e
vazhdueshme për të gjetur mënyra të reja që lehtësojne punën e tyre si zhvillues dhe ndihmojnë
në organizim më të strukturuar dhe ndarjen e detyrave të anëtarëve në ekipin zhvillues. Ky
problem ka tërhequr vëmendjen e ekspertëve të kësaj lëmije, dhe një nga ta ka ardhur më një
ide që zhvillimi i softuerëve duhet të ndahet ne tri pjesë të nderlidhura në mes vete, që
mundesojnë ndarje të punes dhe strukturim më të organizuar gjatë zhvillimit. Kjo ide quhet
Model View Controller apo shkurt MVC.
Model View Controller (MVC) është një model i dizajnuar gjerësisht i shpikur në vitin 1979
në qendren hulumtuese XEROX Palo Alto nga Trgve Reenskaug. Emri i tij origjinal ishte
“Thing Model View Editor Pattern” pastaj Reenskaug e ndryshoj emrin e tij në “Model View
Controller Pattern”. Qëllimi i MVC është të zhvillojë aplikacione në mënyrë modulare, të
mbështesë zhvillimin e ndërfaqes së përdoruesit grafik (GUI), dhe të përdorë ndarjen e
objekteve për të miratuar ripërdorimin e softuerit.
Detyra e këtij punimi është të bëjë një krahasim të detajizuar se si dy liderët botëror në tregun
e teknologjisë informative, Oracle Sun dhe Microsoft kanë implementuar dhe përshtatur këtë
model në platformat e tyre, respektivisht JSP dhe ASP.NET.
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2. LITERATURA E SHFLETUAR
2.1. Modeli MVC
Model-View-Controller (MVC) është familja më me influencë e dizajnit të paternave për
sinkronizimin e një ndërfaqeje të përdoruesit me gjendjen e aplikacionit. U prezantua në vitet
1980, madje edhe para se të përdoreshin ndërfaqet e bazuara në widget. Fillimisht, MVC u
përdor për projektimin dhe ndërtimin e aplikacioneve desktop me ndërfaqe të pasura grafike të
përdoruesit. Me kalimin e kohës, modeli origjinal MVC ka evoluar dhe variantet dolën të
nxitura nga evolucionet teknogjike. Në ditët e sotme, MVC përdoret për integrimin e logjikës
së ndërfaqes me logjikën e domain në zhvillimin e fushave të ndryshme, të tilla si aplikacionet
në internet dhe sistemet mobile. [1]

Figure 1 - Relacioni MVC [1]
2.1.1. Struktura e MVC
Tre komponentët kryesorë të modelit Smalltalk'80 MVC janë Model, Pamja (View) dhe
Kontrolleri (Controller). Komponenti Model është përgjegjës për të dhënat dhe logjikën. Ky
komponent nuk ka referencë për komponentët e tjerë te këtyre tri komponenteve. Si e tillë,
logjika e aplikimit nuk varet nga paraqitja e të dhënave të domain-it. Komponenti i Pamja
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(View) është përgjegjës për të shfaqur te dhënat e modelit. E fundit, Controller është përgjegjës
për manipulimin me të dhënat e përdoruesit.

Figure 2 - Relacioni MVC -2 [1]
Komponentet Pamja (View) dhe Kontrolleri (Controller) funksionojn si një palë që i lejon
përdoruesit të bashkëveprojë me ndërfaqen e përdoruesit. Për shembull, ndërfaqja e përdoruesit
mund të sigurojë një text box duke lejuar përdoruesin të fusë një emër. Komponenti Pamja
(View) është përgjegjëse për te renderuar kutinë e tekstit. Përdoruesi mund të ndryshojë tekstin
dhe shtyp tastin (p.sh. Enterkey) - ngjarje të tilla trajtohen nga Kontrolleri. Modeli ruan të
dhënat e domain. Shpesh, aplikacioni ka një Model dhe një sërë palë View-Controllers që
punojnë me të. Edhe pse komponenti Pamja (View) dhe Kontrolleri punojnë në çifte, ato
konsiderohen si dy entitete të veçanta me coupling minimal. Domethënë, shfaqja e të dhënave
dhe trajtimi i inputeve të përdoruesve trajtohen si aktivitete të ndryshme duke ndihmuar te
ashtuquajturën “Seperation Of Concerns”. [2]
2.1.2. The Model
Modeli si njëra nga tri komponentet e MVC-së reprezenton të dhenat e aplikacionit me anë të
objekteve. Sipas Trygve Reenskaug modeli nënkupton një grumbull apo koleksion të të
dhënave së bashku me metodat që nevojiten për të procesuar dhe përpunuar këto të dhëna. [3]
Modeli në të shumten e rasteve është apo më mirë të themi duhet me qenë i pavarur nga pjesët
tjera që jane pamja (view) dhe kontrolleri (controller). Modeli zakonisht paraqet edhe gjendjen
aktuale të aplikacionit dhe komponentave te tij, ka metoda te cilat mund të ndryshojnë gjendjen
e modelit, dhe zakonisht modeli nuk ka njohuri për pjesën vizuele dhe kontrolluese. Me anë të
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një modeli të caktuar mund të shfaqen një apo më shumë pamje vizuele (views). Pervoja ka
treguar se shumicën e kohës janë pamjet (views) ato që ndryshojne kohë pas kohe siq jane
ngjyra, pozicionimi, dizajni, kështu nëse aplikacioni ka të implementuar MVC modelin, atëherë
nuk është e nevojshme të ndryshohet asgjë në pjesën e logjikes biznesore përveç asaj vizuele
pasi që këto dy pjesë janë komplet të pavarura nga njëra tjetra. Komunikimi me bazën e të
dhënave bëhet pikerisht në pjesën e modelit duke përdorur Data Access Object (DAO), ku
pastaj të dhenat e nxjerra nga baza popullohen në objekte dhe determinohet se cila pamje i
pergjigjet kërkeses së shfrytezuesit.
2.1.3. The View
Pjesa e dytë e modelit MVC është Pamja (View). View është një llojë paraqitje vizuele e
modelit dhe gjendjës aktuale të tij. Gjatë gjithë kohës, pamja komunikon me modelin dhe
poashtu mund të përditësojë modelin duke i dërguar mesazhe përkatëse. Në menyrë që pamja
të mund të ndryshojë diçka tek modeli, të gjitha mesazhet që dergohen nga pamja duhet të jenë
ne kontekst dhe terminologji të modelit. Prandaj pamja duhet të ketë njohuri për atributet,
semantiken dhe logjiken e modelit në menyrë që të mund të ndërhyjë në të. Me metodën e
vjeter zhvilluese zakonisht për çdo “model” ka një pamje të caktuar dhe kodi si për modelin
ashtu dhe për pamjen janë të perzier në një dokument të vetëm. Kontrollimi dhë menaxhimi i
këtyre dokumenteve (files) është tejet i mundimshëm dhe kërkon shumë punë. Përparesia më
e madhe e MVC-së është se menaxhon dhe kontollon shumicen e pamjeve të ndryshme në
aplikacionin tuaj. Nuk ka procesim në këtë rast kur bëhet fjalë për kontrollin e pamjeve, detyra
e vetme dhe kryesore e tyre është një paraqitje vizuele e të dhënave dhe të i mundësojë
shfrytëzuesit të veprojë mbi ato të dhena. [3]
2.1.4. The Controller
Pjesa e tretë dhe e fundit e MVC-së është kontrolleri (Controller). Funksioni i kontrollerit në
këtë rast është ofrimi i një mënyrë komunikimi në mes shfrytëzuesit dhe sistemit. Kontrolleri
është ai i cili merr të gjitha kërkesat që vijne nga shfrytezuesi, pastaj dërgon ato tek modelet
për procesim dhe në fund kontrolleri vendosë se cilat pamje duhet të paraqiten në ekranin e
shfrytëzuesit në bazë të kërkesave të marrura. Nëse marrim shembull web aplikacionet, kur
shfrytëzuesi klikon në një link apo dërgon një HTML formë, kontrolleri nuk shfaqë ndonjë
rezultat konkret dhe as nuk merret me procesim, por detyra e tij është të marrë kërkesen të
vendos se cilin model duhet të shqyrtohet në këtë rast dhe në çfarë formati të paraqesë rezultatin
dhe të dhënat. [4]
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2.1.5. Ndarja e përgjegjësive
Ndarja e pergjegjësive do të thotë ndarja e pjesëve të kodit duke u bazuar në funksionalitetin e
tyre.
Qëllimi nuk është që te kete më pak kod. Qëllimi është të shkruhet kodi më i pastër dhe kodi
te jete i qartë në qëllimin e tij. Gjithashtu thjeshtëson mirëmbajtjen. Kur flasim për Pamjen
(Views) dhe Kontrollerët, vetë emri i komponenteve shpjegon ndarjen. Pamjet (Views) janë
vetëm forma e paraqitjes së një aplikacioni, nuk duhet të dijë saktësisht për kërkesat që vijnë
nga Kontrolluesi. Modeli është i pavarur nga Pamja (View) dhe Kontrollorët, ai mban vetëm
entitetet që mund të shihen në çdo Pamje (Views) nga Kontrolluesi sipas nevojave për t'i
ekspozuar ndaj përdoruesit. Kontrolluesi është i pavarur nga Pamjet (Views) dhe Modelet,
qëllimi i vetëm i tij është të merret me kërkesat dhe ato sipas rrugëve të përcaktuara dhe sipas
nevojave të Pamjeve (Views). Kështu, entitetet (Modeli), logjika e biznesit (kontrolluesit) dhe
logjika e paraqitjes (Views) qëndrojnë në shtresa logjike / fizike të pavarura nga njëri-tjetri. [5]
Martin Fowler thotë: Following this principle leads to several good results. First, this
presentation code [View] separates the code into different areas of complexity. Any successful
presentation requires a fair bit of programming, and the complexity inherent in that
presentation differs in style from the domain [Model] with which you work. Often it uses
libraries that are only relevant to that presentation. A clear separation lets you concentrate on
each aspect of the problem separately—and one complicated thing at a time is enough. It also
lets different people work on the separate pieces, which is useful when people want to hone
more specialized skills.
- Martin Fowler, Separating User Interface Code [5]
Ndjekja e këtij parimi na qon në disa rezultate të mira. E para, kodi i prezentimit apo View
ndanë kodin në fusha të ndryshmë të kompleksitetit. Cdo prezantim i suksesshëm kërkon pak
programim, por kompleksiteti në pjesen e prezentimit ndryshon në stil nga fusha/domaini në
këtë rast Modeli më të cilin punohet. Shpesh përdoren librari të ndryshme që janë të
përshtatshme për prezentim. Nje ndarje e paster ju lejon të koncentroheni në secilin aspekt të
problemit ndaras – përballja me një gjë të komplikuar në një kohë është e mjaftueshme.
Poashtu ju lejon zhvilluesve të ndryshem të punojnë në pjesë të ndara, gjë që është e dobishme
kur zhvilluesit dëshirojnë të fokusohen në specializimin e aftësive të tyre.
- Martin Fowler, Separating User Interface Code (Përkthyer dhe përshtatur) [5]
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Shkurtimisht, kërkesa e shfrytëzuesit interpretohet nga kontrolleri, i cili vendos se cilat pjesë
të modelit dhe pamjes duhet të thirren. Pastaj modeli mirret me strukturimin e të dhënave duke
ndjekur disa rregulla biznesore dhe në fund modeli kthen të dhenat e përpunuara tek kontrolleri.
Perfundimisht, kontrolleri vendos pamjen përkatëse, bënë formatimin e nevojshëm të pamjes
dhe paraqet informacionin vizualisht në ekran. [5]
2.2. Active Server Pages (ASP.NET)
2.2.1. .NET Framework
Microsoft zhvillojë .NET në korrik 2000. Platforma .NET është një framework i ri zhvillimor
me një ndërfaqe të re programimi për shërbimet dhe API-t e Windows, duke integruar një
numër teknologjish që dolën nga Microsoft gjatë fundit të viteve 1990. Përfshirë në .NET janë
shërbime komponentësh COM+, framework i ASP-së, një angazhim për dizajnin XML dhe të
objektit, mbështetje për protokollet e reja të shërbimeve të internetit si SOAP, WSDL dhe
UDDI, dhe fokusimi në internet. [6]
.NET Framework mbështet më shumë se 60 gjuhë programimi në të cilat 11 gjuhë programimi
janë projektuar dhe zhvilluar nga Microsoft. Gjuhët e mbetura janë ato të cilat mbështeten nga
.NET Framework por nuk janë të dizajnuara dhe të zhvilluara nga Microsoft. [6]
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2.2.1.1. Komponentët Kryesore Të .NET Framework

Figure 3 - Komponentet e .NET [7]
.Net Frameworku është një platformë që ofron mjete dhe teknologji për të zhvilluar
aplikacione të Windows, Web dhe Enterprise. Ajo përmban kryesisht 4 komponentë:
1. Common Language Runtime (CLR)
2. .Net Framework Class Library (FCL)
3. Common Type System (CTS)
4. Common Language Specification (CLS) [7]
2.2.1.1.1. Common Language Runtime (CLR)
.Net Framework ofron mjedis runtime të quajtur Common Language Runtime (CLR). Ai
siguron një mjedis për të drejtuar të gjitha programet .Net. Kodi që ekzekutohet nën CLR quhet
Managed Code (Kod i Menaxhuar). Programuesit nuk duhet të shqetësohen për menaxhimin e
memorjes nëse programet drejtohen nën CLR pasi që ofron menaxhimin e memorjes dhe
menaxhimin e threda-ve. [7]
Programatikisht, kur programi ynë ka nevojë për memorje, CLR shpërndan memorjen për
fushëveprim

dhe

shpërndan

memorjen

nëse

fusheveprimi

është

i

përfunduar.

Kompajllerat e gjuhëve (p.sh. C#, VB.Net, J#) do të konvertojnë Kodin / Programin në
Microsoft Intermediate Language (MSIL) intern kjo do të konvertohet në Native Code nga
CLR. [7]
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Figure 4 - CLR [7]
Aktualisht janë duke u ndërtuar mbi 15 kompajllera te gjuheve nga Microsoft dhe kompani të
tjera duke prodhuar gjithashtu kodin që do të ekzekutohet nën CLR. [7]
2.2.1.1.2. .Net Framework Class Library (FCL)
Kjo quhet gjithashtu si libraria e klasave bazë dhe është e zakonshme për të gjitha llojet e
aplikacioneve, dmth. mënyra e qasjes në klasët dhe metodat e librarisë në VB.NET do të jetë e
njëjtë në C# dhe është e zakonshme për të gjitha gjuhët e tjera në .NET. [7]
Më poshtë janë llojet e ndryshme të aplikacioneve që mund të përdorin .Net class librarinë: [7]
1.

Windows Application.

2.

Console Application

3.

Web Application.

4.

XML Web Services.

5.

Windows Services.

Shkurtimisht, zhvilluesit thjeshtë duhet të importojnë BCL në kodin e tyre të gjuhës dhe të
përdorin metoda dhe vetitë e saj të paracaktuara për të zbatuar funksione të përbashkëta dhe
komplekse si leximi dhe shkrimi në skedar, paraqitja grafike, bashkëveprimi i bazës së të
dhënave dhe manipulimi i dokumenteve XML. [7]
Më poshtë janë disa koncepte të tjera që ne duhet të dimë dhe të kuptojmë si pjesë e këtij kuadri.
[7]
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2.2.1.1.3. Common Type Systems (CTS)
CTS përshkruan grupin e llojeve të të dhënave që mund të përdoren në gjuhët e ndryshme .Net
të përbashkëta dmth, CTS siguron që objektet e shkruara në gjuhët e ndryshme .Net mund të
bashkëveprojnë me njëri-tjetrin. [7]
Për komunikimin ndërmjet programeve të shkruara në çdo gjuhë .NET, tipet duhet të jenë të
pajtueshme në nivelin bazë.
Sistemi i tipit të përbashkët mbështet dy kategori të përgjithshme të llojeve: [7]
Llojet e vlerave: tipet e vlerave përmbajnë direkt të dhënat e tyre, dhe instancat e llojeve të
vlerave janë ndarë në stack(rafte) ose janë ndarë në linjë në një strukturë. Tipet e vlerave mund
të ndërtohen (të implementuara nga runtime), të përcaktuara nga përdoruesit, ose enumerations
(numerimet).
Llojet e referencës: Llojet e referencës ruajnë një referencë në adresën e memorjes së vlerës,
dhe ndahen në heap (grumbull). Llojet e referencës mund të jenë lloje të vetë-përshkruara, lloje
pointeresh (treguesish) ose lloje të ndërfaqes. Lloji i një tipi të referencës mund të përcaktohet
nga vlerat e llojeve të vetë-përshkrimit. Llojet e vetë-përshkrimit ndahen më tej në vargje dhe
lloje klasash. Llojet e klasës janë klasa të përcaktuara nga përdoruesit, llojet e vleres dhe
delegatët.
2.2.1.1.4. Common Language Specification (CLS)
CLS është një nën-set i CTS dhe përcakton një sërë rregullash që duhet të respektohen ose të
jenë kompatibil me të gjithë përpiluesit e gjuhës që janë të hostuar nga CLR. Ndihmon në
trashëgiminë cross languages (ndër gjuhë) dhe në debugimin e language cross. [7]
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2.2.2. ASP.NET
ASP.NET është një model i integruar i zhvillimit të internetit me .NET framework, i projektuar
për të ofruar shërbime për të krijuar aplikacione dinamike të uebit dhe shërbime të uebit. Është
ndërtuar në Common Language Runtime (CLR) të frameworkut .NET dhe përfshinë ato
përfitime si ndërveprueshmëria në shumë gjuhë, siguria e llojit, garbage collector dhe
trashëgimia. [8]
Mark Anders dhe Scott Guthrie nga Microsoft krijuan versionin e parë të ASP.NET në vitin
1992. Ai u krijua për të lehtësuar zhvillimin e aplikacioneve të shpërndara në mënyrë të
strukturuar dhe të orientuar në objekte duke ndarë prezantimin dhe përmbajtjen dhe duke
shkruar kodin e pastër. ASP.NET përdor modelin e kodit prapa për të gjeneruar faqe dinamike
bazuar në arkitekturën Model-View-Controller. [8]
Ata kanë disa dallime të mëdha nga ASP, një version i mëparshëm i ASP.NET. Modeli i
objektit të ASP.NET është përmirësuar në mënyrë të konsiderueshme nga ASP.
Këto dallime përfshijnë: [8]
1. Përdorimi i kodit të kompajlluar (në vend të kodit të interpretuar),
2. Modeli i skriptimit në server event driven,
3. Menaxhimi i gjendjes (State Management),
4. Zhvillimi i shpejtë i aplikacioneve duke përdorur kontrollet dhe libraritë e .NET framework,
5. Kodi i programimit dinamik vendoset veçmas në një file ose tagje të caktuar posaçërisht.
Kjo i shmanget kodit të programit duke u modifikuar gjatë runtime.
ASP.NET punon me Internet Information Server (IIS) për të ofruar përmbajtjen në përgjigjje
të kërkesave të klientit. Ndërsa përpunon kërkesat, ASP.NET siguron qasje në të gjitha klasat
NET, komponentët te ndryshem dhe bazat e të dhënave, të ngjashme me atë të një aplikacioni
desktop.
Web Format janë blloqet ndërtuese të zhvillimit të aplikacioneve në ASP.NET. Ato sigurojnë
shumë fleksibilitet duke u lejuar kontrolleve të përdoren në një faqe si objekte. Këto kontrolle
mund të trajtojnë ngjarje (events) të tilla si Load, Click dhe Change, të ngjashme me ato në
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aplikacionet desktop. Përveç formave të uebit, ASP.NET mund të përdoret për të krijuar
shërbime Web XML që mund të lejojnë ndërtimin e aplikacioneve modulare të shpërndara, të
shkruara në çdo gjuhë. Këto shërbime janë të ndërveprueshme në shumë platforma dhe pajisje
të ndryshme. [8]
Përveç kësaj, ASP.NET zbaton menaxhimin e gjendjes (state management) duke dërguar
informacionin (viewstate) në lidhje me gjendjen e kontrolleve në një formë të internetit në
server në një postback. Ai siguron aplikime anësore të ekzekutimit të versioneve të shumta,
duke u lejuar atyre të instalohen në të njëjtin sistem me versione të ndryshme të .NET
frameworkave. Për më tepër, përdorë XML për ruajtjen, konfigurimin dhe manipulimin e të
dhënave. Megjithatë, kur është fjala për sigurimin e aplikacioneve të saj, ASP.NET përdorë
sigurinë e qasjes në kod dhe veçoritë e sigurisë të bazuara në rolin e .NET frameworkut dhe
metodat e IIS për autentifikimin e kredencialeve të përdoruesit. [8]
2.3. Java 2 Platform, Enterprise Edition (J2EE)
Në terma më të thjeshtë, J2EE është në thelb një arkitekturë standarde middleware, e propozuar
nga Sun Microsystems për zhvillimin dhe vendosjen e aplikacioneve të biznesit në shkallë të
gjerë, të shpërndara, të mundësuara nga interneti. Aplikacionet e shkruara për standardet J2EE
gëzojnë përfitime të qenësishme të tilla si transportueshmëri, siguri, shkallëzim, balancim i
ngarkesës dhe ripërdorueshmëri. [9]
Middleware janë në thelb zgjidhje software-i për serverin që ofrojnë bazën shumë të kërkuar
për lidhjen e disa sistemeve dhe resurseve të ndryshme që janë të shpërndara në të gjithë rrjetin.
Para futjes së J2EE, zgjidhjet middleware ishin shumë të pronesuara dhe kufizuese për shitësit
dhe produktet specifike - me karakteristika dhe pajtueshmëri të kufizuar, dhe pa ndërveprim
ose transportueshmëri në zgjidhje të ndryshme. Nuk kishte një standard të përbashkët / të
pranueshëm të industrisë në vend për t'iu përmbajtur dhe shumë nga karakteristikat u lanë në
zgjedhjen e shitësve. [9]
J2EE përfaqëson maturinë dhe ndryshimet që teknologjia middleware ka pësuar gjatë viteve
duke mësuar nga gabimet e së kaluarës dhe duke adresuar të gjitha kërkesat thelbësore të
industrisë. Gjithashtu ofron hapësirë të mjaftueshme për zhvillimet e ardhshme. Ndërsa zhvilloi
këtë standard, Sun bashkëpunoi me shitësit e tjerë të mediave, sistemeve operative dhe
sistemeve të menaxhimit të bazës së të dhënave, duke përfshirë IBM dhe Oracle.
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Në thelbin e saj, J2EE është një grup standardesh dhe udhëzuesish që përcaktojnë se si mund
të ndërtohen aplikacione të shpërndara n-shtresore duke përdorur gjuhën Java. Zhvilluesit i
ndërtojnë aplikacionet e tyre në krye të këtyre standardeve, ndërkohë që shitësit e
infrastrukturës middleware sigurojnë pajtueshmëri me këto udhëzime të përcaktuara nga J2EE.
Kështu, aplikacionet J2EE mund të vendosen në të gjithë serverat e aplikimit, me ndryshime
minimale ose jo të nivelit të kodit. [9]

Figure 5 - J2EE Server [9]
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2.3.1. Java Server Pages (JSP)
Në vend të përmbajtjeve statike që janë indiferente, Java Servlet u prezantua për të gjeneruar
përmbajtje web dinamike që janë përshtatur sipas kërkesave të përdoruesve (p.sh., në përgjigje
të pyetjeve dhe kërkesave të kërkimit). Sidoqoftë, është e veshtirë për të përdorur një servlet
për të prodhuar një faqe HTML të prezantueshme (nëpërmjet deklaratave të programimit
outprinltn ()). Është edhe më keq për të ruajtur ose modifikuar atë faqe HTML të prodhuar.
Programuesit, të cilët shkruan servletin, nuk mund të jenë një dizajner grafik i mirë, ndërsa një
dizajner grafik nuk e kupton programimin Java. [10]
JavaServer Pages (JSP) është një teknologji kompliment për Java Servlet që lehtëson përzierjen
e përmbajtjeve dinamike dhe statike të uebit. JSP është përgjigjja e Java-s për faqet e njohura
të Microsoft Active Server (ASP). JSP, si ASP, ofron një mënyrë elegante për të përzier
përmbajtje statike dhe dinamike. Faqja kryesore është shkruar në HTML të rregullt, ndërsa
etiketat speciale ofrohen për të futur pjesë të kodeve programore Java. Logjika e programimit
të biznesit dhe prezantimi janë të ndara në mënyrë të pastër. Kjo i lejon programuesit të
përqëndrohen në logjikën e biznesit, ndërsa dizajni i uebit të përqëndrohet në prezantim. [10]
JSP bazohet në Servlet. Çfarëdo që nuk mund të bëni në servlet, nuk mund të bëni në JSP. JSP
e bën krijimin dhe mirëmbajtjen e faqeve dinamike HTML shumë më të lehtë sesa servlet. JSP
është më e pershtatshme sesa servlet për t'u marrë me prezantimin, jo më i fuqishëm.
JSP ka për qëllim të komplementojë Servlet, jo ta zëvendesoj. Në modelin e Model-ViewControl (MVC), servlet përdoren për kontrolluesin, që përfshin logjikë komplekse të
programimit. JSP-të përdoren për pamjen (view), e cila merret me prezantimin. Modeli mund
të zbatohet duke përdorur JavaBeans ose Enterprise JavaBeans (EJB) që mund të ndërfaqen me
një bazë të dhënash. [10]
Për të kuptuar JSP, ju duhet të kuptoni Servlet (dhe HTTP, dhe HTML, dhe Java). Lexoni "Java
Servlet", nëse është e nevojshme.
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2.3.1.1. Avantazhet e Java Server Pages (JSP)
Këto janë avantazhet e JSP: [10]


Ndarja e përmbajtjeve statike dhe dinamike: Përmbajtja dinamike gjenerohet nëpërmjet
logjikës së programimit dhe futet në modelin statik. Kjo thjeshtëson në masë të madhe
krijimin dhe mirëmbajtjen e përmbajtjes së uebit.



Ripërdorimi i komponentëve dhe tag librarive: Përmbajtja dinamike mund të ofrohet
nga komponentë të ri-përdorshëm si JavaBean, Enterprise JavaBean (EJB) dhe librarite
e tagjeve.



Fuqia dhe portabiliteti i Java.
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3. DEKLARIMI I PROBLEMIT
3.1. Përshkrimi i problemit
Për zhvillimin e web aplikacioneve, sot ne kemi mundësi te shumta të zgjedhim nga një numer
i madh i gjuhëve programuese ku shumica prej tyre janë tejet të sofistikuara, por për të caktuar
se cila prej tyrë është më e mirë varet nga preferencat që secili ka dhe disa nga gjuhët kanë
karakteristika që e bëjnë njëren më të preferueshme kundrejt tjetrës. Një nga këto karakteristika
është edhe menyra e implementimit të modelit MVC, thjeshtësisë, sigurisë, shpejtësis së
zhvillimit etj. Disa nga platformat më të medha dhë më të fuqishme në treg sot janë Active
Server Pages (ASP) dhe Java Server Pages (JSP), të dyjat përdoren për zhvillimin e
aplikacioneve dhe faqeve të bazuara në web dhe poashtu përkrahin implementimin e modelit
MVC. ASP është pjesë e frameworkut .NET të Microsoft-it, kurse JSP është pjesë e
infrastruktures J2EE të Oracle Sun Technologies. Problemi me të cilin do të merremi gjatë
pjesëve në vazhdim është krahasimi në implementimin te modelit MVC në të dy teknologjitë
e cekura më lartë, respektivisht ASP.NET dhe JSP.
3.2. Pyetjet për diskutim
Në mënyrë që të jemi sa më neutral në rezultate se a është më mirë të perdorim teknologjinë e
Microsoftit apo te Oracle Sun kur bëhet fjalë për implementimin e MVC-së, do të mundohemi
të ju japim përgjigje disa pyetjeve tjera të cilat shpalosin karakterisitikat e të dy platformave
dhe na ndihmojnë të arrijme deri tek rezultati.
1) Cila nga teknologjitë mundëson zhvillim më të shpejtë dhe performancë më të mire?
2) A ofrojnë Microsoft dhe Oracle Sun ndonjë framework specifik për implementim të MVC,
dhë cili nga ata është më i përshtatshem dhe i kuptueshëm për t’u përdorur në zhvillim?
3) Cila nga teknologjitë ofron siguri me të lartë dhe mekanizma që mundësojnë mbrojtjen e
aplikacionit nga sulmet e jashtme?
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4. METODOLOGJIA
Në këtë pjesë të punimit do flasim shkurtimisht për metodologjinë hulumtuese që është
përdorur për marrjen e informacioneve dhe materialeve të nevojshme. Pasi që titulli i ketij
punimi është Krahasimi i implementimit të MVC në JSP dhe ASP.NET, atëherë siç edhe mund
të keni parashikuar metodologjia e përdorur në këtë punim është metoda e krahasimit. Arsyeja
e zgjedhjes së kësaj metode është se i japë drejtim studimit drejt zgjidhjes se problemit të
paraqitur, poashtu dhe gjetja e pergjigjeve të pyetjeve të parashtruara është më e lehtë dhe më
pak e komplikuar me anë të kësaj metode.
Pasi që ka më shumë se një dekadë qe Microsoft dhe Java Communities filluan rivalitetin e
tyre në subjekte të ndryshme duke përfshirë edhe teknologjitë për zhvillim të web
aplikacioneve, secila nga to po punon shumë në mënyre që të përfshijë sa më shumë
karakteristika dhe funksionalitete në platformat e tyre zhvilluese. Duke studiuar mirë te dy
platformat e këtyre dy vendorëve gjigant ASP.NET të Microsoft-it si dhe JSP të Java-së,
atëherë del se të dy i kanë kushtuar vëmendje të theksuar ofrimit të një ambienti të përshtatshëm
pune për implementimin e modelit MVC në gjuhet e tyre programuese për web zhvillim (Web
Development), respektivisht ASP.NET dhe JSP të cilet janë edhe pjesmarrësit kryesorë për të
cilet është hulumtuar në këtë studim. Poashtu edhe qasja e perzier e metodologjise kualitative
dhe kuantitative është perdorur për mbledhjen e të dhënave dhe nxjerrjen e përfundimeve dhe
rezultateve të këtij studimi.
Edhe pse kanë kaluar afërsisht 35 vite prej kohës kur koncepti MVC është paraqitur për herë
të parë, trajtimi i tij si koncept gjeneral i një modeli zhvillues është bërë në Shtator të vitit 1988
me publikimin e librit “A Cookbook for using the Model-View-Controller User Interface
Paradigm in Smalltalk -80” nga Glenn Krasner dhe Stephen Pope, që dëshmon se MVC është
model mjaft i ri [11]. Kjo rezulton në disa kufizime që janë paraqitur gjatë mbledhjes së
informacioneve për arsye se tani në internet ekzistojnë një numer i kufizuar i shënimeve dhe
artikujve profesional dhe akademik që shqyrtojnë implementimin dhe karakteristikat e MVCsë në gjuhë të ndryshme programuese.
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5. RASTI I STUDIMIT
5.1. Implementimi i shembullit ne ASP.NET
5.1.1. Model
Implementimi i modelit në ASP.NET është mjaft i thjeshtë dhe përbëhet nga vetëm një .NET
klasë e cila është klasa e shfrytezuesit (User.cs), ka metodat themelore get dhe set, si dhe një
metodë e cila bënë validimin e shfrytëzuesit gjatë kyçjes në sistem. Validimi i shfrytëzuesit
bëhet duke ekzekutuar një query e cila kontrollon se a ekziston ndonjë rekord i regjistruar në
bazen e shënimeve me të dhënat e ofruara. Modeli është një klasë e thjeshtë. Është forma e të
dhënave. Modeli përmban logjikën e biznesit. Kontrolluesi dhe Pamja mund të kenë qasje në
model. Modeli ndihmon për të kaluar të dhënat nga kontrolluesi për tek Pamja (View) dhe
Pamja te kontrolleri. Duke përdorur modelin ne po shfaqim të dhëna në faqen e pamjes.
Që të jetë i mundshem testimi, fillimisht duhet të krijojmë një lidhje që të komunikojmë me
bazen e të dhënave. Active Data Object (ADO.NET) është teknologji e zhvilluar nga Microsoft
e cila mundëson qasjen në çdo lloj baze të dhënave si: Relational Database, xml dokumente etj.
Kurse baza e shënimeve në rastin tonë të implementimit është SQL Server Express e instaluar
lokal në localhost. Si përfundim, metoda e cila bën validimin do të pranoj një connectionString
që nevojitet për hapjen dhe mbylljen e lidhjes me bazen e të dhënave. Metoda do të kthej si
rezultat një vlerë boolean, true nëse të dhënat e ofruara janë të sakta dhe përputhen me ndonjë
rekord në bazën e të dhënave, në të kundërten do të rezultoj në vlerë negative “false”. Përveç
metodës së validimit duhet të implementojmë edhe një metodë tjetër, atë të regjistrimit të
shfrytëzuesve të ri. Metoda për regjistrim do të testoj kundrejt duplikimeve, dhe do kthej
rezultat bool, true nëse regjistrimi është bërë me sukses në të kundërten do kthej false. Figura
6 paraqet implementimin e metodes “Registration”, kurse Figura 7 paraqet implementimin e
medotes për regjistrimin e një shfrytezuesi të ri.
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Figure 6 - Kodi Register MVC ASP
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Figure 7 - Kodi Register MVC ASP - 2 [12]
5.1.2. Controller
Kontrolleri është zemra e MVC dhe ai merret me kërkesën e përdoruesit. Është një klasë e
thjeshtë. Kontrolluesi mund të hyjë në model dhe të kalojë të dhënat për t'i parë me ndihmën e
një modeli. Ne mund t'i kalojmë të dhënat midis kontrolluesit dhe t’i shohim duke përdorur
View Data, Temp Data dhe View Bag. Kontrolleri është i ndërmjetëm midis modelit dhe
pamjes.
Në ASP.NET për tu qasur tek objekti për kërkesen dhe përgjigjen (Request and Response
Object), duhet të përdorim klasën Context të ASP-së. Në aplikacionin tonë të thjeshtë do të
kemi dy kontrollera, i pari shërben për kontroll mbi procesin e loginit, kurse i dyti do të merret
me procesin e regjistrimit të shfrytëzuesve të ri. [12]
Në kontrollerin e parë Login.cs, mund ti qasemi të dhenave të kërkesës dhe përgjigjes (request
and response) duke përdorur klasen Context të ASP, pastaj krijojmë një instancë të objektit

19

“User”, dhe kalojmë username dhe password tek objekti. Hapi i rradhës është validimi i userit,
kjo bëhet duke thirrur metodën e po të njejtit objekt “isValid”, me paramentrat e marrë nga
kërkesa (request). Duke u bazuar në vlerën që kthen metoda për validim, klientit do ti paraqitet
“Welcome.aspx” nëse validimi ka pasur sukses dhe “Error.aspx” nëse nuk ka pasur sukses. Për
të dërguar klientin në një faqe tjeter (redirect), në ASP përdoret funksioni “response. redirect”.
Figura në vazhdim paraqet implementimin e kontrollerit LoginHandler.cs.

Figure 8 - Kodi Login MVC ASP [12]
5.1.3. XML Mapping – Web.Config
Tani pasi që kemi krijuar Kontrollerët, hapi i ardhshëm është të lidhim veprimet apo URL linqet
me kontrollerat. Me fjalë të tjera, kur dikush dërgon një kërkesë apo URL formë si p.sh
“Login”, ne duhet to konfigurojme që kontrolleri i saktë të thirret. Lidhja (mapping) të
veprimeve/kërkesave me kontrollerat në ASP.NET bëhet duke përdorur një XML file të
konfigururar paraprakisht nga zhvilluesit. Ky XML file quhet “Web.config”. Për të konfiguruar
një lidhje mes veprimeve (actions) dhe kontrollerëve, duhet të veprohet si ne Figurën 9.
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Figure 9 - ASP Web Config [12]
5.1.4. View
Pasi që kemi implementuar modelin për krijimin e objekteve të userit dhe ruajtjen e tyre në
bazen e të dhënave, dhë pasi që kemi ndërtuar logjiken e komunikimit të të dhënave nga
shfrytezuesi tek modeli me anë të kontrollerëve, koha është për prezentimin e të dhënave
vizualisht. Pamja (View) është ajo që i japë ngjyrë dhë bukuri të gjithë funksionalitetit që
ndodhë në prapavijë. Në aplikacionin tonë kemi gjithësej 4 views që reprezentojnë
LoginPage.aspx, RegisterPage.aspx, Welcome.aspx dhe Error.aspx. Figura në vazhdim paraqet
kodin e LoginPage.asp.

Figure 10 - Kodi Login View ASP [12]
5.2. Implementimi i shembullit ne JSP
5.2.1. Model
Në Java, zakonisht që mos të themi në shumicën e kohës, Java Beans janë ato objekte të cilat
reprezentojnë modelin në MVC. Në rastin tonë, këto objekte duhet ti ndjekin disa konventa për
implementimin e tyre, pasi që servlets kanë për detyrë krijimin e java beans objekteve, atëherë
është e nevojshme ndërtimi i konstruktorit që nuk pranon paramentra (zero-argument
constructor). Kërkesa tjetër është që të gjitha atributet që definohen në java beans objektet,
duhet të jenë “private” dhe mundësia për të ju qasur vlerave të atributeve është vetëm përmes
metodave get dhe set. Ashtu siç vepruam edhe në ASP.NET, edhe këtu modeli përbëhet nga
një objekt apo java bean i vetëm. UserBean.java ka gjithsej 2 atribute kryesore që janë
username dhe password, metodat gjenerale get dhe set për qasjen dhe ndryshimin e informatave
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të atributeve. Poashtu edhe metodat “isValid ()” dhe “registerUser ()” gjinden në po të njejtën
klasë. [12]
Metoda “isValid ()”, për authentikimin e shfrytëzuesit pranon si parametër objektin që
mundëson komunikimin me bazën e të dhënave e cila në këtë rast është Oracle Database 12g
verzioni i fundit. Për të parandaluar Sql injection, java ofron kalsën “PreparedStatement”, e
cila mundëson konstruktimin e query-it ku vlerat hyrëse (inputs) asocohen me shenjën “?” dhe
pastaj me anë të metodave që ofron klasa si p.sh “setString ()” për të gjitha vlerat e tipit String,
plotësohen në query njëra pas tjetres. Vlenë të përmendet që secila metodë që perdorë instanca
për komunikim me bazën e shënimeve “gjuan” exception të tipit SqlException, prandaj ky
exception ose trajtohet brenda metodës si në rastin tonë, por mund të përcillet në instanca tjera.
Figura në vazhdim paraqet implementimin e metodës “isValid ()” në java.

Figure 11 - Metoda IsValid Java [12]
5.2.2. Controller
Në J2EE për implementimin e kontrollerëve do të perdorim Servlets, të cilet jane mjaft të
përshtatshëm dhe na kryejnë punë. Për shembullin tonë duhet të shkruajmë dy kontrollerë, ku
i pari “LoginHandler.java” merret me procesin e autentifikimit te shfrytëzuesit, dhe i dyti
“RegisterHandler.java” merret me procesin e regjistrimit të shfrytëzuesve të ri në sistem.
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Për të krijuar një kontroller në J2EE, duhet të krijojmë një klasë e cila trashëgohet nga klasa
“HttpServlet”. Logjika e kontrollerit shkruhet në metoden “processreques ()”, ku në të njejtën
metodë mund ti qasemi objekteve të kërkesës dhe përgjigjjes (request and response) duke
përdorur “HttpServletRequest” dhe “HttpServletResponse”. Duhet të cekim se Servlets janë
ata që vendosin se cila pamje apo view (ne rastin konkret pamja është JSP faqe) duhet thirrur
për situata të caktuara. Në J2EE, klasa “RequstDispatcher” perdoret për të naviguar
shfrytëzuesin në JSP faqen e caktuar varësisht nga situata. Figura 12 paraqet implementimin e
kontrollerit “LoginHandler” në J2EE.

Figure 12 - Login Handler Java [12]

Në figuren 12, kalimi i atributit “welcome” së bashku me emrin e shfrytëzusit nga kontrolleri
tek pamja (view) “Welcome.jsp”, bëhet duke përdurur “request. setAttribute ()”. Kjo është
njëra nga tri mënyrat për të kaluar atributet nga kontrolleri tek pamja. Tri mënyrat për kalimin
e vlerave të atributeve nga kontrolleri tek pamja jane:
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1. Request-Based Sharing
2. Session-Based Sharing
3. Application-Based Sharing
Request-Based Sharing përdoret atëherë kur kemi të kalojmë atribute që janë të dobishme
vetëm për një kërkesë (request) të vetme, dhe zakonisht për qdo kërkesë që dergohet, vlera e
atributut të kaluar ndryshon. Session-Based Sharing zakonisht përdoret për ruajtjen e atyre
atributeve të cilat jane të dobishme dhe përdoren edhe pas ekzekutimit të kërkesës (request).
Emri dhe mbiemri i një shfrytëzuesi ruhen në session dhe kalohen me session-based sharing
tek pamja pas procesit të loginit, por qka mundeson kjo metodë është se pastaj në çdo pamje
që kalojm vlerat e emrit dhe mbiemrit jane të qasshme kudo. Application-Based Sharing
mundëson shperndarjen dhe kalimin e të dhenave ndërmjet klientëve të shumtë, dhe qasja e të
dhënave bëhet nga aplikacione të ndryshme. [9]
5.2.3. XML Mapping – Web.xml
Në J2EE për lidhjen apo mapping të kërkesave apo URL me kontrollerët përkatës, duhet të
konfigurojmë një XML file qe ndryshe quhet Web.xml. Në Web.xml fillimisht na duhet të
lidhim se cila URL korrespondon me cilin servlet. Pasi qe Url Pattern përkon me emrin e
servletit, hapi i ardhshëm është që të tregojmë shtegun se ku gjendet klasa e servletit në projekt.
5.2.4. View
Në J2EE paraqitja e pamjeve bëhet me anë të JSP faqeve të ndërtuara me HTML. Aplikacioni
jonë ka gjithsej 4 pamje për paraqitjen e faqes se loginit, faqen e regjistrimit të shfrytëzuesit,
faqja kryesore si dhe faqja error. Views apo pamjet nuk duhet të krijojnë objekte por vetëm të
shfrytëzojnë të dhenat e objekteve të krijuara nga servlets. Keshtu që për të garantuar se JSP
faqet nuk do të krijojnë objekte të reja, duhet të veprojmë si në kodin më poshtë: [13]
<jsp: useBean ... type=” package. Class” />

(mënyra e duhur)

<jsp: useBean ... class=” package. Class” />

(gabim)

Poashtu në JSP nuk duhet lejuar modifikimi i objekteve, kështu që duhet përdorim “jsp:
getProperty” në vend të “jsp: setProperty”.
Tek seksioni paraprak për kontrollerët, përmendëm se ekzistojnë tri mënyra për kalimin e të
dhënave nga kontrolleri tek pamja. Varësisht nga mënyra e dergimit të informatave, edhe tek
pamja duhet të caktojmë se cilen mënyrë jemi duke e përdorur për qasjen e informacioneve.
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Për të definuar mënyren e qasjes së të dhënave, i vetmi ndryshim qe duhet bërë është atributi
“scope” brenda tagut të jsp-së. Për shembull, për të marrë vlerën e variables “randomNumber”
nga objekti “NumberBean” duke përdorur Request-Based Sharing shkruajmë:
<jsp: useBean id=” randomNumber” type=” package. NumberBean” scope=” request” />
Siç shihet edhe në kodin më lartë, për Request-Based Sharing atributi scope ka vlerën
“request”, ndersa për dy mënyrat tjera të kalimit të të dhenave scope merr vlera tjera,
respektivisht:
•

Scope=” request” (Request-Based Sharing)

•

Scope=” session” (Session-Based Sharing)

•

Scope=”application” (Application-Based Sharing)
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6. REZULTATI DHE KRAHASIMI
Në kapitullin e mëparshëm pamë implementimin e një shembulli të thjeshtë të një sistemi për
login dhe regjistrim të shfrytëzuesve. I gjithë procesi i implementimit është bërë pa ndihmën e
ndonjë framework apo vegle tjeter ndihmëse. Zakonisht nuk është shumë e rekomandueshme
zhvillimi pa vegla ndihmëse apo perdorimin e ndonjë framework-u, për shkak se perdorimi i
tyre mundëson zhvillim më të shpejtë, përkrahje dhe strukturim të punës. Kështu që pavarësisht
se cilën platformë zgjedhni ASP.NET apo JSP, përdorimi i framework-ut është i
domosdoshëm. [14]
Në këtë kapitull do të fokusohemi në krahasimin e framework-ut Struts 2 që përkrah zhvillimin
dhe implementimin e MVC-së në J2EE dhe framework-ut të zhvilluar nga Microsoft për
platformën e tij .NET të quajtur ASP.NET MVC. Krahasimi bëhet duke u bazuar në 5 pika
[14]:
1. Automatizimi
2. Kalimi i të dhënave nga controller tek view
3. Url costumization
4. Siguria
5. Struktura menaxjuese e direktoriumeve (folder structure)
Poashtu në kuadër të ketij kapitulli, pasi të kemi shtjelluar krahasimin e dy teknologjive, do
mundohemi ti përgjigjemi pyetjeve të parashtruara nga seksioni 3.2.
6.1. Automatizimi duke perdorur template
Automatizimi i pjezëve bazike të kodit është ndihmesë e madhe dhe na kursen shumë kohë.
Microsoft ka menduar mirë për këtë dhe në IDE Microsoft Visual Web Developer 2010
Express ofrohet një template e gatshme për implementimin e MVC-së prej nga zhvilluesit
mund të fillojne punën.
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Figure 13 - Krijo Projekt ASP MVC [15]
Sa i përket Sturts2 Framework, nuk ka ndonjë template e cila vjen bashk me instalimin e
framework-ut. Por kjo nuk do të thotë se nuk ka ndonjë plugin i cili mund të instalohet në
kuadër të framwork-ut dhe të ofrojë ndonjë template të gatshme ashtu sikurse edhe Microsoft
MVC. Njëra nga burimet në internet që ofron open source plug-in dhe template për
implementim të MVC në Struts2 është http://mvcwebproject.sourceforge.net/ [15]
Këtu mund të themi se Microsoft dhe ASP.NET MVC kanë përaparësi ndaj J2EE sa i përket
automatizimit duke përdorur template të gatshme për implementim të MVC-së si dhe ofron
ndërfaqe më të përshtatshme për zhvilluesit (user friendly interfaces). Për ti arritur këto në
Struts2, duhet të angazhohemi në kërkim të ndonjë plug-in të cilët mund të kryejnë punën e
njejtë [14].
6.2. Kalimi i te dhenave nga controller tek view
Pasi që kontrolleri është ai që bënë procesimet e të dhënave, implementimin e rregullave dhe
logjikes biznesore, dhe pamjet jane ato të cilat shafin vizualisht punën e kontrollerit, atëherë
kalimi i të dhenave nga kontrolleri tek pamja mund të themi që është një nga pjesët kryesorë të
modelit MVC. Në ASP.NET MVC transferimi i të dhënave bëhet me anë të variables
“ViewData “. Kodi më poshtë demonstron bartjen e informatës mbi datën aktuale tek pamja
[12].

27

ViewData["CurrentTime"] = DateTime.Now.ToString();

<div>
<%: ViewData[“CurrentTime”] %>
</div>

J2EE Struts2 Framework përdorë objektin HttpRequest për të transferuar të dhënat nga
kontrolleri tek pamja. Kodi në vazhdim demonstron kalimin e informatës mbi daten aktuale
duke përdorur metodën “setAttribute ()” të objektit request. Theksojmë se në ASP.NET MVC
nuk mund të modifikojmë objektin “request” sikurse në Struts2, prandaj perdoret variabla
alternative ViewData [12].
request.setAttribute(“CurrentTime”,new Date());

<div>
<%= request.getAttribute(“CurrentTime”) %>
</div>

Duke analizuar pjesët e kodit më lartë, mund të konludojmë se J2EE dhe Struts2 kanë një qasje
më të mirë logjike për transferimin e informatave tek pamjet duke modifikuar HttpRequest
objektin. Në ASP.NET MVC duhet të krijojmë instanca të reja të ViewData për çdo të dhënë
që deshirojmë ta transferojmë tek pamja, gjë që sipas mendimit tim është jo efektive.
6.3. URL Customization
Në MVC është mjaft e rëndësishme se si veprimet e caktuara janë te lidhura apo
korrespondojne në URL-ët e caktuar. Të dy frameworks kanë nga një mekanizëm i cili
rregullon çështjet e mapping të veprimeve dhe url linqeve në sistem. Secili veprim vjen nga nje
kontroller i caktuar, dhe ai veprim duhet të korrespondoj me një url të caktuar. Tabela në
vazhdim shpjegon relacionet në mes të url, kontrollerëve dhe veprimeve që ngjallin këtë
relacion.
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Incoming URL

Controller

Action

Description

http://www.questpond.com
/LocateProduct

SearchProductController

Search

This action will
help us to get all
products.

http://www.questpond.com
/LocateProduct/100

SearchProductController

Search(1001)

This action will
help us to get all
products with
code 1001.

http://www.questpond.com
/Create

MaintainProductController

Create

This action will
help us to create a
new product.

http://www.questpond.com
/Modify/1001

MaintainProductController

Modify(1001

This action will
help us to modify
product with
product code
1001.

Tabela 1 - Relacioni mes URL ne Kontroller [12]
Në ASP.NET lidhja e veprimeve (actions) me URL linqet bëhet duke përdorur “routing
mechanism”. Për të bërë konfigurimin e të ashtuquajturave “routes”, duhet të ndryshojmë kodin
në fajllin global.asax.cs i cili përdor “collection routes” për të lidhur strukturen e URL së
bashku me kontrollerin dhe veprimet përkatëse [12].
routes.MapRoute(
"HelloWorld", // Route name
"Pages/RegisterAction/{1}", // URL with parameters
new { controller = "Register", action = "RegisterAction", id =
UrlParameter.Optional }); // Parameter defaults

Ndërsa në Struts2 Framework për të konfiguruar lidhjen e URL me kontrollerët përkatës, do
modifikojmë një xml file i cili bënë “mappimin” në mënyrë të qartë dhe të thjesht në krahasim
me “route collection” të ASP.NET MVC [12].
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Figure 14 -Struts2 xml file për URL Costumization [12]
Në këtë pjesë pikët i takojnë J2EE dhe Struts2 për thjeshtësin dhe strukturën e mirë për
konfigurimin e URL linqeve dhe kontrollerët në kuadër të aplikacionit. Mos harrojmë të
përmendim se ASP.NET MVC ka një përparësi ndaj Struts2, konkretisht validimin e URL
linkut duke përdrorur regex (regular expression) para se veprimi i caktuar shkon tek kontrolleri
për procesim. Shembull konkret në kodin në vijim është bërë një validim i thjeshtë ku para se
të thirret veprimi “ViewCustomer” mund të kontrollojmë hyrjen e ati veprimi nëse është vlerë
numerike me 2 shifra [14].

routes.MapRoute(
"View", // Route name
"View/ViewCustomer/{id}", // URL with parameters
new { controller = "Customer", action = "DisplayCustomer", id = 0 }, new {
id = @"\d{1,2}" }
);

6.4. Siguria
Siguria është njëra nga karakteristikat të cilës i duhet kushtuar rëndësi të veçantë, pasi që çdo
ditë e më tepër po zhvillohen teknika dhe strategji të reja të sulmeve ndaj sistemeve
kompjuterike, prandaj përditësimi dhe forcimi i sigurisë në sistem është më se i domosdoshëm.
Disa nga karakteristikat standarde për siguri të aplikacionit të cilat duhet ti implementojmë
janë:


Autentifikimi i shfrytëzuesve



XSS



Cross Site Request Forgery
6.4.1. Autentifikimi

Sipas disa artikujve dhe forumeve në internet, mënyra më e mirë për të siguruar aplikacionin
tonë të zhvilluar në ASP.NET MVC gjatë autentifikimit të shfrytëzuesve, është konfigurimi i
formave të loginit në fajllin konfigurues web.config. Por sipas Rick Andersen siguria e bazuar
ne konfigurimin e web.config fajllit nuk duhet të përdoret asnjëherë kur zhvillojmë aplikacione
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të bazuara ne modelin MVC. Sipas tij, ekzistojnë ndryshime të mëdha në mes të WebFroms
dhe MVC në qasjen e mbrojtjes së resurseve. Pasi që në webforms resurset qe jemi duke
mbrojtur janë vetë faqet, dhe pasi që faqet kanë shtegun e njohur (path), atëher mund të
përdorim web.config për ti siguruar ato. Por në MVC resurset që duhet ti mbrojmë jane
kontrollerët dhe veprimet e tyre, dhe jo shtegje individuale apo faqet. Për t’i siguruar
kontrollerët ndaj sulmeve përdorim AuthorizeAttribute i cili siguron që të gjitha metodat e
implementuara në kontroller janë të autorizuara, përveç atyre që në mënyrë specifike lejojmë
qasje me anë të AllowAnonymos. Praktika më e mirë e rekomanduar nga ekipi i ASP.NET
është që AuthorizeAttributë të shtohet si filter në fajllin konfigurues global.asax në mënyrë
globale, kurse të gjitha metodat e kontrollerëve që dëshirojmë të ju lejojmë qasje para
autorizimit ju shtojmë atributin AllowAnonymous [15]. Shembull, për të siguruar metodën
login në nje web aplikacion në ASP.NET MVC 4 shkruajmë kodin:
[AllowAnonymous]
public ActionResult Login(string returnUrl)

[HttpPost]
[AllowAnonymous]
[ValidateAntiForgeryToken]
public ActionResult Login(LoginModel model, string returnURL)

Ndërsa Struts2 Framework nuk përmban ndonjë mekanizëm apo model programues për
sigurim të autentifikimit të shfrytëzuesve në sistem. Karakteristika e vetme që ofron Struts2
është përdorimi i “interceptors” të cilët nuk janë asgjë tjeter veq J2EE Servlet filters që bëjnë
filtrimin dhe kontrollimin e qasjes tek URL të cilat kerkojnë autentifikimtë shfrytezuesit.
6.4.2. Cross Site Scripting (XSS)
Cross Site Scipting është një nga sulmet më të shpeshta ndaj web faqeve. Një sulm i tillë tenton
futjen e tagjeve dhe scriptave brenda faqes, dhe nëse nuk janë implementuar filterët për
detektimin e tagjeve dhe skriptave të rrezikshme, atëher ato ruhen në sistem dhë dëmet që mund
të shkaktojnë janë nga paraqitja e pop-up dritareve deri tek vjedhja e kredencialeve për qasjen
e të dhënave të ruajtura në cookies. Në ASP.NET MVC 4 parandalimi ndaj cross site scripting
bëhet duke enkoduar të gjitha hyrjet që vijnë nga shfrytezuesi. Enkodimi mund të bëhet tek
pamjet por edhe tek knotrollerët. Për të enkoduar stringjet në pamjes (views) perdoret metoda
Html.Encode(), metodë e cila trajton në menyrë te rregullt te gjitha karakteret si <, >, &. Pasi
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që enkodimi bëhet vetëm në pjesen e pamjes, tagjet dhe skriptat e rrezikshme mund te ruhen
ne bazen e të dhënave. Për të parandaluar këtë, bëjmë enkodimin e hyrjes edhe tek kontrollerët
me anë të metodës Server.HtmlEncode(). Mirëpo para së të ruajmë vlerën në bazen e
shënimeve, tek kontrollerët mund të enkodojmë stringun me anë të metodes
Server.HtmlEncode() [16].
Struts2 mundëson parandalim e sulmeve bazike XSS duke enkoduar tri nga karakteret më të
rëndësishme: <, > dhe ‘’. Keto parandalime bëhen në disa prej kontrollave në html si:
TextFields, TextAreas, HiddenFields, File Fields dhe Checkboxes. Por nuk ekziston ndonjë
mekanizëm apo metodë ne Struts2 që bënë enkodimin e javascript kodit. Tagjet të cilat
perdoren ne Struts2 si p.sh <s: textfield></s: textfield> bëjnë enkodimin e vetëm 3 prej
karaktereve bazike, kështu që mbrojtja kundër hyrjeve (inputs) të shfrytëzuesve brenda
javascript-it nuk është e mundur. Zhvilluesit që përdorin Struts2 Framework duhet të zhvillojnë
manualisht mekanizmat mbrojtës ndaj sulmeve XSS [16].
6.4.3. Cross Site Request Forgery
CSRF apo Cross Site Request Forgery është sulm i cili detyron një shfrytëzues të ekzekutoj
veprime të padëshirueshme në një web aplikacion në të cilin shfrytëzuesi është i authentikuar.
Më ndihmen e social engineering (p.sh dergimi i linkut me anë të e-mail apo chat), sulmuesi
mund të mashtrojë shfrytëzuesin që të ekzektuoj veprime sipas deshirës së sulmuesit. Një sulm
i tillë i suksesshëm mund të shkaktojë vjedhjen e informatave dhe kontrollin mbi web
aplikacionin nëse shftyëzuesi i sulmuar posedon privilegje të larta [17].
ASP.NET MVC ofronë disa mekanizma mbrojtës që mundësojnë indentifikimin dhe
parandalimin e CSRF sulmeve. Për të mbrojtur një formë të caktuar, vendosim
Html.AntiForgeryToken() brenda formes:

<% using(Html.Form("UserProfile", "SubmitUpdate")) { %>
<%= Html.AntiForgeryToken() %>
<!-- rest of form goes here -->
<% } %>

Ndërsa për të validuar kerkesën (request) që vie nga kjo formë, duhet të shtojmë
[ValidateAntiForgery] në metodën e kontrollerit e cila merret me procesimin e kërkesës [18].
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Struts2 prapë ngel pas ASP.NET MVC, pasi që nuk ofron mekanizma mbrojtës kundër CSRF
sulmeve, dhe zhvilluesit që përdorin framework-un Struts2 duhet të implementojnë menyrat e
mbrotjes kunder sulmeve CSRF.
Ketu vijmë lehtë në përfundim se ASP.NET MVC ofron siguri të lartë dhe të sofistikuar më
klase dhe mekanizma mbrojtës kunder sulmeve të ndryshme që vijnë nga jashtë. Por
shpresojmë që edhe Struts2 Framework në të ardhmen të implementoj mekanizma të fortë
mbrojtës dhe të mbajë potencialin e tij si nje nga fremworks më të mirë për teknologjinë e
J2EE. [18]
6.5. Struktura menaxhuese e direktoriumeve
Versioni i fundit i framework-ut ASP.NET MVC i ofronë zhvilluesve te tij një template të
gatshme ku janë të organizuara dhe strukturuara të gjitha direktoriumet në bazë te funksionit
qe kryejnë. Kjo mundëson qe zhvilluesit të kenë një pamje të qartë se ku janë të ruajtura
modelet, kontrollerët dhe pamjet që e përbëjnë aplikacionin. Figura në vazhdim paraqet një
screenshot të Microsoft Visual Web Developer 2010 Express që përfshijnë modelin MVC dhe
strukturimin e direktoriumeve (folders).

Figure 15 - Struktura Organizative e direktoriumeve ne ASP.NET MVC [12]
Struts2 Framework në anën tjetër nuk ka ndonjë organizim të gatshëm të strukturës së
direktoriumeve gjatë zhvillimit të aplikacionit siç e kemi në ASP.NET MVC. Në framework33

un e J2EE modelet dhe kontrollerët gjinden brenda direktoriumit “Java Resource: src”, ndersa
pamjet (views) ruhen brenda direktoriumit “Webcontent/pages”, por kjo nuk do të thotë që nuk
mundem të krijojmë në mënyrë manuale strukturen e direktoriumeve. Sidoqoftë kjo
karakteristikë mund të cilësohet si përparësi e ASP.NET MVC kundrejt Struts2. Figura në
vazhdim paraqet mënyren e organizimit të direktoriumeve në Struts2.

Figure 16 - Struktura e organizimit të direktoriumeve në Struts2 [12]
ASP.NET MVC në këtë rast ka avantazh në kontekstin e një menaxhimi të mirë të projektit për
shkak të strukturës së gatshme të organizimit të direktoriumeve, përderisa në Struts2 nuk
ekziston kjo perparësi, dhe organizimi i direktoriumeve duhet të bëhet në mënyre manuale nga
zhvilluesit.
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6.6. Rezultatet e Krahasimit
Sipas krahasimeve të shqyrtuara më lartë, arrijm në përfundim se ASP.NET MVC Framework
tejkalon J2EE në 4 pika, kurse J2EE dhe Struts2 Framework ka XML URL Customization si
dhe fleksibilitetin e kalimit të të dhënave nga controller tek view. Tabela në vazhdim përmbledh
rezultatet e krahasimit në mes Microsoft ASP.NET dhe J2EE Sturts2 framework.
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Microsoft ASP.NET MVC

J2EE Struts2

Automation
Passing data from
controller to view
Url cuztomization
Url validation
Security
Readymade folder
structure
Tabela 2. Përmbledhja e krahasimit të ASP.NET MVC dhe Struts2
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7. DISKUTIME DHE PERFUNDIME
Pas gjitha hulumiteve të bëra mund të themi se Model-View-Controller është një model i cili
ka gjetur aplikim të madh duke filluar nga aplikacionet e vogla me disa funksione bazike e deri
tek ato komplekse enterprise që kryejn funksione kritkike ndër organizative. Për shkak të
përparësive të shumta që ofron ky model dizajnues, zhvillues dhe arkitekt të shumtë nga mbarë
bota kanë filluar të implementojnë këtë model në aplikacionet e tyre ekzistuese dhe të reja.
Sipas burimeve të marrura nga interneti, platformat më të përshtatshmë për implementimin e
modelit MVC sot janë ASP.NET dhe JSP. Të dy platformat ofrojnë frameworks specifik për
implementimin e modelit dukë mundësuar thjeshtësi në zhvillim, organizim dhe strukturim të
punës, mekanizma mbrojtës kunder sulmeve si dhe shumë karakteristika tjera interesante.
Sidoqoftë disa karakteristika janë më mirë të integruara tek njëra nga platformat sesa tek tjetra,
fjala është për Asp.Net dhe Jsp.
Duke u bazuar në burimet e shfletuara dhe krahasimeve të bëra gjatë këtij punimi, mendoj që
implementimi i MVC-së në ASP.NET është më i përshtatshëm dhe ofron më shumë funksione
dhe fleksibilitet më të madh sesa implementimi i tij në JSP. Sa i përket JSP, shpresojmë që
J2EE në një të ardhme të afërt do të ofrojë më shumë funksionë të reja dhe përmirësimin e atyre
ekzistuese për implementimin e MVC-së. Ndoshta do të ishtë më e drejtë sikur të kisha
zhvilluar një aplikacion më kompleks sesa shembulli i authentikimi të shfrytëzuesve, dhe
sigurisht që do të kishim një pasqyre më të qartë se cila prej platformave është më e mië. Por
për shkak të kohës së limituar nuk ishte i mundur demonstrimi i një shembulli më të avancuar.
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