A model for deisgn and analysis of systems built buildings by Olasov, Benjamin
A Model for Design and Analysis of Systems Built Buildings
by
Benjamin Olasov
Bachelor of Architecture
Pratt Institute
New York, New York
1984
Submitted to the Department of Architecture
in partial fulfillment of the requirements of the Degree of
Master of Science in Architecture Studies at the
Massachusetts Institute of Technology
September, 1987
(C) Benjamin Olasov 1987
The Author hereby grants M.I.T. permision to reproduce and distribute publicly copies of this thesis in whole or in part.
Signature of Author ro, a
Benjamin Olasov
Department of Architecture
June 17, 1987
Certified by
C by ......... / - Timothy Johnson
Principal Research Associate
Thesis Supervisor
Accepted by
Julian Beinart
Chairman
Departmental Committee for Graduate Students
fl7 98T G ~
W. Op
A Model for Design and Analysis of Systems Built Buildings
by
Benjamin Olasov
2
Submitted to the Department of Architecture on June 17, 1987
in partial fulfillment of the requirements of the Degree of
Master of Science in Architecture Studies at the
Massachusetts Institute of Technology
ABSTRACT
An experimental knowledge based system is considered in this study which performs a number of
tasks relevant to processes of design and design analysis of buildings constructed of prefabicated
components. At the most basic level, this system automates some of the subprocesses necessary to
the design and representation of components of a structural pre-cast concrete panel system, and can
assemble those components into a variety of building structures. The representations are
developed in such a way as to enable the user to view or plot a building in plan, elevation or
isometric projection. In the analysis stage, the components comprising the building are organized
into an inventory based on attributes related to the component's type, material, level number,
height, length, units per truckload, width, component weight, maximum moment, maximum axial
load and cost information. These attributes are subsequently used as a basis for a number of
economic analyses related to construction management and real property asset management.
Timothy Johnson
Principal Research Associate
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TABLE OF CONTENTS
A b stra ct ........................................................ 2
In trodu ction ..................................................... 5
L Historical Perspective of the Systems Approach in Architecture
Architectural Elements and Modular Coordination ......................... 7
II. Rationalized Construction and the U. S. Construction Industry
Construction Management Considerations
Standardization ................................................ 1
Limitations of Components ........................................ 1
Prefabrication ................................................. 1
HL The Role of Knowledge Based Systems in Systems Architecture
Background .................................................. 2
Expert Systems ............................................... 2
Production System s ............................................ 2
Blackboard Systems ............................................. 2
Example of a Typical Blackboard System Structure ........................ 2
Roles of Knowledge Based Systems in Architectural Design .................. 3
State of the Art ................................................ 3
IV. Study: Experimental Application of Knowledge Based System Techniques 4
to a Commercialized Building System
Introduction to M odel ........................................... . 46
Techniques
Hardware and Software .......................................... 54
Setting Up the Graphics Environment ................................ 55
Concept Definition ............................................ 56
Information Gathering .......................................... 61
Daylighting and Solar Gain ....................................... . 65
Conflict Resolution ............................................ 69
Conceptual Notes on the Model ..................................... 82
G eneral Bibliography ............................................. 84
R elated Bibliography ............................................. 93
A ppen dix ...................................................... 94
Introduction
This thesis deals with methods for
conceptualizing and utilizing the processes
of a systems approach to architecture and
engineering. What is meant by "systems
approach" is the organization and definition
of the component parts of a building within a
systematic framework based on utilization
patterns of predictably required elements.
"Definition" in this case refers to selection of
a component type among a number of
plausible alternatives, as well as to
dimensioning. The connotation of
"organization" intended for the sake of this
discussion is the deployment of building
components by a method consistent with
appropriate use of the component's
properties toward the end of satisfying the
requirements of the building project. The
patterns by which a building's components
are organized are controlled to a large extent
by structural engineering techniques and
rules shown to be well suited to the
characteristics of both the components and
the building requirements. The organization
of steel sections into a three dimensional
array of rectilinear bays is a well known
example of such a pattern.
An experimental knowledge based system is
considered in this study which performs a
number of tasks relevant to processes of
design and design analysis of buildings
constructed of prefabicated components. At
the most basic level, this system automates
some of the subprocesses necessary to the
design and representation of components of
a structural pre-cast concrete panel system,
and can assemble those components into a
variety of building structures. The
representations are developed in such a way
as to enable the user to view or plot a
building in plan, elevation or isometric
projection. In the analysis stage, the
components comprising the building are
organized into an inventory based on
attributes related to the component's type,
material, level number, height, length, units
per truckload, width, component weight,
maximum moment, maximum axial load
and cost information. These attributes are
subsequently used as a basis for a number of
economic analyses related to construction
management and real property asset
management.
Chapter I breifly introduces the origins of
the Rationalist tradition in architecture, with
special attention to the theoretical basis for
the use of elements in architectural
composition. The transition in architectural
history from the work of J.N.L. Durand and
Julien Guadet to the twentieth century
utilization of component building systems is
discussed.
Chapter II describes considerations for the
construction industry in utilizing pre-
fabricated component systems.
Chapter III introduces the idea of utilization
of computing apllications design of building
systems as a logical extension of the
traditional systems approach to architecture.
The basic concepts related to computing
applications in architectural design,
particularly those involving techniques of
artificial intelligence, are described. A
discussion of the development of some of
the methods of artificial intelligence is given
as a brief introduction to the techniques used
in the experimental knowledge based system
considered as a part of this thesis. A capsule
description is presented of the current work
in the development of this as yet inchoate
field, with emphasis on the techniques used
in the experimental system. The next steps
for development of expert system tools for
the architectural design process are
discussed, together with obstacles to their
development.
Chapter IV discusses in detail the
performance of the knowledge based system
described at the beginning of this
introduction, and briefly discusses directions
for future development.
1.1 (Frontispiece) Building forms, J. N. L. Durand, 1809
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Figure 1.1
1.2 Prototype for afairground.
J. N. L. Durand, 1809.
I. Historical Perspective of the Systems Approach in Architecture
Architectural Elements and Modular Coordination
We must strive toward the
establishment of a standard in order to
face the problem of perfection.'
The Parthenon is the product of
selection applied to a standard.'
Architecture is a process based on
standards.'
Standards are the products of logic, of
analysis and painstaking study; they
are evolved on the basis of a problem
well stated. In the final analysis,
however, a standard is established by
experimentation.'
Le Corbusier in 'Vers un architecture
nouvelle', 1923.
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1.3 Facade combinations. J. N. L. Durand, 1809.
The rationalist, or structural approach to
architecture, traces its earliest origins to
England . English rationalism however, was
subsequently elaborated in France by J.N.L.
Durand, Viollet-le-Duc, and codified in
Auguste Choisy's Histoire. Durand's
theoretical writings focused heavily on the
idea of elements of an architectural
composition . This composition was seen as
related primarliy to functional and economic
criteria. The form and proportion of the
elements used by Durand - columns, pillars,
foundations, vaults, and so on - were
determined through their relationship with
material and use. The architect's task, as
seen by Durand, was the combination of
these elements, thereby forming more
complex enitities having the quality of
subsystems, the parts of which were finally
assembled in a single building. Thus Durand
offers a series of porches, vestibules,
staircases, courts, and so on, as elements of
of future buildings associated with very
definite programs. These elements, ordered
as repertoire of models, constitute the
vocabulary of materials available for the
architect. Durand proposes two principal
instruments for manipulation of the elements
within a composition to govern the
construction of a building, without regard to
program: the first is an axis to enable
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1.4 Plan combinations. J. N. L. Durand, 1809.
1.5 Facade combinations. J. N. L. Durand, 1809.
1.6 Plans for porches. J. N. L. Durand, 1809.
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1.7 a The basic grid of a Sequence of Le
Corbusier's houses, shortly before the publication
of Vers un Architecture, 1923.
1.7 b Non-alignment of planning and structural
grids in the Dom-ino house, Le Corbusier.
1.7 c The same basic grid applied to the Citrohan
house plan, Le Corbusier, 1922.
1.7 d Same basic grid applied to
the Citrohan plan, 1922.
later version of
reflection of elements, the second was the
regular, modular grid.
In proposing a list of models, and
subsequently defining the rules and
principles of composition, Durand's work
anticipated the authoritative nineteenth
century theoretical approach to architecture
as propounded at the Ecole des Beaux Arts
by Julien Guadet and others. The utilization
of elements was described in great detail in
Julien Guadet's four volume work entitled
Elements et Theorie de l'Architecture.
In twentieth century theory and practice
modular coordination has retained its role of
establishing the position of structural
elements, enabling spacing dimensions to be
determined between structural elements,
and for defining the size and position of
these elements. It is used as a determinant
of the size and the geometry of the
equipment to be installed in a project space.
It has provided the conceptual foundation
for industrialization of the building industry.
In using modular coordination, building
systems have been developed on the basis of
a planning grid or structural grid, and the
shape and postions of components have
been determined by the grid in a way not
unlike the method taught by Durand.
+- -+ + +
+ + + + ++
+ +4 ++ +4+
Figure 1.7
11
1.8 Basic grid applied to Citrohan plan, 1922.
Sources of modular coordination are also
seen as early as the architecture of classical
Greece, and more recently in the 100 mm
three directional Cartesian grid described in
the SAR writings and projects of John
Habraken 4, et al. Modular coordination has
been interpreted and used by twentieth
century architects in a variety of ways.
Modular coordination in a building system is
intended for clarification and order; in that
sense, modular coordination is an element of
the principle of regularity established by the
theorists of mainstream Modernism.
The smaller the grid, the greater the potential
for proportional variability of components
and the larger the database which must
contain the library of dimensionally
incremented components.
Modular coordination may be seen as a
means of acheiving efficiency on-site, of
cost saving in construction, and providing a
unifying text for communication between all
the participants in the building process - not
merely as a limiting constraint.
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Figure 1.8
1.9 From the printed text to J.NL. Durand's
course; the the elements of the building and the
method to be followed in the design of any
building.
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2.1 - 2.4 Details of the packaged house system
produced by Gropius and Wachsmann for the
General Panel Corporation (from K. W., The
Turning Point of Building)
II. Rationalized Construction and the U.S. Construction Industry 14
Construction Management Considerations
Standardization
'Form emerges out of a system of construction.'
Louis Kahn, Perspecta, 3, 1955
A student of Julien Guadet named Auguste
Perret, said that standardization means
something more subtle than the mass
production of an object according to technical
or users' requirements. He argued that
everything in the building should be 'made to
measure'. Beyond materials and spaces,
standardization implies detailed dimensions and
quality needs or construction performance.
Standardization allows the attainment of three
objectives necessary for any industrial
development: specialization by subcontractors
in the manufacture of components; international
marketing of these components, and
collaborative assembly by diverse firms of
elements and components into a final product.
Figure 2.1
Mies van der Rohe accorded a high degree of
importance to the issue of standardization of
building materials:
"The industrialization of building methods is the key
problemfor architects and builders. Once we succeed in
this, our social, economic, technical [andeven artistic
problems] will be easy to solve...The nature ofthe
building process will not change as long as we employ
essentially the same [traditional] building materials,for
they require hand labor...[Our first consideration must
be to find a new building material.] Our technologists
must and will succeed in inventing a material which can
be industrially manufactured and processed and which Figure 2.2
will be weather-proof, soundproof, and insulating. It
must be a light material which not only permits but
requires industrial production...Then the new
architecture will come into its own".
Efficiency, especially industrial efficiency, is
continually being improved by technical
measures such as rationalization,
mechanization, standardization, production
analyses, and production control.
The use of prefabricated building components
requires a strict dimensional standardization.
The building site and workshop or factory must
operate on the basis of a common and
unambiguous system of dimensions. The
dimensions must be observed within certain
Figure 23
tolerance limits. When a dimensional system 16
has been agreed upon, prefabrication of
building components under workshop
conditions may be mechanized and an
industrialized production of buildings becomes
feasible.
At another level, there is also the
standardization of details that can be applied to
both categories of standardization, such as the
jointing of windowmullions or the attachment
of joists. The standardization of joints allows
standardized components of various systems to
be used together, which is consistent with the Figure 2.4
concept of product compatibility. This concept
will be especially useful when components of
various systems are to be coordinated. Product
compatibility enables diverse elements to be
used with cost efficiency. Many products have
a standard design, which implies standard
dimensions and details, and can be
manufactured at several different factories and
yet used within the same structure.
Limitations of Components
Normalization in building is the creation of
standards for dimensions are based on their
performance in meeting minimum
requirements or permitted range for social
and technical needs. Both standardization
and normalization have led to the limitation of
components which are produced according to
these 'laws'. The concept of components, as
proposed by Walter Gropius was, according
to Bruce Martin 28, developed after World
War II, and is still not properly understood.
Martin defines a component as the smallest
unitof a material such as brick, block, tile or
an operable unit, such as a door or a
window, that may be made of many
elements. The concept of component is
extended further to cover equipment that is
made of several subcomponents, such as
kitchen cabinets, bedroom cupboards, and
washing machines. It includes sheet materials
of all kinds, such as metal decking, plywood
sheets, plasterboard and insulating slabs that
will be incorporated into a larger process of
production to create a component that will
have a special function. Martin's definition of
component applies to timber joists and steel
sections, especially when cut into
predetermined lengths. Components for
buildings include every article for use in
building construction or for use in a building
and its surroundings that is made in a
workshop or factory with tools and
machinery.
The criterion of limitation of components, or
rationalization, was implied by the Modern
movement as an element of the principle of
regularity, which implied the repetition of
basic dimensions. In fact, there were few
other ways to carry out mass-production
other than by limiting variety of the
components. One advantage of the limitation
of components is the high degree of
standardization of information, as Martin
says, which thus minimizes the possibility of
choosing a wrong component from a large
inventory. Furthermore, any changes made
in any characteristic of any component can be
immediately taken into account and the
information updated. Elements,
subcomponents, and components as opposed
to a large, closed assembly, can be changed,
replaced, and repositioned in a design
without affecting other components or the
overall layout.
Limitation of components induces also the
limitation of details and joints and leads to
greater efficiency in industrial production,
and to product compatibility.
Throughout the building industry there are
thousands of examples of components with
uniform functions but also with slight
variations in dimension. This situation will
remain until agreements are made concerning
normalization and standardization of certain
dimensions. As a result of dimensional
standardization, uneeded or equivalent
variants will disappear from the market, and
the way will be opened for the production of
other types of components which will allow
for diversity to take over variety.
A very good example of standardization is the
limitation of the floor/ ceiling height to 8'-0",
which has encouraged the fabrication of
4'x8' sheets of various materials. However,
standardization in this sense has at times
excercised a limiting effect on the design of 18
interior spaces for those architects who
rigidly adhere to standards or make use of
standardized components in purely
conventional ways.
Prefabrication
Prefabrication, or fabrication prior to
construction, refers to off-site or on-site
production of building components for
immediate or later use and assembly on a
building site. Prefabrication is not a new idea
and the principle may be seen in buildings
throughout the ages. At the end of the 17th
century, for example, wooden precut houses
were shipped from England as a kit of parts
to its overseas colonies, as Victorian Houses
were shipped from New England to the West
Coast during the Gold Rush.
Prefabrication of building components bears
a lingering burden of unfavorable reputation,
which has proven difficult to counter. It is
generally perceived to be inflexible, difficult
to adjust to various sites and a very limited
way to build by comparison with adaptable
on-site construction. Despite the fact that
prefabricated buildings were originally
intended for low-income housing, cost
benefits in the US may be trivial since
buildings can be erected for only slightly less
or for just about the same price as
conventional buildings.
Currently however, structural prefabricated
components, as well as interior components
like partitions, bathroom units, kitchen
cupboards, equipment, and others, receive
increasing consideration from the building
industry, which shows its evolution, and
they are gradually reversing the negative
perception of prefabrication for the general
public, because of ease of availability, variety
and diversity, good quality and generally low
price, and a positive, if unintentional, stylistic
association with the architectural idiom of
high-tech.
Ill. The Role of Knowledge Based
Systems in Systems Architecture
Background
This section addresses issues of AI and
Expert Systems in the architectural design
process. A discussion of the development of
some of the methods of artificial intelligence
is given here as a brief introduction to these
issues.
Artifical intelligence techniques have found
their greatest success in diagnosis and
classification problems. The application of
AI to design problems is relatively new. In
the years of its early development, 1956-
1970, artificial intelligence was thought of as
a process of domain independent general
purpose reasoning. More recently, attention
has focused on domain-specific knowledge
and the kind of heuristic reasoning that
experts use. A unifying feature of AI
applications is the concept of machine
reasoning. In a planning system, the
program's reasoning has to do with a method
for acting on its model of a task so that a set
of goals can be achieved, etc. Since most
early work in artificial intelligence utilized
LISP, a powerful symbolic manipulation
language, AI is often thought of as being
restricted to symbolic, rather than numeric,
reasoning.
In working with numbers, one is constrained
by laws of arithmetic and mathematics,
however, recent developments in fuzzy set
theory are narrowing the practical distinctions
between numbers and symbols. The use of
symbols allows one to construct new
semantics (set of meaning assignments) for
each domain of interest.
Unfortunately, a contemporary tendency
indiscriminately applies the label 'AI' to
programs. Identifying an intelligent program
is a particular case of the general problem of
recognizing intelligent behavior. The classic
method for establishing the intelligence of a
program is the Turing test. If the
performance of a program and of a domain
expert on a task which requires domain
expertise is consistently indistinguishable, the
program may be said to demonstrate
intelligence.
In accordance with the principle that the
reasoning done by machines ought to be
useful, most intelligent programs are now
primarily applied to some specific problems
they were designed to solve. A secondary
application is related to problems exogenous
to that domain specific scope. One example is
MYCIN, an excellent program for diagnosing
certain types of infections. Following
MYCIN's success, programmers began to
search for ways to apply its reasoning
processes to other types of problems. They
removed specific knowledge about bacterial
infections while retaining its structure,
thereby creating EMYCIN (Empty MYCIN).
Knowledge representation is fundamental to
AL. Architectural design requires a very
versatile knowledge representation capacity.
A representation has been defined to be a set
of conventions for describing things.
Experience has shown that designing a good
representation is often the key to simplying
difficult problems, therefore the issue of how
symbols are to be arranged to produce
adequate descriptions of design elements is
important. Marvin Minsky's theory of
frames 75 has been proposed as an important
unifying generalization of a number of useful
knowledge representation strategies. It is a
theory of rich symbolic structures.
Frame-based representation languages
(FBRLs) form a class of applications for
representing knowledge in AI systems.These
languages are based on the concept of
frames. A frame is a specialized data
structure, or template, which may be adapted
to fit reality by changing details as necessary.
This data structure represents stereotyped
situations like standing in a certain kind of
room. Attached to each frame are several
kinds of information. Some of this
information is about how to use the frame.
Some is about what can be expected to
happen next. Some has to do with what is to
be done if these expectations are not
confirmed 75. For example, if one is
addressing an envelope one must input the
addressee's name, street address, etc. Each
of these may be thought of as slots in an
address frame. The frame thus organizes
inheritance and allows information to be
retrieved from a higher-level category.
Other information may be deduced from a
database using what are known as attached
procedures. Collections of frames are linked
together into into frame-systems. The effects
of important actions are mirrored by
transformations between the frames of a
system. These are used to make certain kinds
of calculations economical and to represent
changes of priority and attention.
In an FBRL, a frame is represented as a list
containing the frame's name and a sublist to
represent each of its local slots. Each slot list
has a name and any number of facets. Each
facet has a name and any number of data. The
structure and operations of a frame based
representation language for architectural
design purposes will be discussed in detail in
the following section.
Expert Systems
Expert systems use artificial intelligence
methods. They are programs that
demonstrate refined judgement making
capabilities on discretionary issues requiring
generalized or specialized expertise. It's
generally agreed that to qualify as an expert
system, a program must consistently rival or
surpass the performance of its human
counterpart. Furthermore, it must have the
capacity to explain its decisions by showing
its line of reasoning at any given moment,
whether or not it is actually called upon to do
so.
Beyond this, in domains with non-static facts
and rules (defined below) expert systems
should have features of non-monotonic
reasoning, or reasoning that can be revised if
some value changes during a session. In
other words, its reasoning process should be
able to address problems that involve changes
in values in short periods of time. This
means that some form of belief revision must
take place as needed to reach appropriate
solutions. In rule based systems this means
that a mechanism for adding, deleting and
modifying facts and must be present. This is
usually the role of a 'daemon', or agent for
performing some specialised task.
A 'fact' refers to a statement whose validity is
accepted. In most knowledge based systems,
a fact consists of an attribute and a specific
associated value.
A 'rule' is a formal way of specifying a
recommendation, directive, or strategy,
expressed as IF premise THEN conclusion,
or IF condition THEN action. Generally
speaking, it is a conditional statement of two
parts. The first part, comprised of one or
more if clauses, establishes conditions that
must apply if a second part, comprised of one
or more then clauses, is to be executed. The
clauses of rules are usually Attribute-Value
pairs or Object-Attribute-Value triplets. Facts
and Rules are used in rule-based programs,
and production systems, e.g. programs that 24
represent knowledge by means of rules.
Production Systems
The problem solving methodology forming the
basis of the model demonstrated in this thesis is
characterised by Herbert Simon69 as a production
system.
A production system is a set of arbitrarily many
productions. Each production is a process that consists of
two parts - a set of tests or conditions and a set of actions.
The actions contained in a production are executed
whenever the conditions of that production are satisfied.
In that sense, productions operate in complete
independence of each other. Productions are usually
represented by the notation :
CONDITION ==> ACTION,
reminiscent of the familiar S ==> R pairs of stimulus
response psychology.'
Similarly, the syntax of a rule in our
knowledge based system is typically
RULE LABEL: CONDITION ==> ACTION,
or
RULE LABEL: LEFT HAND SIDE ==>
RIGHT HAND SIDE.
Blackboard Systems
Production systems are a special kind of
'blackboard system'. Blackboard systems
have a number of features in common with
frames, as will be demonstrated. The term
'blackboard system' may refer to a
'blackboard model' and also a 'blackboard
framework'. A blackboard model is an
abstract notion of a method of problem
solving, without considerations o f
implementation. A blackboard framework
includes a description of the components of a
realizable system. A problem-solving model
is a scheme for organizing reasoning steps
and domain knowledge to construct a
solution to a problem. For example, in a
backward reasoning model, problem solving
begins by reasoning backwards from a goal
to be achieved towards an initial state (data).
More specifically, in a rule-based backward
reasoning model, knowledge is organized as
"if-then" rules and inference steps are applied
to the rules from a goal rule back to an
"initial-state rule" (a rule that looks at the
user's input data). This approach to problem
solving was used in the MYCIN program. In
a forward-reasoning model, however, the
inference steps are applied from an initial
state toward a goal. The OPS system
exemplifies such a system. In an
opportunistic reasoning model, pieces of
knowledge are applied either backward or
forward at the most "opportune" time4 . A
problem-solving model provides a conceptual
framework for organizing knowledge and a
strategy for applying that knowledge.
The blackboard model of problem solving is
a highly structured, special case of
opportunistic problem solving. In addition to
opportunistic reasoning as a knowledge
application strategy, the blackboard model
prescribes the organization of the domain
knowledge and all the input and intermediate
and partial solutions needed to solve the
problem. The set of all possible partial and
full solutions to a problem is referred to as its
solution space.
In the blackboard model, the solution space is
organized into one or more application
dependent hierarchies. The hierarchy may be
an abstraction hierarchy, a part-of hierarchy,
or any other type of hierarchy appropriate for
solving the problem. Information at each
level in the hierarchy represents partial
solutions and is associated with a unique
vocabulary that describes the information.
The domain knowledge is partitioned into
independent modules of knowledge that
transform information on one level, possibly
using information at other levels, of the
hierarchy into information on the same or
other levels. The knowledge modules
perform the transformation using algorithmic
procedures or heuristic rules that generate
actual or hypothetical transformations.
Opportunistic reasoning is applied within this
overall organization of the solution space and
task-specific knowledge; that is, which
module of knowledge to apply is determined
dynamically, one step at a time, resulting in
the incremental generation of partial
solutions. The choice of a knowledge
module is based on the solution state
(particularly, the latest additions and
modifications to the data structure containing
pieces of the solution) and on the existence of
knowledge modules capable of improving the
current state of the solution. At each step of
knowledge application, either forward or 27
backward reasoning methods may be applied.
There are various other ways of categorizing
reasoning methods, for example, event
driven, goal driven, model driven,
expectation driven, and so on.
Example of a Typical Blackboard System Structure
The user's input to the system and results of
computations are kept in a working memory.
The contents of the working memory are
used by the inference engine ledge base to
infer new hypotheses that are placed in the
working memory. The inference engine
continues to access the working memory (by
both reading and writing) and the knowledge
base (by reading only) until a completion
condition is detected. A compromise may be
necessary at the interface between the
inference engine and the knowledge base.
However this compromise may be
reduced.First, the knowledge may be
segmented into modules (each module
containing related entities) and a separate
inference engine provided for each module.
There is no requirement for the separate parts
of the knowledge base to use the same
representation method, nor for the separate
inference engines to operate in the same way.
The interface between the modules is now
united to the working memory; each module
must read or write in a format acceptable to
other modules. The working memory may
also be sub-divided so that it can contain
regions with different data structures. This
basically defines a blackboard model. The
structured working memory is the
blackboard; the modular inference engine/
knowledge base pairs are the knowledge
sources.
The blackboard model consists of two basic
components:
Knowledge sources
The knowledge needed to solve the problem
is partitioned into knowledge sources, which
are kept separate and independent.
Blackboard data structure
The problem-solving state data are kept in a
global data base, the blackboard. Knowledge
sources produce changes to the blackboard
which lead incrementally to a solution ction
among the knowledge sources take place
solely through the blackboard.
The typical blackboard framework consists of
Knowledge sources
The domain knowledge needed to solve a
problem is partitioned into knowledge
sources that are kept separate and
independent. The objective of each
knowledge source is to contribute
information that will lead to a solution to the
problem. A knowledge source takes a set of
current information on the blackboard and
updates it as encoded in its specialized
knowledge.
The knowledge sources are represented as
procedures, sets of rules, or logical
assertions. Most knowledge sources are
represented as either procedures or as sets of
rules. The knowledge sources modify only
the blackboard or control data structures. All
modifications to the solution state may be
made explicit and visible. A knowledge
source has preconditions that indicate the
condition on the blackboard which must exist
before the body of the knowledge source is 29
activated. A knowledge source may be
thought of as a large rule. The major
difference between a rule and a knowledge
source is the grain size of the knowledge each
holds. The condition part of this large rule is
called the knowledge source precondition,
and the action part is called the knowledge
source body.
Blackboard data structure
The problem-solving state data are kept in a
global data-base, the blackboard.
Knowledge sources produce changes to the
blackboard that lead incrementally to a
solution, or a set of acceptable solutions, to
the problem. Interaction among the
knowledge sources takes place solely through
changes on the blackboard. The purpose of
the blackboard is to hold computational and
solution-state data needed by and produced
by the knowledge sources. The knowledge
sources use the blackboard data to interact
with each other indirectly. The blackboard
consists of objects from the solution space.
These objects can be user input data, partial
solutions, alternatives, and solutions. The
objects on the blackboard are hierarchically
organized into levels of analysis. Properties
associated with objects serve as input to a set
of facts, which in turn place new information
on the same or other levels. The blackboard
can have multiple blackboard panels; that is, a
solution space can be partitioned into multiple
hierarchies.
Semantics of
Relationships
Nodes: Classes and
Every level in the blackboard is comprised of
a number of nodes. Nodes at different levels
are connected through relational links. The
classes of nodes that are generally
encountered are of two types70:
1. An individual node is a particular instance
of an object or class, where a class can be
defined as a description of one or more
similar objects. For example, Shearwall-1 in
the figure below, is an individual node.
2. A generic node defines a class of similar
individual objects. Shearwall-1 and
Shearwall-2 are instances of the generic node
Shearwall, while Shearwall and Endwall are
subclasses of the generic node Bearing-Wall.
Classes of Relationships
Relational links provide a means for
inherhitance of information by nodes at a
certain level in the blackboard from other
nodes, normally at the higher level,
connected through these links. Inheritance in
the blackboard system differs somewhat from
inheritance in frames in this respect since
inheritance in frames is less hierarchically
structured. The inheritance mechanism in the
blackboard controls the manner in which
attributes and values of these attributes of a
node are given to the child nodes connected
to it through the relational links.
Roles of Knowledge Based Systems in Architectural Design
A first step in discussing the potential roles
for machines in the design process involves
looking at what we intend to include in the
term 'design process', and to disaggregate
some of the individual subprocesses that
contribute to the overall design of a building.
Enabling a designer to allocate proportions to
spaces, to explore a variety of planometric
and volumetric proportional structuring
strategies, is one process at which machines
are highly useful to the designer, not
generally in the sense of resolving problems
of proportional allocation, but in making the
alternatives clear, and thereby enabling the
designer to analyze preferred alternatives at
an arbitrary level of depth. This subprocess
may include making certain enclosed volumes
(e.g. corridors, etc.) of a building readable,
while rendering the enclosing structure
invisible. Symbols are capable of
representing a knowledge of how to merge or
separate interpenetrating and contiguous
volumes with great facility, as these are
relatively straightforward
geometric analysis.
problems
From the point of view of the spatial analysis
subprocess then, interventions of knowledge
based systems are a design tool p a r
excellence. From the point of view of
functional organization however, knowledge
based systems are thus far very weak,
primarily because the knowledge of how to
organize spaces for functional efficiency,
given design constraints, is not at all
straightforward, but rather is intimately
related to the architect's experiences of being
in a certain kind of space, or imagining
himself to be in a certain kind of space. It is
possible, although difficult, to utilize a frame
based representation language for
determination of functional specifications.
Some of considerations associated with this
approach are discussed in the next section.
An important distinction must be made then, 32
between the role of expert system techniques
as conceptual and visual tools of the
designer, and the use of expert system
techniques as surrogate or rivals of the
designer.
State of the Art
One way to describe a design is as the
construction of a representation of a physical
system that satisfies a functional specification
and fulfils explicit or implicit performance
criteria. In this sense design involves
integrating the constraints imposed by the
problem, the medium and the designer. It is
possible to theorize these goals and
constraints as a hierarchical goal tree. The
relations between multiple goals are an
important consideration in attempts to model
elements of the design process. In particular,
attention to relations between goals involves
determination and periodic reevaluation of
the precedence of goals, whether they are in
conflict with each other or mutually
complementary, or whether, at a given
moment, they are still valid.
Goal Integration
Research at Rutgers University is
investigating an, as yet, infrequently studied
aspect of compiling knowledge into efficient
procedures, which involves integrating
multiple, sometimes conflicting goals
expressed as part of that knowledge. A model
of a heuristic algorithm design is being
developed that states the interactions among
multiple goals. The model is expected to
represent intermediate states and goals in the
design process, transformations that move
from one state to the next, and control
mechanisms that govern the selection, for
example, of which frame transformation to
apply next, and further, to explicitly model
the multiple goals that motivate and are
affected by each design choice.
They are currently testing the model by using
it to explain the design of the algorithm used
for therapy selection in the medical expert
system MYCIN.
However, in the design process, not only
does the design undergo change, but the
design goals themselves are inconstant. As
design information is gathered, specific goals
are modified and refined. New goals based
on more certain information supplant
previously defined goals. This empirical
process, when undertaken by machines, is
called belief revision.
One promising approach to belief revision
uses Bayesian networks or belief networks to
update the evidence for propositions and the
certainty of hypotheses. Interesting research
on the use of belief networks for belief
revision systems is being conducted at the
University of California in Los Angeles by
Judea Pearl et al. Belief networks, as
explained by Pearl56, are
'... directed acyclic graphs in which
the nodes represent propositions (or
variables), the arcs signify direct
dependencies between the linked
propositions, and the strengths of these
dependencies are quantified by
conditional probabilities. A network of
this sort can be used to represent the
generic knowledge of a domain expert,
and it turns into a computational
architecture if the links are used not
merely for storing factual knowledge,
but also for directing and activating the
data flow in the computations which
manipulate this knowledge. ... if the
network is singly connected (e.g. tree-
structured), then probabilities can be
updated by local propagation in an
isomorphic network of parallel and
autonomous processors and that the
impact of new information can be
imparted to all propositions in time
proportional to the longest path in the
network.'
An interesting approach for modelling the
design process which takes the concept of
frames as a representation paradigm is being
studied at Carnegie Mellon University.
Students there have developed an expert
planner called WRIGHT4 , implemented in a
frame based representation language, which
designs individual rooms by directing
attention within design problem spaces from
isolated propositions of unknown validity.
The author believes this to be a very
promising approach, and it will be discussed
in some detail.
In WRIGHT, design is thought of as
operating in a number of problem spaces
within an acyclic graph. The designed room
is represented at different levels of detail, and
in qualitatively different ways. At the highest
level of the graph are the goals and
constraints that define the design problem.
Candidate solutions which specify the
designed artifact are at the lowest level. The
design process is thus conceived as a
movement through n levels of decreasing
abstraction. The partial solutions produced at
each step can be viewed as intermediate
abstractions, which lead to yet another level
of solutions below it.
Suppose that WRIGHT is
problem of the design of a
ROOM. Further suppose that,
ROOM is a kitchen.
offered the
room called
in this case,
The set of slots in a frame, or frame array,
for ROOM represents the universal set of
possibilities for construction alternatives for
ROOM, and the inheritance values (which
may be null) for each slot are determined by
the planning system. If one or more of the
slots in the frame called ROOM is filled by
another frame, then ROOM is a frame array.
An example will help to decribe the role of
frames in the design process in the CMU
planner WRIGHT. In particular, examples
are given of how frame arrays and frame
tranforms may be inherited values for frame
slots. While it is possible to determine the
presence in the design data base of most
design units such as building components,
equipment & c. before going deeply into the
design process. The selection of design units
derives from the configuration or function of
the space. For example, the number of
corridors required in a house depends in part
on the layout of the rooms, and the number
of base cabinets and wall cabinets in a kitchen
depends on the layout and the limits on total
storage space and counter area required.
The hierarchy of design units permits
inheritance of variables, values and
constraints. At the top of the hierarchy are
conceptual categories such as solids,
architectural design units, mechanical design
units, and boundary elements. The typology
of variables, as well as their values, and
constraints are inherited through this
hierarchy. The leaves of the design unit
hierarchy may contain units selected from
manufacturers catalogues in which lengths,
widths, shapes and other attributes are
specified. The links in the frame below
indicate ISA relations and INSTANCE
relations. Thus the knowledge base is
diagrammed together with a specific design
state which contains instances of architectural
design units.
DOUBLE BOWL SINK SCHEMA
DOUBLEBOWLSINK
IS-A:
ARCHITECTURALDESIGNUNIT
HASSHAPE:
NUMBEROFBOWLS:
NUMBEROFDRAINBOARDS:
LENGTH:
WIDTH:
The SINK schema shown in the diagram
would inherit all of the variables of
ARCHITECTURALDESIGNUNIT, which is
above it in the hierarchy. It inherits length
and width variables and constraints that may
have been specified, as for example, that it
may not overlap another solid. It also
inherits the HASSHAPE variable from the
D E S I G N U N I T schema. The
NUMBER _ OF _ BOWLS and
NUMBER OF DRAINBOARDS slots are
specific to the SINK schema.
ISA: SINK
NUMBEROFBOWLS: 2
DOUBLEBOWLSINK is a type of sink. It is
below the SINK schema in the hierarchy.
The value of NUMBEROFBOWLS is
specified as 2 for DOUBLEBOWLSINK. It
is inherited by SINKDB3 and SINKDBD1.
Arbitrary numbers of other sinks may be
specified such as single bowl and triple bowl
sinks, and single and double drainboard
sinks.
SINKDB1 SCHEMA
SINKDB3
ISA: double bowl sink
LENGTH: 90.0
WIDTH:60.0
SINKDB3 as seen in the diagram is a
SINK
SINK SCHEMA
DOUBLEBOWLSINK with a length of 90 cm
and a width of 60 cm. It inherits the values
of number of drainboards from above. Once
SINK_DB3 is selected, only its location needs
to be specified. Its length, width, shape,
number of bowls, and number of drainboards
are either inherited or specified. But this
selection is not made until constraints on the
dimensions and number of bowls enable this
decision to be made with a high degree of
certainty.
Sets are used here to represent groups of
design units. The SINKSET schema is seen
in the diagram. SINK-SET is an instance of
t h e S E T schema and inherits the
HAS MEMBER and PROTOTYPE slots from
it.
SINK SET SCHEMA
SINKSET INSTANCE: set
HASMEMBER:
PROTOTYPE: SINK DB3
SINK DBD1
SINKSB3
Prototype slot contains the actual sinks that 37
define the members of this set.
HASMEMBER slot contains members of the
set present in the design. When a prototype
is selected an instance of it is created, and the
name of the instance is placed in the
HASMEMBER slot. HASMEMBER slot is
both a design and a performance variable.
The design of ROOM starts with a set of
goals and ends with some solution. The
solution or an intermediate state is
represented by a set of variables and their
values. Constraints specify allowable values
or limits on the values. Performance
variables are the varibles that are inferred
from design goals. Design variables are
those directly manipulated by the designer.
Abstractions enable WRIGHT to deal with a
group of alternatives together by omitting
details which are unnecessary, thus limiting
possible combinatorial explosions.
A design in a higher level abstraction
represents an equivalence class of designs in
a lower level abstraction. The abstractions
are selected such that domain constraints map
into variables at higher abstractions, and the
decisions made at that level are propagated to
lower levels as constraints on variables at
those levels. Abstractions used in WRIGHT
and type problem solving performed at that
level are seen in table. The variables at each
abstraction are represented as slots of design
units. They may signify a relation between
design units or attributes of a design unit. A
design unit instance is a PLANELEMENT, an
ADJACENCYMAPREGION, and a
RELATION_NODE, as well as being the
instance of a prototype design unit.
In the plan element abstraction, design units
are represented by their shapes such as
rectangle or L-shape, dimensions and x, y
locations, and orientations as seen in the
diagram. This abstraction is used for
interactive design and user interface.
The abstraction for determining shapes,
locations and network, which is the dual of
the plan. In this abstraction, design units are
represented as regions in a graph, adjacency
between design units is represented by
directed and weighted edges. Since the
geometry is rectilinear, all edges are either
horizontal or vertical. The regions in the dual
correspond to vertices in the original plan.
The schemata which make up this abstraction
are seen below.
PLAN ELEMENT SCHEMA
PLAN ELEMENT
ISA: designabstraction
HASSHAPE:
LENGTH:
WIDTH:
XLOC:
YLOC:
ORIENTATION:
38
REGION ADJACENCY NETWORK
ABSTRACTION
ADJMAPREGION
ISA: designabstraction
NORTHEDGES:
SOUTHEDGES:
EASTEDGES:
WESTEDGES:
ADJMAPEDGE -
STARTVERTEX:
ENDVERTEX:
LENGTH:
VERTICALEDGE
ISA: adLmapedge
EASTREGION:
WEST REGION:
VERTEX
POINTOF:
XLOC:
YLOC:
In the RELATIONNODE abstraction, a design
unit is a node in a graph of relations
represented by the RELATIONNODE schema.
The slots seen in diagram are the relations
between the design units.
RELATIONNODE
ISA: designabstraction
NEXTTO:
FLUSHWITH:
COMPLETELYNEXTTO:
COVERS:
INSIDE: HAS INSIDE:
OVERLAP:
NONOVERLAP:
PARALLEL TO:
PERPENDICULAR TO:
OPPOSITE:
NORTH OF:
SOUTHOF:
EASTOF:
WEST OF:
AT FRONT:
AT BACK:
ATLEFT:
AT RIGHT:
DISTANCE:
The semantics of a relation are described by
its INVERSE, CONTRADICTS, SATISFIES and
TRANSITIVITY slots. This knowledge is used
in reasoning at this abstractionlevel, to
determine whether a relation is satisfied,
contradicted or undetermined.
SOUTHOFSCHEMA
SOUTHOF
ISA: location relation
CONTRADICTS: north-of
SATISFIES: nonoverlap
INVERSE: north-of
TRANSITIVITY:
Location relations specify whether one design
unit to the north, south, east, or west of the
other with respect to the global coordinates of
the project. Most design units have fronts,
backs and sides, with different adjacency
requirements. Position relations ATFRONT,
ATBACK, ATLEFT, and ATRIGHT are
specified with respect to the orientation of a
design unit. Design goals are here
represented as constraints. The categories of
knowledge needed to use constraints as a
representation of knowledge and as a search
technique are:
* How to generate new states satisfying the
constraint.
* How to test whether the constraint has been
* Possible relaxations if it is not possible to
satisfy the constraint.
* Relative importance of the constraint.
* Uncertainty factor for the constraint.
Constraints are attached to performance
variables, as the values of slots which define
the type of constraint. Variables denoting a
relation between design units are constrained
by DESIGNUNITPROTOTYPE. Variables
such as length are constrained by
LESSTHAN and GREATERTHAN.
HASMEMBER variable of sets is constrained
by EXISTS and HASSHAPE by
GEOMETRICTYPE.
satisfied.
CONSTRAINT SCHEMA
CONSTRAINT
CONTRADICTS:
SATISFIES:
SATISFIEDBY:
NOT APPLICABLE:
ISA+INV: less-than
greaterthan
equal-to
DESIGNUNITPROTOTYPE
geometric-type exists
COMBINING INSTANCES:
*OR*
PRIORITY: 0
The constraint schema seen in the diagram
shows the types of constraints at the
ISA+INV slot. Other slots such as satisfies
are inherited by individual conmstraints and
are used to indicate relations between
individual constraints. When nothing it
specified here, it is inherited from the variable
to which the constraint is attached.
Satisfying a constraint and checking whether
a constraint is satisfied are accomplished by
associating operators with each type of
constraint. For example, at the 41
RELATIONNODE level operators check if a
relation between two design units is satisfied
by applying the information in the
transitivity, SATISFIED _ BY and
CONTRADICTS slots of the type of relation
and of the specific constraint to the design
units at that state.
Every constraint has an importance slot
which contains a value between 0 and 1. A
value of 1 indicates that the constraint is a
required constraint, and it can not be violated.
A value less than 1 indicates that it is a
preferential constraint used for selecting the
better solutions. Importance values are used
for rating solutions. Relaxations specify
what to do if the constraint can not be
satisfied. The possibilities are to use a
weaker form of the constraint or to waive the
constraint. If the constraint is a required
constraint then it can not be relaxed.
Priority is a measure of the constraining
effects of different prototype constraints.
The priority of constraints range from 0 to 1,
reflecting the number of alternatives that is
expected to result from satisfying this type of
a constraint. The priority of inside is 1,
since it specifies only one alternative.
Uncertainty of a constraint is used to
determine the desirability of applying it at that
point in search. Uncertainty depends on: the
desirability of manipulating the design unit
instance constraint is attached to, priority of
constraint type, number of instantiations,
their status and whether they are conjunctive
or disjunctive. Constraints are initially
posted to prototype design units. These are
called domain constraints and are of the form,
indicating that a relation or selection
constraint on some slot of the the prototype
design unit is desirable. An example to a
required constraint is that a solid must not
overlap other solids. SINK should be
N E X T _ T O a window is a
PREFERENTIALCONSTRAINT.
DOMAIN CONSTRAINTS
SINKDB3
IS A: double bowl sink
PROTOTYPE OF: sink set
INSTANCE+INV: sink db3l
NONOVERLAP:
duprototype:
ARCHITECTURAL DESIGN UNITs
importance: 1
NEXT TO:
duprototype:
window
importance: 0.8
Domain constraints are inherited by design
unit instances. During search these
constraints are used to determine values for
thevariables of that instance. These are called
active constraints when they are at slots of
instances thevalues of which need to be
determined. Active constraints are of the
form:
SINK DBD31
NON OVERLAP
ARCHITECTURAL DESIGN UNIT
and SINKDB31 is NEXTTO
window.
SINK DB31
INSTANCE: SINK DB3
NONOVERLAP:
duprototype:
ARCHITECTURALDESIGNUNIT
instantiation:
left hand doori
righthanddoor1
NEXT TO:
duprototype:
window
instantiation:
window1
ACTIVE CONSTRAINTS
Before active relational constraints can be
applied, they need to be instantiated.
Instantiating involves finding the design unit
instances that can be used to satisfy the
constraint. These are placed in the
instantiation slot of the constraint.
Unless otherwise specified, all constraints
imply conjunction. As many constraints as
possible must be satisfied. Disjunctions must
be indicated explicitly. Each instantiated
constraint inherits the information about how
it should be interpreted from the closest point
up the hierarchy it is specified.
WRIGHT contains a problem solving
mechanism, the underlying philosophy of
which is that understanding the approximate
topology of the search space leads to efficient
search . In the problem solver constraints are
used to identify islands of certainty in the
search space. The search proceeds
opportunistically by using the islands as
starting points and expanding them instead of
following a predetermined order, also called
island driving and anchored search. The
search operates by selecting a state to expand
and a constraint to satisfy, and generates new
states satisfying the ortance values of the
constraints they satisfy. Constraints have
uncertainty measures which signify the level
of uncertainty in the search space if the
constraint is satisfied. Uncertainty is used as
the means for inferring the approximate
topology of the search space. Constraints are
attached to variables. Each variable has a
priority value which is used in the
determination of uncertainties. Uncertainty of
a constraint also depends on the number of
instances in the instantiation slot of the
constraint and whether these are conjunctive
or disjunctive. The amount of information
that is already determined about a design unit
interacts with each new constraint of that
design unit, increasing its certainty. Higher
abstractions are used to defer dealing with
details until enough constraints are generated
to enable the decision to be made with
certainty.
At the level of constraints, active constraints
are identified, instantiated and their
uncertainties are determined. At the level of
relations, the constraints that are considered
are those that specify relations between
design unit instances. The relation specified
by the constraint is checked using
transitivities. It is either already satisfied as a
result of other relations, contradicted, or is
still undetermined. If undetermined, ween the
design units. In the region adjacency
network, each design unit s represented by a
rectilinear region. The edges and vertices of
the region are created when the design unit is
selected to enter the design. Decisions at the
relational level are propagated to this level as
constraints on the x and y locations of the
edges and vertices. For example, placing
SINK1 inside KITCHEN1 puts limits on
locations of the edges and vertices of SINK1.
Setting up an adjacency at the relations level
involves merging edges of the two design
units at the adjacency network level. The
resulting edge has constraints propagated to it
from both design units. The relations serve
as paths for the propagation of constraints.
At the outset of design, the selection of a type
of sink may be underconstrained. Thus the
type of sink is left undetermined. Other
decisions may constrain the width of the
sink, which may narrow down the selection
to a particular type of sink which in turn will
further constrain its length.
Some possible organizations for search are:
* a strictly top down approach ordered by the
abstractions
44
* considering required constraints first to 45
generate valid states, then using preferred
constraints,
* considering all constraints of a design unit
or variable together.
Since each constraint is attached to a variable
at a particular level, opportunistic search
serves as a selection criteria within each level
of abstraction as well as across the levels.
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4.2 Schematic location of tensile ties in a large
panel building.
T Transverse
L Longitudinal
V Vertical
P Peripheral
IV. Study:
4.3 San Vel Component System.
1 Post-tension rod
2 Bearing wall
3 Steel Header
4 Spancrete Plank
5 Spandrel
6 Curtain Wall
Experimental use of Expert System Techniques in a Commercialized
Building System
Introduction to Model
The experimental model considered in this
study performs a number of tasks relevant to
the processes of design and design analysis
of buildings constructed of prefabicated
components. At the most basic level, it
automates some of the subprocesses
necessary for the design and drafting of
components of the ICO building system, a
pre-cast concrete bearing wall system
developed by the engineer Sepp Firnkas.
This system was chosen for its long and
favorable track record in a variety of projects,
and for its design compatibility with the
methods of orthodox systems theory. The
track record of the system is significant not
only as a test of the system's ability to
withstand the the trials of the marketplace and
the vissitudes of the construction industry,
but for the purposes of this study, it offers a
data base of component costs at various
periods, and hence facilitates correllation of
increases in actual costs with projected costs.
It also enables study of the relationship
Figure 4.2
Figure 4.3
4.4 Connection classification and location.
1. Interior horizontal wall-to-floor connection
2. Exterior horizontal wall-to-floor connection
3. Vertical wall-to-wall connection
4. Horizontalfloorto-floor connection
between changes in construction costs for 48
individual projects and changes in the
Consumer Price Index.
Based on a minimal amount of information
provided by the user, the model designs and
generates three-dimensional representations
of individual components and can assemble
those components into a building structure.
The representations are developed in such a
way as to enable the user to view or plot the
building in plan, elevation or isometric Figure 4.4
projection. In the analysis stage, the
components comprising the building are
organized into an inventory showing
component type, component material, level
number, component height, component
length, units per truckload, component
width, component weight, component
maximum moment, component maximum
axial load, component basecost, component
constructed cost, component transportation
cost, and component total cost. A
depreciable base figure extrapolated from the
sum of the component total costs for all the
components in the building is used as a basis
for a number of real property asset
management projections.
4.5 Vertically post tensioned floor-wall connection.
Figure 4.6
POST TENSIONING
FORCE APPLIED
ON WALL
BEARING WALL
GROUT AND
DRYPACK
POST TENSIONING
TENDON IN CONDUIr
COUPLER AT
FLOOR LEVELS
FOUNDATION
ANCHOR
4.6 Bolted vertical connections: ICO System.
Figure 4.5
4.7 Drypacked and grouted joints.
Figure 4.7
4.8 Various types of prestressed, hollow-core floorplanks.
4.9 Typicalfloorplank corner detail.
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4.11 Prelimary design showing configuration of components.
Figure 4.11
4.12 Typical floorplank shop drawing.
Figure 4.12
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Techniques
Hardware and Software
The hardware for which this model was
written is IBM compatible 80286 or 80386
architecture. It requires a minimum of one
megabyte of random access memory. The
software used for representation of building
elements is AutoCAD version 2.18+ (C)
Autodesk. AutoCAD is a conceptually
interesting graphics software package, not
because of any particularly remarkable
graphics capabilities, but because it integrates
a LISP interpreter in its drawing editor,
thereby making it possible to equate symbols
with, or map symbols to, building
components and other graphical data objects.
This enables relevant rules, facts and
processes to be represented in such a way as
to allow immediate access by the drawing
editor. However, it should be quickly
pointed out that the integrated LISP
interpreter is plagued with a number of
problems of varying degrees of severity.
Foremost among these is a memory
management problem that frustrates the use
of complex algorhythms. The other major
problem, a lack of a number of common
LISP functions that are generally needed for
pattern matching algorhythms, would be less
serious if it were not for the memory
problems that make most user definitions of
these functions infeasible. This problem is
somewhat less serious on Unix based
machines, which are able to address a greater
amount of random access memory.
Component inventorying, cost analysis, and
Real Property Asset Management calculations
are done in Lotus 123 (C) Lotus
Development Corporation, by means of a
software interface.
Setting Up the Graphics Environment
The first thing done by the design program is to
set up the graphics environment for beginning a
design. This is a relatively simple procedure.
Basically, it involves establishing the 'snap', or
smallest unit increments of the modular
planning grid which are accessible by the
drawing editor, and setting the visible grid on
the ground plane, which is generally a multiple
of the snap value. Next the overall drawing
dimensions, or limits, within which the
building site is represented, are set to a default
value. These limits are automatically increased
if the building grows out them during the
design process, but not automatically decreased
if the design dimensions are moved back within
the scope of the original limits. Layers are then
initiated for each generic component type. A
layer may be thought of as a discrete
transparent overlay in a drawing, which may be
made visible or invisible, accessible or
inaccessible, current or non-current, and
possessing a certain color or line type. This is
done to preserve separability of components
and subsystems within the graphics
environment, and to permit changing the
representation mode for an entire class of
components. An example would be viewing
the positions of only a certain genera of
components, unobstructed by other
components. The layer utility can also be used
to specify information to be retrieved about
building components, thereby fine tuning the
search for a given parcel of information, rather
than sorting through the entirety of information
on the components in the building's database.
Concept Definition
After the part of the model dedicated to
setting up parameters for the drawing editor
is executed, the fundamental concept
definitions are defined as well as the basic
pattern matching processes needed to operate
on those concepts. These pattern matching
processes are executed by 'daemon'-like
utilities that mediate between the facts and
rules of a project. The term 'daemon',
according to Marvin Minsky,
nonlinear part was that certain "decision demons"
would "recognize" which of their inputs was most
active.'
A full description of these utilities would
involve a technical discussion specific to the
LISP language, so to avoid unnecessary
technical diversion, they will be listed in the
appendix.
' ... comes from Oliver Selfridge, via the paper,
"Pandemonium: A Paradigmfor Learning", published
in Symposium of the mechanization of Thought
Processes, November 1958. Selfridge's demons were
small feature-detecting agents, whose inputs were
linearly weighted sums of other signals, with
autonomous hill-climbing learning procedures for
determining the weights. Selfridge's demons were
arranged in hierarchical networks; typical demons
were constantly active - and "shrieking" with
intensities proportional to their degrees of arousal; the
Part of the knowledge needed for the solar 57
analysis package of the model, which enables
the design of windows based on on
daylighting and energy considerations, is an
ability to map out the surface of an aperture
into sectors, and to distinguish between
sectors in making judgements on trade offs
among design issues of user assigned
priority. This is accomplished in the solar
analysis model through conceptual
references to classes of graphic conditions.
Such conceptual references are made through
the use of LISP function definitions which
use varying amounts of fuzzy set techniques
to represent given sectors. A straightforward
function referring to a typical sector within a
window would be defined as:
(defun LOWER-LEFT-SECTOR (point)(and (>= (car point) (+ (car LOWER-LEFT-CORNER-OF-WINDOW)(/ (- (car UPPER-RIGHT-CORNER-OF-WINDOW)
(car LOWER-LEFT-CORNER-OF-WINDOW)) 3.0)
)
(<= (car point) (+ (car LOWER-LEFT-CORNER-OF-WINDOW)
(/ (- (car UPPER-RIGHT-CORNER-OF-WINDOW)
(car LOWER-LEFT-CORNER-OF-WINDOW)) 2.0)
(> (cadr point) (+ (cadr LOWER-LEFT-CORNER-OF-WINDOW)
(/ (- (cadr UPPER-RIGHT-CORNER-OF-WINDOW)
(cadr LOWER-LEFT-CORNER-OF-WINDOW)) 3.0)
)
(< (cadr point) (+ (cadr LOWER-LEFT-CORNER-OF-WINDOW)
(/ (- (cadr UPPER-RIGHT-CORNER-OF-WINDOW)
(cadr LOWER-LEFT-CORNER-OF-WINDOW)) 2.0)
) )))
Where CAR is the X coordinate and CADR
the Y coordinate of a point expressed as
dotted pair (X . Y). This means that if a
point has an X and Y coordinate value less
than or equal to the X and Y coordinate
values of a point 1/3 the distance from the left
side of the window to the right side of the
window, and 1/3 the distance from the
window sill to the header, and not less than
those of a point identifying the lower left
corner of a window, then that point is
considered -to be in the lower left sector of the
window. (DEFUN is the basic function
definition utility used in LISP for creating
new functions. Its argument (POINT)
follows the new function name).
Other similar concepts are made intelligible to
the graphics editor by use of such conceptual
references in the solar analysis model.
Suppose that the window aperture is
theorized as a matrix of incremented point
coordinates, as in the diagram below.
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This aperture is conceived as being divided
into three columns and three rows, forming
nine equal sectors. The number of sectors
that may be used is, of course, arbitrary. The
nine sector mode used in this model was
chosen because the meaning of
conversational expressions, like LOWER-
LEFT, that can be used to indicate individual
sectors in a nine sector rectangle (below)
translate unambiguously into zones on a
Cartesian map.
upper upper upper
left left right
center center
left center right
lower lower lower
left center right
Analogous expressions define the other 59
window sectors,
Upper-left-sector
Left-of-center-sector
Center-sector
Lower-center-sector
Upper-center-sector
Lower-right-sector
Right-of-center-sector
Upper-right-sector.
Fuzzy sets make it possible to describe
increasingly ambiguous relationships
between sectors such as:
adjacent-sectors
opposite-corners
opposite-sides
same-sector.
Consider this rule:
IF WINDOW OVERLAPS COLUMN==>
MOVE WINDOW N INCHES RIGHT.
To process this rule, it is essential that the
graphics editor must, first of all, locate the
window assembly, and then it must move the
window assembly, the entire window
assembly, and nothing but the window
assembly. Fuzzy sets handily enable the
graphics editor to understand references made
by the shell to the expressions "WINDOW"
and "COLUMN" and "OVERLAP".
sectors. If the dispute is over the same 60
sector, and the priority for the conflicting
parame ters e xceeds
SOMEWHATIMPORTANT, then
SERIOUSCONFLICT exists, and special
measures are taken. The methods by which
conflicts are resolved are discussed below.
Fuzzy sets are also used to represent
priorities for design parameters. Priorities
range from 0.0 to 1.0, incremented as
CRITICAL 0.87 ... 1.00 POTENTIAL
VERYIMPORTANT 0.68 ... 0.86 FOR
IMPORTANT 0.51 ... 0.67 CONFLICT
SOMEWHATIMPORTANT 0.32 ... 0.50 NO POTENTIAL
TRIVIAL 0.14 ... 0.31 FOR
NEGLIGIBLE 0.01 ... 0.13 CONFLICT
Note that the likelihood of conflict of a
parameter with another parameter increases
relative to its priority. Using this kind of
symbolic representation, CONFLICT may be
defined literally as a situation involving
potentially conflicting parameters
PARAMETER-1 and PARAMETER-2 in which
the priority for both exceeds
SOMEWHATIMPORTANT. In solar analysis
model, conflict arises as a 'dispute' between
mutually excluding parameters for adjacent
Information Gathering
The first task presented to the user of the
model is the entry of the information known
about the project in a form intelligible to the
shell. This is accomplished with a user
friendly front end which clearly specifies the
information needed by the shell.
Dimensional data is gathered from keyboard
and digitizer entries and also from data files.
This process parallels the approach that an
architect might typically use in gathering the
relevant facts for a project, or, more
precisely, it parallels the forward chaining
series of questions a physician might ask a
patient during a diagnosis. This information
is processed into a property-table known as a
fact base. From this information, more
complicated dimensional calculations are
made, such as materials volumes, and
possible room and corridor dimensions as
determined by component sizes.
When the materials volumes are known, and
the materials costs are retrieved from
periodically updated information provided by
the contractor, component basecost,
component constructed cost, component
transportation cost, and component total cost
are calculated with further reference to
component cost histories. These cost
histories are accessible as data recorded from
individual projects. Component costs per
unit volume are then determined as most
recent costs adjusted for inflation over time
through application of an inflation coefficient.
The inflation coefficient may be determined
as the average actual change per annum in
component costs recorded in individual
projects, multiplied by the time lapse since
the most recent relevant record. The estimated
component costs are then written to a new file
readable by the interpreter resident within the
graphics editor and subsequently attached to
the appropriate components as attributes.
The individual components which make up
the building may be accumulated into a single
property table. This table may in turn be
written to a file as a single nested list object.
The upper boundary for the property table
size is generally determined by the paged
memory limitations of the hardware
environment. Since the property table is very 62
condensed in form, memory demands for
data storage per se are usually trivial.
This property table of the component
information constitutes the fact base expert
system. The structure of the fact base is
identical to the structure of the left-hand side
of the rules in the rule base, so that the
elements of the fact base may be tested
against the corresponding conditions of the
rule base. When conditions and facts match
during an instantiation of a given rule, the
rule is said to "fire", that is, it executes its
right hand side, or "action side".
Having loaded the fundemental concepts used
by the model, the user is shown screens
representing individual components, and is
prompted for the dimensions for those
components. The user is then presented with
a floorplank menu screen, like the figure
below, and selects from it the floorplank to
be used in a specific area.
----------------- PRECAST CONCRETE FLOOR PLANK MENU---------
1] FLEXICOR <Width 24 inches>
2] SPANCRETE <Width 40 inches>
3] SPANDECKI <Width 48 inches>
4] SPANDECK2 <Width 96 inches>
5] COREFLOOR <Width 48 inches>
6] DYNACORE <Width 48 inches>
Select the numeral corresponding to your choice for NON-CIRULATION AREAS:
The model uses this information to assign the 64
appropriate width to the floorplanks used in
the building design. The length of the
floorplank is then calculated as a function of
the dimensions assigned to other
components.
Daylighting and Solar Gain
After the required lengths for individual
components is provided, the user is asked
whether he would prefer to design the
window openings, or have the model to
design them based on energy and daylighting
factors. If the user opts to run the solar
analysis model, the maximum possible
glazing area within the south facing endwall
is immediately calculated as the endwall
height minus 24" (12" from each side) times
the endwall length minus 24" (12" from top
and bottom of panel) and printed to the
console. The user then selects the city in
which the project is to be sited from the city
menu (below).
------------------------------ CITY MENU ------------------------------
1] BOSTON, MASSACHUSETTS
2] NEW YORK CITY, NEW YORK
3] CHICAGO, ILLINOIS
4] LOS ANGELES, CALIFORNIA
5] CHARLESTON, SOUTH CAROLINA
Enter number corresponding to the city in which the project is to be sited
-----------------------------------------------------------------------
This enables the model to retrieve useful
information from citydata such as degree
days, average number of overcast days per
year, seasonal humidity, vertical and
horizontal insolation and so on. Each city is
assigned a default glazing area coefficient; in
the case of Boston for example, the glazing
coefficient is calculated as 0.000025 square
feet of glazing per degree day, and the project
glazing area coefficient is printed to the
console.
A glass menu (below) then prompts the user
to select the glass to be used in south facing
windows.
----------------------------- GLASS MENU ---------------------------
1] SINGLE GLASS 1/8 INCH
2] SINGLE GLASS 1/4 INCH
3] DOUBLE GLASS 1/8 INCH
4] DOUBLE GLASS 1/4 INCH
5] TRIPLE GLASS 1/8 INCH
6] TRIPLE GLASS 3/16 INCH
7] TRIPLE GLASS 1/4 INCH
Enter number corresponding to the glass to be used in current project
-----------------------------------------------------------------
This is done to determine the shading
coefficent of the glass.
The window design package gets user
priority assignments for the parameters:
direct solar gain in winter, daylighting,
glare control and view. As mentioned
above, for each parameter the user selects a
priority from a menu characterising relative
priorities as:
CRITICAL
VERYIMPORTANT
IMPORTANT
SOMEWHAT_IMPORTANT
TRIVIAL
NEGLIGIBLE
A weighted priority is calculated for each
parameter as its own user assigned priority
multiplied by 1.0 over the sum of all user
This is done to determine the shading
coefficent of the glass.
The window design package gets user
priority assignments for the parameters:
direct solar gain in winter, daylighting, glare
control and view. As mentioned above, for
each parameter the user selects a priority from
a menu characterising relative priorities as:
CRITICAL
VERY IMPORTANT
IMPORTANT
SOMEWHAT IMPORTANT
TRIVIAL
NEGLIGIBLE
A weighted priority is calculated for each
parameter as its own user assigned priority
multiplied by 1.0 over the sum of all user
priorities.
The weighted priorities for all parameters are
printed to the console.
The window design package calculates
window opening sizes independently for each
of parameters. The first opening size to be
determined is that based on the direct gain
model. It calculates the window opening as
the product of the number of square feet in a
unit multiplied by the annual degree days
times the the product of the glazing 68
coefficient and the shading coefficient. The
default shape for the window opening is a
rectangle congruent to the endwall in which
it's positioned. This direct gain calculation
becomes a basis for the glare and view
models as well. The daylighting model sizes
the window opening by setting the header
height at .45 times the room depth or the
maximum header height, whichever is
smaller, keeping the sill height established by
the direct gain model.
If the user assigned priority, or UAP, for
GLARE exceededSOMEWHATIMPORTANT, a
diagram of the endwall window is displayed
and the user is prompted to digitize the
window sector in which the highest glare is
expected.
If the UAP for VIEW exceeded
SOMEWHATIMPORTANT, a diagram of the
endwall window is displayed and the user is
prompted to digitize the window sector where
the primary view is expected.
Conflict Resolution
The philosophy of conflict resolution in this
program is not entirely different than that of
conflict resolution between competing ideas,
organizations and individuals in life. An
analogy will help to illustrate this point. A
municipal court offers legal remedies for
property disputes between litigants.
Competition between rival agencies in a
corporation are arbitrated by management
executives or a board of trustees. Whenever
several entities compete for the same
resources, conflict is likely. Left to their own
devices, the conflict between those entities
might persist indefinitely. The conflict would
not only supress the accomplishment of the
immediate goals of these entities, but the
goals of the entities on the next higher level
of the hierarchy as well. If the conflict
between entities resists the conciliatory
efforts of the supervising entity, one of the
supervisor's peers may seize control. The
concept of hierarchy generally, and in
particular, the notion of subordination of
atomic goals to the larger goals of a system,
is central to conflict resolution.
In the Solar Gain and Daylighting Model,
GLARECONTROL and VIEW are agencies
competing for sectors of a south facing
window. Their goals are subordinated in the
model to the larger goal of arriving at a
window design that satisfies multiple
constraints.
Following the user assignment of priorities
for parameters, a conflict detection function
called CONFLICT tests for conflict between the
parameters. If it returns True, as explained
above, it means that, at minimum, the user
assigned priorities for both
GLARE_CONTROL and VIEW are greater than
SOMEWHATIMPORTANT. Knowing this,
the severity of the conflict is determined by
discovering the proximity of the affected
sectors, which is disclosed through the
functions OPPOSITECORNERS,
OPPOSITESIDES, ADJACENTSECTORS
and SAMESECTOR. Since conflicts
between GLARECONTROL and VIEW are
severe proportional to their physical
proximity, differing proximities, ceteris
paribus, require differing conflict resolution
strategies.
An example will help to illustrate this point.
To take the two extremes, suppose first that a
user has assigned priorities of
VERY IMPORTANT to both the
GLARE_CONTROL and VIEW parameters. If
the primary sources of glare and view occur
in sectors occupying opposite corners of the
south facing window, the problem may be
easily resolved by deleting either a column or
a row of sectors containing the primary glare
source and adding a new column or row on
the opposite side. This has the effect of
moving the window away from the glare
producing sector and simultaneously
repositioning the sector offering the primary
view nearer to the center of the window
opening. On the other hand, suppose that,
given the same priority assignments for view
and glare control, the user indicates that the
primary sources of both view and glare occur
in the same sector. This virtually constitutes
the worst possible case, which requires
additional user intervention to resolve, and
yet the only difference between the two
situations is in the proximity of the
conflicting sectors. Obviously the cases
involving OPPOSITESIDES and
ADJACENTSECTORS are combinations of the
first two, and the strategy of deleting the
glare producing sector while preserving the
view producing sector still applies, although
its implementation will vary. The strategy
used for resolving conflict in this model
involves not only the notion of pre-emption
of subordinate hierarchical levels but also
uses a variant on weighted averaging
techniques. The algorhythm for weighting
parameters relative to user assigned priorities
is demonstrated by the equation below.
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A general solution for resolving
values of objects having multi-variable constraints:
+ (V2 * P2W) + (Vn * Pn,)
* (1/P 1 + P2+
* (1/P 1 + P2+
* (/ PI + P2+
Pn)
Pn)
... Pn)
= User priority for parameter 1
= Weighted user priority for parameter 1
= User priority for parameter n
= resolved value for OBJ
= unweighted value for OBJ given in terms of parameter 1
(Vi * Piw)
VOBJ =
i=1
where
P1w
P 2w
Pnw
P1
P2
Pn
and
P1
P1 ,
Pn
V OBJ
V i
In the case of the window sizing model, then the equation for weighting becomes
V aperture size -
(V glare * Wgtd UAP glare) + (V view * Wgtd UAP view) + (V dalight* Wgtd UAP daylight) + (V direct gn * Wgtd UAP direct gn)
n
This is one one of the possible methods by
which conflicts between parameters may be
resolved. That is, differences between
conflicting paramaters may be resolved at
times simply by averaging between their
results. In other cases, the user may be
queried as to whether he would prefer an
alternative, case specific resolution, such as
coating the glazing to reduce glare or
reassigning priorities. In the case of the
averaging method, the resolved dimensions
of the window are determined by sampling
the lower left and upper right corners of all
four window sizing models, and averaging
the X and Y coordinates of the points
representing both corners, according to the
weighting scheme described above. This is
basically a statistical approach that takes the
results of the individual models as the sample
space.
ELEVATION Window in south-facing e ndwall
Glare and View on opposite
sides of window.
View model
User welkft for view
negligible
trivial
important
very-important
critical
critical
very-important
important
trivial
negligble
Glare model
Each model works according to its own
criteria, assigning minimum and maximum
values for its result. For example, the lower
boundary for the size of an aperture produced
by the GLARE model is 0" wide * 0" high,
and its upper boundary is the size of the
aperture prooduced by the DIRECTGAIN
model. The VIEW model on the other hand,
takes the size of the DIRECTGAIN's aperture
as its lower boundary, and the maximum
structurally allowable aperture size as its
upper boundary. A check is made to
determine whether the any of the models
exceeded the maximum window size
allowable in the endwall, and a status
message is printed to the console. If no
conflicts occurred, the results of all the
models are drawn in dimensioned endwall
elevations, and then erased after the user has
inspected them.
At this point all necessary user-provided
information has been gathered by the front
end, and any conflicts that have occurred
have either been resolved, or the program has
been aborted. If the program is continued, the
components are drawn as three dimensional
representations in discrete layers by the
graphics editor, and attributes based on the
calculations made by the model are attached
to them. These attributes are component type,
component material, level number,
component height, component length, units
per truckload, component width, component
weight, component maximum moment,
primary glare
source -
primary view
source
basecost, component constructed cost,
component transportation cost, and
component total cost.
The three dimensional representation of the
component, together with all its attributes,
insertion elevation and X,Y insertion point, is
placed into a unique library record called a
'block'. Such blocks may then be inserted
into the drawing as required, each component
bearing the design information contained in
its attributes. The value for the 'level number'
attribute is determined automatically at the
time of insertion.
By this process then, the components are
assembled into a building structure. This
assembly may be accomplished either by the
user or by a file called a 'script file' that
contains assembly instructions to the drawing
editor. After insertion, component positions
are not irreversible. They may still be
repositioned, copied, placed into different
layers, mirrored, stretched, and otherwise
graphically modified.
When the assembly is complete, the
aggregate of design information contained in
the component attributes, or any portion of it,
may be extracted and placed into an inventory
organized according to the standard
component attributes descibed above.
At this point, projections based on real
property asset management considerations
may be made. For the purposes of such
calculations, the sum of total component
costs is represented as the structural portion
of the Depreciable Base. The user is
prompted for the percentage of the
Depreciable Base comprised by the
component assembly. This is usually about
40% to 50% in the case of structural pre-cast
concrete panel systems.
If the user has an interest in certain aspects of
the project related to its investment potential,
he is asked a series of financial questions
about the project, and then presented with
screens like the following:
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REAL PROPERTY ASSET MANAGEMENT MODEL ___ Press "Alt" and "X" to begin.
Project ALTERNATE ALTERNATE ALTERNATE
EXHIBIT 1 Variables 1 2 3
No. Units or Area Rentable
A) Gross Purchase Price
B) Depreciable Base
C) Depreciable Life
D) Method of Depreciation
E) Estimated Sales Price
F) Expected Year of Sale
G) NOl
H) Annual Increase in 0.1
1) Leasehold Payments
J) Equity Investment
K) Amount of 1st Mortgage
1) Interest Rate
2) Term
3) Amortization Period
4) Constant
165,000
$19,700,000
$12,500,000
20
1.75
$30,000,000
15
$3,600,000
46,000
$2,650,000
$2,400,000
15
80
$2,800,000
$2,800,000
15
59,000
$3,600,000
$3,600,000
15
1 1.75 1
$3,900,000 $4,000,000 $6,000,000
7 7 7
$310,000 $322,000 $380,000
7.0% 8.0% 8.0%
$0 $0 $20,000
$2,700,000 $900,000 $1
$17,000,000 $1,750,000 $1
10.0% 15.0% 15.0%
35 20 30
40 20
15.000%
30
15.976%
30
15.230%
8.0%
$55,000
,000,000
,800,000
15.0%
30
$1,500,000
$2,100,000
15.230%
EXHIBIT 2
First Year Project Set-ups
Project ALTERNATE ALTERNATE ALTERNATE
Variables 1 2 3
Gross Rents
-Vacancies
Vacancy Cost
RI. Est. Taxable
Net Rents
Real Estate Tax Rate
- Real Estate Taxes
- Operating Expenses
[excluding R. E. Tax]
Net Operating Income
- Finance Payments
- Lease Payments
$5,000,000 $470,000
2.00% 3.00%
$100,000 $14,100
$10,000,000
$4,900,000 $455,900
12.00%
$1,200,000
$100,000
14.00%
$65,800
$80,100
$560,00
5.00%
$28,000
0 $550,000
5.00%
$27,500
$532,000 $522,500
12.00%
$67,200
$142,800
12.00%
$66,000
$76,500
(F&C) $3,600,000 $310,000 $322,000 $380,000
$2,550,000 $279,580 $274,140 $319,830
$0 $0 $20,000 $55,000
BEFORE TAX CASH FLOW $1,050,000 $30,420 $5,170
EXHIBIT 3
Project ALTERNATE ALTERNATE ALTERNATE
Variables 1 2 3
Price/U or Price/Rentable S
Total Operating Expense/
Unit or Oper. Exp./RSF
Operating Expense/
Gross Revenue
Real Estate Taxes/
Gross Revenue
Average Monthly Rents or
$/RSF
Actual or Project Occupancy
$119 $57.61 $35,000 $61.02
$1 $1.74 $1,785 $1.30
2.00% 17.04% 25.50% 13.91%
0.00% 14.00% 12.00% 12.00%
$3 $0.85 $583 $0.78
98.00% 97.00% 95.00% 95.00%
EXHIBIT 4
Break-Even Analysis
Project ALTERNATE ALTERNATE ALTERNATE
Variables 1 2 3
Current or Project
Occupancy
Margin
Break-Even Occupancy
98.00% 97.00% 95.00% 95.00%
21.00% 6.47% 0.00% 0.94%
77.00% 90.53% 95.00% 94.06%
Exhibit 6 Financial Analysis
Project ALTERNATE ALTERNATE ALTERNATE
Variables 1 2 3
Equity Required
Simple Return Measures:
Capitalization Rate
Cash on Cash Return
Increase in Value
Certainty (or Risk) Factor
Net Present Value @12%
Internal Rate of Return
$2,700,000 $900,000 $1,000,000 $1,500,000
18.27%
38.89%
52.28%
11.70%
3.38%
47.17%
11.50%
0.00%
42.86%
10.56%
0.34%
66.67%
$8,936,822 $595,178 $504,710 $875,216
46.662% 21.335% 21.519%
EXHIBIT 7: INVESTMENT RANK 1 2 4 3
Project ALTERNATE ALTERNATE ALTERNATE
Variables 1 2 3
Simple Return Measures
Capitalization Rate 18.27%
Cash on Cash Return 38.89%
Discounted Return Measure
Net Present Value $8,936,822
Profitability Index 330.993%
11.70%
3.38%
$595,178
66.131%
11.50%
0.00%
10.56%
0.34%
$504,710 $875,216
50.471% 58.348%
Internal Rate of Return 46.662% 21.335% 21.519%
BREAKDOWN OF BENEFITS DISCOUNTED AT
Year CFBT Tax Shelter Futures
1 $715,931 ($274,866)
2 $622,042 ($296,366)
3 $522,729 ($280,033)
4 $429,022 ($246,966)
5 $345,990 ($208,818)
6 $275,280 ($171,652)
7 $216,689 ($138,299)$1,189,316
Total $3,127,684 _ $1,189,316
Percent 115.840% -59.889% 44.049%
Conceptual Notes on the Model
As mentioned in Chapter III, the problem
solving methodology forming the basis of the
model demonstrated in this thesis is
characterised as a production system.
Although the structure and operation of the
model have evolved considerably from the
first implementation, the structure of the
current version is not the most elegant
possible. By elegance, I mean that the
algorhythms underlying the knowledge
based system should be as general as
possible, consistent with responsivness to
individual situations. This isimportant to bear
in mind in formalizing processes related to
design, since inthis area considerable care
must be taken to prevent algorhythms from
becomingoverly general, and yet a degree
of generalization is needed to prevent
aprogram from becoming overburdened by
the sheer number and complexity of the inter-
relationships of its processes. This domain
specific sense is one definite area in which the
system considered in this thesis could be
improved,in particular, by discovering ways
to make non- obvious generalizations about
architectural concepts that are legitimate. This
may often mean rephrasing a somewhat
idealistic question like "How does one design
a building?" to "What are some useful ways
to think about designing a building?". Many
of theweaknesses of this model flowed from
memory limitations inherent in both the
hardware and software used. This often
meant that search and control processes had
to be kept minimal, and the most
sophisticated inference making processes
could not be utilized in the cases where they
may have been appropriate. It is true that
some of the 'reasoning' accomplished by the
model which was linear and iterative, may
have achieved more interesting results using
non-linear and dynamic searching and control
processes. A design program tool should
permit different designers to arrive at
different design solutions. One of the
findings of this research is the importance of
allowing constraints to be fine tuned by the
designer/ user. This system has so far been
successful to the extent that it has been able to
do this.
If the model were rewritten today, it would
probably be based on representing design
information in nested frame arrays and an
opportunistic method of making inferences
from that knowledge, based on either a
blackboard framework or a Belief Network. A
schema based representation language which
makes use of an implementation of an OPS5-
like rule-based language may use design
schemata as a database. Such an
implementation, including the OPS package,
may be written entirely in Common LISP.
(Un)certainty is a promising measure to
explore for organizing search control in
oppotunistic problem solvers, as using islands
of certainty in the search space efficiently
eliminates many inferior solutions and dead
ends and can lead the search toward dominant
solutions. This would enable deferral of
uncertain aspects of a problem while
reasoning at a higher abstraction level. One
useful step toward formalizing elements of the
design process is determining an appropriate
set of constraint types that would potentially
enable knowledge about the domain to be
expressed with economy and facility.
This is a worthwhile direction for future
research. An opportunistic searching
approach to solving design problems is made
more efficient by understanding the
problem's search space. The approximate
topology of the search space may be
understood by establishing islands of
certainty through which potential solutions
must pass. A complementary approach that
would reinforce the results of this method
would be the development of a library of
solutions against which the problem solver
would periodically cross reference the
partially formed solutions in its working
memory.
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Building Construction knowledge representation schema.
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finish work
mechanical electrical
roof sytem slot restrict
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J
veri-cal insolation
horizontal insolation
avg. cloudy days/ year
precipitation
degree days
microclimate
Inference making and conflict
resolution processes take place
as needed between the frames
and the terminal inheritance nodes
for individual frame slots..
Distinctions are made in this scheme
between values that are allowed to
remain unresolved or ambiguous
for a time, and those that are not.
Connections between frame arrays
without conflict, such as the con-
nection between the 'building type'
slot and the 'apartment frame', are
'hardwired' ; in other words, the
'building frame' expects its 'building
type' slot to be filled with a definite
kind of inheritance.
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