The performance has a central importance for all cryptosystems. This paper aims to provide a framework and platform to evaluate a performance of Modified Dӧmӧsi's Cryptosystem, a stream cipher based on finite automata, comparing to Data Encryption Standard. The performance is evaluated in terms of encrypting time and throughput.
I. INTRODUCTION
The security of information is one of the most important aspects in communications, which always demands to improve the existing cryptosystems, and design new ones with high security and performance in real-time applications due to enhancing the danger of hacking effort. Therefore, many cryptosystems have been developed to improve the security of information. A cryptosystem encompasses the principles, and method of transforming an intelligible message (plaintext) into another one that is unintelligible (ciphertext) and then retransforming that message back to its original form.
Generally, cryptographic systems can be classified into two main types: symmetric-key and asymmetric-key systems. Symmetric-key systems use a single key that both sender and recipient have, whereas public-key systems use two keys: a public key known to everyone and a private key that only the recipient of the messages uses. Symmetrickey systems can be also broadly classified into: block ciphers and stream ciphers. The basic idea of a block cipher is to break a plaintext into fixed large length blocks, and encrypt each independently through many rounds of confusions and diffusions. While a stream cipher encrypts a sequence of data, typically a bit or byte, but uses a key or sequence of keys that generated by a key generator to encrypt blocks.
II. DATA ENCRYPTION STANDARD
Data Encryption Standard (DES) [1, 2] is a symmetric block cipher was introduced by IBM, and approved as a federal standard in November 1976, and published on 15 January 1977. Based on NIST, DES cipher is considered to have a catalyst for the academic study of cryptography, particularly of methods to crack block ciphers and its performance [3] . After twenty years, with many attacks, techniques and methods recorded the weaknesses of DES, which resulted to break DES [4, 5] . Typically, DES operates with block size 64 bit of plaintext, and uses 64-bit key length, where, 8-bits are used for checking the parity of transformation. Hence, the effective key length is 56-bits long. As shown in Figure 1 , the algorithm's structure consists of 16 rounds with initial permutation (IP) and final permutation (FP). In the encryption algorithm, the block of plaintext divided into two 32 bits, and each one of them processed alternately by Feistel ƒ-function. The ƒ-function scrambles half a block together with a part of the key. The output from the ƒfunction is combined using XOR operation with the other half of the block, and the halves are swapped before the next round as shown in Figure 2 .
Fig. 2 A round in DES
After the final round, the halves are swapped. Where, the Feistel function consists of 16 rounds of permutations and substitutions. In the decryption mode, same processes are used, the only difference in the sub keys are applied in reverse order.
III. MODIFIED DÖMÖSI'S CRYPTOSYSTEM
In 2008, Dӧmӧsi [6, 7] introduced a symmetric cryptosystem base on Rabin-Scott automata i.e., deterministic finite automata without outputs, which act as keys for encrypting plaintexts and decrypting ciphertexts. In this way, Dӧmӧsi's cryptosystem is similar to Mealy machine based cryptosystems: the encoding and decoding are performed using a key automaton, but it is different from Mealy machine in generating ciphertext: it does not generate the ciphertext by combining the plaintext bit stream with a random bit stream (key) using the exclusive or operator (XOR). Dӧmӧsi's cryptosystem also differs from cellular automata based cryptosystems in producing the ciphertext. But it is similar to cellular automata in that the key automaton based on finite automaton without outputs and its random number generator is independent of the key. In this matter, Dӧmӧsi's cryptosystem uses any random number generator which is proved to be random indeed. For instance, it can use any true random number generator sources, any radioactive generator or any software can generate the random number.
On the other hand, Dӧmӧsi's cryptosystem has many advantages over many others stream ciphers. Firstly, the random number generator is independent from the key. Secondly, this system cannot be attacked by methods used for defeating cryptosystems not based on finite automata. In addition to these advantages, it can be implemented the cryptosystem in the software and hardware efficiently due to the simplicity of the operations used.
Moreover, Dӧmӧsi's cryptosystem overcomes some complicated mechanisms in broadcasting/datacasting systems, i.e., this cryptosystem makes frequent key changes unnecessary. However, this cryptosystem suffers from some practical difficulties in construction of ciphertexts: the algorithm has exponentially many backtrackings in the worst-case to construct a ciphertext blocks for each plaintext symbol, which affect the entire performance of the cryptosystem.
Further improvements and extensions of Dӧmӧsi's cryptosystem can be found in [8] [9] [10] [11] [12] [13] [14] . To overcome the backtracking drawback, and improve the performance of Dӧmӧsi's cryptosystem, G. Khaleel et. al. [8, 9] proposed an additional control system used together with the second Dӧmӧsi's encryption algorithm without affecting the security of the original cryptosystems, i.e., the proposed cryptosystem is as secure as Dӧmӧsi's cryptosystem. This control system prevents backtracking in the algorithm by generating the "control" vectors. In the initialization stage, for a key automaton = (Q, Σ, δ, q 0 , ℱ) where is a finite set of states, is an alphabet, is a transition function, 0 is the initial state, and ℱ is a set of final states, the control system generates two control vectors V 1 and V 2 in advance only once (see Figure 3 ), i.e., before the encoded message is generated, the cipher must initialize the control vectors (V 1 , V 2 ) where V 1 consists of all input signals (a i ∈ Σ) that take the automaton from the current state (p ∈ Q) to any non-final state, whereas V 2 consists of all input signals (a j ∈ Σ) that take the automaton from the current state p to one of the target final states (q ∈ ℱ).
Fig. 4 Operation Stage
In the operation stage as shown in Figure 4 , the key automaton = (Q, Σ, δ, q 0 , ℱ) generates a ciphertext block ∈ + of length t for the plaintext symbol ∈ ,
where is randomly selected from [ , ] and is either the vector 1 or the vector 2 . First, the algorithm constructs a prefix, w i , of length − 1 by randomly selecting signals from vectors 1 . Second, it selects a random signal from 2 finalizing the construction of the block cipher . To estimate the performance of DES, we use DES algorithm based on the crypto++ standard library version 5.6 [10] . The speed measurement was performed on Lenovo Notebook E430 having Intel(R) Core(TM) i5-3230M CPU 2.6 GHz with 4 GB RAM under 64-bit Operating System Windows 10. The simulation programs are written in C++ under Visual studio 2013.
Finally, the results are shown in Figure 5 . Here, we compare the encryption time of DES and MDEA algorithms over different plaintext sizes, ranges from 16KB to 1MB. MDEA takes less time to produce the ciphertext blocks with respect to DES. Whereas, in terms of ciphertext throughput, Figure 6 shows DES has less throughput when compared with MDEA, the throughput of DES reach to approximately 57% of the throughput of MDEA. The simulation results showed that DES cipher needs to more processing time to encode a message. While in terms of throughput, the MDEA has high ciphertext throughput compared to DES. Moreover, we described the structure of mentioned cryptosystems. 
