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Abstract
In this paper we present embeddings of complete binary trees into butterfly networks with
or without wrap-around connections. Let m be an even integer and q = m+ LlogmJ-l.
We show how to embed a 2q+I -I-node complete binary tree T(q) into a (m + 1)2111+1_
node wrap-around butterfly B1l1(m +1) with a dilation of 4, and how to embed T(q) into
a (m + 2)2111+2_node wrap-around butterfly B 1l1 (m +2) with an optimal dilation of 2. We
also present an embedding of a wrap-around butterfly B
1l1
(m) into a (m + 1)2m -node no
wrap-around butterfly B(m) with a dilation of 3. Using this embedding we show that
T(q) can be embedded into a no wrap-around butterfly B(m +1) (resp. B(m + 2) witb
a dilation of 8 (resp. 5).




Understanding and developing relationships between different interconnection networks
is an important issue in parallel processing [2, 3, 4, 5, 6, 7, 8, 10, 12]. In this paper we
study the relationship between a complete binary tree network T and a butterfly network
B and present embeddings of T into B. Let T( q) be a 2q+l-l-node complete binary tree,
where q = m+ LlogmJ -1 and m is an even integer. Let Ew(m) (resp. B(m)) be a m2 m _
node (resp. (m + 1)2m -node) butterfly with (resp. without) wrap-around connections.
In [41, Bhatt et. a1. showed how to embed T(q) into Bw(m +3) with a dilation of 4. While
this embedding has constant expansion, it uses a butterfly that has 8 times1 as many
nodes as necessary. In this paper we first present two improved embeddings for T(q).
One embeds T(q) into Bw(m + 1) with a dilation of 4. Another one embeds T(q) into
B w ( m + 2) with an optimal dilation of 2. These two embeddings and the one presented
in [4J, use the wrap-around connections of a butterfly heavily. We show that a butterfly
with wrap-around connections is (up to a constant factor) no more powerful than one
without wrap~aroundconnections. More precisely, we show how to embed Bw(m) into a
no wrap-around butterfly network B(m) with a dilation of 3. Using this embedding we
are able to embed T(q) into B(m + 1) with a dilation of 8 and into B(m + 2) with a
dilation of 5. We next give definitions and notation used throughout this paper.
An embedding < f, 9 > of T into B is defined by a bijective mapping f from the
nodes of T to the nodes of B together with a mapping 9 that maps every edge e = (v, w)
of T onto a path g(e) connecting f(v) and f(w). We refer to f as the assignment. Two
commonly and extensively studied cost measures of an embedding are the dilation and
the expansion [1, 4, 9, 11]. The dilation is defined as the maximum distance in B between
two adjacent nodes in T, and the expansion is defined as the ratio of the number of nodes
in B to the number of nodes in T.
Let T(q) be a complete binary tree having 2q+l-1 nodes, where q = m+ llogmJ -1.
The q + 1 levels of T(q) are numbered 0,1, ... ,q. Let Bw(m) be a butterfly network
I For simplicity we omit the lower order terms.
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with wrap-around connections consisting of m levels, numbered 0,1, ... , m - 1. Every
level has 2mnodes. Every node in Bw(m) is identified by the pair < I, POPl'" Pm-l >,
where I indicates the level the node resides in, and POPl' .. Pm-l is the PWL (Posi-
tion Within Level) string, Pi E {O, I} for 0 ::; i ::; m - 1. The nodes in Bw(m)
are connected as follows. Node < I, POPI Pl ... Pm-1 > is connected by a straight
edge to node < (I + 1)mod m, POP1 ... PI Pm-1 > and by a cross edge to node <
(I + 1)mod m, POP1 ... PI ... Pm-l > . Note that the nodes on level m - 1 are connected
to nodes on level 0, representing the wrap-around edges. Let B(rn) be a butterfly with
no wrap-around connections. The difference between B(rn) and Bw(rn) is that B(rn)
contains an additional level, level rn, and the wrap-around edges from level m - 1 to
level 0 in Bw(m) are replaced by edges from level m -1 to level m.
In Section 2 we describe the embedding of tree T(q) into butterfly B,Am + 1) which
has a dilation of 4. This embedding achieves the same dilation as the one in [4], but it
has an expansion of 2, versus an expansion of 8. We note that it is straight forward to
modify the embedding of [4] so that it uses a B w{m+2) instead of a Bw{m+3). Section 3
contains the embedding of T(q) into B w (rn+2) which has a dilation of 2. With respect to
dilation this embedding is optimal since no embedding with 0(1) expansion can achieve
a dilation less than 2 [4]. Section 4 shows how to embed Bw (m) into B(rn) with a dilation
of 3 and how to use this result to obtain embeddings of T(q) into butterflies that have
no wrap-around connections.
The embeddings of Sections 2 and 3 use the same general approach as described in
[4]. More precisely, we also use the notion of a signatory 1 and a serial number in the
PWL strings. These concepts ensure that no two nodes of T(q) are assigned to the same
node of the butterfly. For OUT embeddings, as well as the embedding presented in [4J, it is
crucial that at some point nodes on the same level of T(q) are assigned to different levels
in the butterfly. This is achieved in [4] and by the embedding described in Section 2 by
having subtrees grow upwards and then downwards in the butterfly for varying number
of levels. Doing so results in a dilation of 4. Our embedding described in Section 3 uses
a different technique to achieve assigning nodes on the same level of the tree to different
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levels of the butterfly and thus achieves a dilation of 2.
2 Embedding T(q) into Bw(m + 1)
In this section we describe how to embed T(q) into Bw(m + 1) with a dilation of 4. The
embedding can be viewed as "fine-tuningll the strategy used in [4]. In the embedding
presented in [4], tree T(q) is embedded into Bw(m + 3) in three stages. The first stage
embeds levels 0 to logm-l ofT(q), the second stage embeds levels logm to ';+logm-l,
and the third stage embeds the remaining levels ofT(q). In order to avoid collisions among
the embeddings of the three stages, each stage is simply embedded in a different copy
of Bw(m + 1) in Bw(m + 3). Our embedding uses bit positions in such a way that the
different stages of the embedding can share sub-butterfly networks as much as possible.
Let B, be tbe left half of Bw(m+l) and B, be the right balf of Bw(m+l), as shown in
Figure 2. For clarity reasons, henceforth we refer to the nodes of T(q) as PEs (Processing
Elements) and to the nodes of the butterfly as nodes. We embed T(q) into Bw(m + 1) in
four stages. Stage 1 embeds the first log m levels of T(q) with a dilation of 2 so that the
PEs on level log m - 1 of T( q) are assigned to nodes on level m - 1 of B w ( m + 1). Stage
1 uses only the odd-numbered levels in B I . Let n(m) be the kth tree rooted at a PE on
levellogm-l ofT(q), 0 S k S 2'ogm-l_l = m(2-1. See Figure 1. Stage 2 embeds the
first m/2 + 1 levels of Tk(m) with a dilation of 4. The PE on level 0 of Tk(m) remains
assigned to the same node as in Stage 1. The PEs on level m/2 of Tk(m) are assigned
to nodes on level m of B 2 • Stage 2 uses the odd-numbered levels in B I , and in addition,
the even level m - 2 in B I and the even level m in B 2• The last m/2levels of Tk(m), are
embedded in two stages. In Stage 3 we assign the next k levels of Tk ( m) with a dilation
of 4 so that the PEs on level m/2 + k are assigned to nodes on level m - 1 of B 2• Stage
3 uses only the odd-numbered levels in B 2• Stage 4 assigns the remaining m/2 - k levels
of Tk(m) with a dilation of 2. Stage 4 uses even-numbered levels in both B I and B 2 • The
use of the levels is summarized in Table 1. Our embedding assigns no two PEs to the
same node of B w ( m +1) and two adjacent PEs are at most distance 4 apart.
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Levels used in B1 Levels used in B 2
Stage 1 odd-numbered -
Stage 2 odd-numbered and level m
level m - 2
Stage 3 - odd-numbered
Stage 4 even-numbered even-numbered
Table 1: Use of levels by the four stages
For the description of the embedding given next assume that m is a power of two.
Our result holds, however, for any even m and we describe the necessary changes at the
end of Section 2.
A unary-straight branching is a branching from a node on level 1 to a node on level
l + 1 using the straight edge. A unary-cross branching is a branching from a node on
level 1 to a node on level I + 1 using the cross edge. Finally, a binary branching is a
branching from a node on levell to two nodes on levell + 1 using the straight and the
cross edge.
Stage 1: Embedding the first logm levels ofT(q)
Assign the root of T(q) to node < m - 2logm + 1, (Ol)mj 2-logm+102Iogm-l >2. We
then use a unary-straight and a binary branching to assign the two PEs on level 1 of
T(q) to the two nodes < m - 2logm + 3, (OI)mj 2-logm+1 * 02logm-2 >3. Note that the
binary branching generates a * in the PWL string and the unary-straight branching
keeps a 0 or a 1 as it is. Continuing in this fashion, we assign the 2i PEs on level
2 of T(q) to nodes < m - 210gm + 2i + 1, (0l)m j 2-logm+l(*o)i02Iogm-2i-1 >, for 2 ::;
2 $ logm - 1. Thus, the m/2 PEs on level logm - 1 of T(q) are assigned to nodes
< m - 1, (Ol)mj 2-logm+1(*o)logm-10 > . In Figure 2, we show first few steps of the
embedding in this stage. It is easy to see that no two PEs are assigned to the same node,
i.e, there are no collisions.
:1 x'" denotes ct occurrences of x when ct > 0 and no occurrence of x when ct $ O.
3 * denotes a wild card character indicating 0 and 1.
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Stage 2: Embedding levels logm to m/2 + logm -I ofT(q)
As already defined, Tk(m) is the k1h tree rooted at a PE on levellogm -1 of T(q),
for 0 ::; k ::; zlogm-l - 1 = m/2 - 1. Stage 2 assigns PEs on levels 1 through m/2 of
Tk(m). The PEs on levels 1 through m/2 - 2 are assigned to odd-numbered levels in B1 .
The PEs on levels rn/2 - 1 and m/2 are assigned to the even-numbered levels m - 2 and
min B 1 and B 2 , re>pectively. Levels m/2 -1 and m/2 of T1.:(m) are treated differently
in order to keep the dilation at 4 when embedding level m/2 +1 of T1,:(m).
The goal of Stage 2 is to assign the PEs on level m/2 ofTk(m) to nodes < m, (*o)m/2-k-l*
1(*0)k1 >. The '1' in position m - 2k -1 (i.e., f3m-2k-l) in the PWL strings is called the
signatory 1 [4]. Its purpose is to keep the nodes which have PEs of Tk(m) assigned to be
different from the nodes that have PEs of Tj(m) assigned, j #- k, 0 ~ j, k ~ m(2 -1. Let
the leftmost m - 2logm + 2 bits (resp. rightmost 2logm - 1 bits) of a PWL string be
the head (resp. tail) of the PWL string. Consider a node that did get a PE assigned to it
in Stage 1. Its head consists of alternating D's and I's and its tail consists of alternating
*'s and D's, with an additional 0 at the rightmost position. For the trees Tk(m) with
k ~ log m - 1, the signatory 1 is positioned in the head of the PWL string (observe
that the position for the signatory 1 already contains a '1'). For the trees Tk(m) with
k < log m - 1 the signatory 1 is positioned in the tail of the PWL strings (at the begin.
ning of Stage 2 this position contains a '0'). We:first describe the embedding when the
signatory 1 is positioned in the head.
Stage 1 assigned the root of Tk(m) to node < m -1, (OI)m/2-logm+l(*ko)logm-1o >4.
Using two unary.straight branchings and a binary branching, we assign the two PEs on
level 1 of Tk(m) to the two nodes < I,*I(OI)m/2-logm(*ko)logm-10 > . This results in a
dilation of 3 between the PEs ofievelO and level 1 of Tk(m). For 2 ~ I ~ m(2-logm+2,
we assign the 2/ PEs on level I of Tk(m) to 2/ nodes on level21-1 of B1 using a unary~
cross and a binary branching. An exception occurs for the PEs on level m/2 - k + 1
of Tk(m) where, in order to keep the signatory 1, we use a unary-straight instead of a
4 In the string (*ko)logm 1 _ *.1:0*10 0 .. .*10 0, the string *10 *10 • .. *10 denotes the binary representation
of k. The *10 in the r 1h position from left in *10 *1: ... *10 is the *1: in position 2r of *100 *10 0 ... *10 0, for
o~ r ~ logm-2.
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Level of T.(m) Nodes of Bw(m + I)
/=0 < m -1,(01); logm+l(*ko)logm 10 >
1< !!!.-k < 2/-1, (*0)'-1 * 1(0l)';'--logm-I+I(*.0)logm-10 >- 2
1~ r; -logm+l < 21-1, (*O)!f-k-l * l(*O)I-T+k-l * 1(0l)!f-logm-I+l(*ko)logm-10 >
1<!!!-2 < 2/-1, (*0)';'--'-1 * 1(*0)'+1-';'-(*.0)';'--10 >- 2
1=';-1 < m - 2, (*0)';'--·-1 * 1(*0)'-1 *. 00 >
1= !!! < m,(*O)';'--·-1 *1(*0)'1 >2
Table 2: Assignments of Stage 2 in Section 2 for k ~ lagm -1.
unary-cross branching. Figure 3 shows these first few steps. After baving bandIed the
bits in the head of the PWL string, we now use unary·straight (which keeps the D's)
and binary branchings to assign further levels. After having placed the PEs on level
m/2 - 2 to nodes in level m - 5 of BIl we change the strategy for the remaining two
levels as follows. A unary-straight, a binary, and a unary-straight branching assigns the
PEs on level m/2 -1 to nodes on level m - 2 of Bt . Finally, a binary. a unary-straight, a
unary-cross (to level 0 in Bz), and a unary~straight branching (to level min B z) assigns
the PEs on level mj2 of Tk(m) to nodes on level m of Bz. This strategy results in a
dilation of 2 between levels I and 1+1 of Tk(m), for 1 ::; I::; mj2 - 3, and a dilation of
3 (resp. 4) between levels m/2 - 2 (resp. m/2 -I) and m/2 -I (resp. m/2).
Table 2 shows the assignment of the PEs of Tk(m) for k 2:: logm -1. The first line of
the table states the position of the root. The second line covers the levels up to the point
the position of the signatory 1 is encountered. Line 3 covers the remaining position in
the head. Line 4 covers the tail, excluding last two levels that are handled differently as
given in lines 5 and 6. Obviously, not all lines are meaningful in all situations. When
k = log m - 1, the signatory 1 corresponds to the last position in the head and line 3 is
thus meaningless. For m = 4, lines 2, 3, and 4 are meaningless. In this case the PEs on
level 1 of T1 (4) are assigned to nodes on level 2 (using line 5) and the PEs on level 2 of
T1 (4) are assigned to nodes on level 4 (using line 6). The branchings done are somewhat
different, but the dilation is at most 4.
We next consider the case when the signatory 1 is positioned in the tail. The overall
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strategy is as before. Table 3 shows the assignments for 1 ::; k < log m - 1 and Table 4
the ones for k = O. We briefly discuss Table 3. Line 1 states the position of the root
and line 2 covers the assignments of PEs for which bits in the head of the PWL string
are changed. Line 3 covers the tail positions up to just before a '0' is changed into a
signatory 1. Line 4 covers the remaining assignments up to and including level m - 5
of B 1 • The assignments for the last two levels are stated in lines 5 and 6. Again, not
all lines are meaningful. When k = 2, line 3 only covers levels up to level '; - 3. When
k = 1, line 4 is meaningless (since there are no more bits to be set before the two final
levels) and line 3 covers levels up to level '; - 2. Table 4 shows the assignments for tree
To(m). In order to be consistent with Tables 2 and 3, we show *o's in Table 4. However,
every *0 corresponds to a O. The situation for tree To(m) when m = 4 is similar to the
situation described for tree T1 (4) whose assignments are given in Table 2. The PEs on
level 1 of To(4) are assigned to nodes on level 2 (using line 4 of Table 4) and the PEs on
level 2 of To(4) are assigned to nodes on level 4 (using line 5).
We next show that there are no collisions within Stage 2. Obviously, if a node gets
two PEs assigned, they must come from different Tk(m)'s. Let Xk and Xj be two PEs
from Tk(m) and Tj(m), respectively, that are assigned to nodes on level T. Let Vk and Yi
be the PWL strings of these nodes, respectively. We show that Yk <I Yj. Assume, without
loss of generality, that j < k. We consider two cases depending on the value of k.
Case 1: k ~ 10gm-1.
Case 1.1: 1 < T ::; m - 2k - 1. The PWL strings Yk and Vi differ in the tail.
PWL string Yk has (*ko)logm-10 as the rightmost 2 log m -1 bits, while Yj has
(*jo)logm-10 as the rightmost 210gm -1 bits.
Case 1.2: m - 2k + 1 :s T ::; m. PWL strings Yk and Yi differ because of the
signatory 1. The PWL string Yk has a 1 in position m - 2k - 1, while the
PWL string Vi has a 0 in that position.
Case 2: k < 10gm-1.
Case 2.1: 1 ::; r ::; m - 2 log m +1. This case is similar to Case 1.1.
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Level of T.(m) Nodes of Bw(m + 1)
1=0 < m -I,(OI)T logm+I(*ko)logm. 10 >
l$~-logm+l < 21-1, (*0)1-1 * 1(Ol)T-1og m- I+l(*kO)logm-lQ >
1< "'--k < 21 - 1, (*0)' (*.0) '¥--'O >- 2
1<"'--2 < 21-1, (*0)'¥--·-1 * l(*O)"+'-'¥-<-.O)'¥--'O >- 2
1= !!!.-l < m - 2, (*0)'¥--·-1 * 1(*0)'-1 *. 00 >2
1= '; < m, (*0)'¥--'-1 * 1(*0)'1 >
Table 3: Assignments of Stage 2 in Section 2 for 1 :$ k < log m - 1.
Level of To(m) Nodes of Bw(m + 1)
1 = 0 < m -1, (01)';' 10g 111+1(*00)10g711 10 >
I :$ r; - lagm + 1 < 21-1, (*0)'-1 * l(Ol)T-logm-I+1(*oO)logm-lO >
1< !!!. - 2 < 21 - 1, (*0)'(*00) '¥--IO >- 2
[- !!!.-l < m - 2, (*0)'¥--1 *000 >- 2
1= rr < m, (*O)T- 1 * 11 >
Table 4: Assignments of Stage 2 in Section 2 for k = O.
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Case 2.2: m - 2logm + 3 ::; r ::; m - 2k - 1. The PWL strings Yk and Yi are
(*O)~(*kO)T-~O and (*O)~(*iO)T-~O, respectively. Since j < k <
logm -1, Yk and Yi differ in at least one of the rightmost LlogkJ bits.
Case 2.3: m-2k+l::; r::; m. The PWL string Yk has a 1 in position m-2k-l,
while the same position in the PWL string Yi has a o.
We complete the discussion of Stage 2 by showing that there are no collisions between
Stage 1 and Stage 2. For m = 4 there cannot be any collisions since To(4) and TI (4) use
only even-numbered levels in Stage 2. Hence, assume m > 4. Let r be a level in B1 that
has PEs assigned both from Stage 1 and Stage 2. Since Stage 1 places the root at level
m - 2 log m + 1 and level m - 5 is the largest odd-numbered level used by Stage 2, we
have m - 2logm + 1 ::; r ::; m - 5. For m ;::: 8, the PWL string of any node containing
a PE from Stage 1 starts off with 0101j i.e., it contains a 1 in both position 1 and 3.
When m > 8, any node which is assigned a PE from Stage 2 starts off with either *0 *0,
*0 * 1, or *1 * 0 and thus there cannot be any collisions. For m = 8, a collision between
Stage 1 and Stage 2 can only occur on level T = 3. In this case Stage 2 handles four
trees, namely trees To(S), TI(S), T2 (S), and T3 (S). The PWL strings of the nodes on level
3 that get PEs of Tk(S), k ::; 2, assigned in Stage 2 are of the form *0 * 1 *k 0 *k 00 and
hence there cannot be any collisions. The PWL strings of the nodes on level 3 that get
PEs of T3(8) assigned in Stage 2 are of the form *1 * 1 *30 *3 00 with *3*3 = 11. Stage
1 assigns one PE, namely the root of T(q), to level 3 and it is assigned to the node with
PWL string 010100000. Hence, no collision is possible. This completes our description
of Stage 2 in which we emhedded levels 1 through m/2 of Tk(m).
The embedding of the last m/2levels of Tk(m) is similar to Stage 3 in [4]. However,
for our purpose, we divide the embedding of the last m/2levels of Tk(m) into two stages,
namely Stages 3 and 4 which embed levels m/2 + 1 to m/2 + k and levels m/2 + k + 1
to m of Tk(m), respectively. This division shows precisely how we use only the right half
and the full Bw(m +1) in Stages 3 and 4, respectively.
Stage 3: Embedding levels m/2 +1 to m/2 + k ofTk(m).
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Let SiCk) be the i th subtree of height k + 1 rooted at a PE on level m/2 of Tk(m),
o.$ i .$ 2rn/2-1, as shown in Figure 4. Subtrees S;(O) consists only of one PE and these
PEs were already assigned in Stage 2. Hence, Stage 3 embeds the Sj(k)'s for k :=:: 1. In
Stage 2 the root of SiCk) was assigned to node < m, (*io)m/2-k-l *i 1(*iO)kl >5. As in
[4], we refer to positions {JO{J2 . .. (Jrn-2 = *; *i ... *i as the serial number of Si(k). We
embed SiCk) in Stage 3 so that the serial number and signatory 1 remain fixed. The serial
number helps to keep the subtrees SiCk) and Sil(k) disjoint, for i iiI. The Signatory 1
helps to keep S,(k) and S,(k') disjoint, for k "f k'.
We embed the first rk/21 levels of SiCk) by growing upwards (i.e., towards lower
numbered levels) in B2 , the right half of Bw(m + 1). We then grow SiCk) downwards
in B 2 to embed the remaining levels of SiCk). The leaves of SiCk) are placed at nodes
< m - I, (*io)m/2-k-l *; 1(*;*)kl > . When growing SiCk) upwards or downwards, we
use every fourth level of B2 and hence the embedding incurs a dilation of 4. The precise
process of embedding SiCk) is described next.
ForI :S 1 :S lk/2J, we assign the PEs on levell of S,(k) to nodes on level m - 41 +l.
The root of SiCk) was assigned in Stage 2 to node < m,(*io)m/2-k-l *i 1(*;0)k1 >. By
using a binary and two unary-straight branchings, assign the 2 PEs on level 1 of SiCk)
to two nodes < m - 3, (*io)m/2-k-l *i 1(*iO)1.:-1 *i *1 >. We now successively use a
unary-straight, a binary, and two unary straight branchings to assign the 2/ PEs on level
1 of S,(k), 12 2, to nodes
If k is odd, we ,",sign the 2r' /21 PEs on level rk/21 of S,(k) by using a unary-straight
and a binary branching to nodes
< m - 4lk/2J -1, (*,0)m/2-.-1 *, 1 *, *(*,0 *, *)l'/2J 1 > .
An exception occurs for k = 1. The leaves of Si(l) are at level 1 in S;(1) and they are
assigned to level m - 1 by making a binary branching from a node on level m.
5 *. denotes a 0 or a 1 depending on the binary representation of i.
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For rk/21 + 1::; 1 :$ k, we now grow Sdk) downwards and assign the 2/ PEs on levell
to nodes
The dilation between the root of Si(k) and the two PEs on levell is at most 3 (it is 1
when k = land 3 when k > 1). The dilation between the remaining levels of 8;(k) is 4.
An exception occurs between levels Lk/2J and rk/21 when k is odd, and between levels
Lk/2J and Lk/2J+ 1 when k is even: in these cases the dilation is 2. Since signatory 1 is
not changed in Stage 3, an argument similar to the one in Stage 2, combined with the
observation that serial number is kept fixed in Stage 3, shows that there are no collisions
within Stage 3. Stage 3 uses only odd-numbered levels of B2 - Since Stages land 2 use
only odd-numbered levels of B l , even level m - 2 of B l , and even level m of B 2 , there
are no collisions among Stages 1,2 and 3. This completes the description of Stage 3.
Before describing Stage 4, we briefly explain why the last two levels of Tk(m) embed-
ded in Stage 2 (i.e., levels m/2 - 1 and m/2) were handled differently from the other
levels. Stage 2 places the PEs on level m/2 - 2 of Tk(m) on level m - 5 of B l and Stage
3 places the PEs on level m/2 + 1 of Tk ( m) on level m - 3 of B2 • In order to keep the
dilation at 4, the PEs on level m/2 - 1 are placed on level m - 2 of B1 and the PEs on
level m/2 are placed on level m of B2 , resulting in the different strategy for the last two
levels of Tk(m) in Stage 2. In addition, placing the PEs of level m/2 -Ion level m - 2
of B l allows us to set the signatory 1 correctly for To(m).
Stage 4: Embedding levels m/2 + k + 1 to m ofTk(m).
Let Tk(m/2 -1) denote the subtree of Tk(m) rooted at the root of T.(m) with height
m/2. Let Rk be the forest formed hy Tk(m) - T.(m/2 -1) - U!;:'i'-l{S;(k)} as shown
in Figure 4. Stage 4 embeds the trees in Rk with a dilation of 2 using the even levels
in both Bl and B 2 . Every tree in Rk has m/2 - k levels that need to be embedded.
Recall that the roots of these trees (i.e., the leaves of S;(k)) were assigned for k 2: 1 in
Stage 3 to nodes < m_I,(*io)m/2-k-l *i I(*i*)kl > and for k == 0 in Stage 2 to nodes
< m, (*io)m/2-1 *i 11 > . To make the necessary branchings we need m/2- k bit positions
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in thePWL strings. Stage 4 uses the m/2 - k -1 positions containing a 0 (and which are
to the left of the signatory 1) and the rightmost position (which is '1' to start with). Stage
4 assigns the PEs on the first level of a tree in Rk to nodes < 0, (*io)m/2-k-l *i 1(*i*)k* >.
This is done by a unary-straight and then a binary branching for k ;::: 1 and simply a
binary branching for the trees in Ro . We now successively use a unary-straight and a
binary branching to embed the remaining levels of Rk. Thus, PEs on level 1 of Rk are
assigned to nodes < 21- 2, (*i*)I-I(*io)m/2-k-1 *i 1(*i*)k. >, for 2 =:; 1 ,=:; m/2 - k.
Since the serial number and signatory 1 remain fixed in this stage, it is easy to see
that there are no collisions within Stage 4. Stage 4 uses only even-numbered levels and
since Stages 1 and 3 use only odd-numbered levels, there are no collisions between Stage
4 and Stages 1 or 3. See Table 1. Note that while level m is used by Stage 2 in B2 , Stage
4 does not use level m. Hence, the only possible collisions between Stage 2 and Stage
4 can occur on level m - 2 in BI • In Stage 4 only leaves of To(m) are assigned to level
m - 2 and thus the PWL strings of nodes which have PEs assigned on level m - 2 are
*m-1 l *. The PWL strings of nodes on level m - 2 which have PEs assigned in Stage 2
are (*0)m/2-k-I*I(*Ot-l*kOO when k;::: 1 and (*0)m/2-1000 when k = o. Thus, position
m -1 has a 0 in Stage 2, while the same position has a 1 in Stage 4 and no collision is
possible. This completes Stage 4 and hence the embedding ofT(q) into Bw(m+ 1).
We conclude this section by showing how to modify our embedding when m is even
and not a power of 2. Recall that q = m + llog mJ - 1. In stage 1 we embed the
first llogmJ levels of T(q) by assigning the root of T(q) to node < m - 2l1ogmJ +
1, (0l)m/2-llogmj+l02l1ogmj-1 >. Levels 1 to llogmJ -1 of T(q) are embedded as before.
Every occurrence of logm is now replaced by llogmJ. After Stage 1 we don't have m/2
PEs embedded on level m - 1 of B I , but 2LIogmj-l. The other three stages embed the
remaining m levels of T(q). Stage 2 embeds the next m/2 levels (which are levels llog mJ
to m/2 + llogmJ -1 of T(q)), and Stages 3 and 4 embed the final m/2 levels of T(q).
Since the trees Tk(m) are now rooted at PEs on levelllogmJ -1 ofT(q), the range of k
is from 0 to 2l1ogmj-I_1. By reflecting this change throughout Stages 2, 3, and 4 and by
using llog mJ instead of logm, we obtain the desired embedding of T(q) into Bw(m+ 1).
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The argument of correctness carries over in a straightforward way. The proof that there
are no collisions between the different stages must now consider the interaction between
Stage 1 and Stage 2 for the case when m = 6. However, in this case Stage 1 uses levels
3 and 5, whereas Stage 2 uses levels 1, 4, and 6 and no collisions can occur.
3 Embedding T(q) into Bw(m + 2)
In Section 2 we described how to embed T(q) into B,n{m + 1) with a dilation of 4.
Naturally, the question arises whether there exists an embedding that achieves a smaller
dilation. We do not yet know how to embed T(q) into Bw(m + 1) with a dilation less
than 4, but we next show how to embed T(q) into Bw(m + 2) with a dilation of 2. This
embedding achieves an optimal dilation since no embedding with 0(1) expansion can
achieve a dilation less than 2 [4]. For the purposes of description, we again assume that
m is a power of two. Our results hold, however, for any even integer m and the necessary
changes are described at the end of Section 3.
Let B j be the i th quarter of Bw(m + 2) containing (m + 2)2rn nodes, 1 ::; i ::; 4, as
shown in Figure 5. We embed T(q) into Bw(m + 2) in three stages. In Stage 1 we use
B 1 and level m + 1 of B2 to embed the first log m levels of T( q) so that the PEs on level
logm -1 of T(q) are assigned to nodes on level m +1 of B 2• Let Tk(m) be again the k/h
tree rooted at a PE on levellogm -1 of T(q), 0 ::; k ::; 2!ogm-l - 1 = m/2 -1. Stage
2 embeds levels 1 to m/2 + k of Tk(m) into B, sucb that the PEs on level m/2 + k of
Tk(m) are assigned to nodes on either level m - 1 or m of B 2 • In Stage 3 we embed the
remaining levels of Tk(m) into Ba and B 4•
The main difference between this embedding and the one described in the previous
section is in Stage 2. Our previous embedding and the one in [4J achieve assigning the
PEs on the same level of T(q) to different levels in the butterfly by growing subtrees
upwards and downwards for varying number of levels. The embedding of this section
achieves the same effect by having different subtrees grow for different number of levels
already in Stage 2 right after the signatory 1 has been placed. Avoiding the upwards and
14
downwards growth, together with other modifications, allows us to reduce the dilation
from 4 to 2. We now describe each stage in the embedding of this section in more detail.
Stage 1: Embedding the first logm levels ojT(q)
In this stage we could use the embedding of Stage 1 as given in Section 2. However,
since we are using a Bw(m + 2) instead of a Bw(m + I), we use a simpler embedding
(similar to the one in [4]) that allows us to simplify the remaining stages. We can not use
this version of Stage 1 in the embedding of Section 2 since it would result in collisions
between Stages 1 and 2. For the sake of clarity and completeness, we describe Stage 1 in
detail.
Assign the root of T(q) to node < m -logm + I, om+2 > . Using binary branchings
we assign, as done in [4], the 2/ PEs on levell of T(q) to nodes < m -logm + 1+
l,om-log m+l *1 0Iogm-1+l >, for 1::; l::; logm - 2. Finally, by using a binary and then
a unary-cross branching we assign the m/2 PEs on levellogm - 1 of T(q) to nodes
< m + I, om-Iogm+l *]ogm-l 10 > . In Figure 5 we show a few steps of the embedding in
this stage. Observe that in this stage we use only B1 and level m +1 of B 2 • The dilation
between levels land 1+ 1 of T(q) is 1 for 0 ::; 1 ::; log m - 3 and it is 2 between levels
log m - 2 and log m - 1. It is straightforward to see that there are no collisions in this
stage.
Stage 2: Embedding levels I to m/2 + k ojT,(m)
As done in Section 2, we partition a PWL string into head and tail. The head now
consists of leftmost m -logm + 1 bits and the tail consists of rightmost log m +1 bits
of the PWL string. While in Section 2 the head was of even and the tail of odd length,
we now have both either even or odd. This is the reason for using f's in the following
description. Observe that a node with a PE assigned to it from Stage 1 has a head
consisting of O's and a tail consisting of *'s with 10 as the two rightmost positions.
The goal of this stage is to assign, with a dilation of 2, the PEs on level m/2 + k of
T,(m) to nodes < m, (*0)mj 2-,-t *102'10 > for k ~ 1 and the PEs on level m/2 of To(m)
to nodes < m -I, (*0) mj210 >. For tree Tk(m), k ~ 1, the PWL strings get a signatory
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Level of T.(m) Nodes of E w ( m + 2)
1=0 <m+l,om !ogm+l*k1ogm 110>
I<"'--k < 21- 1, (*o)lom-logm-21+1 *~Dgf1l-1 10 >- 2
l~';+k-logm < ~ _ k + 1, (*O)T- k- 1 * 1 *k+1-'¥- O~+k-logm-I+l *iOgm- 1 10 >
l$';+k < '; _ k+ 1,(*O)~-k-l * 1 *k+1-'¥- *7+k - 11O >
Table 5: Assignments of Stage 2 in Section 3 for k 2:: rIOg;-ll.
1 set in position m - 2k -1. For k = 0, no signatory 1 will be set. We first describe the
embedding when signatory 1 is placed in the head (i.e., we have k 2:: r1og;-1l).
Stage 1 assigned the root of Tk(m) to node < m + l,om-log m+1 *iOgm- 1 10 >. For
1 S 1::; mJ2 - k, we assign the 21 PEs on level 1 of Tk(m) to nodes on level 21-1 of
B 2 by using a unary~straight and a binary branching. We then place the signatory 1 by
making a unary-cross branching and then use a binary branching to assign the PEs on
level m/2 - k + 1 of Tk(m) to nodes on level m - 2k + 1 of B z. Once the signatory 1
has been placed, we use only binary branchings to assign the PEs on levell of Tk(m) to
nodes on level m/2 - k + 1, for m/2 - k +2 ::; 1 ::; m/2 + k. Table 5 shows the precise
assignment for Tk ( m) with k ~ rIOg;-11. The first line of the table shows assignment
of the root and the second line covers the assignments up to the point the position of
the signatory 1 is encountered. The third line covers the remaining positions in the
head and the fourth line covers the tail. As in Section 2, not all lines are meaningful
for all situations. For k = flog; 11, line 3 is meaningless. In this case the signatory 1
corresponds to the rightmost position of the head in case log m is odd and to the second
rightmost position in case logm is even.
The embedding for the case when the signatory 1 is positioned in the tail is similar.
In order to place O's in the odd-numbered positions before the placement of the signatory
1, we now make a unary-cross or unary-straight branching depending on the value of *.
We show the assignments for 1 :$ k < flog; 11 in Table 6. The assignments for tree
To(m) are shown in Table 7. For To(m) we stop at level m - 1 in B2 by assigning the
leaves of To(m) to nodes < m - 1, (*0)TI0 > . As already stated, no signatory 1 is set
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Level of T.(m) Nodes of Bw(m + 2)
1=0 < m +1, om-logm+l*k!ogm-1lO >
I ~ Lm IOfm+lJ < 21-1, (*O)'om-Iog m-21+l *~ogm-110 >
l<!!!-k < 21-1, (*0)1-1 **/:,-21+110 >- 2
l<;:+k < '; - k + 1, (*O)y-k-l * 1 *kH- T *t+k-110 >
Table 6: Assignments of Stage 2 in Section 3 for 15k < rIOK '; 11-
Level of To(m) Nodes of Bw(m + 2)
1=0 < m + 1,om-Iogm+l*o!ogm-1lO >
I:S l = lorn.+1J < 21-1, (*oyom-Iog m-21+l *~ogm-l 10 >
1< !!!. < 21-1, (*0)'-1 * *;;,-21+110 >2
Table 7: Assignments of Stage 2 in Section 3 for k = o.
for To(m). The position for the signatory 1 for To(m) would be position m -1 in the
P"WL strings. Setting this 1 would require the use of the unary-cross edges from level
m -1 to min B 2 and thus place the PEs on level m/2 of To(m) on level m. This would
result in a dilation of 3 since the PEs on level m/2 - 1 of Toem) are assigned to level
m - 3 in B 2 • Not having the signatory 1 set for To(m) requires Stage 3 to handle To(m)
somewhat differently.
It is easy to see that the dilation is 2 in Stage 2. The argument to show that there
are no collisions within this stage is similar to the one given for Stage 2 in Section 2 and
it is omitted. Stage 1 uses only B1 and level m + 1 of B 2 and Stage 2 uses B 2 only up
to level m. Hence, there are no collisions between Stage 1 and Stage 2.
Stage 3: Embedding levels m/2 + k +1 to m of Tk ( m).
This stage is similar to Stage 4 in Section 2. However, since the PEs on level m/2
17
of To(m) are assigned to nodes on level m - 1 instead of m in B 2 , we handle To(m)
differently. Let Ri (m/2 - k) be the i!h subtree rooted at a PE on level m/2 + k of
Tk(m), for 0 <i ::; 2=/2+k -1 and 0 ::; k::; 2]ogm-l -1 = m/2 -1. We first describe the
embedding of tbe last m/2levels of To(m) (i.e., embedding R;(m/2) for 0 $ i $ 2m/'_I),
and then describe the embeddings of Ri (m/2 - k) for k ~ I.
k = 0:
Recall that in Stage 2 we assigned the root of R i (m/2) to node < m -1,
(*io)m/210 > . By using a binary branching we next assign the two PEs on level 1 of
R i(m/2) to two nodes < m, (*io)m/2-1 *i *10 > . We then assign the PEs on level 2 of
R;(m/2) to nodes < 0, (*io)m/2-1*i*21 > by using a binary and a unary-cross branching,
i.e., the PEs on level 2 are placed on level 0 of B3 or B 4 . We now use a unary-straight and
a binary branching successively to assign the remaining levels of R;(m/2). In general, the
21 PEs on level 1 of Rdm/2) are assigned to nodes < 21- 4, (*i*)1-2(*io)m/2-I+l *i *21 >,
for 3 ::; 1 ::; m/2. The leaves of Ri ( m/2) are thus assigned to level m - 4.
k ~ 1:
Stage 2 assigned the root of R;(m/2 - k) to node < m, (*io)m/2-k-l *i 1 *~k 10 > .
Assign the PEs on level 1 of R i (m/2 - k) to nodes < 0, (*io)m/2-k-l *i 1 *~k *1 > by using
a binary and a unary-cross branching. Then use a unary-straight and a binary branching
to assign the 21 PEs on level 1 of Ri(m/2 - k) to nodes < 21 - 2, (*i*)I-l(*io)m/2-k-1 *i
1 *~k d >, for 2 ::; 1::; m/2 - k. The leaves of R i (m/2 - k) are thus assigned to level
m- 2k-2.
We now show that there are no collisions within Stage 3. Since the serial number
(denoted by the *;'s in the PWL strings) is kept fixed, there are no collisions between
Ri(m/2 - k) and Ri,(m/2 - k), for i of i'. The signatory I is not changed in Stage 3
and hence there are no collisions between Ri (m/2 - k) and Ri(m/2 - k'), for k #- k' and
1 ::; k, k' ::; 2!ogm-l - 1 = m/2 - 1. The signatory 1 in position m - 2k - 1, for k ~ 1,
also avoids the possibility of collision between R i (m/2) and R i (m/2 - k). This is seen
as follows. Assume level r, r $ m - 2k - 2, has PEs of both Ri(m/2) and Ri(m/2 - k)
assigned. Then, a node containing a PE of Ri(m/2 - k) has its signatory 1 in the position
18
m-2k-l of its PWL string and the leaves of R;(m/2- k) are placed on level m-2k-2.
A node containing a PE of Rdm/2) starts off with a 0 in position m - 2k - 1 which
is changed into a 1 (by a binary branching) when going from level m - 2k - 1 to level
m - 2k. (The 0 in position m - 3 is never changed.) Hence, there cannot exist a node
that is assigned both a PE from Ri (m(2) and Ri (m(2 - k).
Finally, it is easy to see that there are no collisions between Stages 1 or 2 and Stage 3.
Stages 1 and 2 use only B 1 and B2 , while Stage 3 uses Ba and B4 except for To(m) which
also uses level m of B 2 in Stage 3. However, the signatory 1's keep the nodes on level
m that have PEs of Tk(m) assigned in Stage 2, for k ~ 1, distinct from the nodes that
have PEs of To(m) assigned in Stage 3. This completes Stage 3 and hence our second
embedding.
We conclude this section by showing how to modify our embedding of this section
when m is an even integer and not a power of two. In Stage 1, we embed PEs on levels
oto llogmJ - 2 of T(q) to nodes on levels m - llogmJ + 1 to m - 1 of B, . The PEs on
level LlogmJ - 1 of T(q) are assigned to nodes on level m + 1 of B 2 • Every occurrence
of logm is now replaced by LIogmj. After Stage 1 we have 2 llog m-lJ PEs embedded on
level m+ 1 of B2 • Hence, we have 2llogm- 1J trees Tk(m)'s and the range of k is from 0 to
2llogm-lj - 1. By reflecting this change throughout Stages 2 and 3 and by using LlogmJ
instead of logm, we obtain the desired embedding of T(q) into B,Am + 2).
4 Ernbeddings using no wrap-around
In the previous two sections we described two embeddings of complete binary trees into a
butterflies with wrap-around connections. Both embeddings make heavy use of the wrap-
around connections. In this section we first show that, while wrap-around connections
are convenient, they do not make the butterfly more powerful (in an asymptotic sense).
More precisely, we next describe an embedding of Bw(m) into B(m) which has a dilation
of 3. To the best of our knowledge this useful result has not been documented in the
literature. By making use of this result, we then show that T(q) can be embedded into
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B(m + 1) (resp. B(m + 2)) with a dilation of 8 (resp. 5).
For clarity, henceforth we refer to the nodes of Bw(m) as PEs and to the nodes of B(m)
as nodes. The embedding of Bw(m) into B(rn) achieves an expansion of (m~~12m < 2.
This is optimal since B(rn) is the smallest butterfly with no wrap-around consisting of at
least m2111 nodes. Any embedding of Bw(m) into B(rn) must achieve a dilation of at least
2. To show this, assume, for the sake of contradiction, that there exists an embedding
p with a dilation of 1. In p every node of BCm) is assigned at most one PE of Bw(m).
Furthermore, an edge in B(rn) is assigned an edge in Bw{m). Since the number of nodes
in B(m) is greater than the number of PEs in Bw(m), there exists a node v in BCm)
that has no PE of Bw(m) assigned to it. No edge incident to v has an edge of Bw(m)
assigned to it (otherwise the dilation would be more than 1). Now, since v has at least 2
incident edges, at most m2m +1 _ 2 edges of B(m) have edges of Bw(m) assigned to them
in p. Since Bw(m) consists of m2m +1 edges and every edge of B(m) is assigned at most
1 edge of Bw(m), p can not have a dilation of 1.
We assign the PEs on level 0 of Bw(m) to nodes on level 0 of B(m). The remaining
PEs are assigned so that two PEs on adjacent levels in Bw(m) are at most 2 levels apart
in B(m) and the PEs on level m -1 are assigned to nodes on level 3. Furthermore, nodes
on level 1 of B(m) get no PE assigned. Formally, let p =< l, (lO[Jl' .. [Jm-l > be a PE of





for O:S I:S l';'J
if m is odd and 1= r-;l
for f'l'l + 1 :S 1 :S m - 1, and
[
{l,!, for i = 0,2,4, ,2l';'J - 2
aj = [Jm_!:J;j- fori=1,3 1 5, ,2L-;J-1
[Jlm/2J if m is odd and i = m - 1.
For example, when m = 8 a PE with PWL stdng [JO[Jl[J2[J3[J4[JS[J6[J7 is assigned to the
node that has PWL string aOala2a3a4aSa6ar = [Jo[Jr[Jl[J6[J2[JS[J3[J4. Furthermore, PEs
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on levels 0, 1,2,3,4 are assigned to nodes on levels 0,2,4,6,8, respectively, and PEs on
levels 5,6,7 are assigned to nodes on levels 7,5,3, respectively.
It is easy to see that no two PEs are assigned to the same node and hence we have an
embedding of Bw{m) into B{m). We next show that the dilation is 3. Assume that m is
an even integer (the argument for odd m's is analogous). Let (Pl,P2) be a cross edge of
Bw(m) with P, =< 1,{3o . .. {3, ... {3m-l > and P2 =< (l +1) mod m,{3o .. . p, ... {3m-l >,
o:::; l :::; m - 1. Depending on the value of l we distinguish four cases.
Case 1: 0 :::; 1 :::; '; - 1.
PEs Pl and P2 are assigned to nodes VI =< 2l,f3of3m._I ... f3/f3m-I-I ... f3m!2-If3m!2 >
and V2 =< 21 + 2,f30f3m-1 ... PIf3m-I-I ... f3m/2-If3m!2 >, respectively. Node VI is con-
nected to V2 by a path consisting of a cross and a straight edge resulting in a dilation of
2.
Case 2: 1= m(2.
PE PI is assigned to node VI =< m,f3o{3m-I ... f3m!2_If3m/2 > and PE P2 is assigned
to node V2 =< m - 1, f30{3m-l ... f3m/2-I{Jm/2 > . Hence VI and V2 are connected by a
cross edge and the dilation between PI and P2 is 1.
Case 3: '; + 1 :::; l :::; m - 2.
PE PI is assigned to node VI =< 2m - 21 +1, {30f3m-1 ... {3m-I-If3f {3m/2-If3m/2 >
and PE P2 is assigned to node V2 =< 2m - 21-1,f3of3m_I .. ' {3m-l-l{JI f3m/2-I{3m/2 > .
Hence VI and V2 are connected by a path that consists of a straight and a cross edge,
and the dilation is 2.
Case 4: I = m - 1.
PE PI is assigned to node VI =< 3, {30f3m-1 ... {3m/2-If3m/2 > and PE P2 is assigned to
node V2 =< 0, (30{Jm.-1 ... J3m/2-If3m/2 > . Node VI is connected to V2 by a path consisting
of a straight, a cross, and a straight edge, and hence the dilation between PI and P2 is 3.
While in our embedding the wrap-around edges are the ones having a dilation of 3,
any levell of B w {m) can be chosen so that edges from levell to 1+ 1 have a dilation of
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3. This completes the embedding of Bw(m) into B(m) with a dilation of 3, and we next
briefly describe the embedding of T(q) into a no wrap-around butterfly.
By first embedding T(q) into Bw(m + 1) with a dilation of 4 (using the embedding
of Section 2) and then embedding Bw(m + 1) into B(m + 1) with a dilation of 3, it
inunediately follows that T(q) can be embedded into B(m + 1) with a dilation of at
most 4 * 3 = 12. Similarly, T(q) can be embedded into B(m + 2) with a dilation of at
most 2 * 3 = 6. However, since only the wrap-around edges incur a dilation of 3 and the
remaining edges incur a dilation of at most 2, we can do better. Every edge of T(q) maps
onto a path of length at most 4 in B w (m + 1) and every such path contains at most one
wrap-around edge. Hence, the dilation of every edge of T(q) is at most 3 +2 + 2+ 2 = 9,
Similar arguments can be used to embed T(q) into B(m + 2) with a dilation of only
3 + 2 = 5.
In order to obtain the claimed dilation of 8 for the embedding of T(q) into B(m+ 1),
we change the embedding of Bw(m +1) into B(m +1) so that the edges from level 1 to
2 of B w ( m + 1) have a dilation of 3 in B(m +1) and the remaining edges have a dilation
of at most 2. Edges of T(q) using an edge from level 1 to 2 of B w (m +1) have a dilation
of only 2 and tbus have a dilation of 3 + 2 = 5 in B(m + 1). Edges of T(q) having a
dilation of 4 in Bw(m +1) now incur a dilation of 4 * 2 = 8.
5 Conclusions
In this paper we described two embeddings of a complete binary tree T into a wrap-
around butterfly BWl and two embeddings of T into a no wrap-around butter.fly B. The
first embedding embeds T(q) into Bw(m + 1) with a dilation of 4, where q = m +
LlogmJ -1. The second one embeds T(q) into Bw(m + 2) with a dilation of 2. The first
embedding achieves an expansion of 2, while the second one achieves an expansion of 4
and an optimal dilation. An embedding optimizing both the dilation and the expansion
would embed T(q) into Bw(m + 1) with a dilation of 2 (for even m) [4J. We feel that
a technique different from the one using signatory 1's is needed to achieve this bound.
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Our third (resp. fourth) embeddiug embeds T(q) iuto B(m + 1) (resp. B(m + 2)) with
a dilation of 8 (resp. 5).
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Figure 3: First few steps in the embedding of Stage 2 in Section 2.
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Figure 4: Tree T(q) showing tree TJ:(m), subtree S;(k), and forest R.I:.
