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Seznam uporabljenih simbolov 
ISP (ang. In-system programming) - programiranje v vezju 
JTAG (ang. Joint Test Action Group) - vodilo JTAG 
CPLD (ang. Complex programmable logic device) – kompleksno programirljivo vezje 
RAM (ang. Random access memory) – bralno pisalni pomnilnik 
VHDL (ang. Very high speed hardware description language) – jezik za opis zelo hitrih 
integracij vezja 
 PWM (ang. Pulse-width modulation) - pulzno-širinska modulacija 
UART (ang. Universal Asynchronous serial Receiver and Transmitter) – univerzalni 
sinhroni serijski sprejemnik in oddajnik  
ADC (ang. Analog-to-digital converter) - analogno-digitalni pretvornik 












V diplomskem delu je opisan celoten potek krmiljenja matričnega prikazovalnika 
vključno z izdelavo tiskanega vezja. Matrični prikazovalniki so zasloni sestavljeni iz lučk, 
po navadi svetlečih diod. Primerni so za prikazovanje raznih napisov in slik nizke 
resolucije. V našem primeru imamo matrični zaslon 32 X 16 svetlečih diod pravokotne 
oblike. Krmilimo ga preko vmesnika s Xilinxovim vezjem CPLD XC95144XL, ki mu 
bomo pošiljali podatke iz mikrokrmilniškega razvojnega sistema - MIŠKO. Miškota smo 
spoznali na fakulteti pri predmetu Osnove mikroprocesorske elektronike in vsebuje 
Atmelov mikroprocesor družine AVR oznake ATmega324. Tiskano vezje vmesnika pa 
sem izdelal sam v programu Altium Designer. Program za CPLD vezje, proizvajalca 
Xilinx, sem napisal v višjenivojskem jeziku VHDL, program mikrokrmilnika pa v 
programskem jeziku C. 
Samo delo sem razdelil na več sklopov. Najprej bom opisal prikazovalnik in 
mikrokrmilniški razvojni sistem. Sledila bo izdelava tiskanine, po njej pa še opisa obeh 
programov. Program za CPLD vezje sem izdelal v Xilinxovem programskem okolju ISE 
Design suite 12.4, ki nam omogoča tudi simulacijo vezja. Razvojne faze in opis 
simulacije bom predstavil v poglavju Testiranje. Za programiranje mikrokrmilnika sem si 
izbral programsko okolje AVR Studio 4, ki smo ga uporabljali tudi na fakulteti. 
 
 
Ključne besede: matrični prikazovalnik, CPLD vezje, pomnilnik RAM, mikrokrmilnik, 












The control of a LED dot matrix display and its circuit board design and implementation 
procedure is described in the graduation thesis. Dot matrix displays are displays made of 
lights, usually light emitting diodes. They are mostly used for displaying different kinds 
of text or images of small resolution. In the thesis I write about a matrix display 
composed of 32 x 16 light diodes of rectangular shape. It is controlled by an interface in 
Xilinx CPLD XC95144XL to which we send the data from a microcontroller 
development system MIŠKO. We studied the microcontroller development system at 
University in a Microprocessor electronics basics class. It contains an Atmel's 
microprocessor ATmega324 of the AVR family. I built a printed circuit board interface 
using the Altium Designer software. I wrote the code for the Xilinx CPLD device in a 
high-level hardware description language VHDL and the program for the microcontroller 
in programming language C. 
The thesis is divided into several chapters for better better understanding of the project. 
First I describe the LED display matrix and the microcontroller development system. In 
the following chapter is a description of the circuit board and used firmware. For the 
CPLD device I used a Xilinx ISE Design suite 12.4  development environment which 
offers us the possibility to simulate a circuit. The development phase and the description 
of the simulation is presented in the chapter  about testing. I choose AVR Studio 4 
programming environment for development of the microcontroller code. It is the same 
software we used at University. 
 
Key words:  LED dot matrix, CPLD circuit, RAM, microcontroller, programming, 








Namen diplomskega dela je izdelati vmesnik, ki bo sprejemal podatke iz mikrokrmilnika, 
jih ustrezno obdelal in prikazal na matričnem prikazovalniku. Cel sistem je sestavljeno iz 
treh sklopov:  
- matričnega prikazovalnika  
- vmesnika s CPLD vezjem za procesiranje signalov iz mikrokrmilnika 
- mikrokrmilniškega razvojnega sistema. 
Matrični prikazovalnik je zaslon, ki se uporablja za prikazovanje informacij na različnih 
napravah – ure, kazalniki odhodov na železniških postajah in na splošno vseh vrstah 
naprav, ki ne zahtevajo visoke resolucije prikazovanja.  
Sestavljen je iz matrike lučk, v našem primeru svetlečih diod. Z vklopom oz. izklopom 
svetlečih diod izpisujemo različne napise oz. izrisujemo različne slike. Po navadi so 
pravokotne oblike, lahko pa glede na namembnost tudi drugačne (čeprav neobičajno). V 
našem primeru imamo zaslon iz svetlečih diod matrike 16 X 32.  
Vsak matrični prikazovalnik vsebuje notranji krmilnik, ki signale, ki jih sprejme na vhodu 
spremeni v signale za vklop lučk ali svetlečih diod. Nekateri vsebujejo tudi svoj 
pomnilnik, kjer si shranjujejo podatke za prikaz. Naš matrični zaslon svojega pomnilnika 
nima. 
    Glavni del vmesnika je programirljivo vezje CPLD, proizvajalca Xilinx, ki sprejema 
podatke. Podatke mu preko serijske komunikacije pošiljamo iz mikrokrmilnika, ki jih 
nato shranjuje v pomnilnik. Iz pomnilnika se ti podatki sproti tudi osvežujejo in 
prikazujejo na zaslonu.  
  Za pošiljanje podatkov vmesniku sem uporabil Mikrokrmilniški študentski komplet, ki 
smo ga spoznali na fakulteti pri predmetu Osnove mikroprocesorke elektronike. Komplet 
vsebuje Atmelov mikrokrmilnik, in sicer ATmega324. Za programiranje sem uporabil 
orodje AVR Studio 4. 





Digitalna integrirana vezja služijo za obdelavo in generiranje digitalnih signalov. 
Poznamo dva tipa integriranih vezij. To so univerzalna vezja in vezja za določeno 
aplikacijo. Večinoma so digitalna vezja izvedena z univerzalnimi digitalnimi 
integriranimi vezji, saj so enostavnejša za krmiljenje in nadzor. Imajo konstantno porabo 
celic in dobro izkoriščenost logike. Primer univerzalnega vezja je mikroprocesor. Vendar 
pa za zahtevnejše aplikacije, kjer potrebujemo višjo delavno frekvenco in hiter odziv na 
simultane spremembe vhodov pridejo v poštev vezja za določeno aplikacijo. To so hitra 
digitalna vezja, kjer se operacije izvajajo paralelno in tako dosežemo višjo frekvenco 
vodenja aplikacij.  
Če pa lahko vezjem s programiranjem spreminjamo funkcijo, taka vezja imenujemo 
programirljiva logična vezja. 
Programirljiva logična vezja so elektronske komponente uporabljene za izgradnjo 
digitalnega vezja. Za razliko od logičnih vrat, ki imajo točno določeno funkcijo, imajo 
programirljiva logična vezja ob izdelavi nedefinirano funkcijo. Funkcijo oz. aplikacijo, ki 
želimo, da jo vezje opravlja določimo sami s konfiguriranjem oz. programiranjem.  
Vse tri sklope sistema bom podrobneje opisal v nadaljevanju diplomskega dela. Najprej 
bom predstavil matrični prikazovalnik in mikrokrmilniški razvojni sistem. Nadaljeval  
bom z načrtovanjem samega vezja. V sklopu načrtovanja vezja spada tudi opis izdelave 
tiskanine. Sledil bo opis programske opreme tako vmesnika s CPLD vezjem kot tudi 
mikrokrmilniškega razvojnega sistema. Po predstavitvi vseh treh sklopov bom na koncu 






2 Prikazovalnik in mikrokrmilniški 
razvojni sistem 
 
Celoten sistem je torej opisan s tremi sklopi, ki so med seboj povezani kot kaže slika 1. Iz 
mikrokrmilnika serijsko ob uri pošiljamo podatke vmesniku. Ta podatke shrani v 
pomnilnik RAM, iz katerega se nato osvežuje matrični prikazovalnik. Preden pa opišem 
kako sem izdelal celotno vezje in tiskanino vmesnika bom na kratko predstavil matrični 
prikazovalnik in mikrokrmilniški razvojni sistem. 
 
Slika 1: Krmiljenje LED-matričnega prikazovalnika 
 
2.1. Dvobarvna matrika LED 
  
Izbral sem matrični prikazovalnik proizvajalca SEOUL Semiconductor, model SSD-
D64128CDM [1]. Sestavljen je iz šestnajstih vrstic. V vsaki vrstici je dvaintrideset 
dvobarvnih svetlečih diod. Izbiramo lahko med zeleno ali rdečo barvo.  
Na vhodu imamo 9 različnih signalov, ki so potrebni za delovanje: 












- GEREEN DATA 
S signaloma RED DATA ali GREEN DATA izbiramo barvo, ki želimo da se nam prikaže 
na zaslonu. Lahko prižgemo tudi obe barvi hkrati. CLOCK nam služi za serijsko 
pošiljanje podatkov RED DATA in GREEN DATA v registre prikazovalnika. S signali 
od A0 do A3 izbiramo vrstico na prikazovalniku. LATCH in ENABLE pa služita, da se ti 
podatki dejansko prikažejo na zaslonu. Po vpisu podatkov in izbiri vrstice z njima 
vklopimo svetleče diode, ki smo si jih izbrali.  
Te podatke obdeluje krmilnik, ki je vgrajen na samem  prikazovalniku. Ta naše podatke 
na vhodu spremeni v signale potrebne za vklop točno določenih svetlečih diod, ki si jih 
izberemo. Za svoje optimalno delovanje zaslon potrebuje 5 V napetosti.  
 
 
2.1.1. Opis delovanja prikazovalnika 
 
Naš matrični prikazovalnik ima 16 vrstic in 32 stolpcev. Iz bločnega diagrama in 
časovnega poteka podatkov na podatkovnem listu [1], ki nam ga podaja proizvajalec, 
vidimo kako moramo pošiljati signale matričnemu prikazovalniku, da bo le–ta deloval oz. 
prižigal določene sklope lučk pravilno. V naslednjem odstavku je opisano kako prižgemo 
eno vrstico na zaslonu. 







Slika 4: Bločni diagram matričnega prikazovalnika 
Signala rdeče podatke (RED DATA) in zelene podatke (GREEN DATA), (odvisno od 
naše izbire barve) najprej z urnimi cikli pošljemo v dva šestnajst bitna registra. 
Poenostavljeno, teh 32-bitov predstavlja eno našo vrstico na prikazovalniku, ki jo 
izbiramo s signali od A0 do A3. To so signalne linije na vhodu prikazovalnika. Lahko bi 
jim rekli tudi naslovne linije. Nato s signaloma zapah (LATCH) in omogoči (ENABLE) 





prikazovalniku. Za to skrbi več krmilnikov, ki so vgrajeni na samem prikazovalniku. 
Lahko bi rekli, da signala zapah (LATCH) in omogoči (ENABLE) služita za osveževanje 
prikazovalnika. 
 
2.2. Opis Mikrokrmilniškega Študentskega 
Kompleta- MIŠKO 
 
MIŠKO je bil v osnovi zgrajen za spoznavanje uporabe mikrokrmilnikov v elektronskih 
sistemih in samo programiranje  le–teh. Razvija tudi sposobnost upravljanja različnih 
perifernih enot kot so števci, komunikacijska vodila, I/O enote, A/D, D/A pretvorniki … 
Programiramo ga lahko v programskem jeziku assembler ali programskem jeziku C.   
 
Slika 5: Mikrokrmilniški razvojni komplet 
 
MIŠKO uporablja Atmelov mikrokrmilnik ATmega324 [2]. To je 8-bitni mikrokrmilnik 
proizvajalca Atmel, ki vsebuje 32 kB bliskovitega pomnilnika, v katerega zapisujemo 
nastavitve oz. program, ki smo ga izdelali. Poleg bliskovitega pomnilnika ima tudi 2 kB 
statičnega pomnilnika. Napajan je preko 5 V linije. Jedro deluje s frekvenco oscilatorja, ki 





vmesnikoma, 32 vhodno-izhodnimi priključki in kar 8 ADC kanali. Programiramo ga 
preko priključka ISP.  
Za razvojno okolje sem izbral ATMEL AVR Studio 4 [8]. V njem sem sestavil program, 
ki ga bom opisal v programskem delu naloge. 
  
Slika 6: MIŠKO z ISP programatorjem 
 








3 Načrtovanje vezja 
 
3.1. Uvod v načrtovanje vezja 
 
Po izboru vseh potrebnih komponent električnega vezja, sem se lotil izdelovanja in 
načrtovanja tiskanega vezja. Za izdelavo električne sheme in risanje samega vezja sem 
uporabil program Altium Designer [7]. Program v osnovi deluje tako, da najprej narišemo 
shemo vezja. Pogosteje uporabljeni elementi so že shranjeni v dodanih knjižnicah, ki so 
priložene programu. V primeru da katerega od elementov  v knjižnicah ni, nam program 
omogoča risanje lastnih (novih) elementov. Ko je shema kompletna, jo prenesemo v 
pogled za risanje tiskanine. Elemente lahko poljubno premikamo in postavljamo po 
tiskanini, vendar moramo biti pozorni na pravila za risanje tiskanega vezja in na čim lažjo 
povezavo elementov med seboj.   
 
3.1.1. Pravila za izdelavo tiskanine 
 
Pred začetkom načrtovanja tiskanine se moramo najprej zavedati s kakšnimi signali 
imamo opravka, saj to zelo vpliva na samo zasnovo tiskanine. V našem vezju imamo 
opravka z visokimi frekvencami in hitrimi podatkovnimi signali, ki predstavljajo motnje v 
našem vezju in moramo biti nanje še posebej pozorni. Izmenični signali, ki jih lahko 
generirajo bremena, se ne smejo pojaviti na napajalnih linijah, saj se tako motnje razširijo 
po vsem vezju. Zato moramo te motnje ustrezno izničiti, bodisi z blokirnimi 
kondenzatorji ali pa z zrcalno napajalno plastjo – ta poleg kapacitivnosti tudi  usmerja 
povratne tokove in s tem izničuje sevanje tiskanine.  Pozorni moramo biti na dolžino 
signalnih poti, saj visoke frekvence povzročijo presluhe med sosednjimi linijami, kar nam 
spet predstavlja motnje.   
Pozorni moramo biti tudi na ohmsko upornost, kapacitivnost in induktivnost povezav na 
tiskanini. Pri dolgih povezavah visokofrekvenčnih signalov lahko namreč pride do 





Poleg dolžine povezav moramo upoštevati tudi širino in razmik med njimi. Širša 
povezava pomeni manjšo upornost in večjo prevodnost toka. Po navadi so napajalne linije 
debelejše od signalnih, saj morajo prenesti več toka. Minimalen razmak in tehnologija 
izdelave pa nam določata velikost napetosti.  
Pri samem povezovanju moramo upoštevati tudi obliko povezav. Povezave ne smejo biti 
pod kotom 90 stopinj ali več, saj ostri kot povzroča elektromagnetne motnje. Najboljše je, 
da povezave rišemo pod kotom 45 stopinj. Zaradi same estetike in lažjega povezovanja, 
linije rišemo vzporedno. To je posebej pomembno pri napajalnih linijah, saj se tako 
izognemo induktivnim zankam in presluhom. 
Za povezovanje več plasti večplastnih vezij, uporabljamo skoznjike (vie). To so očesca, z 
izvrtino na sredini, ki povezujejo določene plasti tiskanega vezja med seboj.   Velikokrat 
nam pridejo v pomoč, ko smo precej omejeni z velikostjo vezja oz. tam kjer si želimo čim 
krajših povezav.                                                                                              
Za kasnejše lažje spajkanje so pomembni priključki elementov oz. velikost otočka kamor 
element prispajkamo. Po navadi velikost in obliko otočkov določa proizvajalec elementa, 
in sicer glede na lastnosti elementa in tehnologijo spajkanja.  
Nazadnje ne smemo pozabiti na blokirne kondenzatorje, ki sem jih že omenil v uvodu. Ti 
nam blokirajo širjenje motenj v vezje ali pa gladijo napajalno napetost. Postaviti jih 
moramo čim bližje napajalnim priključkom elementov ali napajanja. 
 
3.1.2. Električna shema in opis komponent 
 
Xilinx XC95144XL  
V našem vezju smo uporabili Xilinxovo CPLD XC95144XL [3]. To je integrirano vezje, 
namenjeno izdelavi zelo hitrih digitalnih vezij, ki delujejo pri napetosti 3.3 V. Sestavlja 
ga 144 makrocelic s 3200 uporabnimi logičnimi vrati. Makrocelica je zmogljivejša kot 
enostavna matrika logičnih vrat, saj omogoča logične funkcije kot so flip-flopi, števci, 





Naše integrirano vezje ima 100 priključkov (pinov) v ohišju TQFP, od tega jih je 81 










Zaradi razbremenitve procesorja in premajhnega notranjega pomnilnika, sem se odločil, 
da uporabim zunanji RAM velikosti 256 kB [4]. Tako se bodo podatki, ki jih prikazujemo 
na matričnem zaslonu osveževali iz pomnilnika RAM in ne neposredno iz vezja CPLD. 
CY62256 je visoko zmogljiv statični CMOS RAM organiziran v 32 k vrstic po 8-bitov. 
Po bločnem diagramu vidimo, da ima RAM tri logične vhode, s katerimi izbiramo ali 
bomo vanj vpisovali podatke ali jih brali iz njega. Signali CE, WE in OE so aktivni ob 
logični '0' oz. nizkem logičnem nivoju. Ko sta signala CE in WE oba na logični '0', je 
omogočeno vpisovanje podatkov. Podatki, ki so takrat na osmih I/O priključkih se vpišejo 
na lokacijo v pomnilniku, ki je določena z naslovnimi linijami od A0 do A14. Branje iz 
pomnilnika pa omogočimo s postavitvijo vhodov OE in CE na logično '0', medtem ko WE 
ostane na logični '1'. Takrat se na osmih I/O linijah pojavijo podatki, ki so shranjeni na 
lokaciji v pomnilniku, ki jo določajo naslovne linije od A0 do A14.  
 
















ELEMENT ZA PRILAGODITEV LOGIČNIH NIVOJEV 
Ker naš matrični zaslon zaznava visok logični nivo pod napetostjo 5 V, vezje CPLD pa na 
svojem izhodu kot logično '1' podaja napetost 3.3 V, sem moral v vezje umestiti tudi 
element, ki izhodne signale iz vezja CPLD poveča iz 3.3 V na 5 V [5]. Za to sem uporabil 
pretvornik logičnih nivojev, in sicer SN74HC245D. Ta je načrtovan, tako da podatke, ki 
so na 8-bitnem vodilu A, preslika na 8-bitno vodilo B ali obratno glede na logični nivo, ki 
je izbran na vhodu DIR. Seveda pa mora biti tudi OE na logični '0', saj je s tem 
omogočena preslikava signalov. V nasprotnem primeru imamo na izhodih stanje visoke 
impedance. V našem primeru smo morali logični nivo dvigniti 9 signalom. Tako sem 





Slika 10: RAM CY62256 










Ker imamo v  vezju potrebo po dveh različnih napajanjih, in sicer 3.3 V in 5 V, sem v 
vezju uporabil dva napetostna regulatorja. Oba sta v SOT223 ohišju in oba sta oznake 
LM1117DT [6]. LM1117DT-3.3 V je namenjen napajanju vezja CPLD, medtem ko 
LM1117DT-5.5 V napaja pomnilnik in pretvornik logičnih nivojev. Obema sem dodal 
gladilni kondenzator, saj si želim čim bolj konstantno enosmerno izhodno napetost, s čim 
manj motnjami. 
 
Slika 13: SN74HC245D Slika 12: Simbol pretvornika nivojev 





Tako pa izgleda zaključena shema v Altium Designer-ju z vsemi povezavami med 
elementi: 
 





3.1.3. Risanje tiskanine 
 
Po končani izdelavi električne sheme vse elemente uvozimo v projekt za izdelavo 
tiskanine. Program  jih najprej postavi na rob tiskanine, tako da si jih sami razmestimo 
poljubno po tiskanini. Vendar pa moramo biti vseeno pozorni kam kateri element 
postavimo, zaradi kasnejše lažje povezave elementov med seboj in upoštevanja pravil za 
izdelavo tiskanine. Izberemo lahko tudi velikost tiskanine, v primeru, če to želimo oz. če 
imamo omejitev velikosti. Elementi se med seboj ne smejo prekrivati, moramo pa 










Najprej sem postavil konektorje ob robove vezja, saj imajo konektorji točno določeno 
pozicijo in moramo ostale elemente orientirati glede na njih. V našem primeru je to 
konektor z desetimi priključki za priklop matričnega zaslona, konektor s šestimi 
priključki za priklop mikrokrmilnika in napajalni konektor, kjer priklopimo vhodno 
napajanje. Ker vem, da je večina elementov povezanih na vezje CPLD, sem ga postavil 
na sredino tiskanine, okoli njega pa RAM in pretvornika logičnih nivojev. Na koncu sta 
mi ostala še oba regulatorja, ki sem ju postavil ob napajalni konektor.  
Sledilo je povezovanje elementov med seboj. Odločil sem se, da izdelam dvoplastno 
vezje, zaradi lažjega povezovanja kritičnih signalov in zaradi postavitve zrcalne ravnine, 
ki nam pomaga pri odpravljanju motenj v vezju. Če nam uspe večji del elementov 
povezati, potem vemo, da smo dobro postavili elemente po vezju in nam ni potrebno 
delati večjih popravkov. Na koncu moramo še pregledati povezave, upoštevati pravila 
povezovanja, minimalne razmike med elementi, širino napajalnih linij, kritične dolžine 
povezav … Vse to nastavimo v programu pod Design Rules Check, tako da nas program 
lahko sproti opozarja v primeru napak. Sam sem izbral širino signalnih linij 10 mil, 
minimalno 8 mil, napajalne linije pa nekje med 12 mil in 16 mil, odvisno od prostora na 
tiskanini in zahtev po obremenitvi. Da bi čim bolj omejili motnje našega vezja, ki vsebuje 
tudi visoke frekvence urnega signala, smo na spodnjo plast postavili zrcalno ravnino 
mase. Na spodnjo plast smo zaradi čim krajših povezav do napajalnih linij vezja CPLD 
postavili tudi blokirne kondenzatorje.  
Ko končamo s povezovanjem, na koncu še optimiziramo vezje, elemente čim lepše 
postavimo po tiskanini in popravimo vezave. Paziti moramo na simetrijo ter da linije 












Po končanem risanju ustvarimo še izhodne datoteke, ki jih pošljemo proizvajalcu, da nam 
izdela tiskanino. To so tako imenovane datoteke za kreiranje mask. Najpomembnejši 
maski sta maski bakrenih plasti (top layer in bottom layer).  
 
Za lažje spajkanje in zaščito tiskanine pred zunanjimi vplivi smo ustvarili tudi masko za 
spajkanje (solder mask). S tem pustimo nezaščitene le priključke elementov, vse ostalo pa 
je zaščiteno z zaščitnim lakom. To nam pomaga pri spajkanju elementov, saj imamo 
manjši odvod toplote pri spajkanju in tako lažje prispajkamo nogico elementa na 
priključek na tiskanini. 
 
Slika 23: Zgornja plast spajkalne maske 
 
 
Slika 18: Zaključena zgornja plast tiskanine 
Slika 21: Zgornja plast povezav Slika 20: Spodnja plast povezav 





Če želimo imeti tudi napise elementov na tiskanini ustvarimo masko belega tiska (overlay 
mask). Tako smo si na tiskanini označili orientacijo elementov, polarizacijo elementov in 










Tako izgleda zaključena tiskanina v 3D pogledu: 
Slika 24: Tisk na zgornji strani vezja 





4 Programska oprema krmilnika 
 
Za krmiljenje matričnega prikazovalnika sem uporabil vmesnik in mikrokrmilnik. Za 
njiju sem izdelal programa, da se je na zaslonu prikazovalo, kar sem želel. To poglavje 
vsebuje opisa obeh programov in nalaganje programov na digitalni integrirani vezji. 
Mikrokrmilnik programiramo v programskem jeziku C [10], medtem ko vezje CPLD 
opisujemo v jeziku VHDL [11]. Razlika je v programiranju obeh. Pri mikrokrmilniku z 
naborom ukazov izvajamo določene aritmetične in logične operacije, medtem ko pri 
CPLD vezju opisujemo vezje, kjer se nahaja logično polje elementov (flip-flop, števci, 
registri…) in polje povezav. 
V nadaljevanju bom najprej predstavil opis vezja CPLD, kasneje pa še program 
mikrokrmilnika. 
 
4.1. Logika vmesnika  
 
Naš vmesnik vsebuje vezje CPLD proizvajalca Xilinx [3]. Vezje opisujemo v 
visokonivojskem jeziku VHDL, ki pomeni opis zelo hitrih integriranih vezij (Very High 
Integrated Circuit). Razvojno orodje za opis vezja pa nam ponuja proizvajalec, in sicer 
ISE Webpack 12.4 [9]. Program omogoča tudi simulacijo vezja. Ta nam pomaga pri 
lažjem opisu vezja, saj lahko preverjamo kako se signali obnašajo znotraj procesov 
našega vezja. 
Model vezja je sestavljen iz dveh glavnih delov: 
- Entity, kjer deklariramo zunanje signale 
- Architecture, kjer opisujemo delovanje vezja 
Vezje opisujemo s signali, ki so osnovni elementi vezja. Zunanje in notranje signale 
deklariramo v modelu vezja ter jim določimo ime in podatkovni tip. Zunanjim signalom 
pa tudi smer. Glavna podatkovna tipa sta bit in std_logic. Razlika med njima je ta, da 
std_logic lahko poleg logične ničle in logične enke zavzame tudi druga stanja. Ta so 





smo uporabili tudi podatkovni tip std_logic_vector, kjer signale združimo v vodila. 
Vektorju lahko določimo tudi predznak in imamo za to na voljo predznačen (signed) oz. 
nepredznačen (unsigned) podatkovni tip. 
Signale opisujemo s stavki znotraj procesov. Stavki opisujejo gradnike vezja, kot so 
avtomati, števci, registri … Procese umestimo v arhitekturo in z njimi opisujemo samo 
delovanje vezja. 
Naše vezje je opisano s tremi procesi, ki jih bom opisal v nadaljevanju. 
Najprej pa naj predstavim deklaracijo signalov vezja: 
Deklaracija zunanjih signalov: 
entity test_zaslon_avtomat is 
    Port (  
     ucData : in std_logic; --podatki, ki jih dobimo iz mikrokrmilnika 
      ucClk: in std_logic;  --ura, ki jo določa mikrokrmilnik 
        ucEn : in std_logic; --signal, ki pove da je podatek v celoti 
prispel  
                             --in omogoči vpis 
        clk : in  STD_LOGIC; --frekvenca oscilatorja CPLD vezja 
        aDIS : out STD_LOGIC_VECTOR(3 downto 0); --naslovne linije 
združene  
                                                 --v vodilo 
        adr : out STD_LOGIC_VECTOR(6 downto 0); --naslovne linije ob 
vpisu  
                                                --podatka v pomnilnik 
        data : inout STD_LOGIC_VECTOR(7 downto 0); --podatki poslani  
                                                   --iz mikrokrmilnika 
        oe : out STD_LOGIC :='1'; --bit ki nam omogoči branje iz 
pomnilnika 
        we : out STD_LOGIC :='1'; --bit ki nam omogoči vpis v pomnilnik 
        enable0 : out  STD_LOGIC :='0'; --omogoči prižig svetlečih diod  
                                        --na matričnem prikazovalniku 
        red : out  STD_LOGIC :='0'; --podatki za prižig rdečih svetlečih 
diod 
        green : out  STD_LOGIC :='0'; --podatki za prižig zelenih  
                                      --svetlečih diod 
        latch : out  STD_LOGIC :='0'; --zapah, ki sprejete podatke v 
registre  
                                      --na zaslonu pošlje na zaslon 
                                      
    ); 
end test_zaslon_avtomat;  
 
Imamo štiri vhodne signale, osem izhodnih in enega vhodno-izhodnega. To so signali, ki 
jim v zavihku Floorplan IO določimo na kateri priključek našega CPLD vezja so vezani. 
Z vhodnimi signali beremo vrednosti, izhodnim pa določamo vrednosti v našem opisu 






Slika 26: Zunanji signali vezani na naš CPLD 
 
Signali, ki sem jih uporabil znotraj samega vezja: 
architecture Behavioral of test_zaslon_avtomat is 
 
type stanja is (mir, dol, nastaviadreso, podatek, gor, zapah, 
enable,enable1, vpis);  
signal st: stanja; 
 
signal a : unsigned(6 downto 0) := "0000000"; 
signal awr : unsigned(6 downto 0) := "0000000"; 
signal testdata : std_logic_vector(7 downto 0); 
signal rxdata : std_logic_vector(7 downto 0); 
 
signal serialData :std_logic_vector(15 downto 0) := "0000000000000000"; 
 
signal clk_d: std_logic := '0'; 
signal wr, prekini, valid: std_logic; 
signal pix: unsigned(1 downto 0) := "11";  
 
signal st1:unsigned(9 downto 0) := "0000000000"; 





Kot vidimo imamo devet različnih stanj avtomata. S signalom st prehajamo iz enega 
stanja v drugo.   Signali a, serialData,pix, st1 in st2 so vektorji določene velikosti, ki smo 
jim določili tudi začetno vrednost. Wr, prekini in valid pa so signali tipa std_logic. 
 
 
4.1.1. Opis programa v  jeziku VHDL 
 
Matrični prikazovalnik osvežuje in prikazuje  informacije iz pomnilnika RAM in ne 
neposredno iz CPLD vezja. Torej sem svoj program organiziral tako, da se podatki 
neprestano osvežujejo iz pomnilnika in ko pride potreba po vpisu novih podatkov v 
pomnilnik se sproži prekinitev, ki za kratek čas prekine prikazovanje podatkov in vpiše 
nove podatke v pomnilnik RAM. 
Ker ima naš pomnilnik le 8 vhodno-izhodnih priključkov, lahko naenkrat preberemo ali 
vpišemo le 8 bitov podatka. Naš zaslon pa ima v eni vrstici 32 svetlečih diod. 
Za prižig celotne vrstice torej potrebujem štiri naslove v pomnilniku. Ker pa lahko 
izbiramo tudi med zeleno in rdečo barvo, potrebujemo kar 8 naslovov ali 64-bitov 
podatka.  Torej s podatki iz enega naslova v pomnilniku RAM  lahko prižgemo štiri 
svetleče  diode v eni vrstici. Odločil sem se, da bodo prvi štirje biti podatka označevali 






Slika 27: Bločni diagram pomnilnika [4] 
 
Podatek, ki ga dobimo iz mikrokrmilnika shranimo v signal data. 
data <= serialData(7 downto 0) when st = vpis else "ZZZZZZZZ"; 
 
 Torej data je 8-bitni podatek, ki nam predstavlja štiri svetleče diode na zaslonu. 
Razdeljen je na dva dela, prvi štirje biti določajo zeleno, drugi štirje pa rdečo barvo.  Na 
katerem delu zaslona bodo svetile določamo s signalom a. To je 7-bitni vektor, razdeljen 
na dva dela. Prvi trije biti  predstavljajo 8 delov vrstic (8x4=32), medtem ko z ostalimi 
štirimi izbiramo številko vrstice (aDIS). aDIS so signali od A0 do A3 združeni v eno 
vodilo oz. vektor. 
 
Naše vezje opisujejo trije procesi. Glavni proces je avtomat, ki ob uri prehaja iz stanja v 
stanje in s tem obdeluje notranje signale. Drugi proces sprejema podatke iz 
mikrokrmilnika in sproži signal valid, ko je podatek v celoti prispel. Tretji proces pa 





V našem primeru vezje najlažje opišemo z diagramom stanj. Slika 28 prikazuje, kako naš 
proces avtomata prehaja iz stanja v stanje. 
 















Pričnemo v stanju mir, kjer notranjim signalom določimo začetne vrednosti. 
 
 
when mir => 
                pix <= "11"; 
                a <= "0000000"; 
                clk_out <= '0'; 
       st <= podatek; 




Nato se avtomat 8x zavrti med stanji podatek, gor, dol in nastavi naslovno linijo. Po 8 
ponovitvah imamo podatke pripravljene za prižig ene vrstice. Natančneje, vsak krog 
vpišemo podatke v registre na zaslonu za prižig štirih svetlečih diod ene vrstice (8x4= ena 
vrstica). Podatke beremo iz pomnilnika na naslovih, ki jih določa signal a (če a='0', nam 
to predstavlja prvi naslov). Podatke nam predstavlja signal data: 
 
Stanja podatek, gor, dol, nastavi naslovno linijo: 
when podatek => 
                aDIS <= std_logic_vector(a(6 downto 3));  --od A0 do A3 
                green <=data(to_integer(pix)); 
                red <= data(to_integer(pix)+4); 
             
                st <= gor; 
when gor => 
                clk_out <= '1'; 
                st <= dol; 
when dol => 
                clk_out <= '0'; 
                 
                st <= nastaviadreso; 
when nastaviadreso=> 
 
                pix <= pix - "01"; 
             





                    a <= a + "0000001"; 
                    if a(2 downto 0)="111" then 
                        st <= zapah; 
                        oe<='1';                     
                    else 
                        st <= podatek; 
                    end if; 
                else  
                    st <= podatek; 
                end if; 
 
 
Za lažjo predstavo si poglejmo primer, če je signal data = »1000 1000« in a= '0'.  Torej iz 
prvega naslova v pomnilniku smo prebrali podatek (data). S signalom pix, vsak bit 
preslikamo iz podatka v rdeči signal (signal red) ali zeleni signal (signal green). V našem 





Slika 29: Signal data 
 
To je lepo vidno tudi v simulatorju, kjer se ob stanju pix = '11' signala rdeč in zelen 







Slika 30: Prikaz simulacije, ko signal pix preslika podatek v signal red in green 
Nato signal a povečamo za 1 in preberemo podatek iz naslednjega naslova v pomnilniku 
ter ga vpišemo v registre na zaslonu. Ko smo vpisali podatke za prižig ene vrstice 
(a='111') preide avtomat v naslednja stanja. To so stanja zapah, enable, enable1. V teh 
stanjih se postavi zapah na logično '1' in enable omogočimo z logično '0'. V stanju 
enable1 pa preveri, če je prišla zahteva za vpis novih podatkov iz mikrokrmilnika. Če ni 
prišla skoči nazaj v stanje podatek in prične vse od začetka. Po stanju enable1 imamo 
prižgano eno vrstico na zaslonu.  
 
 
Slika 31: Prikaz simulacije vpisa ene vrstice 
Ker jih imamo 16, se ta del po vpisu vsake vrstice ponovi 16x. 
 
Programsko prehajanje med stanji zapah, enable in enable1 izgleda tako: 
when zapah => 
                latch <= '1'; 
                st <= enable; 
when enable => 
                latch <= '0'; 
                enable0 <= '0'; 
                st2 <= st2 +1; 
                if st2 = "11111" then 
                    st<= enable1; 
                end if; 
when enable1 => 
         
             
                if prekini = '1' then 





                    wr <= '1'; 
                else 
                    st <= podatek; 
                    oe <= '0'; 
                end if;  
Če pride zahteva po prekinitvi in vpisu podatkov v pomnilnik, iz stanja enable1 preidemo 
v stanje vpis. Za vpis podatkov postavimo bit wr <= '1' in posledično omogočimo, da se 
podatki prenesejo iz vhodno-izhodnih linij v pomnilnik na naslove, ki jih določimo s 
signalom adr. 
adr <= serialData(14 downto 8) when wr = '1' else std_logic_vector(a); 
data <= serialData(7 downto 0) when st = vpis else "ZZZZZZZZ"; 
we <= '0' when wr = '1' and clk='1' else '1'; 
 
Proces, ki sprejema podatke iz mikrokrmilnika sprejme bit za bitom podatka iz 
mikrokrmilnika in ga sestavi v en vektor, ki smo ga imenovali serialData. V vektorju 
serialData se nahaja podatek data in naslov adr, kam naj vpišemo podatek v 
mikrokrmilnik. 
serial: process (ucClk, ucEn) 
begin 
     
    if rising_edge(ucEn) then 
        if serialData(15) = '1' then 
            valid <= '1'; 
        end if; 
    end if; 
     
    if prekini = '1' then  
        valid <= '0'; 
    end if; 
 
    if rising_edge(ucClk) and ucEn = '0' then 
         
 
        serialData(15   downto 1) <= serialData(14 downto 0); 
        serialData(0) <= ucData; 
         







Na začetku smo deklarirali tri vhodne signale. To so ucClk, ucEn in ucData. Signal 
ucData so biti oz. podatki, ki jih ob naraščajoči urini fronti signala ucClk pošiljamo 
našemu vmesniku in jih shranjujemo v vektor serialData. Shranjujemo jih, tako da enega 
po enega pomikamo v levo, dokler jih ni vseh 15 poslanih. Prvi poslan bit vedno 
postavimo na '1', saj nam ta bit, da podatek, kdaj je bilo poslanih vseh 15 podatkov. Po 
prejemu vseh 15-ih podatkov, se postavi signal valid na logično '1'. Posledično se postavi 
tudi signal prekini na '1' in sproži vpis podatkov v pomnilnik.  
 
Za prekinitev in preskok v stanje vpis skrbi proces p1: 
p1: process(clk) 
begin 
    if rising_edge(clk) then 
        if valid = '1' then 
            prekini <= '1'; 
        elsif st=vpis then 
            prekini <= '0'; 
        end if; 
    end if; 
end process; 
 
V tem procesu konstantno ob uri pregledujemo ali je signal valid postavljen ali ne. Ko se 
valid postavi na logično '1', posledično postavi tudi signal prekini na logično '1' in s tem 
se sproži prekinitev in vpis podatka v točno določen naslov v pomnilniku. 
Kot vemo je podatek, ki ga pošljemo iz mikrokrmilnika 15-biten. Prvih osem bitov 
predstavlja podatek, ki ga vpišemo v pomnilnik, drugih 7 pa naslov na katerega naj se 
vpišejo. 
To smo v programu napisali z naslednjima stavkoma: 
adr <= serialData(14 downto 8) when wr = '1' else std_logic_vector(a); 
 





4.2. Opis programa mikrokrmilnika 
 
Mikrokrmilnik programiramo v programskem jeziku  C [10]. Vsak C program sestavljajo 
funkcije. Prva se začne izvajati funkcija main (glavna funkcija), ki lahko znotraj kliče tudi 
druge funkcije. Klicane funkcije lahko izdelamo sami, lahko so pa že vgrajene v različnih 
knjižnicah. 
Predstavil bom program, ki na zaslonu prikazuje štoparico, ki šteje od 00:00 do 99:59 
Najprej sem se odločil kako velike in kakšne oblike naj izgledajo številke. Zato sem si 
izrisal primer našega zaslona na milimetrski mreži velikosti 32 X 16. 
 
Slika 32: Prikaz zaslona na milimeterski mreži s številkami 
 
Zaslon je razdeljen v osem stolpcev, kot vemo lahko v pomnilnik vpisujemo podatke za 
štiri svetleče diode naenkrat. Izbral sem si, da bodo številke velikosti 6 X 10 in da vsaka 





oz. ugasnjene. Vrsticam od 3 do 12, kjer se izrisujejo številke pa sem z enačbo spremenil 
indeks, in nam v funkciji stevilke vrača vrstico številke od 0 do 4 glede na naslov j.  
vrsticaStevilke = ((j / 8) - 3 ) / 2;  kjer je j naslov v pomnilniku oz. naslov od koder se 
podatek osvežuje in prikazuje na zaslonu 
Nato sem izdelal funkcijo stevilke, ki vrača številke od 0 - 9 in njihove podatke o izgledu 
po vrsticah.  
const char stevilke[10][5] = 
{ 
// 0              //1           //2           //3 
{                {             {             { 
 
0b00111111,      0b00000011,   0b00111111,   0b00111111, 
0b00110011,      0b00000011,   0b00000011,   0b00000011, 
0b00110011,      0b00000011,   0b00111111,   0b00111111, 
0b00110011,      0b00000011,   0b00110000,   0b00000011, 
0b00111111       0b00000011    0b00111111    0b00111111 
},               },            },             }, 
 
 
// 4             //5           //6           //7 
{               {             {              { 
0b00110011,     0b00111111,   0b00111111,    0b00111111, 
0b00110011,     0b00110000,   0b00110000,    0b00000011, 
0b00111111,     0b00111111,   0b00111111,    0b00000011, 
0b00000011,     0b00000011,   0b00110011,    0b00000011, 
0b00000011      0b00111111    0b00111111     0b00000011 
},              },            },             }, 
 
 
// 8            //9 
{               { 
0b00111111,     0b00111111, 
0b00110011,     0b00110011, 
0b00111111,     0b00111111, 
0b00110011,     0b00000011, 
0b00111111      0b00111111 
},              }, 
 
Ker se vsaka vrsticaStevilke ponovi dvakrat, so na zaslonu številke prikazane v 10 
vrsticah in ne v petih, kot je prikazano v funkciji. 
Torej, za prikaz številk moramo vmesniku poslati podatke, ki jih mora vpisati na točno 
določen naslov. Podatke in naslov mu pošiljamo s funkcijo PosljiPodatek;  
void PosljiPodatek(char address, char data) 
{ 





    int podatek; 
    podatek = (1<<15) + (address<<8) + data; //sestavljen podatek iz 16-
bitov 
 
    PORTB |= 0b00000100; //disable 
    PORTB &= ~0b00000100; //enable 
 
    PORTB &= ~0b00000001; //bit valid na '1' 
    PORTB |= 0b00000010;  //clock postavimo na '1' 
    PORTB &= ~0b00000010; //clock postavimo na '0' 
 
 
    for (i=15;i>=0;i--) 
    { 
        PORTB &= ~0b00000010; 
        if ((podatek>>i)&1)      //če je bit podatka na '1' ga postavimo 
            PORTB |= 0b00000001; 
        else 
            PORTB &= ~0b00000001; //če ne pa izničimo 
        PORTB |= 0b00000010; 
    } 
    PORTB |= 0b00000100; //disable 
    _delay_us(400);      //zakasnitev 400 mikrosekund 
} 
 
V tej funkciji sestavimo podatek, ki je 16-biten. Prvih osem bitov je podatek (data-logična 
'0' ugasnjena svetleča dioda, logična '1' prižgana), naslednjih sedem bitov nam predstavlja 
naslovne linije na pomnilniku (naslov na katerega podatek vpišemo) in zadnji šestnajsti 
bit, ki sproži vpis v pomnilnik. 
 Pa si poglejmo na primeru, kaj moramo poslati vmesniku, da bo prižgal prvo vrstico 






Slika 33: Prikaz prve številke, ki se prične na 24-em naslovu na zaslonu 
Torej: na naslov 24 (j=24) v pomnilniku moramo poslati podatek 0b00000111 in na 
naslov 25 moramo poslati podatek 0b00001110. 
To storimo tako, da podatke iz naše funkcije stevilke razdelimo na dva dela: 
// 0            
{          stolpec->    0    1 
 
vrsticaStevilke = 0 0b00111 111,       
vrsticaStevilke = 1 0b00110 011,       
vrsticaStevilke = 2 0b00110 011,      
vrsticaStevilke = 3 0b00110 011,     
vrsticaStevilke = 4 0b00111 111        
Ker želimo, da sveti zeleno, moramo prvi del podatka v stolpcu 0 najprej pomakniti za 3 
mesta v desno in nato narediti še logični IN z 0b0000011, da bodo postavljeni samo prvi 
trije biti. Tako bomo na naslov 24 poslali podatek 0b00000111. Ko bo vmesnik bral 






Slika 34: Prižig prvega dela v prvi vrstici 
 
Na naslovu 25 moramo drugi del podatka (stolpec 1) pomakniti za eno mesto v levo in 
narediti logični IN z 0b00001110. Tako dobimo podatek 0b00001110 za prižig svetlečih 






Slika 35: Prižig drugega dela prve vrstice 
 
Tako moramo vpisati še v vse ostale naslove v pomnilniku podatke, za izpis številke 0 na 
zaslonu. Podobno velja za izpis vseh ostalih številk.  
Ker pa imamo štoparico, sem v program vključil tudi prekinitev. Ta nam omogoča, da 
štoparica šteje sekunde in ne zaostaja ali prehiteva. To sem naredil tako, da se prekinitev 






4.3. Nalaganje programske opreme 
 
Po izdelavi programa pa moramo ta program še naložiti v naše integrirano vezje. V obeh 
primerih imamo sposobnost, da program naložimo na čip, ko je ta že vgrajen v sistem. To 
imenujemo In-sistem-programming ali krajše ISP. 
V sistemu tehnologije vezja CPLD smo uporabili vmesnik JTAG. Ta nam omogoča 
programiranje ali brisanje programov. Z njim lahko tudi preverjamo in preizkušamo vezja 
CPLD. V našem primeru ima vmesnik JTAG šest priključkov, ki jih priklopimo na 
konektor za programiranje. 
 
Slika 36: JTAG vmesnik in priključki 
 
Ti priključki so: 
-VREF Napajanje 5V 
-GND ozemljitev 





-TDI prenos serijskih navodil in podatkov v ciljni sistem 
- TCK ura, ki poganja testno logiko vseh naprav 
-TMS se uporablja za nadzor testne operacije 
Ko je koda uspešno prevedena, kliknemo na »Generate Programming file. Tako si 
ustvarimo kodo v formatu jed, ki jo naložimo na vezje CPLD. Za uspešno prevedenost 
kode smo predhodno morali poskrbeti tudi za povezavo med zunanjimi signali in 
priključki na CPLD vezju. To storimo v zavihku »Floorplan IO- Pre-Syntesis. Po 
prevajanju se nam izpiše tudi zasedenost vezja CPLD. 
 
Slika 37: Zasedenost CPLDja 
 
Ko imamo jed datoteko si odpremo zavihek »Manage Configuration Project«.  Odpre se 
nam okno, kjer inicializiramo napravo XC95144XL. Nato uvozimo jed datoteko in 






Slika 38: Nalaganje programa na CPLD 
 
Za nalaganje programa na naš mikrokrmilniški razvojni sistem pa uporabljamo USB ISP 
programator in program AVR OSP 2 [12]. 
 








Naš USB ISP programator uporablja za prenos programa 6 priključkov: 
- VCC Napajanje 5 V 
- GND ozemljitev 
- MOSI komunikacijska povezava med ISP programatorjem (nadrejen) in AVR-jem 
(podrejen) 
- MISO komunikacijska povezava med  AVR-jem  in ISP programatorjem  
- SCK ura, generirana s strani nadrejene naprave. 
- RESET  kontrola reseta AVR-ja 
Nalaganje poteka ob uri, ki jo proizvede ISP programator. Ob vsakem urnem  pulzu se 
prenese bit podatka od nadrejene do podrejene naprave ali obratno. 
Po izdelavi kode jo moramo pretvoriti v šestnajstiško datoteko, ki jo naložimo v 
mikroprocesor.  V našem primeru to naredimo s programom AVR OSP 2. 
 





Najprej v programu v zavihku »Configure«  konfiguriramo  vrata na katerega je 
priključen ISP konektor in hitrost prenosa podatkov. V zavihku »Program«, skupini 
»Auto program settings« vključimo vse tri zastavice. 
 
Slika 41: Konfiguracija vrat in hitrosti prenosa podatkov 
 
Nato kliknemo na gumb »Auto Detect«. Če je vse pravilno povezano in priklopljeno nam 
bo program sam zaznal kateri mikrokrmilnik je priključen. 
Hex datoteko prenesemo v krmilnik tako, da na zavihku »Program«, v skupini »Flash« 
določimo pot do naše hex datoteke. Nato se s klikom na gumb »Program« prenese 







5 Testiranje vmesnika in prikaz 
simulacije vezja 
 
5.1. Razvoj vmesnika 
 
V tem poglavju bom opisal kako je potekal razvoj programa za vmesnik.  
Po izdelavi vmesnika sem moral najprej preveriti, če vmesnik JTAG za programiranje 
prepozna  vezje CPLD. Tako sem preveril, če komunikacija med programatorjem in 
vezjem CPLD deluje. Nato sem se odločil, da poizkusim prižgati eno samo vrstico na 
zaslonu s pošiljanjem signalov neposredno na zaslon in ne preko pomnilnika RAM.  
Kot iz podatkovnega lista zaslona vidimo, moramo ob uri poslati 32 podatkov v register 
zaslona in jih po koncu vpisa prižgati s signaloma zapah (latch) in omogoči (enable). 
Tako sem naredil števec st, ki šteje od 0 do 32. Naslovnim signalom od A0 do A3 sem 
določil začetno vrednost '0', kar pomeni, da sem izbral prvo vrstico. 
Znotraj arhitekture sem deklariral notranji signal greenvect, ki je 32-bitni vektor in nam 
predstavlja eno vrstico na zaslonu oz. 32 svetlečih diod. Temu vektorju sem določil 
začetno vrednost: 
signal greenvect: std_logic_vector(31 downto 0) := 
"11001100110011001100110011001100"; 
 
Logična '1' pomeni prižgana svetleča dioda, logična '0' pa ugasnjena.   
Glavni proces vezja je proces Izbira. Ta glede na stanje števca st preslika posamezni bit 
vektorja v zunanji signal green (zeleni signal). 
Izbira:process (st) 
begin 
if st = "000000" then green <= greenvect(0);end if; 
if st = "000001" then green <= greenvect(1);end if; 
if st = "000010" then green <= greenvect(2);end if; 
if st = "000011" then green <= greenvect(3);end if; 
if st = "000100" then green <= greenvect(4);end if; 
if st = "000101" then green <= greenvect(5);end if; 
if st = "000110" then green <= greenvect(6);end if; 






if st = "001000" then green <= greenvect(8);end if; 
if st = "001001" then green <= greenvect(9);end if; 
if st = "001010" then green <= greenvect(10);end if; 
if st = "001011" then green <= greenvect(11);end if; 
if st = "001100" then green <= greenvect(12);end if; 
if st = "001101" then green <= greenvect(13);end if; 
if st = "001110" then green <= greenvect(14);end if; 
if st = "001111" then green <= greenvect(15);end if; 
 
if st = "010000" then green <= greenvect(16);end if; 
if st = "010001" then green <= greenvect(17);end if; 
if st = "010010" then green <= greenvect(18);end if; 
if st = "010011" then green <= greenvect(19);end if; 
if st = "010100" then green <= greenvect(20);end if; 
if st = "010101" then green <= greenvect(21);end if; 
if st = "010110" then green <= greenvect(22);end if; 
if st = "010111" then green <= greenvect(23);end if; 
 
if st = "011000" then green <= greenvect(24);end if; 
if st = "011001" then green <= greenvect(25);end if; 
if st = "011010" then green <= greenvect(26);end if; 
if st = "011011" then green <= greenvect(27);end if; 
if st = "011100" then green <= greenvect(28);end if; 
if st = "011101" then green <= greenvect(29);end if; 
if st = "011110" then green <= greenvect(30);end if; 
if st = "011111" then green <= greenvect(31);end if; 
 
if st = "100000" then latch <= '1'; else latch <= '0'; end if; 




Števec svoje stanje povečuje vedno ob prehodu ure iz 0 v 1. To smo naredili s procesom 
stevec. Tu smo ob naraščajoči fronti urinega signala števcu povečevali vrednost za ena. 
Urin signal smo vezali na izhodni signal clk_out, zato da so se podatki iz greenvect drug 
za drugim vpisovali v register zaslona. 
Stevec: process (clk_d) 
  begin 
   
        if falling_edge(clk_d) then 
            if st > "100010" then 
             
                st <= "000000"; 
            else 
             
        st <= st + 1; 
           
            end if; 
        end if; 
      






Kot vidimo smo na koncu procesa vklopili signal zapah (latch) in s tem prižgali vrstico 
zaslona. To smo naredili z zadnjima dvema stanjema števca. Signalu omogoči (enable) 
sem v začetku določil logično '0', saj je bil dovolj preklop signala zapah (latch) ob uri, za 
prižig vrstice. Kot sem kasneje ugotovil, lahko s širino signala omogoči (enable) 
določamo svetilnost svetlečih diod.  
Tako sem prižgal prvo vrstico zelenih svetlečih diod.  
 
Slika 42: Prižig LED svetlečih diod v prvi vrstici 
 
Naslednja faza je bila uporaba pomnilnika v programu VHDL. Najprej sem želel prebrati 
podatke iz pomnilnika RAM in jih shraniti v dva 32-bitna vektorja. To sem naredil v 
naslednjem programu: 
when branje => 
                wr <= '1'; 
                oe <= '0'; 
                -- prebrali v vektorje dataR in dataG 
                if a(0)='0' then    -- to je zelena barva 
                    if a(2 downto 1) =  "00" then 
                        dataG(7 downto 0) <= unsigned(data); 
                    end if; 
                    if a(2 downto 1) =  "01" then 
                        dataG(15 downto 8) <= unsigned(data); 





                    if a(2 downto 1) =  "10" then 
                        dataG(23 downto 16) <= unsigned(data); 
                    end if; 
                    if a(2 downto 1) =  "11" then 
                        dataG(31 downto 24) <= unsigned(data); 
                    end if; 
                else                    -- to je rdeča barva 
                    if a(2 downto 1) =  "00" then 
                        dataR(7 downto 0) <= unsigned(data); 
                    end if; 
                    if a(2 downto 1) =  "01" then 
                        dataR(15 downto 8) <= unsigned(data); 
                    end if; 
                    if a(2 downto 1) =  "10" then 
                        dataR(23 downto 16) <= unsigned(data); 
                    end if; 
                    if a(2 downto 1) =  "11" then 
                        dataR(31 downto 24) <= unsigned(data); 
                    end if;  
                end if; 
                oe <= '1'; 
                -- če je xxxx111 
                if a(2 downto 0) = "111" then 
                    -- potem gremo vpisat vrstico na display 
                    st <= dol; 
                else 
                    -- pove衭o a 
                    a <= a + "0000001"; 
                end if; 
 
Z zgornjim programom se z vektorjem a pomikamo po vrstici in sproti vpisujemo podatke 
iz pomnilnika v vektorja dataG in dataR. V tem delu sem vrstico razdelil na osem delov 
in si shranjeval podatke tako za prižig rdečih kot tudi zelenih svetlečih diod. S tem 
programom sem hitro zapolnil vso kapaciteto vezja CPLD.  
Tako sem se odločil, da se podatki, ki se berejo iz pomnilnika izpisujejo neposredno na 
ekranu in jih nikamor ne shranjujemo. V primeru vpisa vzpostavimo prekinitev, ki za tisti 
določen čas prekine izpis. 
Tako sem se približeval končnemu programu, le z razliko, da sem podatke simuliral v 
vezju in jih nisem sprejemal iz mikrokrmilnika. Podatke sem sam določil v vektorju 
testdata in jih vpisal neposredno na zaslon. V tem delu razvoja VHDL kode sem že 
prižigal svetleče diode po celotnem zaslonu, na točno določenem mestu, ki sem si ga sam 
izbral. 
case st is 
            when mir => 
                pix <= "00"; 





                clk_out <= '0'; 
                st <= dol; 
                oe <= '0'; 
             
            when vpis => 
                oe <= '1'; 
                wr <= '0'; 
                st <= vpis1; 
 
            when vpis1 => 
                wr <= '1'; 
                oe <= '0'; 
                 
                st <= dol; 
                 
            when dol => 
                enable0 <= '1'; 
                aDIS <= std_logic_vector(a(6 downto 3)); 
                clk_out <= '0'; 
 
 
                green <= testdata(to_integer(pix)); 
                red <= testdata(to_integer(pix)+4); 
 
                st <= gor; 
 
            when gor => 
                clk_out <= '1'; 
                st <= gor1; 
            when gor1 => 
             
                pix <= pix + "01"; 
                st <= gor2; 
            when gor2 => 
                if pix = "00" then  
                    a <= a + "0000001"; 
                end if; 
                 
                if a(2 downto 0)="111" then 
                    st <= zapah;     
                else 
                    st <= dol; 
                end if; 
                 
            when zapah => 
                clk_out <= '0'; 
                latch <= '1'; 
                st <= enable; 
                 
            when enable => 
                latch <= '0'; 
                enable0 <= '0'; 
                a <= a + "0000001"; 
                if SerialData(15) = '1' then 
                    st <= vpis; 
                else 
                    st <= dol; 
                end if; 
            when others => 
                st <= mir; 






V tem programu sem si vektor testdata določil kot 8-bitni vektor. Deklariral sem ga v 
arhitekturi kjer mi je predstavljal podatke, ki sem jih kasneje sprejemal iz 
mikrokrmilnika. Če sem vektor testdata zamenjal s signali, ki so bili vezani na vhodno-
izhodne priključke pomnilnika, sem lahko prebral vsa stanja na vseh naslovih pomnilnika 
in jih izpisoval na zaslonu. Tukaj že vidimo, da je vrstica razdeljena na osem delov in da s 
prehodi med stanjema gor in dol vpisujemo podatke iz testdate v zunanje signale zelen 
(green) in rdeč (red). Torej v registre na zaslonu. Nato s stanjema zapah in enable 
omogočimo vklop svetlečih diod. 
 
5.2. Simulacija vezja 
 
Programska oprema podjetja Xilinx [9], ki sem jo uporabil nam omogoča tudi simuliranje 
vezja, ki ga opišemo v jeziku VHDL. V simulaciji lahko spremljamo signale, ki jih 
obdelujemo v določenih procesih in vidimo kaj se z njimi ob določenem času dogaja. To 
nam veliko pomaga predvsem pri odkrivanju napak med samim programiranjem. V 
nadaljevanju bom predstavil preprosto simulacijo enega dela našega vezja: 
V simulaciji najprej določimo visok nivo urnega signala, nizek nivo urnega signala in 

























Slika 43: Nastavitev ure 





Program opisan v jeziku VHDL: 
testdata <= "10001000"; 
         
        case st is 
            when mir => 
                pix <= "00"; 
                a <= "0000000"; 
                clk_out <= '0'; 
                st <= dol; 
                oe <= '0'; 
             
                 
            when dol => 
                enable0 <= '1'; 
                aDIS <= std_logic_vector(a(6 downto 3)); 
                clk_out <= '0'; 
 
 
                green <= testdata(to_integer(pix)); 
                red <= testdata(to_integer(pix)+4); 
 
                 
                st <= gor; 
 
            when gor => 
                clk_out <= '1'; 
                st <= gor1; 
            when gor1 => 
             
                pix <= pix + "01"; 
                st <= gor2; 
            when gor2 => 
                if pix = "11" then  
                    a <= a + "0000001"; 
                end if; 
                 
                if a(2 downto 0)="111" then 
                    st <= zapah;     
                else 
                    st <= dol; 
                end if; 
 
Kot vidimo v programu, imamo 5 stanj avtomata med katerimi prehajamo. Začnemo v 
stanju mir, kjer signalom določimo začetne vrednosti. Nato preidemo v stanje dol, kjer 
vpisujemo posamezni bit vektorja v signala zelen (green) in rdeč (red). Kot vidimo bosta 
signala rdeč (red) in zelen (green) preklopila iz '0' na '1', ko bo števec pix v stanju »11«. 







To se lepo vidi tudi na simulaciji: 
 
Slika 45: Simulacija zgornjega programa 
 
Signala rdeč (red) in zelen (green) preklopita na logično '1' ko je števec pix preštel do 3 














Rezultat razvoja je štoparica, ki se prikazuje na matričnem prikazovalniku. Prikazuje se 
kot dve dvomestni številki in šteje sekunde in minute. Sam sem načrtoval tiskanino 
vmesnika v programu Altium Designer. Prav tako sem načrtoval oba programska dela. 
Tudi v tem projektu sem prišel do ugotovitve, da je bilo potrebno problem razdeliti na več 
segmentov in jih rešiti postopoma. Spoznal sem delovanje pomnilnika in njegovo uporabo 
v vezjih. 
Največ problemov se je pojavilo pri izdelavi programov ter povezavi mikrokrmilnika in 
vmesnika med seboj. Podatke, ki jih mikrokrmilnik pošilja vmesniku, lahko pošilja z 
maksimalno hitrostjo frekvence 2,5 kHz. V nasprotnem primeru so se podatki začeli 
prekrivati in slika na matričnem prikazovalniku se je popačila.  
Cilj je bil izdelati program oz. prikazati podatke, ki jih pošiljamo zaslonu. Ker pa ima ta 
zaslon poleg vhodnega priključka tudi izhodni, nam ponuja možnost povezave več takih 
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