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Tato práce se zabývá základy teorie grafů a grafovým přepisováním. V první části jsou
popsány pojmy graf, grafové přepisovací systémy, grafová gramatika a algebraické přístupy
ke grafovému přepisování. Další částí práce je implementace navržené aplikace, která slouží
pro tvorbu, modifikaci a ukládání grafů a grafových přepisovacích systémů.
Abstract
This paper deals with basics of the graph theory and graph rewriting. In the first part there
is described a graph, graph rewriting systems, graph grammar and algebraic approach to
the graph rewriting. In the second part of this paper there is analyzed an implementation
of the designed aplication for creation, modification and saving graphs and graph rewrite
systems.
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Cílem této práce je popsat problematiku grafových přepisovacích systémů a vytvořit apli-
kaci pro jednoduché vytváření, modifikaci a ukládání grafových přepisovacích pravidel. Graf
samotný má obrovské uplatnění nejen v informačních technologiích ale i v jiných oborech
jako chemie a biologie, kde se používá například jako reprezentace stavby molekul. Jak už
je z názvu jasné, hraje velmi důležitou roli i v grafovém přepisování. Grafové přepisování je
název pro transformaci jednoho grafu na druhý pomocí grafového přepisovacího pravidla.
Toto pravidlo se většinou skládá z levé a pravé strany, kde obě strany jsou reprezentovány
grafem. Levá strana popisuje, jaká část grafu se má nahradit a pravá, čím se má nahradit.
Grafové přepisování tedy probíhá tak, že na vzorový graf aplikujeme grafové přepisovací
pravidlo a tím získáme výsledný graf. Toto se využívá ke zpracování a analýze obrazu,
rozpoznávání vzorů, v databázích nebo i biologii. Existují různé přístupy ke grafovému pře-
pisování, které se liší například odlišným řešením konfliktních situací při aplikaci grafového
přepisovacího pravidla. Dalším důležitým pojmem je grafová gramatika, což je varianta
obecné gramatiky známé z formálních jazyků, ale místo řetězců pracují nad grafy.
V kapitole 2 je rozvedena teorie grafového přepisování, kde se seznámíme s důležitými
pojmy, které s touto problematikou souvisí. V sekci 2.1 jsou vysvětleny pojmy orientovaný
graf, orientovaný multigraf a označený multigraf. Dále jsou v této sekci uvedeny jejich
definice spolu s některými příklady. Samotné grafové přepisování a některé důležité přístupy
ke grafovému přepisování jsou popsány v sekci 2.2. Zde je rozebrán hlavně algebraický
přístup a jeho varianty. V závěru této kapitoly v sekci 2.3 je popis grafového přepisovacího
systému a grafové gramatiky.
Kapitola 3 uvádí podrobněji některá využití grafových přepisovacích systémů, a to nejen
v oboru informačních technologií. V této kapitole jsou představeny i některé používané
nástroje pro grafové přepisování. Tyto nástroje jsou popsány v sekci 3.1.
V kapitole 4 této práce je popis aplikace navržené pro jednoduchou tvorbu a editaci grafů
a grafových přepisovacích systémů. Tato část práce obsahuje rozbor důležitých součástí
aplikace a popis využitých vnějších prostředků jako jsou framework JUNG, popsán v sekci
4.1, a formát GraphML, který se používá pro ukládání grafových struktur, popsán v sekci
4.2. Popis hlavní struktury aplikace začíná od sekce 4.3, kde jsou popsány její hlavní balíky
a části, které se starají o hlavní funkce aplikace jako jsou vizualizace grafu nebo reprezentace
grafového přepisovacího systému. V této kapitole jsou i zmíněna současná rozšíření aplikace.
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Kapitola 2
Úvod do grafového přepisování
Tato kapitola se zabývá popisem důležitých pojmů a principů týkajících se grafového pře-
pisování. Vysvětleny budou i pojmy s touto problematikou související jako jsou graf nebo
multigraf. V některé literatuře je graf definován jen jako prostý graf (bez násobných hran
a smyček) ale ve většině technických užití je nezbytné použít násobné hrany a smyčky. Proto
je v sekci 2.1 uvedena definice povolující tyto prvky. Sekce 2.2 popisuje grafové přepisování
a detailněji rozebírá dva často používané přístupy ke grafovému přepisování a srovnání je-
jich rozdílů. Grafový přepisovací systém je popsán v sekci 2.3 a grafová gramatika v sekci
2.4.
2.1 Graf
Graf je jedním z nejdůležitějších pojmů v teorii grafů. Neformálně řečeno graf se skládá
z uzlů a hran, které spojují dvojice vrcholů mezi sebou. Existuje mnoho variant grafů
podle různých prvků, které se v nich vyskytují. V grafu se mohou vyskytovat tzv. smyčky,
což jsou hrany, které začínají i končí ve stejném uzlu, nebo násobné hrany, což je více
hran mezi dvěma uzly. Dále můžeme grafy rozlišovat podle typu jejich hran na orientované
a neorientované. U orientovaných grafů záleží na směru hrany. Orientované grafy použijeme
pro řešení takových problémů, u kterých záleží na směru orientace vztahu mezi dvěma uzly.
Mají také výhodu v tom, že orientované grafy se dají použít i jako náhrada za neorientované
a to tak, že neorientovanou hranu znázorníme pomocí hrany orientované oběma směry.
Definice 1. Orientovaný graf je uspořádaná dvojice G = (V,E), kde V je konečná množina
uzlů a E je konečná množina hran, která obsahuje uspořádané dvojice uzlů z množiny V.
Příklad 1. Příklad orientovaného grafu:
V = {A,B,C,D}
E = {{A,B}, {B,C}, {C,D}, {A,C}}
Zkratky V a E pocházejí z angličtiny (V - vertex, E - edge). Tento typ grafu nám
neumožňuje násobné hrany ani smyčky a jeho uzly a hrany nejsou označeny. Proto budeme
potřebovat množinu grafů, které toto umožňují.
Definice 2. Orientovaný multigraf je trojice M = (V,E, ψ), kde V je konečná množina
uzlů, E je konečná množina hran a ψ je funkce, která připojuje uspořádanou dvojici uzlů





Příklad 2. Příklad orientovaného multigrafu s povolenými smyčkami:
G = (V,E, ψ)
V = {A,B,C,D}
E = {e1, e2, e3, e4, e5, e6}
a funkce ψ je definována jako:
ψ(e1) = AB, ψ(e2) = BC, ψ(e3) = AC





Na obrázku 2.2 je smyčka ukázána u uzlu C a násobné hrany jsou mezi uzly A a C. Velmi
často, zvláště v informatice, se v grafech používají různá označení uzlů nebo hran. Tímto
se zabývá disciplína teorie grafů zvaná grafové značení (graph labeling), která se stará
o přiřazení značky (label) hraně nebo uzlu nebo oběma. Značení uzlů je funkce, která
mapuje uzly grafu G na množinu značek. Totéž platí pro hrany.
Definice 3. Označený multigraf je pětice G = (V,E, lv, le, ψ), kde V je konečná množina
uzlů, E je konečná množina hran, lv : V → LV a le : E → LE jsou funkce mapující uzly
respektive hrany ke značkám z množiny LV respektive množiny LE a ψ je funkce, která
připojuje uspořádanou dvojici uzlů ke každé hraně ψ : E → V × V .
Teorií grafů se poprvé zabýval švýcarský matematik Leonhard Euler (1707-1783), který
roku 1736 publikoval řešení příkladu Sedmi mostů města Königsbergu (Královce). Více in-
formací o tomto problému naleznete na webových stránkách [14]. Graf může znázorňovat
vztahy mezi objekty, návaznosti nebo toky. Díky své využitelnosti a jednoduché imple-
mentaci na počítači si získaly své důležité místo i v informatice. V informatice se používá
například k reprezentaci síťové komunikace, organizaci dat a spoustě dalších. Teorie grafů se
používá i v objektově orientovaném softwarovém inženýrství, kde se používá například pro
rozpoznávání návrhových vzorů. Toto je popsáno v [6] spolu s některými dalšími využitími
v objektově orientovaném softwarovém inženýrství.
5
2.2 Grafové přepisování a grafové přepisovací pravidlo
Grafové přepisování zahrnuje techniku vytváření nového grafu z výchozího grafu aplikací
grafového přepisovacího pravidla. Grafové přepisovací pravidlo je základním blokem grafo-
vého přepisovacího systému. Základem všech přístupů ke grafovému přepisování je aplikace
pravidla. Jádro pravidla se skládá z dvojice grafů L a R známých jako levá strana pravidla
a pravá strana pravidla. Mezi těmito grafy existuje vztah, který určuje, jaké hrany a uzly
mají být zachovány, smazány nebo vytvořeny. Aplikace pravidla znamená najít výskyt L
ve vzorovém grafu a nahrazení grafu L grafem R, což vede k cílovému grafu [7].
Definice 4. Grafové přepisovací pravidlo p : L→ R se skládá z levé L a z pravé R strany
pravidla, kde obě strany jsou reprezentovány grafem stejného typu.
Na obrázku 2.3 je znázorněn princip aplikace přepisovacího pravidla. V podstatě je
grafové přepisování pomocí nějakého přepisovacího pravidla provedeno prvně smazáním
části S ze vzorového grafu G a pak přidáním nové části P, což vede nakonec k vyústění do
odvozeného grafu H. Přepisování znamená nahrazení nějaké části L = KL ∪ S jinou částí





Obrázek 2.3: Diagram aplikace pravidla
Aplikace každého pravidla odpovídá jednomu kroku přepisování. Levá strana pravidla
reprezentuje vzor a pravá strana výsledek. Příklad přepisovacího pravidla pro podmínku je
na obrázku 2.4.
Levá s trana pravidla
Pravá s t rana pravidla
command join  join   
join joincommand   condition
 false 
join t rue      
Obrázek 2.4: Grafové přepisovací pravidlo
Levá strana pravidla z obrázku 2.4 odpovídá libovolnému příkazu a pravá strana pravidla
odpovídá podmíněnému příkazu. Toto pravidlo můžeme vyjádřit pomocí pseudokódu takto:
levá strana pravidla pravá strana pravidla
command if (condition) command;
Pravidlo je aplikovatelné na vzorový graf G, pokud najdeme výskyt levé strany pravidla
L v grafu G zvaný shoda (match), což je grafový morfismus (graph morphism) mapující
uzly a hrany grafu L na graf G tak, že grafová struktura, uzly a hrany jsou zachovány [7].
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Obrázek 2.5: Příklad konfliktů při aplikaci pravidla
Ne vždy musí být L isomorfní k jeho obrazu ve vzorovém grafu. To může být někdy
problém, jak je vidět na obrázku 2.5. Pravidlo p v obrázku 2.5(a) obsahující 2 uzly a před-
pokládající smazání jednoho z nich je aplikováno na graf G obsahující jen jeden uzel. Uzly
1 a 2 grafu L jsou oba mapovány na uzel 3 v grafu G. Tedy pravidlo p specifikuje smazání
i zachování uzlu 3. Tomuto se říká, že shoda m obsahuje konflikt. Jsou tři možnosti, jak
tento konflikt vyřešit. Uzel 3 grafu G bude zachován, smazán nebo aplikace pravidla bude
zakázána. Na obrázku 2.5(a) bylo vybráno smazání [7].
Další problém nastane, když má být smazán uzel, který je napojen na hranu, která není
částí shody m, jak je ukázáno na obrázku 2.5(b). Smazání uzlu 1 v grafu G, což popisuje
pravidlo p, by za sebou zanechalo hranu 3 bez zdrojového uzlu. Tato hrana se obvykle
nazývá volná hrana (dangling edge). Zde jsou dvě možnosti, jak toto vyřešit. Můžeme buď
smazat volnou hranu spolu se zdrojovým uzlem (viz. obrázek 2.5(b)) nebo zakázat aplikaci
pravidla [7].
Existuje několik přístupů ke grafovému přepisování. Velmi významný je Algebraický
přístup, který se dělí na přístupy double-pushout (DPO) a single-pushout (SPO) [7].
Autoři H.Ehrig, M.Pfender, H.J.Schneider tento přístup poprvé představili na začátku 70.let
v Berlíně s cílem zobecnit Chomského gramatiky z řetězců na grafy [9]. V obou přístupech
je aplikace pravidla modelována jako spojování grafů (gluing graphs).
2.2.1 Double-pushout (DPO)
Historicky je tento přístup prvním z algebraických přístupů ke grafovému přepisování a po-
prvé byl představen Ehrigem, Pfenderem a Schneiderem na Sympoziu Graph-grammars: An
algebraic approach [12]. Z pohledu DPO přístupu je grafové přepisovací pravidlo dvojice
úplných morfismů (total morphisms) r = (L← K → R), kde K → L a K → R jsou injek-
tivní zobrazení. Z toho vyplývá, že všechny prvky grafu K jsou obsaženy v L i R, z čehož
vyplývá, že graf K je při přepisování zachován. Graf K je často nazýván jako rozhraní (in-
terface). Přepisovací mechanismus nejprve odstraní část levé strany pravidla L z výchozího
grafu G, která není v K (L \K), a vytvoří se kontextový graf (context graph) D. Pak se
přidá část z pravé strany pravidla R, která není v grafu K (R \ K), a tím získáme graf
H. Odvození grafu H aplikací grafového přepisovacího pravidla je schematicky znázorněno
v diagramu na obrázku 2.6 [15].
Shoda m : L→ G musí vyhovovat aplikační podmínce, které říkáme spojovací podmínka
(gluing condition). Tato podmínka se skládá ze dvou částí. K zajištění, že v grafu D ne-
budou žádné volné hrany (dangling edges), podmínka volných hran (dangling condition)
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Obrázek 2.6: Diagram DPO přístupu
vyžaduje, že když přepisovací pravidlo popisuje smazání nějakého uzlu v grafu G, pak se
musí smazat všechny hrany v tomto grafu vedoucí do tohoto uzlu. Další částí je identifi-
kační podmínka (identification condition), která vyžaduje, aby každý element v grafu G,
který má být smazán, měl jen jeden obraz v grafu L. Spojovací podmínka zajišťuje, že apli-
kace přepisovacího pravidla na graf G smaže přesně to, co je specifikováno tímto pravidlem
[7]. Příklad aplikace grafového přepisovacího pravidla podle přístupu DPO je znázorněn na
obrázku 2.7.
Obrázek 2.7: Příklad přístupu DPO
Na obrázku 2.8 je ukázán příklad použití grafového přepisovacího pravidla z obrázku 2.4
podle přístupu DPO. Obrázek 2.8(a) ukazuje vzorový graf G, na který chceme aplikovat
dané pravidlo z obrázku 2.4. Na obrázku 2.8(b) je ve vzorovém grafu vyznačen výskyt
levé strany pravidla zeleně a pravá strana pravidla červeně. Grafu K, který nazýváme
rozhraní, odpovídají uzly join ohraničené tečkovaně. Při přechodu z obrázku 2.8(b) na
obrázek 2.8(c) proběhne odstranění levé strany pravidla a následně se nahradí tato část
pravou stranou pravidla, přičemž zůstaly zachovány uzly join, které reprezentují graf K.
V posledním obrázku 2.8(d) je výsledný graf H po aplikaci grafového přepisovacího pravidla.
Stejně jako jsme si ukázali popis přepisovacího pravidla 2.4 pomocí pseudojazyka, tak
můžeme popsat aplikaci pravidla viz. tabulka 2.1. Po aplikaci pravidla se nahradí příkaz
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Obrázek 2.8: Příklad aplikace přepisovacího pravidla













Tabulka 2.1: Aplikace pravidla znázorněna v pseudojazyce
2.2.2 Single-pushout (SPO)
Grafové přepisovací pravidlo přístupu SPO je částečný morfismus (partial morphism) r :
L → R. U tohoto přístupu nemusí být splněna žádná spojovací podmínka (gluing con-
dition) jako tomu bylo u výše zmíněného přístupu, což může vést k vedlejším účinkům,
z nichž některé jsou popsány na obrázku 2.5. Ve skutečnosti smazání uzlu z grafu G auto-
maticky způsobí smazání všech hran spojených s tímto uzlem, i když toto není specifikováno
grafovým přepisovacím pravidlem. Na druhou stranu kvůli konfliktům mezi smazáním a za-
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chováním uzlů a hran, které jsou vyřešeny ve prospěch smazání, se morfismus R → H
stává částečným homomorfismem, protože elementy pravé strany pravidla, které měly být
zachovány ale jsou smazány kvůli nějakému konfliktu, nemají obraz v H [7].
Obrázek 2.9: Diagram přístupu SPO
Shoda m : L→ G vyznačená v diagramu na obrázku 2.9 musí být úplný morfismus (total
morphism). Výhodou tohoto přístupu je, že pravidlo SPO může modelovat více situací než
více omezené pravidlo přístupu DPO [7]. Příklad aplikace grafového přepisovacího pravidla
podle přístupu SPO je na obrázku 2.10.
Obrázek 2.10: Příklad přístupu SPO
2.3 Grafový přepisovací systém
Neformálně řečeno je grafový přepisovací systém konečná množina grafových přepisovacích
pravidel.
Definice 5. Grafový přepisovací systém (GRS) je kolekce grafových přepisovacích pravidel.
Literatura popisuje několik způsobů organizace kolekce grafových přepisovacích pravi-
del. Zde jsou zmíněny tři z nich, a to neuspořádané, uspořádané nebo událostmi řízené.
Výběr organizace má velký vliv na počet aplikací přepisovacích pravidel, které jsou testo-
vány při provádění grafového přepisování. Rozbor pomocí gramatiky běžně vyžaduje časté
testování, jestli jsou pravidla aplikovatelná. Naproti tomu uspořádané grafové přepisovací
systémy mohou přímo transformovat vstupní graf do výstupního grafu. Událostmi řízené
grafové přepisovací systémy mohou být časově velmi efektivní, protože aplikace pravidla
se provádí pouze jako reakce na vnější akci [5]. Grafová přepisovací pravidla mohou být
organizována několika způsoby.
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Neuspořádané grafové přepisovací systémy
Skládají se z množiny grafových přepisovacích pravidel. Přepisují výchozí graf pomocí pra-
videl vybíraných nedeterministicky, dokud nezbydou žádná pravidla k aplikaci [5].
Uspořádané grafové přepisovací systémy
Skládají se z množiny grafových přepisovacích pravidel a specifikace řízení (úplné nebo
částečné uspořádání aplikací pravidel). Přepisují výchozí graf pomocí pravidel vybíraných
nedeterministicky podle specifikace řízení, dokud se nedosáhne konečného stavu ve speci-
fikaci řízení [5]. Specifikace řízení může být vyjádřena několika způsoby jako jsou seznam,
diagram nebo text [4].
Událostmi řízené grafové přepisovací systémy
Skládají se z množiny grafových přepisovacích pravidel a posloupnosti vnějších událostí.
Přepisování probíhá tak, že pravidla jsou provedena jako reakce na událost [5].
2.4 Grafová gramatika
Grafové gramatiky mají původ v Chomského gramatikách. Hlavní myšlenkou grafové gra-
matiky bylo rozšířit zřetězení slov (concatenation of strings) na spojování grafů (gluing
graphs). Grafová gramatika poskytuje intuitivní popis pro manipulaci s grafy. V podstatě
se grafová gramatika skládá z počátečního grafu a množiny pravidel, které generují další
grafy [7].
Definice 6. Grafová gramatika je dvojice GG = (P,G0), kde P je konečná množina grafo-
vých přepisovacích pravidel, G0 je počáteční graf.
Protože grafová přepisovací pravidla jsou identifikována podle jména, musí být jejich
jméno unikátní [9]. Hlavní rozdíl mezi grafovou gramatikou a grafovým přeipsovacím systé-
mem je počáteční graf, ze kterého grafová gramatika definuje jazyk grafů, zatímco grafový




Grafové přepisování bylo aplikováno na mnoho problémových oblastí. Těmito oblastmi jsou
vývojová biologie (vzory pro dělení buněk), rozpoznávání vzorů, paralelní programování,
vizuální jazyky a softwarové inženýrství [4].
Softwarové inženýrství
Grafové přepisování bylo úspěšně aplikováno na různé problémy v softwarovém inženýrství
včetně specifikace nástrojů pro studování konkurentních a distribuovaných nástrojů, pro
implementaci funkcionálních jazyků a pro manipulaci datových struktur [4].
Syntaktické rozpoznávání vzorů
Klasifikační problémy mohou být vyřešeny syntakticky sestrojením oddělených gramatik
pro rozpoznávání jednotlivých tříd vzorů. Řetězcové gramatiky se používaly pro definování
normálního a abnormálního elektrokardiogramu (EKG záznam elektrického signálu způ-
sobeného srdeční aktivitou). Grafové gramatiky je složité použít pro rozpoznávání vzorů
kvůli náročnému parsování a zkresleným vstupům. Nejčastěji tyto problémy mohou být
zredukovány použitím uspořádaného grafového přepisování místo grafových gramatik. Toto
se částečně aplikuje na problémy, kde je spíše požadován strukturální popis než klasifikace
[4].
Zpracování a analýza obrazu
Grafové gramatiky byly původně navrhované jako prostředek pro řešení problémů při zpra-
cování obrazu. Řetězcové gramatiky se ukázaly být velmi úspěšné v manipulaci jednoroz-
měrných problémů. Protože řetězce nejsou vhodné pro popis dvourozměrných dat jako jsou
obrázky, bylo navrženo použití grafových gramatik pro tento problém. V grafové reprezen-
taci obrázku jsou obrazová primitiva reprezentována označenými uzly v grafu. Atributy
uzlů typicky zahrnují místo v obrázku (souřadnice x,y). Hrany grafu reprezentují vztahy
mezi těmito primitivy. Úspěch aplikace grafového přepisování závisí velmi na vhodné volbě
obrazových primitiv a na spolehlivosti algoritmů, které detekují obrazová primitiva.
Některé aplikace mají přímé mapování z obrázku na graf. Jsou to například elektrická
schémata nebo diagramy softwarového inženýrství. Uspořádané grafové přepisování bylo
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použito pro různé aplikace rozpoznávání diagramů jako jsou elektrická schémata, hudební
symboly a matematické symboly [4].
Databáze a sémantické sítě
Ehrig a Kreowski v [11] popisují aplikaci grafového přepisování na databázové systémy.
Použili malý knihovní systém jako příklad. Databáze knihovny je reprezentována jako graf
s atributy, kde uzly grafu zastupují autory, knihy, členy knihovny, vydavatele a čísla kato-
logu. Každé přepisovací pravidlo představuje transakci jako je půjčení knihy, vrácení knihy,
získání nové knihy, nebo přidání nového člena. Aplikace paralelních pravidel je zakázána
v distribuovaných databázích [4].
Biologie
Paralelní grafové přepisování je rozsáhle využíváno v biologii a počítačové grafice (vizu-
alizace biologických struktur). Paralelní přepisování je potřeba k modelování buněčného
dělení. Grafové přepisování zachycuje nejen vývojový proces ale i konečnou strukturu or-
ganismu [4].
3.1 Nástroje pro grafové přepisování
Praktické využití grafového přepisování záleží na dostupnosti vývojových nástrojů. Zápis
grafového přepisování obsahuje jak textovou tak schematickou část, a proto jsou potřeba
nástroje podporující obě tyto části. Nástroje se používají pro zobrazení interakce mezi
grafovými přepisovacími pravidly. Rozsáhlá množina nástrojů je implementována nebo na-
vrhnuta pro jazyk PROGRES (PROgrammed Graph REwriting Systems). PROGRES je
všeobecný jazyk pro uspořádané grafové přepisování, jenž kombinuje výhody objektově ori-
entovaných jazyků, silně typovaných jazyků a uspořádaného grafového přepisování [4].
Zajímavým nástrojem je AGG (Attributted Graph Grammar), který může být chápán
jako hybridní programovací jazyk nabízející jak vizuální část tak textovou část. Prostředí
AGG podporuje vizuální správu grafů a grafových přepisovacích pravidel strukturovaných
do grafových gramatik. AGG má formální základy založeny na přístupu SPO ke grafovému
přepisování. Samotné prostředí je napsáno v jazyku Java. Oba jazyky, jak jazyk poskytující
AGG tak PROGRES, vykazují mnoho společného, ale přesto se liší v zásadních věcech.
AGG implementuje algebraický přístup ke grafovému přepisování, kdežto PROGRES je za-
ložen na algoritmickém přístupu [8]. Více o nástroji AGG lze nalézt na webových stránkách
http://user.cs.tu-berlin.de/~gragra/agg/. Grafické uživatelské rozhraní programu
AGG je zobrazeno na obrázku 3.1.
Dalším programovacím nástrojem pro grafové přepisování je GrGen. GrGen.NET zahr-
nuje jazyk pro grafové přepisování a implementuje modifikaci dobře známého přístupu SPO
(přístup DPO je také k dispozici). Více informací o tomto nástroji lze nalézt na webových
stránkách viz. [3]. Nástroj je znázorněn na obrázku 3.2.
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Obrázek 3.1: Grafické uživatelské rozhraní nástroje AGG
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Cílem bylo navrhnout aplikaci pro editaci grafů a grafových přepisovacích systémů. Aplikace
je implementována v objektově orientovaném jazyce Java v prostředí NetBeans. Pro vizu-
alizaci grafů využívá frameworku JUNG, který je podrobněji popsán v sekci 4.1. Samotný
graf je ukládán do formátu GraphML popsaného v sekci 4.2 a grafový přepisovací systém
se ukládá ve formátu XML. Podrobnější popis struktury aplikace a jejího grafickéhu uživa-
telského rozhraní lze nalézt v sekci 4.3. Oproti jiným nástrojům zabývajících se grafovými
přepisovacími systémy neposkytuje tato aplikace žádný jazyk pro popis grafového přepiso-
vacího systému ani jeho pravidel, ale spíše se zaměřuje na samotnou vizualizaci. Grafová
přepisovací pravidla jsou reprezentována ve formě grafů a jejich vlastnosti jsou uchovávány
jako datové položky, které se dají uložit do výstupního XML souboru.
4.1 Framework JUNG
Aplikace využívá framework JUNG (Java Universal Network/Graph), což je softwarová
knihovna, jež poskytuje prostý a rozšiřitelný jazyk pro modelování, analýzu a vizualizaci
dat, která mohou reprezentovat graf nebo síť. Je napsána v jazyku Java, což umožňuje
aplikacím založeným na tomto frameworku využít rozsáhlé funkce aplikačního rozhraní
Javy (Java API) a jiných knihoven Java [2].
JUNG podporuje různé způsoby reprezentací entit a jejich vztahů jako jsou orientované
a neorientované grafy, grafy s násobnými hranami a hypergrafy. Umožňuje vytváření ana-
lytických nástrojů pro složité datové množiny, které jsou schopny prozkoumat vztahy mezi
entitami. [2]
Současná distribuce zahrnuje implementaci několika algoritmů z grafové teorie, analýzy
sociálních sítí a jiných oblastí. Jsou to například postupy pro dekompozici, optimalizaci,
náhodné generování grafů, statistické analýzy, počítání síťových vzdáleností, síťových toků
a jiných důležitých měření [2].
JUNG také poskytuje knihovny pro vizualizaci, které umožňují vytvářet nástroje pro
interaktivní zkoumání dat. Oficiální webové stránky obsahující návody, dokumentaci a různé
příklady viz. [2]. Aplikačně specifická data, jako jsou například popis uzlu a barva uzlu, se
realizují pomocí rozhraní Transformer z balíku org.apache.commons.collections15, který
obsahuje jen jednu metodu, jež transformuje jeden objekt na druhý.
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4.2 Formát GraphML
GraphML je komplexní a jednoduše použitelný formát souborů pro grafy. Skládá se z ja-
zyka, který popisuje strukturální vlastnosti grafu a flexibilní mechanismy sloužící k přidání
aplikačně specifických dat. Narozdíl od dalších formátů pro grafy nepoužívá vlastní syntaxi.
Místo toho je založen na formátu XML [1].
Úplně prvním tagem je jako u každého XML souboru tag <?xml>. Prvním párovým
tagem je <graphml> </graphml>, který obsahuje další elementy pro popis vlastního grafu.
Základní element reprezentující graf je párový tag <graph> </graph>. V tomto elementu se
mohou vyskytovat párové tagy <node> </node> pro uzly grafu a tagy <edge> </edge> pro
hrany grafu. Elementy formátu GraphML nemají příliš mnoho atributů pro popis různých
vlastností uzlů a hran. K tomuto účelu existují dvě techniky popisující vlastnosti specifické
pro danou aplikaci. Jednou z nich je použití tagu <key>, kterým můžeme definovat pří-
davnou vlastnost. Tento element obsahuje jeden povinný atribut id, jenž specifikuje název
datové položky. Dalším atributem tohoto elementu je atribut for, který nám říká, jestli je
tato vlastnost určena pro graf, uzel nebo hranu. Potom se v elementech uzlu, hrany nebo
grafu použije tag <data> obsahující atribut key s názvem příslušné vlastnosti definované

































Implementovaná aplikace umožňuje vytváření, editaci a ukládání jednoduchých grafů a gra-
fových přepisovacích systémů. V této aplikaci lze také vytvářet uspořádané grafové přepiso-
vací systémy, jejichž pravidla si evidují prioritu v podobě celého čísla, anebo systémy řízené
deterministickým konečným automatem. Konečný automat je v aplikaci reprezentován jako
další graf. Aplikace využívá návrhové vzory Observer a Singleton podrobněji popsané níže.
Tato sekce obsahuje i popis balíků aplikace a grafického uživatelského rozhraní.
V následujících sekcích se budou vyskytovat některé diagramy UML, které ukazují
důležité součásti aplikace. V diagramech tříd, které jsou obsaženy v této práci, + znamená
modifikátor přístupu public, - znamená modifikátor private a # znamená modifikátor
protected. Podtržené jsou statické metody a atributy.
Aplikované návrhové vzory
V aplikaci jsou použity některé běžně používané návrhové vzory. Konkrétně se jedná o vzory
Observer a Singleton. Tyto návrhové vzory jsou dobře popsány a vysvětleny na webových
stránkách Luboše Pavlíčka, Objekty – Objektová analýza, návrh a programování. Některé
programovací jazyky poskytují již připravené struktury pro rychlé využití některých těchto
vzorů [16].
Návrhový vzor Observer patří do skupiny vzorů chování, které se zabývají chováním
systému. Observer řeší problém definování závislosti jednoho objektu k více objektům.
Umožňuje šíření události, která nastala v pozorovaném objektu, ke všem jeho závislým
objektům. Vytváří vazbu 1:N, kde N lze měnit za běhu programu. Zde je nutné zařídit
dynamické modifikace seznamu závislých objektů (pozorovatelů). Obecně se používá tam,
kde je potřeba informovat různé komponenty systému o změnách v dalších částech systému.
V jazyce Java existují připravené struktury pro implementaci tohoto návrhového vzoru. Po-
zorovaný objekt musí rozšiřovat třídu Observable, která poskytuje metody pro oznamování
změn svým pozorovatelům. Oznamování změn by nemělo probíhat příliš frekventovaně,
aby se zbytečně nezatížil systém. Třída reprezentující pozorovatele musí implementovat
rozhraní Observer zajišťující jedinou metodu. Tato metoda je volána kdykoliv, když po-
zorovaný objekt upozorní své zaregistrované pozorovatele [16]. Návrhový vzor Observer je
použit v aplikaci pro sledování změn v objektu, který představuje grafový přepisovací sys-
tém, a informuje o změnách atributů systému komponentám aplikace, které tyto atributy
zobrazují.
Dalším použitým návrhovým vzorem je zde vzor Singleton. Tento patří do skupiny vzorů
vytvářejících, které se zabývají problémy související s vytvářením objektů. Tyto návrhové
vzory se snaží o zajištění určitého počtu objektů. Většinou probíhá vytváření jako dyna-
mické rozhodnutí za běhu programu. Singleton zajišťuje vytvoření pouze jedné instance
dané třídy a umožní k ní globální přístup. Při implementaci tohoto vzoru záleží velmi na
možnostech daného programovacího jazyka. Může existovat i více způsobů jak implemen-
tovat tento návrhový vzor. V Javě se nejčastěji implementuje pomocí deklarace statické
proměnné dané třídy, privátního konstruktoru a veřejné statické metody. V případě, že ob-
jekt dané třídy ještě neexistuje, tato metoda jej vytvoří a vrátí jako návratovou hodnotu.
Globální přístup se dá využít u objektu reprezentujícího například nastavení aplikace. Lze
jej použít i v době testování, kdy se nechceme zabývat existencí více instancí nějaké třídy.




V této části následuje podrobnější popis balíků aplikace. Na obrázku 4.1 je zobrazen diagram
balíků aplikace. V diagramu jsou znázorněny vztahy závislostí balíků a vztahy znázorňující
které balíky obsahují. Aplikace je složena ze tří hlavních balíků. První z nich zajišťuje im-
plementaci grafického uživatelského rozhraní, druhý reprezentuje tvorbu a vizualizaci grafu
a funkce s tím spojené a třetí se stará o ukládání a načítání grafů a grafového přepisovacího
systému. Balík gui obsahuje dále balík main a internalframes. V balíku internalframes se
nachází ještě balík properties.
Obrázek 4.1: Package diagram
Návrh tříd balíku gui a grafické uživatelské rozhraní
Balík gui obsahuje třídy pro zobrazení a interakci grafického uživatelského rozhraní. Také se
zde nachází balík internalframes, který je složen ze tříd popisujících vnitřní okna v aplikaci
jako například třída PaletteIFrame reprezentující paletu tvarů uzlů a hran. Dalším balíkem
obsaženým v balíku gui je balík main, jehož třídy představují veškeré komponenty grafického
uživatelské rozhraní kromě vnitřních oken.
Grafické uživatelské rozhraní se skládá ze 3 hlavních oken. V Javě existují starší uživa-
telské prostředí AWT (Abstract Window Toolkit) a novější JFC Swing (Java Foundation
Class). Swing vychází z AWT, které je jednodušší a má méně možností než Swing [13].
Protože framework JUNG využívá pro vizualizaci komponenty z toolkitu Swing, byl tento
toolkit zvolen pro vytvoření grafického uživatelského rozhraní. Hlavní okno ukázané na ob-
rázku 4.2 reprezentuje třída MainWindow. Toto okno se objeví hned po spuštění aplikace
a obsahuje hlavní nabídku. Odtud se lze dostat k dalším dvěma hlavním oknům. Jedním
z nich je okno pro tvorbu a editaci obyčejných grafů reprezentované třídou a SimpleGraph
zobrazené na obrázku 4.3. Třída RuleWindow představuje další okno zobrazené na obrázku
4.4, jež slouží k vytváření a editaci grafových přepisovacích systémů. Na tomto obrázku je
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vidět grafové přepisovací pravidlo pro konkatenaci. Aplikace také obsahuje okno s nápově-
dou, ke kterému se lze dostat i z hlavního okna.
Obrázek 4.2: Hlavní okno aplikace
Obrázek 4.3: Okno pro editaci jednoduchých grafů
Obrázek 4.4: Okno pro editaci grafového přepisovacího systému
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Návrh tříd balíku graph
Balík graph obsahuje třídy pro reprezentaci grafu a všech jeho komponent. Uzly grafu jsou
vytvářeny pomocí třidy VertexFactory, která je implementována podle návrhového vzoru
Singleton (viz. aplikované návrhové vzory). Stejně tak je implementována třída EdgeFactory
pro vytváření hran. Vlastní graf představuje třída GeneralGraph. Vztah mezi těmito třídami
a třídou GraphPane, která zprostředkovává vytváření a vizualizaci samotného grafu a všech
jeho komponent, je ukázán na obrázku 4.5.
Obrázek 4.5: Diagram tříd sloužících pro vytvoření grafu
Třída Vertex představuje uzel grafu a obsahuje metody pro získávání a nastavování všech
jeho vlastností jako jsou například barva, označení nebo velikost. Pro reprezentaci hrany
slouží třída Edge s podobnými vlastnostmi. Třídy Vertex, Edge a GraphPane jsou zobrazeny
na obrázku 4.6 se všemi jejich metodami a atributy. Balík graph také obsahuje třídu, která
zajišťuje vytváření grafu pomocí myši. V sekci 4.1 je zmíněno rozhraní Transformer, které
se v aplikaci využívá hlavně ke zprostředkovávání vlastností uzlů a hran. Například pro
barvu uzlu se transformuje objekt reprezentující uzel grafu na libovolnou barvu. Pak už
jen stačí objekt implementující toto rozhraní zaregistrovat dané vlastnosti ve frameworku
JUNG.
Návrh tříd balíku xml
Balík xml obsahuje třídy představující grafový přepisovací systém a jeho ukládání a načítání
ze souboru XML. V aplikaci je grafový přepisovací systém zastoupen třídou GRS a grafové
přepisovací pravidlo třídou Rule. Třída GRS rozšiřuje třídu Observable, což z ní dělá po-
zorovaný objekt (viz. aplikované návrhové vzory). Na obrázku 4.7 jsou zobrazeny obě tyto
třídy. Další třídy slouží pro ukládání a načítání grafového přepisovacího systému z a do
souboru XML. V balíku xml jsou také obsaženy třídy pro načítání a ukládání samotných



















+setType(et : EdgeType) : void
+getShape() : Edge$Style
+setShape(es : Edge$Style) : void
+setStrokeStyle(strokeStyle : Vertex$StrokeStyle) : void
+getStrokeStyle() : Vertex$StrokeStyle
+setColor(color : Color) : void
+getColor() : Color
+setLabel(label : String) : void
+getLabel() : String
+getLabelFont() : Font
+setLabelFont(labelFont : Font) : void
+getDescription() : String
+setDescription(description : String) : void
+isPaintable() : boolean
+setPaintable(paintable : boolean) : void
+getWeight() : Double



































+setJoin(join : Integer) : void
+setY(y : Double) : void
+getId() : Integer
+getFillColor() : Color
+setFillColor(c : Color) : void
+getDescription() : String
+setDescription(desc : String) : void
+getShape() : Vertex$Style
+setShape(vShape : Vertex$Style) : void
+getWidth() : Integer
+setWidth(width : Integer) : void
+getHeight() : Integer
+setHeight(height : Integer) : void
+getStrokeStyle() : Vertex$StrokeStyle
+setStrokeStyle(stroke : Vertex$StrokeStyle) : void
+getStrokeWidth() : float
+setStrokeWidth(strokeWidth : float) : void
+setLabel(label : String) : void
+getLabel() : String
+getStrokeColor() : Color
+setStrokeColor(strokeColor : Color) : void
+getLabelFont() : Font
+setLabelFont(labelFont : Font) : void




























Obrázek 4.6: Třídy Vertex a Edge
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Obrázek 4.7: Třídy GRS a Rule
Současné rozšíření aplikace
Jako rozšíření jsou využity dvě varianty Dijkstrova algoritmu nejkratší cesty z frameworku
JUNG. Tento algoritmus počítá nejkratší cestu mezi dvěma uzly v grafu podle ohodno-
cení hran. První varianta algoritmu je neváhový Dijkstrův algoritmus, což znamená, že
předpokládá pro každou hranu stejné ohodnocení. Druhou variantou je váhový Dijkstrův
algoritmus, který se řídí podle ohodnocení hrany v podobě váhy. Použítí neváhové varianty
algoritmu na jednoduchém grafu v aplikaci je ukázáno na obrázku 4.8, kde hrany výsledné
cesty jsou zvýrazněny červeně.
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Obrázek 4.8: Aplikace neváhové varianty Dijkstrova algoritmu nejkratší cesty
4.4 Testování aplikace
Testování je jednou z nejdůležitějších částí v životním cyklu vývoje softwaru. Tato část
vývoje softwaru je jedna z nejdelších a nejdražších. Testování aplikace probíhalo převážně
při vývoji samotné aplikace. Ve finální části vývoje byla provedena série testů, která je po-
psána v této kapitole. Při testování bylo využíváno ladícího nástroje v prostředí NetBeans.
Tento nástroj umožňuje všechny běžně využívané funkce pro debugování jako například sle-
dování určených proměnných. Testování probíhalo na operačním systému Linux, konkrétně
na systému Kubuntu 10.10 a částečně i na systému Windows XP SP3.
Byly vytvořeny dva grafové přepisovací systémy, jeden řízený deterministickým koneč-
ným automatem a u dalšího je u pravidel vedena priorita v podobě celého čísla, která určuje,
jaké pravidlo se má provést dřív. V obou těchto systémech byla vytvořena dvě stejná grafová
přepisovací pravidla. U obou systémů byly využívány všechny jejich atributy a opakovaně




Ve své práci jsem se zabýval teorií grafů a grafového přepisování. Pro zpracování první
části této práce byly nastudovány grafové přepisovací systémy a grafové přepisování spolu
s úvodem do teorie grafů. Byly navrženy struktury pro reprezentaci grafu a aplikace pro
modifikaci, vytváření a ukládání jednoduchých grafů a grafových přepisovacích systémů.
Navržená aplikace byla implementována v jazyce Java pomocí nástroje NetBeans. V rámci
implementace aplikace jsem se seznámil s frameworkem JUNG a souborovým formátem Gra-
phML. Pro reprezentaci grafu v souboru byl zvolen formát GraphML založený na formátu
XML. Nejvíce času u realizace aplikace zabralo studium použitého frameworku a implemen-
tace vizualizace grafu a všech jeho komponent a jejich vlastností. Implementovaná aplikace
je užitečným nástrojem pro tvorbu jednoduchých grafů a rychlý a jednoduchý export do
některých používaných grafických formátů. Zadání této práce bylo splněno ve všech bodech.
Jelikož využití grafů je velmi rozsáhlé a problematika grafového přepisování je složitá,
poskytuje tato aplikace pouze základní editaci grafu a grafového přepisovacího systému.
Aplikace by se dala snadno rozšiřovat o další funkce a možnosti editace. Jedním z možných
rozšíření by mohla být podpora více tvarů uzlů pro různé typy grafů. Například pro ER
diagram by mohla obsahovat tvar reprezentující entitu v diagramu. Dalším rozšířením by
mohlo být ukládání samotného grafu do dalších formátů například do textového formátu
*.dot používaného programem graphviz. V současnosti aplikace implementuje Dijkstrův
algoritmus nejkratší cesty a v rámci dalšího vylepšení může být implementováno více algo-
ritmů pracujících s grafy.
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/build adresář s class soubory
/dist zde se nachází spustitelný jar soubor a knihovny potřebné ke spuštění
/ext adresář obsahující knihovny frameworku JUNG
/javadoc adresář s vygenerovanou dokumentací
/nbproject souboru projektu programu NetBeans
/src zdrojové soubory aplikace




V této příloze najdete jednoduchý návod k aplikaci implementované v této práci. Aplikaci
lze pustit několika způsoby. Jedním z nich je příkaz ant run v adresáři projektu, kde se
vyskytuje soubor build.xml. Dalším způsobem jak se dá aplikace spustit je pomocí spustitel-
ného souboru GGEdit.jar a to pomocí příkazu java -jar GGEdit.jar v adresáři s tímto
souborem. Zde se musí také nacházet adresář lib s knihovnami potřebnými pro spuštění.
Samozřejmě je potřeba mít nainstalovánu Javu a program ant.
Vytvoření jednoduchého grafu
Zde bude popsáno vytvoření jednoduchého grafu. Po zapnutí programu se objeví hlavní okno
aplikace. Pro vytvoření nového grafu slouží tlačítko New Simple Graph. Po jeho zmáčknutí
se objeví okno pro editaci obyčejného grafu (viz. obrázek B.1). Uzel se vytvoří prostým
kliknutím na prázdnou plochu uprostřed okna. Hrana se vytváří tažením myši z jednoho
uzlu na druhý.
Obrázek B.1: Okno pro tvorbu a editaci jednoduchých grafů
Tvary uzlů a hran se vybírají ve vnitřním okně Palette v levé části aplikace. Vlastnosti
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jednotlivých elementů grafů se dají nastavovat ve vnitřním okně Properties v levé dolní části
okna. Stačí kliknout na uzel nebo hranu a nastavit příslušnou vlastnost. V menu Settings
se dají nastavit vlastnosti uzlů a hran, které budou teprve vytvořeny. Slouží to k usnadnění
editace. Ke stejnému účelu se dá využít menu, které se objeví po kliknutí pravým tlačítkem
myši na vybrané elementy grafu.
Vytvoření grafového přepisovacího systému
V této sekci je popsáno vytvoření grafového přepisovacího systému. K tomuto účelu slouží
tlačítko New GRS, po jehož stisknutí se objeví dialog, do kterého se zadává jméno systému
a typ priority. Může být řízen buď deterministickým konečným automatem nebo obyčejnou
prioritou jeho pravidel v podobě celého čísla. Dialog je ukázán na obrázku B.2. Po kliknutí
na tlačítko OK se objeví okno pro editaci samotného systému.
Obrázek B.2: Dialog vytvoření nového grafového přepisovacího systému
Editace grafového přepisovacího systému probíhá podobně jako u editace obyčejného
grafu. Pro každý uzel se musí definovat, do které strany pravidla spadá. Toto se provádí
ve vyskakovacím menu, které se objeví po kliknutí pravým tlačítkem na vybraný uzel.
Dalším rozdílem oproti editaci obyčejných grafů jsou tabulky zobrazující atributy grafového
přepisovacího systému a aktuálně zobrazovaného pravidla v pravé části tohoto okna. Celé
okno je ukázáno na obrázku B.3.
Obrázek B.3: Okno pro tvorbu a editaci grafového přepisovacího systému
Tyto vlastnosti se dají editovat v okně GRS option v hlavní nabídce Window. V případě,
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Obrázek B.4: Dialog nastavení atributů grafového přepisovacího systému a jeho pravidel
že systém je řízen konečným automatem, nabízí se v této nabídce i okno DFSM pro editaci



















Tabulka C.2: Počet řádků v jednotlivých balících programu
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