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Náplní této bakalářské práce je analýza a návrh e-shopu a systému pro správu obsahu vyu-
žívajícího univerzální datový model relačních databází. Část práce se zabývá problematikou
obecného univerzálního datového modelu. Následující části se zabývají návrhem konkrét-
ního univerzálního datového modelu a také návrhem ostatních částí systému. V práci byla
ověřena použitelnost takového modelu pro e-shop i systém pro správu obsahu a také ověřen
zájem zákazníků o tento typ systému.
Abstract
The content of this bachelor’s thesis is analysis and design of e-shop and content manage-
ment system which is using universal data model of relational databases. Part of the thesis
is focused on problematics of general universal data model. The following sections are fo-
cused on design of specific universal data model and design of other parts of the system.
The work verified the applicability of such a model for e-shop and content management
system and also verified customers interest in this type of system.
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Během mého brigádního působení v různých internetových agenturách jsem se setkal s růz-
nými přístupy ke tvorbě webů, z nichž některé mne příznivě inspirovaly, jiné naopak ne-
považuji za zcela ideální. Pro toto téma jsem se rozhodl, jelikož bych rád uplatnil a dále
rozvinul příznivé poznatky a zkušenosti, vyvaroval se těm nepříznivým, a vytvořil vlastní
systém, který v sobě spojuje:
• přehlednost a snadnou navigaci pro návštěvníka,
• možnost jednoduše přidávat různé články, novinky, galerie, produkty a další obsahové
prvky pro správce webu,
• snadnou modifikaci vlastností obsahových prvků a stránek pro programátora bez nut-
nosti přepisování kódu,
• možnost doprogramovat a jednoduše začlenit do webu různé prvky a stránky s ne-
standarními funkcemi.
Tento systém mám v plánu dále rozvíjet a nabízet zájemcům za účelem finančního zhod-
nocení.
E-shopem a CMS (Content Management System) s univerzálním datovým modelem
(dále jen UDM) je myšlen systém, který umožňuje správu obsahu pomocí formulářů, jenž
jsou generovány z dostupných HTML (HyperText Markup Language) formulářových prvků
na základě nastavení v administraci, které je uloženo v databázi. To znamená, že tyto
formuláře nejsou staticky napsané ve zdrojovém kódu. Veškerá obsahová data, jež jsou
výstupem těchto formulářů, jsou uchovávána v několika málo univerzálních tabulkách.
Účelem této bakalářské práce je seznámit čtenáře podrobně s :
• mými poznatky v oblasti vývoje systémů CMS a e-shopů,
• analýzou konkurence, potřeb a požadavků uživatelů systému i jeho programátorů,
• samotným návrhem takového systému, jenž by splňoval tyto požadavky,
• a jeho implementačními detaily.
V kapitole 2 naleznete mé vlastní zkušenosti a poznatky z praxe při vývoji webů. Ka-
pitola 3 obsahuje teorii o e-shopech, CMS a univerzálním datovém modelu. Analýzů kon-
kurence a požadavky zákazníků naleznete v kapitole 4. Popisem návrhu vlastního UDM a
ostatních částí webu se zabývá kapitola 5. V kapitole 6 naleznete popis implementačních
prostředků, některé části implementace a odezvu od zákazníků. Závěr naleznete v kapitole 7.
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Kapitola 2
Poznatky z praxe vývoje webů
Během svého působení ve firmách zabývajících se vývojem webů jsem nabyl mnoho kladných
i záporných zkušeností, jež mne přivedly k myšlence zkusit napsat vlastní systém pro správu
webů a e-shopů. V této kapitole naleznete popis těchto mých zkušeností.
2.1 Hezké weby, zastaralé technologie a postupy
I tak by šlo charakterizovat jednu z mých zkušeností v jedné firmě. Tato firma měla díky
skvělému managementu dobré jméno, četné reference, kontakty a zákazníky ochotné platit
za webové prezentace a e-shopy opravdu vysoké částky. Díky dobrému týmu grafiků a
vývojářů pak graficky velice hezky provedené a uživatelsky přívětivé weby nepostrádající
správnou typografii, přehlednou navigaci a další podstatné náležitosti.
Kámen úrazu dle mého pohledu byl v pozadí této parády. Firma používala dlouhá léta
vyvíjený vlastní CMS/framework, jenž umožnoval jak poměrně snadnou správu obsahu,
tak samotného zdrojového kódu webu a oplýval množstvím dalších funkcí. Jeho dlouholetý
vývoj však znamenal také to, že tento systém byl psán v již zastaralém jazyce PHP4 a
taktéž byly mnohé jeho části velice lajdácky napsané a nepřehledné, což velice znesnadňo-
valo práci. Navíc tento systém využíval jen jakousi podmnožinu MVC/MVP (Model-View-
Controller/Model-View-Presenter), neboť jeho struktura se stávala pouze z modelu a ša-
blony, v níž byla napsána i většina úkonů náležících presenteru/controlleru, často i různé
vlastní funkce. Taktéž nutnost provádět úpravy zdrojových kódů webů přímo za běhu na
produkčním serveru byla velice náročná a stresující při jakékoliv chybě, například zapome-
nutém středníku.
Naopak jsem se zde poprvé setkal s databází využívající alespoň na některé záležitosti
UDM (produkty v eshopu). Ačkoliv jsem tehdy ještě netušil, oč se jedná, velice mne tento
přístup zaujal svou univerzálností. Další záležitosti CMS, jako jsou galerie, novinky, články,
již byly řešeny tradičním způsobem návrhu databáze.
Z mého hlediska problém této firmy bylo šetření na nesprávném místě a nedostatek lidí
na modernizaci jejich stávajícího systému. Na můj dotaz, proč nepřepíší svůj systém do
moderního PHP5 a neudělají jej přehlednější mi bylo odpovězeno, že PHP4 je rychlejší,
méně náročné na server a tudíž ušetří na provozu serveru, což mi v dnešní době supervý-
konných počítačů za minimální ceny přijde zvláště při cenách zakázek této firmy opravdu
jako šetření na nesprávném místě. Svůj díl na tom jistě bude mít také neochota předělávat
jejich zavedený fungující systém do nového.
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2.2 Moderní technologie, náročně modifikovatelné weby
Druhá firma mne zaujala právě svým moderním přístupem k vývoji a technologiím. Již na
pohovoru jsem se, poučen z předchozích zkušeností, optal na využívání verzovacích systémů,
na způsob nasazování oprav a úprav na produkční servery, na používané frameworky a
postupy. Vše to znělo velice hezky.
Weby se tu psaly v několika frameworcích – Nette, Zend a Symfony. Já byl přidělen na
Nette, na kterém měli projekt CMS a e-shopu. S Nette jsem se v této firmě setkal poprvé a
velice se mi zalíbilo kvůli své jednoduchosti, rychlosti a přesto robustnosti. I to jsou jedny
z důvodů, proč jsem se Nette rozhodl využít ve své práci místo jiných frameworků, např.
nového Symfony 2.0.
A nyní k problémům, na něž jsem narazil v této firmě. Jelikož jejich databáze byla
navržena tradičním způsobem a každý zákazník má odlišné požadavky na data, jež se uklá-
dají a zobrazují k jeho produktům, na jiné druhy filtrů a podobně, bylo v důsledku tohoto
při tvorbě nového projektu vždy nutné poměrně velké části zdrojových kódů přepsat a
upravovat všelijak databázi, což zabralo nemálo času a samozřejmě i chyb vzniklých při
přepisování. Například obchod s hračkami potřeboval jako parametr u hraček určení, od
kolika let je hračka vhodná, což znamenalo přepsat formulář, přepsat načítací i ukládací
funkce a přidat sloupec do databáze. A to byly úpravy samozřejmě obvykle mnohem roz-
sáhlejší, než jen přidat jeden parametr.
Tento přístup se mi taktéž nezdál jako ideální cesta a dotazoval jsem se, proč nevyužívají
nějaký univerzální databázový návrh, na což mi odpověděli, že takto to zkrátka mají řešené a
o něčem univerzálním ještě neuvažovali a muselo by se to celé přepsat. Sami však s rychlostí
a složitostí nasazování svých eshopů nebyli také příliš spokojeni.
Příjemné bylo naopak využití verzovacích systémů v kombinaci se skripty na automa-
tické nasazení nejnovější verze webu na testovací server včetně obnovení databáze a práce




E-shop, CMS a univerzální datový
model
V této kapitole je blíže vysvětleno, co je to e-shop a CMS s jejich typické vlastnosti. Také je
zde vysvětleno, co je to univerzální datový model, jakou má obvykle strukturu, jeho výhody
a nevýhody a typické oblasti jeho využití.
3.1 E-shop
Internetový obchod (nazývaný také jako e-shop) je počítačová aplikace použí-
vaná na B2B (business-to-business, česky
”
obchodník k obchodníkovi“) nebo
B2C (business-to-consumer, česky
”
obchodník k zákazníkovi“) komerci v pro-
středí internetu (jedná se o podmnožinu E-commerce, prodávající fyzické zboží,
v menší míře služby).
(převzato z Wikipedie)
Jinak řečeno je to systém, jenž umožňuje snadnou a přehlednou prezentaci prodejního
sortimentu zákazníkovi a umožnuje mu vkládat zboží do virtuálního košíku, z něž pak jsou
generovány objednávky, které jsou doručeny obchodníkovi k vyřízení.
Zákazníkovi přitom orientaci v produktech a jejich kategoriích usnadňují různé pomůcky,
jako jsou:
• filtry zboží dle různých kritérií,
• zákaznické seznamy přání, v nichž si může zákazník
”
zapamatovat“ zboží, jež by si
rád zakoupil později,
• rozličné žebříčky nejprodávanějších produktů celkově či jen v dané kategorii,
• seznamy dalších produktů, jež různí zákazníci zakoupili společně s právě zobrazeným
produktem,
• upozornění na slevy a akce,
• případně komentáře, recenze či hodnocení produktu od ostatních zákazníků eshopu.
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E-shop také obvykle informuje zákazníka o stavu jeho objednávky, uchovává jeho objed-
návky pro pozdější nahlédnutí a vytištění faktury, umožnuje různé druhy plateb a v někte-
rých případech je i napojen na fakturační systém, nebo jej přímo integruje.
Z pohledu provozovatele či správce pak e-shop obsahuje či může obsahovat seznam ob-
jednávek, vystavování faktur, informace o uhrazení plateb, různé statistiky prodeje, návštěv-
nosti, možnost zasílání různých obchodních sdělení registrovaným uživatelům, umožňuje
snadno upravovat produkty, produktové kategorie, zadávat slevy a vystavovat slevové po-
ukazy a další.
3.2 CMS
Jedna z definicí o CMS zní:
Systém pro správu obsahu (CMS z anglického content management system) je
software zajišťující správu dokumentů, nejčastěji webového obsahu. v dnešní
době se jako CMS zpravidla chápou webové aplikace, někdy s případným doplň-
kovým programovým vybavením u klienta. Pro CMS se někdy používají i oborově
podobné termíny redakční či publikační systém.
(převzato z Wikipedie)
Jinak řečeno jde o systém, jenž umožnuje netechnicky zdatným uživatelům spravovat
obsah webových stránek pomocí různých formulářů a editorů (wysiwyg), aniž by znali
programovací jazyky, jimiž je webová prezentace či CMS napsané. Díky tomu šetří práci
programátorů, neboť většinu potřebných úprav zjednodušují na uživatelskou úroveň. Mimo
jiné CMS umožňuje obvykle i jednoduchou správu oprávnění různých jeho uživatelů.
Některé CMS dokonce umožňují upravovat i strukturu webu (kde se co zobrazí), grafické
motivy (jak se to zobrazí), volit různé předdefinované moduly, jež se na stránce zobrazí (co
se kde zobrazí).
CMS lze specializovat na různá zaměření, e-shop je příkladem CMS zaměřeného na
prodej zboží a správu objednávek.
3.3 Univerzální datový model
Tato sekce čerpá z článků [1], [4], [3].
Univerzální datový model (dále jen UDM) je model relační databáze takový, který
umožňuje uchovat různé typy entit, jenž jsou obvykle popsány různě velkými množinami
atributů a jejich hodnotami, aniž by bylo při definování nového typu entity či atributu
entity třeba jakkoliv upravovat tabulky či sloupce takovéto databáze.
Univerzální datový model je též známý jako Entity-attribute-value (EAV), generic data
model, vertical database model, open schema, nebo také v matematice jako řídká matice.[4].
Obvyklý přístup k modelování entit (obrázek 3.1) v relačních databázích funguje násle-
dovně:
• Každý typ entity modelujeme jako samostatnou tabulku databáze.
• Atributy typu entity modelujeme jako jednotlivé sloupce této tabulky.
• Jednotlivé instance entity jsou pak řádky této tabulky.
6
• Hodnoty atributů dané instance jsou pak reprezentovány hodnotami ve sloupcích
daného řádku tabulky, přičemž některé sloupce mohou obsahovat hodnoty cizích klíčů
odkazujících na entity v jiných tabulkách.
Při využití UDM (obrázek 3.2) na rozdíl od obvyklého přístupu modelujeme následovně:
• Každý typ entity modelujeme jako řádek v tabulce typů entit.
• Atributy typu entity modelujeme jako řádky v tabulce obsahující atributy, jež obsa-
huje i cizí klíč tabulky typů entit určující náležitost atributu k typu entity.
• Jednotlivé instance entit pak jako řádky v tabulce entit, které obsahují i cizí klíče do
tabulky typů entit, která určuje typ instance entity.
• A hodnoty atributů modelujeme jako řádky v tabulce hodnot atributů, jež obsahují
i cizí klíč do tabulky instancí entit a cizí klíč do tabulky atributů a jež určují typ
atributu a jeho náležitost k určité instanci entity.
Obrázek 3.1: Příklad obvyklého způsobu modelování entit v relačních databázích, kdy ka-
ždou entitu modelujeme jako samostatnou tabulku a každý atribut entity jako sloupec
tabulky. Instance entit a hodnoty jejich parametrů jsou pak jednotlivé řádky tabulek a
hodnoty ve sloupcích. Tento příklad znázorňuje možný návrh tabulek e-shopu uchovávají-
cích produkty a vazby mezi nimi.
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Obrázek 3.2: Univerzální datový model typu EAV. Každý typ entity modelujeme jako řádek
v tabulce typů entit. Atributy typu entity modelujeme jako řádky v tabulce obsahující
atributy, jež obsahuje i cizí klíč tabulky typů entit určující náležitost atributu k typu entity.
Jednotlivé instance entit pak jako řádky v tabulce entit, které obsahují i cizí klíče do tabulky
typů entit, která určuje typ instance entity. A hodnoty atributů modelujeme jako řádky
v tabulce hodnot atributů, jež obsahují i cizí klíč do tabulky instancí entit a cizí klíč do
tabulky atributů a jež určují typ atributu a jeho náležitost k určité instanci entity.
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Minimální sloupce tabulky typů entit jsou:
• id – primární klíč tabulky,
• name – unikátní pojmenování entity.
Minimální sloupce tabulky atributů musejí být:
• id – primární klíč tabulky,
• entity_type_id – cizí klíč do tabulky typů entit,
• name – unikátní pojmenování atributu,
• datatype – datový typ atributu, podle něhož se určuje, ve kterém sloupci tabulky
hodnot je uložena hodnota tohoto atributu a její fyzický datový typ.
Volitelně je pak možné tabulku atributů rozšířit o množství dalších metadat sloužících pro
validaci vstupů, prezentaci dat uživateli, sdružování atributů do skupin, určování vzájem-
ných závislostí různých atributů nebo výpočetních metadat, sloužících pro různé výpočty.
Tyto metadata je možné uchovávat bud v tabulce s atributy, nebo i v různých oddělených
tabulkách.
Minimální sloupce pro tabulku instancí entit jsou:
• id – primární klíč tabulky,
• entity_type_id – cizí klíč typu entity.
Minimální sloupce tabulky hodnot jsou:
• id – primární klíč tabulky,
• entity id – cizí klíč entity, k níž hodnota náleží,
• atribute id – cizí klíč atributu, kterého nabývá hodnota typ,
• <datatype>_value – několik sloupců se jménem svého datového typu, například
int_value, text_value, float_value, string_value, které uchovávají patřičnou
hodnotu a ostatní sloupce s hodnotami jsou NULL. Alternativně lze tyto sloupce im-
plementovat do zvláštních tabulek, obsahujících pouze hodnotu jednoho typu, čímž
se odstraní nutnost mít ostatní sloupce vyplněny NULL, avšak na druhou stranu to
přinese jiné problémy, jako nutnost načítání z dalších tabulek či nutnost přesouvání
dat z jedné tabulky do druhé při změně datového typu atributu[4].
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3.3.1 Výhody UDM
Flexibilita modelu Lze rozšiřovat a měnit databázi bez nutnosti modifikace jejích tabulek
za použítí DDL (Data Definition Language). Pro přidání nového typu entity pouze
přidáme řádek do tabulky typů entit, pro přidání parametru entitě pouze přidáme
řádek do tabulky parametrů.
Úspora místa pro řídká data V případě, že máme typ entity, který může nabývat vel-
kého množství atributů, ale hodnoty má obvykle vyplněny pouze pro pár z nich a
ostatní schází (tzv. řídká tabulka, angl. sparse table), je tento přístup výhodnější,
neboť není nutné používat NULLovou hodnotu. Řádek s hodnotou v tabulce hodnot
jednoduše chybí a tím je ušetřeno místo. Problém však může nastat v tom, že hodnota
může chybět i z jiných důvodů, než že je nedefinována.
Jednoduchost některých dotazů Například dotaz pro vyhledání všech hodnot určité
instance entity musí přistupovat obvykle pouze do jedné tabulky, nikoliv i do mnoha
různých, vzájemně provázaných tabulek běžného modelu. Toto obvykle stačí např. při
rozbrazování detailu entity nebo seznamu entit.
Automaticky generované UI Z metadat v tabulkách atributů lze generovat různé prvky
uživatelského rozhraní, jako jsou formuláře, filtry pro různé typy entit, různé seznamy
entit apod.
3.3.2 Nevýhody UDM
Vyšší složitost některých dotazů Například při filtrování, pokud chceme vyhledávat
entity, jež splňují určité parametry, je třeba tvořit mnohem složitější dotazy, než
v běžném modelu.
Znepřístupnění dat v případě změny struktury tabulek V případě nutnosti změnit
strukturu nějaké tabulky UDM je tato tabulka uzamčena a tím i veškerá data v ní,
což na rozdíl od běžného modelu znamená uzamčít mnohem větší objem dat. Proto
tyto úpravy je nutné dělat, když je využití databáze co nejmenší. Současně poškození
některé z tabulek UDM znamená mnohem větší škody.
Horší dodržování integritních omezení Například pokud chceme definovat, že nějaký
atribut musí mít přesně 1 hodnotu, je třeba toto řešit nějakým dodatečným programo-
váním. V běžném modelu by stačilo patřičnému sloupci nastavit vlastnost NOT NULL.
Dalším příkladem může být, že pokud chceme definovat, aby atribut nějakého typu
byl unikátní v celé databázi, je třeba opět toto ošetřit dodatečným programováním
buď pomocí databázových trigerů, nebo v aplikaci pracující s naší databází.
Výchozí hodnoty atributů je nutné řešit metadaty U běžného modelu je možné de-
finovat pro každý sloupec výchozí hodnoty, pokud nejsou při vkládání zadány, což u
UDM je třeba řešit triggerem či v aplikaci pomocí načtení z metadat atributů.
Větší nároky na prostor V případě, že UDM neobsahuje řídká data, tedy že všechny
možné atributy mají své hodnoty, pak má značně vyšší nároky na prostor, než běžný
model.
Nemožnost využít řízení přístupu Na různé entity nelze různým uživatelům databáze
nastavit různá práva pro jejich modifikaci či zobrazování, neboť je máme uloženy jen
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jako jednotlivé řádky v univerzálních tabulkách, místo v tabulkách specializovaných na
určitou entitu. Řízení přístupu je třeba vyřešit přes aplikaci využívající tuto databázi
či triggery.
Výlučný přístup Při modifikacích entit a jejich hodnot je třeba uživateli explicitně za-
jistit výlučný přístup k jejich modifikaci, aby nedošlo k modifikaci jiným uživatelem,
totéž platí pro změny struktury.
Náročnější tvorba uživatelského rozhraní Tvorba uživatelského rozhraní vyžaduje mno-
hem složitější programování, než běžné rozhraní pro práci s tabulkami běžného mo-
delu. Rozhraní musí být generováno na základě metadat z atributů, což však je sou-
časně i výhodou, vezmeme-li v úvahu, že díky tomu se rozhraní generuje samo pro
různé entity.[1]
Jak je vidět, možných nevýhod je o dost více, než výhod. Proto UDM používáme jen
tehdy, kdy jsou pro nás jeho výhody přednější než nevýhody, nebo si můžeme dovolit
nevýhody zanedbat, jelikož pro naše potřeby nejsou podstatné.
Typickým příkladem využití jsou sofistikovanější e-shopy, jež dovolují uživateli či ale-
spoň programátorovi definovat atributy výrobků pomocí administračního rozhraní, čímž
z velké míry řeší nutnost upravovat zdrojové kódy a strukturu databáze při běžném návrhu
databáze, což znamená úsporu času i nákladů.
Dalším vhodným příkladem použití jsou zdravotnické systémy, kde pacienti mohou mít
tisíce různých příznaků z různých druhů nemocí, avšak tradičně jich mají jen pár a tudíž by
při běžném návrhu databáze metodou
”
co příznak, to sloupec tabulky“, byla většina polí
NULLová. Jistě bychom však našli i jiné vhodné oblasti použití.
Možnou alternativou k UDM jsou tabulky s řídkými sloupci, jež podporují některé
databázové systémy. Ty však řeší jen problém, kdy je třeba z velkého množství předem
známých atributů ukládat jen některé a zbytek mít NULLový. Neřeší případ, kdy je třeba
atributy dynamicky a snadno přidávat či upravovat.
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Kapitola 4
Analýza konkurence a požadavků
zákazníků
Než jsem se pustil do návrhu, provedl jsem prve průzkum trhu a nalezl první zájemce a
potencionální zákazníky a zjistil jejich požadavky. V této kapitole naleznete analýzu kon-
kurence z pohledu UDM a konkrétní požadavky zákazníků na můj eshop, z nichž některé
budou implementovány.
4.1 Požadavky zákazníků
Požadavky zákazníků byly souhrnně následující:
• jednoduchá editace obsahových prvků webové prezentace;
• snadno strukturovatelné a dobře přístupné menu administrace;
• možnost pro různé zákazníky definovat různé cenové skupiny;
• možnost nahrávat k produktům a jiným obsahovým prvkům soubory a obrázky s po-
piskem, případně videa;
• možnost produktových variant, jenž umožnují u jednoho druhu zboží definovat různé
varianty např. barev, velikostí atd.;
• možnost importovat data z CSV či jiných formátu z důvodu tisíců položek zboží, jenž
by jinak bylo nutné zadávat ručně;
• možnost volit z různých filtrů zboží z téhož důvodu, aby bylo mezi tisíci položkami
možné se snáze orientovat;
• možnost vkládat jeden výrobek do více kategorií zboží;
• možnost vytvářet akční nabídky s datem expirace, rozesílat registrovaným zákazníkům
novinky emailem, u produktů mít formuláře zasílající dotazy k produktům na email.
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4.2 Konkurence
Dalším krokem je analýza konkurence. Srovnání s konkurencí především z pohledu využití







































Používá UDM na produkty e-shopu? ne ne ano ano ano
Umožňuje definovat vlastní atributy? ano ano ano ano ano
Umožňuje různým produktům nastavit různé předdefino-
vané sady atributů?
ano ne ano ano ano
Využívá UDM i na systémové atributy? ne ne ano ne ano
Využívá UDM i na CMS stránky? ne ne ne ne ano
Umožňuje vytvářet vnořené entity? ne ne ne ne ano
Umožňuje u typů entit využívat dědičnost? ne ne ne ne ano
Umožňuje vložit výrobek do více kategorií? ano ano ano ano ano
Umožňuje na základě atributů generovat filtry produktů? ne ne ne ano ano
Tabulka 4.1: Tabulka srovnání mého systému s konkurencí z pohledu využití a možností
UDM.
4.3 Výsledek analýzy
Z průzkumu vyplývá nutnost využití univerzálního datového modelu na parametry pro-
duktů, což se hodí zejména pro modifikovatelnost a snadné generování editačních formulářů
a filtrů. Dále je potřeba soustředit se na CMS část více, než konkurenční řešení, a to tím
způsobem, aby bylo ke každé obsahové stránce, které se u konkurence realizují tradičně
jen pomocí wysiwygu, připojovat i různé snadno editovatelné obrázkové galerie, seznamy
souborů, videa apod. Samozřejmostí by měly být i přehledně spravované seznamy novinek,
jež je možné různě filtrovat, možnost přidávání samostatných obrázkových a video galerií a




Na základě konzultace se zákazníky a průzkumu konkurence jsem se začal zabývat návrhem
systému a testováním svých hypotéz v praxi. Základem mého návrhu je univerzální datový
model doplněný o validační pravidla, výčtové prvky a dědičnost entitních typů. Tato ka-
pitola popisuje tento univerzální datový model, který je znázorněn na obrázku 5.1, a jeho
hlavní součásti. Také zde naleznete popis dalších důležitých součástí e-shopu, jako je navi-
gace, správa přístupu a objednávkový systém.
5.1 Vlastní univerzální datový model
Základní strukturu mého univerzálního datového modelu představují 4 tabulky – template,
template_item, content a content_item. Tyto tabulky vzhledem k obrázku 3.2 předsta-
vují:
• template – tabulku typů entit, název template (šablona) byl zvolen ze zvyku a také
důvodu snažšího pojmenování;
• template_item – tabulku atributů entit včetně metadat, název template_item (po-
ložka šablony) byl zvolen opět z důvodu snažšího pojmenování;
• content – tabulku instancí entit, název content (obsah) byl zvolen, neboť veškeré
instance představují obsahové prvky webu;
• content_item – tabulku hodnot jednotlivých instancí entit, název content_item
(položka obsahu) byl zvolen, neboť hodnoty v ní uložené jsou položkami obsahových
prvků;
Dále jsem tento model rozšířil o tabulku validačních pravidel template_item_rule,
které se vztahují k atributům v template_item. Tato tabulka jsem navrhl tak, aby uchová-
vala validační pravidla, jež pak je možné použít pro validaci formulářů z Nette frameworku,
díky čemuž není nutné psát vlastní systém validace. Validace dat tedy probíhá už při jejich
zpracování v aplikaci, nikoliv až při vkládání do databáze.
Nakonec jsem přidal tabulku template_item_enum, která obsahuje možné předvolby
hodnot pro atributy. Tyto předvolby se zobrazí např. ve formuláři pro editaci obsahového
prvku jako předvolby některých typů HTML prvků (výběrová nabídka, přepínač, vícevý-
běrová nabídka).
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Obrázek 5.1: ER diagram vlastního univerzálního datového modelu. Tabulka template ob-
sahuje entitní typy. Tabulka template item obsahuje atributy entitních typů. Tabulka
content obsahuje instance entit. Tabulka content item obsahuje hodnoty atributů instancí
entit. Navíc tu jsou tabulky template item enum, který obsahuje hodnoty výčtových typů
atributů, a tabulka template item enum, která obsahuje validační pravidla atributů pro
ukládané hodnoty.
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5.1.1 Entitní typy, aneb template
Na entitní typy a jejich atributy jsem aplikoval dědičnost. Výhodou tohoto přístupu je,
že jednotlivé entitní typy díky tomu dědí od svých předků jejich atributy a tím šetří práci
při definování nových atributů. Pokud například definujeme entitní typ (template) Elektro-
nika, můžeme mu nastavit například atributy (template item) Výkon a Příkon. Potomci
entitního typu Elektronika pak budou mít stejné atributy, jako jejich předek, a navíc své
vlastní.
Další výhodou je využití v e-shopu při filtrování. Pokud z metadat atributů typu en-
tity generujeme filtr, je možné pomocí filtru pro předka filtrovat dle společných atributů i
potomky. Obdobně lze toto využít i např. při porovnávání produktů či při nějakém gene-
rovaném výpisů produktů.
Nevýhodou naproti tomu je složitější programování, SQL (Structured Query Language)
dotazy a uživatelské rozhraní.
5.1.2 Atributy, aneb template item
Atributy, krom zcela základních údajů, jako je datový typ jejich hodnot, mohou obsahovat
i celou škálu metadat využívaných pro prezentaci, výpočty, validaci, vzájemné závislosti,
sdružování atd. V mém modelu jsem zatím využil zejména prezentační metadata, která
jsou navržena pro prezentaci pomocí Nette framework. Z tohoto hlediska jsou nejdůleži-
tější sloupce type a html input. Parametr type určuje, o jaký typ atributu jde. Parametr
html input pak určuje, jaký HTML prvek tento atribut bude mít ve formulářích, které
generujeme právě na základě těchto metadat.
Pro hodnoty parametru html input máme celkem omezený výběr možných a předem
daných HTML prvků – textové vstupní pole (text input), velké textové vstupní pole (texta-
rea), zatrhávací pole (checkbox), výběrová nabídka (select), vícevýběrová nabídka (multi-
select), přepínač (radiolist) a tlačítko pro zadání souboru (file input).
Účelem parametru type je zjednodušit a konkreztizovat jednotlivé atributy. Slouží jako
pomůcka pro určení typu atributu pro programátora i uživatele, jenž tvoří nové atributy.
Stanovil jsem tedy několik základních typů atributů:
Text – základní krátký textový atribut, ve formulářích zobrazovaný jako textové políčko
(text input).
LongText – dlouhý textový atribut, ve formulářích se zobrazuje jako velké textové pole
(textarea).
HTMLText – speciální textový atribut, jež slouží k uchovávání HTML kódu. Ve for-
mulářích se vykresluje jako velké textové pole (textarea) s javascriptovým wysiwyg
editorem. U většiny konkurenčních e-shopů je tento prvek jediný možný pro vytváření
obsahových stránek (mimo produkty).
Number – číslo, ve formuláři se zobrazuje jako textové políčko vyžadující pouze čísla (text
input).
Date – libovolné datum ve formátu SQL typu Datetime ve tvaru např. 2011-12-24 19:16:35,
ve formulářích zobrazeno jako textové políčko (text input).
Select – ve formuláři zobrazen jako výběrová nabídka (select), jeho předvolby jsou uloženy
v tabulce template item enum, může nabývat nejvýše jedné hodnoty, nejméně žádné.
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RadioList – totéž co Select, jen je zobrazen jako přepínač (radio input) a nabývá právě
jedné hodnoty.
MultiSelect – ve formuláři zobrazen jako vícevýběrová nabídka (multiselect), jeho před-
volby jsou uloženy v tabulce template item enum, může nabývat. nejvýše všech svých
hodnot, nejméně žádné.
Image – obrázek, ve formuláři zobrazen jako tlačítko Vybrat soubor (file input), mimo to
jsou pak miniatury nahraných obrázků zobrazeny v editačním formuláři.
File – soubor, ve formuláři zobrazen jako tlačítko Vybrat soubor (file input), navíc je
v editačním formuláři zobrazen i seznam nahraných souborů.
To byl výčet jednoduchých atributů.
Mimo jednoduchých atributů jsem definoval ještě jeden speciální typ atributu jménem
Reference, který umožňuje vložení jednoho entitního typu do jiného jako podtyp. Jinak
řečeno umožňuje zanořovat entitní typy do sebe. Z pohledu instancí entit pak takováto
entita bude v hodnotách tohoto atributu uchovávat hodnoty primárních klíčů jiných entit.
Tyto odkazované entity musejí být stejného entitního typu, jaký je specifikován metadaty
atributu typu Reference. Obrázek 5.2 zobrazuje vazby mezi elementy při využití atributu
typu Reference.
Atribut jsem navržen tak, aby umožnoval referencovat pouze ty entitní typy, mezi jejichž
atributy ještě není žádný atribut typu Reference. Jinak řečeno, že vnořený entitní typ
nemůže obsahovat žádný vlastní vnořený entitní typ. Toto omezení jsem aplikoval, neboť
nepředpokládám, že by bylo více než 1 zanoření pro mé potřeby nutné. Současně se tím
vyhnu možnosti rekurzivního zacyklení vzájemným zanořováním atributů. Samozřejmě však
může jeden entitní typ mít více atributů typu Reference.
Pomocí tohoto atributu pak můžeme například definovat entitní typ jménem Obrázek,
jež bude mít atributy Soubor (typ Image) a Popisek (Text) (viz obrázek 5.3). Dále si definu-
jeme entitní typ jménem Obsahová stránka s galerií, jež má atributy Titulek (Text), Obsah
(HTMLText) a Galerie (Reference na vnořený entitní typ Obrázek). Díky tomuto máme
snadno vytvořenou datovou strukturu i editační rozhraní pro obsahové stránky, k nimž
náleží i galerie pojmenovaných obrázků, aniž by bylo třeba tvořit nějaké další tabulky či
specializované administrační rozhraní na galerie.
Tomuto případu využití UDM se také říká EAV/CR (Entity-atribute-value model with
classes and relationship), který však uvažuje i více úrovní rekurzivního zanoření entitních
typů[3].
5.1.3 Entity, aneb content
V této tabulce uchováváme nejzákladnější informace o konkrétních instancích entit. Jejich
strojově generované id, jejich typ entity určený cizím klíčem template id, datum vytvoření
entity a datum poslední modifikace entity, příznak smazání (využívá se jen u e-shopu) a
příznak viditelnosti pro uživatele na front-endu aplikace.
5.1.4 Hodnoty, aneb content item
Pro navržení tabulky hodnot bylo třeba zvážit možné ukládané hodnoty. Pro mé potřeby
je třeba mít možnost ukládat text libovolné délky, celá a desetinná čísla, datum včetně












Obsahuje index obsah. 
prvku galerie
Atribut typu Reference,


































Jednotlivé hodnoty atributů 
šablony Obrázek.
Vnořené prvky
Obrázek 5.2: Obecný příklad znázorňující uložení obsahového prvku s vnořenými obsa-
hovými prvky. Atribut typu Reference určuje v metadatech vnořenou šablonu. Hodnoty
atributu typu Reference pak obsahují index vnořeného obsahového prvku, který má šab-
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Jednotlivé hodnoty atributů 
šablony Obrázek.
Vnořené prvky
Obrázek 5.3: Konkrétní příklad znázorňující uložení obsahového prvku Článek s galerií.
Šablona Článek s galerií má přiřazen atribut typu Reference, v jehož metadatech je určena
vnořená šablona Obrázek. Hodnoty atributu typu Reference pak obsahují index vnořených
obsahových prvků, jež mají šablonu Obrázek. Pro zjednodušení jsou vynechány ostatní
nepodstatné atributy šablony Článek s galerií a atributy šablony Obrázek.
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typ speciální sloupec nebo je ještě více specifikovat, rozhodl jsem se je naopak zobecnit a
využít pouze tří různých datových typů ve třech různých sloupcích.
• float val – obsahuje veškeré číselné hodnoty, celá čísla, desetinná čísla i pravdivostní
hodnoty, které ukládáme jako 1 a 0. Pro tento sloupec jsem zvolil 4 bytový datový typ
FLOAT, který umožnuje přesnost od 0 do 23 desetinných míst, což pro účely běžného
e-shopu jistě postačí.
• text val – obsahuje veškeré textové řetězce. Tento sloupec má v použité MySQL
databázi definován typ TEXT, který dle manuálu k MySQL využívá pro uložení řetězce
kratšího nežž 255 bytů pouze o 1 byte více, než datový typ VARCHAR. v případě větší
délky řetězce, než 255 bytů, se pak již potřebný počet bytů pro uložení řetězce rovná.
• date val – sloupec určený pro uchovávání data a času. Jeho datový typ jsem zvolil
TIMESTAMP, jenž umožnuje zadat datum v rozsahu 1970-01-01 00:00:01
až 2038-01-19 03:14:07, který pro mé potřeby jistě postačí.
Pro účely překladu obsahu tabulku navíc doplňuje i sloupec lang, který slouží pro
uloženít jazykové značky textových hodnot, pokud mohou mít jazykové varianty. Nakonec
sloupce tabulky doplňuje primární klíč, cizí klíč do tabulky content a cizí klíč k atributům
v tabulce template_item.
5.2 Návrh ostatních částí systému a rozsah využití UDM
Když máme navržen UDM, můžeme se pustit do návrhu ostatních částí systému, jako je
menu, uživatelské skupiny, objednávky, apod. Pro ostatní tyto tabulky již bylo využito
běžných metod k modelování. Kompletní ER diagram systému naleznete v příloze 7.
Samotnou aplikaci dělíme na dva základní celky. Front-end (návštěvníkům viditelná část
webu) přístupný obvykle všem uživatelům a administrační část přístupnou jen správcům
stránek, prodavačům apod.
5.2.1 Navigace
Dobře navržená navigace je stěžejní pro uživatelovu snadnou orientaci na webu a základem
jeho spokojenosti s webem. Uživatel, který se na webu neorientuje, nebo se dokonce ztrácí
kvůli špatné navigaci, na takovém webu jistě nestrvá dlouho, natož pak aby na něm něco
nakupoval. Základem dobrého webu by tedy měla být snadno dostupná a přehledná navigace
realizována minimálně pomocí hierarchického menu a drobečkové navigace. [2]
Takovéto navigace budou v aplikaci dvoje. Navigace administrace a navigace na front-
endu, která je mnohem důležitější. Obě navigace vyžadují hierarchickou stromovou struk-
turu, v níž lze určit i pořadí uzlů.
Pro uložení hierarchických dat v databázi máme dvě možnosti, bud využít rekurzivního
způsobu načítání při uložení pouze s využitím indexu rodiče parent id, nebo rozšířený
algoritmus Modified Preorder Tree Traversal (dále jen MPTT), který ukládá u každého
záznamu v databázi i ukazatele na uzel vlevo a vpravo. Rozhodl jsem se za tímto úče-
lem využít algoritmus MPTT, neboť umožňuje rychlejší vyhledávání, výpis stromu, výpis
cesty k uzlu apod, což jsou nejčastěji prováděné operace na webu. Nevýhodou jsou naopak
složitější dotazy na úpravu stromu, která se však provádí zřídka. Díky tomuto algoritmu
pak můžeme jedním dotazem vypsat celý strom menu, libovolný podstrom, případně cestu
k uzlu, jež se využije například v drobečkové navigaci.
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Tabulku menu front-endu jsem navrhnul tak, aby v ní bylo možné uchovávat jak uzly
menu, tak kategorie e-shopu, jež obvykle bývají v oddělené tabulce, což by mělo umožnit
snadnější implementaci.
Menu front-endu umožňuje uchovávat několik typů uzlů:
detail Běžný typ položky menu pro CMS, umožňuje k sobě přes tabulku menu content
pomocí vazby 1:1 připojit pouze jeden obsahový prvek, například běžnou stránku
s obsahem editovanou přes wysiwyg editor.
list Další běžný typ položky, který umožňuje navázat k sobě přes tabulku
menu content více obsahových prvků. Využívá se například pro různé seznamy ob-
sahových prvků, jako jsou novinky, galerie obrázků, či v případě e-shopu se využívá
i jako kategorie produktů. Navíc se v kategorii e-shopu nezobrazují pouze produkty
v této kategorii, ale i produkty v podstromech tohoto uzlu menu (kategorie).
static Tento typ slouží pro stránky s nestandardní funkčností nebo jsou nějak speciální na
přání zákazníka, nebot i tyto stránky, ačkoliv se obvykle nezobrazují v hlavním menu,
také potřebují drobečkovou navigaci. Mohou to být kupříkladu mapa stránek, košík,
kroky objednávky, stránka s přihlášením a podobně. Pro správné zobrazení statické
stránky je třeba mít správně vyplněny parametry presenter a action, které slouží
pro přesné určení volané stránky v Nette a jež se pro ostatní typy stránek vyplňují
automaticky.
passive Slouží k definování položky menu, jenž nemá odkaz na žádný obsah a slouží pouze
jako výplň či pro rozvětvení menu.
Typy detail a list navíc vyžadují určení typu šablony a jejích potomků (entitního typu),
které musí mít obsahové prvky, aby je bylo možné k danému uzlu připojit. K uzlu menu
typu list a vyžadované šablony např. Elektronika tedy můžeme připojit všechny obsahové
prvky s šablonou Elektronika, nebo jejími potomky, například Televize, která je potomkem
šablony Elektronika.
Mimo to je tabulka menu doplněna o překladovou tabulku menu translation, která
slouží k uchovávání jazykových variant
• popisků v menu (sloupec title),
• seo názvy, jež slouží pro tvorbu hezké url (sloupec seo name),
• detailních popisků pro menu typu list (sloupec description).
Posledním důležitým prvkem tabulky menu je volitelný layout stránky, což nám umož-
nuje pro jakoukoliv stránku definovat jiné rozložení různých prvků webu či dokonce jiný
desing, což je v některých případech také užitečné. ER diagram tabulek naleznete v příloze
7 na obrázku 1.
Menu administračního rozhraní, v administraci spravované přes položku menu Moduly
(tabulka module), je naproti tomu navrženo tak, aby obsahovalo pouze statické stránky a
údaje potřebné pro generování drobečkové navigace v administraci. Ukládají se do ní veškeré
akce presenterů administračního rozhraní, což se pak dále využívá v systému oprávnění. ER
diagram tabulky module naleznete v příloze 7 na obrázku 2.
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5.2.2 Uživatelé, uživatelské skupiny a správa přístupu
Uživatelé jsou ukládáni do tabulky users. Každý uživatel může být členem jedné uživatel-
ské skupiny, jenž jsou uloženy v tabulce role. Správa přístupu je navržena tak, aby byla
spravována pomocí tabulky role module, jež spojuje uživatelské role s různými akcemi
presenterů v tabulce module.
Oprávnění k přístupu je pak řízeno parametrem allowed v tabulce role module. V
případě využití e-shopu je připravena ještě tabulka shop user data, jenž je určena na
různé kontaktní, fakturační a další údaje o registrovaných uživatelích.
ER diagram tabulek naleznete v příloze 7 na obrázku 2.
5.2.3 Objednávky
Současný návrh počítá s ukládáním objednávek do tabulky shoporder, která obsahuje veš-
keré doručovací údaje a stav objednávky. Položky objednávek do tabulky shoporder item,
která obsahuje id produktu, jméno produktu, počet kusů, cenu v době objednání a také
HTML reprezentaci všech atributů objednávaného produktu, jenž slouží v případě smazání




V této kapitole přiblížíme implementační prostředky a některé zajímavé body implementace.
6.1 Implementační prostředky
Pro implementaci své aplikace jsem zvolil jazyk PHP 5.3, neboť jde o nejrozšířenější skrip-
tovací jazyk používaný na weby a je v něm napsán Nette Framework, na němž jsem se
rozhodl tuto aplikaci postavit. Jako databázi jsem zvolil MySQL, jelikož jde o rozšířené
bezplatné řešení a pro mé použití bohatě postačí. Pro dotazy nad touto databází využívám
dvojici knihoven dibi a NotORM. Pro práci s javascriptem využívám oblíbený framework
jQuery. Na layout webu je použito XHTML a CSS2.
Nette Nette využívá objektový přístup k PHP řízený událostmi a plně využívá i návr-
hového vzoru MVP (Model-View-Presenter). Samozřejmostí je v něm velký důraz
kladený na zabezpečení před útoky a také přehlednost zdrojového kódu a snadné
ladění. Pro mne však pro volbu byly nejpodstatnější Nette formuláře, jež jsem se roz-
hodl využít pro generování editačních formulářů obsahových prvků mého UDM. Díky
skvělým a poměrně jednoduchým možnostem validace dat zadávaných do formulářů
Nette jsem část mého UDM navrhl tak, aby využíval validaci vstupních dat právě
skrze tyto formuláře.
dibi Dibi je malá a robustní PHP knihovna pro práci s databázemi od Davida Grudla, jež
velice usnadňuje práci s databází a dbá na zabezpečení před SQL injekcemi a dalšími
hrozbami.
NotORM Další knihovna pro práci s databázi, tentokrát od Jakuba Vrány, představuje
přístup v mnohém podobný běžnému ORM (Object Relational Mapping). Na rozdíl
od ORM však není nutná přítomnost žádných entitních tříd, které by mapovaly data-
bázové tabulky na objekty, ale vše se děje automaticky a pokud chceme přistupovat
k neexistující tabulce či sloupci, nastane chyba. Hlavní výhodou NotORM je načítání
jen těch dat, které jsou třeba, pomocí vysoce optimalizovaných SQL dotazů. Další
výhodou je využití lazy loadingu, tedy načítání dat až když jsou opravdu třeba a ne
dříve.
MySQL MySQL nám nabízí k využití několik databázových enginů. Pro své účely jsem
zvolil engine InnoDB, neboť umožňuje využití cizích klíčů a podporuje transakce, což
jsou pro mou aplikaci dvě klíčové věci.
23
jQuery Javascript je dnes snad nutnou součástí každého webu. Já osobně se mu však sna-
žím vyhýbat, pokud je to možné, nebo alespoň mít připraveno alternativní řešení v pří-
padě jeho nefunkčnosti. Nette samotné nabízí skvělou podporu pro využití javascriptu
ve formě snippetů a například pro formuláře využívá i javascriptovou validaci pomocí
jQuery. Ve své aplikaci jQuery využívám především pro Ajaxové requesty.
6.1.1 Layout
Na vzhled layoutu je využito XHTML a CSS2 z důvodů jejich dobré a velice podobné
podpory v téměř všech prohlížečích. O jeho vykreslování se stará šablonovací systém Nette
Latte.
6.2 Zajímavé části implementace
Zde si představíme různé zajímavé části implementace.
6.2.1 Filtrování
Filtrování produktů či jiných obsahových prvků, například novinek, je realizováno pomocí
jednoho předpřipraveného SQL datasource, nad nímž pro každý parametr, dle kterého fil-
trujeme, provádíme vyhledávání. Každý takový dotaz nám navrací pole id entit (content)
vyhovujících tomuto dotazu. Mezi těmito poli vyhovujících id pak provádíme průnik a vý-
sledkem je pole id vyhovujících všem kriteriím vyhledávání. Potom již jen stačí vyhledat
všechny entity s těmito id. Značně zestručněný pseudokód je znázoněn na v algoritmu 1.
Algoritmus 1: Stručný pseudokód filtrování
Input : parametryVyhledávání
1: // načteme všechna relevantní data pro všechny parametry vyhledávání,
připraví datasource
2: dataSource = načtiVšechnaDataPro(parametryVyhledávání)
3: foreach parametryVyhledávání as parametr do
4: // připravený dataSource se klonuje a v něm se poté dále vyhledává
5: výsledekDotazu = vyhledejVDatechDleParametru(dataSource, parametr);
6: výsledkyDotazu[] = výsledekDotazu;
7: end foreach
8: foreach výsledkyDotazu as výsledekDotazu do
9: výstupníPole = průnikPolí(výstupníPole, výsledekDotazu);
10: end foreach
11: return výstupníPole
6.2.2 Objekty pro práci s výsledky
Pro práci entitami, jejich hodnotami, šablonami a jejich atributy jsem napsal několik ob-
jektů, jež by mají za úkol usnadnit získávání různých dat. Princip spočívá v objektu s vlože-
ným objektem třídy NotORM Row a přidání funkcí usnadňujících získávání těchto dat.
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WrapperObject Abstraktní třída obsahují společný konstruktor, parametry a implemen-
taci rozhraní ArrayAcces. v parametru inner vždy ukládá příslušný objekt typu
NotORM Row.
ContentObject Třída představující obsahový prvek včetně všech jeho parametrů, které
získáme pomocí metody getCValue($jmenoAtributu). Samotné načítání hodnot z da-
tabáze je pomocí knihovny NotORM řešeno tak, že se provádí až při prvním zavolání
této metody (tzv. lazy loading).
TemplateObject Třída představuje entitní typ (šablonu) a usnadňuje nám práci s atri-
buty šablony a umožňuje snadné získání id všech předků šablony.
TemplateItemObject Třída představující atribut a usnadňují načtení validačních pravi-
del a hodnot výčtových typů.
6.3 Výstup od zákazníků
Zákazníci1 jsou z e-shopem veskrze spokojeni. Možnost tvorby libovolných vlastních obsa-
hových prvků hodnotí vysoce kladně. Na druhou stranu by rádi zjednodušili tvorbu nových
šablon. Samotné generované formuláře pro vkládání a editaci obsahových prvků však hod-
notí jako účelné a vyhovující jejich potřebám. Kladně také hodnotí hodnotí možnosti filtro-
vání, jehož parametry lze nastavit v administraci, což konkurence neumožňuje. Konkureční
řešení navíc nenabízí takové možnosti pro tvorbu CMS stránek, jako můj systém. Adminis-
trace je dle názoru zákazníků navržena uspokojivě přehledně, ačkoliv by ještě potřebovala
doladit a přidat nápovědy. Taktéž způsob výpisu kategorií a produktů v kategorii by rádi
vylepšili, aby bylo v administraci možné lépe procházet produkty v kategoriích.
Velice oceňuje i možnosti produktových variant a cenových skupin, které do budoucna
zákazník plánuje využívat. Produktové varianty je možné v mém systému snadno vytvořit
libovolně modifikovatelné pomocí vnořených entit, aniž by bylo nutné dodávat nějaký modul
či něco programovat. Jediné, co je k tomu třeba, je přizpůsobit šablonu produktu pro výpis
produktových variant a trochu upravit objednávkový systém. Cenové skupiny (různé ceny
pro různé zákazníky) je opět díky UDM možné snadno definovat a pro jejich využití pak
již opět stačí jen úprava šablony produktu.
Nejvíce by zákazníci ocenili zlepšení vzhledu a uživatelské přívětivosti webu a adminis-
trace pomocí lepší grafiky a javascriptů, kterých systém prozatím mnoho neobsahuje. Je
však v plánu například pro práci s filtrem produktů.




Zadáním této práce bylo provést analýzu konkurence, navrhnout e-shop a CMS využívající
univerzální datový model a najít první potencionální zákazníky. Dále bylo za úkol zvolit
vhodný framework pro implementaci a tento systém implementovat, v průběhu testovat
názory uživatelů.
Ze zadání se podařilo implementovat CMS a je přes něj možné bez potíží vytvářet různé
webové prezentace. Implementován je i základ e-shopu, do kterého již postačí dodělat jen
různé e-shopové funkce. Taktéž práce ověřila možnost využití UDM jak pro e-shop, tak pro
CMS. O můj systém je navíc zájem i ze strany zákazníků a je v plánu přes léto na něm
zprovoznit jejich internetové prezentace a e-shopy.
Jako největším úspěch však vidím především funkční UDM s možností vnořených entit.
Ačkoliv UDM přináší řadu nevýhod, znamená značné zjednodušení a urychlení práce při
tvorbě nových webových prezentací a e-shopů. Tento UDM plánuji ve svém systému nadále
rozvíjet pro účely finančního zhodnocení mého systému.
Od školního projektu je však k profesionálnímu využití ještě dlouhá cesta a do budoucna
bude třeba udělat ještě mnoho věcí.
• Vylepšit uživatelské rozhraní a zjednodušit práci s administrací, neboť je prozatím
čistě účelové bez větší uživatelské přívětivosti.
• Nutné bude dodělat a vylepšit objednávkový systém, který je prozatím jen rozpraco-
vaný.
• Do e-shopu bude třeba implementovat štítky (tagy) pro označování zboží, přehledy
oblíbeného zboží, platbu přes platební brány, zasílání novinek emailem (newsletter),
slevové kupóny, RSS a exporty pro různé katalogy zboží (heureka, zbozi.cz atd.),
statistiky prodeje a návštěvnosti.
• Co se týče UDM, plánuji přidat skupiny atributů, aby je bylo možné vizuálně v uživa-
telském rozhraní seskupovat do skupin a rozšířit možnosti metadat o další validační
pravidla, vzájemné závislosti atributů a výpočetní metadata.
• Též bude třeba nadále testovat systém ve spolupráci se zákazníky a provádět další
úpravy na základě jejich připomínek a současně hledat další zákazníky.
• Dobré by bylo i pokusit se zjednodušit i systém tvorby šablon, možná jej pomocí
javascriptů udělat více interaktivní. Současný zatím vyžaduje zásah programátora
nebo zkušeného uživatele.
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• Taktéž by bylo vhodné promyslet, zda by nebylo možné umožnit jednoduchou edi-
taci některých HTML šablon přímo uživateli, neboť v současnosti jsou tyto šablony
statické a pro jejich úpravu je třeba zásah programátora, nebo tento proces urychlit
nějak jinak, například dalším využitím dědičnosti šablon.
Tato práce nenavazuje na žádnou jinou práci.
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Obrázek 1: ER diagram databáze zobrazující část s UDM. Ostatní tabulky nemají vazby
























































Obrázek 2: ER diagram databáze zobrazující část s uživateli, rolemi a zdroji. Ostatní ta-














































Obrázek 3: ER diagram databáze zobrazující část s objednávkovým systémem. Ostatní




• návod k instalaci,
• zdrojové texty bakalářské práce.
34
