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METHODEN UND WERKZEUGE ZUR KOLLABORATIVEN SOFTWAREERSTELLUNG  II 
Zusammenfassung 
 
Dieses Arbeitspapier untersucht, wie existierende Werkzeuge die kollaborative Erstel-
lung von Software unterstützen. Zu diesem Zweck wurde eine Marktanalyse durchge-
führt, deren Ergebnisse hier präsentiert und diskutiert werden. Hierbei werden zu-
nächst Werkzeuge für die verschiedenen Phasen des Softwareentwicklungsprozesses 
betrachtet und analysiert, wobei der Fokus auf Werkzeugen für die Anforderungsanaly-
se liegt. Dies liegt darin begründet, dass sich gerade hier eine intensive Kollaboration 
aller Beteiligten kritisch für den Erfolg des Projekts zeigt. Anschließend werden kollabo-
rative Anforderungen an Plattformen aufgezeigt und schließlich existierende Kollabora-
tionsplattformen vorgestellt und analysiert. 
Als Fazit lässt sich konstatieren, dass es eine Vielzahl an spezialisierten Werkzeugen 
gibt, die teilweise auch eine kollaborative Erstellung von Software unterstützen. Zudem 
decken große Firmen (IBM, Microsoft, Borland) den kompletten Softwareentwicklungs-
prozess mit ihren Paketen ab und binden verstärkt kollaborative Funktionen in ihre 
Komplettpakete mit ein. Dadurch decken sie einen Großteil des Funktionsumfangs der 
Kollaborationsplattformen ab, verfügen im Gegensatz zu letzteren aber nicht über eini-
ge spezielle Funktionen zur Unterstützung einer erfolgreichen Kollaboration in der 
Softwareentwicklung. 
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1 Einleitung 
Durch die fortschreitende Globalisierung der Wirtschaft und eine damit verbundene 
Zunahme an globalen, strategischen Partnerschaften, internationalen Firmenzusam-
menschlüssen in Joint Ventures und global aufgestellten Weltkonzernen wird auch ein 
verteiltes Entwickeln von Software unumgänglich (vgl. bspw. Karolak (1998)). So spre-
chen laut French und Layzel (1998) vor allem folgende organisatorische Faktoren für 
eine verteilte Softwareentwicklung: 
• Für Reiseverpflichtungen unmotivierte Teammitglieder, 
• Mangelndes Expertenwissen in einigen geografischen Regionen, 
• Hohe Reise- und Umzugskosten, 
• Physischer Standort von eingesetzter Hardware. 
Möglich wurde ein verteiltes Entwickeln in den letzten Jahren durch technologischen 
Fortschritt, der eine ausreichende Kommunikationsinfrastruktur, Bandbreite sowie Leis-
tung mit sich brachte (vgl. Lloyd u.a. 2002).  
Ein verteiltes Arbeiten führt in der Regel zu Arbeitsteilung und damit zu kollaborativen1 
Ansätzen. Zudem ist die Softwareentwicklung schon an sich ein Prozess, der ohne 
Zusammenarbeit nur schwer oder gar nicht durchlaufen werden kann (vgl. auch Geis-
ser und Hildenbrand (2005)). So stellen Cook und Churcher fest: 
„Software Engineering is inherently a team-based activity”  
(Cook und Churcher, 2003, S.290). 
Dieses Arbeitspapier soll daher untersuchen, wie existierende Werkzeuge die kollabo-
rative Erstellung von Software unterstützen. Hierzu werden in Kapitel 2 zunächst 
Werkzeuge für die verschiedenen Phasen des Softwareentwicklungsprozesses be-
trachtet. Der Fokus liegt hierbei auf Werkzeugen für die Anforderungsanalyse, da sich 
gerade hier eine intensive Kollaboration kritisch für den Erfolg des Projekts zeigt (vgl. 
Beyer und Holtzblatt (1995)). Anschließend werden in Kapitel 3 existierende Kollabora-
tionsplattformen für den gesamten Softwareerstellungsprozess vorgestellt und kollabo-
rative Anforderungen an ebendiese aufgezeigt. Kapitel 4 fasst schließlich die Ergebnis-
se dieser Arbeit zusammen. 
                                                
1 Auf eine Definition des Begriffs Kollaboration im Rahmen der Softwareentwicklung sei an dieser Stelle 
verzichtet und auf Rashid u.a. (2006) verwiesen. 
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2 CASE-Tools 
Werkzeuge zur Unterstützung bestimmter Prozesse des Software-Engineerings (SE) 
werden allgemein unter dem Namen CASE-Tools subsumiert. CASE steht hierbei für 
Computer-Aided Software Engineering. Mit diesen Werkzeugen  können zum einen 
Aktivitäten des SE automatisiert werden, zum anderen bieten CASE-Tools auch me-
thodische Informationen zur Unterstützung der einzelnen SE-Phasen. Da mittlerweile 
zahlreiche Werkzeuge existieren, die vor allem Routine-Aktivitäten des SE unterstüt-
zen, allerdings nur wenige explizit einer kollaborativen Softwareerstellung dienen (vgl. 
Sommerville (2004)), wurde im Forschungsprojekt CollaBaWü2 eine ausführliche 
Marktstudie zu CASE-Tools sowie speziell auch zu Kollaborationsplattformen durchge-
führt, deren Ergebnisse in diesem und im nächsten Kapitel präsentiert werden. 
Ausgehend von einer 105 Werkzeugen umfassenden Liste wurden für diese Marktstudie 
47 Werkzeuge aufgrund ihrer Beschreibung und Verbreitung ausgewählt und genauer 
analysiert (eine Liste dieser Werkzeuge findet sich in  
Tabelle 7 im Anhang A).  
Auf den folgenden Seiten werden die Ergebnisse der Analyse, eingeteilt in die Katego-
rien  
- Anforderungsanalyse,  
- Architekturentwurf,  
- Implementierung und  
- Testen vorgestellt. 
Da sich gerade die Anforderungsanalyse durch eine hohe Kollaboration aller beteiligten 
Akteure auszeichnet, soll dieser ersten Phase des SE-Prozesses besondere Aufmerk-
samkeit geschenkt werden. Allgemeine Kollaborationsplattformen sowie kollaborative 
Anforderungen an dergleichen werden ausführlich in Kapitel 3 vorgestellt. 
                                                
2 CollaBaWü beschäftigt sich mit der kollaborativen, komponentenbasierten Entwicklung von Unterneh-
menssoftware im Finanzdienstleistungsbereich von Baden-Württemberg, siehe 
http://www.collabawue.de/ (02.01.2006). 
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2.1 Werkzeuge für die Anforderungsanalyse 
Zunächst soll die werkzeugseitige Unterstützung für die Anforderungsanalyse, im Fol-
genden Requirements Engineering (RE) genannt, analysiert werden. Für das RE wird 
hierbei unterschieden nach den Phasen  
- Anforderungserhebung und -analyse,  
- Anforderungsspezifikation,  
- Anforderungsvalidierung und  
- Anforderungsmanagement (vgl. Sommerville (2004)).  
Zunächst wird die Marktverbreitung kommerzieller RE-Werkzeuge untersucht, an-
schließend werden die vier führenden Werkzeuge vorgestellt und miteinander vergli-
chen werden: 
Nach einer Marktstudie der Standish Group sind die führenden Werkzeuge im RE-
Bereich DOORS der Firma Telelogic sowie RequisitePro aus der Rational Suite von 
IBM (die Ergebnisse der Marktstudie sind in Abbildung 1 dargestellt, vgl. Stan-
dishGroup (2002)). Dass sich daran auch bis heute nichts geändert hat, bestätigen in 
einer aktuellen Studie die beiden Herausforderer  RTM von Serena und das Borland-
Produkt CaliberRM: gefragt nach ihren größten Wettbewerbern geben beide die zwei 
führenden Hersteller im Markt an (vgl. Hood u.a. (2005)). Der eigentliche Konkurrent 
aller Anbieter ist aber Microsoft mit seiner Office Suite, da ein Einsatz von professionel-
len RE-Werkzeugen in der Praxis noch nicht stark verbreitet ist (vgl. StandishGroup 
(2002)). 
 
 
Abbildung 1: Marktanteile der RE-Werkzeuge 
 
Bei einer näheren Betrachtung der vier Werkzeuge mit der größten Marktverbreitung 
fällt auf, dass alle fast ausschließlich das Anforderungsmanagement fokussieren. Wäh-
rend die Anforderungsspezifikation nur von DOORS (wenn auch sehr rudimentär) und 
die Validierung von Anforderungen von keinem Werkzeug unterstützt wird, bieten zu-
mindest DOORS, CaliberRM und RequisitePro einige Funktionalitäten für die Anforde-
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rungserhebung und -analyse. Der klare Schwerpunkt aller vier Werkzeuge liegt aber, 
wie schon erwähnt, im Anforderungsmanagement: sowohl das Änderungsmanagement 
als auch das Management der Nachvollziehbarkeit (Traceability) wird von allen vier 
Werkzeugen sehr gut unterstützt. Zudem verfügen alle betrachteten Werkzeuge über 
ein Rollenkonzept, um die Anwendung mehreren Benutzern mit verschiedenen Rech-
ten zu erlauben. Auch Schnittstellen zu anderen, im Prozess nach gelagerten Werk-
zeugen, bieten alle Werkzeuge (vgl. Hood u.a. (2005)). Im Folgenden wird auf die Be-
sonderheiten der einzelnen Werkzeuge eingegangen, dabei fließen sowohl Hersteller-
angaben der jeweiligen Produktseiten im Internet, als auch Ergebnisse der Werkzeug-
evaluationen von Hood u.a. (2005), Schienmann (2002) sowie Versteegen (2004) mit 
ein. Die Angaben beziehen sich auf die Versionen DOORS 7.13, RequisitePro 
2003.06.144, RTM 5.3.65 und CaliberRM 20056. 
DOORS steht für „Dynamic Object-Oriented Requirements System“ und ging aus ei-
nem Projekt für die European Space Agency (ESA) hervor (vgl. Schienmann (2002)). 
Neben einer Unterstützung des Managements für Änderungen und der Nachvollzieh-
barkeit bietet es die Möglichkeit, Anforderungen visuell (mit Hilfe der UML) zu be-
schreiben. Zudem enthält DOORS eine eigene Skriptsprache und lässt sich so flexibel 
anpassen und erweitern. Im Unterschied zu den anderen RE-Werkzeugen verfügt 
DOORS über ein eigenes Repository und nutzt keine kommerziell erhältliche Daten-
bank anderer Hersteller. Schwachstellen können beim Import und Export erkannt wer-
den, da hier nur Word und Excel als Formate unterstützt werden. Die anderen Werk-
zeuge unterstützen zumindest XML oder CSV als Austauschformate (vgl. Hood u.a. 
(2005) und Versteegen (2004)). 
RequisitePro gehört seit 2003 zu IBM und ist fester Bestandteil der Rational Software 
Suite, die den RUP (Rational Unified Process) werkzeugseitig unterstützt. Dieses 
Werkzeug ist sehr eng mit Microsoft Word integriert und verfügt über eine umfangrei-
che Webschnittstelle (vgl. Hood u.a. (2005) und Schienmann (2002)). Die Anforde-
rungsspezifikation wird, wie auch von RTM und CaliberRM, nicht unterstützt – hierfür 
wird auf spezialisierte Modellierungswerkzeuge verwiesen. 
RTM (Requirements and Traceability Management) ist erst seit der Übernahme der 
Firma Integrated Chipware im Jahr 2004 im Produktportfolio von Serena und ist eben-
falls eng mit Microsoft Word integriert. RTM erlaubt die Statusverfolgung von Anforde-
rungen und zeichnet sich durch sehr gute Möglichkeiten im Management der Nachvoll-
ziehbarkeit und beim Anlegen von Anforderungen aus, in beiden Fällen ist es sogar 
den anderen Werkzeugen überlegen (vgl. Hood u.a. (2005)). Die Erhebung von Anfor-
derungen wird allerdings überhaupt nicht unterstützt. 
CaliberRM gehört seit 2002 zu  Borland (ursprünglich wurde es von „Technology Buil-
ders, Inc.“ entwickelt, dann aber 2001 zunächst von „Starbase Corporation übernom-
men, siehe StandishGroup (2002) und konnte in den letzten zwei Jahren seinen Um-
satz um 80% steigern (siehe Hood u.a. (2005)). Es erlaubt eine sehr feine Granularität 
bei der Abbildung von Anforderungen sowie deren Beziehungen untereinander und zu 
externen Informationen. Auch die Anforderungserhebung wird besser als von den an-
deren Werkzeugen unterstützt, indem eine sehr umfangreiche Analyse der Anforde-
rungen durch eine Verbindung von Projektumfang, Zeitplan und Kosten mit der Res-
sourcenzuordnung ermöglicht wird. So können die Wirkungen von Änderungen auf 
diese Variablen leicht identifiziert werden. Als einziges Produkt ermöglicht es, einen 
Web-Client zur Bedienung auch im Offline-Betrieb zu nutzen (vgl. Hood u.a. (2005)). 
                                                
3 http://www.telelogic.com/products/doorsers/doors/index.cfm (28.04.2005) 
4 http://www.ibm.com/software/awdtools/reqpro/ (28.04.2005) 
5 http://www.serena.com/Products/rtm/home.asp (28.04.2005) 
6 http://www.borland.com/caliber/ (28.04.2005) 
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Eine Übersicht zum Funktionsumfang der besprochenen RE-Werkzeuge mit einer Zu-
ordnung zu den einzelnen Phasen des RE-Prozesses bietet Tabelle 17. 
 
 
Werkzeug Erhebung und 
Analyse 
Spezifikation Validierung Management 
DOORS        
(Telelogic) 
+ + - +++ 
RequisitePro 
(IBM) 
+ - - +++ 
RTM (Serena) - - - +++ 
CaliberRM 
(Borland) 
++ - - +++ 
Tabelle 1: Übersicht über die vier führenden RE-Werkzeuge 
 
Eine Studie der Firma Yphise evaluiert die vier besprochenen Werkzeuge8 danach, ob 
und wie stark Projektkosten und -dauer, Wartungskosten sowie das Projektrisiko ver-
ringert werden können und inwiefern der Kundennutzen der resultierenden Software 
durch Einsatz der RE-Werkzeuge maximiert werden kann. Dabei kommt Yphise zu 
folgendem Ergebnis: 
„DOORS stands out in all the assessment dimensions of our list of requirements. It 
provides the most complete and homogeneous coverage of these dimensions. This 
outlines its maturity and reinforces its leadership. This makes it a perfect candidate for 
investment in requirements management” (Yphise, 2005, S.14). 
Die Auswahl eines geeigneten Werkzeugs für das RE hängt auch von dem durchzufüh-
renden Projekt sowie anderer im Softwareentwicklungsprozess verwendeter Werkzeu-
ge ab und sollte daher systematisch erfolgen. Hier sei auf Schienmann (2002) verwie-
sen, der eine umfassende Liste von Kriterien für die Bewertung von Werkzeugen her-
ausarbeitet und darauf aufbauend ein systematisches Vorgehen bei der Auswahl eines 
Werkzeugs vorschlägt. Komplementär dazu können auch die Hinweise zu diesem 
Thema von Hood u.a. (2005) sowie Versteegen (2004) betrachtet werden.  
 
                                                
7 Legende zur Tabelle: +++ = wird sehr gut unterstützt; ++ = wird gut unterstützt; + = wird rudimentär 
unterstützt; - = wird nicht unterstützt. 
8 Zusätzlich wurde noch das hier nicht besprochene Werkzeug Reconcile der Firma Compuware in die 
Yphise-Studie aufgenommen. Für Informationen zu diesem Werkzeug sei auf Yphise (2005) sowie die 
Produktseite im Internet verwiesen: http://www.compuware.com/products/reconcile.htm (28.04.2005). 
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2.2 Werkzeuge für den Architekturentwurf 
Eine Analyse der Werkzeuge für den Architekturentwurf bez. deren Eignung für die 
kollaborative Softwareerstellung ergab folgendes Ergebnis: 
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Microsoft Visual Studio .Net x    x x    x   x x   
Open 
Source 
(IBM) 
Eclipse x x x  x x x x x      x x 
IBM Rational Rose XDE Developer x x   x x x      x x   
Visual 
Paradigm Visual Paradigm x    x x  x  x x      
IBM 
Rational Software  
Architect9/Modeler10 
x x   x x  x x x x x  x x  
Borland Borland Together x  x  x x x   x x    x  
Sparx 
Systems Enterprise Architect x  x x x     x  x   x  
Open 
Source Argo UML x  x x x     x       
Select Select solution for MDA x x x x x         x   
Gentle-
ware Poseidon x  x x x    x x      x 
Tabelle 2: Werkzeuge für den Architekturentwurf 
Jedes der getesteten Werkzeuge bietet eine UML-Unterstützung, die beim Architektur-
entwurf wesentlich ist. Aus den erzeugten UML-Diagrammen können von jedem Pro-
gramm automatisch Quelltexte oder Quelltextfragmente erzeugt werden. 
                                                
9 Vgl. http://www3.software.ibm.com/ibmdl/pub/software/rational/web/datasheets/rsa.pdf (1.12.2005) 
10 Vgl. http://www3.software.ibm.com/ibmdl/pub/software/rational/web/datasheets/rsm.pdf (1.12.2005) 
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Die Stärke von Visual Studio .Net11 liegt in der Modellierung und Generierung von 
Code und Dokumenten. Nur Visual Studio .Net und Rational Rose XDE Developer12 
unterstützen die Modellierung von Datenbanken. Der Rational Software Archi-
tect/Modeler von IBM und das quelloffene Eclipse13 (zusammen mit diversen quellof-
fenen und kommerziellen Plugins14) liefern für den Architekturentwurf den größten 
Funktionalitätsumfang. Außer Eclipse liefert beispielsweise nur noch Poseidon15 die 
Möglichkeit, einen Instant Messenger zur Kommunikation im Team einzubinden. Visu-
al Paradigm16 unterstützt im Gegensatz zu den meisten anderen Programmen die 
Möglichkeit, die Entwicklung des Codes von der Analyse- über die Design- bis hin zur 
Implementierungsphase zurückzuverfolgen (Design Traceability). Diese Funktion liefert 
ansonsten nur noch Eclipse17. Außerdem liefert Visual Paradigm genauso wie Borland 
Together18 die Möglichkeit, das Layout der Diagramme automatisch zu gestalten. Der 
Enterprise Achitect19 von Sparx Systems ist das einzige Werkzeug, das zusätzlich 
das Testen (Unittests, Integrationstests, Systemtests, Akzeptanztests) unterstützt. Ar-
go UML20 und Select Solution for MDA21 liefern im Wesentlichen die gleichen Funkti-
onen und unterscheiden sich lediglich in der Dokumenterzeugung bzw. Datenbankmo-
dellierung. Zu erwähnen ist noch, dass die modellgetriebene Entwicklung von den 
Werkzeugen Eclipse22, den verschiedenen Werkzeugen von IBM sowie Select unter-
stützt wird. 
                                                
11 http://www.microsoft.com/germany/msdn/visualstudio/default.mspx (1.12.2005) 
12 http://www-306.ibm.com/software/rational/offerings/design.html (1.12.2005) 
13 http://www.eclipse.org (1.12.2005) 
14 http://www.eclipseplugincentral.com (1.12.2005) 
15 http://www.gentleware.com (1.12.2005) 
16 http://www.visual-paradigm.com/ (1.12.2005) 
17 Z.B. durch das xProcess-Plugin: http://www.ivis.com/public/products/xprocess/index.cfm (1.12.2005) 
18 http://www.borland.com/together/index.html (1.12.2005) 
19 http://www.sparxsystems.com.au/ea.htm (1.12.2005) 
20 http://argouml.tigris.org/ (1.12.2005) 
21 http://www.selectbs.com/ (1.12.2005) 
22 Z.B. durch das Plugin von openarchitectureware http://architecturware.sourceforge.net/ (1.12.2005) 
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2.3 Werkzeuge für die Implementierung 
Das Ergebnis der Analyse für Werkzeuge der Implementierungsphase hinsichtlich ihrer 
Eignung zur kollaborativen Softwareerstellung ist nachfolgend dargestellt: 
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Microsoft Visual Studio .Net  x x x x x x x x  x x  x x x 
Open 
Source 
(IBM) 
Eclipse x x x  x x  x x x x x x x x x 
JetBrains IntelliJ x        x x    x  x 
IBM Rational Software Architect  x  x x x x x  x   x x  x 
Borland Jbuilder x  x  x  x  x x   x x x x 
Open 
Source 
(Sun) 
NetBeans x x x    x x x x x x x x x x 
Tabelle 3: Werkzeuge für die Implementierung 
 
Die getesteten Werkzeuge liefern im Großen und Ganzen die gleiche umfassende 
Funktionalität und unterscheiden sich nur in sehr wenigen Punkten. Auszunehmen ist 
hiervon IntelliJ23, welches nur relativ wenige kollaborative Funktionen liefert. 
Visual Studio .Net bringt alle wesentlichen Funktionen mit, die für die Implementie-
rung wichtig sind. Hierbei fehlen nur die Unterstützung für verschiedene Plattformen, 
die Möglichkeit, fehlende Funktionalitäten durch Plugins nachzurüsten sowie Unterstüt-
zung für Refactoring. 
Das quelloffen erhältliche Werkzeug Eclipse bietet ebenfalls fast alle genannten Funk-
tionen, wobei eine große Stärke in der Erweiterbarkeit durch Plugins und der durch-
dachten API hierfür liegen. Lediglich im Bereich Mobile Web und Serverentwicklung 
fehlen einige Funktionen.  
                                                
23 http://www.jetbrains.com/idea/features (1.12.2005) 
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Auch Netbeans24 bringt von Haus aus viele wichtige Funktionen mit. Die Schwächen 
liegen hier ebenfalls im Bereich der Serverentwicklung sowie in der Unterstützung der 
Wartung bereits existierender Projekte. 
Borlands Jbuilder25 liefert ebenfalls viele für die Implementierung wichtige Funktionen, 
allerdings fehlen hier so grundlegende Funktionen wie z.B. ein integriertes Testtool 
oder die Unterstützung verschiedener Datenbanken. 
Der Rational Software Architect26 kann genauso wie Visual Studio .Net nicht mehrere 
Plattformen unterstützen, ebenso fehlen Projektmanagementfunktionen. Ansonsten 
unterstützt er aber auch alle wichtigen Funktionen. 
                                                
24 http://www.netbeans.org/products/ide/features.html (1.12.2005) 
25 http://www.borland.com/jbuilder (1.12.2005) 
26 http://www-306.ibm.com/software/awdtools/architect/swarchitect/index.html (1.12.2005) 
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2.4 Werkzeuge für das Testen 
Bei den Werkzeugen für das Testen wird zwischen Debugging- und den eigentlichen 
Test-Werkzeugen unterschieden. Während mit den Debugging-Werkzeugen während 
dem eigentlichen Testen aufgetretene Fehler beseitigt werden sollen, können mit den 
Test-Werkzeugen die restlichen Aufgaben des Testens durchgeführt werden. Nachfol-
gend zunächst die Ergebnisse der Analyse für die Debugging-Werkzeuge: 
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IBM 
Rational Clear 
Quest 
x x      x  x  x x x x x  
Open Sour-
ce 
Bugzilla x  x x x x x        x x x 
TrackStudioTrackStudio x x      x    x x x x x  
NetResults 
Problem-
Tracker 
x x x     x x x x  x x x x x 
Compu-
ware 
TrackRecord x       x        x x 
Tabelle 4: Debugging-Werkzeuge 
 
Bei diesen Werkzeugen sind mitunter große Unterschiede in den Funktionen feststell-
bar: Trackrecord27  liefert beispielsweise nur wenige Funktionen wie die Generierung 
von Berichten oder die Möglichkeit von E-Mail-Benachrichtigungen. Allerdings bietet es 
genauso wie ProblemTracker28 und Bugzilla29 die Möglichkeit einer webbasierten 
Verwaltung. ProblemTracker liefert zusätzlich als einziges Programm die Möglichkeit, 
verschiedene Inhalte zu importieren und zu exportieren. Außerdem gibt es hier die 
Möglichkeit, eine Wissensdatenbank aufzubauen, in die man dann etwa einen Bereich 
für bekannte Probleme oder häufig gestellte Fragen (FAQ) integrieren kann. Zudem 
                                                
27 http://www.compuware.com/products/qacenter/405_ENG_HTML.htm (1.12.2005) 
28 http://www.problemtracker.com/pt_home.html (1.12.2005) 
29 http://www.bugzilla.org (1.12.2005) 
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liefert ProblemTracker ebenso wie Rational Clear Quest30 die Möglichkeit, ein Diskus-
sionsforum zu integrieren. Weiterhin unterstützen sowohl diese beiden Produkte als 
auch Trackstudio31 die Möglichkeit, in einem Projekt unterschiedliche Rollen zu ver-
geben. Bugzilla unterscheidet sich von den anderen Produkten deutlich. So gibt es hier 
beispielsweise nicht die Möglichkeit, Rollen zu vergeben, allerdings liefert es als einzi-
ges Programm eine Plausibilitätsprüfung sowie die Möglichkeit, den Fehler mit einem 
Kommentar mit dem Fehlerbericht zu verlinken.  
 
Die Analyse einer übersichtlichen Auswahl der eigentlichen Test-Werkzeuge ergab 
folgendes Ergebnis: 
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Borland Optimizeit  x x x x x  x x x x x x x       
Software ResearchTestWorks  x x          x x       
QCS Cantata  x x x x x x              
PushToTest TestMaker  x x  x        x        
AutomatedQA TestComplete x   x           x x x x x x 
Mercury Quality Center  x   x         x x      
Tabelle 5: Testing-Werkzeuge 
Die größte Funktionalität liefert bei dieser Werkzeugkategorie Optimizeit32. Es liefert 
als einziges Werkzeug Funktionen zum Hardwaretest, wie z.B. CPU Profiling oder Er-
kennung von Speicherlecks. Außerdem analysiert es automatisch die Qualität des zu 
testenden Programms und kann Threads debuggen. Deutlich weniger Funktionen be-
sitzt TestWorks33. Es unterstützt aber mehrere Plattformen und unterschiedliche Pro-
tokolle. Außerdem bietet TestWorks eine Funktion zur Analyse der Testabdeckung 
                                                
30 http://www-306.ibm.com/software/awdtools/clearquest (1.12.2005) 
31 http://www.trackstudio.com/ (1.12.2005) 
32 http://www.borland.com/optimizeit (1.12.2005) 
33 http://www.soft.com (1.12.2005) 
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sowie Regressionstests. Cantata34 bietet als einziges Tool die Integration von Captu-
re/Relay-Werkzeugen und kann ebenso wie Optimizeit bereits existierende Prozesse 
integrieren. TestMaker35 liefert ebenso wie TestWorks im Wesentlichen nur Basisfunk-
tionen wie die Unterstützung verschiedener Plattformen und verschiedener Protokolle 
sowie die oben genannte Testabdeckungsanalyse. Außerdem kann es ebenso wie 
Cantata und Optimizeit automatisch Berichte generieren. Testcomplete36 unterschei-
det sich schließlich völlig von den anderen Testwerkzeugen. Es unterstützt zwar ge-
nauso wie Optimizeit und Cantata Multiphasen-Applikationen, bietet ansonsten jedoch 
keine der Funktionen der anderen Werkzeuge. Allerdings liefert es als einziges Pro-
gramm u.a. eine Unterstützung für unterschiedliche Programmiersprachen und Compi-
ler sowie verteiltes und objektorientiertes Testen. Außerdem ist es als einziges Pro-
gramm in der Lage, die Testergebnisse zu komprimieren. Neben TestComplete kann 
nur noch das Quality Center37 von Mercury Testscripte  intelligent aufzeichnen. 
                                                
34 http://www.qcsltd.com/cantata/cantata.htm (1.12.2005) 
35 http://www.pushtotest.com/ (12.12.2005) 
36 http://www.automatedqa.com/products/testcomplete/tc_features.asp (12.12.2005) 
37 http://www.mercury.com (12.12.2005) 
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3 Anforderungen an Kollaborationswerkzeuge 
Zunächst soll in diesem Kapitel auf die für den Softwareerstellungsprozess benötigten 
kollaborativen Funktionen eingegangen werden. Anschließend werden aktuelle Kolla-
borationsplattformen vorgestellt und analysiert. 
3.1 Benötigte kollaborative Funktionen 
Die Beteiligung mehrerer Stakeholder mit unterschiedlichen Interessen und Blickwin-
keln führt zu speziellen Anforderungen an die Werkzeugunterstützung der verschiede-
nen Aktivitäten im Softwareentwicklungsprozess. Es müssen daher sowohl die einzel-
nen Phasen mit ihren jeweiligen Aufgaben durch entsprechende Werkzeugen unter-
stützt werden (vgl. Kapitel 2) als auch eine zentrale Kollaborationsplattform zur Pro-
jektkoordination bereit stehen. 
Die Projektkoordination erfolgt im Open Source-Umfeld hauptsächlich über zentrale 
Plattformen im Netz, wie SourceForge, und mittels Standardkomponenten für Versi-
onskontrolle (Subversion, CVS etc.) sowie Gruppenkommunikation (Mailinglisten, Issue 
Tracker, Foren etc.). Hersteller von kommerziellen Softwareentwicklungswerkzeugen 
bieten in letzter Zeit immer mehr Teamfunktionalitäten mit zum Teil zentrale Infrastruk-
tur an und unterstützen somit vermehrt auch kollaborative, verteilte Softwareerstel-
lungsprozesse. Im nächsten Abschnitt sollen daher aktuelle Kollaborationsplattformen 
vorgestellt und analysiert werden. Die Ergebnisse basieren auf der bereits weiter oben 
erwähnten Marktstudie des Forschungsprojekts CollaBaWü (vgl. Kapitel 2). Zwar bie-
ten die untersuchten Plattformen teilweise auch phasenbezogene Funktionen wie 
bspw. Source Code Engineering an, fokussieren sich aber im Wesentlichen auf allge-
meinere Projektmanagementfunktionen – z.B. Statusverfolgung. Im Sinne einer 
Client/Server-Architektur können sich daher arbeitsplatzbezogene Werkzeuge (CASE 
Tools und IDEs, vgl. Abschnitt 2) und zentrale Projektkoordinationplattformen ideal 
ergänzen.  
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3.2 Kollaborationsplattformen 
In diesem Kapitel werden nun Werkzeuge untersucht, die sowohl die Phasen des Kon-
figurations- und Änderungsmanagements als auch des Projektmanagements unterstüt-
zen. Bis auf die Rational Suite, die nachfolgend nichtsdestotrotz aufgeführt wird, stellen 
diese Werkzeuge so genannte Kollaborationsplattformen, auch CSD38-Plattformen ge-
nannt, dar. Die Ergebnisse der Marktstudie sind in folgender Tabelle festgehalten: 
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Intland Codebeamer 3.7 x x x x x x x x x x x x x   x x 
CollabNet SourceCast Ent. 4.0 x x x x x x x x x x   x   x  
VA Soft-
ware 
SourceForge 
Ent. 4.2 x x x x x x x x x x   x     
Open 
Source GForge 4.5 x x x x  x x x x x   x x x   
IDEs mit Erweiterungen zur  Anbindung an Kollaborationsplattformen 
Open 
Source 
(Sun) 
NetBeans39 4.1 x     x      x      
Open 
Source 
(IBM) 
Eclipse 3.1.1 x x  x  x   x   x x     
IBM Rational Suite             ?
 40 x x x x x x    x  x x     
Borland Application Lifecycle ?
41 x x x x  x  x  x  x x     
Microsoft Visual Stu-dio 2005 x x  x  x  x  x  x x  x   
Tabelle 6: Übersicht Kollaborationsplattformen 
 
                                                
38 CSD = Collaborative Software Development 
39 Vgl. http://www.netbeans.org/catalogue/ (12.12.2005) 
40 Stand 1.12.2005 lt. http://www-306.ibm.com/software/awdtools/suite/index.html (12.12.2005) 
41 Stand 9.12.2005 lt. http://www.borland.com/de/products/alm/index.html (12.12.2005) 
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Alle Kollaborationsplattformen liefern die Möglichkeit zur Versionskontrolle, d.h. zur 
Versionierung der im Projekt bearbeiteten Artefakte und Dateien. Diese Aufgabe über-
nehmen bei allen Werkzeugen externe Programme und Standardkomponenten wie 
z.B. Subversion43 oder CVS44. Die meisten externen Programme werden von Intlands 
CodeBeamer45 unterstützt. Lediglich Microsofts Visual Studio46 und Borlands Appli-
cation Lifecycle47 bieten hier ein eigenes System an. 
Zur Problemverfolgung (Issue Tracking) gehören unter anderem eine Volltextsuche 
oder automatische E-Mail-Benachrichtigung bei Änderungen. Collabnet Enterprise48, 
Sourceforge Enterprise49 und CodeBeamer bieten in dieser Kategorie die meisten 
Funktionen, die Rational Suite von IBM50 und GForge51 (der quelloffene Ableger von 
Sourceforge) liefern nicht ganz so viele Funktionen. Die Eclipse-basierte Entwicklungs-
umgebung, die mit entsprechenden Plugins52 erweitert werden kann, liefert hierzu 
kaum Funktionen. Die Einbindung an Bugzilla wird von ihr allerdings sehr gut unter-
stützt. Generell besteht auch immer die Möglichkeit, IDEs wie Eclipse und NetBeans 
über das Versionierungssystem an die entsprechenden Hosting-Plattformen anzubin-
den.  
Projektverfolgung und -berichte (Project Tracking/Reporting) beinhalten die Verwaltung 
des gesamten Projekts und die Verfolgung von Änderungen im Projekt. Hier liefern 
außer Eclipse alle Werkzeuge in etwa die gleiche Funktionalität, lediglich CollabNet 
hebt sich ein wenig durch seine Suche in Parallelprojekten hervor. 
Zum Projektmanagement (Project Management) gehört insbesondere die Möglichkeit, 
individuelle Rollen zu vergeben und Aufgaben in Form von Aufgabenlisten zu verteilen. 
So hat z.B. ein Projektmanager andere Rechte und Möglichkeiten als ein Programmie-
rer bzw. ein Anwender. Weiterhin gehören hierzu die Möglichkeiten, das Projekt web-
basiert zu verwalten oder persönliche Aufgabenlisten für jeden der Beteiligten zu 
erstellen. Auch hier liefern im Wesentlichen alle Programme ähnliche Funktionen. Co-
deBeamer, Sourceforge, Collabnet sowie die Rational Suite liefern außerdem Möglich-
keiten zur systematischen Wissenserfassung (Knowledge Capturing). 
Zum Dokumenten-/Dateimanagement (Document / File Management) zählen einerseits 
die Versionierung von Dokumenten und andererseits der Rollen-basierte Zugriff auf 
diese Dateien. Diese Funktionen liefern wiederum im Wesentlichen alle betrachteten 
Werkzeuge und Kollaborationsplattformen. CodeBeamer liefert hier zusätzlich noch 
eine Zugriffsverfolgung und eine E-Mail Benachrichtigung, wenn ein Dokument gelesen 
und/oder verändert wird. Dies kann in einem kollaborativen, verteilten Szenario eine 
erhebliche Reduktion von Koordinations- und Kommunikationsaufwand bedeuten. 
Außerdem ermöglichen es alle Programme außer den in Tabelle 6 aufgeführten IDEs, 
Mailinglisten einzurichten und zu verwalten. Zusätzlich bieten die reinen Kollaborati-
onsplattformen sowie Eclipse die Möglichkeit, Nachrichten zu verwalten und zu publi-
                                                
43 http://subversion.tigris.org/ (12.12.2005) 
44 http://www.nongnu.org/cvs/ (12.12.2005) 
45 http://www.intland.com (12.12.2005) 
46 http://msdn.microsoft.com/vstudio/products/vsts/suite/default.aspx (12.12.2005) 
47 http://www.borland.com/de/products/alm/index.html (12.12.2005) 
48 http://www.colab.net (12.12.2005) 
49 http://www.vasoftware.com/sourceforge (12.12.2005) 
50 http://www-306.ibm.com/software/awdtools/suite/index.html (12.12.2005) 
51 http://www.gforge.org (12.12.2005) 
52 http://www.eclipse-plugins.info (12.12.2005) 
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zieren. Dies kann z.B. durch einen RSS-Feed oder durch ein Wiki, wie beispielsweise 
TWiki53, geschehen. 
Mit der netzbasierten Administration (Web-Based Administration) bieten alle CSD-
Plattformen die Möglichkeit, die Projekte über das Internet zu verwalten. CodeBeamer 
ermöglicht weiterhin mit der E-Mail-Integration (Email Integration) externe E-Mail-
Clients wie z.B. Thunderbird in das Programm zu integrieren. 
Zur ingenieurmäßigen Quelltextbearbeitung (Source Code Engineering) gehören z.B. 
Refactorings (bspw. die projektweite Umbenennung von Variablen- und Methodenna-
men) sowie die Möglichkeit, UML Diagramme direkt in Code bzw. Quelltextfragmente 
zu übersetzen. Diese Möglichkeit bieten Eclipse, NetBeans und CodeBeamer. Das 
Source Code Engineering bildet ebenso die Stärke der Rational Suite: von ihr werden 
alle Phasen der Projektentwicklung unterstützt. So gibt es hier z.B. automatische Tests 
oder eine automatische Benachrichtigung, wenn Testskripte geändert werden müssen. 
Alle Werkzeuge liefern zudem die Möglichkeit, das gesamte Projekt nach Schlüssel-
wörtern zu durchsuchen (Search Code and Content). Daneben bietet GForge als ein-
ziges Werkzeug die Möglichkeit, strukturierte Umfragen (Surveys) unter den Projektbe-
teiligten zu starten. Zudem kann es so wie Visual Studio auch einzelne Codeschnipsel 
verwalten. Bei Collabnet und CodeBeamer gibt es zudem einige Funktionen zur Echt-
zeitkommunikation (Real-Time Communication), so z.B. die Möglichkeit Programme für 
Chats, Videotelefonie usw. einzubinden. CodeBeamer ermöglicht es immerhin, den 
Onlinestatus der anderen Beteiligten (Awareness) zu sehen. Eclipse bietet mit dem 
Eclipse Communication Framework (ECF)54 eine grundlegende API zur Einbindung 
von Werkzeugen zur Echtzeitkommunikation – entsprechend ausgereifte Plugins müs-
sen noch implementiert werden. CodeBeamer beinhaltet zusätzlich als einziges Pro-
gramm einen Zeitplaner (Scheduler) zum automatischen Start von Testscripten oder 
zur automatischen Erzeugung der Dokumentation (z.B. im javadoc-Format). 
Zusammenfassend kann konstatiert werden, dass sich CodeBeamer, Sourceforge und 
CollabNet sowie GForge funktional nur sehr geringfügig unterscheiden. Allerdings 
weist CodeBeamer im direkten Vergleich die größte Funktionsvielfalt auf und bietet 
auch ein Plugin zur Anbindung an Eclipse. Zudem können sich kommerzielle Anbieter 
von Kollaborationsplattformen über die mitgelieferte Dokumentation der Software sowie 
die Support-Dienstleistungen differenzieren. Des Weiteren müssen solche Plattformen 
sicherlich für einige Projekte zusätzlich angepasst werden, was nur im Fall des quellof-
fen erhältlichen GForge ohne Inanspruchnahme des Herstellers möglich ist. 
Die Stärken der Rational Suite, die mittlerweile auch größten Teils auf eine Eclipse-
Architektur aufbaut, liegen ganz klar in der Entwicklung und der automatischen Code-
erzeugung sowie dem Testen. Am Wenigsten liefern in diesem Bereich derzeit noch 
die selbst zusammengestellten Eclipse- bzw. NetBeans-basierten Lösungen mit unter-
schiedlichen Plugins, allerdings gibt es hier noch sehr gute Erweiterungsmöglichkeiten. 
Für eine noch detailliertere Gegenüberstellung der wichtigsten Kollaborationsplattfor-
men sei auf Tabelle 8 und Tabelle 9 im Anhang verwiesen. 
                                                
53 http://twiki.org/ (12.12.2005) 
54 http://www.eclipse.org/ecf/ (12.12.2005) 
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4 Zusammenfassung 
Als Fazit der Werkzeuganalyse lässt sich konstatieren, dass große Firmen (IBM, 
Microsoft, Borland) den kompletten Softwareentwicklungsprozess mit ihren Paketen 
abdecken und verstärkt kollaborative Funktionen in ihre Komplettpakete mit einbinden. 
Dadurch decken sie einen Großteil des Funktionsumfangs der CSD-Plattformen mit ab 
(siehe Rational Suite im vorangegangenen Kapitel). Kollaborationsplattfomren bieten 
allerdings spezielle Funktionen, die Komplettpakete nicht bieten: Webadministration 
von Projekten mit Hilfe von Browsern (Codebeamer fährt dabei Zweigleisig mit einer 
Browser-Client-Version und einer Installationsversion), sowie eine Integration von vie-
len verschiedenen SE-Tools. 
Bedingt durch den erhöhten Interaktions- und Kommunikationsgrad haben vor allem 
Werkzeuge für die Anforderungsanalyse und das Debuging viele kollaborative Funktio-
nen integriert. Es fällt zudem auf, dass kleinere Softwareentwicklungswerkzeugherstel-
ler ihre Produkte mit kollaborativen Funktionen ausbauen. So ist z.B. Trackstudio ei-
gentlich ein Debugging Tool, stellt vom Umfang her aber schon fast eine vollwertige 
CSD-Plattform dar. 
Eine synchrone Kommunikation55 wird fast überhaupt nicht unterstützt. Die Ausnahme 
stellen hier zwei Design-Werkzeuge (Eclipse und Poseidon mit Instant Messaging) dar. 
Open Source-Produkte sind in den CSD-Plattformen oft durch ihre Plugin-Funktionen 
und Schnittstellen eingebunden (Beispiel: Eclipse bei CodeBeamer). 
Bei den Testing-Tools sind erwartungsgemäß keine kollaborativen Funktionen imple-
mentiert. Es fällt zudem auf, dass die einzelnen Testing-Tools teilweise auf bestimmte 
Plattformen spezialisiert sind und ihre Testfunktionen daher sehr unterschiedlich sind. 
                                                
55 Synchrone kollaborationsfunktionen für SE-Werkzeuge könnten sein: Online Voting, Shared Whitebo-
ard, VoIP, Instant Messaging 
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Anhang A 
Name Hersteller 
CRADLE/REQ 3SL (Structured Software Systems) 
ARTiSAN Real-Time Studio ARTiSAN 
TestComplete AutomatedQA 
C++ BuilderX Borland 
CaliberRM Borland 
Jbuilder Borland 
Kylix Borland 
Optimizeit  Borland 
Together Borland 
Bugzilla Bugzilla.org 
TrackRecord Compuware Corporation 
JUDE Eiwa System Management 
Poseidon Gentleware 
Analyst Pro Goda 
IBM series for Software Design & Construction IBM 
Rational RequisitePro  IBM 
Rational Rose XDE developer IBM 
RationalClearCase IBM 
Websphere IBM 
ArcStyler Interactive Objects 
IntelliJ IDEA Jet Brains 
TrackGear LogiGear 
MagicDraw series MagicDraw 
Visual Studio Microsoft 
ObjectiF microTOOL 
ProblemTracker NetResults 
Eclipse Open Source 
Kdevelop Open Source 
NetBeans Open Source 
TestMaker PushToTest 
Segue  Segue Software 
Select solution for MDA Select Business Solutions 
TestCoverage SemanticDesigns 
TestRobot SoftRobot 
TestWorks Software Research 
CARE SOPHIST 
Enterprise Architect Sparx Systems 
SpeeDEV SpeeDEV 
Catalyze SteelTrace 
Java Studio Creator Sun Microsystems 
PowerDesigner Sybase 
TeamTrack TeamShare 
DOORS Telelogic 
TAU/Developer Telelogic 
TrackStudio TrackStudio 
ArgoUML University of California, Irvine 
Visual Paradigm Visual Paradigm 
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Tabelle 8: Kollaborationsplattformen en detail – Teil 1 
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Tabelle 9: Kollaborationsplattformen en detail – Teil 2
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