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Abstrakt 
Tato diplomová práce se zabývá metodou pro časovou konverzi zvukového 
signálu zaloţenou na odlišném přístupu ke skupinám tonálních a netonálních 
segmentů signálu v Matlabu. 
V první části jsou rozebrány metody pro zpracování hudebního signálu 
zaloţeného na časové kompresi a expanzi a jsou popsány problémy spojené se 
současným způsobem realizace těchto metod. Dále jsou popsány metody 
variabilní segmentace a detekce tonálních a netonálních komponentů ve 
zvukové nahrávce. 
Ve druhé části je provedena implementace metod variabilní segmentace, 
tonální detekce a časové expanze a komprese do prostředí MATLAB. 
Ve třetí části je provedeno testování na zvukových nahrávkách a zhodnocení 
dosaţených výsledků. 
 
Klíčová slova 
Time stretching, variabilní segmentace, WV-VOLA, WV-COLA, WSOLA, 
detekce tonálních a netonálních komponentů, MATLAB 
 
 
 
Abstract 
This thesis deals with the method for time conversion of an audio signal based 
on a different approach to groups tonal and non-tonal segment signal 
implemented in Matlab. 
The first part deal with methods for musical signal processing based on time 
compression or expansion and describes the problems associated with the 
current way of implementing these methods. The following describes the 
methods of variable segmentation and tonal and non-tonal components 
detection in the audio recording. 
At the second part are these methods of variable segmentation, tonal 
component detection and time compression or expansion implemented in 
MATLAB. 
At the third part is performed testing on sound recordings and evaluation of 
results. 
 
Keywords 
Time Stretching, variable segmentation, WV-VOLA, WV-COLA, WSOLA, 
detection of tonal and non-tonal components, MATLAB 
 
4 
 
Prohlášení 
Prohlašuji, ţe svou diplomovou práci na téma Pokročilá metoda časové 
konverze zaloţená na detekci tonálních a netonálních segmentů jsem 
vypracoval samostatně pod vedením vedoucího diplomové práce a s pouţitím 
odborné literatury a dalších informačních zdrojů, které jsou všechny citovány 
v práci a uvedeny v seznamu literatury na konci práce. 
Jako autor uvedené diplomové práce dále prohlašuji, ţe v souvislosti 
s vytvořením tohoto projektu jsem neporušil autorská práva třetích osob, 
zejména jsem nezasáhl nedovoleným způsobem do cizích autorských práv 
osobnostních a jsem si plně vědom následků porušení ustanovení § 11 a 
následujících autorského zákona č. 121/2000 Sb., včetně moţných 
trestněprávních důsledků vyplývajících z ustanovení § 152 trestního zákona 
č. 140/1961 Sb. 
 
 
V Brně dne       ............................................ 
podpis autora 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Poděkování  
 
Děkuji vedoucímu diplomové práce Ing. Miroslavu Balíkovi, Ph.D. za účinnou 
metodickou, pedagogickou a odbornou pomoc a další cenné rady při 
zpracování mé diplomové práce.  
 
V Brně dne      ............................................  
podpis autora   
5 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
VOMÁČKA, J. Pokročilá metoda časové konverze signálu založená na detekci 
tonálních a netonálních segmentů. Brno: Vysoké učení technické v Brně, 
Fakulta elektrotechniky a komunikačních technologií, 2011. 54 s. Vedoucí 
diplomové práce Ing. Miroslav Balík, Ph.D..  
6 
 
Obsah 
1. Úvod ................................................................................................................................ 8 
2. Zpracování zvukových signálů ........................................................................................ 8 
2.1 Změna časové osy signálu ........................................................................................ 8 
2.1.1 Synchronní překryv a sečtení ............................................................................. 9 
2.1.2 Tónově-synchronní překryv a sečtení ................................................................ 9 
2.1.3 Sečtení překryvu na základě podobnosti průběhu ........................................... 10 
2.2 Problémy spojené s algoritmy SOLA a PSOLA ...................................................... 12 
2.3 Zavedení variabilní segmentace ............................................................................. 13 
2.4 Algoritmy pro variabilní segmentaci ........................................................................ 13 
2.4.1 Variabilní okno – Konstantní překryv ............................................................... 13 
2.4.2 Variabilní okno – Variabilní překryv .................................................................. 15 
2.5 Detekce tonálních a netonálních segmentů ............................................................ 18 
2.6 Výpočet masky pro variabilní segmentaci ............................................................... 21 
2.6.1 Lineární aproximace netonálních komponentů ................................................ 23 
2.6.2 Normování a váhování amplitudovou obálkou ................................................. 23 
2.6.3 Clusterig ........................................................................................................... 23 
2.7 Zpracování vstupního signálu pomocí variabilní segmentace ................................ 24 
2.8 Sestavení metody pro časovou konverzi signálu .................................................... 25 
3. Implementace v prostředí Matlab .................................................................................. 26 
3.1 Schéma programu a jeho hlavní části ..................................................................... 26 
3.2 Deklarace globálních proměnných .......................................................................... 28 
3.3 Hlavní skript programu ............................................................................................ 28 
3.4 Detekce tonálních a netonálních komponentů ........................................................ 35 
3.5 Decimace tonálních a netonálních komponentů ..................................................... 39 
3.6 Detekce jednostranné amplitudové obálky ............................................................. 42 
3.7 Variabilní segmentace ............................................................................................. 43 
3.8 WSOLA .................................................................................................................... 45 
4. Testování poslechové kvality ........................................................................................ 45 
4.1 Subjektivní metoda měření kvality........................................................................... 45 
4.2 Vyhodnocení výsledků ............................................................................................ 47 
5. Popis přiloţených souborů ............................................................................................ 50 
5.1 Značení souborů zpracovaných nahrávek .............................................................. 50 
5.2 Popis souborů obsahující zdrojové kódy ................................................................. 50 
6. Závěr ............................................................................................................................. 52 
Seznam symbolů, veličin a zkratek ................................................................................... 53 
Literatura ........................................................................................................................... 54 
 
  
7 
 
Seznam obrázků 
Obr. 1: Princip funkce algoritmu SOLA ....................................................... 9 
Obr. 2: Princip funkce algoritmu PSOLA................................................... 10 
Obr. 3: Princip funkce algoritmu WSOLA .................................................. 11 
Obr. 4: Ukázka rozloţení váhovacích oken algoritmu VW-COLA ............. 15 
Obr. 5: Ukázka rozloţení váhovacích oken algoritmu VW-VOLA1 ........... 16 
Obr. 6: Ukázka rozloţení váhovacích oken algoritmu VW-VOLA2 ........... 17 
Obr. 7: PDS tonálního segmentu .............................................................. 22 
Obr. 8: PDS netonálního segmentu .......................................................... 22 
Obr. 9 Blokové schéma programu ............................................................ 25 
Obr. 10: Schéma programu ...................................................................... 27 
 
Seznam tabulek 
Tabulka 1: Hodnotící stupnice pro metodu MOS ...................................... 46 
Tabulka 2: Seznam testovaných skladeb vlastního výběru ...................... 47 
Tabulka 3: Seznam testovaných skladeb vybraných z EBU SQAM ......... 47 
Tabulka 4: Koeficienty pouţité při testování ............................................. 48 
Tabulka 5:  Výsledky testování na zvukových nahrávkách ....................... 49 
 
  
8 
 
1. Úvod 
Cílem této diplomové práce je implementovat pokročilou metodu časové 
konverze zvukového signálu zaloţenou na odlišném přístupu ke skupinám 
tonálních a netonálních segmentům signálu. Důvodem této práce je 
nedostatečná kvalita zpracování zvukových signálu současnými metodami, při 
nichţ vznikají neţádoucí rušivé artefakty ve zpracovaných zvukových signálech. 
Důvodem vzniku neţádoucích zvukových artefaktů při pouţití současných 
metod je pouţití konstantní segmentace a stejný přístup k tonálním i netonálním 
částem signálu. Při takovém zpracování netonálních částí signálu vznikají 
zmiňované neţádoucí zvukové artefakty. Tato práce má za úkol vyřešit stávající 
problém odlišným zpracováním tonálních a netonálních částí signálu vyuţitím 
detekce tonálních a netonálních segmentů ve zpracovávaném signálu.  
V první části práce je proveden rozbor stávajících metod pro časovou 
konverzi signálu a jejich problémů. Dále jsou uvedeny metody pro variabilní 
segmentaci signálu, a postup při detekci tonálních a netonálních segmentů. 
V další části je navrţen postup, při kterém je vstupní signál rozdělen na tonální 
a netonální segmenty a následně zpracován algoritmem variabilní segmentace 
s odlišným přístupem k tonálním a netonálním částem signálu. 
V druhé části práce je tento postup implementován v prostředí programu 
MATLAB a jsou zde popsány jednotlivé části implementované metody. 
V poslední části práce je provedeno testování navrţené metody na 
zvukových nahrávkách různých hudebních stylů a zhodnocení dosaţených 
výsledků. 
 
2. Zpracování zvukových signálů 
Nejčastější metodou pro zpracování digitálních zvukových signálu je tzv. 
segmentace. Vstupní signál      je při této metodě rozdělován do krátkých 
úseků, ty jsou následně zpracovány a řazeny v původním pořadí jako výstupní 
signál     . Všechny tyto operace mají za důsledek časové zpoţdění 
výstupního signálu oproti vstupnímu. Zpoţdění je závislé na délce 
zpracovávaných segmentů. 
2.1 Změna časové osy signálu 
Pro změnu časové osy signálu se pouţívá metoda časové konverze 
signálu s názvem Time stretching (dále uţ pouze Time stretching). Jak uvádí 
ZÖLZER [2], hlavním úkolem Time stretchingu je zkracování a prodluţování 
zvukového signálu o délce   vzorků na délku        , kde α je koeficient 
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poměru těchto dvou signálů. Pokud je      , kde o prodluţování signálu, 
pokud je       jde o zkracování signálu. 
Pro ukázku pouţití si můţeme představit zvukovou nahrávku o délce 
trvání 33 sekund, která bude pouţita pro reklamní upoutávku o délce trvání 30 
sekund. V tomto případě, pokud nemůţeme z jistých důvodů pořídit nahrávku 
znovu, tak abychom splnili 30-ti sekundový limit, můţeme aplikovat Time 
stretching, který celou nahrávku zkrátí v čase na poţadovanou délku. 
Pro aplikaci Time stretchigu se v dnešní době pouţívají převáţně 
algoritmy patřící do skupiny algoritmů OLA (Overlap and add – sečtení 
přesahu). Jedná se např. o algoritmy SOLA (Synchronous Overlap and Add – 
Synchronní překryv a sečtení), PSOLA (Pitch-synchronous Overlap and Add – 
Tónově-synchronní překryv a sečtení) nebo WSOLA (Waveform Similarity 
Overlap-Add - Sečtení překryvu na základě podobnosti průběhu). 
2.1.1 Synchronní překryv a sečtení 
Algoritmus SOLA je zaloţen na jednoduchém rozdělení signálu (nebo jeho 
části) na stejně dlouhé bloky – segmenty. Ty jsou následně posunuty tak, aby 
se vzájemně překrývaly (délka překryvu záleţí na velikosti koeficientu α ). 
V oblasti, kde se segmenty překrývají, je vypočtena kříţová korelace a v místě, 
kde je hodnota korelace nejvyšší, jsou pouţity fade-out (postupné zeslabení) 
funkce pro předcházející segment a fade-in (postupné zesílení) funkce pro 
následující segment. Takto upravené segmenty jsou následně sečteny a vytvoří 
výstupní signál. 
 
 
Obr. 1: Princip funkce algoritmu SOLA 
2.1.2 Tónově-synchronní překryv a sečtení 
Algoritmus PSOLA vychází z algoritmu SOLA a je určen především pro 
zpracování signálů, které obsahují hlas. Celý algoritmus je zaloţen na 
předpokladu, ţe vstupní signál je dobře popsatelný pomocí výšky tónu 
x(n) 
x1(n) 
x2(n) 
x3(n) 
x1(n) 
x2(n) 
x3(n) 
Sa 
Sa 
Ss = Sa 
Ss = Sa 
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vzhledem k jeho základní frekvenci. Například jako u lidského hlasu nebo 
monofonních hudebních nástrojů. Celý algoritmus se můţe rozdělit na dvě 
hlavní části. První částí je analýza fáze a rozdělení signálu na segmenty. 
V druhé části je provedena syntéza segmentů sečtením překryvů jednotlivých 
segmentů stejně jako u předcházejícího algoritmu (SOLA). 
Při analýze vstupního signálu jsou určeny tzv. pitch marks – značky 
odpovídají svou pozicí maximálním amplitudám nebo glotálním pulzům 
ve vstupním signálu. Tyto značky se opakují s konstantní periodou kde 
                   v časovém intervalu          . Pomocí těchto značek je 
provedena segmentace pouţitím Hanningova okna o délce           tak, ţe 
střed okna je umístěn na kaţdou značku. Kaţdý segment je pak jednoznačně 
identifikován svou značkou. 
Pro dosaţení poţadované délky výstupního signálu jsou segmenty řazeny 
za sebe a sčítány s překryvem tak, ţe některé segmenty jsou buď zopakovány 
– v případě, ţe je signál prodluţován         nebo zahozeny v případě, ţe je 
signál zkracován              Tím je dosaţena poţadovaná délka výstupního 
signálu. 
 
 
 
 
Obr. 2: Princip funkce algoritmu PSOLA 
2.1.3 Sečtení překryvu na základě podobnosti průběhu 
Algoritmus WSOLA (Waveform Similarity Overlap-Add - Sečtení překryvu 
na základě podobnosti průběhu), definovaný podle VERHELST [8], vytváří 
časově upravenou verzi původního signálu postupným přidáváním velmi 
Pitch marks 
 
n (-)  
n (-)  
x (-)  
y (-)  
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krátkých segmentů, obvykle délky 20 ms, z původního signálu. Hlavní úkolem 
tohoto algoritmu je vytvořit upravený výstupní signál      tak, aby zajistil 
maximální shodnost průběhu se vstupním signálem      v odpovídajících 
oblastech sousedních segmentů. K tomu vyuţívá časovací tolerance  , pomocí 
které zajistí výběr nejvhodnějších segmentů pro metodu sečtení překryvu. 
Rovnice pro syntézu je pak definovaná jako  
 
      
              
              
         
 (1.1)  
 
kde      je definované váhovací okno,    definuje pozici okna,    určuje 
časovací toleranci dané iterace algoritmu a   je poměr, ve kterém se daný 
signál upravuje v čase (time-scale factor).  Pokud zvolíme symetrické váhovací 
okno, tak aby platilo 
         
 
    (1.2)  
 
můţeme rovnici pro syntézu (1.1) zjednodušit do tvaru 
 
                    
              . (1.3)  
 
 
 
 
Obr. 3: Princip funkce algoritmu WSOLA 
 
y (n)  
x (n)  
(a)  (b)  
           
            
       
(1)  (1‘)  (2)  ( ‘)  
        
n (-)  
n (-)  
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Jak je viděn na obr. 3, segment (1) ze vstupního signálu      je připojen 
k signálu      metodou sečtení přeryvu během     iterace algoritmu. Tedy 
segment (1) se stává segmentem (a). Další segment je hledán v oblasti       
signálu      tak, aby byl nejvíce podobný předcházejícímu segmentu (1), 
v tomto případě se jedná o segment (1„). Po určení nejvíce podobného 
segmentu (2), tento segment připojíme k výstupnímu signálu      jako segment 
(b). Algoritmus následně pokračuje v hledaní segmentu, který je nejvíce 
podobný předcházejícímu segmentu (2), v tomto případě se bude jednat o 
segment (2„). Takto se postupuje pro celý vstupní signál. 
 
Pro stanovení oblasti maximální podobnosti dvou segmentů vyuţívá 
VERHELST [8] výpočet koeficientů kříţové korelace. Ty jsou definovány jako 
 
                
                   
   
   
                   (1.4)  
 
kde   jsou koeficienty kříţové korelace,      je vstupní signál,   je pořadí 
zpracovávaného segmentu,   je délka výstupního segmentu,   je časovací 
tolerance,   je proměnný faktor tolerance pro  -tou iteraci. 
Na základě výsledku kříţové korelace je nalezeno takové místo v obou 
segmentech, ve kterém jsou si průběhy nejvíce podobné (kříţová korelace 
v těchto oblastech signálu dosahuje svého maxima). Časovací tolerance   je 
nastavena tak, aby syntéza těchto dvou segmentů proběhla právě v tomto 
místě maximální shody průběhu. 
2.2 Problémy spojené s algoritmy SOLA a PSOLA 
Při implementaci Time stretchingu se naráţí na problém v případě, ţe 
vstupní signál obsahuje netonální úseky, např. údery na bicí nástroje. 
V takovémto případě dochází k neţádoucím zvukovým deformacím. Jak 
vyplývá z podstaty skupiny algoritmů OLA, vstupní signál je rozdělen na 
segmenty konstantní délky. Tyto segmenty jsou pak v případě zkracování 
            překrývány nebo zahazovány a v případě prodluţovaní         
kopírovány za sebe. Tímto u takových signálů dochází k částečné nebo úplné 
ztrátě netonálních komponentů nebo naopak k nakopírování stejného signálu, 
např. údery na bicí, několikrát za sebou. Při poslechu pak takto upravený zvuk 
působí velice rušivě. 
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2.3 Zavedení variabilní segmentace 
Problémy uvedené v předchozí části jsou řešitelné zavedením variabilní 
segmentace. Segmenty konstantní délky jsou nahrazeny segmenty 
s proměnnou délkou závislou na charakteru konkrétní časti signálu. Principielně 
jde o rozlišení tonálních a netonálních úseků ve vstupním signálu a následné 
přizpůsobení délky segmentu na základě konkrétního charakteru části signálu. 
Pokud se vstupní signál takto rozdělí, můţe se uţ s konkrétními segmenty 
pracovat tak, aby nedocházelo k neţádoucím zvukovým deformacím. V případě 
Time stretchingu to znamená, ţe segmenty obsahující tonální komponenty jsou 
zpracovány některým algoritmem ze skupiny algoritmů OLA, např. algoritmem 
WSOLA, a segmenty obsahující netonální komponenty jsou pouze posunuty 
v čase. Tím je dosaţeno zachování dané informace v netonálních 
komponentech a eliminace neţádoucích zvukových deformací. 
2.4 Algoritmy pro variabilní segmentaci 
Podklady pro algoritmy variabilní segmentace byly poskytnuty 
Ing. Miroslavem Balíkem Ph.D. a vychází z diplomové práce GARAI [6] 
2.4.1 Variabilní okno – Konstantní překryv 
Algoritmus VW-COLA (Variable Window – Constant Overlap and Add 
Variabilní okno – Konstantní překryv a sečtení) je zaloţen na variabilní délce 
váhovacího okna s konstantním překryvem na obou stranách tohoto okna. 
Délka překryvu je pro celý proces segmentace konstantní a jednotlivé délky 
váhovacích oken jsou určeny ještě před samotným procesem segmentace.  
Váhovací okno je rozděleno na tři části, na levou a pravou část překryvu a 
na konstantní část, 
 
 
                           
                           
                           
(1.5)  
 
kde    je délka levé strany okna,    je délka střední části a     je délka pravé 
části okna.  
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Pro VW-COLA [6] platí   
 
                      (1.6)  
 
váhovací  okno      je potom definováno pomocí svých jednotlivých části jako 
 
 
                                     
             
(1.7)  
 
kde pro délku aktuálního váhovacího okna platí vztah            pro 
             kde   je index aktuálního segmentu a   je celkový počet 
segmentů vzniklých při konkrétní segmentaci. Samotný proces segmentace je 
definován jako 
 
 
                           
 
   
              
    
                                         
 
   
   
                                           
 
   
   
                                               
 
   
   
 
                          
(1.8)  
 
kde    je délka aktuálního segmentu. Rekonstrukce signálu je definována jako 
 
         
   
               
 
   
         (1.9)  
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Obr. 4: Ukázka rozloţení váhovacích oken algoritmu VW-COLA 
2.4.2 Variabilní okno – Variabilní překryv 
Algoritmus VW-VOLA (Variable Window – Variable Overlap and Add - 
Variabilní okno – Variabilní překryv a sečtení) [6] je rozdělen na dvě varianty.  
2.4.2.1 VW-VOLA1 
První varianta je zaloţena na variabilní délce váhovacího okna 
s variabilním překryvem na obou stranách tohoto okna. U tohoto algoritmu 
váhovací okno neobsahuje ţádnou konstantní část, takţe se můţe rozdělit na 
levou a na pravou část, 
 
                             (1.10)  
                            (1.11)  
kde    je délka levé a    je délka pravé strany váhovacího okna. Celé váhovací 
okno je pak definováno pomocí těchto svých dvou polovin jako 
 
                                          (1.12)  
Pro délku aktuálního okna a pro délky polovin sousedních oken platí vztahy 
 
 
                                    
             
(1.13)  
    w(n) 
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kde   je index aktuálního segmentu a   je celkový počet segmentů vzniklých 
během procesu segmentace.  
Jednotlivé délky váhovacích oken jsou určeny ještě před samotným 
procesem segmentace. Proces segmentace je definován jako 
 
 
                       
 
   
   
                             
 
   
   
                                        
 
   
   
 
                          
(1.14)  
kde    je délka aktuálního segmentu. Rekonstrukce je pak definována jako 
 
         
   
           
 
   
         (1.15)  
 
Obr. 5: Ukázka rozloţení váhovacích oken algoritmu VW-VOLA1  
    w(n) 
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2.4.2.2 VW-VOLA2 
Varianta druhá přímo vychází z algoritmu VW-COLA a platí pro něj stejné 
rozdělení váhovacího okna jako u algoritmu VW-COLA (1.1). U tohoto algoritmu 
je velikost levé i pravé strany váhovacího okna proměnná v kaţdém iteračním 
kroku segmentace, proto platí 
 
                   (1.16)  
 
váhovací  okno      je potom definováno pomocí svých jednotlivých části jako 
 
 
                                       
             
(1.17)  
 
kde pro délku aktuálního okna a pro délky překrývajících se částí sousedních 
oken platí vztahy 
 
 
                                              
             
(1.18)  
kde   je index aktuálního segmentu a   je celkový počet segmentů vzniklých 
během procesu segmentace.  
 
Obr. 6: Ukázka rozloţení váhovacích oken algoritmu VW-VOLA2 
    w(n) 
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Jednotlivé délky váhovacích oken a jejich částí jsou určeny ještě před 
samotným procesem segmentace. Proces segmentace je definován jako 
 
 
                                         
 
   
              
                                                       
 
   
   
                                                          
 
   
   
                                   
                           
 
   
   
 
                          
(1.19)   
 
kde    je délka aktuálního segmentu. Rekonstrukce je pak definována jako 
 
         
   
                             
 
   
         (1.20)  
 
2.5 Detekce tonálních a netonálních segmentů 
Detekce tonálních segmentů je zaloţena na analýze komponentů ve 
frekvenčním spektru. Tonální segmenty se vyznačují výskytem výrazných 
harmonických komponentů ve frekvenčním spektru. Jejich přítomnost ve 
zvukovém signálu je moţno detekovat různými metodami. Vzhledem k tomu, ţe 
harmonické komponenty mají většinou vyšší výkonovou úroveň ve frekvenční 
oblasti, nečastější metodou jejich detekce je porovnávání velikosti jednotlivých 
modulů v PDS (Power density spectrum – hustota výkonu spektra). Tuto 
metodu pouţívá například MPEG kodér. PDS je v mnoha případech 
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zaměňováno za PSD (Power spectral density – Spektrální hustota výkonu), 
avšak v tomto algoritmu je tonální detekce prováděna pomocí PDS. 
Algoritmus detekce tonálních a netonálních komponentů vychází z MPEG 
[7] kodéru a jeho implementace do prostředí MATLAB [3],[5]. Samotný proces 
detekce je moţné rozdělit na několik samostatných kroků. 
 
1.  Váhování vstupního segmentu o délce       vzorků Hannovým 
oknem o stejné délce. Hannovo okno je definováno jako 
 
2. Výpočet FFT a následný přepočet na PDS. Ten je definován jako 
 
kde      je vstupní signál. 
 
 
3. Označení lokálních maxim v PDS. Podmínka lokálního maxima je 
následující 
 
  
4. Výběr tonálních komponentů. Ze všech lokálních maxim v PDS jsou 
vybrány právě takové, které splňují následující podmínku 
 
 
kde   je voleno v závislosti na   
 
 
                                               pro         
                                            pro           
                                         pro            
(1.25)  
 
                 
   
   
                      (1.21)  
            
 
 
            
     
 
 
   
   
 
 
                     
 
 
  (1.22)  
                           . (1.23)  
                   (1.24)  
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Pokud je tato podmínka splněna, je daná komponenta označena jako 
tonální, je zaznamenán index její spektrální čáry a hodnota SPL (Sound 
pressure level – Hladina akustického tlaku), který se vypočítá jako 
 
                            . (1.26)  
 
5. Výpočet netonálních komponentů. Netonální komponenty jsou vypočteny 
ze zbývajících spektrálních čar. Pro vypočet netonálních komponentů z 
těchto spektrálních čar      jsou určeny kritické pásma pomocí tabulek 
„Critical Band Boundaries“ (Tabulky 3-D.2a, 3-D.2b, 3-D.2c pro LayerI, 
uvedené ve standardu MPEG [7]) Pro LayerI, vzorkovací kmitočet 
44.1kHz, je pouţito 24 kritických pásem. V kaţdém kritickém pásmu 
      je určena jedna netonální komponenta. Výkon netonální 
komponenty        je dán součtem výkonu zbývajících spektrálních čar 
    . Index   je určen nejblíţe středu daného kritického pásma. 
 
                                                  (1.27)  
 
6. Decimace tonálních a netonálních komponentů. Proces decimace 
redukuje počet tonálních a netonálních komponentů pouze na ty, které 
jsou pro další vyuţití uţitečné. Decimace se provádí ve dvou krocích 
a. Tonální nebo netonální komponenta se povaţuje za 
uţitečnou, pokud splňuje podmínku 
 
                                       (1.28)  
 
kde        je hodnota absolutního maskovacího prahu 
pro daný frekvenční index  . Hodnoty     jsou uvedené 
ve standardu MPEG [7],  tabulky 3-D.1a, 3-D.1b, 3-D.1c 
pro LayerI. 
 
b. Pokud v daném kritickém pásmu    existují komponenty 
vzájemně vzdálené méně, neţ je polovina šířky daného 
kritického pásma, je komponent s niţší úrovní PDS 
ignorován a zachovává se pouze komponent s vyšší 
úrovní PDS. 
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Jednotlivé segmenty pro detekci jsou ze vstupního signálu vybírány 
pomocí Hannova okna o délce 512 vzorků a v kaţdé další iteraci se okno 
posouvá o 64 vzorků. Celkový počet analyzovaných segmentů   ze vstupního 
signálu o délce   je definován jako 
 
    
  
  
                 (1.29)  
 
Výstupem kaţdé iterace algoritmu je seznam tonálních a netonálních 
komponentů pro daný segment vstupního signálu. V těchto seznamech je vţdy 
uveden index   pro dané komponenty a jejich úroveň PDS. Tyto seznamy jsou 
předávány k dalšímu zpracování pro vytvoření masky, na základě které bude 
signál segmentován. Masku si můţeme představit jako vektor stejné délky jako 
vstupní signál. V místech, kde maska nabývá jedné definované hodnoty se 
vyskytují tonální segmenty. V místech, kde maska nabývá druhé definované 
hodnoty se vyskytují naopak netonální segmenty. 
2.6 Výpočet masky pro variabilní segmentaci 
Aby bylo moţné provést variabilní segmentaci vstupního signálu je 
potřeba definovat jednotlivé délky segmentů. Pro tento účel je vyuţito výstupu 
algoritmu pro detekci tonálních a netonálních komponentů v signálu, kde na 
základě výstupního seznamu pro kaţdý analyzovaný segment je moţné si 
udělat představu a charakteru daného signálu. V tomto případě je důleţitý 
seznam netonálních komponentů. Sledováním rozloţení netonálních 
komponentů v jednotlivých analyzovaných segmentech bylo zjištěno, ţe pokud 
daný segment obsahuje pouze netonální komponenty, jako jsou např. údery do 
bicích, úroveň PDS jednotlivých netonálních komponentů je zhruba na stejné 
úrovni (Obr. 8), kdeţto pokud v segmentu dominují výrazné tonální 
komponenty, úroveň PDS netonálních komponentů v závislosti na frekvenci 
klesá (Obr. 7). Díky tomu je moţné sledovat výskyt netonálních segmentů ve 
vstupním signále. 
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Obr. 7: PDS tonálního segmentu 
 
Obr. 8: PDS netonálního segmentu 
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2.6.1 Lineární aproximace netonálních komponentů 
Pro snazší detekci rozloţení netonálních komponentů je provedena 
lineární aproximaci netonálními komponenty v kaţdém segmentu analýzy (Obr. 
7 a 8) a zaznamenána směrnice   této přímky. Na základě této směrnice je 
rozhodnuto, zda analyzovaný segment obsahuje netonální nebo tonální 
komponenty. Lineární aproximační přímka je definována jako             
kde  
 
 
   
                        
 
   
 
   
    
          
 
   
   
   
   
  
                         
 
   
 
   
 
   
    
          
 
   
   
(1.30)  
 
2.6.2 Normování a váhování amplitudovou obálkou 
 Po výpočtu směrnice   pro všechny analyzované segmenty vstupního 
signálu     , jsou seřazeny do vektoru   o délce  , a normovány do rozsahu 
     . Aby byl ve výpočtech zohledněn i amplitudový charakter signálu, je 
vypočtena jednostranná amplitudová obálka signálu o délce  , normovaná do 
rozsahu       a následně je touto obálkou váhován vektor  . Tím je docíleno 
zohlednění amplitudového charakteru signálu. Na základě takto upraveného 
vektoru   je rozhodnuto o tonálním nebo netonálním charakteru daného 
segmentu. Kaţdý  -tý analyzovaný segment je označen jako tonální, pokud platí 
  
                               (1.31)  
kde   udává celkový počet analyzovaných segmentů vstupního signálu. 
2.6.3 Clusterig 
 Dalším krokem je clustering, neboli shlukování. Touto operací je 
zajištěno vhodné seskupení jednotlivých tonálních a netonálních segmentů do 
celistvých bloků, vhodných pro další zpracování. V tomto případě byly 
testováním nastaveny následující clustrovací parametry: 
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 Pokud počet po sobě jdoucích netonálních segmentů je menší jak 8, jsou 
tyto segmenty povaţovány za tonální. 
 Pokud počet po sobě jdoucích netonálních segmentů je vyšší jak 40, je 
zachováno prvních 40 po sobě jdoucích netonálních segmentů a ostatní 
segmenty v řadě jsou povaţovány za tonální. 
 Pokud počet po sobě jdoucích tonálních segmentů je menší jak 40, jsou 
tyto segmenty povaţovány za netonální. 
 
Pokud jsou splněny výše uvedené podmínky, jsou po sobě jdoucí segmenty 
stejného typu (tonální nebo netonální) spojeny do tonálních nebo netonálních 
clusterů. Délka kaţdého clusteru    je definována jako 
 
                            (1.32)  
kde   udává počet po sobě jdoucích segmentů stejného typu (tonální nebo 
netonální) a   udává celkový počet clusterů. Hodnota 64 reprezentuje posun 
okna v kaţdé iteraci detekce tonálních a netonálních komponentů. Délka 
kaţdého clusteru    udává počet vzorů vstupního signálu     , které budou 
zpracovány v rámci jedné iterace algoritmu variabilní segmentace. Soubor 
všech clusterů    tak vytvoří segmentační masku pro algoritmus variabilní 
segmentace. 
2.7 Zpracování vstupního signálu pomocí variabilní segmentace 
Jak uvádí GARAI [6], algoritmus WV-COLA je ze všech uvedených 
algoritmů pro variabilní segmentaci nejméně náročný na výpočet a do díky 
pevně stanovené délce překryvu. Díky tomu byl z ostatních algoritmů vybrán 
jako vhodný pro pouţití v této práci.  
Vstupní signál      je spolu se segmentační maskou předán ke 
zpracování algoritmu variabilní segmentace VW-COLA. Ten v kaţdém 
iteračním kroku provede výběr příslušného segmentu na základě segmentační 
masky. Pokud je aktuálně zpracovávaný segment netonální, je bez úprav 
zařazen do výstupního signálu. Pokud se jedná o segment tonální, je tento 
segment předán algoritmu pro změnu časového měřítka WSOLA. Vzhledem 
k tomu, ţe předchozí netonální segment byl na výstup zařazen bez změny 
časového měřítka, musí u následujícího tonálního segmentu proběhnout 
přepočet měřítka  , ve kterém bude zpracováván. Upravené měřítko    je 
definováno jako 
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                  (1.33)  
Tato úprava je důleţitá pro zachování korektní rytmiky nahrávky a správného 
poměru délek vstupního a výstupního signálu. 
 
2.8 Sestavení metody pro časovou konverzi signálu 
Metoda pro pokročilou časovou konverzi se sestává z následujících dílčích 
operací: 
- Načtení zvukové nahrávky 
- Analýza tonálních a netonálních segmentů 
- Lineární aproximace netonálních komponentů v jednotlivých 
segmentech 
- Normování a váhování amplitudovou obálkou 
- Výpočet masky pro variabilní segmentaci 
- Clustering 
- Variabilní segmentace a časová konverze signálu 
- Zápis upravené nahrávky do souboru 
 
Postup prováděných operací je zobrazena na obr. 9. 
 
 
 
Obr. 9 Blokové schéma programu  
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3. Implementace v prostředí Matlab 
Následující kapitola popisuje implementaci vybraných algoritmů do 
programovacího prostředí MATLAB. Veškeré implementace v této diplomové 
práci byly zpracovány v programu MATLAB verze 7.10.0.499 (R2010a) 64-bit 
(verze určená pro 64-bitové procesory) 
MATLAB [4], je programové prostředí a skriptovací programovací jazyk 
pro vědeckotechnické numerické výpočty, modelování, návrhy algoritmů, 
počítačové simulace, analýzu a prezentaci dat, měření a zpracování signálů, 
návrhy řídicích a komunikačních systémů. Název MATLAB vznikl zkrácením 
slov MATrix LABoratory (volně přeloţeno „laboratoř s maticemi“), coţ odpovídá 
skutečnosti, ţe klíčovou datovou strukturou při výpočtech v MATLABu jsou 
matice. 
3.1 Schéma programu a jeho hlavní části 
Schéma programu je zobrazeno na obr. 10. Samotný program se sestává 
z následujících skriptů: 
 Main.m 
o Obsahuje hlavní skript programu a volání jednotlivých funkcí 
 Common.m 
o Obsahuje deklaraci globálních proměnných 
 Table_absolute_treshold.m 
o Skript generující tabulku pro prahování 
 Find_tonal_components.m 
o Skript pro vyhledávání tonálních a netonálních komponentů 
 Decimation.m 
o Skript pro decimaci tonálních a netonálních komponentů 
 Envelope_scan.m 
o Skript pro detekci amplitudové obálky vstupního signálu 
 VW_COLA_processing.m 
o Skript pro variabilní segmentaci 
 WSOLA.m 
o  Skript pro změnu měřítka v časové oblasti 
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Obr. 10: Schéma programu 
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3.2 Deklarace globálních proměnných 
Ve skriptu common.m jsou obsaţeny globální proměnné, které se vyuţívají 
ve všech částech programu.  
 
%% Global variables 
DRAW = false; % vykreslování analyzovaných segmentů 
FFT_LENGTH = 512; % délka FFT pro analýzu 
FFT_SHIFT  = 64; % posun FFT okna pro analýzu 
MIN_POWER  = -200; % minimální výkon PDS 
BITRATE    = 128;  
CB = [1, 2, 3, 5, 6, 8, 9, 11, 13, 15, 17, 20, 23, 27, 32, 37, 45, 
50, 55, 61, 68, 75, 81, 93, 106]'; 
 % definice kritických pásem 
 
%% FLAGS – značení tonálních komponentů 
F.NOT_EXAMINED = 0; % doposud nezpracovaná komponenta 
F.TONAL        = 1; % tonální komponenta 
F.NON_TONAL    = 2; % netonální komponenta 
F.IRRELEVANT   = 3; % ostatní komponenty 
 
%SEGMENTS – značení segmentů a limitní hodnoty 
S.T_SEG = 0; % tonální segment 
S.NT_SEG = 1; % netonální segment 
S.MAX_NT_LEN = 2560;  % maximální délka netonálního segmentu  
(musí být násobkem FFT_SHIFT) 
S.MIN_NT_LEN = 512; % minimální délka netonálního segmentu 
S.MIN_T_LEN = 2500; % minimální délka tonálního segmentu 
3.3 Hlavní skript programu 
Hlavním skriptem programu je soubor main.m. Po spuštění tohoto skriptu 
je uţivatel vyzván k výběru zvukového souboru. Ten musí být v následujícím 
formátu: 
 Formát souboru – WAV 
 Vzorkovací frekvence – 44100 Hz 
 Počet kanálu – 1 (mono) 
 
Po zadání je signál načten do paměti a převeden ze sloupcového vektoru 
na řádkový. Dále je uţivatel vyzván k zadání poměru, ve kterém bude signál 
upravován. 
 
% inicializace 
clear all; 
close all; 
clc; 
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% globální proměnné 
common; 
P = []; 
[TH, Map] = table_absolute_threshold; 
 
% načtení vstupního signálu a výber jeho části 
[FileName,PathName] = uigetfile('*.wav','Vyberte WAV soubor ke 
zpracování'); 
 
[wav_data,Fvz,NBITS]=wavread([PathName FileName]); 
 
if (Fvz ~= 44100) 
    error('Vzorkovaní kmitočet vstupníhu signálu není 44100Hz'); 
end; 
 
% převod na řádkový vektor 
x = wav_data(:,1).';  
 
% počet iterací analýzy 
I = ceil(length(x)/FFT_SHIFT);  
 
% doplnění konce signálu nulami pro úplné zpracování signálu 
x = [x zeros(1,I*FFT_SHIFT-length(x))];  
 
% zadání Scale-Factoru uživatelem 
sf = input('Enter Scale-factor: '); 
 
% kontrola zadaného Scale-Factoru 
if isempty(sf) 
     error('Musíte zadat Scale-factor'); 
end 
if not(isnumeric(sf)) 
     error('Scale-factor musí být číslo'); 
end 
if not(0.7 < sf < 1.5) 
     error('Scale-factor musí být v rozmezí 0.7 až 1.5'); 
end 
 
V dalším kroku je provedena analýza tonálních a netonálních komponentů 
v jednotlivých segmentech. Vstupní signál je postupně váhován oknem o délce 
FFT_LENGHT, které se v kaţdé iteraci posouvá o hodnou FFT_SHIFT. U 
kaţdého váhovaného segmentu jsou vypočteny koeficienty FFT a následně 
přepočítány na PDS. Na základě PDS jsou v segmentu nalezeny tonální a 
netonální komponenty, je provedena jejich decimace a následná lineární 
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aproximace netonálních komponentů. Směrnice aproximační přímky je pro 
kaţdý segment ukládána do vektoru P. 
 
%% STFT analýza tonálních a netonálních komponentů  
h = waitbar(0,'Analýza'); % progress-bar 
 
for i=1:I-(FFT_LENGTH/FFT_SHIFT) 
   
  % váhování Hannovým oknem 
  if (i==1) 
    xx = hann(FFT_LENGTH)'.*x(1:FFT_LENGTH); 
  else 
    xx=hann(FFT_LENGTH)'.*x(FFT_SHIFT*i+1:FFT_SHIFT*i+FFT_LENGTH); 
  end 
     
  % výpočet FFT koeficietů 
  Y=(abs(fft(xx))/FFT_LENGTH); 
    
  % výpočet PDS 
  Y_PDS= max(20 * log10(Y), -200); 
  Delta = 96 - max(Y_PDS); 
  Y_PDS = Y_PDS +  Delta; 
    
  
  % detekce tonálních a netonálních komponentů  
  [Tonal_list,Non_tonal_list,Flags]=find_tonal_components(Y_PDS, 
TH, Map); 
 
  % decimace 
  [Tonal_list,Non_tonal_list,Flags]=decimation(Y_PDS,Tonal_list, 
Non_tonal_list, Flags,TH,Map); 
     
  % lineární aproximace netonálních komponentů 
  P(:,i) = polyfit(Non_tonal_list(:,1),Non_tonal_list(:,2),1); 
  P_i(:,i) = i*FFT_SHIFT; 
  if P(1,i) > 0, P(1,i) = 0; end 
     
  waitbar(i/I,h) 
end 
delete (h)  % uzavření progress-baru 
 
Výstupem této časti programu je vektor P, který obsahuje směrnice přímky 
aproximované netonálními komponenty pro všechny analyzované segmenty. 
Tento vektor je následně normován do rozsahu       a je vypočtena 
jednostranná amplitudová obálka vstupního signálu, která je také normována do 
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rozsahu      . Poté je provedené váhování normovaného vektoru P a 
normované obálky. Výsledek je opět znormován do rozsahu      . 
 
%% Zpracování STFT analýzy 
 
% vypočet koeficientu vyhlazení 
s_span = (length(x)/Fvz)/1500;   
  
%vyhlazení vektoru P pro přesnější výpočty 
P_s(1,:) = smooth(P(1,:),s_span,'loess'); 
P_s(2,:) = smooth(P(2,:),s_span,'loess'); 
  
%normování 
P_s(2,:) = min(P_s(2,:),96); 
P_s(2,:) = P_s(2,:) + (0 - min(P_s(2,:))); 
P_s(2,:) = P_s(2,:) * (1 / max(P_s(2,:))); 
  
P_s(1,:) = max(P_s(1,:),-1); 
P_s(1,:) = min(P_s(1,:),0); 
P_s(1,:) = P_s(1,:) + (0 - min(P_s(1,:))); 
P_s(1,:) = P_s(1,:) * (1 / max(P_s(1,:))); 
  
%výpočet jednostranné amplitudové obálky vstupního signálu 
envelope = envelope_scan(x,length(P_s),512); 
  
%váhování obálky 
w_envelope = P_s(1,:) .* envelope; 
w_envelope = w_envelope + (0 - min(w_envelope)); 
w_envelope = w_envelope * (1 / max(w_envelope)); 
 
V další části je rozhodnuto, zda je daný segment tonální nebo netonální 
na základě váhované obálky. Po tom, co jsou jednotlivé segmenty označeny 
jako tonální nebo netonální, je proveden clusterig a výpočet segmentační 
masky. Segmentační maska je v této části posunuta o 3 segmenty doleva. Tato 
úprava je empiricky odvozena a poskytuje lepší výsledky v dalších zpracování 
signálu. 
 
%% vypočet masky pro segmentaci 
% rozhodovaní o tonálním nebo netonálním charakteru segmentu 
for i=1:length(w_envelope) 
    if (w_envelope(i) < 0.45) 
        mask(i) = S.T_SEG; 
    else 
        mask(i) = S.NT_SEG; 
    end 
end 
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% posunutí masky o 3 segmenty doleva – empiricky odvozeno 
mask_pom = [zeros(1,3) mask(1:end-3)]; 
mask = mask_pom; 
clear mask_pom; 
 
counter = 0; 
length_vector = []; 
tonal_vector = []; 
 
%výpočet délek segmentů 
for i=1:length(mask) 
    if i == 1 
        counter = counter + 1; 
    elseif i == length(mask) 
        length_vector = [length_vector, (counter+1)*FFT_SHIFT]; 
        if mask(1,i-1) == S.T_SEG 
            tonal_vector(1,length(length_vector))=S.T_SEG; 
        else 
            tonal_vector(1,length(length_vector))=S.NT_SEG; 
        end 
    elseif mask(1,i) == mask(1,i-1) 
        counter = counter + 1; 
    elseif mask(1,i) ~= mask(1,i-1)     
        length_vector = [length_vector, counter*FFT_SHIFT]; 
        if mask(1,i-1) == S.T_SEG 
            tonal_vector(1,length(length_vector))=S.T_SEG; 
        else 
            tonal_vector(1,length(length_vector))=S.NT_SEG; 
        end 
        counter = 1; 
    end 
end 
length_vector(2,:) = tonal_vector; 
mask1 = []; 
 
%clustering 
% - příliš krátke netonální segmenty jsou ignotovány 
% - přiliš dlouhé netonální segmenty jsou zkráceny 
% - příliš krátke tonální segmenty jsou ignotovány 
 
i = 0; 
while i < length(length_vector) 
  i = i+1; 
  if length_vector(2,i)==S.NT_SEG && 
length_vector(1,i)>S.MAX_NT_LEN && i < length(length_vector) 
      
length_vector(1,i+1)=length_vector(1,i+1)+(length_vector(1,i)- 
S.MAX_NT_LEN); 
33 
 
      length_vector(1,i)=S.MAX_NT_LEN; 
  end 
  if length_vector(2,i)==S.NT_SEG && 
length_vector(1,i)<S.MIN_NT_LEN && 1<i && 
i<length(length_vector) 
      length_vector(1,i-1)=length_vector(1,i-1) + 
length_vector(1,i) + length_vector(1,i+1); 
      length_vector(:,i:i+1) = []; 
      i=i-1; 
  end 
 
  if length_vector(2,i)==S.T_SEG && length_vector(1,i)<S.MIN_T_LEN 
&& 2<i && i<length(length_vector) 
      length_vector(1,i-1)=length_vector(1,i-1) + 
length_vector(1,i) + length_vector(1,i+1); 
      length_vector(:,i:i+1) = []; 
      i=i-2; 
  end 
end 
 
%vypočet upravené masky (pouze pro grafické zobrazení) 
for i=1:length(length_vector) 
    if length_vector(2,i) == S.T_SEG 
        mask1 = [mask1 zeros(1, length_vector(1,i)/FFT_SHIFT)]; 
    else 
        mask1 = [mask1 ones(1, length_vector(1,i)/FFT_SHIFT)]; 
    end 
end 
 
V poslední části programu je vstupní signál spolu se segmentační maskou 
předán skriptu pro variabilní segmentaci a výstup z tohoto skriptu je zapsán do 
souboru. 
 
%% zpracování signálu použitím variabilní segmentace 
  
 % variabilní segmentace 
 [y] = vw_cola_processing(x,length_vector,64,sf); 
  
 % zápis do souboru 
 wavwrite(y,Fvz,[PathName num2str(sf) '_' FileName]) 
 
Na závěr jsou vykresleny grafy, které zobrazují průběh vstupního a 
výstupního signálu, spektrogram vstupního a výstupního signálu, průběh 
směrnice přímky aproximované netonálními komponenty a obálka signálu, 
váhovanou obálku signálu a segmentační masky před a po clusteringu. 
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%% grafy 
fullscreen = get(0,'ScreenSize'); 
 
% spektrogramy 
close all 
figure('Position',fullscreen) 
subplot(2,1,1); 
spectrogram(x,hanning(512),256,512,Fvz,'yaxis') 
title('\bfSpektrogram vstupního signálu') 
xlabel('{{\itt}} (s) \rightarrow') 
ylabel('{{\itf}} (Hz) \rightarrow') 
set(gca,'layer','top','box','on') 
 
subplot(2,1,2); 
spectrogram(y,hanning(512),256,512,Fvz,'yaxis') 
title('\bfSpektrogram výstupního signálu') 
xlabel('{{\itt}} (s) \rightarrow') 
ylabel('{{\itf}} (Hz) \rightarrow') 
set(gca,'layer','top','box','on') 
 
%průběhy 
figure('Position',fullscreen) 
subplot(2,1,1); 
plot(x); 
title('\bfPrůběh vstupního signálu') 
% set(gca,'xlim',[0 length(x)]) 
% set(gca,'ylim',[-1.1 1.1]) 
grid on 
 
subplot(2,1,2); 
plot(y); 
title('\bfPrůběh výstupního signálu') 
% set(gca,'xlim',[0 length(y)]) 
% set(gca,'ylim',[-1.1 1.1]) 
grid on 
 
%obálka 
figure('Position',fullscreen) 
subplot(2,1,1); 
plot(P_i,P_s(1,:),P_i,envelope,'r'); 
set(gca,'xlim',[0 length(x)]) 
title('\bfPrůbeh směrnice přímky aproximované netonálními 
komponenty a obálka signálu') 
legend('směrnice přímky','obálka') 
grid on 
 
subplot(2,1,2); 
plot(P_i,w_envelope); 
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set(gca,'xlim',[0 length(x)]) 
title('\bfVáhovaní obálka signálu') 
grid on 
 
%masky 
figure('Position',fullscreen) 
subplot(2,1,1) 
plot(x); 
title('\bfMaska segmnetů před clusteringem') 
set(gca,'xlim',[0 length(x)]) 
set(gca,'ylim',[-1.1 1.1]) 
grid on 
hold on 
plot(P_i,mask,'r'); 
legend('wav data','maska segmentů') 
 
subplot(2,1,2) 
plot(x); 
title('\bfMaska segmnetů po clusteringu') 
set(gca,'xlim',[0 length(x)]) 
set(gca,'ylim',[-1.1 1.1]) 
grid on 
hold on 
plot(P_i,mask1,'r'); 
legend('wav data','maska segmentů') 
3.4 Detekce tonálních a netonálních komponentů 
Algoritmus pro vyhledávání tonálních a netonálních komponentů v daném 
segmentu vychází z implementace MPEG kodéru do prostředí MATLABu, viz 
PETITCOLAS [3]. Tonální detekce je implementována jako funkce 
s následujícím zápisem 
 
[Tonal_list, Non_tonal_list, Flags] = find_tonal_components(X,TH,Map) 
 
Vstupem pro tuto funkci je PDS, prahovací tabulka TH a mapovací vektor 
Map mezi PDS a prahovací tabulkou. Výstupem je pak seznam tonálních a 
netonálních komponentů Tonal_list a Non_tonal_list a vektor Flags. 
Matice Tonal_list obsahuje výpis tonálních komponentů, matice 
Non_tonal_list obsahuje výpis netonálních komponentů. Obě matice mají dva 
sloupce, přičemţ v prvním sloupci je uvedeno pořadí a ve druhém sloupci 
velikost koeficientu modulu PDS. Matice Flags obsahuje masku pro všechny 
koeficienty PDS aktuálního zpracovávaného segmentu. Pomocí hodnoty 1 jsou 
zde označeny tonální komponenty, hodnota 2 reprezentuje netonální 
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komponenty a hodnota 3 reprezentuje ostatní, pro další zpracování irelevantní 
komponenty.  
V první části funkce je provedena inicializace globálních proměnných a 
vytvoření nulového vektoru Flags. Nuly v tomto vektoru reprezentují doposud 
nezpracované komponenty. 
 
common; 
FFT_SIZE = length(X); 
if (DRAW), 
   t = 1:length(X); 
end 
  
% List značek pro všechny spektrální čáry (od 1 do FFT_SIZE / 2) 
Flags = zeros(FFT_SIZE / 2, 1); 
 
Následně jsou v PDS označena lokální maxima. Pokud je nastavena 
proměnná DRAW, jsou tato lokální maxima vykreslena do grafu. 
 
% Označení lokálních maxim 
local_max_list = []; 
counter = 1; 
for k = 2:FFT_SIZE / 2 -  1,  
    if ( k==2 && X(k) >= X(k+1)) 
      local_max_list(counter, 1) = k; 
      local_max_list(counter, 2) = X(k); 
      counter = counter + 1; 
    else    
        if (k>2 && X(k)>X(k-1) && X(k)>=X(k+1) && k>2 && 
k<=(FFT_SIZE/2-2)) 
            local_max_list(counter, 1) = k; 
            local_max_list(counter, 2) = X(k); 
            counter = counter + 1; 
        end 
    end 
end 
  
if (DRAW) 
  figure(1); 
  plot(t, X(t), local_max_list(:, 1), local_max_list(:, 2), 'ko'); 
  xlabel('{\itk} (-) \rightarrow');  
  ylabel('{\itX} (dB) \rightarrow');  
  title('Lokální maxima PDS'); 
  axis([0 256 -20 120]); pause; 
end 
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V tuto chvíli je připravena matice obsahující všechny lokální maxima 
v PDS, tedy všechny potencionální tonální komponenty. Následuje testování, 
zda se skutečně jedná o tonální komponentu. V tomto případě se porovnává 
velikost modulu v lokálním maximu s okolními moduly. Pokud je rozdíl větší, 
neţ je nastavená hranice, můţe se daný modul povaţovat za tonální 
komponentu.  
 
% Tonální komponenty 
Tonal_list = []; 
counter = 1; 
if not(isempty(local_max_list)) 
    for i = 1:length(local_max_list(:, 1)), 
       k = local_max_list(i,1); 
       is_tonal = 1; 
        
       % Layer I 
       % Testování okolních frekvencí 
       if (k == 2) 
           J = [-1 2]; 
       elseif (2 < k && k < 64) 
           J = [-2 2]; 
       elseif (64 <= k && k < 127) 
           J = [-3 -2 2 3]; 
       elseif (127  <= k && k < 250) 
           J = [-6:-2, 2:6]; 
       else 
          is_tonal = 0; 
       end 
        
       for j = J, 
          is_tonal = is_tonal && (X(k) - X(k + j) >= 7); 
       end 
        
% Pokud je X(k) tonální komponent, následující hodnoty jsou zapsány 
%    - index k dané spektrální čáry 
%    - SPL 
%    - tonální značka 
 
       if is_tonal 
          Tonal_list(counter, 1) = k; 
          Tonal_list(counter, 2) = 10*log10(10^(X(k - 1) / 10) +  
10^(X(k)/10)+10^(X(k + 1) / 
10)); 
          Flags(k) = F.TONAL; 
          for j = [J -1 1], 
             Flags(k + j) = F.IRRELEVANT; 
          end 
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          counter = counter + 1; 
       end 
    end 
     
Jakmile jsou detekovány tonální komponenty, jsou ve všech kritických 
pásmech vypočítány odpovídající netonální komponenty. Výsledné seznamy 
tonálních a netonálních komponentu spolu s vektorem Flags jsou vráceny na 
výstupu funkce. Pokud je nastavena proměnná DRAW, jsou tonální a netonální 
komponenty vykresleny do grafu 
 
% Netonální komponenty 
    Non_tonal_list = []; 
    counter = 1; 
    for i = 1:length(CB(:, 1)) - 1, 
 
% Pro každé kritické pásmo je vypočítán výkon netonální komponenty 
        power  = MIN_POWER; 
        weight = 0;  
        for k=TH(CB(i),1):TH(CB(i+1),1)-1, 
            if (Flags(k) == F.NOT_EXAMINED), 
              power = 10*log10(10^(power / 10) + 10^(X(k) / 10)); 
              weight= weight + 10^(X(k)/10) * (TH(Map(k),2) - 
TH(CB(i), 2)'); 
              Flags(k) = F.IRRELEVANT; 
            end 
        end 
 
% Index pro netonální komponent je nejbližší index u středu 
% kritického pásma 
        if (power <= MIN_POWER) 
            index = round(mean(TH(CB(i), 1), TH(CB(i + 1), 1))); 
        else 
            index = TH(CB(i), 1) + round(weight / 10^(power / 10)* 
(TH(CB(i + 1), 1) - TH(CB(i), 1))); 
        end 
        if (index < 1) 
            index = 1; 
        end 
        if (index > length(Flags)) 
            index = length(Flags); 
        end 
        if (Flags(index) == F.TONAL) 
            index = index + 1; 
        end 
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        % Pro každé kritické pásmo je zapsáno:  
        %   - index netonálního komponentu 
        %   - SPL netonálního komponentu 
 
        Non_tonal_list(i, 1) = index; 
        Non_tonal_list(i, 2) = power; 
        Flags(index) = F.NON_TONAL; 
    end 
end 
 
if (DRAW) 
     
    if not(isempty(Tonal_list)) 
        figure(1); 
        disp('Tonal and non-tonal components'); 
        plot(t, X(t), Tonal_list(:, 1), Tonal_list(:, 2), 'ro', 
Non_tonal_list(:, 1), Non_tonal_list(:, 2), 'go'); 
        xlabel('Frequency index'); ylabel('dB');  
        title('Tonal and non-tonal components');  
        axis([0 256 -20 120]); pause; 
    end 
end 
 
 
3.5 Decimace tonálních a netonálních komponentů 
Algoritmus pro decimaci tonálních a netonálních komponentů v daném 
segmentu vychází z implementace MPEG kodéru do prostředí MATLABu, viz 
PETITCOLAS [3]. Decimace je implementována jako funkce s následujícím 
zápisem 
 
[DTonal_list,DNon_tonal_list,DFlags]=decimation(X,Tonal_list, 
Non_tonal_list,Flags,TH,Map) 
 
Vstupem této funkce jsou seznamy tonálních a netonálních komponentů 
Tonal_list a Non_tonal_list, vektor Flags, prahovací tabulka TH a 
mapovací vektor Map mezi PDS a prahovací tabulkou. Výstupem jsou pak 
upravené seznamy tonálních a netonálních komponentů DTonal_list a 
DNon_tonal_list a upravený vektor DFlags. V první části jsou inicializovány 
globální proměnné, výstupní vektor DFlags a u tonálních a netonálních 
komponentů je testováno, zda se nachází pod nebo nad absolutním prahem 
slyšení. Ten se nachází v prahovací tabulce TH. Pokud se komponenty nachází 
pod absolutním prahem slyšení, jsou ignorovány. Pokud je nastavena 
proměnná DRAW, je prahování vykresleno do grafu. 
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common; 
  
if (DRAW), 
   t = 1:length(X); 
end 
DFlags = Flags;  
  
  
%Tonální nebo netonální komponenty nejsou brány v úvahu, pokud je 
jejich % úroven nižší než absolutní práh slyšení, ten je uveden v 
TH(:,3). 
  
% Netonální komponenty 
DNon_tonal_list = []; 
if not(isempty(Non_tonal_list)) 
    for i = 1:length(Non_tonal_list(:, 1)), 
       k = Non_tonal_list(i, 1); 
       if (Non_tonal_list(i, 2) < TH(Map(k), 3)) 
           DFlags(k) = F.IRRELEVANT; 
       else 
           DNon_tonal_list=[DNon_tonal_list; Non_tonal_list(i,:)]; 
       end 
    end 
     
if (DRAW), 
        disp('Non-tonal components v. absolute threshold.'); 
        plot(t,X(t),Non_tonal_list(:,1),Non_tonal_list(:, 2),'ro', 
             DNon_tonal_list(:, 1), DNon_tonal_list(:, 2), 'go', 
             TH(:, 1), TH(:, 3)); 
        xlabel('Frequency index'); ylabel('dB');  
        title('Non-tonal components v. absolute threshold.'); 
        axis([0 256 -20 120]); pause; 
   end 
end 
  
  
% Tonální komponenty  
DTonal_list = []; 
if not(isempty(Tonal_list)) 
    for i = 1:length(Tonal_list(:, 1)), 
       k = Tonal_list(i, 1); 
       %if (k > length(Map)) 
       %   DFlags(k) = IRRELEVANT; 
       %else 
       if (Tonal_list(i, 2) < TH(Map(k), 3)) 
           DFlags(k) = F.IRRELEVANT; 
       else 
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           DTonal_list = [DTonal_list; Tonal_list(i, :)]; 
       end 
       %end 
    end 
    if (DRAW), 
        disp('Tonal components v. absolute threshold.'); 
plot(t,X(t),Tonal_list(:,1),Tonal_list(:,2),'ro',              
DTonal_list(:,1),DTonal_list(:,2),'mo',TH(:,1),  
             TH(:, 3)); 
        xlabel('Frequency index'); ylabel('dB');  
        title('Tonal components v. absolute threshold.'); 
        axis([0 256 -20 120]); pause; 
   end 
end 
 
Ve druhé části jsou eliminovány tonální a netonální komponenty, které 
jsou od sebe vzdálené méně, neţ je polovina šířky odpovídajícího kritického 
pásma CB. Pokud je nastavena proměnná DRAW, jsou tonální a netonální 
komponenty po decimaci zobrazeny v grafu. 
 
%Tonální komponenty, které jsou od sebe vzdáleny méně než je polovina  
%šířky kritického pásma jsou také považovány za irelevantní  
 
if not(isempty(DTonal_list)) 
    i = 1; 
    while (i < length(DTonal_list(:, 1))) 
        k      = DTonal_list(i, 1); 
        k_next = DTonal_list(i + 1, 1); 
        if (TH(Map(k_next), 2) - TH(Map(k), 2) < 0.5) 
            if (DTonal_list(i, 2) < DTonal_list(i + 1, 2)) 
                DTonal_list = DTonal_list([1:i - 1,  
                        i + 1:length(DTonal_list(:, 1))], :); 
                DFlags(k) = F.IRRELEVANT; 
           else 
               DTonal_list = DTonal_list([1:i,  
                       i + 2:length(DTonal_list(:, 1))], :); 
               DFlags(k_next) = F.IRRELEVANT; 
           end 
       else 
           i = i + 1; 
       end 
   end 
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if (DRAW) 
      disp('Tonal components too closed to each other 
liminated.'); 
      plot(t, X(t), Tonal_list(:, 1), Tonal_list(:, 2), 'ro',  
           DNon_tonal_list(:, 1), DNon_tonal_list(:, 2), 'go',  
           TH(:, 1), TH(:, 3)); 
      xlabel('Frequency index'); ylabel('dB'); 
      title('Tonal components too closed to each other 
eliminated'); 
      axis([0 256 -20 120]); pause; 
   end 
end 
 
3.6 Detekce jednostranné amplitudové obálky 
Vstupem pro tuto funkci je signál x, u kterého chceme jednostrannou 
obálku detekovat, poţadovaná výstupní délka obálky out_length a krok jump, 
pomocí kterého je moţné nastavit přesnost detekce obálky. Výstupem je pak 
samotná jednostranná amplitudová obálka. 
 
function envelope = envelope_scan(x,out_length,jump) 
  
% absolutní hodnota vstupního signálu 
x = abs(x); 
% normování do rozsahu <0.1> 
x = x * (1 / max(x)); 
% celkový počet iteraci 
I = ceil(length(x)/jump); 
  
for i = 1:I-1; 
    if (i==1) 
        envelope(i) = max(x(1:jump)); 
    else 
        envelope(i) = max(x(i*jump-jump+1:i*jump)); 
    end       
end 
  
% převzorkování na požadovanou délku 
envelope = resample(envelope,out_length,length(envelope)); 
  
end 
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3.7 Variabilní segmentace 
Funkce zajištující variabilní segmentaci vychází z algoritmu WV-COLA a 
má následující zápis. 
 
[y] = vw_cola_processing(x,length_vector,O,sf)  
 
Vstupem pro tuto funkci je signál x, u kterého bude provedena variabilní 
segmentace, segmentační maska length_vector, definující délky jednotlivých 
segmentů, délka překryvu jednotlivých segmentů O a poměr sf, ve kterém bude 
signál upraven. Výstupem funkce je signál y upravený v zadaném poměru sf. 
Na začátku funkce je načten počet zpracovávaných segmentů, kaţdý 
segment je rozšířen o zadaný překryv a jsou nastaveny výchozí parametry.  
 
I=length(length_vector);   % počet vyčítaných segmentů          
 
% rozšíření segmentů o přeryv 
for i=1:I 
    if i == 1 
        NN(1,i) = length_vector(1,i) + O/2; 
    elseif i == I 
        NN(1,i) = length_vector(1,i) + O/2; 
    else 
        NN(1,i) = length_vector(1,i) + O; 
    end 
end 
  
Wi=1;           % ukazate začátku indexace (počateční nastavení) 
wsola_max_length = 768;   % vstupní parametr funkce wsola 
first_segment = true;  % ukazatel prvního segmentu 
 
Po inicializačních procedurách jsou postupně načítány segmenty 
definované délky, váhovány odpovídajícím oknem a předány ke zpracování na 
základě toho, jedná-li se o segment tonální, nebo netonální. Výstupem funkce 
je signál upravený v zadaném poměru. 
 
for i = 1:I; 
    N = NN(i);        % délka aktuálního segmentu 
    % generování váhovacího okna příslušné délky 
    w = generate_window(N,O);   
     
    Li = Wi;                % levý index výběru 
    Ri = Li + N - 1;        % pravý index výběru 
    Wi = Ri - O + 1;        % další výchozí index výběru 
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    xx = x(Li:Ri);          % výběr segmentu ze vstupního signálu 
    xx = xx.*w;             % váhování oknem 
     
    if length_vector(2,i) == 1 
        % zpracování netonálních segmentů 
        if first_segment 
            y = xx; 
            first_segment = false; 
        else 
            yy = y(end-O+1:end); 
            yy = yy + xx(1:O); 
            y = [y(1:end-O-1) yy xx(O+1:end)]; 
        end 
    else 
        % zpracování tonálních segmentů 
        if first_segment 
            sf_fixed = sf; 
        else 
            % úprava Scale-Factoru 
            sf_fixed = (N*sf +(NN(i-1)*sf - NN(i-1)))/N; 
        end 
        % předání tonálního segmentu funkci pro změnu v časové ose 
        [xx] = wsola(xx,sf_fixed,wsola_max_length); 
        % generování váhovacího okna příslušné délky 
        w = generate_window(length(xx),O); 
        % váhování upraveného segmentu 
        xx = xx.*w; 
         
if first_segment 
            y = xx; 
            first_segment = false; 
        else 
            yy = y(end-O+1:end); 
            yy = yy + xx(1:O); 
            y = [y(1:end-O-1) yy xx(O+1:end)]; 
        end 
    end 
end 
end 
 
Součástí této funkce je i pod-funkce zajištující generování váhovacího 
okna poţadované délky. Vstupem pod-funkce je poţadovaná délka okna a 
poţadovaný překryv. Výstupem je váhovací okno zadaných parametrů. 
 
function [w] = generate_window(N,O) 
    wc = ones(1,N-2*O);         % konstatní část okna 
    wo = triang(O*2).';         % pravá a levá část okna (překryv) 
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    wl = wo(1:O);               % samostatná levá část 
    wr = wo(O+1:O*2);           % samostatná pravá část 
    w = [wl wc wr];             % složení celého okna 
end 
3.8 WSOLA 
Funkce pro změnu časového měřítka tonálních komponentů vychází z 
implementace algoritmu WSOLA [8] implementovaného do prostředí MATLABu, 
viz DORRAN [9].  Vzhledem k původní implementaci Davida DORRANA [9] se 
tato liší pouze ve dvou bodech 
 
 Při počáteční inicializaci je vynechán zero-padding (doplnění 
vstupního signálu nulami) a to z toho důvodu, ţe segment, u 
něhoţ je proveden zero-padding, obsahuje na svém konci sérii 
nul, která je pro vyuţití v této práci nevhodná. 
 Taktéţ je vynechána inicializace výstupního signálu. Skript si 
na svém počátku vypočítá očekávanou délku vstupního signálu 
a připraví si vektor této délky obsahující nuly. Jelikoţ ale není 
této délky vţdy přesně dosaţeno, výstupní signál pak na svém 
konci obsahuje sérii nul, která je pro vyuţití v této práci 
nevhodná. 
4. Testování poslechové kvality 
Tato kapitola popisuje postup testů poslechové kvality metodou 
subjektivního měření kvality. 
4.1 Subjektivní metoda měření kvality. 
Jak uvádí BUREŠ [10], stanovení kvality zvukových signálů je, i přes 
pokračující vývoj technologií, zpracování zvuku stálým problémem. Klasickým 
způsobem stanovení kvality zvukových signálů jsou subjektivní poslechové 
testy. Tyto testy jsou však náročné v mnoha směrech, zejména organizačně a 
časově. Při jejich realizaci naráţíme na potíţe s výběrem reprezentativního 
vzorku posluchačů, jsou kladeny vysoké poţadavky na poslechové podmínky, 
to jest akusticky vyhovující prostor, adekvátní reprodukční zařízení, vhodná 
konfigurace. V neposlední řadě je nutné brát v potaz například únavu 
respondentů či další nepředvídatelné faktory, a snaţit se jich při organizaci 
testů vyvarovat. Neméně významným činitelem, ovlivňujícím mnohdy 
vypovídací hodnotu celého testu, je správný návrh sady testovacích signálů a 
následné korektní statistické vyhodnocení výsledků. 
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Přes vyjmenované nedostatky zůstávají subjektivní poslechové testy stále 
jediným absolutním měřítkem vnímané kvality, neboť posluchač je vţdy 
„konečnou instancí“ a jeho názor je třeba respektovat. Při výzkumu zákonitostí 
lidské percepce jsou dokonce jedinou moţností, jak korelovat neurologické 
poznatky s konečným vjemem. 
Pro testování implementovaných algoritmu je zvolena metoda absolutního 
hodnocení MOS (Mean Opinion Score). Posluchači hodnotí kvalitu pomocí 
pětibodové stupnice, která je uvedena v tabulce 1.  
 
Hodnocení Kvalita zpracovaní Úroveň zkreslení 
   5 Vynikající Nerozpoznatelné 
4 Dobrá Rozpoznatelné, ale ne nepříjemné 
3 Přijatelná Rozpoznatelné, a trochu nepříjemné 
2 Špatná Nepříjemné, ale ne protivné 
1 Nepřijatelná Velmi nepříjemné a protivné 
 
Tabulka 1: Hodnotící stupnice pro metodu MOS 
 
Jak uvádí SMÉKAL [11], výhodou metody MOS je, ţe posluchači mohou 
přiřadit svoje hodnocení absolutně, bez srovnávání. Nevýhodou zároveň je 
skutečnost, ţe kaţdý posluchač můţe mít jiný názor na pojem dobrá kvalita. 
Měřená kvalita je určena jako průměr výsledků, získaných ode všech 
posluchačů. Aby byl rozdíl mezi názory posluchačů na pojem dobré kvality 
sjednocen, tak se testy metody MOS provádějí ve dvou fázích: trénování a 
hodnocení. V trénovací fázi posluchači poslouchají skupinu referenčních 
signálů s výbornou, střední a špatnou kvalitou. Doporučený postup a další 
detaily pro měření subjektivní kvality metodou MOS lze nalézt ve standardu 
ITU-R BS.562-3. Metoda měření kvality MOS se pouţívá hlavně pro hodnocení 
vlastností kodérů řeči. Další podobná metoda je metoda DAM (Diagnostic 
Acceptability Measure). Vyuţívá se pro hodnocení řečových signálů se střední 
a vysokou kvalitou. Zde je řečový signál vyhodnocován na 16 samostatných 
100bodových škálách pro tři kategorie: kvalita signálu, kvalita pozadí a celková 
kvalita. Posluchači se tak mohou více soustředit na dílčí vlastnosti a nemusí při 
rozhodování dělat kompromisy. V porovnání s metodou MOS je metoda DAS 
více časově náročná a vyţaduje trénované posluchače. Před kaţdým 
poslechem jsou posluchači poţádáni o vyhodnocení dvou mezních referenčních 
signálů a čtyř degradovaných referenčních signálů. První dva referenční signály 
jsou vysoké a nízké kvality a mají pomoci posluchačům nastavit své meze 
kvality, v nichţ se budou pohybovat. Další čtyři degradované referenční signály 
ukazují posluchačům, na jaké typy rušení se mají soustředit. Vyhodnocení 
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referenční fáze pak slouţí ke korekci výsledku subjektivního měření kvality 
jednotlivými posluchači. 
 
4.2 Vyhodnocení výsledků 
Mnou provedené subjektivní testování kvality zpracování signálu je 
zaznamenáno v tabulce 5. Testování probíhalo na mnou vybraných nahrávkách 
uvedených v tabulce 2 a na nahrávkách vybraných z EBU SQAM (Sound 
Quality Assessment Material – Nahrávky pro posuzování kvality zvuku) 
uvedených v tabulce 3. Kaţdá nahrávka byla zpracována s koeficienty 
uvedenými v tabulce 4. U kaţdé nahrávky se hodnotily následující parametry 
 RYTMIKA – zachování rytmiky vůči originální nahrávce 
 SEGMENTACE – korektní označení tonálních a netonálních 
segmentů 
 TIME STRETCH – celková kvalita provedení změny časové osy 
Subjektivní hodnoty mají význam podle stupnice metody MOS. 
Hodnocení testovaných nahrávek proběhlo pouze mnou, tedy jedním 
posluchačem. Pro hodnocení byly pouţity sluchátka Sennheiser HD212 PRO a 
zvuková karta Creative Audigy2 ZS. 
 
Index Interpret Název skladby Časový usek Hudební styl
1 <neznámy> Music Bed 0:00 - 0:09 Lounge
2 Boney M. Gotta Go Home 0:00 - 0:09 Pop / Eurodisko
3 Mark Knight & Koen Groeneveld Put Your Hands Up 1:28 - 1:35 Progressive House
4 Jean-Michel Jarre Equinoxe Part V 0:30 - 0:36 Electronica
5 Flogging Molly Drunken Lullabies 0:00 - 0:11 Irish punk-rock
6 Flogging Molly Death Valley Queen 0:18 - 0:36 Irish punk-rock
7 Raulin Rosendo Deroche 0:00 - 0:13 Salsa
8 DJ Shadow Building Steam With A Grain Of Salt 0:48 - 0:53 Hip-Hop
9 WildChild (Roger McKenzie) Renegade Master '98 3:00 - 3:11 Electronica
 
Tabulka 2: Seznam testovaných skladeb vlastního výběru 
Index
Číslo 
nahrávky
Interpret Název skladby Časový usek Hudební styl
10 43 <neznámy> <neznámý> 0:00 - 0:11 Varhany
11 48 <neznámy> <neznámy> 0:00 - 0:11 Kvartet
12 50 <neznámy> <neznámy> 0:00 - 0:08 Mluvené slovo
13 65 Richard Strauss Also Sprach Zarathustra 0:27 - 0:40 Orchestr
14 69 ABBA Head Over Heels 0:00 - 0:15 Pop
15 70 Eddie Rabbitt Early in the Mornin' 0:00 - 0:11 Country  
 
Tabulka 3: Seznam testovaných skladeb vybraných z EBU SQAM 
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Z výsledků testování vyplývá, ţe takto navrţený algoritmus pro změnu 
časové osy zvukového signálu pracuje téměř perfektně na nahrávkách, u 
kterých je jasně zřetelná a přímá rytmika, viz testy na nahrávkách 1, 2, 3, 5, 6, 
9, 14 a 15. Pokud nahrávka ovšem obsahuje nepřímou nebo nepříliš výraznou 
rytmiku (nahrávky 4, 7, 8), dochází k chybné detekci netonálních a tonálních 
segmentů důsledkem toho i k chybnému zpracování jednotlivých pasáţí 
nahrávky.  
Rozdíl v kvalitě zpracování je patrný i mezi prodlouţenými a zkrácenými 
variantami nahrávky. Obecně lze říci, ţe při prodluţování nahrávky dochází 
k více výrazným a slyšitelným chybám ve zpracování. Čím více bude nahrávka 
prodluţována, tím zřetelnější chyby budou. V praxi se ovšem v převáţné 
většině nahrávky prodluţují maximálně o 25% své délky a do této míry byla 
zřetelnost chyb u testovaných nahrávek přijatelná. 
Výrazným problémem takto navrţeného algoritmu jsou nahrávky, které 
neobsahují rytmiku nebo netonální segmenty obecně (nahrávky 10, 11 a 13). 
Jsou to především nahrávky obsahující jednotlivé hudební nástroje nebo zpěv. 
Teoreticky by takováto nahrávka měla být označena jako jeden tonální segment 
a zpracována klasickým způsobem. V tomto případě však dochází k chybě při 
detekci a v nahrávce jsou označeny netonální segmenty, které neexistují. I přes 
tuto chybu jsou však některé nahrávky ve výsledku zpracovány téměř korektně. 
V případě, ţe nahrávka obsahuje mluvené slovo (nahrávka 12), dochází 
ke stejnému problému jako u nahrávek obsahující pouze tonální komponenty. 
Co se týče zachování rytmiky, můţeme říci, ţe zachování rytmiky je plně 
závislé na korektním označení tonálních a netonálních segmentů v nahrávce. 
Chyby v rytmice zpracované nahrávky jsou nejvíce patrné při prodluţování 
nahrávky. V místě, kde jsou chybně označeny netonální segmenty, pak dochází 
k „poskakování“ zvuku rychleji vpřed.  
Obecně lze tedy říci, ţe takto navrţený algoritmus je vhodný pro 
zpracování nahrávek se zřetelnou a přímou rytmikou. Pro nahrávky, které 
neobsahují výraznou nebo přímou rytmiku a netonální segmenty nebo obsahuji 
pouze mluvené slovo nebo zpěv, se tento algoritmus nedoporučuje. 
 
Koeficient Odpovídající operace 
 
0.75 Zkrácení nahrávky o 25%  
0.9 Zkrácení nahrávky o 10% 
1.1 Prodlouţení nahrávky o 10% 
1.25 Prodlouţení nahrávky o 25% 
 
Tabulka 4: Koeficienty pouţité při testování 
Koeficient 
změny
Index 
nahrávky
Rytmika Segmentace
Time 
Stretch
Rytmika Segmentace
Time 
Stretch
Rytmika Segmentace
Time 
Stretch
Rytmika Segmentace
Time 
Stretch
1 5 5 5 4 5 5 4 5 4 5 5 4
2 5 5 5 5 5 5 5 5 5 5 5 5
3 5 5 5 5 5 5 5 5 5 5 5 5
4 5 4 4 5 4 4 4 4 4 4 4 4
5 5 5 5 5 5 5 5 5 5 5 5 5
6 5 4 5 5 4 5 5 4 5 5 4 4
7 5 4 4 4 4 4 3 4 4 4 4 3
8 5 4 5 5 4 5 4 4 4 4 4 4
9 5 4 4 4 4 4 4 4 4 4 4 4
10 4 1 3 4 1 3 4 1 3 4 1 3
11 4 1 4 4 1 4 4 1 4 4 1 4
12 4 2 4 3 2 3 3 2 3 3 2 3
13 4 3 4 4 3 4 4 3 4 4 3 4
14 5 4 5 4 4 4 4 4 4 4 4 5
15 4 4 5 4 4 5 4 4 4 4 4 3
1.251.10.90.75
 
Tabulka 5:  Výsledky testování na zvukových nahrávkách 
 
5. Popis přiloţených souborů 
Součástí této práce je přiloţené CD obsahující následující soubory: 
 Zdrojové kódy implementovaných algoritmů  
 Testované nahrávky 
 Zpracované se změněnou časovou osou 
 Soubor nahrávek EBU SQAM 
 
Struktura adresářů je následující: 
- EBU SQAM 
o Obsahuje soubor nahrávek pro posuzování kvality zvuku 
- MATLAB 
o Obsahuje zdrojové kódy algoritmů implementovaných v této 
práci 
- Zdrojové nahrávky 
o Obsahuje testované nahrávky 
- Zpracované nahrávky  
o Obsahuje zpracované nahrávky 
5.1 Značení souborů zpracovaných nahrávek 
Soubory obsahující zpracované nahrávky, jsou značeny následujícím 
způsobem: 
 
koeficient_nahrávka.wav 
 
kde 
koeficient – odpovídá poměru, ve kterém byla nahrávka zpracována 
nahrávka - odpovídá názvu originální nahrávky. 
 
Např. nahrávka s názvem salsa zpracovaná v poměru 1.25 bude 
zapsána v souboru s názvem 1.25_salsa.wav. 
5.2 Popis souborů obsahující zdrojové kódy 
V adresáři MATLAB jsou obsaţeny následující soubory: 
- main.m - Obsahuje hlavní skript programu a volání jednotlivých 
funkcí 
- common.m - Obsahuje deklaraci globálních proměnných 
- table_absolute_treshold.m - Skript generující tabulku pro 
prahování 
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- find_tonal_components.m - Skript pro vyhledávání tonálních a 
netonálních komponentů 
- decimation.m - Skript pro decimaci tonálních a netonálních 
komponentů 
- envelope_scan.m - Skript pro detekci amplitudové obálky 
vstupního signálu 
- vw_cola_processing.m - Skript pro variabilní segmentaci 
- wsola.m - Skript pro změnu měřítka v časové oblasti 
- smooth.m - Skript pro kompatibilitu se staršími verzemi programu 
MATLAB, kde tato funkce není obsaţena. 
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6. Závěr 
Cílem diplomové práce bylo navrhnout pokročilou metodu časové 
konverze zvukového signálu, zaloţenou na odlišném přístupu ke skupinám 
tonálních a netonálních segmentů signálu a tuto metodu implementovat 
v prostředí MATLAB. Dále bylo úkolem takto navrţenou a implementovanou 
metodu otestovat na zvukových nahrávkách různých hudebních ţánrů. 
V teoretickém úvodu byl proveden rozbor dosavadních metod pro časovou 
konverzi hudebních signálu zaloţených na algoritmech OLA. Vzhledem 
k nedostatkům při zpravování signálu dosavadními metodami byla navrţena 
metoda zpracování s odlišným přístupem ke tonálním a netonálním částem 
signálu. Tato metoda se zakládá na variabilní segmentaci s odlišným přístupem 
ke skupinám tonálních a netonálních segmentů. Následně byl proveden rozbor 
metod pro variabilní segmentaci VW-COLA a VW-VOLA. Dále byl rozebrán 
postup detekce tonálních a netonálních komponentů v hudebních signálech a 
postup zpracování výstupních dat detekce. Na základě toho bylo moţné 
v nahrávce rozlišit tonální a netonální segmenty a následně tyto segmenty 
zpracovat odlišným způsobem. Na základě tohoto postupu byl v prostředí 
MATLAB vytvořen funkční skript, který je ve druhé části této práce popsán. Ve 
třetí části práce je provedeno testování poslechové kvality na 15 nahrávkách 
různých hudebních stylů a výsledky jsou vyhodnoceny podle stupnice MOS.  
Jak vyplývá z výsledků testování, takto navrţený algoritmus je vhodný pro 
zpracování nahrávek se zřetelnou a přímou rytmikou. Na takovýchto 
nahrávkách vykazuje algoritmus velice dobré výsledky s minimálním výskytem 
chyb. Naopak pro nahrávky, které neobsahují výraznou nebo přímou rytmiku a 
netonální segmenty nebo obsahuji pouze mluvené slovo nebo zpěv, se tento 
algoritmus nedoporučuje z důvodu nepřesné nebo zcela chybné detekce 
segmentů. Dále je nutno uvést, ţe algoritmus je navrţen pro zpracování mono 
nahrávek. Pro zpracování stereo nahrávek by v některých případech stačilo 
zpracovat levý a pravý kanál odděleně a tyto dva výsledky na výstupu opět 
sloučit do stereo signálu. U většiny stereo nahrávek by se ale musela zajistit 
synchronizace mezi levým a pravým kanálem, aby nedocházelo k neţádoucímu 
posunu mezi kanály navzájem. 
Pro dosaţení lepších výsledků v širším spektru nahrávek by se v práci 
mohlo pokračovat implementováním jiných metod pro detekci dílčích segmentů, 
nebo zavedením hybridního zpracování jak v časové tak i ve frekvenční oblasti. 
Koncepty takovéhoto přístupu jsou jiţ popsány v některých odborných studiích. 
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Seznam symbolů, veličin a zkratek 
OLA - Sečtení přesahu (Overlap and add ) 
SOLA - Synchronní překryv a sečtení (Synchronous Overlap and Add) 
PSOLA - Tónově-synchronní překryv a sečtení (Pitch-synchronous Overlap and 
Add) 
WSOLA - Sečtení překryvu na základě podobnosti průběhu (Waveform 
Similarity Overlap-Add) 
VW-COLA – Variabilní okno, konstantní překryv a sečtení (Variable Window – 
Constant Overlap and Add Variabilní okno) 
VW-VOLA - Variabilní okno, Variabilní překryv a sečtení (Window – Variable 
Overlap and Add) 
PDS - Hustota výkonu spektra (Power density spectrum) 
PSD - Spektrální hustota výkonu (Power spectral density) 
FFT – Rychlá Fourierova transformace (Fast Fourier transform) 
      Vstupní signál 
     Výstupní signál 
 α – Koeficient délky překryvu algoritmu SOLA 
     - Perioda opakování pitch marks algoritmu PSOLA 
  - časovací tolerance algoritmu WSOLA 
  - Váhovací okno 
     – Koeficienty PDS  
       – Výkon tonální komponenty 
       – Výkon netonální komponenty  
  - Celkový počet analyzovaných segmentů algoritmu detekce tonálních a 
netonálních komponentů 
       - Absolutního maskovací práh  
   – Kritické pásma 
    – Přímka aproximovaná netonálními komponenty 
      – Cluster 
  - Koeficient změny časové osy 
   - Upravený koeficient změny časové osy 
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