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En este proyecto se ha desarrollado una aplicación de guiado para los 
bomberos en los incendios forestales para el sistema operativo móvil Android. 
La aplicación es capaz de controlar en el mapa la posición de los bomberos en 
un incendio, ver sus datos y escribir mensajes. 
 
La programación de la aplicación se ha dividido en dos extremos bien 
diferenciados y además se ha añadido un tercer bloque de gestión. 
 
En un extremo encontramos la implementación de un servidor capaz de 
almacenar los datos de cada bombero mediante el marco de trabajo Play. 
 
En el otro extremo encontramos la aplicación para el dispositivo móvil, 
desarrollado en el entorno de programación Eclipse, con los complementos 
Android adecuados. En este bloque, además, encontramos un servicio java 
independiente de la aplicación, que nos permite enviar y recibir los datos. 
 
En el bloque de gestión tenemos una página web y la visualización de los 
bomberos en Google Earth. 
 
Los extremos estarán en constante actualización para que cualquier 
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In this Project we have developed a guiding system for forest fires application 
for Android. The application is able to control on the map the position of 
firefighters in a fire, check all the data and write messages. 
 
The programming of this application has been divided into two well-differenced 
blocks, and also has added a management block. 
 
In the first block we can find the implementation of a web server developed 
with Play Framework. This server is able to store data of each firefighter we 
have.  
 
In the second block, we can find the mobile application for Android, developed 
in Eclipse, with the appropriate Android complements. In this part, we can also 
find a java independent service that allows send and receive data. 
 
In the third block, we have a management website and the visualization of 
firefighters in Google Earth. 
 
The whole system will be in continuous update. The user will have the 
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INTRODUCCIÓN 
 
Hoy en día, los terminales móviles tienen la capacidad de ofrecernos multitud 
de servicios distintos al simple hecho de llamar o enviar mensajes. Todo aquel 
que tiene un móvil en sus manos no sólo ha comprado un teléfono, sino que 
también posee una cámara de fotos, un GPS, una videoconsola… 
 
Con la llegada de los nuevos terminales, podemos tener teléfonos móviles 
hechos a medida. Cada usuario puede personalizar su aparato para poder 
contar con multitud de aplicaciones que puedan satisfacer las necesidades de 
cada cual. Con Android tenemos la posibilidad de desarrollar nuestra propia 
aplicación, basada en las  necesidades de este proyecto. 
 
Tras hablar con Juan López sobre el interés en las aplicaciones Android, nace 
la idea de realizar un proyecto que permita guiar a los bomberos en los 
incendios forestales.  
 
En este proyecto, desarrollamos una aplicación para terminales Android que se 
sincronizará con un servidor web en el que encontraremos una base de datos 
con la información de los bomberos. 
 
En el capítulo 1 realizamos una descripción del por qué de este proyecto, de 
las motivaciones que nos han impulsado a realizarlo y los objetivos que 
esperamos cumplir. Además, realizamos una introducción a los temas 
principales del proyecto: terminales móviles y geolocalización. 
 
En el capítulo 2, se explica cómo desarrollar aplicaciones web con Play 
Framework, el marco de trabajo escogido para la implementación del servidor 
web. 
 
En el capítulo 3, encontramos la explicación de cómo desarrollar aplicaciones 
para el sistema operativo Android mediante el entorno de programación 
Eclipse.  
 
En el capítulo 4, encontramos el diseño de la aplicación tanto para el servidor 
web como para la aplicación Android, así como el diseño de la comunicación 
entre ellos. 
 
En el capítulo 5, podemos encontrar la implementación de los dos bloques. 
 
En el capítulo 6, veremos el bloque de gestión, basado en una página web y en 
la visualización de los bomberos desde Google Earth. 
 
En el capítulo 7, encontramos las conclusiones del proyecto, así como posibles 
mejoras del mismo y el impacto medioambiental causado por el desarrollo de 
éste. 
 
Por último, en el Anexo, podemos encontrar el código completo de la 
aplicación.
2  Sistema de guiado para incendios forestales 
CAPÍTULO 1. VISIÓN GENERAL 
1.1. Motivación 
 
La tecnología de los dispositivos móviles avanza a pasos agigantados y la 
aparición de aplicaciones móviles crece de manera exponencial. Todo aquel 
que disponga de un móvil con conexión a Internet y un Sistema Operativo 
adecuado tiene a su alcance una gran oferta de aplicaciones con todo tipo de 
funcionalidades y servicios. 
 
La aparición de estas aplicaciones viene a cubrir la demanda de un sector muy 
extenso de la población, pero en nuestro  caso, vamos a realizar una aplicación 
pensada para mejorar el trabajo de los bomberos en los incendios. 
 
La llegada de los terminales con GPS y con conexión permanente a Internet 
nos permite tener en nuestro dispositivo móvil una aplicación que ayude al 
bombero a localizar su posición y la del resto de compañeros en el mapa. Para 
ello usaremos los mapas de Google (Google Maps). 
 
Es muy importante que un bombero sepa en que lugar exacto se encuentra y 
que también sepa donde están el resto de sus compañeros. Además es 
importante que se controle la temperatura de cada bombero, y que el bombero 
pueda escribir mensajes para informar de la evolución del incendio o de su 
situación. 
 
Por tanto, la idea consiste en desarrollar una aplicación Android de uso sencillo 





Los objetivos de este proyecto son los siguientes: 
 
• Uso de los mapas de Google para situar a los bomberos. 
• Uso del GPS del terminal Android para poder actualizar la posición. 
• Creación de una base de datos alojada en un servidor, para enviar y 
recibir los datos de los bomberos. 
• Creación de un servicio en el dispositivo Android que se encargue de 
enviar de forma automática nuestros datos, y de recibir los datos de los 
demás compañeros. 
• Intercambio de datos entre el teléfono Android y el servidor Play 
Framework. 
• Visualización  de los bomberos en el programa Google Earth. 
• Gestión de los datos de los bomberos por página web. 
• Posibilidad de creación de bomberos mediante ciertos parámetros. 
• Posibilidad de modificar los datos de los bomberos. 
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1.3. Geolocalización 
Como nuestro proyecto está basado en un sistema de guiado para los 
bomberos mediante el uso del GPS de nuestro smartphone Android y de los 
mapas de Google, en este apartado vamos a explicar algunos conceptos 
básicos sobre el GPS o Sistema de Posicionamiento Global. 
El GPS (Global Positioning System) es un sistema global de navegación por 
satélite que permite determinar en todo el mundo la posición de un objeto, una 
persona o un vehículo con una precisión hasta de centímetros (si se utiliza 
GPS diferencial), aunque lo habitual son unos pocos metros de precisión. El 
sistema fue desarrollado, instalado y actualmente operado por el Departamento 
de Defensa de los Estados Unidos. 
El GPS funciona mediante una red de 24 satélites en órbita sobre el globo, a 
20.200 km, con trayectorias sincronizadas para cubrir toda la superficie de la 
Tierra. Cuando se desea determinar la posición, el receptor que se utiliza para 
ello localiza automáticamente como mínimo tres satélites de la red, de los que 
recibe unas señales indicando la identificación y la hora del reloj de cada uno 
de ellos. Con base en estas señales, el aparato sincroniza el reloj del GPS y 
calcula el tiempo que tardan en llegar las señales al equipo, y de tal modo mide 
la distancia al satélite mediante "triangulación" (método de trilateración 
inversa), la cual se basa en determinar la distancia de cada satélite respecto al 
punto de medición. Conocidas las distancias, se determina fácilmente la propia 
posición relativa respecto a los tres satélites. Conociendo además las 
coordenadas de cada uno de ellos por la señal que emiten, se obtienen las 
coordenadas reales del punto de medición. También se consigue una exactitud 
extrema en el reloj del GPS, similar a la de los relojes atómicos que llevan a 
bordo cada uno de los satélites. 
Actualmente dentro del mercado de la telefonía móvil la tendencia es la de 
integrar, por parte de los fabricantes, la tecnología GPS dentro de sus 
dispositivos. El uso y masificación del GPS está particularmente extendido en 
los teléfonos móviles smartphone lo que ha hecho surgir todo un ecosistema de 
software para este tipo dispositivos, así como nuevos modelos de negocios que 
van desde el uso del terminal móvil para la navegación tradicional punto-a-
punto hasta la prestación de los llamados Servicios Basados en la Localización 
(LBS). 
En nuestro caso, utilizaremos los mapas de Google para mostrar la posición de 
los bomberos. Google Maps es el nombre de un servicio gratuito de Google. Es 
un servidor de aplicaciones de mapas en la Web. Ofrece imágenes de mapas 
desplazables, así como fotos de satélite del mundo entero e incluso la ruta 
entre diferentes ubicaciones o imágenes a pie de calle Street View.  
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1.4. Terminales 
 
El Smartphone es un término comercial para denominar a un teléfono móvil que 
ofrece más funciones que un teléfono común. Una característica importante de 
casi todos los teléfonos inteligentes es que permiten la instalación de 
programas que se adecuen a las necesidades de cada usuario. Estas 
aplicaciones pueden ser desarrolladas por el fabricante del dispositivo, por el 
operador o por un tercero. 
 
Algunos ejemplos de teléfonos denominados inteligentes son: BlackBerry, 
iPhone, Palm y todos los que tienen el sistema operativo Android, s60 ó 
Windows Mobile. 
 
Tanto Android como Palm están basados en Linux. BlackBerry está basado en 
un kernel propietario. IPhone se basa en OS X. S60 se basa en Symbian y 
Windows Mobile en Windows CE.  
 
El kernel es el núcleo del sistema operativo teléfono, el software responsable 
de facilitar a los programas acceso seguro al ordenador, el encargado de 
gestionar recursos. Los kernel de libre distribución cuentan con una amplia 
comunidad de desarrolladores, que ayudan a encontrar fallos y ayudan a 
realizar mejoras. En cambio, en los sistemas propietarios deben ser los propios 
desarrolladores del sistema los que detecten y realicen mejoras, debiendo 
dedicar más recursos a la investigación en estos sistemas. 
 
Si hablamos de la adaptibilidad de la plataforma a los distintos terminales, 
Android es el sistema que mayor adaptabilidad presenta, ya que cada vez se 
está utilizando en más dispositivos, no sólo teléfonos móviles. 
 
También es importante la conectividad de estos sistemas, es decir el hecho de 
que cuenten con acceso a Internet, mediante WiFi o 3G principalmente. 
 
Otro punto importante en los smartphones es la interfaz, ya que es uno de los 
factores que más aprecia el usuario. Como sabemos, iPhone tiene un estilo 
muy marcado con un sencillo acceso y con una pantalla de gran precisión que 
no requiere puntero. Android también cuenta con una interfaz sencilla e intuitiva 
con una buena precisión. Sin embargo, Windows Mobile siempre ha necesitado 
el uso de punteros. 
 
 
En conclusión, uno de los puntos fuertes de los smatphones es poder incluir 
nuevas funcionalidades y nuevas aplicaciones. Para ello es importante que la 
plataforma admita desarrollo de terceros. Debido a la sencillez de interfaz de 
los teléfonos Android, al interés personal por aprender programación Android y 
al hecho de que podemos desarrollar sus aplicaciones de manera libre, se ha 
seleccionado este sistema operativo para desarrollar el proyecto. 
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1.5. Arquitectura 
 
















En un primer bloque  tenemos la aplicación para Android. Este programa será 
el que esté visible para el bombero y con el que podrá interactuar: introducir 
sus datos, modificar sus datos, localizarse en el mapa, ver los datos de los 
demás bomberos,… 
 
El segundo bloque del proyecto consiste en el servidor Web desarrollado con 
Play Framework. Esta parte se encargará de la comunicación entre los 
bomberos. 
 
Además, tenemos un tercer bloque, pensado para encargarse de la gestión los 
bomberos. El bloque de gestión está basado en dos partes: 
Por un lado, a través de una página web podremos añadir y modificar datos de 
nuestros bomberos. 
Por otro lado, desde el programa Google Earth podremos controlar la posición 
y los datos de todos los bomberos. 
 
 
La comunicación entre el terminal Android y el servidor Play Framework se 
realizará siguiendo la estructura presentada en la Fig.1.2. 
Terminal Android Servidor Play 
Intercambio de datos 
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Fig. 1.2 Estructura de la comunicación Android-Play Framework 
 
Tal y como se indica en la figura 1.2, la aplicación Android descargará un 
fichero XML con los datos de los bomberos. Desde el terminal cada bombero 
enviará mediante el protocolo HTTP otro fichero XML hacia el servidor para 
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 CAPÍTULO 2. DESARROLLO DE APLICACIONES PLAY 
FRAMEWORK 
2.1  Introducción a Play Framework 
 
Play Framework es un marco de trabajo que se presenta como alternativa a la 
robusta forma de trabajar de las aplicaciones Java. El principal objetivo de Play 
es facilitar el desarrollo de aplicaciones web mientras utilizan Java.  
Play permite mantener las librerías que ya se utilizan para desarrollar en Java, 
pero consigue aportar un entorno de trabajo más productivo.   
 
 
Fig. 2.1  Logotipo Play Framework 
 
 
En nuestra aplicación, Play! nos permitirá construir una base de datos alojada 
en un servidor local.  La elección de este marco de trabajo se debe a que Play 
nos permite trabajar con archivos XML, muy fáciles de construir con tecnología 
Android. 
 
2.2 Instalación y preparación del entorno para utilizar Play 
Para instalar Play necesitamos tener instalado Java 5 o superior. Debemos 
descargarnos el paquete binario de Play desde la página oficial del entorno y 
descomprimirlo en nuestro ordenador. Una vez instalado, deberemos ejecutarlo 
mediante consola. 
Fig. 2.2  Ejecución del programa mediante consola 
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Ahora ya lo tenemos instalado y listo para usar. Para crear una nueva 
aplicación simplemente hemos de realizar la siguiente instrucción en consola: 
 
Fig. 2.3  Creación de una nueva aplicación Play 
 
 
Y para ejecutarla basta con: 
 
Fig. 2.4  Ejecución de la aplicación Play creada 
 
 
Cabe destacar que nuestras aplicaciones se alojarán en nuestra propia 
localhost. 
 
En nuestro caso, utilizaremos Play con el entorno de programación Eclipse. 
Para ello, necesitamos preparar la carpeta en la que hemos creado nuestra 
aplicación para utilizarla en él. 
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Fig. 2.5  Preparación de la nueva aplicación para su uso en Eclipse 
 
Ahora ya tenemos la carpeta lista para importarla en Eclipse. Así, iniciamos el 
entorno de programación y clicamos en File! Import! General! Existing 




Fig. 2.6  Importación de la carpeta de la aplicación a Eclipse 
 
 
Ahora ya tenemos nuestro proyecto importado en Eclipse. 
 
2.3 Estructura de un proyecto Play Framework 
2.3.1. Fichero routes 
 
Este es el principal punto de entrada al proyecto. Este fichero define todas las 
URL’s accesibles de la aplicación.  
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Fig. 2.7  Fichero routes 
 
 
Este simple fichero comunica a Play que cuando el servidor reciba una petición 
GET para el camino designado, debe llamar al método Java Application.index. 
En este caso, Application.index es un acceso directo a 
controllers.Application.index. 
2.3.2 Clases Controller 
 
Una aplicación Play tiene multitud de puntos de entrada, uno para cada URL. 
Llamamos a estos métodos ACTION. Los métodos ACTION son definidos en 




Fig. 2.8  Clase Controller 
 
 
Vemos que la clase controller extiende de la clase play.mvc.Controller. Esta 
clase entrega todos los métodos a utilizar en los controllers, como el método 
render() utilizado en el método index(). 
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El método index() está definido como public static void. Así es como se definen 
los métodos. Podemos ver que los métodos son estáticos, porque las clases 
controller nunca son instanciadas. Están marcados como públicos para 
autorizar al marco de trabajo a llamarlos en respuesta a una URL demandada. 
Siempre devuelven void. 
 
El Action index por defecto es simple: llama al método render(), el cual le dice a 
Play que devuelva una plantilla (template). Usar una plantilla es la manera más 
común (pero no la única) de generar una respuesta HTTP. 
 
 
2.3.3 Clases Model 
 
En esta carpeta encontraremos las clases u objetos a utilizar en la aplicación. 
Estos modelos se crean para poder almacenar los datos de manera que no se 





2.3.4 Carpeta Views 
 
Las plantillas son simples ficheros de texto almacenadas en la carpeta Views. 
Cuando no especificamos ninguna en especial, se selecciona la plantilla por 
defecto. 
 
 Fig. 2.9 Plantilla por defecto index.html 
 
 
El contenido de la plantilla parece ser muy sencillo. De hecho, todo lo que se ve 
son tags de Play: 
• #{welcome  /}: genera un mensaje de bienvenida para el navegador 
• #{extends   /}: avisa de que esta plantilla extiende de otra plantilla, 
main.html. La herencia de plantillas es un poderoso concepto que 
permite crear complejas páginas web reutilizando partes comunes. 
 
La plantilla main.html tiene el siguiente aspecto: 
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Fig. 2.10 Plantilla main.html 
 
 
Por último, el tag #{doLayout   /} indica el lugar en el que se insertará el 
contenido de index.html. 
 
 
2.4 Tutorial “Hola Mundo” de Play Framework 
 
Para familiarizarnos con el entorno de Play presentamos un sencillo tutorial en 
el que se presentan las principales características del marco de trabajo. 
 
Para empezar nuestra aplicación diseñaremos un formulario en el que 
introducir nuestro nombre. 
 
Como paso previo crearemos un nuevo ACTION en el controller Application, al 




Fig. 2.11 Controller Application.java modificado 
 
 
Hemos declarado el parámetro myName en el método ACTION, de manera que 
automáticamente se rellene con el valor del parámetro HTTP myName. 
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Llamamos a render() para mostrar la plantilla y pasamos la variable a render(), 
para que esté disponible desde la plantilla.  
 
Editamos la plantilla index.html para dejarla de la siguiente manera: 
 
 
Fig. 2.12 Plantilla index.html 
 
 
Además, debemos crear la nueva plantilla, en la que mostraremos el mensaje 
de bienvenida. Crearemos sayHello.html en la carpeta Views/Application: 
 
 
Fig. 2.13 Plantilla sayHello.html 
 
 
Abriendo un navegador y entrando en el puerto adecuado de la red local 
http://localhost:9000  encontraremos la plantilla creada: 
 
 
Fig. 2.14 Aplicación creada en localhost 
 
 
Ya tenemos nuestro primer tutorial Play creado.
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CAPÍTULO 3. DESARROLLO DE APLICACIONES 
ANDROID 
3.1 Instalación del entorno de desarrollo: Eclipse + Android 
 
Para el desarrollo de la aplicación Android utilizaremos el entorno de 
programación Eclipse, de libre distribución. 
 
Debemos instalar el Kit de Desarrollo de Software (SDK) de Android en Eclipse, 
que es el conjunto de herramientas que nos permitirá crear aplicaciones para el 
sistema operativo deseado. 
 
Para la configuración del SDK Android debemos descargar la última 
actualización de éste, asegurarnos que ya tenemos el Java Development Kit e 
instalar el plug-in para Eclipse (ADT). 
 
Para descargar el ADT, deberemos ir a Help -> Install New Software. Haremos 
click en Add, y en la ventana de diálogo deberemos nombrar el plugin (ADT 




Fig. 3.1 Descarga e instalación de ADT Plugin 
 
 
En la siguiente ventana, se hace clic en el checkbox y se pasa a la siguiente 
ventana, donde seleccionaremos las herramientas a descargar. Finalmente, 
aceptamos la licencia. Reiniciamos Eclipse. 
  
Para configurar el ADT Plugin, vamos a Window -> Preferences, para abrir el 
Panel de preferencias. Seleccionamos Android, y en SDK Location buscamos 
el directorio donde se ha guardado el SDK. Aplicamos y aceptamos.  
 
Una vez tenemos instalado y configurado el ADT, descargamos los 
componentes. Para ello, haremos Window -> Android SDK y ADV manager, 
vamos a la pestaña Available packages, seleccionamos los paquetes 
disponibles e instalamos. 
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Fig. 3.2 Instalación de los paquetes Android 
 
Una vez llegados a este punto ya podemos empezar a desarrollar en Android 
con Eclipse. 
 
3.2 Creación de un terminal Android virtual (AVD) 
 
La aplicación Android estará en manos del usuario, de manera que nos será 
muy útil ver en cada momento que es lo que verá quien utilice el programa. Así, 
tenemos la posibilidad de crear un terminal Android virtual (AVD) de manera 
que visualicemos los progresos de nuestro programa en un emulador de 
teléfono móvil. Para crear un nuevo AVD seleccionaremos Window! Android 
SDK and AVD Manager. Tras seleccionar Virtual Devices, clicaremos en New.  
 
 
Fig. 3.3 Creación de un nuevo AVD 
 
 
En la ventana de diálogo daremos un nombre al AVD y escogeremos la 
plataforma sobre la que queremos arrancar la aplicación (target). 
Finalizamos mediante Create AVD. 
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Fig. 3.4 AVD Versión 2.1 creado 
 
 
3.3 Estructura de un proyecto Android 
 
Para comprender como se construye una aplicación Android veremos cómo 
están organizados los proyectos. 
 
Cuando se crea un nuevo proyecto Android en Eclipse, se generan 
automáticamente las carpetas necesarias para poder generar más tarde la 
aplicación. En la figura 3.5 podemos apreciar la estructura creada. 
 
 
Fig. 3.5 Estructura de proyecto Android 
 
 
3.3.1 Carpeta src 
 
Esta carpeta contiene todo el código fuente de la aplicación: clases principales, 
auxiliares, actividades, servicios… 
Estas clases se agruparán en paquetes, que harán más comprensible y 
visualmente atractiva la estructura. 
 
 
3.3.2 Carpeta gen 
 
La carpeta gen es generada automáticamente al compilar el proyecto y 
contiene la clase R.java, considerada nexo de unión entre los recursos y los 
XML. 
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3.3.3 Carpeta res 
 
Esta carpeta contiene los recursos necesarios para el proyecto: imágenes, 
vídeos, sonidos, cadenas de texto, vistas, etc. Los diferentes recursos se 
distribuyen en las subcarpetas: 
 
• Drawable: contiene las imágenes de la aplicación. También se encuentra 
subdividida en carpetas, según la resolución de los recursos. 
• Layout: contiene los ficheros que definen las diferentes vistas/pantallas 
de la interfaz gráfica de la aplicación. 
• Anim: contiene las animaciones a utilizar en la aplicación. 
• Values: contiene recursos de la aplicación (cadenas de texto, estilos,…) 
• Xml: contiene los ficheros XML utilizados en la aplicación. 
• Raw: contiene recursos adicionales (formato diferente a XML) que no se 
incluyen en el resto de carpetas. 
 
 
3.3.4 Carpeta assets 
 
Contiene todos los demás ficheros auxiliares necesarios para la aplicación, 
como ficheros de configuración, de datos, etc.  
 
La diferencia entre los recursos incluidos en la carpeta /res/raw/ y los incluidos 
en la carpeta /assets/ es que para los primeros se generará un ID en la clase R 
y se deberá acceder a ellos con los diferentes métodos de acceso a recursos. 
Sin embargo, para los segundos no se generarán ID y se podrá acceder a ellos 
por su ruta como a cualquier otro fichero del sistema. Se usará uno u otro 





Las librerías nos dan toda la funcionalidad del sistema. Éstas dependen del 
SDK con el que estemos trabajando. Siempre y cuando lo necesitemos para 
nuestra aplicación, intentaremos estar actualizados en este tema. 
 
 
3.3.6 Fichero AndroidManifest.xml 
 
Contiene la definición en XML de los aspectos principales de la aplicación 
(nombre, versión, icono, pantallas, mensajes, permisos…). 
 
• Package: situación de los ficheros a ejecutar. 
• Uses-permission: definición de los permisos que necesitamos adquirir 
para nuestra aplicación. 
• Uses-library: librerías a utilizar. 
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• Activity: permite declarar una actividad. Todas las actividades deben 
estar especificadas en este fichero. 
  
 





Las Activities son el motor fundamental de cualquier aplicación Android.  
 
Una Activity es una pieza de código ejectutable que siendo iniciada por el 
usuario o por el sistema operativo, se ejecuta mientras es necesitada.  
 
La característica principal de un Activity es que puede interactuar con el 
usuario, aunque también puede pedir datos o servicios de otras activities por 
medio de queries o Intents. 
 
La mayor parte del código que se escriba para Android se ejecutará en el 
contexto de una Activity. En la mayoría de los casos cada Activity corresponde 
a una vista (layout). Esto quiere decir que por cada pantalla debe crearse un 
Activity, aunque no es requisito obligatorio vincular la parte visual a un Activity. 
Esto nos permite crear Activities que se ejecuten en segundo plano, sin 
necesidad de mostrar ninguna interfaz gráfica para el usuario. 
 
Existen diferentes clases que extienden de la clase Activity, como pueden ser: 
 
• MapActivity: encapsula toda la funcionalidad para mostrar un MapView. 
• ListActivity: ayuda a mostrar una lista de elementos y soporta la 
selección de los elementos de la lista. 
• TabActivity: permite mostrar múltiples Activities o Vistas dentro de una 
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3.3.8 Services 
 
Un Service es una clase que se ejecuta en segundo plano y puede actualizar 
contenidos, lanzar Intents (interactuar con otras Activities), notificaciones… 
 
Los Services tienen dos características esenciales: 
 
• Tienen la facilidad de avisar al sistema cuando algo quiere hacerse en 
segundo plano (aún cuando no se necesita interactuar con el usuario). 
Esto corresponde a llamar a Context.startService(), que pregunta al 
sistema para ser programado para dar el servicio hasta que alguien o 
algo lo pare de manera explícita. 
• Expone algunas de sus funcionalidades a otras aplicaciones, 
permitiendo conexiones largas con el servicio para actuar con él. 
 
Debido a que el Service por sí mismo es muy simple, se puede interactuar con 
él de maneras muy diferentes: desde tratarlo como un simple objeto de Java, 





La clase Application es una clase base que se utiliza cuando necesitamos 
mantener el estado de aplicación global. El programador puede proporcionar su 
propia implementación, especificando su nombre en el tag del 
AndroidManifest.xml  llamado <application>. 
 
Esto hará  que la clase cree una instancia cuando el proceso de nuestra 
aplicación se haya creado. 
 
El objeto Application es útil para definir clases y todo tipo de variables que 
queremos utilizar en el resto de actividades, ya que podremos acceder a esos 
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Una API (Application Programming Interface) consiste en un conjunto de 
librerías de clases que permiten ser usadas de forma fácil y rápida. De esta 
manera se pueden utilizar y manejar muchos elementos en las aplicaciones 
que ya han sido programados sin tener que empezar desde cero.  
A continuación se explicará la API de GoogleMaps ya que es el tipo de mapas 
que se ha utilizado en la aplicación Android.  
 
 
3.4.2 Google Maps 
 
El complemento para las API de Google es una ampliación del entorno de 
desarrollo del SDK de Android que proporciona a las aplicaciones de Android 
un acceso sencillo a los servicios a los datos de Google. La función principal 
del complemento es la biblioteca externa de Google Maps, que permite añadir 
funciones de asignación potentes a la aplicación de Android.  
 
Para utilizar el complemento, se debe instalar en el SDK de Android. Desde 
ahí, se puede acceder a las clases de la biblioteca de Google Maps y compilar 
la aplicación con respecto a ellas.  
 
Para poder desarrollar con la API de Google Maps es necesario una API key. 
Esta clave se deberá insertar en el código de la aplicación para que cada vez 
que se utilicen los mapas el servidor de Google pueda ver que está registrado 
con el servicio. En el caso de que no se disponga de una clave o no sea válida, 
la aplicación sigue funcionando, pero no se muestran los mapas.  
 
 
3.4.3 Pasos para conseguir la API Key de Google 
 
Para conseguir la clave de Google debemos crear una huella digital de 
certificado llamada MD5. Para conseguir la MD5 se debe ejecutar la consola de 
comandos de Windows. Se coloca en la carpeta bin de Java, donde se 
encuentra el keytools, y se introduce el comando “keytool –list –keystore dir”, 




Desarrollo de aplicaciones Android   21 
 
Fig. 3.7 Pantalla para la obtención de la Huella digital 
 
Una vez se tiene la Huella digital, hay que ir a la página 
http://code.google.com/intl/es-ES/android/add-ons/google-apis/maps-api-
signup.html, introducirla donde pone “My certificate’s MD5 fingerprint:” y darle a 
Generate API Key. 
 
 
Fig. 3.8 Generar API Key 
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3.4.4 Objetos de mapas 
 
A continuación se explicará algunos de los objetos y clases que manejan los 
mapas. 
 
La clase GeoPoint viene predefinida con el paquete de mapas. Esta clase 
almacena una posición en un mapa. Esta posición se representa mediante dos 
números de tipo double: latitud y longitud. Para pasar de estos dos números a 
GeoPoint solamente hace falta convertir los números a micro grados elevando 
cada número a la sexta potencia.  
 
MapActivity es la clase que maneja las funciones básicas de una Activity que 
muestra un mapa, mientras que MapController permite gestionar la panorámica 
y el zoom del mapa.  
 
MapView es la vista que muestra el mapa, MyLocationOverlay permite dibujar 
la posición actual del usuario y Overlay permite insertar objetos para que 
aparezcan en el mapa.
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CAPÍTULO 4. DISEÑO DE LA APLICACIÓN 
 
La aplicación a desarrollar se basa en un sistema de guiado capaz de localizar  
a los bomberos sobre el mapa, mostrando una serie de datos: identificador, 
nombre, apellido, temperatura y último mensaje. 
 
Como se ha comentado con anterioridad, la aplicación constará de dos bloques 
bien diferenciados y un tercer bloque de gestión. 
 
El primer bloque es el servidor web en sí, desarrollado con tecnología Play 
Framework. El servidor será el encargado de almacenar los datos de los 
bomberos y deberá estar actualizado con la información más reciente. 
 
En el segundo bloque encontraremos la aplicación para los dispositivos móviles 
Android, con interfaz de fácil uso. 
 
Por último en el bloque de gestión (Capítulo 6) veremos como modificar datos 
de los bomberos desde una página web y también veremos los bomberos y 











Fig. 4.1 Comunicación Android - Servidor 
 
 
4.1 Diseño del servidor web 
4.1.1 Aspectos generales 
 
El servidor web estará alojado en el puerto 9000 de la red local del ordenador 
que utilizaremos como máquina de servicios. 
 
Durante el desarrollo del proyecto, el servidor siempre se inicia  con un par de 
bomberos de ejemplo para facilitarnos el trabajo a la hora de realizar pruebas 
desde el simulador y esperará a que se envíe una petición desde el terminal 
móvil para empezar enviar-recibir datos y así  interactuar con el sistema. 
 
Terminal Android Servidor Play! 
Intercambio de datos 
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Si la petición desde el terminal pide la lista de los bomberos, se llamará a una 
función del servidor capaz de listar la información actual de todos los bomberos 
que tiene guardado el servidor. 
 
El listado de los datos se realizará en formato XML y quedará guardado en una 
ruta a configurar en el programa. 
 
Si la petición desde el terminal trata de almacenar nuevos datos o de modificar 
datos, se llamará a una función capaz de guardar nueva información. La 
información recibida será en formato XML y el almacenamiento de los datos se 
realizará en un vector del tipo Bombero. 
 









Como veremos en el tercer bloque (bloque de gestión), se podrá acceder al 
servidor desde un navegador para añadir un nuevo bombero o realizar tareas 
de modificación. También podremos ver los datos más recientes de todos los 





Para el correcto funcionamiento del sistema necesitaremos que el servidor 
cumpla una serie de requisitos: 
 
• Almacenamiento de los bomberos con todos sus datos. 
• Modificación de los datos de los bomberos.  
• Interpretación de datos XML que provengan del terminal Android para 
almacenarlos y/o modificarlos (ver apartado 4.3 Diseño del intercambio 
de datos. Parsers). 
• Capacidad de listar en un fichero XML todos los datos para enviarlos  al 
terminal Android. 
• Capacidad de listar en un fichero KML los datos de los bomberos para 
poder visualizarlos en el programa Google Earth. 
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4.2 Diseño de la aplicación Android 
4.2.1 Aspectos generales 
 
La aplicación para el terminal móvil deberá ser intuitiva y fácil de usar para el 
bombero. 
 
En un primer término abriremos la aplicación. Una vez abierta se nos mostrará 
el mapa (Google Maps) con vista satélite. El usuario podrá desplazarse por el 
mapa y hacer zoom (acercar/alejar). 
 
Como la aplicación se actualizará periódicamente con los datos del servidor, 
podremos ver sobre el mapa a los demás bomberos registrados. 
Los bomberos se representan en el mapa mediante el icono de un casco rojo y 
su identificador. 
Si clicamos en  uno de ellos se abrirá una ventana con el nombre y apellido del 
bombero, el número de identificador, el valor de su sensor de temperatura y su 
último mensaje. 
 
Para poder registrarnos en la aplicación, simplemente clicaremos en el botón 
de configuración (CONF). El usuario deberá registrarse la primera vez que 
entre en la pantalla de configuración y posteriormente podrá hacer 
modificaciones de algunos de sus datos: nombre, apellido, identificador y 
mensaje. 
 
Además del botón de configuración, tendremos el botón GPS, que permitirá 
activar o desactivar la función GPS. Esto quiere decir que si dejamos el botón 
GPS activado, cada vez que el bombero cambie de posición el mapa se irá 
moviendo para mostrar siempre nuestra posición en el centro de la pantalla. En 
cambio si el botón GPS está desactivado, el mapa no se moverá 
automáticamente y tendremos que ser nosotros los que desplacemos el mapa 
desde la pantalla táctil. 
 
Por último, tendremos un botón para salir de la aplicación, que a su vez parará 






Para el correcto funcionamiento del sistema necesitaremos que la aplicación 
Android cumpla una serie de requisitos: 
 
• Facilidad de uso de la aplicación. 
• Capacidad de enviar peticiones HTTP al servidor para pedir  la lista de 
bomberos. 
• Capacidad de analizar la información que se obtiene del servidor  
(apartado 4.3 Diseño del intercambio de datos. Parsers). 
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• Capacidad de enviar modificaciones o acciones a realizar en la base de 
datos mediante cliente HTTP. 
• Capacidad de registro de diferentes bomberos. 
• Visualización de las posiciones de los bomberos en el mapa. 
• Visualización de los datos de los bomberos. 
 
 
4.3 Diseño del intercambio de datos. Parsers. 
 
El parser o procesador de XML es una herramienta indispensable en cualquier 
aplicación que trabaje con ficheros XML.  
 
A través del parser no sólo podemos comprobar si nuestro documento está 
bien estructurado, sino que también podemos incorporarlos a nuestras 
aplicaciones, de manera que estas puedan manipular documentos XML y 
trabajar con ellos. Existen multitud de parsers XML y, dependiendo de nuestra 
aplicación, elegiremos uno u otro. 
 
Para que podamos profundizar un poco más en el campo de los parsers, 
escogeremos dos parsers diferentes para nuestra aplicación.  
 
Así, utilizaremos el parser DOM (Document Object Model) en el servidor web, y 
el parser SAX (Simple API for XML) en la aplicación Android. 
 
 
4.3.1 Parsing XML en Play. DOM Parser. 
 
4.3.1.1 Introducción a DOM 
 
En el extremo del servidor utilizaremos el DOM Parser. Este es un conjunto de 
interfaces para describir una estructura abstracta para un documento XML.  
 
Con DOM se puede modificar el contenido, la estructura y el estilo de los 
documentos. Todas estas funciones se realizan mediante llamadas a funciones 
o procedimientos que permitan acceder, cambiar, borrar o  añadir nodos de 
información de los documentos XML. 
 
Cuando nos referimos a interfaz al hablar de DOM (o más adelante, de SAX), 
no nos estamos refiriendo a interfaz gráfica, sino a interfaz de aplicaciones. 
Una interfaz es un dispositivo que permite comunicar dos sistemas que no 
hablan el mismo lenguaje. 
 
DOM interpreta el fichero XML como una estructura de árbol, identificando cada 
tag del fichero como un nodo distinto, pudiendo diferenciar entre un nodo 
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4.3.1.2 Cómo programar un DOM Parser 
 
El primer paso para crear un parser DOM es crear una instancia nueva de 
DocumentBuilderFactory e inicializar un Document: 
 
DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance(); 
Document document = null; 
 
A continuación, creamos el documento XML, declarando un contenedor en el 
que tendremos el texto del fichero: 
 
try {   
DocumentBuilder builder = factory.newDocumentBuilder();   
document = builder.parse(request.body);   
} catch (Exception e) {   
Logger.error(e.getMessage()); 
 }   
 
En el siguiente paso, comenzamos a identificar los nodos del documento: 
 
Element NodoPrincipal = document.getDocumentElement(); 
Node Nodo1= XPath.selectNode("nodo1",Nodo1);     
String Nodo2 = XPath.selectText("nodo2", Nodo1); 
String Nodo3 = XPath.selectText("nodo3",Nodo1); 
 
Y así, extraeremos la información relativa a cada nodo ‘hijo’ del nodo principal. 
 
Cómo último paso, sólo nos queda guardar la información extraída en nuestra 
aplicación (por ejemplo, en un Objeto del tipo que necesitemos): 
 




4.3.2 Parsing XML en Android. SAX Parser 
 
4.3.2.1 Introducción a SAX 
 
El Simple API for XML (SAX) es una interfaz simple para aplicaciones XML. 
Simple e intuitiva, es muy popular porque se utiliza en situaciones en las que 
los archivos XML están en una forma estructuralmente similar a la que se 
desea obtener. 
 
El funcionamiento de un SAX es el siguiente: se comienza a leer el documento, 
se detectan los eventos de parsing (comienzo o finales de elemento), la 
aplicación procesa la parte leída y, por último, se reutiliza la memoria y se 
vuelve a leer hasta un nuevo evento. 
 
SAX en ningún momento lee el documento completo, sino que cada vez que 
acaba con un nodo, guarda la información extraída y se olvida de él. 
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4.3.2.2 Cómo programar un SAX Parser 
 
El SAX parser se ejecutará en el momento en el que la aplicación llame a un 
handler (manejador), que programaremos como una clase Java en la que 
tendremos los diferentes eventos que deberán ejecutarse al leer el documento 
XML.  
Debemos tener en cuenta que en nuestra aplicación, el fichero XML se extraerá 




URL url = new URL("http://aqui_pondremos_nuestra_url"); 
 
A continuación, declararemos nuestro SAX Parser: 
 
SAXParserFactory spf = SAXParserFactory.newInstance(); 
SAXParser sp = spf.newSAXParser(); 
 
Seguidamente, crearemos el lector de XML: 
 
/* Get the XMLReader of the SAXParser we created. */ 
XMLReader xr = sp.getXMLReader(); 
 
En este momento, debemos declarar el handler y llamarlo, aplicándolo al 
documento XML: 
 
HandlerEjemplo miHandlerEjemplo = new HandlerEjemplo(); 
xr.setContentHandler(miHandlerEjemplo); 
 




Y finalmente, extraeremos la información que nos da el handler: 
 
ParsedExampleDataSet parsedExampleDataSet = miHandlerEjemplo.getParsedData(); 
}  
 
Por último, capturamos y mostramos los errores que hayan podido surgir: 
 
catch (Exception e) { 
Log.d("Error: " + e.getMessage()); 
} 
 
Ahora podemos guardar la información que proviene del handler en una lista 
del tipo Objeto que necesitemos, 
 
List<Objeto> objetos = miHandlerEjemplo.getObjetos(); 
 
El handler al que llamamos para realizar el parseo se encuentra en una clase 
Java que contiene todos los eventos que han de ejecutarse. 
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En este handler, crearemos una máquina de estados para diferenciar en qué 
tag nos encontramos. 
 
private enum Estado { E1, E2, E3, E4, NADA}; 
private Estado estado = Estado.NADA;  
 
Para iniciar la máquina de estados, la pondremos en NADA, que será el estado 
en el que nos encontremos cuando estemos entre tags, para no capturar 
espacios ni tabulaciones. 
 
Tras esto, construiremos el vector sobre el que guardaremos la información de 
cada elemento. 
 




Finalmente, solo nos quedará sobrescribir los métodos correspondientes al 
parser SAX. Estos son startDocument(), endDocument(), startElement(), 
endElement() y characters(). 
 
Los métodos startDocument y endDocument hacen referencia a qué debe 
hacer el parser cuando empieza y acaba el documento.  
 
Los métodos startElement y endElement hacen referencia a qué debe hacer el 
parser cuando empieza y acaba cada uno de los elementos del XML.  
 
En el método startElement actualizaremos la máquina de estados. Por último, 




4.4 Diseño del mapa 
 
Utilizando la librería de Google Maps, podemos crear nuestra propia actividad 
con un  mapa de visualización. 
Vamos a crear una aplicación que nos permita navegar y hacer zoom en el 
mapa de Google desde nuestro terminal Android. 
En el apartado 4.5  añadiremos al mapa elementos de superposición que nos 
permita marcar puntos de interés. Esto nos será util para añadir una capa sobre 
el mapa que muestre con iconos la posición de los bomberos. 
 
Para poder utilizar el mapa necesitamos tener la librería externa de los mapas 
de Google instalada en el entorno de SDK. La librería de Mapas se incluye con 
el Google APIs add-on, que se puede instalar usando el SDK de Android y AVD 
Manager.  
 
 Después de instalar la Google APIs add-on  en nuestro SDK, establecemos las 
propiedades del proyecto para utilizar el target llamado"Google API de Google 
Inc". 
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También se tendrá que crear una nueva AVD que utilice la misma API de 
Google.  
 
A continuación, veremos los pasos para crear un Map Activity y poder usar en 
nuestro terminal Android los mapas de Google. 
 
Debido a que la librería de mapas no es una parte de la librería estándar de 
Android, se debe declarar en el Android Manifest. Abrimos el archivo 
AndroidManifest.xml y añadimos lo siguiente dentro del campo <application>: 
 
<uses-library android:name="com.google.android.maps" /> 
 
También es necesario tener acceso a Internet con el fin de recuperar los 
mapas, por lo que también debemos solicitar el permiso de INTERNET. En el 
archivo Android Manifest, agregamos lo siguiente como elemento dentro de  
<manifest>: 
 
<uses-permission android:name="android.permission.INTERNET" /> 
 
Daremos un poco más de espacio al  mapa en la pantalla del terminal Android 
si eliminamos la barra de título con el tema "NoTitleBar": 
 




Abrimos el archivo res/layout/main.xml y añadimos 
com.google.android.maps.MapView como el nodo raíz: 
 
<?xml version="1.0" encoding="utf-8"?> 
<com.google.android.maps.MapView 
    xmlns:android="http://schemas.android.com/apk/res/android" 
    android:id="@+id/mapview" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    android:clickable="true" 
    android:apiKey="Your Maps API Key goes here" 
/> 
 
El atributo android:clickable define si queremos permitir la interacción del 
usuario con el mapa. Si lo definimos como "falso”, cuando toquemos la pantalla 
el mapa no hará nada. 
 
En el atributo android:apiKey pondremos la clave API de Google Maps para 
nuestra aplicación, que demuestra nuestra solicitud y certifica que nos hemos 
registrado con el servicio Google Maps. Esto es necesario para poder recibir 
los datos del mapa.  
 
 
Ahora abrimos el archivo HelloGoogleMaps.java. Esta actividad  extiende de 
MapActivity (en lugar de android.app.Activity): 
 
public class HelloGoogleMaps extends MapActivity { 
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Esta es una sub-clase  especial de actividad, facilitada por la librería de Mapas, 
que ofrece capacidades importantes al mapa. 
 
Dentro de MapActivity, es necesario tener el método isRouteDisplayed (): 
 
@Override 
protected boolean isRouteDisplayed() { 
    return false; 
} 
 
Como no estamos mostrando actualmente ninguna información de la ruta, 
devuelve false. 
 
 Ahora agregamos en el onCreate() la llamada a la clase: 
 
@Override 
public void onCreate(Bundle savedInstanceState) { 
    super.onCreate(savedInstanceState); 




Esto carga el layout creado anteriormente. Con esto, se  mostrará el mapa y 
permitirá al usuario desplazarse por el mapa.  
 
Para añadirle la función de zoom en la clase MapView, utilizaremos el 
setBuiltInZoomControls (boolean) dentro del método OnCreate (): 
 
MapView mapView = (MapView) findViewById(R.id.mapview); 
 mapView.setBuiltInZoomControls(true); 
 
Una vez hagamos todos estos pasos, podemos ejecutar la aplicación y 
comprobar el correcto funcionamiento de los Mapas de Google. 
 
4.5 Añadir Overlay Items al Mapa 
 
Para añadir marcadores en el mapa implementaremos la clase 
ItemizedOverlay, que permite gestionar todo un conjunto de superposiciones, 
es decir,  elementos individuales que colocaremos sobre el mapa. 
 
Empezaremos creando una nueva clase de Java  llamada 
HelloItemizedOverlay que implementa a ItemizedOverlay. 
 
Necesitamos un OverlayItem  ArrayList, en el que pondremos a cada uno de 
los objetos OverlayItem que queramos mostrar en el mapa: 
 
private ArrayList<OverlayItem> mOverlays = new ArrayList<OverlayItem>(); 
 
Ahora definimos el constructor de HelloItemizedOverlay. El constructor debe 
definir el marcador por defecto para cada uno de los OverlayItems. 
32  Sistema de guiado para incendios forestales 
Normalmente se hace que el punto central de la imagen sea el punto que se 
adjunta  a las coordenadas del mapa, por eso utilizamos el método 
boundCenterBottom(): 
 
public HelloItemizedOverlay(Drawable defaultMarker) { 
  super(boundCenterBottom(defaultMarker)); 
} 
 
Para añadir nuevos OverlayItems a la ArrayList, necesitamos un nuevo método:  
 




Cada vez se añada un nuevo OverlayItem a la ArrayList, debemos llamar al 
método populate() del ItemizedOverlay, que leerá cada uno de los 
OverlayItems y los preparará para ser dibujados en el mapa. 
 
Cuando el método populate() se ejecute, se llamará a CreateItem(int) para 
recuperar cada OverlayItem: 
@Override 
protected OverlayItem createItem(int i) { 
return mOverlays.get(i); 
} 
También modificamos el método size() para devolver el número actual de 
elementos de la ArrayList:  
@Override 
public int size() { 
return mOverlays.size(); 
} 
Ahora vamos a configurar la capacidad de controlar los eventos al tocar en la 
pantalla sobre los elementos de superposición. En primer lugar, vamos a 
necesitar una referencia al Context de la aplicación en nuestra clase. Para ello, 
añadimos Context mContext  como un nuevo elemento a inicializar en el 
constructor: 
public HelloItemizedOverlay(Drawable defaultMarker, Context context) { 
super(defaultMarker); 
mContext = context; 
} 
 
A continuación, usamos el método OnTap, para controlar el evento cuando el 
usuario presione sobre uno de los elementos en la pantalla: 
@Override 
protected boolean onTap(int index) { 
OverlayItem item = mOverlays.get(index); 
AlertDialog.Builder dialog = new AlertDialog.Builder(mContext); 






Cuando hagamos click sobre uno de los elementos aparecerá una ventana con 
un título y un mensaje de texto. 
 
Ahora volveremos a la clase HelloGoogleMaps para empezar a agregar 
elementos al mapa. En los siguientes pasos, crearemos un OverlayItem y 
definiremos las coordenadas de un punto del mapa con un GeoPoint. 
 
Primero necesitamos una imagen para usar en los Overlays. Usaremos la 
siguiente imagen, que ubicaremos en el directorio res/drawable/   de 
nuestro proyecto. 
 
Fig. 4.2 Icono Android 
Añadimos lo siguiente dentro del método onCreate(): 
List<Overlay> mapOverlays = mapView.getOverlays(); 
Drawable drawable = this.getResources().getDrawable(R.drawable.androidmarker); 
HelloItemizedOverlay itemizedoverlay = new HelloItemizedOverlay(drawable); 
Todos los elementos de superposición del mapa forman parte del MapView, por 
lo que cuando se quiere añadir algo, necesitamos obtener una lista de los 
getOverlays (). A continuación, se indica el Drawable utilizado para el marcador 
del mapa, que ya hemos guardado antes. El constructor usará ese icono para 
todos los elementos que tengamos que localizar en el mapa. 
 
Ahora crearemos un GeoPoint que defina las coordenadas del mapa donde 
queremos dibujar nuestro primer OverlayItem:  
GeoPoint point = new GeoPoint(19240000,-99120000); 
OverlayItem overlayitem = new OverlayItem(point, "Hola, Mundo!", "I'm in Mexico City!"); 
Las coordenadas del GeoPoint se especifican en microgrados (grados * 1e6). 
El constructor OverlayItem acepta un GeoPoint, un título y una cadena de texto 
con el mensaje que queramos poner. 
 
Ahora nos falta añadir este OverlayItem al HelloItemizedOverlay y  agregar el 
HelloItemizedOverlay al MapView:  
itemizedoverlay.addOverlay(overlayitem); 
mapOverlays.add(itemizedoverlay); 
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Al ejecutar la aplicación veremos el icono de Android en la posición correcta del 
mapa. Si clicamos sobre el icono aparecerá una ventana con el mensaje que le 
pusimos al overlayitem. 
  
Fig. 4.3 Icono sobre el mapa
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CAPÍTULO 5. IMPLEMENTACIÓN DE LA APLICACIÓN 
5.1 Consideraciones generales 
 
En nuestra aplicación utilizaremos el objeto Bombero.java 
 
Contendrá 7 campos, definidos como String (nombre, apellido, ide, mensaje) y  
Double (sensor, latitud, longitud). 
Fig. 5.1 Clase Bombero.java 
 
  
La aplicación tendrá un archivo XML para la comunicación de los datos de los 
bomberos, entre nuestro terminal y el servidor. Tendrá la apariencia 
representada en la  Fig. 5.2. 
 
Fig. 5.2 Archivo XML de Bombero 
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5.2 Implementación del servidor Play! 
 
Para la implementación del servidor utilizaremos una clase Controller llamada 
Application.java, y una clase Model llamada Bombero.java, que ya hemos 
explicado en el apartado anterior. 
 
Además, definiremos el fichero routes, de manera que tengamos un punto de 
entrada a la base de datos para cada una de las funciones que definiremos en 
la clase Application.java. Estas funciones serán listXml y saveXml. 
 
En la carpeta Views, definiremos la vista que tendrá la función listXml que 
consiste en listar los objetos Bombero en formato xml. 
 
5.2.1 Controller Application.java 
 
El Controller Application será el principal motor del servidor e implementará las 
diferentes funciones que necesitaremos para manejar la base de datos. 
 
Estas funciones serán: listXml (listar los bomberos) y saveXml (guardar los 
datos de cada bombero). 
 
La función listXml se encargará de mirar si existe algún bombero en la base de 
datos. En el caso de que ya existan bomberos, creará una lista de bomberos 
ordenada por nombre y apellido. Además, en el fichero listXml.xml, le 
indicaremos como estructurar los datos en formato XML, para poder 
transmitirlos al terminal Android. 
 
La función saveXml implementará el DOM parser. Éste recogerá los datos 
relativos a nombre, apellido, ide, sensor, latitud, longitud y mensaje del 
bombero.  
 
Element bomberoNode = document.getDocumentElement(); 
Node nombreNode = XPath.selectNode("bombero", bomberoNode); 
String nombreName = XPath.selectText("nombre",nombreNode); 
String apellidoName = XPath.selectText("apellido",nombreNode); 
String ideName = XPath.selectText("ide",nombreNode); 
String sensorName = XPath.selectText("sensor",nombreNode); 
String latitudName = XPath.selectText("latitud",nombreNode); 
String longitudName = XPath.selectText("longitud",nombreNode); 
String mensajeName = XPath.selectText("mensaje",nombreNode); 
 
Dependiendo de si queremos añadir o modificar datos realizaremos una acción 
u otra. El fichero XML que recibamos contendrá en el tag ide la acción a 
realizar. Así, decodificaremos el tag, separando la acción del propio ide. 
 
Para añadir bomberos crearemos un nuevo objeto Bombero y lo guardaremos 
en la base de datos. 
 
Bombero bombero = new Bombero(nombreName, apellidoName, ideName, 
sensorNameDouble, latitudNameDouble, longitudNameDouble, mensajeName); 
bombero.save(); 
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En cambio, si lo que necesitamos es modificar un bombero ya existente, lo 
buscaremos por ide y modificaremos los campos necesarios. 
 
List<Bombero> modificables = Bombero.find("byIde",ideantiguo).fetch(); 
Bombero modificar = modificables.get(0); 
modificar.delete(); 
modificar = new Bombero(nombreName, apellidoName, idenuevo, 
sensorNameDouble, latitudNameDouble, longitudNameDouble, mensajeName); 
modificar.save(); 
 
5.2.2 Model Bombero.java 
 
El modelo de Bombero tendrá los parámetros necesarios para la creación de 
objetos que sigan la estructura adecuada. 
 
Este modelo estará definido tal que: 
 
@Required 
public String nombre; 
@Required 
public String apellido; 
@Required 
public String ide; 
@Required 
public double sensor; 
@Required 
public double latitud; 
@Required 
public double longitud; 
@Required 
public String mensaje; 
     
public Bombero(String nombreName, String apellidoName, String ideName, 
double sensorNameDouble, double latitudNameDouble, double 
longitudNameDouble, String mensajeName)  







 this.mensaje=mensajeName;  
} 
 
5.2.3 Fichero Routes 
 
En este fichero registraremos los diferentes puntos de entrada a las funciones 
de nuestra aplicación Play. 
 
GET    /xml/bomberos  Application.listXml(format:'xml') 
POST  /bomberosave  Application.saveXml 
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Dependiendo de la función a la que se llame desde Android, se ejecutará una 
de las funciones u otra. 
 
5.2.4 Carpeta Views 
 
En esta carpeta tendremos la vista del fichero XML. 
 
El fichero listXml.xml contendrá la estructura del archivo XML correspondiente 
a la lista de bomberos. 
 
 <bomberos> 
  #{list bomberos, as:'bombero'}  
  <bombero> 
  <nombre>${bombero.nombre}</nombre>  
  <apellido>${bombero.apellido}</apellido>  
  <ide>${bombero.ide}</ide>  
  <sensor>${bombero.sensor}</sensor>  
  <latitud>${bombero.latitud}</latitud>  
  <longitud>${bombero.longitud}</longitud>  
  <mensaje>${bombero.mensaje}</mensaje>  
  </bombero> 
  #{/list}  
</bomberos> 
 
5.3 Implementación de la aplicación en Android 
 
En nuestra aplicación para Android tendremos tantas Activities como pantallas 
diferentes. Es decir, tendremos una actividad para el Mapa y otra actividad para 
la pantalla configuración del bombero. 
También tendremos la clase del Objeto Bombero.java, el Objeto Aplicación y el 
handler del parseo. 
 
Además, programaremos el Android Service Servicio, necesario para que, de 
manera paralela a la aplicación, enviemos y recibamos los datos de forma 
automática cada pocos segundos. 
 
También incluiremos las clases: BomberoOverlay, BomberoDrawable y 
BomberoItem. Estas tres clases nos permitirán dibujar los iconos de los 
bomberos sobre el mapa.  
 
Programaremos el fichero AndroidManifest.xml de manera que contenga el 
Service,  todas las Activities y los permisos necesarios para el correcto 
funcionamiento de la aplicación. 
 
 
Implementación de la aplicación   39 
5.3.1 Objeto Bombero.java 
 
Tal y como se ha avanzado en apartados anteriores, el objeto Bombero 
contendrá cuatro Strings y tres Doubles. 
 
Los parámetros serán: nombre del bombero, apellido, identificador, valor del 
sensor de temperatura, latitud, longitud y último mensaje. 
 
public class Bombero { 
 public String nombre; 
 public String apellido; 
 public String ide; 
 public Double sensor; 
 public Double latitud; 
 public Double longitud; 




5.3.2 Handler HandlerBomberos.java 
 
Nuestra aplicación consta de un Handler que será el encargado de analizar el 
contenido del XML que recibamos del servidor. 
El Handler identificará todos los campos con el adecuado tag, para poder coger 
los datos de forma adecuada. 
 
Para ello, crearemos una máquina de estados para conocer en qué tag nos 
encontramos al inicio de cada elemento y sobrescribiremos los métodos de la 
clase Handler. 
 
Para empezar, creamos la máquina de estados y ponemos el estado inicial en 
NADA.  
 
private enum Estado {NOMBRE, APELLIDO, IDE, SENSOR, LATITUD, LONGITUD, 
MENSAJE, NADA}; 
private Estado estado = Estado.NADA; 
 
También creamos el constructor que devolverá los bomberos recogidos: 
 
public Vector<Bombero> getBomberos() { 
         return bomberos; 
        } 
 
Ahora, sobrescribimos los métodos startDocument(), endDocument(), 
startElement(), endElement() y characters(). 
 
        public void startDocument() throws SAXException { 
                bomberos = new Vector<Bombero>(); 
        } 
 
        public void endDocument() throws SAXException { 
                // Nothing to do 
        } 
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        public void startElement(String namespaceURI, String localName, 
                        String qName, Attributes atts) throws SAXException { 
         
          if (localName.equals("nombre")) { 
                        estado = Estado.NOMBRE; 
                }else if (localName.equals("apellido")) { 
                        estado = Estado.APELLIDO; 
                }else if (localName.equals("ide")) { 
        estado = Estado.IDE; 
                }else if (localName.equals("sensor")) { 
                        estado = Estado.SENSOR; 
                }else if (localName.equals("latitud")) { 
                    estado = Estado.LATITUD; 
                }else if (localName.equals("longitud")) { 
                    estado = Estado.LONGITUD; 
                }else if (localName.equals("mensaje")) { 
                    estado = Estado.MENSAJE;         
                }else if (localName.equals("bombero")) { 
                 tmp = new Bombero(); 
                } 
        } 
 
        public void endElement(String namespaceURI, String localName, String qName) 
                        throws SAXException { 
          estado = Estado.NADA; 
                if (localName.equals("bombero")) { 
                 bomberos.add(tmp); 
                } 
        } 
 
    public void characters(char ch[], int start, int length) { 
         String s = new String(ch,start,length); 
         switch(estado) { 
          
         case NOMBRE: 
          tmp.nombre = s; 
          break; 
         case APELLIDO: 
          tmp.apellido = s; 
          break;  
         case IDE: 
          tmp.ide = s; 
          break; 
         case SENSOR: 
          double sensorNameDouble = Double.parseDouble(s); 
          tmp.sensor = sensorNameDouble; 
          break; 
         case LATITUD: 
          double latitudNameDouble = Double.parseDouble(s); 
          tmp.latitud = latitudNameDouble; 
          break; 
         case LONGITUD: 
          double longitudNameDouble = Double.parseDouble(s); 
          tmp.longitud = longitudNameDouble; 
          break; 
         case MENSAJE: 
          tmp.mensaje = s; 
          break; 
         } } 
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El Handler será llamado periódicamente desde el Servicio para actualizar la 




De manera paralela a la Activity de la aplicación, se ejecutará un Android 
Service, encargado de enviar periódicamente al servidor los datos de nuestro 
bombero y de recibir del servidor los datos de todos los bomberos existentes. 
 
Servicio.java extenderá de la clase Service. Declararemos dos timers (fijados a 
10 segundos, por ejemplo) que marcará cuando se ejecutará el Service para 
comunicarse con el servidor y así enviar y recibir los datos.  
 
Sobrescribiremos los métodos onStart() y onDestroy() para controlar qué 
sucederá cuando llamemos a estos métodos desde las Activities. 
 
Para pedir que el Servicio comience su rutina deberemos realizar un Intent al 
Servicio en el momento en el que un usuario utilice la aplicación. 
 




Esto llamará al método onStart() del Service que realizará una petición al 
servidor Web para que le entregue periódicamente la lista de los bomberos.  
Además, enviaremos al servidor los datos de nuestro bombero. Este envío se 
activará cuando el valor del Boolean parsear  esté a true. Para que este 
boleano quede activado necesitamos que el bombero introduzca sus datos 
desde la pantalla de configuración y que el GPS detecte un cambio en su 
posición. Una vez tengamos el boleano activado, el Servicio enviará los datos 
de nuestro bombero al servidor de forma automática según el timer. 
 
 
Cuando el bombero quiera salir de la aplicación, se llamará al método 
onDestroy() para poder detener el Service. 
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5.3.4 MiAplicacion.java 
 
La clase Application nos permite guardar en variables todos los datos que 
vayamos a usar en varias clases. 
En concreto, guardaremos en esas variables los datos actuales del bombero 
que está usando la aplicación, además de boleanos que se usan en otras 
activities: 
 
public class MiAplicacion extends Application { 
 protected List<Bombero> listabomberos; 
 protected String nombrebombero; 
 protected String apellidobombero; 
 protected String idebomberovieja; 
 protected String idebomberonueva; 
 protected Double sensor; 
 protected Double latitud; 
 protected Double longitud; 
 protected String mensajebombero; 
 protected boolean modificar = false; 





La clase BomberoItem es del tipo OverlayItem. Lo más importante de esta 
clase es que nos permite escoger el contenido de los Items que posteriormente 
querremos dibujar en el mapa mediante el Overlay BomberoOverlay. 
 
Cada Item esta formado por: el GeoPoint con las coordenadas actuales del 
bombero, su ID, un snippet donde pondremos el texto que queremos mostrar al 
clicar en el icono del bombero y la imagen del icono que queremos usar: 
 
    BomberoItem(GeoPoint pt, String id, String snippet, Drawable marker) { 
        super(pt, id, snippet); 
        this.marker=new BomberoDrawable(marker, id); 
    } 
 
El hecho de poder escoger entre varios iconos abre un gran abanico de 
posibilidades a la hora de mejorar la interfaz visual de la aplicación, tal y como 




La clase BomberoDrawable extiene de la clase Drawable.  
Aquí definiremos el método draw, que nos permitirá pintar en el mapa el ID del 
bombero junto al casco: 
Para ello, primero tendremos que obtener el valor del id: 
 
public BomberoDrawable(Drawable drawable, String id) { 
        this.mDrawable = drawable; 
        this.id = id; 
    } 
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Y a continuación definimos en el draw como queremos dibujar el ID del 
bombero: 
 
public void draw(Canvas canvas) { 
        int saveCount = canvas.save(); 
        Rect bounds = mDrawable.getBounds(); 
        mDrawable.draw(canvas); 
        Paint p = new Paint(); 
        p.setColor(Color.RED);        
        canvas.drawText(id,bounds.left+15 , bounds.top+38, p); 
        canvas.restoreToCount(saveCount); 




La clase BomberoOverlay extiende de ItemizedOverlay<BomberoItem>. Tal y 
como se vio en el apartado 4.5, el Overlay nos permitirá dibujar los bomberos 
en el mapa de la forma que queremos. A continuación explicaremos las partes 
del código más importantes de nuestro Overlay. 
 
Empezamos definiendo el mapa y una lista  del tipo BomberoItem: 
private final Mapa myMap; 
private List<BomberoItem> items=new ArrayList<BomberoItem>(); 
 
Definimos el constructor: 
public DibujarBombero(Mapa myMap) { 
        super(null); 
         this.myMap = myMap; 
        populate(); 
    } 
 
Creamos addOverlay y Clear  para poder añadir ítems a la lista del Overlay y 
para poder borrar ítems: 
 
public void addOverlay(BomberoItem item) { 
  items.add(item); 
  populate(); 
 } 
     
 public void clear() { 
  items.clear(); 
  populate(); 
 } 
 
Por ultimo, tenemos el Boolean onTap que permitirá mostrar una ventana con 
la información del bombero seleccionado: 
 
@Override 
 protected boolean onTap(int index) { 
  OverlayItem item = items.get(index); 
  AlertDialog.Builder dialog = new AlertDialog.Builder(myMap); 
  dialog.setTitle("Bombero "+item.getTitle()); 
  dialog.setMessage(item.getSnippet()); 
  dialog.show(); 
  return true; 
 } 
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5.3.8 Activities 
 
Las Activities son el motor de la parte visual del proyecto. Cada una de ellas 
tiene un layout asignado, que es lo que realmente verá el usuario. 
 
Podremos acceder a la aplicación  desde el icono  Sistema Guiado, en el menú 
de nuestro terminal Android: 
 





Esta es la pantalla más importante de nuestra aplicación. Extiende del layout 
mapa.xml. 
 
Aquí podremos ver el mapa con todos los bomberos. Al clicar en uno de ellos 
veremos sus datos. 
Podremos activar/desactivar el centrado del mapa del GPS, ir a la pantalla de 
configuración de los datos del bombero y salir de la aplicación. 
 
  Fig.5.4 Pantalla Mapa 
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Fig.5.5 Datos del bombero 
 
A continuación explicaremos las partes del código más importantes de esta 
activity, ya que es la actividad principal de nuestra aplicación: 
 
La función CentrarMapa nos permite mostrar en el mapa las coordenadas 
actuales del bombero: 
 
public void CentrarMapa(double latitud, double longitud) { 
GeoPoint point = new GeoPoint((int) (latitud * 1E6), (int) (longitud * 1E6)); 

















Mediante el método onLocationChanged del  código del GPS obtenemos la 
longitud y la latitud cuando el bombero cambia de posición y aprovechamos 
para generar un nuevo valor del sensor de temperatura. Además si el botón 
GPS está activado centraremos el mapa: 
 
public void onLocationChanged(Location location) { 
loc = location; 
 latitud = loc.getLatitude(); 
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 longitud = loc.getLongitude(); 
 MiAplicacion miaplicacion = ((MiAplicacion) getApplicationContext()); 
 miaplicacion.latitud = latitud; 
 miaplicacion.longitud = longitud; 
 double aleatorio = ((Math.random() * 10) + 20); 
 NumberFormat NF = NumberFormat.getInstance(); 
 NF.setMaximumFractionDigits(2); 
 miaplicacion.sensor = Double.parseDouble(NF.format(aleatorio)); 
 
 if (miaplicacion.modificar == true) { 
 miaplicacion.parsear = true; 
 } 
 
 if (gps == true) { 
 CentrarMapa(latitud, longitud); 
 } 
     } 
 
 
Mediante un timer añadimos al Overlay los datos de los bomberos para poder 
dibujarlos. El Servicio nos proporciona la lista de los bomberos con todos sus 
datos, pero aquí crearemos un BomberoItem  con el formato necesario y lo 
añadiremos al Overlay BomberoIverlay: 
 
timer.scheduleAtFixedRate(new TimerTask() { 
@Override 
public void run() { 
 
try { 
int i = 0; 
sites.clear(); 
while (i < Servicio.bomberos.size()) { 
GeoPoint point = new GeoPoint((int) (Servicio.bomberos.get(i).latitud * 1E6), (int) 
(Servicio.bomberos.get(i).longitud * 1E6)); 
BomberoItem customitem = new BomberoItem(point, Servicio.bomberos.get(i).ide, 
"Nombre: "Servicio.bomberos.get(i).nombre+ "\n" + "Apellido: "+ 
Servicio.bomberos.get(i).apellido+ "\n" + "ID: "+ Servicio.bomberos.get(i).ide + "\n"+ 
"Temperatura: "+ Servicio.bomberos.get(i).sensor+ " ºC" + "\n" + "Mensaje : " 









} catch (Exception e) { 
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5.3.8.2 ConfBombero.java 
 
Esta Activity nos permitirá configurar los datos de nuestro bombero. Extiende 
del layout confbombero.xml. 
El usuario deberá introducir todos los datos. Si es la primera vez que registra 
sus datos, se enviarán al servidor para guardarlos como nuevo bombero.  
Cuando el usuario vuelva a entrar al menú de configuración, le aparecerán los 
datos que configuró y se le permitirá modificar cualquier dato. Al ser una 
modificación de datos, en el tag ide del XML incluiremos la palabra 
MODIFICAR, así cuando el servidor realice el parseo sabrá que se trata de una 
modificación de un bombero. 
 
  Fig.5.6 Pantalla CONF 
5.3.9 Fichero AndroidManifest.xml 
Este fichero recoge todos los permisos que usamos en nuestra aplicación, así 
como detalles generales de ésta y todas las activities y el service que la 
conforman. 
 
  <?xml version="1.0" encoding="utf-8" ?>  
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
package="edu.tfc.ramon" android:versionCode="1" android:versionName="1.0"> 
  <uses-permission android:name="android.permission.INTERNET" />  
  <uses-permission android:name="android.permission.ACCESS_FINE_LOCATION" />  
 <application android:icon="@drawable/icon" android:label="@string/app_name" 
android:name=".MiAplicacion"> 
  <uses-library android:name="com.google.android.maps" />  
<service android:name=".Servicio"> 
<intent-filter> 
  <action android:name="edu.tfc.ramon.Servicio" />  
  </intent-filter> 
  </service> 
 <activity android:name=".Mapa" android:label="@string/app_name" 
android:theme="@android:style/Theme.NoTitleBar"> 
 <intent-filter> 
  <action android:name="android.intent.action.MAIN" />  
  <category android:name="android.intent.category.LAUNCHER" />  
  </intent-filter> 
  </activity> 
<activity android:name=".ConfBombero" android:label="@string/app_name"> 
  <intent-filter />  
  </activity> 
  </application> 
  </manifest>
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CAPÍTULO 6. BLOQUE DE GESTIÓN 
6.1 Introducción 
 
El bloque de gestión está pensado para permitir el control y seguimiento de los 
bomberos durante un incendio, de forma independiente de la aplicación 
Android que ya hemos desarrollado. 
 
Este bloque está basado en dos partes: 
 
Por un lado, a través de una página web podremos añadir y modificar los datos 
de los bomberos. 
 
Por otro lado, desde el programa Google Earth podremos ver la posición y los 
datos de todos los bomberos en el mapa. 
 
6.2 Gestión mediante página web 
 
Para permitir la gestión vía web, tendremos que realizar una serie de 





En el controller Application.java añadiremos nuevas funciones: 
 
La primera de ellas será la fecha, para permitir ver la fecha actual al entrar en 
la página web de gestión. 
 
public static void index() { 
        Date now = new Date(); 
        render(now); 
    } 
     
También añadiremos la función list() que nos proporcionará una lista ordenada 
con todos los  datos de los bomberos: 
 
    public static void list() { 
        List<Bombero> bomberos = Bombero.find("order by nombre, apellido").fetch(); 
        render(bomberos); 
    } 
 
Para poder buscar un bombero en concreto añadiremos lo siguiente: 
 
public static void form(Long id) { 
        if(id == null) { 
            render(); 
        } 
        Bombero bombero = Bombero.findById(id); 
        render(bombero); 
    } 
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Finalmente, para poder guardar los datos del bombero creamos la función 
save(): 
 
    public static void save(@Valid Bombero bombero) { 
        if(validation.hasErrors()) { 
            if(request.isAjax()) error("Invalid value"); 
            render("@form", bombero); 
        } 
        bombero.save(); 
        list(); 
    } 
 
 
6.2.2 Carpeta Views 
 
En la carpeta Views crearemos varios archivos HTML para permitir la gestión 
vía web.  
 
El primero de ellos es el archivo main.html, donde se crea el título de la web, se 
importan javascripts y stylesheets que mejoran la estética de la web y se crean 
los botones Home, List y New.  El resto de archivos HTML que veremos a 
continuación extenderán de main.html y por tanto mantendrán las mismas 
características. 
 
También tenemos el archivo form.html. En este archivo añadimos un campo 
para cada uno de los parámetros del modelo Bombero. Esto generará la 
plantilla para crear o modificar los datos del bombero. 
A continuación mostramos el código con el campo Nombre, ya que se hace 
exactamente igual para resto de parámetros. 
 
#{extends 'main.html' /} 
#{set title:'Form' /} 
 
#{form @save()} 
    <input type="hidden" name="bombero.id" value="${bombero?.id}"> 
     
     
    <p class="field"> 
        <label for="nombre">Nombre:</label> 
        <input type="text" id="nombre" name="bombero.nombre" value="${bombero?.nombre}"> 
        <span class="error">${errors.forKey('bombero.nombre')}</span> 
    </p> 
 . . . 
    <p class="buttons"> 
      <a href="@{list()}">Cancel</a> or <input type="submit" value="Save this contact" 
id="saveContact"> 
    </p> 
     
#{/form} 
 
Por último, creamos el archivo list.html, donde programamos el formato de la 
lista de bomberos y todas las interacciones que se pueden hacer en ella, ya 
que se permite editar cualquier dato o añadir un nuevo bombero desde la 
propia lista. 
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6.2.3 Fichero Routes 
 
Añadimos al fichero Routes las siguientes rutas para poder utilizar la página 
web de gestión: 
 
GET     /                                               Application.index 
GET     /bomberos                               Application.list 
POST    /bomberos                              Application.save 
GET     /bomberos/{id}                         Application.form 
GET     /bomberos/new                        Application.form 
 
 
6.2.4 Uso de la web de gestión 
 
Una vez hechas todas las modificaciones, comprobamos el correcto 
funcionamiento de nuestra página web de gestión de los bomberos. 
 
La figura 6.1 es la Home de nuestra página web, donde se indica la fecha 
actual y se permite ir a la lista de bomberos o registrar un nuevo bombero. 
 
 
Fig.6.1 Home de la página web 
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La lista de bomberos nos permite ver y modificar los datos actuales de todos 
los bomberos registrados. Podemos realizar modificaciones desde la propia 
lista o haciendo click en el icono de la flecha del bombero correspondiente. 
 
Fig.6.2 List de la página web 
 
 
Si clicamos en New podremos registrar un nuevo bombero, aunque también 
podremos registrar un nuevo bombero desde la propia Lista. 
 
Fig.6.3 New de la página web 
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6.3 Gestión mediante Google Earth 
A continuación explicaremos las modificaciones incorporadas al programa del 
servidor Play Framework  para permitir la visualización de los bomberos desde 
el programa Google Earth. 
Primero de todo, en el archivo Application.java añadimos la función listKml() 
que nos permitirá obtener la lista de bomberos que posteriormente enviaremos 
en un archivo KML a Google Earth:  
 
public static void listKml() { 
        List<Bombero> bomberos = Bombero.find("order by nombre, apellido").fetch(); 
        render(bomberos); 
    } 
 
En la carpeta Views añadiremos el archivo listKml.kml que contiene el formato 
adecuado para que el programa Google Earth interprete correctamente los 
datos de los bomberos que le queremos enviar. 
 
Dentro del KML usaremos la estructura Document, donde indicaremos el autor, 
el enlace del servidor y la lista de bomberos. 
Esta lista se construirá con Placemarks. En cada uno de ellos indicaremos las 
coordenadas del bombero y los datos que queremos mostrar al clicar en su 
icono. 
Por lo tanto, siguiendo el formato estándar de los archivos KML de Google 
Earth, nuestra lista de bomberos KML queda de la siguiente forma: 
 
<?xml version="1.0" encoding="UTF-8" ?>  
<kml xmlns="http://www.opengis.net/kml/2.2" xmlns:atom="http://www.w3.org/2005/Atom"> 
<Document> 
<atom:author> 
   <atom:name>Ramon Garcia</atom:name>  
   </atom:author> 
   <atom:link href="http://localhost:9000/xml/bomberoskml" />  
   #{list items: bomberos, as:'bombero'}  
<Placemark> 
   <name>Bombero ${bombero.ide}</name>  
       <description> 
   Nombre: ${bombero.nombre} <br />  
   Apellido: ${bombero.apellido}  <br />  
   Identificador: ${bombero.ide} <br />  
   Sensor: ${bombero.sensor} <br />  
   Mensaje: ${bombero.mensaje}  
</description> 
<Point> 
   <coordinates>${bombero.longitud},${bombero.latitud},0</coordinates>  
   </Point> 
   </Placemark> 
   #{/list}  
  </Document> 
   </kml> 
 
 
Por ultimo, en el archivo Routes añadimos la sigiente ruta: 
GET     /xml/bomberoskml        Application.listKml(format:'kml') 
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Si desde el navegador escribimos la dirección: 
http://localhost:9000/xml/bomberoskml, el programa Google Earth abrirá el 
archivo KML con la lista de bomberos. 
 
La forma más adecuada para poder visualizar siempre en nuestro programa 
Google Earth los bomberos a tiempo real es desde la opción Añadir un Enlace 
de Red, donde escribiremos la dirección y escogeremos que se actualice 
periódicamente  con los datos del servidor, cada pocos segundos. 
El resultado es el siguiente: 
 
Fig.6.4 Vista del menú Lugares de Google Earth 
 
 
Fig.6.5 Visualización de los bomberos en Google Earth
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CAPÍTULO 7. CONCLUSIONES 
7.1 Conclusiones finales 
 
Este proyecto nace de la motivación de realizar una aplicación para Android, 
tras cursar la asignatura Programació de Sistemes Empotrats i Mòbils  como 
Créditos Optativos de Ingeniería Técnica de Telecomunicación. Especialidad 
en Sistemas de Telecomunicación, con el profesor Juan López. 
 
Tras consultar con Juan López sobre la posibilidad de realizar un Trabajo de 
Final de Carrera que comprendiera una aplicación Android, apareció la idea de 
realizar una aplicación capaz de guiar a los bomberos en un incendio. 
 
El gran motor de este trabajo consistía en la investigación de cómo conseguir 
enlazar un dispositivo Android con una base de datos alojada en un servidor, 
para el que más tarde se escogería Play! Framework como la opción más 
adecuada. 
 
Los capítulos 2 y 3 de este Trabajo se han desarrollado en colaboración con 
Cristóbal Ramos Pérez, autor del TFC Aplicaciones móviles para teleasistencia. 
En ambos Trabajos se ha desarrollado la comunicación entre los sistemas 
Android y Play Framework mediante ficheros XML. 
 
Tras ver los resultados del Trabajo, podemos concluir que se han cumplido los 
objetivos planteados desde el inicio. 
 
Se ha desarrollado la forma de comunicación entre un terminal móvil Android y 
el marco de trabajo Play. De esta manera, hemos podido crear una base de 
datos alojada en un servidor que sea capaz de actualizarse a partir de los datos 
que llegan desde el terminal. 
 
En cuanto al tipo de comunicación entre sistemas, se ha considerado válida la 
opción de utilizar archivos XML en los dos extremos. Así, se han implementado 
dos parsers (uno en cada extremo) capaces de analizar la información que 
provenía del extremo opuesto. 
 
Se ha conseguido desarrollar un Servicio paralelo a la aplicación principal, 
capaz de actuar conjuntamente con la base de datos y aprovechar los datos de 
ésta para actualizar los datos de todos los bomberos.  
 
Además en el Bloque de Gestión se ha conseguido que se pueda visualizar a 
los bomberos mediante el programa Google Earth y que podamos gestionar los 
datos de los bomberos mediante una página web. 
 
Se ha comprobado el correcto funcionamiento de todas las partes del proyecto 
mediante simulaciones. Hemos ejecutado el servidor de forma local y hemos 
ejecutado la aplicación en varias máquinas virtuales a la vez. Hay una 
comunicación correcta entre los terminales Android y el Servidor. También se 
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ha comprobado el correcto funcionamiento desde Google Earth y desde la 
página web de gestión. 
 
Tras la realización de este proyecto concluimos que sería un sistema muy útil 
para el guiado de los bomberos. Todo y que hay muchos aspectos que se 
pueden mejorar, la idea de que el bombero con una tablet de Android pueda 
guiarse a través del incendio (gracias a los mapas de Google y al GPS)  y que 
pueda ver donde están el resto de compañeros e incluso comunicarse con 
ellos, es muy importante. 
 
Además, nos parece muy útil la idea de tener una centralita, donde se pudieran 
gestionar y controlar todos los incendios activos y ver a tiempo real los datos de 
todos los bomberos.  Así podríamos controlar los mensajes de los bomberos, 
su posición actual, su temperatura o cualquier otro dato de interés. 
 
 
7.2 Posibles ampliaciones 
Durante el transcurso de este trabajo han ido surgiendo nuevas ideas y 
posibles ampliaciones, muchas de las cuales han sido incluidas en el prototipo 
final de la aplicación y otras tantas que se mencionan a continuación. 
 
7.2.1 Gestionar bomberos en función del incendio 
Para facilitar la gestión de los bomberos sería útil poder diferenciar los 
bomberos según el incendio en el que se encuentren. 
7.2.2 Seguridad de la información 
Otra posible ampliación sería mejorar la seguridad de la aplicación.  
Por un lado, establecer un inicio de sesión en el terminal Android, que 
verificase la contraseña de cada bombero en el servidor. 
Por otro lado, encriptar la comunicación entre terminal Android y servidor para 
mantener segura la información que transimitimos vía Web. 
7.2.3 Datos de sensores 
También podría estudiarse la posibilidad de añadir hardware externo, mediante 
la programación de sensores. En concreto, sería muy útil integrar en el 
equipamiento del bombero un sensor de temperatura, ya que en nuestro 
proyecto el dato del sensor de temperatura es un valor simulado entre un rango 
de valores. 
7.2.4  Información sobre el mapa 
Otro aspecto sería la mejora de la información que el bombero puede visualizar 
sobre el mapa. Por ejemplo, podríamos hacer que los iconos de los bomberos 
cambiasen de aspecto cuando el bombero está en peligro o cuando ha escrito 
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7.3 Impacto medioambiental 
 
Este proyecto consiste en una aplicación desarrollada para terminales móviles 
en un entorno de programación, de manera que no ha representado ningún 
impacto medioambiental a considerar.
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CAPÍTULO 9. ANEXOS 




















public class Application extends Controller { 
 
    public static void index() { 
        Date now = new Date(); 
        render(now); 
    } 
     
    public static void list() { 
  List<Bombero> bomberos = Bombero.find("order by nombre, apellido").fetch(); 
        render(bomberos); 
    } 
     
    public static void listXml() { 
 List<Bombero> bomberos = Bombero.find("order by nombre, apellido").fetch(); 
        render(bomberos); 
    } 
     
    public static void listKml() { 
 List<Bombero> bomberos = Bombero.find("order by nombre, apellido").fetch(); 
        render(bomberos); 
    } 
 
    public static void saveXml(){ 
     DocumentBuilderFactory factory = DocumentBuilderFactory.newInstance(); 
             Document document = null; 
             try { 
                 //create xml document 
         DocumentBuilder builder = factory.newDocumentBuilder(); 
                 document = builder.parse(request.body); 
             } catch (Exception e) { 
                 Logger.error("****"+e.getMessage()); 
             } 
             Element bomberoNode = document.getDocumentElement(); 
             //get the user 
             Node nombreNode = XPath.selectNode("bombero", bomberoNode); 
             String nombreName = XPath.selectText("nombre",nombreNode); 
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             String apellidoName = XPath.selectText("apellido",nombreNode); 
             String ideName = XPath.selectText("ide",nombreNode); 
             String sensorName = XPath.selectText("sensor",nombreNode); 
             String latitudName = XPath.selectText("latitud",nombreNode); 
             String longitudName = XPath.selectText("longitud",nombreNode); 
             String mensajeName = XPath.selectText("mensaje",nombreNode); 
             
             double sensorNameDouble = Double.parseDouble(sensorName); 
             double latitudNameDouble = Double.parseDouble(latitudName); 
             double longitudNameDouble = Double.parseDouble(longitudName); 
              
             if(ideName.contains("MODIFICAR")){ 
 
               String ide=ideName.substring(9,ideName.length()); 
 
               int inicio1 = ide.indexOf("-"); 
               int inicio2 = (ide.indexOf("-")+1); 
                
               String ideantiguo = ide.substring(0, inicio1); 
               String idenuevo= ide.substring(inicio2); 
               //modificar 
 List<Bombero> modificables = Bombero.find("byIde",     
ideantiguo).fetch(); 
               Bombero modificar = modificables.get(0); 
               modificar.delete(); 
               modificar = new Bombero(nombreName, apellidoName, idenuevo, 
sensorNameDouble, latitudNameDouble, longitudNameDouble, mensajeName); 
               modificar.save(); 
              } 
              else{      
             Bombero bombero = new Bombero(nombreName, apellidoName, ideName, 
sensorNameDouble, latitudNameDouble, longitudNameDouble, mensajeName); 
             //save in db 
             bombero.save(); 
              } 
         } 
    public static void form(Long id) { 
        if(id == null) { 
            render(); 
        } 
        Bombero bombero = Bombero.findById(id); 
        render(bombero); 
    } 
     
    public static void save(@Valid Bombero bombero) { 
        if(validation.hasErrors()) { 
            if(request.isAjax()) error("Invalid value"); 
            render("@form", bombero); 
        } 
        bombero.save(); 
        list(); 
    } 
     



















public class Bombero extends Model { 
 
 @Required 
    public String nombre; 
     
    @Required 
    public String apellido; 
     
    @Required 
    public String ide; 
     
    @Required 
    public double sensor; 
     
    @Required 
    public double latitud; 
     
    @Required 
    public double longitud; 
     
    @Required 
    public String mensaje; 
     
  public Bombero(String nombreName, String apellidoName, String ideName, double 
sensorNameDouble, double latitudNameDouble, double longitudNameDouble, String 
mensajeName) { 
    
   this.nombre=nombreName; 
   this.apellido=apellidoName; 
   this.ide=ideName; 
   this.sensor=sensorNameDouble; 
   this.latitud=latitudNameDouble; 
   this.longitud=longitudNameDouble; 
   this.mensaje=mensajeName; 
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form.html 
 
#{extends 'main.html' /} 
#{set title:'Form' /} 
 
#{form @save()} 
    <input type="hidden" name="bombero.id" value="${bombero?.id}"> 
     
     
    <p class="field"> 
        <label for="nombre">Nombre:</label> 
        <input type="text" id="nombre" name="bombero.nombre" value="${bombero?.nombre}"> 
        <span class="error">${errors.forKey('bombero.nombre')}</span> 
    </p> 
 
    <p class="field"> 
        <label for="apellido">Apellido:</label> 
        <input type="text" id="apellido" name="bombero.apellido" value="${bombero?.apellido}"> 
        <span class="error">${errors.forKey('bombero.apellido')}</span> 
    </p> 
     
    <p class="field"> 
        <label for="id">ide:</label> 
        <input type="text" id="ide" name="bombero.ide" value="${bombero?.ide}"> 
        <span class="error">${errors.forKey('bombero.ide')}</span> 
    </p> 
 
    <p class="field"> 
        <label for="sensor">Sensor:</label> 
        <input type="text" id="sensor" name="bombero.sensor" value="${bombero?.sensor}"> 
        <span class="error">${errors.forKey('bombero.sensor')}</span> 
    </p> 
 
    <p class="field"> 
        <label for="latitud">Latitud:</label> 
        <input type="text" id="latitud" name="bombero.latitud" value="${bombero?.latitud}"> 
        <span class="error">${errors.forKey('bombero.latitud')}</span> 
    </p> 
     
    <p class="field"> 
        <label for="longitud">Longitud:</label> 
        <input type="text" id="longitud" name="bombero.longitud" value="${bombero?.longitud}"> 
        <span class="error">${errors.forKey('bombero.longitud')}</span> 
    </p> 
 
<p class="field"> 
        <label for="mensaje">Mensaje:</label> 
        <input type="text" id="mensaje" name="bombero.mensaje" 
value="${bombero?.mensaje}"> 
        <span class="error">${errors.forKey('bombero.mensaje')}</span> 
    </p> 
     
    <p class="buttons"> 
      <a href="@{list()}">Cancel</a> or <input type="submit" value="Save this contact" 
id="saveContact"> 
    </p> 
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index.html 
 
#{extends 'main.html' /} 
#{set title:'Home' /} 
 
<p id="time"> 
    <span>${now.format("EEEE',' MMMM dd',' yyyy")}</span>${now.format("hh'h' MM'mn' ss's'")} 
</p> 
 
<script type="text/javascript" charset="utf-8"> 
    setInterval(function() { 
        $('section').load('@{index()} #time') 





#{extends 'main.html' /} 




  <tr> 
   <th class="nombre">Nombre</th> 
   <th class="apellido">Apellido</th> 
   <th class="ide">Ide</th> 
   <th class="sensor">Sensor</th> 
   <th class="latitud">Latitud</th> 
   <th class="longitud">Longitud</th> 
   <th class="mensaje">Mensaje</th> 
   <th class="edit"></th> 
  </tr> 
 </thead> 
 <tbody> 
     #{list bomberos, as:'bombero'} 
      <tr class="bombero" bomberoId="$bombero.id}" draggable="true"> 
      <td id="nombre-${bombero.id}">${bombero.nombre}</td> 
      <td id="apellido-${bombero.id}">${bombero.apellido}</td> 
      <td id="ide-${bombero.ide}">${bombero.ide}</td> 
      <td id="sensor-${bombero.id}">${bombero.sensor}</td> 
      <td id="latitud-${bombero.id}">${bombero.latitud}</td> 
      <td id="longitud-${bombero.id}">${bombero.longitud}</td> 
      <td id="mensaje-${bombero.id}">${bombero.mensaje}</td> 
      <td><a href="@{form(bombero.id)}">&gt;</a></td> 
     </tr> 
     #{/list} 
     <tr> 
         #{form @save()} 
         <td><input type="text" name="bombero.nombre"></td> 
         <td><input type="text" name="bombero.apellido"></td> 
         <td><input type="text" name="bombero.ide"></td> 
         <td><input type="text" name="bombero.sensor"></td> 
         <td><input type="text" name="bombero.latitud"></td> 
         <td><input type="text" name="bombero.longitud"></td> 
         <td><input type="text" name="bombero.mensaje"></td> 
          
         <td><input type="submit" value="+"></td> 
         #{/form} 
     </tr> 
 </tbody> 
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</table> 
 
<script type="text/javascript" charset="utf-8"> 
 
    // In place edition 
    $(".bombero td").editInPlace({ 
        bg_over: 'transparent', 
        callback: function(el, n, o) { 
            var m = /([a-z]+)-(\d+)/.exec(el), data = {} 
            data['bombero.id'] = m[2] 
            data['bombero.' + m[1]] = n 
             
            // Save result 
            $.ajax({ 
                url: '@{save()}', 
                type: 'POST', 
                data: data, 
                success: function() {$('#' + el).html(n)}, 
                error: function() {$('#' + el).html(o)} 
            }) 
             
            return true 
        } 
    }) 
     
    // Drag & Drop 
    var dragIcon = document.createElement('img') 
    dragIcon.src = '@{'public/images/avatar.png'}'   
    var action = #{jsAction @form(':id') /}     
    var cancel = function cancel(e) {e.preventDefault()} 
     
    $('#new') 
        .bind('dragover', cancel) 
        .bind('dragenter', cancel) 
        .bind('drop', function(e) { 
            document.location = action({id: e.originalEvent.dataTransfer.getData('bomberoId')})             
        }) 
       
    $('[draggable]').bind('dragstart', function(e) { 
        e.originalEvent.dataTransfer.setData('bomberoId', $(this).attr('bomberoId')); 
        e.originalEvent.dataTransfer.setDragImage(dragIcon, 0, -10); 
    }) 
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listKml.kml 
 
<?xml version="1.0" encoding="UTF-8"?> 
<kml xmlns="http://www.opengis.net/kml/2.2" 
 xmlns:atom="http://www.w3.org/2005/Atom">    
<Document> 
  <atom:author>              
      <atom:name>Ramon Garcia</atom:name>          
    </atom:author>          
    <atom:link href="http://localhost:9000/xml/bomberoskml" /> 
   
 #{list items: bomberos, as:'bombero'} 
  <Placemark> 
      <name>Bombero ${bombero.ide}</name> 
      <description> Nombre: ${bombero.nombre}<br /> Apellido: ${bombero.apellido}<br /> 
Identificador: ${bombero.ide}<br /> Sensor: ${bombero.sensor}<br /> Mensaje: 
${bombero.mensaje} 
      </description> 
      <Point> 
            <coordinates>${bombero.longitud},${bombero.latitud},0</coordinates> 
      </Point> 
  </Placemark> 













  #{list bomberos, as:'bombero'} 
 <bombero> 
  <nombre>${bombero.nombre}</nombre> 
  <apellido>${bombero.apellido}</apellido> 
  <ide>${bombero.ide}</ide> 
  <sensor>${bombero.sensor}</sensor> 
  <latitud>${bombero.latitud}</latitud> 
  <longitud>${bombero.longitud}</longitud> 






















    <head> 
     <title> Web Gestión Bomberos   #{get 'title' /}</title> 
     <meta http-equiv="Content-Type" content="text/html; charset=utf-8"/> 
        <link rel="stylesheet" type="text/css" media="screen" 
href="@{'public/stylesheets/style.css'}" /> 
     <script src="@{'public/javascripts/jquery-1.4.min.js'}" type="text/javascript" charset="utf-
8"></script> 
     <script src="@{'public/javascripts/jquery-ui-1.7.2.custom.min.js'}" type="text/javascript" 
charset="utf-8"></script> 
     <script src="@{'public/javascripts/jquery.editinplace.packed.js'}" type="text/javascript" 
charset="utf-8"></script> 
    </head> 
 <body> 
     <div id="bombero"> 
      <header> 
       <img src="@{'public/images/casco.png'}" alt="logo" id="logo" /> 
       <h1>Gestión Bomberos <span></span></h1> 
      </header> 
      <nav> 
       <a id="home" href="@{index()}" class="${request.action =~ /index/ ? 
'selected' : ''}">Home</a> 
       <a id="list" href="@{list()}" class="${request.action =~ /list/ ? 'selected' : 
''}">List</a> 
       <a id="new" href="@{form()}" class="${request.action =~ /form|save/ ? 
'selected' : ''}">New</a> 
      </nav> 
      <section> 
          #{doLayout /} 
      </section> 
      <footer> 
      </footer> 







# This file defines all application routes (Higher priority routes first) 
# ~~~~ 
 
# Home page 
GET     /                                                 Application.index 
GET     /bomberos                                 Application.list 
POST    /bomberos                                Application.save 
GET     /bomberos/{id}                           Application.form 
GET     /bomberos/new                          Application.form 
GET     /xml/bomberos   Application.listXml(format:'xml') 
GET     /xml/bomberoskml  Application.listKml(format:'kml') 
POST  /bomberosave                Application.saveXml 
 
# Map static resources from the /app/public folder to the /public path 
GET     /                                       staticDir:public 
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public class Bombero { 
 public String nombre; 
 public String apellido; 
 public String ide; 
 public Double sensor; 
 public Double latitud; 
 public Double longitud; 














class BomberoDrawable extends Drawable { 
    private Drawable mDrawable; 
    private float mCurrentDegrees = 0f; 
    private String id; 
     
    public BomberoDrawable(Drawable drawable, String id) { 
        this.mDrawable = drawable; 
        this.id = id; 
    } 
 
    public void draw(Canvas canvas) { 
        int saveCount = canvas.save(); 
        Rect bounds = mDrawable.getBounds(); 
        canvas.rotate(mCurrentDegrees, 0, 0); 
        mDrawable.draw(canvas); 
        Paint p = new Paint(); 
        p.setColor(Color.RED); 
        canvas.drawText(id,bounds.left+15 , bounds.top+38, p); 
        canvas.restoreToCount(saveCount); 
    } 
 
    @Override public int getOpacity() { 
        return mDrawable.getOpacity(); 
    } 
    @Override 
    public void setAlpha(int arg0) { 
        mDrawable.setAlpha(arg0); 
    } 
    @Override 
    public void setColorFilter(ColorFilter arg0) { 
        mDrawable.setColorFilter(arg0); 
    } 
} 









class BomberoItem extends OverlayItem { 
    public BomberoDrawable marker=null; 
     
    BomberoItem(GeoPoint pt, String id, String snippet, Drawable marker) { 
        super(pt, id, snippet); 
        this.marker=new BomberoDrawable(marker, id); 
    } 
 
    @Override 
    public Drawable getMarker(int stateBitset) { 
        Drawable result=(marker); 
        setState(result, stateBitset); 
        return(result); 
















class BomberoOverlay extends ItemizedOverlay<BomberoItem> { 
 
 private final Mapa myMap; 
 private List<BomberoItem> items=new ArrayList<BomberoItem>(); 
 
    public BomberoOverlay(Mapa myMap) { 
        super(null); 
        this.myMap = myMap; 
        populate(); 
    } 
     
    public void addOverlay(BomberoItem item) { 
  items.add(item); 
  populate(); 
 } 
     
    public void clear() { 
  items.clear(); 
  populate(); 
 } 
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    @Override 
    protected BomberoItem createItem(int i) { 
        return(items.get(i)); 
    } 
 
    @Override 
    public void draw(Canvas canvas, MapView mapView, boolean shadow) { 
     if(shadow==false) { 
      super.draw(canvas, mapView, shadow); 
     }  
    } 
 
    @Override 
    public int size() { 
        return(items.size()); 
    } 
     
    @Override 
 protected boolean onTap(int index) { 
  OverlayItem item = items.get(index); 
  AlertDialog.Builder dialog = new AlertDialog.Builder(myMap); 
  dialog.setTitle("Bombero "+item.getTitle()); 
  dialog.setMessage(item.getSnippet()); 
  dialog.show(); 
  return true; 
 } 
     
    public Drawable getMarker(int resource) { 
        Drawable marker=this.myMap.getResources().getDrawable(resource); 
 
        marker.setBounds(0, 0, marker.getIntrinsicWidth(),marker.getIntrinsicHeight()); 
        boundCenter(marker); 
        return(marker); 















































public class ConfBombero extends Activity { 
 /** Called when the activity is first created. */ 
 
 @Override 
 public void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
  setContentView(R.layout.confbombero); 
 
final EditText editnombre = (EditText) findViewById(R.id.editnombre); 
final EditText editapellido = (EditText) findViewById(R.id.editapellido); 
final EditText editide = (EditText) findViewById(R.id.editide); 
final EditText editmensaje = (EditText) findViewById(R.id.editmensaje); 
 
MiAplicacion miaplicacion = ((MiAplicacion) getApplicationContext()); 
 
  if (miaplicacion.modificar == true) { 
   editnombre.setText(miaplicacion.nombrebombero); 
   editapellido.setText(miaplicacion.apellidobombero); 
   editide.setText(miaplicacion.idebomberonueva); 
   editmensaje.setText(miaplicacion.mensajebombero); 
  } 
 
  final Button Enviar = (Button) findViewById(R.id.Enviar); 
  Enviar.setOnClickListener(new View.OnClickListener() { 
   @Override 
   public void onClick(View arg0) { 
 
MiAplicacion miaplicacion = ((MiAplicacion) getApplicationContext()); 
 miaplicacion.nombrebombero = editnombre.getText().toString(); 
miaplicacion.apellidobombero = editapellido.getText().toString(); 
if (miaplicacion.modificar == true) { 
 miaplicacion.idebomberovieja = miaplicacion.idebomberonueva; 
    } 
 miaplicacion.idebomberonueva = editide.getText().toString(); 
 miaplicacion.mensajebombero = editmensaje.getText().toString(); 
 
 if (miaplicacion.modificar == true) { 
 // postData(); 
   HttpClient httpclient = new DefaultHttpClient(); 
HttpPost httppost = new HttpPost("http://10.0.2.2:9000/bomberosave"); 
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try { 
// Add your data 
httppost.setEntity(new StringEntity("<bomberos><bombero><nombre>" 
+ miaplicacion.nombrebombero+ "</nombre><apellido>"+ miaplicacion.apellidobombero+ 
"</apellido><ide>MODIFICAR" 
+ miaplicacion.idebomberovieja + "-"+ miaplicacion.idebomberonueva 
+ "</ide><sensor>"+ miaplicacion.sensor+ "</sensor><latitud>"+ 
miaplicacion.latitud+"</latitud><longitud>"+ miaplicacion.longitud 
+ "</longitud><mensaje>"+ miaplicacion.mensajebombero 
+ "</mensaje></bombero></bomberos>")); 
 // Execute HTTP Post Request 
 HttpResponse response = httpclient.execute(httppost); 
 Log.d("***", response.toString()); 
 
 } catch (ClientProtocolException e) { 
 // TODO Auto-generated catch block 
 } catch (IOException e) { 
 // TODO Auto-generated catch block 
 } 
 } 
     
if (miaplicacion.modificar == false) { 
 miaplicacion.idebomberovieja = miaplicacion.idebomberonueva; 
 // postData(); 
 HttpClient httpclient = new DefaultHttpClient(); 
HttpPost httppost = new HttpPost("http://10.0.2.2:9000/bomberosave"); 
 
 try { 
 // Add your data 
httppost.setEntity(new StringEntity( "<bomberos><bombero><nombre>" 





// Execute HTTP Post Request 
HttpResponse response = httpclient.execute(httppost); 
 Log.d("***", response.toString()); 
 
 } catch (ClientProtocolException e) { 
 // TODO Auto-generated catch block 
} catch (IOException e) { 
 // TODO Auto-generated catch block 
 } 
 miaplicacion.modificar = true; 
 
} 
     
 Intent intent = new Intent(); 
 intent.setClass(ConfBombero.this, Mapa.class); 
 startActivity(intent); 
 
   } 

















public class HandlerBomberos extends DefaultHandler{ 
  
        // =========================================================== 
        // Fields 
        // =========================================================== 
  private enum Estado {NOMBRE, APELLIDO, IDE, SENSOR, LATITUD, 
LONGITUD, MENSAJE, NADA}; 
  private Estado estado = Estado.NADA; 
  private Vector<Bombero> bomberos; 
  private Bombero tmp; 
        // =========================================================== 
        // Getter & Setter 
        // =========================================================== 
        public Vector<Bombero> getBomberos() { 
         return bomberos; 
        } 
        // =========================================================== 
        // Methods 
        // =========================================================== 
        @Override 
        public void startDocument() throws SAXException { 
                bomberos = new Vector<Bombero>(); 
        } 
  
        @Override 
        public void endDocument() throws SAXException { 
                // Nothing to do 
        } 
  
        /** Gets be called on opening tags like:  
         * <tag>  
         * Can provide attribute(s), when xml was like: 
         * <tag attribute="attributeValue">*/ 
        @Override 
        public void startElement(String namespaceURI, String localName, 
                        String qName, Attributes atts) throws SAXException { 
                 
         
          if (localName.equals("nombre")) { 
                        estado = Estado.NOMBRE; 
                }else if (localName.equals("apellido")) { 
                        estado = Estado.APELLIDO; 
                }else if (localName.equals("ide")) { 
        estado = Estado.IDE; 
                }else if (localName.equals("sensor")) { 
                        estado = Estado.SENSOR; 
                }else if (localName.equals("latitud")) { 
                    estado = Estado.LATITUD; 
                }else if (localName.equals("longitud")) { 
                    estado = Estado.LONGITUD; 
                }else if (localName.equals("mensaje")) { 
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                    estado = Estado.MENSAJE;         
                }else if (localName.equals("bombero")) { 
                 tmp = new Bombero(); 
                } 
        } 
         
        /** Gets be called on closing tags like:  
         * </tag> */ 
        @Override 
        public void endElement(String namespaceURI, String localName, String qName) 
                        throws SAXException { 
          estado = Estado.NADA; 
                if (localName.equals("bombero")) { 
                 bomberos.add(tmp); 
                } 
        } 
         
        /** Gets be called on the following structure:  
         * <tag>characters</tag> */ 
        @Override 
    public void characters(char ch[], int start, int length) { 
         String s = new String(ch,start,length); 
         switch(estado) { 
          
         case NOMBRE: 
          tmp.nombre = s; 
          break; 
         case APELLIDO: 
          tmp.apellido = s; 
          break;  
         case IDE: 
          tmp.ide = s; 
          break; 
         case SENSOR: 
                double sensorNameDouble = Double.parseDouble(s); 
          tmp.sensor = sensorNameDouble; 
          break; 
         case LATITUD: 
          double latitudNameDouble = Double.parseDouble(s); 
          tmp.latitud = latitudNameDouble; 
          break; 
         case LONGITUD: 
          double longitudNameDouble = Double.parseDouble(s); 
          tmp.longitud = longitudNameDouble; 
          break; 
         case MENSAJE: 
          tmp.mensaje = s; 
          break; 
         } 
        } 




































public class Mapa extends MapActivity { 
 
 MapView mapView = null; 
 private MyLocationOverlay me=null; 
    private BomberoOverlay sites=null; 
    Handler handler = new Handler(); 
 private Double latitud; 
 private Double longitud; 
 private Timer timer; 
 boolean gps = true; 
 Intent servicio = new Intent(); 
 
 public void CentrarMapa(double latitud, double longitud) { 
  GeoPoint point = new GeoPoint((int) (latitud * 1E6), 
    (int) (longitud * 1E6)); 
  MapController mapController = mapView.getController(); 
  mapController.animateTo(point); 
  mapController.setZoom(18); 




 protected boolean isRouteDisplayed() { 
  // TODO Auto-generated method stub 




    public void onResume() { 
        super.onResume(); 
 
        me.enableCompass(); 
    }        
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    @Override 
    public void onPause() { 
        super.onPause(); 
 
        me.disableCompass(); 
    }    
     
 protected Location loc; 
 private static final int TWO_MINUTES = 1000 * 60 * 2; 
 int estado = 1; 
 
 protected boolean isBetterLocation(Location location, 
   Location currentBestLocation) { 
  if (currentBestLocation == null) { 
   // A new location is always better than no location 
   return true; 
  } 
 
  // Check whether the new location fix is newer or older 
long timeDelta = location.getTime() -  currentBestLocation.getTime(); 
  boolean isSignificantlyNewer = timeDelta > TWO_MINUTES; 
  boolean isSignificantlyOlder = timeDelta < -TWO_MINUTES; 
  boolean isNewer = timeDelta > 0; 
 
// If it's been more than two minutes since the current location, use the new 
location because the user has likely moved 
  if (isSignificantlyNewer) { 
   return true; 
// If the new location is more than two minutes older, it must be  worse 
  } else if (isSignificantlyOlder) { 
   return false; 
  } 
 
// Check whether the new location fix is more or less accurate 
int accuracyDelta = (int) (location.getAccuracy() - currentBestLocation 
    .getAccuracy()); 
  boolean isLessAccurate = accuracyDelta > 0; 
  boolean isMoreAccurate = accuracyDelta < 0; 
  boolean isSignificantlyLessAccurate = accuracyDelta > 200; 
 
// Check if the old and new location are from the same provider 
boolean isFromSameProvider = isSameProvider(location.getProvider(), 
  currentBestLocation.getProvider()); 
 
// Determine location quality using a combination of timeliness and accuracy 
  if (isMoreAccurate) { 
   return true; 
  } else if (isNewer && !isLessAccurate) { 
   return true; 
  } else if (isNewer && !isSignificantlyLessAccurate 
    && isFromSameProvider) { 
   return true; 
  } 
  return false; 
 } 
 
 /** Checks whether two providers are the same */ 
private boolean isSameProvider(String provider1, String provider2) { 
  if (provider1 == null) { 
   return provider2 == null;
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  } 




 public void onCreate(Bundle savedInstanceState) { 
  super.onCreate(savedInstanceState); 
  setContentView(R.layout.mapa); 
  mapView = (MapView) findViewById(R.id.mapview); 
  mapView.setBuiltInZoomControls(true); 
  mapView.setSatellite(true); 
 
  // inicio el servicio 
  servicio.setAction("edu.tfc.ramon.Servicio"); 
  startService(servicio); 
  // iniciamos timer: 
  timer = new Timer(); 
 
  // iniciamos overlay 
  me=new MyLocationOverlay(this, mapView); 
        mapView.getOverlays().add(me); 
 
        sites=new BomberoOverlay(this); 
        mapView.getOverlays().add(sites); 
         
  //ACTIVAR o DESCATIVAR GPS 
final ToggleButton BtnAuto = (ToggleButton) findViewById(R.id.BtnAuto); 
  BtnAuto.setOnClickListener(new View.OnClickListener() { 
   @Override 
   public void onClick(View arg0) { 
 
    // Perform action on clicks 
    if (BtnAuto.isChecked()) { 
     gps = true; 
    } else { 
     gps = false; 
    } 
   } 
  }); 
 
   
  //*******************************GPS************************ 
  // Acquire a reference to the system Location Manager 
  LocationManager locationManager = (LocationManager) this 
    .getSystemService(Context.LOCATION_SERVICE); 
 
  // Define a listener that responds to location updates 
  loc = locationManager 
    .getLastKnownLocation(LocationManager.GPS_PROVIDER); 
 
  LocationListener locationListener = new LocationListener() { 
   public void onLocationChanged(Location location) { 
 
// Called when a new location is found by the network location 
provider. 
    loc = location; 
    // Obtengo la longitud y la latitud 
    latitud = loc.getLatitude(); 
    longitud = loc.getLongitude(); 
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MiAplicacion miaplicacion = ((MiAplicacion) 
getApplicationContext()); 
    miaplicacion.latitud = latitud; 
    miaplicacion.longitud = longitud; 
 
    // GENERO VALOR SENSOR TEMPERATURA 
    double aleatorio = ((Math.random() * 10) + 20); 
    NumberFormat NF = NumberFormat.getInstance(); 




    if (miaplicacion.modificar == true) { 
     miaplicacion.parsear = true; 
    } 
 
    if (gps == true) { 
     CentrarMapa(latitud, longitud); 
    } 
   } 
 
public void onStatusChanged(String provider, int status, 
     Bundle extras) { 
   } 
 
   public void onProviderEnabled(String provider) { 
   } 
 
   public void onProviderDisabled(String provider) { 
   } 
  }; 
 
// Register the listener with the Location Manager to receive location updates 
 
  locationManager.requestLocationUpdates(LocationManager.GPS_PROVIDER, 
0,0, locationListener); 
 
  timer.scheduleAtFixedRate(new TimerTask() { 
   @Override 
   public void run() { 
    try { 
     int i = 0; 
     sites.clear(); 
     while (i < Servicio.bomberos.size()) { 
     GeoPoint point = new GeoPoint((int) 
(Servicio.bomberos.get(i).latitud * 1E6),(int) (Servicio.bomberos.get(i).longitud * 1E6)); 
BomberoItem customitem = new BomberoItem(point, Servicio.bomberos.get(i).ide, "Nombre: " 
+ Servicio.bomberos.get(i).nombre+ "\n" + "Apellido: "+ Servicio.bomberos.get(i).apellido+ "\n" + 
"ID: "+ Servicio.bomberos.get(i).ide + "\n"+ "Temperatura: "+ Servicio.bomberos.get(i).sensor+ " 
ºC" + "\n" + "Mensaje : "+ Servicio.bomberos.get(i).mensaje, 
sites.getMarker(R.drawable.casco)); 
 
      sites.addOverlay(customitem); 
 
      i++; 
 
     } 
     if (gps == true) 
     { 
     mapView.postInvalidate(); 
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     } 
 
    } catch (Exception e) { 
Log.d("***", "ERROR AL RECIBIR BOMBEROS DEL 
SERVICIO"); 
 
    } 
   } 
  }, 0, 10000); 
 
   
 
  final Button BtnConf = (Button) findViewById(R.id.BtnConf); 
 
  BtnConf.setOnClickListener(new View.OnClickListener() { 
   @Override 
   public void onClick(View arg0) { 
    Intent intent = new Intent(); 
    intent.setClass(Mapa.this, ConfBombero.class); 
    startActivity(intent); 
   } 
  }); 
 
  final Button BtnSalir = (Button) findViewById(R.id.BtnSalir); 
 
  BtnSalir.setOnClickListener(new View.OnClickListener() { 
   @Override 
   public void onClick(View arg0) { 
    // paro el servicio 
    servicio.setAction("edu.tfc.ramon.Servicio"); 
    stopService(servicio); 
     
   } 











public class MiAplicacion extends Application { 
 
 protected List<Bombero> listabomberos; 
 
 protected String nombrebombero; 
 protected String apellidobombero; 
 protected String idebomberovieja; 
 protected String idebomberonueva; 
 protected Double sensor; 
 protected Double latitud; 
 protected Double longitud; 
 protected String mensajebombero; 
 
 protected boolean modificar = false; 
 protected boolean parsear = false; 
} 


























public class Servicio extends Service { 
 
 static List<Bombero> bomberos; 
 private static final String TAG = "SERVICIO"; 
 
 private Timer timer1; 
 private Timer timer2; 
 
 @Override 
 public IBinder onBind(Intent intent) { 




 public void onCreate() { 
  super.onCreate(); 
  Log.d(TAG, "Servicio creado"); 
  timer1 = new Timer(); 
  timer2 = new Timer(); 





 public void onStart(final Intent intent, final int startId) { 
  super.onStart(intent, startId); 
 
  timer1.scheduleAtFixedRate(new TimerTask() { 
   @Override 
   public void run() { 
MiAplicacion miaplicacion = ((MiAplicacion) 
getApplicationContext()); 
    if (miaplicacion.parsear == true) { 
     Log.d(TAG, "Se ejecuta la tarea"); 
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     // postData(); 
HttpClient httpclient = new DefaultHttpClient(); 
HttpPost httppost = new 
HttpPost("http://10.0.2.2:9000/bomberosave"); 
 
     try { 
      // Add your data 
    httppost.setEntity(new StringEntity( 
       
 "<bomberos><bombero><nombre>"+ miaplicacion.nombrebombero+ 
"</nombre><apellido>"+ miaplicacion.apellidobombero+ "</apellido><ide>MODIFICAR"+ 
miaplicacion.idebomberonueva + "-"+ miaplicacion.idebomberonueva+ "</ide><sensor>"+ 
miaplicacion.sensor+ "</sensor><latitud>"+ miaplicacion.latitud+ "</latitud><longitud>"+ 
miaplicacion.longitud+ "</longitud><mensaje>"+ miaplicacion.mensajebombero+ 
"</mensaje></bombero></bomberos>")); 
 
      // Execute HTTP Post Request 
HttpResponse response = httpclient.execute(httppost); 
      Log.d("***", response.toString()); 
 
     } catch (ClientProtocolException e) { 
      // TODO Auto-generated catch block 
     } catch (IOException e) { 
      // TODO Auto-generated catch block 
     } 
    } 
   } 
  }, 0, 9000); 
 
  timer2.scheduleAtFixedRate(new TimerTask() { 
 
   @Override 
   public void run() { 
    Log.d(TAG, "Se ejecuta la tarea"); 
    try { 
  // Creamos la URL de donde obtendremos la información XML 
  URL url = new URL("http://10.0.2.2:9000/xml/bomberos"); 
 
  // Conseguimos un parseador SAX 
  SAXParserFactory spf = SAXParserFactory.newInstance(); 
  SAXParser sp = spf.newSAXParser(); 
 
  // Declaramos el lector de XML 
  XMLReader xr = sp.getXMLReader(); 
  // Creamos un objeto nueva de la clase HANDLER 
  HandlerBomberos myExampleHandler = new HandlerBomberos(); 
  xr.setContentHandler(myExampleHandler); 
 
  // Parseamos los datos XML 
  xr.parse(new InputSource(url.openStream())); 
  // Fin del parseo 
 
  bomberos = myExampleHandler.getBomberos(); 
Log.d("***", "HAY " + bomberos.size() + " bomberos"); 
 
    } catch (Exception e) { 
     Log.d("***", "ERROR PARSEANDO"); 
    } 
 
   } 
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 public void onDestroy() { 
  super.onDestroy(); 
  if (timer1 != null) { 
   timer1.cancel(); 
  } 
  if (timer2 != null) { 
   timer2.cancel(); 
  } 
  Log.d(TAG, "Servicio parado"); 
 
 } 
} 
 
 
