A significant difficulty in teaching programming lies in the transition from novice to intermediate programmer, characterised by the assimilation and use of schemas of standard programming approaches. A significant factor assisting this transition is practice with tasks which develop this schema use. We describe the Summer of Code, a two-week activity for part-time, distance-learning students which gave them some additional programming practice. We analysed their submissions, forum postings, and results of a terminal survey. We found learners were keen to share and discuss their solutions and persevered with individual problems and the challenge overall. 93% respondents rated the activity 3 or better on a 5-point Likert scale (n=58). However, a quarter of participants, mainly those who described themselves as average or poor programmers, felt less confident in their abilities after the activity, though half of these students liked the activity overall. 54% of all participants said the greatest challenge was developing a general approach to the problems, such as selecting appropriate data structures. This is corroborated by forum comments, where students greatly appreciated "think aloud" presentations by faculty tackling the problems. These results strongly suggest that students would benefit from more open-ended practice, where they have to select and design their own solutions to a range of problems.
INTRODUCTION
Teaching programming has long been recognised as difficult [17] [5] . A key stumbling block in the development of expertise is moving from the rote application of basic programming constructs to the selection and application of appropriate algorithms and data structures to solve problems. This development of expertise can be influenced by many factors, but the amount of practice is significant [10] [7] .
This paper describes the Summer of Code, a project was designed to give novice and intermediate programmers in a large distancelearning university an opportunity to practice and consolidate their programming skills.
A complicating factor for our students is that they are all studying part-time, learning at a distance, and typically at a study intensity of 30%-50% of full-time students. The low study intensity of parttime students means there can be long gaps between when they are introduced to a topic in one module and when they have to use and develop that skill in another. These gaps can lead to loss of ability, especially with novice programmers when the ability still depends on explicit, declarative knowledge in the student's mind [4] .
Many of our students are mature students (only 8% of undergraduates are under age 21) [14] , which means they need to juggling study with work and family commitments. These external commitments make it difficult for students to take even the minimal time required for study, let alone take on additional extra-curricular work; there is understandable reticence in the faculty to give the impression that students should take on additional work. The distance learning nature means there is a reticence to set students many practical programming tasks, due to problems of providing technical support. Students are remote from sources of support, which makes troubleshooting difficult. Distance-learning students also tend to struggle for long periods with minor problems before asking for help, when similar problems could be solved in moments by a TA walking through a lab.
The project had three main research questions:
(1) Will time-pressured part-time students seek out additional informal learning opportunities? (2) Are mixed-ability communities of undergraduate students off-putting for students at either end of the ability scale? (3) Do distance learning students exhibit similar stumbling blocks in their development of programs to solve problems?
We discuss related work in section 2. We describe the Summer of Code activity in section 3 and how we supported student participation. We analyse results from the tasks, student forums, and a terminal survey in section 4. Finally, we summarise what we have learnt in section 6 and describe our next steps.
RELATED WORK
The development of programming expertise has received much attention over many years, from Soloway's rainfall problem [12] to investigations into how students design software systems [6] [3] . The consensus is that students find programming a difficult skill to develop, especially the transition from novice to intermediate programmer. A key signifier of this transition is the student's understanding and use of "schemas" [17] , which transfer knowledge from a declarative form to a more procedural form, reducing the cognitive load of programming [8] . As well as the explicit statement of schemas in teaching material, examination of worked examples and practice are key elements of developing programming skill [15] [7] .
The distinction between declarative and procedural expertise in programming becomes important when we consider how expertise may degrade over time if it is not practised. Kim et al. [4] suggest that declarative knowledge deteriorates over time, sometimes catastrophically (leaving the learner unable to perform the task at all) while procedural knowledge is much more resilient. The longer gaps between programming activities for part-time students means there is more opportunity to forget key skills, making the reinforcement that comes from practice even more important.
Another factor in the design of the Summer of Code was the student population. An additional, voluntary, non-credit-bearing programme of study is more akin to a MOOC than a traditional module. With time-pressured part-time students, uptake and retention in the activity could be low. However, engaging materials and good interaction between students and instructors have been shown to greatly increase MOOC retention [2] , and using tasks with at least the pretense of real-world relevance are more engaging than many seen in introductory programming courses [1] [9].
THE SUMMER OF CODE
The Summer of Code activity was developed to support students in the transition from novice to intermediate programming expertise. It was intended to both develop their skills and confidence in programming. The activity provided a low-stakes and supportive environment where students could practice and develop their skills.
The activity was not intended to replace any existing teaching, but to supplement and consolidate it; therefore, we decided to include only programing concepts which were covered in existing materials. The tasks had to be appropriate for the students' existing level of skill, and engaging to keep time-poor part-time students involved. Most tasks were solvable by students who had completed our introductory modules; two used additional techniques (graph search and dynamic programming) introduced in a second level algorithms module.
Activity structure
The activity comprised a series of ten programming puzzles over a two week period, with one puzzle released at midnight on each week day. Each puzzle was intended to require one to two hours of work to solve, including a number of problem analysis steps as well as programming. Students were encouraged to discuss the problems and share their solutions in a set of linked online forums; we provided support through these same forums. We provided an Figure 1 : A sample Summer of Code task (worked example removed for brevity) After a fairly dull flight, you've finally arrived at your hotel. The good news is that the hotel has high-security electronic locks on the room doors. The bad news is that the staff are rather busy, and you think it will take a long time to get to your room. Luckily, you know how their system works. Each door in the hotel has a keyboard on the lock. You have to enter the correct two-letter code to get in to the room. Because the staff know that people won't remember the codes, they tell you a pass phrase you can use the generate the code from. There's a long queue for people to be told how to generate the code from the pass phrase. You were here last year and you still remember how to do it. You start with the first two letters of the pass phrase. This is the starting value of your code. Then, for each subsequent letter in the pass phrase, you:
(1) "Add" the second letter of the code to the first letter of the code, replacing the first letter of the code (2) "Add" the current letter of the pass phrase to the second letter of the code, replacing the second letter of the code (3) Move on to the next letter of the pass phrase "Adding" letters is done by converting the letters to their position in the alphabet (starting at one), adding, then converting the number back to a letter. For instance, to add t + h, convert them to numbers (t=20, h=8), add them (20 + 8 = 28), then convert back to a letter (28 is larger than 26, so it becomes 28 -26 = 2, which is b). All letters are converted to lower-case, and anything that isn't a letter is ignored. For example, to find the code from the pass phrase the cat, the code starts as being the first two letters th, then the subsequent letters are used to update the code to give vk.
additional "day zero" puzzle before the main event started, to allow students to familiarise themselves with the style of puzzle.
Puzzles where presented to students using our existing online quiz platform. Each puzzle came in two parts, with the second part requiring some modification or extension of the first part. For each puzzle, the students were given the puzzle description (including a small problem instance) and a text file containing the data for the full task. The same puzzle input was used for both parts of the puzzle. The solution was typically a number or a few words of text.
Students implemented the solution on their own PC, using whatever language and development environment they wanted. We did not run any solutions on our platform. Students could submit their solutions as many times as they liked, with only their best result counting for completion. The puzzles did not require handling of malformed input and there were no trick questions.
Puzzle descriptions were presented in a light-hearted style, to reinforce the fun nature of the activity. Figure 1 gives an example; other puzzles involved processing instructions to drive a dot-matrix display board, word puzzles, and detection of interleaved subsequences in a set of strings. This format was based on the highly successful Advent of Code annual competition [16] . The full set of puzzles for the Summer of Code is available online [11] .
Student support
The puzzles were open to all undergraduate students. So that less skilled students would not be intimidated by the proficiency of more proficient students (some of whom were professional programmers, studying to deepen their skills), we created three forums: a normal "task discussion" forum, one called "No question too simple", and a "Show-offs' corner". The "no question too simple" forum contained guidance that all responses should be supportive and generous. The "show offs' corner" was described as being for activity that lay beyond the tasks themselves. Expecting that some students would be using the Summer of Code to explore new programming techniques, this forum was a place where they could discuss this activity without intimidating less proficient participants.
Faculty support for the activity was mainly participation in the forums. We also provided worked example solutions posted a few days after each puzzle was revealed, and video-conferenced interactive tutorials. Many puzzles had associated "tips" threads on the forum, released at the same time as the puzzles. These tips suggested ways of thinking about the puzzle, problem decompositions to try, and outline algorithms which students could develop.
Rewards
The event did not formally contribute to the students' qualification in any way, and participation was not enforced. We did not offer any type of leaderboard or reward for early submission of correct answers. However, to encourage continued participation, all students who successfully solved both parts of a problem on the same day were automatically entered into a daily draw for a £20 Amazon voucher. We also held a draw for those who completed at least eight of the ten puzzles by the end of the event, and a draw for respondents in the terminal survey (see section 4.3 below).
RESULTS
We evaluated this project in three ways: learning analytics of the puzzle submissions, analysis of the forum posts, and an optional terminal survey.
Task submissions
Our learning analytics allows us to count both students to examined a task and those who submitted a solution to a task.
The event was advertised to around 2500 undergraduate students. 325 engaged with the introductory task and 143 students participated in the main ten days of the Summer of Code. 80 different students made a total of 595 submissions (537 submissions if multiple submissions to the same task are ignored). An additional 165 students accessed only the introduction task; 98 students submitted a solution to this task and 174 students only examined it. In the remainder of this section, we will look only at the ten tasks in the core of the Summer of Code event.
The number of submissions per day declined over the ten days of the activity (Figure 2 ). Interestingly, there are an appreciable number of participants, termed "lurkers", who looked at each day's puzzle but did not submit a solution.
Students tended to stay the course for the Summer of Code. Of the 80 students who submitted at least one solution, 26 submitted (Figure 3) . 98% of student submissions on each day's task resulted in the student successfully answering both parts, but students sometimes made multiple attempts (Table 1) .
Some students attempted some days but not others. Even if a student did not submit a solution to one task, they often remained engaged with the activity. 47 students submitted a solution to a task after they had examined but not submitted a solution for a previous task, meaning that students were still engaged in the activity even if they skipped a task or two. See Table 2 for a breakdown of numbers of student completing and examining different numbers of tasks.
80% of tasks were completed on the same day as they were started. The median duration of a task-solving attempt was 2 hours 45 minutes, though this is an unreliable measure of time spent on a task, as there were some attempts that tasked up to 13 days. If someone started a task, then moved to some other activity, then came back to the task later, the whole duration from start to finish is counted. Despite there being no benefit to starting the task early, 17% of task completions were started before 1.00am and 11% were finished before 5.00am.
Forum analysis
We encouraged students to post their solution programs in the task discussion forum and to discuss each others' programs. We encouraged discussion as soon as each task opened. There were 192 solutions posted, in a variety of languages. The most common languages were Python, Java, and Sense (a modification of Scratch used on our introductory programming module), which are the languages used in our taught modules. Only 77 of the posted solutions contained any kind of description of the code, either a description in the forum post or comments in the code itself.
Analysis of the posted code was inconclusive. The range of programming languages used and the range of difficulty of the puzzles Table 3 shows the participation in the forums. 58 different people posted, with most engaging in the general "task discussion" forum; 25 people posted only there. 15 people posted in both "Show off's corner" and "No question too simple", with discussion going in both directions: experienced programmers were answering "simple" questions, and less-confident programmers were engaging with threads in the "Show off's corner". Participation per author followed a typical distribution, with most posts produced by a small number of users.
The forums were reasonably interactive. In the "task discussion" forum, 206 of the 554 posts referred to another post in the forum, either answering a question or commenting on a posted program. 32 posts indicated that the student was trying out a new programming language or programming technique, and 18 of those posts also referred to another post in the forums. This was a disappointing number of interactions, but perhaps not surprising. Discussions between students were universally generous and supportive. Some sample exchanges are below: X: I used the deque.rotate method for rotating both rows and columns. Easier. <code removed> Y: I like the way you parse the instructions-very easy to read. X: Saw Y used a dispatch table in one of his solutions and it wasn't something I've done before, so I thought I'd try it for this. I think it turned out well.
There were only 23 student posts that referred to the "tips" threads, but all those references commented on how useful the tips threads were.
Terminal survey
We invited all students to participate in a terminal survey, hosted on SurveyMonkey [13] . Participation was not required and could be anonymous, though everyone who provided an email address was entered into a draw for a £25 Amazon voucher. The survey comprised 16 questions and took about three minutes to complete. 58 students completed the survey. The survey was presented near the end of the Summer of Code period, but only 45% of respondents said they had attempted nine or more tasks in the challenge and 22% said they had attempted 3 or 4 tasks. This indicates that the survey captures the results from a range of students.
When asked whether they liked the Summer of Code, 93% of students rated the activity 3 or higher on a 5-point Likert scale (mean 4.44, variance 0.75) and 93% said they would recommend it to other students (the remaining 7% responded "not sure"). 60% of respondents said they engaged with the challenge to improve their programming. 66% said they learnt a new skill during the challenge. None said they were motivated by any prizes on offer.
An interesting finding was how the participants' confidence changed as a result of the Summer of Code (Table 4) . Respondents were asked, in separate questions, to describe their self-assessed programming ability and how their confidence in programming changed as a result of the Summer of Code. 46% of respondents reported an increase in their confidence while 24% reported a decrease in confidence. Unsurprisingly, self-rated professional programmers did not change in confidence. Most "good" programmers showed an increase in confidence, while other grades of programmer showed a reasonably equal split between those who felt more and less confident.
Changes in confidence did not correlate with satisfaction with the Summer of Code. Seven respondents gave the Summer of Code a rating of 3 or less when asked if they like it. All seven indicated that they felt less confident after the activity, though the other seven responents who felt less confident gave the overall activity a rating of 4 or 5.
We asked participants what they found the most challenging (Table 5 ). 53% of respondents said that developing a general algorithm or data representation was the most challenging. Only 14% struggled with the programming language and only 10% found debugging the most difficult. (Of the four "other" responses, two wanted to give multiple responses, one was essentially "developing a general algorithm or representation" and one was a comment about their personal lack of time.) This corroborates the comments made on the forum and the survey freetext responses, where students reported they had difficulty bridging the gap between the problem and programming language structures.
Free-response comments showed that the students enjoyed and valued the opportunity to develop their programming skills; some of those comments are below. Although not explicitly asked in the survey, the free-response comments and forum posts showed that less-proficient students enjoyed the opportunity to engage with more proficient students, even if they did not directly learn specific techniques.
It was good fun, I learnt some useful tricks from viewing the code others used to answer the same questions, It is helpful to see how others code and to share ideas about the best way to go about solving a particular programming problem.
To be practical at programming, practising is vital. The computing modules haven't got enough practice examples with enough variety.
It has provided a friendly environment for less-experienced programmers to try out their code, and maybe get advice and encouragement, which has to be a good thing. Many thanks! When I started, creating a loop which cycled through a list required a little thinking but now the structure is intuitive to me. Debugging and testing meant a quick glance through what I'd written but these activities meant that I had to actually plan my approaches and analyse everything in much more detail. This challenge REALLY helped me!
LESSONS LEARNT
We can draw a number of conclusions from this project. First is that there is an appetite for part-time mature students to engage in this extra-curricular activity, despite the myriad other demands on their time. Most students who engaged for two days completed all ten: there was a low drop-out rate over the course of the event. Students of all ability levels seemed to relish the chance to practise and develop their programming skills. Several students started on the puzzles soon after midnight, and there was a burst of submissions each day between 11.00pm and midnight. The most significant finding for the teaching of programming is about problem solving. As discussed in section 4.3, students found the most challenging part of the puzzles to be the development of an overall approach to solving the problem. Once they had identified that approach, students we able to implement it in their chosen language, and also reported few problems with debugging programs once written. Faculty-provided worked examples of solving the problems were very well received, especially the "think-aloud" sections where faculty described their thought processes for solving problems. In common with many other undergraduate curricula, the Open University spends a lot of teaching time on language constructs. It seems this effort has paid off, but perhaps at the expense of more practice of analysing problems and decomposing them into computationally-achievable parts.
The students quickly gelled into a supportive community via the event's forums, with many cases of students asking and answering questions, making helpful comments, and engaging in some social chat. This was despite the fact that there were no reports from the students that any of them had previously met, even online. Faculty monitored the forums for conduct, but no intervention was necessary.
Students' limited time was a frequent comment in both the forums and the terminal survey. Many students reported difficulty with finding time to complete the puzzles, especially at the pace of one puzzle per day. In the survey, 40% of respondents self-reported as spending 2-5 hours on each puzzle and 43% of respondents asked for more time between puzzles. Despite that report, 70%-80% of puzzle completions were made on the same day as the puzzle was released.
There is a danger that reducing the pace of puzzles, and spreading the event over a longer period, will increase the number of students who drop out of the event due to other circumstances. We need to balance these factors when presenting the next event.
The number of students participating in the event was disappointing given the size of the cohort who could have engaged. However, there was no compulsion on students to take part, and the event was deliberately pitched between modules so that students had some free time to participate. In addition, the Open University is extremely sensitive to how much information is pushed to students, and we chose to send only two emails to students inviting them to participate. More advertising of the event in other channels, such as being mentioned during current modules, would likely increase the number of students participating.
CONCLUSIONS
This first Summer of Code exercise was a successful pilot project. We are preparing a follow-up activity in the same vein, but incorporating changes suggested by this pilot. The main changes are to reduce the complexity of the later problems, and to reduce the pace of the problem presentation. We will place greater emphasis on describing the programming schemas used to address these problems, through more explicit descriptions of schemas in the "tips" threads and more "think-aloud" worked example transcripts and videos from experts.
We will also follow the progress of participants in the Summer of Code as they study other modules, to see if their outcomes are different from their peers; a similar activity, aimed at first-year students, increased their confidence but seemed to have no effect on their module outcomes [18] .
This activity has addressed the our three research questions:
(1) There is a substantial desire for more learning opportunities, even when the work is not attached to any form of formal award or credit. Half the students who found the activity challenging, and who felt less confident as a result, still rated the activity highly.
(2) Students relished the opportunity to interact with other students with different programming ability. In particular, lessproficient students were not seemingly disheartened by exposure to solutions presented by more-proficient students. (3) The findings from this project substantially recapitulate the findings of Lahtinen et al. [5] , that novice programmers have most difficulty with designing an approach to a problem and constructing a program to carry out that task. This study indicates that a large number of students want to take control of their learning and will pursue additional opportunities to develop their skills and understanding, despite the time pressure that comes from mature students studying part-time.
