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Povzetek
Naslov: Pametna plezalna stena - WayUp
Avtor: Anzˇe Peharc
Sˇportno plezanje je sˇport, ki v zadnjem cˇasu hitro dobiva na popularnosti
in povprasˇevanje po tehnolosˇko naprednejˇsih resˇitvah je vedno bolj izrazito.
Tovrstne resˇitve se osredotocˇajo na optimizacijo velikosti plezalne povrsˇine
in zmanjˇsanje potrebe po prisotnosti trenerja. Pri tem pogosto poskusˇajo
izvajati samodejno sestavo in prikaz vecˇjega sˇtevila plezalnih zaporedij na
steni. Trenutno velika vecˇina ne nudi vseh funkcionalnosti v celoti. V di-
plomskem delu je predstavljen sistem, ki se osredotocˇa na izboljˇsavo slabosti
zˇe obstojecˇih sistemov in nadgradnjo funkcionalnosti. Razdeljen je na tri
dele: mobilno aplikacijo, zaledni sistem in osvetlitev s pomocˇjo diod LED.
Mobilna aplikacija uporabniku omogocˇa interakcijo s sistemom, obenem pa
skrbi za povezavo z zalednim sistemom in je odgovorna za samodejno se-
stavo plezalnega zaporedja. Zaledni sistem je vgrajen v plezalno steno in je
zasnovan na mikroracˇunalniku Raspberry Pi (RPi) ter krmilniku osvetlitve.
S pomocˇjo diod LED, ki so vgrajene v oprimke, se omogocˇa prikaz plezalnega
zaporedja uporabniku od zacˇetka do konca. Plezalno zaporedje se lahko tvori
samodejno ali pa je dolocˇeno s strani uporabnika. Na ta nacˇin se lahko vadba
opravi zelo ucˇinkovito ob prijetni uporabniˇski izkusˇnji.
Kljucˇne besede: mobilna aplikacija, mikroracˇunalnik, plezalna stena,
sˇportno plezanje, dioda LED .

Abstract
Title: Smart climbing wall - WayUp
Author: Anzˇe Peharc
Sport climbing is a sport that has been gaining in popularity and the
demand for technologically advanced solutions is increasing. Such solutions
focus on optimizing the size of the climbing surface and reducing the need
for coaching service. In doing so, they often try to automatically create and
display more climbing sequences on the wall. Currently, the vast majority
of systems do not fully offer all the functionalities. In thesis, the implemen-
tation of the system is presented that focuses on improving the weaknesses
of existing systems and upgrading available functionalities. The system con-
sists of three parts: a mobile application, a backend system, and LED-based
lighting. The mobile application allows the user to interact with the system,
provides a connection with the backend system and is responsible for the
automated creation of a climbing sequence. The backend system is installed
in the climbing wall and is based on the microcomputer Raspberry Pi (RPi)
and lighting controller. With the support of LED lighting, installed in the
climbing holds, the climbing sequence can be visually displayed to the user
from the start to the finish. The climbing sequence can be created auto-
matically or determined by the user. This way, the workout session can be
completed very effectively with enjoyable user experience.
Keywords: mobile application, microcomputer, climbing wall, sport
climbing, LED .

Poglavje 1
Uvod
Sˇport je sestavni del vsakdana pri velikem sˇtevilu ljudi, ki se z njim ukvarjajo
tako rekreativno kot tudi profesionalno. Problem danasˇnjega cˇasa je, da
smo vse bolj obremenjeni in delezˇni hitrih sprememb v okolju okoli nas in
tako je vse tezˇje najti cˇas za sˇportno aktivnost. Dodatno problem otezˇuje
sˇe usklajevanje s trenerjem in tudi dostopnost ter cena razlicˇnih sˇportnih
aktivnosti.
V diplomski nalogi je prikazan razvoj sistema za sˇportno plezanje, ki
resˇuje omenjeni problem. Resˇitev vsebuje samodejno sestavo in prikaz ple-
zalnega zaporedja na plezalni steni manjˇsih dimenzij. Uporabniku omogocˇa
dolocˇanje lastnih ali izbiro tvorjenih plezalnih zaporedij. Dimenzije plezalne
stene so manjˇse in enolicˇno dolocˇene. Zbirka oprimkov je vedno enaka in
dovolj velika, da omogocˇa vadbo na razlicˇnih plezalnih zaporedjih oziroma
poteh.
1.1 Analiza obstojecˇih resˇitev
Za boljˇsi pregled nad resˇevanim problemom, smo se najprej lotili analize
trenutno zˇe obstojecˇih resˇitev. Izmed vseh trenutno obstojecˇih resˇitev najbolj
izstopata dva. To sta sistema Kilterboard [5] in Moonboard [6]. Pri analizi
slednjih smo se osredotocˇili predvsem na osnovno zgradbo in pomanjkljivosti
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ter slabosti obeh sistemov.
Cˇe se najprej osredotocˇimo na osnovno zgradbo ugotovimo, da je pri obeh
sistemih enaka. Sestavljena je iz mobilne aplikacije ter zalednega sistema,
ki temelji na mikroracˇunalniku in osvetlitvi s pomocˇjo diod LED. Mobilna
aplikacija je narejena za oba najbolj popularna operacijska sistema iOS in
Android. Za komuniciranje z zalednim sistemom uporablja protokol Blue-
tooth. Pri obeh sistemih najdemo nekaj slabosti pri mobilni aplikaciji. Pri
sistemu Moonboard je zelo kompleksna in zapletena za uporabo, sˇe posebej
za nove uporabnike. Kilterboard pa vsebuje precej enostavnejˇso in uporabno
aplikacijo, ki pa je po mnenju mnogih graficˇno pomanjkljiva.
Drugo slabost sistema pa najdemo pri zdruzˇitvi elementov zalednega sis-
tema. Tu se pojavi problem pri osvetlitvi plezalnih oprimkov na plezalni
steni. Sistem Moonboard za osvetlitev oprimkov na plezalni steni uporablja
dodatne luknje. To pomeni, da pod vsakim oprimkom potrebujemo doda-
tno luknjo za diodo LED. To ne pomeni samo dodatnega dela, vendar tudi
omejitev velikosti plezalnih oprimkov, saj ti ne smejo prekrivati diod LED.
Sistem Kilterboard na drugi strani ta problem resˇuje zelo elegantno, in sicer
z vgradnjo diode LED v plezalni oprimek. Taksˇna zdruzˇitev nam omogocˇa
uporabo plezalnih oprimkov poljubnih velikosti. Kljub temu pa se pojavi
problem pri zelo velikih oprimkih, kjer bi za zadostno osvetlitev potrebovali
vecˇ kot le eno diodo LED. Prav tako je taksˇna resˇitev zelo zahtevna in draga.
1.2 Zasnova sistema WayUp
Sistem WayUp bi najlazˇje opisali kot zdruzˇen sistem mobilne aplikacije, zale-
dnega sistema in osvetlitve s pomocˇjo diod LED. Mobilna aplikacija se nahaja
na mobilni napravi uporabnika, zaledni sistem v plezalni steni, diode LED
pa so vgrajene v posamezni plezalni oprimek. Zaledni sistem vkljucˇuje mi-
kroracˇunalnik Raspberry Pi (krajˇse RPi) kot glavni del in krmilnik osvetlitve.
Zasnova pametne plezalne stene WayUp je prikazana na sliki 1.1.
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MOBILNA 
APLIKACIJA
ZALEDNI SISTEM

• RPi

• Krmilnik osvetlitve
DIODE LED
Slika 1.1: Shema osnovne zgradbe sistema WayUp
Uporabnik se s pomocˇjo mobilne aplikacije preko protokola Bluetooth
povezˇe z mikroracˇunalnikom zalednega dela, ki je povezan s krmilnikom
osvetlitve. Mobilna aplikacija poskrbi za povezovanje uporabnikove mobilne
naprave z zalednim sistemom ter posˇiljanje zapisa plezalnega zaporedja na
mikroracˇunalnik. Mikroracˇunalnik poskrbi le za pretvorbo zapisa v pravi
format in ga preko krmilnika osvetlitve posˇlje naprej do diod LED.
Mobilna aplikacija je razvita s pomocˇjo orodja Android Studio, v katerem
se uporablja programski jezik Java. Mikroracˇunalnik predstavlja RPi3, saj je
to trenutno eden bolj uporabljenih in privzeto podpira protokol Bluetooth.
Na njem se izvaja skripta, ki povezuje mobilno aplikacijo s krmilnikom osve-
tlitve. Skripta v programskem jeziku Pythonu skrbi, da podatki prehajajo
iz mobilne aplikacije preko krmilnika osvetlitve do diod LED. Vsaka dioda
LED je v sistem povezana preko lokalnega krmilnika WS2811, ki omogocˇa
krmiljenje vsake posamezne diode LED neodvisno od drugih. Kot dodatna
funkcionalnost pa je sistemu dodan tudi javanski podprogram, ki omogocˇa
samodejno sestavo plezalnega zaporedja za uporabnika.
Sistem je uporaben tako za plezalce kot tudi trenerje. Plezalcem omogocˇa
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samostojni trening in napredek v samem plezanju brez prisotnosti trenerja ali
izkusˇenega strokovnjaka. Resˇitev za plezalce predstavlja cenovno ugodnejˇsi
trening ter neodvisnost od trenerja (ni se potrebno prilagajati nobenemu ter-
minu). Po drugi strani pa resˇitev izboljˇsuje tudi sodelovanje med trenerjem
in varovancem. To pride do izraza sˇe posebej pri treningu ”na daljavo”, saj
lahko tako trener varovancu sestavlja plezalna zaporedja in ima tako vecˇji
vpliv na njegov trening. To je mogocˇe, ker sta plezalna stena in postavitev
plezalnih oprimkov povsod enaka. Sestavljeno plezalno zaporedje trener eno-
stavno posˇlje varovancu, ki na njem lahko vadi kjerkoli; potrebuje le dostop
do take pametne stene. S sestavljanjem plezalnih zaporedij lahko trener iz-
boljˇsuje varovancˇeve sˇibke tocˇke. Hkrati pa mu to omogocˇa boljˇsi vpogled
v varovancˇev napredek, saj tocˇno ve, kaj ta trenutno zmore. S temi infor-
macijami lahko posledicˇno lazˇje oblikuje trening, saj lazˇje oblikuje trening z
uposˇtevanjem varovancˇeve utrujenosti in napredka.
1.3 Motivacija in pregled vsebine
Motivacija za diplomsko delo prihaja neposredno iz podrocˇja sˇportnega ple-
zanja. Na tem podrocˇju obstaja zˇe nekaj podobnih sistemov, vendar noben
v celoti ne resˇuje problema omenjenega v 1. poglavju. Razvoj tovrstnega
sistema na tem podrocˇju predstavlja velik tehnolosˇki napredek, zato je bil
to povod za zdruzˇitev sˇportnega znanja s strokovnim. Tako je nastal sistem
pametne plezalne stene WayUp, predstavljen v nadaljevanju.
V diplomskem delu so uporabljena razlicˇna orodja za razvoj posameznih
delov sistema. V 1. poglavju, najdemo opis osnovne zgradbe sistema. Na-
slednja tri poglavja bolj podrobno opisujejo dele osnovne zgradbe. V 2.
poglavju so vse informacije o mobilni aplikaciji, sledi 3. poglavje, ki govori
o osrednjem delu zalednega sistema ter 4. poglavje, ki predstavi osvetlitev
plezalne stene. Kot dodana funkcionalnost osnovni zgradbi sistema, je v 5.
poglavju opisana samodejna sestava plezalniih problemov. Zadnji dve po-
glavji pa predstavljata preizkuse posameznih delov in sistema kot celote ter
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sklepne ugotovitve.
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Poglavje 2
Mobilna aplikacija
Mobilna aplikacija je nedvomno najbolj pomemben del sistema WayUp. Pred-
stavlja interaktivni uporabniˇski vmesnik in skrbi za vzpostavitev brezzˇicˇne
povezave med mobilno napravo in zalednim sistemom s pomocˇjo protokola
Bluetooth. Nadalje skrbi za posˇiljanje plezalnega zaporedja iz mobilne na-
prave na zaledni sistem. V naslednjih podpoglavjih so bolj podrobno predsta-
vljeni vsi sestavni elementi mobilne aplikacije in njihovo delovanje v sistemu
WayUp.
2.1 Brezzˇicˇna komunikacija
Brezzˇicˇna komunikacija je zelo primerna za komunikacijo med uporabnikom
in zalednim sistemom. Uporabnikom omogocˇa hitro in enostavno povezljivost
z zalednim sistemom, hkrati pa zmanjˇsuje potrebo po dodatni strojni opremi.
V tem podpoglavju je bolj podrobno predstavljeno delovanje brezzˇicˇnega
protokola Bluetooth v sistemu WayUp.
7
8 Anzˇe Peharc
2.1.1 Protokol Bluetooth
Bluetooth je brezzˇicˇni protokol, ki omogocˇa povezavo z veliko razlicˇnimi vr-
stami naprav. Pogosto se uporablja za naglavne slusˇalke in vhodne naprave,
kot so miˇske in tipkovnice. Bluetooth se uporablja tudi za posˇiljanje datotek
med napravami (npr. z racˇunalnika na mobilni telefon).
V diplomskem delu je protokol Bluetooth uporabljen za posˇiljanje po-
datkov med mobilno aplikacijo in zalednim sistemom. Protokol uporabniku
omogocˇa, da brezzˇicˇno uporablja sistem in hkrati ne potrebuje nobenih pri-
kljucˇkov za povezavo. S tem pristopom izboljˇsamo uporabniˇsko izkusˇnjo in
hkrati zmanjˇsamo kolicˇino potrebne strojne opreme.
2.1.2 Odjemalec Bluetooth
Protokol Bluetooth omogocˇa brezzˇicˇno komunikacijo med dvema napravama,
kjer se morata napravi sˇe pred samo komunikacijo med seboj povezati. Pri
tem mora ena delovati v vlogi strezˇnika in druga v vlogi odjemalca. Strezˇnik
dejavnost oglasˇuje, odjemalec pa iˇscˇe blizˇnje dejavnosti in se z njimi povezuje.
V diplomskem delu sta tako izvedeni obe vlogi. V vlogi odjemalca na-
stopa mobilna aplikacija, v vlogi strezˇnika pa glavni del zalednega sistema,
RPi. V naslednjih podpoglavjih bo podrobno predstavljen odjemalec. Vecˇ
podrobnosti o strezˇniku pa se nahaja v podpoglavju 3.2.
Najbolj pomembna naloga odjemalca je odkrivanje novih dejavnosti in
prijavljanje na njih, vendar mora pred tem poskrbeti sˇe za nekaj drugih
stvari. Pogoj za kakrsˇnokoli komunikacijo je podpora protokola Bluetooth
na mobilni napravi.
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1 /** BLUETOOTH SECTION */
2 myBluetooth = BluetoothAdapter.getDefaultAdapter ();
3 /** CHECK IF THE DEVICE HAS BLUETOOTH */
4 if (myBluetooth == null) {
5 //Show a message that the device has no bluetooth adapter
6 Toast.makeText(this , "Bluetooth Device Not Available", Toast.
LENGTH_LONG).show();
7 }
8 /** CHECK IF BLUETOOTH IS DISABLED AND REQUEST TO ENABLE IT */
9 if (! myBluetooth.isEnabled ()) {
10 Intent enableIntent = new Intent(BluetoothAdapter.
ACTION_REQUEST_ENABLE);
11 startActivity(enableIntent);
12 setMyBluetooth ();
13 }
14 else{
15 setMyBluetooth ();
16 }
17 /** END BLUETOOTH SECTION */
Slika 2.1: Zacˇetna programska koda odjemalca Bluetooth
Mobilna aplikacija najprej preveri, ali mobilna naprava podpira protokol
Bluetooth. Nato preveri, ali je protokol Bluetooth na napravi vkljucˇen. Cˇe
je, nadaljuje izvajanje kode, drugacˇe pa od uporabnika zahteva, da omogocˇi
protokol Bluetooth. Koda, ki izvede prva dva koraka je razvidna na sliki 2.1.
Ko sta oba zacˇetna koraka uspesˇno zakljucˇena, pride do vzpostavlja-
nja povezave med odjemalcem in strezˇnikom. Pri tem koraku mora odje-
malec pravilno odkriti dejavnost strezˇnika. Dejavnost je s strani strezˇnika
razpolozˇljiva s pomocˇjo unikatnega imena (raspberrypi), preko katerega je
mozˇno strezˇnik enolicˇno identificirati. Za dokoncˇno vzpostavitev povezave
pa je potreben sˇe unikaten ID (UUID) ter komunikacijska vticˇnica (angl.
socket), ki sluzˇi za prenos podatkov.
Odjemalec ima pri odkrivanju blizˇnjih dejavnosti dve mozˇnosti. Lahko
iˇscˇe zˇe znane, predhodno uporabljene dejavnosti ali pa iˇscˇe popolnoma nove
dejavnosti. V diplomskem delu mobilna aplikacija odjemalcu ni omogocˇala
odkrivanja novih blizˇnjih dejavnosti, zato je bilo potrebno mobilno napravo
in RPi predhodno rocˇno zdruzˇiti. Rocˇno smo napravi zdruzˇili kar preko pri-
vzetega vmesnika za protokol Bluetooth na RPi in mobilni napravi. Resˇitev
je bila popolnoma primerna za sistem WayUp, saj sistem predpostavlja, da
imamo le en strezˇnik in vecˇ odjemalcev.
Da se uporabniku ne bi bilo treba ukvarjati s povezovanjem s strezˇnikom,
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je v mobilni aplikaciji zˇe vnaprej dolocˇeno unikatno ime dejavnosti strezˇnika.
Mobilna aplikacija tako ne potrebuje nobene interakcije od uporabnika, saj
samodejno preveri, ali v blizˇini obstaja dejavnost s tem imenom. Uporabljeno
unikatno ime dejavnosti strezˇnika v diplomskem delu je bilo “raspberrypi“.
Ko sta bili napravi uspesˇno zdruzˇeni se je s pomocˇjo upravljalnika vticˇnic
med strezˇnikom in odjemalcem odprla vticˇnica preko katere so se lahko
posˇiljali podatki.
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2.2 Uporabniˇski vmesnik in podatkovna zbirka
Uporabniˇski vmesnik in podatkovna zbirka predstavljata pomemben del upo-
rabniˇske izkusˇnje in imata pomembno vlogo v sistemu WayUp. Medtem ko,
vmesnik skrbi za prikaz podatkov na mobilnem zaslonu, sluzˇi podatkovna
zbirka za njihovo shranjevanje. Njuno delovanje v sistemu WayUp je po-
drobneje predstavljeno v nadaljevanju podpoglavja.
2.2.1 Zgradba uporabniˇskega vmesnika mobilne apli-
kacije
Programersko gledano je mobilna aplikacija zgrajena iz dveh aktivnosti in
treh drobcev. Od teh so uporabniku vidni trije drobci in ena aktivnost ki,
so predstavljeni v naslednjih odstavkih. Za boljˇse razumevanje sestave upo-
rabniˇskega vmesnika, pa najprej razlaga osnovnih struktur mobilne aplikacije.
• Aktivnost (angl. Activity) - je osnovni gradnik vseh mobilnih apli-
kacij narejenih v orodju Android Studio. Mobilna aplikacija lahko vse-
buje vecˇ aktivnosti, vendar vedno vsebuje aktivnost, ki je privzeto poi-
menovana “MainActivity“. To je aktivnost vsake aplikacije v kateri se
izvede zacˇetna koda. V diplomskem delu bo ta aktivnost obravnavana
kot “glavna aktivnost“.
• Drobec (angl. Fragment) - je del aktivnosti. Vezan je na aktivnost,
ki ga je ustvarila in vse dejavnosti drobca so odvisne od te aktivnosti.
Na primer, cˇe unicˇimo aktivnost s tem unicˇimo tudi vse drobce, ki so
del te aktivnosti. Enako velja tudi za vse ostale funkcije aktivnosti.
12 Anzˇe Peharc
1 public class MainActivity extends AppCompatActivity implements
Tab2Fragment.SendMessage , Tab5Fragment.SendProblem{
2 TabAdapter adapter;
3 TabLayout tabLayout;
4 ViewPager viewPager;
5 boolean z = false;
6 // Bluetooth variables
7 Set <BluetoothDevice > pairedDevices;
8 BluetoothAdapter myBluetooth;
9 static final UUID MY_UUID = UUID.fromString("7be1fcb3 -5776 -42fb
-91fd -2 ee7b5bbb86d");
10 BluetoothSocket socket = null;
11 OutputStream outputStream;
12 @Override
13 protected void onCreate(Bundle savedInstanceState) {
14 setTheme(R.style.MyTheme);
15 super.onCreate(savedInstanceState);
16 setContentView(R.layout.activity_main);
17 // Make fragments
18 viewPager = findViewById(R.id.viewPager);
19 tabLayout = findViewById(R.id.tabLayout);
20 adapter = new TabAdapter(getSupportFragmentManager ());
21 adapter.addFragment(new Tab2Fragment (), "Tab 1");
22 adapter.addFragment(new Tab5Fragment (), "Tab 2");
23 adapter.addFragment(new Tab3Fragment (), "Tab 3");
24 viewPager.setAdapter(adapter);
25 tabLayout.setupWithViewPager(viewPager);
26 tabLayout.getTabAt (0).setIcon(tabIcons [0]);
27 tabLayout.getTabAt (1).setIcon(tabIcons [4]);
28 tabLayout.getTabAt (2).setIcon(tabIcons [2]);
29 }
30 }
Slika 2.2: Izsek kode za dodajanje drobcev v mobilno aplikacijo
Ko zˇelimo v mobilni aplikaciji uporabljati drobce, jih moramo najprej
dolocˇiti v aktivnosti. Ta aktivnost postane “starsˇ“ drobcev in drobci so
potem del te aktivnosti ter se obnasˇajo odvisno od nje. Navadno so drobci
dolocˇeni v glavni aktivnosti.
V mobilni aplikaciji se tako vse zacˇne z glavno aktivnostjo, ki je v primeru
diplomskega dela poimenovana “MainActivity“. Ko se izvede koda v glavni
aktivnosti, se z njo ustvarijo drobci in na zaslonu mobilne naprave prikazˇe
uporabniˇski vmesnik. Izsek kode glavne aktivnosti je razviden na sliki 2.2.
Uporabniˇski vmesnik sestavljajo trije drobci, ki porabniˇski vmesnik raz-
delijo na 3 zavihke, podobno kot v internetnem brskalniku ter aktivnost
“AddProblem“. Prednost takega uporabniˇskega vmesnika je, da uporabniku
omogocˇa premikanje med zavihki s potezami prstov. To naredi uporabniˇski
vmesnik bolj enostaven in prijazen za uporabnika. Aktivnost “AddProblem“
pa je uporabniku vidna le preko spustnega menija kot vmesnik za dodajanje
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plezalnih zaporedij v podatkovno zbirko.
Za upravljanje drobcev v glavni aktivnosti je bil uporabljen vmesnik drob-
cev. Kot zˇe samo ime pove, ta skrbi za nadzor nad drobci. Deluje kot ne-
kaksˇna javanska tabela, v kateri so shranjeni podatki o vseh drobcih. Poleg
tega ima tudi nadzor nad funkcijami drobcev, njihovim sˇtevilom in trenutnim
statusom vsakega drobca.
Vmesnik drobcev je dolocˇen v glavni aktivnosti in skrbi, da se z zacˇetkom
glavne aktivnosti drobci pravilno ustvarijo. Dolocˇanju drobcev sledi sˇe vzpo-
stavitev povezave Bluetooth in dolocˇanje ustreznih spremenljivk. Med izva-
janjem zacˇetne kode se uporabniku prikazˇe uvodni zaslon, ki mu sporocˇa, da
se aplikacija zaganja. Ko se izvede celotni zacˇetni del kode, se uporabnika
preusmeri na drobec za graficˇni prikaz plezalne stene.
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Drobec za graficˇni prikaz plezalne stene
Drobec za graficˇni prikaz plezalne stene, prikazan na sliki 2.3, predstavlja
bistvo mobilne aplikacije. Vsebuje graficˇno predstavitev plezalne stene ter
spustni meni, ki uporabniku ponujata razlicˇne nacˇine interakcije. Nacˇini
interakcije so vidni na sliki 2.15 v podpoglavju 2.3.
Slika 2.3: Uporabniˇski vmesnik za izbiranje plezalnega zaporedja
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Nacˇini interakcij drobca za graficˇni prikaz plezalne stene so:
• Sestavljanje novega plezalnega zaporedja - to uporabnik stori
preprosto z izbiro posameznih oprimkov na plezalni steni. Da smo
lahko prepricˇani, da smo oprimek izbrali, se barva ozadja oprimka
zacˇasno spremeni ter pod oprimkom prikazˇe zaporedna sˇtevilka izbra-
nega oprimka.
• Dodajanje plezalnega zaporedja v podatkovno zbirko - to upo-
rabnik stori z izbiro opcije “Add Problem“ iz spustnega menija.
• Nalaganje plezalnega zaporedja iz podatkovne zbirke - to upo-
rabnik stori z izbiro opcije “Load Problem“ iz spustnega menija.
• Samodejna sestava plezalnega zaporedja - to uporabnik stori z
izbiro opcije “Generate Problem“ iz spustnega menija. Z izbiro se nato
izvede skripta, ki uporabniku samodejno sestavi plezalno zaporedje in
ga prikazˇe na plezalni steni.
Drobec za prikaz podatkovne zbirke
Drobec na sliki 2.4 sluzˇi kot uporabniˇski vmesnik za podatkovno zbirko. Tu
najdemo sˇtevec ter tabelo vseh plezalnih zaporedij v podatkovni zbirki. Po
tabeli se lahko premikamo in izbiramo med posameznimi plezalnimi zapo-
redji. Ob izbiri nam mobilna aplikacija plezalno zaporedje prikazˇe na ple-
zalni steni na drobcu za graficˇni prikaz plezalne stene. Dodatno je omogocˇeno
tudi izbiranje plezalnih zaporedij iz podatkovne zbirke na podlagi tezˇavnosti
plezalnega zaporedja.
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Slika 2.4: Uporabniˇski vmesnik za podatkovno zbirko
Medtem ko vsa izbiranja potekajo v ozadju mobilne aplikacije s pomocˇjo
poizvedb SQL, za vizualno predstavitev skrbi Android Studio znacˇka “Li-
stView“. Predstavljamo si jo lahko kot tabelo, ki je napolnjena z vrsticami,
ki vsebujejo zapise posameznih plezalnih zaporedij. Znacˇka deluje zelo po-
dobno, a z majhno izjemo. In sicer, ko je izbranih rezultatov prevecˇ, da bi
zasedli le privzeto velikost znacˇke, se njena velikost prilagodi tako, da se je
mozˇno po njej premikati gor in dol s potezami prstov.
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Drobec za graficˇni prikaz vnosov v podatkovni zbirki
Drobec na sliki 2.5 sluzˇi za graficˇni prikaz plezalnih zaporedij v podatkovni
zbirki. Graficˇni prikaz je izveden s tortnim diagramom, katerega delezˇi pred-
stavljajo plezalna zaporedja posameznih tezˇavnosti v podatkovni zbirki. Tor-
tni diagram je izveden s pomocˇjo knjizˇnice “MPAndroidChart“. Vecˇ podrob-
nosti o tem vmesniku se nahaja v podpoglavju 2.2.4.
Slika 2.5: Uporabniˇski vmesnik za graficˇni prikaz vnosov v podatkovni zbirki
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Aktivnost za dodajanje plezalnega zaporedja v podatkovno zbirko
Pri izbiri “Add“ se uporabnika preusmeri na aktivnost “AddProblem“ mo-
bilne aplikacije, razvidne na sliki 2.6. Tu uporabnik izpolni obrazec za do-
dajanje plezalnega zaporedja v podatkovno zbirko, ki je sestavljen iz imena,
zaporedja in tezˇavnosti plezalnega problema. Plezalno zaporedje, ki ga upo-
rabnik predhodno izbere na plezalni steni, se samodejno posˇlje iz drobca za
graficˇni prikaz plezalne stene tej aktivnosti, ko uporabnik izbere opcijo “Add
Problem“ iz spustnega menija. Uporabnik mora le vnesti ime plezalnega
zaporedja ter iz spustnega menija izbrati zˇeleno tezˇavnost plezalnega zapo-
redja. Ko izbere ime in tezˇavnost, s klikom na gumb “Add Problem“ doda
plezalno zaporedje v podatkovno zbirko.
Slika 2.6: Uporabniˇski vmesnik za dodajanje plezalnega zaporedja v podatkovno zbirko
Da pri dodajanju v podatkovno zbirko ne bi prihajalo do nepravilnih vno-
sov, se preveri pravilnost izpolnjenih vnosnih polj obrazca. V aktivnosti je
potrebno preveriti le, ali je uporabnik pravilno vpisal ime plezalnega zapo-
redja. Drugih dveh vnosnih polj ni potrebno preverjati, saj se zaporedje za-
polni samodejno ter spustni meni, uporabniku ne omogocˇa napacˇnega vnosa.
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2.2.2 Prenos podatkov v mobilni aplikaciji
V mobilni aplikaciji zaradi medsebojne odvisnosti med drobci pogosto prihaja
do prenosa podatkov. Podatke lahko posˇiljamo med dvema drobcema ali
aktivnostma. Medsebojna komunikacija med dvema drobcema je pri uvedbi
predstavljala kar nekaj tezˇav, zato v naslednjih odstavkih sledi bolj podrobna
razlaga njene uvedbe. Razlaga bo osredotocˇena na bolj pomembne dele in
se ne bo spusˇcˇala v podrobnosti. Da se razlage lahko zares lotimo, moramo
najprej pojasniti razliko med aktivnostjo in drobcem.
Primer klica funkcije () v aktivnosti in drobcu
Aktivnost : test() | Drobec : starsaktivnost.test() (2.1)
Aktivnost je primarna struktura pri gradnji mobilnih aplikacij s pomocˇjo
orodja Android Studio. Ima neposreden dostop do vseh knjizˇnic in njihovih
funkcij. Drobci na drugi strani pa nimajo teh pravic, saj so “nasledniki“
aktivnosti. Pri uporabljanju funkcij v drobcih se moramo vedno sklicevati
na aktivnosti, ki so “starsˇi“ drobca.
1 // definicija vmesnika s funkcijo
2 @Override
3 public void sendProblem(String message5) {
4 // zaporedje sekvence
5 String sq = message5.split(":")[3]. substring (1);
6 // ime sekvence
7 String ime = "Name:" + message5.split(":")[1]. substring (0,message5
.split(":")[1]. length () - 6) + " | Grade:" + message5.split(":")
[2];
8 show_problem(sq , ime);
9 }
10 interface SendMessage {
11 void sendData(String message);
12 }
13 @Override
14 public void onAttach(Context context) {
15 super.onAttach(context);
16 try {
17 SM = (SendMessage) getActivity ();
18 } catch (ClassCastException e) {
19 throw new ClassCastException("Error in retrieving data. Please
try again");
20 }
21 }
Slika 2.7: Izsek kode uvedbe vmesnika za posˇiljanje podatkov med strukturami
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Podobno kot velja za uporabo funkcij v drobcih, tudi tukaj ti ne mo-
rejo med seboj posˇiljati podatkov, vendar morajo najprej podatke poslati
svoji “starsˇevski“ aktivnosti, ki potem podatke posreduje ciljnemu drobcu.
Za posˇiljanje podatkov med drobci moramo zato v posˇiljateljskem drobcu
uvesti vmesnik, ki posˇilja podatke najprej uvesti vmesnik s funkcijo, ki bo
posredovala podatke glavni aktivnosti. Glavna aktivnost pa mora istoimen-
sko funkcijo uvesti v konstruktorju. S pomocˇjo te funkcije prejme podatke ter
jih posˇlje naprej na drobec. Ta drobec za sprejem podatkov, prav tako uvaja
to funkcijo v konstruktorju. Konstruktorji so posebne metode, ki se lahko
klicˇejo skupaj z operatorjem “new“ le enkrat; ob tvorbi novega objekta. Upo-
rabljamo jih za nastavitev zacˇetnih vrednosti komponent objekta. V primeru
sistema WayUp ena od komponent omogocˇa prenos podatkov med drobcem
in aktivnostjo.
Na koncu dobimo sklenjeno povezavo, ki jo predstavljajo trije deli. Prvi
del povezave predstavlja drobec, ki ima v kodi uvedeno funkcijo za posˇiljanje
podatkov iz enega drobca na drugega. To je razvidno na sliki 2.7. Drugi del
povezave je glavna aktivnost, ki v konstruktorju uvaja istoimensko funkcijo.
Vidna je na sliki 2.8. Tretji del pa predstavlja drobec, ki v konstruktorju
ponovno uvaja to funkcijo.
1 public class MainActivity extends AppCompatActivity implements
Tab2Fragment.SendMessage , Tab5Fragment.SendProblem{
2 TabAdapter adapter;
3 TabLayout tabLayout;
4 ViewPager viewPager;
5 boolean z = false;
6 Set <BluetoothDevice > pairedDevices;
7 BluetoothAdapter myBluetooth;
8 static final UUID MY_UUID = UUID.fromString("7be1fcb3 -5776 -42fb
-91fd -2 ee7b5bbb86d");
9 BluetoothSocket socket = null;
10 OutputStream outputStream;
11 private int[] tabIcons = {
12 R.drawable.home ,
13 R.drawable.build ,
14 R.drawable.statistics ,
15 R.drawable.generate_sequence ,
16 R.drawable.database ,
17 };
Slika 2.8: Izsek kode uvedbe funkcij v konstruktorju glavne aktivnosti
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Poleg komunikacije med drobci imamo v mobilni aplikaciji tudi komuni-
kacijo med glavno aktivnostjo in aktivnostjo “AddProblem“. Pri tej komu-
nikaciji postane vse lazˇje, saj imamo neposreden dostop do vseh funkcij in
knjizˇnic.
Aktivnost lahko direktno posˇlje podatke drugi aktivnosti z uporabo pri-
vzetega objekta “Intent“. “Intent“ je objekt, s pomocˇjo katerega lahko ak-
tivnost opravi sˇirok spekter razlicˇnih nalog. V primeru diplomskega dela se
ta objekt ne uporablja le za posˇiljanje podatkov med dvema aktivnostma,
ampak tudi za zacˇetek aktivnosti. Zacˇetek aktivnosti uporabnik vidi kot
preusmeritev na drug zaslon.
Ko uporabljamo objekt “Intent“ za zacˇetek aktivnosti, sprejme objekt
dva parametra. To je aktivnost, ki jo objekt zˇeli uporabiti, ter aktivnost, ki
jo zˇelimo zacˇeti. V primeru diplomske naloge je ime take aktivnosti, “Add-
Problem“. Na aktivnost, ki objekt zˇeli uporabiti, se lahko sklicujemo kar
z imenom “this“. Za aktivnost, ki jo zacˇenjamo, pa moramo uporabiti ime
aktivnosti. Vse, kar je potem potrebno narediti, je zacˇeti aktivnost s funk-
cijo objekta; “Intent.startactivity()“. Ta funkcija objekta lahko sprejme tudi
dodatne parametre. Eden od njih, so podatki, ki se posˇljejo aktivnosti, ki
jo zacˇenjamo. To je v nasˇem primeru idealno, saj zˇelimo aktivnosti “Add-
Problem“ poslati tudi izbrano plezalno zaporedje uporabnika. Tako objekt
“Intent“ s pomocˇjo funkcije “startactivity()“ zacˇne aktivnost “AddProblem“
in ji hkrati posˇlje plezalno zaporedje.
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2.2.3 Podatkovna zbirka
Za samo shranjevanje plezalnih zaporedij je uporabljena podatkovna zbirka
SQLite. Izvedena je lokalno na mobilni napravi, kar pomeni, da se podatki
shranjujejo le na mobilno napravo in ne na zunanji strezˇnik. Za delo s podat-
kovno zbirko je v mobilni aplikaciji uporabljen objekt “Database Handler“,
ki skrbi za dodajanje v podatkovno zbirko ter branje iz nje.
Dodajanje v podatkovno zbirko poteka preko aktivnosti “AddProblem“,
do katere je mozˇno priti iz drobca za graficˇni prikaz plezalne stene z izbiro
opcije “Add Problem“ iz spustnega menija. Opcija “Add Problem“ je vidna
na sliki 2.15. Do branja iz podatkovne zbirke pa prihaja na drobcu za graficˇni
prikaz plezalne stene, ko na plezalni steni zˇelimo prikazati plezalno zaporedje
iz podatkovne zbirke ter na drobcu za prikaz vnosov v podatkovni zbirki.
1 public class DatabaseHandler extends SQLiteOpenHelper{
2 private final static int DATABASE_VERSION = 1;
3 private final static String DATABASE_NAME = "baza.db";
4 private final static String TABLE_NAME = "userdata";
5 private final static String COLUMN_ID = "id";
6 private final static String COLUMN_NAME = "name";
7 private final static String COLUMN_GRADE = "grade";
8 private final static String COLUMN_SEQUENCE = "sequence";
9 public DatabaseHandler(Context context) {
10 super(context , DATABASE_NAME , null , DATABASE_VERSION);
11 }
12 @Override
13 public void onCreate(SQLiteDatabase db) {
14 db.execSQL("CREATE TABLE "+TABLE_NAME+" " +
15 "( "+COLUMN_ID+" INTEGER PRIMARY KEY AUTOINCREMENT ,
"+
16 ""+COLUMN_NAME+" TEXT , "+COLUMN_GRADE+" TEXT ,"+
COLUMN_SEQUENCE+"TEXT)");
17 }
Slika 2.9: Izsek kode za dolocˇitev podatkovne zbirke
Diplomska naloga 23
Sama dolocˇitev podatkovne zbirke je vidna na sliki 2.9. Ime podatkovne
zbirke je “baza.db“ in vkljucˇuje le eno tabelo imenovano “userdata“. Tabela
vsebuje naslednje 4 stolpce.
• Stolpec “id“ - vsakemu zapisu v podatkovni zbirki dolocˇi unikatno
identifikacijsko sˇtevilko. Ta sˇtevilka se z vsakim zapisom samodejno
povecˇuje. Dodatno je ta stolpec tudi primarni kljucˇ tabele, kar pomeni,
da enolicˇno dolocˇa zapis vrstice v tabeli.
• Stolpec “name“ - hrani ime plezalnega zaporedja.
• Stolpec “grade“ - hrani oceno plezalnega zaporedja.
• Stolpec “sequence“ - hrani zapis plezalnega zaporedja.
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2.2.4 Graficˇni prikaz plezalnih zaporedij
Za graficˇni prikaz plezalnih zaporedij je bila uporabljena knjizˇnica “MPAn-
droidChart“. To je ena izmed knjizˇnic orodja Android Studio, ki ponuja
sˇtevilne graficˇne elemente in ni prevecˇ zahtevna za uporabo. S pomocˇjo
knjizˇnice je bil prikazan delezˇ posameznih tezˇavnosti plezalnih zaporedij v
podatkovni zbirki. Izmed vseh razpolozˇljivih graficˇnih elementov se je za
predstavljanje delezˇev najbolj izkazal tortni diagram. Izsek kode za urejanje
plezalnih zaporedij po tezˇavnosti je viden na sliki 2.10, njeno delovanje pa
razlozˇeno v naslednjem odstavku.
1 routelist = databaseHandler.getData ();
2 int[] anArray = {0,0,0,0,0,0};
3 for(int i = 0; i < routelist.size(); i++){
4 if(Integer.parseInt(routelist.get(i).getRouteGrade ().substring
(0,1)) == 9){
5 anArray [5]++;
6 }
7 if(Integer.parseInt(routelist.get(i).getRouteGrade ().substring
(0,1)) == 8){
8 anArray [4]++;
9 }
10 if(Integer.parseInt(routelist.get(i).getRouteGrade ().substring
(0,1)) == 7){
11 anArray [3]++;
12 }
13 if(Integer.parseInt(routelist.get(i).getRouteGrade ().substring
(0,1)) == 6){
14 anArray [2]++;
15 }
16 if(Integer.parseInt(routelist.get(i).getRouteGrade ().substring
(0,1)) == 5){
17 anArray [1]++;
18 }
19 if(Integer.parseInt(routelist.get(i).getRouteGrade ().substring
(0,1)) == 4){
20 anArray [0]++;
21 }
22 }
Slika 2.10: Izsek kode za urejanje plezalnih zaporedij po tezˇavnosti
Za prikaz tortnega diagrama se iz podatkovne zbirke najprej preberejo
vsa plezalna zaporedja. Razdelijo se po tezˇavnosti in potem delijo s sˇtevilom
vseh plezalnih zaporedij v podatkovni zbirki. Tako dobimo posamezne delezˇe
tortnega diagrama. Za lazˇjo predstavo se vsakemu delezˇu dolocˇi unikatna
barva in oznaka. Diagram uporabniku omogocˇa tudi interakcijo; lahko ga
zavrtimo ali izberemo posamezni delezˇ. Ko izberemo posamezni delezˇ, se ta
povecˇa. Prikaz diagrama je razviden na sliki 2.5.
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2.2.5 Sestava graficˇnega prikaza plezalne stene
Graficˇni prikaz plezalne stene je v mobilni aplikaciji izveden s pomocˇjo znacˇk
“GridLayout“ in “CardView“. Celoten graficˇni prikaz plezalne stene je viden
na sliki 2.3. Za lazˇje razumevanje naslednjih odstavkov je spodaj najprej
kratka razlaga uporabljenih znacˇk.
Razlaga najbolj pomembnih znacˇk:
• TextView - znacˇka, ki se uporablja za prikaz besedila uporabniku
• ImageView - znacˇka, ki se uporablja za prikaz slik uporabniku
• CardView - znacˇka, ki deluje kot neko ogrodje za druge znacˇke; vse-
buje lahko vecˇ drugih znacˇk. Ponavadi uporabimo to znacˇko, ko zˇelimo
omogocˇiti uporabniˇsko interakcijo.
• GridLayout - znacˇka, ki se uporablja za mrezˇasto ureditev znacˇk na
uporabniˇskem vmesniku
• LinerLayout - znacˇka, ki se uporablja za linearno ureditev znacˇk na
uporabniˇskem vmesniku
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1 <GridLayout
2 android:id="@+id/mainGrid"
3 android:layout_width="match_parent"
4 android:layout_height="0dp"
5 android:layout_weight="5"
6 android:alignmentMode="alignMargins"
7 android:columnCount="10"
8 android:columnOrderPreserved="false"
9 android:padding="5dp"
10 android:rowCount="10">
11 <!-- Row 1, Column 1-->
12 <android.support.v7.widget.CardView
13 android:layout_width="0dp"
14 android:layout_height="0dp"
15 android:layout_rowWeight="1"
16 android:layout_columnWeight="1"
17 android:layout_marginLeft="5dp"
18 android:layout_marginBottom="5dp"
19 app:cardCornerRadius="0dp"
20 app:cardElevation="4dp">
21 <LinearLayout
22 android:layout_width="wrap_content"
23 android:layout_height="wrap_content"
24 android:layout_gravity="center_horizontal|
center_vertical"
25 android:orientation="vertical">
26 <ImageView
27 android:layout_width="match_parent"
28 android:layout_height="35dp"
29 android:layout_gravity="center_horizontal"
30 android:src="@drawable/hold" />
31 <TextView
32 android:id="@+id/hold0"
33 android:layout_width="match_parent"
34 android:layout_height="50dp"
35 android:text=""
36 android:textAlignment="center"
37 android:textColor="@color/colorPrimaryDark"
38 android:textSize="10sp"
39 android:textStyle="bold" />
40 </LinearLayout >
41 </android.support.v7.widget.CardView >
Slika 2.11: Vsebina ene izmed znacˇk “CardView“
V mobilni aplikaciji je uporabniku omogocˇeno izbiranje plezalnih oprim-
kov na plezalni steni (prikaz vmesnika na sliki 2.3). Vsak plezalni oprimek
je predstavljen z znacˇko “CardView“ in je v mrezˇasto obliko urejen z znacˇko
“GridLayout“. V mobilni aplikaciji, znacˇka “GridLayout“ predstavlja mrezˇo
velikosti 10 vrstic in 10 stolpcev, kar pomeni, da vkljucˇuje 100 znacˇk “Card-
View“. Ker znacˇka “CardView“ predstavlja neke vrste okvir za druge znacˇke,
vsebuje v primeru diplomske naloge, znacˇki “TextView“ in “ImageView“.
Znacˇka “TextView“ uporabniku prikazuje sˇtevilko, ki mu pove, kdaj je iz-
bral posamezni plezalni oprimek in hkrati skrbi za nedvoumnost plezalnega
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zaporedja. Znacˇka “ImageView“ pa uporabniku prikazuje sliko plezalnega
oprimka in mu s tem olajˇsa iskanje zˇelenega plezalnega oprimka na plezalni
steni. Plezalni oprimek tako lahko najde tudi s pomocˇjo slike in ne le s
pomocˇjo oznak vrstic in stolpcev (npr. A10). Vsebina ene izmed znacˇk
“CardView“ je vidna na sliki 2.11.
Samemu graficˇnemu prikazu plezalne stene pa je dodanih sˇe nekaj dru-
gih elementov. In sicer nad graficˇnim prikazom plezalne stene se nahaja sˇe
ena znacˇka “TextView“, ki je uporabljena za prikaz zapisa plezalnega zapo-
redja. Zraven nje se nahaja gumb “Backspace“, ki uporabniku iz plezalnega
zaporedja izbriˇse zadnji izbran plezalni oprimek. V levem zgornjem kotu
je spustni meni z uporabniˇskimi akcijami. Pod graficˇnim prikazom plezalne
stene pa se nahaja znacˇka “TextView“, ki skrbi za prikaz imena plezalnega
zaporedja. Elementi so na uporabniˇskem vmesniku urejeni z znacˇko “Line-
arLayout“, ki poskrbi za primerno linearno postavitev elementov. Vsebina
znacˇke LinearLayout je vidna na sliki 2.12.
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1 <LinearLayout xmlns:android="http: // schemas.android.com/apk/res/
android"
2 xmlns:app="http:// schemas.android.com/apk/res -auto"
3 xmlns:tools="http: // schemas.android.com/tools"
4 android:layout_width="match_parent"
5 android:layout_height="match_parent"
6 android:orientation="vertical"
7 android:background="@drawable/layout_border"
8 android:id="@+id/linearlayout">
9 <RelativeLayout
10 android:layout_width="match_parent"
11 android:layout_height="0dp"
12 android:layout_weight="0.7"
13 android:addStatesFromChildren="false"
14 android:background="@color/toolbar">
15 <TextView
16 android:id="@+id/textGrid"
17 android:layout_width="396dp"
18 android:layout_height="wrap_content"
19 android:layout_alignParentStart="true"
20 android:layout_marginStart="162dp"
21 android:layout_marginTop="45dp"
22 android:layout_marginBottom=" -1dp"
23 android:text="SEQUENCE"
24 android:textColor="@color/shady_white"
25 android:textSize="30sp" />
26 <Spinner
27 android:id="@+id/spinner_fragment2"
28 android:layout_width="wrap_content"
29 android:layout_height="89dp"
30 android:layout_alignParentStart="true"
31 android:layout_marginStart="0dp"
32 android:layout_marginTop="5dp"
33 android:layout_marginEnd="15dp"
34 android:layout_marginBottom="0dp"
35 android:textColor="@color/shady_white"
36 android:entries="@array/fragment2_dropdown_menu"
37 app:layout_constraintTop_toTopOf="parent" />
38 <Button
39 android:id="@+id/button_backspace"
40 android:layout_width="wrap_content"
41 android:layout_height="wrap_content"
42 android:layout_alignParentTop="true"
43 android:layout_alignParentEnd="true"
44 android:layout_marginTop="5dp"
45 android:layout_marginEnd="5dp"
46 android:background="@drawable/button_design"
47 android:text="BACKSPACE"
48 android:textColor="@color/shady_white" />
49 </RelativeLayout >
Slika 2.12: Vsebina znacˇke “LinearLayout“
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2.2.6 Spustni meniji
Za prikaz vsebine spustnih menijev v mobilni aplikaciji je zadolzˇena znacˇka
“Spinner“. Informacije o vsebini posameznega spustnega menija aplikacija
prebere iz posebne datoteke imenovane “Strings“. Med vsebinami locˇimo
s pomocˇjo unikatnega identifikatorja, ki ga predhodno dolocˇimo za vsako
znacˇko “Spinner‘. Eden izmed zapisov v datoteki je viden na sliki 2.13.
1 <string -array name="grade_arrays">
2 <item>4a</item>
3 <item>4a+</item>
4 <item>4b</item>
5 <item>4b+</item>
6 <item>4c</item>
7 <item>4c+</item>
8 <item>5a</item>
9 <item>5a+</item>
10 <item>5b</item>
11 <item>5b+</item>
12 <item>5c</item>
13 <item>5c+</item>
14 <item>6a</item>
15 <item>6a+</item>
16 <item>6b</item>
17 <item>6b+</item>
18 <item>6c</item>
19 <item>6c+</item>
20 <item>7a</item>
21 <item>7a+</item>
22 <item>7b</item>
23 <item>7b+</item>
24 <item>7c</item>
25 <item>7c+</item>
26 <item>8a</item>
27 <item>8a+</item>
28 <item>8b</item>
29 <item>8b+</item>
30 <item>8c</item>
31 <item>8c+</item>
32 <item>9a</item>
33 </string -array >
Slika 2.13: Zapis za izbiro tezˇavnosti plezalnega zaporedja v datoteki “Strings“
V mobilni aplikaciji smo se odlocˇili za uporabo spustnih menijev, ker
zavzemajo malo prostora na uporabniˇskem vmesniku. Uporabljeni so na
drobcu za graficˇni prikaz plezalne stene, drobcu za prikaz podatkovne zbirke
ter aktivnosti “AddProblem“. Na drobcu za graficˇni prikaz plezalne stene
spustni meni uporabniku omogocˇa razlicˇne akcije v povezavi s plezalno steno.
Na drobcu za prikaz podatkovne zbirke pa se uporablja za izbiro ocene, ko
uporabnik zˇeli izbrati plezalna zaporedja iz podatkovne zbirke. Nazadnje je
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spustni meni uporabljen za izbiro ocene pri dodajanju v podatkovno zbirko
na aktivnosti “AddProblem“. Vse uporabniˇske akcije na drobcih so podrobno
predstavljene v podpoglavju 2.3, opis aktivnosti “AddProblem“ pa se nahaja
v podpoglavju 2.2.
Vsebina ene izmed znacˇk “Spinner“, ki predstavljajo spustne menije v
mobilni aplikaciji je razvidna na sliki 2.14.
1 <Spinner
2 android:id="@+id/spinner_filter"
3 android:layout_width="87dp"
4 android:layout_height="49dp"
5 android:layout_alignParentStart="true"
6 android:layout_marginTop="76dp"
7 android:layout_marginEnd="15dp"
8 android:layout_marginBottom="57dp"
9 android:entries="@array/filter_grade"
10 android:prompt="@string/dropdown_prompt"
11 app:layout_constraintBottom_toTopOf="@+id/db_content"
12 app:layout_constraintEnd_toStartOf="@+id/button_showall"
13 app:layout_constraintStart_toEndOf="@+id/button_search"
14 app:layout_constraintTop_toTopOf="parent" />
Slika 2.14: Vsebina znacˇke “Spinner“ za izbiranje plezalnih zaporedij iz podatkovne zbirke
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2.3 Opis delovanja mobilne aplikacije
V predstavljeni mobilni aplikaciji imamo tri drobce; dva omogocˇata upo-
rabniˇsko interakcijo. To sta drobec za graficˇni prikaz plezalne stene in drobec
za prikaz podatkovne zbirke. Tu so uporabniˇske interakcije omogocˇene z upo-
rabo spustnih menijev. Izmed obeh drobcev predstavlja drobec za graficˇni
prikaz plezalne stene najbolj pomemben del, saj je na njem graficˇna pred-
stavitev plezalne stene. Uporabnik ima na tem drobcu kar nekaj mozˇnosti
interakcije. Vse opcije spustnega menija na tem drobcu so vidne na sliki 2.15
ter bolj podrobno predstavljene v nadaljevanju.
Drobec za graficˇni prikaz plezalne stene
Z izbiro opcije “Load Problem“, nalozˇimo iz podatkovne zbirke na-
kljucˇen problem in ga prikazˇemo na steni. Opcija “Generate Problem“
poskrbi za zagon programa za samodejno sestavo plezalnega zaporedja, ki
uporabniku sestavi plezalno zaporedje. Njegovo delovanje je predstavljeno v
poglavju 5.
Opcija “Reset“, ponovno nastavi graficˇni prikaz plezalne stene. S ple-
zalne stene odstrani vse zˇe izbrane oprimke in hkrati ponovno nastavi zapis
plezalnega zaporedja.
Dodajanje izbranega zaporedja v podatkovno zbirko je omogocˇeno z izbiro
“Add Problem“, ki uporabnika preusmeri na aktivnost “AddProblem“. Ta
je zadolzˇena za dodajanje novih plezalnih zaporedij v podatkovno zbirko. Na
voljo pa je sˇe opcija “Show“. Ta uporabniku omogocˇa, da prikazˇe plezalno
zaporedje, ki je trenutno prikazano na drobcu za graficˇni prikaz plezalne
stene v mobilni aplikaciji, tudi na realni plezalni steni s pomocˇjo osvetlitve z
diodami LED. Z izbiro te opcije se preko protokola Bluetooth posˇlje plezalno
zaporedje v zaledni sistem, ki potem poskrbi, da na realni plezalni steni
zasvetijo ustrezne diode LED.
Za uporabo graficˇne predstavitve plezalne stene uporabnik enostavno iz-
bere zˇelene plezalne oprimke in jih s tem doda v trenutno plezalno zaporedje.
Izbira uporabnika se na graficˇni predstavitvi plezalne stene prikazˇe kot spre-
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memba ozadja plezalnega oprimka. Pod njim se prav tako prikazˇe zaporedna
sˇtevilka oprimka, ki pove, kdaj ga je izbral. Cˇe se slucˇajno pri izbiri zmoti,
je v desnem zgornjem kotu drobca gumb “Backspace“, ki izbriˇse zadnji
izbran plezalni oprimek. Zapis plezalnega zaporedja je predstavljen s koordi-
natami posameznih plezalnih oprimkov, prikazan nad plezalno steno. Primer
uporabe graficˇne predstavitve stene je viden na sliki 2.3.
Slika 2.15: Spustni meni na drobcu za graficˇni prikaz plezalne stene
Diplomska naloga 33
Drobec za prikaz podatkovne zbirke
Na drobcu za prikaz podatkovne zbirke, vidnem na sliki 2.16, lahko upo-
rabnik pregleduje plezalna zaporedja iz podatkovne zbirke.
Slika 2.16: Spustni meni na drobcu za prikaz podatkovne zbirke
Uporabnik s pomocˇjo spustnega menija izbere tezˇavnost problema in
nato s pritiskom na gumb “Search by grade“ izvede izbiranje na pod-
lagi tezˇavnosti. Izbrana plezalna zaporedja se prikazˇejo v interaktivni tabeli,
kjer uporabnik lahko z izbiro posameznega plezalnega zaporedja, to prikazˇe
na graficˇnem prikazu plezalne stene. S pritiskom na gumb “Show all“ pa
se v interaktivni tabeli prikazˇejo vse plezalna zaporedja v podatkovni zbirki.
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Tretji drobec pa uporabniku ne omogocˇa nobenih uporabniˇskih akcij. Po-
nuja le pregled delezˇev razlicˇnih tezˇavnosti plezalnih zaporedij v podatkovni
zbirki, zato tu ni dodatno omenjen. Viden je na sliki 2.5, njegova vloga v
sistemu WayUp pa je razlozˇena v poglavju 2.2.
Poglavje 3
Zaledni sistem
Zaledni sistem je sestavljen iz osrednjega mikroracˇunalnika in krmilnika osve-
tlitve. Prvi je opisan v tem poglavju, medtem ko je drugi opisan v 4. po-
glavju.
Glavni del zalednega sistema predstavlja mikroracˇunalnik Raspberry Pi
(krajˇse RPi). To je mikroracˇunalnik v velikosti mobilnega telefona, v osnovi
narejen za poucˇevanje v sˇolah, vendar danes uporabljen sˇe za veliko dru-
gih namenov. Na njem se uporablja operacijski sistem Raspbian; razlicˇica
operacijskega sistema Linux. Obicˇajno je namesˇcˇen na kartici MicroSD.
Pri diplomskem delu je bil uporabljen Raspberry Pi3 model B. Ta razlicˇica
ima 40 nozˇic GPIO in zˇe vgrajena brezzˇicˇna vmesnika WiFi in Bluetooth.
Poleg tega ima tudi 4 vhode USB, vmesnik Ethernet, vhod AUX za audio,
rezˇo za napajanje ter izhod HDMI. Za samo delo z RPi je bil dodatno upo-
rabljen zaslon, ki je bil povezan preko vhoda HDMI ter tipkovnica in miˇska.
Za dostop do interneta sta se uporabljala tako brezzˇicˇni vmesnik WiFi kot
zˇicˇni vmesnik Ethernet.
Ker je bila funkcionalnost celotnega sistema izvedena na mobilni aplika-
ciji, se je RPi uporabljal le za posˇiljanje podatkov iz mobilne naprave preko
krmilnika osvetlitve do lokalnih krmilnikov (WS2811) diod LED. Podatki so
se posˇiljali s pomocˇjo protokola Bluetooth. S tem smo se izognili nepotrebnim
prikljucˇkom in omogocˇili brezzˇicˇno komunikacijo.
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Za posˇiljanje podatkov je na RPi skrbela skripta napisana v programskem
jeziku Python. Po funkcionalnosti je bila razdeljena na dva dela. Prvi del je
skrbel za vzpostavitev povezave preko protokola Bluetooth ter prejemanje in
pretvorbo podatkov, drugi del pa za posˇiljanje podatkov na lokalne krmilnike
(WS2811) diod LED s pomocˇjo krmilnika osvetlitve.
3.1 Zagon skripte za sprejem in posˇiljanje po-
datkov
Ker je bil skripta, shranjena na namizju, se je bilo potrebno pred izvrsˇitvijo
skripte v terminalu premakniti v pravilno datotecˇno lokacijo. Z ukazom
“cd Desktop“ smo se premaknili v namizje. Nato je bilo potrebno z uka-
zom “chmod+x“ skripti dodati sˇe pravice za izvrsˇevanje. Z ukazom “sudo
python3 ./ime-skripte“ smo nato lahko zagnali skripto. “sudo“ del je bilo
potrebno uporabiti, ker skripte nismo izvrsˇevali z administrativnimi pravi-
cami, “python3“ pa je ime zagonske datoteke s tolmacˇem. Razlog za uporabo
Python razlicˇice tri je v knjizˇnici Neopixel, saj je ta prisotna le v tej razlicˇici.
3.2 Izvedba komunikacije Bluetooth
Za vzpostavitev brezzˇicˇne povezave med mobilno aplikacijo in zalednim sis-
temom skrbi prvi del skripte, viden na sliki 3.1. Ker je mobilna aplika-
cija po protokolu Bluetooth v vlogi odjemalca, RPi v tem primeru deluje
kot strezˇnik. Za izvedbo strezˇnika Bluetooth je bila uporabljena knjizˇnica
Pybluez. V naslednjem odstavku je predstavljen postopek za uporabo te
knjizˇnice.
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1 #!/usr/bin/python
2 from bluetooth import *
3 import board
4 import neopixel
5 # Main loop
6 def main():
7 pixels = neopixel.NeoPixel(board.D18 , 50)
8 # Create a new server socket using RFCOMM protocol
9 server_sock = BluetoothSocket(RFCOMM)
10 # Bind to any port
11 server_sock.bind(("", PORT_ANY))
12 # Start listening
13 server_sock.listen (1)
14 # Get the port the server socket is listening
15 port = server_sock.getsockname ()[1]
16 # The service UUID to advertise
17 uuid = "7be1fcb3 -5776 -42fb -91fd -2 ee7b5bbb86d"
18 # Start advertising the service
19 advertise_service(server_sock , "Rpi3Bluetooth",
20 service_id=uuid ,
21 service_classes =[uuid , SERIAL_PORT_CLASS],
22 profiles =[ SERIAL_PORT_PROFILE ])
Slika 3.1: Izsek kode izvedbe strezˇnika Bluetooth
Najprej smo z ukazom “apt-get install pybluez“ namestili knjizˇnico. Po
namestitvi, smo s pomocˇjo urejevalnika “Thonny“ napisali skripto. V skripti
smo dolocˇili sˇtevilko vrat (angl. Port) na katerih zˇelimo, da se strezˇnik izvaja
ter dolocˇili ime strezˇnika. Ker ima RPi zˇe vgrajen vmesnik za protokol Blu-
etooth, je bila za sˇtevilko vrat izbrana kar sˇtevilka zˇe vgrajenega vmesnika,
torej 7000. Strezˇniku Bluetooth smo dolocˇili sˇe unikaten UUID. Ta se je
uporabljal za vzpostavitev povezave med dvema napravama preko vticˇnice.
V mobilni aplikaciji je uporabljen enak UUID, da se lahko oba povezˇeta.
Po uspesˇni vzpostavitvi povezave smo za pretvorbo podatkov poskrbeli s
posebno zanko.
V zanki so se najprej prebrali prejeti podatki in shranili v spremenljivko.
Ti podatki so sprejeti po posameznih bajtih in jih je potrebno pretvoriti v niz
znakov oziroma podatkovni tip “String“. Dobljen niz znakov tako predsta-
vlja koordinate plezalnih oprimkov, locˇenih z vejico; konkretni primer niza je
“A1,B2,D3,C1“. Ker na koncu potrebujemo tudi tabelo posameznih oprim-
kov, niz znakov razdelimo po vejicah in jih zlozˇimo v tabelo. Razdelitev
naredimo z ukazom “split(’,’)“. Tako dobimo koncˇen rezultat; tabelo s posa-
meznimi koordinatami plezalnih oprimkov.
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3.3 Upravljanje osvetlitve z diodami LED
Za posˇiljanje podatkov na diode LED je skrbel drugi del skripte, viden na sliki
3.2. Za ta del smo uporabili knjizˇnico, imenovano Neopixel. To je knjizˇnica
za komuniciranje z diodami LED z enojno, skupno povezavo. Namenjena je
predvsem upravljanju vecˇjega sˇtevila diod LED, ki so na skupno povezavo
prikljucˇene preko lokalnih krmilnikov WS2811.
1 i = 0
2 for x in list:
3 if(x[0] in soda):
4 light_index = wall_dictionary[x[0]] - int(x[1:])
5 # START hold(green color)
6 if i == 0:
7 pixels[light_index] = (0, 255, 0)
8 # TOP hold(red color)
9 elif i == (len(list) - 1):
10 pixels[light_index] = (255, 0, 0)
11 # NORMAL holds(blue color)
12 else:
13 pixels[light_index] = (0, 0, 255)
14 else:
15 light_index = wall_dictionary[x[0]] + int(x[1:]) - 1
16 # START hold(green color)
17 if i == 0:
18 pixels[light_index] = (0, 255, 0)
19 # TOP hold(red color)
20 elif i == (len(list) - 1):
21 pixels[light_index] = (255, 0, 0)
22 # NORMAL holds(blue color)
23 else:
24 pixels[light_index] = (0, 0, 255)
25 i += 1
Slika 3.2: Uporaba knjizˇnice Neopixel
Pred zacˇetkom izvedbe je bilo najprej potrebno dolocˇiti sˇtevilo diod LED
in prikljucˇek, na katerega je povezano skupno vodilo z diodami.
Posˇiljanja podatkov smo se lotili z uporabo zanke, ki se je izvedla vsakicˇ,
ko je na RPi prispelo sporocˇilo. Ker smo na koncu potrebovali tabelo koordi-
nat diod LED, se je sporocˇilo iz podatkovnega tipa “String“ pretvorilo v tip
“Array“. Nato se je za vsako koordinato iz tabele “Array“ prizˇgala ustrezna
dioda LED.
Diode LED se v knjizˇnici Neopixel naslavlja podobno kot elemente tabele
v jeziku Python.
Diplomska naloga 39
Primer naslavljanja prve diode
“dioda[0]“. (3.1)
Pri naslavljanju diod LED pa moramo dolocˇiti tudi kaksˇna barva naj se
uporabi. Diode LED za zapis barve uporabljajo zapis RGB; to je anglesˇka
kratica in pomeni tri osnovne barve “red“, “green“ in “blue“. Vsaka osnovna
barva je obicˇajno predstavljena v 256 razlicˇnih odtenkih. Viˇsja je vrednost,
tem mocˇnejˇsi je odtenek posamezne osnovne barve.
Primer uporabe rdecˇe barve
“dioda[0] = (255, 0, 0)“ (3.2)
Ker je mobilna aplikacija omogocˇala vecˇkratno posˇiljanje sporocˇil, je mo-
rala biti skripta vedno pripravljena na novo sporocˇilo. Za to je bilo poskr-
bljeno v neskoncˇni zanki, ki je cˇakala na vhodna sporocˇila, dokler je nismo
prekinili, z ukazom “CTRL + C“ ali zaprtjem komunikacijske vticˇnice.
40 Anzˇe Peharc
Poglavje 4
Izvedba osvetlitve plezalne
stene
Celotno osvetlitev plezalne stene sta predstavljala krmilnik osvetlitve ter vo-
dilo z diodami LED in pripadajocˇimi lokalnimi krmilniki (WS2811). Krmil-
nik osvetlitve je skrbel, da so se podatki iz RPi pravilno posˇiljali lokalnim
krmilnikom. Lokalni krmilniki pa so omogocˇali, da smo lahko vsako diodo
LED krmilili neodvisno od drugih.
Izvedba in delovanje krmilnika osvetlitve ter vodila z diodami LED je bolj
podrobno predstavljeno v naslednjih podpoglavjih.
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4.1 Krmilnik osvetlitve
Krmilnik osvetlitve je skrbel, da so podatki pravilno prehajali iz RPi do
vodila z diodami LED. Prejeti signal iz RPi je ustrezno pretvoril in ga poslal
na vodilo z diodami LED. Njegovo delovanje je predstavljeno v nadaljevanju.
Izdelavo krmilnika osvetlitve smo se lotili v dveh korakih. Najprej smo
naredili prototipno razlicˇico s pomocˇjo testne plosˇcˇe (angl. Breadboard), po-
tem pa sˇe bolj robustno razlicˇico s pomocˇjo tehnike spajkanja. Pred zacˇetkom
izdelave krmilnika osvetlitve smo s pomocˇjo orodja Fritzing graficˇno narisali
zdruzˇen zaledni sistem z vodilom diod LED. Prikaz je viden na sliki 4.1.
Slika 4.1: Graficˇni prikaz zdruzˇitve zalednega sistema z vodilom diod LED
V prototipni razlicˇici je osrednji del predstavljala testna plosˇcˇa, ki omogocˇa
enostavno rocˇno povezovanje elementov s pomocˇjo zˇicˇk. Sluzˇila je za preiz-
kus delovanja celotnega zalednega sistema; kasneje smo jo nadgradili s koncˇno
izvedbo krmilnika osvetlitve.
Za preizkus delovanja smo na testno plosˇcˇo povezali RPi, vodilo diod LED
ter poseben napajalnik. RPi in napajalnik sta bila povezana na testno plosˇcˇo
preko dveh zˇicˇk, vodilo diod LED pa preko treh. Ker ima RPi 40 razlicˇnih
nozˇic, smo morali izbrati pravilni dve za vzpostavitev povezave. To sta bili
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nozˇica sˇt. 18, ki sluzˇi za prenos signala iz RPi do diod LED ter nozˇica sˇt.
6, ki povezuje nicˇelni potencial (GND). S tema dvema povezavama je bila
testna plosˇcˇa povezana z RPi in sledilo je povezovanje vodila diod LED ter
posebnega napajalnika na testno plosˇcˇo.
Slika 4.2: Izhodiˇscˇna vezalna shema zdruzˇitve zalednega sistema z vodilom diod LED
Vodilo diod LED je bilo na testno plosˇcˇo povezano s tremi zˇicˇkami, eno
za prenos signala in dvema za napajanje. Za dodatno napajanje vodila z
diodami LED in vmesnika za ustrezno spremembo napetosti smo sistemu
dodali poseben napajalnik, ki je skrbel za zunanje napajanje. Na testno
plosˇcˇo je bil povezan z dvema zˇicˇkama, ki sta sluzˇili za napajanje.
Nazadnje nam je ostalo sˇe pretvarjanje napetosti izhodnega signala RPi
iz 3.3 V na 5 V. S tem razlogom smo na testno plosˇcˇo dodali vmesnik za
ustrezno spremembo napetosti, ki je prejeti signal iz 3.3V pretvoril v 5V.
Nahajal se je med povezavo RPi in vodilom diod LED, saj je moral pretvoriti
signal, ki je prihajal iz RPi. Vmesnik za ustrezno spremembo napetosti ima
oznako SN74AHCT125. Slednji je uporabljen za pretvorbo napetosti signala
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iz napetosti od 0 - 5 V, v signal napetosti 4.5 - 5.5 V. S tem smo tudi zakljucˇili
zdruzˇitev zalednega sistema in vodila diod LED. Vse povezave so razvidne
na sliki 4.2.
Slika 4.3: Realna izvedba krmilnika osvetlitve s pomocˇjo testne plosˇcˇe
Ves proces zdruzˇitve je bil nadzorovan z merilcem napetosti in toka, da
ne bi priˇslo do kaksˇnega kratkega stika ali posˇkodovanega vezja. Izvedba
testnega krmilnika osvetlitve je prikazana na sliki 4.3. Za izvedbo dejanskega
prototipa pa je bilo potrebno izdelati sˇe bolj robustno izvedbo. S pomocˇjo
tehnike spajkanja smo tako izdelali krmilnik osvetlitve prikazan na sliki 4.4.
Slika 4.4: Koncˇna izvedba krmilnika osvetlitve
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4.2 Vodilo z diodami LED in lokalnimi krmil-
niki
Drugi del osvetlitve plezalne stene je predstavljalo vodilo diod LED in lokalni
krmilniki (WS2811). Vsaka dioda LED ima svoj lokalni krmilnik, ki podpira
naslavljanje RGB ter GBR. Za pravilen prikaz slikovnih tocˇk potrebuje vsaka
dioda LED 24-bitno sporocˇilo; 8 bitov za vsako R, G in B slikovno tocˇko.
Podatke po vodilu lahko posˇilja s hitrostjo do 400 Kbps.
Komunikacija poteka po nacˇelu krmilnega vodila, ki gre skozi lokalne
krmilnike vseh diod LED. Naslavljanje diod LED poteka tako, da se po vodilu
posˇlje signal, ki ga predstavlja zaporedje 24-bitnih sporocˇil. Vsak lokalni
krmilnik iz zaporedja sprejme 24-bitno sporocˇilo, ki ga posreduje do diode
LED. Tako se z vsakim zaporednim lokalnim krmilnikom zaporedje zmanjˇsa
za 24 bitov. Naslavljanje se koncˇa, ko so porabljeni vsi biti. To pomeni,
da cˇe zˇelimo nasloviti tretjo diodo LED, moramo po vodilu poslati 72-bitno
sporocˇilo. Ker so diode LED vezane zaporedno mora signal vedno potovati
preko vseh diod LED do zadnje, ki smo jo zˇeleli nasloviti. Posledicˇno to
pomeni tudi, da cˇe eden izmed lokalnih krmilnikov preneha delovati, ga je
treba zamenjati, ker lahko prekine komunikacijo z naslednjimi krmilniki.
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Do vsakega lokalnega krmilnika oziroma vsake diode LED vodijo 3
zˇicˇne povezave
• Cˇrna - skrbi za nicˇelni potencial (GND)
• Rdecˇa - skrbi za napajanje
• Zelena - skrbi za prenos signala iz krmilnika osvetlitve diod LED na
lokalne krmilnike (WS2811)
Poraba energije vsake slikovne tocˇke diode LED je 20 miliamperov, ker pa
so tipa RGB, pomeni, da vsaka dioda LED vsebuje tri slikovne tocˇke in tako
v primeru, da so prizˇgane vse slikovne tocˇke, porabi 60 miliamperov energije.
Lokalni krmilniki (WS2811), uporabljeni v diplomski nalogi sprejemajo signal
5 V, kjer pa naletimo na manjˇsi problem s strani RPi. Problem pri RPi je,
da lahko posˇilja le signal s 3.3 V, zato je bilo potrebno uporabiti vmesnik za
ustrezno spremembo napetosti. Slednji je omogocˇil upravljanje diod LED s
pomocˇjo RPi.
Poglavje 5
Samodejna sestava plezalnega
zaporedja
Za razliko od funkcionalnosti trenutno obstojecˇih podobnih sistemov ([5],
[6]), smo ob ostalih izboljˇsavah sistemu WayUp dodali nekaj povsem novega.
To je samodejna sestava plezalnih zaporedij. Ideja je bila uporabniku zago-
toviti lazˇji trening, saj bi racˇunalnik lahko sestavil smer namesto njega ali
trenerja. Celotni program je napisan v Javi, zato da se lazˇje vkljucˇi v mo-
bilno aplikacijo. Sestavljen je iz treh funkcij. Prva funkcija opiˇse arhitekturo
plezalne stene, dolocˇi dimenzije plezalne stene. Sledi ji funkcija, ki poskrbi za
opis postavitve plezalnih oprimkov in njihovih vrst. Tretja funkcija pa povezˇe
prej omenjeni funkciji in poskrbi za sestavo plezalnega zaporedja. Sestava
vseh treh funkcij je podrobneje opisana v naslednjih podpoglavjih.
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5.1 Funkcija za opis arhitekture plezalne stene
Plezalna stena za racˇunalnik predstavlja polje, na katerem so razlicˇni plezalni
oprimki. Obicˇajno hranimo podatke o dimenziji plezalne stene, mestih, kjer
so plezalni oprimki in njihovih vrstah. Dimenzije plezalne stene so opisane z
viˇsino in sˇirino. Za sˇirino plezalne stene so uporabljene oznake cˇrk abecede
(npr. A), za oznako viˇsine pa sˇtevilke (npr. 1). Tako na koncu dobimo mrezˇo,
ki vsebuje unikatno oznako za vsak plezalni oprimek na plezalni steni. Shema
mrezˇe je razvidna na sliki 5.1.
H/W A B C D E F G H I J 
10 
A10 B10 C10 D10 E10 F10 G10 H10 I10 J10 
9 
A9 B9 C9 D9 E9 F9 G9 H9 I9 J9 
8 
A8 B8 C8 D8 E8 F8 G8 H8 I8 J8 
7 
A7 B7 C7 D7 E7 F7 G7 H7 I7 J7 
6 
A6 B6 C6 D6 E6 F6 G6 H6 I6 J6 
5 
A5 B5 C5 D5 E5 F5 G5 H5 I5 J5 
4 
A4 B4 C4 D4 E4 F4 G4 H4 I4 J4 
3 
A3 B3 C3 D3 E3 F3 G3 H3 I3 J3 
2 
A2 B2 C2 D2 E2 F2 G2 H2 I2 J2 
1 
A1 B1 C1 D1 E1 F1 G1 H1 I1 J1 
 
Slika 5.1: Mrezˇa graficˇne predstavitve plezalne stene sistema WayUp
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Ker je bilo potrebno vsak plezalni oprimek dodatno opisati, smo v pro-
gramu dolocˇili razred “Hold“, viden v funkciji na sliki 5.2. To je instanca
plezalnega oprimka, ki ima naslednje atribute.
• “name“ - ime plezalnega oprimka, tipa “String“. Predstavlja ga uni-
katna oznaka iz plezalne mrezˇe.
• “type of hold“ - vrsta plezalnega oprimka, tipa “String“
• “neighbours“ - tabela sosedov plezalnega oprimka, tipa “Array“. Ele-
menti tega atributa predstavljajo vse plezalne oprimke, ki so v dosegu
uporabnika od tega plezalnega oprimka. Sestava tabele sosedov za vsak
plezalni oprimek se izvede v funkciji “sosedi()“, opisani v naslednjem
podpoglavju 5.2.
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1 public static ArrayList <Hold > build () {
2 Map <String , Double > dict = new HashMap <>();
3 dict.put("Sloper", 0.05);
4 dict.put("Pinch", 0.05);
5 dict.put("Jug", 0.6);
6 dict.put("Crimp", 0.05);
7 dict.put("Goody", 0.25);
8 String [] holds = {"Sloper", "Pinch", "Jug", "Crimp", "Goody"};
9 String [] wall_holds = {"Crimp","Goody","Goody","Crimp","Pinch","
Pinch","Pinch","Goody","Pinch","Sloper","Pinch","Pinch","Crimp","
Pinch","Pinch","Crimp","Crimp","Pinch","Jug","Crimp","Jug","
Sloper","Jug","Crimp","Jug","Goody","Crimp","Sloper","Goody","
Sloper","Sloper","Sloper","Goody","Sloper","Jug","Pinch","Jug","
Crimp","Jug","Pinch","Goody","Goody","Crimp","Jug","Jug","Crimp",
"Jug","Sloper","Sloper","Crimp","Pinch","Sloper","Jug","Sloper","
Jug","Pinch","Sloper","Goody","Sloper","Goody","Sloper","Goody","
Sloper","Sloper","Goody","Sloper","Pinch","Pinch","Goody","Jug","
Goody","Jug","Sloper","Goody","Pinch","Sloper","Goody","Sloper","
Jug","Crimp","Jug","Jug","Crimp","Crimp","Pinch","Goody","Goody",
"Sloper","Sloper","Jug","Crimp","Jug","Crimp","Jug","Pinch","Jug"
,"Pinch","Goody","Crimp","Crimp","Jug","Jug","Sloper","Goody","
Pinch","Crimp","Crimp","Pinch","Sloper","Jug","Jug","Crimp","
Sloper","Sloper","Crimp","Crimp","Crimp","Pinch","Goody","Goody",
"Sloper","Crimp","Goody","Sloper","Pinch","Pinch","Crimp","Goody"
,"Goody","Jug","Crimp","Sloper"};
10 double [] temp_weights = {0.05, 0.05, 0.6, 0.05, 0.25};
11 String [] array_width = {"A", "B", "C", "D", "E", "F", "G", "H",
"I", "J", "K"};
12 String [] array_height = {"12", "11", "10", "9", "8", "7", "6", "
5", "4", "3", "2", "1"};
13 ArrayList <ArrayList <String >> array_merge = new ArrayList <
ArrayList <String >>();
14 for (int i = 0; i < array_height.length; i++) {
15 ArrayList <String > temp = new ArrayList <String >();
16 for (int y = 0; y < array_width.length; y++) {
17 temp.add(array_width[y] + array_height[i]);
18 }
19 array_merge.add(temp);
20 }
21 //Vsak oprimek oznacim kot razred in mu dodam seznam sosedov in
vrsto
22 ArrayList <Hold > array_of_holds = new ArrayList <>();
23 int stevec_za_grife = 0; // stevec , ki se sprehodi cez wall_holds
in grifom doloci vrsto
24 for (int i = 0; i < array_height.length; i++) {
25 for (int y = 0; y < array_width.length; y++) {
26 String random = wall_holds[stevec_za_grife ];
27 array_of_holds.add(new Hold(array_merge.get(i).get(y),
random , sosedi(4, array_merge , i, y)));
28 stevec_za_grife ++;
29 }
30 }
31 return array_of_holds;
32 }
Slika 5.2: Funkcija za opis arhitekture plezalne stene - “build()“
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5.2 Funkcija za izracˇun sosedov oprimka
Glavna naloga funkcije “sosedi()“ je gradnja tabel sosedov za posamezni ple-
zalni oprimek. Vsaka instanca plezalnega oprimka vsebuje svojo tabelo sose-
dov. To tabelo predstavlja mnozˇica vseh plezalnih oprimkov, ki jih lahko iz-
beremo kot naslednji oprimek v plezalnem zaporedju. Dolocˇena je na podlagi
razpona rok uporabnika. Delovanje funkcije v programu je zelo pomembna,
saj skrbi, da je plezalno zaporedje smiselno in ne vsebuje gibov, ki bi bili
izven dosega razpona rok uporabnika. Funkcija “sosedi()“ na podlagi opisa
arhitekture plezalne stene (sˇe pred zacˇetkom sestave zaporedja) dolocˇi tabele
sosedov za vsak posamezni plezalni oprimek
Gradnja tabele sosedov se zgodi v zanki, tako da za vsak oprimek na
plezalni steni sestavimo tabelo sosedov in jo zapiˇsemo v atribut “neighbours“
razreda posameznega plezalnega oprimka. Tabela “neighbours“ je napolnjena
z elementi tipa “String“ in se dolocˇi s postopkom, prikazanim na sliki 5.3, za
primer oprimka “E5“.
H/W A B C D E F G H I J 
10 
A10 B10 C10 D10 E10 F10 G10 H10 I10 J10 
9 
A9 B9 C9 D9 E9 F9 G9 H9 I9 J9 
8 
A8 B8 C8 D8 E8 F8 G8 H8 I8 J8 
7 
A7 B7 C7 D7 E7 F7 G7 H7 I7 J7 
6 
A6 B6 C6 D6 E6 F6 G6 H6 I6 J6 
5 
A5 B5 C5 D5 E5 F5 G5 H5 I5 J5 
4 
A4 B4 C4 D4 E4 F4 G4 H4 I4 J4 
3 
A3 B3 C3 D3 E3 F3 G3 H3 I3 J3 
2 
A2 B2 C2 D2 E2 F2 G2 H2 I2 J2 
1 
A1 B1 C1 D1 E1 F1 G1 H1 I1 J1 
 
Slika 5.3: Primer dolocˇitve sosedov oprimka“E5“
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Najprej se v programu dolocˇi, na katerem plezalnem oprimku trenutno
smo. To je mogocˇe s pomocˇjo unikatne oznake za vsak plezalni oprimek (npr.
E5). Nato je potrebno uporabnikov razpon rok preslikati iz centimetrov, v
racˇunalniku razumljivo razdaljo na plezalni steni. To smo storili tako, da
je bilo predhodno dolocˇeno, kaksˇna je razdalja med posameznimi plezalnimi
oprimki. Da je bila zadeva enostavnejˇsa, je bila razdalja med vsemi plezal-
nimi oprimki enaka. Ko smo imeli razdalje dolocˇene, smo lahko uporabnikov
razpon delili z razdaljo med posameznim plezalnim oprimkom; npr. 180/20,
kjer je razdalja med dvema plezalnima oprimkoma 20 cm in uporabnikov raz-
pon rok 180 cm. Tako smo centimetre preslikali v sˇtevilo plezalnih oprimkov
(v tem primeru 9), ki so lahko med dvema zaporednima plezalnima oprim-
koma. Pri tem izracˇunu je pomembno izpostaviti, da se po mrezˇi ne moremo
premikati diagonalno.
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S shranjenimi podatki o razponu rok uporabnika v ustrezni obliki smo se
lahko lotili iskanja sosedov. Izsek kode iskanja je viden na sliki 5.4. Iskanje
je razdeljeno na sˇtiri dele. Najprej se sosedi iˇscˇejo zgoraj in levo ter zgoraj in
desno od plezalnega oprimka. Enak postopek se ponovi tudi za spodnji del,
in sicer spodaj levo ter spodaj desno. Tako pokrijemo vso okolico plezalnega
oprimka in dobimo ustrezno tabelo sosedov.
1 public static Map <String , Integer > sosedi(int distance_to_node ,
ArrayList <ArrayList <String >> array , int i, int e) {
2 ArrayList <String > x = new ArrayList <>();
3 Map <String , Integer > x_length = new HashMap <>();
4 int uplimit = 0; // meja za zgornji rob
5 int downlimit = 11; // meja za spondji rob
6 int leftlimit = 0; // meja za levi rob
7 int rightlimit = 10; // meja za desni rob
8 // IZRACUN SOSEDOV
9 // LEVO in GOR
10 int temp1 = e;
11 int temp2 = i;
12 int st = distance_to_node;
13 for (int y = 0; y < distance_to_node + 1; y++) {
14 if (temp1 < leftlimit) {
15 break;
16 } else {
17 // GOR
18 for (int z = 0; z < st + 1; z++) {
19 if (temp2 < uplimit) {
20 break;
21 }
22 else {
23 if (!x.contains(array.get(temp2).get(temp1))) {
24 x.add(array.get(temp2).get(temp1));
25 x_length.put(array.get(temp2).get(temp1), y
+ z);
26 }
27 }
28 temp2 -= 1;
29 }
30 if (!x.contains(array.get(i).get(temp1))) {
31 x.add(array.get(i).get(temp1));
32 x_length.put(array.get(i).get(temp1), y);
33 }
34 }
35 temp2 = i;
36 temp1 -= 1;
37 st -= 1;
38 }
Slika 5.4: Funkcija za izracˇuna sosedov enega dela plezalne mrezˇe - “sosedi()“
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5.3 Funkcija za sestavo plezalnega zaporedja
Funkcija “run()“ prikazana na sliki 5.5, poskrbi za celotno sestavo plezalnega
zaporedja. Pri tem zdruzˇuje obe prej omenjeni funkciji ter razred za utezˇeno
izbiranje iz tabele, opisan v podpoglavju 5.4.
1 public static void run(double [] mode , int route_length , String type)
{
2 Random rand = new Random ();
3 String distance_type = "0";
4 int combined_distance = 0;
5 double [] weighted_distance = {0.2, 0.2, 0.2, 0.2, 0.2};
6 String [] razdalje = {"0", "1", "2", "3", "4"};
7 // Type of holds
8 String [] holds = {"Sloper", "Pinch", "Jug", "Crimp", "Goody"
};
9 RandomCollection <String > random_hold = new RandomCollection
<>();
10 for (int i = 0; i < mode.length; i++) {
11 random_hold.add(mode[i], holds[i]);
12 }
13 RandomCollection <String > random_distance = new
RandomCollection <>();
14 for (int i = 0; i < mode.length; i++) {
15 random_distance.add(weighted_distance[i], razdalje[i]);
16 }
17 ArrayList <Hold > array = build(); // Builds the array of Hold
classes
18 Hold current = new Hold("Z1", "unknown", new HashMap <>());
// Choose a random starting hold
19 Hold before_current = null; // to keep track of one hold
before current
20 ArrayList <String > Sequence = new ArrayList <>(); // SEQUENCE
FOR HOLDS
Slika 5.5: Izsek kode funkcije - “run()“
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Sprejme naslednja dva parametra:
• Mode - dolocˇa tezˇavnost sestavljenega plezalnega zaporedja. Uporab-
nik lahko izbira med razlicˇnimi opcijami (lahko, srednje-tezˇko in tezˇko).
Ta parameter je tipa “Array“, napolnjen z elementi tipa “double“, ki
vsebujejo vrednosti za vse vrste plezalnih oprimkov. V programu je pet
razlicˇnih vrst plezalnih oprimkov. To so - [jug, goody, pinch, sloper,
crimp]. V tem vrstnem redu so razvrsˇcˇeni od najboljˇsega do najslabsˇega
oprijema. Glede na izbiro tezˇavnosti uporabnika, so v tabeli z decimal-
nimi vrednostmi predstavljeni odstotki mozˇnosti pojavitve posameznih
plezalnih oprimkov v plezalnem zaporedju; npr. cˇe je smer tipa lahka
dolocˇimo, da se v smeri v vecˇini pojavljajo le oprimki z najboljˇsim
oprijemom (npr. jug).
• Route-length - dolocˇa dolzˇino plezalnega zaporedja, tipa “Integer“.
Ko funkcija sprejme potrebna parametra, lahko zacˇne izvajanje kode.
Prva naloga funkcije je, da poklicˇe funkcijo za opis arhitekture plezalne stene
ter funkcijo za izracˇun sosedov posameznega plezalnega oprimka.
Ko se izvedeta obe funkciji, dobimo tabelo z instancami razreda “Hold“
za vsak plezalni oprimek na plezalni steni in lahko se zacˇne sestava plezalnega
zaporedja. Pred sestavo se dolocˇi sˇe spremenljivka “Sequence“, ki je tipa “Ar-
rayList“ in sluzˇi za shranjevanje koncˇnega plezalnega zaporedja. Prav tako
se dolocˇi spremenljivka “current“, ki oznacˇuje plezalni oprimek, kjer trenu-
tno smo in takoj po dolocˇitvi zavzame vrednost praznega “String“ elementa.
Izbira vsakega naslednjega plezalnega oprimka se nato izvede v zanki.
Najprej se lotimo izbiranja prvega plezalnega oprimka, pri katerem imamo
malo drugacˇne omejitve kot pri izbiri vseh nadaljnjih. Prvi plezalni opri-
mek zˇelimo izbrati iz prvih treh vrst plezalne stene, saj mora biti uporab-
nik zmozˇen dosecˇi prvi plezalni oprimek iz tal. Izbire se lotimo tako, da
vkljucˇimo vse plezalne oprimke, katerih unikatne oznake vsebujejo sˇtevilke
1, 2 ali 3 (npr. A1). Ko imamo enkrat izbrane vse plezalne oprimke pr-
vih treh vrst, izbiramo sˇe na podlagi vrste plezalnega oprimka, ki se dolocˇi
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ob vsakem zacˇetku zanke. Sedaj izmed vseh ustreznih oprimkov izberemo
nakljucˇnega in ga dodamo v tabelo “Sequence“.
Izbira vseh nadaljnjih plezalnih oprimkov poteka na podlagi izbire tezˇavnosti
uporabnika. To izvedemo s pomocˇjo utezˇenega nakljucˇnega izbiranja plezal-
nih oprimkov, glede na njihovo vrsto. To pomeni, da plezalni oprimki nimajo
enake mozˇnosti za izbor, saj so nekateri bolj ustrezni za izbrano tezˇavnost
plezalnega zaporedja kot drugi. Pred zacˇetkom izbiranja naslednjih plezalnih
oprimkov pa se dolocˇi sˇe spremenljivka “matching neighbour holds“, ki sluzˇi
za shranjevanje plezalnih oprimkov, ki so primerni kot izbor za naslednji ple-
zalni oprimek. Plezalne oprimke dodajamo v tabelo s pomocˇjo vecˇ izborov
plezalnih oprimkov iz tabele “neighbours“ trenutnega plezalnega oprimka.
Opisani so v nadaljevanju.
Izbiranje plezalnih oprimkov:
• Preveritev nesmiselnega plezalnega zaporedja - skrbi, da se ne
zgodi naslednja situacija (npr. A1, B5, A1), saj to ni smiselno, ker bi
obstali v enakem polozˇaju.
• Preveritev zaporedne izbire plezalnih oprimkov v isti vrsti in
stolpcu - skrbi, da niso zaporedno izbrani trije plezalni oprimki v isti
vrsti (npr. A1, A5, A3) ali stolpcu (npr. A1, C1, D1). S tem izbiranjem
smo pripomogli k vecˇji razgibanosti razporeditve plezalnih oprimkov v
plezalnem zaporedju.
• Zagotovitev premikanja proti vrhu plezalne stene - to je eden
bolj pomembnih izbiranj, ki skrbi da se vedno premikamo navzgor po
plezalni steni. To pomeni, da ne dovoljujemo izbire plezalnega oprimka,
ki se na plezalni steni nahaja nizˇje od trenutnega. Da lahko spremljamo
v kateri vrsti plezalne stene trenutno smo, skrbi spremenljivka “current-
row“. Vsebuje “Integer“ vrednost vrste, v kateri je trenutni plezalni
oprimek.
• Preveritev zaporedne izbire istega plezalnega oprimka - skrbi,
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da niso zaporedno izbrani trije isti plezalni oprimki v enaki vrsti (npr.
A1, A1, A1).
Vkolikor izbrani oprimek uspesˇno prestane vse omenjene preveritve, se ga
vkljucˇi v mnozˇico kandidatov za naslednji plezalni oprimek.
V primeru, da izbrani oprimek prestane vse preveritve pomeni, da je pri-
meren za naslednji plezalni oprimek in ga tako dodamo v tabelo “matching
neighbour holds“. Nato se lahko lotimo sˇe preveritve glede na vrsto. Eno-
stavno se sprehodimo cˇez vse elemente tabele “matching neighbour holds“
in za vsakega posebej preverimo, cˇe ustreza vrsti, izbrani na zacˇetku zanke.
Nato izmed vseh ustreznih oprimkov izberemo nakljucˇnega.
Cˇe ustreznega plezalnega oprimka nismo nasˇli, se v tabelo “Sequence“
doda kar nakljucˇni plezalni oprimek iz tabele “matching neigbour holds“.
Slednji je bil najbolj pogost primer izbiranja plezalnih oprimkov v tabeli
“matching neighbour holds“, saj plezalna stena ne vsebuje zelo veliko plezal-
nih oprimkov.
Lahko pa se je zgodilo tudi, da je bila tabela “matching neigbour holds“
prazna. V tem primeru, smo sˇe enkrat izbrali plezalne oprimke v tabeli
“neighbours“ trenutnega plezalnega oprimka, tokrat le na podlagi vrste ple-
zalnega oprimka. Cˇe do ujemanja sˇe vedno ni priˇslo, smo v tabelo “Sequence“
dodali nakljucˇni plezalni oprimek iz tabele “neighbours“ trenutnega oprimka.
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5.4 Razred za utezˇeno nakljucˇno izbiro iz ta-
bele
Razred za nakljucˇno utezˇeno izbiro se imenuje “RandomCollection“ in se
uporablja za utezˇeno izbiro elementa iz javanske tabele. Instanca tega ra-
zreda je zacˇeta v funkciji, predstavljeni v podpoglavju 5.3. V tej funkciji
pripomore k pravilni tezˇavnosti sestavljenega plezalnega zaporedja. To po-
meni, da cˇe uporabnik izbere sestavo lahkega plezalnega zaporedja, ta razred
iz tabele “matching neighbour holds“ da prednost boljˇsim oprimkom. Po-
sledicˇno na koncu dobimo lazˇje plezalno zaporedje. Uvedba razreda, je vidna
je na sliki 5.6.
1 class RandomCollection <E> {
2 private final NavigableMap <Double , E> map = new TreeMap <Double ,
E>();
3 private final Random random;
4 private double total = 0;
5 public RandomCollection () {
6 this(new Random ());
7 }
8 public RandomCollection(Random random) {
9 this.random = random;
10 }
11 public RandomCollection <E> add(double weight , E result) {
12 if (weight <= 0) return this;
13 total += weight;
14 map.put(total , result);
15 return this;
16 }
17 public E next() {
18 double value = random.nextDouble () * total;
19 return map.higherEntry(value).getValue ();
20 }
21 }
Slika 5.6: Razred za nakljucˇno utezˇeno izbiranje elementov iz tabele
Za uvedbo je bil uporabljena javanska drevesna struktura “TreeMap“,
ki deluje po principu slovarja in vsebuje pare vrednosti; (kljucˇ, vrednost).
Kot vrednost v tem paru sprejme poljuben tip spremenljivke. Po uvedbi
razreda napolnimo “TreeMap“ s pari vrednosti; (verjetnost izbire vrste ple-
zalnega oprimka, vrsta plezalnega oprimka). Elemente v slovar dodamo s
pomocˇjo funkcije “add()“. Prav tako je poleg te funkcije dolocˇena tudi funk-
cija “next()“, ki utezˇeno izbere par iz tabele in vrne vrednost tega para.
Vrednost para predstavlja vrsto plezalnega oprimka.
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Z vsemi funkcijami dolocˇenimi in slovarjem napolnjenim z vrednostmi se
lahko lotimo izbiranja. Izbira se naredi tako, da s pomocˇjo javanske knjizˇnice
“Random“, izberemo nakljucˇno decimalno vrednost, ki jo potem pomnozˇimo
s sesˇtevkom vseh vrednosti v slovarju. Vrednost sesˇtevka vseh vrednosti v
slovarju je vedno 1, saj vrednosti v tabeli predstavljajo odstotke in se mora
njihova vsota vedno sesˇteti v 100 odstotkov. Zadnji korak je, da v slovarju
poiˇscˇemo par, ki ima vrednost najblizˇje tej nakljucˇni decimalni vrednosti.
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Poglavje 6
Prakticˇni preizkus prototipnega
sistema
Preizkus je potekal v vecˇ delih in sicer tako, da je bil najprej preizkusˇen vsak
del sistema WayUp posebej in potem sˇe kot celota (brez dejanske montazˇe v
plezalno steno). Preizkus je potekal v laboratoriju Fakultete za racˇunalniˇstvo
in informatiko.
6.1 Preizkus mobilne aplikacije
Preizkus je potekal v orodju Android Studio s pomocˇjo sistema za raz-
hrosˇcˇevanje in s pomocˇjo realne mobilne naprave, na kateri je bila nalozˇena
aplikacija.
Mobilna naprava je vecˇinoma sluzˇila za preizkus graficˇnega vmesnika
mobilne aplikacije. Poleg tega je ponujala tudi preizkus nacˇinov interak-
cije uporabnika. Ker smo v mobilni aplikaciji uporabljali novejˇse knjizˇnice,
je bil pogoj za preizkus, mobilna naprava z nivojem API vecˇ kot 19. S
pomocˇjo mobilne naprave smo tako preizkusili ali graficˇni prikaz ustreza ti-
stemu dolocˇenem v mobilni aplikaciji.
Sistem za razhrosˇcˇevanje pa smo uporabili za preizkus pravilnega delo-
vanja vseh funkcionalnosti mobilne aplikacije. Tu smo se osredotocˇili na
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morebitne napake funkcij, ki potekajo v ozadju in uporabniku niso vidne.
Pri preizkusu mobilne aplikacije je bilo potrebnih vecˇ ponovitev popra-
vljanj in izboljˇsevanj. Preizkusov smo se lotili zaporedno; ko smo koncˇali s
preizkusom ene funkcionalnosti, smo zacˇeli s preizkusi nadaljnjih. Posledicˇno
smo priˇsli do preizkusa, kjer smo bili z vsemi funkcionalnostmi zadovoljni.
Na koncu je bila mobilna aplikacija povsem funkcionalna in je uporabniku
pravilno omogocˇala vse nacˇine interakcij. Del, s katerim nismo bili povsem
zadovoljni je graficˇni vmesnik. Ta za zdaj ostaja zelo enostaven in ga bo
mogocˇe v prihodnosti sˇe izboljˇsati.
6.2 Preizkus zalednega sistema in osvetlitve
z diodami LED
Za preizkus smo potrebovali RPi, krmilnik osvetlitve, vodilo diod LED, po-
seben napajalnik ter merilec napetosti in toka. Preizkus se je lahko zacˇel, ko
so bili vsi elementi povezani skupaj med seboj.
Najprej je bilo potrebno preveriti, ali tok pravilno tecˇe skozi sistem in ali
se napetost iz RPi, s pomocˇjo vmesnika za ustrezno spremembo napetosti,
pravilno pretvori iz 3.3V v 5V. Po uspesˇno opravljenih prvih dveh preizkusih,
smo se lotili preizkusa skripte, ki je skrbela za posˇiljanje podatkov po sistemu.
Za preizkus skripte smo uporabili terminal in urejevalnik besedila, imenovan
“Thonny“. V urejevalniku smo dodajali in spreminjali razlicˇne dele kode,
medtem ko smo v terminalu spremljali izpise skripte. Pri preizkusu smo se
osredotocˇili predvsem na vklapljanje razlicˇnih diod LED ter sˇtevilu hkrati
vklopljenih diod LED.
Dodatno je sledil tudi barvni preizkus diod LED. Pri tem preizkusu smo
odkrili, da cˇe po vodilu diod LED ne tecˇe zadosten tok, ne svetijo vse diode
LED z enako barvo. Ker tok ni bil povsod enak, so bile diode LED, do
katerih je tok priˇsel bolj proti koncu, bolj bledih barv. To napako smo kasneje
odpravili s prikljucˇitvijo napajanja na oba konca vodila. To pomeni, da so
bile napajane z napetostjo 5 V na obeh straneh vodila diod LED. Posledicˇno
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je bil padec napetosti manjˇsi in diode LED svetlejˇse.
S preizkusom smo koncˇali, ko so diode LED pravilno svetile in ko skripta
v terminalu ni javljala nobenih napak. Celoten proces preizkusa je potekal
brez tezˇav.
6.3 Preizkus samodejne sestave plezalnih za-
poredij
Programiranje je potekalo v Javi s pomocˇjo orodja IntelliJ IDEA. Preizkus
delovanja programske kode je potekal s pomocˇjo izpisov v ukazno vrstico.
Na posameznih delih kode smo z ukazom “System.out.println()“ izpisali tre-
nutno vrednost in tako postopoma preverjali vsak del kode. Pri izpisu smo
primerjali dejanski izhod programa s pricˇakovanim in pri tem iskali nepra-
vilnosti. Za koncˇni izpis plezalnega zaporedja smo dolocˇili tudi funkcijo, ki
v ukazno vrstico izpiˇse sestavljeno plezalno zaporedje. Tako smo lazˇje pre-
verili, ali plezalno zaporedje ustreza vsem preveritvam, ki smo jih dolocˇili za
sestavo plezalnega zaporedja. Primer izpisa je viden na sliki 6.1.
Pri preizkusu je priˇslo do vecˇ popravkov funkcij programa. Napake so se
pojavljale predvsem pri opisu mrezˇe oprimkov in izbiri sosedov posameznih
plezalnih oprimkov. Tu je bilo potrebno veliko pozornosti, saj je bila pravilna
sestava plezalnega zaporedja v veliki meri odvisna od uspesˇnega delovanja
tega dela programa. Preizkus programske kode za samodejno sestavo je trajal
kar nekaj cˇasa in hkrati povzrocˇal najvecˇ tezˇav.
Ker je ta funkcionalnost nekaj popolnoma novega v plezalnem svetu, smo
zˇeleli najprej narediti delujocˇ prototip. Koncˇna razlicˇica omogocˇa sestavo
krajˇsega plezalnega zaporedja treh tezˇavnostih stopenj. Tudi pri tem sesta-
vljanju obcˇasno prihaja do manj optimalnih zaporedij. Tako bo potrebno
program v prihodnosti sˇe dodelati, da bo lahko uporaben s strani tekmoval-
cev in trenerjev. Ne glede na to pa menimo, da je to prihodnost tovrstnih
sistemov in verjamemo, da je nasˇ program dobra osnova za nadaljnjo nad-
gradnjo.
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Na slikah 6.1 in 6.2 sta prikazana dva primera samodejno sestavljenih
plezalnih zaporedij razlicˇnih tezˇavnosti. Cˇe primerjamo obe zaporedji je
razlika vidna predvsem pri vrsti plezalnih oprimkov; pri lahkem zaporedju
se pojavljajo oprimki boljˇsega oprijema (npr. jug), pri tezˇkem zaporedju
pa oprimki slabsˇega oprijema (npr. crimp). Celoten seznam vrst plezalnih
oprimkov je opisan v podpoglavju 5.3.
1 Tezavnost: tezka
2 Starting hold: H3 - Crimp
3 Hold number 1: K4 - Crimp
4 Hold number 2: K5 - Sloper
5 Hold number 3: I7 - Sloper
6 Hold number 4: I8 - Goody
7 Hold number 5: E8 - Crimp
8 Hold number 6: G9 - Pinch
9 Hold number 7: J9 - Goody
10 Hold number 8: J9 - Pinch
11 Hold number 9: A10 - Goody
12 Hold number 10: F10 - Sloper
13 Sekvenca: [H3, K4, K5, I7, I8, E8, G9, J9, J9, A10 , F10]
Slika 6.1: Primer samodejne sestave tezˇkega zaporedja
1 Tezavnost: lahka
2 Starting hold: B3 - Jug
3 Hold number 1: E3 - Goody
4 Hold number 2: E5 - Jug
5 Hold number 3: F6 - Jug
6 Hold number 4: G7 - Goody
7 Hold number 5: I8 - Jug
8 Hold number 6: K8 - Jug
9 Hold number 7: J9 - Crimp
10 Hold number 8: K9 - Jug
11 Hold number 9: K10 - Goody
12 Hold number 10: H10 - Jug
13 Sekvenca: [B3, E3, E5, F6, G7, I8, K8, J9, K9, K10 , H10]
Slika 6.2: Primer samodejne sestave lahkega zaporedja
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6.4 Preizkus sistema kot celote
Po uspesˇnih preizkusih vseh delov sistema, smo se lotili sˇe preizkusa sistema
kot celote.
Najprej smo preizkusili brezzˇicˇno povezovanje med mobilno aplikacijo in
zalednim sistemom. V mobilno aplikacijo smo dodali zapise, ki se prikazujejo
v uporabniˇskem vmesniku med povezovanjem in sporocˇajo stanje povezova-
nja. Podrobneje zapisi sporocˇajo, kdaj se je povezovanje zacˇelo in ali je bilo
uspesˇno/neuspesˇno. Da smo lahko zacˇeli brezzˇicˇno povezovanje, smo najprej
morali zagnati skripto na RPi, ki je skrbela za oglasˇevanje dejavnosti Blue-
tooth. Ob uspesˇni povezavi smo dobili sporocˇilo tako na mobilni napravi kot
v terminalu na RPi. Uspesˇni povezavi je v skripti sledil zacˇetek izvajanja
zanke. Sedaj smo lahko na mobilni aplikaciji izbrali plezalno zaporedje in z
opcijo “Show“ poslali plezalno zaporedje preko brezzˇicˇne povezave do zale-
dnega sistema. Nato se je sporocˇilo pretvorilo v ustrezno obliko in kasneje
s pomocˇjo krmilnika osvetlitve posredovalo do vodila diod LED in lokalnih
krmilnikov (WS2811). Najprej smo preizkusili svetilnost le ene diode LED,
nato pa sˇe vecˇ hkrati. Z uspesˇnostjo tega preizkusa smo uspesˇno povezali
vse dele sistema in preizkusili njihovo medsebojno delovanje. S tem smo tudi
uspesˇno zakljucˇili preizkus sistema kot celote. Dodatek k temu preizkusu bi
bila vgradnja v realno plezalno steno, ki bo izvedena v prihodnosti.
Preizkus celotnega sistema je bil uspesˇno opravljen. Ni zadovoljil le nasˇih
prvotnih pricˇakovanj, ampak jih je presegel. Mislimo, da bi se ta sistem lahko
namestil v kateremkoli plezalnem centru. Sistem je zdruzˇljiv s kakrsˇnokoli
dimenzijo plezalne stene, vendar je iz vidika velike podatkovne zbirke bo-
lje, da se optimizira za tocˇno dolocˇeno dimenzijo. S tem bomo omogocˇili
vsem uporabnikom vecˇjo raznolikost plezalnih zaporedij v podatkovni zbirki.
Enotna dimenzija plezalne stene v vecˇ plezalnih centrih dodatno omogocˇi
uporabnikom tudi navidezno medsebojno tekmovanje.
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Poglavje 7
Zakljucˇek
Sˇportno plezanje postaja eden izmed bolj priljubljenih sˇportov, zato se vedno
vecˇ ljudi ukvarja s sˇportnim plezanjem v prostem cˇasu. Vsi zˇelijo napredo-
vati, naj bodo to rekreativni ali profesionalni plezalci. Velik del k temu
pripomorejo trenerji in ustrezno nacˇrtovanje treningov. Ravno to pa danes
predstavlja problem, saj je prostega cˇasa vedno manj. Tako varovanec in
trener manj sodelujeta in posledicˇno je tudi napredek manjˇsi ter pocˇasnejˇsi.
Na podlagi potreb uporabnikov smo v diplomskem delu razvili sistem pa-
metne plezalne stene WayUp, ki omogocˇa trening brez prisotnosti trenerja
oziroma mentorja ter pripomore k bolj nacˇrtovanemu treningu. Sistem pred-
stavlja pametno plezalno steno, ki uporabnikom omogocˇa prikaz plezalnega
zaporedja na steni s pomocˇjo vgrajenega zalednega sistema, vodila diod LED
ter mobilne aplikacije, ki brezzˇicˇno komunicira s plezalno steno oziroma zale-
dnim sistemom. Plezalno zaporedje lahko uporabniki sestavijo sami, ali pa to
prepustijo aplikaciji. Celotna uporabniˇska interakcija poteka preko mobilne
aplikacije, ki je razvita za mobilni operacijski sistem Android in s pomocˇjo
protokola Bluetooth komunicira z zalednim sistemom.
Menim, da sistem WayUp v nobenem smislu, ne zaostaja od zˇe obstojecˇih
sistemov, ampak je v dolocˇenih funkcionalnostih celo boljˇsi. Seveda graficˇni
vmesnik potrebuje sˇe nekaj lepotnih dodatkov. Sama funkcionalnost sistema
deluje bolje od pricˇakovanj, sˇe posebej z dodatkom programa za samodejno
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sestavo plezalnega zaporedja. Ta predstavlja revolucijo podobnih sistemov
v sˇportnem plezanju. Trenutno lahko samodejno sestavi plezalno zaporedje
treh razlicˇnih tezˇavnostnih stopenj in predstavlja korak v pravo smer ter
je odlicˇna osnova za nadaljnjo nadgradnjo. Ker je sˇportno plezanje sˇele na
zacˇetku tehnolosˇkega razvoja pomeni, da je sˇe veliko prostora za inovacije in
nadaljni razvoj tehnolosˇkih resˇitev.
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