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Abstract. La conformidad de arquitecturas de software es una practica 
que permite mantener la estructura arquitectónica alineada y consis­
tente con su implementación en código. Entre otros beneficios, este ali­
neamiento permite a los arquitectos y desarrolladores realizar distin­
tos analisis de la solucion desde etapas tempranas (por ej., de perfor­
mance, o de modificabilidad, entre otros). Para esto, deben verificarse 
perióodicamente las relaciones entre los elementos arquitectóonicos y sus 
contrapartes en el cóodigo fuente, a fin de detectar posibles violaciones de 
la arquitectura. Las tecnicas y herramientas existentes para conformidad 
arquitectóonica proveen un buen soporte para verificar relaciones de tipo 
estructural. Sin embargo, ciertos anaólisis que son uótiles a nivel arqui­
tectónico, como es el caso del impacto de cambios (CIA, Change Impact 
Analysis), son difíciles de verificar en relación al codigo fuente, lo cuól 
genera una brecha entre las suposiciones y conclusiones que se hacen a 
nivel arquitectóonica y la implementacioón actual del sistema. Este trabajo 
presenta un enfoque que extiende las reglas bóasicas de conformidad es­
tructural con reglas que permiten contemplar suposiciones de CIA con el 
fin de validarlas en la implementacioón de la arquitectura. En particular, 
se propone una herramienta que integra un CIA en base a escenarios 
de modificabilidad con el modelo de reflexion de Murphy & Notkin. Los 
resultados, si bien son preliminares, indican que este enfoque permite 
identificar distintos tipos de violaciones arquitectoónicas.
1 Introducción
Las arquitecturas de software son modelos de alto nivel de sistemas de software 
que hacen explícitas las principales decisiones de diseño respecto a la satisfacción 
de ciertos atributos de calidad clave (por ej., performance, disponibilidad, mo­
dificabilidad, etc.) [5]. Una arquitectura permite distintos tipos de analisis y 
revisiones de disenño, para mitigar riesgos del sistema desde etapas tempranas 
del ciclo de vida. No obstante, para poder capitalizar estos beneficios, el sistema 
debe implementarse de acuerdo a las decisiones y reglas de la arquitectura.
Se dice que la implementación está en conformidad con la arquitectura, si 
dicha implementacioín respeta los principios de disenño y restricciones prescrip- 
tas por la arquitectura [5,17]. Por ejemplo, si la arquitectura ha sido diseñada 
siguiendo un estilo de capas en el cual cada capa k solo puede invocar servicios
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provistos por su capa inferior (k-1) y ser accedida por funciones de su capa su­
perior (k+1 ), entonces los modulos y clases que materializan dichas capas deben 
respetar sus restricciones de uso.
Debido a la evolución del sistema, es comun que aparezcan discrepancias entre 
la arquitectura “documentada” (u originalmente diseñada) y su implementación 
en codigo [19]. La sucesión de cambios (típicamente, en la implementacion) tiende 
a “erosionar11 la arquitectura inicial. Este problema impacta negativamente sobre 
los analisis y razonamientos que pueden llevarse a cabo a nivel arquitectónico, 
y si estos no son gestionados adecuadamente, puede perjudicar la calidad del 
desarrollo y ocasionar serios problemas de mantenimiento en el sistema [18].
Los enfoques y herramientas existentes para analisis de conformidad (CA, 
por sus siglas en ingles) [6, 20, 9] se basan mayormente en analizar diferencias 
sobre estructuras estaticas, por ejemplo, contrastar una vista arquitectónica de 
modulos (y sus relaciones de uso) contra el grafo de clases y dependencias del sis­
tema. En este sentido, el modelo de reflexión de Murphy & Notkin [17] permite 
detectar convergencias, divergencias, y ausencias en la implementación de un 
sistema, en relación a su arquitectura de modulos original. Sin embargo, existen 
ciertos analisis de atributos de calidad (por ej., para performance, o para modi­
ficabilidad, entre otros), que si bien son relevantes para asegurar conformidad, 
no estan cubiertos actualmente por las herramientas de conformidad (por ej., 
LattixDSM4, SonarJ5, Structure1016, o ConQAT7) [21,7] y los desarrolladores 
deben asegurar dichos atributos en la implementacion (por ej. via testing) [10].
En particular, este trabajo estóa focalizado en el anóalisis de propiedades de 
modificabilidad mediante tóecnicas de impacto de cambios. El cambio constante 
de los sistemas, ya sea por mejoras o por correccioón de errores, hace que sea im­
portante identificar el conjunto de componentes afectados por un requerimiento 
dado, lo que se conoce como Analisis de Impacto de Cambios [3,13] (CIA, por 
sus siglas en ingles). Por ejemplo, si un sistema bancario posee una arquitec­
tura en capas, y se requiere agregar un nuevo mecanismo de ingreso en una 
capa determinada, este cambio no solo va a afectar al modulo de Ingreso sino 
que muy probablemente la modificacióon se propague a otros moódulos (en la 
misma o en otras capas). En tóerminos de conformidad arquitectóonica, es posible 
verificar (mediante herramientas como las mencionadas anteriormente) que la 
implementacióon adhiere a las reglas estructurales, pero esto no necesariamente 
sucede con los anóalisis de tipo CIA. Dado que verificar un CIA de forma manual 
es generalmente costoso y tedioso, es importante automatizar dicho proceso.
En este contexto, este trabajo explora tóecnicas de conformidad que extienden 
los anóalisis estructurales convencionales entre arquitectura e implementacióon con 
un anóalisis de escenarios de modificabilidad en base a CIA. Especóficamente, se 
presenta una herramienta llamada ArchGuru que permite registrar las suposi­
ciones realizadas por un CIA arquitectonico y evaluarlas a nivel código fuente.
El resto del artóculo se estructura de la siguiente manera. En la Seccioón 2 se 
presentan los conceptos bóasicos de CIA y CA. La Seccióon 3 presenta el enfoque
4 http://www.lattix.com /
5 https://www.hello2morrow.com/products/sonarj
6 https://structure101.com/
7 https://www.conqat.org/
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y la herramienta ArchGuru. En la Sección 4, se presenta el caso de estudio. En 
la Sección 5, se discuten trabajos relacionados. Finalmente, en la Seccion 6, se 
dan las conclusiones y algunos trabajos futuros.
2 Análisis de Impacto de Cambios y de Conformidad
Para que la arquitectura pueda ser utilizada eficazmente durante el desarrollo 
del software, la misma es representada utilizando distintos tipos de vistas [4, 
11], como (i) vista de modulos; (ii) vista de componentes y conectores, y (iii) 
vista de deployment, entre otras. Por ejemplo, la vista de móodulos divide las 
funciones del software agrupóndolas en unidades de codigo llamadas módulos. 
Cada móodulo representa las responsabilidades que el sistema debe cumplir de 
acuerdo a la especificacióon de requerimientos. Las relaciones que se establecen 
entre estos moódulos pueden ser de uso, de descomposicióon, y de jerarquóa.
Adicionalmente, una arquitectura debe cumplir con determinados atributos 
de calidad tales como performance, seguridad, mantenibilidad, o modificabilidad. 
Estos atributos pueden expresarse a travóes de escenarios de calidad. Por ejemplo, 
un escenario de modificabilidad especifica un tipo de cambio que el sistema 
debe contemplar. De esta forma, el escenario puede estimar la capacidad de 
modificabilidad de un sistema (para un cambio dado) en tóerminos del tiempo 
y /o  esfuerzo que demandara implementar dicho cambio. Un escenario podria 
especificar cambios en la interfaz gráfica como: “Un desarrollador desea cambiar 
el algoritmo de layout con el cual se muestra un gráfico. Este cambio deberá 
realizarse en el cóodigo, en tiempo de (re-)disenño de la solucioón. El cambio deberóa 
tomar menos de una hora para aplicarse y testearse, y no deberaón producirse 
efectos secundarios en el comportamiento de la aplicación” .
Para propiedades de modificabilidad, los modelos de conformidad arqui­
tectónica y CIA son ótiles para analizar la calidad (o “salud” ) de una arqui­
tectura con respecto a su implementacioón, seguón se explica a continuacióon.
2.1 Análisis de Conformidad (CA)
El CA de una arquitectura dada permite determinar el grado en que la imple- 
mentacióon es consistente con los documentos de arquitectura.
De esta forma, se asegura que los desarrolladores implementen un sistema 
basóndose en lo que esta definido en la arquitectura (por ej., módulos, interfaces, 
responsabilidades, y dependencias permitidas entre dichos modulos).
Para facilitar el CA, Murphy & Notkin desarrollaron el concepto de mode­
los de reflexión [17]. Este enfoque permite definir un modelo de alto nivel de 
referencia para la estructura del sistema (por ej., una vista de modulos) que 
captura las reglas estructurales que deben cumplirse en un segundo modelo (de 
mas bajo nivel), que generalmente se corresponde con la implementacióon del sis­
tema. Cuando analizan las diferencias entre el modelo de alto nivel y el model de 
bajo nivel, existen 3 tipos de resultados que permiten analizar la conformidad:
— Convergencia: es una relacion permitida entre dos elementos del modelo de 
alto nivel (por ej., una relacion de uso entre dos modulos A y B de la arqui­
tectura), que se encuentra efectivamente implementada en el modelo de bajo
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nivel (por ej., relaciones de dependencia entre las clases Java que se corres­
ponden con los modulos A y B). Los casos de convergencia no representan 
problemas, desde la perspectiva de CA.
— Divergencia: es una relación no permitida entre dos elementos del modelo de 
alto nivel (por ej., no existen relaciones de uso entre dos módulos A y B de la 
arquitectura), que sin embargo aparece en el modelo de bajo nivel (por ej., 
las clases que se corresponden con A y B posee dependencias de uso entre 
ellas). Los casos de divergencia se consideran errores (o violaciones), desde 
la perspectiva de CA.
— Ausencia: es una relacion entre dos elementos del modelo de alto nivel (por 
ej., una relacion de uso entre dos modulos A y B de la arquitectura) que, 
sin embargo, no esta todavóa reflejada en el modelo de bajo nivel (por ej., 
existen clases que se corresponden con los móodulos A y B, pero dichas clases 
no evidencian dependencias entre ellas). Los casos de ausencia tambióen se 
consideran un problema , aunque no tan grave como las divergencias.
Un pre-requisito para analizar conformidad es la existencia de mapeos entre los 
elementos de la arquitectura (por ej., modulos, responsabilidades, escenarios) y 
los elementos de la implementacion (por ej., paquetes, clases, metodos). Estos 
mapeos pueden ser definidos por expertos, o basarse en convenciones de imple- 
mentacióon del sistema.
2.2 Análisis de Impacto de Cambio (CIA)
El CIA fue definido por Bohner como “el proceso que predice y determina quóe 
partes de un sistema de software pueden ser afectados por un cambio y cuóales son 
sus potenciales consecuencias” [3]. El CIA es un enfoque sistematico para com­
prender los efectos de un tipo de cambio, en tóerminos de: (i) identificar las partes 
que deben volver a testearse, (ii) mejorar la estimacioón de tiempo, y esfuerzo que 
se requiere para el mantenimiento, y (iii) reducir los errores potenciales debido 
a impactos del cambio no evidentes.
Naturalmente, el CIA puede aplicarse sobre una vista arquitectoónica de 
móodulos, partiendo de un escenario de modificabilidad y estimando luego la 
propagacióon de los cambios expresados por el escenario sobre los distintos móodulos. 
Mas aón, puede utilizarse una metrica de costo que cuantifique el impacto de 
dicho escenario sobre el sistema.
3 ArchGuru
Si bien los modelos de reflexióon permiten analizar la conformidad del cóodigo 
fuente respecto a la arquitectura, no contemplan aspectos de (i) complejidad 
de la implementacióon de los móodulos, y (ii) grado de acoplamiento entre las 
clases que implementan pares de modulos. Estos dos aspectos son vitales para 
asegurar que una estimacioón a nivel arquitectural de un CIA se preserva en 
la implementacióon. Por ejemplo, un enfoque basado en modelos de reflexióon 
puede arrojar como resultado que un sistema no posee divergencias ni ausencias 
respecto a la arquitectura original, pero auón asó pueden existir problemas de 
erosióon en el coódigo. En otras palabras, si un CIA para un escenario dado M 
se basa en la suposición de que un modulo X tiene una complejidad media, el
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cóodigo de las clases que materializan dicho móodulo debiera corresponderse con 
dicha suposicióon. Alternativamente, si un CIA para el mismo escenario M asume 
que el acoplamiento entre dos modulos A y B es bajo (y por ende, el cambio 
es poco factible que se propague entre ambos modulos), debiera suceder que las 
clases que implementan A y B no posean un alto nivel de acoplamiento.
En esta lónea, este trabajo presenta un enfoque llamado ArchGuru que per­
mite extender los modelos de reflexioón de Murphy & Notkin con la capacidad de 
identificar problemas de erosioón arquitectóonica. Este enfoque fue implementado 
como un plugin del ambiente Eclipse.
Fig. 1: Enfoque ArchGuru
La Fig. 1 presenta el enfoque ArchGuru con sus principales actores y activi­
dades. El flujo de trabajo comienza a partir del modelado de 2 tipos de infor- 
macion: (i) vista de escenarios, y (ii) vista de módulos del sistema (1). Una vez 
definida la vista de modulos, el arquitecto puede realizar una validación inicial 
de la misma (2). Luego, el desarrollador deberó mapear los modulos indicados 
en la vista de módulos al codigo fuente que los implementa (3). Despues de re­
alizar el mapeo de cóodigo, es posible hacer un primer CA en base al modelo 
de reflexion, a fin de detectar divergencias y ausencias (4) -  esta verificacion se 
denomina conformidad estructural. En caso de existir violaciones estructurales, 
estas deben subsanarse.
Por otro lado, una vez construida la vista de moódulos, puede realizarse el 
CIA sobre dicha vista (5). Este analisis puede realizarse en cualquier momento, 
y solo es necesario contar con los escenarios de modificabilidad a explorar y 
vincularlos con las responsabilidades de los móodulos. Un punto importante del 
CIA es que genera un conjunto de suposiciones sobre la complejidad de los 
móodulos y su grado de acoplamiento. Por uóltimo, el arquitecto puede analizar la
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conformidad entre dichas suposiciones y la implementacion actual del sistema (6) 
-  esta verificación se denomina conformidad de propiedades de modificabilidad, 
y es la principal contribucióon de ArchGuru. En caso de encontrarse violaciones 
relacionadas con modificabilidad, óestas deben ser subsanadas.
En las siguientes sub-secciones se dan detalles de las partes del enfoque.
3.1 Escenarios de Modificabilidad
La vista de escenarios de modificabilidad del enfoque estóa basada en el template 
propuesto por el SEI [5] para la definición de los mismos. La Fig. 2 presenta un 
posible escenario de modificabilidad que describe el cambio de dimensiones de 
un tablero para un juego de Sudoku.
Fig. 2: Vista de escenario de modificabilidad
A partir de esta vista, seraó posible ejecutar el algoritmo de CIA sobre la vista 
de modulos para estimar (y de ser posible, cuantificar) los efectos para cumplir 
con uno o móas escenarios.
3.2 Vista de Modulos
La vista de modulos del enfoque esta compuesta por diversos elementos (Fig. 3):
— Modulo: es una unidad de implementacion que comprende un conjunto de 
responsabilidades. Un móodulo puede implementar interfaces a otros móodulos.
— Responsabilidad: pertenecen a los modulos y son capturadas como requeri­
mientos internos del mismo. Cada responsabilidad tiene una descripcion.
— Interface: es un modulo abstracto, que define un conjunto de operaciones 
(pero no proporciona su implementación). Cada operacion debiera tener cor­
respondencia con una de las responsabilidades del móodulo que la implementa.
— Operación: pertenecen a las interfaces y son capturadas como requerimientos 
internos de las mismas.
— Relaciones de dependencia/uso: denota que un modulo requiere la correcta 
implementacion de otro módulo para su correcto funcionamiento. Los modulos 
pueden comunicarse directamente entre sí, o por medio de sus interfaces.
Adicionalmente, por cada móodulo, el arquitecto deberóa asignar una propiedad 
denominada “Complexity Index“ utilizando una vista de propiedades provista 
por el plugin (Fig. 4). Este valor indica la complejidad en una escala simple, 
de la percepcióon que posee el arquitecto sobre la complejidad esperada de di­
cho móodulo. Los valores que puede tomar “Complexity Index” se encuentran 
definidos por una escala ordinal: Very Easy, Easy, Normal, Difficult y Very Diffi- 
cult. Esta propiedad sera utilizada posteriormente durante el CIA, tanto a nivel 
arquitectóonico como de implementacioón. Cada valor de la escala se representa
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Fig. 4: Vista de propiedades de módulos
con 3 metricas subyacentes. Para cada metrica, se define un umbral que la im­
plementación del modulo no deberia superar. Estos umbrales son configurados 
por un arquitecto, dado que son propios de cada sistema. Específicamente, se 
utilizaron metricas de acoplamiento de un modulo, líneas de codigo por modulo, 
y nómeros de metodos que forman parte de un modulo.
El acoplamiento de un modulo hace referencia al nómero de dependencias 
existentes entre las clases de un módulo con respecto a las clases que conforman 
el resto de los modulos. Por ejemplo, si una clase A (perteneciente al modulo 
Y) tiene dependencias con dos clases B y C (pertenecientes a un módulo X), el 
acoplamiento del módulo Y  es 2. Las líneas de codigo por modulo se calculan con­
tando la cantidad de líneas que se encuentran dentro de cada clase perteneciente 
a un modulo. Por ejemplo, si un modulo tiene dos clases (A y B) mapeados, 
la primera con 200 líneas de codigo y la segunda con 350 líneas de código, la 
cantidad de lóneas de codigo del modulo va a ser 550. El nómero de metodos 
hace referencia a la suma de todos los móetodos que poseen las clases mapeadas 
dentro de un modulo. Por ejemplo, si un modulo mapea a las clases A (con 30 
metodos) y B (con 25 metodos), el nómero de metodos del módulo es de 55.
3.3 Analisis de Impacto de Cambio (a nivel arquitectónico)
Una vez creadas las vistas de escenarios y móodulos, ArchGuru permite realizar 
un CIA para cada escenario. Para ello, se deben especificar las responsabili­
dades (y /o  móodulos) iniciales que involucra un escenario M, y luego CIA au- 
tomóaticamente ejecuta un proceso de propagacioón a travóes de los elementos de 
la vista de modulos, para finalmente retornar el conjunto de modulos afectados 
directa e indirectamente por el cambio. Se implementóo un algoritmo de propa- 
gacioón de cambios probabilóstico, en base a los lineamientos de [13].
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ArchGuru permite visualizar la ejecución del algoritmo CIA mediante un 
grafo, cuyos nodos corresponden a los módulos e interfaces y sus arcos repre­
sentan las dependencias entre modulos e interfaces (Fig. 5). Ademas de estimar 
el nómero de modulos afectados por un escenario de modificabilidad, es posi­
ble estimar el costo total del cambio en base a costos individuales de modulos. 
Si el costo deseado en el escenario (response measure segón la terminología del 
SEI) es mayor que el costo total calculado por el algoritmo de CIA, el esce­
nario se marca como “satisfecho” , sino se marca como “insatisfecho” . En este 
punto, el algoritmo registra en forma de suposiciones (denominadas “assump- 
tions” en ArchGuru) el costo de cada modulo (o interface) y la probabilidad de 
propagacióon (o grado de acoplamiento) entre cada par de moódulos, que seróan 
utilizadas luego para extender el proceso de conformidad estructural. Estas su­
posiciones determinan el contexto bajo el cual se realizo el CIA para el escenario 
de modificabilidad analizado. Si este contexto cambiase, es necesario revisar las 
suposiciones y re-ejecutar el CIA para determinar si el escenario se satisface.
Por defecto, ArchGuru permite configurar estos costos y probabilidades en 
un archivo. Para obtener el costo de realizar una modificacion en un modulo o 
interface, se utiliza una matriz de doble entrada. La primer entrada es la com­
plejidad del modulo y la segunda, el nómero de responsabilidades/operaciones 
que contiene dicho móodulo. Para obtener el costo total de realizar el cambio 
descripto por un escenario de modificabilidad, se suman los costos individuales 
de los móodulos afectados.
3.4 Validaciones de conformidad (estructural y de escenarios)
ArchGuru permite realizar dos chequeos durante el ciclo de vida de un sistema: 
(i) conformidad estructural de la arquitectura del sistema, y (ii) chequeo de las 
suposiciones generadas por el algoritmo de CIA. A continuacióon se detallan las 
validaciones realizadas en cada uno de los chequeos.
Conformidad de la Arquitectura del Sistema Esta validacióon consiste en 
detectar diferencias estructurales entre el cóodigo fuente implementado y la vista 
de modulos diseñada, siguiendo los lineamientos del modelo de reflexion. En 
realidad, se trabaja con un grafo de dependencias de la implementacióon extraódo 
mediante un analisis estatico. Dicho grafo contiene las clases del sistema y sus
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dependencias de uso. Al realizar el anóalisis de conformidad estructural de dicho 
grafo contra la vista de móodulos como referencia, la herramienta reporta las 
ausencias como advertencias, y reporta las divergencias como errores.
Chequeo de las Suposiciones Generadas por C IA  Durante la ejecucióon 
del algoritmo CIA, en tiempo de disenño, se generaron una serie de suposiciones 
sobre los elementos de la vista de móodulos, que dieron sustento al anaólisis de 
los escenarios de modificabilidad. El chequeo de suposiciones se realiza una vez 
obtenido el grafo del CIA. La validacioón cobra sentido una vez que el sistema ha 
sido implementado porque el resultado original del CIA podria no ser correcto, 
si es que existen síntomas de erosión en el codigo.
El anóalisis consiste en comprobar que los móodulos y el cóodigo fuente se man­
tengan dentro de las móetricas establecidas. Si la comprobacióon del grafo de CIA 
sobre la vista de moódulos no concuerda con el cóodigo fuente, debe revisarse el 
anóalisis de CIA ajustando las suposiciones y re-computando los valores de los 
escenarios de modificabilidad.
Fig. 6: Validacion de las suposiciones generadas por el CIA
Por ejemplo, si se supone un modulo A cuya configuración es “medium” , y en 
el archivo de configuracioón las móetricas establecidas para un móodulo “medium” 
son: lóneas de código =  350, nómero de metodos =  50 y acoplamiento =  10; 
ArchGuru calculara las metricas para el módulo A en base al codigo fuente. 
Suponiendo que se obtienen los siguientes valores: lóneas de codigo =  450, numero 
de metodos =  23, y acoplamiento =  12; ArchGuru determinará que las metricas 
líneas de codigo y acoplamiento exceden los valores permitidos. Esta situación 
seróa informada al arquitecto para que la analice y realice las acciones necesarias 
para restaurar la consistencia. La Fig. 6 muestra la salida de ArchGuru para la 
validacióon de las suposiciones generadas por CIA.
4 Caso de Estudio
En esta seccion, se presenta la evaluacion del enfoque. La misma fue realizada 
sobre el sistema Health Watcher System (HWS), un sistema que recolecta y
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gestiona quejas y notificaciones relacionadas con la salud puóblica. El objetivo 
fue analizar la aplicabilidad de ArchGuru y su capacidad para mostrar sintomas 
de disconformidades al usuario, móas que realizar una evaluacióon de la efectividad 
de la herramienta para reducir los esfuerzos en chequeos de conformidad.
Para poder evaluar la herramienta ArchGuru sobre la aplicacióon HWS, se 
contóo con la colaboracióon de dos expertos en la aplicacióon, que jugaron los roles 
de arquitecto (para las actividades 1-2 de la Figura 1) y de desarrollador (para la 
actividad 3). Los expertos crearon las vistas de módulos y escenarios de modifi- 
cabilidad; y ademóas, mapearon los distintos móodulos de la vista al cóodigo fuente 
de la aplicación. Por óltimo, los expertos ajustaron los distintos parametros uti­
lizados en la configuracion del CIA (actividad 5), como las probabilidades de 
propagación, y la complejidad de los modulos.
4.1 Analisis de CIA
Para determinar la precisióon del algoritmo CIA se realizaron distintas pruebas 
sobre la ultima versión de HWS (v. 10). Para esto, los expertos definieron la 
vista de móodulos del sistema y 4 escenarios de modificabilidad:
— Escenario 1: Modificar los datos de un empleado.
— Escenario 2: Administrar la informacion del sistema.
— Escenario 3: Permitir al ciudadano registrar un nuevo tipo de queja.
— Escenario 4: Agregar un tipo nuevo de consulta que pueda ser realizada por 
un ciudadano.
Se realizaron 100 ejecuciones de CIA sobre cada escenario de modificabilidad. 
Todas las ejecuciones se realizaron con la misma configuracion arquitectónica 
(determinada por los expertos). Dado que el algoritmo CIA se basa en probabi­
lidades para determinar si un cambio debe propagarse de un moódulo hacia otro, 
es posible que en distintas ejecuciones se obtengan resultados diferentes. Por este 
motivo se realizaron varias ejecuciones tomando el mejor y peor caso para cada 
escenario de modificabilidad.
Table 1: Resultados algoritmo CIA
La Tabla 1 presenta los resultados para cada escenario sobre el que se ejecutóo 
CIA. Como se puede observar, la precision para el mejor caso varía entre 25% y 
80%; y para el peor caso varía entre un 14% y un 60%. Esta variacion se debe 
a que la cantidad de móodulos afectados “reales” para cada escenario son muy
44 JAIIO - ASSE 2015 - ISSN: 2451-7593 94
ASSE 2015, 16° Simposio Argentino de Ingeniería de Software.
pocos (entre 1 y 4 módulos). De esta forma, la precisión del algoritmo CIA se 
ve afectada dado que teniendo 1 o mas falsos positivos la precision disminuye 
de forma notoria. Es decir, a mayor cantidad de modulos afectados (reales) la 
precisión mejora. Esto puede verse en el caso del escenario 1 que es el que tiene 
un mayor nómero de modulos afectados “reales” y una mayor precision. Tambien 
puede observarse que la precision para el escenario 2 es relativamente baja con 
respecto a los otros escenarios. Esto se debe a que existe un solo modulo afectado 
para este escenario. Con respecto al recall, se obtuvieron buenos valores (100%) 
en la mayoría de los casos. Solo existió un caso con recall bajo para el peor caso.
4.2 Análisis de CA
Para evaluar el CA del enfoque, se utilizaron 10 versiones de HWS (enumeradas 
de 1 a 10). Conjuntamente los expertos crearon 4 versiones de la vista de modulos 
para las versiones 1, 3, 6 y 9. Con el fin detectar problemas estructurales entre 
la arquitectura y su implementacióon se realizaron pruebas sobre una versióon de 
la arquitectura y diferentes versiones del código, es decir, utilizando la version X 
de la arquitectura, se ejecuto el analisis de conformidad sobre la version X+1 del 
codigo fuente y la version X+2. Esto puede verse ejemplificado en la Fig. 7. Por 
ejemplo, la versioón de la arquitectura se creoó a partir de la versióon 3 del cóodigo 
fuente. De esta forma, se llevo a cabo el anóalisis de CA con esta arquitectura en 
las versiones 3, 4 y 5 del codigo fuente. Se analizaron dos situaciones: erosion y 
corrimiento arquitectóonico.
Fig. 7: Diseno experimentación CA
Análisis de Erosión de la Arquitectura El analisis de erosion de la arqui­
tectura indica cuóan desgastada se encuentra la arquitectura con respecto a su 
implementacióon. Por ejemplo, la Tabla 2 muestra los datos obtenidos para la 
evaluacióon de CA de la Arquitectura 1 con las versiones de cóodigo fuente 1, 2 
y 3. Se tomo como punto de partida la arquitectura 1 con la version nro. 1 de 
codigo fuente. En dicho analisis los resultados son los ideales ya que el codigo se 
corresponde con la arquitectura.
Para la versióon nro. 2 de coódigo fuente, el anóalisis de CA detectoó algunas 
diferencias con respecto a la version de código anterior. Los valores en color
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Table 2: Resultados algoritmo CA para arquitectura 1
azul indican una variacióon en las móetricas dentro de los paróametros establecidos 
(por los expertos) en el archivo de configuración para dicha complejidad. En 
este caso las metricas que fluctuaron dentro de los límites establecidos para 
una determinada complejidad son el acoplamiento y el número de metodos. Los 
datos que se encuentran en color rojo son móetricas en las que el anóalisis de 
CA tambióen detectoó variacióon con respecto a la versióon de la arquitectura 1 
pero con la diferencia de que se superaron los umbrales maóximos permitidos 
configurados en ArchGuru. El modulo View es el unico que posee una metrica 
que supera el límite maximo configurado (líneas de codigo). Luego de analizar 
manualmente el cóodigo fuente se encontróo que los cambios introducidos en la 
versióon 2 corresponden a la implementacióon del patróon Command, siendo la 
mayoría de las clases afectadas pertenecientes al modulo View. Esta situacion 
provoco un incremento en el nómero de Aneas de codigo superando asó, el lómite 
móaximo establecido para dicho móodulo. A su vez, la refactorizacióon del cóodigo e 
implementacióon del patróon Command derivóo en la disminucioón del acoplamiento 
entre los móodulos.
Para las arquitecturas 2, 3 y 4 si bien se encontraron variaciones, no se detectóo 
ninguón móodulo que viole las móetricas configuradas para la arquitectura.
Table 3: Convergencia, divergencias y ausencias.
Análisis de Corrimiento Arquitectónico Ademas de erosion arquitectónica, 
ArchGuru tambien detecta corrimiento entre la arquitectura y el codigo fuente. 
Para esto se utilizaron los mismos anóalisis, entre arquitecturas y versiones de
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cóodigo, mencionados anteriormente. La Tabla 3 muestra los valores de conver­
gencia, ausencia y divergencia obtenidos para el anóalisis de las distintas arqui­
tecturas. En la tabla puede observarse que no se detectaron ausencias para la 
arquitectura 1. Con respecto a las divergencias que se detectaron en las versiones 
de cóodigo 1 y 2, las mismas corresponden a dos dependencias entre interfaces las 
cuales no soporta el enfoque. En la version 3 del codigo fuente se observan 173 
divergencias, las cuales 2 son las mismas que se mencionaron anteriormente y las 
171 restantes corresponden a clases nuevas que fueron creadas y las cuales no se 
encuentran mapeadas a ningón modulo de la arquitectura. Las 171 divergencias 
no significan que se hayan agregado 171 clases nuevas, sino que el enfoque toma 
en cuenta todas las dependencias que posean las clases no mapeadas. Las clases 
mencionadas corresponden a un nuevo móodulo que auón no existe en la arqui­
tectura. El móodulo se agregoó en la versióon 2 de la misma. Cuando se realiza el 
mapeo de cóodigo a la nueva versioón de la arquitectura las 171 se subsanan. En 
base a este resultado se puede decir que la arquitectura se encontraba desfasada 
con respecto al codigo fuente (corrimiento arquitectónico).
Con respecto a la versióon 2 de la arquitectura, de igual manera que en el 
anóalisis anterior, no se encuentran ausencias, y para la versióon 3 del cóodigo fuente 
se detectaron 2 divergencias (relaciones entre interfaces no soportadas por el 
enfoque). Para el anólisis de la version 4 y 5 de codigo fuente se detectaron 20 y 58 
divergencias respectivamente. Son casos similares al detallado en el anólisis de la 
arquitectura 1, dos de estos casos corresponden a relaciones entre interfaces y las 
restantes pertenecen a clases nuevas las cuales no fueron mapeadas a elementos 
arquitectóonicos porque los mismos auón no estaón definidos en la arquitectura. Para 
ambos casos (anóalisis de conformidad sobre el cóodigo fuente versióon 4 y cóodigo 
fuente versióon 5) se debe llevar a cabo una revisióon de la arquitectura ya que 
ArchGuru detectóo corrimiento arquitectóonico entre la versioón de la arquitectura 
analizada y las versiones de cóodigo fuente correspondientes. Anóalisis similares 
pueden inferirse de las arquitecturas 3 y 4.
5 Trabajos Relacionados
El problema de conformidad arquitectóonica ha sido explorado mediante tóecnicas 
de ingeniería reversa [15, 8] y lenguajes de descripcion arquitectónica (ADLs) 
[1,16]. Por ejemplo, en [1] se propone un enfoque que busca mantener sin­
cronía entre la especificación arquitectónica y el codigo fuente. Sin embargo, 
esta sincronizacióon no aborda el dinamismo arquitectoónico ni la correspondencia 
de comportamiento entre la arquitectura y la implementacion. En [17] se pre­
senta una herramienta llamada RMTool que permite analizar diferencias entre 
el diseno arquitectónico y su implementación. En [6] se presenta ArchSync, la 
cual es una herramienta que ayuda a los arquitectos a chequear la conformidad 
entre una descripcioón arquitectóonica basada en escenarios y la implementacióon. 
Los escenarios representan comportamientos arquitecturales del sistema y estóan 
modelados con mapas de casos de uso. Al igual que ArchGuru, estos enfoques 
permiten reconocer corrimiento arquitectoónico. Sin embargo, diferentemente de 
nuestro enfoque no permiten reconocer situaciones de erosióon.
Con respecto a CIA, se han presentado un conjunto de trabajos que se centran 
en un analisis a nivel de diseño e implementacion. En [2] se presenta el prototipo
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What-If Impact Analysis Tool que se implementó para analizar a priori el im­
pacto de las dependencias del cóodigo. Aunque se ha desarrollado el prototipo, 
no se ha integrado en ninguón entorno de desarrollo y tampoco ha sido testeado 
en proyectos reales. En [12] se presenta la tecnica Pathlmpact, la cual construye 
una representacióon del comportamiento del sistema en tiempo de ejecucióon y la 
utiliza para estimar el impacto de cambio. Lee y Offut en [14] analizan las car­
acterísticas del software orientado a objetos para definir como la composicion, 
la herencia y el polimorfismo pueden influenciar en el CIA. Para ello categorizan 
los diferentes tipos de cambios que podrían ser aplicados en un sistema orientado 
a objetos y asignan a cada tipo un atributo que indica la influencia del cambio 
en otros objetos del sistema. Las aproximaciones presentadas en estos enfoques 
tienen como objetivo evaluar a priori el impacto de un cambio, es decir, hacen 
un anóalisis predictivo sobre un plan antes de tratar con las consecuencias.
6 Conclusiones
En este trabajo se presentóo ArchGuru, un enfoque que integra el anóalisis de im­
pacto de cambios (CIA) al anóalisis estructual tradicional de conformidad entre 
una arquitectura y su implementacióon. El enfoque permite detectar en la imple- 
mentacion: i) relaciones de divergencia y ausencia entre módulos, y ii) síntomas 
de erosióon en el cóodigo que comprometen las suposiciones de un CIA basado en es­
cenarios respecto al nivel de complejidad de las clases y su grado de acoplamiento. 
Si bien nuestro enfoque emplea algoritmos conocidos para conformidad estruc­
tural y CIA, la contribucióon de este trabajo radica en la integracióon de CIA 
desde una perspectiva de conformidad guiada por el atributo de modicabilidad. 
Para determinar la factibilidad del enfoque se utilizaron distintas versiones de un 
sistema real (HWS). El enfoque detecto correctamente tanto violaciones estruc­
turales como situaciones de erosion entre las distintas versiones del codigo fuente. 
Como limitacióon del enfoque puede mencionarse la dependencia que existe con 
los mapeos entre los componentes arquitectoónicos y el coódigo. Esto provoca que 
deban rehacerce parcialmente los mapeos en cada nueva versióon del sistema.
Como trabajo futuros, se pretende validar la efectividad del enfoque con un 
mayor nuómero de sistemas, y se analizaróa el uso de otras tóecnicas de CIA que 
permitan aumentar la precisióon del mismo. Por otro lado, se planea extender 
el tipo de anóalisis de escenarios de modificabilidad a otros atributos de calidad 
como performance y seguridad.
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