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Abstrakt
XML je de facto standardem pro vy´meˇnu informac´ı na Internetu, mezi aplikacemi a pod-
niky. Prˇi jeho ukla´da´n´ı ma´me na vy´beˇr techniky umozˇnuj´ıc´ı pouzˇ´ıt´ı relacˇn´ıch databa´z´ı a
nebo nativn´ı XML databa´ze, jejichzˇ XML datovy´ model le´pe odpov´ıda´ dat˚um. Tato pra´ce se
zaby´va´ tvorbou a porovna´n´ım webovy´ch aplikac´ı zalozˇeny´ch na uvedeny´ch technologi´ıch, s
vyuzˇ´ıt´ım open source databa´ze eXist, webove´ho frameworku Apache Cocoon a open source
databa´ze PostgreSQL, aplikacˇn´ıho frameworku Stripes, Java Persistence API a EJB. Vzo-
rovou aplikac´ı je porta´l Wikipedie, v obou prˇ´ıpadeˇ beˇzˇ´ıc´ı na aplikacˇn´ım serveru JBoss.
Kl´ıcˇova´ slova
XML, nativn´ı XML databa´ze, eXist, prˇevod XML dokument˚u na tabulky relacˇn´ı databa´ze,
porovna´n´ı XML nativn´ıch a relacˇn´ıch databa´z´ı, Apache Cocoon, Java Persistence API,
Stripes, parser MediaWiki forma´tu na abstraktn´ı syntakticky´ strom
Abstract
XML is de facto standard for enchanging information on the Internet, among applications
and business companies. While storing XML, we can choose between techniques allowing
us to use relation database and native XML databases, whose underlaying XML data mo-
del is more appropriate. This study is about creating and comparision of web applications
based on mentioned technologies, using open source database eXist, web framework Apache
Cocoon and open source database PostgreSQL, application framework Stripes, Java Persi-
stence API and EJB. As a sample, portal of Wikipedia was chosen, in both cases powered
by JBoss application server.
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Kapitola 1
U´vod
Jazyk XML je v dnesˇn´ı dobeˇ de facto standardem pro vy´meˇnu informac´ı na Internetu
mezi aplikacemi a podniky. Pro valnou veˇtsˇinu aplikac´ı je bud’to nativn´ım forma´tem, nebo
umozˇnˇuj´ı prˇevod proprieta´rn´ıch forma´t˚u na XML. Rovneˇzˇ komunikacˇn´ı protokoly XML-
RPC [XML Remote Procedure Call], SOAP [p˚uvodneˇ Simple Object Access Protocol] a
WS [Web Service], slouzˇ´ıc´ı pro komunikaci aplikac´ı na internetu, jsou zalozˇeny na XML.
Pro zobrazen´ı XML dat koncove´mu uzˇivateli lze v vy´hodou vyuzˇ´ıt XSL [eXtensible
Stylesheet Language] transformace, naprˇ´ıklad do forma´tu PDF nebo XHTML [eXtensible
HyperText Markup Language].
Tato pra´ce volneˇ navazuje na rocˇn´ıkovou pra´ci Gestionnaire de Donne´es Confidentielles
[Spra´vce d˚uveˇrny´ch dat], vypracovanou spolecˇneˇ se studenty Islem Rekik a Charlie Nguyen-
Ducem, pod veden´ım Tarika Al Aniho, v akademicke´m roce 2006/2007 na ESIEE Paris. V
te´to pra´ci jsme implementovali jednoduchou nativn´ı XML databa´zi, architektu klient-server
podporuj´ıc´ı SSL a uzˇivatelske´ rozhran´ı za pomoc´ı JSP a AJAXu. Byla mi inspirac´ı pro volbu
te´matu bakala´rˇske´ pra´ce.
Pra´ce nenavazuje na semestra´ln´ı projekt.
1.1 Rˇazen´ı kapitol
V kapitole 2 se budeme zaby´vat samotny´m jazykem XML a prˇ´ıcˇinou jeho rozsˇ´ıˇren´ı. Roze-
bereme mozˇnosti pouzˇit´ı XML dokument˚u jako u´lozˇiˇsteˇ informac´ı a potazˇmo jednoduche´
databa´ze. Pote´ se zameˇrˇ´ıme na v´ıce komplexn´ı rˇesˇen´ı ukla´da´n´ı XML dokument˚u do da-
taba´z´ı s podporou XML a nativn´ıch XML databa´z´ı. Rozd´ıl mezi teˇmito technologiemi bude
kl´ıcˇovy´m te´matem pro tuto pra´ci. V souvislosti s ukla´da´n´ım XML dokument˚u si nast´ın´ıme
jejich deˇlen´ı podle typu a struktury ulozˇeny´ch dat.
Na´sleduje strucˇny´ popis ukla´da´n´ı XML dokument˚u do relacˇn´ıch databa´z´ı a popis jedne´
z nativn´ıch XML databa´z´ı - eXist, ktera´ je vzorkem nativn´ı XML databa´ze v te´to pra´ci.
Kapitolu ukoncˇuje zp˚usob indexace XML dokument˚u pro potrˇeby vyhleda´va´n´ı.
V na´sleduj´ıc´ı kapitole (3) pop´ıˇseme vy´hody XML databa´z´ı prˇi ukla´da´n´ı r˚uzny´ch typ˚u
XML dokument˚u. Za´rovenˇ se budeme zaby´vat proble´my rˇesˇen´ı postaveny´ch na relacˇn´ıch
databa´z´ıch, hlavneˇ z pohledu integrace dat z v´ıce zdroj˚u. Uka´zˇeme si, jak nativn´ı rozsˇiˇruj´ı
transakcˇn´ı model ACID [Atomicity, Consistency, Isolation, Durability] v prˇ´ıpadeˇ dlouho
beˇzˇ´ıc´ıch transakc´ı a kapitolu uzavrˇeme prˇ´ıpady uzˇit´ı databa´ze eXist v rea´lny´ch syste´mech.
V cˇtvrte´m kapitole (4) navrhneme prˇ´ıpadovou studii pro porovna´n´ı aplikac´ı zalozˇeny´ch
na nativn´ıch XML a relacˇn´ıch databa´z´ıch. Da´le pop´ıˇseme vhodny´ vzorek dat a jeho nahra´n´ı
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do databa´z´ı, architekturu jednotlivy´ch aplikac´ı a popis konfigurace pouzˇity´ch komponent.
V kapitole 5 se zaby´va´me cˇten´ım dat z databa´ze, rozd´ıly mezi zp˚usobem vytva´rˇen´ı
pohledu na data a vy´konem jednotlivy´ch rˇesˇen´ı.
Za´veˇrem (6) zhodnot´ıme prˇ´ınos cele´ pra´ce, vy´hody jednotlivy´ch technologi´ı z hlediska
uzˇivatele i programa´tora a mozˇnosti dalˇs´ıho rozsˇ´ıˇren´ı.
V prˇ´ıloha´ch na´sleduje velke´ mnozˇstv´ı pouzˇity´ch konfiguracˇn´ıch soubor˚u, program pro
ulozˇen´ı XML dokumentu do relacˇn´ı databa´ze, pomocne´ skripty a diagramy trˇ´ıd. Za´rovenˇ je
zde detailneˇjˇs´ı popis prˇevodu XML Schema na sche´ma tabulek relacˇn´ı databa´ze.
1.2 C´ıl pra´ce
Tato pra´ce porovna´va´ dva r˚uzne´ prˇ´ıstupy k vyhleda´va´n´ı dat. Uvazˇuje data ve forma´tu
XML dokumentu, ktere´ jsou za pomoc´ı konverzn´ıch programu˚ prˇevedena do tabulek relacˇn´ı
databa´ze a za´rovenˇ vlozˇena do nativn´ı XML databa´ze. K dat˚um pote´ prˇistupuj´ı dveˇ webove´
aplikace, ktere´ implementuj´ı stejne´ chova´n´ı.
Vy´sledkem je popis tvorby referencˇn´ı aplikace vyuzˇ´ıvaj´ıc´ı jazyk Java, aplikacˇn´ı fra-
mework Stripes, JTA [Java Transaction API], EJB [Enterprise Java Bean], JPA [Java Per-
sistence API] (zde Hibernate) a relacˇn´ı databa´zi PostgreSQL a aplikace zalozˇene´ na nativn´ı
XML databa´zi eXist, rovneˇzˇ vyuzˇ´ıvaj´ıc´ı jazyk Java, webovy´ framework Apache Cocoon a
dotazovac´ı jazyk XQuery. Mezi vy´sledny´mi aplikacemi je pote´ porovna´na slozˇitost jednot-
livy´ch rˇesˇen´ı, vy´kon, vy´hody a nevy´hody.
Uzˇivatel, disponuj´ıc´ı daty ve forma´tu XML, by je po prˇecˇten´ı te´to pra´ce meˇl by´t schopen
zarˇadit do jedne´ z kategori´ı XML dokument˚u, urcˇit c´ıl sve´ aplikace a vhodnost pouzˇit´ı
jednoho z rˇesˇen´ı. Podle na´vodu v kapitola´ch 4 a 5, znalosti jazyk˚u XML, Java, XQuery,
SQL a XSLT by meˇl by´t schopen sestavit webovou aplikaci pouzˇ´ıvaj´ıc´ı uvedene´ technologie
sˇitou na mı´ru jeho dat˚um, kterou pote´ mu˚zˇe s vyuzˇit´ım aplikacˇn´ıho serveru1 zprˇ´ıstupnit na
intranetu nebo Internetu.
1Tato pra´ce uvazˇuje aplikacˇn´ı server JBoss, nicme´neˇ konfigurace pro jiny´ aplikacˇn´ı server je podobna´. Prˇi
omezen´ı na vestaveˇne´ JTA lze pouzˇ´ıt i webovy´ kontejner Tomcat, Jetty nebo jiny´. Konfigurace vestaveˇne´ho
JTA nen´ı prˇedmeˇtem te´to pra´ce.
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Kapitola 2
XML a databa´ze
V te´to kapitole se budeme zaby´vat jazykem XML [eXtensible Markup Language][6] a jeho
prˇ´ınosem pro vy´meˇnu informac´ı. Rozebereme mozˇnost pouzˇit´ı XML jako jednoduche´ da-
taba´ze, tuto u´vahu pouzˇijeme na vysveˇtlen´ı rozd´ılu mezi databa´zemi s podporou XML a
nativn´ımi XML databa´zemi, mozˇnosti pouzˇit´ı relacˇn´ı databa´ze jako podklad nativn´ı a r˚uzne´
zp˚usoby mapovan´ı XML dokument˚u. V posledn´ı cˇa´sti kapitoly se bl´ızˇe zameˇrˇ´ıme na nativn´ı
XML databa´zi eXist[1] a metody indexova´n´ı XML dokument˚u pro potrˇeby vyhleda´va´n´ı.
2.1 Jazyk XML
Jazyk byl navrzˇen v roce 1996, jako aplikace princip˚u a forma´ln´ı zjednodusˇen´ı jazyka SGML
[Standard Generalized Markup Language][2]. V soucˇasne´ dobeˇ je jazyk XML de facto stan-
dardem pro vy´meˇnu informac´ı a jejich reprezentaci. Shrneme body, ktere´ vedly k jeho
rozsˇ´ıˇren´ı:
Flexibilita: Pomoc´ı jazyka XML lze popsat stromove´ hierarchie, tabulky (ve smyslu rela-
cˇn´ıch databa´z´ı), grafy a dokonce rekurzivn´ı struktury. Je dostupny´ pro prakticky
vsˇechny uzˇivatele, protozˇe je schopen pracovat v libovolne´m ko´dova´n´ı znak˚u a jazyce,
nav´ıc je textovy´m forma´tem, tedy prˇ´ımo cˇitelny´ bez pouzˇit´ı specia´ln´ıch na´stroj˚u.
Popis a validace: Dokumenty v jazyce XML obecneˇ splnˇuj´ı neˇkolik prˇedpoklad˚u, ktere´
usnadnˇuj´ı jejich strojove´ zpracova´n´ı. Prˇedevsˇ´ım jsou well-formed, cozˇ znamena´, zˇe
splnˇuj´ı prˇedpoklady uvedene´ v [6]. Da´le mu˚zˇe by´t jejich obsah uprˇesneˇn metadaty,
pomoc´ı r˚uzny´ch XML sche´mat - reprezentovany´ch naprˇ´ıklad jazyky DTD[6] a nebo
XML Schema[5]. Vy´hodou druhe´ho je, zˇe k popisu pouzˇ´ıva´ samotny´ jazyk XML,
vy´meˇna dat a jejich vy´znamu tedy mu˚zˇe prob´ıhat s pouzˇit´ım stejny´ch transportn´ıch
cest. Nav´ıc podporuje i jmenne´ prostory a datove´ typy.
Rychlost vy´voje: XML je sa´m o sobeˇ metajazykem pro popis dat. K dispozici je mnoho
na´stroj˚u schopny´ch s n´ım pracovat. Pouzˇit´ım XML na nasˇich datech docha´z´ıme k
rychlejˇs´ı implementaci.
Zac´ılen´ı: XML byl od zacˇa´tku navrzˇen pro vy´meˇnu informac´ı na internetu[6]. Obsah je
oddeˇlen od prezentacˇn´ı logiky. XML je cˇasto meziproduktem, ktery´ je da´le transfor-
movatelny´ na jine´ dokumenty, jako naprˇ´ıklad XHTML nebo PDF.
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2.2 XML jako databa´ze
XML je prˇirozeny´m forma´tem pro ukla´da´n´ı dat. Meˇli bychom tedy pouzˇ´ıvat samotne´ XML
jako databa´zi[18][35]?
Porovnejme XML s beˇzˇneˇ dostupny´mi databa´zemi, naprˇ´ıklad relacˇn´ımi. Pro hovorˇ´ı
na´sleduj´ıc´ı argumenty:
• XML dokumenty stejneˇ jako databa´ze obsahuj´ı data,
• Hierarchicky´ model XML lze pouzˇ´ıt pro popis mnoha rea´lny´ch dat, i kdyzˇ se liˇs´ı od
relacˇn´ıho,
• Pro XML existuj´ı jazyky popisuj´ıc´ı sche´mata - DDL [Data Definition Language] -
naprˇ´ıklad XML Schema nebo RELAX NG[4],
• Da´le jsou k dispozici dotazovac´ı jazyky [query language] - naprˇ´ıklad XPath[3][8] a
XQuery[9],
• K XML dokument˚um lze prˇistupovat pomoc´ı neˇkolik r˚uzny´ch API - SAX, DOM,
JDOM,
• a dalˇs´ı.
Naopak, existuje mnoho d˚uvod˚u, procˇ je pouzˇit´ı XML jako databa´ze nevhodne´, ktere´
prˇevazˇuj´ı:
• XML je neefektivn´ı prˇi vyuzˇ´ıva´n´ı diskove´ kapacity (textovy´ forma´t), a pomale´ prˇi
z´ıska´va´n´ı dat - nutnost parsova´n´ı,
• Neobsahuje veˇci typicke´ pro databa´ze - naprˇ´ıklad indexova´n´ı a v´ıceuzˇivatelsky´ prˇ´ıstup,
• Negarantuje vlastnosti modelu ACID,
• a dalˇs´ı.
Ve vy´sledku lze samotne´ XML pouzˇ´ıt jako databa´zi v jednouzˇivatelske´m prostrˇed´ı pro
male´ objemy dat, naprˇ´ıklad pro konfiguracˇn´ı soubory.
2.3 Typy XML z hlediska dat
Dokumenty XML se podle charakteristiky dat v nich ulozˇeny´ch daj´ı rozdeˇlit na dokumen-
tove´ XML dokumenty [document-centric] a datove´ XML dokumenty [data-centric][18].
U druhe´ varianty nav´ıc mu˚zˇeme rozliˇsit podkategorii semistrukturovany´ch [semi-structured ].
Typ dat rozhoduje o vhodnosti pouzˇit´ı databa´ze.
2.3.1 Dokumentovy´ XML dokument
Tyto XML dokumenty se vyznacˇuj´ı ma´lo pravidelnou nebo nepravidelnou strukturou dat,
veˇtsˇ´ımi za´kladn´ımi jednotkami dat (azˇ na u´rovenˇ dokumentu samotne´ho a slozˇeny´m obsa-
hem element˚u. Porˇad´ı sourozenecky´ch element˚u je te´meˇrˇ vzˇdy d˚ulezˇite´. Cˇasto jsou urcˇeny
pro prˇ´ıme´ cˇten´ı uzˇivateli a nepocha´z´ı z databa´ze, naopak jsou psa´ny rucˇneˇ.
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Teˇmito dokumenty by´vaj´ı manua´ly, knihy, za´pisky do blog˚u (uvazˇujeme-li forma´t
XHTML) a podobneˇ.
Zdrojovy´ ko´d 2.1: Prˇ´ıklad dokumentove´ho XML dokumentu
<bakalarska-prace>
<uvod>
Tato bakala´rˇska´ pra´ce popisuje <b>nativnı´ XML databa´ze</b>, jejich a
aplikaci a srovna´va´ pouzˇite´ technologie s rˇesˇenı´m postavene´m na
<b>ORM a JPA</b>
</uvod>
<odstavec>
V na´sledujı´cı´m odstavci si popı´sˇeme za´kladnı´ typy XML dokumentu˚ z
hlediska typu dat v nich ulozˇeny´ch. Jak mu˚zˇeme videˇt na prˇı´kladu,
<i>document-centric</i> dokumenty obsahujı´ mnoho textu.
</odstavec>
<odstavec>
Za´veˇrem prˇida´me, zˇe:
</odstavec>
<list>
<prvek>XML je upovı´dany´ jazyk a</prvek>
<prvek>pro prˇenos dat se proto cˇasto komprimuje.</prvek>
</list>
</bakalarska-prace>
2.3.2 Datovy´ XML dokument
Tyto XML dokumenty se naopak vyznacˇuj´ı velmi pravidelnou strukturou a maly´mi za´klad-
n´ımi jednotkami dat (na u´rovenˇ PCDATA-element˚u nebo atribut˚u). Porˇad´ı sourozenecky´ch
element˚u je veˇtsˇinou zanedbatelne´, mimo samotne´ validace dokumentu. Data cˇasto pocha´zej´ı
prˇ´ımo z databa´ze, kde je XML transportn´ım forma´tem a nebo jsou vy´stupem jine´ho pro-
gramu. Jsou urcˇeny pro strojove´ zpracova´n´ı.
Teˇmito dokumenty jsou naprˇ´ıklad kurzy akci´ı, faktury, data z´ıskana´ z vesmı´rny´ch sond
a podobneˇ.
Zdrojovy´ ko´d 2.2: Prˇ´ıklad datove´ho XML dokumentu
<nasa-data>
<sonda>
<jmeno>Cassini</jmeno>
<datum-vypusteni>
<den>15</den>
<mesic>rˇı´jen</mesic>
<rok>1997</rok>
</datum-vypusteni>
</sonda>
<mereni>
<id>1234ABC</id>
<vzdalenost>
<hodnota>1000</hodnota>
<jednotka>km</jednotka>
</vzdalenost>
<cil>Titan</cil>
<data>
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<voda>70%</voda>
<albedo>0.23</albedo>
<teplota>93.7</teplota>
</data>
</mereni>
</nasa-data>
2.3.3 Semistrukturovany´ datovy´ XML dokument
Data, oznacˇovana´ jako semistrukturovana´[19], maj´ı sice pravidelnou strukturu, nicme´neˇ ta
se cˇasto meˇn´ı nebo nen´ı zna´ma v dobeˇ na´vrhu. Data popisuj´ı sama sebe, cˇ´ımzˇ se umozˇnˇuje
zpracovat data nezna´ma´ v dobeˇ na´vrhu. Pro shodna´ data existuje v´ıce mozˇny´ch reprezentac´ı
v jenom dokumentu, naprˇ´ıklad jme´no definovane´ jedn´ım elementem a nebo jako seskupen´ı
jme´na a prˇ´ıjmen´ı. Cˇasto jsou data rˇ´ıdka´, tedy pro elementy zna´me´ jizˇ v dobeˇ na´vrhu nejsou
vyplneˇny hodnotami.
Typicky´m prˇ´ıkladem jsou data z geneticky´ch vy´zkumu˚, le´karˇsky´ch nebo jiny´ch veˇdecky´ch
prˇ´ıstroj˚u. Pro tyto data je velmi slozˇite´ navrhnout sche´ma pro relacˇn´ı databa´ze.
2.4 Techniky ukla´da´n´ı XML dat do databa´ze
Ma´me-li XML dokumenty, ktere´ potrˇebujeme ulozˇit do databa´ze, ma´me v k dispozici trˇi
mozˇnosti:
• XML dokument ukla´da´me cely´,
• XML je pouze transportn´ım forma´tem. V tomto prˇ´ıpadeˇ nen´ı potrˇeba ukla´dat sa-
motny´ XML dokument, stacˇ´ı ulozˇit hodnoty v neˇm obsazˇene´. Vztahy mezi elementy
jsou pro na´s ned˚ulezˇite´,
• a nebo dokument ukla´da´me za pouzˇit´ı XML datove´ho modelu.
2.4.1 XML dokument
Kandida´tem jsou dokumentove´ XML dokumenty, ktere´ ukla´da´me naprˇ´ıklad do hierarchicke´
struktury v souborove´m syste´mu nebo jako objekt CLOB cˇi BLOB do tabulek relacˇn´ı
databa´ze. Tento zp˚usob vy´razneˇ omezuje a zpomaluje slozˇiteˇjˇs´ı dotazy, protozˇe dokument
mus´ı by´t prˇed jeho zodpoveˇzen´ım pokazˇde´ znova zpracova´n.
2.4.2 XML jako transportn´ı forma´t
Kandida´tem jsou datove´ XML dokumenty, jejichzˇ data je mozˇno ulozˇit do relacˇn´ı databa´ze.
Samotny´ proces spocˇ´ıva´ v na´sleduj´ıc´ıch kroc´ıch:
1. Vytvorˇ´ıme sche´ma pro relacˇn´ı databa´zi odpov´ıdaj´ıc´ı XML dokument˚um,
2. Data rozlozˇ´ıme na fragmenty, ktere´ odpov´ıdaj´ı rˇa´dk˚um v tabulka´ch - rozkla´da´n´ı
[shredding ] a ulozˇ´ıme,
3. Prˇi dotazu na data prˇeva´d´ıme dotaz na jazyk SQL a odpoveˇd’ na dotaz vrac´ıme ve
formeˇ XML - skla´da´n´ı [publishing ].
Postup tvorby sche´matu je popsa´n v prˇ´ıloze A.1. Ru˚zne´ metody skla´da´n´ı XML jsou
popsa´ny v naprˇ´ıklad v [34].
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2.4.3 XML jako datovy´ model
Zde jsou kandida´tem semistrukturovane´ datove´ XML dokumenty. Datovy´ model XML je
dalˇs´ım modelem vedle hierarchicke´ho, relacˇn´ıho, objektoveˇ orientovane´ho a dalˇs´ıch. Je re-
prezentova´n usporˇa´dany´m stromem s typovany´mi a pojmenovany´mi vnitrˇn´ımi uzly a ne-
pojmenovany´mi listy, obsahuj´ıc´ımi samotne´ data[35]. Z ostatn´ıch pouzˇ´ıvany´ch model˚u je
nejbl´ızˇe hierarchicke´mu modelu. Datovy´ model XML mus´ı obsahovat nejme´neˇ elementy
vcˇetneˇ jejich porˇad´ı v dokumentu, atributy a PCDATA. Prˇ´ıkladem jsou naprˇ´ıklad XPath
model, XQuery model a modely zalozˇene´ na DOM nebo SAX. Za´kladn´ı datovou jednotkou
ulozˇenou v databa´zi je XML fragment.
Datovy´ model neklade omezen´ı na fyzicky´ model ulozˇen´ı dat. Mu˚zˇe j´ım by´t relacˇn´ı, hie-
rarchicka´ nebo objektoveˇ orientovana´ databa´ze, indexovane´ soubory nebo jiny´, proprieta´rn´ı
forma´t[18].
2.5 Nativn´ı XML databa´ze a databa´ze s podporou XML
V za´vislosti na technice ulozˇen´ı dat do databa´ze definujeme:
Nativn´ı XML databa´ze: Pouzˇ´ıvaj´ıc´ı XML datovy´ model prˇ´ımo a
Databa´ze s podporou XML: Pouzˇ´ıvaj´ıc´ı jiny´ datovy´ model a XML sche´ma k mapovan´ı
mezi n´ım a instanc´ı XML datove´ho modelu.
Databa´ze s podporou XML cˇasto obsahuj´ı na´stroje pro usnadneˇn´ı pra´ce s XML, naprˇ´ıklad
implementaci SQL/XML standardu[7]. Obecneˇ se nehod´ı pro ulozˇen´ı vsˇech mozˇny´ch XML
dokument˚u. Jejich hlavn´ı vy´hodou je, zˇe se nemus´ı meˇnit jizˇ existuj´ıc´ı aplikace, pouze se
prˇida´ a nakonfiguruje XML vrstva.
Typicky prˇi pouzˇit´ı XML dotazovac´ıch jazyk˚u docha´z´ı k prˇekladu na jazyk SQL a ze
z´ıskany´ch dat se vytvorˇ´ı XML dokument. Na´sleduje prˇ´ıklad v jazyce SQL/XML, ktery´ je
rozsˇ´ıˇren´ım jazyka SQL:
Zdrojovy´ ko´d 2.3: Uka´zka jazyka SQL/XML
XMLELEMENT(NAME data,
XMLELEMENT(NAME voda, d.voda),
XMLELEMENT(NAME albedo, d.albedo),
XMLELEMENT(NAME teplota, d.teplota))
a jeho vy´sledek:
Zdrojovy´ ko´d 2.4: Vy´sledek dotazu v jazyce SQL/XML
<data>
<voda>hodnota d.voda </voda>
<albedo>hodnota d.albedo </albedo>
<teplota>hodnota d.teplota </teplota>
</data>
Nativn´ı XML databa´ze pouzˇ´ıvaj´ı prˇ´ımo XML datovy´ model. Jejich hlavn´ı vy´hodou
poc´ıt´ıme prˇi ukla´da´n´ı semistrukturovany´ch datovy´ch XML dokument˚u. Prˇi pouzˇit´ı nativn´ı
XML databa´ze chceme stejneˇ jako u relacˇn´ı databa´ze normalizovat ulozˇena´ data a zajistit
referencˇn´ı integritu.
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2.5.1 Normalizace XML dat
Prˇi zpracova´n´ı dat za u´cˇelem ulozˇen´ı v relacˇn´ı databa´zi se pouzˇ´ıva´ neˇkolik norma´ln´ıch forem
(1NF, 2NF, 3NF, BCNF [Boyce-Coddova norma´ln´ı forma], 4NF a 5NF)[23]. Tyto sche´mata
relace zajiˇst’uj´ı neˇkolik vlastnost´ı dat:
• Eliminace neprˇesnost´ı ve vyja´drˇen´ı dat,
• Minimalizace redundance (opakovane´ho vyja´drˇen´ı informace na v´ıce mı´stech),
• Znesnadneˇn´ı udrzˇova´n´ı integrity dat.
1NF [Prvn´ı norma´ln´ı forma] rˇ´ıka´, zˇe data mus´ı by´t vyja´drˇeny jako atomicke´ typy[23] a
za´rovenˇ mus´ı mı´t kazˇdy´ za´znam stejny´ pocˇet pol´ı[31]. Struktura XML dokumentu je naopak
hierarchicka´, element mu˚zˇe by´t komplexn´ıho typu, vsˇechny elementy za´znamu nemus´ı by´t
vyja´drˇeny (viz 2.3.3) a nav´ıc jsme schopni ulozˇit v´ıce hodnot pro jedno pole. Posledn´ı
vlastnost ma´ nejveˇtsˇ´ı vliv na cha´pa´n´ı norma´ln´ıch forem definovany´ch pro relacˇn´ı databa´ze
v konceptu XML databa´z´ı[31], za´rovenˇ ale cˇin´ı modelovan´ı dat prˇirozeneˇjˇs´ım procesem.
K definici sche´mat lze pouzˇ´ıt v´ıce jazyk˚u (kapitola 2.2), v prˇ´ıpadeˇ pouzˇit´ı XML Schema[5]
z´ıska´me kl´ıcˇe (element key), ktere´ se liˇs´ı od relacˇn´ıch pouze t´ım, zˇe jejich unika´tnost je
zarucˇena na urcˇite´m meˇrˇ´ıtku. Nav´ıc nen´ı mozˇne´ kl´ıcˇ definovat na elementu samotne´m,
ale je nutne´ ho definovat na jeho prˇedku[32]. Unika´tnost v globa´ln´ım meˇrˇ´ıtku se zarucˇuje
uveden´ım cesty k elementu, na´padneˇ prˇipomı´naj´ıc´ı jazyk XPath. T´ımto se nav´ıc eliminuje
beˇzˇna´ praxe z relacˇn´ıch databa´z´ı – prˇiˇrazova´n´ı identifika´toru ke kazˇde´mu elementu, cˇasta´ pro
pouzˇit´ı v JPA. Pouzˇ´ıva´n´ı cesty mı´sto jednoduche´ho identifika´toru odpov´ıda´ hierarchicke´mu
modelu XML.
2NF a 3NF, ktere´ zajiˇst’uj´ı prˇ´ıslusˇnost dat k prima´rn´ımu, resp. kandida´tn´ımu kl´ıcˇi,
jsou velmi dobrˇe aplikovatelne´ na XML. XML Schema obsahuje element keyref, prakticky
ekvivalent ciz´ıho kl´ıcˇe. Prˇesto je vhodne´ rozliˇsovat mezi pouzˇit´ım ciz´ıho kl´ıcˇe v relacˇn´ıch a
XML databa´z´ıch. Pokud v relacˇn´ı databa´zi pouzˇijeme vztah kl´ıcˇ - prima´rn´ı kl´ıcˇ ve vztahu
one-to-many nav´ıc s omezen´ım ON DELETE CASCADE u ciz´ıho kl´ıcˇe, je vhodneˇjˇs´ı vyuzˇ´ıt hi-
erarchicke´ struktury XML dat a mı´sto asociace pouzˇ´ıt kompozici. Uvazˇujme, zˇe pro jednu
zpra´vu vesmı´rne´ sondy umozˇn´ıme v´ıce meˇrˇen´ı, u´sek XML Schema potom bude vypadat
takto:
Zdrojovy´ ko´d 2.5: XML Schema pro meˇrˇen´ı vesmı´rne´ sondy
<complexType name="nasa-sonda">
<element name="sonda">
...
</element>
<element name="mereni" maxOccurs="unbounded">
<complexType>
<sequence>
<element name="id" type="integer" />
...
</sequence>
</complexType>
</element>
</complexType>
4NF, ktera´ definuje pozˇadavky v ra´mci multiza´vislost´ı, nen´ı z hlediska XML zaj´ımava´,
protozˇe XML porusˇuje atomicitu ukla´dany´ch dat (1NF). 5NF vynucuje zrusˇen´ı vy´zna-
movy´ch za´vislost´ı mezi v´ıcehodnotovy´mi fakty, na XML je aplikovatelna´.
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Norma´ln´ı formy nen´ı nutno aplikovat pouze na dokumenty omezene´ pomoc´ı
XML Schema. V dokumentu [14] je definova´na XNF [XML Normal Form], ktera´ je zo-
becneˇn´ım BCNF, definova´na za pomoc´ı DTD. Na rozd´ıl od BCNF prˇi pouzˇit´ı XNF dekom-
pozice nedocha´z´ı k potencia´ln´ı ztra´teˇ funkcˇn´ıch za´vislost´ı a omezen´ı [14].
2.5.2 Referencˇn´ı integrita
Referencˇn´ı integrita je zajiˇsteˇna za pomoc´ı ID/IDREF, XML Schema (key a keyref),
XLink nebo jine´ho, proprieta´rn´ıho, mechanismu. U valne´ veˇtsˇiny XML databa´z´ı jej´ı vynu-
cen´ı ovsˇem prob´ıha´ pouze v dane´m dokumentu, nikoliv v globa´ln´ım meˇrˇ´ıtku a nav´ıc pouze
v dobeˇ validace dokumentu[18], cozˇ vede na aplikacˇn´ı rˇesˇen´ı integrity.
2.6 Nativn´ı XML databa´ze eXist
eXist je nativn´ı XML databa´ze s otevrˇeny´m zdrojovy´m ko´dem, aktivneˇ vyv´ıjeny´ projekt
od roku 2001. Je kompletneˇ napsana´ v Javeˇ. Dokumenty, k nimzˇ nen´ı nutne´ doda´vat
sche´ma, jsou ukla´da´ny do hierarchicky´ch kolekc´ı, data jsou ulozˇeny pomoc´ı B+ stromu
se stra´nkova´n´ım odpov´ıdaj´ıc´ım fyzicky´m stra´nka´m na disku [26] [1] pomoc´ı index˚u a per-
sistentn´ıho DOM stromu.
eXist implementuje specifikaci XQuery[9] jako datovy´ model XML. Soucˇasneˇ obsahuje
neˇkolik rozsˇ´ıˇren´ı, naprˇ´ıklad indexovane´ fulltextove´ vyhleda´va´n´ı pomoc´ı opera´tor˚u a funkc´ı
|=, &= nebo near().
eXist lze pouzˇ´ıt jako samostatnou aplikaci, knihovnu nebo soucˇa´st webove´ aplikace
jako servlet. Jeho vy´hodou je mnozˇstv´ı API, ktere´ lze pouzˇ´ıt k prˇ´ıstupu: HTTP/REST,
XML-RPC, SOAP, WebDAV a nebo programove´ XML:DB API. Do budoucna se uvazˇuje
o implementaci XQJ [XQuery API for Java], specifikace JSR-225.
2.7 Metody indexovan´ı XML soubor˚u
Masivn´ı pouzˇit´ı index˚u vy´razneˇ zvysˇuje rychlost vyhleda´va´n´ı a sestavova´n´ı XML dat. eXist
indexuje nejen elementy XML dokument˚u a jejich vztahy jako persistentn´ı DOM strom,
ale nav´ıc i samotny´ vy´skyt element˚u a jejich atribut˚u. Vesˇkere´ indexy jsou rˇazeny podle
kolekc´ı, cozˇ klade vy´konove´ omezen´ı na prˇ´ıliˇs velke´ kolekce (2000 a v´ıce dokument˚u)[26].
Prˇi ukla´da´n´ı stromu DOM do XML databa´ze je vy´hodne´ umeˇt z indexu samotne´ho
zjistit vztahy mezi uzly. T´ımto zamez´ıme nacˇ´ıta´n´ı uzl˚u, tedy element˚u XML dokumentu z
persistentn´ıho u´lozˇiˇsteˇ a vy´razneˇ urychl´ıme zodpov´ıda´n´ı dotazu. V idea´ln´ım prˇ´ıpadeˇ jsme
schopni zjistit z unika´tn´ıch identifika´toru dvou uzl˚u - UID, zda jsou ve vztahu prˇedek,
na´sledn´ık nebo sourozenci.
eXist v soucˇasne´ dobeˇ pouzˇ´ıva´ metodu indexova´n´ı XML soubor˚u nazvanou dynamicke´
cˇ´ıslova´n´ı u´rovn´ı - DLN [Dynamic Level Numbering][20]. V te´to podkapitole jej pop´ıˇseme
soucˇasneˇ s p˚uvodn´ı metodou indexova´n´ı a bude ilustrovat jeho vy´hody.
Existuj´ı i dalˇs´ı metody indexova´n´ı uzl˚u, naprˇ´ıklad identifikace uzlu pomoc´ı document-id,
a porˇad´ı v pr˚uchodu preorder a postorder nebo rekurzivn´ı ud´ılen´ı UID. Podrobnosti lze
nale´zt v dokumentu [20].
12
2.7.1 Unika´tn´ı identifika´tory uzl˚u pr˚uchodem do sˇ´ıˇrky
Prˇi pouzˇit´ı te´to metody je kazˇde´mu z uzl˚u prˇiˇrazen UID. Aby bylo mozˇne´ zjistit vztahy
mezi uzly, je DOM modelova´n jako kompletn´ı n-na´rn´ı strom. Ma´-li uzel v dane´ u´rovni me´neˇ
nezˇ n uzl˚u, jsou vlozˇeny virtua´ln´ı uzly.
Obra´zek 2.1: n-na´rn´ı strom a UID z´ıskana´ pr˚uchodem do sˇ´ıˇrky
Tento zp˚usob cˇ´ıslova´n´ı ma´ neˇkolik vy´razny´ch nevy´hod. Je-li strom nevyva´zˇeny´, a naprˇ´ı-
klad na dvaca´te´ u´rovn´ı existuje 30 uzl˚u, jejich UID velmi rychle rostou a snadno se vycˇerpa´
prˇideˇleny´ pameˇt’ovy´ rozsah. Kromeˇ omezen´ı velikosti dokumentu je dalˇs´ım proble´mem jeho
zmeˇna. Vlozˇen´ı nove´ho uzlu, jeho vy´maz a dalˇs´ı operace mohou zp˚usobit prˇecˇ´ıslova´ni uzl˚u
minima´lneˇ cˇa´sti dokumentu, vy´razneˇ zpomaluj´ıc vy´kon. Nutnost zna´t maxima´ln´ı pocˇet uzl˚u
v u´rovni prˇedem znemozˇnˇuje pouzˇit´ı pro streamovane´ XML dokumenty.
eXist pouzˇ´ıval modifikovany´ algoritmus, ktery´ pro kazˇdou u´rovenˇ stromu definuje jeho
n-na´rnost, ukla´daj´ıc ji do pole pro kazˇdy´ indexovany´ XML dokument. Tato modifikace
vy´razneˇ zvysˇuje maxima´ln´ı mozˇnou velikost dokumentu[27].
2.7.2 Dynamicke´ cˇ´ıslova´n´ı u´rovn´ı uzl˚u
Pro prˇekona´n´ı omezen´ı cˇ´ıslova´n´ı pr˚uchodem do sˇ´ıˇrky byl navrzˇen algoritmus DLN[20]. DLN
je hierarchicky´m cˇ´ıslova´n´ım zalozˇeny´m na Deweyoveˇ knihovnicke´ soustaveˇ, cozˇ je posloup-
nost cˇ´ısel oddeˇleny´ch oddeˇlovac´ım znakem (.). Takto je umozˇneˇno zpracova´vat XML doku-
menty libovolne´ de´lky, streamovane´ XML dokumenty a nevyva´zˇene´ stromy.
Obra´zek 2.2: UID z´ıskana´ dynamicky´m cˇ´ıslova´n´ım u´rovn´ı uzl˚u
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Hlavn´ım proble´mem Deweyovy knihovnicke´ soustavy je zp˚usob zako´dova´n´ı UID tak, aby
byly UID bina´rneˇ porovnatelne´, pameˇt’ova´ na´rocˇnost ulozˇen´ı UID pro vysoke´ u´rovneˇ byly
co nejmensˇ´ı a modifikace dokumentu nezp˚usobovala nutnost prˇecˇ´ıslova´n´ı cˇa´sti stromu[20].
Pro prˇekona´n´ı posledn´ıho proble´mu DLN vyuzˇ´ıva´ syste´m podhodnot, tedy alterna-
tivn´ıho oddeˇlovac´ıho znaku jehozˇ hodnota je vysˇsˇ´ı nezˇ hodnota standardn´ıho oddeˇlovacˇe, a
za´rovenˇ neznamena´ prˇechod na dalˇs´ı u´rovenˇ, tedy mezi elementy 1.1 a 1.2 vlozˇ´ıme element
1.1/1 . Uvedena´ notace umozˇnˇuje vkla´dat i vlevo prˇed uzel, a to tak, zˇe posledn´ım znakem
nikdy nesmı´ by´t 0. Tedy prˇed uzel 1.1 vlozˇ´ıme 1.0/1, prˇed neˇj eventua´lneˇ 1.0/0/1. Jedinou
nevy´hodou je nar˚ustaj´ıc´ı de´lka identifika´tor˚u.
Obra´zek 2.3: DLN a mozˇnosti prˇida´va´n´ı uzl˚u bez nutnosti je prˇecˇ´ıslovat
eXist implementuje DLN pomoc´ı variabiln´ıho bitove´ho ko´dova´n´ı, ktere´ je velmi vy´hodne´
pro streamovane´ XML dokumenty. Kazˇda´ u´rovenˇ indexu je zako´dova´na pomoc´ı na´sobk˚u
za´kladn´ı cˇ´ıselne´ jednotky (momenta´lneˇ 4 bity), kde nejvysˇsˇ´ı bity slouzˇ´ı jako prˇ´ıznaky pocˇtu
jednotek. Jako oddeˇlovacˇ u´rovn´ı (.) se pouzˇ´ıva´ bina´rn´ı 0, naopak jako alternativn´ı oddeˇlovacˇ
(/ ) bina´rn´ı 1 [27]. T´ımto se umozˇnˇuje bina´rneˇ porovna´vat cˇ´ıselne´ hodnoty.
Pocˇet jednotek Bitovy´ vzor Cˇ´ıselny´ rozsah
1 0xxx 0 azˇ 7
2 10xx xxxx 8 azˇ 71
3 110x xxxx xxxx 72 azˇ 583
4 1110 xxxx xxxx xxxx 583 azˇ 4679
Tabulka 2.1: Cˇ´ıselne´ rozsahy zako´dova´n´ı identifika´tor˚u pomoc´ı jednotek pevne´ velikosti
Pomoc´ı DLN zako´dujeme naprˇ´ıklad uzel 1.33.6.1/3 jako 0001 0 1001 1010 0 0110 0
0001 1 0011 , celkem na 28 bit˚u. Prˇi pouzˇit´ı pr˚uchodu do sˇ´ıˇrky a kompletn´ıho n-na´rn´ıho
stromu bychom spotrˇebovali cˇ´ıselny´ rozsah 330 + 331 + 332 + 333 = 37060, tedy bychom na
pouzˇit´ı potrˇebovali 32bitovy´ datovy´ typ int. eXist p˚uvodneˇ na ukla´da´n´ı pouzˇ´ıval 64bitovy´
datovy´ typ long.
2.8 Shrnut´ı
Databa´ze vyuzˇ´ıvaj´ıc´ı XML mu˚zˇeme rozdeˇlit na nativn´ı XML databa´ze, ktere´ pouzˇ´ıvaj´ı
XML datovy´ model, hod´ıc´ı se na ukla´da´n´ı dokumentovy´ch XML dokument˚u a semistruk-
turovany´ch datovy´ch XML dokument˚u. XML datovy´ model modeluje data jako usporˇa´dany´
strom.
Databa´ze s podporou XML pouzˇ´ıvaj´ı vlastn´ı datovy´ model do neˇhozˇ mapuj´ı jednotlive´
instance XML datove´ho modelu uzˇit´ım XML sche´mat. Je vhodne´ je pouzˇ´ıt pro datove´ XML
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dokumenty. Jejich hlavn´ı vy´hodou je zachova´n´ı funkcˇnosti p˚uvodn´ıch aplikac´ı, nevy´hodou
naopak nemozˇnost aplikovat je na vsˇechny typy dokument˚u.
eXist je nativn´ı XML databa´ze s otevrˇeny´m zdrojovy´m ko´dem, neˇkolika implemento-
vany´mi API, indexem s dynamicky´m cˇ´ıslova´n´ım u´rovn´ı uzl˚u a indexem pro full-textove´
vyhleda´va´n´ı. To ji prˇedurcˇuje nejen prˇi vyhleda´va´n´ıch v kolekc´ıch libovolne´ velikosti, ale s
prˇimeˇrˇeny´m vy´konem i prˇi u´prava´ch ulozˇeny´ch XML dokument˚u.
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Kapitola 3
Aplikace tvorˇene´ nad XML
databa´zemi
V te´to kapitole si uvedeme ve ktery´ch prˇ´ıpadech pouzˇ´ıt nativn´ı XML databa´ze (da´le jen
databa´ze, nen´ı-li rˇecˇeno jinak), neˇkolik prˇ´ıklad˚u nasazen´ı databa´z´ı z praxe pro databa´zi
eXist. Kompletn´ı studie lze nale´zt naprˇ´ıklad v [21], kapitoly 10 azˇ 16.
Zjednodusˇeneˇ rˇecˇeno, databa´ze se vyplat´ı pouzˇ´ıt pokud potrˇebujeme spravovat veˇtsˇ´ı
mnozˇstv´ı XML dokument˚u, a to typu dokumentovy´ch XML dokument˚u a nebo semi-
strukturovany´ch datovy´ch XML dokument˚u. Dalˇs´ı mozˇnosti pouzˇit´ı jsou ve spra´veˇ dlouho
beˇzˇ´ıc´ıch transakc´ı, cˇasto se meˇn´ıc´ıch sche´matech dat, pra´ce s velmi velky´mi dokumenty,
integrovan´ı dat pocha´zej´ıc´ıch z r˚uzny´ch zdroj˚u, pra´ce s hierarchicky´mi daty a v neposledn´ı
rˇadeˇ tvorba webovy´ch porta´l˚u. Na´sleduj´ıc´ı prˇ´ıklady cˇerpaj´ı z [19].
3.1 Pouzˇit´ı XML databa´ze pro dokumentove´ XML doku-
menty
Tento prˇ´ıpad uzˇit´ı je pro databa´ze t´ım nejcˇasteˇjˇs´ım[19]. Vy´hodou databa´z´ı je zde existence
struktura´ln´ıch dotazovac´ıch jazyk˚u (tato kategorie se prˇekry´va´ s XML dotazovac´ımi jazyky,
rˇad´ıme mezi neˇ tedy naprˇ´ıklad XQuery a XPath) a jejich rozsˇiˇritelnost. Oproti textovy´m
vyhleda´vacˇ˚um spojeny´m s perzistentn´ım u´lozˇiˇsteˇm nab´ız´ı XML datovy´ model, snadnou
modifikaci uzl˚u dokumentu, verzova´n´ı a funkcionalitu typickou pro databa´ze, tedy rˇ´ızen´ı
prˇ´ıstupu, bezpecˇnost transakc´ı, atomicitu operac´ı a zachova´va´n´ı integrity dat (do urcˇite´
mı´ry, viz kapitola 2.5.2).
3.1.1 Spra´va dokument˚u
Ukla´da´n´ı a z´ıska´va´n´ı dokument˚u z u´lozˇiˇsteˇ je pro XML databa´ze snadne´. Kazˇde´mu XML
dokumentu mu˚zˇe by´t prˇiˇrazen identifika´tor, nav´ıc je mozˇne´ je rˇadit do kolekc´ı. Dokumenty
ulozˇene´ v databa´zi jsou ulozˇene´ bezztra´toveˇ, tedy se zachova´n´ım porˇad´ı element˚u, vcˇetneˇ
procesn´ıch instrukc´ı, komenta´rˇ˚u a CDATA sekc´ı, fyzicky rˇazene´ na disku a tud´ızˇ jejich
z´ıska´n´ı je velmi rychlou operac´ı.
3.1.2 Vyhleda´va´n´ı dokument˚u
Potrˇebujeme-li naprˇ´ıklad vyhledat XML dokumenty z jedne´ pobocˇky nasˇ´ı firmy a vra´tit je
v p˚uvodn´ı podobeˇ, v databa´z´ıch mu˚zˇeme pouzˇ´ıt XML dotazovac´ı jazyky.
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Nav´ıc prˇi textove´m vyhleda´va´n´ı mu˚zˇeme rozliˇsovat mezi daty samotny´mi, elementy
[markup], a strukturou. Tyto dotazy nemohou by´t snadno prˇelozˇeny do jazyka SQL. Rovneˇzˇ
nevyzˇaduj´ı pevnou strukturu dokumentu, postacˇuje, kdyzˇ elementy ve vyhleda´vany´ch do-
kumentech maj´ı prˇiblizˇneˇ stejny´ vy´znam.
Zdrojovy´ ko´d 3.1: Vyhleda´n´ı meˇrˇen´ı sondy s v´ıce nezˇ 3 mnozˇinami dat,
prˇ´ıklad struktura´ln´ıho dotazu
for $nasa in collection("nasa-data")
let $mereni := $nasa//mereni
where fn:count($mereni) > 3
return $nasa
3.1.3 Z´ıska´va´n´ı informac´ı a opakovane´ vyuzˇ´ıvan´ı obsahu
Za pomoc´ı XML dotazovac´ıch jazyk˚u mu˚zˇeme nejen v dokumentech vyhleda´vat, ale nav´ıc
vytva´rˇet u´plneˇ nove´ dokumenty zalozˇene´ na datech obsazˇeny´ch v databa´zi. Takto je mozˇne´
naprˇ´ıklad snadno vytva´rˇet specificke´ verze dokument˚u pro jednotlive´ klienty.
3.2 Integrace dat
Integrace dat z nejr˚uzneˇjˇs´ıch zdroj˚u je druhy´m nejcˇasteˇjˇs´ım prˇ´ıpadem uzˇit´ı pro nativn´ı
XML databa´ze[19]. Datovy´ model XML je velmi flexibiln´ı a mnoho na´stroj˚u podporuje
prˇ´ımy´ export do XML. XQuery je jazyk prˇipraveny´ na kombinova´n´ı v´ıce datovy´ch zdroj˚u
a transformaci vy´sledku do zˇa´dane´ho forma´tu.
Prˇi zpracova´va´n´ı dat z v´ıce zdroj˚u je nejveˇtsˇ´ım proble´mem rozd´ılnost sche´mat. Sche´mata
se mohou liˇsit struktura´lneˇ, tedy stejna´ data (naprˇ´ıklad adresa) jsou v jednom vyja´drˇena
jedn´ım jednoduchy´m elementem, ve druhe´m naopak komplexn´ım elementem; za´rovenˇ se
vsˇak mohou liˇsit se´manticky: cena je uvedena v jiny´ch meˇna´ch, bez zapocˇtene´ daneˇ a po-
dobneˇ.
Uvazˇujeme-li v´ıce datovy´ch zdroj˚u, je trˇeba rozliˇsit loka´ln´ı a distribuovane´ dotazy.
Loka´ln´ı dotazy jsou snazsˇ´ı na implementaci a rychlejˇs´ı na zodpoveˇzen´ı, ale mohou ve´st
na neaktua´ln´ı data. Distribuovane´ jsou jejich opakem. eXist momenta´lneˇ nepodporuje dis-
tribuovane´ dotazy.
3.2.1 Integrace dat rozdeˇleny´ch do kolekc´ı dle sche´mat
Tento prˇ´ıpad je typicky´ pro relacˇn´ı databa´ze, nicme´neˇ mu˚zˇe nastat i v nativn´ıch XML
databa´z´ıch. Nab´ız´ı se na´sleduj´ıc´ı rˇesˇen´ı:
Prˇevod dokument˚u na stejne´ sche´ma: Data se mohou prˇeva´deˇt v dobeˇ ukla´da´n´ı do
databa´ze nebo za beˇhu. Toto rˇesˇen´ı nen´ı vzˇdy mozˇne´, viz kapitola 3.4, limituje (hleda´
se pr˚unik mezi daty) vy´sledne´ mozˇnosti vyhleda´va´n´ı, naopak zjednodusˇuje vy´slednou
aplikaci,
Vyhleda´va´n´ı v kazˇde´ z kolekc´ı zvla´sˇt’: Pro kazˇdou kolekci se vytvorˇ´ı dotaz, jejich vy´-
sledky se potom sdruzˇuj´ı do spolecˇne´ho forma´tu. Jazyk XQuery je na tuto variantu
velmi dobrˇe prˇipraven,
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Vybudova´n´ı spolecˇne´ho indexu: Neˇktere´ databa´ze (eXist nevyj´ımaje) umozˇnˇuj´ı urcˇit,
jak bude vytvorˇen index. Pokud bychom uvazˇovali pro meˇrˇen´ı vesmı´rne´ sondy na´sledu-
j´ıc´ı XML Schemata, bylo by rˇesˇen´ım v obou kolekc´ıch vybudovat index na elementu
mereni.
Zdrojovy´ ko´d 3.2: XML Schema pro meˇrˇen´ı sondy,
s a bez rodicˇovske´ho elementu kolekce-mereni
...
<element name="mereni"
maxOccurs="unbounded">
<complexType>
<sequence>
<element name="id"
type="integer" />
...
</sequence>
</complexType>
</element>
...
...
<element name="kolekce-mereni">
<sequence>
<element name="mereni"
maxOccurs="unbounded">
<complexType>
<sequence>
<element name="id"
type="integer" />
...
</sequence>
</complexType>
</element>
</sequence>
</element>
...
3.2.2 Integrace dat bez rozliˇseny´ch kolekc´ı
Pokud nejsou data rozdeˇleny, aplikacˇn´ı logika je slozˇiteˇjˇs´ı. V dokumentech je nutne´ naj´ıt
spolecˇne´ polozˇky a na nich zalozˇit dotazy, poprˇ´ıpadeˇ prove´st migrace sche´mat. Nen´ı-li
to mozˇne´, XQuery lze vyuzˇ´ıt na efektivn´ı textove´ vyhleda´va´n´ı v dokumentech. Posledn´ı
mozˇnost´ı je rozd´ıly ignorovat, a t´ım nechat rozliˇsen´ı dat na uzˇivateli.
3.3 Pouzˇit´ı XML databa´ze pro semistruktura´ln´ı datove´ XML
dokumenty
Semistruktura´ln´ı XML dokumenty (kapitola 2.3.3) lze v nativn´ıch XML databa´z´ıch ukla´dat
snadneˇji nezˇ v relacˇn´ıch databa´z´ıch. Nativn´ı XML databa´ze pouzˇ´ıvaj´ı datovy´ model XML,
u´cˇinneˇ ukla´daj´ı rˇ´ıdka´ data, umozˇnˇuj´ı indexova´n´ı vsˇech element˚u dokumentu, podporuj´ı
XML dotazovac´ı jazyky a textove´ vyhleda´va´n´ı. Rˇesˇen´ı postavene´ na relacˇn´ıch databa´z´ıch
(index) a kompletn´ıch souborech (hierarchicka´ struktura souborove´ho syste´mu, CLOB a
podobneˇ) se ukazuj´ı jako nedostatecˇneˇ robustn´ı, neefektivn´ı a nerozsˇiˇritelne´[19].
3.4 Dokumenty s rychle se meˇn´ıc´ımi sche´maty
V pr˚ubeˇhu zˇivota kazˇde´ aplikace se meˇn´ı data, se ktery´mi pracuje. V prˇ´ıpadeˇ relacˇn´ı databa´z´ı
tyto zmeˇny prob´ıhaj´ı pomalu, kv˚uli technicky´m proble´mu˚m (migrace dat na nove´ sche´ma
a u´prava aplikac´ı), ktere´ vyzˇaduj´ı d˚ukladne´ testova´n´ı. Cˇasto je nutne´ zajistit kompatibilitu
aplikac´ı smeˇrem vprˇed a vzad.
Nativn´ı XML databa´ze jsou na tyto zmeˇny mnohem le´pe prˇipraveny:
18
Relacˇn´ı databa´ze
• Prˇi zmeˇneˇ sche´matu je nutno mi-
grovat data, cozˇ je velmi na´rocˇna´
operace. Pro neˇktere´ data nen´ı
migrace mozˇna´ v˚ubec (obchodn´ı
smlouvy a jine´ za´konem vymezene´
dokumenty),
• Pokud data nelze migrovat, nova´
data mus´ı by´t ulozˇena podle
nove´ho sche´matu, SQL dotazy na
nezmeˇneˇne´ hodnoty nejsou funkcˇn´ı,
protozˇe nezahrnuj´ı data ulozˇene´ do
nove´ho sche´matu,
• Data nemohou by´t ulozˇena dokud
nen´ı zna´mo jejich sche´ma, poprˇ.
mus´ıme pouzˇ´ıt obecne´ sche´ma.
Nativn´ı XML databa´ze
• Sche´ma se mu˚zˇe meˇnit bez nutnosti
migrovat data,
• Nove´ dokumenty mu˚zˇeme ukla´dat
do stejne´ kolekce jako p˚uvodn´ı,
XML dotazy jsou funkcˇn´ı prˇes nova´
i stara´ data beze zmeˇn,
• Data mohou by´t ulozˇena do da-
taba´ze i pokud nemu˚zˇou by´t ihned
pouzˇity.
3.5 Dlouho beˇzˇ´ıc´ı transakce
Prˇi zpracova´n´ı pozˇadavk˚u rea´lne´ho sveˇta jsou neˇktere´ transakce dlouho trvaj´ıc´ı a cˇasto
vyzˇaduj´ı lidsky´ za´sah. Z pocˇ´ıtacˇove´ho hlediska se cˇasto daj´ı rozdeˇlit do v´ıce jednotlivy´ch
cˇa´st´ı (idea´lneˇ ACID transakc´ı), cˇ´ımzˇ se zkracuje doba zamcˇen´ı jednotlivy´ch cˇa´st´ı databa´ze
pro vy´lucˇny´ prˇ´ıstup[22].
Na rozd´ıl od ACID transakc´ı se u´cˇinek dlouho trvaj´ıc´ı transakce v prˇ´ıpadeˇ proble´mu rusˇ´ı
pomoc´ı kompenzac´ı. Kompenzace je akce, ktera´ uvede databa´zi do stavu prˇed proveden´ım
transakce, nen´ı na n´ı ovsˇem mozˇne´ nahl´ızˇet jako na pouhe´ zrusˇen´ı akce. V rea´lne´m sveˇteˇ
existuj´ı akce, ktere´ nen´ı mozˇno jednodusˇe zrusˇit. Je-li vyda´no prˇ´ıliˇs mnoho letenek na beˇzˇny´
let, jsou cestuj´ıc´ı prˇesveˇdcˇova´ni, aby leteˇli pozdeˇjˇs´ım letadlem, naprˇ´ıklad pomoc´ı cenove´ho
zvy´hodneˇn´ı, nen´ı mozˇne´ jejich letenky prosteˇ zrusˇit.
Dlouho trvaj´ıc´ı transakce je mozˇno rozdeˇlit na neˇkolik mensˇ´ıch transakc´ı a k n´ım
prˇ´ıslusˇej´ıc´ıch kompenzac´ı (posledn´ı transakce nema´ kompenzaci). Tato sekvence se nazy´va´
sa´ga [saga]. Nastane-li prˇi prova´deˇn´ı transakce chyba, jsou provedeny odpov´ıdaj´ıc´ı kom-
penzace v obra´cene´m porˇad´ı. Sa´ga ovsˇem porusˇuje princip izolace modelu ACID. Rozsˇ´ıˇren´ı
konceptu kompenzace je mozˇne´ nale´zt v [22].
Nativn´ı XML databa´ze lze vyuzˇ´ıt pro dlouhotrvaj´ıc´ı transakce jako:
Datovy´ sklad: Dlouho beˇzˇ´ıc´ı transakce jsou cˇasto pouzˇ´ıvaj´ı dokumentove´ XML doku-
menty nebo data integrovane´ z v´ıce zdroj˚u,
Frontu zpra´v: Databa´ze mohou prova´deˇt smeˇrova´n´ı zpra´v na za´kladeˇ obsahu,
Archiv metadat: Metadata lze ukla´dat stejneˇ snadno jako data.
Neˇkolik syste´mu˚ SOA [Service Oriented Architecture] pouzˇ´ıvaj´ı nativn´ı XML databa´ze:
Sonic ESB, Software AG’s Enterprise Service Integrator nebo Openlink’s Virtuoso[19].
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3.6 Prˇ´ıpady pouzˇit´ı databa´ze eXist v praxi
V teˇchto prˇ´ıpadech byla nasazena databa´ze eXist:
Atelier e´ditorial du Guide The´rapeutique: Vydavatelstv´ı le´ka´rˇsky´ch a zdravotnicky´ch
knih a cˇasopis˚u.
V databa´zi je v´ıce nezˇ 1500 za´znamu˚, prˇiby´va´ 200 knih rocˇneˇ. Pouzˇ´ıva´ XQuery, XUp-
date, XMLDB API.
http://www.masson.fr/
The Tibetan Buddhist Resource Center: Katalog tibetsky´ch text˚u, informac´ı o his-
toricke´m, socia´ln´ım a kulturn´ım p˚uvodu.
Celkem azˇ 10000 knih, 10 milio´n˚u naskenovany´ch stran. Pouzˇ´ıva´ XQuery, XSLT
a automatickou generaci PDF.
http://tbrc.org/
Devon Community Directory: Katalog spolk˚u, organizac´ı a sluzˇeb v Devonu, UK.
Prˇiblizˇneˇ 5000 dokument˚u s cˇasty´mi zmeˇnami. Pouzˇ´ıva´ XQuery, XSLT a Javu.
http://www.devonline.gov.uk/community/
Tyto a dalˇs´ı zna´me´ prˇ´ıpady nasazen´ı databa´ze eXist jsou uvedeny v [29].
3.7 Shrnut´ı
Nativn´ı XML databa´ze se pouzˇ´ıvaj´ı prˇeva´zˇneˇ pro spra´vu dokument˚u, integrova´n´ı dat a jako
u´lozˇiˇsteˇ semistruktura´ln´ıch XML dokument˚u. V teˇchto prˇ´ıpadech se jina´ rˇesˇen´ı ukazuj´ı jako
prˇ´ıliˇs slozˇita´, neefektivn´ı nebo na´rocˇna´ na u´drzˇbu. Dalˇs´ımi obvykly´mi prˇ´ıpady pouzˇit´ı jsou
vyhleda´va´n´ı ve velmi velky´ch dokumentech a tvorba webovy´ch porta´l˚u. Posledn´ı prˇ´ıpad
bude nasˇi prˇ´ıpadovou studi´ı po zbytek publikace.
Hlavn´ımi devizami nativn´ıch XML databa´z´ı je datovy´ XML model, schopnost pracovat s
daty bez definovany´ch sche´mat a dotazovac´ı XML jazyk XQuery. Mnoho na´stroj˚u podporuje
XML jako vy´choz´ı nebo exportn´ı forma´t, XML se tak sta´va´ de facto standardem pro vy´meˇnu
informac´ı a databa´ze jsou prˇirozeny´m zp˚usobem jeho ulozˇen´ı. Situaci shrnuje cita´tem Arun
Gaikwad[25]:
An XML Database System is something which you may think is unnecessary
but once you start using it, you wonder how you would survive without it.
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Kapitola 4
Prˇ´ıpadova´ studie - porta´l
Wikipedie
V te´to kapitole navrhneme zdroj dat a pozˇadavky na aplikace porovna´vaj´ıc´ı rˇesˇen´ı zalozˇene´
na nativn´ı XML databa´zi (da´le jen NXMLDB) a na relacˇn´ı databa´zi (da´le jen ORDB).
Pop´ıˇseme architekturu jednotlivy´ch aplikac´ı, za´kladn´ı instalaci a konfiguraci komponent
pod syste´mem specifikovane´m v prˇ´ıloze B.1.
Da´le zmı´n´ıme proces ulozˇen´ı dat do databa´z´ı, konfiguraci aplikacˇn´ı v aplikacˇn´ım serveru
JBoss. Kapitolu zakoncˇ´ı popis spolecˇne´ komponenty zodpoveˇdne´ za prˇevod znacˇkovac´ıho
jazyka MediaWiki na abstraktn´ı syntakticky´ strom, da´le zpracova´vany´ pro potrˇeby kazˇde´
z aplikac´ı.
4.1 Wikipedie
Wikipedie (ostatn´ıch jazyc´ıch take´ Wikipedia) je mnohojazycˇna´ encyklopedie s otevrˇeny´m a
svobodny´m obsahem[16], do n´ızˇ mohou prˇisp´ıvat prakticky vsˇichni uzˇivatele´ internetu. Byla
zalozˇena v roce 2001. Textova´ data, ktera´ jsou pouzˇita jak podklad vytvorˇeny´ch aplikac´ı,
jsou sˇ´ıˇrena pod licenc´ı GNU FDL, cozˇ umozˇnˇuje jejich volne´ kop´ırova´n´ı a pouzˇit´ı za uveden´ı
autor˚u pra´ce. Ostatn´ı me´dia ulozˇena´ ve Wikipedii jsou sˇ´ıˇrena pod r˚uzny´mi otevrˇeny´mi
licencemi, nicme´neˇ tato nejsou v za´beˇru te´to pra´ce.
V roce 2007 obsahovala cˇeska´ verze porta´lu Wikipedie prˇiblizˇneˇ 76 000 cˇla´nk˚u, prˇedsta-
vuj´ıc tak 0,9% celkove´ho obsahu encyklopedie Wikipedia [16].
V brˇeznu 2008 cˇeska´ Wikipedie obsahovala prˇiblizˇneˇ 186 000 cˇla´nk˚u. Objem dat a
licence, pod ktery´mi jsou sˇ´ıˇreny, byl hlavn´ım d˚uvodem pro jej´ı vy´beˇr jako prˇ´ıpadove´ studie.
Cˇla´nky ulozˇene´ ve Wikipedii uzˇ´ıvaj´ı uzˇivatelsky prˇ´ıveˇtivy´ znacˇkovac´ı jazyk MediaWiki .
Pro tento jazyk momenta´lneˇ neexistuje forma´ln´ı definice gramatiky[15], jako de facto stan-
dard je urcˇen existuj´ıc´ı parser MediaWiki . Za´kladn´ı syntaxe je k dispozici naprˇ´ıklad na
stra´nce http://meta.wikimedia.org/wiki/Help:Wikitext_examples.
4.1.1 Z´ıska´n´ı dat
Obsah cˇeske´ Wikipedia je mozˇno sta´hnout na stra´nce
http://download.wikimedia.org/cswiki/, soubor pages-articles.xml.bz2. Aplikace
pouzˇ´ıva´ obraz databa´ze ze dne 20. brˇezna 2008. Vybrany´ soubor obsahuje pouze posledn´ı
revize cˇla´nk˚u. Po rozbalen´ı ma´ velikost 477MiB, cozˇ se da´ povazˇovat za dostatecˇnou za´teˇzˇ
pro test obou aplikac´ı.
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4.2 Navrzˇena´ funkcionalita aplikace
Webovy´ porta´l bude splnˇovat na´sleduj´ıc´ı pozˇadavky:
• Jednoduche´ uzˇivatelske´ rozhran´ı,
• Vyhleda´va´n´ı v cˇla´nc´ıch pomoc´ı formula´rˇe s na´sleduj´ıc´ım chova´n´ım:
– je-li nalezen cˇla´nek se shodny´m na´zvem, je zobrazen uzˇivateli,
– je-li nalezeno v´ıce cˇla´nk˚u, ktere´ v na´zvu obsahuj´ı vyhleda´vany´ rˇeteˇzec, je vra´cen
seznam dostupny´ch cˇla´nk˚u,
– nen´ı-li nalezen zˇa´dny´ cˇla´nek s vyhleda´vany´m rˇeteˇzcem, je o tom uzˇivatel infor-
mova´n,
• ze syntaxe MediaWiki bude zachova´no deˇlen´ı na odstavce, nadpisy, odkazy mezi
cˇla´nky a extern´ı odkazy, sˇablony budou odstraneˇny,
• a vzhled a chova´n´ı aplikace zalozˇene´ na nativn´ı XML databa´zi a aplikace zalozˇene´ na
relacˇn´ı databa´zi bude shodny´.
Obra´zek 4.1: U´vodn´ı stra´nka aplikace
4.2.1 Spolecˇne´ rysy aplikac´ı
Obeˇ aplikace jsou napsa´ny v jazyce Java a beˇzˇ´ı pod aplikacˇn´ım serverem JBoss. Dalˇs´ı pouzˇite´
programovac´ı jazyky jsou XML, XSL, XQuery, XPath a CSS. Pro kompilaci, sestaven´ı,
nahra´n´ı na server a za´lohova´n´ı aplikace pouzˇ´ıvaj´ı na´stroj Apache Ant.
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Spolecˇny´m prvkem obou aplikac´ı je komponenta Wikiparser , ktera´ slouzˇ´ı pro prˇevod
textu ulozˇene´m ve forma´tu MediaWiki do datove´ struktury zpracovatelne´ aplikacemi. Da´le
obeˇ aplikace sd´ılej´ı staticky´ obsah a XSL transformacˇn´ı sˇablony.
4.3 Aplikace NXMLDB
Aplikace je tvorˇena WAR archivem, ve ktere´m jsou XML fragmenty stra´nek (menu a po-
dobneˇ), staticky´ obsah, konfiguracˇn´ı soubory a javove´ knihovny frameworku Apache Co-
coon. Do databa´ze je prˇistupova´no prˇes HTTP/REST, v databa´zi jsou ulozˇeny dotazy v
jazyce XQuery, ktere´ jsou prˇi prˇ´ıstupu prˇes HTTP/REST automaticky vyhodnoceny. Kom-
ponenty aplikace jsou zobrazeny na obra´zku 4.2.
Obra´zek 4.2: Stavebn´ı komponenty aplikace NXMLDB
4.3.1 Konfigurace databa´ze eXist
Instalace databa´ze eXist prob´ıha´ po stazˇen´ı z [1] za pomoc´ı graficke´ho nebo textove´ho
rozhran´ı ze souboru JAR. Beˇhem instalace se zada´va´ heslo pro superuzˇivatele a umı´steˇn´ı
databa´ze. eXist byl nainstalova´n do adresa´rˇe /var/lib/eXist, da´le oznacˇovany´ jako
$EXIST HOME. V nasˇ´ı instalaci beˇzˇ´ı databa´ze eXist beˇzˇ´ı samostatneˇ na vy´choz´ım portu 8088
ve vestaveˇne´m webove´m kontejneru Jetty, pod dedikovany´m uzˇivatelem exist.
eXist se v samostatne´m mo´du spousˇt´ı pomoc´ı souboru start.jar, s parametrem
standalone a nastavenou promeˇnnou prostrˇed´ı Java exist.home. Jako konfiguracˇn´ı soubor
se v tomto prˇ´ıpadeˇ pouzˇ´ıva´ conf.xml. K vypnut´ı databa´ze se pouzˇ´ıva´ podobny´ postup,
meˇn´ı se pouze parametr standalone na shutdown, a na´sleduj´ı dalˇs´ı s uzˇivatelsky´m jme´nem,
heslem a identifika´torem instance rˇeteˇzcem URI, ve vy´choz´ı hodnoteˇ
xmldb:exist://localhost:8088/xmlrpc.
Beˇzˇ´ıc´ı instance ve vy´choz´ı konfigurac´ı poskytuje rozhran´ı XML-RPC, WebDAV a REST.
Podrobnosti a spousˇteˇc´ı skript jsou uvedeny v prˇ´ıloze B.2.
Vzhledem k tomu, zˇe eXist pouzˇ´ıva´ kontejner Jetty, ktery´ porusˇuje specifikaci Java
Servlet 2.3, respektive 2.4, t´ım, zˇe meˇn´ı ko´dova´n´ı kontejneru z vy´choz´ıho ISO-8859-1 na
UTF-8, a v aplikaci docha´z´ı k interakci mezi Jetty a Tomcat (soucˇa´st AS JBoss), bylo
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v konfiguracˇn´ım souboru databa´ze eXist zmeˇneˇno vy´choz´ı ko´dova´n´ı kontejneru Jetty na
ISO-8859-1.
Zdrojovy´ ko´d 4.1: Fragment konfiguracˇn´ıho souboru $EXIST HOME/conf.xml
...
<rest enabled="yes" context="/*">
<!--
Special params: set form-encoding and container-encoding. If they
are set to different encodings,
eXist may need to recode form parameters.
-->
<param name="form-encoding" value="UTF-8"/>
<param name="container-encoding" value="ISO-8859-1"/>
</rest>
...
Da´le byla do adresa´rˇe urcˇene´ho pro uzˇivatelske´ knihovny $EXIST HOME/lib/user nahra´na
knihovna Wikiparseru a potrˇebne´ za´vislosti, aby mohla by´t syntaxe MediaWiki zpracova´na
beˇhem vyhodnocova´n´ı dotaz˚u XQuery. Podrobnosti jsou v kapitole 4.5.
4.3.2 Ulozˇen´ı dat do databa´ze
Pro ulozˇen´ı a indexaci dat je nejsnazsˇ´ı pouzˇ´ıt klienta, ktery´ se spousˇt´ı opeˇt pomoc´ı souboru
start.jar s parametrem client. V na´sleduj´ıc´ım okneˇ vypln´ıme identifika´tor instance,
uzˇivatelske´ jme´no a heslo a zvol´ıme type prˇipojen´ı Remote.
V databa´zi vytvorˇ´ıme dveˇ nove´ kolekce - prvn´ı bude obsahovat samotna´ data a druha´
XQuery dotazy ve formeˇ soubor˚u XQL. Da´le vytvorˇ´ıme nove´ho uzˇivatele, vlastn´ıka obou ko-
lekc´ı. V dane´m nastaven´ı pro jednoduchost povol´ıme cˇten´ı kolekc´ı vsˇem uzˇivatel˚um (vy´choz´ı
stav), abychom se nemuseli autentizovat prˇi vykona´va´n´ı dotaz˚u HTTP/REST, prˇ´ıpadneˇ za-
dat vy´choz´ıho uzˇivatele pro dotazy HTTP/REST v konfiguracˇn´ım souboru.
Zdrojovy´ ko´d 4.2: Uka´zka definice vy´choz´ıho uzˇivatele
pro dotazy rozhran´ım REST
<rest enabled="yes" context="/*">
...
<param name="use-default-user" value="true" />
<param name="default-user-username" value="username" />
<param name="default-user-password" value="password" />
...
</rest>
Vytvorˇ´ıme tedy kolekce nxmldb a nxmldb-pages. Do prvn´ı kolekce umı´st´ıme soubor
cswiki-datum-pages-articles.xml 1, do druhe´ potom dotazy XQuery jako typ Binary
resources. T´ımto jsou prˇi vola´n´ı HTTP/REST automaticky dotazy vyhodnoceny [28], cˇehozˇ
budeme vyuzˇ´ıvat v pouzˇite´m webove´m frameworku. Indexy databa´ze jsou ulozˇeny v adresa´rˇi
$EXIST HOME/webapp/WEB-INF/data/.
1 Prˇi vkla´da´n´ı souboru o velikosti 477MiB eXist naalokoval prˇiblizˇneˇ 1 300MiB operacˇn´ı pameˇti (meˇrˇeno
programem top). Na testovac´ı konfiguraci B.1 vzhledem k swapova´n´ı nebyla indexace dokoncˇena ani za
24 hodin. Soubor byl indexova´n na stroji s 4GiB RAM, procesorem Intel Core 2 Duo E6750 a diskem
SATA II za 20 minut rea´lne´ho cˇasu. Adresa´rˇ s databa´z´ı byl pote´ prˇemı´steˇn.
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4.3.3 Konfigurace webove´ho frameworku Apache Cocoon
Apache Cocoon[10], da´le jen Cocoon, je webovy´ framework, ktery´ je zalozˇen na principu
komponent, ktere´ se mohou vyv´ıjet neza´visle na sobeˇ a jejich skla´da´n´ım vznika´ webovy´
porta´l. Slozˇen´ı komponent se nazy´va´ pipeline. Tyto je mozˇne´ opeˇt pouzˇ´ıt jako stavebn´ı
komponenty.
Ve vy´choz´ı konfigurace Cocoon podporuje r˚uzne´ datove´ zdroje: XML soubory, XML da-
taba´ze, relacˇn´ı databa´ze, webove´ sluzˇby, LDAP a dalˇs´ı. Databa´ze eXist nen´ı podporova´na
ve vy´choz´ı konfiguraci, prˇ´ıstup prˇes protokol XMLDB je zde zastoupen databa´zi Apache
Xindice. Podporu eXist lze relativneˇ snadno prˇidat, jelikozˇ ale budeme vyuzˇ´ıvat samostat-
nou instanci databa´ze a vola´n´ı HTTP/REST, nebudeme muset Cocoon modifikovat 2.
Cocoon se kompiluje ze zdrojove´ho ko´du. Po rozbalen´ı souboru nalezneme v adresa´rˇove´
strukturˇe kompilacˇn´ı skript build.sh a konfiguracˇn´ı soubory blocks.properties a
build.properties. Posledn´ı dva zminˇovane´ zkop´ırujeme s prefixem local. na
local.build.properties a local.blocks.properties a v nim zrusˇ´ıme nepotrˇebne´ mo-
duly. Vy´sledne´ soubory jsou v prˇ´ıloze B.33.
Pote´ Cocoon zkompilujeme a necha´me si vytvorˇit kostru webove´ aplikace prˇ´ıkazem
./build.sh webapp. Knihovny v adresa´rˇi build/cocoon/WEB-INF/lib budou soucˇa´st´ı nasˇ´ı
aplikace, da´le pouzˇijeme soubory cocoon.xconf, logkit.xconf, web.xml a sitemap.xmap
(prvn´ı trˇi z adresa´rˇe build/cocoon/WEB-INF, posledn´ı z build/cocoon).
4.3.4 Konfigurace webove´ aplikace
Webovy´ popisovacˇ aplikace web.xml s vy´choz´ı konfigurac´ı Cocoonu nemus´ıme prˇ´ıliˇs upravo-
vat, postacˇ´ı, zakomentujeme-li servlet Jetty, protozˇe pouzˇ´ıva´me jiny´ kontejner a zkontrolu-
jeme, je-li ko´dova´n´ı znak˚u kontejneru nastaveno na ISO-8859-1 a ko´dova´n´ı znak˚u formula´rˇe
na UTF-8. Vy´sledny´ soubor je v prˇ´ıloze B.4.
Posledn´ı soucˇa´st´ı konfigurace je vytvorˇen´ı skriptu, ktery´ z adresa´rˇove´ struktury vytvorˇ´ı
WAR archiv a nahraje ho na server. K tomuto u´cˇelu je pouzˇ´ıva´n na´stroj Apache Ant a jeho
prˇ´ıkaz˚u [task ].
4.4 Aplikace ORDB
Aplikace je tvorˇena EAR archivem, jehozˇ soucˇa´st´ı je popisovacˇ aplikace, EJB komponenta
a WAR archiv, obsahuj´ıc´ı XML fragmenty stra´nek, staticky´ obsah a konfiguracˇn´ı soubory.
Prˇ´ıstup do databa´ze je rˇesˇen prˇes loka´ln´ı zdroj dat, nakonfigurovany´m v aplikacˇn´ım serveru,
JPA a EJB beany. Komponenty aplikace jsou zobrazeny na obra´zku 4.3.
Prˇevodem dat z XML dokumentu do tabulek relacˇn´ı databa´ze se zaby´va´ prˇ´ıloha A.1,
vy´sledne´ sche´ma je uvedeno v prˇ´ıloze A.2 a konecˇneˇ prˇevod XML dokumentu za pomoc´ı
parseru SAX a JDBC do tabulek databa´ze rˇesˇ´ı prˇ´ıloha A.4.
Knihovnami JAR potrˇebny´mi pro beˇh aplikace jsou aplikacˇn´ı framework Stripes vcˇetneˇ
za´vislost´ı, Wikiparser a jeho za´vislosti; pro kompilaci knihovny JPA a EJB3. Pokud bychom
chteˇli pouzˇ´ıvat JSP stra´nky, cozˇ nen´ı na´sˇ prˇ´ıpad, je vhodne´ zahrnout take´ knihovny s
elementy JSTL.
2Pro pouzˇit´ı databa´ze eXist spolecˇneˇ s Cocoonem a protokolem XMLDB je trˇeba nahradit knihovny
XMLDB a XML-RPC distribuovany´mi s Cocoonem verzemi prˇ´ıtomny´mi v instalaci databa´ze eXist.
3Zde uvedena´ konfigurace je sta´le zredukovatelna´, nicme´neˇ umozˇnˇuje rozsˇ´ıˇren´ı funkcionality naprˇ´ıklad
stra´nkami XSP bez nutnosti rekompilace.
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Obra´zek 4.3: Stavebn´ı komponenty aplikace ORDB
4.4.1 Zdroj dat
V databa´zi PostgreSQL jsme vytvorˇili nove´ho uzˇivatele nxmldb, novou databa´zi nxmldb a
za´rovenˇ i tabulky, naprˇ´ıklad skriptem uvedeny´m v prˇ´ıloze A.3 a pote´ jsme je naplnili daty.
Zby´va´ informovat aplikacˇn´ı server JBoss o existenci datove´ho u´lozˇiˇsteˇ a nahra´t ovladacˇ
JDBC pro databa´zi PostgreSQL mezi knihovny serveru.
Zdroj dat je nakonfigurova´n v souboru ordb-ds.xml, ktery´ je nahra´n na server stejneˇ
jako samotny´ EAR archiv. V tomto souboru je uveden ovladacˇ k databa´zi, jej´ı JNDI iden-
tifika´tor a uzˇivatelske´ jme´no a heslo.
Zdrojovy´ ko´d 4.3: Popisovacˇ zdroje dat ordb-ds.xml
<?xml version="1.0" encoding="UTF-8"?>
<datasources>
<local-tx-datasource>
<jndi-name>ordb_ds</jndi-name>
<connection-url>jdbc:postgresql://localhost:5432/nxmldb</connection-url>
<driver-class>org.postgresql.Driver</driver-class>
<user-name>nxmldb</user-name>
<password>password</password>
</local-tx-datasource>
</datasources>
4.4.2 Konfigurace modul˚u v prostrˇed´ı aplikacˇn´ıho serveru
Pro Java EE aplikace pouzˇ´ıva´me specia´ln´ı popisovacˇ application.xml, ktery´ obsahuje
popis a konfiguraci jednotlivy´ch modul˚u EAR archivu. Pro nasˇi aplikaci obsahuje pouze
dva moduly, EJB a samotny´ WAR archiv.
Zdrojovy´ ko´d 4.4: Popisovacˇ Java EE modul˚u pro aplikaci ORDB
<?xml version="1.0" encoding="UTF-8"?>
<application xmlns="http://java.sun.com/xml/ns/j2ee"
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xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee
http://java.sun.com/xml/ns/j2ee/application_1_4.xsd"
version="1.4">
<display-name>ORDB</display-name>
<description>Object Relational Database</description>
<module>
<ejb>ordb-ejb.jar</ejb>
</module>
<module>
<web>
<web-uri>ordb.war</web-uri>
<context-root>ordb</context-root>
</web>
</module>
</application>
4.4.3 Prˇ´ıstup k datove´mu zdroji z aplikace
Nutnou soucˇa´st´ı modulu EJB je soubor persistence.xml, ktery´ obsahuje na´zev jednotky,
typ zdroje dat (v nasˇem prˇ´ıpadeˇ zdroj dat nakonfigurovany´ v kapitole 4.4.1), poprˇ´ıpadeˇ
doplnˇuj´ıc´ı parametry pro poskytovatele JPA [Java Persistence API].
Soubor persistence.xml se povinneˇ mus´ı nacha´zet v adresa´rˇi META-INF EJB modulu.
Zdrojovy´ ko´d 4.5: Konfiguracˇn´ı soubor persistence.xml
<?xml version="1.0" encoding="UTF-8"?>
<persistence version="1.0" xmlns="http://java.sun.com/xml/ns/persistence"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://java.sun.com/xml/ns/persistence
http://java.sun.com/xml/ns/persistence/persistence_1_0.xsd">
<persistence-unit name="ordb">
<jta-data-source>java:/ordb_ds</jta-data-source>
<properties>
<property name="hibernate.archive.autodetection" value="class"/>
<property name="hibernate.show_sql" value="true"/>
<property name="hibernate.format_sql" value="true"/>
<property name="hibernate.dialect"
value="org.hibernate.dialect.PostgreSQLDialect"/>
</properties>
</persistence-unit>
</persistence>
Da´le mus´ıme aplikaci informovat pouzˇ´ıvane´m JNDI kontextu souborem
jndi.properties, umı´steˇny´m do adresa´rˇe WEB-INF WAR archivu.
Zdrojovy´ ko´d 4.6: Konfiguracˇn´ı soubor jndi.properties
java.naming.factory.inital=org.jnp.interfaces.LocalOnlyContextFactory
java.naming.factory.url.pkgs=org.jboss.naming:org.jnp.interfaces
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4.4.4 Konfigurace aplikacˇn´ıho frameworku Stripes
Stripes[13] je aplikacˇn´ı framework pro tvorbu webovy´ch aplikac´ı za pouzˇit´ı Javy, jehozˇ
hlavn´ı devizou je nulova´ extern´ı XML konfigurace, namı´sto toho jsou pouzˇ´ıva´ny anotace.
V aplikaci je pouzˇ´ıva´n spolecˇneˇ s rozsˇ´ıˇren´ım na automatickou injekci EJB bean˚u [33].
Stripes pouzˇ´ıva´ koncept ActionBean˚u, trˇ´ıd zodpoveˇdny´ch za vygenerova´n´ı pohledu
v za´vislosti na pozˇadavku. ActionBean je mapovany´ na urcˇitou URL, jsou mu prˇeda´ny
prˇ´ıpadne´ parametry GET nebo POST. Vy´sledkem pohledu je objekt typu Resolution. V
aplikaci se pouzˇ´ıva´ vlastn´ı typ, XMLResolution, ktery´ vytva´rˇ´ı pohled v XML instanciac´ı
XML sˇablony a da´le transformuje na XHTML, ktere´ je zobrazene´ uzˇivateli. Podrobnosti
jsou v kapitole 5.2.
Jedina´ konfigurace se tedy prova´d´ı ve webove´m popisovacˇi aplikace web.xml, kde na-
stav´ıme pro webovy´ filtr Stripes rozsˇiˇruj´ıc´ı bal´ıcˇky (Extension.Packages), bal´ıcˇky obsa-
huj´ıc´ı ActionBeany (ActionResolver.Packages) a za´rovenˇ jeho mapova´n´ı na servlet Stri-
pesDispatcher. Za´rovenˇ nastav´ıme mapova´n´ı servletu na vzory URL, tak aby mohly by´t
vola´ny ActionBeany. Vy´sledny´ soubor se nacha´z´ı v prˇ´ıloze B.5.
I v aplikaci ORDB se pouzˇ´ıva´ Apache Ant ke kompilaci, sestaven´ı EJB modulu, WAR
archivu, EAR archivu a nahra´n´ı aplikace na server.
4.5 Wikiparser
Tato komponenta prova´d´ı prˇevod syntaxe MediaWiki na abstraktn´ı syntakticky´ strom,
tvorˇen elementy ASTNode. Kazˇdy´ z teˇchto element˚u obsahuje Content s vlastn´ım obsahem
a dynamicke´ pole potomk˚u. Jednotlive´ podtrˇ´ıdy ASTNode odpov´ıdaj´ı element˚um MediaWiki,
ktere´ parser umı´ rozpoznat.
4.5.1 Parsova´n´ı dat
Data jsou z´ıska´na z databa´ze. Protozˇe bylo p˚uvodneˇ pocˇ´ıta´no pouze s rozdeˇlen´ım na od-
stavce (element Paragraph), prob´ıha´ rozpozna´va´n´ı na dva pr˚uchody. Za´kladem je Mealyho
stavovy´ automat, implementuj´ıc´ı rozhran´ı WikiParser, s vyuzˇit´ım pomocne´ parametrizo-
vatelne´ struktury ParseStack.
Komponenta pouzˇ´ıva´ na´vrhovy´ vzor Visitor pro zpracova´n´ı vznikle´ho abstraktn´ıho syn-
takticke´ho stromu pr˚uchodem preorder. Za pomoc´ı jeho implementace, trˇ´ıdy
ParagraphParseVisitor je vy´sledek parsova´n´ı automatu SimpleWikiParser znovu zpra-
cova´n automatem ParagraphParser do vy´sledne´ podoby.
4.5.2 Zpracova´n´ı abstraktn´ıho syntakticke´ho stromu
Komponenta da´le vyuzˇ´ıva´ dalˇs´ı dveˇ implementace vzoru Visitor, a sice DOMVisitor, pouzˇ´ı-
vany´ aplikac´ı ORDB pro vytvorˇen´ı DOM stromu, ktery´ je vlozˇen do nadrˇazene´ho DOM
stromu beˇhem instanciace XML sˇablony a da´le ExistDOMVisitor, ktery´ vytva´rˇ´ı DOM
strom beˇhem vola´n´ı funkce jazyka XQuery definovane´ v prˇ´ıdavne´m modulu.
Kompletn´ı popis je ve zdrojovy´ch ko´dech komponenty. Diagram trˇ´ıd je v nahle´dnut´ı v
prˇ´ıloze C.1.
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4.6 Shrnut´ı
V te´to kapitole jsme navrhli webovou aplikaci pro porovna´n´ı rˇesˇen´ı postavene´m na nativn´ı
XML databa´zi a relacˇn´ı databa´zi. Vy´sledne´ rˇesˇen´ı prˇedpokla´da´ nakonfigurovany´ aplikacˇn´ı
server JBoss, poprˇ´ıpadeˇ jiny´ aplikacˇn´ı server.
Pro aplikaci NXMLDB jsme popsali postup konfigurace, spusˇteˇn´ı a indexace doku-
ment˚u v databa´zi eXist. Za´rovenˇ jsme popsali konfiguraci a kompilaci webove´ho frameworku
Apache Cocoon, ktery´ je slouzˇ´ı ke skla´da´n´ı staticke´ho a dynamicke´ho obsahu. V neposledn´ı
rˇadeˇ jsme popsali webovy´ popisovacˇ aplikace, za´kladn´ı soucˇa´st vsˇech webovy´ch aplikac´ı na
platformeˇ Java.
Pro aplikaci ORDB jsme si po prˇevodu dat popsali vytvorˇen´ı zdroje dat, jeho registraci
v aplikacˇn´ım serveru a jeho konfiguraci v aplikaci. Letmo jsme popsali popisovacˇ aplikace
pro EAR archiv a strucˇneˇ komentovali obsah webove´ho popisovacˇe aplikace.
Pro zpracova´n´ı obsahu MediaWiki jsme navrhli Wikiparser, ktery´ byl navrzˇen tak, aby
spolupracoval s obeˇma aplikacemi.
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Kapitola 5
Vza´jemne´ porovna´n´ı aplikac´ı
V te´to kapitole se budeme zaby´vat rozd´ıly mezi aplikacemi NXMLDB a ORDB. Nej-
prve pop´ıˇseme mapovan´ı URL na ActionBeany frameworku Stripes a toto porovna´me
se schopnostmi frameworku Cocoon. Na´sledneˇ se budeme zaby´vat vlastn´ım rozsˇ´ıˇren´ım
XMLResolution pro instanciaci XML sˇablon beˇhem generova´n´ı XML pohledu v Stripes
a odpov´ıdaj´ıc´ımu rˇesˇen´ı ve frameworku Cocoon.
Pote´ se zameˇrˇ´ıme na samotne´ vyhleda´va´n´ı v databa´zi a konstrukci odpoveˇdi v XQuery
a XML sˇabloneˇ s vyuzˇit´ım EJB a JPA. Toto vyhleda´va´n´ı bude prˇedmeˇtem vy´konove´ho
testu.
5.1 Mapova´n´ı URL
Javove´ aplikace mapuj´ı ve webove´m popisovacˇi urcˇity´ vzor URL na prˇ´ıslusˇny´ servlet. Ser-
vlet je da´le zodpoveˇdny´ za zpracova´n´ı pozˇadavku a zobrazen´ı odpoveˇdi. Toto mapovan´ı
(v popisovacˇ´ıch element servlet-mapping a jeho na´sledn´ık url-pattern) je pro obeˇ apli-
kace velmi podobneˇ, liˇs´ı se pouze v tom, zˇe Cocoon ve vy´choz´ı konfiguraci obsluhuje i
staticke´ zdroje, jako sˇablony CSS a obra´zky. Webove´ popisovacˇe aplikac´ı jsou v prˇ´ıloha´ch
B.4 a B.5.
V aplikac´ıch budeme vyuzˇ´ıvat dvoj´ı mapovan´ı. Prvn´ım je mapova´n´ı dotaz˚u s prˇ´ıponou
html, ktere´ slouzˇ´ı pro zobrazen´ı staticky´ch stra´nek a k vyhleda´va´n´ı pomoc´ı formula´rˇe,
druhy´m je zobrazen´ı cˇla´nk˚u a obsluha vnitrˇn´ıch odkaz˚u1 Wikipedie.
5.1.1 Mapova´n´ı ve frameworku Stripes
Stripes automaticky mapuje vesˇkere´ trˇ´ıdy umı´steˇne´ v bal´ıcˇc´ıch ActionResolver.Packages
(viz. kapitola 4.4.4) na na´zev ActionBeanu s odstraneˇny´m s odstraneˇny´mi rˇeteˇzci ”Action“,
”Bean“, a na´zvy bal´ıcˇk˚u ”www“, ”stripes“, ”web“ a ”action“ na URL s prˇ´ıponou action[12].
Chceme-li toto chova´n´ı zmeˇnit, pouzˇijeme u trˇ´ıdy anotaci @UrlBinding(), kde prˇ´ımo na-
stav´ıme URL.
V aplikaci ORDB pouzˇ´ıva´me verzi Stripes 1.5 beta 1 kv˚uli podporˇe Clean URL, prˇipomı´-
naj´ıc´ıch Apache mod rewrite. Cˇa´st URL ve slozˇeny´ch za´vorka´ch odpov´ıda´ parametru GET
cˇi POST je automaticky dostupna´ v promeˇnne´, ktera´ je soucˇa´st´ı ActionBeanu. Clean URL
jsou soucˇa´st´ı vnitrˇn´ıch odkaz˚u Wikipedie.
1Vnitrˇn´ı odkaz je odkaz na jiny´ cˇla´nek umı´steˇny´ na Wikipedii.
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Zdrojovy´ ko´d 5.1: Prˇ´ıklady mapovan´ı ActionBeanu
...
// mapova´nı´ pro stra´nku obsahujı´cı´ informace o aplikaci
@UrlBinding("/about.html")
public class AboutAction extends AbstractAction {
...
// mapova´nı´ Clean URL s vy´chozı´ hodnotou parametru
@UrlBinding("/art/{q=Vysoke´ ucˇenı´ technicke´ v Brneˇ}")
public class ArticleAction extends AbstractAction {
...
Protozˇe jeden ActionBean mu˚zˇe obsluhovat v´ıce uda´lost´ı (uvazˇujme naprˇ´ıklad formula´rˇ
s v´ıce tlacˇ´ıtky), je vhodne´ anotac´ı urcˇit vy´choz´ı metodu, ktera´ je spusˇteˇna, nebo prˇ´ımo
prˇiˇradit urcˇite´ uda´losti metodu. Stripes se ve vy´choz´ı konfiguraci snazˇ´ı rozpoznat metodu
podle stisknute´ho tlacˇ´ıtka a na´zvu metody[11]. Vı´ce ke konfiguraci Stripes anotacemi k
nalezen´ı v [11].
Zdrojovy´ ko´d 5.2: Mapova´n´ı metod na uda´losti
...
// vy´chozı´ metoda
@DefaultHandler
public Resolution list() throws Exception {
...
// vy´chozı´ metoda a za´rovenˇ metoda pro uda´lost ’vyhledat’
@DefaultHandler
@HandlesEvent("vyhledat")
public Resolution search() throws Exception {
...
Dodejme jesˇteˇ, zˇe trˇ´ıda AbstractAction je abstraktn´ı implementac´ı rozhran´ı Stripes
net.sourceforge.stripes.action.ActionBean.
5.1.2 Mapova´n´ı ve frameworku Cocoon
Cocoon pro mapova´n´ı URL pouzˇ´ıva´ konfiguracˇn´ı soubor sitemap.xmap (viz kapitola 4.3.3),
ktery´ umı´st´ıme do korˇenove´ho adresa´rˇe WAR archivu. Cocoon je vy´razneˇ flexibilneˇjˇs´ı nezˇ
Stripes, pro mapovan´ı na URL pouzˇ´ıva´ v´ıce trˇ´ıd matcher schopny´ch rozpoznat naprˇ´ıklad
vy´razy s podporou wildcard, regula´rn´ı vy´razy nebo konkre´tn´ı jazykove´ nastaven´ı uzˇivatele.
My si v nasˇ´ı aplikaci vystacˇ´ıme s vy´choz´ım typu wildcard.
Vesˇkere´ nastaven´ı umı´st´ıme do elementu <map:pipeline>. Element, zodpoveˇdny´ za
rozpozna´n´ı URL a na´sledne´ vykona´n´ı akce se nazy´va´ <map:match>. Konfigurace je velmi
variabiln´ı a prˇ´ıpadny´m za´jemc˚um doporucˇuji literaturu [30]. V prˇi kolizi mozˇny´ch matcher u˚
ma´ prˇednost prvn´ı uvedeny´, je tedy vhodne´ umist’ovat ty v´ıce obecne´ na konec elementu
<map:pipeline>.
Zdrojovy´ ko´d 5.3: Mapova´n´ı URL v sitemap.xmap
<map:pipeline>
<!-- je-li URL ’article.html’, proved’ na´sledujı´cı´ akci -->
<map:match pattern="article.html">
...
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</map:match>
...
<!-- mapuj URL vnitrˇnı´ho odkazu Wikipedie
<map:match pattern="*">
<!-- zde je obsah ’*’ dostupny´ v promeˇnne´ {1} -->
</map:match>
...
</map:pipeline>
Parametr˚u ’*’ mu˚zˇe by´t v´ıce nezˇ jeden, pouzˇ´ıva´ se take´ ’**’, ktery´ pokryje libovolny´
rˇeteˇzec vcˇetneˇ lomı´tek. Matchery je vhodne´ pouzˇ´ıvat nejen pro stra´nky, ale naprˇ´ıklad pro
centra´ln´ı ulozˇen´ı sˇablon, multimedia´ln´ıho obsahu a podobneˇ, bez ohledu u´rovenˇ zanorˇen´ı
samotne´ho URL.
5.2 Zobrazen´ı XML pohledu
Pro udrzˇen´ı konsistence vzhledu a ovla´da´n´ı generuj´ı obeˇ aplikace vy´stup v XML, ktery´ je
transformacˇn´ı sˇablonou da´le zpracova´n na XHTML, ktere´ je zobrazeno uzˇivateli. Jednotlive´
stra´nky jsou skla´da´ny ze staticky´ch cˇa´st´ı (naprˇ´ıklad menu), cˇa´st´ı odpov´ıdaj´ıch staticke´
stra´nce (naprˇ´ıklad stra´nka ”O aplikaci“) a vy´sledku dotazu prˇedzpracovane´ho komponentou
Wikiparser. Obeˇ aplikace prova´deˇj´ı XSL transformaci na serverove´ cˇa´sti, at’ uzˇ programoveˇ
(ORDB) nebo jako soucˇa´st pipeline v Cocoonu.
5.2.1 XML sˇablony v aplikaci ORDB
Stripes pouzˇ´ıva´ na zobrazen´ı obsahu stra´nky JSP nebo Freemarker. Acˇkoliv bychom je mohli
pouzˇ´ıvat k vytvorˇen´ı XML, ktera´ by byla transformova´na na klientovi, vytvorˇili jsme dalˇs´ı
implementaci rozhran´ı net.sourceforge.stripes.action.Resolution, XMLResolution,
ktera´ pouzˇ´ıva´ koncept sˇablon pro vygenerova´n´ı XML stra´nky na za´kladeˇ pouzˇite´ sˇablony a
obsahu ActionBeanu. Detailn´ı diagram trˇ´ıd je v prˇ´ıloze C.2.
Sˇablona XMLTemplate je slozˇena s jednotlivy´ch element˚u, implementac´ı rozhran´ı
TemplatePart. Tyto elementy jsou ulozˇeny do seznamu v dane´m porˇad´ı. Sˇablona imple-
mentuje na´vrhovy´ vzor Visitor , ktery´ v za´vislosti na typu TemplatePart generuje vy´stup.
V aplikaci se pouzˇ´ıva´ DOMVisitor, ktery´ generuje DOM strom. Element WikiElement in-
terneˇ pouzˇ´ıva´ Wikiparser, a vy´sledek vkla´da´ do existuj´ıc´ıho DOM stromu. DOM strom je
pote´ transformova´n na XHTML, ktere´ je zobrazeno uzˇivateli.
Zdrojovy´ ko´d 5.4: Vytvorˇen´ı a pouzˇit´ı XML sˇablony
pro cˇla´nek v metodeˇ ActionBeanu ArticleBean
public Resolution list() throws Exception {
...
// Vytvorˇenı´ sˇablony s pouzˇitı´m ActionBeanu
XMLTemplate t = new ArticleTemplate(this);
// umı´steˇnı´ XSLT sˇablony
String stylesheet = getPrefix() + Configuration.BASIC_STYLESHEET;
// pro Visitor nastavujeme objekt pro vy´stup a XSLT sˇablonu
Visitor v = new DOMVisitor(ctx.getResponse().getWriter(),stylesheet);
// XMLResolution obsahuje sˇablonu, Visitor a content-type
return new XMLResolution(t,v, "text/html");
}
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5.2.2 Agregace v´ıce zdroj˚u v aplikaci NXMLDB
Uvnitrˇ elementu <map:match> obvykle v Cocoonu na´sleduj´ı elementy <map:generate>
slouzˇ´ıc´ı jako zdroj dat, <map:transform> prova´deˇj´ıc´ı transformaci a jako posledn´ı
<map:serialize>, ktery´ serializuje transformovany´ dokument pro zobrazen´ı uzˇivateli a
nebo zpracova´n´ı v jine´ pipeline.
Velkou vy´hodou Cocoonu je implementace v´ıce protokol˚u a pseudoprotokol˚u jako mozˇ-
ne´ho zdroje genera´toru. Mu˚zˇeme tak pouzˇ´ıvat http:// , pro vola´n´ı sluzˇeb HTTP/REST,
file:// pro z´ıska´n´ı soubor˚u v souborove´m syste´mu pocˇ´ıtacˇe, cocoon:// pro prˇ´ıstup k jiny´m
pipeline, context:// pro zdroje umı´steˇne´ v kontextu servletu, xmldb:// pro cˇten´ı z nativn´ıch
XML databa´z´ı a dalˇs´ı[30]. Potrˇebujeme-li spojit v´ıce pipeline do jednoho genera´toru, jed-
nodusˇe pouzˇijeme element <map:aggregate>.
Zdrojovy´ ko´d 5.5: Agregace zdroj˚u a vola´n´ı REST pro cˇla´nek
<map:match pattern="article.html">
<!-- zde nastavujeme podporu cˇtenı´ argumentu˚
zı´skany´ch z formula´rˇe metodou GET nebo POST -->
<map:act type="request">
<map:parameter name="parameters" value="true"/>
<!-- agregace do elementu
"
page\
<map:aggregate element="page">
<!-- staticke´ menu -->
<map:part src="context:/components/menu.xml"/>
<!-- dotaz REST na databa´zi -->
<map:part src="http://localhost:8088/db/nxmldb-pages/article.xql?q=q"/>
</map:aggregate>
<!-- transformace -->
<map:transform src="resources/stylesheets/basic.xsl">
<!-- prˇı´padne´ parametry transformace prˇedane´ sˇabloneˇ -->
</map:transform>
<!-- serializace -->
<map:serialize encoding="UTF-8" type="xhtml"/>
</map:act>
</map:match>
5.3 Vyhleda´va´n´ı v databa´zi
Nyn´ı kdyzˇ ma´me prˇipravene´ sˇablony, zby´va´ z´ıskat obsah z databa´ze. Zde se obeˇ aplikace
asi nejvy´razneˇji liˇs´ı. NXMLDB pouzˇ´ıva´ jazyk XQuery, ktery´ data vrac´ı ve formeˇ XML, ta
jsou v Cocoonu rovnou transformova´na a zobrazena uzˇivateli.
Pro ORDB je postup poneˇkud slozˇiteˇjˇs´ı. ActionBean nejprve za pomoc´ı JNDI vyhleda´
EJB bean zodpoveˇdny´ za z´ıska´n´ı dat, vola´n´ım jeho metody JPA prova´d´ı JDBC dotaz na da-
taba´zi. Nalezena´ data jsou transformova´na na persistentn´ı entitu, objekt POJO [Plain Old
Java Object] a takto jsou vra´cena ActionBeanu. Ten je pouzˇije spolecˇneˇ s XML sˇablonou,
ktera´ je zpracova´na, transformova´na a zobrazena uzˇivateli. Vy´konovy´m rozd´ılem se budeme
zaby´vat v kapitole 5.4.
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5.3.1 Prˇ´ıstup do relacˇn´ı databa´ze prˇes JTA a JPA
Pro pra´ci s JPA mus´ıme nejprve vytvorˇit jednotlive´ persistentn´ı entity budouc´ıho EJB
archivu. Persistentn´ı entita je oznacˇena anotac´ı @Entity a implementuje rozhran´ı
java.io.Serializable, prˇ´ıstup k atribut˚um mu˚zˇe by´t prˇ´ımy´ nebo s vyuzˇit´ım getter u˚
a setter u˚. Jej´ı atributy jsou mapova´ny na sloupce relacˇn´ı databa´ze. Da´le je nutne´ urcˇit
prima´rn´ı kl´ıcˇ (@Id)a definovat vztahy mezi tabulkami (@OneToOne, @OneToMany a dalˇs´ı).
Na´zvy atribut˚u mu˚zˇeme pomoc´ı dalˇs´ıch anotac´ı upravovat, naprˇ´ıklad mu˚zˇeme prˇiˇradit @Id
sekvenci ulozˇenou v databa´zi, ze ktere´ se budou z´ıska´vat hodnoty. Celkove´ mozˇnost JPA
vy´razneˇ prˇesahuj´ı tuto pra´ci a cˇtena´rˇi je doporucˇenou nahle´dnout do [17].
Zde si prˇedvedeme entitu Page, odpov´ıdaj´ı tabulce Page relacˇn´ı databa´ze.
Zdrojovy´ ko´d 5.6: Cˇa´st entity Page
@Entity
// vytvorˇenı´ genera´toru va´zane´ho na sekvenci ulozˇenou v DB
@SequenceGenerator(name="PageSeq", sequenceName="PageSeq")
// pojmenovane´ dotazy, jedna s variant vyhleda´va´nı´ v DB
@NamedQueries({
@NamedQuery(name="total-pages",
query="SELECT COUNT(*) FROM Page"),
@NamedQuery(name="page-by-title",
query="FROM Page WHERE title LIKE :title")
})
public class Page extends BaseBean {
// nastavenı´ identifika´toru a genera´toru na sekvenci
@Id @GeneratedValue(strategy=GenerationType.AUTO, generator = "PageSeq")
private Long id;
...
// vazba na entitu Revision
@OneToMany(mappedBy="page", fetch=FetchType.LAZY)
private Set<Revision> revisions;
...
Da´le vytvorˇ´ıme rozhran´ı pro Stateless EJB bean a jeho implementaci. EJB za pouzˇit´ı
JTA automaticky z´ıska´ objekt Session nebo v nasˇem prˇ´ıpadeˇ EntityManager . Dotaz se
prˇipoj´ı k jizˇ prob´ıhaj´ıc´ı transakci, je-li to mozˇne´. Pouzˇ´ıvaj´ı se cache a pool pro z´ıska´n´ı
prˇipojen´ı. To vsˇe za na´s automaticky rˇesˇ´ı aplikacˇn´ı server.
Zdrojovy´ ko´d 5.7: Cˇa´st EJB pro pra´ci s entitou Page
@Stateless
public class ManagePageBean implements ManagePage {
// injekce EntityManageru z JTA
@PersistenceContext
private EntityManager em;
// celkovy´ pocˇet stra´nek v databa´zi zı´ska´me vola´nı´m pojmenovane´ho dotazu
public Long totalPages()
return (Long) em.createNamedQuery("total-pages")
.getSingleResult();
}
...
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Posledn´ı cˇa´st´ı, ktera´ na´m zby´va´, je injekce EJB beanu do ActionBeanu. Vyuzˇijeme k
tomu rozsˇ´ıˇren´ı Stripes pro EJB3 beany[33].
Zdrojovy´ ko´d 5.8: Injekce EJB beanu do ActionBeanu
@UrlBinding("/art/{q=Vysoke´ ucˇenı´ technicke´ v Brneˇ}")
public class ArticleAction extends AbstractAction {
...
@EJBBean("ordb/ManagePageBean/local")
protected ManagePage mp;
...
}
Pote´ uzˇ na´m zby´va´ pouze ve obsluzˇne´ metodeˇ uda´losti zavolat metodu EJB beanu,
naplnit hodnoty ActionBeanu a na spra´vne´ mı´steˇ XML sˇablony vypsat hodnoty v neˇm
obsazˇene´.
5.3.2 Dotaz v nativn´ı XML databa´zi v jazyce XQuery
Jazyk XQuery[9] pouzˇijeme nejen na vyhleda´n´ı dat podobneˇ jako XPath[3], ale pomoc´ı
vy´razove´ho prostrˇedku FLWOR [For, Let, Where, Order by, Return] mu˚zˇeme snadno kon-
struovat fragmenty XML. Interpret jazyka XQuery obsazˇeny´ v eXist na´m umozˇnˇuje snadno
rozsˇ´ıˇrit funkcionalitu moduly psany´mi v Javeˇ.
Dotazy samotne´ jsme ulozˇili do databa´ze (viz kapitola 4.3.2) a pouzˇ´ıva´me automa-
ticke´ho vyhodnocova´n´ı dotaz˚u HTTP/REST. Ekvivalent vyhleda´n´ı pocˇtu stra´nek v relacˇn´ı
databa´zi bude v XQuery vypadat takto:
Zdrojovy´ ko´d 5.9: Vyhleda´n´ı pocˇtu stra´nek v XMLDB
(: soubor ulozˇeny´ v databa´zi obsahuje XML Schema s definicı´ namespace:)
declare namespace mw="http://www.mediawiki.org/xml/export-0.3/";
(: pocˇet vsˇech mw:page v kolekci :)
let $pages := count(collection("/db/nxmldb")//mw:page)
return
<query>
<total-articles>{$pages}</total-articles>
</query>
Zde mu˚zˇeme videˇt, zˇe acˇkoliv pra´ce s XML databa´zi vyzˇaduje nav´ıc ovla´da´n´ı jazyka
XQuery, samotna´ integrace dotaz˚u do webove´ aplikace je ve spojen´ı s Cocoonem snazsˇ´ı a
krˇivka rychlosti vy´voje aplikace je minima´lneˇ ze zacˇa´tku strmeˇjˇs´ı.
5.4 Rychlost zpracova´n´ı dotaz˚u
V aplikaci jsme provedli neˇkolik test˚u, ktere´ meˇli urcˇit, jak dlouho trva´ vyhleda´n´ı dat.
Meˇrˇen´ı dat probeˇhlo v peˇti etapa´ch:
1. Meˇrˇen´ı cˇasu vyhleda´n´ı dat v relacˇn´ı databa´zi,
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2. Meˇrˇen´ı cˇasu od inicialize ActionBeanu po vra´cen´ı XMLResolution, cozˇ odpov´ıda´ zpra-
cova´n´ı pozˇadavku a prˇeda´n´ı dat webove´mu prohl´ızˇecˇi,
3. Meˇrˇen´ı cˇasu vyhleda´n´ı dat v nativn´ı XML databa´zi s rozsˇ´ıˇren´ım Wikiparser,
4. Meˇrˇen´ı cˇasu vyhleda´n´ı dat v nativn´ı XML databa´zi bez rozsˇ´ıˇren´ı Wikiparser,
5. a konecˇneˇ doba zpracova´n´ı pozˇadavku frameworku Cocoon azˇ do prˇeda´n´ı dat webo-
ve´mu prohl´ızˇecˇi.
Vsˇechny meˇrˇen´ı byly provedeny desetkra´t v rˇadeˇ a zde je pouzˇit aritmeticky´ pr˚umeˇr.
Pro meˇrˇen´ı 1. byla pouzˇita direktiva \timing relacˇn´ı databa´ze PostgreSQL klienta psql.
Na´sleduj´ıc´ı meˇrˇen´ı vyuzˇ´ıva´ koncept Interceptoru Stripes, umozˇnuj´ıc´ı prove´st libovolny´ ko´d
v urcˇite´ fa´zi zpracova´n´ı pozˇadavku. Cˇasy 3. a 4. jsou odecˇteny z graficke´ho klienta da-
taba´ze eXist a konecˇneˇ posledn´ı cˇas pocha´z´ı z logu frameworku Cocoon. Jednotkami jsou
milisekundy.
Zdrojove´ ko´dy dotaz˚u jsou uvedeny v prˇ´ıloze B.6.
Typ dotazu Relacˇn´ı DB Stripes eXist(Wikiparser) eXist Cocoon
Vyhleda´n´ı cˇla´nku Brno
v databa´zi
1 615 3 237 2 838 2 700 3 795
Pocˇet cˇla´nk˚u v databa´zi 113 222 - 586 704
Pocˇet prˇ´ıspeˇvsˇ´ıch au-
tor˚u
10 127 - 27 209 26 130
Tabulka 5.1: Rychlost vyhodnocen´ı dotaz˚u
Vy´sledky ukazuj´ı, zˇe full-textove´ rozsˇ´ıˇren´ı vyhleda´va´n´ı near() a odpov´ıdaj´ıc´ı regula´rn´ı
vy´raz v databa´zi PostgreSQL jsou jedinou kategori´ı, ve ktere´ je vy´kon obou rˇesˇen´ı srov-
natelny´. Acˇkoliv je dotaz proveden v relacˇn´ı databa´zi prˇiblizˇneˇ o sekundu rychleji, zp˚usob
mapova´n´ı JPA vede na vytvorˇen´ı mnoha objekt˚u typu Page a ve vy´sledne´m cˇase zpracova´n´ı
pozˇadavku se jizˇ tolik databa´ze neliˇs´ı.
Pro zjiˇsteˇn´ı pocˇtu cˇla´nk˚u v databa´zi se jizˇ databa´ze vy´razneˇ liˇs´ı, nicme´neˇ celkovy´ rozd´ıl
zobrazen´ı stra´nky nen´ı pro uzˇivatele viditelny´. Tento jednoduchy´ dotaz ukazuje, zˇe secˇ´ıst
pocˇet rˇa´dk˚u v tabulce je skutecˇneˇ rychlejˇs´ı nezˇ zjiˇsteˇn´ı pocˇtu potomk˚u elementu.
Skutecˇny´ proble´m ovsˇem nasta´va´ pokud potrˇebujeme nejen zjistit pocˇet potomk˚u, ale
za´rovenˇ zajistit jejich unika´tnost, je v tomto prˇ´ıpadeˇ nutne´ prove´st porovna´va´n´ı vsˇech
nalezeny´ch element˚u. V nasˇem prˇ´ıpadeˇ vyb´ıra´me textove´ porovna´va´n´ı uzˇivatelske´ho jme´na.
V relacˇn´ı databa´zi za na´s tuto pra´ci obstaral prˇevodn´ı program (viz prˇ´ıloha A.4), ktery´
kazˇde´mu uzˇivateli prˇiˇradil novy´ prima´rn´ı kl´ıcˇ a zamezil existenci duplicit.
5.5 Shrnut´ı
Beˇhem porovna´va´n´ı aplikac´ı jsme si uka´zali zp˚usob mapova´n´ı URL na uda´losti a pipeline
a na´sledne´ zpracova´n´ı pozˇadavku. Acˇkoliv je Stripes javovy´m frameworkem s minima´ln´ı
konfigurac´ı, pocˇa´tecˇn´ı spojen´ı vsˇech komponent je vy´razneˇ na´rocˇneˇjˇs´ı na cˇas a znalosti
programa´tora nezˇ pouzˇit´ı frameworku Cocoon.
Co ovsˇem ORDB ztra´c´ı na eleganci rˇesˇen´ı, doha´n´ı svy´m vy´konem. Pokud bychom
potrˇebovali cˇla´nky pouze zobrazovat, dala by se aplikace NXMLDB povazˇovat za rovnocen-
nou, v jiny´ch dotazech prohra´va´ rˇa´dem trˇ´ıdy.
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Kapitola 6
Za´veˇr
Nativn´ı XML databa´ze nejsou technologi´ı, ktera´ by meˇla prˇevz´ıt dominanci na trhu s daty
nad nejrozsˇ´ıˇreneˇjˇs´ımi relacˇn´ımi databa´zemi. V te´to pra´ci jsme si uka´zali, zˇe je mozˇne´ navrh-
nout aplikaci tak, aby vyuzˇ´ıvala jedne´ ze dvou databa´zovy´ch technologi´ı, anizˇ by uzˇivatel
zpozoroval rozd´ıl.
6.1 Zhodnocen´ı vy´sledk˚u pra´ce
Beˇhem vypracova´va´n´ı pra´ce se technologie okolo XML databa´z´ı uka´zala jako dostatecˇneˇ
vyspeˇla´. Acˇkoliv jsme v aplikaci ORDB pouzˇili framework Stripes s minima´ln´ı konfigurac´ı,
aplikacˇn´ı server se postaral o databa´zovou cˇa´st a nav´ıc jsme pouzˇili koncept Clean URL,
aplikace NXMLDB se vyv´ıjela vy´razneˇ rychleji.
Aplikace NXMLDB nav´ıc meˇla v´ıce oddeˇlene´ komponenty, ktere´ mohly by´t individua´lneˇ
testova´ny. Acˇkoliv framework Stripes podporuje objekty typu mock, jejich pouzˇit´ı k tes-
tova´n´ı by jesˇteˇ v´ıce prodlouzˇilo dobu nutnou na vy´voj aplikace.
Uvazˇujeme-li, zˇe databa´ze eXist nemus´ı beˇzˇet pouze v mo´du standalone, ale i s pouzˇit´ım
web kontejneru Jetty a vestaveˇny´m Cocoonem, kde se nutnost konfigurace jesˇteˇ snizˇuje,
sta´vaj´ı se webove´ aplikace zalozˇene´ na nativn´ıch XML databa´z´ıch idea´ln´ım rˇesˇen´ım pro
rychly´ vy´voj aplikace pracuj´ıc´ı s daty, kde vy´kon nen´ı prima´rn´ım c´ılem.
Programovac´ı jazyk Java umozˇnil snadne´ rozsˇ´ıˇren´ı funkcionality komponent obou apli-
kac´ı, s vyuzˇit´ım anotac´ı nav´ıc redukoval potrˇebu extern´ıch konfiguracˇn´ıch soubor˚u na mi-
nimum. Java je ovsˇem i spolecˇny´m proble´mem, protozˇe dostupnost hostova´n´ı na serverech
je v porovna´n´ı s jiny´mi jazyky velmi sˇpatna´.
6.1.1 Volba prˇ´ıpadove´ studie
Volba Wikipedie jako vzorovy´ch dat se uka´zala dvousecˇnou zbran´ı. Sice jsme t´ım z´ıskali
representativn´ı vzorek dat, nicme´neˇ tvorba parseru pro forma´t MediaWiki ubrala cˇasu
samotne´ realizace funkcˇnosti aplikace.
Po proble´mech s indexac´ı se nativn´ı XML databa´ze uka´zala by´t schopna´ pracovat s
velky´m objemem dat. Data ovsˇem neodpov´ıdaly tomu, co by bylo pro nativn´ı XML databa´ze
idea´ln´ı. Struktura dat byla pravidelna´ a nedefinovany´ch dat bylo poskrovnu. Po prˇeveden´ı
dat do relacˇn´ı databa´ze nenastal proble´m meˇn´ıc´ıho se sche´matu.
Pokud by nastala zmeˇna ve sche´matu, XML databa´ze by uka´zala svou sveˇtlou stra´nku.
Jelikozˇ jsou samotne´ dotazy XQuery ulozˇene´ prˇ´ımo v databa´zi, nen´ı potrˇeba zasahovat
do aplikace beˇzˇ´ıc´ı na serveru. XML vy´stup bychom uzp˚usobili tak, aby odpov´ıdal pouzˇite´
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sˇabloneˇ, XML dokument dle nove´ho sche´matu bychom ulozˇili do databa´ze a modifikovali
vyhleda´van´ı tak, aby podporovalo i nove´ XML Schema. Celkova´ zmeˇna by zahrnovala pouze
zmeˇnu XQL soubor˚u.
Naopak, uvedena´ operace by v aplikaci ORDB znamenala vytvorˇen´ı nove´ho sche´matu,
prˇevodn´ı aplikace a eventua´lneˇ migrace p˚uvodn´ıch dat. Da´le bychom museli modifikovat
transportn´ı entity POJO a pravdeˇpodobneˇ i EJB beany. Rovneˇzˇ by mohla by´t nutna´ mo-
difikace XML sˇablon a ActionBeanu, strucˇneˇ, museli bychom zrevidovat celou aplikaci.
6.2 Na´meˇty na rozsˇ´ıˇren´ı
Jedn´ım z c´ıl˚u do budoucnosti je naprogramovat aplikaci ORDB s vyuzˇit´ım nove´ verze
Apache Cocoon (2.2), ktera´ je zalozˇena na frameworku Spring. Takto bychom mohli meˇnit
pouze databa´zovy´ back-end, cozˇ je obeˇ aplikace jesˇteˇ v´ıce sjednotilo a dalo le´pe vyniknout
rozd´ılu mezi databa´zemi.
Do aplikac´ı by bylo vhodne´ prˇidat dalˇs´ı funkcionalitu:
Spra´va reviz´ı Aplikace jsou po technicke´ stra´nce prˇipraveny, zby´va´ tedy implementace
rozhodova´n´ı mezi r˚uzny´mi revizemi,
Editace Se spra´vou reviz´ı prˇicha´z´ı v u´vahu editace. Jak dotazy HTTP/REST, tak Stri-
pes jsou dobrˇe prˇipraveny. Bylo by vhodne´ pouzˇ´ıt uzˇivatelsky prˇ´ıveˇtivy´ editor v Ja-
vaScriptu. Za´rovenˇ bychom t´ım z´ıskali mozˇnost otestovat rychlost vkla´da´n´ı do da-
taba´ze a rozsˇ´ıˇren´ı XInclude.
Wikiparser Komponenta Wikiparser by mohla nav´ıc umeˇt:
• Rozpozna´vat seznamy,
• pasovat jedn´ım pr˚uchodem za cenu slozˇiteˇjˇs´ıho automatu a
• pamatovat si nejen porˇad´ı, ale i umı´steˇn´ı potomk˚u uvnitrˇ elementu.
6.3 Osobn´ı prˇ´ınos
Prˇi tvorbeˇ aplikace jsem se naucˇil tvorbeˇ XSLT sˇablon a jazyku XQuery. Ujasnil jsem si
rozd´ıl mezi XML dokumenty a porozumeˇl jazyku pro definici sche´mat. Za´rovenˇ jsem nabyl
znalosti, jak tyto sche´mata pouzˇ´ıt prˇi ukla´da´n´ı dat do relacˇn´ı databa´ze.
Prˇi pouzˇ´ıva´n´ı databa´ze eXist jsem si vyzkousˇel pra´ci s nativn´ı XML databa´z´ı a koncept
HTTP/REST. Prˇesveˇdcˇil jsem se, zˇe pra´ce s XML databa´zemi je velmi pohodlna´, za´rovenˇ
jsou snadno rozsˇiˇritelne´ v Javeˇ. Nativn´ı XML databa´ze nyn´ı povazˇuji za perspektivn´ı tech-
nologii, a v mensˇ´ıch webovy´ch aplikac´ıch j´ı budu nahrazovat rˇesˇen´ı Stripes s JPA.
Vyuzˇil jsem drˇ´ıveˇjˇs´ıch znalost´ı frameworku Stripes a JPA, abych je poprve´ pouzˇil na
aplikacˇn´ım serveru v kombinaci s EJB a JTA, a naucˇil jsem se za´kladneˇ nakonfigurovat
aplikacˇn´ı server JBoss. U nahra´va´n´ı aplikac´ı na server jsem zuzˇitkoval Apache Ant a rozsˇ´ıˇril
si v neˇm znalosti ohledneˇ tvorby bal´ıcˇk˚u WAR a EAR.
6.4 Na´vaznost na jine´ pra´ce
Tuto pra´ci lze pouzˇ´ıt jako vy´choz´ı bod pro bakala´rˇskou pra´ci ”Forma´t XML pro znacˇkova´n´ı
slovn´ık˚u“. Cˇtena´rˇ by cˇten´ım kapitol 2 a 3 meˇl identifikovat sva´ data a nema´-li za´jem zvolit
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proprieta´rn´ı rˇesˇen´ı, vybrat si mezi relacˇn´ı a nativn´ı XML databa´zi jako u´lozˇiˇsteˇ. Da´le by
mohl svou aplikaci rozsˇ´ıˇrit o webovy´ front-end.
Dalˇs´ım uzˇit´ım te´to studie je pouzˇit´ı nativn´ı XML databa´ze nebo databa´ze s podporou
XML jako zdroj dat pro bakala´rˇskou pra´ci ”Interaktivn´ı vizualizace XML“.
Dalˇs´ım vyuzˇit´ı ma´ komponenta Wikiparser, ktera´ ma´ vzhledem ke konstrukci abs-
traktn´ıho stromu a koncepci Visitor u˚ potencia´l by´t pouzˇita v prac´ıch pod veden´ım doc.
RNDr. Pavla Smrzˇe, Ph.D., naprˇ´ıklad v pra´ci zaob´ıraj´ıc´ı se se´mantickou Wiki.
39
Literatura
[1] eXist: Open Source Native XML database. http://exist.sourceforge.net/, ze
dne 18. brˇezna 2008.
[2] ISO 8879:1986(E). Information processing — Text and Office Systems — Standard
Generalized Markup Language (SGML), 1986.
[3] XML Path Language (XPath) Version 1.0. http://www.w3.org/TR/xpath/, ze dne
12. brˇezna 2008, 1999.
[4] RELAX NG Specification. http://relaxng.org/spec-20011203.html, ze dne 12.
brˇezna 2008, 2001.
[5] XML Schema Part 0. http://www.w3.org/TR/xmlschema-0/, ze dne 12. brˇezna
2008, 2004.
[6] Extensible Markup Language (XML) 1.0. http://www.w3.org/TR/REC-xml/, ze dne
12. brˇezna 2008, 2006.
[7] SO/IEC 9075-14:2003 Information technology – Database languages – SQL – Part
14: XML-Related Specifications (SQL/XML), 2006.
[8] XML Path Language (XPath) Version 2.0. http://www.w3.org/TR/xpath20/, ze
dne 12. brˇezna 2008, 2007.
[9] XQuery 1.0: An XML Query Language. http://www.w3.org/TR/xquery/, ze dne 12.
brˇezna 2008, 2007.
[10] Apache Cocoon. http://cocoon.apache.org/2.1/, ze dne 7.5.2008, 2008.
[11] Stripes - Annotation Reference.
http://www.stripesframework.org/display/stripes/Annotation+Reference, ze
dne 7.5.2008, 2008.
[12] Stripes - Quick Start Guide.
http://www.stripesframework.org/display/stripes/Quick+Start+Guide, ze
dne 7.5.2008, 2008.
[13] Stripes - Stripes Framework. http://www.stripesframework.org/, ze dne 7.5.2008,
2008.
[14] Marcelo Arenas. Normalization Theory for XML. ACM SIGMOD Record,
35(4):57–64, 2006.
40
[15] Komunita autor˚u. MediaWiki. http://en.wikipedia.org/wiki/MediaWiki, ze dne
6. kveˇtna 2008, 2008.
[16] Komunita autor˚u. Wikipedie, otevrˇena´ encyklopedie.
http://cs.wikipedia.org/wiki/Wikipedie, ze dne 6. kveˇtna 2008, 2008.
[17] Christian Bauer and Gavin King. Java Persistence With Hibernate. Manning, 2007.
ISBN 1-932394-88-5.
[18] Ronald Bourret. XML and Databases.
http://www.rpbourret.com/xml/XMLAndDatabases.htm, ze dne 12. brˇezna 2008,
2005.
[19] Ronald Bourret. Going native: Use cases for native XML databases.
http://www.rpbourret.com/xml/UseCases.htm, ze dne 12. brˇezna 2008, 2007.
[20] Timo Bo¨hme and Erhard Rahm. Supporting efficient streaming and insertion of
XML data in RDBMS, 2004.
[21] Akmal B. Chaudhri, Awais Rashid, and Roberto Zicari. XML Data Management:
Native XML and XML-Enabled Database Systems. Addison-Wesley Professional,
2003. ISBN 0-201-84452-4.
[22] Mandy Chessell, Catherine Griffin, David Vines, Michael Butler, Carla Ferreira, and
Peter Henderson. Long Duration Transaction in Software Design Projects. IBM
SYSTEMS JOURNAL, 41(4), 2002.
[23] doc. Ing. Jaroslav Zendulka and Ing. Ivana Rudolfova´. Studijn´ı opora prˇedmeˇtu
Databa´zove´ syste´my IDS, 2006.
[24] Daniela Florescu and Donald Kossman. Storing and Querying XML Data using an
RDMBS. IEEE Data Engineering Bulletin, 22(3):27–34, 1999.
[25] Arun Gaikwad. Introduction to Xindice.
http://www.ibm.com/developerworks/web/library/wa-xindice.html, ze dne 13.
dubna 2008, 2002.
[26] Wolfgang Meier. Web, Web-Services, and Database Systems – eXist: An Open Source
Native XML Database. Lecture Notes in Computer Science. Springer Berlin /
Heidelberg, 2002.
[27] Wolfgang Meier. Index-driven XQuery processing in the eXist XML database.
http://exist.sourceforge.net/xmlprague06.html, ze dne 23. brˇezna 2008, 2006.
[28] Wolfgang Meier. Developer’s Guide: Writing Web Applications Using XQuery.
http://exist.sourceforge.net/devguide_xquery.html#storedxq, ze dne 7.
kveˇtna 2008, 2008.
[29] Wolfgang Meier. Powered By eXist.
http://demo.exist-db.org/apps/applications.xml, ze dne 13. dubna 2008, 2008.
[30] Lajos Moczar and Jeremy Aston. Cocoon Developer’s Handbook. Sams, 2002.
ISBN 0672322579.
41
[31] Will Provost. Normalizing XML, Part 1.
http://www.xml.com/pub/a/2002/11/13/normalizing.html, ze dne 1. dubna 2008,
2002.
[32] Will Provost. Normalizing XML, Part 2.
http://www.xml.com/pub/a/2002/12/04/normalizing.html, ze dne 1. dubna 2008,
2002.
[33] Samuel Santos. Stripes - EJB3 with Stripes.
http://www.stripesframework.org/display/stripes/EJB3+with+Stripes, ze
dne 7.5.2008, 2008.
[34] Jayavel Shanmugasundaram, Eugene Shekita, Jerry Kiernan, Rajasekar
Krishnamurthy, Efstratios Viglas, Jeffrey Naughton, and Igor Tatarinov. A general
technique for querying XML documents using a relational database system. ACM
SIGMOD Record, 30(3):20–26, 2001.
[35] Bart Steegmans, Ronald Bourret, Owen Cline, Olivier Guyennet, Shrinivas Kulkarni,
Stephen Priestley, Valeriy Sylenko, and Ueli Wahli. XML for DB2 Information
Integration. IBM Redbooks, 2004. ISBN 0738490032.
42
Seznam pouzˇity´ch zkratek
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BCNF Boyce-Codd Normal Form
BLOB Binary Large Object
CDATA Character Data
CLOB Character Large Object
DDL Data Definition Language
DLN Dynamic Level Numbering
DOM Document Object Model
DTD Document Type Definition
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ESIEE E´cole Supe´rieure d’Inge´nieurs en E´lectronique et E´lectrotechnique
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JSP Java Server Pages
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JTA Java Transaction API
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NF Normal Form
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Dodatek A
Prˇevod XML na tabulky relacˇn´ı
databa´ze
A.1 Vytva´rˇen´ı sche´matu relacˇn´ı databa´ze z XML dokumentu
Mapova´n´ı XML dokumentu na sche´ma relacˇn´ı databa´ze je prvn´ım krokem nutny´m pro
jeho ulozˇen´ı. Dalˇs´ımi kroky je potom rozlozˇen´ı samotne´ho dokumentu na fragmenty od-
pov´ıdaj´ıc´ım rˇa´dk˚um v relac´ıch vznikle´ho sche´matu [shredding ] a nakonec prˇevod XML dota-
zovac´ıho jazyka na jeho ekvivalent v jazyce SQL, a zodpoveˇzen´ı ve formeˇ XML [publishing ].
Existuje v´ıce zp˚usob˚u, jak vytvorˇit toto sche´ma a dokonce existuj´ı automatizovane´
prostrˇedky jako doplnˇky cˇi prˇ´ıme´ soucˇa´sti databa´z´ı s podporou XML. Veˇtsˇina z teˇchto
postup˚u ovsˇem vyzˇaduje specia´ln´ı preprocesor nebo procesor pro prˇevod mezi dotazovac´ımi
jazyky typu XML a SQL. V te´to prˇ´ıloze si uvedeme algoritmus uvedeny´ v [34], pro neˇjzˇ
odpada´ nutnost specia´ln´ıho preprocesoru. Dalˇs´ı algoritmus, hranovy´, je uvedeny´ naprˇ´ıklad
v [24], ktery´ zachova´va´ vztahy mezi elementy XML dokumentu je tedy vhodny´ sp´ıˇse pro
pouzˇit´ı v relacˇn´ıch databa´z´ıch slouzˇ´ıc´ı jako podklad nativn´ıch XML databa´z´ı.
Podmı´nkou zpracova´n´ı dokumentu t´ımto jsou:
1. Mapova´n´ı XML na relace je bezztra´tove´, tedy je zde dostatek informac´ı o strukturˇe
dokumentu,
2. a XML elementy a atributy jsou mapova´ny do sloupc˚u relac´ı, cˇ´ımzˇ usnadnˇujeme
tvorbu SQL dotaz˚u.
Jako prˇ´ıklad si uvedeme zjednodusˇene´ XML Schema pro MediaWiki, pro XML doku-
ment urcˇeny´ na export cˇla´nk˚u. Vycha´z´ı z http://www.mediawiki.org/xml/export-0.3.
xsd a je zjednodusˇene´ pro pokryt´ı potrˇeb aplikace. Algoritmus [34] je ilustrova´n pomoc´ı
XML Schema namı´sto p˚uvodn´ıho DTD:
Zdrojovy´ ko´d A.1: Zjednodusˇene´ XML Schema MediaWiki
<?xml version="1.0" encoding="UTF-8" ?>
<schema xmlns="http://www.w3.org/2001/XMLSchema"
xmlns:mw="http://www.mediawiki.org/xml/export-0.3/"
targetNamespace="http://www.mediawiki.org/xml/export-0.3/"
elementFormDefault="qualified">
<annotation>
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<documentation xml:lang="en">
MediaWiki’s page export format
</documentation>
</annotation>
<!-- Need this to reference xml:lang -->
<import namespace="http://www.w3.org/XML/1998/namespace"
schemaLocation="http://www.w3.org/2001/xml.xsd"/>
<!-- Our root element -->
<element name="mediawiki" type="mw:MediaWikiType"/>
<complexType name="MediaWikiType">
<sequence>
<element name="page" type="mw:PageType"
minOccurs="0" maxOccurs="unbounded"/>
</sequence>
<attribute name="version" type="string" use="required"/>
<attribute ref="xml:lang" use="required"/>
</complexType>
<complexType name="PageType">
<sequence>
<!-- Title in text form.
(Using spaces, not underscores; with namespace ) -->
<element name="title" type="string"/>
<!-- optional page ID number -->
<element name="id" type="positiveInteger" minOccurs="0"/>
<!-- current revision -->
<element name="revision" type="mw:RevisionType" />
</sequence>
</complexType>
<complexType name="RevisionType">
<sequence>
<element name="id" type="positiveInteger" minOccurs="0"/>
<element name="timestamp" type="dateTime"/>
<element name="contributor" type="mw:ContributorType"/>
<element name="minor" minOccurs="0" />
<element name="comment" type="string" minOccurs="0"/>
<element name="text" type="mw:TextType" />
</sequence>
</complexType>
<complexType name="TextType">
<simpleContent>
<extension base="string">
<attribute ref="xml:space" use="optional"
default="preserve" />
</extension>
</simpleContent>
</complexType>
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<complexType name="ContributorType">
<sequence>
<element name="username" type="string" minOccurs="0"/>
<element name="id" type="positiveInteger" minOccurs="0" />
<element name="ip" type="string" minOccurs="0"/>
</sequence>
</complexType>
</schema>
Z definice vid´ıme, zˇe korˇenovy´m elementem dokumentu je mediawiki typu
mw:MediaWikiType. Protozˇe v aplikaci ocˇeka´va´me pouze jeden XML dokument obsahuj´ıc´ı
aktua´ln´ı verzi cˇla´nk˚u Wikipedie, nebudeme tento element v aplikaci modelovat, podobneˇ
jako v ER diagramu nemodelujeme entitn´ı mnozˇinu, ktera´ representuje cely´ modelovany´
syste´m [23].
Korˇenovy´ element obsahuje libovolny´ pocˇet element˚u page typu mw:PageType. Jak je
uka´za´no v kapitole 2.5.1, definice v tomto prˇ´ıpadeˇ odpov´ıda´ kompozici a byla by modelova´na
vztahem 1:M.
Element page je podle XML Schema komplexn´ım typem, obsahuj´ıc elementy title typu
string, volitelneˇ id typu positiveInteger a revision typu mw:RevisionType, prˇesneˇ v
uvedene´m porˇad´ı, vynucene´m elementem sequence.
Volitelnost elementu rozpozna´me velmi jednodusˇe. Pro kazˇdy´ element mimo korˇenove´ho
je mozˇne´ definovat atributy minOccurs s vy´choz´ı hodnotou 1 a maxOccurs s vy´choz´ı hod-
notou rovneˇzˇ 1. Nejsou-li tedy definova´ny, element se mus´ı v XML dokumentu vyskytovat
pra´veˇ jednou. Minima´ln´ı hodnota minOccurs je 0, element se nemus´ı vyskytovat a je tedy
volitelny´. Minima´ln´ı hodnota maxOccurs je vzˇdy veˇtsˇ´ı nebo rovna hodnoteˇ maxOccurs a
za´rovenˇ 1. Maxima´ln´ı hodnota maxOccurs je neomezena´, oznacˇena´ slovem unbounded.
Pro element page ma´me teoreticky k dispozici kandida´tn´ı kl´ıcˇ title, jelikozˇ je velice
pravdeˇpodobne´, zˇe nebudou existovat dveˇ stra´nky se shodny´m na´zvem, prˇesto prˇida´me
automaticky generovany´ prima´rn´ı kl´ıcˇ, id, a element id XML dokumentu prˇejmenujeme
na wid, cozˇ na´m v budoucnu usnadn´ı pra´ci s objektoveˇ relacˇn´ım mapova´n´ım. Navrhneme
tedy na´sleduj´ıc´ı relaci:
Zdrojovy´ ko´d A.2: Relace pro element mw:PageType XML Schema
CREATE TABLE Page(
id BIGINT NOT NULL,
wid BIGINT DEFAULT NULL,
title VARCHAR(255) NOT NULL,
revision BIGINT NOT NULL,
PRIMARY KEY(id),
CONSTRAINT RevFK FOREIGN KEY(revision) REFERENCES Revision
);
Podobneˇ bude postupovat pro typ mw:RevisionType a mw:ContributorType, pro type
mw:TextType s vy´hodou vyuzˇijeme de´lkoveˇ neomezene´ho datove´ho typu databa´ze Postgre-
SQL text. Za povsˇimnut´ı stoj´ı, zˇe pro element contributor nejsou povinne´ zˇa´dne´ vnorˇene´
elementy, zde je tedy dodany´ prima´rn´ı kl´ıcˇ nutnost´ı.
Protozˇe budeme uvazˇovat v´ıce reviz´ı k jedne´ stra´nce, budeme vztah mezi page
a revision ve skutecˇnosti modelovat jako 1:M, za vyuzˇit´ı pomocne´ tabulky. Vy´sledne´
sche´ma se nacha´z´ı v na´sleduj´ıc´ı kapitole.
48
A.2 Vy´sledne´ sche´ma XML dokumentu pro relacˇn´ı databa´zi
Aplikac´ı metody uvedene´ v prˇ´ıloze A.1 z´ıska´me vy´sledny´ skript pro generaci tabulek relacˇn´ı
databa´ze PostgreSQL:
Zdrojovy´ ko´d A.3: Tabulky relacˇn´ı databa´ze PostgreSQL
pro zjednodusˇene´ XML Schema
DROP TABLE Contributor;
DROP TABLE Page;
DROP TABLE Revision;
DROP TABLE PageRevision;
DROP SEQUENCE ContributorSeq;
DROP SEQUENCE RevisionSeq;
DROP SEQUENCE PageSeq;
CREATE SEQUENCE ContributorSeq INCREMENT BY 1 START WITH 1;
CREATE SEQUENCE RevisionSeq INCREMENT BY 1 START WITH 1;
CREATE SEQUENCE PageSeq INCREMENT BY 1 START WITH 1;
CREATE TABLE Contributor(
id BIGINT NOT NULL,
wid BIGINT DEFAULT NULL,
username VARCHAR(255) DEFAULT NULL,
ip VARCHAR(80) DEFAULT NULL,
PRIMARY KEY(id)
);
-- ALTER TABLE Contributor id SET DEFAULT NEXTVAL(’ContributorSeq’);
CREATE TABLE Revision(
id BIGINT DEFAULT NULL,
wid BIGINT DEFAULT NULL,
contributor BIGINT NOT NULL,
created TIMESTAMP NOT NULL,
comment VARCHAR(4096) DEFAULT NULL,
minor VARCHAR(4096) DEFAULT NULL,
content TEXT NOT NULL,
PRIMARY KEY(id),
CONSTRAINT ContFK FOREIGN KEY(contributor)
REFERENCES Contributor
);
-- ALTER TABLE Revision id SET DEFAULT NEXTVAL(’RevisionSeq’);
CREATE TABLE Page(
id BIGINT NOT NULL,
wid BIGINT DEFAULT NULL,
title VARCHAR(255) NOT NULL,
PRIMARY KEY(id)
);
-- ALTER TABLE Page id SET DEFAULT NEXTVAL(’PageSeq’);
CREATE TABLE PageRevision(
page BIGINT NOT NULL,
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revision BIGINT NOT NULL,
PRIMARY KEY(page, revision),
CONSTRAINT PageRevisionFK1 FOREIGN KEY(page)
REFERENCES Page,
CONSTRAINT PageRevisionFK2 FOREIGN KEY(page)
REFERENCES Revision
);
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A.3 Vytvorˇen´ı uzˇivatele, databa´ze a tabulek
pro aplikaci ORDB
Pro vsˇechny data uvazˇujeme vy´choz´ı ko´dova´n´ı UTF-8.
Zdrojovy´ ko´d A.4: Vytvorˇen´ı uzˇivatele, databa´ze a tabulek
pro aplikaci ORDB
#!/bin/sh
USERNAME=nxmldb
DBNAME=nxmldb
FILELIST="tables.sql"
dropdb $DBNAME
dropuser $USERNAME
createuser -D -P $USERNAME
createdb -E UTF8 -O $USERNAME $DBNAME
for i in $FILELIST
do
psql -U $USERNAME -d $DBNAME -f $i
done
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A.4 Prˇevod XML dokumentu do relacˇn´ı databa´ze
PostgreSQL
Za vyuzˇit´ı znalosti JDBC, SAX, PostgreSQL a postupu pro tvorbu relac´ı z XML Schema,
lze pomoc´ı na´sleduj´ıc´ıho programu ulozˇit XML dokument do relacˇn´ı databa´ze PostgreSQL:
Zdrojovy´ ko´d A.5: Prˇevod dat XML dokumentu relacˇn´ı databa´ze
/*
* Stores MediaWiki XML format into relational database
*/
package xml2db;
import java.io.FileInputStream;
import java.io.IOException;
import java.sql.Connection;
import java.sql.DriverManager;
import java.sql.PreparedStatement;
import java.sql.ResultSet;
import java.sql.SQLException;
import java.text.DateFormat;
import java.text.ParseException;
import java.text.SimpleDateFormat;
import java.util.Properties;
import org.xml.sax.Attributes;
import org.xml.sax.InputSource;
import org.xml.sax.SAXException;
import org.xml.sax.XMLReader;
import org.xml.sax.helpers.DefaultHandler;
import org.xml.sax.helpers.XMLReaderFactory;
/**
*
* @author kapy
*/
public class XML2DBHandler extends DefaultHandler {
public static final String CONF_FILE_PROP = "xml2db.conffile";
public static final String CONF_FILE = "xml2db.properties";
public static final String TIME_FORMAT = "yyyy-MM-dd’T’HH:mm:ss’Z’";
public static final String FIND_CONTRIBUTOR =
"SELECT DISTINCT id FROM Contributor WHERE " +
"(wid IS NOT NULL AND wid = ?) " +
"OR (username IS NOT NULL AND username = ?) " +
"OR (ip IS NOT NULL AND ip = ?)";
public static final String INSERT_CONTRIBUTOR =
"INSERT INTO Contributor(id,wid,username,ip) " +
"VALUES(NEXTVAL(’ContributorSeq’),?,?,?)";
public static final String LAST_ID =
"SELECT LASTVAL()";
public static final String INSERT_REVISION =
"INSERT INTO Revision(id,wid,created," +
"contributor,comment,minor,content) " +
"VALUES(NEXTVAL(’RevisionSeq’),?,?,?,?,?,?)";
52
public static final String INSERT_PAGE =
"INSERT INTO Page(id,wid,title) " +
"VALUES(NEXTVAL(’PageSeq’),?,?)";
public static final String INSERT_PAGE_REVISION =
"INSERT INTO PageRevision(page,revision) VALUES(?,?)";
protected Connection con;
// parsed data
private WikiPage page;
private WikiState state;
private StringBuffer sb;
public XML2DBHandler(Connection con) {
this.con = con;
state = WikiState.BEGIN;
sb = new StringBuffer();
}
/* ************************************************************ */
/* XML handler methods */
@Override
public void startElement(String uri, String name,
String qname, Attributes attrs)
throws SAXException {
switch (state) {
case BEGIN:
if ("page".equals(qname)) {
page = new WikiPage();
state = WikiState.PAGE;
}
break;
case PAGE:
if ("revision".equals(qname)) {
state = WikiState.REVISION;
page.setRevision(new WikiRevision());
}
break;
case REVISION:
if ("contributor".equals(qname)) {
state = WikiState.CONTRIBUTOR;
page.getRevision().setContributor(
new WikiContributor());
}
break;
}
// character inside element are stored here,
// so create new buffer inside every element
sb = new StringBuffer();
}
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@Override
public void endElement(String uri, String name, String qname)
throws SAXException {
switch (state) {
case PAGE:
if ("title".equals(qname)) {
page.setTitle(sb.toString());
} else if ("id".equals(qname)) {
page.setWid(Long.valueOf(
sb.toString()).longValue());
}
break;
case REVISION:
if ("id".equals(qname)) {
page.getRevision().setWid(Long.valueOf(
sb.toString()).longValue());
} else if ("text".equals(qname)) {
page.getRevision().setText(sb.toString());
} else if ("comment".equals(qname)) {
page.getRevision().setComment(sb.toString());
} else if ("minor".equals(qname)) {
page.getRevision().setMinor(sb.toString());
} else if ("timestamp".equals(qname)) {
// parse data string and store it as sql timestamp
final DateFormat dt =
new SimpleDateFormat(TIME_FORMAT);
final String timestamp = sb.toString();
try {
java.util.Date date = dt.parse(timestamp);
page.getRevision().setTimestamp(
new java.sql.Timestamp(date.getTime()));
} catch (ParseException e) {
System.err.println("Unable to parse timestamp: "
+ timestamp);
}
}
break;
case CONTRIBUTOR:
if ("id".equals(qname)) {
page.getRevision().getContributor().setWid(
Long.valueOf(sb.toString()).longValue());
} else if ("username".equals(qname)) {
page.getRevision().getContributor()
.setUsername(sb.toString());
} else if ("ip".equals(qname)) {
page.getRevision().getContributor()
.setIp(sb.toString());
}
break;
}
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if ("contributor".equals(qname)) {
state = WikiState.REVISION;
} else if ("revision".equals(qname)) {
state = WikiState.PAGE;
} else if ("page".equals(qname)) {
try {
storeWikiPage();
} catch (SQLException e) {
e.printStackTrace();
}
state = WikiState.BEGIN;
}
}
@Override
public void characters(char[] ch, int start, int len)
throws SAXException {
sb.append(ch, start, len);
}
/* ************************************************************ */
// database methods
private void storeWikiPage() throws SQLException {
PreparedStatement s = null;
/* ******************************************************** */
// store contributor
s = con.prepareStatement(FIND_CONTRIBUTOR);
s.setLong(1, page.getRevision().getContributor()
.getWid());
s.setString(2, page.getRevision().getContributor()
.getUsername());
s.setString(3, page.getRevision().getContributor()
.getIp());
// there is no contributor with given id, we can store him
ResultSet rs = s.executeQuery();
long contributor_id;
if (rs.next() == false) {
s = con.prepareStatement(INSERT_CONTRIBUTOR);
s.setLong(1, page.getRevision().getContributor()
.getWid());
s.setString(2, page.getRevision().getContributor()
.getUsername());
s.setString(3, page.getRevision().getContributor()
.getIp());
s.executeUpdate();
// get contributor id
s = con.prepareStatement(LAST_ID);
rs = s.executeQuery();
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rs.next();
contributor_id = rs.getLong(1);
} // contributor found, get his id
else {
contributor_id = rs.getLong(1);
}
/* ******************************************************** */
// store revision
s = con.prepareStatement(INSERT_REVISION);
s.setLong(1, page.getRevision().getWid());
s.setTimestamp(2, page.getRevision().getTimestamp());
s.setLong(3, contributor_id);
s.setString(4, page.getRevision().getComment());
s.setString(5, page.getRevision().getMinor());
s.setString(6, page.getRevision().getText());
s.executeUpdate();
/* ******************************************************** */
// store page
// get revision id
s = con.prepareStatement(LAST_ID);
rs = s.executeQuery();
rs.next();
long revision_id = rs.getLong(1);
s = con.prepareStatement(INSERT_PAGE);
s.setLong(1, page.getWid());
s.setString(2, page.getTitle());
s.executeUpdate();
// get page id
s = con.prepareStatement(LAST_ID);
rs = s.executeQuery();
rs.next();
long page_id = rs.getLong(1);
// store page & revision
s = con.prepareStatement(INSERT_PAGE_REVISION);
s.setLong(1, revision_id);
s.setLong(2, page_id);
s.executeUpdate();
}
/* ************************************************************ */
/* static methods */
/**
* @param args the command line arguments
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*/
public static void main(String[] args) {
// load configuration
Properties conf = new Properties();
String conffile = System.getProperty(CONF_FILE_PROP);
if (conffile == null || conffile.equals("")) {
conffile = CONF_FILE;
}
try {
conf.load(new FileInputStream(conffile));
} catch (Exception e) {
System.err.println("Configuration file at: "
+ conffile + " not found or not accesible");
printUsage();
System.exit(1);
}
// prepare driver
String driver = conf.getProperty("driver");
try {
Class.forName(driver);
} catch (ClassNotFoundException e) {
System.err.println("JDBC SQL driver "
+ driver + " not found!");
System.exit(1);
}
// create db connection
Connection con = null;
String url = conf.getProperty("url");
try {
con = DriverManager.getConnection(url, conf);
} catch (SQLException e) {
System.err.println("Unable to connect to DB at: "
+ url);
e.printStackTrace();
System.exit(1);
}
XMLReader parser = null;
XML2DBHandler handler = new XML2DBHandler(con);
// check arguments
if (args.length == 0) {
printUsage();
System.exit(1);
}
// create XML reader
try {
parser = XMLReaderFactory.createXMLReader();
parser.setContentHandler(handler);
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parser.setErrorHandler(handler);
} catch (SAXException e) {
System.err.println("Unable to create default " +
"XMLParser from factory.");
System.exit(1);
}
// parse files
for (String fileName : args) {
try {
long timeBefore = System.currentTimeMillis();
parser.parse(new InputSource(fileName));
long timeAfter = System.currentTimeMillis();
System.out.println("Total time spent: "
+ (timeAfter - timeBefore) + "ms");
} catch (SAXException e) {
System.err.println("Failed when parsing file: "
+ fileName);
e.printStackTrace();
} catch (IOException e) {
System.err.println("Unable to open file: "
+ fileName);
e.printStackTrace();
}
}
// close DB connection
try {
con.close();
} catch (SQLException e) {
System.err.println("Unable to close SQL connection");
System.exit(1);
}
}
private static void printUsage() {
System.out.println(
"Stores XML file(s) with mediawiki XML " +
"schema in relational database.\n" +
"Configuration is stored in properties file, " +
"by default: " + CONF_FILE + "\n" +
"Location can be changed throught "
+ CONF_FILE_PROP + " system’s property\n" +
"Properties used are:\n" +
"\tdriver - for jdbc driver class\n" +
"\turl - for jdbc connection url\n" +
"\tuser - with common meaning\n" +
"\tpassword - with common meaning" +
"Usage:\n" +
"java -jar XML2DB.jar <filename>*");
}
}
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/* **************************************************************** */
/* Automaton states */
enum WikiState {
BEGIN,
PAGE,
REVISION,
CONTRIBUTOR,}
/* **************************************************************** */
/* JavaBeans */
class WikiPage {
private long id;
private long wid;
private String title;
private WikiRevision revision;
public long getId() {
return id;
}
public void setId(long id) {
this.id = id;
}
public long getWid() {
return wid;
}
public void setWid(long wid) {
this.wid = wid;
}
public String getTitle() {
return title;
}
public void setTitle(String title) {
this.title = title;
}
public WikiRevision getRevision() {
return revision;
}
public void setRevision(WikiRevision revision) {
this.revision = revision;
}
}
class WikiRevision {
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private long id;
private long wid;
private java.sql.Timestamp timestamp;
private WikiContributor contributor;
private String minor;
private String comment;
private String text;
public long getId() {
return id;
}
public void setId(long id) {
this.id = id;
}
public long getWid() {
return wid;
}
public void setWid(long wid) {
this.wid = wid;
}
public java.sql.Timestamp getTimestamp() {
return timestamp;
}
public void setTimestamp(java.sql.Timestamp timestamp) {
this.timestamp = timestamp;
}
public WikiContributor getContributor() {
return contributor;
}
public void setContributor(WikiContributor contributor) {
this.contributor = contributor;
}
public String getMinor() {
return minor;
}
public void setMinor(String minor) {
this.minor = minor;
}
public String getComment() {
return comment;
}
public void setComment(String comment) {
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this.comment = comment;
}
public String getText() {
return text;
}
public void setText(String text) {
this.text = text;
}
}
class WikiContributor {
private long id;
private long wid;
private String username;
private String ip;
public long getId() {
return id;
}
public void setId(long id) {
this.id = id;
}
public long getWid() {
return wid;
}
public void setWid(long wid) {
this.wid = wid;
}
public String getUsername() {
return username;
}
public void setUsername(String username) {
this.username = username;
}
public String getIp() {
return ip;
}
public void setIp(String ip) {
this.ip = ip;
}
}
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Dodatek B
Konfigurace a zdrojove´ ko´dy
B.1 Konfigurace testovac´ıho stroje
B.1.1 Hardware
• Intel Pentium M 1500MHz,
• 1024 MiB DDR 333MHz RAM,
• disk ATA 133, 5400 ot./min
B.1.2 Software
• eXist 1.2, SVN revize 7235
• Apache Cocoon 2.1.11
• Java Developement Kit 1.5.0 14
• JBoss 4.2.2GA
• PostgreSQL 8.2.6
• Ovladacˇ JDBC postgresql-8.2-508.jdbc3.jar
• Stripes 1.5 beta 1
• operacˇn´ı syste´m openSUSE 10.3, ja´dro Linux 2.6.22.17-0.1-default
• webovy´ prohl´ızˇecˇ Epiphany 2.20.0
• souborovy´ syste´m XFS
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B.2 Spousˇteˇc´ı skript pro databa´zi eXist
Pro potrˇeby automaticke´ho spousˇteˇni samostatne´ databa´ze byl napsa´n na´sleduj´ıc´ı skript.
Databa´ze je automaticky spusˇteˇna pod uzˇivatelem $EXIST USER. Nejd˚ulezˇiteˇjˇs´ımi parame-
try jsou vy´choz´ı (-Xms) a maxima´ln´ı (-Xmx) hodnota pameˇti prˇideˇlene´ virtua´ln´ımu stroji
Javy. Beˇhem indexace vzorove´ho dokumentu musela by´t maxima´ln´ı hodnota zvy´sˇena azˇ na
1536MiB.
Zdrojovy´ ko´d B.1: Spousˇteˇc´ı skript databa´ze eXist
#!/bin/sh
#
# Exist Control Stript
#
#
### BEGIN INIT INFO
# Provides: eXist
# Default-Start: 3 5
# Default-Stop: 0 1 2 6
# Description: Start the eXist XML database.
### END INIT INFO
# define where exist is - this is the directory containing
# directories log, bin, conf etc
EXIST_HOME=${EXIST_HOME:-"/var/lib/eXist"}
EXIST_INSTANCE=${EXIST_INSTANCE:-"xmldb:exist://localhost:8088/xmlrpc"}
EXIST_CONSOLE=${EXIST_CONSOLE:-"/var/log/eXist/eXist.log"}
# Shell functions sourced from /etc/rc.status:
# rc_check check and set local and overall rc status
# rc_status check and set local and overall rc status
# rc_status -v ditto but be verbose in local rc status
# rc_status -v -r ditto and clear the local rc status
# rc_failed set local and overall rc status to failed
# rc_reset clear local rc status (overall remains)
# rc_exit exit appropriate to overall rc status
. /etc/rc.status
# First reset status of this service
rc_reset
# Return values acc. to LSB for all commands but status:
# 0 - success
# 1 - misc error
# 2 - invalid or excess args
# 3 - unimplemented feature (e.g. reload)
# 4 - insufficient privilege
# 5 - program not installed
# 6 - program not configured
#
# Note that starting an already running service, stopping
# or restarting a not-running service as well as the restart
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# with force-reload (in case signalling is not supported) are
# considered a success.
#define the user under which exist will run,
#or use RUNASIS to run as the current user
EXIST_USER=${EXIST_USER:-"exist"}
JAVA_OPTS="-Xms128m -Xmx768m \
-Djava.endorsed.dirs=\"$EXIST_HOME/lib/endorsed\"\
-Dexist.home=\"$EXIST_HOME\""
CMD_START="java $JAVA_OPTS -jar \"$EXIST_HOME/start.jar\"\
standalone"
# eXist shutdown
# additional parameters
# -u username
# -p password
# -l identification of instance
CMD_STOP="java $JAVA_OPTS -jar \"$EXIST_HOME/start.jar\"\
shutdown -u admin -p password -l \"$EXIST_INSTANCE\""
if [ "$EXIST_USER" = "RUNASIS" ]; then
SUBIT=""
else
SUBIT="su - $EXIST_USER -c "
fi
# check home directory
if [ ! -d "$EXIST_HOME" ]; then
echo EXIST_HOME does not exist as a valid directory : $EXIST_HOME
exit 1
fi
case "$1" in
start)
echo -n "Starting eXist database: "
cd $EXIST_HOME/bin
if [ -z "$SUBIT" ]; then
eval $CMD_START >${EXIST_CONSOLE} 2>&1 &
else
$SUBIT "$CMD_START >${EXIST_CONSOLE} 2>&1 &"
fi
# Remember status and be verbose
rc_status -v
;;
stop)
echo -n "Shutting down eXist database: "
if [ -z "$SUBIT" ]; then
$CMD_STOP
else
$SUBIT "$CMD_STOP"
fi
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# Remember status and be verbose
rc_status -v
;;
restart)
$0 stop
$0 start
# Remember status and be quiet
rc_status
;;
*)
echo "usage: $0 (start|stop|restart|help)"
esac
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B.3 Konfiguracˇn´ı soubory frameworku Apache Cocoon
Beˇhem kompilace byla pouzˇita na´sleduj´ıc´ı konfigurace:
Zdrojovy´ ko´d B.2: Konfiguracˇn´ı soubor local.build.properties
# Licensed to the Apache Software Foundation (ASF) under one or more
# contributor license agreements. See the NOTICE file distributed with
# this work for additional information regarding copyright ownership.
# The ASF licenses this file to You under the Apache License, Version 2.0
# (the "License"); you may not use this file except in compliance with
# the License. You may obtain a copy of the License at
#
# http://www.apache.org/licenses/LICENSE-2.0
#
# Unless required by applicable law or agreed to in writing, software
# distributed under the License is distributed on an "AS IS" BASIS,
# WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or implied.
# See the License for the specific language governing permissions and
# limitations under the License.
#
#----------------------------------------------
# Cocoon Build Properties
#----------------------------------------------
# NOTE: don’t modify this file directly but copy the properties you need
# to modify over to a file named ’local.build.properties’ and modify that.
# The build system will override these properties with the ones in the
# ’local.build.properties’ file.
# ---- Webapp ------------------------------------------------------------------
exclude.webapp.samples=true
exclude.webapp.test-suite=true
# ---- Build Exclusions --------------------------------------------------------
exclude.deprecated=true
exclude.javadocs=true
# Include Java source code into the binary jar files
#include.sources-in-jars=true
# Include Java source code into separate, source only jar files
#include.sources-jars=true
# ---- Configuration -----------------------------------------------------------
#include.driver.oracle=true
#include.driver.postgre=true
#include.driver.odbc=true
config.allow-reloads=true
config.enable-uploads=true
#config.enable-instrumentation=true
# ---- Validation --------------------------------------------------------------
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#exclude.validate.config=true
#exclude.validate.jars=true
# ---- Anteater ----------------------------------------------------------------
#anteater.home = /default-from-build.properties/anteater-0.9.16
#anteater.target.host = localhost
#anteater.target.port = 8888
#anteater.target.base.path = /
#anteater.option.haltonerror = true
# disable some long-running tests by default
# anteater.test.bug26186InternalRequestMemoryLeak.enabled = true
# ---- htmlUnit ----------------------------------------------------------------
# htmlunit can be downloaded from http://htmlunit.sourceforge.net/
# Tests currently require htmlunit 1.13, please change this
# comment and the default value below if moving to another version
#htmlunit.home = /default-from-build.properties/htmlunit-1.13
#htmlunit.test.baseurl=http://localhost:8888/
# for serious leak testing increase iteration count to 10000
#htmlunit.test.Bug26186InternalRequestMemoryLeak.iterations=1
# This can be changed to run only a subset of the tests
# The mask is used in ant <fileset>/<include> elements
htmlunit.test.include=**/*TestCase.class
# ---- JUnit -------------------------------------------------------------------
#junit.test.debugport=8000
#junit.testcase=org.apache.cocoon.util.test.NetUtilsTestCase
#junit.test.loglevel=0
# ---- IDE ---------------------------------------------------------------------
#ide.eclipse.outputdir=${build.root}/eclipse/classes
#ide.eclipse.export.libs=false
# ---- Build -------------------------------------------------------------------
build.root=build
build=${build.root}/${name}
build.dest=${build}/classes
build.mocks=${build}/mocks
build.test=${build}/test
build.test.output=${build.test}/output
build.test.report=${build.test}/report
build.test.htmlunit=${build.test}/htmlunit
build.test.htmlunit.output=${build.test.htmlunit}/output
build.test.htmlunit.report=${build.test.htmlunit}/report
build.javadocs=${build}/javadocs
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build.context=${build}/documentation
build.blocks=${build}/blocks
build.deprecated=${build}/deprecated
build.samples=${build}/samples
build.temp=${build}/temp
build.mounttable=../../mount-table.xml
# ---- Webapp Build Properties -------------------------------------------------
build.webapp=${build.root}/webapp
build.webapp.webinf=${build.webapp}/WEB-INF
build.webapp.classes=${build.webapp.webinf}/classes
build.webapp.lib=${build.webapp.webinf}/lib
build.webapp.samples=${build.webapp}/samples
build.webapp.test-suite=${build.webapp}/test-suite
build.webapp.loglevel=INFO
build.webapp.logappend=false
# Change the sample’s hsqldb server port to run multiple Cocoons on a single
# machine
#build.webapp.hsqldb-server-port=9003
build.war=${build}/${name}.war
# ---- Standalone-demo Build Properties ----------------------------------------
build.standalone.demo=${build.root}/standalone-demo
# ---- Compilation -------------------------------------------------------------
compiler=modern
compiler.debug=on
compiler.optimize=on
compiler.deprecation=off
compiler.nowarn=on
source.vm=1.5
# ---- System Properties -------------------------------------------------------
# WARNING: you shouldn’t need to modify anything below here since there is a
# very high change of breaking the build system. Do it only if you know what
# you’re doing.
packages=org.apache
# Project descriptor
gump.descriptor=gump.xml
# Directory Layout
src=src
java=${src}/java
mocks=${src}/mocks
test=${src}/test
resources=${src}/resources
resources.styles=${resources}/styles
resources.logos=${resources}/logos
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resources.javadoc=${resources}/javadoc
blocks=${src}${file.separator}blocks
samples=${src}/samples
webapp=${src}/webapp
webapp.samples=${webapp}/samples
webapp.test-suite=${webapp}/test-suite
customconf=${src}/confpatch
# Deprecated Stuff
deprecated=${src}/deprecated
deprecated.src=${deprecated}/java
deprecated.conf=${deprecated}/conf
# Tools
tools=tools
tools.lib=${tools}/lib
tools.src=${tools}/src
tools.tasks.src=${tools.src}/anttasks
tools.tasks.dest=${tools}/anttasks
tools.loader.src=${tools.src}/loader
tools.loader.dest=${tools}/loader
tools.jetty=${tools}/jetty
# Libraries
lib=lib
lib.core=${lib}/core
lib.endorsed=${lib}/endorsed
lib.optional=${lib}/optional
lib.local=${lib}/local
# Distribution Directories
dist.root=dist
dist=${dist.root}/${name}-${version}
dist.name=${name}-${version}
dist.target=${dist.root}
# Site Directory
site=../cocoon-site/site/2.1
# Legal
legal=legal
Zdrojovy´ ko´d B.3: Konfiguracˇn´ı soubor local.blocks.properties
# Licensed to the Apache Software Foundation (ASF) under one or more
# contributor license agreements. See the NOTICE file distributed with
# this work for additional information regarding copyright ownership.
# The ASF licenses this file to You under the Apache License, Version 2.0
# (the "License"); you may not use this file except in compliance with
# the License. You may obtain a copy of the License at
#
# http://www.apache.org/licenses/LICENSE-2.0
#
# Unless required by applicable law or agreed to in writing, software
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# distributed under the License is distributed on an "AS IS" BASIS,
# WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or implied.
# See the License for the specific language governing permissions and
# limitations under the License.
#
#------------------------------------------------------------------------------#
# ***** DO NOT edit blocks.properties yourself! ******** #
# This file is generated from gump.xml - to keep it in sync when that file is #
# modified, use the generate-blocks.properties build target. #
#------------------------------------------------------------------------------#
#------------------------------------------------------------------------------#
# Cocoon Blocks #
#------------------------------------------------------------------------------#
# Remove blocks from your cocoon distribution by setting the corresponding
# include property to true or false. The blocks are included by default, i.e. if
# no property was set.
# NOTE: Don’t modify this file directly but make a copy named
# ’local.blocks.properties’ and modify that. The build system will first load
# ’local.blocks.properties’ and properties are immutable in Ant.
# For most cases it is enough that you exclude all blocks and include only those
# few you want, example:
# exclude.all.blocks=true
# include.block.forms=true
# include.block.template=true
# The opposite is also allowed:
# include.all.blocks=true
# exclude.block.scratchpad=true
# If there is a conflict on the same level of granularity:
# include.block.template=true vs. exclude.block.template=true,
# include.all.blocks=true vs. exclude.all.blocks=true
# it is always resolved in favour of include.* properties.
# NOTE: "[dependency]" indicates blocks that are required by other blocks.
# Disabling batik, for example, will result in a RuntimeException when using
# fop. Dependencies only needed for the block’s samples are marked explicitely.
# This latter information was introduced only short time ago, so do not expect
# it to be complete.
# NOTE: (to Cocoon committers): blocks.properties is generated from gump.xml
# using "build generate-blocks.properties". Any changes to blocks definitions
# must be made in gump.xml, not here.
# All blocks -------------------------------------------------------------------
# Use this property to exclude all blocks at once
exclude.all.blocks=true
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# Use this property to include all blocks at once
# include.all.blocks=true
# Stable blocks ----------------------------------------------------------------
# Stable blocks are those that can be considered ready for production and
# will contain components and API that will remain stable and where
# developers are committed to back compatibility. In short, stuff that you
# can depend on.
#-----[dependency]: "authentication-fw" depends on "session-fw".
#-----[dependency]: "authentication-fw" is needed by "portal", "portal-fw".
#include.block.authentication-fw=false
#-----[dependency]: "batik" is needed by "fop", "tour".
#include.block.batik=false
#include.block.bsf=false
include.block.chaperon=true
#-----[dependency]: "databases" depends on "xsp".
#-----[dependency]: "databases" is needed by "hsqldb", "jms", "ojb", "petstore",
# "repository", "xmldb".
include.block.databases=true
#-----[dependency]: "fop" depends on "batik", "xsp" (for samples).
#-----[dependency]: "fop" is needed by "tour".
#include.block.fop=false
#-----[dependency]: "forms" depends on "ajax", "template" (for samples).
#-----[dependency]: "forms" is needed by "apples", "javaflow", "ojb", "petstore",
# "portal", "querybean", "tour".
include.block.forms=true
#-----[dependency]: "hsqldb" depends on "databases".
#-----[dependency]: "hsqldb" is needed by "jms", "ojb", "petstore".
#include.block.hsqldb=false
#include.block.html=false
#-----[dependency]: "itext" depends on "xsp" (for samples).
#include.block.itext=false
#include.block.jfor=false
#include.block.jsp=false
#-----[dependency]: "linkrewriter" depends on "xsp".
#include.block.linkrewriter=false
#-----[dependency]: "lucene" is needed by "querybean".
#include.block.lucene=false
#include.block.midi=false
#include.block.naming=false
#-----[dependency]: "ojb" depends on "databases" (for samples),
# "forms" (for samples), "hsqldb" (for samples), "xsp" (for samples).
#-----[dependency]: "ojb" is needed by "javaflow", "portal", "querybean".
#include.block.ojb=false
#include.block.paranoid=false
#include.block.poi=false
#-----[dependency]: "portal" depends on "auth", "authentication-fw",
# "cron", "forms", "ojb", "session-fw".
#-----[dependency]: "portal" is needed by "faces".
#include.block.portal=false
#-----[dependency]: "profiler" depends on "auth".
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#include.block.profiler=false
#-----[dependency]: "python" depends on "xsp".
#include.block.python=false
#-----[dependency]: "session-fw" depends on "xsp".
#-----[dependency]: "session-fw" is needed by "authentication-fw", "portal",
# "portal-fw".
include.block.session-fw=true
#-----[dependency]: "velocity" is needed by "petstore".
#include.block.velocity=false
#include.block.web3=false
#-----[dependency]: "xmldb" depends on "databases".
include.block.xmldb=true
#-----[dependency]: "xsp" is needed by "axis", "databases", "fop", "itext",
# "linkrewriter", "ojb", "python", "session-fw", "woody".
include.block.xsp=true
# Deprecated blocks ------------------------------------------------------------
# Although some of these blocks may have been stable, they are now deprecated
# in favour of other blocks and therefore are excluded by default from the build.
# For including one of them you have to set the exclude property into comment in
# blocks.properties.
include.block.php=false
#-----[dependency]: "portal-fw" depends on "authentication-fw", "session-fw".
include.block.portal-fw=false
include.block.swf=false
#-----[dependency]: "woody" depends on "xsp" (for samples).
include.block.woody=false
# Unstable blocks --------------------------------------------------------------
# Unstable blocks are currently under development and do not guarantee that the
# contracts they expose (API, xml schema, properties, behavior) will remain
# constant in time. Developers are not committed to back-compatibility just yet.
# This doesn’t necessarily mean the blocks implementation is unstable or
# the code can’t be trusted for production, but use with care and watch
# its development as things might change over time before they are marked
# stable.
#-----[dependency]: "ajax" depends on "template" (for samples).
#-----[dependency]: "ajax" is needed by "forms".
include.block.ajax=true
#-----[dependency]: "apples" depends on "forms" (for samples).
#include.block.apples=false
#-----[dependency]: "asciiart" is needed by "mail".
#include.block.asciiart=false
#-----[dependency]: "auth" is needed by "portal", "profiler".
#include.block.auth=false
#-----[dependency]: "axis" depends on "xsp" (for samples).
#include.block.axis=false
#-----[dependency]: "captcha" depends on "template" (for samples).
#include.block.captcha=false
#-----[dependency]: "cron" is needed by "jms", "portal".
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#include.block.cron=false
#include.block.deli=false
#-----[dependency]: "eventcache" depends on "jms".
#-----[dependency]: "eventcache" is needed by "repository", "webdav".
#include.block.eventcache=false
#-----[dependency]: "faces" depends on "portal", "taglib".
#include.block.faces=false
#include.block.imageop=false
#-----[dependency]: "javaflow" depends on "forms", "ojb".
#include.block.javaflow=false
include.block.jcr=false
#-----[dependency]: "jms" depends on "cron", "databases" (for samples), "hsqldb".
#-----[dependency]: "jms" is needed by "eventcache", "slide".
#include.block.jms=false
#include.block.linotype=false
#-----[dependency]: "mail" depends on "asciiart" (for samples).
#include.block.mail=false
#-----[dependency]: "petstore" depends on "databases", "forms", "hsqldb",
# "velocity".
#include.block.petstore=false
#include.block.proxy=false
#include.block.qdox=false
#-----[dependency]: "querybean" depends on "forms" (for samples), "lucene",
# "ojb".
#include.block.querybean=false
#-----[dependency]: "repository" depends on "databases", "eventcache".
#-----[dependency]: "repository" is needed by "slide", "webdav".
#include.block.repository=false
#include.block.serializers=false
#-----[dependency]: "slide" depends on "jms", "repository".
#include.block.slide=false
#-----[dependency]: "slop" is needed by "tour".
#include.block.slop=false
#include.block.stx=false
#-----[dependency]: "taglib" is needed by "faces".
#include.block.taglib=false
#-----[dependency]: "template" is needed by "ajax", "captcha", "forms".
include.block.template=true
#-----[dependency]: "tour" depends on "batik", "fop", "forms", "slop".
#include.block.tour=false
include.block.validation=true
#-----[dependency]: "webdav" depends on "eventcache", "repository".
#include.block.webdav=false
include.block.xsltal=true
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B.4 Webovy´ popisovacˇ aplikace NXMLDB
Pro detailn´ı popis funkce inicializacˇn´ıch parametr˚u a dalˇs´ı dostupne´ parametry je vhodne´
konzultovat vy´choz´ı popisovacˇ vygenerovany´ prˇi kompilaci frameworku Cocoon.
Zdrojovy´ ko´d B.4: Webovy´ popisovacˇ aplikace NXMLDB
<?xml version="1.0" encoding="UTF-8"?>
<!DOCTYPE web-app PUBLIC
"-//Sun Microsystems, Inc.//DTD Web Application 2.3//EN"
"http://java.sun.com/dtd/web-app_2_3.dtd">
<web-app>
<!-- Servlet Configuration ========================================== -->
<servlet>
<servlet-name>Cocoon</servlet-name>
<display-name>Cocoon</display-name>
<description>Cocoon</description>
<servlet-class>org.apache.cocoon.servlet.CocoonServlet</servlet-class>
<init-param>
<param-name>init-classloader</param-name>
<param-value>false</param-value>
</init-param>
<init-param>
<param-name>configurations</param-name>
<param-value>/WEB-INF/cocoon.xconf</param-value>
</init-param>
<init-param>
<param-name>logkit-config</param-name>
<param-value>/WEB-INF/logkit.xconf</param-value>
</init-param>
<init-param>
<param-name>servlet-logger</param-name>
<param-value>access</param-value>
</init-param>
<init-param>
<param-name>cocoon-logger</param-name>
<param-value>core</param-value>
</init-param>
<init-param>
<param-name>log-level</param-name>
<param-value>WARN</param-value>
</init-param>
<init-param>
<param-name>forbidden-deprecation-level</param-name>
<param-value>ERROR</param-value>
</init-param>
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<init-param>
<param-name>manage-exceptions</param-name>
<param-value>true</param-value>
</init-param>
<init-param>
<param-name>enable-instrumentation</param-name>
<param-value>false</param-value>
</init-param>
<!--
Set encoding used by the container. If not set the ISO-8859-1 encoding
will be assumed.
Since the servlet specification requires that the ISO-8859-1 encoding
is used (by default), you should never change this value unless
you have a buggy servlet container.
-->
<init-param>
<param-name>container-encoding</param-name>
<param-value>ISO-8859-1</param-value>
</init-param>
<!--
Set form encoding. This will be the character set used to decode request
parameters. If not set the ISO-8859-1 encoding will be assumed.
-->
<init-param>
<param-name>form-encoding</param-name>
<param-value>UTF-8</param-value>
</init-param>
<!--
This parameter allows you to startup Cocoon2 immediately after startup
of your servlet engine.
-->
<load-on-startup>1</load-on-startup>
</servlet>
<filter>
<filter-name>SetCharacterEncoding</filter-name>
<filter-class>org.apache.servlet.SetCharacterEncodingFilter</filter-class>
<init-param>
<param-name>encoding</param-name>
<param-value>ISO-8859-1</param-value>
</init-param>
</filter>
<filter-mapping>
<filter-name>SetCharacterEncoding</filter-name>
<servlet-name>Cocoon</servlet-name>
</filter-mapping>
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<!-- URL space mappings ============================================= -->
<!--
Cocoon handles all the URL space assigned to the webapp using its sitemap.
It is recommended to leave it unchanged. Under some circumstances though
(like integration with proprietary webapps or servlets) you might have
to change this parameter.
-->
<servlet-mapping>
<servlet-name>Cocoon</servlet-name>
<url-pattern>/</url-pattern>
</servlet-mapping>
<!--
Some servlet engines (Tomcat) have defaults which are not overriden
by ’/’ mapping, but must be overriden explicitly.
-->
<servlet-mapping>
<servlet-name>Cocoon</servlet-name>
<url-pattern>*.jsp</url-pattern>
</servlet-mapping>
<!--
Some servlet engines (WebLogic) have defaults which are not overriden
by ’/’ mapping, but must be overriden explicitly.
-->
<servlet-mapping>
<servlet-name>Cocoon</servlet-name>
<url-pattern>*.html</url-pattern>
</servlet-mapping>
<!-- various MIME type mappings ====================================== -->
<mime-mapping>
<extension>css</extension>
<mime-type>text/css</mime-type>
</mime-mapping>
<mime-mapping>
<extension>xml</extension>
<mime-type>text/xml</mime-type>
</mime-mapping>
<mime-mapping>
<extension>xsl</extension>
<mime-type>text/xml</mime-type>
</mime-mapping>
<mime-mapping>
<extension>xconf</extension>
<mime-type>text/xml</mime-type>
</mime-mapping>
<mime-mapping>
<extension>xmap</extension>
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<mime-type>text/xml</mime-type>
</mime-mapping>
<mime-mapping>
<extension>ent</extension>
<mime-type>text/plain</mime-type>
</mime-mapping>
<mime-mapping>
<extension>grm</extension>
<mime-type>text/plain</mime-type>
</mime-mapping>
</web-app>
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B.5 Webovy´ popisovacˇ aplikace ORDB
Zdrojovy´ ko´d B.5: Webovy´ popisovacˇ aplikace ORDB
<?xml version="1.0" encoding="UTF-8" ?>
<web-app xmlns="http://java.sun.com/xml/ns/j2ee"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://java.sun.com/xml/ns/j2ee
http://java.sun.com/xml/ns/j2ee/web-app_2_4.xsd"
version="2.4">
<display-name>ORDB</display-name>
<description>Object-Relational DB concept</description>
<filter>
<display-name>Stripes Filter</display-name>
<filter-name>StripesFilter</filter-name>
<filter-class>
net.sourceforge.stripes.controller.StripesFilter
</filter-class>
<init-param>
<param-name>Extension.Packages</param-name>
<param-value>
com.samaxes.stripes.integration.ejb
</param-value>
</init-param>
<init-param>
<param-name>ActionResolver.Packages</param-name>
<param-value>nxmldb.actionbean</param-value>
</init-param>
<!--
<init-param>
<param-name>ExceptionHandler.Class</param-name>
<param-value>hda.control.ExceptionHandler</param-value>
</init-param>
-->
<init-param>
<param-name>LocalePicker.Locales</param-name>
<param-value>cs_CZ:UTF-8,en_US:UTF-8</param-value>
</init-param>
</filter>
<filter-mapping>
<filter-name>StripesFilter</filter-name>
<url-pattern>*.jsp</url-pattern>
<dispatcher>REQUEST</dispatcher>
</filter-mapping>
<filter-mapping>
<filter-name>StripesFilter</filter-name>
<servlet-name>StripesDispatcher</servlet-name>
<dispatcher>REQUEST</dispatcher>
</filter-mapping>
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<servlet>
<servlet-name>StripesDispatcher</servlet-name>
<servlet-class>
net.sourceforge.stripes.controller.DispatcherServlet
</servlet-class>
<load-on-startup>1</load-on-startup>
</servlet>
<servlet-mapping>
<servlet-name>StripesDispatcher</servlet-name>
<url-pattern>/art/*</url-pattern>
</servlet-mapping>
<servlet-mapping>
<servlet-name>StripesDispatcher</servlet-name>
<url-pattern>/raw/*</url-pattern>
</servlet-mapping>
<servlet-mapping>
<servlet-name>StripesDispatcher</servlet-name>
<url-pattern>*.html</url-pattern>
</servlet-mapping>
<context-param>
<param-name>javax.servlet.jsp.jstl.fmt.localizationContext</param-name>
<param-value>/StripesResources</param-value>
</context-param>
</web-app>
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B.6 Zdrojove´ ko´dy pro vyhleda´va´n´ı v databa´z´ıch
Zdrojove´ ko´dy jsou vzˇdy uvedeny nejprve v jazyce SQL, dialektu PostgreSQL, pote´ na´sleduje
ko´d v jazyce XQuery. Posledn´ı uvedene´ vy´sledky rovnou upravuj´ı pro potrˇeby aplikace. V
prvn´ı uka´zce je videˇt pouzˇit´ı XQuery modulu Wikiparser.
Zdrojovy´ ko´d B.6: Vyhleda´n´ı cˇla´nku Brno v databa´zi
SELECT * FROM Page WHERE title
~* E’^([^[:space:]]+[[:space:]\(\)-]+)*Brno([^[:alnum:]]+[^[:space:]]+)*$’;
SELECT * FROM Page, Revision, PageRevision WHERE Page.id=2813
AND Page.id = PageRevision.page
AND PageRevision.revision = Revision.id
-- zde se uvazovala pouze jedna revize, nebo reseni aktualnosti revize
-- mimo databazi
xquery version "1.0" encoding "UTF-8";
declare namespace mw="http://www.mediawiki.org/xml/export-0.3/";
declare namespace test="http://www.kapy.info/nxmldb/util";
declare function test:max-string ( $strings as xs:anyAtomicType* )
as xs:string? {
max(for $string in $strings return string($string))
};
let $q := ’Brno’,
$articles := collection("/db/nxmldb")//mw:page[near(mw:title,$q)],
$article := $articles[upper-case(mw:title) eq upper-case($q)],
$count-narrow := count($article),
$count := count($articles),
$newest := $article/mw:revision[test:max-string(
$article/mw:revision/mw:timestamp)]
return
<query>
{ (: no such result :)
if($count-narrow = 0 and $count = 0) then
<no-results>
<query-string>{$q}</query-string>
</no-results>
(: multiple articles, but no exact match :)
else if ($count-narrow = 0 and $count > 0) then
<multiple-results>
<query-string>{$q}</query-string>
{
for $result in $articles/mw:title
return
<result-match>{$result/text()}</result-match>
}
</multiple-results>
(: single or multiple revisions :)
else
<article>
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{ if($count-narrow > 1) then <multiple-revisions/> else ()}
<query-string>{$q}</query-string>
<title>{$article/mw:title/text()}</title>
{wikiparser:parse($article/mw:revision/mw:text/text(),
"http://localhost:8080/xmldb/")}
</article>
}
</query>
Zdrojovy´ ko´d B.7: Pocˇet cˇla´nk˚u v databa´zi
SELECT COUNT(*) FROM Page;
xquery version "1.0" encoding "UTF-8";
declare namespace mw="http://www.mediawiki.org/xml/export-0.3/";
let $pages := count(collection("/db/nxmldb")//mw:page)
return
<query>
<total-articles>{$pages}</total-articles>
</query>
Zdrojovy´ ko´d B.8: Pocˇet prˇ´ıspeˇvsˇ´ıch autor˚u
SELECT COUNT(username) FROM Page;
xquery version "1.0" encoding "UTF-8";
declare namespace mw="http://www.mediawiki.org/xml/export-0.3/";
let $contributors := count(
distinct-values(
collection("/db/nxmldb")//mw:contributor/mw:username))
return
<query>
<total-contributors>{$contributors}</total-contributors>
</query>
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Dodatek C
Diagramy trˇ´ıd
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