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Abstract
Continua la presentazione degli strumenti utili allo sviluppo di programmi in ambiente HP-UX 11.0, l'ambiente di
lavoro degli HP Server installati al CILEA. Si illustrano in particolare dettaglio i programmi HP DDE e CXperf,
perché rivestono particolare rilevanza e perché il primo costituisce una novità per i nostri utenti.
Controllo dell'esecuzione
HP DDE è il debugger utilizzabile sull'HP
Server V2500. È un debugger di tipo simbolico,
che può essere usato con interfaccia grafica o in
modalità "a linea". L'ambiente di lavoro è
personalizzabile. Si ha completa visibilità del
sorgente e dell'esecuzione. Su questo
programma ci si dilungherà un pò perché i
programmatori che  hanno usato il debugger
sull'HP Exemplar troveranno qualche difficoltà,
ma solo all'inizio, ad abituarsi al nuovo
strumento.
HP/DDE si esegue trasmettendo il comando:
dde o 'dde - nw '
per lavorare in modalità a linea da ambiente di
lavoro grafico.
Si consiglia di iniziare l'apprendimento di HP
DDE seguendo l'esempio del "Tutorial on-line".
Per consultare il Tutorial on-line è necessario
innanzitutto aprire HP DDE in ambiente
grafico; quindi si apre Help ed infine Tutorial.
Si copia quindi in un direttorio di lavoro  il
programma esempio lì indicato, disponibile sia
in linguaggio C che Fortran. Ad esempio:
cp /opt/langtools/dde/examples/average.c ./
Nella finestra "Debugger Input" trasmettere
pwd per scoprire se si è nel direttorio corretto;
eventualmente cambiare direttorio.
Sempre nella finestra "Debugger Input" si
possono dare i comandi al debugger, ma anche i
comandi del sistema operativo, facendoli
precedere da 'sh' . Si può cosi trasmettere ad
esempio il comando di compilazione:
sh cc -g -Aa average.c
Per iniziare la sessione di debug, occorre
dapprima caricare l'eseguibile. Per questo si
possono attivare i menù File e Load
Executable.… Chi ha difficoltà ad usare HP
DDE in modalità grafica, può dare il comando:
debug a.out
Questo comando, di tipo a linea, può essere dato
anche se si lavora in modalità grafica. In questo
caso deve essere trasmesso dalla finestra
"Debugger Input".
Nella finestra centrale, chiamata "Source File
Area", viene visualizzato il sorgente e nella
finestra sulla sinistra, chiamata "Annotation
Margin" viene visualizzata la numerazione
delle linee di codice.
In questa finestra la freccia indica la posizione
"PC": significa che quella riga corrisponde alla
prossima istruzione che verrà eseguita.
HP DDE inserisce automaticamente nel
programma due punti di fermo (breakpoint):
uno all'inizio del programma, l'altro alla fine. In
modalità grafica si possono aggiungere quanti
fermi si vogliono semplicemente facendo
scorrere il codice sorgente e premendo il tasto
sinistro del mouse sull'area di annotazione
corrispondente alla riga. Viceversa premendo
un'altra volta si toglie il fermo. In modalità a
linea si aggiungono i punti di fermo con il
comando:
breakpoint n_riga
Il comando:
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list breakpoints
ritorna l'elenco dei fermi definiti, da cui si può
vedere il numero corrispondente al fermo da
eliminare con il comando:
delete breakpoints -number numero
I messaggi del debugger compaiono nella
"Debugger Output Area".
Volendo si può visualizzare il codice assembler
relativo al programma che si sta esaminando: si
deve allora attivare il menù Show e  quindi
Assembly Instructions....
Per iniziare l'esecuzione del programma
premere sul bottone "Continue".
L'output del programma appare nell'ultima
finestra in basso, chiamata "User Program I/O
Area".
Occorre fare attenzione perchè se lo schermo
non è abbastanza grande, la finestra è nascosta
ed occorre visualizzarla agendo sul piccolo
cursore visibile sulla destra in basso.
È possibile far ripartire da capo un'esecuzione
attivando i menù File e Rerun. In modalità a
linea il comando è:
restart [-args ...] ).
Per inserire un fermo alla prima istruzione di
una procedura si può cercare la riga di codice
corrispondente e cliccare sull'area annotazione o
dare il comando:
breakpoint procedura
Quando l'esecuzione è ferma in una procedura è
possibile listare il valore degli argomenti con il
comando:
args [ procedura ]
Ad esempio, il comando 'tb'  ritorna:
dde> tb
main(5):   Stopped at: \\average\sum\16
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`main(4):   Called from:
\\average\print_average\30 (00002A58)
`main(3):   Called from: \\average\main\45
(00002AEC)
`main(2):   Called from: _start+00a0
(7AEEFBDC)
`main:      Called from: $START$+0198
(00001C00)
mostrando che ci si è posizionati nella
procedura sum, richiamata dalla procedura
print_average . Il comando 'args'  ritorna il
valore degli argomenti della procedura sum,
mentre il comando 'args print_average'
ritorna il valore degli argomenti della procedura
'print_average'  (incidentalmente sono gli
stessi).
dde> args
list: 40001100
low: 0
high: 6
dde> args print_average
list: 40001100
low: 0
high: 6
Il comando 'args main'  ritorna che non ci
sono argomenti.
Tuttavia, avremmo potuto usare il comando:
tb _-args
per avere contemporaneamente la storia delle
chiamate e i valori degli argomenti di ogni
procedura.
Nell'esecuzione del programma è possibile
avanzare di un'istruzione simbolica (riga di
codice) alla volta con il comando 'step'  o
attivando il bottone "Step". Se l'istruzione è una
chiamata ad una procedura, il comando 'step'
ferma l'esecuzione alla prima istruzione
simbolica della procedura. Per evitare questo si
può dare il comando:
step -over
o attivare il bottone "Step Over".
Comunque, dall'interno di una procedura si può
eseguire la procedura stessa fino a ritornare
alla procedura chiamante  con il comando:
go -return
o attivando il bottone "Continue Out". Occorrerà
dare poi 'step'  per completare l'istruzione di
chiamata alla procedura.
Esiste anche il comando:
step -instruction
che permette di eseguire un'istruzione
assembler alla volta, ma sarebbe necessario
aprire la finestra "Assembly Display" per vedere
a quale istruzione l'esecuzione si ferma.
Può risultare comodo associare il tasto
"Carriage Return" al comando 'step -over'
con il comando:
alias `cr step -over
(fare attenzione al contro-apice o accento grave).
Per visualizzare il valore di una variabile si può
usare il comando:
print variabile
dove al posto di variabile si può scrivere
un'espressione qualunque. Con questo comando
è possibile anche cambiare il nome di una
variabile, scrivendone l'espressione.
Ad esempio:
print num_elements = high - low + 1
Lavorando con l'interfaccia grafica invece si può
evidenziare l'espressione da valutare
"cliccandoci sopra" con il tasto sinistro del
mouse oppure scrivendola nella finestra di
input "( ):" e attivando il tasto  "Print()".
Per accedere al valore di una variabile al di
fuori della regione attiva è necessario usare il
nome "assoluto" della variabile, ovvero il suo
nome e la procedura nella quale compare. Ad
esempio, dal main si può accedere a
print_average\num_elements , che è
l'istanza della variabile num_elements nella
procedura print_average .
Per individuare il valore che assume una
variabile nel momento in cui questo cambia si
deve:
1. far ripartire il programma attivando i menù
"File" e "Rerun" o trasmettendo il comando
'restart'
2. scrivere il nome della variabile nella
finestra '( ):' e attivare "Watch -> Set at
Statement ():", oppure trasmettere il comando
'watchpoint variabile '
3. attivando il tasto "Continue" ripetutamente
si seguono i cambiamenti di valore della
variabile nel corso dell'esecuzione (oppure
dare il comando 'go'  ripetutamente).
Una volta capito dove il programma dev'essere
corretto si può usare l'editor per modificare il
sorgente. L'editor è definito con l'alias 'editf' .
per sapere qual'è il default basta trasmettere il
comando:
list alias editf
che all'inizio darà:
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alias editf(file) sh /usr/bin/X11/xterm -e
/usr/bin/vi file &
Lo stesso comando può essere usato per
cambiare il default, sia all'interno della sessione
di lavoro, sia nel file di configurazione
(.dderc ). Quindi per aprire l'editor da una
sessione grafica di HP DDE basta attivare i
menù "File" e "Edit Current Source". Dopo aver
salvato le correzioni è necessario ricompilare e
rilanciare l'esecuzione. Tuttavia prima di fare
questo è necessario "liberare" l'eseguibile.
Questo va fatto attivando i menù "File" e
"Unload Executable". Si può quindi ricompilare
il programma con il comando:
sh cc -g -Aa average.c
e ricaricare l'eseguibile attivando i menù "File"
e "Load Executable", oppure con il comando
debug eseguibile  argomenti  …
Si termina la sessione di debug con il comando
'quit' .
Queste poche righe dovrebbero comunque
essere sufficienti ad iniziare a lavorare con
questo strumento abbastanza intuitivo benchè
un pò differente dal CXdb col quale i nostri
utenti erano abituati a lavorare. Per poter
lavorare al meglio con HP DDE è necessario
sapere però come configurare il programma.
Questo non è qualcosa che può essere utile solo
a chi ha esigenze particolari, ma è
indispensabile per poter usare al meglio HP
DDE.
Personalizzazione
L'HP DDE al momento della sua attivazione
interpreta una serie di file di configurazione
(start-up files) che permettono di preparare
l'ambiente in accordo con le caratteristiche della
macchina utilizzata e delle esigenze dell'utente.
I file di configurazione interpretati, in ordine di
esecuzione, sono:
1. User interface manager startup file
2. Personal startup file
3. Target manager startup file
I file di configurazione User interface manager
contengono le definizioni delle macro e degli
alias, così come la configurazione
dell'interfaccia grafica. Queste definizioni
possono essere cambiate nel file di
configurazione personale.
I file di configurazione di questo tipo si trovano
nel direttorio /opt/langtools/dde/ui/nls/C/
e hanno nome:
ui_gui.startup
configurazione dell'interfaccia grafica
ui_gui_after_debug.startup
comandi da eseguire all'uscita dal debugger
ui_line.startup
configurazione dell'interfaccia a linea.
Il file di configurazione personale contiene i
comandi di personalizzazione dell'utente, da
eseguirsi quando si attiva il debugger. Questo
file deve chiamarsi .dderc  e deve essere messo
o nel direttorio di lavoro, o nella HOME. Però solo
uno di questi file viene interpretato, avendo la
precedenza quello nel direttorio di lavoro.
Nel direttorio /opt/langtools/dde/contrib  ci
sono alcuni file di configurazione campione e
precisamente:
dderc_hints
Esempi di macro specializzate
dderc_abbrev
Abbreviazioni di comandi DDE
dderc_xdb
Alias che traducono comandi xdb in comandi
DDE
dbx_macros
Macro che simulano comandi dbx
dderc_threads
Alias utili per lavorare con i thread.
Questi file possono essere copiati nel .dderc
personale oppure essere eseguiti all'interno di
una sessione di debug trasmettendo
<_/opt/langtools/dde/contrib/ nome_file
In ogni caso è necessario interpretare prima il
file dderc_hints , poi dderc_abbrev .
Esempi dal file dderc_hints :
alias savedata(file) [.list property >file]; \
 [.list breakpoints >>file]; \
 [.list traces >>file];  \
 [.list intercepts >>file]; \
.print -language c "DDE session data
saved in file"
Questo alias definisce il comando 'savedata' ,
che richiede come parametro il nome di un file.
Il comando verrà espanso nella serie di comandi
'list'  specificati. Il punto che precede i
comandi 'list'  e 'print'  serve ad evitare
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che la stringa sia espansa dall'interprete;
questo evita il rischio di una regressione
all'infinito nella interpretazione del comando.
Il parametro '-language c'  del comando
'print'  serve a presentare il testo nella
sintassi del linguaggio C. Anche 'fortran'
potrebbe essere usato. Se il linguaggio non
viene indicato è usato quello dell'eseguibile
caricato.
alias leave savedata(./.ddebre); .quit
Questo alias permette di terminare la sessione
di debug memorizzando nel file specificato i dati
utili ad uno studio succcessivo. Volendo si può
sostituire 'leave' con 'quit'.
alias ll \
 [.list blocks -full `env >/tmp/dde.blocks]; \
 [.shell sed >/tmp/dde.locals -n -e 's/^
*symbol /print/p' /tmp/dde.blocks]; \
.input -from /tmp/dde.locals; \
.shell rm -f /tmp/dde.blocks /tmp/dde.locals
Questo alias definisce il comando 'll'  in modo
che venga stampato il valore di ogni variabile
della regione attiva. A questo scopo viene
utilizzato il comando:
list blocks -full `env
che elenca tutte le variabili della sola regione
attiva (perchè compare `env). Il file con questo
elenco viene quindi modificato dall'editor di
linea in modo da applicare il comando 'print'
ad ogni variabile elencata. Il file cosi ottenuto è
interpretato dal debugger con il comando
'input -from' . Al termine i file utilizzati
vengono rimossi perchè non più utili.
Esempi dal file dderc_abbrev :
    define -v -verbose
    define -s -silent
    define -i -input
    define -o -output
    define -e -errors
Vengono definite abbreviazioni per le opzioni
più frequenti dei comandi DDE. In questo caso
si usa il comando 'define'  anzichè 'alias',
in quanto i sinonimi definiti con 'alias'  sono
espansi solo se compaiono all'inizio della riga.
Viceversa i sinonimi definiti con 'define'
vengono espansi anche se compaiono in mezzo
alla riga.
    alias al[ias]       .alias
    alias b[reakpoint]  .breakpoint
    alias d[ump]        .dump
    alias l[ist]        .list
    alias la            .list aliases
    alias lb            .list breakpoints
Questi alias definiscono abbreviazioni per
alcuni dei comandi DDE più usati. Notare l'uso
delle parentesi quadre e del punto.
alias Dh( addr) dump -from addr -bits 256 -hex
alias Dd( addr) dump -from addr -bits 256 -
decimal
alias Da( addr) dump -from addr -bits 256 -
character
Questi alias sono utili per visualizzare, in
formati diversi, il contenuto dei 256 indirizzi
successivi alla locazione addr .
alias pbuf( addr1, addr2) dump -from addr1 -to
addr2 -bits 256 -char -columns 1
Questo alias visualizza, su una colonna, il
contenuto degli indirizzi di memoria specificati
L'ultimo tipo di file di configurazione viene
chiamato "Target manager". Questo file
contiene definizioni di macro specifiche della
macchina con la quale si lavora.
Il debugger reinterpreta questo file prima di
iniziare la sessione di debug e tutte le volte che
si trasmette il comando debug.
Analisi delle prestazioni
In ambiente HP-UX sono disponibili i comandi
prof  e gprof , che tutti gli utenti Unix
conoscono. Questi strumenti permettono di
valutare l'efficienza del programma e delle
singole procedure nella loro globalità e
limitatamente al tempo di calcolo e sono
accessibili generando l'eseguibile con le opzioni
di compilazione -p  (o +prof ) e -G (o +gprof )
rispettivamente.
Tuttavia gli sviluppatori di codici di calcolo
scientifico hanno la necessità di conoscere più in
dettaglio il comportamento del programma.
CXperf è lo strumento che permette, in
ambiente HP-UX, di analizzare l'esecuzione di
programmi C, C++, Fortran 90, misurando
tempo solare, tempo di CPU, accessi alla
memoria, memory latency, sia per le procedure
nella loro globalità, sia per i cicli iterativi,
magari parallelizzati, di cui sono composte. Ha
un'interfaccia grafica che presenta graficamente
i risultati.
È possibile anche analizzare le prestazioni di
programmi che utilizzano le librerie per il
calcolo parallelo MPI o PVM. In questo caso è
necessario però, al termine dell'esecuzione,
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usare il comando cxmerge per raccogliere i dati
di tutti i processi in un unico file (man
cxmerge).
Cxperf può essere usato in modalità grafica, in
modalità TTY, in modalità batch.
L'utilizzo di questo strumento richiede un
processo in quattro fasi:
1. compilazione con apposite opzioni
2. "strumentazione" dell'eseguibile
3. esecuzione
4. presentazione dei dati.
1 - Compilazione
Per utilizzare Cxperf è necessario compilare il
programma con le opzioni, mutuamente
esclusive:
+pa per raccogliere le informazioni
prestazionali relative alle singole
procedure
+pal per raccogliere i dati relativi ai singoli
loop.
Qualora non serva esaminare l'intero
programma, si dovranno compilare con l'opzione
di profiling i moduli interessanti, tutti gli altri
senza l'opzione di profiling. Alla fine si genera
l'eseguibile con l'opzione di profiling.
2 - Strumentazione
Questa operazione viene fatta usando CXperf. È
possibile selezionare e deselezionare le singole
procedure ed indicare quale tipo di dati
dev'essere raccolto.
3 - Esecuzione
Se l'eseguibile è stato preparato secondo i passi
precedenti, durante l'esecuzione viene generato
un file di estensione .pdf , che contiene i dati
relativi alle informazioni che si richiedono.
4 - Presentazione dei dati
Al termine dell'esecuzione si può finalmente
richiedere la presentazione dei dati raccolti. Se
si usa l'interfaccia grafica, i dati prestazionali
possono essere visualizzati con grafici in 2 o 3
dimensioni, la qual cosa presenta dei vantaggi
se il programma è complesso o per preparare
materiale illustrativo. Viceversa vengono
prodotte semplici tabelle con l'elenco delle
procedure o dei loop monitorati e i dati ad essi
relativi.
Interfaccia grafica
L'uso di CXperf in modalità grafica è
abbastanza semplice, ma ovviamente richiede la
possibilità di avere buoni collegamenti con la
macchina.
Il programma da analizzare dev'essere
compilato con le opzioni già viste ed il
programma CXperf può essere attivato
semplicemente con il comando:
cxperf &
In questo caso nella parte centrale della prima
finestra è riassunto come compilare un
programma per poterlo analizzare con CXperf,
nell'assunzione che l'utente non sappia ancora
generare un eseguibile predisposto per l'analisi.
In basso compare invece il bottone "Browse",
che permette di indicare l'eseguibile da
analizzare. Nell'angolo inferiore destro compare
il bottone "Next" che permette, ad ogni finestra,
di passare alla fase successiva.
La finestra seguente, o la prima finestra se
l'eseguibile era stato già indicato lanciando
CXperf con la sintassi:
cxperf eseguibile  &
permette di selezionare o deselezionare
procedure, loop, ed il tipo di dati da raccogliere.
In ogni caso è possibile selezionare solo le parti
di codice ed il tipo di dati corrispondenti alle
opzioni di compilazione usate ed ai moduli di
programma compilati con esse.
La finestra successiva permette di lanciare
l'esecuzione del programma, eventualmente
specificando prima i parametri da sottomettere
al programma. In ogni caso viene aperta una
nuova finestra, che permette di dialogare con il
programma in esecuzione.
Al termine dell'esecuzione viene visualizzata la
finestra di presentazione dei dati che permette,
usando vari bottoni, di scegliere il tipo di
presentazione desiderato.
Interfaccia TTY
Questa modalità dev'essere preferita,
soprattutto se si utilizzano connessioni alla
macchina poco veloci. I passi necessari per
ottenere le informazioni richieste sono quelli
descritti per la modalità grafica, ma anziché
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comunicare con il programma tramite bottoni e
finestre si usano semplici comandi di linea.
Per lavorare in questa modalità occorre lanciare
CXperf o da un terminale non grafico oppure
con l'opzione -nw. Esempio:
cxperf -nw eseguibile
Si selezionano le parti del programma da
monitorare con il comando 'select ' ed il tipo di
dati da raccogliere con il comando 'collect '.
Si esegue il programma con il comando 'run '.
Al termine dell'esecuzione il file di nome
eseguibile .pdf  contiene tutti i dati
interessanti, che possono essere visualizzati con
il comando 'analyze '.
Interfaccia batch
CXperf può essere anche eseguito interpretando
un insieme di comandi preparati in precedenza
e memorizzati in un file, che viene interpretato
se si usa l'opzione '-x file '. In questo caso
CXperf non và in modalità grafica e può anche
essere lanciato da una procedura batch. Non ci
si dimentichi però di fornire al programma da
analizzare tutti i parametri ed i dati di cui
necessita per l'esecuzione (vedi i dettagli del
comando run ).
È utile tenere presente alcune limitazioni di
CXperf, presentate nella "man page". Le più
rilevanti sono:
l'opzione di compilazione +pa è incompatibile
con le opzioni di ottimizzazione +O4 e +Oall
l'opzione di compilazione +pal è compatibile
con le sole opzioni di ottimizzazione +O2 e +O3
i processi generati da fork()  ed exec()  non
possono essere analizzati
Comandi CXperf
select
Il comando select   ammette la sintassi:
select all proc1 proc2 …
tutte le regioni nelle procedure indicate
select routine all
tutte le procedure
select loop all
tutti i loop
select pregion all
tutti i loop paralleli
select shared_ library all
tutte le shared library
Il comando è comunque ben più complesso di
quanto mostrato in questi esempi e permette di
selezionare le singole regioni del programma
che interessano. La descrizione completa si ha
con il comando:
help select
collect
Questo comando permette di scegliere il tipo di
dati che interessano per analizzare le
prestazioni del programma. Ammette la
sintassi:
collect [call_graph] [counts] [cpu]
[wall_clock] [events]
I parametri che si possono dare al comando
sono abbastanza esplicativi dei tipi di dati che
possono essere raccolti. Il parametro 'events ' si
riferisce agli eventi scelti con il comando 'set
events'.
set events evento
Il comando set events permette di specificare gli
eventi da contare. Questi possono essere:
data_cache
cache misses, latenza, istruzioni
tlb_misses
Translation Lookaside Buffer misses
Memory
Memory Events
Process
Process Events
run
Questo comando lancia l'esecuzione del
programma da analizzare. Ammette come
parametri gli argomenti da passare al
programma e permette di ridirigere lo standard
input e/o lo standard output:
run [ parametri …  [< input ] [> output ] ]
analyze
I dati raccolti durante l'esecuzione del
programma possono essere selezionati
opportunamente e presentati in vario modo con
questo comando, che ha la sintassi:
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analyze [ dati ] [ regione ]
[ procedura _…] [ ridirezione I/O ]
I parametri possono avere i valori seguenti:
dati - call_graph, counts, cpu, wall_clock,
events
regione - routine, loop, pregion
con i significati già spiegati per gli altri
comandi.
MLIB Mathematical Library
Si vuole completare questa breve presentazione
degli strumenti di sviluppo in HP-UX
accennando all'uso della libreria MLIB.
Questa libreria è particolarmente ottimizzata
per i server HP. È costituita dalle routine
Fortran di 2 librerie distinte: LAPACK e
VECLIB. La libreria MLIB contiene quindi le
routine BLAS dei livelli 1-3, LAPACK, FFT,
solutori di algebra lineare, convoluzioni.
Per utilizzare la libreria LAPACK (man 3m
lapack  per la documentazione) da Fortran
conviene aggiungere l'opzione '-llapack'  nel
comando di compilazione. Per utilizzare la
libreria da C conviene usare le opzioni di
compilazione  '-llapack -lcl'.
Per utilizzare la libreria VECLIB (man 3m
lapack  per la documentazione) da Fortran
conviene aggiungere l'opzione '-lveclib'  nel
comando di compilazione. Per utilizzare la
libreria da C conviene usare le opzioni di
compilazione  '- lveclib -lcl '.
Per utilizzare la versione parallela di entrambe
le librerie è necessario specificare le opzioni di
compilazione '+O3 +Oparallel ' e definire
opportunamente la variabile d'ambiente
MLIB_NUMBER_OF_THREADS, con il numero di
processi paralleli che si vogliono utilizzare.
Le librerie sono entrambe rientranti, perciò le
routine possono essere tranquillamente
utilizzate in loop paralleli, per ottenere un
livello di parallelismo a grana maggiore,
potenzialmente più efficiente.
Documentazione
"HP/DDE Debugger User's Guide"
"HP/DDE Debugger Reference"
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