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INTRODUCTION 
Le modèle d'accès est un modèle de bases de données qui a été défini 
par les chercheurs del 'équipe Grands Fichiers, del 'Institut d'Informatique . 
. Ceux-ci ont également défini un langage de manipulation de données (DML) as-
socié à ce modèle et terminent son implémentation . 
Nous décrivons, dans ce mémoire, un langage de définition de données 
(DDL), complémentaire du précédent, et nous en étudions l'implémentation. 
Celle-ci a été réalisée, au moyen du DML, dans le but principal de confron-
ter le modèle d'accès et son DML à un problème réel . Cette utilisation du 
modèle d'accès est assez particulière et relativement éloignée des applica-
tions pour lesquelles il a été conçu au départ. Elle offre certains avanta-
ges du point de vue de la portabilité, mais nous ne nous sommes pas attachés 
à développer ce point. 
En réalité, l'implémentation du DOL ne peut se concevoir que dans le 
cadre global del 'implémentation du modèle d'accès . C'est la raison pour 
laquelle ce travail comporte quatre parties toutes nécessaires à la compré-
hension del 'ensemble. 
Dans la première partie, nous donnons une définition du modêle d'accès, 
nous précisons la signification du titre "implémentation du modèle d'accès 
par lui-même" et nous introduisons la notion de métaschéma sémantique. 
La deuxième partie décrit une représentation des types de données du 
modèle d'accès dans ~n système cible : SESAM. 
La réalisation du DOL grâce au modèle d'accès implique d'utiliser éga-
lement ce dernier pour réaliser le DML. C'est pourquoi, dans la troisième 
partie, nous exprimons, en termes du modèle d'accès, les informations néces-
saires au compilateur du DML. Celles-ci constituent le métaschéma complet. 
Enfin, la quatrième partie contient la définition du DOL et un exposé 
détaillé de son implémentation. 
PREMIÈRE PARTIE LE MODÈLE D'ACCÈS 
INTRODUCTION 
Dans un langage de programmation, on distingue généralement, d'une part, les 
types de données et les actions primitives agissant sur ces types de données et, 
d'autre part, les mécanismes permettant dè combiner les primitives pour obtenir 
des algorithmes complexes (affectation, instructions conditionnelles, etc.). 
La plupart du temps, lorsque l'on parle de langage de base de données, on ne 
s'intéresse qu'à la première partie, la seule qui soit propre aux bases de données 
c'est-à-dire les types de données et les actions primitives. Pour combiner les pri­
mitives, on utilisera les mécanismes d'un langage hôte, par exemple, le COBOL 
(codasyl). 
Un langage de base de données de ce type se décompose en deux parties : 
- le langage de définition de données (DDL) permet de définir lestypes de données,
l'ensemble de ces types constituant le schéma de la base de données;
- le langage de manipulation de données (DML) est formé d'un ensemble de primitives
agissant sur les types définis par le DOL.
Alors que les types de données sont définis en fonction du problème, les primi­
tives de manipulation sont définies une fois pour toutes. En fait, il existe une 
classification des types de données quel 'on peut définir et les primitives sont 
définies par rapport à ces classes. 
Le modèle d'accès, tel qu'il a été défini par l'équipe Grands Fichiers des 
F.N.D.P., n'est pas à proprement parler un langage comme ceux dont nous venons de 
parler. Il définit un certain nombre de concepts sans préciser un formalisme (lan­
gage) nécessaire a leur implémentation sur machine. 
2. 
Toutefois, le fait qu'il existe bien des concepts ayant exactement les 
propriétés que nous allons énumérer est un postulat que nous validerons, 
"dans les faits", en réalisant une implémentation du modèle ce qui nécessitera 
la définition d'un DOL et d'un DML. 
Dans ce chapitre, nous définirons donc les éléments du modèle d'accès et, 
dans les chapitres ultérieurs, nous présenterons un DOL et un DML dont la séman-
tique sera fixée par une correspondance entre les phrases du langage et les con-
cepts du modèle. 
Pouruneprésentation plus intuitive du modèle d ' accès, faisant davantage 
référence aux situations réelles qu'il est sensé représenter, on se reportera 
aux différents documents del 'équipe Grands Fichiers. Notre but est de donner 
ici une définition rigoureuse et concise du modèle de façon à faciliter la défi-
nition de la sémantique des langages associés et l'étude de leur implémentation . 
• 
3. 
CHAPITRE I LES CONCEPTS DU MODELE D'ACCES 
J. Les types de données 
Les types de données du modèle d'accès se réparti ssent en deux classes prin-
cipales celle des objets et celle des relations. Le schéma d'une base de 
données est l'ensemble des types de données qu'e l le contient. Il comprend un 
objet racine et un nombre fini d'objets complexes, d'objets élémentaires et 
de relations. La première action relative à une base de données est la défi-
nition de son schéma. 
1.1. Lu objw 
La classe des objets se décompose en trois sous-classes 
objets complexes et les objets élémentaires (t) 
1.1.1. Racine_fORl 
1 'objet racine, les 
La racine (ou objet racine) est un type de données très particulier qui pos-
sède une seule réalisation existant à priori (c'est-à-dire dès la définition 
du schéma). 
1.1.2. Objets_com~lexes_fOCl 
Un objet complexe est un type de données n'ayant aucune réalisation à priori. 
Ces réalisations seront créées puis pourront être supprimées grâce aux primi-
tives que nous définirons en (3.2.); elles sont discernables. 
1.1.3. Objets_élémentaires_fOEl 
Un objet élémentaire est un type de données dont les réalisations sont des 
valeurs, c'est-à-dire des chaînes finies de caractères. L'ensemble de valeurs 
d'un objet élémentaire est défini à priori et une fois pour toutes. Cet en-
semble peut être défini de deux façons principales qui déterminent deux caté-
gories d'objets élémentaires. 
(i) Toutes les règles et définitions données dans la suite de ce chapitre, sont 
relatives à des types de données d'un même schéma, sauf mention explicite du 
contraire. 
4. 
Le domaine de valeurs d'un objet Uémentahte -0.unple est défi ni par une 
règle qui détermine un ensemble de chaînes f i nies de caractères sans 
aucune référence à un autre type de données du modèle d'accès (la façon 
exacte dont cette règ l e pourra être formulée devra être préci sée lors de 
la définition du DOL). 
Le domaine de valeurs d'un objet élémentahte eompo-0é est défini par 
un ensemble ordonné d'objets élémentaires distincts du premier, nantis 
chacun d' un nombre entier positif. 
Si {OE1 < OE2 < ... < OEn} est cet ensemble ordonné d'objets élémentaires, 
et (i 1 , i 2 , ... in), la liste des nombres associés, 
une valeur de 1 'objet élémentaire composé est formée de la concaténation 
de i 1 valeurs de OE1, i 2 valeurs de OE 2, ... , in valeurs de OEn' non néces-
sairement distinctes, prises dans cet ordre. 
Les OEi sont appelés objw o..t;tJubut6 de l'objet élémentaire composé. 
Appelons, de plus, d~eendant d'un objet élémentahte, soit un attribut 
de cet objet, soit un descendant d'un tel attribut. La règle suivante assure 
que toute valeur d'obj et élémentaire sera une cha îne finie de caractères : 
un objet élémentaire ne peut pas être descendant de lui-même. 
Une relation est un type de données associé à un couple d'objets appelés 
origine et cible de la relation . Une relation ne possède pas d'occurrence 
à priori ~. Celles -c i seront créées, puis pourront être modifiées ou sup-
primées grâce aux primitives que nous définirons en (3.2 et 3.3). 
Une occurrence de relation est associée à un couple de réalisations 
de l' origine et de la cible de la rel ation, appelées origine et cible de 
i Il n'y a évidemment aucune différence entre une réalisation et une occurrence 
d'un type de données. Nous réserverons le premier terme aux objets et le 
second aux relations dans le but de clarifier l'exposé. 
5. 
l'occurrence. De plus, deux occurrences d'une même re l ation sont toujours 
associées à deux couples distincts de réalisations et sont donc discernables. 
A toute relation est associée un quadruplet i-j, k-1 de nombres entiers 
ou infinis qui détermine la règle suivante 
toute réalisation de 1 'objet origine est origine d'au moins i et d'au 
plus j occurrences de la relation; 
toute réalisation de l'objet cible est cible d'au moins k et d'au plus 
1 occurrences de la relation. 
(En conséquence : i ~jet k ~ 1). 
Deux relations peuvent être liées par la règle ci-dessous, elles sont 
alors dites inverses : la cible del 'une est origine del 'autre et récipro-
quement; de plus, si une occurrence del 'une de ces relations est associée 
à un couple (a,b) de réalisations, alors, il existe une occurrence de l'au-
tre relation, appelée occurrence inverse, qui est associée au couple (b,a)i. 
Une relation possède, au plus, une inverse. 
~~~~rg~~~ en vertu de la règle ci-dessus, si une relation est caractérisée 
par un quadruplet i-j,k-1, son inverse est caractérisée par k-1, 
i-j. Une relation peut être sa propre inverse : dans ce cas, elle 
est dite symétrique. 
2. Classification des relations - Règles de cohérence 
On peut grouper les relations en classes suivant celles del 'origine et 
de la cible. A chacune de ces classes correspondent des restrictions sur 
1 'existence des relations. Parmi celles-ci, on trouve un certain nombre 
de règles de cohérence qui assurent la validité des actions primitives et 
d'autres qui ont été ajoutées lors de la première implémentation du modèle. 
~ Dans la suite, nous parlerons par abus de langage, de 1 'occurrence (a,b) 
au lieu de l'occurrence associée à (a,b). 
6. 
2. 1. Re..f.a;t,i,on..6 a.ya.n:t poWt oJu.,gin.e. la. Julune. e.t poWt uble. un obje.t c.omp.le.xe 
(OR -+ OC) 
Tout objet complexe est cible d'au plus une relation, issue de la racine, 
de quadruplet 0-00 , 1-1. Cette re l ation n'a pas d'inverse. 
2.2. Re..f.a;t,i,on..6 e.n:t.Jr.e. obje.:tl.i c.omp.le.xu (OC-+ OC) 
Le quadruplet i-j, k-1 d'une relation entre objets complexes satisfait aux 
çonditions suivantes : 
- i = 0 ou k = 0, 
- i, k E :k'J, 
-j, l elN+U {oo}. 
La règle qui suit est, en quelque sorte, une généralisation de la précédente. 
Elle assure quel 'on pourra créer des réalisations de tout objet complexe. 
Etant donnés n+l objets complexes 
et n+l relations 
oo,01' ... ,on 
R ,R1, .. . ,R tels que o n 
- ou bien O est origine de R, 
a a 
Oa+l(mod n+l) est cible de Ra' 
R possède le quadruplet i -j ,k -1 ; 
a a a a a 
- ou bien 0 est cible de R, 
a a 
Oa+l(mod n+l) est origine de Ra' 
R possède le quadruplet k -1 ,i -j {a= 0, ... ,n); 
a a a a a 
il existe 8,y tels que O ~ 8, y~ net i = k = O. 8 y 
2.3. Re..f.a;t,i,on..6 d'un obje.t c.omple.xe. ve.M un obje.t é..lé.me.ntahte. (OC-+ OE) 
Tout objet élémentaire est 
- soit attribut d'un et un seul autre objet élémentaire 
- soit cible d'une relati on issue d'un objet complexe. 
Dans ce dernier cas, la relation est caractérisée par un quadruplet 
i-j,0-1 et satisfait à 1 'un des trois groupes de conditions suivants 
(1) - i = 0 ou 1 ; 
- 1 ~ j < 00 
-l=oo; 
- la relation n'a pas d'inverse. 
(2) - i = 0 ou 1 
- j = 1 
- l = 00 
la relation possède une inverse. 
(3) - i = j = l = 1 ; 
la relation possède une inverse. 
Z.4. Rei.a.,û,on.6 d'un objet élémen:ta.br.e ve.JtJ.> un objet ~omplexe (OE + OC) 
Toute relation de ce type est inverse d'une relation de la catégorie 
précédente. 
7. 
~~~~rg~~ : Enfin, il n'existe pas de re lation ayant pour cible la racine 
ni de relation de la racine vers un objet élémentaire. 
3. Les actions primitives 
Il existe cinq actions primitives agissant sur les types de données du 
modèle d'accès . 
8. 
Cette primitive qui permet la 11 recherche de l 1 information 11 est à 
1 'origine du nom du modèle. Elle explique aussi 1 'utilisation de la ter-
minologie 11 relation d'accès" pour les relations du modèle d'accès. 
Etant données une relation et une réalisation ode son origine, la 
primitive d'accès fournit pour résultat l'ensemble ordonné des réali~ations 
cibles des occurrences de la relation, ayant o pour origine. Cet ordre 
peut être défini. à priori (c'est-à-dire associé à la relation) ou au .moment 
del 'exécution de la primitive d'accès. Nous ne le préciserons pas davanta-
ge ici . 
B~l_!l~!:9~ê~ 
- On voit que la primitive d'accès fait jouer un rôle différent à 1 'origine 
et à la cible. C'est pour cette raison que 1 'on a défini la notion de re-
lation inverse. 
Les réalisations que l'on peut connaître à priori, de façon à réaliser une 
première application de la primitive d'accès, sont 
la réalisation de l a racine (qui est uni que); 
les valeurs d'objets élémentaires. 
Dans ce paragraphe et dans le suivant, nous utiliserons quatre actions 
élémentaires dont la signification est donnée ci-après. Ces actions ne sont 
pas des primitives du modèle car elles n'en respectent pas les règles de co-
hérence. Elles servent uniquement à la définition des primitives et n'ont pas 
de sens en dehors de ces définitions. 
9. 
Voici la définition de ces actions 
- création d'une réalisation d'un objet complexe : une nouvelle réalisation 
de 1 'objet est créée; elle n'est ni origine, ni cible d'aucune occurrence 
de relation; 
suppression d'une réalisation d' un objet complexe : on supprime une réali-
sation d'objet qui n'est plus ni origine ni cible d'aucune occurrence; 
- création d'une occurrence de re l ation : étant donné un couple de réalisa-
tions de l'origine et de la cible, qui n'est pas associé à une occurrence 
. 
de la relation; on crée une telle occurrence; 
- suppression d'une occurrence de relation : on supprime une occurrence de 
la relation associée à un couple de réalisations de l'origine et de la 
cible. 
De plus, dans ce paragraphe, nous considérerons un objet complexe 0, 
- origine d'un certain nombre de relations R1, ... ,Rm' de cibles c1, ... ,Cm, 
caractériséespar des quadruplets i -j ,k -1 (a= 1, ... ,m); a a a a 
- cible d'un certain nombre de relations Rm+1, ... ,Rn' d'origines Cm+l'"'''Cn, 
sans inverse,de quadruplets k -1 ,i -j (a= m+l, ... ,n), a a a a 
3.2.1. Primitive_de_créati on_d'une_réalisation_d'objet_comelexe 
Etant données i réalisations c1 , ... ,cia de chaque objet C , cibles a a a a 
chacune (ou origines) de moins de 1 occurrences de R , la. ptcJ.mi.ilve 
a a 
de cJtéation d'une ~éa,li,6ation, appliquée à l'objet 0, 
- crée une nouvelle réalisation ode l'objet O; 
- crée, pour chaque relation R (a= l, ... ,m), i occurrences d'ori-
. . 1 aia . . a g1ne o et de cibles c , ... ,c a1ns1 que les occurrences inverses 
a a 
si R possède une inverse; 
a 
- crée, pour chaque relation R (a= m+l, ... ,n), i 
a a 1 ia gines c , ... ,c et 
a a 
de cible o. 
occurrences d'ori-
On vérifiera aisément que cette primitive, comme les suivantes, respecte 
les règles associées aux i-j,k-1 et aux relations inverses. 
3.2.2. Primitive de suppression d'une réalisation d'objet complexe 
Etant donné une réalisation ode 0, 
- origine dei occurrences de R (a= l, ... ,m), 
a a 
- cible dei occurrences de R (a= m+l, ... ,n), 
a a 
.f..a. pturnlt,lve. de. 1.>u.ppll..e.J.i1.>ion. d' u.n.e. Jz..éa...Ul.>a:Uon, appliquée à o 
- supprime toutes les occurrences de relation dont o est origine ou 
cible; 
- supprime la réalisation o. 
3. 3. P,urnlt,i,vv., a.1.>1.>ouév., aux Jz..e.la:Uon.1.> 
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Soit une relation R d'origine 0 et de cible C caractérisée par le qua-
druplet i-j,k-1. 
3.3.1. Primitive_de_création_d'une_occurrence_de_relation 
Etant données 
- une réali!ation ode 0, orig i ne de moins de j occurrences de R, 
- une réalisation c de C, cible de moins del occurrences de R, 
le couple (o,c) n'étant pas associé à une occurrence de la relation, 
la p,urnlt,lve. de. cJtéa:Uon. d'u.n.e. oeeu.Jz..Jz..e.n.ee., appliquée à R 
- crée l'occurrence (o,c) de la relation R; 
- crée l'occurrence inverse si R possède une inverse. 
3.3.2. Primittve_de_su~~ression_d'une_occurrence_d~_relation 
Etant donnée une occurrence (o,c) de R telle que 
- o est origine de plus dei occurrences de R, 
- c est cible de plus de k occurrences de R, 
la ptum-i.;ti,ve. de. 1.>u.ppll..e.J.i1.>ion. d'u.n.e. oeeu.Jz..Jz..e.n.ee. , appliquée à (o,c) 
supprime cette occurrence et son i nverse si elle existe. 
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3.3.3. Primitive de modification d'une occurrence de relation 
Cette primitive s'applique uniquement aux relations telles que i ou 
k * O. Supposons, pour fixer les idées, que i * 0 ; on transposera 
aisément la définition au cas où k * 0 en permutant les termes "ori-
gine" et 11 cible 11 • 
Etant données, 
- une réalisation ode 0, origine dei occurrences de R, 
- une réalisation c1, cible d'une de ces occurrences, 
- une réalisation c2 de C, cible de moins de l occurrences de R et 
d'aucune occurrence d'origine o, 
la.. p!Um,i;t:.,é,ve de mocü6ieaü.on d' une oewJr.Jte.n.ee, appliquée à (o,c1) et 
à c2, 
- supprime l'occurrence (o,c1) de R et son inverse si elle existe; 
crée l'occurrence (o,c2) de R et son inverse, si R possède une in-
verse. 
4. Désignation des Objets et des Re l ations 
La façon de désigner un objet ou une relation est, à priori, sans 
importance et, au cours del 'exposé qui précède, nous les avons désignés 
en utilisant des notations semblables aux notations mathématiques. Ces 
notations ne font pas partie du adèle : on aurait pu en utiliser d'autres 
pour définir les mêmes notions . Toutefois, lorsque l'on définira des lan-
gages de programmation permettant de déclarer ou de manipuler les diffé-
rents éléments du modèle d'accès, il faudra se donner des règles précises 
permettant de désigner, sans ambiguïté, chaque objet et chaque relation. 
Ce sont ces modes de désignation que nous allons définir maintenant 
et que nous utiliserons le plus souvent par la suite. 
Nous utiliserons dans ce qui suit, le terme nom pour désigner toute 
chaîne finie de caractères alpha umériques, commençant par une lettre. 
Afin de désigner les objets et les relations, nous associerons 
un nom à tout objet et, éventue l lement, aux relations entre objets 
complexes. 
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Nous donnons maintenant un ensemble de règles que doivent vérifier 
ces noms et, ensuite, les modes valides de désignation. 
4. 1 . Règlv.i 11,el.,a;ti_vv., a.u.x nom.6 
4.1.l. Objet_racine 
Les racines de tous les schémas auxquels on s'intéresse ont des noms 
distincts. Les règles qui suivent sont relatives à un seul schéma . 
4.1.2. Objets_comrlexes 
Tous les objets complexes ont des noms distincts. 
4.1.3. Objets.é lémentaires 
Appelons dv.ieenda.nt d'un obje.t eomplexe, soit un objet élémentaire relié 
à cet objet complexe, soit un descendant d'un tel objet élémentaire. 
Appelons wte de dé-0ignati_on d'un obje.t Uémenta,,lJr.e,une liste (n1, ... ,na) 
telle que : 
- nl est le nom d'un objet complexe o1; 
le nom d'un descendant O. de O. 1 (i = 2, ... ,a); l l -- n. est l 
1 'objet élémentaire concerné. - 0 est 
a 
Appelons, enfin, wte -6.:tfude de dùignilion d'un obje.t ê..lémenta,,ur.e, 
la plus longue de ses listes de désignation. 
La règle suivante sur les noms d'objets élémentaires doit être vérifiée 
Etant donné un objet élémentaire, il n'existe aucun autre objet 
élémentaire ayant une liste de désignation égale à la liste 
stricte de désignation du premier. 
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4.1.4. Relations_entre_objets_comelexes 
Etant donnés deux objets complexes non nécessairement distincts, il 
existe, au plus, une relation sans nom ayant pour origine un de ces 
objets et pour cible l'autre. De plus, deux relations nommées de même 
origine et de même cible ont des noms distincts. 
4.2. Modv., de dê~.,i,gna.tion 
4.2.1. Objet_racine 
Un schéma et 1 'objet racine qu'il contient peuvent être désignés par 
le nom de ce dernier. 
Les modes de désignation suivants sont valables à 1 'intérieur d'un 
schéma. 
4.2.2. Objets_comelexes 
Un objet complexe peut être désigné par son nom. 
4.2.3. Objets_élémentaires 
Un objet élémentaire peut être désigné par sa liste stricte de désigna-
tion. Il peut aussi être désigné par toutes ses listes de désignation 
qui ne caractérisent pas, aussi, un autre objet élémentaire. 
4.2.4. Relations 
Les modes de désignation suivants sont valables à l'intérieur d'une 
classe de relations (OC+ OC, OC+ DE, etc.). 
- Une relation sans nom peut être désignée par le couple 
("nom de l 1origine 11 , 11 nom de la cible") 
- Une relation nommée peut être désignée par le triplet: 
("nom de l 'origine 11 , 11 nom de la relation 11 , 11 nom de la cible") 
que nous écri rons plutôt sous la forme 
"nom de la relation"r•nom de l'origine","nom de la cible"). 
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5. Graphe d'accès 
Etant donné un schéma de Base de données, dont les éléments sont 
nommés conformément aux règles ci-dessus, on définit un diagramme 
appelé "Graphe d' accès de la Base de données" et qui permet de "visua-
liser la structure du schéma". 
Ce diagramme est construit de la façon suivante : 
- à tout objet correspond un rectanglecontenant son nom. 
- à toute relation correspond une flèche reliant le rectangle de l'ori-
gine à celui de la cible. Si la relation est nommée, la flèche est 
interrompue par un ovale contenant le nom de la relation. 
- tout rectangle représentant un objet élémentaire, est origine d'une 
flèche vers chaque rectangle représentant un de ses attributs. 
Comme son nom l'indique, ce formalisme explicite les accès que l'on 
peut réaliser, "en suivant les flèches" . Bien qu'il ne décrive qu'incom-
plètement le schéma d'une Base de données, nous l'utiliserons souvent 
par la suite en l'accompagnant d'informations complémentaires. Il rempla-
cera le DOL jusqu'à la définition de celui-ci. On trouvera au paragraphe 
3 du chapitre II un exemple de graphe d'accès. 
CHAPITRE II REPRESENTATION DES TYPES DE DONNEES DU MODELE D'ACCES PAR 
UN SCHEMA: LE METASCHEMA SEMANTIQUE 
I. Introduction 
Notre but, dans ce travail, est de réaliser une "implémentation du 
modèle d'accès par lui-même". Précisons ce terme. 
Tout d'abord, que signifie "implémenter le modèle d'accès"? 
Cette démarche nécessite trois phases : 
- définir un DOL et un DML, 
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- définir une représentation interne des types de données du modèle d'accès, 
c'est-à-dire la façon dont ils seront réalisés sur ordinateur, 
- réaliser deux compilateurs, un pour le DOL et un pour le DML. 
Remarquons que les deux premiers points, ci-dessus, sont indépendants 
alors que le troisième dépend des deux premiers. Le compilateur du DOL cons-
truira un certain nombre de "tables" représentant le schéma d'une base de 
données et décrivant la représentation interne de ses différents éléments. 
Ces "tables II constituent 1 e .tic.hé.ma. iYLteJtne. de 1 a base. 
Le compilateur du DML traduira un programme DML en un programme exploitable 
par le software de l'ordinateur. Ce progralTlile travaillera sur la représenta-
tion interne des éléments du modèle d'accès. Pour ce faire, le compilateur 
du DML exploitera le schéma interne. 
Nous pouvons maintenant préciser ce que nous entendons par "implémenta-
tion du modèle d'accès par lui-même". Il s'agit de réaliser les trois points 
ci-dessus, mais 
- en réalisant le schéma interne sous forme d'une base de données du modèle 
d'accès, 
en réalisant les compilateurs du DOL et du DML par des programmes qui ex-
,. 
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ploitent cette base de données au moyen du DML. 
' Puisque le schéma interne est une base de données, il possède iui 
aussi un schéma que nous appellerons mé,ta,6~héma. La suite du mémoire est 
consacrée presqu 1 uniquement à la définition et à l'exploitation de çe 
métaschéma. 
2. Connnent définir le métaschéma? 
Une première façon de déterminer le métaschéma serait d 1 examiner les 
besoins du compilateur du DML et de réaliser, par approximations successives, 
la définition des objets et des relations nécessaires. 
Nous allons procéder d 1 une façon un peu différente. Avant même d 1 avoir 
défini une représentation interne des types de données, le DOL ou le DML, 
nous allons tenter de représenter les types de données du modèle d 1 accès 
par un schéma. 
La méthode utilisée sera approximativement la suivante : 
- les concepts pouvant prendre des valeurs seront représentés par des objets 
élémentaires, 
- les concepts ne pouvant pas prendre de valeur seront représentés par des 
objets complexes, 
- les associations entre différents concepts seront r eprésentées par des re-
lations. 
Nous verrons qu 1 une partie des propriétés et des règles du modèle d 1 ac-
cès pourront s 1 exprimer grâce aux 11 i-j,k-l 11 • D1 autres règles, plus compli-
quées, ne pourront pas être exprimées de cett e façon et correspondront à 
des ''contraintes d 1 i ntégrité'' sur les réalisations du métaschéma. Nous in-
troduirons, de plus, dans le métaschéma des éléments représentant les moyens 
de désignation que nous avons définis. 
17. 
Le métaschéma, ainsi constitué, servira de point de départ à la 
détermination du métaschéma complet qui, lui, contiendra un certain nom-
bre d'objets et de relations supp lémentaires associés à l'implémentation. 
De plus, il contiendra toutes les ~e.f.aü.on6 d'a~~ù nécessaires aux com-
pilateurs. Il faut, d'ailleurs, signaler que, dans l'étude que nous allons 
réaliser maintenant, le modèle d'accès joue davantage le rôle d'un 11 modèle 
sémantique 11 • En particulier, deux relations inverses représentant la même 
association de concepts, nous ne définirons chaque fois qu'une seule de ces 
deux relations. Le 11 sens 11 des accès sera défini, plus tard, lors del 'étude 
des compilateurs. 
Cette façon de procéder présente, à notre avis, les avantages suivants 
- Le métaschéma sémantique fournit une base de t ravail très appréciable 
pour l'étude du métaschéma nécessaire au compilateur du DML. Etant donné 
une fonction que celui-ci doit réaliser, on examinera les éléments concer-
nés du métaschéma sémantique qu'on enrichira éventuellement mais quel 'on 
ne devra pas redéfinir complètement. 
- On pourra mieux distinguer les parties du compilateur qui sont indépendan-
tes d'une représentation interne particulière : ce sont celles qui néces-
sitent uniquement des données décrites par le métaschéma sémantique. 
- On peut, éventuellement, espérer que le métaschéma sémantique puisse ser-
vir de base à un compilateur indépendant d'une représentation interne par-
ticulière. Outre la description du modèle d 'accès, le métaschéma complet 
contiendrait, alors, la descript ion des représentations internes possibles. 
Mais nous n'avons pas envisagé cette étude. 
3. Le rnétaschéma sémantique 
La méthode esquissée ci-dessus, ne conduit malheureusement pas d'une 
façon unique à la détermination du métaschéma sémantique. 
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En effet, on pourrait, d'abord, considérer que les deux concepts fon-
damentaux du modèle d'accès sont ceux d'objet et de relation et définir 
un métaschéma contenant seulement deux objets complexes : OBJET et RELATION. 
Cette approche serait, sans doute, valable pour une version du modèle d'ac-
cès moins restrictive que celle que nous avons définieet a, d'ailleurs, été 
envisagée qans 1 a référence [ 2 J • 
Nous préférerons représenter ici les trois classes d'objets par trois 
objets complexes différents que nous nommerons RAC, OC et OE, parce que ces 
trois classes correspondent à des propriétés très différentes des objets, 
notamment en ce q~i concerne les relations qui leur sont associées. 
Pour celles-ci, nous pourrions, de même, 
- soit définir un objet complexe représentant t outes les classes de relations, 
- soit définir un objet complexe différent par classe de relation. 
Nous utiliserons plutôt une troisième faço n de faire qui tient davantage 
compte des propriétés fort particulières des relations autres que celles entre 
objets complexes. Finalement, le métaschéma contiendra un objet complexe REL 
qui représentera seulement les relations entre objets complexes . 
En résumé, le métaschéma possèdera quatre objets complexes : RAC, OC, OE, 
REL dont une réalisation représentera, res pectivement, une racine, un objet 
complexe, un objet élémentaire ou une re l ation entre objets complexes. 
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3 . 2 • L e.-6 Jr..elatio n-6 e..t lu o b j e..:l6 éléme.n.tabtu du méta/2 c.héma. -6 éma.nu.que. 
Nous allons, maintenant, reprendre la définition du modèle d'accès 
et nous attacher à représenter les propriétés et les associations des types 
de données par des objets élémentaires et des relations du métaschéma. 
Auparavant, définissons trois nouvelles notations : 
- si a désigne une relat ion, a= i-j,k-1 signifie que cette relation est ca-
ractérisée par le quadruplet i-j,k-1; 
- si s désigne une autre relation, a = s~ signi f ie que les deux relations 
sont inverses; 
- si y désigne un objet élémentaire, val(y) désigne son ensemble de valeurs. 
Signalons encore quei dans la suite, nous désignerons souvent un objet 
élémentaire par son nom, s'il n'y a pas d'ambiguïté. 
3.2.1. Pro~riétés_du_schéma 
Le fait qu'un schéma de base de don nées se compose d'un objet racine 
et d'un nombre fini d'objets complexes, d'obje t s élémentaires, et de relations 
conduit à définir les trois relations suivantes du métaschéma : 
(RAC,OC) = 0-oo ,l-1, 
(RAC,OE) = O-oo ,l-1, 
(RAC ,REL) = O-oo ,l-1. 
On peut, en effet, identifier schéma et ob j et raci ne . 
3.2.2. Ensemble_de_valeurs_d'un_objet_élémentaire 
Pour représenter 1 'ensemble de va l eurs d'u n objet élémentaire, le méta-
schéma contiendra : 
- un objet élémentaire DESCRIPTEU R dont chaque valeur représentera une règle 
définissant un ensemble de valeurs (nous le préciserons plus loin); 
un objet élémentaire J tel que val(J) = ~+; 
- trois relations 
(OE,DESCRIPTEUR) 
ATT (OE,OE) 
(OE,J) 
-
0-1,Q-oo , 
-
O-oo ,0-1, 
-
1-1,Q-oo. 
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Une réalisation de OE, origine d ' une occurrence de (OE,DESCRIPTEUR), repré-
sente un objet élément aire dont l'ensemble de valeurs est défini par la va-
leur de DESCRIPTEUR, cible del 'occurrence. 
Une réalisation de OE, origine d' une ou plusieurs occurrences de ATT (OE,OE), 
représente un objet élémentaire dont les attributs sont représentés par les 
cibles de ces occurrences. Les valeurs de J, associées aux cibles par (OE,J), 
représentent le facteur de répét i tion de ces attributs. 
3.2.3. Pro~riétés_des_relations_entre_objets_com~lexes 
Une réalisation de REL représente une relation entre objets complexes dont 
1 'inverse, 1 'origine et la cible seront représentées par les cibles des oc-
currences des relations 
INVERSE (REL,REL) 
ORIGINE (REL,OC) 
CIBLE (REL,OC) 
-
-
-
0-1,0-1 
1-1,0-oo , 
1-1,0-oo , 
dont la réalisation est origine. 
(relation symétrique), 
La notion de quadruplet i -j , k- 1 sera rep ré sentée par quatre objets 
élémentaires et quatre relations 
(REL,!) 
-
1-1 , Ü-oo , 
(REL,J) 
-
1-1,0-oo , 
(REL,K) 
-
1-1,0-oo , 
(REL,L) 
-
1-1,0-oo , 
avec val(I) = val(K) = ~, 
V a 1 ( J ) = V al ( L ) = J~ + u { 00}. 
3.2.4. Re~résentation_et_~ro~riétés_des_autres_relations . 
Toute relation de la racine vers un objet complexe sera représentée 
par une occurrence de la relation 
ACCES (RAC,OC ) = 0-oo,0-1. 
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Pour représenter les relations d'objet complexe vers objet élémentaire, 
nous introduisons un nouvel objet élémentaire et deux relations : 
(OC,OE ) _ 0-oo,0-1, 
(OE,I ) _ 0-1,0-oo, 
val(!) = {0,1}. 
Une occurrence de (OC,OE) représente une relation d'objet complexe 
vers objet élémentaire. La réalisation de OE, cible de cette occurrence 
est associée à une va l eur de I et une de J qu i sont les caractéristiques 
i-j de la relation. La caractéristique l de la relation vaut 1 si la 
réalisation de OE est origine d 1 une .!occurrence de la relation 
ID( OE ,OC) = 0-1,0-oo, 
sinon, elle est égale à 00 • 
Une occurrence de ID (OE,OC) représente une relation d'objet élémentaire 
vers objet complexe de quadruplet 0-1,1-1. 
Une occurrence de la relation 
(OE,OC) = 0-1,0-oo 
représente une relation d'objet élémentaire vers objet complexe de qua-
druplet O-oo,i-1. 
3.2.5. Re~résentation_des_noms 
Les noms d'objets et de relations seront représentés par quatre nouveaux 
objets élémentaires de nom "NOM" et quatre relations 
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(RAC,NOM) 
-
1-1,0-1, 
(OC,NOM) 
-
1-1,0-00 , 
(REL,NOM) 
-
0-1,0-00 , 
(OE,NOM) 
-
1-1,0-00 • 
Le domaine de valeurs de ces quatre objets élémentaires est l'ensemble 
des chaînes alphanumériques commençant par une lettre. 
3. 3. GM,phe. du mê.-t:Mc.hê.ma. -6ê.ma.n.üque. 
Nous appellerons MR la racine du métaschéma sémantique, ce qui termi-
ne sa définition. Son graphe est dessiné à la page suivante. 
4. Contraintes d'intégrité relatives au métaschéma 
En définissant le métaschéma comme nous l'avons fait, nous n'avons 
pu exprimer toutes les propriétés des types de données du modèle d'accès, 
ni toutes les 9 ègles de cohérence régissant les associations de ces types 
de données. Celles qui n'ont pu être exprimées vont, maintenant, être re-
présentées par des contraintes d'intégrité sur les réalisations et les oc-
currences du métaschéma. 
Finalement, ces contraintes se traduiront par des programmes consti-
tuant une partie du compilateur du DOL. Nous étudierons cela dans la qua-
trième partie. 
Dans le but d'exprimer les contraintes d'intégrité de manière forma-
lisée, nous introduisons maintenant quelques notations. 
- Nous désignerons par des lettres minuscules les réalisations d'objets du 
métaschéma. 
Si a est une expression qui désigne un objet et s une expression qui dé-
signe une réalisation, l'expression s E a signifiera : "S est une réali-
sation de a". 
MR 
RAC 
ACCES 
NOM 
oc F=:- ----____ 1_ ____ 0,aV 
_____ _J_ _____ ~G_;__;:) 
NOM 
ATT 
NOM 
OE 
NOM J DESCRIPTEUR 
REL 
J K L 
N 
w 
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- Si a est une expression qui désigne une relation et Sune expres sion 
qui désigne une réalisation de son origine, l'expression a [S] désigne-
ra l'ensemble des cibles d'occurrences de a dont s est origine. Si cet 
ensemble contient un seul élément, celui-ci pourra être désigné par la 
même expression. 
- Enfin, nous u iliserons des quantificateurs et d'autres symboles dont 
la signification est bien connue ou évidente. 
4. 1 . Co n:t.Jr.a,ùitv.i d '.lntégl/.),,té M.6 oc..lév.i au 1.:, c.héma. 
Le fait qu'un type de données appartena nt à un schéma, ne puisse pas 
être associé à un type de données appartenant à un autre schéma, n'est pas 
exprimé par le métaschéma. Il est donc néces saire de le traduire par les 
contraintes d'intégrité suivantes 
L'origine et la cible d'une relation appar t iennent au même schéma qu'elle 
même. 
Les attributs d'u n objet élémentaire appar t iennent au même schéma que lui-
même. 
Formellement, on a 
l.J r 1 E REL, 3 r 2 E RAC , 3 c1,c2 E OC tels que 
c1 = ORIGINE(REL,OC)[r1J, 
c2 = CIBLE(REL,OC)[r1], 
cl'c2 E (RAC,OC) [r2], 
r l E ( RAC, REL) [ r 2] . ( C 1) 
l.J e E OE , :1 r E RAC , 3 c E OC tels que 
c E ( RAC ,OC) [r], 
e E (RAC,OE) [r] et 
ou bien e E (OC,OE)[c], 
ou bien 3e1, ... ,en E OE tels que 
e1 E (OC,OE) [c ], 
ei+l E ATT(OE,OE)[ei] 
e E ATT (OE,OE )[ en]. 
( i = 1, ... , n-1) , 
V CE oc,v r E RAC tels que CE ACCES(RAC,OC)[r], 
c E (RAC,OC)[r]. 
25. 
(C2) 
(C3) 
Les règles suivantes du modèle d'accès ne sont pas représentées par 
le métaschéma. Nous l es faisons suivre des co ntraintes d'intégrité qui 
les expriment. 
- Le domaine de valeurs d'un objet élémentaire est défini soit par une 
règle qui ne fait pas référence à un autre type de données du modèle 
d'accès, soit par une liste d'objets attribu t s. 
Ve E OE, ou bien (OE,DESCRIPTEUR)[e]* cp, 
ou bien ATT(OE,OE)[e] * cp . (C4) 
- Un objet élémentaire n'est pas descenda nt de lui-même 
V e1, ... ,en E OE tels que ei +l E ATT(OE,OE [ei] (i=l, ... ,n-1). 
(C5) 
4. 3. ContJr.ah1;te1> d ' -<.,n;té.gwé. o.1.i1.:ioué.e1> a.u.x 1te1.ation1, e.ntJr.e. ab je.:t6 c.omple.xe1> 
- Le quadruplet i-j,k-1 d'une relation entre bjets complexes est tel que 
i ~ j , k ~ l et i = o ou k = o. 
V r E REL, (REL,I)[r] ~ (REL,J)[r], 
(REL,K)[r] ~ (REL,L)[r] et 
(REL,I)[r] =J ou (REL,K)[r] = 0. (C6) 
- Si deux relations sont inverses, la cible del 'une est l'origine de 
l'autre et leurs quadrupletsi-j,k-1 se déd uisent l'un del 'autre en 
permutant i et k, jet l. 
l.J r 1 ,r2 E REL tels que r 1 = INVERSE (REL,REL)[ r 2], 
ORIGINE (REL,OC)[ r 1] = CIBLE (REL,OC)[ r2], 
(REL,!)[ r 1] = (REL,K)[ r2], 
(REL,J)[ r 1] = (REL, L)[ r2]. (C7) 
26. 
- Nous donnons ici la contrainte d'intégrité représentant la règle expo-
sée au paragraphe 2.2 du chapitre consacré à la définition du modèle 
d'accès. 
\J c0 , ••• , en E OC, 
l,J r 
O
, ••• , r n E REL, 
\J i 0 , ... ,in,k0 , ... ,kn E :N, 
tels que ou bien ca = ORIGINE ( REL,OC)[ ra1 
ca+l(mod n+l) = CIBLE (REL,OC)[ra], 
i = (REL, I )[ r ] , 
a a 
ka= (REL,K)[ra]; 
ou bien c = CIBLE (REL,OC)[ r], 
a a 
ca+l(mod n+l) = ORIG IN E (REL,OC)[ ra], 
ia = (REL,K)[ra], 
ka= (REL,I)[ ra]; (a = O, ... ,n) 
3 13, y E { 0 , ... , n} tels que i 13 = ky = 0. (C8) 
4.4. Corwta.ln,tv., d',i,n,té.gll);té. a.61.iocJ.é.v., aux 1te.1.ation1.i e.rwte. objet c.omple.xe. 
et objet é.lé.me.n.tabte. 
\Je E OE, \J c E OC tels que e E (OC,OE)[c ] , 
( 0 E , I )[ e ] * <I> et 
ou bien ID(OE,OC)[e] = (OE,OC)[e] =<1> 
ou bien ID(OE,OC)[e] =~, 
(OE,OC)[e ] = c, 
(OE,J)[e] = 1 ; 
ou bien ID(OE,OC)[e] = c, 
(OE,OC)[e] =<t>, 
(OE,I)[e] = (OE,J ) [e] = 1 . 
V e1,e2 E OE, t els que e1 E ATT(OE,OE)[e2], 
(OE,I)[e1J = ID(OE,OC)[e 1J = (OE,OC)[e1J = <P· 
(C9) 
( ClO) 
- Deux objets complexes d'un même schéma ont des noms différents. 
(OC,NOM) [c 11 =I= (OC,NOM) [c2]. (Cll) 
27. 
- Deux relations de même cible et de même origine ont des noms distincts. 
tels que r1 =I= r 2, 
c1 = ORIGINE(REL,OC)[r1J = ORIGINE(REL,OC)[r2] 
c2 = CIBLE(REL,OC)[r1J = CIBLE (REL,OC)[r2] ; 
(REL,NOM)[r1J =I= (REL,NOM)[r2]. (Cl2) 
- Etant donné un objet élémentaire, il n'existe aucun autre objet élémen-
taire ayant une liste de désignation égale à la liste de désignation 
stricte du premier. 
Pour exprimer cette règle par une contrainte d'intégrité, nous définirons 
deux nouvelles notions; la première re présentant la liste stricte de dési-
gnation d'un objet élémentaire, la seconde représenta nt 1 'ensemble de ses 
listes de désignation. 
Ve E OE, définissons lstr[e] =(n, ... ,n) O a 
tel que ou bien a= 1 et 
3 c E OC tel que e E (OC,OE) [c] , 
n
0 
= (OC ,Nüt-1) [c] 
n1 = (OE,NOM)[e] 
ou bienJc E OC,3e1, ... ,ea-l E OE 
telsque e1 E (OC,OE) [ c] , 
28. 
ei+l E ATT (OE,OE)[ei] (i=l, ... ,a-2), 
e E A TT ( 0 E , 0 E ) [ e a_ l ] , 
n
0 
= (OC,NOM)[c] , 
ni = (OE,NOM) [ei] 
n = (OE,NOM)[e] . 
(i=l, ... ,a-1), 
a 
Ve E OE, déf i nissons 
L. [el = { ( n ,.n . , ... , n . , n ) o , 1 ·1 8 a 
tels que O < i 1 < ... < i 8 <a , (n 0 , ••• ,na ) = lstr [e]}. 
Grâce à ces deux définitions, la règle ci-dessus peut s'exprimer facilement 
par la contra i nte d'intégrité suivante 
V e1,e 2 E OE,V r E RAC tels que e1,e2 E (RAC,OE)[r] et e1 * e2, 
lstr[e1] (/. L. [e2]. 
5. Remarque relative aux contraintes d'intégrité 
( Cl3) 
Nous avons, finalement, représenté les pr0priétés et les règles as-
sociées aux types de données du modèle d'accès par un (méta) schéma et 
un ensemble de contraintes d'intégrité. Le résultat obtenu nous paraît 
conduire à deux conclusions. 
- Un schéma du modèle d'accès ne permet pas, à lui-seul, d'exprimer 
complètement une situation un t ant soit pe u complexe et il faut lui 
adjoindre des règles supplément aires, c'est- à-dire des contraintes 
d'intégrité. 
29. 
- L'utilisation d'un langage prédicatif semblable au "formalisme" que 
nous avons utilisé n'est, sans doute, pas la bonne façon d'exprimer 
les contraintes d'intégrité. Tout d'abord, l a réalisation d'un tel 
langage risque d'être extrêmement compliquée. Ensuite, il est néces-
saire d'écrire des expressions complexes pour exprimer des propriétés, 
malgré tout, assez simples. No t re opinion est qu'il ne faut pas dis-
tinguer langage d'expression de contrainte s d 'intégrité et DML, ce l ui-
ci devant pouvoir jouer les deux rôles. No us illustrerons cela dans la 
quatrième partie où nous verrons, par exemple, que la structure de 
blocs du programme de chargement de la "méta" base de données assure, 
à elle seule, que les contrain t es d'intégrité du paragraphe 4.1. sont 
bien vérifiées. 
DEUXIÈME PARTIE REPRÉSENTATION DES TYPES DE DONNÉES DU t'ODÈLE D'ACCÈS 
DANS UN SYSTÈME CIBLE SESAM 
INTRODUCTION 
30. 
Dans cette partie du mémoire, nous allons dé f inir ce que nous avons 
appelé une "représentation interne" des types de données du modèle d'accès . 
Toutefois, cette représentation ne fera pas direc t ement référence à la struc-
ture physique d'une machine. 
Au lieu de cela, nous utiliserons un système de gestion de fichiers (SESAM) 
déjà implémenté sur un ordinateur et nous représenterons chaque objet ou 
relation du modèle d'accès par une combinaison de types de données de ce 
système. 
Pour cette raison, nous utiliserons l e terme "représentation SESAM" 
des types de données du modèle d'accès, au lieu du terme "représentation 
interne". 
CHAPITRE I DESCRIPTION DU SYSTEME SESAM 
SESAM est un système de création et de gestion de bases de données 
proposé par le constructeur SIEMENS. 
Il peut supporter pl usieurs bases de données désignées par des noms dis-
tincts. 
J. Les types de données SESAM 
Le schéma d' une base de données SESAM est fixé par la déclaration 
d'un certain nombre d'aspects et de listes inversées. 
1. 1. LM Mpe.W 
Un aspect est un type de données dont les réalisations (ou valeurs 
d ' aspect) sont des chaînes de caractères de longueur fixe (¾ 256). 
Chaque aspect est désigné par un nom de trois caractères. 
La déclaration d ' un aspect comporte , outre son nom et sa longueur, un cer-
tain nombre de caractéristiques qui définissent son ensemble de valeurs et 
la représentation interne de celles-ci : chaînes numériques, alphanuméri-
ques, chaînes de bytes; pouvant être compactées sur disque de différentes 
façons. 
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Une particularité du système SESAM est qu'il ne définit pas, à priori, 
de type d'enregistrement. 
Ghaque enregistrement sera composé 
- d'un numéro d'enregistrement (un mot de 32 bits), 
- d'une valeur de 1 'aspect d'ordre, 
- d'une valeur d'un certain nombre d'aspects . 
Le numéro d'enregistrement est fourni par l e système SESAM lors de la 
création de celui-ci et l'identifie. 
L'aspect d'ordre a pour nom "AAA", sa valeur est fixée par l'utilisateur 
et identifie l'enregistrement. De plus, les enregistrements sont rangés 
dans la base de données par ordre croissant des valeurs de cet aspect. 
A tout aspect, on peut associer une liste inversée qui fait corres-
pondre à toute valeur del 'aspect, la liste des enregistrements qui pos-
sèdent cette valeur. 
2. Manipulation de données en SESAM 
2. 7 • Mé..:thode..6 d' ac.c.è.6 aux e.n1te.g,<,6tlte.rne.rit.6 
Accès_séguentiel_indexé 
Etant donné une valeur entifre ou partie l le del 'aspect d'ordre, l'accès 
séquentiel indexé fourn i t les enregistrements dont l'aspect d'ordre com-
prend cette valeur, ou encore est inférieur ou supérieur à cette valeur. 
Accès_direct_~ar_numéro_d'enregistrement 
La connaissance d'un numéro d'enregistrement permet d'accéder à cet en-
registrement. 
Accès_~ar_fichiers_inversés 
Etant donné une valeur entière ou partielle d'un aspect inversé, l'accès 
par fichier inversé fournit les enregistrements possédant cette valeur 
d'aspect ou les enregistrements dont la valeur d'aspect est inférieure ou 
su périeure à celle donnée. 
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Accès_d'aQrès_une_combinaison_de_cr itères 
Il est possible d'accéder aux enregistrements sa t isfaisant à une combi-
naison booléenne des critères précédents. 
Lorsque l'on accède à un ou plusieurs enregistrements, on spécifie une 
liste d'aspects et l'on n'obtient en retour que l es valeurs des aspects 
ayant été cités dans cette liste. 
Il est possible de créer de nouveaux enregi strements en donnant au 
moins la valeur de 1 'aspect d'ordre. 
33. 
Sur base de la valeur de 1 'aspect d'ordre ou sur base du numéro d'enre-
gistrement, il est possible de supprimer un enregistrement ou de modifier 
ses valeurs d'aspects. 
3. Initialisation e t exp l oitat i on d'une base de données SESAM 
3. 1 • Lv.. 6-<-c.MVtl.) ORG e;t ZVR 
Deux fichiers principaux sont nécessaires à la constitution d'une 
base de données SESAM : 
- un fichier appelé ZDR contenant les informations proprement dites 
de la base de données, c'est-à-dire, les enregistrements triés par 
valeurs croissantes de 1 'aspect d'ordre. 
- un fichier ORG, contenant des informations propres à SESAM, lui 
permettant de gé rer et de retrouver les do nnées introduites. Ce 
fichier comprend notamment 
+ les listes inversées, 
+ les tables de définition d'aspects, 
+ les tables de correspondance entre : 
valeur d1aspect d1ordre et adresse disque, 
numéro d1enregistremen et adresse disque. 
34. 
L'initialisation d1une base de données SESAM doit être réalisée par 
un ensemble de programmes utilitaires. Parmi ces programmes, les deux prin-
cipaux sont les suivants 
- SEFO permet de définir le schéma de la base de données. Ce programme admet 
en entrée un fichier qui contient la description de chaque aspect: nom, 
longueur, type de caractères, représentation interne, paramètre indiquant 
si l 1aspect est inversé ou non . 
- SEBE effectue le chargement init ial de la base de données. L1entrée de ce 
programme est constituée de deux fichiers 
- le premier contient les données proprement dites, 
- le second contient la descr ipti n des formats dans lesquels ces 
données sont introduites. 
La base de données n1est pas exploitable avant le passage de cet utilitaire. 
3.3. Explo-U:a;t,é,on d'une bcv.,e de do nnév., SESAM 
Après avoir été in i tialisée, une base de don nées SESAM peut être exploi-
tée en faisant appel à un module de nom "SESAM" possédant quatre arguments : 
La zone instruction 
Elle définit le type d1opération à effectuer . 
La zone accusé de réception 
Elle indique si une réponse a été fournie et,sinon,quelles sont les 
erreurs. Elle contiendra, en outre, le numéro del 1enregistrement 
concerné par l'opération. 
La zone réponse 
Lors d'une opérati on d'accès, SESAM range dans cette zone les valeurs 
d'aspects d'un enregistrement dans un ordre spécifié par la zone 
instruction. 
La zone question 
L'utilisateur y indique les valeurs d' aspects qui complètent les 
questions posées dans la zone instruction. 
35. 
36. 
CHAPITRE II REPRESENTATION SESAM DES TYPES DE DONNEES DU MODELE D'ACCES 
Nous allons mai tenant décrire une représentation SESAM des types de 
données du modèle d' accès. Celle-ci a été définie par 1 'équipe Grands 
Fichiers . C'est sur cette représentation que travailleront les compilateurs 
du DOL et du DML que nous étudierons par la suite. 
1. Représentation de l' objet racine 
Le nom de 1 ' obj et racine défi nit 1 e nom de 1 a base de données SESAM. 
La réalisation del' bjet racine n'a pas, à proprement parler, de représen-
tation. Il existe to tefois une correspondance biunivoque entre les réalisa-
tions d'objets racines et les bases de données SESAM. 
2. Représentation de s objets complexes et des obj e ts élémentaire s 
Une réalisation d'objet complexe es t représentée par un enregistrement 
SESAM et possède la forme suivante : 
aspect 
d'ordre 
zone réser ée 
aux pointeurs 
2. 1. L' Mpe.c;t d' 01tdlte. 
zone rés ervée 
aux compteurs 
zone contenant les valeurs d'objets 
élémentaires associées à la réalisa-
tion 
Cet aspect possède la structure particulière suivante 
(3) (4) 
(1) zone de trois chiffres contenant l e numéro del 1objet complexe en 
correspondance biunivoque avec le nom. 
(2) zone de deux caractères contenant 11 $$ 11 (dont on verra l 1utilité plus 
loin). 
(3) zone contenant 
- soit une valeur d1objet élémentaire relié à l 1objet complexe par 
une relation de quadruplet 1-1, 0-1 , 
- soit une valeur générée par le système modèle d'accès. 
(4) zone vide complétant la précédente afin de lui donner une longueur 
f ixe. 
2.2. Zone pointe.UIL6 
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Cette zone contient un certain nombre e pointeurs servant aux rela-
tions entre objets complexes (voir représentation des relations). Cinq 
aspects SESAM peuvent être réservés pour ces pointeurs ce qui permet d'en 
créer un maximum de 320. (un pointeur est u numéro d1enregistrement SESAM). 
2.3. Zone. eompte.UIL6 
Cette zone contient l es compteurs d1occurrences de relations issues 
de l'objet complexe; ces relations sont de deux types (OC + OE) et 
(OC + OC). 
Cinq aspects sont aussi disponibles pour ces compteu rs qui, lors de mises 
à jour, permettent de vérifier que la r~gle relati ve aux i-j,k-1 n'est pas 
transgressée . 
2. 4. Zone. eonte.nant .tv.i vai.e.UM dv.i obje:t.6 Uê.me.nta,ur.v., M.6oeiê..6 à .t' obje.t 
eomp.le.xe. 
Pour toute relation issue d'un objet complexe vers un objet élémentaire, 
on réserve de un à cinq aspects qui contiendront les valeurs del 1objet élé-
mentaire, associées par la relation à une réalisati on del 'objet complexe. 
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Les objets élément aires attributs sont considérés comme une découpe plus 
fine des objets él émentaires directement reliés à l'objet complexe, et ne 
nécessitent donc aucune place supplémentai re en mémoire ni, par conséquent, 
aucun aspect décri vant cette place. 
3. Représentation des relations 
3.1. Re.la.:Uon-6 de. l'objet Mune. ve.M ,tv., objw c.omple.xv., 
Ces relations sont réalisées par la st ruct ration de l'aspect d'ordre 
vue plus haut. 
Un accès par une telle relation est réal i sé par une interrogation SESAM 
avec critère d'égalité sur les cinq prem ·ers caractères de 1 'aspect d'ordre. 
3. 2. Re.la,üo n-6 e,n,t,r_e, o b j w c.omple.xv., 
Etant donnée une relation entre objets complexes, 
- il existe un compteur des réalisations de 1 ' objet complexe cible qui 
sont reliées à une réalisation de 1 'ob ·et comp l exe origine par une oc~ 
currence de la relation. 
Ce compteur se ra désignée par CC dans les f i gures; 
sa valeur ne peut qu'être comprise entre les ca ractéristiques i et j 
de la relation . Il sera placé dans la réalisati on de l'objet complexe 
origine. 
- il existe un compteur des réalisations de 1 'objet complexe origine qui 
sont reliées à une réalisation de 1 'objet comp l exe cible par une occur-
rence de la relation. 
Ce compteur sera désigné par CO dans l es figu res; 
sa valeur doit être comprise entre les caractéristiques k et 1 de la 
relation. 11 sera placé dans la réalisation de 1 'objet complexe cible. 
Nous allons passer en revue les différents types de relations pouvant sur-
venir entre des objets complexes en précisant, pour chacune, leur représen-
tation SESAM. 
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3.2.1. Relations_de_guadruelet_i-1,k-l 
cc 
1 1 004 : ii: ~-j_1~! --~I I aleurs d'objets élémentaires 
CO 
1 ii I JEAN ~l__.l_1_._: ___ ~I I aleurs d'objets élémentaires 
La réalisation del 'objet complexe origine (de nunéro 004) contient un 
pointeur vers la réalisation del 'objet complexe cible (de numéro 006). 
La réalisation cible, possède, de même, un pointeur vers la réalisation 
origine. 
3.2.2. Relations_de_guadruelet_i-j,k-l_ij >_12 
La réalisation del 'objet complexe origine ( e numéro 001) est reliée, 
dans les deux sens, à une chaîne de blocs de poin t eurs. Chaque bloc de 
pointeurs constitue une valeur d'un aspec de 256 caractères, contenue dans 
un enregistrement SESAM dont la structure de l'aspect d'ordre est identique à 
celle de la réalisation del 'objet complexe o igine, excepté le fait que"$$" est 
remplacé par une combinaison de deux lettres, évoluant suivant l'ordre al-
phabétique, en fonction du nombre de blocs de po i nteurs nécessaires à l 'é-
tablissement des occurrences de relations . 
Un aspect sera donc associé à chaque relation de ce type et les enre-
gistrements SESAM décr its, ici, pourront posséder des valeurs d'aspects cor-
respondant à toutes les elations issues el 'origine. 
Un bloc de pointeurs contiendra un compteur, eux pointeurs de chaîna-
ge et au maximum 61 poin:eurs vers des réalisations de la cible. 
La réalisation orig i ne contiendra un pointeur vers le premier bloc de 
pointeurs, un deuxième vers le dernier bloc et un : roisième vers le bloc 
le "moins plein", c'est-à-dire celui qui comprend l e plus petit nombre de 
realisation origine 
001 $$ JEAN 
\ 
......_____ 
Cf>f 
001 AA JEAN autre bloc 001 AB JEAN blocs de pointeurs 
, 
/ 
--------- - - -
(.Q 
007 $$ LUC $$ ANNE œ~ 07 $$ PAUL 
realisations cibles 
pointeurs vers des réalisations del 'objet cible . Celles-ci contiendront , 
seulement, un pointeur vers la réalisation orig i e. De plus, le nombre de 
pointeurs du bloc 11 le moins plein" sera mémorisé ans la réalisation ori-
gine. 
La représentation des relations i-1,k-1 se déduit de celle des relations 
i-j ,k-1 (1 > 1). 
3.2.3. Relations_de_guadru~let_i-J,k-l_{où_j_>_l __ t_l_>_l2 
Dans ce cas, les réalisations de la cible sc~t, elles aussi, reliées 
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à une chaine double de blocs de pointeurs. On en <léduit facilement lare-
présentation de ces relations. En particulier, deux aspects seront associés 
à une relation de ce type; l'un des aspects contiendra les blocs de poin-
teurs vers les réalisations cibles et l'autre les blocs de pointeurs vers 
les réalisations origines. 
3.2.4. Remargue _générale_concernant_les_ relations inverses 
Dans ce qui précède, nous avons décrit, chaq e fois, non seulement la 
représentation de la relation directe mais aussi celle de la relation in-
verse. Celle-ci sera donc toujours présente, même si elle n'existe pas pour 
l'utilisateur. Celui-ci ne pourra pas la manipule , mais le système de ges-
tion du modèle d'accès l'utilisera ,surtout lors d= mises à jour. 
3.3. Rel.auonf.i d'obje.t. ·Qomplexe veJzJ.i obje:t Uémen.DUJte 
Cette relation est réalisée par l'inclusion es valeurs des objets 
élémentaires dans la réalisation de l'objet comp exe. Cel le-ci contiendra, 
en outre, un compteur du nombre de valeurs del 'objet élémentaire qui lui 
sont associées. 
Le compteur inverse n'est pas nécessaire car la caractéristique l de la 
relation (OC • OE) ne peut prendre que les valeurs 1 ou 00 • Si l vaut 1, 
le dépassement del par tentative de création sera détecté par SESAM et 
la création sera refusée. 
Si l vaut 00 , aucune vérification ne doit être réalisée. 
3.4. Rel.a;ti,on,t, d'objet élémentabte veJL.6 objet eomplexe 
3.4.1. Relations_de_guadruelet_O-1,1-1 
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Une seule relation de ce type peut exister pour un objet complexe, 
c'est-à-dire qu'un seul objet élémentaire peut i dentifier l'objet complexe. 
La valeur de cet objet élémentaire étant incluse dans l'aspect d'ordre, 
l'accès direct peut être réalisé sur base de cet aspect. 
3.4.2. Relations_de_guadruelet_O-00 ,k-l 
L'aspect qui contient la valeur del 'objet élémentaire en relation O- 00 , 
k-1 avec 1 'objet complexe est inversé, ce qui fo urnit la possibilité d'ac-
cès de 1 'objet élémentaire vers 1 'objet omplexe . Dans ce cas, une valeur 
d'objet élémentaire doit être contenue dans un seul aspect. 
4. Remarques concernant le métaschéma 
On pourrait, à ce stade, compléter le métaschéma en ajoutant les 
caractéristiques d'implémentation, mais cela se fera plus naturellement 
dans la troisième partie. 
On peut, toutefois, faire, dès à présent, quelq es remarques 
- La manière dont nous avons représenté en SESAM les types de données du 
modèle d'accès impose des restrictions sur le nombre d'objets complexes, 
de relations, sur la longueur des valeurs d'objets élémentaires d'un 
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schéma, etc ... Ces restrictions peuvent se t r aduire par des modifications 
des i-j,k-1 du métaschéma. On aura, pa r exempl e : 
(RAC,OC) _ 0-999, 1-1 
(OC,OE) _ 0-320, 0- 1 
ATT(OE,OE) _ 0-1280, 0-1 
En fait, au ni veau del 'implémentation, la valeur 00 devrait disparaître 
de tous les i - j,k- 1 du métaschéma . 
Dans certains cas, toutefois, les nouvelles val eurs de jet del sont 
trop compliquées a déterminer et nous conserverons la valeur 00 
Comme les rela t ions inverses sont tou j ours présentes dans la base de 
données SESAM, même si elles n'exi stent pas pour l'utili sateur, nous 
les représenterons toujours au niveau du métasc héma. Ce fait pourrait 
s'exprimer en écrivant : 
INVERSE(REL,REL) - 1- 1,1-1 
Mais un t el quadrupl et n'est pas autor ·sé par le modèle d'accès et devra 
donc êt re remp l acé par un e contrainte d'intégrité. 
- L'impl ément ation des rel at ions d'objet complexe vers objet élémentaire 
de quadruple t 1-1,0-1, par inclusion de la valeur de 1 'objet élémentaire 
dans 1 ' aspect d'ordre, implique qu'il n'existe pas plus d'une telle re-
la t ion, i ssue d'un objet complexe déterminé . Ce fait peut s'exprimer 
en écr ivant: 
ID(OE,OC) = 0-1,0-1 
L' impl émentation des re l ations de la racine ers un objet complexe par 
structu rati on de l 'aspect d'ordre, ass re que tout objet complexe est 
ci ble d'une telle relation. 
En conséquence, les re lati ons (RAC,OC) et ACCES (RAC,OC) ont mêmes oc-
currences et l a seconde de ces relations peut être supprimée du méta-
schéma. 
TROISIÈME PARTIE LE LANGAGE DE M~NIPULAT ION DE DONNÉES ET SON 
COMPILATEUR 
INTRODUCTION 
Nous allons maintenant décrire le langage de manipulation de données 
(DML) qui a été défini par l'équipe Grands Fichiers. 
Ensuite, nous étudierons le compilateur de ce langage. 
Plus précisement, nous examinerons quelles sont l es relations d'accès et 
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les caractéristiques d'i mplémentation qui lui sont nécessaires, c'est-à-dire 
que nous défini r,ons le métaschéma complet. Ce compi lateur a été écrit, à 
l 1aide du DML, en modifiant celui qui a été réalisé par l 1équipe Grands Fi-
chiers. Toutefois, son étude complète serait tro p longue à décrire et nous 
nous bornerons à esquisser son fonctionnement et à indiquer quelques remar-
ques concernant les difficultés rencontrées lors de cette modification. 
CHAPITRE I DEFINITION DU DML D'APRES EXEMPLES 
Pour définir rigoureusement le DML, i faudrait fixer sa syntaxe et 
définir sa sémantique à partir des primitives décrites dans le chapitre I 
de la première partie. 
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Toutefois, ce travail ayant été réalisé dans la référence [1], nous ne l •en-
visagerons pas ici. Nous nous limiterons, dans cet te étude, à une brève des-
cription de ce langage et de son utilisation afin de faciliter la compréhen-
sion des chapitres suivants. 
Le DML comprend un certain nombre d 1 ordres qui peuvent être groupés en 
trois catégories : 
Des ordres associés à la primitive d 1 accès 
REACH ... IN ... VIA ... IF 
OPEN 
Des ordres associés aux primitives de mise à jour 
PREPARE 
CREATE 
SUPPRESS 
ATTACH 
DETACH 
TRANSFER 
MODIFY 
associés aux objets complexes 
associés aux rel ations 
Des mécanismes de progr ammation 
ALLOCATE, CLOS E, COUNT 
CLEAR, MOVE, SAVE, TEST : manipula tion de variables de t ravai l 
NEXT, EXIT , END : mécanismes associés aux autres ord res 
( 1-1,0-1) 
Nous allons passer en revue des exemples d'emplo i de ces ordres, en 
précisant, pour chacun d'eux, l'effet de son exécuti on sur une base de 
données. 
Le graphe de cette base est dessiné ci-dessous, les quadruplets 
i-j,k-l des relat i ons sont associés à leur flèch e de définition. 
SOC·ECO 
COMMUNE 
(0-3,0-oo 
CODE- POSTAL 
( Ü-oo , 1-1) 
(0-15,0-2) 
ENFANT 
EMPLOYE 
(O- oo ,0-3) 
(1-1,0-oo) 
(1-1, -oo) 
NOM PRENOM 
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1. Exemple de création d'une réalisation d'objet complexe 
OPEN SOC-ECO= BD. 
REACH COMMUNE= Cl IF (CODE-POSTAL=5000). 
PREPARE PERSONNE= Pl WITH ALL. 
MOVE "DUPONT" TO NOM OF Pl. 
MOVE "JEAN" TO PRENOM OF Pl. 
MOVE 1 TO COUNT NOM FROM Pl, COUNT PRENOM FROM Pl. 
CREATE Pl ,~:Cl. 
REACH ENTREPRISE = El IF (NOM="FNDP "). 
1 ATTACH Pl TO El BY EMPLOYEUR. 
END El. 
END Pl. 
END Cl. 
CLOSE BD. 
- L'ordre "OPEN SOC-ECO=BD." 
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désigne un schéma de base de données. Il effectue l'accès à la réali-
sation del 'objet racine, qui sera désignée dans la suite du programme 
par "BD", jusqu I a ce que 1 1 ordre "CLOSE BD." clôture 1 a zone du program-
me où le schéma est connu. Al 'intérieur de cette zone, il sera possible 
de désigner les objets et les relations de ce schéma. 
- L'ordre "REACH COMMUNE=Cl IF (CODE-POSTAL =5000)." 
réalise, à partir de la valeur "5000" de 1 'objet élémentaire CODE-POSTAL, 
l'accès à toutes les réalisations de l'objet complexe COMMUNE qui lui 
sont associées par des occurrences de la re l ation (CODE-POSTAL,COMMUNE). 
Ensuite, les instructions comprises entre cet ordre et "END Cl." sont 
exécutées une fois pour chaque réalisation désignée, à ce moment, par 
"Cl". Ces deux ordres déterminent donc un b 1 oc de programme où ces réa-
1 i sati ons sont connues et dêsignables. 
- LI ordre "PREPARE PERSONNE=Pl ~JITH ALL." 
signale au système que 1 'on va créer ne réalisation de 1 'objet comple-
xe PERSONNE en la reliant par des occ rrences de relation à des valeurs 
de tous les objets élémentaires qui l i sont associés("WITH ALL"). 
"NOM OF Pl", "PRENOM OF Pl " sont les formes COB OL des listes de 
désignation (Pl,NOM) et {Pl,PRENOM) . 
Les instructions "MOVE" du langage hôte placent dans une zone ré ·· 
servée par le "PREPARE", les valeurs des obje t s élémentaires qui 
seront associ ées à la réalisation. 
LI instruction "MOVE 1 TO COUNT NOM FROM Pl , COUNT PRENOM FROM Pl :' 
signale au système que ces valeur s ont été placées dans la zone . 
- L'ordre "CREATE Pl,~:Cl'.' 
crée la nouvelle réalisation del 'obje complexe , en la reliant 
par des occurrences de relations, aux valeurs "DUPONT" et "JEAN" 
des objets él émentaires NOM et PRENOM , et à la réalisation "Cl" 
del 'objet complexe COMMUNE . 
La nouvelle réalisation restera connue du programme jusqu'à l'ex -
écution de l 'ordre "END Pl." et sera désignée par "Pl ". 
- L'ordre "ATTACH Pl TO El BY EMPLOY EU R'.' 
crée des occur renc~de la relati on EMPLOYE UR re liant la réalisation 
"Pl" de l'obj et comp l exe PERSONNE à toutes les réalisations "El" de 
l ' objet compl exe ENTR EPRI SE déte rminées par l'ordre "REACH ENTREPRI-
SE=El IF (NOM="FND P").". Les occurrences correspondantes de lare-
lation inverse EMPLO YE sont également créées. 
2. Exemple de modifications et de suppression 
OP EN SOC-ECO= BD. 
REACH PERSONNE= Pl IF (NOM="DUPONT ") GET (PRENOM). 
IF PRENOM OF Pl NOT = "JEAN" THEN NEXT Pl. 
REACH ENTREPRISE=El FROM BD IF NOM=" FNDP"). 
1 DETACH El FROM Pl BY EMPLOYE. 
END El. 
REACH COMMUNE=Cl IF (CODE-POSTAL=5000). 
1 TRANSFER Pl TO Cl. 
EN D Cl. 
REACH PERSONNE=P2 FROM Pl VIA ENFANT GET (PRENOM). 
1 PERFORM PRINT-PRENOM. 
EN D P2. 
MO VE "DURAND" TO NOM OF Pl . 
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IMODIFY Pl. END Pl. 
REACH COMMUNE=C2 IF (CODE-POSTAL =51OO). 
SUPPRESS C2 EXIT. 
END C2. 
CLOSE BD. 
- L'ordre "REACH PERSONNE=Pl IF (NOM="DUPONT") GET (PRENOM)." 
réalise, à partir de la valeur "DUPONT" del 'objet élémentaire NOM, 
l'accès à toutes les réalisations del 'objet complexe PERSONNE qui 
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lui sont associées par des occurrences de la relation (NOM ,PERSONNE) . 
A partir de chacune de ces réalisations de l'objet complexe PERSONN E, 
on réalise 1 'accès à la réalisation de 1 'obj et élémentaire PRENOM as-
sociée par une occurrence de la rel ation (PERSON NE,PRENOM) à l a réali-
sation courante de 1 'objet complexe PERSONN E. 
- LI ordre II IF PRENOM OF Pl NOT = "J EAN" THEN NE XT Pl. " 
Le test de la valeur de l 'objet élémentai re PRENOM es t réalisé par une 
instructi on du la ngage hô te . Si la condit i on est vérifiée, l 'ordre 
"NEXT Pl. " permet d'accéde r à la réa l isat i on suivante de l'objet corn-· 
plexe PE RSONNE, à partir de la valeur "DUPONT" de l'objet élémentaire 
NOM . Si la condition n'est pas vérifiée, le programme se poursuit en 
s~quence. 
- L'ord re "DETACH El FROM Pl BY EMP LOYE." 
Au moment où ce t ordre survient, "El" désigne une réa l isation particu-
lière del 'objet complexe ENTREPRISE. 
L'ord re "DETACH", appl i qué à la relation EMPLOYE, supprime une occur-
rence de l a re la tion et de son inverse sans affecter 1 ' existence des 
réal i sations courantes de PERSONNE et d'ENTRE PRISE. 
Ceci est dü au quadrupl et O- 00,O-3 de la relation EMPLOYE . 
On ne peut appliq uer cet ordre à la relation (PERSONNE,COMMUNE), car 
la suppression d ' une occurrence de cette relation correspond à une 
supp ression de la réal i sat i on de PERSONNE associée. 
Il est toutefois possib le de réaliser en un seul ordre, indécomposa-
ble, l'équivalent d' un "DETACH" suivi d'u n "ATTACH" grâce à l'ordre 
"TRANSFER Il. 
- L'ordre "TRANSFER Pl TO El . " 
détache la réalisation "Pl" (de l ' ob j et complexe PERSONNE) d'une 
réalisation del 'objet complexe COMMUNE et supprime donc une oc-
currence de la relation (PERSONNE,COMMUNE) . 
A ce stade, l'état de la base serai t incohérent sans le caractère 
indécomposable del 'ordre 11 TRANSFER ". 
Cet ordre attache maintenant la réa l ·sati on Pl (del 'objet complexe 
PERSONNE) à la réalisation 11 Cl 11 de l ' objet complexe COMMUNE encré-
ant une occurrence de la relat i on (PERSONN E,COMMUNE) . 
- L'ordre 11 REACH PERSONNE=P2 FROM Pl VIA ENFA T GET (PRENOM)." 
A partir de la réalisation 11 Pl 11 de PERSONNE, on accède success ivement 
à toutes les réalisations de PERSONN E l iées à la première par des oc-
currences de la relation ENFANT . Pour ch acune de ces réalisations, on 
accède à la réalisation del 'obj et él émentaire PRENOM. L'in structi on 
du langage hôte 11 PERFORM PRINT- PRENOM. " imp ime la valeur de la réa-
lisation courante del 'objet élément aire PREN OM. 
- L'ordre 11 MODIFY Pl. " 
modifie l 1occurrence de la rel ation (PERSONNE,NOM), issue de 11 Pl 11 • 
La nou ve 11 e occurrence aura pour cible la valeur 11 DURAND" de l I objet 
élémentaire NOM. L'occurrence inverse est également modifiée . 
- L' ordre 11 SUPPRESS C2 EXIT. 11 
Ce t ordre supprime de la base de données, l a réalisation 11 C2" de 
COMMUNE mais aussi toutes les réalisat i ons de PERSONNE auxquelles 
elle donnait accès, san s quoi, le co tenu de l a base deviend rait 
incohérent. 
Toutefoi s, après l I exêcuti on de l I ordre 11 SUPPRESS", l •exécution 
éven tuelle d'ordres relatifs à 11 C2 11 est vide de sens. Le paramètre 
11 EXIT 11 commande donc la sortie du bloc 11 COMMUNE=C2 11 et l 'instruc-
t ion suivant ce bl oc, est exécutée ( 11 CLOSE B011 .). 
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3. Exemple d'emploi des variables de travail 
Une variable de travail permet de ''sauver" l a référence à une réali-
sation d'un objet complexe rendue disponib le au moyen d'un ordre "REACH". 
Dans l'exemple ci-dessous, la variable JlO est une référence à une 
réalisation de COMMUNE. Supposons qu'il n'existe pas de relation de COMMUNE 
vers PERSONNE; recherchons une réalisation de PERSONNE reliée à la réalisa-
tion de COMMUNE, référencée par JlO, et sauvons l a dans la variable $02. 
OPEN SOC-ECO= BD. 
MOVE $10 TO $01. 
1 1 
1 1 
' 1 1 1 (destruction éventuelle de $10 par d'autres ordres) 
CLEAR $02. 
REACH PERSONNE=Pl. 
REACH COMMUNE=COMl FROM Pl. 
TEST COM1=$01. 
IF TEST-REG=O NEXT Pl. 
SAVE P 1 IN $02. 
EXIT Pl. 
END COMl. 
END Pl. 
TEST $02. 
IF TEST-REG=O, "insuccès". 
(exploitation de $02) 
1 1 1 
1 CLOSE BD. 
L'ordre "MOVE" range le contenu d'une vari.able de t ravail dans une autre. 
L'ordre "TEST COMl=JOl." compare la réalisation "COMl" de COMMUNE à la ré-
alisation de COMMUNE sauvée dans la variable JOl et positionne le registre 
"TEST-REG" à 1, en cas d'égalité. 
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L'ordre "SAVE Pl IN $02" sauve la réalisation courante de PERSONNE dans $02. 
L'ordre "TEST $02" vérifie que $02 se réfère à une réalisation et dans ce cas, 
positionne "TEST-REG 11 à 1. 
CHAPITRE II LE COMPILATEUR DU DML 
1. Rôle du compila teur du DML 
Le DML que nous venons de décrire introdui t dans les programmes, 
une structure de blocsavec itération automati que et évite, ainsi, la pro-
grammation explicite des boucles. 
Cependant, les différents traitements qui peuve nt être réalisés sur les 
valeurs acquises, dans la base de données, par ces programmes, ne sont . 
pas pris en charge par le DML et nécessitent 1 'emploi d'un langage hôte: 
COBOL . 
L'input du compilateur est donc constitué d'u n programme COBOL dans lequel 
on insère des ordres d'accès. 
Après avoir retrouvé les différents ordres DML ans 1 ' input décrit ci -des -
sus, le compilateur est chargé de remp lacer ces ordres par un texte COBOL 
comprenant notamment des appels à un module d'i ter f ace entre l e système 
SE SAM et le programme généré. Ce dernier pourr a, alors, être transformé, 
par un compilateur COBOL, en un programme objet st andard. 
Le rôle du compilateur du DML dans la constitution d'un programme 
travai l lant sur une base de données, peut être bservé sur la figure de 
la page 53. 
2. Structure du compilateur et exemple de génér a t i on 
Ce compilateur, réalisé de façon modulai r e, est dirigé par un module 
principal qui, après avoir initialisé les zones nécessaires à la compila-
t ion, parcourt le programme source, appelle les di f férents modules réali-
sant la compil ation de chaque ordre, trai t e les er reurs et clôture la gé-
nérati on. 
La f igure de la page 54 permet de visualiser la structure du compilateur. 
52 . 
PROGRAMME SOURCE 
COBOL+ ORDRES DML 
j 
COMPILATEUR 
DU DML 
PROGRAMME INTERMEDIAIRE 
COBOL+ APPELS A L'IN-
TERFACE 
i 
COMPILATEUR 
COBOL 
' 
MODULE OBJET 1 
l 
EDITEUR DE LIENS 
ET CHARGEUR 
PROGRAMME 
EXECUTABLE 
SCHEMA 
INTERNE 
BASE DE 
DONNEES 
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PROGRAMME 
PRINCIPAL 
~ 
1 CREATE 1 
..-----.! 
MODULES 
UTILITAIRES 
Prëcisor.s davantage le résultat de la génération en étudiant l'exemple 
suivant : 
REACH PERSONNE=Pl GET (NOM,PRENOM). 
END Pl. 
La présence de cet ordre indique quel 'on désire accéder à des réalisa-
tions del 'objet complexe PERSONNE, accompagnées des valeurs des objets 
élémentaires NOM et PREN OM qui leurs sont associées . 
Puisque nous travaillons dans un programme CO BO L, ces valeurs, pour 
pouvoir être manipulées, devront être stockées dans des zones définies en 
"WORKING-STORAGE SECTI ON " , à côté des zones déf i nies par l'utilisateur. 
Etant donnée la structure de blocs du DML, ces zones peuvent être 
agencées de manière à former une structure e stack, ce qui pourra être 
réalisé en COBOL au moyen d'instructions "REDEFINES ". Les définitions de 
zones relatives à des blocs disjoints pourr nt , ains i , se recouvrir. 
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La taille maximum du stack sera déterminée à la fi n de la compilation et 
le compilateur le définira en générant, par exemple, dans le programme COBOL: 
01 SYS-STACK PIC X(l256). 
La zone du stack, associée à Pl, sera définie par 
01 SYS-0079-STACK REDEFINES SYS-STACK. 
02 FILLER PIC X(96). ( 1) 
02 Pl. ( 2) 
03 SYS-C PIC 9(8) COMP OCCURS 9. (3) 
03 NOM PIC X(15). (4) 
03 PRENOM PIC X(lO). (5) 
La ligne (1) représente l a place utilisée par les blocs extérieurs. 
La ligne (2) permet de désigner sans ambiguïté les zones (des lignes) sui-
vantes en les qualifiant par le nom "Pl" associé à 1 'ordre "REACH". 
La ligne (3) définit les zones qui contiendront les compteurs d'occurrences 
de relation, associés à l a réalisation "Pl''. 
Les lignes (4) et (5) définissent les zones qui contiendront les valeurs 
des objets élémentaires NOM et PRENOM. 
Par ailleurs, il y a lieu de générer en "PROCEDURE DIVISION", à l'em-
placement où se trouva i t 1 'ordre "REACH", une séri e d'instructions réalisant 
l'opération demandée et faisant appel à 1 'interface de communication avec 
SESAM. Cet appel doit être paramétré en fonction de chaque situation et né-
cessite donc la génération, en 11 1-JORKING-STORAGE SECTION", d'une zone qui 
contient les informations nécessaires au traitemen t réalisé par 1 'inter-
face : type d'opération, niveau d'imbrication, numéro de 1 'objet complexe, 
aspects SESAM contenant les valeurs, déplacement de la zone "Pl" dans le 
stack, etc ... 
Dans le cas présent, les définitions de zones et les instructions sui-
vantes seront générées. 
WORKING-STORAGE SECTION. 
-------
01 SYS-0079-CA. 
02 FILLER PIC X(20) VALUE "030030079A 002003000 ". 
02 FIL LER PIC 9(4) COMP VALUE 96. 
02 FILLER PIC 9(4) COMP VALUE 61. 
02 FILLER PIC 9(4) COMP VALUE 9. 
02 FIL LER PIC X(9) VALUE "836815810" . 
01 SYS-0079-C8 PIC X( 11) VALUE "030030079A5". 
01 SYS-0079-Cl PIC X( 11) VALUE "030030079A9". 
--------
PROCEDURE DIVISION. 
CALL SYSDML USING SYS-0079-CA. 
GO TO SYS-0079-BODY . 
SYS-0079-NEXT. 
CALL SYSDML USING SYS-0079-CB. 
SYS-0079-80DY. 
IF SYS-ERROR = "10" GO TO SYS-0079-UNSTK. 
IF SYS-ERROR > 11 10 11 GO TO SYS-DUMP. 
GO TO SYS-0079-NEXT. 
SYS-0079-UNSTK. 
CALL SYSDML USING SYS-0079-Cl. 
IF SYS-ERROR > "10" GO TO SYS-DUMP. 
Les quatres dernières lignes ci-dessus, remplacent l 1ordre "END Pl." 
dans le programme généré et réalisent une boucle permet tant d'accéder 
à l'ensemble des réalisations del 'objet complexe PERSONNE. 
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"SYS-ÈRROR'' est une variable indiquant le résultat des opérations effectuées. 
"SYS-DUMP" est le nom d'un paragraphe, exécuté en cas d'erreur grave, 
rédigé par l'utilisateur et placé en fin de programme. 
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Le compilateur du DML possède, lui aussi, un stack permettant de mémoriser 
divers renseignements sur les ordres DML et leur st ructure de blocs, pen-
dant la compilation. Il ne doit pas être confondu avec le stack del 'uti-
lisateur que nous venons de décrire. 
CHAPITRE III DEFINITION DU METASCHEMA POUR LE COMPILATEUR DU DML 
Nous allons défi ni r les relations d'accès i ndispensables au compi-
lateur du DML et de nouveaux objets reflétant 1 ' implémentation du modèle 
d'accès en SESAM. 
Pour ce faire, nous nous proposons de passer en revue les différents or-
dres du DML décrits précédemment en nous demandant quelles sont, pour 
chacun d'eux, les in ormations dont le compilateu a besoin pour en réa-
liser 1 'analyse et a génération. 
Pour simplifier 1 'exposé et puisque nous n'avons pas défini formellement 
le DML, nous réaliserons cette étude à partir d'exemples. 
1. Compilation de l'or dre "OPEN" 
Soit l I ordre 
OPEN SOC-ECO= BD. 
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L'existence de 'objet racine SOC-ECO sera vérifiée en accédant, sur 
base de la valeur 11 SOC-ECO 11 , aux réalisations de RAC, par la relation 
(NOM,RAC). 
Le compilateur génèrera, dans le programme ut ilisateur, une zone, 
contenant le nom "SOC-ECO" de la base de données SESAM correspondant à 
l'objet racine, qui permettra à 1 'interface d'ouvrir cette base de don-
nées. 
Ce renseignement n'est, toutefois, pas suffi sant. En effet, chaque 
ordre SESAM doit être accompagné d'une va l eur de deux caractfres appelle 
numé.Jto d'~ctte.uJt qui définit, en quelque sorte , le "contexte" de 
59. 
l'ordre. Ainsi, on peut ouvrir plusieurs fois la ~ême base de données 
SESAM, pourvu quel ' on spécifie des numéros d'utilisateur différents. 
Chacune de ces ouvertures correspond à la réserv3tion de zones de tra-
vail, en mémoire centrale. Lorsqu'on interroge SESAM sur un critère pou-
vant fournir plusieurs enregistrements en réponse, SESAM renvoie, d'abord 
le premier enregistr ement. Ensuite, si l'on réinœrroge avec le même nu-
méro d'utilisateur et un code spécial d'"appel de réponse", on obtiendra 
un par un, tous les enregistrements suivants. L' oJverture d'une base de 
données avec un numéro d'utilisateur joue le rôle de déci.ail.mon du nu-
méro d'utilisateur et la fermeture ·correspond à u'le libération. 
Le programme d' interface devra, donc, générer des numéros d'utili-
sateur, pour SESAM. Pour cela, les conventions suivantes ont été choisies. 
- A tout schéma du nodèle d'accès, on associe un : aractère appelé nwné~o 
de. bcv., e. de. donnév.i. 
- Tous les ordres relatifs à la base de données S~SAM, correspondant à 
ce schéma, auront un numéro d'utilisateur comme1çant par ce caractère . 
- Le second carac tère sera généré, par l 'interf ac= , suivant les besoins 
en "appels de réponse". 
Pour les raisons que nous venons d'exposer , 1ous introduisons, dans 
le métaschéma, un objet NBD tel que 
val (NBD) = {A, B, ... ,Z,l, . .. ,6} 
(RAC,NBD) = 1- : ,0-l. 
Le numéro de base de données sera passé en argume 1t à 1 'interface, en même 
temps que le nom. L' étiquette "BD" et le numé ro d= base de données seront 
mémorisés dans le stack du compilateur . 
2. Compilation de 1 'ordre "REACH" 
Soit l 'ordre 
REACH PERSON E=Pl FROM El VIA EMPLOYE GET ALL. 
L'étiquette "El" est associée, dans le stack du compilateur, à un 
numéro de base de données permettant de déterminer le schéma auquel 
l'ordre "REACH" se rapporte. 
60. 
Il faut vérifier, ensuite, que ce schéma contien t bien un objet complexe 
PERSONNE dont le numéro devra être passé en argument à l'interface. 
Pour réaliser ce traitement, on peut procéder de plusieurs manières. 
Nous allons rechercher la meilleure, c'est- à-dire celle qui nécessite 
"le moins d'accès". Nous utiliserons comme unité de "mesure d'accès", 
l'accès via une occurrence de relation, en négligeant, cependant, les 
accès d'objet complexe vers objet élémentaire. 
Soient n le nombre moyen d'objet complexe par schéma, 
m le nombre moyen d'objet complexe de même nom, dans l'ensemble 
des schémas . 
On peut supposer que m << n. Désignons, alors , par xi le nombre d'accès 
nécessaires, en moyenne, par la méthode i. 
Les deux premières méthodes que nous verrons supposent l'existence d'un 
objet élémentaire NOBJ, représentant les numéros d'objet complexe tel que, 
val(NOBJ) = {1,2, ... ,999}. 
(OC,NOBJ) _ 1-1,0-00 • 
Méthode 1 
Accéder, par (NBD,RAC), à la réalisation de RAC correspondant au schéma; 
accéder, par (RAC,OC) à la réalisation de OC représentant l'objet PERSON-
NE du schéma; 
accéder au numéro d ' objet. 
Méthode 2 
Sur base du nom d 1 objet, accéder par (NOM,OC), au : réalisations de OC; 
rechercher laquelle de ces réalisations représente un objet complexe du 
schéma courant, en accédant, par (OC,RAC), aux réalisations de RAC; 
accéder au numéro d'objet. 
La troisième méthode suppose l'existence d' un objet élémentaire NUMERO 
ayant deux attributs NBD et NOBJ tels que 
val(NBD) = {A, B, ... ,Z,1, ... ,6}, 
V a l ( NO BJ ) = {1 , . . . , 9 9 9 } , 
(OC,NUMERO) = 1-1,0-1. 
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Méthode 3 
Sur base du nom de 1 'objet, accéder, par (NOM, C), aux réalisations de OC; 
vérifier que la valeur associée de NBD corresp nd au schéma courant; 
en déduire le numéro d'objet. 
m+l 
X --3 - 2 
. 
Nous choisirons cette méthode, qui minimise le nombre d'accès, c 1est-à-dire 
que nous définirons, dans le métaschéma, les relations d'accès qu'elle uti-
lise. En principe, il est nécessaire de réaliser une démarche semblable, 
chaque fois qu'un traitement nécessite d1accéder à la méta-BD, de manière à 
déterminer les 11 meilleures relations d'accès 11 • Par la suite, chaque fois que 
nous fixerons de nouvelles relations d'accès, nous supposerons qu'elles ont 
été choisies de cette façon. 
Après avoir véri fié 11existence de 1 'obje- complexe PERSONNE, le compi-
lateur devra, encore, vérifier celle de la relation spécifiée par 11 ordre 
11 REACH". Pour cela, il accèdera, sur la base de la valeur 11 EMPLOYE 11 , aux ré-
alisations de REL, par la relation (NOM,REL). A partir de ces réalisations, 
il accèdera par CIBLE{REL,OC) et OR IGINE(REL,OC), aux réalisations de OC et 
aux valeurs de NUMERO qui leur corresponden t . 
La comparaison de ces valeurs avec l e numéro de l 1origine, associé à 11 E1 11 
dans le stack du compilateur, et le numéro de a cible,déterminé plus haut, 
permet de sélectionner la réalisation de REL qui convient. 
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2. 2. GénéJta.:Üon du .6ta.c.k. du p1tog1ta.mme. uüwate.u'l. 
La première zone à générer, dans le stac utilisateur, est celle qui 
contiendra les compteurs d'occurrences de relati ns (cfr page 55). 
La longueur de cette zone sera fournie par la valeur d'un objet élémentaire 
LCT, du métaschéma. On aura: 
val(LCT) = {0,4, ... ,1280}, 
(OC,LCT) _ 1-1,0-00 • 
Le compilateur accèdera ensuite, par (OC,OE), aux réalisations de OE repré-
sentant les objets élémentaires associés à PESO NE. Il générera, pour cha-
que objet élémentaire spécifié par la clause 'GET", une zone destinée à 
contenir les valeurs de cet objet élémentaire. Deux cas principaux sont à 
distinguer 
- Un objet éléme.ri;ta,,Ui.e. .6,i,mpfe. sera représenté pa une zone élémentaire dont 
la "picture" sera générée à partir des valeurs de DESCRIPTEUR. Il nous 
faut, donc, préciser maintenant cet ensemble de valeurs. 
Décidons que DESCRIPTEUR possèdera trois at ri uts COM,TYP,LONG avec 
val(COM) = {0,1,3}, 
val(TYP) = {X,9}, 
val(LONG)= {1, ... ,1280}. 
Ainsi, par exemple, les valeurs 11 111 de COM, 11 911 de TYP et 11 611 de LONG dé-
terminent la "picture" PIC 9(6) COMPUTATIONAL. 
- Un objet éléme.ri;ta,,Ui.e. c.ompo.6é sera représenté par une structure COBOL dont 
les composants représentent les attributs del 'objet élémentaire. Les ren-
seignements nécessaires à la génération de cet: e structure seront obtenus 
par des accès imbriqués, via la relation AT-(OE,OE). Le niveau COBOL de 
la zone générée sera fonction du niveau d'inbri cation. 
La clause "OCCURS" sera générée, dans les deux cas, à partir de la valeur 
del 'objet élémentaire J associée aux réalisa ions de OE. Enfin, pour faci-
liter le calcul des déplacements dans le stack u: ilisateur, on définira, 
dans le métaschéma, un nouvel objet LOE te l que 
val(LOE) = {1, .•. ,1280}, 
(OE,LOE) = l-l,0·- 00• 
Cet objet représente le nombre de caractè res qu'il faut réserver pour 
stocker les valeurs d'un objet élémentaire . 
2. 3. Gê.nvr.a..tlon du pCVLa.mè.tJl.e,,t, pouJt l' .ùiteJt6a.c.e. 
64. 
La zone paramètre pour l'interface contiendra les renseignements sui-
vants : 
le numéro del 'objet complexe PERSONNE déterminé plus haut, 
- la longueur et les noms d'aspects de la zone des pointeurs et ceux de 
la zone des compteurs, 
- les aspects des objets élémentaires spécifiés dans la clause ''GET", 
- l'aspect éventuel de la relation et les indices des pointeurs de la 
relation, dans les réalisations de l 1origine. 
Le compilateur déterminera ces renseignements grâce à la présence, dans 
le métaschéma, des objets élémentaires LPT, APT, ACT, ADE, AREL, PTREL 
tels que 
val(LPT) = {0,4, ... ,1280}, 
(OC,LPT) = 1-1,0-00 , 
val(APT)=val(ACT)=val(AOE)=val(AREL)= {BAA, ... ,Z99}, 
(OC,APT) _ 0-5,0- 00 , 
(OC,ACT) = 0-5,0- 00 , 
(OE,AOE) = 0-5,0-00 , 
(REL,AREL) _ 0-1,0-oo, 
val(PTREL) = {1, ... ,320}, 
(REL,PTREL) = 1-3,0-oo. 
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2. 4. Au.J:Jte. 0aJtme. de. .t' otc.c/Jte. "REACH" 
Soit l'ordre 
REACH PERSONNE=Pl FROM BD IF (NOM="DUPONT") . 
Dans ce cas, le compilateur travaille un peu différemment et détermine 
le schéma concerné au moyen del 'étiquette "BD", re lative à un ordre "OPEN", 
mémorisée dans le stack du compilateur. A partir de la réalisation de OC, 
représentant l'objet complexe PERSONNE, il accède aux réalisations de OE, 
par la relation (OC,OE), jusqu'à trouver celle qu ~ représente l'objet élé-
mentaire NOM. Il vérifie que celui-ci peut appara - tre dans la clause "IF", 
au moyen des relations (OE,OC) et ID(OE,OC). 
Enfin, la zone paramètre qu'il génèrera pour l 'in-erface contiendra l'aspect 
del 'objet èlémentaire et la valeur "DUPONT". 
3. Compilation des ordres "ALLOCATE" et "PREPARE" 
La compilation de ces deux ordres est un sous- ensemble de celle du 
"REACH". Le seul traitement supplémentaire à effectuer, dans le cas du "PRE-
PARE", est de vérifier que tous les objets élément aires obügatobte..6, c'est-
à-dire ceux qui sont accessibles del 'objet comp l exe par une relation de 
quadruplet l-j,O-1, sort spécifiés dans la clause "GET". La relation (OE,I), 
du métaschéma, permet c'effectuer cette vérificat on. 
4. Compilation des ordres "ATTACH", "DETACH", "TRAN SFER" 
Soit l 'ordre 
ATTACH El TO Pl BY EMPLOYE. 
Le compilateur recherche dans le stack, les Puméros d'objet associés 
aux ëtiquettes "El" et "Pl". Il vérifie, ensuite, qu'il existe bien entre 
ces objets une relation de nom "EMPLOYE" telle que i <jet k < l. Les 
accès nécessaires à ce traitement peuvent être décrits par le graphe ci -
dessous. 
----~ origine 
NUMERO 
Les noms des aspects, contenant les pointeurs et les compteurs des 
réalisations cible et origine , sont passes à l'interface lors del 'exécu -
tion des ordres associés aux étiquettes "El" et "Pl ". 
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Les paramëtres suivants lui seront communiqués lo rs del 'exécution del 'or-
dre "ATTACH". 
- Les indices des compteurs et des pointeurs de la relation, dans l'origine 
et dans la cible. 
- Les paramètres jet l de la relation. 
- L'aspect éventuel de la relation et celui de son i nverse . 
La détermination de ces valeurs nécessite la présence dans le métaschéma 
del 'objet élémentaire CNTREL, représentant les ind i ces des compteurs, tel 
que val(CNTREL) = {1, ... ,320 }, 
(REL,CNTREL) = 1-2,0-00 • 
Les accès effectués, par le compilateur, pour obten i r les valeurs nécessaires 
à l'interface, correspo dent au graphe ci-dessous. 
67. 
Le traitement des ordres "DETACH" et "TRANSFER" est semblable. 
5. Compilation de l'ordre "CREATE" 
Soit l'ordre 
CREATE Pl,EMPLOYE El,*:Cl. 
L'étiquette "Pl", désignant un ordre "PREPARE" dont les caractéristi-
ques sont mémorisées au sommet du stack du compilateur, permet de déterminer 
le schéma et l'objet complexe, concernés par l'o rdr e "CREATE". 
Le compilateur v,ërifie, alors, que toutes les rel ations, issues del 'objet 
complexe concerné et te ll es que k < l, sont assoc iées par l'ordre "CREATE" 
à au moins i étiquettes telles que "El", "C l " . 
Voici le graphe d'accès correspondant . 
~--, Ori gine 
CiblE> 
Tous les noms d' aspects, nécessaires à l'inter face pour créer la 
nouvelle réalisation, lui ont été passés lors del 'exécution des ordres 
associés aux étiquett es "Pl", "El", "Cl". 
Les renseignements suivants sont .encore nécessaires. 
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- La liste des indices des compteurs des objets élémentaires obligatoires, 
dans la zone des compteurs de la nouvelle réalisation. La détermination 
de ces valeurs implique l'existence dans le métaschéma de 1 'objet CNTùE 
tel que 
val (CNTOE) = { 1, ... ,320}, 
(OE,CNTOE) = 0-1,0-oo. 
- Pour chaque relation, spécifiée dans l'ordre "CREATE", les indices des 
pointeurs et des compteurs, 1 'aspect éventue l de la relation et de son 
inverse; les paramèt res i ,j,l de la relation. 
Ces renseignements seront déterminés grâce aux accès décrits ci-dessous. 
~ 
[{~~T-~ -L,- PTREL 
6. Compilation de l'ordre "SUPPRESS" 
Soit 1 'ordre 
SUPPRESS Cl. 
--,~ 
La suppression d'une réalisation "Cl" del ' objet complexe COMMUNE entraîne 
la suppression de toutes les occurrences de rel at ion auxquelles elle par-
ticipe. En conséquence , les renseignements sui ants devront être passés 
à l'interface, pour toutes les relations issues de cet objet. 
- l'aspect de la relation et celui de son inverse; 
- les indices des compteurs et des pointeurs dans l 'origine et la cible; 
- les aspects des zones compteurs et pointeurs , dans l'objet cible; 
- la longueur de ces zones; 
- le paramètre k de la relation. 
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Toutefois, ces suppressions d'occurrences peuvent t ransgresser la règle 
relative aux i-j,k-1. Da s l'exemple cité, tou t e réalisation de PERSONNE, 
précédemment reliée à 'Cl'', ne vérifiera plus cette règle puisque (COMMUNE, 
PERSONNE) = 0-oo, 1-1. 
C'est pourquoi l'interface devra également supprimer ces réalisations. 
En conséquence, le compilateur devra générer, pou r PERSONNE, les mêmes 
renseignements que pour COMMUNE. 
Ce traitement sera effectué au moyen des relat ·ons d'accès ci-dessous. 
~ ----fCIBLE,,_ __ _ 
PTREL 
7. Compilation de l'expression "COUNT" 
Soit l'ordre 
MOVE COUNT PRENOM FROM Pl TO ZONE-UTIL . 
Cet ordre sera transformé, par le compilateur, en ne instruction COBOL : 
MOVE SYS-C OF Pl (n) TO ZONE-UTIL. 
où n est l ' indice du compteur d'occurrences de la re lation (PERSONNE,PRE-
NOM). Les relations d'accès nécessaires à la détermination de cet indice 
seront différentes selon la classe de l'objet PREND~. (objet complexe ou 
élémentaire). 
Elles peuvent être représentées globalement par le graphe ci-dessous. 
8. Graphe d'accès du mé taschéma complet 
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La compilation des autres ordres DML ne nécessite aucun accès au métaschéma. 
Celui-ci est donc constitué de tous les objets et de toutes les relations 
d'accès que nous venons de déterminer. Son graphe est dessiné à la page sui-
vante. 
MR 
RAC . 
1 NVERSE 
oc REL 
ORIGINE 
NOM 
LPT CNTREL 
APT 
LCT ACT LONG 
9. Contraintes d'intégrité associées au métaschéma complet 
Il existe un grand nombre de contraintes d 1 i1tégrité liant entre 
elles les valeurs des nouveaux objets élémentaires introduits dans le 
métaschéma. Toutefois , dresser la liste de ces co1traintes est une en-
treprise relativement dépourvue d'intérêt si ce n' est pour se convaincre 
du fait que les contraintes d'intégrité, associées à un schéma de base 
de données, peuvent être bien plus nombreuses et j ' une nature bien plus 
complexe qu'on pourra ·t le penser, à priori. 
Il est clair, cependant, que le compilateur du DD que nous étudierons 
dans la quatrième partie devra être tel que ces c ntraintes soient véri-
fiées. Mais, il n'effectuera, en réalité,qu'un no mbre très réduit de 
vru0iea:tlon.-6. Simple~ent, il eon.-6btlUll.a ces donn~es de telle sorte que 
l'on sera certain de la validité des contraintes ' intégrité sans même 
qu'il soit nécessaire d'avoir énoncé celles-ci. La raison en est que 
le compilateur du DOL est écrit directement en fo1ct ion du problème que 
l'on veut résoudre, à savoir, représenter les types de données du modè-
le d'accès dans un système cible, alors que les c ntraintes d'intégrité 
ne font qu'exprimer u certain nombre de propriétés des données en igno-
rant la nature de ce qu'elles représentent . 
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CHAPITRE IV PROBLEMES RENCONTRES LORS DE LA MODIFICATION DU COMPILATEUR 
DU DML 
L'écriture du compi l ateur duDML aurait const itué un travail beaucoup 
trop vaste dans le cadre de ce mémoire. C'est pou rquoi nous avons simple-
ment réalisé la modification du compilateur existant, en remplaçant tous 
les appels au module "SESAM" par des ordres du DML, afin qu'il puisse 
travailler sur la base de données correspondant au métaschéma complet 
(méta-BD). 
Divers problèmes sont apparus lors de cette modification. Nous allons 
exposer ici, les deux plus importants. 
I. Découpe modulaire du compilateur du DML 
La structure du DML impose que tout module écrit à l'aide de ce langage 
contienne, au moins, un bloc "OPEN-CLOSE", à l'intérieur duquel on trouvera 
tous les autres ordres. Ceci entraîne quel 'on exécutera un ordre "OPEN" à 
1 'entrée et un ordre "CLOSE" à la sortie de tout module du compilateur du 
DML, exploitant la méta-BD. 
Si l'exécution de chaque ordre "OPEN" ou "CLOSE" correspond à un traitement 
important sur la méta-BD, cette façon de procéder risque d'être assez lour-
de. Si, par contre, l'exécution effective d'un "CLOSE" est différée suffisam-
ment longtemps pour qu' un nouvel "OPEN" ait des chances de survenir entre-
temps, la structure modulaire du compilateur reste acceptable. 
Dans le cas où cette solution ne pourrait être réalisée, on envisagerait, 
par exemple, la création de deux nouveaux ordres DML : "DOPEN" et "DCLOSE" 
("Durrmy OPEN", "Dummy CLOSE"), qui rempliraient l a même fonction syntaxique 
que les ordres "OPEN" et "CLOSE" mais n'auraient aucun effet à l'exécution. 
Le module principal du compilateur contiendrait alors un ordre "OPEN" exécu-
té au début et un ordre "CLOSE" exécuté à la fin de la compilation. 
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2. Emploi des relations ayant même objet pour cible et pour origine 
Le modèle d'accès permet de définir des relations d'un objet complexe 
vers lui-même. De telles relations sont souvent associées à des traitements 
récursifs nécessitant plusieurs accès imbriqués par la relation. 
Ainsi, dans le compilateur du DML, lorsque l'on génère les définitions de 
zones relatives à un objet élémentaire composé, i l est nécessaire de réa-
liser un nombre, à priori indéterminé, de tels accès imbriqués. 
Cette opération nécessiterait l'écriture d'un nombre infini d'ordres 11 REACH 11 , 
ce qui est impossible. 
Nous avons décidé de limiter ce nombre à cinq, ce qui implique qu'un objet 
élémentaire ne peut avoir que quatre niveaux de descendance : 
REACH OE=El FROM Cl. 
11 traitement El 11 • 
REACH OE=E2 FROM El VIA ATT. 
"traitement E2". 
REACH OE=E5 FROM E4 VIA ATT . 
j "traitement E5". 
END E5. 
END E2. 
END E 1. 
Cette façon de faire est limitative et, de pl us, relativement lourde. 
C'est pourquoi, on pourrait imaginer un ordre 11 REACH 11 récursif qui permet-
trait de réaliser, en un seul bloc, la séquence précédente, par exemple, 
sous la forme : 
REACH OE=El FROM Cl RECUR 4 TIMES VIA ATT. 
1 "traitement El 11 • 
END El. 
Ce nouvel ordre permettrait, en outre, de réaliser l 1 équivalent d 1 une 
infinité de 11 REACH" imbriqués en écrivant 
REACH OE=El FROM Cl RECUR* TIMES VIA ATT. 
1 "traitement El". 
END El. 
où "-~ 11 représente la valeur 00 • 
Cependant, si un tel ordre est appliqué à une relation qui comporte des 
cycles· d 1 occurrences, i l risque de ne jamai s ter i ner son exécution. 
Il faudrait donc le réserver à des relations n 1 admettant pas de tels cy-
cles et, malheureusement, il n 1existe pas de moyen de les interdire, dans 
le modèle d 1 accès. 
Voici un exemple de 11 REACH 11 récursif ne terminant pas son exécution : 
REACH REL=Rl FROM RACl RECUR* TIMES VIA INVERSE . 
1 ---
END Rl. 
75. 
QUATRIÈME PARTIE LE LANGAGE DE DESCRIPTION Œ OONNÉES ET SON 
COMPILATEUR 
CHAPITRE I LE LANGAGE DE DESCRIPTION DE DONNEES (DDL) 
76. 
Dans ce chapitre, nous décrivons un langage de programmation, permettant 
de déclarer les types de données du modèle d'accès. Nous allons donner la syn-
taxe de ce langage et sa sémantique sera définie en associant à chaque clause, 
le concept du modèle d'accès qui y correspond. Nous appelons 11 clause 11 une va·-
lorisation quelconque d'une règle de grammaire. 
La syntaxe du DOL sera définie au moyen du fo alisme de Backus. Les sym-
boles suivants ne sont pas définis par des règles d2 grammaire et leur signi-
fication est donnée ci-dessous. 
<empty> désigne une chaîne vide de caractères, 
<name> désigne un nom, 
<String> désigne n I importe que 11 e suite de caractères imprimables ou de 
blancs, 
<di git> désigne un chiffre, 
<integer> désigne une suite finie de chiffres. 
1. Définition d'un programme DOL 
<DDL-program>:: =<identification><root-descri ption><des cription>END. 
<description>:: =<empty>j<C-0-description><descripti om>l<rel-description><description> 
Se.mantique. 
Un programme DOL est constitué d'une et une seule clause <DDL-program> qui 
définit un schéma de base de données. 
2. Définition de l'identification 
<i denti fi cati on>:: =IDENTIFICATION NAME IS 11 <user-name-and-ti tl e> 11 • 
<user-name-and-ti tl e>::=<stri ng> 
Cette clause, qui débute tout programme DOL, ne défi nit pas un concept du 
modèle d'accès. Elle correspond, dans l'état actuel du DOL, à une ébauche 
de mécanisme d'autorisation d'accès à la méta-BD et réalise l'édition de 
l'identification sur les listings de création . 
~~~e{~ 
IDENTIFICATION NAME IS "JEAN-PIERRE LALOUX - FN P11 • 
3. Déclaration de l'objet racine 
<root-descri pti on>: :=ROOT NAME IS <root- name >. 
<root-name~:=<name> 
Se.mantique. 
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Cette clause permet de déclarer 1 'objet racine de 1 nouvelle base de données 
et lui associe le nom <root-name>. 
~~~e{g. 
ROOT NAME IS FNDP. 
4. Déclaration d'un objet complexe et des objets élémentaires associés 
<C-0-descri pti on>::=<C-0-part><E-0-decl arati on><E-Q-p - rt>. 
<C-0-part~:= COMPLEX-OBJECT NAME IS <C-0-name>;IC-0 NAME IS <C-0-name>; 
<C-0-name>::= <name> 
<E-0-decl arati on>::= ELEMENTARY-OBJECT NAMES ARE ' : 1 E- 0 NAMES ARE : 
<E-0-part>::=<E-0-part-1 >f<empty> 
<E-0-part-1>::=<EOl-desc> 1 <EOl-desc> ,<E-0-part-l> 
<EOl-desc>::=<l eve 1-number-l><EOl-name><occurs-l><domai n-1> 
<level-number-1>::=l lOl 
<EOl-name>::=<name> 
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<occurs-1>::= OCCURS (O,< i nteger>) IOCCURS (l,<in t eger>) IOCCURS<integer>l<empty> 
<domain-1>::=<picture><usage><access>l<access><descendants> 
<picture>::= PIC X(<integer>)I PIC 9(<integer>) IPIC !PIC 9 
<usage>::= BINARY I PACKED 1 <empty> 
<access>::= IDENTIFIER I ACCESS-KEY 1 <empty> 
<descendants>::= ,<attribu t> l ,<attribut ><descendants> 
<attribut>::=<level-number-2><att-name><occurs-2><dom i n-2> 
<1 eve l-number-2>::=<di git><di git> 1 <digit> 
<att-name>::= <name> 
<occurs-2>::= OCCURS<i nteger> 1 <empty> 
<domain-2~:=<picture><usage> 1 <descendants > 
Sé.ma.n;ûque. 
La clause <C-0-description> permet de déclarer un ob et complexe de nom 
<C-0-name> ainsi que les objets élémentaires qu i l ui sont associés. 
La clause <E-0-part> permet de déclarer tous les obj ets élémentaires reliés 
à l'objet complexe <C-0-name>, fixe les caractéristi ues des relations de 
l'objet com'plexe vers les objets élémentaires et défi nit les attributs de 
ceux-ci. 
La clause <E01-desc> permet de déclarer un objet élémentaire de nom 
<EOl-name> relié à l 1 objet complexe <C-0-name>. 
Les combinaisons suivantes des clauses <Occurs~l> et <access> sont per-
mises et ont la significat i on ci-dessous. 
<OCCUrS-l><acceSS>: OCCURS (1,1) IDENTIFIER 
La relation del 1 objet complexe vers l 1 objet élémentaire est de quadruplet 
1-1,0-1. La relation inver se existe. 
<OCCUrS-l><acceSS>: OCCURS (i,1) ACCESS-KEY 
La relation del 1objet complexe vers l 1 objet élémentaire est de quadruplet 
i-1,0-oo. La relation inverse existe (i=O ou 1). 
<Occurs-l><access>= OCCURS (i,j) 
La relation del 1 objet complexe vers l 1objet élémentaire est de quadruplet 
i-j,o-oo. La relation inverse n1 existe pas (i=O ou 1, j ~ 1). 
De plus, une clause <Occurs-1> vide équivaut à "OCCURS (1,1)" et "OCCURS 
<i nteger>" équivaut à "OCCURS ( 1,<i nteger>) ". 
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La clause <picture> définit le domaine de valeurs d 1 un objet élémentaire 
simple. Quatre cas sont possibles. 
<picture>= PIC X 
Une valeur de 1 1 objet élémentaire est formée d 1 un seul caractère. 
<picture>= PIC 9 
Une valeur de 1 1objet élémentaire est formée d 1 un seul chiffre. 
<picture>= PIC X(n) 
Une valeur del 1 objet élémentaire est une chaine den caractères. 
<picture>= PIC 9(n) 
Une valeur de l 1 objet élémentaire est une chaine den dhiffres. 
5. Déclaration d'une relation entre objets complexes 
<re 1-descri ption;,;::=<s i ngl e-re 1>. 1 <Si ngl e-re 1 ><i nvert-re h. 
<single-rel~:= RELATION <name-part> FROM <bound-pair><Origin-CO-name> 
TO <bound-pair><target-CO-name> 
<name-part~:= WITHOUT NAME I NAME IS <relation-name> 
<bound-pair~:= (<left-bound>,<right-bound>) 
<léft-bound~:= <integer> 
<right-bound~:= <integer>I ~ 
<origin-CO-name~:= <name> 
<target-CO-name~== <name> 
<invert-rel~:= INVERTED BY <invert-rel-name> jINVERTED 
<invert-rel-name~== <name> 
<relation-name~:= <name> 
S é.man:üq u.e. 
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La clause <rel-description> permet de déclarer une relation sans inverse 
ou un couple de relations inverses, si elle contient une clause <invert-rel>. 
La clause <single-rel> permet de déclarer une relation de nom <relation-
name> de 1 'objet complexe <Origin-CO-name> vers l'objet complexe <target-CO-
name>. 
"FROM <bound-pair>" détermine les deux dernières valeurs et "TO <bound-pair>", 
les deux premières valeurs du quadruplet i-j,k-1 de la relation. 
11
~
11 représente la valeur "infini". 
Si <name-part>= WITHOUT NAME, la relation ne possède pas de nom. 
La clause <invert-rel> permet de déclarer la relation inverse de la 
précédente, de nom <invert-rel-name> ou sans nom, si <invert-rel>: INVERTED. 
La clause <usage> s'applique aux objets élémentaires simples à valeurs 
numériques, elle préci se la représentation interne de ces valeurs. 
<Usage>:::BINARY définit une représentation en "décimal codé binaire". 
<usage>:::PACKED définit une représentation en "décimal condensé". 
Une clause vide définit une représentation en "décimal étendu". 
La clause <descendants> définit le domaine de valeurs d'un objet élé-
mentaire composé. Elle comporte une ou plusieurs clauses <attribut> ayant 
toutes même numéro de niveau, égal au numéro de niveau de l'objet élémentai-
re composé, plus un. 
Soient OE1,···,0En les n objets élémentaires attributs déclarés dans cet or-
dre par les n clauses <attribut> qui composent la clause <descendants> et 
jl,··· ,jn leurs facteurs de répétition. (voir clause <attribut>.) Une valeur 
de l'objet élémentaire composé est la concaténation de jl valeurs de OE1, 
j 2 valeurs de OE2, ... , jn valeurs de OEn. 
La clause <attribut> définit un objet élémentaire attribut de nom 
<att-name> dont les va leurs interviennent j fois dans la constitution de 
la valeur de 1 'objet élémentaire composé, si une clause <occurs-2>= OCCURS 
j est présente, et une fois si elle est absente. 
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Cette valeur de 1 'objet élémentaire attribut est définie, soit par une clause 
<picture> , soit récursivement, par une clause <descendants>. 
COMPLEX-OBJECT NAME IS PERSONNE; 
ELEMENTARY-OBJECT NAMES ARE : 
1 NOM PIC X(20) IDENTIFIER, 
1 PRENOM OCCURS (0,5) PIC X(lO), 
1 ADRESSE, 2 RUE PIC X(15), 
2 NUMERO PIC 9(5), 
2 LOCALITE PIC X(15). 
RELATION NAME IS DIRECTEUR 
FROM (0,l) DEPARTEMENT 
TO (1,1) PERSONNE 
INVERTED BY DIRECTEUR. 
RELATION WITHOUT NAME 
FROM (1,1) FACULTE 
TO (0,l) SECTION. 
6. Programme DDL correspondant au métaschéma 
Le programme DOL, ci -dessous, permet de définir le métaschéma dont le 
graphe est donné page 71 . 
IDENTIFICATION NAME IS "J-P LALOUX - METASCHEMA". 
ROOT NAME IS MR. 
COMPLEX-OBJECT NAME IS RAC; 
ELEMENTARY-OBJECT NAMES ARE 
1 NOM PIC X(15) ACCESS-KEY, 
1 NBD PIC X IDENTIFIER. 
COMPLEX-OBJECT NAME IS OC; 
ELEMENTARY-OBJECT NAMES ARE ; 
1 NOM PIC X(15) ACCESS-KEY, 
1 NUMERO IDENTIFIER, 2 NBD PIC X, 2 NOBJ PIC 9(3 ) , 
1 LPT PIC 9(4), 
1 APT OCCURS (0,5) PIC X(3), 
1 LCT PIC 9(4), 
1 ACT OCCURS (0,5) PIC X(3). 
COMPLEX-OBJECT NAME IS REL; 
ELEMENTARY-OBJECT NAMES ARE ; 
1 NOM OCCURS (0,1) PIC X{l5) ACCESS-KEY, 
1 I PIC 9(2) BINARY, 
1 J PIC 9(8) BINARY, 
1 K PIC 9(2) BINARY, 
1 L PIC 9(8) BINARY, 
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1 CNTREL OCCURS 2 PIC 9(3), 
1 PTREL OCCURS 3 PIC 9(3), 
1 AREL OCCURS (0,1) PIC X(3). 
COMPLEX-OBJECT NAME IS OE; 
ELEMENTARY-OBJECT NAMES ARE : 
1 NOM PIC X(15), 
1 I OCCURS (0,1) PIC 9, 
1 J PIC 9(4), 
1 LOE PIC 9(4), 
1 AOE OCCURS (0,5) PIC X(3), 
1 CNTOE OCCURS (0,1) PIC 9(3), 
1 DESCRIPTEUR OCCURS (0,1), 
2 COM PIC X, 
2 TYP PIC X, 
2 LONG PIC 9(4). 
RELATION WITHOUT NAME FROM (1,1) RAC TO (0,999) OC . 
RELATION WITHOUT NAME FROM (1,1) RAC TO (0,999) REL. 
RELATION WITHOUT NAME FROM (1,1) RAC TO (O,•) OE. 
RELATION NAME IS ID FROM (0,1) OE TO (0,1) OC . 
RELATION WITHOUT NAME FROM (0,1) OC TO (0,320) OE. 
RELATION WITHOUT NAME FROM (0,320) OE TO (0,1) OC. 
RELATION NAME IS ORIGINE 
FROM (1,1) OC TO (0,320) REL INVERTED BY ORIGINE. 
RELATION NAME IS CIBLE 
FROM (0,320) REL TO (1,1) OC. 
RELATION NAME IS ATT FROM (0,1) OE TO (0,1280 ) OE. 
RELATION NAME IS INVERSE 
FROM (0,1) REL TO (0,1) REL INVERTED BY INVERSE. 
END. 
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CHAPITRE II LE COMPILATEUR DU DDL 
1. Rôle du compilateur 
Un programme DOL représente un schéma de base de données. 
Le compilateur du langage DDL doit donc 
- réaliser l'analyse et la vérification syntaxique des différentes clauses 
du programme; 
- charger la méta-BD avec toutes les informations recueillies; 
- calculer les données d ' implémentation ; 
vérifier les contraintes d'intégrité; 
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- générer certains fichiers qui seront utilisés par les utilitaires SESAM 
afin de créer une base de données SESAM correspondant au schéma défini par 
le programme DOL. 
L'ensemble de ces opérations aurait pu être réali sé en un seul programme. 
Cependant, nous avons préféré gagner en clar té en adoptant une structure plus 
modulaire. 
Nous distinguerons donc, dans le compilateur DOL, trois fonctions prin-
cipales schématisées par la figure suivante . 
~NALYSE SYNTAXIQUE 
ET CHARGEMENT ~ut Programme 
output input~§ VERIFICATION DES 
CONTRAINTES D'INTEGRITE 
GENERATION DES PROCEDU-
RES SESAM DE CHARGEMENT 
input 
FICHIERS 
_____ o_u_,.t_p-ut___ POUR 
SESAM 
- Le premier module du compilateur analyse le programme DOL et charge la 
méta-BD. 
- Le deuxième module vérifie les contraintes d'intégrité notamment en li-
sant et comparant entre elles les fnformations de cette méta-BD. 
- Le troisième module a un caractère plus uti l itaire puisqu'il exploite 
la méta-BD afin de consulter un ensemble de fichiers qui serviront de 
données aux programrœs SESAM de chargement. 
2. Analyse syntaxique et chargement de la méta-BD 
L1 étude de ce module nous amène à distinguer trois fonctions princi-
pales : 
- l •analyse syntaxique du programme DOL, 
- le chargement de la méta-BD, 
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- la modification de cette dernière, pour introduction des données d'implé-
mentation. 
Cette découpe en fonctions, observable ici au niveau logique, est réalisée 
au niveau de la programmation de ce module. 
La fonction de chargement, réalisée grâce au DML, peut, de ce fait, être 
clairement distinguée del 'analyse syntaxique . 
La réalisation de cette découpe n'est cependant pas évidente, à priori, car 
il faut tenir compte de la hiérarchie de blocs imbri qués créée par le DML. 
Lors de 1 •analyse d'une clause <C-0-description>, par exemple, il faut sor-
tir du bloc "création OC" sans le cl ôturer afin d ' exécuter la fonction sé-
parée "analyse syntaxique des clauses <EOl-part>". Lorsque cette analyse 
se termine, il faut revenir dans la structure de blocs, à 1 'endroit exact 
où on l'a quittée, afin de respecter le niveau d'imbrication, ce qui impose 
d'apporter une attention particulière à la liaison entre ces deux fonctions. 
Les fonctions du module et leurs connections peuvent être représentées par 
la figure ci-après. 
LECTURE DU SOURCE (PROGRAMME DOL) 
1 
• 
ANALYSE CHARGEMENT DE 
SYNTAXIQUE LA META-BD 
' 
MODIFICATION DE LA META-BD POUR INTRODUCTION DES DONNEES 
D1 IMPLEMENTATION 
L1 analyseur syntaxique, sur base de la lecture du source, donne 
des ordres à la fonction de chargement. Lorsque cette fonction a exécuté 
un ordre, elle initi alise une nouvelle lecture du programme DDL. 
Lorsque l •analyseur syntaxique détecte la fin du progranme DOL, il passe 
le contrôle à la fonction de modification de la méta-BD. 
2. 1. Ana.lylle. 1:iynta.u.que. 
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L1 analyseur syntaxique se décompose en quatre parties consacrées aux 
quatre clauses principales du DDL : <identifiqation>, <root-description>, 
<C-0-description>, <rel-description>. 
Chaque partie isole les diverses informatio s présentes dans une clause, 
les stocke en mémoire (dans une structure COBOL) et fournit cette struc-
ture à la fonction de chargement. 
La figure suivante décrit de façon simplifiée, le fonctionnement de 
l 'analyswr syntaxique et la structure du programme de chargement. 
PROGRAMME DE CHARGEMENT 
OPEN MR.--
~ 
® 
PREPARE RAC. 
création d'une 
réalisation de RAC. 
CREATE RAC. 
i 
® 
PREPAR_E OC. 
création d'une 
réalisation de 
OC reliée à RAC. 
CREATE OC. 
~ 
® 
PREPARE OE .------
création d'une 
réalisation de OE 
associée à OC. 
CREATE OE. 
END OE. 
END OC. 
i 
® 
PREPARE REL. 
création d'une réalisation de 
REL reliée à RAC. 
CREATE REL. 
END REL. 
* ® 
END RAC. 
~ 
CLOSE MR. 
ANALYSEUR 
SYNTAXIQUE 
@- ETERMINATION DE LA 
CLAUSE A ANALYSER 
NALYSE DE LA CLAUSE 
< i dent if i cation> 
NALYSE DE LA CLAUSE 
<root-description> 
NALYSE DE LA CLAUSE 
<C -O-description> 
NALYSE DE LA CLAUSE 
<rel-description> 
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2. 2. Cfuvz.geme.n;t de, la. mê.:ta-BV 
La figure précédente donne une première approche de la structure géné-
rale du progranme de chargement. Nous allons reprendre les étapes de création 
en précisant pour chacune: 
- ce qui est fourni par 1 ' analyseur syntaxique, 
- les contraintes à vérifier et la méthode de vérification, 
- la méthode de création. 
2.2.1. Traitement de la clause <identification> 
----------------------------------------
L'analyseur syntaxique fournit <user-name-and-t itle> qui servira d'entête 
à chaque page du listing de création. Le programme de chargement ouvre la méta-
BD. 
2.2.2 Traitement_de_la_clause_<root-descri~ti on> 
La déclaration d'un nouvel objet racine correspond à la création d'une 
nouvelle réalisation del ' objet complexe RAC du métaschéma. 
Avant de créer cette réal i sation, il faut vérifier que la valeur de NOM four-
nie par l'analyse syntaxique ne correspond pas à une réalisation préexistante 
de l'objet RAC. De plus, i l faut associer â la nouvelle réalisation, une va-
leur de NBD (numéro de la base de données). 
Le bloc 
REACH RAC=Rl GET (NOM). 
"test du nom et comptage des réalisations". 
END Rl. 
permet de réaliser ce traitement. 
S'il existe déjà une racine de même nom, un message est imprimé, la création 
est annulée et la compilation se termine. Sinon, la .création est autorisée. 
Méthode de création . 
PREPARE RAC=R2 WITH ALL. 
"garnir NOM et NBD". 
CREATE R2. 
L'ordre "END R2!' sera placé en fin de programme. 
Le bloc "racine" contiendra, donc, les blocs de création des réalisations 
de OC et de REL qui pourront ainsi être reliées à la nouvelle réalisation 
de RAC. 
2.2.3. Traitement_de_la_clause_<C-0-descri~tion> 
2.2.3.1. clause <C-0-part>. 
La déclaration d'un nouvel objet complexe correspond à la création 
d'une nouvelle réa l isation de l'objet OC du métaschéma. Avant de 
créer cette nouvelle réalisation, il faut vérifier que la valeur de 
NOM, fournie par 1 'analyse syntaxique, ne désigne pas déjà un objet 
complexe du nouveau schéma. 
Cette vérification est réalisée par : 
REACH OC=ClO FROM MR IF (NOM=<C-0- name>) GET (NUMERO). 
message "création refusée" si "CIO" appartient 
au schéma en cours de création. 
END CIO. 
Si ce "REACH" ne fournit aucune réalisation correspondant au nouveau 
schéma, il y a création par la séquence ci-dessous 
PREPARE OC=Cl WITH ALL. 
1 "garnir NOM et NUMERO". 
CREATE Cl,l:R2. 
Par cette opération, la nouvelle réalisation de OC est également 
attachée à la réalisation de RAC précédemment créée. 
2.2.3.2. clause <E-0-part>. 
L'analyseur syntaxique décompose cette clause en un certain nombre 
de clauses <E01-desc> et <attribut>. L' analyse de chacune de ces 
clauses fournit, dans une structure COBOL, les différentes caracté-
ristiques d'un bjet élémentaire : numéro de niveau, nom, type 
(numérique ou caractère), longueur en bytes, facteur de répétition, 
forme de représentation, caractéristique d'accès. 
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La vérification du fait que tout objet élémentaire est désignable 
dans le schéma auquel il appartient, n'est possible qu'après la 
déclaration de tous les objets élémentaires associés à un objet 
complexe et est réalisée par une routi ne spéciale en fin de program-
me. 
Méthode de création 
La déclaration d'un objet élémentaire correspond à la création d'une 
réalisation de OE. Le numéro de niveau, associé à tout objet élémen-
taire dans le DOL, a une utilité parti culière pour le programme de 
chargement. 
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Si 1 'objet élémentaire est de niveau 1 (relié directement à un objet 
complexe), la nouvelle réalisation de OE doit être reliée à la réa-
lisation de OC créée en dernier lieu . 
- Si l'objet élémentaire est de niveau >1 (objet élémentaire attribut), 
la nouvelle réalisation de OE doit êt re reliée à la dernière réali-
sation créée de OE, de niveau immédiatement inférieur. 
Cette constatation implique que, lors de la création d'une réalisation 
de OE, il faut, pour chaque niveau inférieur, conserver "trace en mé-
moire" de la dernière réalisation créée. 
Plus ieurs méthodes pouvatent être utilisées pour résoudre ce problème. 
- une cascade de PREPARE-CREATE imbriqués : 
PREPARE OE=El WITH ALL. 
CREATE El,~:Cl. 
PREPARE OE=E2 WITH ALL. 
CREATE E2,ATT•:El. 
PREPARE OE=E3 WITH ALL. 
CREATE E3,ATTt:E2. 
PREPARE OE=E4 WITH ALL. 
CREATE E4,ATTt:E3. 
PREPARE OE=E5 WITH ALL. 
CREATE E5,ATTt:E4. 
END E5 . 
. END E4. 
END E3. 
END E2. 
END El. 
Cette méthode, qui réalise, de la façon la plus naturelle, le 
traitement désiré a, en outre, l'avantage de minimiser le nombre 
d'accès à la méta-BD. Cependant, la place mémoire occupée appa-
raît non-négligeable et la structure de blocs imbriqués entraîne 
la complication de la liaison entre analyseur syntaxique et pro-
gramme de chargement. Enfin, bien que cette raison soit mineure, 
il faut signaler que, 1 'implémentation du DML n'étant pas totale-
ment terminée, nous nous sommes trouvés dans 1 'obligation de simu-
ler tout le traitement de 1 'interface et le 11 CREATE 11 est un ordre 
dont la simulation est particulièrement fastidieuse. 
- Pour cet ensemble de raisons, nous avons préféré la méthode qui 
consiste à "sauver" chaque réalisation de OE créée, dans une va-
riable de travail associée à son numéro de niveau. 
Ceci permet de ne pas maintenir toute la structure en mémoire et 
donne un accès rapide aux réalisations de niveau immédiatement 
inférieur, par un 11 REACH sur variab l e de travail". 
Une réalisation de OE sera donc créée comme suit : 
9L 
PREPAR"E OE=El WI - H ALL. 
"garnir I ,J,NOM,LOE,DESCRIPTEUR11 • 
CREATE El. 
IF <level-number> = 1 SAVE E- IN $01 . 
IF <level-number> = 2 SAVE E IN $02. 
IF <level-number> = 3 SAVE El IN $03 . 
IF <level-number> = 4 SAVE El IN $04. 
La réalisation, ainsi créée, doit mai ntenant être reliée à d'autres 
réalisations préex· stantes. 
Distinguons à nouveau deux cas. 
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Si la réalisat ion est de niveau >1, elle doit être attachée à une 
réalisation de niveau inférieur de la façon suivante : 
IF <level-number> = 2 
IF <level-number> = 3 
IF <level-number> = 4 
IF <level-number> = 5 
REACH OE $06=E2. 
ATTACH E2 TO El VIA ATT. 
END . 
MOVE $01 TO $06. 
MOVE $02 TO $06. 
MOVE $03 TO $06. 
MOVE $04 TO $06. 
Si la réalisat i on est de niveau 1, el le est attachée,par l'ordre 
ATTACH Cl TO El. 
à la réalisation de OC, créée en de rnier lieu. 
De plus, si la déclaration d'obje t él émentaire quel 'on est en 
train de trai t er , contenait une cl ause "IDENTIFIER" ou une clause 
11 ACCESS-KEY 11 , un des deux ordres suivants sera exécuté : 
ATTACH El TO Cl VIA ID. 
ATTACH El TO Cl. 
Les séquences de programmes, que nous venons de décrire, pourraient 
être considérablement simplifiées par 1 'utilisation de variables de 
travail indicées e 1 'utilisation de ces mêmes variables dans 1 'ordre 
11 ATTACH". 
2.2.4. Traitement_de_la_clause_<rel-descrietion>. 
La déclaration d'une relation entre objets complexes correspondra 
à la création d'une réalisation de 1 'objet RE L du métaschéma. 
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L'analyseur syntaxiçue fournit, dans une structure COBOL, les différentes 
caractéristiques de la relation : nom, quadruplet i-j,k-1, nom de 1 'ori-
gine, nom de la cible, nom de 1 'inverse, s'il y a lieu. 
Avant de créer la ncuvelle réalisation de REL, il est nécessaire d'accéder 
aux réalisations de OC représentant 1 'origine et la cible de la nouvelle 
relation. On en profite ra pour vérifier 1 'ùnicité du nom de la nouvelle 
relation, relativement à ces objets. Ceci impli que qu'une déclaration de 
relation ne peut apparaître, dans un programme DOL, qu'après la déclara-
tion des objets complexes origine et cible. 
La séquence, ci-dessous, réalise ce traitement. 
REACH OC=C2 IF (NOM=-<origin-CO-name>) GET (NUMERO). 
IF NBD OF C2 NOT= "numéro de base de données courant" 
THEN NEXT C2. 
REACH REL=R20 FROM C2 VIA ORIGINE GET (NOM). 
IF <rel-name> NO = NOM OF R20 
THEN NEXT R20. 
REACH OC=C15 FROM R20 VIA CIBLE GET (NOM) . 
END R20. 
IF <target-CO-name> = NOM OF C15 
THEN "erreur : relation redondante" 
ELSE NEXT R20. 
REACH OC=C3 FROM MR IF (NOM= <target-CO-name>) GET (NUMERO). 
IF NBD OF C3 NOT = "numéro de base de do nnées courant" 
THEN NEXT C3. 
PREPARE REL=R6 W1TH ALL. 
1 "garnir I,J, K,L,NOM". 
CREATE R6, ORIGI E:C2, CIBLE:C3,~:R2. 
Puisque nous av ns choisi de toujours représenter une relation in-
verse, même non déclarée, dans la méta-BD, i l fau t maintenant créer une 
réalisation de REL représentant cette inverse au moyen de la séquence : 
REACH REL=R21 FROM C3 VIA ORIGINE GET (NOM) . 
IF <invert-rel-name> NOT= NOM OF R21 
THEN NEXT R21. 
REACH OC=C16 FROM R21 VIA CIBLE GET (NOM). 
IF <Origin-CO-name> = NOM OF C16 
THEN "erreur : relation redondante" 
E SE NEXT R21. 
END Cl6. 
END R21. 
PREPARE REL= R4 WITH ALL. 
1 "garnir I,J,K,L, OM". 
CREATE R4, CIBLE:C2, ORIGINE:C3, INVERSE:R6,•:R2. 
On remarque que les réalisations "C2" et "C3 " ont été permutées. 
De plus, la nouvelle réalisation est reliée à "R6 " par une occurrence de 
INVERSE (REL,REL). 
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Les valeurs des objets él émentaires I,J,K,L assoc iées à "R4" sont détermi-
nées à partir de celles associées à "R6"; seule la valeur de NOM est four-
nie par 1 'analyseur syntaxique. 
Le t raitement précédent n'est, toutefo i s, pas exécuté quand le compi-
lateur doit traiter ne déclaration de relat ion symétrique, puisqu'une tel-
le relation est sa propre inverse. 
Dans ce cas, la séquence , ci-dessus, sera remplacée par l'ordre suivant : 
ATTACH R6 TO R6 VIA INVERSE. 
%. 
2.3. Mocüniea,t,i,,on de fu mê-ta.-BV poWt intlc.oduction dv., donnêv.i d'implêmenta.tion 
A ce stade, on a chargé la partie de la méta- BD correspondant au sous-
schéma (sémantique) défi i au chapitre II de la première partie, c'est-à-dire 
que l'on a représenté les types de données du modèle d'accès indépendamment 
de leur implémentation. Le DOL décrit, en effet, le modèle d'accès, mais non 
sa représentation SESAM. Ce sont les données d'implémentation que nous allons 
créer maintenant . 
2.3.1. Données_d'imQlémerrtation_associées_aux_relations_entr.e_objets_comQlexes 
Suivant le type d'i mplémentation, déterminé en fonction des i-j,k-1, 
toute réa l isation del 'objet complexe origine contiendra un ou trois poin-
teur(s) et un ou deux compteur(s) associés à la relation. C'est à ce niveau, 
que les indices de ces compteurs et de ces pointeurs vont être calculés. 
De plus, dans certai llS cas, un aspect SESAM doit être associé à une relation. 
La détermi nation du nom de cet aspect sera réalisée par un appel à un sous-
programme de génération d'aspects que nous étudierons au paragraphe 4.1. 
2.3.2. Données_d'imQlémentation_associées_aux_objets_comQlexes 
Suivant le nombre et le type des relat i ons dont un objet complexe est 
origine, les réalisations de celui-ci contiendront un nombre variable de 
pointeurs et de compteurs. 
Il faut donc maintena t, calculer la longueur des zones contenant ces poin-
teurs et ces compteurs et leur associer des aspects SESAM. Ces longueurs et 
le nom de ces aspects ser nt, alors, stockés dans la méta-BD. 
2.3.3. Données_d'imQl ément ation_associées_aux_objets_élémentaires 
Les valeurs d'un obj et élémentaire de iveau 1, sont contenues dans 
des aspects SESAM. Pour pouvoir générer ces aspects, il faut d'abord cal-
culer la longueur de ces valeurs, en sommant les longueurs des valeurs des 
objets attributs. Ces nouveaux renseignements seront eux aussi introduits 
dans la méta-BD. 
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2.3.4. Programme_de_modification_de_la_méta-BD 
L'ensemble de ces mpdifications se traduit par le programme suivant . 
REACH OC=C4 FROM MR GET (LPT, APT, LCT, ACT ) . 
REACH REL=R3 FROM C4 VIA ORIGINE GET (PTREL, AREL, CNTREL). 
"calculer les indices des pointeurs et des compteurs; 
incrémenter la longueur des zones associées; 
générer 1 ' aspect de la relation; 
garnir PTREL, AREL, CNTREL". 
MODIFY R3. 
END R3. 
REACH OE=E9 FROM C4 GET {LOE,J,CNTOE,AOE). 
REACH OE=ElO FROM E9 VIA ATT GET {LOE,J). 
REACH OE=E13 FROM E12 VIA ATT GET (LOE,J). 
COMPUTE LOE OF El2 = LOE OF E12 
+ {LOE OF E13 • J OF E13). 
END E13. 
COMPUTE LOE OF E9 = LOE OF E9 + (LOE OF ElO • J OF ElO) . 
MODIFY ElO . 
END E10 . 
COMPUTE LOE OF E9 = LOE OF E9 • J OF E9. 
"calculer l'indice du compteur de valeu rs ; 
incrémenter la longueur de la zone compt eurs; 
générer les aspects de l'objet élémentai re; 
garnir CNTOE, AOE". 
MODIFY E9. 
END E9. 
"générer les aspects des pointeurs et des compteurs; 
garnir LPT, APT, LCT, ACT". 
MODIFY C4. 
"réinitialiser la routine de génération d'aspects". 
END C4. 
3. Vérification des contraintes d'intégrité 
Les réalisations et les occurrences du métaschéma doivent satisfaire à 
un certain nombre de contraintes d'intégrité. 
Certaines de ces contraintes représentent des propriétés du modèle d'accès 
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et ont été décrites en détail, au chapitre II de la première partie. D'autres 
contraintes représentent des restrictions dues à la représentation SESAM où 
lient entre elles les données d'implémentation . Bien que la vérification de 
ces dernières contraintes s it absolument nécessaire, nous n'en parlerons pas 
ici, pour des raisons de co cision. Nous décrirons seulement la vérification 
des contraintes du premier type. 
En réalité, la plupart de ces contraintes sont vérifiées dans le program-
me de chargement de la méta-BD. Seules, deux d ' entre elles font 1 'objet d'un 
programme de vérification particulier. 
3. 1. Con.tlta.intv., M.t>ouév., au .t>c.héma 
Les contraintes (Cl), (C2), (C3) décrites au paragraphe 4.1. du chapitre I 
de la première partie sont 1érifiées par la structu re de blocs du programme de 
chargement. 
3. 2. ContJr.a,üi:tv., aMouév., a.ux objw Uéme.nta.,i/z.v., 
Lorsque 1 'analyseur sy taxique analyse une déclaration d'objet élémentaire 
il s'assure que cette décla ation contient soit un clause <picture> soit une 
clause <descendants> et le chargement de la méta-BD s'effectue en conséquence 
(C4). 
Comme 1 'origine d'une occur ence de ATT (OE,OE ) est toujours créée avant la 
cible, la contrainte (C5) est vérifiée. 
3. 3. Con.tlta.intv., Ml.:iouév., aux 1tel.,a;Uont, e.n.tlte. ob j e:t6 c.omple.xv.i 
L'analyseur syntaxi ue ne passera la ma i n au programme de chargement de 
la méta-BD qu'après vérification des valeurs dei ,j,k,l spécifiées dans une 
déclaration de relation (C6 . 
Le programme de créat on des réalisations de REL respecte bien la 
contrainte (C7). (cfr pages 93 et 94) 
La contrainte (C8) est plus difficile à vérifier et fait 1 'objet d'un 
programme particulier que nous verrons plus loin. 
3.4. CoYIVl.airitu ct6.6ouéu aux Jtei..a;ü.on6 eMlte objet c..omplexe et objet 
élémen:tabte 
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Le programme de créati on des réalisations de OE décrit aux pages90 à 92 
est tel que les contraintes (C9) (ClO) sont vérifiées. 
3. 5. CoYIVl.airitu ct6.6ouéu a.ux nom.6 
Les contraintes (Cll ) et (C12) sont vérifiées avant la création des 
réalisations de OC et de REL. 
La contrainte (C13) fait l 'objet d'un programme particulier. 
3. 6. CoYIVl.airite. Jtela,t,lve aux nom.6 d'objet Uémen:tai.Jr.e 
Cette contrainte est érifiée par 1 'expl oitation d'une table permettant 
de construire les listes de désignation de tout obj et élémentaire associé à 
un objet complexe. 
Etant donné la déclaration suivante: 
COMPLEX-OBJECT NAME IS PERSONNE; 
ELEMENTARY-OBJECT NAMES ARE : 
01 NOM PIC X(20) IDENTIFIER, 
01 PRENOM OCCURS (0,5) PIC X(lO), 
01 ADRESSE, 
02 RUE PIC X(15), 
02 NUMERO PIC 9(5), 
02 LOCALITE PIC X(15). 
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La table sera constituée comme suit 
INDICE N M PERE DESCENDANTS 
1 PERS NNE 0 OUI 
2 NOM 1 NON 
3 PRENOM 1 NON 
4 ADRESSE 1 OUI 
5 RUE 4 NON 
6 NUMERO 4 NON 
7 LOCALITE 4 NON 
La construction de cette table ne pose aucun problème puisqu'elle peut 
être garnie lors del 'exécution du programme nécessaire au calcul des longueurs 
des objets él émentai res. Elle est exploitée par un module séparé qui imprime 
les listes de désignation redondantes. 
L'algorithme de vérification est le suivant. 
Après avoir découvert, dans la table, un objet élémentaire ne possédant pas 
de descendan t , on construit sa liste stricte de désignation grâce à une ex-
ploitation de bas en haut de la colonne "PERE" de la table. Cette Hste stric-
te est ensui t e comparée à tut~ les autres listes, qu'il est possible de cons -
truire à l'aide de cette ta le, afin de découvr ir les redondances éventuelles. 
Ensuite, on recommence l'opérat ion pour toutes les listes strictes incluses 
dans la première liste stricte. 
Lorsque la vérification d'u objet élémentaire est réalisée, on passe à l'objet 
élémentaire suivant , ne possédant pas de descendant, et ce jusqu'à épuisement 
de la table. 
Nous appellerons ~el.a;t,i,on 0oJtte, une relation entre objets complexes 
telle que k > O. 
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Etant donné qu'une relation inverse, même non déclarée, est toujours repré-
sentée dans la méta -BD, la contrainte d'intégrité (C8) se simplifie : il 
suffit de vérifier que la méta-BD ne contient pas de réalisations de REL re-
présentant un cycle de rela ions fortes. 
Méthode de vérification 
La vérification de cette contrainte, vu sa relative complexité, a été 
réalisée par un programme séparé qui accepte en entrée la méta-BD et fournit, 
dans le cas de non-respect de la contrainte, une liste de tous les objets 
complexes, sorrmets d'un cycl e de relations fortes. 
L'algorithme utilisé néces site l'emploi : 
d'une chaîne de bits où le ·bit de rang i représente l'état del 'objet 
complexe de numéro i : 
bit i = 1 l'objet complexe numéro i a déjà été traité par l 'algo-
rithme 
bit i = 0 l'objet numéro i n'est pas traité; 
- d'une pile capable de stocker tous les numéros des objets complexes par-
ticipant à une liste d'objets complexes reliés par relations fortes; 
d'un vecteur NIV de même dimension que la pile; 
- d'une variable d'itération i; d'une variable d'itération k; 
- d'une variable de stockage intermédiaire : VAR. 
Nous donnons ci-après deux exemples de schémas pouvant être examinés 
par l'algorithme : 
schéma correct schéma erroné 
cycle OC2,0C4,0C3 
- La boucle de "traitement d 1 un objet complexe" a été réalisée par 
REACH OC=Cl IF (NUMERO=VAR). 
REACH REL=Rl FROM Cl VIA ORIGINE GET (K). 
IF K OF Rl NOT> 0 NEXT Rl. 
REACH OC=C2 FROM Rl VIA CIBLE GET (NUMERO). 
1 "traitement" 
END C2. 
END Rl. 
END C 1. 
L'utilisation de vari ables de travail indicées aurait permis la suppres-
sion de la pile contenant les numéros d'obj ets. 
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102 • 
. ettre le stri~g de bits à zéro 
y a-t-il 
un objet complexe 
dont le bit 
est nul? 
OUI 
i: =1 et k: = 1 
NON 
~ettre le numéro de 1 'objet 
dans pile (i) ; NIV(k): = 0 
traitement d'un objet complexe 1 
------------------------------------------
mettre le numéro de 1 'objet 
complexe dans VAR. 
trouver un des objets com-
plexes reliés à celui de 
,__VAR par re l ation forte. 
• i: = i+l 
objet 
découvert? 
OUI 
' 
NON 
Placer le numéro del 'objet 
complexe dans pile (i). 
~IV(i): ·=k. 
1 
vérifier que le numéro del 'ob-
jet complexe que 1 'on vient 
d'introduire dans la pile est 
~ifférent de tous les numéros 
d'objets qui le précèdent par 
lien de relation forte grâce 
aux indices de niveau de la pi-
le. Si égalité:erreur cycle. 
Sinon 
1 
lvAR: = pile(k)I 
l 
NON 
jk = i ? 1 
OUI 
1 
aucun objet complexe n'avait 
été généré dans la pile par 
l e "traitement d'un objet com-
plexe" précédent, 1 'ensemble 
des objets de la pile peut 
être éliminé du problème puis-
qu'il ne conduit à aucun cy-
cle de relation forte. 
Mettreà 1 les bits dont le 
numéro est égal aux numéros 
des objets complexes présents 
dans 1 a pile . 
1 
4. Création des fi chiers nécessaires aux utilitaires SESAM 
4.1. Routine de génélta.:tlon d'ct6pew 
4.1.1. Définition_du_~roblème 
Nous allons décrire la routine de génération d'aspects utilisée par le 
programme de chargement de l a méta-BD. Lorsque l'on détermine les aspects as-
sociés à un objet complexe particulier, il est nécessai're d'affecter des as-
pects différents 
- à tous les objets élémentaires reli és à l'objet complexe, 
à toutes les relations vers un autre objet complexe, telles que j > 1, is-
sues de celui-ci, 
aux zones contenant les pointeurs et les compteurs. 
Mais lorsque l'on a fixé les caractéristiques de ces aspects et quel 'on 
s'intéresse à un autre objet complexe, on peut les récupérer à d'autres fins, 
puisque leurs valeurs seront associées à d'autres va l eurs de l'aspect ordre. 
Cette récupération ne se fera que si le nouvel objet complexe nécessite des 
aspects ayant les caractéristiques fixées précédeIT1T1ent. 
Exemple 
Soient les déclarations d'objets complexes 
COMPLEX-OBJECT NAME IS PERSONNE; 
ELEMENTARY-OBJECT NAMES ARE : 
01 NOM PIC X(15), (aspect BAZ) 
01 RUE PIC X(15). (aspect BBA) 
COMPLEX-OBJECT NAME IS ENTREPRISE; 
ELEMENTARY-OBJECT NAMES ARE : 
01 NOM PIC X(20), (aspect BBB) 
01 RUE PIC X(15). (aspect BAZ) 
Les objets élémentaires (PERSONNE,NOM) et (ENTREPRISE,RUE) ont mêmes caracté-
ristiq ues, ilssont représentés par le même aspect SESAM. 
1UJ. 
4.1.2. Algorithme_de_gestion_des_asgects 
Gê.n.é.Jut:üon. du Mpe.ct.6 
Lorsqu'un nouvel aspect est nécessaire au progra1T111e de chargement, celui-ci 
fait ·appel à la routine en lui co1m1uniquant toutes l es caractéristiques de 
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1 'aspect : longueur, type des caractères, inversé ou non. En retour, la rou-
tine lui délivre un nom d'aspect de 3 caractères. Les aspects AAB a A99 étant 
réservésau système SESAM, la génération des noms d'aspects se fera séquentiel-
lement de BAA jusqu'à Z99. 
S:toc./2.age. du Mpe.ct.6 gê.n.ê.lté..6 
Les aspects générés sont placés dans des listes dont le critère d'entrée est 
la longueur d'aspect. 
Chaque élément de liste comporte 
- le nom d'aspect, 
- un bit indiquant si 1 'aspect a déjà été délivré au programme de chargement 
pour 1 'objet complexe courant, ou non, (l=oui , O=non), 
- un bit indiquant le type des caractères de l'aspect (!=numérique, O=quel-
conque), 
- un bit indiquant si 1 'aspect est inversé ou non, 
un pointeur vers 1 'élément suivant de la liste, le pointeur nul représen-
tant la fin de liste. 
Rêeupê.~a;li,on. du ci6pe.ct6 
Lorsqu'un nouvel aspect est demandé, on accède à la liste correspondant à sa 
longueur et ·on parcourt _ce l le-ci jusqu'à découv rir un aspect possédant les 
caractéristiques désirées et dont le bit d'uti l isation est à zéro. 
Si la liste ne contient pas un tel élément, on crée un nouvel aspect, répon-
dant à la demande, que 1 1 0n place en fin de liste. Son nom est, alors, retour-
né au programme de chargement. 
Lorsque le programme de chargement a terminé le traitement d'un objet complexe 
particulier, il effectue un appel spécial à la routine pour remettre à zéro 
tous les bits d'utilisat ion. 
Cette structure mémoire peut être visualisée grâce à la figure de la page 
suivante. 
zone poi nteurs zone de stockage des aspects 
LONGUEUR 1 t 1 1 BAB,UT IL,TYPE,INVER,PTEUR 
LONGUEUR 2 
LONGUEUR 3 1 1 1 BAF,UTIL1TYPE1INVER,PTEUR 
LONGUEUR 4 
LONGUEUR 5 
1 CAD1UTIL•TYPE1INV ERtPTEUR 
1 1 1 
LONGUEUR 10 1 1 BE,UTIL1TYPE1 INVER,O 
I 1 
' EFG1UTIL,TYPE,INVER1O 
1 1 
1 1 1 1 GHA,UTIL,TYPE,I NVER,PTEUR 
1 ' 
1 t l KAR1UTIL,TYPE1INVER1PTEUR 
1 1 
1 1 1 LMN,UTIL1TYPE 1INVER1O 
1 1 1 1 
1 
PAB I UTI LI TYPE 
1 1 
1 1 1 1 1 PAC,UTIL,TYPE 1INVER1O 
1 1 t 
LONGUEUR 256 
En réalité, il n'y a bien sûr aucun espace libre dans la zone de stockage 
puisque 1 'affectation de cette mémoire est séquentielle, mais, dans un but 
de clarté, nous n'avons représenté que quelques aspects. 
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Lorsque le programme de chargement a affec-::é des aspects à tous les 
objets complexes d'un schéma, il effectue un dernier appel à la routine 
de génération d'aspects. Celle- ci contient la descri pt ion de tous les as-
pects de la base de données SESAM correspondant au nouveau schéma. Elle 
crée , alors, le fichier d'entrée nécessaire au programme utilitaire SEFO, 
dont nous avons parl é dans la deuxième partie, qui permet de définir le 
schéma SESAM de la nouvelle base de données. 
4.2. Chêa.tlon du n~e/UVZ,6 d'e.n.btêe de SEBE 
4.2.1. Définition des données d'entrée 
Nous avons vu, précédemment,que le chargement initial d'une base de 
données SESAM s'effectuait à l'aide d'un programme utilitaire (SEBE). Il 
est donc absolument nécessaire, lors de la décla ation d'un schéma du mo-
dèle d'accès, de fournir des données à cet ut ilitaire, bien qu'elles ne 
correspondent pas à des réalisations d'objet, p isqu 1elles ne sont pas 
créées par un programme DML travaillant sur le ~ouveau schéma. 
Pour chaque objet complexe du nouveau 
trement SESAM, ayan t des valeurs d'aspects 
élémentaires auxquels 
schéma, on définira un enregis-
correspondant à des valeurs 
ils sont affectés et ayant "inconnu" des objets 
11
.Z.Z<numéro d'objet>" 
seront utilisés, par 
pour valeur d'aspect d'ordre. Ces enregistrements 
l'interface du DML, pour initialiser les zones COBOL 
générées par la compilation d'un ordre "PREPARE". I ls constitueront, de 
plus, des données pour 1 'utilitaire SESAM de cha~gement. 
Les règles suivantes définissent la valeur 11 inco1nu 11 d'un objet élémentaire 
quelconque. 
La valeur "inconnu" d'un objet élémentaire sim 1 e, à valeurs quelconques, 
est 11 ? 11 suivi de blancs. 
La valeur "inconnu" d'un objet élémentaire simple, à valeurs numériques, 
est O. 
La valeur "inconnu" d'un objet élémentaire co11 osé est formée de la con-
caténation des valeurs 11 inconnu 11 de ses attributs. 
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Exemple 
L'objet élémentaire 
01 ADRESSE , 
02 NUMERO PIC 9(4), 
02 RUE PIC X( lO), 
02 CODE - POSTAL PIC 9(5 ), 
02 LOCALITE PIC X(9 ) 
a pour valeur 11 inconnu 11 
4. 2.2. Méthode_de_générat ion 
Deux fichiers doivent être générés . 
- Le premier, que nous dés i gneron s par FILEl, contient les enregistrements 
dé finis ci -dessus. 
- Le second, qu e nous désignerons par FILE2, décrit le format de ces enre-
gistrements et leur découpe en aspects. 
Ces fic hi ers seront générés grâce à deux sous -programmes. 
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L'un de ceux-ci crée FILEl et FILE2 à partir des va l eurs qui lui sont four-
nies par le second. Il utilise un buffer BUFl dans l equel seront constitués 
l es enregistrements de FILEl. Le pointeur FIRSTFREE indique le premier carac-
tère libre de BUFl. Ce sous-progralliTle possède six points d'entrée. 
- OPENFILES et CLOSEFILES permettent d'initial i ser et de clôturer les fichiers. 
- GENOA a pour argument un numéro d'objet compl exe . Il place la valeur 
"$$<numéro d'objet comp lexe>" au début de BUF et positionne FIRSTFREE sur 
le caractère suivant. I l écrit dans le fichier FILE2 un enregistrement des-
cri ptif corres pondant à l'aspect d'ordre. 
- GENAOE possède deux arguments : un vecteur de 1 à 5 noms d'aspect et la som-
me des longueurs d'aspect. Il écrit, dans FI LE2, un enregistrement descriptif 
pour chaque aspect. 
- GENVALUE a pour argument une valeur de DESCRIPTEUR . Il place dans BUFl 
à 1 'emplacement spécifié par FIRSTFREE, la valeur "inconnu" correspon-
dant à la valeur de DESCRIPTEUR et incrémente FIRSTFREE. 
- WRTBUFl écrit BUFl dans le fichier FILEl. 
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Le second sous-prograrrme recherche, dans la méta -BD, les valeurs néces-
saires au précédent. Il est rédigé corrme suit. 
OPEN MR=MT. 
ALLOCATE RAC=Rl. 
REACH RAC=R2 FROM MT IN Rl. 
END R2. 
CALL OPENFILES. 
REACH OC =Cl FROM Rl GET (NUMERO). 
CALL GENOA USING NOBJ OF Cl. 
REACH OE=El FROM Cl GET (AOE,LOE,J,DESCRIP-EUR) . 
CALL GENAOE USING AOE OF El(l),LOE OF El. 
PERFORM BEGINl THRU EXITl J OF El TIMES. 
NEXT El. 
BEGINl. 
IF COUNT DESCR IPTEUR FROM El=l 
THEN CALL GENVALUE USING DESCRIPTEUR OF El. 
REACH OE=E2 FROM El VIA ATT GET (J,DESCRIPTEUR). 
PERFORM BEGI~2 THRU EXIT2 J OF E2 TIMES . 
NEXT E2. 
BEGIN4. 
IF COUNT DESCRIPTEUR FROM E4=1 
THEN CALL GENVALUE USING DESCRIPTEUR OF E4. 
REACH OE=ES FROM E4 VIA ATT GET (J,DESCRIPTEUR). 
PERFORM BEGINS J OF ES TIMES. 
NEXT ES. 
EXIT!. 
EXIT. 
ENDl. 
END El. 
CALL WRTBUFl. 
END Cl. 
CALL CLOSEFILES. 
CLOSE MT. 
BEGIN5. 
CALL GENVALUE USING DESCRIPTEUR OF E5. 
EXITS. 
END E5. 
EXIT4. 
EXIT. 
END4. 
END E4. 
109. 
• 
j 
CONCLUSION ET PROLONGEMENTS POSSIBLES 
Nous pensons avoir montré, dans ce travail, que le modèle d'accès et 
son DML permettent de réal i ser, de façon assez natur=lle, la définition, 
la création et l'exploitati on des schémas internes d ' un ensemble de bases 
de données (méta-BD). 
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La définition du métaschéma n'a pas posé de proolème particulier. Toute-
fois, les types de données du modèle d'accès se sont avérés insuffisants pour 
exprimer enti èrement la na t ure des informations contenues dans la méta-BD, ce 
qui nous a conduit à compléter le métaschéma par un ensemble de contraintes 
d'intégrité. 
Parmi celles-ci, certaines représentent des propriétés ou des règles associées 
aux types de données du modè le d'accès. Elles doiven t être vérifiées, une fois 
pour toutes, au moment du chargement de la méta-BD, correspondant à la compi-
lation d'un programme DOL. Un tel programme peut, en effet, contenir des décla-
rations ne respectant pas les règles du modèle d'accès. 
D'autres contraintes concer nent les données d'impl émentation . Comme ces derniè-
res sont entièrement constr uites par le compilateur du DOL, la vérification de 
ces contrain t es est inutile. 
En définitive, on arrive à la conclusion que la mei ll eure façon de décrire en-
tièrement la nature des données contenues da ns la méta- BD est d'adjoindre au 
métaschéma, le progr amme de chargement. 
Les traitements néces saires à la créati on et à l 'exploitation de la méta-
BD ont été réalisés, sans difficultés importantes, grâce au DML. Certaines amé-
liorations à ce langage ont cependant été suggérées. Ces modifications nous 
auraient facilité la tâche, mais nous n'avons pas mesuré leur coût d'implémen-
tation, ni prouvé leur cohérence avec le reste du DML . 
A partir du travail que nous avons réalisé, divers prolongements nous 
paraissent dignes d'intérêt. 
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Tout d'abord, le problème de la portabil ité pourrait être étudié en dé-
finissant l'ensemble des représentations internes possibles des types de don-
nées du modèle d'accès et en examinant les modifi cat i ons à apporter au méta-
schéma et aux compilateurs lorsque 1 'on passe d'u e représentation à une autre. 
Cette étude pourrait condui re , finalement, à la définition d'un métaschéma et 
de compilateurs généraux, valables pour toutes les représentations internes. 
Le DOL que nous avons défini pourrait être étendu de plusieurs façons en 
y ajoutant des ordres permettant, par exemple, d'assurer le secret, de définir 
des sous-schémas, de modifier un schéma ou un sous-s chéma. 
La notion de métaschéma nous paraît bien adaptée à la réalisation de ces diver-
ses extensions. 
Enfin, il devrait être possible de représenter entièrement le modèle d'ac-
cès (y compris les actions primitives), par le métas -héma sémantique, considé-
rablement étendu, et par un ensemble de programmes DML agissant sur la base de 
données qui lui correspond. Dans cette démarche, tou te action relative à une 
base de données particulière serait représentée par 1 'exécution d'un programme 
agissant sur la méta-BD . 
Cette "formal isation" du modèle d'accès permettrait de donner une définition de 
celui-ci plus précise que celle que nous avons formulée, car débarrassée de tout 
sous-entendu, oubli ou même incohérence, difficiles à éviter lorsqu'on utilise 
le langage courant. 
En outre, on peut espérer utiliser ce métaschéma comme cadre général pour étudier 
certains problèmes fondamentaux posés par les bases de données tels, par exemple, 
que la concurrence. 
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