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Seznam akronimov in izrazov 
 
ETSL – ime skriptnega programskega jezika, ki smo ga namensko razvili za avtomatizacijo 
testiranja avtomobilskih diagnostičnih naprav (ang. Embedded Testing Script Language). 
UETS – programski paket, ki smo ga namensko razvili za izvajanje skript in krmiljenje 
celotne naprave (ang. Universal Embedded Testing System). 
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Povzetek 
Magistrsko delo opisuje sistem za avtomatizirano testiranje avtomobilskih diagnostičnih 
naprav, ki vključuje skriptni jezik ETSL (Embedded Testing Script Language) za 
avtomatizacijo postopkov testiranja, programski paket UETS (Universal Embedded Testing 
System), ki izvaja skripte in krmili celotno napravo, ter emulator referenčnih veličin, ki 
napravo vzbuja na enak način, kot bi to počeli senzorji, s katerimi naprava meri parametre 
delovanja avtomobilskega motorja. Avtomatsko testiranje poteka pod nadzorom osebnega 
računalnika. Testiranje naprave poteka tako, da emulator referenčnih veličin vzbuja napravo 
na predpisani način, sistem pa primerja dobljene odzive z referenčnimi. Testira se tako strojna 
kot tudi programska oprema naprave. 
Opisani sistem se je izkazal za zelo uspešnega pri izvajanju regresijskih in stresnih testov med 
razvojem naprave, kot tudi štiriminutnih testov med proizvodnjo. Še zlasti je nepogrešljiva 
uporaba sistema pri testiranju časovnih odvisnosti merjenih veličin avtomobilske diagnostične 
naprave. Tega dela testa ročno ni mogočeizvesti, saj človeško oko ni zmoţ no zaznati hitrih 
sprememb merjene veličine (napetosti, toka, tlaka, itd.), medtem ko opisani sistem 
avtomatskega testiranja zazna in ustrezno dokumentira ţ e eno samo napačno točko v časovni 
odvisnosti merjene veličine. O koristnosti razvitega sistema nam dovolj pove podatek, da z 
njim v štirih minutah izvedemo nabor testov, ki bi jih operater ročno izvajal devetnajst ur, kar 
je v proizvodnji nedopustno. 
 
 
 
 
 
 
 
 
 
 
 
Ključne besede: avtomatsko testiranje, avtomobilska diagnostična naprava, skriptni jezik, 
regresijski test, testiranje v proizvodnji. 
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Abstract 
This thesis focuses on automatic testing of automotive diagnostic devices. The test system 
consists of the ETSL (Embedded Testing Script Language) script language used for writing 
test procedures, UETS (Universal Embedded Testing System) software executing the ETSL 
code and controling the automotive diagnostic device, and reference-value emulator 
emulating the engine parameters. The test execution runs under control of a personal 
computer. During testing, the automotive diagnostic device sends the results measurements' to 
UETS to have them compared with the expected values. The system tests the firmware and 
hardware of the device under test and successfully runs regression and stress tests during 
development, as well as four-minute quick tests during production of automotive diagnostic 
devices. The performed evaluation shows indispensability of the system since it 
comprehensively tests the automotive diagnostic devices, and enables the test scenarios that a 
human operator cannot execute manually due to limitations of the human eyes. The main 
achievement is shortening of the quick test in production line to 4 minutes instead of 19 hours 
when run manually. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Key words: test automation, car testing device, scripting language, regression testing, 
production testing. 
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1 Uvod 
Kot razvojni inţ enir v podjetju ComTrade d.o.o. sem bil odgovoren za razvoj avtomatskega 
testerja avtomobilskih diagnostičnih naprav. Izdelek je naročilo priznano avtomobilsko 
podjetje iz Nemčije. 
 
Avtomobilske diagnostične naprave merijo temperaturo motornega olja, tlak oljne tlačilke 
motorja, električne tokove in napetosti v motorju ter druge njegove parametre. Delujejo kot 
digitalni osciloskop ali digitalni multimeter, pri čemer je v prvem primeru iz meritev razviden 
časovni potek merjenih veličin, medtem ko je v drugem primeru uporabniku na voljo zgolj 
presek merjenega stanja v določenem trenutku. Izmerjene vrednosti in časovni poteki signalov 
so podlaga za sklepanje o stanju in napakah motorja, zato so te naprave nepogrešljive pri 
servisiranju avtomobilov. 
 
Avtomobilske diagnostične naprave je potrebno testirati tako med njihovo utečeno 
proizvodnjo kot pri samem razvoju. V ta namen smo razvili sistem njihovega avtomatskega 
testiranja, ki vključuje širok spekter testnih scenarijev. 
 
Pri testiranju proizvedenih diagnostičnih naprav sistem izvede ustrezne teste v štirih minutah, 
kot zahteva naročnik, pri čemer je bil naš cilj, da je v omenjenem časovnem intervalu naprava 
izpostavljena čim večjemu številu predpisanih testnih scenarijev. 
 
Pri testiranju diagnostičnih naprav med njihovim razvojem preverjamo delovanje 
funkcionalnosti, dodanih v določenem koraku razvoja, ter izvajamo regresijsko in stresno 
testiranje. Pri zadnjem je med 72-urnim neprekinjenim delovanjem diagnostična naprava 
izpostavljena hitremu preklapljanju merilnih območij, priklapljanju in odklaplanju merilnih 
sond ter drugim operacijam. 
 
Teste izvaja sistem (slika 1), ki vsebuje uporabniško prijazno in nadgradljivo programsko 
opremo UETS (Universal Embedded Testing System), emulator referenčnih veličin in skripte 
v jeziku ETSL (Embedded Testing Script Language), ki smo ga razvili sami. Paket UETS 
komunicira z avtomobilsko diagnostično napravo prek serijskih vrat in USB vmesnika, z 
emulatorjem referenčnih veličin pa prek vzporednih vrat Centronics. Zasnovan je tako, da se 
po potrebi lahko dodajajo novi vmesniki. Omogočeno je tudi testiranje s ključnimi 
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2 Avtomobilska diagnostična naprava 
Avtomobilska diagnostična naprava meri temperaturo motornega olja, tlak oljne tlačilke 
motorja, električne tokove in napetosti v motorju ter njegove ostale parametre. Deluje kot 
osemkanalni digitalni osciloskop ali digitalni multimeter, pri čemer je v prvem primeru iz 
meritev razviden časovni potek merjenih veličin, medtem ko je v drugem primeru uporabniku 
na voljo zgolj presek merjenega stanja v določenem trenutku. 
 
Srce avtomobilske diagnostične naprave je 32 bitni mikrokrmilnik ColdFire mcf5235 podjetja 
Freescale [38]. Frekvenca, pri kateri obratuje procesor je 150 MHz, frekvenca vodil pa je 75 
MHz. Vsebuje 32 kanalni eTPU (ang. Enhanced Time Processor Unit), ki ima svoj procesor 
in pomnilnik. Namenjen je procesiranju kompleksnih in časovno kritičnih operacij. 
 
Avtomobilska diagnostična naprava uporablja operacijski sistem uC [39] podjetja Micrium, ki 
omogoča deterministično večnitno delovanje v realnem času. Omogoča izvajanje do 250 niti. 
Vsebuje semaforje, dogodkovne zastavice, vzajemno izključevalne semaforje, sporočilne 
pošte (ang. message mailboxes) in sporočilno vrsto (ang. message queues). 
 
Slika 2 prikazuje delovanje enega od osmih kanalov avtomobilske diagnostične naprave. Na 
vhod priklopimo sondo (napetostno, tokovno itd.), nakar se izvede merjenje karakteristične 
upornosti in na podlagi tega mikrokrmilnik nastavi atenuator in ojačevalnik, ki vzbuja vhod 
AD (analogno digitalnega) pretvornika z napetostjo med 0 V in 1 V. Pred začetkom merjenja 
izberemo AC način za opazovanje izmeničnih signalov ali DC način za opazovanje 
izmeničnih in enosmernih signalov. Nastavimo še hitrost zajemanja signala in število točk, iz 
katerih je sestavljena merjena karakteristika. Vseh osem kanalov deluje na enak način. 
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2.2 Senzorji temperature 
Na avtomobilsko diagnostično napravo je mogoče priklopiti dva temperaturna senzorja PT100 
[41]. Eden meri temperaturo motornega olja, drugi pa temperaturo zraka. Senzor PT100 je 
uporovni senzor, katerega upornost je odvisna od temperature. Karakteristična lastnost 
senzorjev PT100 je upornost 100 Ω pri 0 °C, ki z naraščanjem temperature narašča. Tabela 2 
vsebuje dva senzorja temperature in njuni merilni območji. 
 
Senzor Merilno območje 
Senzor temperature motornega olja  20 °C ... +200 °C 
Senzor temperature zraka  50 °C ... +400 °C 
Tabela 2: senzorja temperature in njuni merilni območji 
 
2.3 Visokonapetostne sonde 
Na avtomobilsko diagnostično napravo je mogoče priklopiti tri visokonapetostne sonde (v 
nadaljevanju KV sonde), vendar le eno naenkrat. Tabela 3 prikazuje tri zdruţ ljive KV sonde 
in njihova merilna območja. 
 
Sonda Merilno območje Izhodnja napetost Ojačenje 
Sonda 1 +/ 8 kV +/ 0,2 V 5 
Sonda 2 +/ 20 kV +/ 0,5 V 2 
Sonda 3 +/ 40 kV +/ 1 V 1 
Tabela 3: visokonapetostne sonde, njihova merilna območja, izhodnja napetost in ojačenje 
 
Kot prikazuje tabela, je izhodnja napetost sonde ojačena, tako da izkoristimo polno merilno 
območje analogno digitalnega pretvornika 1 V. 
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2.4 Tokovne sonde 
Na avtomobilsko diagnostično napravo je mogoče priklopiti štiri tokovne sonde, vendar le 
eno naenkrat. Tabela 4 prikazuje tokovne senzorje in njihova merilna območja. 
 
Sonda Merilna območja 
Tokovne klešče 50 A +/ 5 A 
+/ 50 A 
Tokovne klešče 100 A +/ 5 A 
+/ 10 A 
+/ 50 A 
+/ 100 A 
Tokovne klešče 500 A +/ 100 A 
+/ 250 A 
+/ 500 A 
Tokovne klešče 1800 A +/ 900 A 
+/ 1800 A 
Tabela 4: merilno območje tokovnih sond 
 
Izhodne napetosti tokovnih sond so ojačene, tako da izkoristimo polno merilno območje 
analogno digitalnega pretvornika 1 V. 
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2.5 Napetostne sonde 
Sledeča tabela prikazuje napetostno sondo in njena merilna območja. Na avtomobilsko 
diagnostično napravo je moţ no priklopiti dve napetostni sondi hkrati. 
 
Sonda Merilna območja 
Napetostna sonda 400 mV 
1,6 V 
4 V 
16 V 
40 V 
160 V 
400 V 
Tabela 5: merilna območja napetostnih sond 
 
Izhodne napetosti napetostnih sond so ojačene, tako da izkoristimo polno merilno območje 
analogno digitalnega pretvornika +/ 1 V. 
 
2.6 Primer uporabe avtomobilske diagnostične naprave 
Slika 3 prikazuje piezoelektrično brizgalko goriva v prerezu. Visoka napetost na Piezo 
aktuatorju povzroči raztezanje kremenčevega (ang. quartz) kristala, ki preko sklopke in 
krmilnega ventila odpre šobo, s čimer omogoči vbrizgavanje goriva. Ko napetosti na Piezo 
aktuatorju ni, se kremenčev kristal skrči in šoba se prek sklopke ter krmilnega ventila zapre, s 
čimer se vbrizgavanje goriva ustavi [44]. 
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Slika 3: piezoelektrična brizgalka goriva v prerezu; preslikano iz [43] 
 
Za testiranje pravilnega delovanja Piezoelektrične brizgalke goriva moramo poznati njen 
referenčni krmilni signal [42], ki ga prikazuje slika 4. Omenjeno brizgalko in krmilni signal 
uporablja BMW X6, letnik od 2008 do 2010, moč motorja 210 kW, koda motorja 30 6D 5 
[42]. Na spodnji sliki ima Y os 20 V/razdelek, X os pa 1 ms/razdelek. Vidimo, da imamo dva 
pulza širine 0,4 ms in amplitude 125 V ter tretji pulz širine 0,6 ms in amplitude 115 V. 
 
 
Slika 4: referenčni krmilni signal piezoelektrične brizgalke goriva, ko motor deluje v prostem 
teku; preslikano iz [42]. 
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Pri diagnostiki z avtomobilsko diagnostično napravo merimo potek napetosti krmilnega 
signala na piezoelektrični brizgalki goriva. Če se potek krmilnega signala ne ujema s potekom 
na sliki 4, potem vbrizgavanje goriva ne deluje pravilno in posledično motor ne deluje 
pravilno. Krmilni signal merimo z napetostno sondo iz sekcije 2.5. 
 
Opisali smo le en primer uporabe avtomobilske diagnostične naprave. Podobno izvajamo 
diagnostiko z avtomobilsko diagnostično napravo in uporabo drugi sond in senzorjev opisanih 
v sekcijah od 2.1 do 2.5. V vseh primerih potek signala primerjamo z referenčnim in na 
podlagi tega sklepamo o napaki motorja. 
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3 Splošno o testiranju 
Testiranje je proces ocenjevanja kakovosti, uporabnosti, storilnosti in robustnosti aplikacije, 
strojne opreme ali celotnega sistema. Testiranje je postopek tehničnega raziskovanja, 
izvršenega v korist proizvajalca, z namenom pridobivanja informacij o kakovosti izdelka, ki 
se proizvaja. Dobro testirani izdelki vplivajo na ugled proizvajalca. Test vsebuje oceno 
primerjave stanja izdelka s specifikacijo. Testiranje se lahko izvaja v preventivne namene ali 
v namene odkrivanja in popravljanja napak [8]. 
 
Formalna definicija testiranja je podana s standardom IEEE 610.12-1990 
(ang. IEEE Standard Glossary of Software Engineering Terminology), ki pravi naslednje. 
 
Testiranje je proces obratovanja sistema ali komponent pod specifičnimi 
pogoji s spremljanjem ali beleženjem rezultatov in ocenjevanjem 
pojavov sistema ali komponent [8: str. 2]. 
 
3.1 Namen testiranja 
Slika 5 prikazuje eksponentno rast stroškov odpravljanja okvare v odvisnosti od mesta 
oziroma časa njenega odkritja. Če je napaka najdena pri vhodni kontroli, ima popravilo take 
napake minimalne stroške, medtem ko ugotavljanje in odpravljanje napake pri končnem 
uporabniku ceno popravila močno poveča [9].  
 
 
Slika 5: primerjava cene testiranja od vhodne kontrole do kupca; preslikano iz [9] 
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Slika 6 podaja tipično delitev stroškov podjetja za testiranje in opremo za testiranje, za 
sedemletno obdobje [9], z linearno časovno porazdelitvijo stroškov prek sedmih let. Pri 
iskanju napak med servisom, stroški bliskovito naraščajo, zato je smiselno razmišljati o 
avtomatiziranem testiranju, da bi našli napako ţ e v vhodni kontroli. 
 
 
Slika 6: delitev stroškov testiranja za sedemletno obdobje; preslikano iz [9] 
 
3.2 Vrste testov 
Poznamo naslednje vrste testov [8: str. 9]: 
1. test enote, 
2. test integracije, 
3. test sistema, 
4. test sprejema. 
5. proizvodni testi, 
6. regresijski testi, 
7. stresni testi. 
 
Slika 7 prikazuje tipično časovno zaporedje izvajanja teh testov. 
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Slika 7: časovni potek različnih vrst testiranja 
3.2.1 Test enote (ang. Unit Testing) 
Test enote [8: str. 9] je proces vrednotenja posamezne enote. Enota je najmanjši del aplikacije, 
ki ga lahko testiramo. Pri programiranju je enota lahko individualni program, funkcija, 
podprogram, pri strojni opremi je enota FPGA vezje, AD pretvornik, ... Pri objektno 
usmerjenemu programiranju, je najmanjša enota navadno metoda (ang. Method). Test enote 
običajno opravljajo strokovnjaki, ki razvijajo enoto in ne ljudje, ki se ukvarjajo zgolj s 
testiranjem. Testiranje enote namreč zahteva specifična znanja. V primeru programske 
opreme je cilj testiranja enote razdeliti program na enote in dokazati pravilno delovanje 
posameznih enot. Test enote mora ustrezati specifikacijam, kar omogoča laţ jo izvedbo testa 
integracije. 
 
V našem primeru je paket UETS izvajal naslednje teste enot: 
 testiranje FPGA vezja, 
 testiranje AD pretvornikov, 
 testiranje odčitavanja karakterističnih upornosti, itd. 
 
3.2.2 Test integracije (ang. Integration Testing) 
Pri testu integracije [8: str 9] je potrebno zdruţ iti posamezne enote v podsistem in preveriti 
delovanje takega podsistema kot zaključene celote. Mogoče je, da posamezne enote delujejo 
pravilno in da se napake pojavijo šele, ko enote zdruţ imo v podsistem. Test integracije 
izvajamo po opravljenem testu enot, kar je razvidno s slike 7. 
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V našem primeru je paket UETS izvajal naslednje teste integracije: 
 test komunikacije paketa UETS z osnovno ploščo prek vmesnika USB in pošiljanje 
osnovnih sporočil, 
 test komunikacije osnovne plošče z napajalniško enoto, 
 test priklaplanja karakterističnih upornosti in preverjanja, če ob spremembi 
karakteristične opornosti dobimo pravilno dogodkovno sporočilo (ang. event). 
 
Pri testu integracije smo izvajali tudi negativne testne scenarije, kar pomeni, da je paket 
UETS: 
 pošiljal napačna sporočila posameznim enotam in preverjal njihove odzive.  
 priklapljal napačne karakteristične upornosti in preverjal odzive, itd. 
 
3.2.3 Test sistema (ang. System Testing) 
Testiranje sistema [8: str. 10] pomeni spremljanje sistema kot celote in vrednotenje kakovosti, 
uporabnosti in storilnosti v skladu z zahtevami. Osredotočiti se je potrebno na napake, ki se 
pojavijo na višjem nivoju integracije. Testirajo se vse inegrirane komponente, ki so uspešno 
opravile test integracije. Namen testiranja sistema je iskanje napak v sistemu kot celoti in 
testiranje delovanja sistema kot celote. 
 
V našem primeru je paket UETS izvajali naslednje teste sistema: 
 izvajanje meritev in preverjanje karakteristik, 
 izvajanje meritev in preverjanje izmerjene vrednosti, itd. 
 
3.2.4 Test sprejemljivosti (ang. Acceptance Testing) 
Test sprejemljivosti [8: str. 10] je končni test, pri katerem se preveri, ali so zahteve končnega 
uporabnika izpolnjene. Ţelja kupca je, da bi bil test sprejemljivosti čimbolj obseţ en. V našem 
primeru smo za test sprejemljivosti uporabili teste, ki so se nabrali tekom razvoja 
avtomobilske diagnostične naprave. 
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3.2.5 Test bele škatle (ang. White Box Testing) 
Test bele škatle [8: str. 8, 140, 141, 142] je lahko test enote, test integracije ali sistemski test.  
Pri testu bele škatle gre za testiranje programskih, električnih itd. poti, za kar so potrebna 
specifična znanja npr. programiranja, elektrotehnike itd., saj je potrebno poznavanje vseh 
delov programa, vezja itd., ki ga testiramo.  
 
Slabosti 
 Število poti je lahko tako veliko, da je nemogoče testirati vse, kar prikazuje slika 8. 
Testiranje vseh poti pri testu bele škatle predstavlja podobno problematiko kot 
testiranje vseh vhodnih kombinacij pri testu črne škatle (sekcija 3.2.6). 
 
Slika 8: poti pri testu bele škatle; preslikano iz [8: str. 141] 
 
Test enote je ponavadi najprimernejši za izvajanje po sistemu testa bele škatle.  
 
3.2.6 Test črne škatle (ang. Black Box Testing) 
Test črne škatle [8: str. 8] se izvaja z vzbujanjem sistema z vhodom, določenim s strani 
operaterja. Pri tem se opazuje odziv sistema; če je le-ta v skladu s specifikacijami, je test črne 
škatle uspešno izveden.  
 
Test črne škatle lahko izvajajo ljudje, ki se ukvarjajo zgolj s testiranjem. Kot prikazuje slika 9, 
je lahko test črne škatle uporabljen pri testu enote, testu integracije, testu sistema in testu 
sprejemljivosti. 
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Slika 9: moţ nost uporabe testa črne škatle pri različnih testih; preslikano iz [8: str. 20] 
 
Večja kot je kompleksnost sistema, programa, vezja, itd., bolj smo prisiljeni testirati po 
sistemu črne škatle, ker bi bilo preprosto preveliko poti, da bi jih analizirali po sistemu 
testa bele škatle. 
 
Slabosti: 
 pri testu črne škatle ne vemo, kolikšen del sistema, programa, vezja, itd. je bilo 
testiranega, 
 če bi ţ elela oseba, ki testira, najti vse napake, bi morala sistem na vhodu vzbujati z 
vsemi moţ nimi kombinacijami vhoda, kar je v večini primerov nemogoče. 
 
Prednosti: 
 čeprav je testiranje vseh vhodnih kombinacij v večini primerov nemogoče, lahko 
izberemo kombinacije, ki učinkovito odkrivajo napake. Na ta način je mogoče najti 
več napak, kot če bi naključno generirali nabor vhodov. 
 
3.2.7 Test sive škatle (ang. Gray box testing) 
Test sive škatle [8: str. 8] se v začetni fazi izvaja kot test bele škatle. V nadaljnji fazi se 
test sive škatle izvaja po sistemu testa črne škatle, pri čemer se uporabi v prvi fazi pridobljeno 
znanje o sistemu za učinkovitejšo izbiro vzbujanja in posledično testiranja. Mi smo v našem 
primeru testirali po sistemu sive škatle. 
 
3.2.8 Regresijski test (ang. Regression testing) 
Regresijske teste [2] izvajamo med razvojem. Z njimi preverimo, če z dodajanjem nove 
funkcionalnosti nismo pokvarili stare funkcionalnosti, ki je pred tem ţ e delovala. Regresijske 
teste lahko izvajamo pri vseh zgoraj omenjenih testih (sekcije od 3.2.1 do 3.2.7), kar smo v 
našem primeru tudi naredili. 
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3.2.9 Stresni test (ang. Stress testing) 
Stresne teste [2] izvajamo med razvojem, pri čemer je bila v našem primeru diagnostična 
naprava podvrţ en hitrim preklaplanjem merilnih območij, preklaplanju merilnih sond ter 
ostalim operacijam. Stresne teste lahko izvajamo pri zgoraj omenjenih testih (sekcije od 3.2.1 
do 3.2.7), kar smo v našem primeru tudi naredili. 
 
3.2.10 Proizvodni test (ang. Production testing) 
Po končanem razvoju se začne proizvodnja in z njo tudi proizvodni testi [2]. Proizvodni testi 
so časovno omejeni. V našem primeru smo v dogovoru s stranko razvili štiri minutne 
proizvodne teste. V proizvodni test smo vključili teste, ki imajo moţ nost med proizvodnjo 
odkriti najbolj kritične napake v strojni in programski opremi. 
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4 Obstoječe rešitve 
Predno smo se odločili za razvoj lastnega paketa za avtomatsko testiranje avtomobilskih 
diagnostičnih naprav, smo pregledali naslednje moţ ne rešitve izvedbe zadane naloge. 
4.1 LabView 
Programski paket LabVIEW [10] podjetja National Instruments se uporablja za testno 
avtomatizacijo, analizo in procesiranje signalov, akvizicijo podatkov, nadzor merilnih 
inštrumentov in nadzor v industriji. Obstaja draţ ji in cenejši programski paketi ter plačljivi 
dodatki. V našem primeru bi potrebovali paket LabVIEW Professional Development System, 
ki omogoča generiranje izvršne datoteke (exe), ki je lahko distribuirana. Dodatki so dodatno 
plačljivi. Za paket se se nismo odločili, ker z njim ni mogoče testirati grafičnih uporabniških 
vmesnikov in pisanja testov s ključnimi besedami (keyword testing). 
 
4.2 Robot Framework 
Programski paket Robot Framework [11] je enostaven za uporabo in omogoča testiranje s 
ključnimi besedami (keyword-driven). Njegove zmoţ nosti za testiranje se razširjajo s testnimi 
knjiţ nicami, ki jih implementiramo v programskem jeziku Python ali Java. Uporabnik kreira 
nove višje nivojske ključne besede iz obstoječih ključnih besed. Paket vsebuje veliko 
generičnih knjiţ nic in orodij. Napisan je v programskem jeziku Python, s čimer teče na 
številnih operacijskih sistemih. Je odprtokodni, kar velja tudi za večino njegovih knjiţ nic ter 
orodij. Rezultati testiranja se shranijo v XML datoteke, poročila pa v HTML obliki. Za 
omenjeni programski paket se nismo odločili, ker ne omogoča izvedbe lastnega 
uporabniškega vmesnika (poglavje 5). 
 
4.3 HP QuickTest Professional 
Programski paket HP QuickTest Professional [12] podjetja HP Software Division se uporablja 
za funkcijsko in regresijsko testiranje. Za pisanje testnih scenarijev uporablja skriptni jezik 
Visual Basic Scripting Edition [13]. Omogoča pisanje testov s ključnimi besedami (keyword-
driven testing) in testiranje s podatki (data-driven testing). Omogoča tudi uporabo 
prekinitvenih točk (ang. break point). Uporabniški obrazec ima dva pogleda, in sicer pogled s 
ključnimi besedami (keyword view) in napredni pogled (expert view). Pri prvem uporabnik 
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piše teste s ključnimi besedami, pri drugem pa s programskim jezikom 
Visual Basic Scripting Edition. Za omenjeni programski paket se nismo odločili, ker  ne 
omogoča izvedbe lastnega uporabniškega vmesnika (poglavje 5). 
 
4.4 IBM Rational Functional Tester 
Programski paket IBM Rational Functional Tester [14, 15] podjetja IBM Rational se 
uporablja za avtomatiziranje funkcijskih in regresijskih testov in testov grafičnih uporabniških 
vmesnikov. Omogoča testiranje s podatki (data-driven testing). Paket Rational Software se 
uporablja za zajemanje uporabniških interakcij, ki se nato shranijo kot koda, napisana v 
programskem jeziku Java ali Visual Basic.net. Testne skripte nato poţ enemo s programskim 
paketom Rational Functional Tester, ki omogoča preverjanje rezultatov testiranja. Za 
omenjeni programski paket se nismo odločili, ker ponovno ne omogoča izvedbe lastnega 
uporabniškega vmesnika (poglavje 5). 
 
4.5 Maveryx 
Programski paket Maveryx [16, 17] podjetja Maveryx se uporablja za regresijsko testiranje, 
funkcijsko testiranje in testiranje grafičnih uporabniških vmesnikov Java in Android aplikacij, 
kar ni bilo mogoče prilagoditi za testiranje avtomobilskih diagnostičnih naprav. 
 
4.6 QF-Test 
Programski paket QF-Test [18,19] podjetja Quality First Software se uporablja za avtomatsko 
testiranje grafičnih uporabniških vmesnikov, kar v našem primeru ni zadostovalo. Odvisen je 
od številnih dodatkov za razvojno orodje Eclipse [40]. 
 
4.7 Ranorex 
Paket Ranorex [20, 21] podjetja Ranorex GmbH nima svojega skriptnega jezika, zato 
uporabnik programski paket uporablja v kombinaciji s programskim jezikom C# ali VB.NET 
za razširitev s funkcionalnostjo paketa Ranorex. Omogoča testiranje s ključnimi besedami 
(keyword driven testing) in testiranje s podatki (data-driven testing). 
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Za omenjeni programski paket se nismo odločili, ker se testi izvajajo znotraj paketa Ranorex, 
mi pa smo potrebovali lastni uporabniški vmesnik (poglavje 5). 
 
4.8 SilkTest 
Paket SilkTest [22, 23] podjetja Micro Focus International je namenjen avtomatizaciji 
funkcijskih in regresijskih testov. Omogoča testiranje s ključnimi besedami (keyword driven 
testing). Obstaja več paketov SilkTest-a. Paket SilkTest Classic uporablja skriptni jezik 4Test, 
ki je objektno orientiran programski jezik. Paket Silk4J uporablja programski jezik Javo v 
kombinaciji z razvojnim okoljem Eclipse. Paket Silk4Net uporablja programski jezik VB ali 
C# v kombinaciji z razvojnim orodjem Visual Studio. Paket – SilkTest Workbench uporablja 
grafični način avtomatizacije testov in programski jezik VB.Net. Za omenjeni programski 
paket se nismo odločili, ker se testi izvajajo iz paketa SilkTest, mi smo pa potrebovali lastni 
uporabniški vmesnik (poglavje 5).  
4.9 SOAtest 
Paket SOAtest [24, 25] podjetja Parasoft se uporablja za testiranje transporta sporočil. Podpira 
številne protokole (HTTP 1.0, HTTP/1.1, JMS, MQ, RMI, SMTP, TIBCO, .NET WCF 
HTTP, .NET WCF TCP, Electronic data interchange). Uporablja se za regresijske teste, 
varnostne teste in teste obremenljivosti. Za omenjeni programski paket se nismo odločili, ker 
se testi izvajajo iz paketa SOAtest, mi smo pa potrebovali lastni uporabniški vmesnik 
(poglavje 5).  
 
4.10 TestComplete 
Paket TestComplete [26, 27] podjetja SmartBear Software se uporablja za funkcijsko in 
regresijsko testiranje. Omogoča ročno pisanje testov, snemanje in izvajanje testov in 
shranjevanje rezultatov testiranja. Njegove glavne značilnosti so testiranje s ključnimi 
besedami (keyword testing), podatkovni način testiranja (data-driven testing) in moţ nost 
razhroščevanja s prekinitvenimi točkami. Za omenjeni programski paket se nismo odločili, 
ker se testi izvajajo iz paketa TestComplete, mi smo pa potrebovali lastni uporabniški 
vmesnik (poglavje 5).  
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4.11 Testing Anywhere 
Paket Testing Anywhere [28, 29] podjetja Automation Anywhere se uporablja za testiranje 
aplikacij, spletnih strani, objektov in grafičnih uporabniških vmesnikov. Omogoča testiranje s 
podatki (data-driven testing). Programski paket sicer omogoča kreiranje izvršne datoteke 
(exe), vendar brez grafičnega prikazovalnega omesnika, ki bi ga lahko skreirali sami 
(poglavje 5). 
 
4.12 TPT 
Paket TPT (Time Partition Testing) [30, 31] podjetja PikeTec GmbH se uporablja za testiranje 
in verifikacijo vgradnih sistemov. Paket TPT je specializiran za avtomatsko testiranje in 
validacijo vgradnih sistemov, katerih vhodi in izhodi so signali. Paket TPT pokriva testne 
aktivnosti, kot so modeliranje testnih primerov, avtomatsko izvajanje testov, analiza 
rezultatov testiranja, avtomatsko generiranje testne dokumentacije. Uporablja se za testiranje 
enote, integracijsko testiranje, sistemsko in regresijsko testiranje. Ne omogoča testiranja s 
ključnimi besedami. Za omenjeni programski paket se nismo odločili, ker se testi izvajajo iz 
paketa TPT, mi smo pa potrebovali lastni uporabniški vmesnik. Za programski paket se nismo 
odloči tudi zato, ker se z njim ne da testirati grafičnih uporabniških vmesnikov in ker ne 
omogoča testiranje s pisanjem klučnih besed (keyword testing) (poglavje 5). 
 
4.13 Tricentis Tosca Testsuite 
Paket Tricentis Tosca Testsuite [32] podjetja TRICENTIS Technology & Consulting se 
uporablja za avtomatsko izvajanje funkcijskih in regresijskih testov. Testi se pišejo z 
vlečenjem in spuščanjem (drag&drop) modulov in vstavljanjem pričakovanih rezultatov in 
akcij. To omogoča tudi osebju z manj tehničnim znanjem, da naredi dizajn, specifikacijo in 
avtomatizacijo testnih scenarijev. Za omenjeni programski paket se nismo odločili, ker se testi 
izvajajo iz paketa TPT, mi smo pa potrebovali lastni uporabniški vmesnik. Za programski 
paket se nismo odloči tudi zato, ker ne omogoča testiranje s pisanjem klučnih besed (keyword 
testing) in ker se testi ne pišejo s kodo, temveč se gradniki programskega jezika povezujejo 
med seboj (poglavje 5). 
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5 Zahteve stranke 
Zahteva stranke je bila, da testni sistem vsebuje programski paket z enostavnim grafičnim 
uporabniški vmesnikom. Vsebovati mora gumb zaţ eni, rdečo in zeleno lučko, ki prikazuje 
status testa in okno s potekom testov. Ob zamenjavi avtomobilske diagnostične naprave v 
proizvodnji mora biti zagon novega testa izveden le s pritiskom na en gumb. 
 
Programski paket mora omogočati testiranje grafičnih uporabniških vmesnikov, kar smo 
potrebovali pri testu pretakanja vgrajene programske opreme (poglavje 10). Omogočati mora 
tudi pisanja testov s ključnimi besedami (keyword testing). 
 
Zahteva stranke je bila tudi, da moramo razviti štiriminutne proizvodne teste (ang. Production 
Tests), 72 urne stresne teste (ang. Stress Tests), regresijske teste (ang. Regression Tests), teste 
enote (ang. Unit Tests), teste integracije (ang. Integration Tests), teste sistema (ang. System 
Tests) in teste sprejemljivosti (ang. Acceptance Tests). 
 
 
 
24 
 
25 
6 Sistem za avtomatsko testiranje 
 
Sistem za avtomatsko testiranje avtomobilskih diagnostičnih naprav (slika 1) vsebuje 
uporabniško prijazno in nadgradljivo programsko opremo UETS 
(Universal Embedded Testing System), emulator referenčnih veličin in skripte v jeziku ETSL 
(Embedded Testing Script Language). Paket UETS izvaja ukaze zapisane v skripti s 
programskim jezikom ETSL. V nadaljevanju sledi opis delovanja emulatorja referenčnih 
veličin in paketa UETS. 
6.1 Emulator referenčnih veličin 
Kot prikazuje slika 10, emulator referenčnih veličin deluje tako, da izbere karakteristično 
upornost sonde (npr. Rtlaka), s čimer emulira njen priklop. Integrirano vezje XR2206 generira 
sinusni ali pravokotni signal, ki je ustrezno ojačen in na ta način emulira merjeno veličino za 
izbrano sondo, ki bi jo generirala resnična sonda. Namesto izmeničnega signala lahko 
izberemo tudi enosmerni signal ali ustvarjanje določene upornosti med priključnima 
sponkama (npr. RT1), s čimer emuliramo temperaturo T1. Emulator referenčnih veličin 
generira različne amplitude enosmerne ali izmenične napetosti, s čimer omogoča testiranje 
različnih merilnih območij priklopljenih sond. 
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upornosti
Atenuator
Ojačevalnik
Enosmerna 
napetost
Atenuator
Ojačevalnik
R
R
R
R
Upornosti za 
emulacijo 
temperature
T1
T2
T3
T4
tlaka
temperature
KV
tokovne klešče
 
Slika 10: visokonivojska shema emulatorja referenčnih veličin 
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6.2 Programski paket UETS 
Programski paket UETS smo realizirali v programskem jeziku C#. Slika 11 prikazuje bločni 
prikaz izvorne kode. Ob pritisku na gumb LOAD SCRIPT se izvedeta prvo predprocesiranje 
in drugo predprocesiranje. V prvem predprocesiranju in drugem predprocesiranju se preverijo 
morebitne napake v kodi. Celotna koda se ne more preveriti z enkratnim pregledom programa 
ETSL, saj se zlasti preverjanje stavka GOTO izvaja tako, da se preveri obstoj oznake, na 
katero ukaz skoči. To se lahko preveri šele, ko so oznake ţ e enumerirane. Zato smo uvedli 
dvojno preverjanje kode. Če koda ne vsebuje napak, se odstranijo komentarji, shranijo 
spremenljivke, oznake itd. Če nato uporabnik pritisne gumb RUN, se začne izvajanje 
naloţ enih skript. Funkcije prvo predprocesiranje, drugo predprocesiranje in izvajanje 
programa ETSL  so podrobneje razloţ ene v nadaljevanju. 
 
ZAČETEK
PRIKAZOVALNI
OBRAZEC
UPORABNIK 
PRITISNIL GUMB 
LOAD SCRIPT
NE
DA
ODPRI ETSL 
DATOTEKO
PRVO 
PREDPROCESIRANJE
DRUGO
PREDPROCESIRANJE
NAPAKA
NAPAKA
IZVAJANJE 
NALOŽENIH 
SKRIPT
IN
SPOROČILO
UPORABNIKU
UPORABNIK 
PRITISNIL GUMB 
RUN
NE
NE
DA
DA
SPOROČILO UPORABNIKU
 
Slika 11: preverjanje in izvajanje kode ETSL 
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6.2.1 Prvo predprocesiranje 
 
Slika 12 prikazuje prvo predprocesiranje, ki izvaja začetni pregled kode, v katerem se ukazi 
pretvorijo v velike črke. Na ta način se doseţ e neodvisnost od majhnih in velikih črk. Nato se 
preveri pravilnost oznak. Pravilno vpisane oznake se shranijo v razpršeno tabelo (ang. Hash 
Table). Če koda vsebuje napako, potem se preneha izvajati funkcija prvo predprocesiranje. 
Uporabniku se v statusnem oknu prikaţ e opis napake, ime skripte in številka vrstice v kateri 
je prišlo do napake. 
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PRVO
PREDPROCESIRANJE
NI VEČ 
PODATKOV V 
DATOTEKI
PREBERI VRSTICO KODE IZ 
DATOTEKE
VRSTICA IMA 
DOLŢINO NIČ
PRETVORIMO VRSTICO V 
VELIKE ČRKE
KODA 
VSEBUJE 
OZNAKO
VEČ KOT 
ENA BESEDA
ODSTRANIMO ZNAK #
JE BIL SAMO 
ZNAK #
OZNAKA ŢE 
OBSTAJA
OZNAKO DODAMO V 
RAZPRŠENO TABELO Z 
IMENOM OZNAKE
DODAMO VRSTICO 
KODE V RAZRED 
ARRAYLIST Z IMENOM 
KODA
KODA 
VSEBUJE 
NAPAKO
IZSTOP IZ FUNKCIJE 
PRVO PREDPROCESIRANJE 
IN SPOROČITI UPORABNIKU 
NAPAKO
IZSTOP IZ FUNKCIJE 
PRVO PREDPROCESIRANJE
DA
NE
DA
NE
NE
DA
DA
NE
DA
NE
DA
NE
 
Slika 12: prvo predprocesiranje 
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6.2.2 Drugo predprocesiranje 
 
Slika 13 prikazuje drugo predprocesiranje, ki izvaja nadaljnji pregled programa ETSL. Če 
koda ne vsebuje napake, sledi: 
 shranitev spremenljivk v razpršeno tabelo (ang. Hash Table), 
 odstranitev komentarjev, 
 prirejanje zaporednihštevilk vrstic oznakam in 
 ustvarjanje oznak, potrebnih za pogojne stavke (if), 
 shranitev ukaza v razpršeno tabelo (ang. Hash Table). 
Za vgnezdene pogojne stavke (if), se oznake shranjujejo na podatkovni sklad. Na ta način se 
prvo izvede najbolj notranji pogojni stavek (if), katerega oznaka je bila shranjena najviše na 
skladu in je zato prva dostopna.V primeru napake, se tako kot pri prvem predprocesiranju 
uporabniku sporoči opis napake. 
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DRUGO
PREDPROCESIRANJE
NI VEČ 
PODATKOV V 
RAZREDU 
ARRAYLIST Z 
IMENOM
ZAČASNA KODA
PREBEREMO UKAZ
KODA 
VSEBUJE 
KOMENTAR
KODA 
VSEBUJE 
OZNAKO
IZSTOP IZ FUNKCIJE 
DRUGO PREDPROCESIRANJE
DA
NE
DA
NE
NE
ODSTRANI 
KOMENTAR
KODA 
VSEBUJE 
SAMO 
KOMENTAR
DA
NE
DA
OZNAKI PRIREDIMO 
PRAVILNO ŠTEVILKO 
VRSTICE
PRVA BESEDA 
ENAKA VAR, 
DVAR, SVAR, 
BYTES
NE
ŠTEVILO 
ARGUMENTOV 
PRAVILNO
DA
DA
NE
DRUGI 
ARGUMENT 
CIFRA
DA
NE
SPREMENLJIVKA 
ŢE OBSTAJA
DODAJ 
SPREMENLJIVKO V 
RAZPRŠENO TABELO
NE
DA
PREGLED
KODE
KODA 
VSEBUJE 
NAPAKO
DA
NE
IZBIRA 
FUNKCIJE
IF ELSE ENDIF
USTVARIMO OZNAKI 
ELSEIF_(ŠT. VRSTICE)
 IN 
ENDIF_(ŠT. VRSTICE)
NA SKLAD DAMO 
ENDIF_(ŠT. VRSTICE)
NA SKLAD DAMO 
ELSEIF_(ŠT. VRSTICE)
UKAZU 
IF ''IZRAZ''
DODAMO
;ELSEIF_(ŠT. VRSTICE)
IN DOBIMO
IF ''IZRAZ'';ELSEIF_(ŠT. VRSTICE)
IZ SKLAD VZAMEMO 
ELSEIF_(ŠT. VRSTICE)
IZ SKLAD VZAMEMO 
ENDIF_(ŠT. VRSTICE)
OZNAKI  
ELSEIF_(ŠT. VRSTICE)
PRIREDIMO 
VREDNOST
ŠT. VRSTICE + 1
UKAZ 
ELSE 
ZAMENJAMO Z UKAZOM 
GOTO ENDIF_(ŠT. VRSTICE)
NA SKLAD DAMO 
ENDIF_(ŠT. VRSTICE)
PREBEREMO 
VREDNOST NA 
SKLADU
JE PRVI DEL 
BESEDE ENAK 
ELSEIF
OZNAKO
ELSEIF (ŠT. VRSTICE) 
DODAMO V 
RAZPRŠENO TABELO 
IN JI PRIREDIMO 
ŠT. VRSTICE
OZNAKO 
ENDIF (ŠT. VRSTICE) 
DODAMO V 
RAZPRŠENO TABELO 
IN JI PRIREDIMO 
ŠT. VRSTICE
JE UKAZ ZA V 
RAZRED  
ARRAYLIST Z 
IMENOM KODA
DODAJ KODO V 
RAZRED ARRAYLIST 
Z IMENOM
 KODA
IZSTOP IZ FUNKCIJE 
DRUGO PREDPROCESIRANJE 
IN SPOROČITI UPORABNIKU 
NAPAKO
DA
NE
 
Slika 13: drugo predprocesiranje 
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Podrobno poglejmo funkcijo pregled kode. Zaradi obseţ nosti funkcije je razlaga razdeljena na 
tri dele. 
 
6.2.2.1 Funkcija pregled kode (prvi del) 
 
Slika 14 prikazuje izvajanje funkcije pregled kode.  
 
Funkcija pregleduje pravilnost vpisanega: 
 ukaza GOTO, 
 ukaza WAIT, 
 ukaza STORE. 
 
Za naštete ukaze se preveri tudi: 
 število argumentov, 
 definiranost spremenljivk. 
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PREGLED KODE
STORE
VRNITEV IZ 
FUNKCIJE.
VRSTICA KODE NE 
VSEBUJE NAPAKE
VRNITEV IZ 
FUNKCIJE.
VRSTICA KODE  
VSEBUJE NAPAKO
VEČ KOT 
TRI
 BESEDE
MANJ KOT 
TRI BESEDE
JE PRVI ARGUMENTI 
ŢE DEFINIRANA 
SPREMENLJIVKA
JE DRUGI 
ARGUMENTI 
ŠTEVILKA ALI PA ŢE 
DEFINIRANA 
SPREMENLJIVKA
DA
DA
DA
DA
NE
NE
NE
NE
GOTO
OZNAKA 
OBSTAJA
DA
NE
WAIT
VEČ KOT 
DVE 
BESEDI
MANJ KOT 
DVE 
BESEDI
JE ARGUMENT 
ŠTEVILKA ALI PA ŢE 
DEFINIRANA 
SPREMENLJIVKA
NE
NE
DA
DA
DA
NE
 
Slika 14: funkcija pregled kode (prvi del) 
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6.2.2.2 Funkcija pregled kode (drugi del) 
Slika 15 prikazuje izvajanje funkcije PREGLED KODE.  
Funkcija pregleduje pravilnost vpisanega: 
 ukaza ADD, 
 ukaza SUB, 
 ukaza SHIFTL, 
 ukaza SHIFTR, 
 ukaza MULT, 
 ukaza DIV, 
 ukaza IF. 
 
Za naštete ukaze se preveri tudi: 
 število argumentov, 
 definiranost spremenljivk. 
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PREGLED KODE
ADD
VRNITEV IZ 
FUNKCIJE.
VRSTICA KODE NE 
VSEBUJE NAPAKE
VRNITEV IZ 
FUNKCIJE.
VRSTICA KODE  
VSEBUJE NAPAKO
VEČ KOT 
ŠTIRI 
BESEDE
JE PRVI ARGUMENT 
ŠTEVILKA ALI PA ŢE 
DEFINIRANA 
SPREMENLJIVKA
JE DRUGI ARGUMENT 
ŠTEVILKA ALI PA ŢE 
DEFINIRANA 
SPREMENLJIVKA
JE TRETJI ARGUMENT 
ŢE DEFINIRANA 
SPREMENLJIVKA
NE
SUB SHIFTL MULTSHIFTR DIV
MANJ KOT 
ŠTIRI 
BESEDE
DA
NE
NE
NE
DA
NE
DA
DA
DA
IF
VEČ KOT 
TRIJE 
ARGUMENTI
MANJ KOT 
EDEN 
ARGUMENT
EDEN
ARGUMENT
TRIJE 
ARGUMENTI
JE ARGUMENT 
ŠTEVILKA ALI PA ŢE 
DEFINIRANA 
SPREMENLJIVKA
JE PRVI ARGUMENT 
ŠTEVILKA ALI PA ŢE 
DEFINIRANA 
SPREMENLJIVKA
JE DRUGI 
ARGUMENT 
>, <, <=, >=, =
JE TRETJI ARGUMENT 
ŠTEVILKA ALI PA ŢE 
DEFINIRANA 
SPREMENLJIVKA
DA
DA
DA
DA
DA
NE
NE
NE
NE
NE
NE
DA
 
Slika 15: funkcija pregled kode (drugi del) 
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6.2.2.3 Funkcija pregled kode (tretji del) 
Slika 16 prikazuje izvajanje funkcije PREGLED KODE.  
Funkcija pregleduje pravilnost vpisanega ukaza LOG. 
Preveri se: 
 definiranost spremenljivk, 
 ali je število spremenljivk enako številu znakov %. 
 
V primeru ugotovljene napake v funkciji PREGLED KODE sledi vrnitev iz funkcije in prikaz 
napake v prikazovalnem obrazcu. 
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PREGLED KODE
LOG
VRNITEV IZ 
FUNKCIJE.
VRSTICA KODE NE 
VSEBUJE NAPAKE
VRNITEV IZ 
FUNKCIJE.
VRSTICA KODE  
VSEBUJE NAPAKO
ŠTEVILO 
ZNAKOV  % 
JE VEČJE OD 
NIČ
MANJ KOT DVA 
PODSTRINGA, 
LOČILO JE ZNAK ''
DVA
PODSTRINGA
VEČ KOT DVA 
PODSTRINGA
ŠTEVILO 
SPREMENLJIVK JE 
ENAKO ŠTEVILU 
ZNAKOV % 
NI VEČ 
SPREMENLJIVK
JE ARGUMENTI ŢE 
DEFINIRANA 
SPREMENLJIVKA
DA
DA
DA
DA
DA
NE
NE
NE
NE
 
Slika 16: funkcija pregled kode (tretji del) 
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Na enak način funkcija pregled kode pregleda tudi ostale ukaze navedene v poglavju 7. 
 
6.2.3 Funkcija izvajanje programa ETSL 
Če uporabnik pritisne gumb Run na prikazovalnem obrazcu, se začne izvajanje naloţ enih 
skript. Izvaja se vrstica za vrstico. Slika 17 prikazuje izvajanje ukazov WAIT, GOTO, ADD, 
SUB, SHIFTL, SHIFTR, MULT. DIV, STORE.  
 
Pri ukazu WAIT. se izvajanje kode ustavi za število milisekund, ki so navedene v skripti. Med 
ukazom WAIT, je prikazovalni obrazec odziven za morebitno pritiskanje uporabnika po 
prikazovalnem obrazcu.  
 
Ukaz GOTO se izvede tako, da se prebere številka vrstice iz razpršene tabele in se priredi 
spremenljivki, ki hrani trenutno številko vrstice. Tako v naslednji zanki skočimo na številko 
vrstice, kjer se nahaja oznaka. 
 
Pri ukazu ADD se kliče funkcija za seštevanje, pri ukazu SUB funkcija odštevanje, pri ukazu 
SHIFTL in SHIFTR funkcija za premikanje bitov levo ali desno, pri ukazu MULT funkcija za 
mnoţ enje, pri ukazu DIV funkcija za deljenje. Pri ukazu STORE, se vrednost shrani v 
spremenljivko. 
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IZVAJANJE PROGRAMA 
ETSL
SMO NA 
KONCU 
PROGRAMA
IZSTOP IZ FUNKCIJE 
IZVAJANJE PROGRAMA ETSL
DA
NE
WAIT GOTO
PREBERI IZ 
RAZPRŠENE 
TABELE 
ŠTEVILKO 
VRSTICE
TRENUTNI 
ŠTEVILKI 
VRSTICE 
PRIREDI 
ŠTEVILKO 
VRSTICE IZ 
RAZPRŠENE 
TABELE
ADD SUB SHIFTL SHIFTR MULT DIV STORE
SEŠTEVANJE ODŠTEVANJE PREMIK 
BITOV V 
LEVO
PREMIK
BITOV V 
DESNO
MNOŢENJE DELJENJE SHRANITEV 
VREDNOSTI V 
SPREMENLJIVKO
PREBEREMO UKAZ
 
Slika 17: funkcija izvajanje programa ETSL 
 
Na enak način funkcija izvajanje programa ETSL izvaja tudi ostale ukaze, navedene v 
poglavju 7. 
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7 Skriptni programski jezik ETSL 
 
Glavne značilnosti jezika ETSL so: 
 ne potrebujemo programskega okolja za pisanje ETSL programov. Programe lahko 
pišemo v poljubnem urejevalniku ASCII besedil, 
 jezik ETSL smo razvili tako, da lahko realiziramo testne postopke hitreje kot s 
splošnonamenskimi programskimi jeziki (C, C++). 
 
Za razvoj novega programskega jezika smo se odločili zaradi zgoraj navedenih prednosti, 
zaradi moţ nosti dodajanje novih ukazov, ki jih potrebujemo za učinkovito testiranje 
avtomobilske diagnostične naprave, in ker pri raziskavi obstoječih rešitev (poglavje 2) nismo 
našli orodja, ki bi zadostil našim potrebam. 
 
7.1 Velike in male črke ter presledki in prazne vrstice 
V programskem jeziku ETSL lahko pišemo kodo z velikimi ali malimi črkami. Pri 
programiranju lahko uporabljamo poljubno število presledkov in praznih vrstic s čimer se da 
doseči preglednejše programe. 
7.2 Spremenljivke 
Vrednosti spremenlivk so: 
 32 bitna prednznačena cela števila (int32),  
 64 bitna števila s plavajočo vejico (double),  
 znakovni niz (string), 
 zlog (byte). 
 
7.3 Komentar 
Komentar je označen s podpičjem. Besedilo, desno od podpičja znotraj ene vrstice, se 
obravnava kot komentar. 
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7.4 Logični operatorji 
Tabela 6 prikazuje logične operatorje, ki se lahko uporabijo pri pogojnih stavkih. 
 
> večje 
< manjše 
>= večje ali enako 
<= manjše ali enako 
= enako 
!= različno 
Tabela 6: logični operatorji 
 
7.5 Ukazi skriptnega programskega jezika ETSL 
V nadaljevanju so opisani ukazi in primeri skriptnega programskega jezika ETSL. 
7.5.1 Dekleracija spremenljivk 
Programski paket UETS podpira štiri tipe spremenljivk (var, dvar, svar in bytes). 
 
7.5.1.1 Spremenljivka VAR 
Ukaz VAR deklarira novo 32 bitno predznačeno spremenljivko <spremenljivka>, ki ji priredi 
vrednost <številka> po naslednji sintaksi. 
 
VAR <spremenljivka> <številka ali spremenljivka> 
 
Ukaz VAR, spremenljivka in številka morajo biti ločeni s presledkom. 
 
Primer 1 
VAR TEMPERATURA 25 
 
Primer 2 
VAR TEMPERATURA1 25 
VAR TEMPERATURA2 TEMPERATURA1 
V zgornjem primeru spremenljivki TEMPERATURA1 in TEMPERATURA2 vsebujeta isto 
številko 25. 
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Primer 3 
Številka je lahko tudi v šestnajstiškem formatu: 
VAR TEMPERATURA 0x10 
 
Primer 4 
Kot smo omenili, lahko uporabljamo poljubno število presledkov, zato je spodnja vrstica 
ekvivalentna vrstici prejšnjega primera. 
 
  VAR   TEMPERATURA  25 
 
7.5.1.2 Spremenljivka DVAR 
Ukaz DVAR deklarira novo 64 bitno spremenljivko s plavajočo vejico. Območje je od 
324100.5  do 308107.1  in natančnost od 15-16 mest [33]. Spremenljivki <spremenljivka> 
priredi vrednost <številka> po naslednji sintaksi. 
 
DVAR <spremenljivka> <številka> 
 
Ukaz DVAR, spremenljivka in številka so ločeni s presledkom. 
 
Primer 1 
DVAR TEMPERATURA 25,5 
 
7.5.1.3 Spremenljivka SVAR 
Ukaz SVAR deklarira spremenljivko znakovnega niza. Spremenljivki <spremenljivka> priredi 
vrednost <znakovni niz> po naslednji sintaksi. 
 
SVAR <spremenljivka> <znakovni niz ali spremenljivka> 
 
Primer 1 
SVAR str “Poljubno besedilo” 
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Primer 2 
SVAR str1 “Poljubno besedilo 1” 
SVAR str2 str1 
V zgornjem primeru vsebujeta spremenljivki str1 in str2 enak znakovni niz. 
 
7.5.1.4 Spremenljivka BYTES 
Ukaz BYTES deklarira spremenljivko niz zlogov (ang. byte array). Spremenljivki 
<spremenljivka> priredi vrednost <niz zlogov> po naslednji sintaksi. 
 
BYTES <spremenljivka> <zlogi ali spremenljivka> 
 
Primer 1 
BYTES bvar 0x01 
Zgornja spremenljivka bvar vsebuje en zlog. 
 
Primer 2 
BYTES bvar 0x0102030405 
Spremenljivki bvar smo priredili pet zlogov. 
 
Primer 3 
BYTES bvar1 0x0102030405 
BYTES bvar2 bvar1 
V zgornjem primeru vsebujeta spremenljivki bvar1 in bvar2 enako število in vrednost zlogov. 
 
7.5.2 Ukaz SIZE_OF 
Ukaz SIZE_OF se uporablja za preverjanje, koliko zlogov vsebuje spremenljivka BYTES. 
 
SIZE_OF <bytes> <var> 
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Primer 
bytes b_var 0x010203040506070809 
var rezultat 0 
 
size_of b_var rezultat 
V zgornjem primeru spremenljivka rezultat vsebuje vrednost 9, ker spremenljivka b_var 
vsebuje 9 zlogov. 
7.5.3 Ukazi BITWISE 
Ukaz se uporablja za bitne operacije nad spremenljivko var. 
 
BITWISE <OR/XOR/AND> <var/ 32 bitna predznačena vrednost/šestnajstiška vrednost> 
<var/ 32 bitna predznačena vrednost/šestnajstiška vrednost > 
 
 
Primer 1 
var var1 0xf0 
var var2 0x11 
var rezultat 0x00 
 
bitwise OR var1 var2 rezultat 
V zgornjem primeru spremenljivka rezultat vsebuje vrednost 0xf1 (241). 
 
Primer 2 
bitwise OR 0xf0 0x12 rezultat 
V zgornjem primeru spremenljivka rezultat vsebuje vrednost 0xf2 (242). 
 
7.5.4 Ukazi BUTTON PRESS 
Ukaz BUTTON PRESS pritiska na gumbe na aktivni aplikaciji in se uporablja za testiranje 
grafičnih uporabniških vmesnikov. 
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Primer 1 
Primer prikazuje, kako UETS pritisne tipko A v aktivni aplikaciji. 
BUTTON PRESS “A” 
 
Primer 2 
Primer prikazuje, kako UETS pritisne tipke ABC na aktivni aplikaciji (prvo pritisne A, nato B 
in za tem C). 
BUTTON PRESS “ABC” 
 
Znaki +, ^, %, ~ in () imajo poseben pomen, zato pri programskem pritiskanju na ustrezne 
tipke, naštete znake napišemo v zavitem oklepaju. 
 
Primer 3 
Primer, pri katerem UETS pritisne +. 
BUTTON PRESS “{+}” 
 
Primer 4 
Primer pri katerem UETS pritisne znak {. 
BUTTON PRESS “{{}” 
 
Enako velja za znak }. Znaka [] nimata posebnega pomena, vendar ju moramo vseeno podati 
v zavitem oklepaju: 
BUTTON PRESS “{]}” 
 
 Za znake, ki se ne izpišejo na zaslonu (npr. ENTER ali TAB) uporabimo kodo iz naslednje 
tabele: 
 
Znak Koda 
BACKSPACE {BACKSPACE}, {BS}, or {BKSP} 
BREAK {BREAK} 
CAPS LOCK {CAPSLOCK} 
DEL or DELETE {DELETE} or {DEL} 
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DOWN ARROW {DOWN} 
END {END} 
ENTER {ENTER}or ~ 
ESC {ESC} 
HELP {HELP} 
HOME {HOME} 
INS or INSERT {INSERT} or {INS} 
LEFT ARROW {LEFT} 
NUM LOCK {NUMLOCK} 
PAGE DOWN {PGDN} 
PAGE UP {PGUP} 
PRINT SCREEN {PRTSC} 
RIGHT ARROW {RIGHT} 
SCROLL LOCK {SCROLLLOCK} 
TAB {TAB} 
UP ARROW {UP} 
F1 {F1} 
F2 {F2} 
F3 {F3} 
F4 {F4} 
F5 {F5} 
F6 {F6} 
F7 {F7} 
F8 {F8} 
F9 {F9} 
F10 {F10} 
F11 {F11} 
F12 {F12} 
 
46 
F13 {F13} 
F14 {F14} 
F15 {F15} 
F16 {F16} 
Keypad add {ADD} 
Keypad subtract {SUBTRACT} 
Keypad multiply {MULTIPLY} 
Keypad divide {DIVIDE} 
Tabela 7: znaki, ki se ne izpišejo na zaslonu; preslikano iz 34 
 
Primer 5 
Primer, ko paket UETS pritisne tipko TAB. 
BUTTON PRESS “{TAB}” 
 
Za pritisk znaka v kombinaciji s tipko SHIFT, CTRL ali ALT uporabimo kodo iz naslednje 
tabele: 
 
Znak Koda 
SHIFT + 
CTRL ^ 
ALT % 
Tabela 8: kode za znake SHIFT, CTRL in ALT; preslikano iz 34 
 
Za pritisnjeno tipko npr. SHIFT med tem, ko sta pritisnjeni tipki E in C, moramo E in C 
zapisati znotraj oklepajev.  
 
Primer 6 
Primer, ko paket UETS drţ i pritisnjeno tipko SHIFT, medtem ko pritisne tipko E in C. 
BUTTON PRESS “+(EC)” 
 
BUTTON PRESS “+EC” 
BUTTON PRESS “{LEFT 42}” 
BUTTON PRESS “{h 42}” 
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Primer 1 
VAR a 
VAR b 
VAR c 
 
PPORT READ 5 a 7 b 8 c 
 
V zgornjem primeru se logična vrednost sponke 5 shrani v spremenljivko a, logična vrednost 
sponke 7 se shrani v spremenljivko b in logična vrednost sponke 8 v spremenljivko c. 
 
7.5.5.2 Ukaz PPORT SET 
Ukaz PPORT SET se uporablje za nastavljanje sponk od dva do devet (slika 18) vzporednih 
vrat na logični nivo 1. 
 
PPORT SET <sponka 1/spremenljivka 1> … <sponka n/spremenljivka n> 
 
Primer 1 
PPORT SET 1 2 3 
 
V zgornjem primeru, UETS nastavi sponke vzporednih vrat 1, 2, 3 na logični nivo 1. 
 
7.5.5.3 Ukaz PPORT RESET 
Ukaz PPORT RESET se uporablje za nastaljanje sponk vzporednih vrat na logični nivo 0. 
 
PPORT RESET <sponka 1/var 1> … <sponka n/var n> 
 
Primer 1 
PPORT RESET 1 2 3 
 
V zgornjem primeru, UETS nastavi sponke vzporednih vrat 1, 2 in 3 na logični nivo 0. 
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7.5.6 Ukazi SPORT 
 
Ukaz SPORT pošilja podatke prek serijskih vrat. Pred začetkom uporabnik nastavi ustrezeno 
številko serijskih vrat v prikazovalnem obrazcu paketa UETS. 
 
7.5.6.1 Ukaz SPORT OPEN 
Ukaz SPORT OPEN odpre serijska vrata za pošiljanje podatkov. 
 
SPORT OPEN 
 
7.5.6.2 Ukaz SPORT WRITE 
Ukaz SPORT WRITE pošlje znakovni niz prek serijskih vrat. 
 
SPORT WRITE <svar/znakovni niz> 
 
Primer 1 
Primer, ko paket UETS pošlje znakovni niz “Testni znakovni niz” prek serijskih vrat. 
SVAR a “Testni znakovni niz” 
 
SPORT WRITE a 
 
7.5.6.3 Ukaz SPORT READ 
Ukaz SPORT WRITE se uporablja, da UETS prebere znakovni niz prek serijskih vrat. 
 
SPORT READ <svar> 
 
Primer 1 
Primer, ko paket UETS prebere znakovni niz in ga shrani v spremenljivko a. 
SVAR a “ ” 
 
SPORT READ a 
 
7.5.6.4 Ukaz SPORT WRITE_VAL 
Ukaz SPORT WRITE_VAL se uporablja za pošiljanje vrednosti prek serijskih vrat. 
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Primer 1 
Primer, ko paket UETS pošlje znak LF (Line Feed) prek serijskih vrat. 
SPORT WRITE_VAL 10 
 
7.5.7 Ukazi CONVERT 
Ukazi CONVERT se uporabljajo za pretvorbo iz enega podatkovnega tipa v drugega. 
 
7.5.7.1 Ukaz CONVERT TO_STRING 
Ukaz CONVERT TO_STRING se uporablja za pretvorbo iz 32 bitne predznačene vrednosti 
ali 64 bitno vrednosti s plavajočo vejico ali zlogovne vrednosti v znakovni niz. 
 
CONVERT TO_STRING <var/dvar/bytes/32 bitna predznačena vrednost/64 bitno vrednost s 
plavajočo vejico/zlog vrednost> <svar> 
 
Primer 1 
Primer pretvorbe vrednosti 10 v znakovni niz “10”. Po pretvorbi, spremenljivka b vsebuje 
znakovni niz “10”. 
VAR a 10 
SVAR b “ ” 
 
CONVERT TO_STRING a b 
 
Primer 2 
Primer pretvorbe vrednosti 10,5 v znakovni niz “10,5”. Po pretvorbi, spremenljivka b vsebuje 
znakovni niz “10,5”. 
DVAR a 10,5 
SVAR b “ ” 
 
CONVERT TO_STRING a b 
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Primer 3 
Primer pretvorbe zloga 0x01 v znakovni niz “0x01”. Po pretvorbi, spremenljivka b vsebuje 
znakovni niz “0x01”. 
BYTES a 0x01 
SVAR b “ ” 
 
CONVERT TO_STRING a b 
 
7.5.7.2 Ukaz CONVERT TO_INT32 
Ukaz CONVERT TO_INT32 se uporablja za pretvorbo iz  64 bitne vrednosti s plavajočo 
vejico, znakovnega niza ali zlogovne vrednosti v 32 bitno predznačeno vrednost. 
 
CONVERT TO_INT32 <dvar/svar/bytes/64 bitno vrednost s plavajočo vejico /znakovni 
niz/zlogovna vrednost> <var> 
 
Primer 1 
Primer pretvorbe 64 bitne vrednosti s plavajočo vejico v 32 bitno predznačeno vrednost. Po 
pretvorbi spremenljivka i_var vsebuje vrednost 12. 
dvar d_var 11,6 
var i_var 0 
 
CONVERT TO_INT32 d_var i_var 
 
Primer 2 
Primer pretvorbe znakovnega niza v 32 bitno predznačeno vrednost. Po pretvorbi 
spremenljivka i_var vsebuje vrednost 12. 
svar s_var "11,6" 
var i_var 0 
 
CONVERT TO_INT32 s_var i_var 
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Primer 3 
Primer pretvorbe znakovnega niza v 32 bitno predznačeno vrednost. Po pretvorbi 
spremenljivka i_var vsebuje vrednost 13. 
svar s_var "13" 
var i_var 0 
 
CONVERT TO_INT32 s_var i_var 
 
Primer 4 
Primer pretvorbe znakovnega niza v 32 bitno predznačeno vrednost. Po pretvorbi 
spremenljivka i_var vsebuje vrednost 26. 
svar s_var "0x1A" 
var i_var 0 
 
CONVERT TO_INT32 s_var i_var 
 
Primer 5 
Primer pretvorbe zloga v 32 bitno predznačeno vrednost. Po pretvorbi spremenljivka i_var 
vsebuje vrednost 47. 
bytes b_var 0x2F 
var i_var 0 
 
CONVERT TO_INT32 b_var i_var 
 
Primer 6 
Primer pretvorbe zlogovnega niza v 32 bitno predznačeno vrednost. Po pretvorbi 
spremenljivka i_var vsebuje vrednost 16777215. 
bytes b_var 0x00ffffffff ; Spremenljivka b_var vsebuje 5  
; zlogov, kar je več kot 40 bitov 
var i_var 0 
 
CONVERT TO_INT32 b_var(1:1:4) i_var ; Pretvorimo prvih 32  
;bitov (4 zloge) v 32 bitno predznačeno 
vrednost 
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Ukaz b_var(1:1:4) pomeni, da začnemo s prvim zlogom, gremo po koraku 1 do četrtega 
zloga. Na ta način izluščimo prve štiri zloge iz spremenljivke b_var, ki vsebuje pet zlogov. Na 
ta način pokrijemo big- endian [36] organizacijo pomnilnika. Big-endian organizacija 
pomnilnika ima najpomembnejši zlog na najniţ jem mestu v pomnilniku. 
 
Primer 7 
Primer pretvorbe zlogovnega niza v 32 bitno predznačeno vrednost. Iz zlogovnega niza 
izluščimo zadnje štiri zloge od zadaj naprej. Po pretvorbi spremenljivka i_var vsebuje 
vrednost 151521030. 
bytes b_var 0x010203040506070809 ; Spremenljivka b_var vsebuje  
devet zlogov 
var i_var 0 
 
CONVERT TO_INT32 b_var(9:-1:6) i_var ; Zadnjih 32  
;bitov (4 zloge) v 32 bitno predznačeno 
vrednost. Zlogi si sledijo od devetega do 
šestega 
Ukaz b_var(9:-1:6) pomeni, da začnemo z devetim zlogom, gremo po koraku -1 
navzdol do šestega zloga. Na ta način izluščimo zadnje štiri zloge iz spremenljivke b_var, ki 
vsebuje devet zlogov. Primer prikazuje, kako izluščimo bite od devetega proti šestemu s čimer 
pokrijemo little-endian [36] organizacijo pomnilnika. 
 
7.5.7.3 Ukaz CONVERT TO_DOUBLE 
Ukaz CONVERT TO_DOUBLE se uporablja za pretvorbo iz 32 bitne predznačene vrednosti 
ali zlogovne vrednosti v 64 bitno vrednost s plavajočo vejico. 
 
CONVERT TO_DOUBLE <var/bytes/32 bitna predznačena vrednost/zlogovna vrednost> 
<dvar> 
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Primer 1 
Primer pretvorbe zloga v 64 bitno vrednost s plavajočo vejico. Po pretvorbi spremenljivka 
d_var vsebuje vrednost 5,600. 
bytes b_var 0x6666666666661640 
dvar d_var 0 
 
CONVERT TO_DOUBLE b_var(1:1:8) d_var 
Ukaz b_var(1:1:8) pomeni, da začnemo s prvim zlogom, gremo po koraku 1 navzgor do 
osmega zloga. Na ta način izluščimo prvih osem zlogov iz spremenljivke b_var.  
 
Primer 2 
Primer pretvorbe zloga v 64 bitno vrednost s plavajočo vejico. Po pretvorbi spremenljivka 
d_var vsebuje vrednost 5,600. 
bytes b_var 0x660066006600660066006600160040 
dvar d_var 0 
 
CONVERT TO_DOUBLE b_var(1:2:15) d_var 
Ukaz b_var(1:2:15) pomeni, da začnemo s prvim zlogom, gremo po koraku 2 navzgor 
do petnajstega zloga. Na ta način izluščimo prvih zlog, tretji zlog, peti zlog itd. iz 
spremenljivke b_var.  
 
7.5.8 Ukazi RANDOM 
Ukazi random se uporabljajo za generiranje naključnih števil. 
 
7.5.8.1 Ukaz RANDOM GET_DOUBLE 
Ukaz RANDOM GET_DOUBLE se uporablja za generiranje naključne 64 bitne  vrednosti s 
plavajočo vejico. Generirana vrednost je večja ali enaka 0,0 in manjša od 1,0 
 
RANDOM GET_DOUBLE <dvar> 
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Primer 1 
Primer prikazuje generiranje naključne 64 bitno vrednosti s plavajočo vejico. Spremenljivka 
rnd_var vsebuje naključno vrednost med vključno 0,0 in manj od 1,0. 
dvar rnd_var 0,0 
 
random get_double rnd_var 
 
7.5.8.2 Ukaz RANDOM GET_INT 
Ukaz RANDOM GET_INT se uporablja za generiranje naključne 32 bitne predznačene 
vrednosti. Generirana vrednost je večja ali enaka min vrednosti in manjša od max vrednosti. 
 
RANDOM GET_INT <var/32 bitna predznačena vrednost (min)> <var/32 bitna predznačena 
vrednost (max)> <var> 
 
Priemr 1 
Primer prikazuje generiranje naključne 32 bitne predznačene vrednosti. Spremenljivka 
rnd_var vsebuje naključno vrednost med vključno 0 in manj od 4. 
var rnd_var 0; 
 
random get_int 1 4 rnd_var 
 
7.5.9 Ukazi STRING 
Ukazi STRING se uporabljajo za delo z znakovnim nizom. 
 
7.5.9.1 Ukaz STRING CONTAINS 
Ukaz STRING CONTAINS se uporablja za preverjanje, ali je znakovni niz v drugem 
argumentu vsebovan v prvem argumentu. Če je vsebovan, potem ima tretji argument vrednost 
1, v nasprotnem primeru ima vrednost 0. 
 
STRING CONTAINS <svar/znakovni niz> <svar/znakovni niz> <var> 
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Primer 1 
Primer preverja, ali znakovni niz “Hello World!” vsebuje znakovni niz “Hello”. Rezultat 
spodnjega ukaza je, da ima spremenljivka i_var vrednost 1, ker znakovni niz “Hello World!” 
vsebuje znakovni niz “Hello”. 
var i_var 0; 
 
string contains “Hello World!” “Hello” i_var 
 
7.5.9.2 Ukaz STRING MERGE 
Ukaz STRING MERGE se uporablja za zdruţ evanje dveh znakovnih nizov. Znakovni niz 
prvega argumenta se zdruţ i z znakovnim nizom drugega argumenta. Zdruţ eni znakovni niz se 
shrani v tretji argument. 
 
STRING MERGE <svar/znakovni niz> <svar/znakovni niz> <svar> 
 
Primer 1 
Primer zdruţ i znakovna niza “Hello in “World!” in rezultat shrani v spremenljivko s_var. 
svar s_var “”; 
 
string merge “Hello ” “World!” s_var 
 
7.5.9.3 Ukaz STRING GET_SUBSTRING 
Ukaz STRING GET_SUBSTRING se uporablja za zajemanje znakovnega niza znotraj prvega 
argumenta in ga shrani v četrti argument. 
 
Primer 1 
Primer prikazuje zajemanje znakovnega niza, ki se začne na 21 mestu znakovnega niza 
prvega argumenta in je dolg pet znakov. Rezultat spodnjega ukaza je, da spremenljivka s_var 
vsebuje znakovni niz "Matej". 
svar s_var "" 
 
string get_substring "Testni znakovni niz: Matej" 21 5 s_var 
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7.5.10 Ukazi PROGRAM 
Ukazi PROGRAM se uporabljajo za delo z aplikacijami. 
 
7.5.10.1 Ukaz PROGRAM RUN 
Ukaz PROGRAM RUN se uporablja za zagon aplikacije. Prvi argument je poljubno ime, ki 
smo ga uvedli, da UETS razlikuje aplikaciji z istim imenom. Drugi argument je pot do 
aplikacije, ki jo ţ elimo odpreti. Sledijo argumenti, ki vsebujejo parametre. 
 
PROGRAM RUN <ime> <pot do aplikacije> 
ali 
PROGRAM RUN <ime> <pot do aplikacije> <parameter> 
ali 
PROGRAM RUN <ime> <pot do aplikacije> <param_1> … <param_n> 
 
Primer 1 
Primer prikazuje, kako UETS odpre aplikacijo notpad.exe. Aplikaciji smo dali ime 
"notepad1". 
svar pot "C:\WINDOWS\system32\notepad.exe" 
svar ime "notpad1" 
 
program run ime pot 
 
Primer 2 
Primer prikazuje, kako UETS odpre aplikacijo aui.exe s parametri, ki so našteti v eni 
spremenljivki. 
svar pot "../aui.exe" 
svar param "-t flasher -s 1" 
svar ime "aui1" 
 
program run ime pot param 
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Primer 3 
Primer prikazuje, kako UETS odpre aplikacijo aui.exe s parametri, ki so našteti v posameznih 
spremenljivkah. 
svar pot "../aui.exe" 
svar param1 "-t flasher" 
svar param2 "-s 1" 
svar ime "aui1" 
 
program run ime pot param1 param2 
 
7.5.10.2 Ukaz PROGRAM IS_RESPONDING 
Ukaz PROGRAM IS_RESOINDING se uporablja za preverjanje, ali se aplikacija še odziva. 
V prvem argumentu navedemo ime aplikacije, s katerim smo odprli aplikacijo, v drugem 
argumentu pa dobimo rezultat. Rezultat 1 pomeni, da se aplikacija še odziva, rezultat 0 pa 
pomeni, da se aplikacija ne odziva. 
 
PROGRAM IS_RESPONDING <svar/znakovni niz (ime)> <var (rezultat)> 
 
Primer 1 
Primer prikazuje, kako UETS preveri, ali se aplikacija notpad še odziva. 
svar pot "C:\WINDOWS\system32\notepad.exe" 
svar ime "notpad1" 
var rezultat 0 
 
program run ime pot 
program is_responding ime rezultat 
 
7.5.10.3 Ukaz PROGRAM IS_TERMINATED 
Ukaz PROGRAM IS_TERMINATED se uporablja za preverjanje, ali aplikacija še deluje ali 
ne. Prvi argument vsebuje ime aplikacije, drugi argument vsebuje rezultat ukaza. Rezultat ena 
pomeni, da aplikacija ne deluje več, vrednost nič pa pomeni, da aplikacija še deluje. 
 
PROGRAM IS_TERMINATED <svar/znakovni niz (ime)> <var (rezultat)> 
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Primer 1 
V spodnjem primeru UETS preveri, ali aplikacija notpad še deluje. 
svar pot "C:\WINDOWS\system32\notepad.exe" 
svar ime "notpad1" 
var rezultat 0 
 
program run ime pot 
program is_terminated ime rezultat 
 
7.5.10.4 Ukaz PROGRAM KILL 
Ukaz PROGRAM KILL v trenutku zapre aplikacijo. Argument vsebuje ime aplikacije. 
 
PROGRAM KILL <svar/znakovni niz (ime)> 
 
Primer 1 
V spodnjem primeru UETS v trenutku zapre aplikacijo notepad.exe. 
svar pot "C:\WINDOWS\system32\notepad.exe" 
svar ime "notpad1" 
var rezultat 0 
 
program run ime pot 
program kill ime 
 
7.5.10.5 Ukaz PROGRAM EXIT 
Ukaz PROGRAM EXIT zapre aplikacijo. Argument vsebuje ime aplikacije. 
 
PROGRAM EXIT <svar/znakovni niz (ime)> 
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Primer 1 
V spodnjem primeru UETS zapre aplikacijo notepad.exe. 
svar pot "C:\WINDOWS\system32\notepad.exe" 
svar ime "notpad1" 
var rezultat 0 
 
program run ime pot 
program exit ime 
 
7.5.10.6 Ukaz PROGRAM TIME 
Ukaz PROGRAM TIME preveri, koliko milisekund aplikacija deluje. Prvi argument vsebuje 
ime aplikacije, drugi argument vsebuje vrednost, koliko milisekund je aplikacija delovala. 
Rezultat nič lahko pomeni, da aplikacija še deluje ali pa da je aplikacija delovala manj kot eno 
milisekundo. 
 
PROGRAM TIME <svar/znakovni niz (ime)> <var (čas v milisekundah)> 
 
Primer 1 
V spodnjem primeru UETS preveri koliko milisekund je aplikacija notpad delovala. 
svar pot "C:\WINDOWS\system32\notepad.exe" 
svar ime "notpad1" 
var rezultat 0 
 
program run ime pot 
wait 10000 
program exit ime 
program time ime rezultat 
 
7.5.10.7 Ukaz PROGRAM RET_VAL 
Ukaz PROGRAM RET_VAL vrne vrednost aplikacije. Prvi argument vsebuje ime aplikacije, 
drugi argument vsebuje vrednost, ki jo je aplikacija vrnila ob zaključku delovanja. Če 
aplikacija še deluje, potem bo omenjeni ukaz vrnil vrednost 12/232 . 
 
PROGRAM RET_VAL <svar/znakovni niz (ime)> <var (rezultat)> 
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Primer 1 
V spodnjem primeru UETS preveri vrnjeno vrednost aplikacije notepad, ko se je zaključila. 
svar pot "C:\WINDOWS\system32\notepad.exe" 
svar ime "notpad1" 
var rezultat 0 
 
program run ime pot 
wait 10000 
program exit ime 
program ret_val ime rezultat 
 
7.5.11 Beleženje (ang. Log) 
Imamo dva tipa ukazov za beleţ enje rezultatov testiranja. Prvi tip sta ukaza LOG in 
LOG_WITHOUT_TIME in se uporabljata za beleţ enje vseh podrobnosti o testiranju. Drugi tip 
je ukaz STATUS WRITE in se uporablja za pisanje manj podrobnih rezultatov testiranja v 
statusno okno paketa UETS. Ko se statusno okno zapolni, se njegova vsebina prekopira v 
datoteko. 
 
7.5.11.1 Ukaz LOG 
Ukaz LOG označuje beleţ enje v datoteko. Zaradi laţ je razlage imenujmo datoteko, v kateri se 
nahaja program, programska_datoteka in datoteko, namenjeno beleţ enju, log_datoteka. 
Datoteka log_datoteka se samodejno ustvari v direktoriju, kjer se nahaja 
programska_datoteka. Če je ime programske_datoteke test.txt, potem bo ime log_datoteke 
npr. 1_test.txt_2015_6_18__16_20_15.log. Kot vidimo, se imenu test.txt doda leto, mesec, 
dan in ura iz desne strani in številka datoteke iz leve strani. Ko doseţ e datoteka 
1_test.txt_2015_6_18__16_20_15.log velikost 5 MB, se kreira nova datoteka 
2_test.txt_2015_6_18__16_20_15.log s številko dve na levi strani. Ko nova datoteka doseţ e 
velikost 5 MB se kreira nova datoteka s številko tri na levi strani in tako naprej. Na ta način 
preprečimo, da bi imeli na koncu testiranja preveliko datoteko z rezultati, ki je nebi mogli 
odpreti in pregledati rezultatov testiranja. 
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Ukazu LOG sledi besedilo, ki se zapiše v log_datoteko. Besedilo mora biti zapisano v dvojnih 
narekovajih. Med besedilom lahko pišemo tudi znak %, ki pomeni zamenjavo z vrednostjo 
spremenljivke. Besedilu sledijo spremenljivke, ki jih mora biti toliko, kot znakov %. 
Spremenljivke so lahko VAR, DVAR in SVAR. Prvi znak %, gledano iz leve strani besedila, 
se zamenja z vrednostjo prve spremenljivke, drugi znak % z vrednostjo druge spremenljivke 
itd. LOG, besedilo in spremenljivke morajo biti ločeni s presledkom. 
  
LOG <'' besedilo % besedilo ...besedilo % ''> [<spremenljivka 1> … <spremenljivka n>] 
 
Primer 
VAR T1 10; Deklaracija spremenljivke T1. 
VAR T2 20; Deklaracija spremenljivke T2. 
 
LOG "Temperatura prvega senzorja je %, temperatura drugega 
senzorja je %." T1 T2 
 
Ukaz zgoraj bi moral biti zapisan v eni vrstici. Zapis v dveh vrsticah nebi deloval. Prvi 
znak % se zamenja s spremenljivko T1, drugi znak % s spremenljivko T2. V beleţ ki bi bilo 
zapisano: 
 
17.6.2015 17:39:12 Temperatura prvega senzorja je 10, 
temperatura drugega senzorja je 20. 
 
Datum in ura 17.6.2015 17:39:12 se samodejno dodata pred besedilo. 
 
7.5.11.2 Ukaz LOG_WITHOUT_TIME 
Ukaz LOG_WITHOUT_TIME označuje beleţ enje v datoteko, pri čemer se pred besedilo ne 
dodata datum in čas. Rezultati testiranja se shranjuje v isto datoteko kot pri ukazu LOG. 
Sintaksa je enaka kot pri ukazu LOG, zato bomo navedli le primer uporabe omenjenega 
ukaza. 
 
 
63 
Primer 
VAR T1 10; Deklaracija spremenljivke T1. 
VAR T2 20; Deklaracija spremenljivke T2. 
 
LOG_WITHOUT_TIME "Temperatura1 = %, Temperatura2 = %." T1 T2 
 
V beleţ ki bi bilo zapisano: 
Temperatura1 = 10, Temperatura2 = 20. 
 
7.5.11.3 Ukaz STATUS WRITE 
Ukaz STATUS se uporablja za pisanje znakovnih nizov v statusno okno paketa UETS. Paket 
UETS avtomatsko doda datum in uro na levo stran znakovnega niza in spremeni znakovni niz 
iz malih črk v velike črke. Ko se statusno okno zapolni, se njegova vsebina prepiše v datoteko 
in je na voljo operaterju za kasnejšo analizo. V statusno okno izpisujemo rezultate na 
najvišjem nivoju. Paket UETS šteje, kolikokrat se pojavi beseda ERROR v statusnem oknu in 
povečuje števec napak na prikazovalnem obrazcu paketa UETS. Ko paket zazna eno ali več 
besed ERROR, se priţ ge rdeča lučka na prikazovalnem obrazcu paketa UETS, kar pomeni, da 
imamo eno ali več napak na avtomobilski diagnostični napravi. 
Zaradi laţ je razlage imenujmo datoteko, v kateri se nahaja program, programska_datoteka in 
datoteko, namenjeno beleţ enju, log_datoteka. Datoteka log_datoteka se samodejno ustvari v 
direktoriju, kjer se nahaja programska_datoteka. Če je ime programske_datoteke test.txt, 
potem bo ime log_datoteke npr. SW1_test.txt_2015_6_18__16_20_15.log. Kot vidimo, se 
imenu test.txt doda leto, mesec, dan in ura iz desne strani in SW s številko datoteke iz leve 
strani. Ko doseţ e datoteka SW1_test.txt_2015_6_18__16_20_15.log velikost 5 MB, se kreira 
nova datoteka SW2_test.txt_2015_6_18__16_20_15.log s številko dve na levi strani. Ko nova 
datoteka doseţ e velikost 5 MB se kreira nova datoteka s številko tri na levi strani in tako 
naprej. Na ta način preprečimo, da bi imeli na koncu testiranja preveliko datoteko z rezultati, 
ki je nebi mogli odpreti in pregledati rezultatov testiranja. SW na levi strani je okrajšava za 
Status Window (slo. statusno okno). Na ta način vemo, da je v datoteki shranjena vsebina 
statusnega okna. 
 
STATUS WRITE <svar/znakovni niz> 
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Primer 1 
V spodnjem primeru paket UETS zapiše v statusno okno naslednji znakovni niz: 
17.06.2015 14:48:03 HELLO WORLD. 
status write “Hello World.” 
 
7.5.11.4 Ukaz STATUS GET_NO_ERRORS 
Ukaz STATUS GET_NO_ERRORS se uporablja za preverjanje, kolikokrat se beseda 
ERROR pojavi v statusnem oknu s čimer preverimo, koliko napak imamo na avtomobilski 
diagnostični napravi. Argument vsebuje število napak, ki se je pojavilo pri testiranju 
avtomobilske diagnostične naprave. 
 
STATUS GET_NO_ERRORS <var (rezultat)> 
 
Primer 1 
Spodnji primer prikazuje, kako UETS preveri, koliko napak imamo na avtomobilski 
diagnostični napravi. 
var stevilo_napak 0 
 
status get_no_errors stevilo_napak 
 
7.5.12 Ukazi CURRENT_LOG_DIR 
Ukaz CURRENT_LOG_DIR se uporablja za spreminjanje imena direktorija, v katerem se 
nahajajo datoteke z rezultati testiranja. Lahko mu dodamo besedilo iz desne ali iz leve strani. 
Ukaz smo uporabili pri testiranju avtomobilskih diagnostičnih naprav tako, da če je bila ena 
ali več napak na avtomobilski diagnostični napravi, potem smo z omenjenim ukazom dodali 
iz desne strani besedilo _ERROR. 
 
7.5.12.1 Ukaz CURRENT_LOG_DIR APPEND_TEXT_R 
Ukaz CURRENT_LOG_DIR APPAND_TEXT_R se uporablja za dodajanje besedila iz desne 
strani direktoriju, v katerem se nahajajo datoteke z rezultati testiranja. 
 
CURR_LOG_DIR APPEND_TEXT_R <svar/znakovni niz> 
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Primer 
Primer prikazuje, kako smo trenutnemu direktoriju v katerega se shranjujejo rezultati 
testiranja iz desne strani dodali _ERROR. 
current_log_dir append_text_r _ERROR 
 
7.5.12.2 Ukaz CURRENT_LOG_DIR APPEND_TEXT_L 
Ukaz CURRENT_LOG_DIR APPAND_TEXT_L se uporablja za dodajanje besedila iz leve 
strani direktoriju, v katerem se nahajajo datoteke z rezultati testiranja. 
 
CURR_LOG_DIR APPEND_TEXT_L <svar/znakovni niz> 
 
Primer 
Primer prikazuje, kako smo trenutnemu direktoriju v katerega se shranjujejo rezultati 
testiranja iz leve strani dodali ERROR_. 
current_log_dir append_text_l ERROR_ 
 
7.5.13 Zakasnitev 
Ukaz WAIT označuje zakasnitev. Sledi številka ali spremenljivka, katere vrednost določa 
zakasnitev programa v tisočinkah sekunde. 
  
WAIT <spremenljivka ali številka> 
 
Primer 1 
WAIT 1000 ; Zakasnitev programa za eno sekundo. 
 
Primer 2 
VAR ZAKASNITEV 1000 
WAIT ZAKASNITEV; Zakasnitev programa za eno sekundo. 
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7.5.14 Shranjevanje vrednosti v spremenljivko 
Ukaz STORE označuje shranjevanje 32 bitne predznačene vrednosti ali 64 bitno vrednost s 
plavajočo vejico ali znakovnega niza v spremenljivko. Sledi spremenljivka, kateri priredimo 
novo vrednost. Spremenljivki sledi številka ali spremenljivka. 
 
STORE <var/dvar/svar> <32 bitna predznačena številka/64 bitno vrednost s plavajočo 
vejico/znakovni niz ali var/dvar/svar> 
 
Primer 1 
VAR TEMPERATURA 0 ; Deklaracija spremenljivke TEMPERATURA  
STORE TEMPERATURA 10 ; Spremenljivki TEMPERATURA  
         ; priredimo vrednost 10.  
 
Primer 2 
VAR TEMPERATURA 0 ; Deklaracija spremenljivke TEMPERATURA  
VAR T 10 ; Deklaracija spremenljivke T 
STORE TEMPERATURA T ; Spremenljivki TEMPERATURA  
        ; priredimo vrednost 10.  
 
Primer 3 
DVAR TEMPERATURA 0,0 ; Deklaracija spremenljivke TEMPERATURA  
STORE TEMPERATURA 10,6 ; Spremenljivki TEMPERATURA  
        ; priredimo vrednost 10,6.  
 
Primer 4 
svar a "" 
store a "Mate" 
status write a 
SVAR a "" ; Deklaracija spremenljivke a  
STORE a "Test" ; Spremenljivki a  
        ; priredimo znakovni niz "Test" 
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7.5.15 Seštevanje 
Ukaz ADD označuje seštevanje. Sledi prvi in drugi operand. Vsak operand je lahko številka 
ali spremenljivka. Operandoma sledi spremenljivka, v katero se shrani rezultat seštevanja. 
 
ADD <operand, var/dvar ali številka>  <operand, var/dvar ali številka>  <rezultat, var/dvar> 
 
Primer 1 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
ADD 10 5 REZULTAT; Rezultat operacije 10 + 5 se shrani v  
                 ; spremenljivko REZULTAT. 
 
Primer 2 
VAR a 10 ; Deklaracija spremenljivke a. 
VAR b 5 ; Deklaracija spremenljivke b. 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT.  
ADD a b REZULTAT ; Spremenljivka REZULTAT vsebuje  
  ; vrednost 10 po seštevanju. 
 
Primer 3 
dvar a 5,5 ; Deklaracija spremenljivke a. 
dvar b 10,6 ; Deklaracija spremenljivke b. 
dvar c 0,0 ; Deklaracija spremenljivke c. 
add a b c ; Spremenljivka c vsebuje  
          ; vrednost 16,1 po seštevanju. 
 
7.5.16 Odštevanje 
Ukaz SUB označuje odštevanje. Sledi prvi in drugi operand. Vsak operand je lahko številka 
ali spremenljivka. Operandoma sledi spremenljivka, v katero se shrani rezultat seštevanja. 
 
SUB <operand, sprem. ali številka>  <operand, sprem. ali številka>  <rezultat, sprem.> 
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Primer 1 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT.  
SUB 10 5 REZULTAT ; 10 - 5 se shrani v spremenljivko REZULTAT. 
 
Primer 2 
VAR a 10  ; Deklaracija spremenljivke a. 
VAR b 5  ; Deklaracija spremenljivke b. 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
SUB a b REZULTAT  ; Spremenljivka REZULTAT vsebuje vrednost 5          
                  ; po odštevanju. 
V obeh zgornjih primerih spremenljivka REZULTAT vsebuje isto vrednost. 
 
Primer 3 
dvar a 10,6 ; Deklaracija spremenljivke a. 
dvar b 5,5 ; Deklaracija spremenljivke b. 
dvar c 0,0 ; Deklaracija spremenljivke c. 
sub a b c ; Spremenljivka c vsebuje  
          ; vrednost 5,1 po odštevanju. 
 
7.5.17 Premik bitov v levo 
Ukaz SHIFTL označuje premik bitov v levo. Sledi operand, ki je lahko spremenljivka ali 
številka. Operandu sledi spremenljivka ali številka, ki določa število premikov v levo. Na 
zadnjem mestu je spremenljivka, v katero se shrani rezultat premika. 
 
SHIFTL <operand, var ali številka> <št. premikov, var ali številka> <rezultat, var> 
 
Primer 1 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
SHIFTL 10 2 REZULTAT ; Premik vrednosti 10 za dva bita v levo.  
                   ;Spremenljivka REZULTAT vsebuje vrednost 40 
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Primer 2 
VAR a 10 ; Deklaracija spremenljivke a. 
VAR b 2; Deklaracija spremenljivke b. 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
SHIFTL a b REZULTAT ; Premik vrednosti a za b bitov v levo.  
                  ;Spremenljivka REZULTAT vsebuje vrednost 40. 
 
V obeh zgornjih primerih spremenljivka REZULTAT vsebuje isto vrednost. 
 
7.5.18 Premik bitov v desno 
Ukaz SHIFTR označuje premik bitov v desno. Sledi operand, ki je lahko spremenljivka ali 
številka. Operandu sledi spremenljivka ali številka, ki določa število premikov v desno. Na 
zadnjem mestu je spremenljivka, v katero se shrani rezultat premika. 
 
SHIFTR <operand, sprem. ali številka> <št. premikov, sprem. ali številka> <rezultat, sprem.> 
 
Primer 1 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
SHIFTR 8 2 REZULTAT ; Premik vrednosti 8 za dva bita v desno.  
                   ;Spremenljivka REZULTAT vsebuje vrednost 2. 
 
Primer 2 
VAR a 10; Deklaracija spremenljivke a. 
VAR b 2; Deklaracija spremenljivke b. 
VAR REZULTAT 0; Deklaracija spremenljivke REZULTAT. 
SHIFTR a b REZULTAT ; Premik vrednosti a za b bitov v desno.  
                   ;Spremenljivka REZULTAT vsebuje vrednost 2. 
 
V obeh primerih spremenljivka REZULTAT vsebuje isto vrednost. 
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7.5.19 Množenje 
Ukaz MULT označuje mnoţ enje. Sledi prvi in drugi operand. Vsak operand je lahko številka 
ali spremenljivka. Operandoma sledi spremenljivka, v katero se shrani rezultat mnoţ enja. 
 
MULT <operand, var/dvar ali številka>  <operand, var/dvar ali številka>  <rezultat, var/dvar> 
 
Primer 1  
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
MULT 10 5 REZULTAT; Množenje vrednosti 10 in 5. Spremenljivka  
   ; REZULTAT po množenju vsebuje vrednost 50. 
 
Primer 2 
VAR a 10 ; Deklaracija spremenljivke a. 
VAR b 5 ; Deklaracija spremenljivke b. 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
MULT a b REZULTAT; Množenje vrednosti a in b. Spremenljivka  
  ; REZULTAT po množenju vsebuje vrednost 50. 
 
V obeh primerih spremenljivka REZULTAT vsebuje enako vrednost. 
 
Primer 3 
DVAR a 5,5 ; Deklaracija spremenljivke a. 
DVAR b 10,5 ; Deklaracija spremenljivke b. 
DVAR c 0 ; Deklaracija spremenljivke c. 
MULT a b c; Množenje vrednosti a in b. Spremenljivka  
          ; c po množenju vsebuje vrednost 57,75. 
 
7.5.20 Deljenje 
Ukaz DIV označuje mnoţ enje. Sledi prvi in drugi operand. Vsak operand je lahko številka ali 
spremenljivka. Operandoma sledi spremenljivka, v katero se shrani rezultat deljenja. 
 
DIV <operand, var/dvar ali številka> <operand, var/dvar ali številka> <rezultat, var/dvar> 
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Primer 1 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
DIV 10 5 REZULTAT ; Deljenje vrednosti 10 in 5. Spremenljivka  
                  ; REZULTAT po deljenju vsebuje vrednost 2. 
 
Primer 2 
VAR a 10 ; Deklaracija spremenljivke a. 
VAR b 5 ; Deklaracija spremenljivke b. 
VAR REZULTAT 0 ; Deklaracija spremenljivke REZULTAT. 
DIV a b REZULTAT ; Deljenje vrednosti a in b. Spremenljivka  
  ; REZULTAT po deljenju vsebuje vrednost 2. 
 
V obeh primerih spremenljivka REZULTAT vsebuje isto vrednost. 
 
Primer 3 
DVAR a 10,5 ; Deklaracija spremenljivke a. 
DVAR b 5,5 ; Deklaracija spremenljivke b. 
DVAR c 0 ; Deklaracija spremenljivke c. 
DIV a b c ; Deljenje vrednosti a in b. Spremenljivka  
          ; c po deljenju vsebuje vrednost 1,909. 
 
V obeh primerih spremenljivka REZULTAT vsebuje isto vrednost. 
 
7.5.21 Pogojni (IF) stavek 
Obstaja več načinov uporabe pogojnega if stavka. 
 
Prvi način 
IF <pogoj, var/dvar ali številka> 
… 
                                             ELSE 
… 
         ENDIF 
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Primer 1 
VAR a 20 
VAR b 10 
VAR REZULTAT 0 
 
IF 0 
STORE REZULTAT a 
ELSE 
STORE REZULTAT b 
ENDIF 
 
Ker pogoj ni izpolnjen, se izvede koda, ki se nahaje med ukazoma else in endif. 
 
Primer 2 
VAR a 20 
VAR b 10 
VAR REZULTAT 0 
 
IF a 
STORE REZULTAT a 
ELSE 
STORE REZULTAT b 
ENDIF 
 
Ker je pogoj izpolnjen (spremenljivka a je različna od nič), se izvede koda, ki se nahaje med 
ukazoma if in else. 
 
Drugi način 
 
IF <pogoj, spremenljivka ali številka> 
… 
          ENDIF 
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Primer 1 
VAR a 20 
VAR b 10 
VAR REZULTAT 0 
IF 0 
 STORE REZULTAT a 
ENDIF 
 
Ker pogoj ni izpolnjen, se koda, ki se nahaje med ukazoma if in endif ne izvede. 
 
Tretji način 
 
IF <spremenljivka ali številka>  <operator>  <spremenljivka ali številka> 
… 
      ELSE 
… 
      ENDIF 
 
Primer 1 
VAR a 20 
VAR b 10 
VAR REZULTAT 0 
 
IF a > b 
STORE REZULTAT a 
ELSE 
STORE REZULTAT b 
ENDIF 
 
Ker je pogoj izpolnjen, se izvede koda, ki se nahaje med ukazoma if in else. V spremenljivko 
REZULTAT se shrani večja vrednost, kar je v našem primeru 20. 
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Četrti način 
 
IF <spremenljivka ali številka> <operator> <spremenljivka ali številka> 
... 
       ENDIF 
 
Primer 1 
VAR a 20 
VAR b 10 
VAR REZULTAT 0 
 
IF a > b 
STORE REZULTAT a 
ENDIF 
 
Ker je pogoj izpolnjen, se izvede koda, ki se nahaje med ukazoma if in else. V spremenljivko 
REZULTAT se shrani vrednost 20. 
 
Omeniti je potrebno, da programski jezik ETSL omogoča tudi vgnezdene if stavke, kar 
pomeni, da omogoča pisanje if stavka znotraj if stavka. 
 
7.5.22 Oznaka (ang. Label) 
Ukaz # označuje deklaracijo oznake. Znaku # sledi ime oznake. Med znakom # in imenom 
oznake ne sme biti presledka! 
 
Deklaracija oznake je potrebna za izvajanje skokov z ukazom GOTO.  
 
#OZNAKA 
 
Primer uporabe oznake bo podan v nadaljevanju. 
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7.5.23 GOTO stavek 
Ukaz GOTO označuje skok na oznako. Ukazu GOTO sledi ime oznake, na katero ţ elimo 
skočiti.  
 
GOTO <oznaka> 
 
Primer 
Program, ki izvaja zanko desetkrat in nato skoči iz zanke. 
VAR STEVEC 0 
#ZACETEK 
IF STEVEC = 10 
GOTO KONEC  
ENDIF 
ADD STEVEC 1 STEVEC ; Povečanje števca za ena 
GOTO ZACETEK 
#KONEC 
 
7.5.24 Ukazi SCOPE 
Ukazi SCOPE se uporabljajo za delo s karakteristikami. Za implementacijo naslednjih ETSL 
ukazov smo se odločili, ker je delo s karakteristikami časovno kritično in bi bilo prepočasno, 
če bi naslednje ukaze implementirali v skripti. 
 
7.5.24.1 Ukaz SCOPE SET_IMAGE_COMPARING_LEVEL 
Ukaz SCOPE SET_IMAGE_COMPARING_LEVEL se uporablja za nastavitev, koliko 
odstotkov se lahko trenutna karakteristika razlikuje od referenčne karakteristike. 
 
SCOPE SET_IMAGE_COMPARING_LEVEL <var/32 bitna predznačena vrednost> 
 
Primer 
scope set_image_comparing_level 15 
V zgornjem primeru, paket UETS primerja trenutno karakteristiko z referenčno in shranil 
napačno karakteristiko, če je razlika med karakteristikama večja od 15 %. V slednjem primeru 
paket UETS doda opis napake v statusno okno. 
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7.5.24.2 Ukaz SCOPE ALL_IMAGES_NO 
Ukaz SCOPE ALL_IMAGES_NO se uporablja za preverjanje, koliko karakteristik smo 
prejeli od avtomobilske diagnostične naprave. 
 
SCOPE ALL_IMAGES_NO <var> 
 
7.5.24.3 Ukaz SCOPE REF_PICTURE_NAME 
Ukaz SCOPE REF_PICTURE_NAME se uporablja za definiranje karakteristike. Če ime 
karakteristike še ne obstaja, potem paket UETS shrani karakteristiko kot potencialno 
referenčno karakteristiko, ko naleti na ukaz SCOPE REF_PICTURE_NAME. Operater nato 
dobljeno karakteristiko preveri in jo prestavi v mapo z referenčnomi karakteristikami. Ko 
paket UETS naslednjič naleti na ukaz REF_PICTURE_NAME, izvede primerjavo dobljene 
karakteristike z referenčno. 
 
SCOPE REF_PICTURE_NAME <svar/znakovni niz> 
7.5.25 Ukaz SOUND 
Ukaz SOUND se uporablja za generiranje zvoka. S prvim argumentom nastavimo frekvenco 
zvoka, z drugim argumentom nastavimo čas trajanja zvoka. 
 
SOUND GENERATE <var/32 bitna predznačena vrednost (frekvenca v Hz)> <var/32 bitna 
predznačena vrednost (trajanje zvoka v ms)> 
 
7.5.26 Ukazi USB 
Ukazi se uporabljajo za pošiljanje in branje sporočil z uporabo vodila USB. 
 
7.5.26.1 Ukaz USB WRITE 
Ukaz USB WRITE se uporablja za pošiljanje sporočil prek vodila USB. 
 
USB WRITE <zlog 1/šestnajstiška vrednost> <zlog 2/šestnajstiška 
vrednost>...<zlog n/šestnajstiška vrednost> 
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Primer 
Pošiljanje treh zlogov prek vodila USB. 
USB WRITE 0x01 0x02 0x03 
 
7.5.26.2 Ukaz USB READ 
Ukaz USB READ se uporablja za branje sporočil z uporabo vodila USB. 
 
USB READ <BYTES> 
 
Primer 
Branje sporočila z uporabo vodila USB. 
BYTES b_rezultat 
USB READ b_rezultat 
Spremenljivka b_rezultat vsebuje sporočilo prejeto prek vodila USB. 
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8 Programski paket UETS 
Na sliki 19 vidimo prikazovalni obrazec paketa UETS. Zgornji del vsebuje nastavitve, spodnji 
del pa prikazuje trenutni status testa, ki se izvaja. 
 
 
Slika 19: prikazovalni obrazec paketa UETS 
 
V nastavitvah (slika 19) nastavimo parametre serijskih vrat, vzporednih vrat, povezave 
Ethernet in zvoka. Če vključimo zvok, UETS po končanem izvajanju testov zapiska. 
Omenjena funkcionalnost je uporabljena v proizvodnji, kjer je operater med izvajanjem testov 
zaposlen z drugimi opravili. V prikazovalni obrazec vpišemo tudi serijsko številko 
diagnostične naprave, ki jo trenutno testiramo, izberemo pot do skripte, ki naj se izvaja, 
direktorij, kamor naj se shranjujejo rezultati testiranja in direktorij z referenčnimi 
karakteristikami. 
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Statusni del prikazovalnega obrazca vsebuje zeleno lučko, ki signalizira odsotnost napak, in 
rdečo lučko, ki zasveti ob vsaj eni odkriti napaki. Pomembna sta še števec napak in statusna 
vrstica, ki opisuje trenutno dogajanje. 
 
Prikazovalni obrazec paketa UETS vsebuje tudi tipko RUN, s katero zaţ enemo izvajanje 
testnih scenarijev, tipka CONTINUE, pa postane aktivna, ko program izvaja ukaz WAIT, ki 
ga lahko uporabimo za prekinitveno točko. 
 
Primer:  
wait 1000000 
 
Zgornji ukaz čaka tisoč sekund. Če v tem intervalu pritisnemo tipko CONTINUE, program 
preneha s čakanjem in nadaljuje izvajanje. Z dolgimi premori simuliramo prekinitvene točke, 
ki jih izkoristimo za iskanje napak na avtomobilski diagnostični napravi, opravljanje meritev 
itd. 
 
Paket UETS izvaja naslednje aktivnosti: 
 Dinamično analizo (dynamic analysis [7, 2]), kjer preverja diagnostično napravo med 
njenim testiranjem. Primer dinamične analize je preverjanje odtekanja pomnilnika 
(memory leak). 
 Testiranje zmogljivosti avtomobilske diagnostične naprave (performance testing [7, 
2]) z meritvami odzivnih časov diagnostične naprave, časov obhoda sporočil itd. 
 Testiranje obremenjenosti (load testing [7, 2]) s povečanim prometom sporočil z 
diagnostično napravo, hitrejšim preklapljanjem med merilnimi območji itd. Tako se 
preverijo meje zmogljivosti diagnostične naprave.  
 Izvajanje testnih scenarijev in primerjave rezultatov z referenčnimi vrednostmi 
(execution and comparison [7]). 
 
Paket UETS tolmači in izvaja ukaze, zapisane v skripti jezika ETSL (poglavje 0). Omogoča 
modularno pisanje preglednih testnih scenarijev. Ime skripte, ki jo kličemo, je ključna beseda. 
 
Primer testa, kjer so ključne besede set_scope_channel_A_dso1_range_16_dc, CheckError in 
ReadSerialPort, je naslednji: 
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1. execute"set_scope_channel_A_dso1_range_16_dc.etsl" 
2. execute "CheckError.etsl" 
3. execute "ReadSerialPort.etsl" 
4. wait 100 
 
V prvi vrstici izberemo merilno območje, v drugi vrstici preverimo napake, v tretji preberemo 
znakovni niz prek serijskih vrat, nakar v četrti vrstici počakamo 100 ms. 
 
Sistem omogoča tudi, da pri analizi vzroka napake ponovno izvedemo le tisto podskripto, ki 
vzbudi napako v vdelani programski ali strojni opremi diagnostične naprave, ne pa glavne 
skripte, ki izvede celoten test. S tem skrajšamo čas, potreben za ponovitev nastopa napake. 
 
Po vsaki spremembi vdelane programske ali strojne opreme diagnostične naprave, ki naj bi 
napako odpravila, poţ enemo izvajanje ustrezne podskripte za ovrednotenje uspeha 
spremembe. Kot primer navedimo, da en cikel regresijskega testa traja pribliţ no 15 minut, 
skripta, ki ponovi napako, pa v povprečju traja 30 sekund. Če vzrok napake odpravimo npr. v 
četrtem poskusu, bi štirikratna ponovitev celotnega regresijskega testa trajala 60 minut, 
štirikratna ponovitev podskripte pa le eno minuto. 
 
Paket UETS uporablja dva tipa pričakovanih odzivov. Prvi tip je časovna odvisnost 
izmerjenih vrednosti (slika 20) in ga UETS generira sam. Drugi tip pričakovanega odziva je 
izmerjena vrednost, ki jo razvijalec testnih scenarijev ročno vpiše v skripto. 
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Slika 20: primer referenčne karakteristike meritve tlaka 
 
Pričakovane odzive prvega ali drugega tipa pripravimo z delujočo in kalibrirano diagnostično 
napravo. Pričakovane odzive, ki jih generira paket UETS, nato ročno skrbno pregledamo. 
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9 Emulator referenčnih veličin 
Sonde, ki jih uporablja avtomobilska diagnostična naprava, so pretvorniki merjene veličine v 
tok, napetost ali upornost. Na tej podlagi smo razvili emulator referenčnih veličin, ki generira 
izmenične in enosmerne napetosti in tokove ter različne vrednosti upornosti. Tako emuliramo 
realne pogoje delovanja avtomobilske diagnostične naprave (merjenje temperature, tlaka, 
visokih napetosti do velikostega reda 1000 V in tokove do 100 A). 
 
Srce emulatorja referenčnih veličin je integrirano vezje XR2206 [37]. Gre za funkcijski 
generator, ki generira sinusno, pravokotno in trikotno obliko napetosti. 
 
Največji prihranek časa in sredstev smo pridobili z emulacijo temperature motornega olja, saj 
je mogoče emulirati odziv sonde na poljubno temperaturo motornega olja v manj kot 1 s, kar 
bi bilo z resničnim segrevanjem in ohlajanjem olja nemogoče doseči. Poleg tega sistemu ni 
treba dodati grelnikov in hladilnikov za segrevanje in ohlajanje olja. 
 
Vsaka sonda ima svojo karakteristično upornost, prek katere jo diagnostična naprava 
prepozna. Te upornosti emulator referenčnih veličin z releji priklaplja in odklaplja, s čimer 
emulira vklope in izklope sond. Na diagnostično napravo priklaplja senzor temperature, 
senzor tlaka, 100 A tokovno sondo, 1000 V sondo, dve napetostni sondi in sondo za proţ enje. 
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10 Testiranje avtomobilske diagnostične naprave 
Paket UETS prek vzporednih vrat krmili emulator referenčnih veličin, s katerim emulira 
priklope in izklope ustreznih sond ter vzbujanje (tok, napetost, tlak in temperaturo). Prek 
povezave USB sproţ i delovanje avtomobilske diagnostične naprave v načinu digitalnega 
osciloskopa ali digitalnega multimetra. 
 
V načinu osciloskopa diagnostična naprava pošilja karakteristike (merjena veličina po času) 
paketu UETS, ki jih primerja z referenčnimi karakteristikami in v primeru prevelikega 
odstopanja med njimi, shrani napačne karakteristike. Slika 21 prikazuje primer referenčne 
karakteristike (krivulja 1) in napačne karakteristike (krivulja 2). V prikazanem primeru je 
avtomobilska diagnostična naprava prepozno preklopila iz merilnega območja 1,6 V na 
merilno območje 4 V. 
 
 
Slika 21: primer referenčne karakteristike (krivulja 1) in napačne karakteristike (krivulja 2) 
 
V načinu digitalnega multimetra diagnostična naprava paketu UETS pošilja informacije o 
izmerjeni veličini, ki se primerja z referenčno veličino in v primeru prekoračitve dopustne 
napake odstopanje zabeleţ i v datoteko. 
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Med razvojem avtomobilske diagnostične naprave, smo opravljali še test pretakanja vgrajene 
programske opreme v FLASH pomnilnik avtomobilske diagnostične naprave. Ročno izgleda 
test tako, da operater izbere vgrajeno programsko opremo v prikazovalnem obrazcu paketa 
Flasher in pritisne gum, ki sproţ i njeno pretakanje. Avtomatski test pretakanja vgrajene 
programske opreme izgleda popolnoma enako, le da namesto operaterja paket UETS pritiska 
gumbe prikazovalnega obrazca paketa Flasher. Paket UETS torej starta paket Flasher in izbere 
vgrajeno programsko opremo, nakar pritisne gumb za njeno pretakanje v FLASH pomnilnik 
avtomobilske diagnostične naprave. Po končanem pretakanju zapre paket Flasher, ki vrne 
kodo napake, katero zabeleţ i v datoteko. 
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11 Primerjava rezultatov meritev 
Avtomobilska diagnostična naprava delujejo kot digitalni osciloskop ali kot digitalni 
multimeter. V prvem primeru paket UETS izvaja primerjavo karakteristik z računanjem 
metrike (1), v drugem primeru pa primerjavo izmerjenih vrednosti z uporabo evklidske 
metrike [46]. 
11.1 Primerjava karakteristik 
Pri primerjavi karakteristik gre za primerjavo dveh nizov merjenih veličin po času (trenutnega 
z referenčnim). Paket UETS izvaja primerjavo omenjenih karakteristik z računanjem metrike 
v funkcijskem prostoru [46] med referenčno in dobljeno karakteristiko po enačbi (1).  
 
)()(sup),( , xgxfgfd bax  (1) 
 
 je metrika med funkcijami  in g , pri čemer je  funkcija referenčne karakteristike in  
funkcija dejanske karakteristike. Metrika je definirana na zaprtem intervalu od a do b. Če je 
razdalja med karakteristikama  večja od pričakovane, paket UETS shrani napačno 
karakteristiko. Primer take karakteristike je krivulja 2 na sliki 22. 
 
Število točk, iz katerih je sestavljena karakteristika, je mogoče spreminjati, vendar smo se pri 
naših testnih scenarijih omejili na tisoč točk. Vsaka točka je 12-bitni podatek, torej metrika 
primerja tisoč 12-bitnih podatkov na karakteristiko. Če je npr. ţ e tretji podatek napačen, je to 
ţ e napačna karakteristika, zato se nadaljnje primerjanje preneha. Tako pridobimo na hitrosti 
izvajanja testnega scenarija. Nato UETS nadaljuje s primerjavo naslednje karakteristike. Na 
en test se preveri od 10 do 20 karakteristik, vendar se v primeru napačnih karakteristik shrani 
le prvih 10 napačnih, da se v primeru napak na disk ne bi shranilo preveč podatkov. Krivulja 1 
na sliki 22 je referenčna karakteristika, medtem ko krivulja 2 pripada napačni karakteristiki. 
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Slika 22: primer referenčne karakteristike (krivulja 1) in napačne karakteristike (krivulja 2) 
 
11.2 Primerjava izmerjenih vrednosti 
Za primerjavo izmerjene vrednosti z referenčno vrednostjo se izračuna metrika (razdalja) med 
izmerjeno vrednostjo in referenčno vrednostjo po enačbi (2). 
 
ririd ),(  (2) 
 
Enačba (2) je evklidska metrika [46] v eno dimenzionalnem prostoru realnih števil. Če je 
razdalja ),( rid  med izmerjeno vrednostjo i  in referenčno vrednostjo r  večja od pričakovane, 
se opis napake zabeleţ i v datoteko.  
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12 Beleženje rezultatov 
 
Slika 23 prikazuje organizacijo map, ki vsebujejo rezultate avtomatskega testiranja. Mapo na 
najvišjem nivoju izbere uporabnik v prikazovalnem obrazcu (na sliki 23 je to mapa 
LogFiles_FaultsPictures). Drugi nivoji map (slika 23) se generirajo avtomatično. En nivo niţe  
je mapa z datumom. Ob vsakem novem testu se generira mapa na najniţ jem nivoju. Ime te 
mape vsebuje serijsko številko diagnostične naprave, čas začetka testiranja in informacijo o 
uspešno opravljenem testu. Vanjo se shranijo datoteke z informacijami o postopku in 
rezultatih testiranja. 
 
 
Slika 23: organizacija map, ki vsebujejo datoteke z rezultati 
 
Imamo dva tipa shranjenih datotek, pri čemer prvi tip vsebuje okvirne, drugi pa podrobne 
podatke o testiranju. Slika 24 prikazuje primer datoteke, v katero se beleţ ijo okvirni rezultati 
testiranja. V vrstici 1 se avtomobilski diagnostični napravi pošlje ukaz SCOPE START, s 
čimer se merjenje začne. Naprava začne pošiljati karakteristike paketu UETS (vrstice 320). V 
vrstici tri vidimo DSO ERROR, ker je druga karakteristika napačna (razlika med referenčno 
in prejeto karakteristiko je večja od pričakovane). Podobno imamo napačno karakteristiko v 
vrsticah 11 in 14. V vrstici 21 ukaz SCOPE STOP povzroči prenehanje merjenja. 
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Slika 24: primer datoteke z rezultati testiranja 
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13 Empirični testi in rezultati 
Avtomatizirali smo dve aktivnosti testiranja, in sicer izvajanje in primerjavo. Podajamo 
primer štiriminutnega testnega scenarija, ki se izvaja v proizvodnji diagnostičnih naprav. 
 
Na začetku testni scenarij shrani: 
 strojno verzijo glavne plošče, 
 strojno verzijo čelne plošče, 
 strojno verzijo napajalnika, 
 strojno verzijo prve in druge napetostne sonde, 
 verzijo vdelane programske opreme glavne plošče in napajalnika, 
 serijsko številko avtomobilske diagnostične naprave, 
 verzijo TPU (Time Process Unit), 
 verzijo FPGA, 
 verzijo EEPROM, 
 leto proizvodnje, 
 serijsko številko napajalnika, 
 leto izdelave in status napajalnika, 
 informacije o priklopljenih sondah ter njihove verzije in serijske številke. 
Sledi test, ki preveri pravilnost FPGA vezja.  
 
Nato napravo preizkusimo v reţ imu digitalnega pomnilniškega osciloskopa, kjer se preveri 
karakteristike 100 A tokovne sonde, dveh napetostnih sond, dveh temperaturnih senzorjev, 
dveh senzorjev tlaka in 1000 V napetostne sonde. 
 
Testi karakteristik za zgoraj omenjene sonde so si med seboj podobni, zato opišimo le test 
karakteristik za senzor tlaka. Paket UETS pošlje ukaz: 
 emulatorju referenčnih veličin, naj emulira ţ eleni tlak, 
 avtomobilski diagnostični napravi, naj izbere kanal za merjenje karakteristike tlaka, 
 avtomobilski diagnostični napravi, naj nastavi nivo proţ enja, tip sklopitve in izbere 
merilno območje, 
 avtomobilski diagnostični napravi, naj nastavi frekvenco vzorčenja in število odčitanih 
točk, 
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 avtomobilski diagnostični napravi, naj začne meriti in pošiljati karakteristike paketu 
UETS, ki jih začne primerjati, 
 avtomobilski diagnostični napravi, naj preneha meriti. 
 
Paket UETS rezultate zgoraj omenjenega poteka shranjuje v datoteko. Nato se test ponovi z 
drugo vrednostjo tlaka. Enak postopek se izvede tudi za senzor na drugem kanalu. 
 
Sledi test, kjer avtomobilska diagnostična naprava deluje kot digitalni multimeter. Primer 
testa z napetostno sondo je naslednji. Paket UETS pošlje ukaz: 
 emulatorju referenčnih veličin, naj priklopi ţ eleno izmenično napetost, 
 avtomobilski diagnostični napravi, naj izbere kanal in način meritve (npr. merjenje 
izmenične napetosti), 
 avtomobilski diagnostični napravi, naj poţ ene meritev in primerja dobljeni rezultat z 
referenčno vrednostjo, 
Paket UETS izvajanje zgoraj omenjenega poteka shranjuje v datoteko. 
 
Paket UETS nato ponovi test z drugo vrednostjo napetosti. Enak postopek izvede tudi za 
enosmerne napetosti in druga merilna območja. Podobni so testi za preostale sonde. 
 
Meritve časa izvajanja testov kaţ ejo, da smo dosegli faktor produktivnosti [1] 282. To 
pomeni, da bi štiriminutni avtomatski test avtomobilske diagnostične naprave operater izvajal 
113045,282 minut (19 ur), kar je v proizvodnji nedopustno. 
 
testiranjagaavtomatskečas
testiranjaročočnečasfp
__
__  (3), 
 
kjer je fp faktor produktivnosti. 
 
Na leto se proizvede okvirno 2400 avtomobilskih diagnostičnih naprav. Čas, ki ga prihranimo 
pri testiranju ene avtomobilske diagnostične naprave je pribliţ no 1130 minut. Če bi te teste 
izvajal operater z urno postavko 10 EUR/h, bi to na leto pomenilo pribliţ no 500.000 evrov. 
 
Med razvojem avtomobilske diagnostične naprave smo opravljali tudi 72 urne stresne teste. 
Omenjeni test, bi operater izvajal 2,160725,282 milijona minut, kar je pribliţ no 10 let pri 
8-urnem delovniku in petih dneh na teden. Če bi operaterja plačali 10 EUR/h, bi stresni test 
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pomenil strošek okoli 200000 evrov. Tudi v tem primeru se je testna avtomatizacija izkazala 
za nepogrešljivo. 
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14 Sklep in razprava 
 
Paket UETS omogoča dinamično analizo in testiranje zmogljivosti avtomobilske diagnostične 
naprave, izvajanje testov, primerjanje dobljenih odzivov s pričakovanimi odzivi ter beleţ enje 
poteka testov in rezultatov testiranja na disk. Kot prikazuje slika 23, so rezultirajoče datoteke 
organizirane tako, da je omogočeno hitro iskanje po preteklih rezultatih testiranja. 
 
Ker proizvodnja in razvoj diagnostičnih naprav zahtevata pogosto izvajanje enakih testov in 
primerjavo dejanskih odzivov s pričakovanimi odzivi, smo ti dve aktivnosti avtomatizirali, 
kar priporočajo tudi v [7]. V proizvodnji traja izvajanje avtomatskega testiranja posamezne 
avtomobilske diagnostične naprave štiri minute. Z ročnim testiranjem bi iste teste izvajali več 
ko 19 ur, kar je nesprejemljivo. 
 
Sistem avtomatskega testiranja se je izkazal za nepogrešljivega tudi pri testiranju časovnih 
odvisnosti merjenih veličin. Tega dela testa ročno ni mogoče izvesti, ker človeško oko ne 
zaznava hitrih sprememb merjene veličine. 
 
Razvoj lastnega sistema avtomatskega testiranja nam omogoča fleksibilnost, neodvisnost od 
drugih razvijalcev programske opreme in moţ nost hitrih popravkov testnega sistema, s čimer 
preprečimo izpade proizvodnje avtomobilskih diagnostičnih naprav. Razvoj emulatorja 
referenčnih veličin je bil nujen, saj smo le z njim lahko izvedli popolno avtomatizacijo, brez 
človeških interakcij med izvajanjem testov in tako dosegli visok faktor produktivnosti [1]. 
Povzemamo, da je avtomatizacija testiranja avtomobilskih diagnostičnih naprav popolnoma 
upravičena. 
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