The objective of this chapter is to define a fuzzy object-oriented 
Introduction
In this chapter, a formal object-oriented database model that is suited to model both perfect and imperfect information is built. This model distinguishes itself from existing fuzzy object-oriented models by integrating (generalized) constraints (Zadeh, 1997) . These constraints are used to define the semantics and integrity of the data and to define query criteria. Another novelty is its underlying logical framework of extended possibilistic truth values (de Tré, 2002) . Moreover, the model is built upon the Object Data Management Group (ODMG) data model (Cattell & Barry, 2000) , as far as its crisp components are considered.
The starting point for the formalism is an algebraic foundation, in which sets of objects, operators on these sets, and constraints that are defined for these sets are central (de Tré, de Caluwe, & Van der Cruyssen, 2000) . Special domainspecific elements that are represented by the "⊥" symbol, are used to formalize "undefined" (or inapplicable) data. This foundation is formally defined on the basis of a type system and a constraint system. Starting from this basis, object schemes and database schemes are defined, which allow for databases to be defined rather easily. Furthermore, querying is generalized to a manageable closed set of operators.
Contrary to existing proposals that extend a crisp model, an approach based on generalization allows databases to be defined that handle perfect data as special cases of imperfect data. For the generalization, fuzzy set theory and possibility theory are used. Moreover, with the presented work, it is shown how Zadeh's theory on fuzzy information granulation and generalized constraints (Zadeh, 1996 (Zadeh, , 1997 can be applied within the context of a database model.
The underlying logic of the database model is many valued and uses so-called extended possibilistic truth values (de Tré, 2002) , which are obtained by considering the three truth values -"true," "false," and "undefined" -and adding possibilistic uncertainty. This logic allows for a more epistemological modeling of truth and, moreover, can explicitly handle those cases where some of the data are not applicable.
The remainder of the chapter is organized as follows. In the next section, an overview of different approaches in fuzzy object-oriented database modeling is given. Furthermore, some preliminary concepts and definitions are introduced. In the section entitled, "Types and Type System," a type system, which supports the formal definition of all data types defined in the database model, is presented. These data types are compliant with the ODMG data model, as far as their crisp counterparts are considered. In "Constraints and Constraint System," a constraint system supporting the formalization of constraints is defined. Constraints are important for defining database semantics and query criteria. In "Object
The FOODM Model of Marín et al.
This model (Marín, Pons, & Vila, 2000; Blanco, Marín, Pons, & Vila, 2001) shows how different sources of vagueness can be managed over a regular object-oriented database model. It is founded on the concept of "fuzzy type," where properties are ranked in different levels of precision according to their relationships with the type. Objects are created using α-cuts of their fuzzy types. An architecture of a prototype implementation of the model was presented in the literature (Berzal, Marín, Pons, & Vila, 2003) .
The "Rough" Object-Oriented Database of Beaubouef and Petry
In this approach (Beaubouef & Petry, 2002) , the indiscernibility relation and approximation regions of rough set theory are used to incorporate uncertainty and vagueness into the database model.
The majority of these models do not conform to a single underlying object data model, as a logical consequence of the present lack of (formal) object standards. The ODMG proposal (Cattell & Barry, 2000) offers some perspectives. However, it still suffers from some shortcomings, such as the absence of formal semantics (Kim, 1994; Alagiae , 1997) and its limited ability to deal with constraints, despite the fact that a thorough support of constraints is the most obvious way to define the semantics of a database (Kuper, Libkin, & Paredaens, 2000; .
The presented fuzzy object-oriented database model is consistent with the ODMG data model (as far as its crisp components are considered) and, moreover, deals with constraints. Zadeh's generalized constraints (Zadeh, 1997) were integrated in the framework and allow for a general, extensible definition of the semantics and integrity of the data and of the query criteria. Furthermore, a logic based on extended possibilistic truth values is used to be able to explicitly cope with missing information.
Generalized Constraints
The concept of generalized constraint was introduced by L. A. Zadeh (Zadeh, 1986 (Zadeh, , 1997 as the basis for a computational approach to meaning and knowledge representation. The introduction of this concept was motivated by the fact that conventional crisp constraints of the form X ∈ C, where X is a variable and C is a set, are insufficient to represent the meaning of perceptions.
A generalized constraint is, in effect, a family of constraints and can be seen as a generalization of an assignment statement (Zadeh, 1997) .
Definition 1 (Generalized constraint):
An unconditional generalized constraint on a variable X is defined by:
where R is the constraining relation, and isr is a variable copula in which the discrete-valued variable r defines the way in which R constrains X.
As specified in (Zadeh, 2002) , the principal constraints are the following:
• Equality constraint: r = e, i.e., X ise R. X equals R.
• Possibilistic constraint: r = blank, i.e., X is R. R is the possibility distribution of X (Zadeh, 1978; Dubois & Prade, 1988) . For example, the possibilistic constraint "car A is expensive," on the price variable of car A, in which expensive is a disjunctive fuzzy set with membership function • Probabilistic constraint: r = p, i.e., X isp R. R is the probability distribution of X. For example, the probabilistic constraint "consumption of car A isp N(8,1.5)" means that the consumption of car A is a normally distributed random variable with mean 8 and variance 1.5.
• Probability-value constraint: r = pv, i.e., X ispv R. X is the probability of a fuzzy event (Zadeh, 1968) , and R is its value. For example, the proposition "it is likely that car A is expensive" can be modeled by the probability-value constraint "Prob(car A is expensive) ispv likely" in which likely is a fuzzy probability.
• Random set constraint: r = rs, i.e., X isrs R. R is the fuzzy-set-valued probability distribution of X. For example, if the price of car A is uncertain, and the potential price values are modeled by the fuzzy sets "around 4.000 USD," "almost 5.000 USD," and "more than 6.000 USD," with respective probabilities 0.5, 0.2, and 0.3, this can be expressed by the random-set constraint "car A isrs (0.5\around 4.000 USD + 0.2\almost 5.000 USD + 0.3\more than 6.000 USD)."
• Fuzzy graph constraint: r = fg, i.e., X isfg R. X is a function, and R is its fuzzy graph (Zadeh, 1997) . For example, if X is a function expressing the relationship between speed and stopping distances of cars, and X is approximated by the fuzzy graph f* = low × short + average × rather long + high × very long, this can be expressed by the fuzzy graph constraint "X isfg f*."
• Usuality constraint: r = u, i.e., X isu R. This means that "usually X is R." A usuality constraint is a special case of a probability-value constraint. For example, the usuality constraint "Mercedes isu expensive" should be interpreted as an abbreviation of "Prob(Mercedes is expensive) ispv usually."
Extended Possibilistic Truth Values
The concept of extended possibilistic truth value (EPTV) (de Tré, 2002) is an extension of the concept of possibilistic truth value that was originally introduced in the literature by Prade (1982) and was further developed by De Cooman (1995 . EPTVs provide an epistemological representation of the truth of a proposition, which allows us to reflect on our knowledge about the actual truth. They were specifically designed to deal with those cases in which the truth value of a proposition is either unknown or undefined.
The truth value of a proposition is unknown if, e.g., some data in the proposition exist but are not available. For example, the truth value of the proposition "the price of car A is 20.000 USD" is unknown if car A is for sale but no information about its price is given. The truth value of a proposition is undefined if, e.g., the proposition cannot be evaluated due to the nonapplicability of (some of) its elements. For example, the truth value of the same proposition "the price of car A is 20.000 USD" is considered to be undefined if it is known for sure that car A is not for sale, in which case it does not make sense to ask for its price (in the supposition that price information is not applicable to cars that are not for sale).
Definition 2 (EPTV):
With the understanding that P represents the universe of all propositions, and ℘~(I*) denotes the set of all regular, ordinary fuzzy sets (hereby excluding the empty fuzzy set) that can be defined over the universal set I* = {T,F,⊥} of truth values (where T represents "true," F represents "false," and ⊥ represents an undefined truth value) , the EPTV t~*(p) of a proposition p ∈ P is formally defined by means of a mapping:
that associates with each p ∈ P a fuzzy set t 
where Π t*(p) (x) denotes the possibility that the value of t * (p) conforms to x, and µ t˜*(p) (x) is the membership grade of x within the fuzzy set t~*(p).
Special cases of EPTVs are as follows:
As an example, consider the modeling of an unknown truth value by the possibility distribution {(T,1), (F,1)}, which denotes that it is completely possible that the proposition is true (T), but it is also completely possible that the proposition is false (F).
New propositions can be constructed from existing propositions, using so-called logical operators that have definitions based on the operators of a strong threevalued Kleene logic (Resher, 1969 ). An unary operator ¬˜ is provided for the negation of a proposition. Binary operators ∧˜, ∨˜, ⇒˜, and ⇔˜ are provided, respectively, for the conjunction, disjunction, implication, and equivalence of propositions. The arithmetic rules to calculate the EPTV of a composite proposition and the algebraic properties of extended possibilistic truth values are presented in de Tré (2002) .
As illustrated in the literature (de Tré & de Caluwe, 2003) , EPTVs can be used to express query satisfaction in flexible database querying. Every object o in the result set of a (flexible) query Q was assigned a calculated EPTV t ~* ("o satisfies Q"), where the membership grades of T, F, and ⊥, denote, respectively, the possibility that o satisfies Q, the possibility that o does not satisfy Q, and the possibility that Q is not (fully) applicable to o. 
Types and Type System
The common characteristics of a data collection can be described by means of a type. For this reason, most database models, including the model presented in this chapter, support some "type" notion.
Definition of Types
In order to give a complete definition of the concept of "type," it is necessary to provide the rules that define its syntax, as well as the rules that define its semantics.
Definition 3 (Type):
Each type supported by the type system is defined by its syntax and its semantics.
• The syntax of a type. The syntax rules for a type can be formally described by means of some mathematical expressions.
• 
Type System
In order to define the types supported by the presented database model, a type system (Lausen & Vossen, 1998) was built. The presented type system is consistent with the specifications of the ODMG object model (Cattell & Barry, 2000) . To guarantee this consistency, a distinction was made between a socalled void type (which is the most primitive type of the system), literal types, object types, and reference types (which are new with respect to the ODMG model). Reference types enable us to refer to the instances of object types and are used to formalize the binary relationships between the object types in a database scheme.
Each type supported by the type system is formally defined as prescribed by Definition 3. The syntax rules for the types of the presented type system are defined as in Definition 4. • The set T literal is defined by induction as follows:
• Basic types:
• Collection types: • Enumeration types:
The identifier id identifies the enumeration type, whereas (id 1 ,id 2 ,…,id n ) represents the ordered sequence of identifiers that is described by the type.
• Structured types: 
Hereby, Void denotes the void type, which is used in situations where a further type specification could not be given (Cattell & Barry, 2000 
Then, the set T of all type expressions is defined by the following:
Furthermore, the full semantics of the types t ∈ T (cf. Definition 4) are defined by providing an appropriate definition for the set of domains D t , the domain dom t of the type, the set of operators O t and the set of axioms A t . Below, some informal descriptions are given:
• Void type. The domain of the Void type is, by definition, {⊥ Void }. Its corresponding set of operators is the singleton {⊥: → dom Void } consisting of the bottom operator ⊥, which always results in an undefined domain value (represented by the symbol ⊥ Void ).
• Reference types. The reference types are all generic types, designated by a type generator and an object type parameter. Reference types were introduced in order to formalize binary association relationships between object types. An association relationship between two object types has a "one-to-one," a "one-to-many," or a "many-to-many" cardinality, which denotes the maximum number of participating domain values of both types. To support the notion of cardinality, a distinction was made between singlevalued and multivalued reference types. Multivalued reference types are subdivided into "set-of-references," "bag-of-references," and "list-ofreferences," in order to formalize the different ODMG definitions of "oneto-many" and "many-to-many" relationships (Cattell & Barry, 2000) .
• Single-valued reference types are denoted by the type generator Ref and an object-type parameter t ∈ T object . The domain of the singlevalued reference type Ref (t) consists of the "undefined" domain value ⊥ Ref(t) and of references to regular elements (objects) of dom t . The associated set of operators consists of the operators =, ≠, dereference, and ⊥. For example, with TPerson being the identifier of an object type that is used to represent information about persons, Ref(TPerson) is a single-valued reference type that allows reference to be made to a single-person object.
• Multivalued reference types include "set-of-references," "bag-ofreferences," and "list-of-references," and are denoted, respectively, by the type generators Set Ref • Basic types. The definition of the basic types is straightforward. Each basic type has a domain that consists of simple, noncomposite, values. Its corresponding set of operators consists of the usual operators defined over its domain. For example, the domain of the Integer type consists of the integer numbers and of the "undefined" value ⊥ Integer . The set of operators O Integer consists of the operators =, ≠, <, >, ≤, ≥, +, -, *, div, mod, and the bottom operator ⊥, which always results in an undefined domain value.
• Collection types. The collection types are all generic types, designated by a type generator and one or two type parameters, e.g., the bag types are denoted by the type generator Bag and a type parameter t. The domain of the bag type Bag(t) consists of the "undefined" domain value ⊥ Bag(t) and of unordered collections of elements of the domain of type t, in which duplicates are allowed. The associated set of operators consists of =, ≠, cardinality, is_empty, count, +, ∪, ∩, \, is_element, and ⊥. For example, the collection type Set(Integer) is used to model sets of integer numbers, whereas the collection type Bag(Real) is used to model bags of real numbers.
• Enumeration types. The domain of an enumeration type Enum id (id 1 ,id 2 ,…,id n ) consists of the "undefined" domain value ⊥ id and of the identifiers id 1 ,id 2 ,…,id n . Its corresponding set of operators consists of =, ≠, <, >, ≤, ≥, and ⊥. For example, the enumeration type Enum TLang (French, Dutch, German) defines the set of enumeration constants {French, Dutch, German} and represents the official languages spoken by people in Belgium.
• Structured types. The domain of a structured type Struct id (id 1 isr 1 t 1 ;id 2 isr 2 t 2 ;…;id n isr n t n ) contains the "undefined" domain value ⊥ id . All other domain values are composite and consist of n values id i isr' i v i , with isr' i ∈ {ise,is}, i = 1,2,…,n. Each value in the composition is, in turn, described by a generalized constraint, for which the semantics are as follows:
• If isr' i = ise, the value for component id i equals v i .
• If isr' i = is, the value for component id i is uncertain and is described by possibility distribution v i . Copyright describes a simple representation for companies where the "Name ise String" component denotes the company's name, the "#_Employees is Integer" component is used to model the number of people employed by the company, and the "Company_language isv TLang" component models the main language(s) used in the company.
By combining the generalized constraint of the type specification, denoted by the copula isr i , with the generalized constraint of the domain value, denoted by the copula isr' i , we obtain the following interpretations for the values v i , i = 1,2,…,n:
The value of id i is crisply described. For example, the value "Name ise 'My_company'" is a valid value for the "Name ise String" component of TCompany and denotes that the name of the represented company is certain and equals "My_company."
• If isr' i = is, then v i ∈ ℘~(dom ti ), in which ℘~(dom ti ) denotes the fuzzy power set of the domain dom ti of the associated type t i . The value of id i is uncertain. All candidate values are crisply described. For example, the value "Name is {('My_companyA',1), ('My_companyB',0.4)}" is a valid value for the "Name ise String" component of TCompany. It denotes that the name of the represented company is uncertain and is represented by the possibility distribution equal to {("My_companyA",1), ("My_companyB", 0.4)}, which denotes that it is completely possible that the name of the company is "My_companyA," and it is less possible that the name is "My_companyB."
is vague or imprecise. For example, the value "#_Employees ise About_2000," where About_2000 is a possibility distribution defined over the set of integer values, is a valid value for the "#_Employees is Integer" component of TCompany and denotes that there are about 2000 employees in the considered company.
• If t i ∈ T collect ∪ T multi_ref , then v i is a collection of vague or imprecise values, all specified by fuzzy sets over the domain dom t'i of the most significant type t' i of t i . For example, consider a component "Ages_of_children is Set(Integer)" that is used to represent the ages of the children of a person. Then, "Ages_of_children ise Set(Around_6, Teenager)" might be the value for a person with two children, the youngest being around six years old, the other being a teenager.
• isr' i = is
℘~(℘~(dom ti )) denotes the set of all Level 2 fuzzy sets that can be defined over dom ti (Gottwald, 1979) . The value of id i is uncertain, what is described by the membership grades in the "outer-level" fuzzy set. Candidate values can be fuzzy or imprecise, what is described by the "inner-level" fuzzy sets (de Tré & de Caluwe, 2003a) . For example, the value "#_Employees is {(About_2000,1), (About_4000,1)}" denotes that there are possibly about 2000 or possibly about 4000 employees in the considered company.
• If t i ∈ T collect ∪ T multi_ref , then v i is uncertain and is a fuzzy set of collections of vague or imprecise values, which, in turn, are all specified by fuzzy sets over the domain dom t'i of the most significant type t' i of t i . For example, the value "Ages_of_children ise {(Set(Around_6,Teenager),1), (Set(Around_6,Around_22),0.4)}" denotes that the youngest child is around 6 years old, but the other child is either a teenager, or less possibly around 22 years old.
•
is veristic. For example, a value "Company_language ise {(Dutch,1),(French,0.6)}" for the "Company_language isv TLang" component of TCompany denotes that the main languages used in the company are Dutch and French, of which Dutch is mostly used.
• If t i ∉ T collect ∪ T multi_ref , then v i ∈ ℘~(℘~(dom ti )), in which ℘~(℘~(dom ti )) denotes the set of all Level 2 fuzzy sets that can be defined over dom ti . The value of id i is uncertain, what is described by the membership grades in the "outer-level" fuzzy set. Candidate values are veristic, what is described by the "inner-level" fuzzy sets. For example, a value "Company_language ise {({(Dutch,1),(French,0.6)},1), ({(German,1)},0.2)}" denotes that it is uncertain whether the main languages of the company are Dutch and French (in which case, Dutch is mostly used) or German.
• If t i ∈ T collect ∪ T multi_ref , then v i is uncertain and is a fuzzy set of collections of veristic values, which, in turn, are specified by fuzzy sets over the domain dom t'i of the most significant type t' i of t i .
The associated set of operators consists of =, ≠, . (period member operator), set_component, get_component, and ⊥. In order to deal with values that are represented by fuzzy sets or Level 2 fuzzy sets, the operators of the sets O ti , i = 1,2,…,n, are extended with the following:
• Operators that are extensions of the original operators in O ti and are obtained by applying Zadeh's extension principle (Zadeh, 1975) one time (for fuzzy sets) or two consecutive times (for Level 2 fuzzy sets) (de Tré & de Caluwe, 2003a) . Due to this principle, almost every classical mathematical concept and structure based on (binary) logic and set theory can be "fuzzified." Consider the ordinary sets U 1 ,U 2 ,…,U n and Y and a mapping R from U 1 × U 2 × … × U n to Y. The extension principle of Zadeh defines the "extended" mapping R~ of R as:
with R~(V 1~, V 2~, …, V n~) being defined as
In the type system, "fuzzified" operators are defined using polymorphism and operator overloading, which allows a different meaning to be assigned to operators in different contexts. Operators then vary depending on whether their parameters are ordinary values, fuzzy sets, or Level 2 fuzzy sets.
• Operators intended for the handling of fuzzy sets and of Level 2 fuzzy sets. Examples include the operators =, ∪, ∩, co, normalize, support, core, α-cut, α − -cut, and µ (where µ(F,x) returns the membership grade of element x within fuzzy set F). Each other operator preserves its usual semantics.
• Object types. The object types are the most elaborated types of the type system. Each object type is characterized by a number of properties (which describe its structure) and a number of explicitly defined operators, also called methods (which describe its behavior).
As specified in Definition 4, a property is either an attribute or a binary relationship. In order to define the binary relationships between object types, a partial association relation ↔ is defined over the set T object . (id 1 ↔ id 2 denotes that "object type id 1 is binary related to object type id 2 .") An object type can inherit properties and methods from its parent types (Taivalsari, 1996) . In order to define the inheritance-based type-subtype relationships between object types, a partial ordering relation < is defined over the set T object . (idˆ < id denotes that "object type id inherits all characteristics of object type idˆ.")
The domain of an object type id contains the "undefined" domain value ⊥ id and the undefined domain values ⊥ idˆ of the parent types idˆ of type id. Each other domain value is composite and contains a value id i isr' i v i , with isr' i ∈ {ise,is}, for each of the (inherited) properties id i isr i s i , s i ∈ T literal ∪ T reference of the type. Each value in the composition is, in turn, described by a generalized constraint, for which the semantics are the same as that explained with the structured types. The set of operators associated with a given object type is the union of a set of implicitly defined operators and a set of explicitly defined operators. The implicitly defined operators are =, ≠, . (period member operator), set_property, get_property, and ⊥. The explicitly defined operators are the (inherited) methods id i isr i s i , s i ∈ V signat of the object type.
The type system TS, which defines all the valid types supported by the presented database model, is defined by the following definition. 
Instances of Types
The instances of a reference type, a literal type, and an object type are, respectively, called reference instances, literals, and objects, whereas the Void type cannot have instances.
Definition 6 (Reference instance): Every reference instance r is defined as a pair: [t,v] where t ∈ T reference and v ∈ dom t .

Definition 7 (Literal): Every literal l is defined as a pair: [t,v] where t ∈ T literal and v ∈ dom t .
Depending on its lifetime, an object can be either transient or persistent.
Definition 8 (Transient object): A transient object o is defined as a triple [t,v, t ~* ("o is an instance of t")] in which:
• t ∈ T object is the type of the object
• v ∈ dom t is the state of the object
• t ~* ("o is an instance of t") is the EPTV that expresses the truth value of the proposition "o is an instance of object type t"
Definition 9 (Persistent object): A persistent object o is defined as a quintuple [oid,N,t,v, t ~* ("o is an instance of t")] in which:
• t ∈ T object is the type of the object 
o is an instance of t") is the EPTV that expresses the truth value of the proposition "o is an instance of object type t"
The unicity of the object identifier has to be guaranteed over the whole database. The object identifier oid is used to refer to the (state of the) object. The set of Copyright 
Constraints and Constraint System
Constraints can be formally seen as relations that must be satisfied. With respect to database systems, constraints are considered to be an important and adequate means with which to define the semantics of the database (Kuper, Libkin, & Paredaens, 2000; . For example, if information about persons is handled, constraints can be used to define the full semantics of the valid (domain) values for a person's age, height, and weight. Other constraints can define the valid transitions for a person's salary (e.g., to specify that a salary cannot decrease) or specify another integrity rule. An instance then belongs to the database insofar that it satisfies all of its defining constraints.
Constraints can also be used to impose selection criteria for information retrieval. In this case, every constraint defines a condition for the instances to belong to the result of the retrieval. Every instance belongs to the result insofar as it satisfies all the imposed criteria. For example, if someone wants to retrieve all the persons who are around 20 years old and who live in Paris, two constraints can be imposed: a constraint that selects all the persons around 20 years old and a constraint that selects all the persons living in Paris.
Definition of (Specific) Constraints
In order to give a complete definition of a constraint, it is necessary to provide the rules that define its syntax, as well as the rules that define its semantics.
Definition 10 (Constraint):
Each constraint supported by the constraint system is defined for a set of objects V instance and is fully specified by its syntax and its semantics.
• The syntax of a constraint. The syntax rules for a constraint can be formally described by means of some mathematical expressions.
Definition of the Constraint System
In order to define the constraints supported by the presented database model, a constraint system was built. Different kinds of constraints are distinguished. A first distinction is based on whether a constraint is defined for the instances of one single object type or not (single-type dependent versus multitype dependent). A second distinction is based on whether or not the entire extent of an object type is involved in the evaluation of the constraint.
All the constraints supported by the constraint system are formally defined as specified in Definition 10. Their syntax rules are defined as follows. Then the set C of all constraint expressions is defined by:
Definition 11 (Constraints: syntax rules): Let ID denote the set of valid identifiers, and let the constraint expressions that satisfy the syntax of the four distinguished categories be denoted, respectively, as
The full semantics of the constraints c ∈ C are defined by providing an appropriate definition for their corresponding logical function (cf. Definition 10). Below, informal descriptions are given:
• "Not null" constraints. A "not null" constraint c {id} not_null [ ] excludes the "undefined" value ⊥ t from the domain of the type t of the property or component, which is denoted by the path expression id.
Certainty constraints. A certainty constraint c {id}
certain [ ] prevents the use of the copula "is" in the allowed values for the property or component, which is denoted by the path expression id. This implies that all allowed values have to be described by a generalized constraint id ise v, which guarantees that no uncertainty exists about the value of property or component id.
• Value constraints. A value constraint c {id} value [e] or c {id,U} value [e] restricts the domain of the type t of the property or component that is denoted by the path expression id. This is done by excluding the domain values for which the expression e evaluates to the EPTV {(F,1)} (i.e., false).
• Transition constraints. A transition constraint c {id} trans [e] or c {id,U} trans [e] prevents the execution of an update of the value of the property or component that is denoted by the path expression id, in the cases where this update would result in an evaluation {(F,1)} (false) of the expression e.
• Key constraints. A key constraint is used to define a key, i.e., an irreducible set of one or more properties of an object type with value(s) that are used together to uniquely identify the persistent instances of the object type. A key constraint c {t} key [id 1 ,id 2 ,…,id n ] defines a key for the object type t that consists of the properties identified by the identifiers id 1 ,id 2 ,…,id n . The constraint guarantees the (irreducibility of the) uniqueness of the values of these properties over the extent V t extent of type t. Furthermore, the constraint guarantees that none of these values is "undefined."
• Aggregate constraints. An aggregate constraint c {t} aggr [e] or c {t,U} aggr [e] prevents the addition of a new instance to the set of instances V t instance of type t, in those cases where this addition would result in an evaluation {(F,1)} (false) of the expression e.
• Uniqueness constraints. A uniqueness constraint c {t,U}
oid [ ] is used to guarantee the uniqueness of the object identifiers (oid) of the persistent instances of type t over the union of the extents of the types of set U.
A uniqueness constraint c {t,U}
name [ ] is used to guarantee the uniqueness of the object names (∈ N) of the instances of type t over the union of the extents of the types of set U.
• Referential constraints. Referential constraints are used to maintain the referential integrity of the (binary) association relationships between objects. A referential constraint c {id} reference [ ] guarantees that all object identifiers specified in a value of the relationship denoted by the path expression id exists (are identifiers of objects present in the database).
A referential constraint c {id,id'} reference [ ] additionally guarantees that if an object with identifier oid refers to an object with identifier oid' via its value for the relationship id, then the object with identifier oid' inversely refers to the object with identifier oid via its value for the relationship id'.
The constraint system CS, which defines all the valid constraints supported by the presented database model, is defined by the following:
Definition 12 (Constraint system): The constraint system CS is formally defined by the triple CS = [ID,E,C] 
Object Schemes and Database Schemes
The definitions of object scheme and database scheme rely on the definitions of types and constraints.
The Object Scheme and Its Instances
The full semantics of an object are described by its object scheme. This scheme "in fine" completely defines the object, now including the definitions of the specific constraints that apply to it.
Definition 13 (Object scheme): Every object scheme is a quadruple os = [id,t,M,C t ] in which:
• id ∈ ID represents the name of the object scheme
• t ∈ T object is the type of the object scheme
• M represents the "meaning" of the object scheme. M is provided to add comments, which are usually described in a natural language.
• C t ∈ ℘~(C i s ) is a normalized fuzzy set of constraints, which all have to be applied onto the objects of type t. The membership grades in C t are interpreted as weights and denote the relative importance of the constraints with respect to the definition of the object scheme.
The set of all existing object schemes is denoted as OS and is defined as the union of the set of all the quadruples that satisfy Definition 13 and the singleton {⊥ OS }, with an element that represents an "undefined" object scheme.
An instance o of the object type t is defined to be an instance of the object scheme os = [id,t,M,C t ], if and only if it satisfies [with an EPTV that differs from {(F,1)}] all constraints in C t and all constraints in the fuzzy sets C tˆ of the object schemes [idˆ,tˆ,Mˆ,Cˆtˆ] that were defined for the supertypes tˆ of t. By this, inheritance has an impact on the specific constraints that has to be satisfied. 
The Database Scheme and Its Instances
A database scheme describes the full semantics of the objects stored in a database.
Definition 14 (Database scheme): Every database scheme ds is a quadruple ds = [id,D,M,C D ] in which:
• id ∈ ID is the name of the database scheme.
• • M denotes the "meaning" of the database scheme.
is a normalized fuzzy set of constraints that impose extra conditions on the instances of the object schemes of D. The membership grades in C D are interpreted as weights and denote
•
The operators create_OS and drop_OS, respectively, allow an object scheme in a given database scheme to be created and an object scheme from a given database scheme to be removed.
• The operators add_Char and drop_Char are meant to add and drop a characteristic, i.e., a property or a method, in the object type of a given object scheme in a given database scheme.
• The operators add_OSC and drop_OSC are used to add and remove a weighted constraint to or from a given object scheme in a given database scheme.
• The operators add_DBC and drop_DBC are meant to add and remove a weighted constraint to or from a given database scheme.
Data Manipulation Operators
The data manipulation operators provide a facility for inserting, deleting, updating, and querying (database) objects. They operate on sets of instances associated with an object scheme and result in a new object scheme with a new associated set of instances. This way, every data manipulation operator can operate on the result of every data manipulation operator. This principle of "compositionality" guarantees the closure property of the algebra.
The set of data manipulation operators is denoted as O DML model and is defined by Definition 16.
• The types of both schemes have the same (inherited) characteristics and the associated fuzzy sets of constraints of both schemes are equal.
• The types of both schemes are subtypes of a "common" ancestor type.
• The type of one object scheme is a subtype of the type of the other object scheme.
With the "scheme- 
• The object type t' inherits all common characteristics of the types t 1 and t 2 , i.e., t' inherits from the supertype or from the "common" ancestor type, and has no specific characteristics of its own.
• The fuzzy set of specific constraints C t' is empty, but, as a result of inheritance, all constraints that were defined for the inherited characteristics remain valid and must hold.
The set of all instances V os' instance of os' is constructed by preserving the objects for which the state v is in the union (resp. intersection and difference) of the sets of states of the instances of os 1 and os 2 and by calculating the associated EPTVs by applying the logical operators ∧~, ∨~, and ¬~ for EPTVs (as presented in de Tré, 2002) .
The set of all the persistent instances of os' is defined to be empty, i.e., V os' extent = ∅.
• ( • The fuzzy set of specific constraints C t' consists of all the single-type dependent constraints (with associated membership grades) that were defined for the characteristics of type t' and necessarily have to be an element of C t1 , C t2 , or C tˆ, with tˆ being an ancestor type of t 1 or t 2 .
The set of all instances V os' instance is constructed by calculating the Cartesian product V os1 instance ⊗ V os2 instance and merging the states of the objects of the resulting pairs. The associated EPTVs are calculated by applying the logical conjunction operator ∧~ for EPTVs.
This operator is intended to select a number of characteristics from the (inherited) characteristics of the type of an object scheme and the (inherited) characteristics of the object types that are binary related to this type (via the partial association relation ↔). If {id 1 ,id 2 ,…,id n } ⊂ ID is the set of the identifiers of the selected characteristics of the type t of a given object scheme os = [id,t,M,C t ], then the operation Π(os,{id 1 ,id 2 ,…,id n }) results in a new object scheme:
The object type t' has as characteristics, the characteristics identified by the identifiers {id 1 ,id 2 ,…,id n }.
The fuzzy set of specific constraints C t' consists of the single-type dependent constraints (with associated membership grades) that were defined for the characteristics with identifiers id 1 ,id 2 ,…,id n and necessarily have to be an element of C t or C t'' with t'' being an ancestor type of t, a type that is binary related to t, or an ancestor type of a type that is binary related to t.
The set of all instances V os' instance is constructed by adapting the state of the objects of V os instance by keeping only the values for the selected characteristics.
This operator adds a "derived" property to the type of a given object scheme. "Derived" property values are calculated from the values of other properties and cannot be changed by the user. If os = [id,t,M,C t ] is the given object scheme, id isr s with isr ∈ {ise,is,isv} and s ∈ T literal ∪ T reference is the new property, and e ∈ E is the expression that will be evaluated to obtain the values of this property, then the operation Θ(os,id isr s,e) results in a new object scheme:
where • Type t' is obtained by adding the extra property id isr s to the specification of type t of the object scheme os.
• The fuzzy set of constraints C t' = C t .
Because values for "derived" properties are not stored in the database, the set of all instances V os' instance equals V os instance .
This operator allows extra restrictions to be imposed on the set of instances of an object scheme. This is obtained by extending the fuzzy set of constraints of the object scheme with an extra single-type dependent constraint c ∈ C i s , which has to be applied onto the objects of type t. For a given object scheme os = [id,t,M,C t ] and a given constraint • The fuzzy set of constraints C t' = C t ∪ {(c,w)} is obtained as the union of the fuzzy sets C t and {(c,w)}.
The set of all instances V os ' instance consists of all instances of V os instance for which the extra condition that is imposed by constraint c is satisfied [with an EPTV that differs from {(F,1)}]. • The fuzzy set of constraints C t' = C t . • TS is the type of system (Definition 5).
• CS is the constraint system (Definition 12).
• OS represents the set of all the object schemes.
• DS represents the set of all the database schemes.
• O DDL model is the set of data definition operators (Definition 15).
• O DML model is the set of data manipulation operators (Definition 16).
Illustrative Example
As an illustration of the flexible querying facilities of the presented database model, consider the database scheme DSEmpl as presented in Example 5. 
