Infrastruttura ad agenti per sistemi ubiqui di ausilio alla viabilità in ambiente urbano by Menegon, Dario
Universit a degli studi di Padova
Facolt a di Ingegneria
Tesi di Laurea Magistrale in
Ingegneria Informatica
Infrastruttura ad agenti per sistemi ubiqui
di ausilio alla viabilit a in ambiente urbano
Relatore Laureando
Prof. Carlo Ferrari Dario Menegon
Anno Accademico 2010/2011Ai miei genitori,
con amore e riconoscenzaSommario
L'ubiquitous computing e i sistemi di comunicazione si stanno espanden-
do sempre pi u andando a coprire diversi ambiti applicativi. In un prossimo
futuro contribuiranno ad aumentare l'ecienza e la qualit a della vita delle
persone grazie all'interazione sempre pi u frequente con oggetti della vita
quotidiana che saranno dotati di capacit a di elaborazione. Questo lavoro
di tesi mira a dimostrare come l'utilizzo del concetto di ubiquit a abbinato
al paradigma ad agenti mobili porti ad avere un sistema adabile, ecace
ed eciente rispetto ad altre tecnologie come il noto client-server oppure il
P2P classico. La dimostrazione passa tramite l'implementazione di un'in-
frastruttura d'esempio che cerca di sottolineare i vantaggi che emergono uti-
lizzando questi paradigmi. Nel sistema realizzato gli agenti hanno un ruolo
fondamentale nel rendere il pi u possibile trasparente all'utilizzatore nale le
operazioni di calcolo e di ricerca. Nell'ambito del progetto  e stata realizzata
anche l'integrazione nel sistema di un dispositivo mobile dotato del sistema
operativo Android.Abstract
Ubiquitous computing and communication systems are now spreading
every aspect of our daily life and are expected to profoundly change our life
in the near future. They will contribute to increase eciency and life quality
of people to perform their daily activities in a world of increasing mobility
and easy access to all kinds of services. This thesis work is focussed on the
demonstration that the use of ubiquity with an agent-based paradigm builds
a reliable, eective and ecient system compared to other technologies, as
the well-known client-server or the generic P2P. The system described in this
paper proves the implementation of a specic infrastructure that emphasizes
the advantages of the usage of ubiquitous and agent-based paradigms. Here,
agents have a very important role in the specic system making all processing
and research operations transparent. During the implementation an Android
mobile device has been integrated to the system.Indice
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Il cambiamento e l'evoluzione della tecnologia alterano, in maniera sem-
pre pi u marcata, il luogo in cui questa si pone all'interno della vita quotidiana
dando sempre maggiore rilevanza alla relazione che essa ha con le persone.
Negli ultimi cinquant'anni di evoluzione tecnologica ci sono stati due grandi
trend in questa relazione: prima quella con il mainframe e a seguire quella
con il PC. Internet, in questa fase di transizione, ci sta portando ora verso
l'ubiquitous computing, una nuova tipologia di relazione caratterizzata da un
ampio utilizzo del calcolo distribuito. I sistemi ubiqui richiedono un nuovo
tipo di approccio per adattare la tecnologia alla vita delle persone, criterio
che viene detto calm technology. Questo nuovo modo di vedere la tecnologia,
in questi ultimi anni, ha aperto le porte a nuove tipologie di applicazioni che
vanno sempre pi u in aiuto dell'utente umano.
Gli ambiti di interesse sono davvero molteplici tra cui spicca, ad esem-
pio, la robotica nella quale si sono ottenuti degli ottimi risultati in termini
di ubiquit a [2, 3]. Prendendo in considerazione un altro settore, quello della
viabilit a e dei trasporti, si trovano diversi studi che mirano ad avvolgere
le persone con soluzioni riguardanti la sicurezza, la comunicazione e l'e-
cienza. Parole, queste, che sono alla base della ricerca in questo campo per
migliorare sempre pi u il servizio che la tecnologia pu o orire all'uomo. Si
pu o sottolineare, ad esempio, il lavoro che viene svolto dal CAR 2 CAR
Communication Consortium [21] che ha come obiettivi lo sviluppo di uno
standard europeo per i sistemi di trasporto intelligenti, per quelli di comu-2 CAPITOLO 1. INTRODUZIONE
nicazione interveicolare e per il dialogo tra veicoli ed elementi intrafrutturali
della strada. Gli ambiti applicativi sono molteplici e puntano ad essere un
valido strumento di supporto al guidatore. In questo panorama si trovano
anche i parcheggi: sono numerosi, infatti, gli studi che sono stati fatti per
migliorare sia il controllo delle infrazioni che la comunicazione al guidatore di
informazioni utili. Alcuni comuni hanno commissionato ad aziende esterne
lo sviluppo di sistemi che risolvessero queste problematiche: si citano a titolo
di esempio l'IPark Trevisosta di Treviso [22, 23] e la possibilit a di consultare
via web la situazione dei parcheggi cittadini per il comune di Verona [24].
L'utilizzo del concetto di ubiquit a anche nel settore dei trasporti e della
viabilit a pu o portare ad ottime soluzioni che vanno a migliorare sempre pi u
l'ecienza nell'utilizzare la tecnologia da parte dell'uomo. La possibilit a di
rendere trasparente all'utente il sistema sottostante pu o essere, inoltre, uno
dei punti di forza per lo sviluppo e l'aermazione nel mercato.
I sistemi ubiqui stanno alla base del nuovo modo di vedere la tecnologia.
Negli ultimi anni, infatti, si  e aermato sempre pi u il cosiddetto ubiquitous
computing che realizza il concetto di onnipresenza ponendo la tecnologia
a pieno supporto delle necessit a dell'utente umano. I sistemi possono es-
sere realizzati attraverso diverse architetture che dipendono dalle speciche
dell'applicazione. Tra le possibili si citano il tipico client-server, un'architet-
tura peer-to-peer e una sua specializzazione ad agenti mobili. Quest'ultimo
paradigma, in particolare, sta riscuotendo sempre pi u successo nella comu-
nit a scientica e molti studi ruotano attorno ad esso. La denizione di stan-
dard e di piattaforme che lo utilizza ha portato a un suo crescente impiego
per realizzare anche sistemi ubiqui.
1.1 Obiettivi della tesi
L'obiettivo principale della tesi  e dimostrare come l'utilizzo delle pi u re-
centi tecnologie per realizzare i sistemi ubiqui non ore solo una possibilit a
implementativa ma anche che diventa un vero e proprio punto di forza in
termini di ecienza e di adabilit a dei sistemi stessi. Al ne di raggiungere
dei risultati per trarre le conclusioni  e stato necessario implementare un'in-
frastruttura di esempio che segue un'analisi delle tecnologie disponibili. Il
lavoro che  e stato svolto, quindi, mira a dimostrare che l'utilizzo di un tale
sistema permette all'utente di avere a disposizione una serie di servizi e fun-
zionalit a che vengono svolti in totale trasparenza senza escludere aspetti di
ecienza ed adabilit a.
L'utilizzo di una piattaforma multiagente per il sistema ubiquo di riferi-
mento  e stata la vera sda della realizzazione dell'infrastruttura di esempio.
Le funzionalit a, realizzate sfruttando le caratteristiche dei sistemi agent-
based, sono sucienti per dimostrare anche l'ecacia di una tale soluzione
rispetto ad altre tecnologie.1.2. STRUTTURA DELLA TESI 3
Il settore che  e stato scelto per l'esempio  e quello della viabilit a con
particolare riferimento alla problematica dei parcheggi. L'infrastruttura che
 e stata realizzata  e un esempio pratico di come i sistemi ubiqui possano essere
di supporto all'uomo in situazioni anche critiche. Nell'implementazione sono
stati presi in considerazione gli esempi dei parcheggi comunali di Treviso e
Verona riportati precedentemente.
1.2 Struttura della tesi
La tesi  e formata, oltre a questo capitolo introduttivo, da altri quattro
capitoli e nel dettaglio sono strutturati nel seguente modo:
 capitolo 2: nel corso di questo capitolo vengono presentate le caratte-
ristiche principali dei sistemi ubiqui e dei sistemi multiagente;
 capitolo 3: in questo capitolo vengono illustrate tutte le tecnologie
utilizzate nello sviluppo del lavoro di tesi;
 capitolo 4: questa parte consiste nella presentazione del progetto di tesi
illustrando il lavoro nel dettaglio dal punto di vista implementativo;
 capitolo 5: in quest'ultimo capitolo vengono tratte le conclusioni del
lavoro di tesi e vengono presentati degli spunti per gli sviluppi futuri.CAPITOLO2
Sistemi ubiqui e sistemi multiagente
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In questo capitolo vengono presentate dettagliatamente le caratteristiche
dei sistemi ubiqui e di quelli multiagente mettendo in luce i loro punti di
forza. Poich e il lavoro di tesi utilizza questi concetti, questa parte dello scrit-
to risulta essere un valido supporto al lettore non esperto per acquisire le
conoscenze necessarie e poter arontare meglio i capitoli che seguono. Nella
prima parte del capitolo viene presentato il nuovo mondo dell'Ubiquitous
Computing evidenziando le speciche di base e le numerose applicazioni che
possono sfruttarlo. A seguire vengono illustrati i punti principali dei siste-
mi agent-based che possono essere utilizzati per implementare un sistema
ubiquo, come  e stato fatto nel lavoro di tesi.
2.1 Sistemi ubiqui
Ripercorrendo la storia dell'informatica, si pu o riscontrare un netto cam-
biamento nel modo di utilizzare la tecnologia da parte delle persone. Se nei
primi anni, nell'era dei mainframe, un computer doveva essere utilizzato da
molte persone e quindi condiviso tra di loro, con l'avvento dei personal com-
puter, come dice il nome stesso, si riesce, in linea di massima, ad associare
a una persona un computer. Nell'attuale fase di transizione, grazie all'au-
mento dei servizi oerti da Internet e al miglioramento dei dispositivi, si
pu o aermare di essere nella situazione in cui ciascuna persona ha pi u di un
dispositivo a disposizione. L'ubiquitous computing, detto anche ubicomp,
cambier a in modo netto il tipo di rapporto che l'uomo ha con la tecnologia
infatti ciascuno di noi avr a a disposizione molti computer condivisi: possono
essere quei dispositivi che vengono interrogati durante la navigazione in In-
ternet o altri inglobati in muri, sedie, vestiti, automobili o in qualsiasi altro
oggetto della vita quotidiana. L'ubicomp  e caratterizzata fondamentalmente
dalla connessione di cose nel mondo con la possibilit a di computazione ed ha
radici in diversi ambiti dell'informatica. Nel 1988 Mark D. Weiser, uno dei
componenti del Computer Science Lab della Xerox PARC, coni o per primo
l'espressione Ubiquitous Computing divenendo di fatto il padre di tale modo
di pensare la tecnologia. Weiser scrisse infatti il seguente abbozzo di artico-
lo, ricordato col nome Ubiquitous Computing #1 [25], nel quale  e evidente
la sua visione futura:
Inspired by the social scientists, philosophers, and anthropologists
at PARC, we have been trying to take a radical look at what com-
puting and networking ought to be like. We believe that people
live through their practices and tacit knowledge so that the most
powerful things are those that are eectively invisible in use. This
is a challenge that aects all of computer science. Our prelimi-
nary approach: Activate the world. Provide hundreds of wireless
computing devices per person per oce, of all scales (from 1"2.1. SISTEMI UBIQUI 7
displays to wall sized). This has required new work in operating
systems, user interfaces, networks, wireless, displays, and many
other areas. We call our work `ubiquitous computing'. This is
dierent from PDA's, dynabooks, or information at your nger-
tips. It is invisible, everywhere computing that does not live on a
personal device of any sort, but is in the woodwork everywhere.
Visti i numerosi passi in avanti sulla miniaturizzazione dei dispositivi e
sull'ottimizzazione delle operazioni wireless, la comunit a scientica sembra
orientata alla realizzazione e alla concretizzazione dei concetti forniti dal-
l'ubicomp.  E da sottolineare tuttavia come il concetto di sistema ubiquo
non coincida esattamente con quello di realt a virtuale: mentre quest'ultima
proietta le persone in un mondo generato da un computer, l'ubiquitous com-
puting forza il computer a vivere nel mondo reale delle persone presentando
una dicile integrazione di fattori umani, informatica, ingegneria e scienze
sociali.
2.1.1 Caratteristiche dei sistemi ubiqui
L'ubiquitous computing pu o essere spiegato, da un punto di vista con-
cettuale, con l'espressione anytime anywhere, ovvero deve orire le funzio-
nalit a proposte dai sistemi ovunque in qualsiasi momento. Questo porta a
pensare come in un prossimo futuro sar a possibile eseguire azioni remote
per controllare diversi sistemi utilizzando reti, computer e software. I siste-
mi ubiqui sono utilizzati in vari settori e sfruttano ampiamente il controllo di
rete, la supervisione e le tecnologie del calcolo distribuito. I progettisti di tali
sistemi hanno come obiettivo quello di integrare, in modo sempre maggiore
e migliore, i dispositivi di calcolo in vari oggetti sici e in diversi luoghi.
Solitamente queste unit a di calcolo hanno la possibilit a di comunicare in
wireless.
In letteratura si trovano numerose discussioni che riguardano i sistemi
ubiqui, sia dal punto di vista concettuale che da quello implementativo.
Nelle prossime sezioni vengono presentati alcuni aspetti che sono oggetto di
ricerca.
2.1.1.1 L'integrazione sica
Un sistema ubiquo coinvolge l'integrazione tra i nodi di calcolo e il mondo
sico. In letteratura si trovano numerose considerazioni che evidenziano
come l'ubicomp abbia luogo in environment ben deniti quali una stanza,
un'automobile o un edicio. Si ritiene necessario, pertanto, suddividere il
mondo ubiquo in diversi ambienti caratterizzati da conni che demarcano il
loro contenuto senza limitare l'interoperabilit a tra essi. Si possono pensare
diverse soluzioni per l'interazione tra due environment, come ad esempio
l'utilizzo di componenti mobili. Per integrare gli ambienti di calcolo con8 CAPITOLO 2. SISTEMI UBIQUI E SISTEMI MULTIAGENTE
Fig. 2.1: Il mondo visto come insieme di vari environment
il mondo sico  e necessario avere a disposizione delle interfacce a basso
livello che consentono al software di lavorare con i sensori e gli attuatori
e dei framework ad alto livello che consentono alle applicazioni di sentire
e operare nel loro ambiente: un framework generico verr a presentato nella
sezione 2.1.2. In gura 2.1, tratta da [25], si pu o osservare un esempio di
diversi ambienti ben delimitati.
L'ubiquit a sar a un concetto sempre pi u concreto nel futuro e si ader a
totalmente alle tecnologie informatiche. I sistemi ubiqui, per o, sono di natu-
ra piuttosto complessi dal punto di vista della creazione e della gestione: per
questo motivo saranno sempre pi u richiesti framework ed interfacce volendo
assicurare l'azione remota sui dispositivi, un controllo sicuro a distanza e la
possibilit a di avere informazioni in qualsiasi punto ci si trovi. Un tale siste-
ma dovrebbe comunque essere progettato con visione a medio-lungo termine
per permettere l'integrazione con i nuovi dispositivi o il nuovo modo di uti-
lizzarli. Risulta improponibile infatti pensare a un reboot dell'intero sistema
per aggiungere nuove funzionalit a. Per questo motivo, lo sviluppo dei siste-
mi ubiqui diventa necessariamente modulare e dovrebbe essere estensibile in
modo incrementale.
2.1.1.2 L'interazione
Un ambiente contiene diversi componenti che possono essere anche unit a
software che implementano l'astrazione di servizi, risorse o applicazioni. Si
possono distinguere due tipologie di componenti: quelli infrastrutturali, che
sono in linea di massima ssi e stabili nel tempo, e quelli spontanei che
consistono nei dispositivi che arrivano e lasciano il sistema liberamente.
In un sistema ubiquo viene richiesta l'interoperabilit a spontanea tra le
parti al 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elaborazione sottostante. Poich e questi sistemi sono caratterizzati da una
continua variazione dei componenti presenti, in termini di utenti, hardware e
software, diventa necessario identicare i criteri di interazione che governano
l'intero sistema.
Per meglio denire un ubiquitous system  e necessario chiarire quali sono
i protagonisti delle interazioni al suo interno. Si identicano gli umani, detti
anche utenti, e le macchine o dispositivi. Si possono quindi individuare
quattro tipi di interazione:
 Humans to humans (H2H);
 Machines to machines (M2M);
 Humans to machines (H2M);
 Machines to humans (M2H).
Le interazioni M2M vedono coinvolti i dispositivi che comunicano diretta-
mente senza l'intervento dell'uomo; quelle M2H possono esser viste, invece,
come il feedback dalle macchine all'utente, fornendo quindi supporto alla
supervisione. Per esemplicare l'interazione tra dispositivi e uomo si pu o
pensare all'utente che riceve le informazioni mandate dalle telecamere, dai
microfoni e da altri sensori posizionati nell'ambiente. L'interazione H2H, che
avviene ad esempio nella telefonia o nelle videoconferenze, pu o essere com-
piuta da persone sia vicine che lontane. In quest'ultimo caso, l'interazione
utilizza dei dispositivi per comunicare con l'obiettivo di rendere l'utilizzo
di tali dispositivi e della rete di comunicazione il pi u possibile trasparente
all'utente. Il tipo di interazione di maggiore interesse  e la H2M in quanto
rappresenta il controllo umano delle macchine e pu o essere caratterizzata
dall'interfaccia uomo-macchina.
2.1.1.3 La scoperta di nuovi dispositivi
Uno degli aspetti che caratterizzano i sistemi ubiqui riguarda l'ingresso
di un dispositivo in un ambiente e in particolare come avviene la scoperta
degli altri dispositivi e dei servizi disponibili. In letteratura si trovano diversi
approcci che arontano i seguenti aspetti:
 bootstrapping: il nuovo dispositivo deve conoscere a priori alcuni in-
dirizzi, come ad esempio multicast e broadcast, in aggiunta ad altri
parametri necessari per l'accesso al sistema;
 interazione: gli elementi del sistema devono seguire un modello co-
mune per l'interazione;
 service discovery: consente la localizzazione di un servizio del sistema
che coincide con le esigenze del dispositivo. Si trovano diverse realiz-
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un vocabolario propri per specicare i servizi: l'implementazione pu o
sfruttare strumenti quali l'allocazione di indirizzo e la risoluzione dei
nomi. In genere il service discovery e l'interazione sono separabili.
2.1.1.4 La robustezza
Lo scopo principale dei sistemi ubiqui  e quello di operare in modo ef-
ciente con gli umani mettendo tutto ci o che la tecnologia ore al loro
servizio.
Mentre in un mondo ideale si possono trascurare i ritardi, nel mondo
reale risulta obbligatorio tenerne conto in quanto il delay di una trasmissione
non  e mai nullo. Poich e il mondo reale  e in continuo cambiamento quando
una comunicazione viene interrotta o ritardata, in fase di progettazione di
un sistema ubiquo  e necessario valutare nel dettaglio i ritardi, quindi la
loro localizzazione e il peso che hanno nel sistema, e conoscere i limiti della
percezione e della reazione umana. Alcuni esempi di limiti di Round Trip
Time (RTT) accettabili dall'uomo sono:
 < 350 ms per la telefonia;
 200 ms per le teleoperazioni con feedback forzato;
 tra 20 e 40 ms per suonare musica simultaneamente.
 E da tener sempre conto, inoltre, dei limiti sici a cui sono soggette le
trasmissioni digitali. Alcuni esempi possono essere forniti dalla bra ottica
la cui velocit a di trasmissione  e prossima ai 200000 km/s, ovvero circa 1
ms di ritardo ogni 200 km, oppure dall'aria in cui la velocit a si avvicina
a quella della luce, cio e 299792;458 km/s, presentando un delay di 1 ms
ogni 300 km circa. Durante la fase di analisi dei limiti del sistema, oltre a
quelli sici,  e necessario prendere in considerazione anche quelli dovuti alla
computazione e quelli alla conversione analogico-digitale dei segnali raccolti
dai sensori. L'interruzione o il ritardo di un servizio pu o avere eetti negativi
sulle macchine o sul loro ambiente e la stabilit a di un processo pu o non essere
assicurato se il delay supera una determinata soglia.
Con l'utilizzo delle reti wireless, i sistemi ubiqui vedono un sostanziale
numero di failure rispetto a un sistema distribuito wired. La comunicazione
wireless, infatti, risulta meno adabile rispetto a quella su cavo in quanto  e
soggetta alla limitata copertura e alle interferenze delle strutture adiacenti
al sistema.
2.1.1.5 La sicurezza
La sicurezza  e un punto fondamentale per un qualsiasi sistema, pertanto
non pu o essere escluso nella trattazione dei sistemi ubiqui. Grazie alla va-
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richiesta una protezione forte e 
essibile. In precedenza  e stato descritto,
infatti, come nuovi componenti possano entrare nel sistema ed interagire tra
di loro esplicitando una forte necessit a in aspetti di sicurezza per le risorse
e, in molti casi, di privacy per gli utenti. Il mobile computing ha permesso
di capire e di analizzare numerose vulnerabilit a come l'apertura delle reti
wireless ma aspetti come l'integrazione e l'interazione fanno emergere la ne-
cessit a di avere nuovi modelli di trust e di autenticazione. Si evidenzia come
il trust sia una stretta necessit a alla possibilit a di spontanea interazione che
i sistemi ubiqui orono ai dispositivi. Si possono utilizzare strumenti come
la crittograa tenendo sempre presente il fatto che l'integrazione sica ha un
impatto non irrilevante nei protocolli di sicurezza. Si pensi ad esempio ai di-
spositivi dotati di batteria per cui si vede necessario avere dei protocolli che
minimizzano il carico computazionale e comunicativo al ne di preservare la
batteria stessa.
Esistono diversi approcci per ottenere la 
essibilit a di sicurezza ed au-
tomatizzare la ricongurazione dei meccanismi di protezione a livello di siste-
ma. In questo modo si riesce ad ottenere una difesa senza il diretto intervento
degli utenti. In letteratura si trovano diversi esempi: tra questi si citano, a
titolo informativo, il paradigma software basato sui componenti per realiz-
zare questi tipi di sistemi e applicati in contesti come la sorveglianza militare
[8] oppure il tentativo di mettere in atto una consapevolezza di sicurezza in
presenza di grandi moli di dati multimediali [9].  E necessario poi garantire
la sicurezza nella gestione dei dati e nell'adabilit a delle comunicazioni in
reti quali Internet applicando ad esempio delle metodologie che prevedono
strategie di prevenzione e di predizione, in quanto l'interruzione delle comu-
nicazioni o il presentarsi di failure di vario tipo sono scenari molto frequenti
come  e stato presentato nella sezione 2.1.1.4. Un altro aspetto molto impor-
tante da gestire riguarda l'autenticazione degli utenti: il controllo d'accesso
risulta essere un requisito necessario in sistemi in cui le persone e i disposi-
tivi possono entrare o uscire liberamente dall'ambiente ed interagire tra loro
in modo spontaneo.
2.1.2 Un framework generico
Per favorire la diusione e l'utilizzo di questi sistemi  e necessario avere
a disposizione dei framework generici utilizzabili in ambiti completamente
diversi. Framework per sistemi ubiqui esistono gi a in letteratura, anche se
dipendono fortemente dalle speciche richieste e dalle funzionalit a operative
dei singoli ambiti d'utilizzo, limitando di fatto la loro generalit a e la riutiliz-
zabilit a.  E questo il caso, ad esempio, della robotica in cui si trovano diversi
tentativi di fornire dei framework che coprono gran parte delle categorie
del settore. Si trovano esempi anche di framework per software realtime che
hanno come obiettivo il miglioramento della scalabilit a e della riutilizzabilit a
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Fig. 2.2: Il framework generico preso in esame
trollo che si basano sulla telemedicina e sul controllo di sicurezza in contesto
casalingo.
Essendo i sistemi ubiqui protagonisti di una rapida crescita in cui ci sono
dispositivi e componenti di costruttori diversi e con architetture diverse,
per garantire l'interoperabilit a tra queste parti  e necessario quindi avere un
framework generico di supporto. Un tale framework fornisce una maggiore
riutilizzabilit a che deriva dall'indipendenza del settore di utilizzo.
Per orire al lettore una migliore comprensione, si illustra ora il frame-
work generico proposto in [7] che  e stato utilizzato come punto di riferimento
per la progettazione dell'infrastruttura oggetto di questa tesi. Il framework
adottato a supporto dei sistemi ubiqui pu o esser visto come l'insieme di
cinque package fondamentali collegati tra loro da particolari relazioni di
dipendenza, come presentato in gura 2.2. I pacchetti di riferimento, che in






Tutte le gure che modellano i vari package sono tratte da [7].
Il package Device Il pacchetto preso in esame rappresenta i dispositivi
e identica le loro propriet a, il loro comportamento e i vincoli deniti dalle
speciche dei costruttori. Si possono individuare, inoltre, altri elementi im-
portanti per questo tipo di oggetto che vanno a specicare altri concetti
per i dispositivi nell'ambito dei sistemi ubiqui. Uno di questi  e il contesto
che rappresenta informazioni quali la localizzazione ed il prolo mentre il
medium connection garantisce la connettivit a al sistema.  E possibile speci-
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comportamenti specici. La comunicazione e la collaborazione con il sistema
ubiquo vengono gestite dalla componente che in gura 2.3 viene chiamata
DCManager e si occupa della gestione delle connessioni. Un dispositivo,
inoltre, ore la possibilit a di fornire dei servizi, grazie all'elemento Provided-
Service, e di scambiare delle informazioni e dei dati attraverso un'interfaccia
utente, nel caso in cui ci si trovi in interazioni diverse dalla M2M.
Fig. 2.3: Diagramma del package Device
Il package Medium L'ambiente di comunicazione reagisce sotto alcune
condizioni o in
uenze. Si devono poter utilizzare, quindi, in un sistema
ubiquo, infrastrutture gi a esistenti, mantenerle e specicarne i servizi. Gli
ubiquitous system utilizzano, come communication medium, diverse reti esi-
stenti, come Internet LAN e WAN, Bluetooth e WLAN. Le speciche del
mezzo impiegato sono molto importanti e non vanno pertanto trascurate
in fase di progettazione ed implementazione delle strategie dei dispositivi
e degli utenti. Al ne di generalizzare al meglio il concetto di medium, il
pacchetto prevede altri due elementi, oltre alla gestione della connessione
che permette di raccogliere dispositivi, utenti e amministratore del sistema
ubiquo, a seconda che il mezzo utilizzato sia noto o meno. Mentre nel primo
caso, infatti, esiste un attributo che conserva informazioni come protocolli e
tipologia di rete in uso, nell'altro si ha un elemento denito come una black
box.
Fig. 2.4: Diagramma del package Medium14 CAPITOLO 2. SISTEMI UBIQUI E SISTEMI MULTIAGENTE
Il package User Questo pacchetto ore all'utente i comandi e le fun-
zionalit a di controllo che ha a disposizione, specicando tutte le procedure
necessarie per interagire con le altre entit a del sistema ubiquo. Com' e pos-
sibile osservare dalla gura 2.5, l'utente  e collegato a un contesto che pu o
comprendere dati, strategie ed informazioni di elaborazione e presenta ele-
menti di comunicazione e di servizi analoghi a quelli del package Device,
con la precisazione per o che il loro utilizzo pu o essere diverso a seconda
dell'utilizzo e dell'ambiente.
Fig. 2.5: Diagramma del package User
Il package Administrator I ruoli dell'amministratore includono le con-
gurazioni della rete, la sua gestione e il controllo di scambio dei dati tra
tutte le entit a coinvolte nel sistema ubiquo.  E un particolare utente, quindi,
che ha la possibilit a di gestire l'intero sistema grazie all'entit a Network-
Manager. A supporto, inoltre,  e presente una admin interface che consente
l'attuazione di tutte le operazioni a lui consentite.
Fig. 2.6: Diagramma del package Administrator
Il package Data Questo package ha una certa rilevanza in quanto i dati
rappresentano tutte le informazioni che circolano sulla rete. Questo pac-
chetto include i dati e tutte le relative tecniche di elaborazione, dal controllo
alla protezione.  E da osservare come anche l'aspetto sicurezza sia incluso
essendo uno dei principali requisiti in un qualsiasi sistema. Nel pacchetto,
poi, si trovano elementi quali il processing information, il context ed il trace,2.1. SISTEMI UBIQUI 15
Fig. 2.7: Diagramma del package Data
che identicano rispettivamente le informazioni di elaborazione, il contesto
dei dati e lo storico delle informazioni.
2.1.3 Esempi di sistemi ubiqui
Uno degli obiettivi dell'ubiquitous computing  e di rendere i computer
invisibili, perci o le persone interagiranno, in un prossimo futuro, con dispo-
sitivi o oggetti quotidiani in modo del tutto naturale, senza riconoscere la
presenza di computer e senza un signicativo sforzo cognitivo. Di conseguen-
za, saranno utilizzate sempre pi u interfacce per i diversi scenari dei sistemi
ubiqui. Gli esempi applicativi di questi sistemi sono quindi innumerevoli e
in seguito ne verranno presentati alcuni che riguardano l'interazione con ap-
plicazioni attraverso grandi schermi, come televisori, specchi o pareti intere,
che diventano sempre pi u strumenti interattivi e condivisibili tra pi u utenti
simultaneamente.
Lo specchio intelligente Una possibile applicazione del concetto di ubi-
quit a si ha nello specchio-display. In un contesto familiare, una persona
si pu o specchiare in casa e, dopo esser stata riconosciuta dal sistema, le
si possono presentare delle speciche informazioni, come notizie, ap-
puntamenti e l'agenda delle mansioni da svolgere. Lo specchio pu o
diventare anche uno strumento interattivo nel momento in cui ore la
possibilit a alla persona, ad esempio, di selezionare alcuni tra i to-do
del giorno e di inviare i dati al proprio smartphone.
Riunioni interattive I dispositivi dotati di una fotocamera o di una video-
camera sono quelli che meglio si prestano all'interazione con i display
di grandi dimensioni. Come esempio si presenta uno scenario che coin-
volge task di condivisione e di scambio di informazioni presentati in
uno schermo grande posto a distanza da diversi partecipanti. Si pen-
si ad un team aziendale riunito nella sala riunioni per discutere sulle
strategie da intraprendere e sull'assegnamento dei compiti. Ciascun
membro del gruppo punta il telefonino verso lo schermo di grandi di-
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Fig. 2.8: Scenario di riunione interattiva
volta che il manager ha selezionato le informazioni, le ha riordinate
e le ha elaborate utilizzando come dispositivo di interazione sempre
il cellulare, premendo un tasto nel telefono salva il documento per-
mettendo cos  agli altri membri del team di ottenere le informazioni
aggiornate e di visualizzarle attraverso il display del proprio cellulare.
Lo scenario  e rappresentato in gura 2.8, tratta da [6].
Lezioni universitarie L'esempio precedente pu o essere trasferito anche in
ambito universitario: nel momento in cui il docente avvia la presen-
tazione con le slide della lezione, infatti, tutti gli studenti del corso
che si trovano in aula possono utilizzare il le nel proprio dispositivo
con la possibilit a di annotare direttamente appunti o osservazioni in
locale.
2.2 Sistemi multiagente
Il concetto di ubiquit a spiegato nella prima parte del capitolo pu o es-
sere realizzato sfruttando diverse architetture a seconda delle esigenze del
sistema. In questa parte vengono presentate le caratteristiche dei sistemi
agent-based in quanto sono stati utilizzati nell'implementazione del progetto
di tesi.
2.2.1 Analisi dell'architettura
Questo lavoro ha previsto un'analisi preventiva dell'architettura da uti-
lizzare con il ne di individuare il modello che meglio rispecchiasse le speci-
che progettuali. La scelta  e ricaduta nel modello multiagente che sfrutta
le propriet a dell'architettura Peer-to-Peer (P2P) in quanto orono determi-
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(C/S), non mettono a disposizione. Nel corso della sezione verranno presen-
tate brevemente le architetture C/S e P2P, spostando poi l'attenzione sul
paradigma ad agenti. Di questo verranno analizzati gli aspetti fondamen-
tali come la mobilit a e la comunicazione oltre che i vantaggi e gli svantaggi
nell'utilizzo di tale tecnologia.
2.2.1.1 Architettura Client-Server
Il modello client-server  e ampia-
Fig. 2.9: Interazione request-reply
mente utilizzato nelle applicazioni
distribuite ed  e basato su una di-
stinzione di ruoli che va a identi-
care due gruppi, uno a cui appar-
tengono i server e l'altro a cui fan-
no parte i client. Un server  e un
processo che implementa un parti-
colare servizio, come ad esempio un servizio di le system, mentre un client
 e un processo che richiede un servizio a un server. L'interazione che c' e tra
client e server  e nota come request-reply in quanto il client, vero protagonista
dell'iniziativa dell'intero sistema, invia la richiesta di uno specico servizio
al server rimanendo poi in attesa di una risposta. I server sono totalmente
reattivi e per questo non sono in grado di prendere alcuna iniziativa: pos-
sono solamente rimanere in attesa di essere invocati dai client. Uno schema
dell'interazione  e rappresentato in gura 2.9, tratta da [1].
In un ambiente client-server, viene eseguito un programma client che
abilita l'utente a spedire una richiesta al server, formattando adeguatamente
il messaggio in modo che il server stesso sia in grado di processarlo. Il server
rimane in attesa di richieste e non appena ne riceve una, la elabora invian-
do in seguito il risultato al client. Anch e l'interazione tra il client e il
server possa essere eettuata, risulta necessario utilizzare un linguaggio co-
mune ad entrambi, ovvero un protocollo applicativo. In questa architettura,
inoltre, si pu o riscontrare come i client godano di totale libert a per entrare
ed uscire dal sistema senza andare ad intaccare il corretto funzionamen-
to dell'infrastruttura, comportamento che per o non pu o essere attuato dai
server.
Le applicazioni che si basano sul modello client-server sono davvero
molte, come ad esempio il web, anche se per un notevole numero di esse
questa architettura non si adatta perfettamente.  E questo il caso di ap-
plicazioni come chat, sistemi distribuiti di scambio dati e giochi multiplay-
er: nonostante risulti possibile un'implementazione fedele al modello client-
server, l'utilizzo di altre tipologie di architettura consente di sfruttare al
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di avere nodi attivi su terminali utenti capaci di comunicare l'un l'altro. Il
modello meglio indicato risulta essere il Peer-to-Peer.
2.2.1.2 Architettura Peer-to-Peer
L'architettura P2P identica un modello nel quale ciascun nodo, chia-
mato peer, svolge il compito sia del client che del server andando a eliminare
quella distinzione di ruoli che invece caratterizzava il modello client-server.
Il cuore dell'applicazione non risulta essere pi u tutto concentrato nei server
ma  e distribuito tra tutti i peer della rete: ogni nodo ha la possibilit a di
scoprirne altri, pu o entrare ed uscire liberamente dal sistema in qualsiasi
punto e in qualsiasi istante. Il sistema risulta essere, pertanto, completa-
mente distribuito poich e i servizi sono sparsi nell'intera rete. La dierenza
sostanziale tra questa architettura e quella client-server si riscontra partico-
larmente nel modo in cui i nodi possono essere scoperti. Mentre nei sistemi
client-server i client devono conoscere i propri server ma non necessitano
di conoscere gli altri client, nei sistemi P2P devono avere a disposizione i
servizi propri del sistema che consentono ai nodi di entrare e di uscire dal-
la rete e di cercare altri peer in qualunque momento. Questi servizi sono
tipicamente dei meccanismi noti come pagine bianche e pagine gialle (white
and yellow page mechanisms) che consentono la pubblicazione e la scoperta
di caratteristiche e di servizi oerti da un nodo. A seconda della modalit a
realizzativa di questi meccanismi, si possono identicare due diversi modelli
basati sul P2P: si tratta di reti P2P pure o decentralizzate e di reti P2P
ibride. L'architettura P2P pura ha la caratteristica di avere tutti i nodi
completamente autonomi e paritari. L'assenza di un qualsiasi nodo specia-
lizzato rende, per o, pi u dicile il mantenimento della coerenza della rete e
della scoperta degli altri peer con un aumento di banda e di complessit a che
tende all'esponenziale al crescere dei nodi. Un'architettura ibrida, invece,
 e basata su un nodo specializzato che fornisce un servizio che semplica la
ricerca dei nodi attivi, dei loro servizi e delle loro risorse. Diversamente dal
modello P2P puro, queste reti utilizzano meno banda in quanto viene genera-
to molto meno traco. Di contro, per o, centralizzare informazioni sensibili,
come pu o essere la lista dei nodi attivi, pu o essere rischioso, essendo questa
soluzione vulnerabile a failure e ad attacchi.
2.2.2 Paradigma ad agenti
Il paradigma ad agenti  e relativamente nuovo tra i paradigmi software e
applica concetti che derivano dalla teoria dell'intelligenza articiale nell'am-
bito dei sistemi distribuiti. L'Agent-Oriented Programming (AOP) modella
un'applicazione in una collezione di componenti chiamati agenti che pos-
sono cooperare tra loro per un goal comune oppure competere tra loro per
la riuscita dei propri obiettivi. Il modello architetturale di un'applicazione
orientata agli agenti  e intrinsecamente P2P poich e ciascun agente pu o ini-2.2. SISTEMI MULTIAGENTE 19
ziare una comunicazione con un qualsiasi altro agente oppure essere soggetto
a comunicazioni in ingresso in qualsiasi istante. Gli agenti sono considerati
uno dei pi u importanti paradigmi software in quanto possono migliorare gli
attuali metodi di concettualizzazione, progettazione ed implementazione di
sistemi ed essere una soluzione al problema di integrazione. La tecnologia ad
agenti  e stata infatti materia di intense discussioni e ricerche da parte della
comunit a scientica per diversi anni ma solamente di recente si sono visti
risultati signicativi grazie al suo utilizzo sempre maggiore nelle applicazioni
commerciali. Gli ambiti in cui sono utilizzati i sistemi multiagente sono tra
i pi u vari: dai sistemi di controllo al settore manifatturiero, dalla logistica
dei trasporti al network management.
Nonostante l'ampio utilizzo di agenti software, in letteratura non si tro-
va una denizione univoca per il termine agente. Tutte le denizioni, per o,
giungono a un punto d'incontro aermando che  e uno speciale componente
software con una propria autonomia che fornisce un'interfaccia interoperabile
a un sistema arbitrario e/o si comporta come un agente umano svolgendo
delle mansioni per altri agenti. Il sistema  e solitamente costituito da pi u di
un agente anche se nulla vieta di averne uno solo che opera nell'intero am-
biente. I sistemi multiagente (MAS) possono modellare sistemi complessi
dando la possibilit a di raggiungere una cooperazione, in cui gli agenti han-
no dei goal comuni, ma anche una competizione, dove ciascun componente
mira al raggiungimento dei propri obiettivi. L'interazione tra gli agenti pu o
avvenire in modo indiretto operando sull'ambiente oppure in maniera diretta
attraverso una comunicazione e una negoziazione.
Da quanto detto in precedenza,  e possibile delineare alcune caratteristi-
che tipiche di un agente. Tale componente  e:
 autonomo: pu o portare a termine delle mansioni anche complesse e a
lungo termine, ha un certo grado di controllo delle proprie azioni e,
sotto alcune circostanze, pu o anche prendere delle decisioni;
 proattivo: oltre ad essere reattivo, quindi percepire l'ambiente cir-
costante e reagire tempestivamente ai cambiamenti che si presentano
in esso, ha anche un comportamento che mira al raggiungimento dei
propri obiettivi con la capacit a di prendere l'iniziativa, eseguendo de-
terminati task anche in assenza di esplicite sollecitazioni da parte
dell'utente;
 sociale: ha la capacit a, che talvolta si esprime come una necessit a,
di interagire con gli altri agenti al ne di eseguire dei task per il
conseguimento di goal del sistema;
 mobile: ha la possibilit a di spostarsi tra diversi nodi della rete;
Alle caratteristiche sopra presentate si possono aggiungere altre qualit a
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adattarsi per conformare il proprio comportamento alla volont a dell'utente o
del contesto. Un agente, inoltre, pu o essere denito anche sincero, in quanto
fornisce la certezza che non comunica deliberatamente false informazioni,
benevolo, tentando di eseguire sempre ci o che gli viene chiesto di fare, e
razionale, agendo sempre per completare i propri task e non perch e si realizzi
il contrario. A questo, poi, va aggiunta l'abilit a nella comunicazione che
consente l'interazione diretta con altre entit a con lo scopo di raggiungere gli
obiettivi personali ed altrui.
2.2.2.1 La mobilit a
Gli agenti utilizzati per la realizzazione dell'infrastruttura oggetto di
questa tesi sono mobili, ovvero sono entit a che, come gi a anticipato nella
sezione precedente, possiedono la capacit a di spostarsi da un nodo ad un
altro di una rete di calcolatori. Poich e la mobilit a copre un ruolo importante
all'interno delle scelte progettuali dell'infrastruttura che verr a presentata in
seguito, si ritiene opportuno proporre un breve approfondimento in modo
da facilitare la comprensione al lettore.
Il termine mobilit a  e utilizzato per indicare un cambiamento della lo-
cazione messo in atto dalle entit a del sistema. Nell'ambito di questa tesi
vengono utilizzati gli agenti mobili, entit a autonome in grado di spostar-
si tra i nodi in modo completamente indipendente dalla rete per trovare
risorse e servizi a loro necessari. Solitamente, un agente mobile decide in
quale nodo spostarsi mediante, ad esempio, una chiamata a un metodo del
tipo go(newLocation). Prima che maturasse l'idea degli agenti mobili esi-
steva la possibilit a di inviare delle parti di programmi ad altre macchine e di
eseguirle l . Si parla infatti di remote evaluation (RE) se  e colui che invia il
programma a prendere l'iniziativa, mentre, nel caso in cui fosse il ricevente
a richiederlo, si denisce il code on demand (COD). Mentre i paradigmi RE
e COD appena presentati si basano sulla mobilit a del solo codice, per il
paradigma ad agenti mobili  e necessario tenere in considerazione un ulterio-
re elemento fondamentale. Si tratta dello stato dell'agente che a sua volta
pu o essere suddiviso in data state e in execution state, rispettivamente lo
stato dei dati, come ad esempio le variabili interne, e quello dell'esecuzione
che contiene informazioni quali lo stack e il program counter.  E importante,
a questo punto, fare una precisazione. Un agente mobile  e caratterizza-
to da una serie di istruzioni che vengono interpretate ed elaborate da un
calcolatore. Questo elenco di istruzioni, noto come programma, viene gene-
ralmente memorizzato nella memoria secondaria. In fase di esecuzione del
programma, viene creato un processo che viene memorizzato nella memoria
volatile con l'insieme delle informazioni su cui esso sta operando, lo stato
del processo.
Non appena si parla di mobilit a, quindi, sorge subito l'interrogativo sulle
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capacit a dell'agente di trasferire il proprio stato durante il movimento da
un nodo ad un altro della rete consente, infatti, di classicare i vari tipi di
mobilit a di cui l'agente stesso pu o essere dotato. I tipi di mobilit a sono due
e sono:
 mobilit a debole o weak mobility: un agente dotato di questo tipo di
mobilit a  e in grado di portare con s e solo il codice del suo programma
e lo stato dei dati;
 mobilit a forte o strong mobility: un agente che possiede questo tipo di
mobilit a ha la capacit a di trasferire l'intero stato, sia quello dei dati
che quello di esecuzione.
La dierenza di mobilit a appena presentata risulta di particolare in-
teresse soprattutto in fase di arrivo dell'agente nella nuova destinazione in
quanto, a seconda del tipo di mobilit a, un agente pu o sfruttare le infor-
mazioni che possiede. Pensando a un agente con mobilit a debole, l'unica
possibilit a, una volta arrivato nel nuovo nodo, risulta essere infatti quella
della riesecuzione totale del suo codice. Se invece si  e in presenza di un agente
che ha trasportato l'intero stato si pu o pensare a una semplice riattivazione
delle mansioni che stava svolgendo prima della migrazione. La mobilit a di
un agente pu o essere generalmente sintetizzata nei seguenti step:
1. Il 
usso di esecuzione viene interrotto.
2. Viene fatta una stampa dello stato dell'entit a che sta per migrare.
3. Il codice e lo stato dell'entit a vengono trasferiti al nodo destinazione.
4. Il codice e lo stato vengono salvati e ripristinati.
5. Il 
usso di esecuzione viene fatto ripartire.
2.2.2.2 La comunicazione
La comunicazione  e una delle componenti chiave per un sistema basato
sugli agenti poich e quest'ultimi devono esser in grado di poter comunicare
con gli utenti, con le risorse di sistema e tra di loro al ne di raggiungere la
cooperazione, la collaborazione e la negoziazione. Nei sistemi multiagente si
possono distinguere le seguenti tre caratteristiche:
 gli agenti sono entit a attive: la comunicazione tra gli agenti, basata
su messaggi,  e asincrona e va a sostituire le remote procedure call. Un
agente, quindi, che vuole comunicare deve solamente inviare un mes-
saggio a una certa destinazione; sar a poi il destinatario a decidere, se-
condo le proprie speciche, quali messaggi utilizzare e quali scartare,
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elimina qualsiasi dipendenza temporale tra mittente e destinatario ri-
solvendo situazioni bloccanti quale, ad esempio, l'indisponibilit a del
ricevente al momento dell'invio.
 gli agenti svolgono delle azioni e la comunicazione  e solo un tipo di
azione: avere la comunicazione allo stesso livello delle azioni da svol-
gere consente all'agente di valutare un piano che include sia azioni
siche che azioni comunicative. In questo scenario  e necessario, per
poter pianicare la comunicazione, denire in modo chiaro e completo
eetti e precondizioni di ogni possibile atto comunicativo.
 la comunicazione trasporta un signicato semantico: quando un agente
 e l'oggetto di un'azione comunicativa, come ad esempio quando avviene
la ricezione di un messaggio, deve essere in grado di capire il signicato
di tale azione e, in particolare, perch e questa deve essere eseguita. Per
far questo  e necessario avere a disposizione una semantica universale
e uno standard da seguire.
Ricollegandosi in modo particolare a quest'ultimo punto, vengono utilizza-
ti linguaggi di comunicazione particolari, detti agent communication lan-
guage, che poggiano in modo diretto sulla teoria degli atti linguistici (John
Searle, 1969), la quale fornisce una separazione tra l'atto comunicativo e il
linguaggio del contenuto.
2.2.3 Lo standard FIPA
All'aumento del consenso e dell'utilizzo delle piattaforme ad agenti mo-
bili, cresce parallelamente anche il problema dell'interoperabilit a tra di esse
e tra gli agenti che le popolano. Si  e fatto sempre pi u pressante, quin-
di, la necessit a di avere degli standard che consentissero una compatibilit a
multipiattaforma. Nei primi anni di sviluppo degli agenti software, infatti,
ciascuna piattaforma implementava degli specici linguaggi e semantiche per
la comunicazione e la collaborazione tra i propri agenti rendendole di fatto
incompatibili con le altre piattaforme. Sono state elaborate alcune proposte
di standard per la comunicazione tra agenti e tra i primi linguaggi di comu-
nicazione standardizzati si segnala il Knowledge Query and Manipulation
Language (KQML):  e un linguaggio e un protocollo per lo scambio di infor-
mazioni e conoscenza. Il KQML [4], che risale ai primi anni `90, fa parte
dell'ARPA Knowledge Sharing Eort che mira allo sviluppo di tecniche e
metodologie per costruire basi di conoscenza su larga scala condivisibili e
riutilizzabili.
Attualmente per l'interoperabilit a tra agenti viene utilizzato lo standard
FIPA elaborato dalla omonima organizzazione di standard, la Foundation
for Intelligent Physical Agents [26]. Il consorzio, che ha sede in Svizzera,  e
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Fig. 2.10: Modello del FIPA Agent Management
nel campo dell'informatica e dell'elettronica. Nel giugno del 2005, inoltre,
 e stato riconosciuto e accettato dall'IEEE come il suo undicesimo comitato
per gli standard. FIPA promuove la tecnologia basata sugli agenti e le sue
speciche rappresentano una collezione di standard che intende promuovere
l'interoperabilit a tra agenti eterogenei e i servizi che essi possono rappre-
sentare, delineando di fatto le leggi che consentono a una societ a di agenti
di esistere, operare ed essere gestita. Lo standard FIPA coinvolge diversi
ambiti: applications, abstract architecture, agent communication, agent ma-
nagement ed agent message transport. Tra questi particolare interesse cade
nell'Agent Management e nell'Agent Communication che vengono presentati
nelle prossime sezioni.
2.2.3.1 Agent Management
Questo ambito dello standard FIPA ore delle linee guida per la gestione
e il controllo degli agenti e del loro comportamento, sia quando si trovano in
una piattaforma che durante la migrazione tra una piattaforma ed un'altra.
Gli elementi che compongono l'Agent Management sono ragurati in gura
2.10 tratta da [27] e nel dettaglio sono:
 Agent Platform (AP): costituisce l'ambiente vero e proprio in cui agi-
scono gli agenti comprendendo i dispositivi, i sistemi operativi, i com-
ponenti FIPA per l'Agent Management sotto descritti, gli agenti stessi
e l'eventuale software di supporto.
 Agent: ogni agente  e un processo computazionale che risiede nell'AP
e che deve necessariamente avere un identicativo univoco detto FIPA
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 Directory Facilitator (DF): questo componente dell'AP ore un servizio
di pagine gialle agli altri agenti mantenendo al suo interno un elenco
aggiornato dei servizi oerti da ogni agente della piattaforma. Nell'AP
ci possono essere pi u DF che possono funzionare da federazione. Un
agente ha la possibilit a di registrare, di deregistrare o di modicare un
servizio comunicandolo al DF di interesse. Nel caso in cui un agente
necessitasse uno specico servizio ha la possibilit a di interrogare il DF
per conoscere il nome dell'agente che lo rende disponibile.
 Agent Management System (AMS):  e un elemento obbligatorio per una
piattaforma ed ha come compito il gestire le operazioni di un AP. Deve
esserci necessariamente un solo AMS nella piattaforma: ciascun agente
deve comunicare con l'AMS attendendo l'autorizzazione di poter ope-
rare all'interno della piattaforma mediante l'attribuzione di un AID.
Nello specico, l'AMS conserva un elenco degli AID assegnati compre-
se alcune informazioni accessorie utili alla gestione degli agenti, come
ad esempio lo stato corrente. Viene oerto anche il servizio di pagine
bianche che pu o essere utilizzato da un qualsiasi agente che si trova
nella necessit a di conoscere quali agenti sono presenti all'interno della
piattaforma in un dato istante. Si segnala inoltre che la vita di un
agente termina con la sua deregistrazione dall'AMS il quale provvede
a cancellarne l'AID associato.
 Message Transport Service (MTS):  e un servizio che viene fornito al
ne di gestire e coordinare lo scambio di informazioni tra gli agenti
di una o diverse AP. Le comunicazioni avvengono tramite l'utilizzo di
messaggi che seguono una particolare struttura, come verr a presentato
nella prossima sezione.
2.2.3.2 Agent Communication
La comunicazione  e uno dei punti cardine di un sistema multiagente,
rappresentandone il cuore del modello. Dallo standard FIPA emerge in
particolar modo l'Agent Communication Language (ACL), un linguaggio
di comunicazione tra agenti per lo scambio di informazioni. FIPA ACL
prevede una libreria estensibile di diversi communicative act che permet-
tono di rappresentare un elevato numero di intenzioni comunicative diverse.
Fanno parte dei tanti communicative act a disposizione intenzioni quali RE-
QUEST, PROPOSE, INFORM, QUERY, ACCEPT e REFUSE. La FIPA
ha denito, inoltre, la struttura di un messaggio ACL che si pu o osservare in
gura 2.11 tratta da [12]: i campi del mittente e dei destinatari sono accom-
pagnati dal contenuto del messaggio, dalle sue propriet a, come la codica e il
linguaggio utilizzato, e da informazioni utili per identicare e seguire thread
di conversazione in corso tra agenti.  E anche possibile trovare la denizione2.2. SISTEMI MULTIAGENTE 25
Fig. 2.11: La struttura di un messaggio FIPA
di protocolli di interazione che mettono a disposizione degli agenti una forni-
ta libreria di schemi per raggiungere task comuni, come ad esempio la delega
di un'azione.
2.2.4 Vantaggi e svantaggi del paradigma
Nelle sezioni precedenti sono emersi, in modo indiretto, vantaggi e svan-
taggi che si hanno utilizzando la tecnologia ad agenti mobili rispetto ad
architetture quali il classico modello C/S.
Riassumendo i vantaggi, si pu o aermare come ci sia una notevole di-
minuzione del traco di dati nella rete sfruttando la mobilit a degli agenti.
Grazie a questa propriet a, infatti,  e possibile ridurre il numero di messaggi
e di pacchetti dati nella rete in modo sensibile. Si pensi ad esempio a un
sistema in cui  e presente un dispositivo che possiede delle informazioni che
periodicamente vengono aggiornate e altre entit a che devono ricevere nel
minor tempo possibile gli aggiornamenti.  E possibile utilizzare in questo
caso un agente che si muove dai dispositivi che si devono aggiornare alla
macchina centrale e che provvede alla ricerca e all'analisi di aggiornamenti
possibili. Finite queste mansioni, l'agente pu o ritornare ai client con tutte le
informazioni necessarie riducendo il traco all'interno della rete. A quanto
appena presentato segue una conseguente riduzione della latenza all'interno
della rete, un vantaggio questo di particolare interesse per le reti a limitata
velocit a di trasmissione. L'utilizzo degli agenti mobili consente di avere inol-
tre una maggiore tolleranza ai guasti. Nel caso di malfunzionamenti della
rete, infatti, gli agenti possono operare anche se non  e presente una con-
nessione attiva tra i vari nodi: la loro sospensione avviene infatti solamente
nel caso in cui dovessero trasmettere dei risultati oppure muoversi verso un
altro nodo della rete. Al momento della riattivazione della connettivit a,
l'esecuzione degli agenti sospesi pu o riprendere. Si pu o quindi concludere
che, utilizzando il modello ad agenti,  e suciente che la connessione sia
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Per quanto riguarda gli svantaggi, viene evidenziato in particolar modo il
fatto che l'utilizzo degli agenti mobili porta a ridenire e a rivalutare l'aspet-
to della sicurezza. La mobilit a, infatti, introduce nuovi problemi legati ai
dati non esistenti nell'architettura C/S. Garantire la riservatezza e l'integrit a
dei dati in possesso di un agente risultano essere punti fondamentali in ap-
plicazioni quali l'e-commerce o comunque in un qualsiasi contesto in cui
circolano dati sensibili. Si evidenziano due ambiti in cui risulta di partico-
lare interesse la salvaguardia dei dati: da un lato le informazioni trasmesse
da un agente ad altre entit a, siano esse altri agenti o piattaforme, dall'altro
tutti i dati posseduti dall'agente stesso. La questione della sicurezza  e sen-
sibile quindi anche per i sistemi multiagente, risultando essere un problema
ancora aperto, come descritto in [16].
2.2.5 Esempi di applicazioni agent-based
Come gi a esposto precedentemente, esistono numerose applicazioni che
sfruttano l'architettura ad agenti. In questa sezione vengono presentati al-
cuni esempi che spaziano in diversi ambiti. Si fa presente, comunque, che
la problematica sollevata nella sezione precedente riguardo la sicurezza deve
essere gestita anche in queste applicazioni, soprattutto in presenza di dati
sensibili.
Network Management A supporto della gestione di reti di grandi dimen-
sioni pu o esser utile disporre di tool che consentano di eettuare da
remoto operazioni di manutenzione e di monitoraggio dei vari nodi.
Pensando, ad esempio, alla necessit a quotidiana di verica del fun-
zionamento di tutti i componenti della rete, gli agenti mobili, grazie
alla loro autonomia e alla tolleranza ai guasti, rappresentano uno stru-
mento ideale per tali mansioni. Consentono, nell'esempio specico, di
eettuare i controlli in maniera del tutto automatizzata e di avere a
disposizione una serie di azioni da intraprendere in caso di malfun-
zionamenti, come ad esempio l'invio di un report dettagliato riferito
al nodo guasto.
E-commerce Un'attraente sda per la tecnologia ad agenti mobili  e data
dall'electronic commerce. Gli agenti, infatti, si prestano bene al model-
lo in cui ci sono in una rete clienti e rivenditori che scambiano prodotti,
servizi e soldi. Considerando i vari nodi della rete come dei negozi vir-
tuali, un agente compratore pu o viaggiare da un sito a un altro per
conto di un utente che vuole comperare dei prodotti. Ci sono di-
verse modalit a per rappresentare l'intelligenza di questi agenti. Un
tale agente pu o, ad esempio, spostarsi tra i diversi siti che orono uno
stesso servizio, registrare ogni prezzo per fare una comparazione nale
e poter prendere il pi u economico. Si possono pensare gli agenti mo-
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l'autorizzazione da parte dell'utente, infatti, un agente potrebbe sot-
toporgli un questionario e modicare le domande da porre in funzione
dello storico delle risposte degli altri utenti.
Information Retrieval L'utilizzo degli agenti mobili nell'ambito dell'In-
formation Retrieval riprende in parte quanto descritto nel punto prece-
dente. Un utente, ad esempio, che vuole rimanere continuamente
aggiornato su determinati argomenti, ha la possibilit a di utilizzare
un agente che eettua, in modo del tutto automatizzato, la ricerca
delle informazioni richieste secondo una particolare politica denita
dall'utente stesso, come ad esempio una lista di siti internet.
Load Balancing La tecnologia ad agenti mobili pu o fornire anche una vali-
da soluzione al problema della distribuzione del carico computazionale
in un insieme di entit a. Il problema fu inizialmente risolto sfruttan-
do la migrazione dei processi, tipicamente sotto la supervisione di un
controllore centralizzato. Grazie ai MAS  e possibile decentralizzare la
distribuzione del carico computazionale. Un'applicazione anche com-
plessa pu o essere suddivisa in parti autonome tra di loro, ciascuna delle
quali pu o essere delegata a un agente mobile che ha la responsabilit a
di cercare il nodo della rete pi u conveniente dove possa essere eseguito.
Durante l'esecuzione, gli agenti possono muoversi tra i vari nodi alla
ricerca di maggiore capacit a computazionale disponibile con l'obiettivo
di completare il proprio compito e di distribuire al meglio il carico di
lavoro nella rete. Diversamente dai punti precedenti, quello del Load
Balancing  e un problema leggermente diverso infatti richiede che il
movimento degli agenti risulti del tutto trasparente all'applicazione.CAPITOLO3
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Nel presente capitolo vengono illustrate le tecnologie utilizzate per la re-
alizzazione dell'infrastruttura che verr a presentata nel capitolo 4. La scelta
per quanto riguarda la piattaforma ad agenti mobili  e ricaduta su JADE
alla quale  e stato aggiunto un add-on specico per consentire l'integrazione
dell'ambiente mobile. Nel progetto di tesi, infatti,  e stato utilizzato an-
che uno smartphone dotato di Android1 sul quale dovevano essere eseguiti
degli agenti. Si  e reso necessario pertanto l'utilizzo di JADE-LEAP, con
l'estensione per Android, che ottimizza JADE per l'esecuzione su dispositivi
wireless con risorse limitate come telefoni cellulari o PDA.
1Android
TM2.1 ( Eclair)30 CAPITOLO 3. LE PIATTAFORME TECNOLOGICHE
3.1 JADE
Telecom Italia e, pi u precisamente, CSELT
(Centro Studi E Laboratori Telecomunicazioni),
verso la ne del 1998, mossi dalla necessit a di
validare le prime speciche FIPA, iniziarono
i primi sviluppi software di ci o che divenne in
seguito una piattaforma ampiamente utiliz-
zata. Erano queste, infatti, le basi per il Java Agent Development framework
(JADE), un middleware2 implementato da Telecom Italia: nel 2000 JADE
divenne open source e fu distribuito da Telecom sotto licenza LGPL (Lesser
Gnu Public Licence), una tipologia di licenza che non pone alcuna restrizione
al software che utilizza JADE. Per favorire il coinvolgimento industriale al
progetto, nel maggio 2003 TILab, il centro di ricerca del Gruppo Telecom
Italia, e Motorola Inc. denirono un accordo di collaborazione costituen-
do il JADE Governing Board, un'organizzazione no-prot con lo scopo di
promuovere l'evoluzione della piattaforma JADE e il suo utilizzo come stan-
dard. Come si legge in [28], il JADE Governing Board  e stato costituito in
forma di Consortium Agreement tra tutti i membri consentendo, pertanto,
l'ingresso a tutti coloro che abbiano come interesse l'utilizzo, lo sviluppo e
la promozione della piattaforma.
Nel corso degli anni JADE ha sempre aderito allo standard FIPA e sono
stati realizzati numerosi add-on a supporto, per consentire una sempre mag-
giore integrazione di altre realt a e tecnologie con la piattaforma. Nel corso
del capitolo verranno presentate le estensioni di interesse per lo specico
lavoro di tesi.
Nel momento in cui viene scritto questo testo, l'ultima versione rilasciata
della piattaforma risale al 7 luglio 2010: si tratta di JADE 4.0.1, versione
che  e stata utilizzata anche nello sviluppo del progetto.
JADE  e una piattaforma software che fornisce delle funzionalit a di base
a livello middleware indipendenti dalla specica applicazione e che facilitano
la realizzazione di applicazioni distribuite che utilizzano il concetto di agente
software. L'intelligenza, l'iniziativa, l'informazione, le risorse e il controllo
possono essere completamente distribuiti su terminali mobili cos  come in
computer ssi all'interno di una rete. Come gi a detto nella sezione 2.2.2
le applicazioni multiagente si basano su un'architettura di comunicazione
P2P in cui l'ambiente pu o evolvere dinamicamente con i vari agenti che
appaiono e scompaiono nel sistema a seconda dei bisogni e delle esigenze
delle applicazioni stesse.
JADE  e completamente sviluppato in Java e si basa sui seguenti principi
guida:
 interoperabilit a: JADE  e compatibile con le speciche FIPA citate
nella sezione 2.2.3, di conseguenza gli agenti JADE possono operare
2Il termine middleware descrive una serie di librerie ad alto livello che forniscono dei
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con altri agenti a condizione che questi siano compatibili con lo stesso
standard.
 uniformit a e portabilit a: JADE fornisce un set omogeneo di API in-
dipendente dalla rete sottostante e dalla versione di Java. JADE for-
nisce le stesse API per gli ambienti J2EE, J2SE e J2ME3, come meglio
verr a precisato nella sezione riguardante JADE-LEAP. Dal punto di
vista teorico, quindi, gli sviluppatori potrebbero decidere l'ambiente
Java al momento della distribuzione.
 facile da usare: la complessit a del middleware  e nascosta allo svilup-
patore grazie al set di API semplici ed intuitive.
La versatilit a di JADE consente la sua installazione anche sui telefoni
mobili, a condizione che siano abilitati a Java.
3.1.1 Il modello architetturale
JADE include sia le librerie richieste per lo sviluppo di applicazioni ad
agenti che l'ambiente runtime. Questo fornisce i servizi base che devono es-
sere attivi sul dispositivo prima che gli agenti possano essere eseguiti. Ogni
istanza del runtime JADE  e detto container, cos  chiamato perch e si trat-
ta di un'entit a in grado di ospitare al suo interno gli agenti. L'insieme di
tutti i container costituisce la piattaforma e fornisce un livello omogeneo
che nasconde agli agenti e agli sviluppatori la complessit a e la diversit a
degli strati inferiori, quali hardware, sistema operativo, tipi di rete e Ja-
va Virtual Machine (JVM). Tra i container ne  e presente uno, detto main
container, che ha la speciale funzione di controllare e coordinare il fun-
zionamento degli altri contenitori, detti anche periferici, oltre che fungere
da punto di riferimento. Tra il main container e la piattaforma JADE c' e
una corrispondenza univoca, infatti se ne venisse avviato un secondo esso
darebbe origine a un'ulteriore piattaforma a s e stante e indipendente dalla
prima. All'interno del main container si trova obbligatoriamente l'AMS e al-
meno un DF che in JADE sono stati implementati come agenti software e che
vengono istanziati automaticamente all'avvio della piattaforma garantendo
in questo modo l'aderenza alle speciche FIPA. Il main container mantiene
anche altre informazioni necessarie per il corretto funzionamento della piat-
taforma: si parla ad esempio dell'Agent Container Table (ACT), una tabella
che mantiene una mappa di tutti i contenitori presenti nella piattaforma, e
dell'Agent Global Descriptor Table (AGDT) che invece mette in correlazione
le informazioni presenti nell'AMS riguardo a un agente con il proprio AID
e con altri dati utili alla sua gestione.
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Fig. 3.1: L'interfaccia graca
A supporto della piattaforma JADE vengono fornite anche delle opzioni
quali una Graphical User Interface (GUI) che permette di monitorare lo sta-
to delle componenti attive in un dato istante, siano essi agenti o container.
Questa prende il nome Remote Monitoring Agent (RMA) che  e stata im-
plementata come agente: pu o essere eseguita all'avvio se richiesto con lo
specico comando4. L'RMA ore la possibilit a di eseguire numerose opera-
zioni utili alla gestione di una piattaforma JADE come avviare, terminare,
sospendere, muovere o clonare un agente. JADE non ore solo questo par-
ticolare agente ma ne mette a disposizione anche altri che possono risultare
molto utili. In particolare si tratta di:
 Snier Agent: consente di monitorare ed ispezionare i messaggi scam-
biati tra gli agenti;
 Dummy Agent: permette di fare dei test sul funzionamento dello
scambio di messaggi tra l'agente stesso ed un altro agente;
 Introspector Agent:  e uno strumento che consente di monitorare nella
completezza un agente andando a visualizzare stato, messaggi proces-
sati e in lista sia in ingresso che in uscita e i behaviour;
 Log Manager Agent: permette di eseguire un logging approfondito su
un dato container memorizzando tutti gli eventi che accadono in esso.
3.1.2 Il modello funzionale
Dal punto di vista funzionale, JADE fornisce i servizi base necessari alle
applicazioni distribuite P2P in ambiente sia mobile che sso. JADE consente
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la scoperta dinamica degli agenti e la comunicazione tra di loro. Ciascun
agente  e identicato da un nome univoco e fornisce una serie di servizi che
pu o registrare o modicare oppure pu o anche cercare degli agenti che orono
uno specico servizio ad esso necessario.
La comunicazione Uno dei punti di forza del paradigma ad agenti  e pro-
prio la comunicazione. Gli agenti hanno la possibilit a di comunicare tra loro
inviando dei messaggi secondo le speciche dettate in FIPA ACL, presen-
tato nella sezione 2.2.3.2. Poich e la comunicazione pu o essere sia intrapiat-
taforma che interpiattaforma, vengono utilizzati protocolli diversi. Per la
messaggistica interna a una stessa piattaforma, JADE utilizza un protocol-
lo detto Internal Message Transport Protocol (IMTP): essendo impiegato
esclusivamente in comunicazioni interne,  e stato deciso di utilizzare un pro-
tocollo proprietario che non necessita di essere conforme alle speciche FIPA,
consentendo quindi di migliorare le performance della piattaforma. Questo
protocollo non  e stato pensato per trasportare solo i messaggi infatti per-
mette anche di inviare comandi interni utili alla gestione della piattaforma
e di monitorare lo stato dei container periferici. JADE esegue il routing dei
messaggi sia in ingresso che in uscita utilizzando una single-hop routing table
che richiede una diretta visibilit a IP tra i container. Per quanto riguarda la
comunicazione interpiattaforma, invece, JADE segue le speciche FIPA uti-
lizzando il protocollo Internet Inter-Orb Protocol (IIOP), un meccanismo che
permette di parlare con altre piattaforme JADE o di altre tecnologie. Questo
protocollo assicura la completa trasparenza nel trasferimento di messaggi an-
che quando sono coinvolte diverse piattaforme per agenti consentendo agli
sviluppatori di non preoccuparsi dell'IIOP e della sua gestione.
Gli agenti JADE, come indicato dalle speciche FIPA, sono caratterizzati
da un nome univoco, l'AID, che li identica all'interno del sistema evitando
cos  al mittente di dover avere una referenza all'oggetto destinatario per in-
viare un messaggio. Tra di loro gli agenti comunicano attraverso lo scambio
di messaggi asincroni, un modello di comunicazione molto utilizzato nel-
l'ambito dei sistemi distribuiti. In questo modo viene tolta ogni dipendenza
temporale tra gli agenti comunicanti: questo  e una propriet a fondamentale
in quanto mittente e destinatario potrebbero non essere disponibili allo stes-
so tempo. Ogni agente possiede una coda di messaggi, come una mailbox,
dove il runtime JADE inserisce i messaggi inviati da altri agenti noticando
l'evento ad ogni ricezione, com' e possibile osservare in gura 3.2 tratta da
[12].
Il formato del messaggio in JADE segue quanto denito in FIPA ACL,
pertanto ogni messaggio  e costituito da:
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Fig. 3.2: Il paradigma di comunicazione asincrono in JADE
 l'atto comunicativo o performative che indica ci o che il mittente in-
tende raggiungere con l'invio del messaggio, come per esempio l'invio
di una richiesta (REQUEST), la comunicazione di un dato fatto (IN-
FORM) oppure la volont a di aprire una negoziazione (PROPOSE o
CFP5);
 il contenuto che consiste nell'eettiva informazione che il mittente in-
via ai destinatari e che completa il communicative act ad esempio
indicando l'azione per cui  e inviata una REQUEST;
 il linguaggio indicante la sintassi utilizzata per esprimere il contenuto
del messaggio che deve esser nota al mittente e ai destinatari per una
sua corretta comprensione ed elaborazione;
 l'ontologia che indica il vocabolario dei simboli utilizzati nel contenuto;
 altri campi addizionali quali il conversation-id, reply-with, in-reply-to
e reply-by, strumenti utili per controllare diverse conversazioni concor-
renti e per specicare i timeout per la ricezione di una risposta.
L'invio, nella pratica, si ottiene invocando il metodo send() mentre per
quanto riguarda la ricezione  e possibile utilizzare la versione non bloccante
grazie al metodo receive() oppure quella bloccante utilizzando blocking-
Receive(). Quest'ultima opzione consente, infatti, di interrompere l'ese-
cuzione di un agente no all'arrivo di un nuovo messaggio, mettendo in
attesa un qualsiasi comportamento in esecuzione sull'agente.
Sfruttando il fatto che ogni messaggio ha una propria semantica,  e pos-
sibile specicare delle sequenze predenite di messaggi che vanno a denire
particolari protocolli di interazione. JADE infatti mette a disposizione del-
lo sviluppatore un set di strutture di interazione per eseguire dei compiti
specici, come la negoziazione e la delega di task, togliendogli di fatto il pe-
so della gestione della sincronizzazione, dei timeout e di tutti quegli aspetti
che non sono legati alla logica dell'applicazione.
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3.1.2.1 I behaviour
Le azioni che un agente svolge vengono concretizzate in oggetti che
deniscono dei comportamenti. Un behaviour rappresenta un task che un
agente pu o eseguire e viene implementato come un oggetto di una classe
che estende jade.core.behaviours.Behaviour. Un behaviour pu o essere
aggiunto all'agente sia nella sua fase di inizializzazione, quindi nel metodo
setup(), che in altri comportamenti mediante il metodo addBehaviour().
Un agente pu o eseguire diversi behaviour in modo concorrente:  e importante
sottolineare che lo scheduling in un agente  e non pre-emptive ma cooperati-
vo. Questo signica che quando un behaviour  e schedulato per l'esecuzione
viene invocato il suo metodo action() che rimane in esecuzione nch e non
ritorna. Seguendo la gura 3.3 tratta da [12], si osserva come un agente
selezioni il behaviour successivo da eseguire da un pool di behaviour attivi
e, al termine del metodo action(), viene vericato se il task  e stato portato
a termine con successo o meno attraverso l'invocazione di done(). Quando
non c' e alcun behaviour disponibile per l'esecuzione l'agente viene sospeso
al ne di non utilizzare inutilmente CPU; questo poi viene riattivato non
appena si presenta un behaviour eseguibile.
Nel package jade.core.behaviours si trovano diverse estensioni della
classe generica Behaviour dando cos  la possibilit a allo sviluppatore di creare
dei comportamenti ad hoc per l'agente, estendendo a loro volta tali classi.
Nello specico si citano i tipi di behaviour che sono stati utilizzati nello
sviluppo del progetto di tesi:
 OneShotBehaviour: questo comportamento ha la particolarit a di com-
pletare la sua esecuzione in un'unica fase. Il metodo action() viene
quindi eseguito una volta sola e il metodo done() restituisce sempre il
valore true.
 CyclicBehaviour: in questo caso il metodo done(), diversamente dalla
classe precedente, ritorna sempre il valore false quindi  e stato pensato
come un behaviour che non termina mai. Il metodo action() infatti
viene chiamato ciclicamente eseguendo sempre le stesse operazioni ogni
qualvolta lo specico behaviour viene selezionato per l'esecuzione.
 TickerBehaviour: questo comportamento ore la possibilit a di sche-
duling delle attivit a eseguendole a intervalli regolari di tempo. In
fase di inizializzazione, infatti, deve essere indicato il periodo della
schedulazione che viene poi preso in considerazione per chiamare il
metodo onTick() con scadenze regolari. Le attivit a, quindi, devono
essere inserite all'interno di questo metodo. Come per il CyclicBe-
haviour, il TickerBehaviour non termina mai la sua esecuzione se non
per esplicita richiesta di rimozione o di interruzione grazie all'invo-
cazione rispettivamente dei metodi removeBehaviour() della classe
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Fig. 3.3: L'esecuzione di un agente
 WakerBehaviour: come per il TickerBehaviour, questo comportamen-
to consente di eseguire le operazioni contenute nel metodo onWake()
dopo un dato timeout indicato in fase di istanziazione. Al termine del
metodo il WakerBehaviour  e completato.
 Behaviour:  e il behaviour generico che consente una forte personaliz-
zazione. Quando si utilizza questo tipo di comportamento  e necessario
implementare il metodo action() con le azioni da svolgere ed inserire
una condizione di termine nel metodo done().
Si sottolinea come i vari tipi di behaviour possano essere combinati
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3.1.2.2 La mobilit a
Una delle pi u importanti caratteristiche di un sistema multiagente  e la
mobilit a, pertanto viene garantita e implementata anche in JADE. Anche in
questa situazione, come  e stato illustrato in precedenza per la comunicazione,
si presentano due casi: la mobilit a intrapiattaforma e quella interpiattafor-
ma. JADE implementa nativamente la prima, mentre la possibilit a di muo-
vere agenti tra piattaforme diverse viene fornita installando l'Inter-Platform
Mobility Service (IPMS), un'estensione di JADE che cerca di rendere il pi u
possibile trasparente la migrazione. Per lo sviluppo del progetto di tesi  e
stata utilizzata esclusivamente la mobilit a intrapiattaforma. La gestione
della migrazione di un agente da un container a un altro avviene mediante
l'utilizzo di tre metodi:
 doMove(newLocation): questo metodo consente di segnalare all'a-
gente invocante di dover iniziare il trasferimento verso un altro con-
tenitore, specicato nel parametro newLocation;
 beforeMove(): il metodo viene invocato non appena l'agente ha fatto
una copia dello stato ed esattamente prima di creare una nuova istanza
nel contenitore destinazione; risulta utile inserire tutte le azioni che
l'agente deve compiere prima di terminare il thread originale come ad
esempio il rilascio delle risorse utilizzate.
 afterMove(): questo metodo viene invocato non appena l'agente ar-
riva nel nuovo contenitore ma prima che lo scheduler dei behaviour
venga riattivato.
Oltre alla migrazione JADE ore anche il servizio della clonazione degli
agenti che consiste nella semplice copia del codice sorgente dell'agente e nel-
l'esecuzione di una nuova istanza applicando il nome passato come parametro
al metodo specico senza interessare per o lo stato. I metodi di interesse,
per la clonazione, sono del tutto analoghi a quelli della migrazione e sono
doClone(newLocation, newName), beforeClone() e afterClone().
3.1.2.3 L'interfaccia graca
JADE ore anche la possibilit a ad ogni agente di avere una propria veste
graca per favorire l'interazione con l'utente e per agevolare il controllo da
parte dello sviluppatore durante la fase realizzativa. Per creare la GUI di
un agente si possono utilizzare gli strumenti forniti da Java mentre per
l'interazione tra l'agente e l'interfaccia si sfrutta generalmente il passaggio
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3.1.3 JADE in ambiente mobile: JADE-LEAP
Come gi a presentato precedentemente, JADE pu o essere eseguito su
un'ampia gamma di dispositivi, dai computer ai cellulari. Gli sviluppa-
tori hanno visto la necessit a quindi di realizzare JADE-LEAP (JADE -
Lightweight Extensible Agent Platform), uno dei primi add-on per JADE, che
permette lo sviluppo di sistemi multiagente che seguono le speciche FIPA
per dispositivi mobili. Framework come LEAP sono molto importanti per
una piattaforma quale JADE poich e le consentono di essere maggiormente
accolta all'interno della societ a: in particolar modo, con l'introduzione di
reti wireless sempre connesse come il GPRS, l'UMTS e le WLAN e con la
sempre maggior crescita di potenza e di risorse dei dispositivi portatili, come
PDA e smartphone, si  e reso necessario integrare sempre pi u gli ambienti
wired e wireless.  E da sottolineare come, grazie a LEAP, sia possibile ese-
guire agenti JADE anche su framework Microsoft.NET alla versione 1.1 al
momento della stesura di questo testo. LEAP  e stato sviluppato nel 2002
da Motorola, ADAC, British Telecommunications, Broadcom, Siemens AG,
Telecom Italia Lab e l'universit a di Parma.
Quando si implementano sistemi o framework per dispositivi mobili  e
sempre necessario prendere in considerazione tutti i limiti che questi portano
per loro natura: nonostante infatti i risultati sempre migliori dei dispositivi
portatili che portano alla riduzione notevole del gap con i computer desktop,
si riscontrano dei limiti nella potenza di calcolo rispetto a quella dei com-
puter da tavolo, nel numero minore di feature supportate dalla Java Virtual
Machine dei dispositivi e dalla natura delle connessioni wireless utilizzate,
come il GPRS o l'UMTS. Altri vincoli da tenere a mente sono posti dallo
storage persistente dei dati che solitamente non presenta la disponibilit a di
le system e dalla limitata durata della batteria. Gli sviluppatori devono
pertanto adattarsi a questi limiti gestendo al meglio la potenza di calcolo e
la memoria, trattandole come risorse sempre pi u preziose per le applicazioni.
Inoltre, essendo le interazioni container-container in JADE basate sul proto-
collo RMI, che non  e molto eciente in termini di byte trasmessi, reti come
GPRS e UMTS non sono particolarmente indicate. Il progetto LEAP  e nato
raccogliendo tutte le considerazioni sopra citate con l'obiettivo primario di
creare un middleware sucientemente leggero per essere eseguito su dispo-
sitivi a limitate capacit a come un cellulare. Il framework  e stato progettato
per supportare la scalabilit a infatti JADE-LEAP pu o essere modellato in
tre diversi modi che corrispondono ai tre tipi principali di ambienti Java
(edizioni, congurazioni e proli):
 J2SE: per computer desktop e server in reti sse;
 pJava: per dispositivi portatili che supportano J2ME CDC o Personal
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Fig. 3.4: Lo split execution mode in LEAP
 MIDP: per dispotivi portatili che supportano MIDP1.0 o successivi.
Fanno parte di questa categoria la maggior parte dei cellulari che
supportano Java.
Nonostante le diverse realizzazioni interne, le tre versioni di JADE-LEAP
orono un sottoinsieme di API che va a colmare le diversit a dei dispositivi e
dei tipi di rete. Si riesce cos  ad ottenere una trasparenza nell'utilizzo di un
tipo piuttosto che un altro, dimostrato anche dal fatto che JADE-LEAP per
J2SE e JADE coincidono esattamente in termini di API. Nonostante per o
dall'esterno JADE e JADE-LEAP siano praticamente uguali, guardando al-
l'interno si notano alcune dierenze sostanziali come ad esempio il protocol-
lo di comunicazione che  e basato sul Jade Inter Container Protocol (JICP),
diversamente dalla versione nativa di JADE che si basa su RMI.
Grazie al modulo LEAP si riesce quindi ad ottimizzare la gestione dei
dispositivi con risorse limitate e connesse attraverso una rete wireless. Con
l'attivazione del modulo un container viene eseguito in split mode come rap-
presentato in gura 3.4 tratta da [12], ovvero vengono create due parti: il
front-end e il back-end rispettivamente eseguiti nel terminale mobile e nella
rete ssa. Il primo fornisce agli agenti le stesse caratteristiche di un container
implementandone per o solo alcune e delegando le rimanenti al back-end, un
processo remoto che invece viene visto come un normale container da tutti
i container della piattaforma. Ogni front-end  e collegato al proprio back-
end attraverso una connessione permanente e bi-direzionale. Questo tipo di
approccio  e conveniente per diversi aspetti, tra cui sicuramente il fatto che
spostando parte del carico al lato back-end vengono richiesti minor potenza
di calcolo e memoria nel dispositivo mobile. Si segnala inoltre che nel ca-
so in cui il front-end rilevasse una temporanea perdita di connessione  e in
grado di ristabilirla appena possibile. Sia il front-end che il back-end im-
plementano il meccanismo store-and-forward. Questo signica che in caso
di messaggi non trasmessi a causa di una disconnessione temporanea questi
vengono memorizzati in un buer e consegnati non appena la connessione
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che si scambiano i container, come ad esempio la ricerca di un agente in
esecuzione, sono curati solamente dai back-end: assieme alla codica di co-
municazione eciente, si ha un'ottimizzazione dell'uso del canale wireless.
Deve essere presente, inoltre, perch e tutto funzioni correttamente un mec-
canismo che in JADE  e chiamato mediator che si occupa della gestione dei
back-end e di tutti i front-end attivi sui dispositivi degli utenti.
3.1.3.1 JADE-LEAP per ANDROID
JADE ANDROID  e un'estensione di JADE che fornisce il supporto per
l'utilizzo di JADE-LEAP su una piattaforma Android, che verr a presentata
in seguito. La versione utilizzata per lo sviluppo del progetto di tesi  e la 1.2.
In dettaglio, questo add-on consente di avere un'interfaccia che permette alle
applicazioni Android di far partire un agente locale e dei behaviour oltre che
la possibilit a di scambiare degli oggetti con gli altri agenti della piattaforma.
JADE ANDROID ore la compatibilit a con la macchina virtuale di Android
e fa fronte alle limitazioni dei dispositivi mobili e delle reti wireless. Nell'add-
on si trovano due oggetti Java che risultano fondamentali per lo sviluppo di
applicazioni che interagiscono con l'ambiente Android:
 jade.android.MicroRuntimeService:  e un servizio per Android che
 e responsabile della congurazione dell'ambiente Jade e della gestione
del Jade Runtime;
 jade.android.JadeGateway: fornisce un gateway tra l'applicazione
Android e il sistema multiagente basato su JADE e utilizza al suo in-
terno jade.core.MicroRuntime per aprire un container in split mode.
3.1.4 Gli add-on
Le estensioni alla piattaforma JADE di base sono numerose. Nel progetto
di tesi sono stati utilizzati JADE-LEAP e JADE-ANDROID che sono stati
presentati in precedenza. Si citano altri add-on che possono diventare utili al
ne di realizzare applicazioni particolari, strumenti che per o non sono stati
utilizzati nel corso del progetto. Tra le varie estensioni si segnalano:
 JADE-Security: add-on che introduce uno strato aggiuntivo di sicurez-
za allo scopo di proteggere sia gli agenti che le piattaforme mediante
meccanismi di autenticazione e di autorizzazione;
 Trusted Agents: questa estensione permette di assicurare il fatto che
un agente che entra nel sistema possegga un token per la validazione;
 Java-WSIG (Web Service Integration Gateway): l'add-on consente una
diretta esposizione dei servizi degli agenti registrati con il DF come
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3.2 ANDROID
Nello sviluppo del progetto di tesi  e stato utilizzato Android, un sistema
operativo per telefonia mobile, anche se il suo utilizzo ha coperto solo l'ul-
tima parte dell'implementazione. In seguito vengono presentati i concetti
basilari di questo sistema operativo con una breve analisi della struttura di
un'applicazione.
3.2.1 Concetti base
Negli ultimi anni, oltre alla grande rivoluzione
portata da Internet che  e entrato in modo sempre
pi u insistente nella vita di tutti noi, si riscontra
un enorme cambiamento anche nell'utilizzo dei di-
spositivi mobili. Quello che inizialmente era un
semplice telefono cellulare  e diventato uno stru-
mento che ore all'utilizzatore sempre pi u servizi
che spaziano dalla localizzazione GPS all'invio e
ricezione della mail, dalla navigazione in internet alla visualizzazione di le
multimediali. Android, un prodotto rmato Google, si inserisce a pieno in
questo contesto fornendo una piattaforma open source per il settore mobile.
Android nasce dall'esigenza di fornire una piattaforma aperta per la rea-
lizzazione di applicazioni mobili e pu o esser denito come uno stack software
di strumenti e librerie per la realizzazione di tali applicazioni. Il termine open
pu o ben rappresentare la posizione di questa piattaforma. Si pu o riscontrare
infatti che:
 Android utilizza tecnologie open source, come ad esempio il kernel
Linux;
 Le librerie e le API utilizzate per la sua realizzazione sono le stesse di
quelle che vengono utilizzate dagli sviluppatori per creare le proprie
applicazioni;
 Il suo codice  e open source, quindi scaricabile e consultabile libera-
mente, secondo la licenza Open Source Apache License 2.0 che per-
mette ai venditori di costruire le proprie estensioni anche proprietarie
senza dover pagare alcuna royalty per l'utilizzo di Android nei propri
dispositivi.
Per la realizzazione e lo sviluppo delle applicazioni, Android mette a
disposizione un SDK (Software Development Kit) fornendo tutte le API e
gli strumenti necessari. Il linguaggio di programmazione scelto da Google  e
Java, facilitando quindi il lavoro agli sviluppatori che avrebbero altrimenti
dovuto impararne uno nuovo. Non  e questa per o la sola motivazione che
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obbligato, infatti, Google a un lavoro aggiuntivo per fornire speciche, un
compilatore, un debugger, almeno un IDE opportuno e librerie e documen-
tazione idonee. Java non ha portato per o solo vantaggi in quanto il suo
utilizzo va in contrasto con la natura open di Android: i dispositivi che
intendono utilizzare la virtual machine (VM) in ambiente J2ME, infatti, de-
vono pagare una royalty. Questo stride con la licenza Apache citata prece-
dentemente. Per risolvere questo problema, allora, il team di Android ha
deciso di non eseguire direttamente il bytecode Java ma di utilizzare una
propria VM, inizialmente proposta e sviluppata da Dan Bornstein, a cui  e
stato dato il nome di Dalvik, prendendo spunto da una localit a islandese.
Questa virtual machine  e ottimizzata per sfruttare la poca memoria presente
nei dispositivi mobili, consente di far girare diverse istanze della macchina
virtuale contemporaneamente e nasconde al sistema operativo sottostante la
gestione della memoria e dei thread. In particolare viene eseguito il codice
contenuto all'interno di le che hanno l'estensione .dex ottenuti nella fase
di building a partire dai binari di Java, i tipici .class. La Dalvik Virtual
Machine (DVM) soddisfa, quindi, l'esigenza di risparmiare pi u spazio pos-
sibile per la memorizzazione e l'esecuzione delle applicazioni attraverso il
meccanismo di generazione del codice che  e orientato all'utilizzo di registri,
diversamente da quanto avviene invece per la Java VM in cui  e presente
una tecnica stack based. Il risultato che si ottiene consente, in prospettiva
futura, una sensibile riduzione del numero di operazioni da eseguire. Risulta
molto importante avere un compilatore in grado di eseguire le ottimizzazioni
richieste riducendo allo stretto indispensabile lo sforzo a runtime, un aspet-
to, questo, necessario in ambiente mobile. Essendo in grado di eseguire le
dex, la DVM non consente eventuali elaborazioni a runtime di informazioni
disponibili all'interno del codice binario Java.
3.2.2 La struttura di un'applicazione
Una singola applicazione  e composta da una parte di codice, da un
insieme di risorse e da un le di congurazione chiamato AndroidMani-
fest.xml nel quale vengono elencate tutte le dichiarazioni dei componenti
che costituiscono l'applicazione e i requisiti che essa richiede.
Le parti principali che stanno alla base dell'architettura Android sono:
Activity Un'activity  e una delle parti fondamentali dell'architettura in
quanto rappresenta la gestione dell'interfaccia graca e in particolare
rende possibile l'interazione dell'utente con l'applicazione, gestendo le
azioni tramite l'utilizzo delle View. In genere pu o essere vista come
una singola schermata oppure un contenitore di componenti graci che
sono visibili o nascosti. Un'applicazione, in genere,  e caratterizzata da
pi u schermate che si possono alternare a video orendo diverse funzio-
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con l'utente. Il passaggio da un'activity ad un'altra  e gestita tramite
una struttura a stack in cui il primo elemento  e l'activity al momento
visualizzata: al termine questa viene rimossa dallo stack con possibilit a
di inviare delle informazioni all'activity che la precedeva, la quale di-
venter a attiva a video. Le Activity sono alla base del meccanismo di
ottimizzazione delle risorse adottato da Android e sono caratterizzate
dal proprio lifecycle.
Intent e Intent Filter La classe Intent consente di riutilizzare le activity
e altri componenti per eseguire operazioni che possono essere comuni
a pi u applicazioni ed  e caratterizzata dalle informazioni relative al co-
mando da eseguire e da un meccanismo per l'identicazione del tipo
di dati che verranno utilizzati. Per esempio, per visualizzare le infor-
mazioni contenute nel contatto di una persona, un'activity pu o creare
un intent con l'azione ACTION_GET_CONTENT e l'informazione relativa
al dato dell'azione rappresentato da un uri che individua la persona
nella rubrica. L'intent creato pu o essere utilizzato poi dall'activity per
l'avvio di una nuova attivit a in grado di gestirlo. Esiste inoltre un mec-
canismo che consente alle componenti di un'applicazione di dichiarare
l'insieme degli intent che sono in grado di gestire attraverso gli intent
lter.
Broadcast Intent Receiver Questo componente risulta necessario qualo-
ra lo sviluppatore volesse rendere l'applicazione reattiva a un dato
evento esterno, come ad esempio l'arrivo di una telefonata oppure di
un determinato orario, al ne di gestire delle informazioni associate al-
l'evento stesso. L'attivazione di un intent receiver non implica obbliga-
toriamente l'esecuzione di un'activity: pu o accadere infatti che l'evento
venga noticato direttamente, come nel caso di una telefonata, oppure
visualizzi una icona o viene fatto vibrare il dispositivo sfruttando il
NotificationManager.
Content Provider Un content provider  e un sistema che consente la con-
divisione dei dati tra diverse applicazioni e rappresenta un aspetto fon-
damentale per la piattaforma Android, andando a realizzare la gestio-
ne dei dati. Le informazioni possono essere gestite attraverso diversi
strumenti come l'utilizzo di le, di strumenti di congurazione e di un
database SQLite. L'importanza di questo componente  e sottolineata,
ad esempio, dal fatto che i contatti, gli sms e l'insieme delle applicazioni
sono informazioni esposte attraverso specici Content Provider.
Service In Android non tutto  e legato a un'interfaccia graca, come accade
ad esempio per un servizio. Per chiarire meglio il concetto di servizio
viene proposto un esempio. Si consideri la riproduzione di un bra-
no musicale mediante un apposito applicativo: com' e facile intuire un44 CAPITOLO 3. LE PIATTAFORME TECNOLOGICHE
Fig. 3.5: Screenshot della classe R
player multimediale pu o essere costituito da diverse activity per le di-
verse funzionalit a proposte, come la scelta del brano, la visualizzazione
delle informazioni della canzone corrente o la barra di gestione del bra-
no. Un requisito di un'applicazione come il player musicale  e quello di
garantire l'esecuzione dei brani nonostante si passi da una schermata
all'altra. Per questo motivo non  e corretto assegnare a un'activity la
gestione della riproduzione stessa. Il player deve quindi avviare un
service che consenta di mantenere la musica in sottofondo no alla sua
naturale terminazione.
Un ultimo aspetto da citare riguarda le risorse dell'applicazione e la
loro gestione. Si segnala in particolare la classe R che viene autogenerata e
gestita dal tool di building del progetto: questa classe contiene un insieme
di costanti raggruppate in un insisme di classi statiche interne associate al
particolare tipo di risorsa. In gura 3.5 viene riportata una parte della classe
R dell'applicazione utilizzata nel progetto di tesi in cui  e possibile osservare
come ciascun elemento sia caratterizzato da una costante numerica. Se in un
certo punto del programma, ad esempio, il programmatore volesse utilizzare
uno specico layout, nel nostro caso main,  e suciente utilizzare la costante
R.layout.main per riferirsi alla particolare risorsa denita nella cartella res.
Questa cartella contiene alcune sottocartelle che corrispondono ai diversi tipi
di risorsa possibili: possono essere presenti le icone del programma, i vari
layout delle schermate oppure dei le che memorizzano dei dati, come nel
caso di strings.xml che contiene un elenco delle stringhe utilizzabili.
In fase di progettazione di un'applicazione, uno sviluppatore si deve quin-
di focalizzare sulla denizione di un'eventuale GUI, sulla gestione dei dati,
sulle operazioni in background e sulle notiche verso l'utente.CAPITOLO4
Il progetto dell'infrastruttura
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Dopo aver descritto i sistemi utilizzati e le tecnologie adottate per la
realizzazione del progetto, in questo capitolo vengono presentate le scelte
progettuali e le modalit a implementative del software. Il progetto  e stato
interamente sviluppato in linguaggio Java utilizzando l'ambiente di sviluppo
integrato Eclipse al quale  e stato aggiunto l'SDK Android per poter realiz-
zare l'applicazione che deve essere eseguita su un dispositivo dotato di An-
droid 2.1. Come gi a accennato precedentemente si tratta dello smartphone
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4.1 Introduzione
Il progetto nasce dalla necessit a di vericare la fattibilit a di utilizzo di
sistemi ubiqui in ambiente urbano con particolare interesse alla problematica
dei parcheggi e della viabilit a in quel contesto. Pi u dettagliatamente la
tesi ha lo scopo di progettare e di implementare questi concetti mediante
un'applicazione software che simula l'infrastruttura e tutte le componenti
che caratterizzano il sistema escluso il telefonino. Per questo elemento viene
utilizzato infatti uno smartphone HTC Desire A8181 dotato di Android.
Come  e stato visto nella sezione 2.1, l'utilizzo dei sistemi ubiqui spazia
in diversi settori. Quello che si  e voluto fare in questo lavoro  e stato im-
plementare un sistema che realizzasse il concetto di ubiquit a per favorire
l'utente umano in un determinato ambiente caratterizzato, nella fattispecie,
dal contesto cittadino. Negli ultimi anni si e assistito ad un notevole aumento
del traco portando i guidatori ad avere crescenti dicolt a nell'attraversa-
mento delle citt a e nel trovare un parcheggio pertanto la realizzazione di un
sistema a supporto risulta pi u che mai necessario.
Il sistema che  e stato implementato consente di rilevare, note le coordi-
nate GPS di interesse, il parcheggio pi u conveniente al guidatore. La politica
che sta alla base della convenienza pu o essere implementata in diversi mo-
di. In questo lavoro di tesi, al ne di avere un pacchetto applicativo che
simulasse un corretto funzionamento,  e stato scelto di adottare come pi u
conveniente il parcheggio pi u vicino in termini di distanza. Il sistema, inol-
tre, pu o essere esteso con ulteriori funzionalit a come ad esempio la gestione
della pianicazione del tragitto in modo dinamico a seconda della situazione
corrente del traco.
Per realizzare una tale infrastruttura  e stato deciso di utilizzare un si-
stema ad agenti mobili in quanto ore delle funzionalit a maggiori rispetto
ad altre architetture, come  e stato ampiamente spiegato nella sezione dedi-
cata 2.2.2. La piattaforma scelta per implementare tale sistema  e JADE,
precedentemente presentata nella sezione 3.1, che ha permesso di integrare,
con relativa semplicit a, lo smartphone dotato di Android grazie all'utilizzo
dell'add-on JADE-LEAP specico, ovvero JADE-ANDROID, illustrato nel-
la sezione 3.1.3.1. Avendo dovuto simulare elementi quali l'ambiente cittadi-
no e l'automobile, si  e reso necessario implementare anche alcune soluzioni
atte alla fornitura di servizi quali la connettivit a bluetooth e wireless, che
verranno presentate con maggior dettaglio nel corso del capitolo. Sono stati
presi come riferimento per lo sviluppo i sistemi di parcheggio del comune
di Treviso [22, 23] e di Verona [24] oltre al framework generico per sistemi
ubiqui presentato nella sezione 2.1.2.
La realizzazione di questa infrastruttura di supporto alla viabilit a in
ambiente urbano  e un esempio che mira a dimostrare come l'utilizzo delle pi u
recenti tecnologie nell'implementazione di un sistema ubiquo, in particolare
del paradigma ad agenti, consenta di raggiungere l'ecacia, l'ecienza e4.2. GLI ELEMENTI DEL SISTEMA 47
l'adabilit a anche in situazioni critiche mantenendo sempre la trasparenza
di utilizzo nei confronti dell'utente.
4.2 Gli elementi del sistema
La parte principale dell'intero lavoro di tesi  e costituito dall'infrastrut-
tura. In particolare si  e reso necessario procedere con la simulazione di
una citt a seguendo alcune scelte strutturali eettuate a priori. Gli elementi





Al sistema si aggiungono, poi, le automobili e gli smartphone posseduti
dai guidatori. Essendo questo un progetto che simula tutti i componenti
ad esclusione dei telefoni cellulari  e risultato necessario eettuare un'at-
tenta analisi progettuale, prima di procedere con l'eettivo sviluppo. La
decisione presa  e stata quella di suddividere l'intera supercie cittadina in
diversi quartieri o district che a loro volta rappresentano un insieme di parti
pi u piccole, dette zone o aree. Ci o che si ottiene  e quindi una struttura
gerarchica che consente di raggiungere l'obiettivo di semplicare il pi u pos-
sibile la gestione dell'aspetto infrastrutturale della citt a, senza appesantire
inutilmente il carico computazionale dell'intero sistema.
Per l'avvio e il caricamento dell'intera struttura  e stato implementa-
to un apposito agente, chiamato SystemStarter, che raccoglie tutte le in-
formazioni necessarie da un le di inizializzazione strutturato nel seguente
modo:
districts [ tot <nrTot >]j[<nrRiga1> <nrRiga2> . . . <nrRigan >]
latsx <val> longsx <val>
latdx <val> longdx <val>
d0 [ tot <valD0 >]j[<nrRiga1> <nrRiga2> . . . <nrRigak0 >]
d1 [ tot <valD1 >]j[<nrRiga1> . . . <nrRigak1 >]
. . .
d(nrTot 1) [ tot <valD(nrTot  1)>]j[<nrRiga1> . . . <nrRigak (nrTot 1)>]
Codice 4.1: Struttura del le di inizializzazione del sistema
L'ambiente urbano  e stato pensato come uno spazio suddiviso in di-
stretti disposti lungo righe e colonne. Ciascun quartiere, poi,  e a sua volta
caratterizzato dalle proprie aree o zone distribuite anch'esse secondo il con-
cetto riga-colonna. Nello specico,  e stata ideata una lista di parole chiave
che consentissero di rappresentare questi concetti in modo strutturato senza
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Analizzando con attenzione il le si osserva come innanzitutto vengano
richiesti i dati riguardanti i quartieri che possono essere rappresentati in
due formati: il primo indica il numero totale di district presenti nel sistema
mentre il secondo esplicita il numero di distretti per ogni riga. Si sottolinea
che, nel caso in cui venisse utilizzata la prima opzione, il numero di quartieri
per ogni riga  e rappresentato dalla parte intera della radice quadrata del
numero totale e il numero di righe totali  e pari allo stesso valore, andando
quindi a costituire una griglia quadrata di b
p
nrTotc elementi per lato. Le
due righe successive del le prevedono l'inserimento delle coordinate GPS
del sistema ipotizzando una copertura territoriale di forma rettangolare o
quadrata: per questo motivo vengono richieste solamente le coordinate per
due punti che rappresentano rispettivamente il vertice in alto a sinistra e
quello in basso a destra. Le righe seguenti specicano la struttura interna di
ogni singolo distretto. Le modalit a per indicare il numero e la disposizione
delle aree all'interno di ciascun quartiere sono le medesime di quanto gi a
presentato per i district. Anche in questo caso  e possibile, quindi, inserire
il numero di aree per ogni riga del quartiere oppure il numero totale di
aree del distretto indicando implicitamente, quindi, una griglia quadrata di
b
p
valDistrictc elementi per lato. Le coordinate GPS delle singole aree e dei
quartieri vengono calcolate dividendo la lunghezza e l'altezza del sistema in
base al numero di componenti rispettivamente per riga e per colonna. Se la
lunghezza, ad esempio, del sistema  e di valore x e in una determinata riga ci
sono y quartieri allora la lunghezza di ciascun district di quella specica riga
 e pari a x=y. Analogamente per il calcolo delle coordinate delle singole aree,
nel quale si va a operare sulla lunghezza del quartiere di interesse utilizzando
il numero di aree per riga. La numerazione dei distretti  e da sinistra a destra
e dall'alto in basso.
Nel codice 4.2 viene riportato un le di esempio di inizializzazione del
sistema ampiamente utilizzato in fase di sviluppo del progetto. L'analisi e
l'elaborazione di questo le porta alla realizzazione dell'infrastruttura rap-
presentata in gura 4.1. Dall'esempio si osserva come la denizione delle
aree per il distretto 0 dia lo stesso risultato di quella per il distretto 1 es-
sendo il valore 4 un quadrato perfetto: scrivere 4 oppure due righe da 2 aree
ciascuna  e la stessa cosa. L'immagine  e stata appositamente colorata per
mettere in evidenza la copertura territoriale dei singoli quartieri e delle loro
aree di appartenenza.
districts tot 4
latsx 0 longsx 0





Codice 4.2: Esempio di le di inizializzazione4.2. GLI ELEMENTI DEL SISTEMA 49
Fig. 4.1: Infrastruttura risultante dal le di inizializzazione nel codice 4.2
Da un punto di vista pratico, l'agente SystemStarter crea una serie di
container secondari che vanno a rappresentare concettualmente la suddivi-
sione geograca e i diversi ruoli amministrativi. Per questo viene generato
il container SystemManager, che ospita l'omonimo agente, e uno per ogni
quartiere, che va a contenere l'agente di gestione del distretto e quelli delle
aree che lo compongono. A questi si aggiungono gli agenti che hanno in
gestione i parcheggi, quelli che simulano l'automobile che si trova in quel
determinato quartiere e l'agente che ha in gestione la sua connessione wi
con il sistema. Per i container dei district  e stato necessario pensare a una
nomenclatura che consentisse una rapida comprensione della loro distribu-
zione nella mappa. Per far questo si  e deciso di utilizzare la forma Dis-
trict_<riga>_<colonna> in cui riga e colonna rappresentano due indici
interi che rispettano le seguenti condizioni:
0  riga < totRigheSistema
0  colonna < totColonneSistema
Riprendendo l'esempio proposto in gura 4.1, si ha come risultato nale
la generazione di un container chiamato SystemManager e di quattro conteni-
tori relativi ai quartieri dal nome District_0_0 (arancione), District_0_1
(rosso), District_1_0 (blu) e District_1_1 (verde).
Il ruolo dell'agente SystemStarter non prevede per o solo la creazione dei
container ma permette anche l'avvio degli agenti di gestione dei quartieri. La
nomenclatura scelta per tali agenti  e stata, per comodit a, quella dei rispettivi
contenitori, pertanto il generico distretto Discrict_x_y sar a rappresentato
da un agente di nome Discrict_x_y e situato nel container omonimo. A
questi agenti vengono passati, in fase di creazione, i dati relativi alle proprie50 CAPITOLO 4. IL PROGETTO DELL'INFRASTRUTTURA
Fig. 4.2: Esempio di mappa del sistema con l'esempio nel listato 4.2
coordinate nel sistema e alle aree che costituiscono il quartiere di cui sono
rappresentanti.
4.2.1 Il System Manager
Nel framework generico di sistema ubiquo presentato nella sezione 2.1.2
viene introdotto il concetto di administrator sottolineando l'importanza delle
sue mansioni e della sua presenza. L'agente SystemManager svolge proprio
questo ruolo avendo in gestione l'intero sistema. Futuri sviluppi del pro-
getto prevedono l'implementazione di ulteriori funzionalit a oltre a quelle di
controllo gi a inserite.
In questa prima fase il SystemManager ore quindi solo alcune delle
opzioni di controllo previste per un amministratore. Le funzionalit a in-
trodotte sono:
 registrazione del servizio SYSTEM_MANAGER: la registrazione di questo
servizio simula l'oerta delle funzionalit a dell'intero sistema alle auto-
mobili che si avvicinano o entrano in esso. Queste, infatti, hanno la
possibilit a di utilizzare o meno l'aiuto oerto dal sistema per opera-
zioni quali la ricerca di un parcheggio nei pressi di un appuntamento.
Nel caso in cui il guidatore volesse utilizzare il sistema non deve fare
altro che cercare questo tipo di servizio inviando una richiesta al DF:
se l'auto si trova in una posizione coperta dal segnale wi e il sistema
risulta registrato allora  e possibile accedervi mediante un opportuno
scambio di messaggi. La registrazione del servizio, nel caso specico4.2. GLI ELEMENTI DEL SISTEMA 51
Fig. 4.3: Struttura dell'albero interno all'agente SystemManager
dell'implementazione, semplica questo concetto orendo a un'auto-
mobile la possibilit a di capire qual  e l'amministratore del sistema per
poter iniziare la procedura di ingresso. Negli sviluppi futuri del siste-
ma si pu o pensare di personalizzare tale servizio a seconda del contesto
cittadino.
 creazione della mappa del sistema: l'agente SystemManager ore la
possibilit a di visualizzare la situazione corrente del sistema andando
a rappresentare la mappa delle varie aree, dei distretti e dello sposta-
mento delle automobili. La gura 4.2 rappresenta uno screenshot del-
la nestra di visualizzazione utilizzando come le di inizializzazione il
codice proposto nel listato 4.2: oltre all'infrastruttura appare anche
un punto grigio in alto a sinistra che rappresenta in questo caso una
macchina autenticata nel sistema. In questa immagine si trovano anche
delle circonferenze che rappresentano la copertura del segnale wireless
per ciascuna area: il signicato e il loro utilizzo verranno spiegati nella
sezione 4.2.3 riguardante le aree.
 visione globale del sistema: l'agente SystemManager memorizza al suo
interno la struttura dell'intero sistema grazie all'utilizzo di una parti-
colare struttura ad albero che consente di migliorare la ricerca in caso
di interrogazioni da parte dell'utente. La creazione di tale albero viene
eettuata all'avvio del sistema e risulta possibile grazie alla ricezione
e all'elaborazione di particolari messaggi dagli agenti di tipo Area:
questi messaggi consentono di aggiungere i nodi all'interno dell'albero
a seconda del quartiere di appartenenza. Osservando la struttura pre-
sentata in gura 4.3 si osserva come il singolo nodo sia stato strutturato
in quattro sezioni, ciascuna con un signicato preciso:
{ type: la prima parte identica il tipo di nodo e il valore che
pu o assumere deve esser scelto tra TYPE_ROOT, TYPE_DISTRICT e
TYPE_AREA;
{ coords: questo campo contiene le coordinate dell'entit a di riferi-
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uno di tipo TYPE_DISTRICT quelle del quartiere e per i nodi ca-
ratterizzati da TYPE_AREA le coordinate di area; tali coordinate
sono contenute in un array di quattro posizioni e sono costituite
da latitudine e longitudine del punto in alto a sinistra e a seguire
di quello in basso a destra, assumendo sempre che le entit a siano
di forma rettangolare o quadrata;
{ informazioni sui gli: la terza parte del nodo  e costituito da
un Vector di Object[] in cui ciascun array inserito rappresenta
alcune informazioni di un nodo glio e in particolare il riferimento
al nodo stesso e le sue coordinate GPS al ne di velocizzare la
ricerca;
{ AID: quest'ultima sezione contiene l'AID dell'agente di riferimen-
to per la specica entit a quindi, nel caso del nodo radice, sar a con-
tenuto l'AID del SystemManager, per i nodi di tipo TYPE_DISTRICT
e TYPE_AREA, invece, rispettivamente l'AID dell'agente quartiere
ed area associato.
La creazione dell'albero termina non appena il numero di nodi di tipo
area inseriti coincide con il numero totale di aree inviate al System-
Manager dall'agente SystemStarter mediante un apposito messaggio.
Una volta terminato, il manager invia a tutte le aree un messaggio
contenente le informazioni sui loro vicini (neighbour) al ne di au-
mentare il pacchetto informativo a disposizione e di facilitare even-
tuali ricerche o comunicazioni tra entit a contigue, limitando il carico
dell'intero sistema.
 monitoraggio delle automobili e dei dispositivi: una particolare ne-
stra visualizza tutti i dispositivi collegati in wi indicando l'area in
cui si trovano e il timestamp all'ultimo keepalive ricevuto. All'inter-
no del manager di sistema si trova implementata un'estensione del-
la classe TickerBehaviour che funge da controllore: periodicamente
questo behaviour elimina le connessioni che non risultano pi u attive
ovvero quelle che non aggiornano il timestamp mediante l'invio di un
messaggio di keepalive. Il SystemManager contiene le informazioni
delle unit a connesse in particolari strutture dati che semplicano le
operazioni di ricerca e di aggiornamento.
 gestione della messaggistica: il SystemManager  e un agente che riceve e
deve processare un numero elevato di messaggi di diverso tipo. Questi
vanno a costituire particolari tipi di interazione dell'agente admini-
strator non solo con le entit a dell'infrastruttura, quindi aree e district,
ma anche con i dispositivi. Queste interazioni verranno presentate con
maggior dettaglio in seguito nel corso del capitolo. Esempi di mes-
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al sistema, di ricerca di una specica area in base a delle coordinate
GPS di riferimento o del keepalive delle connessioni wi dei dispositi-
vi con il sistema. A questi, poi, si aggiunge una serie di tipologie di
messaggi di servizio che consentono, soprattutto in fase di simulazione,
di avere una miglior visione globale del sistema: fanno parte di que-
sta categoria i messaggi che aggiungono elementi graci alla mappa
dell'infrastruttura, come nel caso dei parcheggi o delle automobili.
4.2.2 I quartieri
L'entit a che sta al livello sottostante del
Fig. 4.4: Nomenclatura
SystemManager  e il District o quartiere.
Questo componente  e stato inserito per ag-
giungere un controllo pi u localizzato rispet-
to a quanto eettuato dall'agente ammini-
stratore globale. In questa prima fase di
sviluppo i vari agenti che caratterizzano i
quartieri svolgono operazioni di base, la-
sciando, in visione futura, la possibilit a di
implementare altre funzionalit a a supporto
del sistema. Generati dall'agente System-
Starter e situati in un container secon-
dario omonimo all'agente di quartiere, i District svolgono un ruolo molto
importante nella generazione dell'infrastruttura in quanto sono i responsabili
della creazione degli agenti di tipo Area. In fase di setup, infatti, un generico
agente District_x_y utilizza gli argomenti passati alla creazione per gene-
rare tutte le aree che lo compongono andando a inserire gli agenti relativi
nel container di sua appartenenza. La scelta della nomenclatura rispecchia
complemente quella fatta per i quartieri: un'area appartiene a un preciso
quartiere ed  e situata in una specica posizione al suo interno identicando
riga e colonna. Per questo si ha che il nome generico assegnato a un'area  e
Area_<rigaD>_<colonnaD>_<rigaA>_<colonnaA> dove rigaD e colonnaD
rappresentano gli indici del quartiere di interesse e rigaA e colonnaA quelli
dell'area all'interno del distretto. Tali indici devono rispettare, come nel
caso del nome dei quartieri, i seguenti vincoli:
0  rigaD < totRigheSistema
0  colonnaD < totColonneSistema
0  rigaA < totRigheDistretto
0  colonnaA < totColonneDistretto
Sfruttando la gura 4.4 si riporta un esempio per ssare meglio il concet-
to. Il quartiere rosso  e chiamato District_0_1 in quanto si trova nella prima
riga, quindi indice 0, e seconda colonna, indice 1. Prendendo in considera-
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attribuito  e Area_0_1_1_0: la dicitura _0_1 iniziale identica il distretto
rosso di appartenenza, mentre l'ultima parte del nome, _1_0, rappresenta la
localizzazione al suo interno, quindi seconda riga e prima colonna.
Analogamente al SystemManager, anche per i distretti  e prevista la ge-
stione delle connessioni wi attive dentro i propri conni. Il monitoraggio
avviene al medesimo modo utilizzando le stesse strutture dati e la visua-
lizzazione delle entit a connesse avviene tramite una nestra simile a quella
presentata nella sezione precedente. L'unica distinzione  e data dal fatto che,
mentre per il SystemManager vengono indicate le unit a connesse in tutte le
aree del sistema con il relativo timestamp associato, in questo caso si visua-
lizzano solamente quelle che rientrano nei conni dell'entit a distrettuale di
riferimento. I dati relativi alle varie connessioni vengono aggiornate median-
te la ricezione di messaggi di tipo keepalive inviati dalle aree che costitui-
scono il quartiere e periodicamente viene eettuato il controllo di eventuali
connessioni perse e scadute utilizzando un apposito behaviour.  E da segna-
lare, inoltre, un ulteriore behaviour periodico che invia al SystemManager
i dati aggiornati delle unit a connesse sotto forma di keepalive: in questo
modo l'amministratore del sistema  e in grado di aggiornare i propri dati
eseguendo le opportune operazioni di modica, inserimento e cancellazione
di entry nelle strutture interne.
4.2.3 Le aree
Le aree sono, all'interno del sistema,
Fig. 4.5: Modello del segnale wi
l'elemento strutturale pi u piccolo e sono
dotate di funzionalit a di controllo delle zo-
ne geograche di interesse e di comuni-
cazione con il sistema centrale per coor-
dinare le attivit a. Come gi a detto nella
sezione riguardante i quartieri, un agente
di tipo Area ha come nome una stringa del
tipo Area_x_y_z_t rappresentando l'ap-
partenza al District_x_y e la localizza-
zione al suo interno alla riga di indice z e
alla colonna di indice t. In fase di setup
l'agente invia un messaggio opportunamente formattato al SystemManager
che consente di aggiungerlo all'albero del sistema e, in seguito, crea i parcheg-
gi di zona andando a processare degli opportuni le che contengono tutte
le informazioni necessarie. Questa parte verr a trattata in maggior dettaglio
nella sezione dedicata ai parcheggi.
Una delle caratteristiche principali dell'entit a Area  e fornita dalla coper-
tura wi che sta alla base del sistema ubiquo implementato: l'interazione
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alla rete locale. Per realizzare la copertura del segnale non  e stato utilizzato
un modello matematico preciso in quanto esula dagli obiettivi del lavoro di
tesi. Per questo motivo  e stato deciso di implementare un'irradiazione dal
punto centrale dell'area con il segnale che va via via degradando in modo
lineare all'allontanarsi dal centro. In gura 4.5 si osserva bene questo com-
portamento vedendo come nel centro si rilevi una copertura del 100% mentre
al conne il segnale scenda allo 0%. Come gi a presentato nella gura 4.2, le
coperture wireless si sovrappongo per l'ovvia necessit a di non lasciare alcun
punto del sistema scoperto. Per far questo  e stato preso un valore  a scelta
congruo alle proporzioni del sistema per avere una suciente sovrapposizione
dei segnali. Questo signica che, anche se le aree hanno delle determinate
coordinate GPS in gestione, la copertura wireless che esse orono esce da tali
conni. In particolare, questa situazione pu o essere sfruttata da un'automo-
bile nel momento in cui si sta avvicinando al sistema dall'esterno: percepen-
do la presenza di un segnale wi ha la possibilit a di scoprire l'esistenza del
sistema a supporto della viabilit a e di iniziare cos  la procedura di accesso.
Nel caso della realizzazione concreta dell'infrastruttura presentata in questo
lavoro di tesi pu o risultare utile quindi prevedere una copertura wireless pre-
sistema per delle operazioni preliminari. Nella realt a la copertura wireless
non pu o essere costituita da un'unica irradiazione centralizzata nell'area,
soprattutto se la zona di interesse copre uno spazio geograco piuttosto am-
pio. In questo caso sar a necessario eettuare un'analisi preliminare della
situazione per procedere poi con l'adeguata copertura della rete wireless del
sistema.
Un altro compito di un agente Area  e quello di fornire il supporto per
aprire una connessione wi a un dispositivo che la richiede tramite il System-
Manager. Sfruttando un particolare scambio di messaggi, che verr a presen-
tato nella sezione riguardante le interazioni, l'area consente di arrivare al ter-
mine della procedura creando un agente responsabile della gestione della con-
nessione per il dispositivo. Questo nuovo agente viene generato con il nome
Wifi_<localnameDispositivo> e rappresenta un elemento fondamentale
per la connettivit a. L'importanza di questo agente verr a sottolineata nella
sezione 4.2.5 riguardante le automobili.
Altre funzionalit a oerte dall'agente Area sono la ricerca della disponi-
bilit a di parcheggio, la gestione dello stato delle connessioni attive e dei
parcheggi di zona. Queste due ultime opzioni vengono realizzate median-
te l'utilizzo di specici behaviour che sono stati implementati ad hoc per
ottimizzare il risultato in esecuzione: in abbinata vengono impiegate delle
particolari strutture dati per contenere tutte le informazioni necessarie evi-
tando un eccessivo carico di messaggi sulla rete. Come avviene per il System-
Manager e per gli agenti District, c' e un meccanismo di controllo dei dispo-
sitivi nell'area e uno di invio periodico di keepalive al quartiere di interesse
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4.2.4 I parcheggi
I parcheggi rappresentano un elemento molto importante nel sistema e
sono dotati di diverse funzionalit a a seconda del tipo. In fase realizzativa  e
stato scelto di assumere che i parcheggi siano di forma rettangolare carat-
terizzati, come per le componenti costituenti del sistema, dalle coordinate
GPS dei punti in alto a sinistra e in basso a destra e come punto di riferi-
mento, ai ni della ricerca, le coordinate dell'intersezione delle diagonali. Si
possono distinguere diverse tipologie di parcheggio e quelle prese in esame
in questa prima implementazione del sistema sono:
 Parcheggio a disco orario;





Esistono altre tipologie come ad esempio il parcheggio ibrido, inteso come
a pagamento ma con un primo periodo temporale gratuito visto come a disco
orario, per taxi, per corriere o per carico/scarico merci: queste opzioni non
sono al momento gestite ma nelle future versioni sar a eventualmente possibile
aggiungerle nello sviluppo.
Ciascun parcheggio  e costituito da un agente di tipo Park che funge da
controllore ed  e specico a seconda della modalit a che rappresenta. Una
cosa che accomuna tutte le diverse tipologie  e la registrazione del loro tipo
come servizio nel DF per la realizzazione di funzionalit a di sistema future.
A questa registrazione si aggiunge poi la gestione dei sensori di parcheggio
mediante un apposito agente che simula l'intera struttura di sensori di pre-
senza dell'auto. Non appena un'automobile arriva nella postazione il sensore
la rileva ed invia all'agente controllore del parcheggio la notica; la comu-
nicazione tra i due agenti avviene anche in fase di partenza della macchina
non appena il sensore percepisce l'evento. L'agente dei sensori, in questa
prima fase di simulazione, prevede anche un'interfaccia graca che consente
di andare a modicare manualmente la situazione delle postazioni libere
ed occupate del parcheggio con anche l'opzione di renderlo full o empty a
seconda delle esigenze di test. Questa funzionalit a ha consentito di veri-
care il corretto funzionamento del sistema simulando l'andamento dei posti
liberi dei parcheggi. Grazie alle notiche immediate da parte dell'agente
sensore, il controllore del parcheggio conosce in realtime la situazione dello
stato: una funzione che caratterizza tutti i tipi di parcheggio  e la presenza
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in un dato istante. Le informazioni contenute variano a seconda del tipo di
parcheggio ma il primo campo dei dati  e comune. Questa informazione rap-
presenta la situazione istantanea della struttura e pu o assumere un valore
tra PARK_FREE, PARK_QUITE_FULL e PARK_FULL. L'opzione quite full indica
una situazione di quasi completezza con una soglia scelta a piacere: nell'im-
plementazione si  e preso come threshold il 15% sul totale dei posti andando
a identicare cos  il numero di posti occupati necessario per entrare nella
soglia PARK_QUITE_FULL. Nulla vieta di modicare tale parametro a piacere
o a seconda di certe politiche, come ad esempio posizione del parcheggio nel
sistema, orario o statistiche.
Ciascun agente parcheggio viene avviato dall'area di appartenenza du-
rante la sua fase di setup mediante l'analisi di un le formattato opportu-
namente. Successivamente viene comunicato al SystemManager l'evento in
modo che questo possa andare ad inserirlo nelle componenti da ragurare
nella rappresentazione dell'intero sistema. Tale le  e costituito da diverse
righe, una per ogni parcheggio dell'area e la sua formattazione prevede un
numero variabile di token a seconda della tipologia di parcheggio. Il numero
di valori per riga varia da sei a sette: i primi sei sono di signicato comune
per tutti mentre il settimo parametro  e opzionale e, a seconda del contesto,
viene inteso diversamente. Le parti sono nello specico:
1. type: indica uno dei tipi di parcheggio presentati in precedenza me-
diante un'apposita sigla scelta tra PDO (disco orario), PP (pagamento),
PF (gratuito), PR (residenti), PH (disabili) e PPW (rosa);
2. latitudine relativa del punto in alto a sinistra del parcheggio;
3. longitudine relativa del punto in alto a sinistra;
4. latitudine relativa del punto in basso a destra del parcheggio;
5. longitudine relativa del punto in basso a destra;
6. numero posti del parcheggio.
In questa fase implementativa, il settimo parametro interessa solamente i
parcheggi a disco orario e quelli a pagamento assumendo signicato diverso.
Mentre nel primo va a identicare la durata espressa in minuti del posteggio,
nel secondo indica la taria oraria. Si sottolinea inoltre come le coordinate
GPS siano relative pertanto i valori devono soddisfare i seguenti vincoli
contemporaneamente:
0  latitudineSx < maxLatitudineArea
0  longitudineSx < maxLongitudineArea
latitudineSx < latitudineDx  maxLatitudineArea
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Fig. 4.6: Esempio di mappa del sistema con i parcheggi
dove maxLatitudineArea e maxLongitudineArea rappresentano la massi-
ma lunghezza di latitudine e longitudine dell'area. Si mette in evidenza che
vanno quindi aggiunti rispettivamente latitudineSxArea ai valori lati-
tudineSx e latitudineDx e longitudineSxArea a longitudineSx e lon-
gitudineDx per avere le coordinate nel sistema di riferimento globale. Il
fatto di procedere in questo modo deriva da una questione di praticit a per
l'inserimento dei parcheggi in fase di sviluppo evitando di dover calcolare
esattamente le coordinate del sistema ma limitandosi a valori pi u semplici
da gestire. Un esempio di le processato dall'agente Area  e proposto nel
listato 4.3: in queste poche linee si vede come, per la specica area presa
in esame, ci siano tre parcheggi, uno di tipo disco orario di 400 posti e 500
di durata, uno gratuito di 50 posti e uno a pagamento con taria oraria di
1:2¤e di 30 postazioni.
PDO 5 5 15 30 400 50
PF 25 25 30 35 50
PP 18 5 22 22 30 1.2
Codice 4.3: Esempio di le di parcheggi
In gura 4.6 viene riportato un esempio della mappa dell'intero sistema
al termine della creazione dei parcheggi: come si pu o osservare, le aree che
contengono i parcheggi sono solamente tre e i vari Park sono di diverso tipo,
come testimoniato dalla dierente colorazione assunta.
I parcheggi orono la possibilit a di comunicare con l'automobile al mo-
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messa a disposizione dall'ambiente agent-based: la modalit a con cui questo
avviene verr a spiegata nella sezione relativa alle interazioni nel corso del
capitolo.
Si sottolinea, inne, come le funzionalit a dei diversi tipi di parcheggio
vengano gestite singolarmente da classi speciche. Nel caso particolare del
parcheggio a pagamento si  e assunto che il guidatore possegga una carta
prepagata dalla quale vengono scalati i soldi in base alla tariazione oraria
e alla durata della permanenza potendo cos  utilizzare lo stesso modello
pensato per il parcheggio a disco orario. Nei test eettuati sono stati presi in
considerazione due tipi di parcheggio tra i sei proposti e sono precisamente il
disco orario (PDO) e il pagamento (PP). I rimanenti sono stati implementati in
parte anche se non orono tutti i servizi e le funzionalit a che li caratterizzano.
4.2.5 Le automobili
Le automobili in questo sistema sono
Fig. 4.7: La GUI di un agente Car
gestite attraverso l'agente Car e la sua
GUI, che viene riportata in gura 4.7. Da
questa si possono capire alcune delle fun-
zionalit a che sono implementate per questo
componente. Si osserva innanzitutto la
possibilit a di accendere e spegnere l'au-
tomobile e attivare e disattivare il mo-
dulo wi. Nel caso specico del proget-
to, avviare l'automobile non signica solo
simulare la sua accensione ma rappresen-
ta anche altri concetti. Primo di tutti la
registrazione del servizio che simula l'at-
tivazione del modulo bluetooth dell'auto,
BLUETOOTH_MOBILE. A questo segue la ri-
chiesta di ingresso al sistema supponendo
che l'automobile si trovi alle coordinate
GPS di latitudine 0 e longitudine 0. Per procedere con l'accesso  e necessario
che l'automobile conosca il SystemManager pertanto viene eettuata una
ricerca del servizio SYSTEM_MANAGER che ritorna l'AID del manager del siste-
ma. A questo punto l'automobile inizia un processo di accesso al sistema e
uno di acquisizione di una connessione wi con l'area corretta. Nella realt a
questo procedimento non  e necessario in quanto i moduli wi percepiscono
direttamente il segnale ma, essendo questo un progetto che simula l'intero
sistema, risulta indispensabile avere un meccanismo di identicazione del-
l'area e di instaurazione di un collegamento wi. Una volta che questi pro-
cessi sono andati a buon ne, l'automobile risulta entrata nel sistema ed  e
associata all'agente descritto dalla classe WifiConnectionAgent. La scritta
WIFI connected che compare in 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Fig. 4.8: Una modalit a di inserimento dell'appuntamento
sione al sistema e la creazione del rispettivo agente di gestione. Sempre dalla
gura  e possibile vedere le altre funzioni della macchina: vengono presentate
le coordinate GPS attuali oltre allo stato di connessioni bluetooth con altri
dispositivi. Nel contesto dell'esempio presentato l'automobile non risulta
collegata ad alcun elemento esterno, come pu o essere uno smartphone.
La ricerca del parcheggio pi u conveniente disponibile nei pressi di un
appuntamento pu o essere eettuata in due modi anche se si possono imma-
ginare in futuro altre realizzazioni come ad esempio l'interazione con l'agen-
da dello smartphone del guidatore. Una delle due modalit a  e rappresentato,
come si osserva dalla gura 4.7, dall'inserimento manuale di latitudine e lon-
gitudine dell'appuntamento direttamente dalla GUI dell'automobile: questo
tipo di inserimento pu o simulare l'interazione dell'utente mediante disposi-
tivi integrati nell'auto come ad esempio un navigatore satellitare che inoltra
le coordinate GPS di un punto selezionato dal guidatore. L'altra modalit a
 e stata invece implementata per motivi pratici e consiste nella selezione del
luogo di interesse mediante l'utilizzo del mouse nella schermata di gestione
del manager di sistema. Questa realizzazione  e possibile vederla in gu-
ra 4.8 consentendo di selezionare l'automobile di interesse e, con un click
del mouse all'interno del sistema, le coordinate GPS dell'appuntamento. In
questo modo vengono comunicate latitudine e longitudine all'agente Car che
le utilizzer a poi come se fossero state inserite direttamente dalla sua GUI.
Per la gestione delle automobili  e stato deciso di implementare un ap-
posito agente che sfrutta una delle caratteristiche fondamentali dei sistemi
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mente di simulazione  e stato necessario avere degli strumenti che rendessero
l'idea di uno spostamento all'interno del sistema anche per quanto riguarda
le auto. L'agente Car sfrutta quindi queste possibilit a muovendosi da un'area
all'altra e in particolar modo da un distretto all'altro. Mentre per lo sposta-
mento intradistrettuale viene interessato solamente l'agente che gestisce la
connessione wi dell'automobile, nella mobilit a interdistrettuale viene in-
teressato anche l'agente Car in modo diretto grazie alla sua migrazione
dal container rappresentante il distretto lasciato a quello che identica il
quartiere d'ingresso.
Come gi a anticipato in precedenza, non appena viene instaurata una
nuova connessione wi con il sistema viene generato un nuovo agente di tipo
WifiConnection che viene associato al dispositivo che si connette. In parti-
colare la realizzazione eettiva prevede che il nome di questo agente contenga
il nome locale dell'automobile che si connette: se c' e l'agente generico MyCar
che si connette al sistema allora verr a creato il relativo gestore della connes-
sione con nome Wifi_MyCar. Oltre ad essere associato al dispositivo vengono
memorizzate anche altre informazioni quali l'area corrente in cui l'entit a si
trova e i suoi vicini, le coordinate GPS attuali del dispositivo e dell'area di
riferimento.
Questo agente ha il compito di gestire la connessione wi e per farlo va
ad analizzare frequentemente la potenza del segnale. Poich e in questa fase di
progetto ci si trova a trattare il problema in simulazione,  e stato necessario
simulare il comportamento del modulo wi che percepisce automaticamente
la presenza di altri segnali diversi da quello corrente e eettua il passaggio
da una cella di servizio a un'altra in modo trasparente all'utilizzatore. In
fase implementativa  e stato quindi pensato di gestire questa questione sfrut-
tando le informazioni che un agente Area possiede riguardo ai suoi vicini.
Non appena l'agente gestore di connessione viene creato, gli vengono pas-
sati anche i neighbour dell'area associata cosicch e, in fase di controllo del
segnale, possa utilizzarne i dati. Il controllo, infatti, avviene internamente
all'agente mediante un behaviour che estende la classe TickerBehaviour e
viene eettuato sfruttando il modello scelto per il segnale wi e le conoscen-
ze di base di geometria. Ricordando che l'equazione di un cerchio di raggio
r e di centro (x0;y0)  e:
(x   x0)
2 + (y   y0)
2  r2
si pu o analizzare l'appartenenza o meno a un preciso cerchio noti il raggio e il
centro andando a controllare se la disuguaglianza  e vericata oppure no. Le
circonferenze che deniscono le coperture wi delimitano quindi i cerchi di
interesse. L'agente WifiConnection mantiene traccia della potenza corrente
del segnale andando ad aggiornarla ad ogni invocazione del controllo. Il
procedimento prevede l'analisi dell'appartenenza ai cerchi associati all'area
corrente e a quelli relativi ai vicini: tra tutte le disuguaglianze veri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Fig. 4.9: La sovrapposizione del segnale wi









in cui (x0;y0) e r rappresentano rispettivamente le coordinate GPS del cen-
tro area e il raggio visto come la distanza dal centro al vertice dell'area pi u
l' scelto a piacere per la sovrapposizione di segnale. Se il segnale maggiore
arriva da un'area diversa da quella corrente, signica che l'automobile ha
cambiato zona. Si possono cos  identicare due diversi casi: lo spostamen-
to pu o essere intradistrettuale oppure interdistrettuale. Mentre nella prima
mobilit a vengono aggiornati solo i riferimenti interni all'agente WifiCon-
nection modicando informazioni quali l'area, le sue coordinate e i suoi
vicini, nel secondo  e prevista anche la sua migrazione nel nuovo distretto
di interesse e l'invio di un messaggio all'agente Car associato per comuni-
care la necessit a del suo spostamento. Da gura 4.9 si pu o capire come, per
un sistema con le aree della stessa dimensione, il cambiamento di area ven-
ga rilevato al passaggio del conne. Si evidenzia che il segnale wi di due
aree contigue risulta essere coincidente sulla riga di separazione, pertanto
uno scostamento  piccolo a piacere in una direzione causa l'appartenza alla
copertura di un'area piuttosto che a un'altra.
4.2.6 I dispositivi mobili
Tra i componenti del sistema emergono anche i dispositivi mobili, quali
smartphone o cellulari di ultima generazione. Questi elementi, infatti, con-
sentono di ampliare il pacchetto informativo a supporto dell'utente mediante
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t a all'infrastruttura realizzata. Nello specico  e stato utilizzato uno smart-
phone dotato di Android 2.1 che ha reso necessario l'impiego di un add-on
per JADE, JADE ANDROID. L'estensione di LEAP utilizzata, che risulta
specica per questo sistema operativo, ore allo sviluppatore la possibili-
t a di ottenere l'integrazione di applicazioni per l'ambiente mobile con la
piattaforma JADE.
L'agente implementato  e inglobato in un'applicazione Android che  e sta-
ta installata nel dispositivo ed interagisce, mediante l'utilizzo di particolari
classi, con le Activity. Lo sviluppo dell'agente per il telefono  e risultato pi u
impegnativo in quanto, al ne di utilizzare le funzionalit a oerte da JADE
anche in ambiente Android,  e stato necessario gestire i seguenti aspetti, come
presentato in [34]:
 L'agente, chiamato nel progetto PhoneAgent, deve estendere la classe
jade.wrapper.gateway.GatewayAgent;
 Deve essere implementato il comportamento specico dell'agente me-
diante i vari behaviour e deve esser sovrascritto il metodo process-
Command inserendo la logica dell'applicazione;
 L'Activity deve implementare jade.android.ConnectionListener;
 L'Activity deve chiamare il metodo JadeGateway.connect passando
i parametri opportuni;
 Nell'Activity deve essere implementato il metodo onConnected per
ottenere l'istanza del JadeGateway;
 Per inviare un comando all'agente si deve utilizzare il metodo execute
dell'istanza di JadeGateway;
 Per chiudere la connessione  e necessario chiamare il metodo discon-
nect.
Oltre ai punti appena presentati risulta necessario eettuare anche un'ag-
giunta al le AndroidManifest.xml andando a inserire la riga che identica
un servizio utilizzato dall'add-on JADE ANDROID e che viene presentata
nel codice 4.4.
<service android:name=`` jade . android . MicroRuntimeService ">
Codice 4.4: MicroRuntimeService nel le manifest
L'agente del telefonino, in questa prima fase del progetto, realizza so-
lamente poche funzioni lasciando ampio margine di crescita nelle prossime
versioni. All'attivazione dell'applicazione sul dispositivo, l'agente si registra
alla piattaforma JADE e successivamente procede con la ricerca del servizio
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(a) Ora in scadenza (b) Timer reinizializzato
Fig. 4.10: Due situazioni dell'applicazione su Android
solamente uno smartphone  e stato assunto che la macchina associata al tele-
fonino diventa quella che ha registrato il servizio BLUETOOTH_MOBILE e che
si trova nella prima posizione nel risultato della ricerca al DF. Dopo questa
fase che simula una connessione bluetooth, l'agente Phone rimane in attesa
mantenendo un controllo periodico sullo stato della connessione grazie a un
apposito behaviour.
Uno degli eventi che possono interessare il telefono riguarda l'arrivo al
parcheggio dell'automobile associata. Come detto precedentemente, l'atten-
zione  e stata posta su due particolari tipi di parcheggio che sono quello a
disco orario e quello a pagamento. Assumendo per quest'ultimo che il guida-
tore possegga una carta prepagata, la gestione dell'arrivo dell'auto nel posto
del parcheggio pu o esser eettuata allo stesso modo ad alto livello per en-
trambe le tipologie. Non appena viene noticato l'arrivo della macchina, si
procede con il caricamento delle informazioni del parcheggio nel telefonino.
La connessione wi dell'automobile viene trasferita al telefonino mentre la
connessione bluetooth che collega auto e dispositivo mobile viene chiusa.
In questo modo viene garantita la continuit a del servizio anche quando il
guidatore si allontana dall'automobile o questa  e spenta. La logica del-
l'applicazione prevede che all'arrivo su un posteggio a disco orario venga
trasferito un agente sul telefonino che consiste in un timer indicante il tem-
po rimanente possibile per il parcheggio dell'auto. Un analogo ragionamento
viene fatto per il parcheggio a pagamento, assumendo per o che il timer viene
inizializzato ogni ora aggiornando il costo totale della fermata. Nella realt a,4.3. LE INTERAZIONI 65
il concetto di agente mobile che viene trasferito sul telefono cellulare non  e
stato possibile implementarlo a causa della diversit a della virtual machine
presente in ambiente Android rispetto a quella su computer. Per questo li-
mite pratico, quindi, non  e possibile far migrare l'agente che funge da timer:
il problema  e stato comunque aggirato simulando un comportamento di mo-
bilit a. All'arrivo nel posteggio, l'agente WifiConnection invia all'agente
Phone un behaviour sfruttando la classe LoaderBehaviour appositamente
modicata per gestire il problema in ambiente Android. I parametri inviati,
diversi a seconda del tipo di parcheggio, consentono di avviare il timer in
modo corretto nel telefonino simulando cos  la mobilit a dell'agente con una
mobilit a di codice binario. Questo risulta comunque l'unica modalit a realiz-
zativa al momento di questa implementazione, come confermato nel forum
dedicato agli sviluppatori JADE [35].
In gura 4.10 vengono presentate due schermate dello smartphone che
rappresentano due istanti diversi nel caso di avvenuto parcheggio con tipolo-
gia a pagamento: prendendo in esame la gura 4.10a si osserva che il tempo
equivalente alla prima ora si sta esaurendo, come viene confermato dalla
scritta rossa. Al termine dei secondi rimanenti, l'importo pagato aumenta e
il timer viene aggiornato e fatto ripartire:  e questo il caso della gura 4.10b.
Da queste immagini si riscontra l'eettiva chiusura della connessione blue-
tooth e dell'attivazione del wi nel sistema, come confermato dalle scritte
a video. Nella seconda gura, inoltre,  e possibile osservare la presenza an-
che del menu costituito da due bottoni che consentono rispettivamente di
chiudere l'applicazione e di simulare l'uscita dal parcheggio. Quest'ultima
opzione  e stata aggiunta solamente per scopi di test e di verica del corretto
funzionamento del processo di gestione dei parcheggi.
4.3 Le interazioni
Il sistema prevede un certo numero di scambi di messaggi che possono
essere identicati come delle particolari interazioni mirate al raggiungimento
di certi obiettivi specici. Nel complesso, le entit a coinvolte nello scambio dei
messaggi sono tutte quelle presentate in precedenza sottolineando come l'in-
tero sistema sia fortemente connesso e come le funzionalit a fornite richiamino
l'intervento di pi u di un'unit a per essere concretizzate. Qualche scambio di
messaggi avviene, come gi a anticipato nelle sezioni precedenti, solamente
per consentire all'infrastruttura di funzionare correttamente in simulazione
in quanto, nella realt a, esistono gi a dei moduli che realizzano tali concetti,
come nel caso della connessione wi. In seguito vengono presentate le inte-
razioni di maggior interesse per il sistema entrando nel dettaglio dei singoli
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Fig. 4.11: L'interazione di accesso al sistema
4.3.1 L'accesso al sistema
Questa interazione avviene non appena un'automobile percepisce il si-
stema oppure quando essa viene accesa e si trova al suo interno. Lo schema
dello scambio dei messaggi  e presentato in gura 4.11 e le entit a coinvolte
sono l'agente Car e il SystemManager. L'iniziativa viene presa dall'automo-
bile che invia un primo messaggio di richiesta d'accesso al sistema contenente
le proprie coordinate GPS. Il manager di sistema analizza il pacchetto: nel
caso in cui i dati ricevuti risultassero corrotti, l'agente risponde con un
messaggio che ha come valore per il campo performative NOT_UNDERSTOOD
comportando, alla ricezione di questo messaggio da parte della macchina, il
reinvio del messaggio di richiesta. Se invece la lettura del messaggio va a
buon ne, il SystemManager procede con la verica di appartenenza al siste-
ma delle coordinate ricevute: in caso di mismatch verr a noticato l'evento
mediante un messaggio di tipo FAILURE all'auto che interromper a il processo
di accesso al sistema altrimenti il manager di sistema inizia la ricerca del-
l'Area a cui le coordinate appartengono percorrendo l'albero memorizzato
al suo interno. Al termine viene inviato un messaggio di tipo INFORM che
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Fig. 4.12: La connessione wi
Come in precedenza, se i dati ricevuti sono illeggibili, la macchina risponde
al SystemManager con un messaggio NOT_UNDERSTOOD, richiedendo quindi
il reinvio delle informazioni, altrimenti invia un ack di conferma andando
cos  a chiudere il processo di accesso al sistema. Dopo il messaggio AGREE,
infatti, l'automobile risulta autenticata nel sistema.
4.3.2 L'avvio di una connessione wi
Il sistema prevede, oltre all'accesso ad esso, anche una connettivit a me-
diante l'instaurazione di una connessione wireless con un'area specica. In
particolare la connessione pu o avvenire quando si richiede l'accesso al siste-
ma, funzionalit a questa implementata di default nel progetto, oppure in fasi
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Analizzando l'avvio di una connessione in fase di ingresso al sistema si pu o
prendere in considerazione la gura 4.12 per esplicitare meglio le varie fasi
dell'interazione. L'iniziativa viene presa dal SystemManager che invia una ri-
chiesta di connessione, contenente l'identicativo del dispositivo che si vuole
connettere, all'area, che  e il risultato della ricerca eettuata nella fase prece-
dente di accesso al sistema. Analogamente a quanto presentato nella sezione
4.3.1, nel caso in cui i dati non fossero chiaramente leggibili viene inviato
in risposta un messaggio NOT_UNDERSTOOD che richiede il reinvio delle infor-
mazioni di richiesta. Se invece la lettura va a buon ne, l'agente responsabile
dell'area risponde con un AGREE al SystemManager ed inizia un'interazione
diretta con l'automobile inviando una proposta di connessione mediante un
messaggio PROPOSE. Questa accetter a la proposta rispondendo con un AC-
CEPT_PROPOSAL nel quale inserisce nuovamente le proprie coordinate GPS
al ne di poter vericare la corretta appartenenza dell'auto alla specica
area. Viene gestita anche in questo caso l'eccezione UnreadableException
mediante l'invio di un messaggio NOT_UNDERSTOOD. Se invece la lettura  e
corretta viene fatto un check sulle coordinate: a questo punto l'interazione
per l'avvio della connessione pu o terminare positivamente mediante l'invio
di un messaggio di tipo CONFIRM se le coordinate dell'automobile sono con-
tenute nell'area geograca dell'area, altrimenti la connessione non risulta
attiva ed inizia una seconda fase dell'interazione. La situazione in cui l'auto
non appartiene pi u all'area cercata dal SystemManager in fase di accesso
non  e remota, in quanto la macchina pu o trovarsi in movimento e quindi,
portando all'estremo il caso, trovarsi all'inizio della fase di accesso in un'area
e alla ricezione della proposta di connessione in un'altra. Per questo  e stato
introdotto questo tipo di controllo che simula l'automatico spostamento di
richiesta di connessione wi da una cella ad un'altra. Nello specico, questo
comportamento  e stato ottenuto mediante l'utilizzo di una serie di messag-
gi ulteriori. Innanzitutto l'area che ha vericato il mismatch delle coordi-
nate invia all'automobile un messaggio di tipo INFORM nel quale  e contenuta
l'informazione di cambio area di riferimento. Contemporaneamente, man-
da anche un messaggio con l'ontologia WIFI_CONNECTION_CHANGE_AREA al
SystemManager per comunicare la richiesta di cambio area di gestione per
l'automobile il cui riferimento  e contenuto in un parametro del messaggio
stesso. Gestendo sempre l'eventuale eccezione in fase di lettura dei dati, il
manager di sistema procede con la stessa verica che fa in fase di accesso al
sistema, ovvero controlla se le coordinate GPS dell'automobile appartengono
all'area denita dal sistema e, in caso positivo, cerca la zona di appartenen-
za. Indipendentemente dall'esito di questo check, viene inviato un messaggio
di conferma all'area che ha richiesto il cambio gestione al ne di aggiornare
i dati di connessione interni. La motivazione di questa comunicazione, come
anche dei messaggi precedenti di AGREE in fase di accesso al sistema e al-
l'inizio della fase di connessione,  e che le entit a infrastrutturali mantengono
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colare id di conversazione, oltre che quelle denitive. Per questo  e necessario
avere uno strumento che aggiorni tali dati che, nello specico, coincide con
l'invio di questi messaggi. Se la funzione di verica risponde negativamente
allora signica che l'automobile  e uscita dai conni del sistema e per questo
le viene comunicato il FAILURE della connessione. Nel caso in cui, invece,
la risposta risulta essere positiva, il SystemManager invia un messaggio di
tipo INFORM per comunicare alla nuova area di interesse l'apertura di una
connessione: alla ricezione, la nuova area non procede pi u con il controllo n e
con l'invio della proposta all'auto, ma le comunica direttamente la conferma
di avvenuta connessione. A questo punto viene creato l'agente WifiConnec-
tion che va a gestire tutti gli aspetti della connessione, dalla mobilit a alla
comunicazione tra sistema e automobile.
 E da sottolineare come questo tipo di interazione sia comunque utile in
questa fase del progetto per simulare un comportamento wi all'interno del-
l'infrastruttura. Nella realt a si possono utilizzare le tecnologie e i protocolli
impiegati nei moduli wi senza dover utilizzare completamente l'interazione
descritta in questa sezione. Per questo motivo  e stato implementato uno
scambio di messaggi che realizzasse ad alto livello il concetto di connessione
wi, senza andare a gestire nel dettaglio elementi quali la crittograa ed
elementi di sicurezza in genere.
4.3.3 La gestione delle connessioni: il keepalive
Simulare una connessione signica simularne anche il controllo: nel pro-
getto  e stato deciso di implementare un meccanismo di keepalive per man-
tenere traccia delle connessioni attive e per poter liberare risorse nel caso
in cui qualche collegamento risultasse per troppo tempo inattivo. In parti-
colare, l'agente WifiConnection invia periodicamente, con periodo scelto a
piacere, un messaggio di keepalive sia al dispositivo ad esso associato, che
pu o essere quindi uno smartphone o l'automobile, che all'area di interesse.
Questo consente ai due agenti riceventi di aggiornare i propri dati, in par-
ticolare il timestamp, nelle strutture dati riservate e, mediante un apposito
behaviour, andare a vericare se la connessione  e ancora stabile oppure se
non  e stata rilevata alcuna attivit a in un arco temporale denito. Per quanto
riguarda un agente Area generico, ricever a un numero elevato di keepalive
che vanno ad aggiornare i dati al suo interno. Questi dati vengono poi inol-
trati al distretto di appartenza attraverso un TickerBehaviour di periodo
maggiore rispetto a quello dell'agente WifiConnection. In questo modo,
ricevendo in un blocco solo tutti i dati di un'area, un quartiere ha la possibi-
lit a di procedere con l'aggiornamento dei propri dati eseguendo le eventuali
operazioni di modica, inserimento e cancellazione. I dispositivi connes-
si al distretto vengono inne comunicati anche al SystemManager sempre
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ai precedenti. Anche in questo caso l'agente ricever a tutte le informazioni
relative ai vari distretti andando ad apportare gli opportuni aggiornamenti.
La struttura di questo meccanismo  e stata pensata per alleggerire il cari-
co sulla rete cercando di avere comunque un occhio di riguardo verso la
sincronizzazione dei dati all'interno del sistema.  E stato considerato ragio-
nevole, quindi, incrementare il periodo di invio dei keepalive all'aumentare
dell'entit a di riferimento. Inoltre  e stato deciso, a partire dagli agenti Area,
di inviare con un unico messaggio tutte le informazioni relative alle connes-
sioni sfruttando la possibilit a di allegare un contenuto sotto forma di oggetto
java, purch e questo sia serializzabile.
4.3.4 L'aggiornamento di stato dei parcheggi
Il mantenimento di informazioni sincronizzate all'interno dell'intero siste-
ma deve toccare necessariamente anche la gestione dello stato dei parcheggi.
Per realizzare questa funzione, ogni agente di tipo Park tra i sei presentati
nella sezione dedicata  e dotato di un TickerBehaviour che periodicamente
invia all'area di appartenenza le informazioni inerenti alla propria situazione
attuale. Viene sfruttata anche in questo caso la possibilit a di inglobare in
un messaggio un contenuto sottoforma di oggetto serializzabile infatti al
messaggio con ontologia PARK_STATUS e communicative act INFORM viene
aggiunto un content object che consiste in una istanza di Object[3] e in
particolare:
 status: questo campo assume un valore tra PARK_FULL, PARK_FREE e
PARK_QUITE_FULL;
 freePlaces: indica il numero preciso di postazioni libere del parcheggio;
 quiteFreePlaces: questo campo risulta indispensabile per comunicare
il numero di posti che si liberano in un arco temporale denito e perso-
nalizzabile. Viene utilizzato in particolare dai parcheggi di tipo disco
orario e per quelli a pagamento se non utilizzati con la scheda prepa-
gata: non si esclude per o un'estensione di utilizzo a tutte le tipologie
andando magari ad interessare il calcolo statistico e probabilistico per
avere una stima su un preciso arco di tempo. Per questo motivo il
campo pu o assumere un valore numerico oppure null.
Al lato ricevente, l'agente Area che riceve tale messaggio lo processa e ne
utilizza i dati in esso salvato per andare ad aggiornare le informazioni memo-
rizzate all'interno di un'apposita struttura dati che contiene, oltre ai valori
ricevuti con il messaggio, anche dati relativi al nome, al tipo, alle coordinate,
al suo centro e a valori tipici della tipologia, come ad esempio la durata del
parcheggio del disco orario o la taria oraria di uno a pagamento. Que-
sta particolare struttura dati viene utilizzata ampiamente durante la fase di
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4.3.5 La richiesta di un parcheggio
La ricerca di un parcheggio da parte di un'automobile sta alla base del-
la logica dell'infrastruttura implementata ed  e stata realizzata mediante
uno scambio di messaggi che vede coinvolte diverse entit a, a partire dal-
la macchina e all'agente che gestisce la sua connessione wi no alle aree e
al SystemManager.
In questa fase del progetto l'appuntamento che fa da punto di riferimen-
to per la ricerca di un parcheggio viene inserito manualmente direttamente
dalla GUI dell'agente Car oppure cliccando nella nestra della mappa del
sistema appartenente al SystemManager. Sviluppi futuri prevederanno l'in-
tegrazione con l'agenda del telefonino Android che indicher a le coordinate
GPS del luogo inserito.
La richiesta, in questa prima implementazione, viene quindi assunta
come la lettura di un dispositivo integrato all'automobile, come pu o essere un
navigatore satellitare, e viene inviata all'agente che gestisce la connessione
wi il quale la inoltra all'area collegata. A questo punto l'area assegna alla
richiesta un particolare id che viene utilizzato per gestire eventuali richie-
ste successive da parte dello stesso dispositivo: in questo modo, infatti, alla
macchina verr a data risposta solo per l'ultima richiesta eettuata mentre
tutte le altre fatte in precedenza e non ancora soddisfatte vengono scartate.
L'area associata all'agente della connessione wi verica poi se l'appunta-
mento per cui si vuole trovare un parcheggio nei dintorni si trova entro i
suoi conni oppure se appartiene ad un'area diversa. Nel primo caso viene
controllato se esiste almeno un parcheggio libero al suo interno: se ce n' e
almeno uno viene selezionato il pi u conveniente, conformemente alla politica
di convenienza adottata, e comunicato alla macchina passando per l'agente
WifiConnection; altrimenti la richiesta viene inoltrata per esser gestita da
una delle aree vicine che viene scelta in modo random tra le possibili. Se
questa trova un parcheggio restituisce i rispettivi dati che verranno poi co-
municati all'agente wi e, in secondo luogo, all'automobile, altrimenti viene
ritornato il valore null che comporta l'inoltro della richiesta a un'altra area
contigua all'area originale, scelta sempre in modo casuale. Questo procedi-
mento continua no a che non viene trovato un parcheggio disponibile oppure
tutte le aree vicine sono state interrogate: in quest'ultima situazione verr a
comunicato alla macchina, passando sempre per l'agente WifiConnection,
l'indisponibilit a del posto auto nei pressi dell'appuntamento scelto.
Nel caso in cui, invece, le coordinate GPS non appartengono all'area in
cui si trova la macchina, la richiesta viene inoltrata al SystemManager che
ha il compito di individuare l'area di interesse analizzando la struttura ad
albero memorizzata al suo interno. La funzione di ricerca  e la medesima di
quella che viene utilizzata in fase di accesso al sistema quando viene localiz-
zata l'automobile. Dopo aver trovato quindi l'Area di competenza le invia
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tion in modo da tenere traccia di eventuali richieste multiple. Una volta
ricevuta la richiesta, il procedimento  e del tutto analogo a quanto presen-
tato nel caso dell'appuntamento nell'area collegata: l'unica eccezione  e che
il risultato non pu o essere comunicato direttamente all'agente responsabile
della connessione ma deve invece passare per il SystemManager che la inoltr a
opportunamente all'area di interesse sfruttando una struttura dati apposita
che memorizza le richieste pendenti. Nel caso in cui la risposta non risultasse
essere null, il pacchetto informativo riguardante il parcheggio viene salvato
sia dall'agente Car che da quello WifiConnection.
4.3.6 L'arrivo a un parcheggio
Quando un'automobile arriva nel parcheggio individuato dalla ricerca
inizia uno scambio di messaggi e l'esecuzione di alcune operazioni che con-
sentono di registrare l'evento e di comunicare all'utente, tramite il cellulare,
alcune informazioni. Essendo un progetto in simulazione  e stato necessario
realizzare un meccanismo che simulasse l'arrivo dell'auto e questo  e stato
fatto attraverso l'invio, da parte dell'agente Car, di un messaggio al gestore
della connessione indicando di essere arrivato nel parcheggio memorizzato
al suo interno. Oltre a questa informazione viene comunicato anche l'even-
tuale dispositivo mobile collegato in bluetooth con la macchina. L'agente
WifiConnection, avendo memorizzato al suo interno le informazioni del-
l'ultima ricerca del parcheggio, ha la possibilit a di inviare direttamente al
telefonino un particolare behaviour che simula la mobilit a degli agenti non
realizzabile per JADE ANDROID. Il behaviour che viene inviato  e apposita-
mente compilato per essere eseguito dalla Dalvik virtual machine di Android
e contiene, a seconda del tipo di parcheggio, diversi dati. Nel caso specico
della tesi, avendo preso in maggiore considerazione i parcheggi di tipo disco
orario e a pagamento, il comportamento inviato consiste nell'attivazione di
un timer che gestisce il tempo rimanente utile al parcheggio. Ci o che viene
fatto, poi,  e trasferire la connessione wi al sistema dall'automobile al tele-
fonino, assicurando una continuit a di servizio. Per questo, oltre a inviare
il behaviour, l'agente WifiConnection viene associato al dispositivo mobile
e la connessione bluetooth tra telefono e automobile viene chiusa. Non  e
stata prevista la creazione di un nuovo agente di tipo WifiConnection ma
viene gestito solamente l'aggiornamento del dispositivo associato. In questo
modo si pu o comunque simulare il movimento concreto del telefonino nello
spazio mediante la migrazione da un container ad un altro secondo la stessa
modalit a di quando  e associato all'automobile. Diversamente per o da questa
situazione l'agente Phone non pu o migrare per i limiti dovuti alla diversit a
di VM tra Android e la JVM classica. Il risultato di quanto accade  e stato
presentato nelle gure 4.10 nelle quali  e possibile vedere le schermate del-
lo smartphone al termine dello scambio di messaggi e dell'esecuzione delle
operazioni all'arrivo dell'automobile nel parcheggio.CAPITOLO5
Conclusioni e sviluppi futuri
L'obiettivo principale della tesi era dimostrare come l'utilizzo delle pi u
recenti tecnologie per realizzare i sistemi ubiqui non ore solo una possibilit a
implementativa ma anche che diventa un vero e proprio punto di forza in
termini di ecienza, di adabilit a e di ecacia dei sistemi stessi. Questo  e
stato realizzato mediante il paradigma ad agenti che ha permesso di sfruttare
a pieno tutte le caratteristiche e i vantaggi che esso mette a disposizione.
L'aver utilizzato una piattaforma ad agenti mobili come base per un
sistema ubiquo ha consentito, quindi, di semplicare lo sviluppo dell'appli-
cazione distribuita che  e composta da entit a autonome che necessitano di
comunicare, di interagire, di collaborare e di negoziare tra loro al ne di
raggiungere il corretto funzionamento dell'intero sistema. Ciascun agente
controlla in particolare il proprio thread di esecuzione e, per questo, pu o
essere programmato per avviare delle azioni che non richiedono un diret-
to intervento dell'utente. Questa caratteristica ha permesso di semplicare
l'interazione machine-to-machine (M2M) e quindi di rendere questo aspetto
comunicativo pressoch e trasparente all'uomo.
Ci o che ha portato all'impiego degli agenti  e comunque una delle pro-
priet a fondamentali di queste entit a: la mobilit a. Ciascun componente ha la
possibilit a di migrare da un container ad un altro senza particolari vincoli,
ad esclusione degli agenti da e verso dispositivi Android per i noti limiti
dovuti alla dierente VM. Il movimento degli agenti ore un nuovo modo
di sfruttare la tecnologia a disposizione in quanto non  e richiesto che un
programma conosca tutto il pacchetto informativo per procedere con il cal-
colo, ma ha la possibilit a cos  di migrare per raccogliere nei vari punti i dati
di interesse. Il vantaggio non si ha solamente in termini di acquisizione di
informazioni infatti si pu o sfruttare la mobilit a anche per fare in modo che74 CAPITOLO 5. CONCLUSIONI E SVILUPPI FUTURI
un agente faccia proprie alcune azioni che vanno ad ampliare il pacchetto di
servizi e funzionalit a che pu o orire. Oltre a questo, l'utilizzo degli agenti
consente di avere a disposizione degli strumenti che permettono d'avere una
migliore parcellizzazione del carico di lavoro e delle mansioni da svolgere.
Andando nello specico, l'aver utilizzato JADE per lo sviluppo dell'in-
frastruttura di un sistema ubiquo in ambito della viabilit a urbana ha permes-
so di sfruttare completamente tutte le caratteristiche presentate fornendo un
valido supporto all'utilizzatore di tale sistema. L'esempio implementato, in-
fatti, consente a un utente di essere guidato, secondo una particolare politica
decisionale personalizzabile, verso un parcheggio di interesse nei pressi di un
appuntamento o di un luogo da lui selezionato. La ricerca avviene in un mo-
do del tutto trasparente e il guidatore ha la possibilit a di accettare o meno il
suggerimento dal sistema. Un'ulteriore prova dell'utilit a di un tale sistema
 e oerto dai servizi che possono essere a disposizione dell'utente in modo
non invadente:  e questo il caso di popup o nestre che possono essere aperti
nello smartphone all'accadere di determinati eventi, come ad esempio l'at-
tivazione di un timer all'arrivo in un parcheggio. La realizzazione di questi
servizi viene solitamente eettuata mediante agenti appositamente imple-
mentati oppure attraverso dei behaviour che gli agenti responsabili fanno
propri.
Un ulteriore punto di forza oerto dall'utilizzo di una piattaforma agent-
based, e nello specico di JADE,  e dato dalla versatilit a. Viene fornito in-
fatti un set di API omogeneo che risulta essere indipendente dalla rete sot-
tostante e dalla versione Java a disposizione, coprendo gli ambienti J2EE,
J2SE e J2ME. In particolare, considerando l'ambiente mobile, la piattafor-
ma consente una facile integrazione anche con i dispositivi Android sfrut-
tando l'add-on specico. L'interazione con questi dispositivi risulta essere
piuttosto semplice nonostante sia comunque da tener conto delle limitazioni
dovute alla Dalvik VM. Questo rappresenta un ulteriore punto a favore di
una piattaforma come JADE aprendo il sistema a dispositivi mobili dalle
risorse limitate utilizzando gli specici add-on.
Il progetto realizzato vede raggiungere gli obiettivi preposti andando a di-
mostrare, quindi, come l'utilizzo del paradigma ad agenti mobili nell'ambito
dei sistemi ubiqui abbia una certa rilevanza dal punto di vista dell'ecienza,
dell'ecacia e dell'adabilit a. Con l'infrastruttura d'esempio si  e in grado,
infatti, di sottolineare come le caratteristiche degli agenti vadano a facilitare
la realizzazione del concetto di ubiquit a.
Alcuni aspetti, per o, sono ancora da trattare come ad esempio la si-
curezza. In questa prima realizzazione questo concetto  e stato toccato molto
supercialmente lasciando agli sviluppi futuri un'analisi pi u dettagliata e ap-
profondita mediante l'utilizzo, ad esempio, dell'estensione JADE-S. Questo
add-on, infatti, ore una sorta di strato aggiuntivo allo scopo di proteggere
gli agenti e le piattaforme da attacchi riguardanti l'autenticazione, l'autoriz-
zazione, l'integrit a dei messaggi e la loro riservatezza. In particolare questi75
ultimi obiettivi possono essere raggiunti utilizzando dei Login Module che
implementano diverse modalit a di login per l'aspetto di autenticazione, dei
particolari le contenenti le policy che autorizzano o meno l'esecuzione delle
azioni di un agente e la crittograa e la rma digitale per l'integrit a e la
condenzialit a dei messaggi.
Nello specico dell'esempio implementato, poi,  e possibile estendere le
funzionalit a oerte mediante la realizzazione e la gestione di altri servizi. Tra
questi si pu o pensare, ad esempio, all'estensione delle tipologie dei parcheggi,
aggiungendo a quelli gi a esistenti gli ibridi, quelli di carico/scarico o quelli
per taxi, oppure a un diverso modo di gestire il pagamento oltre alla scheda
prepagata. Altri sviluppi futuri, che farebbero emergere l'utilit a della piat-
taforma ad agenti mobili, potrebbero riguardare l'implementazione di un
ulteriore strumento di supporto in termini di viabilit a che si integra con il
sistema gi a realizzato. Questo potrebbe consentire di ricalcolare il percorso
dinamicamente a seconda delle informazioni sul traco inviate da un agente
che precede l'automobile al ne di evitare inutili ingorghi. Essendo questo
lavoro di tesi prevalentemente di simulazione non  e stato gestito il plan-
ning stradale, aspetto sicuramente da aggiungere nelle future realizzazioni.
Un'ulteriore possibilit a di estensione arriva dall'integrazione del sistema con
gli enti commerciali andando, per esempio, ad implementare un sottosistema
di gestione della ricerca di punti di ristorazione nei pressi di un appuntamen-
to o di determinate coordinate GPS. Tutte queste ipotesi di sviluppo futuro
mettono in luce la grande variet a applicativa a cui  e soggetto un tale sistema.
L'utilizzo del paradigma ad agenti risulta essere uno strumento necessario
per realizzare tutto ci o richiedendo la progettazione e la suddivisione dei
ruoli e delle mansioni tra gli agenti costituenti il sistema.
Non pu o essere comunque trascurato, in futuro, il problema dell'inte-
grazione che si ha con Android. Nonostante risulti tutto sommato piuttosto
semplice far interagire un cellulare che monta questo sistema operativo con
la piattaforma JADE, non  e risolto il problema della mobilit a degli agenti.
Sviluppi futuri, problemi di VM a parte, potrebbero consentire l'interazione
diretta con l'agenda dello smartphone in modo da rendere ancor pi u auto-
matica e trasparente all'utente la ricerca del parcheggio. In queste esten-
sioni entra in gioco pesantemente anche l'aspetto sicurezza poich e vengono
trattati i dati sensibili delle persone.Ringraziamenti
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