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Abstract. We propose a formalization of crosscutting based on a conceptual 
framework for AOSD. Crosscutting is clearly distinguished from the related 
concepts scattering and tangling. The definitions of these concepts are formal-
ized and visualized with matrices and matrix operations. This allows more pre-
cise reasoning about crosscutting. 
Topics of interest: Aspect-Oriented Requirement Engineering, Aspect-Oriented Analysis and 
Design, Aspect Foundations. 
1   Introduction 
One of the key principles in Aspect Oriented Software Development (AOSD) is 
Separation of Concerns (SOC). This principle is described in many publications 
[4][2]. Related with this principle is the problem of crosscutting concerns. Crosscut-
ting is usually described in terms of scattering and tangling, e.g. crosscutting is the 
scattering and tangling of concerns arising due to poor support for their modulariza-
tion. However, the distinction between these three concepts is vague, sometimes 
leading to ambiguous statements and confusion: 
" .. the term "crosscutting concerns" is often misused in two ways: To talk about a 
single concern, and to talk about concerns rather than representations of concerns. 
Consider "synchronization is a crosscutting concern": we don't know that synchroni-
zation is crosscutting unless we know what it crosscuts. And there may be representa-
tions of the concerns involved that are not crosscutting. " (Kiczales, 2005 [5]) 
The goal of this paper is to come up with general and consistent definitions of 
above concepts and not to discuss specific examples - although some should fit some-
how in this general framework. In this paper, we describe a conceptual framework 
with precise definitions of scattering, tangling and crosscutting. The description of 
crosscutting presented here is similar to some descriptions in the work of Masuhara & 
Kiczales (2003) [7] and of Mezini & Ostermann (2003) [9]. 
The paper is structured as follows. In section 2, we introduce the crosscutting pat-
tern with definitions about crosscutting, tangling and scattering. In section 3, we 
show the formalization of crosscutting, how to visualize it in a crosscutting matrix 
and how to derive this matrix. In section 4 we conclude the paper. 
2   Crosscutting Pattern 
In this section, we describe the crosscutting pattern. We focus on definitions of 
crosscutting, tangling and scattering. Our proposition is that tangling, scattering and 
crosscutting can only be defined in terms of 'one thing' with respect to 'another thing': 
at least two domains, levels or phases are related with each other. For example: 
- The two levels could refer to on one-hand concerns and on the other-hand repre-
sentations of concerns, as stated in the citation in the introduction. 
- The term domain could be used in mathematical sense where we have a mapping 
from one domain to another domain.  
- The term phase could refer to phases in the software development cycle, such as 
concern modelling, requirements analysis, architectural design, detailed design 
and implementation.  
We use the terms source and target (as in [8]) to denote two consecutive levels, do-
mains or phases.  
  
Fig. 1. Concept Diagram of Crosscutting Pattern 
In the Crosscutting Pattern, elements in the source are related to elements in the 
target (see Fig. 1). We use the term pattern as in design patterns [3], in the sense of 
being a general description of frequently encountered situations [7], [9]: e.g. we have 
phrases as "one thing with respect to another thing". Some examples of source and 
target elements in the crosscutting pattern are the following: concern x module, con-
cern x requirement, concern x architectural element, requirement x module, concern x 
implementation element.  
There is a mapping between source elements and target elements. The terms cross-
cutting, tangling and scattering are defined as special cases of these mappings. On 
one hand there is a relation or mapping between source elements and target elements 
(see Fig. 1). The mapping has a multiplicity. It could be 1:1 or 1:many. In case of 
1:many mappings we have scattering, defined as follows: Scattering occurs when, in 
a mapping between source and target, a source element is related to multiple target 
elements. 
On the other hand, there is a relation between target elements and source elements, 
as a result of a mapping of source to target (Fig. 1). This relation is the reverse of the 
mapping above. The multiplicity could be 1:1 or 1:many. In case of 1:many mappings 
we have tangling, defined as follows: Tangling occurs when, in a mapping between 
source and target, a target element is related to multiple source elements. We say 
that: Two source elements are tangled if these elements are mapped onto the same 
target element.  
There is a specific combination of scattering and tangling which we call crosscut-
ting, defined as follows: Crosscutting occurs when, in a mapping between source and 
target, a source element is scattered over target elements and where in at least one of 
these target elements, some other source elements are tangled. Now, we can also give 
a definition for the crosscutting of two source elements: Source element s1 crosscuts 
source element s2 if s1 is scattered over target elements, and in at least one of these 
target elements, s1 is tangled with source element s2. 
We do not require that the second source element is scattered. In that sense, our 
definition is not symmetric and less restrictive than Masuhara & Kiczales's definition 
[7].  
3 Case Analysis and Matrix Representation 
In the previous section, we defined scattering, tangling and crosscutting. Now we 
discuss a case analysis of possible combinations. Assuming that the properties tan-
gling, scattering, and crosscutting may be true or false, there are 8 combinations (see 
Table 1). However, crosscutting requires tangling and scattering, which eliminates 3 
of these combinations (not feasible). There are five feasible cases listed in the table. 
Each case addresses a certain mapping from source to target.  
Table 1. Combinations of the Properties Tangling, Scattering and Crosscutting 
property 
case 
tangling scattering crosscutting feasibility 
1.  no no no Feasible 
2.  yes no no Feasible 
3.  no yes no Feasible 
4.  yes yes no Feasible 
5.  yes yes yes Feasible 
6.  no no yes Not feasible 
7.  no yes yes Not feasible 
8.  yes no yes Not feasible 
 
In case 4, we have scattering and tangling in which no common elements are in-
volved. Case 5 represents the specific combination of scattering and tangling as de-
fined in the previous section. With our definition of crosscutting, we discriminate 
between the cases with just tangling, just scattering and on the other hand crosscut-
ting. Our proposition is that tangling and scattering are necessary but not sufficient 
conditions for crosscutting. The rationale for disentangling these concepts is that 
there may be different solutions for each of these situations.  
3.1 Matrix representation 
The relation between source elements and target elements can be represented in a 
dependency matrix. In some sense, the dependency matrix displays the traceability 
between source and target elements. A dependency matrix (source x target) represents 
the dependency relation between source elements and target elements (inter-level 
relationship). In the rows, we have the source elements, and in the columns, we have 
the target elements. In this matrix, a cell with 1 denotes that the source element (in the 
row) is mapped to the target element (in the column). Scattering and tangling can 
easily be visualized in this matrix (see the examples below). We define a new auxil-
iary concept crosscutpoint used in the context of dependency diagrams, to denote a 
matrix cell involved in both tangling and scattering. If there are one or more cross-
cutpoints then we say we have crosscutting. 
Crosscutting between source elements for a given mapping to target elements, as 
shown in a dependency diagram, can be represented in a crosscutting matrix. A cross-
cutting matrix (source x source) represents the crosscutting relation between source 
elements, for a given source to target mapping (represented in a dependency matrix). 
In the crosscutting matrix, a cell with 1 denotes that the source element in the row is 
crosscutting the source element in the column.   
A crosscutting matrix should not be confused with a coupling matrix. A coupling 
matrix shows coupling relations between elements at the same level (intra-level de-
pendencies). In some sense, the coupling matrix is related to the design structure 
matrix [6]. A crosscutting matrix shows relations between elements at one level with 
respect to a mapping onto elements at some other level (inter-level dependencies).  
We now give an example of case 5 presented in Table 1. We use the dependency 
matrix and the crosscutting matrix to visualize the definitions and examples. For case 
5 (tangling (T), scattering (S), crosscutting), an example mapping is shown in Table 
2. In this example, we have one scattered source element s[1] and one tangled target 
element t[3]. Moreover there is one crosscutpoint at matrix cell [1,3] (dark grey cell). 
We apply our definition of crosscutting and arrive to the crosscutting matrix. Source 
element s[1] is crosscutting s[3] (because s[1] is scattered over [t[1], t[3], t[4]] and 
s[3] is in the tangled one of these elements, namely t[3]. The reverse is not true: the 
crosscutting relation is not symmetric. s[1] is crosscutting s[3], but s[3] is not cross-
cutting s[1] because s[3] is not scattered (scattering is a necessary condition for cross-
cutting). This illustrates our proposition about crosscutting not being symmetric. The 
example is depicted in the following diagrams (Table 2). 
Table 2. Example dependency matrix with tangling, scattering and one crosscutting 
Dependency matrix   crosscutting matrix 
  Target     Source 
  t[1] t[2] t[3] t[4]     s[1] s[2] s[3] 
s[1] 1 0 1 1 S  s[1] 0 0 1 
s[2] 0 1 0 0 NS  s[2] 0 0 0 
So
ur
ce
 
s[3] 0 0 1 0 NS  s
ou
rc
e 
s[3] 0 0 0 
  NT NT T NT        
3.2 Deriving Crosscutting Matrices 
In this section, we describe how to derive the crosscutting matrix from the depend-
ency matrix. Based on the dependency matrix, we define some auxiliary matrices: the 
scattering matrix (source x target) with just scattering, and the tangling matrix (target 
x source) with just tangling. These two matrices are defined as follows: 
- In the scattering matrix, a row contains only dependency relations from source to 
target elements if the source element in this row is scattered (mapped onto multiple 
target elements); otherwise the row contains just zero's (no scattering relation).  
- In the tangling matrix, a row contains only dependency relations from target to 
source elements if the target element in this row is tangled (mapped onto multiple 
source elements); otherwise the row contains just zero's (no tangling relation).  
For our example in Table 2, these matrices are the following (see Table 3). 
Table 3. Scattering, tangling and crosscutting matrices for dependency matrix in Table 2 
Scattering matrix  Tangling matrix 
  Target    Source 
  t[1] t[2] t[3] t[4]    s[1] s[2] s[3] 
s[1] 1 0 1 1  t[1] 0 0 0 
s[2] 0 0 0 0  t[2] 0 0 0 
so
ur
ce
 
s[3] 0 0 0 0  t[3] 1 0 1 
       
ta
rg
et
 
t[4] 0 0 0 
            
Crosscutting product matrix   Crosscutting matrix 
  source     Source 
  s[1] s[2] s[3]     s[1] s[2] s[3] 
s[1] 1 0 1   s[1] 0 0 1 
s[2] 0 0 0   s[2] 0 0 0 
So
ur
ce
 
s[3] 0 0 0   s
ou
rc
e 
s[3] 0 0 0 
 
We now define the crosscutting product matrix, showing the frequency of cross-
cutting relations. A crosscutting product matrix (source x source) represents the fre-
quency of crosscutting relations between source elements, for a given source to target 
mapping. The crosscutting product matrix is not necessarily symmetric. The crosscut-
ting product matrix ccpm can be obtained through the matrix multiplication of the 
scattering matrix sm and the tangling matrix tm:  ccpm = sm . tm     where ccpmik =  
smij tmjk 
In this crosscutting product matrix, the cells denote the frequency of crosscuttings. 
This can easily be used for quantification of crosscutting (crosscutting metrics). The 
frequency of crosscuttings in this matrix should be seen as an upper bound. In actual 
situations, the frequency can be less then the frequency from this matrix analysis, 
because in the matrix we abstract from scattering and tangling specifics.  
In the crosscutting matrix, a matrix cell denotes the occurrence of one or more 
crosscuttings; it abstracts from the frequency of crosscutting. The crosscutting matrix 
ccm can be derived from the crosscutting product matrix ccpm using a simple conver-
sion: ccmik =  if (ccpmik > 0) /\ ( i ≠ j) then 1 else 0 
These two crosscutting matrices for the example are given in Table 3. In this ex-
ample, there are no cells in the crosscutting product matrix larger than 1, except on 
the diagonal where it denotes a crosscutting relation with itself, which we disregard 
here. In the crosscutting matrix, we put the diagonal cells to 0. These formulas can be 
put in an Excel sheet using the function for matrix multiplication. By filling in the 
cells of the dependency matrix, the other matrices are calculated automatically. 
4. Conclusions and future work 
In this paper, we proposed a formalization of crosscutting based on a conceptual 
framework for AOSD. We introduced a crosscutting pattern with a mapping from a 
source to a target. With source and target, we abstract from specific levels or phases 
in software development. We defined crosscutting, tangling and scattering as sepa-
rated cases based on different mappings between source and target. We introduced 
the dependency matrix and crosscutting matrix to visualize the definitions. We 
showed that it is possible to formalize these definitions. The proposed definitions are 
similar to definitions of crosscutting in some other publications, e.g. [7], although our 
definition is not symmetric and less restrictive.  
Usually we encounter a number of consecutive levels or phases in software devel-
opment, such as Requirement Analysis, Architectural Design, Detailed Design, and 
Implementation. This can be represented as cascading of crosscutting patterns: the 
target of the first pattern serves as source for the second one. We plan to apply this 
framework in different concrete situations in order to establish the suitability of the 
chosen concepts and definitions. 
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