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This report focuses on the packaging system used at the end of the FESTO 
bottling station that is located in EP 2355. The system will be made up of an x-y 300 
mm x 300 mm gantry system, an Arduino, two micro-stepping stepper drivers, and two 
152.4 mm (6 in) single acting cylinders with a 3D printed bracket attached to both. The 
gantry system will be located at the end of the conveyor belt and will be programmed to 
pick up three bottles at a time and then will move a specified number of steps in both 
the x and y directions to an exact location on the packaging provided. The micro-
stepping stepper drivers will be used to control the stepper motors that are attached to 
the gantry system. The Arduino will send pulses to the micro-stepping drivers to tell the 
stepper motors how many steps and in which direction to move. After all 12 bottles are 
settled onto the packaging in a spread out 3 x 4 array, the two single acting cylinders 
will extend causing the attached brackets to guide the bottles into a more condensed 3 
x 4 array so that the packaging can then be moved to the next stage for folding. The 
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  A FESTO bottling station is currently located in EP 2355 and uses a Siemens 
Programming Logic Controller (PLC) and Human-Machine Interface (HMI) to fill small 
bottles with a specified amount of water. In its current state, that station ends with a 
single, uncapped bottle at the end of the station. The customer has tasked our team 
with extending the autonomous system where the water is given a specified amount of 
an electrolyte solution, then is mixed, capped, and packaged into a container that will fit 
12 bottles. Our team has also been tasked to switch the entire system over to an Allen 
Bradley PLC and HMI instead of Siemens since the plant is located in the USA. The 
system used for packaging will be the main focus throughout this report. This system 
will consist of a gantry system used to the move the bottles onto the unfolded 
packaging. After all of the 12 bottles are settled on the packaging, a second component 
consisting of two single acting pneumatic cylinders with attached brackets will extend 
moving the bottles into the correct locations for the packaging to be moved to the next 
stage to be folded. The final packaging will be 381 mm long, 304.8 mm wide, and 50.8 
mm tall (15.5 in x 12 in x 2 in) and is designed to hold 12 bottles in a 3 x 4 array. The 
packaging material will be flat and fed in and out of our system by a separate system. A 
subsequent step will fold and seal the packaging around the array of bottles, which is 








Design Solutions Considered 
 Throughout the Fall 2020 semester, our team talked through multiple ideas of 
how the packaging system would be set up and implemented into the current FESTO 
bottling station.  
One of our initial ideas was to connect some form of slide to the end of the 
conveyor belt to where the bottles could slide into place via gravity. In this instance, 
there would be four separate slides to where the bottles would go down whichever one 
still had empty slots within the 3 x 4 array, tracked by sensors. In considering this idea, 
it became evident that having the bottles go down the correct slide would be 
complicated; so, we then thought about adding some form of flapping guide similar to 
what is used at a bowling alley for a ball return. However, just a flapping guide would 
not be very efficient since there will be a bottleneck within our system that we cannot 
account for until the testing phase. Due to this bottleneck, being able to perfectly time 
the flap to be in the correct spot could be very difficult in the long run. To counter this 
timing issue, our team decided to add an extra sensor that could keep track of how 
many bottles had gone down each slide. With this sensor, the PLC could control the flap 
to where it would stay in the first position until three bottles went through the first slide, 
then transfer to the second, then third, and then the fourth until all 12 of the bottles had 
been settled on the packaging. After much consideration, our team soon realized that 
this was most likely not the most efficient way for a system like this to run. 
After this realization, our team began researching videos of different packaging 
systems that can be found in industry. The most notable component that can be 





be packaged to their specific location. Another was the use of pneumatic cylinders to 
slide the bottles into a more condensed array to fit within the folded packaging. Our 
team then decided to design a packaging system that consists of a gantry system to 
move the bottles from the conveyor belt to the packaging and two pneumatic cylinders 
to compress the bottles into the desired 3 x 4 array for the final design. 
In order to get the packaging system to integrate with the existing system, the 
most important component is the inclusion of a gantry system to the move the bottles 
from the conveyor belt to the packaging. A gantry system is a frame with moving 
components that support and move a load. These components correspond to the x, y, 
and z directions, meaning that the user can move a specified load horizontally and 
vertically in the x and y directions, respectively, and up and down in the z-direction. 
Initially, our team planned on implementing an x-y-z gantry into our system so that the 
bottle could be lowered onto the packaging, since it was originally going to be located 
on a lower surface than the conveyor belt. However, it was not cost effective to spend 
an extra thousand dollars for the z-component of the gantry system when the bottle only 
needed to be lowered a few millimeters. Instead, our team decided to purchase an x-y 
gantry that is 300 mm x 300 mm and raise the packaging to the same height as the 
conveyor belt so that the x and y directions are the only directions that need to be 
controlled. 
After deciding which gantry system was going to be implemented into the existing 
system, the next step was to decide how the PLC would interact with the gantry system 
in order for it to move. Each axis on a gantry system is driven by a separate stepper 





are controlled by pulses sent from an external controller, i.e., each pulse sent 
corresponds with one step of the motor.  In order to get the PLC and the stepper motors 
that drive the gantry to communicate, there is a need to buy an external controller. This 
external controller allows the user to send a digital signal and an analog output from the 
PLC to the stepper motors, such as, how many steps in a certain direction the motors 
should move or at what speed they should move. Since the chosen gantry system for 
our system is only 300 mm x 300 mm, our team was easily able to compare our system 
to a 3D printer, since they incorporate a similar system. After researching those 
systems, our team initially thought that the best way to control the stepper motors would 
be by using an Arduino microcontroller, especially since our team has knowledge with 
Arduino wiring and coding. However, the Arduino has multiple downsides to it. One 
major issue comes from trying to get the PLC and Arduino to communicate directly and 
efficiently. While this could be done, it would be much easier and more efficient if our 
team were able to write the stepper driver code within our ladder logic PLC code for the 
overall system, instead of trying to incorporate a separate Arduino code. After noticing 
the downsides of using an Arduino to control the stepper motors, our team began 
researching micro-stepping stepper drivers. Stepper motor drivers are specifically 
designed to drive stepper motors, rather than Arduinos, which are built to control a 
multitude of devices, which allows for more precise position control and direct 
communication with the PLC. These drivers also allow for much smoother motion, which 
is desired when moving bottled liquids. With the chosen gantry system, the micro-
stepping stepper driver desired would need to be able to handle a 24-volt input and be 





our team chose the DM322E Micro-stepping Stepper Driver from Automation Direct. 
This specific driver allows for a 2-phase output and 12-24 volts DC. Using this specific 
driver allows for direct connection to the PLC, as shown in Figure 1. With this direct 
connection our team is also able to directly implement the code needed to control the 
stepper motor into our ladder logic code for the entire system. This code is further 
simplified from the Arduino since the user only needs to input the number of steps 
needed in each direction the get to the specified locations on the packaging. Since the 
gantry system has both x and y controls, our team needs to purchase two separate 
stepper drivers since one is needed to control each specific direction to correctly input 
the direction and steps needed for each iteration. 
After the stepper motors successfully place all 12 of the bottles onto the 
packaging, the next step is to compress the spread-out array into the desired compact 
array to allow the packaging to be folded. Before moving to this step, our team first had 
to decide where the gantry would place the bottles initially on the packaging. The 
unfolded box is 381 mm long, 304.8 mm wide, and 50.8 mm tall. The specific location 
Figure 1: Example Stepper Motor Wiring (OPTO refers to the 
opto-coupler power supply, PUL refers to the pulse signal, DIR 
refers to the direction signal, ENA refers to the enable signal 





where our team wants to place the bottles on the packaging is 304.8 mm long and 
approximately 117.5 mm wide. Initially, our team planned to have the gantry system 
pick up each bottle individually, then move it onto the packaging. Following this idea, it 
made sense that each bottle had enough room in between them to allow whatever 
grasped the bottles to freely move in and out, without interfering with any of the other 
bottles that had already been placed. Our initial idea can be seen visually in Figure 2a, 
where each bottle is 57.15 mm apart horizontally and 63.5 mm apart vertically. 
However, this placement requires very accurate measurements and some of the bottles 
appear to be very close to the edge of the packaging. This precision would be hard to 
accomplish for multiple runs in a row, and could cause numerous challenges since a 
bottle could fall off the edge of the packaging, or the piece that grasps each bottle could 
hit one of the already placed bottles, and in turn throw off the whole desired array. Due 
to these complications, our team then decided to create a gripping feature that is able to 
pick up three bottles from the conveyor belt at a time. This modification allows for less 





This layout can be found below in Figure 2b, and is the layout that our team decided to 
use. Since the bottles are able to be placed closer together, it allows for more room to 
be available between each row of bottles in the array. Due to this extra room, the 
component used to grasp the bottles is less likely to cause error within the system. 
After the bottles are all placed in their specified locations on the packaging, the 
next step is to compress the bottles into the desired array to allow the packaging to be 
folded. To best get the packaging component after the gantry system to incorporate with 
the PLC, our team decided to use either single or double acting cylinders with attached 
brackets to push the bottles to the specific locations on the packaging. At first glance, it 
seemed easiest to implement a double acting cylinder so that each of the 4 rows of 
bottles can be pushed back to their desired location individually. However, this option 
Figure 2: Bottle layouts for placement on packaging 





would create a major bottleneck within our system and would be very difficult to 
implement since the PLC does not allow the preciseness of control required to push 
each row to a specific location on the packaging. After realizing this, our team reviewed 
videos of other packaging systems and noticed that a majority of systems use two arms 
to push bottles to their locations at the same time. In order to implement a similar device 
into our system, our team decided to use two single acting pneumatic cylinders of the 
same length with attached 3D printed brackets, that once extended would push the 
bottles together simultaneously as shown below in Figure 3. These pneumatic cylinders 
are single acting with spring return, meaning that they only have one stroke length. Our 
team is able to utilize this spring return since there is one compressed airport to extend 
the rod in the “push” direction, which will move the bottles to their desired locations, 
then the spring retracts in the “pull” direction. After deciding on the use of two single 
acting pneumatic cylinders, the next step was to determine the stroke length. This 
decision was not made until after going through multiple different bracket and bottle 
Scale 1:1 
Scale 1:1 
Figure 3: Final compact configuration of bottles on packaging after pneumatic 





layout designs that are discussed next. After multiple design changes, our team decided 
on a 6-inch stroke for the single acting pneumatic cylinders. Since the chosen 
pneumatic cylinder has an extended force of about 40 lbs., more in-depth analysis was 
not needed for the decision of the stroke length since the weight of the bottles is very 
negligible, comparatively. The overall decision on the stroke length solely depended on 
which length would work best when integrated into our design. Due to the constraint that 
the packaging box must be flat and transferred to another step to be folded, it made the 
most sense to get a longer stroke length, so that the brackets will be completely out of 
the way as the packaging is moved. 
The final component that needed to be designed for total integration into the 
packaging system were the brackets that would be attached to the pneumatic cylinders 
that serve as the device that compresses the bottles into the final compact configuration 
for packaging. Our initial idea was considered at the same time as our initial bottle 
layout from Figure 2a. Since these bottles are spread out from the desired configuration, 
the initial idea was to have a slight taper at the end of the bracket to make sure all of the 
bottles would slide into the correct position and then have a straight edge in the back to 
straighten up the bottles as shown in Figure 4. However, it can be quickly realized that 
the brackets need to be separated at least a small amount when they come together 
since the user essentially has little control of the speed at which the pneumatic cylinders 
are released. If the brackets were to quickly crash into each other it could cause 
damage to them, especially after prolonged use, which would be the case in an industry 
setting. No separation between the brackets could also cause the bottles to crash into 





bottles themselves. Our team quickly decided to modify this design to allow for a five-
millimeter gap between the two brackets. This also allowed for a more precise length in 
the dimension of the brackets. In Figure 4, it can be seen that the bracket is 114.59 mm, 
which is extremely precise and unwanted in industry, if it can be avoided. Therefore, 
adding in the five-millimeter gap allows for a length of 100 mm, which is much more 
desirable for manufacturing. After the bottle layout was finalized (Fig. 2b), our team also 
decided to modify the way that the taper was implemented into the bracket design. 
Instead of having an abrupt slant quickly transfer into the straight portion, the 
modification allowed for a very slight constant slope so the bottles could slide into place, 
in case they were initially placed slightly in the wrong location, as seen in Figure 5. This 
design also creates less long-term wear to the brackets and bottles since they will not 
be colliding into each other every iteration. The final modification made to this design 
was to fillet the corners on the inside edges of the bracket and allow a two-millimeter 
gap between the bottles and the bracket so that the bottles do not shoot off into an 
Figure 4: Initial design of brackets attached to pneumatic cylinders used to 





undesired direction. For the scope of this project, the final bracket design, shown in 
Figure 6, will be 3D printed and attached to the pneumatic cylinders. The pneumatic 
cylinders have a threaded end and when the brackets are printed, they will have a 
threaded back so that they can be attached by screwing the two together. In a factory 
Figure 5: Modified bracket design to account for bottles being placed off-
centered from set location on packaging. 
Figure 6: Final bracket design to be attached to the pneumatic cylinders. The 






setting, the brackets would most likely be cut from some form of metal, but our need is 
not as strenuous as an actual industry setting. This final design should allow for an easy 
and efficient transition from the initial bottle layout, that is placed by the gantry, to the 
final desired layout so that the packaging is able to be folded and moved somewhere 
else. 
Design Solution and Analysis 
 Our team has an overall budget of $4,200, for the scope of our entire project. The 
overall cost for this preliminary system is $1,389.85, and the break down for each 
component can be found below in Table 1. There are several other components needed 
for the packaging system, such as six two-kilohm resistors and a microswitch that can 
be found in the lab and do not need to be purchased. The filament needed to print the 
two brackets for the packaging component is a minimal cost. The detailed drawing of 
the final bracket design is shown in Figure 7. This specific component can be integrated 
into the system by adding a threaded hole into the back of the bracket so that they can 
be fastened to the pneumatic cylinders. These threads are not currently shown in the 
drawing since our team is unsure of the needed thread type at the moment, but will be 
added on once the building process begins. This overall system can be easily integrated 
into the overall system by connecting the pneumatic cylinders directly to the PLC and 
adding the needed output to extend the arms into the ladder logic of the system’s code. 





 The most difficult component to be integrated in the packaging system of the 
overall design will be the gantry system. As mentioned earlier, since our team is 
planning to purchase the micro-stepping stepper drivers to be hooked up to the stepper 
motors, then the gantry system can be directly connected to the PLC. Our team would 
then need to input the desired number of steps needed to get each row to the desired 
location. A sample diagram of how this code will be laid out is located in Figure 8. Once 
our team is able to get the gantry system connected to the PLC and running as desired, 
moving the bottles to the correct position and implementing the pneumatic cylinders 









Conclusion from Prototype Design 
 As mentioned earlier, there are few constraints for the packaging portion of this 
project, except for the final packaging will be 381 mm long, 304.8 mm wide, and 50.8 
mm tall (15.5 in x 12 in x 12 in), designed to hold 12 bottles in an array of 3 x 4, and the 
packaging material will be flat. Putting these constraints into consideration the above 
design for the packaging system that our team has laid out will sufficiently meet the 
design objective. This design will have a gantry system that will move the bottles from 
the conveyor belt, after being filled and capped, to the specified locations on the 
packaging. From there, two pneumatic cylinders with attached brackets will compress 
Figure 8: Flow chart for the program to be written to integrate the gantry 





the initial array of bottles into the desired array so that the packaging can then be 
moved to the next station to be folded. This system will have an overall cost of 
$1,389.85. The packaging system may be the bottleneck of our overall system; 
however, our team believes that this design will be very quick and efficient compared to 
other designs due to the implementation of the gantry system and the separate 
component of the pneumatic cylinders. Our team expects this component to work 
efficiently and not break down from constant wear and tear found in an industry setting. 
Assembly of Prototype 
 After returning to school after winter break, I quickly began the assembly of my 
system. The most crucial component to my design is the gantry system. As mentioned 
earlier in this paper, my team decided to purchase the 300 mm x 300 mm XY-gantry 
system equipped with NEMA-17 stepper motors. While assembling the system, I 
realized that there would not be a very straightforward way to secure the gantry safely 
on the mounts needed to hold the system at the height needed. Therefore, I decided the 
simplest way to solve this issue would be to 3D print some kind of bracket to securely 
fasten the gantry system to the mounts so that the system is held securely. The mounts 
being used are metal bars with a cross-section shaped as a square with sides of equal 
length of 38.1 mm (1.5 inches). With how the gantry system was manufactured two of 
the ends only have an attachment on one side (Fig. 9). As can also be noticed from 





metal bars. With this design it made sense to create some form of rectangular prism 
that was missing one side that would slide snuggly onto the end cap. From there that 
top portion would be connected to another rectangular prism that would fit snuggly on 
the metal bar so that the bottom portion could be screwed into place and would result in 
a securely mounted gantry system. This bracket design is shown in Figure 10 with the 
Figure 10: Detailed drawing of the cap design to help secure 
the gantry system. 
Scale 1:1 





whole system shown in Figure 11. Since my team decided against the XYZ gantry 
system originally, due to the major price increase, mounting the gantry with these 3D 
printed brackets allows for us to do away with that z-component. Mounting the gantry 
allows us to raise the gantry to be tall enough to directly grab the bottles from the 
conveyor belt and then safely move it to the packaging that is in turn, also raised to the 
desired height. 
 After assembling the gantry system, the next step was to wire the system. Since 
we are required to do some form of preliminary testing plan, I decided to do more of a 
preliminary wiring using a breadboard instead of soldering the wires together, which I 
will do for the final design. The breadboard allows for solderless, temporary wiring and 
can be reused until I determine the correct wiring for my design. In this project, I need to 
connect a resistor and two wires in series to step down the power output from the PLC 
to the micro-stepping driver. Since the PLC outputs a voltage of 24-volts and the micro-






stepping drivers can only take up to 5-volts, I need to use a 2-kilo-ohm resistor to drop 
the voltage. This allows for the correct voltage to be emitted to the driver without 
causing any electric issues or failures while running the system. This wiring 
configuration can be found in Figure 12. This process allows for the wires to be in series 
with the resistor and will correctly drop the voltage to the desired amount so that too 
much power will not be emitted to the driver.  
 The wiring between the driver to the PLC terminal block is shown in Figure 13. 
The use of the terminal block allows for simpler connection to the PLC and again is 
solderless. The type of terminal block used for this project is a screw-in terminal block 
which uses screws to easily secure a connection from the wire to the terminal block. 
The terminal block serves as an intermediate to the PLC itself. They allow the user to 
insert the wires into the terminal block and then connect it to the PLC using a shielded 
cable, creating a clean and professional looking station. The terminal block is also very 
beneficial for the user as it lights up to correspond to which inputs and outputs are 
Figure 12: Initial wiring diagram that shows how the resistors will be aligned 





activated. Also, in Figure 13, it can be seen that the terminal block also allows the user 
to connect both a ground and a power supply from two DC buses (A and B). For my 
project, I used bus B, as labeled in the diagram. The 0-volt bus allows for a ground 
connection to the DM322E micro-stepping driver and the 24-volt bus allows for a power 
connection to power the driver instead of having to directly plug it into the PLC or an 
external power source. For the preliminary testing, I decided to initially start with 
connecting and powering only one axis (or one driver).  
Each driver consists of 4 outputs, the opto-coupler, pulse signal, DIR signal, and 
the enable signal. The opto-coupler is another power supply and the typical voltage is 
+5-volts. The pulse signal allows the user to send a pulse from the PLC to the driver 
allowing the PLC to tell the driver when to send a pulse to move the stepper motor a 
step. The speed at which these pulses are sent control the speed of the motor. The DIR 
signal has both low and high voltage levels to represent the two direction of motor 
rotation, i.e., moving the axis forward and backwards. The enable signal is then used for 
Figure 13: A detailed wiring diagram of all components used for 





enabling or disabling the drive, but since I am using a PLC to control the driver, I do not 
think I will need to account for the opto-coupler, nor the enable signal. The last 
connections required are the stepper motors to the driver. This connection is very 
straightforward, since the wires are color coded and easily tell the user which leads go 
to which input on the driver (Table 2). The driver is also manufactured the same way as 
the screw-in terminal blocks, so for this connection I simply had to clip and then strip the 
wires and then make the required connections by securely screwing the wires into the 
driver. The full wiring diagram for my preliminary design can be seen in Figure 13. In 
order to hook up the second driver, I just have to repeat these steps. After correctly 
wiring the system to the PLC, all that is left to run the gantry correctly is to correctly 
write the Ladder Logic required to power the gantry system.  
There are a few requirements for coding the micro-stepping drivers, detailed in 
the controller specifications, that I have to take into account when choosing which 
module on the PLC to use. The first requirement is that the ENA-signal must be sent 
before the DIR-signal by at least five microseconds; however, for the wiring diagram I 
created, it is not required for the ENA to be wired as an output of the PLC. A second 
requirement is that the DIR-signal proceed the PUL-signal by at least five microseconds 
to ensure that the correct direction has been read by the driver. This requires a timer to 
be included in the code. The pulse width must also exceed seven and a half 





microseconds, meaning that if too short then the driver will not correctly pick up the 
pulse signal to move the stepper motor a step. These requirements must be met by the 
system to avoid any issues or failures while trying to run the gantry system.  
After significant research in the Fall 2020 semester, I quickly realized that using 
the Pulse Train Output (PTO) instruction module on the Allen Bradley PLC was the best 
course of action. This is because the PTO module sends pulses to the stepper motors, 
defining a specific number of steps to rotate the motor shaft to a known position. Since 
we are needing to replicate motion of the gantry system to and from the packaging, we 
need an accurate way to keep track of positions to not create some form of failure within 
the system. As the module’s name suggests, it sends pulses from the PLC to the micro-
stepping drivers, then the software counts the steps of the stepper motors and stores 
the information to ensure that the exact position of the gantry system is always known. 
The PTO profile also consists of a variety of acceleration, constant speed, and 
deceleration segments as shown in Figure 14. This will allow for more fluid movement of 
the gantry system, instead of very quick, jagged movements, which would most likely 
cause inaccurate positioning at the end of motion. However, after wiring the gantry 
system and starting the ladder logic for the programming, I realized that the PTO 
module was not available in any of the licensing that we had and may had even been a 





module on an older version of the Allen Bradley programming and is now no longer 
available. I then had to come up with a new idea for controlling the stepper motors since 
this module was not available. My initial thought was to try to control the gantry system 
similar to how they control robots in industry settings using PLCs. I believe this is a 
plausible idea, but for this application it would not be a very efficient course of action, 
especially since I am needing to send pulses to the drivers instead of controlling arm 
movement or rotation. This way would also be a lot more time consuming than what the 
scope of this project allows and requires more experience in PLC programming than 
any of my team members have.  
After more research, I found the High-Speed Counter (HSC) module on the Allen 
Bradley PLC. This module is normally run alongside the Pulse Train Output module, but 
should be able to create a similar pulse required by the drivers. The HSC can also keep 
track of the actual speed and position of the stepper motors, similar to the PTO. The 
High-Speed Counter is normally used in situations where counting timed instances are 
very short, like in my system where different motions are separated by mere 
microseconds. Upon discovery of this module, I first created a PLC program that used 
timers to flash a light on and off to test if the High-Speed Counter is able to work as fast 
as needed. However, when the timer is set to a preset of one it corresponds to one 
millisecond. The Allen Bradley program will not allow the user to go any lower, which 
means that the lowest the counter can go is milliseconds and for this project the desired 
time will be in microseconds. So, I realized that this was not going to be a viable option 





slow. Due to this, I had to revert back to using an Arduino as a pulse generator for the 
stepper control, which was one of my initial ideas from the Fall 2020 semester. 
The use of the Arduino greatly simplifies the actual coding required to send the 
needed pulse and direction to the micro-stepping drivers; however, it somewhat 
complicates the overall design. This complication occurs since I now need to have a 
sensor send an input to the PLC, then the PLC send an output to the Arduino, and 
finally the Arduino send an output to the stepper motors. The use of this Arduino also 
requires me to rewire the system to account for these changes, since I will not be able 
to use the same wiring configuration as shown in Figure 13. For this new wiring, the 
micro-stepping drivers will still be directly connected to the stepper motors and then the 
drivers can be directly connected to the Arduino board, since the Arduino puts out a 
voltage of five-volts, rather than the PLC’s 24-volts. The Arduino, however, can only be 
connected to a voltage between seven-to twelve-volts. Therefore, the Arduino in turn, 
now needs to be plugged into the breadboard with the resistors leading to the 
connection to the terminal block for the preliminary wiring. For the overall system, my 
team needs the gantry system to move bottles from the conveyor belt to the packaging 
four times. Therefore, to make the program simpler, there will be four outputs from the 
PLC to the Arduino in order to have separate functions within the code in order to get 
the bottles to the correct location for each run. This new wiring configuration for the 





The coding of the Arduino program itself proved to be much simpler than trying to 
work around a way to power the stepper motors using the PLC. Arduino code is initially 
split into two sections, the setup function and the loop function. When an Arduino script 
is run the setup function runs only once initially when the power is applied to a pin, such 
as through a button push. Following this the loop function then runs continuously until 
the power is removed, or until a reset button is pushed. Before moving into these 
functions, I first had to declare all the variables needed for this program so that it can be 
easily distinguished as to which pins are for pulse and which are for direction. I then 
wrote the code for the setup function, which allows for the user to set all inputs and 
outputs needed for their code to run. For the preliminary testing, I only needed one input 
and four outputs. This input corresponded to the push button that told the code when to 
run and which function to run. The outputs consisted of the two pulse and two direction 
pins on the micro-stepping stepper drivers. For my program, I decided to create a 






separate function called “positions(),” that will continually be called. Within the function 
for the preliminary testing, I will have one conditional statement that will tell the system 
when a specific pin is set to High, which occurs when the button is pushed. Once this 
pin is set to High, the program calls a separate function currently titled “prelim(),” which 
tells the micro-stepping drivers to create the movements that were performed during the 
preliminary testing of the system. The way that the program flows for this test is that the 
x-direction pin is initially set to ‘HIGH,’ signifying that it will move in the forward direction. 
Once this is set, it then loops through the needed number of steps, sending pulses, until 
the axis reaches the desired position. The x-direction pin is then set to ‘LOW’ and flips 
back and forth to account for the mixing action desired. This same motion is then 
repeated until both axes make it to this arbitrary location and then return to their home 
positions. This code can be found in Appendix A and will be updated after the 
preliminary testing to account for the other positions needed for our overall system.  
After getting the gantry running correctly, I then began focusing more on the 
packaging mechanism of my design, which consists of two single acting pneumatic 
cylinders, with 3D printed brackets attached to move the bottles to the desired locations 
on the packaging. I initially began printing my final prototype design, found in Figure 7, 
for the bracket to see if they fit correctly on the pneumatic cylinders. My initial idea for 
attaching the brackets to the pneumatic cylinders was to add threading to the brackets 
so that I could then easily screw the brackets to the pneumatic cylinders without having 
to worry about using nuts or glue. However, shortly after printing the brackets, I realized 
that when creating a solid part in SolidWorks the threading is only cosmetic and is not 





therefore creating a hole that was much smaller in diameter than the cylinder with no 
actual way to connect it without having to try to use some kind of tool to make its 
diameter bigger. After realizing I needed to redesign the connection for these brackets, I 
began trying to manually thread the brackets. However, this process proved to be very 
tedious and much more complicated than desired for this somewhat simple part. I then 
decided to return to one of my initial ideas of using two nuts to secure the bracket onto 
the pneumatic cylinder (Fig. 16). With my first redesign, as with any prototype, I had 
some small measurement errors resulting in me needing to revise this new design. I 
initially made the diameter to fit around the nut too big, resulting in the bracket spinning 
freely instead of staying secured and in the desired orientation. I also did not make the 
cut large enough for the nut on the back of the bracket which resulted in not enough 
Figure 16: Bracket redesign to account for connection to the 






room for the front nut to fit securely on the pneumatic cylinder threading. To fix this 
issue, I decided to make the hole in the back of the bracket much smaller in diameter so 
that it will snuggly fit with the nut on the pneumatic cylinder to eliminate the undesired 
spinning. I also decreased the diameter of the part of the bracket that slides over the 
pneumatic cylinder to get this to fit more tightly as well. After fixing these diameters, I 
then increased the cut in the back of the bracket to allow for both nuts and the bracket 
to fit correctly on the pneumatic cylinder (Fig. 17). This final connection can be found in 
Figure 18. Even though this new design results in a tight fit over the pneumatic actuator 
and a tight fit for both nuts, the bracket still spins. Due to this, I decided to superglue the 
nuts to the bracket to allow for a more secure connection and since the threading on the 
nuts will keep the brackets from spinning.  





After setting up the packaging portion and putting the pneumatic cylinders with 
brackets attached in the desired positions, the next part is the coding for this section. 
Since both pneumatic cylinders will be released at the same time, the code is fairly 
simple. Also, unlike the gantry system, the pneumatic actuators will be controlled 
completely by the PLC. For control of the pneumatic cylinders by the PLC, my team 
decided to use a valve manifold and solenoid opened directional control valve wired to 
the PLC and is connected to the air supply and cylinders via hosing. The valve releases 
air to the cylinders whenever the output on the PLC is set to ‘HIGH.’ For the coding of 
the pneumatic cylinders, I will need to set a timer for a few seconds after the gantry 
system drops the last set of bottles and returns to its home position. Once this timer is 
done, it will then jump to the next rung that will trigger the two outputs corresponding to 
the two pneumatic cylinders. Once these outputs are triggered the pneumatic cylinders 





will shoot out and compress the bottles into the smaller array. Once this action is 
completed, then a full run of the system will be completed. 
Preliminary Testing Plan 
The packaging system consists of an X-Y gantry system with two stepper motors, 
one controlling the x-axis and the other controlling the y-axis. Within the overall system, 
the job of the gantry system is to pick the bottles up off of the conveyor belt after they 
are filled and capped and then move them onto the packaging. My team also plans on 
having the gantry system mix the liquid in the bottles by rocking the bottles gently back 
and forth as it makes its way to the packaging. For the preliminary testing of this 
component, I am planning to show successful movement of the gantry system to prove 
that the system can be easily integrated into the overall idea for the system. The 
devices required for the preliminary testing of the packaging system consists of the 
Allen Bradley PLC, a terminal block, a breadboard, an Arduino Uno, a pushbutton, a 
DM322E micro-stepping driver, the gantry system, and the stepper motors attached to 
the gantry system.  The software required for the testing of this component is the 
Arduino program named “pul_dir” (Appendix A). In order to run this program, it must first 
be uploaded to the Arduino, currently powered by a laptop. Once the program is 
uploaded, it will have all of the desired inputs and outputs ready for when the user 
decides to start the test. The only input required for this test is the push button, which 
will be used to tell the Arduino when to start sending pulses to the stepper motors. The 
outputs consist of the pulse and direction for both the x- and y-axes. As just mentioned, 
the Arduino will generate pulses and send those to the stepper motors telling them at 





PLC will tell the motors if they need to be accelerating in the forward or backward 
direction. Since this is just a preliminary test, I decided to use a breadboard for initial 
wiring of the system before deciding to solder everything together. The breadboard 
allows for easy and temporary connection between the push button and Arduino, since 
the push button will not be used in the final design. The terminal block allows for these 
components to be connected to the PLC without having to worry about the wires being 
connected directly to the PLC, to power the micro-stepping drivers.  
Once the user is ready to run the test, all that they must do is push the push button 
and then the gantry system will begin to move to an arbitrary location. Once it makes it 
to this location, the gantry system will stop moving, after stopping the gantry system will 
then return back to the starting position and then stop upon return. If the system is able 
to accomplish this test successfully, it will prove that this motion can be repeated 
multiple times as needed since my team is planning on only moving 3 bottles at a time 
from the conveyor to the packaging. The packaging is made to fit a 3 x 4 array, so this 
task will need to be replicated 4 times for the system to be successful. Also, since the 
test is going to send the gantry to an arbitrary location it will show that we will also be 
able to easily pick precise locations so that the bottles will be placed in the desired 
locations. My team believes that if the gantry system is able to successfully complete 
this test, then it will prove to be a very efficient and reliable program that can be 







Preliminary Testing Results 
 As stated above, the testing of the packaging station consisted of successful 
movement of both axes on the XY-gantry system. The preliminary test was very 
successful for this component, as it was able to move in both the x- and y-directions to 
an arbitrary location, perform a mixing action, pause, and then return to its home 
position. This movement was also able to be repeated multiple times since I 
implemented a push button within this test that activated the movement every time the 
user pressed it. From here, the next step is to work on getting the gantry system to 
move at a faster speed, so that it is not the bottleneck in the system. Also, the 
implementation of the sensors and a counter need to replace the push button that was 
currently set up for the preliminary test. Once this is in place, it will then allow for a 
rewrite of the current Arduino code to allow for different functions to be called, 
corresponding to the four different locations on the packaging. 
Changes Made for Final Prototype 
 After the completion of my preliminary testing, my next task was to update the 
Arduino code to account for all four desired positions on the packaging. This final code 
can be found in Appendix B. I initially left the pushbutton on the Arduino when first trying 
to finalize the code before trying to also connect the system to the PLC. Since my team 
was starting to cut it close on the allotted number of inputs and outputs available on the 
PLC, I decided that my best course of action would be to use the pushbutton as a 
placeholder initially. Then for my final prototype, use the grippers as a timer to send an 
output to tell the Arduino when to start, so that I would not be using any outputs or 





their systems without having to allocate any for my system. I initially thought that I would 
need to have four separate outputs from the PLC so that it would set four different pins 
to ‘HIGH’ on the Arduino at different times corresponding to different functions within the 
Arduino code, coordinating to the four different positions on the packaging. However, 
since I now decided to use the grippers to time out when to run the Arduino code, I am 
now able to instead have a counter that coordinates to the four different positions to tell 
the stepper motors which position to move to. Since the gantry system will be ran fully 
through each run of the system, I am able to simply initialize the count and then 
increment it as the pin is turned to ‘HIGH’ switching the function each time until the 
Arduino reaches the last position and then resets the count to zero. However, the only 
downside to this is that if the system as a whole goes under an emergency stop, then 
the Arduino is not able to reset itself. This could cause an issue if the operator decides 
to just restart the process, without resetting the Arduino since the Arduino will start from 
whichever position it left off on, instead of from position one. This will cause bottles to 
be knocked over and then could result in damage to components. This would have to be 
fixed by manually resetting the Arduino whenever the PLC is set into emergency stop, 
which would be a major hassle and very undesired in any industry setting. I was also 
able to speed up the gantry by bumping up the steps per revolution on the micro-
stepping drivers from 1600 to 400, as was desired after the preliminary testing. This 
causes more jagged movement of the stepper motors; however, it results in less of a 
bottleneck within our system. Within this type of prototype, speed is more beneficial 
than accuracy, since we are not doing something that requires precise placement, such 





 After I finished updating the final prototyping code, I then began working on 
setting the gantry system to the desired height for our system, so that I could then begin 
rewiring the gantry. Rewiring the gantry will allow for a cleaner workspace since I will be 
using ribbon wire. Ribbon wires are bound together so that different wires will not 
become tangled, which could result in failures in the system. Since I already designed 
and printed out the caps all I need to do for this is measure the needed height of the 
gantry system with the grippers attached and then cut the metal rods that can then be 
screwed into the table and secure the caps onto it. After this is finished, the gantry 
system will be completely finished and integrated into the system. 
Final Conclusions 
 Upon completion of the packaging component of my team’s overall system, we 
found that it meets the original need very well. There were not many constraints for the 
packaging system except that the customer desired for the overall system 
autonomously packaged the bottles into a container after completion of the previous 
steps. This constraint is met very well with the use of the gantry system that was 
implemented into the overall system. With the way that the gantry system is coded 
every time the grippers grab the bottles a timer is set and once the timer is done the 
gantry system then moves the bottles to the desired locations. This will always allow for 
an autonomous and perfectly timed out process within my team’s system. The 
pneumatic cylinders that compress the dropped bottles completes the system perfectly, 
as it is also set with a timer that starts after the grippers drop the last row of bottles. 





condensing again to move out of the way for when the packaging moves on to the 
folding station, which is outside of this project’s scope. 
 However, there are some downsides to this design, as with any prototype. The 
greatest weakness within this system is the fact that an Arduino has no way to manually 
reset it without reuploading the whole program to it. For instance, if while the customer 
is running the bottling station and realizes that the fifth bottle to go through does not get 
filled completely and decides to hit the emergency stop button to fix this and then wants 
to restart from scratch, the Arduino will not realize that they are wanting to restart the 
whole process. This mistake will result in the gantry system taking the bottles to the 
desired locations on the packaging in the wrong order, resulting in either bottles being 
knocked over, bottles being broken, or parts within the system being broken, depending 
on when the customer decides to use the emergency stop. This weakness could easily 
result in failure within the system, but it is just an unfortunate downside with using a 
PLC and an Arduino communication back and forth, instead of just the PLC. For future 
development, it would be best to do away with the Arduino and find a better way to 
control the stepper motors using the PLC itself. Doing this will result in a more reliable 
system, that only deals with one program, that will also make it easier for the customer 
to use. Another weakness that could result in the packaging system after prolonged 
use, is the way that the gantry system is currently being held up. Since this is just a 
prototype, it is currently held up with metal rods, with 3D printed caps (Fig. 13). As the 
system is run continuously, it may cause slight movements in the rods, since they are 
not welded down, and it could cause wear on the 3D printed caps, since they are made 





within the brackets attached to the pneumatic cylinders. As development of the 
packaging system continues, it would be beneficial to use stronger materials, rather 
than 3D printed plastic filament to extend the lifetime of these elements, as well as, 
stronger connections to the table that the customer desires to place it on. These 
changes will make this current prototype much more reliable within an industry setting. 
 When taking into account the positives of the packaging system and the listed 
changes that would be made for a full-scale model, this system would work very well 
within an industry setting and would be very reliable for the customer to use day in and 
day out. The overall cost of the prototype was $1,484.27, with a cost breakdown shown 
in Table 3. The packaging system did prove to be the most expensive component of my 
team’s project. However, the major cost of the gantry system was well worth it, since it 
helps the system meet the customer’s restraints for the project and allows for easy 
connection of the mixing component.  
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Appendix A: Preliminary Testing Arduino Script 
[code] 
// defines pin numbers 
const int stepPin_x = 3;  
const int dirPin_x = 4;  
const int stepPin_y = 6; 
const int dirPin_y = 7; 
const int plc_input = 13; 
int input_1 = 0; 
const int stepsPerRevolution = 400; // set to match motor 
 
void setup() { 
  // Sets the two pins as Outputs 
  pinMode(stepPin_x,OUTPUT);  
  pinMode(dirPin_x,OUTPUT); 
  pinMode(stepPin_y,OUTPUT); 
  pinMode(dirPin_y,OUTPUT); 




  input_1 = digitalRead(plc_input); 
  if(input_1 == HIGH){ 
    prelim(); 




  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x, HIGH);  
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution*2.5; x++) { 





      delayMicroseconds(300);  
      digitalWrite(stepPin_x,LOW);  
      delayMicroseconds(300);  
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
   digitalWrite(dirPin_x,LOW); 
   delayMicroseconds(500); 
   for(int x = 0; x < stepsPerRevolution/2; x++) 
   { 
     digitalWrite(stepPin_x,HIGH); 
     delayMicroseconds(300); 
     digitalWrite(stepPin_x,LOW); 
     delayMicroseconds(300); 
   } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
   digitalWrite(dirPin_x,HIGH); 
   delayMicroseconds(500); 
   for(int x = 0; x < stepsPerRevolution/2; x++) 
   { 
     digitalWrite(stepPin_x,HIGH); 
     delayMicroseconds(300); 
     digitalWrite(stepPin_x,LOW); 
     delayMicroseconds(300); 
   } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
   digitalWrite(dirPin_x,LOW); 
   delayMicroseconds(500); 
   for(int x = 0; x < stepsPerRevolution/2; x++) 
   { 





     delayMicroseconds(300); 
     digitalWrite(stepPin_x,LOW); 
     delayMicroseconds(300); 
   } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
   digitalWrite(dirPin_x,HIGH); 
   delayMicroseconds(500); 
   for(int x = 0; x < stepsPerRevolution*3.5; x++) 
   { 
     digitalWrite(stepPin_x,HIGH); 
     delayMicroseconds(300); 
     digitalWrite(stepPin_x,LOW); 
     delayMicroseconds(300); 
   } 
  } 
  for(int y_forward = 0; y_forward < 1; y_forward++){ 
    digitalWrite(dirPin_y, HIGH);  
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution; y++) { 
      digitalWrite(stepPin_y,HIGH);  
      delayMicroseconds(500);  
      digitalWrite(stepPin_y,LOW);  
      delayMicroseconds(500);  
    } 
  } 
  delay(1000); //drop bottles 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
   digitalWrite(dirPin_x,LOW);  
   delayMicroseconds(500); 
   for(int x = 0; x < stepsPerRevolution*5.25; x++) 
   { 





     delayMicroseconds(300); 
     digitalWrite(stepPin_x,LOW); 
     delayMicroseconds(300); 
   } 
  } 
  for(int y_backward = 0; y_backward < 1; y_backward++){ 
    digitalWrite(dirPin_y, LOW);  
    delayMicroseconds(500);  
    for(int y = 0; y < stepsPerRevolution; y++) { 
      digitalWrite(stepPin_y,HIGH);  
      delayMicroseconds(500);  
      digitalWrite(stepPin_y,LOW);  
      delayMicroseconds(500);  
    } 












Appendix B: Gantry System Overall Arduino Script 
[code] 
// defines pin numbers 
const int stepPin_x = 3; 
const int dirPin_x = 4; 
const int stepPin_y = 6; 
const int dirPin_y = 7; 
const int plc_input = 13; 
const int stepsPerRevolution_x = 400; // set to match x-motor 
const int stepsPerRevolution_y = 800; // set to match y-motor 
int pin_13 = 0; 
int count = 0; 
 
void setup() { 
  // Set pins as inputs and outputs 
  pinMode(stepPin_x,OUTPUT); 
  pinMode(dirPin_x,OUTPUT); 
  pinMode(stepPin_y,OUTPUT); 
  pinMode(dirPin_y,OUTPUT); 
  pinMode(plc_input,INPUT); 
} 
 
void loop() { 
  pin_13 = digitalRead(plc_input); 
  if (pin_13 == HIGH && count == 0){ 
    position1(); 
    count = count + 1; 
  } 
  else if (pin_13 == HIGH && count == 1){ 
    position2(); 
    count = count + 1; 
  } 





    position3(); 
    count = count + 1; 
  } 
  else if (pin_13 == HIGH && count == 3){ 
    position4(); 
    count = count + 1; // will need to restart Arduino between runs 




  delay(2000); // wait for cylinder to retract 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*3.25; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 





    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int y_backward = 0; y_backward < 1; y_backward++){ 
    digitalWrite(dirPin_y,LOW); 
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution_y*10; y++){ 
      digitalWrite(stepPin_y,HIGH); 
      delayMicroseconds(500); 
      digitalWrite(stepPin_y,LOW); 
      delayMicroseconds(500);  
    } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.5; x++){ 





      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  delay(5000); //drop bottles 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.45; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int y_forward = 0; y_forward < 1; y_forward++){ 
    digitalWrite(dirPin_y,HIGH); 
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution_y*10; y++){ 
      digitalWrite(stepPin_y,HIGH); 
      delayMicroseconds(500); 
      digitalWrite(stepPin_y,LOW); 
      delayMicroseconds(500); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.55; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 





      delayMicroseconds(300); 
    } 




  delay(2000); // wait for cylinder to retract 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*3.25; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 





      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int y_backward = 0; y_backward < 1; y_backward++){ 
    digitalWrite(dirPin_y,LOW); 
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution_y*5; y++){ 
      digitalWrite(stepPin_y,HIGH); 
      delayMicroseconds(500); 
      digitalWrite(stepPin_y,LOW); 
      delayMicroseconds(500);  
    } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.5; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 





  } 
  delay(7000); //drop bottles 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.45; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int y_forward = 0; y_forward < 1; y_forward++){ 
    digitalWrite(dirPin_y,HIGH); 
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution_y*5; y++){ 
      digitalWrite(stepPin_y,HIGH); 
      delayMicroseconds(500); 
      digitalWrite(stepPin_y,LOW); 
      delayMicroseconds(500); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.55; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 








  delay(2000); // wait for cylinder to retract 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*3.5; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 





  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int y_forward = 0; y_forward < 1; y_forward++){ 
    digitalWrite(dirPin_y,HIGH); 
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution_y*10; y++){ 
      digitalWrite(stepPin_y,HIGH); 
      delayMicroseconds(500); 
      digitalWrite(stepPin_y,LOW); 
      delayMicroseconds(500);  
    } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.25; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  delay(5000); //drop bottles 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 





    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.45; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int y_backward = 0; y_backward < 1; y_backward++){ 
    digitalWrite(dirPin_y,LOW); 
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution_y*10; y++){ 
      digitalWrite(stepPin_y,HIGH); 
      delayMicroseconds(500); 
      digitalWrite(stepPin_y,LOW); 
      delayMicroseconds(500); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.55; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 




  delay(2000); // wait for cylinder to retract 





    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*3.5; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*0.75; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 





      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int y_forward = 0; y_forward < 1; y_forward++){ 
    digitalWrite(dirPin_y,HIGH); 
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution_y*4; y++){ 
      digitalWrite(stepPin_y,HIGH); 
      delayMicroseconds(500); 
      digitalWrite(stepPin_y,LOW); 
      delayMicroseconds(500);  
    } 
  } 
  for(int x_forward = 0; x_forward < 1; x_forward++){ 
    digitalWrite(dirPin_x,LOW); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.25; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  delay(7000); //drop bottles 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.45; x++){ 
      digitalWrite(stepPin_x,HIGH); 





      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
  for(int y_backward = 0; y_backward < 1; y_backward++){ 
    digitalWrite(dirPin_y,LOW); 
    delayMicroseconds(500); 
    for(int y = 0; y < stepsPerRevolution_y*4; y++){ 
      digitalWrite(stepPin_y,HIGH); 
      delayMicroseconds(500); 
      digitalWrite(stepPin_y,LOW); 
      delayMicroseconds(500); 
    } 
  } 
  for(int x_backward = 0; x_backward < 1; x_backward++){ 
    digitalWrite(dirPin_x,HIGH); 
    delayMicroseconds(500); 
    for(int x = 0; x < stepsPerRevolution_x*2.55; x++){ 
      digitalWrite(stepPin_x,HIGH); 
      delayMicroseconds(300); 
      digitalWrite(stepPin_x,LOW); 
      delayMicroseconds(300); 
    } 
  } 
} 
[/code] 
