Dragonfly is Password Authenticated Key Exchange protocol that uses a shared session key to authenticate parties based on pre-shared secret password. It was claimed that this protocol was secure against off-line dictionary attack, but a new research has proved its vulnerability to off-line dictionary attack and proving step was applied by using "Patched Protocol" which was based on public key validation. Unfortunately, this step caused a raise in the computation cost, which made this protocol less appealing than its competitors. We proposed an alternate enhancement to keep this protocol secure without any extra computation cost that was known as "Enhanced Dragonfly". This solution based on two-pre-shared secret passwords instead of one and the rounds between parties had compressed into two rounds instead of four. We prove that the enhanced-Dragonfly protocol is secure against off-line dictionary attacks by analyzing its security properties using the Scyther tool. A simulation was developed to measure the execution time of the enhanced protocol, which was found to be much less than the execution time of patched Dragonfly. The off-line dictionary attack time is consumed for few days if the dictionary size is 10,000. According to this, the use of the enhanced Dragonfly is more efficient than the patched Dragonfly.
Introduction
Nowadays, information is increasing at a faster rate and it needs to be secured when exchanging it over insecure networks. The most efficient way to secure this information is Cryptology which is the science of building and analyzing secret code. It consists of cryptography and cryptanalysis. Cryptography is the science that builds se-cret codes and cryptanalysis is the science that analyzes those codes [1] . There are two types of cryptography: Symmetric and Asymmetric key cryptography. Symmetric key cryptography has a shared key that is used by the sender and receiver in encryption and decryption processes, while Asymmetric key cryptography has a public key which is used in encryption processes and private key which is used in decryption processes [2] .
One of the symmetric cryptography protocols is key exchange protocol, which allows two parties who share non-secret information to compute a shared key via public communication. Authenticated Key Exchange (AKE) is a symmetric protocol that not only allows parties to compute the shared key but also ensures the identity of the parties where a party can compute a shared key only if he/she is the one who claims to be [3] . Another example of symmetric protocols is the Two-party Password-based Authenticated Key Exchange (2PAKE) protocol that permits two parties to generate a session key based on a pre-shared password and authenticates each other [4] . In general, PAKE protocols are exposed to different types of attacks, mainly passive and active attacks. Passive attacks are difficult to detect and are used to get information that is sent between parties without modifying the information or harming the resources. Active attacks enable the attacker to modify the encrypted message or change the meaning of the decrypted message by creating false streams [5] . However, the most complicated type of attack is the dictionary attack regardless of whether it is offline or online. Offline dictionary attack enables the attacker to record information from successful execution of the protocol by eavesdropping on the communication between parties. Then the attacker goes offline to find the required password by trying all passwords and choosing the correct password depending on the recorded information. The interaction with the server is not required in an offline dictionary attack. Online dictionary attacks enable the attacker to find the required password by trying all passwords during the interaction with the server [6] .
2PAKE protocol has various types of protocols. In 1992, the first 2PAKE protocol (called the Encrypted Key Exchange (EKE)) was proposed by Bellovin and Merritt [7] . Since then, many other 2PAKE protocols have been proposed (e.g. [8] - [12] ). One of these protocols was Dragonfly which was defined by Dan Harkins who claimed that this protocol had resistance to passive attacks, active attacks and offline dictionary attacks without security proofs [12] . In 2013, Dylan and Feng analyzed this protocol and proved that this protocol had weakness points in its security properties against active attack and offline dictionary attacks. They proposed to patch Dragonfly as a solution to verify its security properties by adding a public key validation [12] .
The main problem in the patched dragonfly protocol was that it consumed an increased computation cost during the execution of the protocol when public key was used, which involved a large bit operation. In this paper, we introduced another enhancement for the Dragonfly protocol without using a public key. The proposed solution is based on using two-pre-shared secret passwords instead of one and the number of rounds between parties has been reduced to two instead of four. This step adds more security to the original Dragonfly protocol while the attacker will require more than 1.5 days to perform the off-line attack in case the shared password is extracted from a dictionary with the size 1000. This result has been approved through a simulation project which was developed by the java programming language. The simulation project has been used to find out the required execution time by both parties who are sharing the communication. The execution time is found to be less than the time required in the use of public key validation. We also approved the efficiency of Enhanced-Dragonfly protocol by using the Scyther tool to analyze its security properties and its structure.
The paper is organized into sections: Section 2 presents the related work; Section 3 presents review of the Dragonfly protocol; the proposed solution is presented in Section 4, while discussion is presented in Section 5. Finally, the conclusion is in Section 6. It is focused towards those who are interested in cryptography and cryptanalysis domain.
Related Work
Password Authenticated Key Exchange (PAKE) protocols have been playing an essential role in providing secure communications. As is usual in cryptography, with each new release of a protocol, attempts to attack this protocol have also been released in order to measure resistance against these attacks.
In research [13] , analysis of the security weaknesses of SPAKE1 and SPAKE2 protocols has been introduced. It was found that these protocols are vulnerable against password compromises, impersonation and Denialof-Service (DoS) attacks. Additionally, it was proved that the Hitchcock protocol [14] , which uses public key encryptions, is insecure against momentary key compromise masquerades, Key Compromise Impersonation (KCI) attacks and off-line dictionaries. To remove these disadvantages, a new efficient protocol has been designed which relies on two-party PAKE protocols based on symmetric key exchange protocol and multiple hash function calculations. The public key scheme has been replaced here with the symmetric encryption because the latter requires fewer bit operations. Many theories have been explained to prove that the proposed scheme is secure against various attacks. It provides the mutual authentication and forward secrecy attributes with many other security attributes. However, there is a little increase in computational costs that was caused by the extra hash calculations. This may be deemed negligible when considering the efficiency of the extra security attributes and lower number of rounds.
Moreover, another research [15] introduced the vulnerabilities of SPEKE and EKE protocols and analyzed them due to theoretical practices. In addition, a new PAKE protocol was proposed and was called Password Authenticated Key Exchange by Juggling (J-PAKE). It depends on shared secret-password between two entities and it has two rounds to create a strong shared key. It is based on well-established primitive in cryptography called Zero-Knowledge Proof (ZKP) that allows a person to prove his knowledge of a discrete logarithm without revealing it. The analysis of this protocol proved that it prevents off-line dictionary attacks, limits an active attacker to guess only one password per protocol execution and provides forward secrecy. It has advantages like: protection of users from leaking passwords and it does not require PKI deployments. This protocol is very efficient according to the use of well-established primitives.
Recent researches in the field of PAKE protocols are moving towards using Public Key Infrastructure (PKI) in the authentication process. In recent years, PAKE has been used with RSA encryption method to provide the appropriate secrecy between two parties. In [16] a new proposed protocol named as E3PAKE-RSA, which is based on RSA scheme with the three-party model that enables two entities to only need to remember a humanmemorable password to authenticate each other and agree on a large session key with the assistance of the trusted server. The public/private key parameters are selected by the clients rather than a trusted distribution center, which makes the process of on-line authentication obsolete. It was predicted that the computation cost for this protocol would be respectively high according to the two-party RSA-PAKE. However, during the testing phase, which applied to the generic constructions, the computation cost of E3PAKE-RSA protocol was found to be as much as the two-party RSA-PAKE and the number of total rounds are less than this. Actually, this protocol requires more time to execute due to the use of the RSA encryption method and the long bit operations, while the other PAKE protocols (which do not use PKI) work faster.
Overview on Dragonfly Protocol
Dragonfly is a PAKE protocol that is used to exchange session keys between two parties with mutual authentication inside mesh networks. It was defined by Dan [12] . Finite cyclic groups are required to implement dragonfly such as Finite Field Cryptography (FFC) or Elliptic Curve Cryptography (ECC) [17] . This paper implements this protocol by using FFC. A finite field is "a field F that contains a finite number of elements which is the order of F" [18] . More details about finite field are presented in [19] [20] .
In this section, we will explain the Dragonfly protocol in detail, with the discovered attack on it followed by the solution which is suggested in [12] .
Original Dragonfly Protocol

Notations
The meanings of different notations that occur in this paper are listed in Table 1 .
Message Exchange
There are two types of message exchanges in Dragonfly which are [12] [17] [21] : 1) Commit Exchange is the message that is sent by both parties who commit to a single guess of the shared password.
2) Confirm Exchange occurs when both the parties confirm knowledge of the shared password.
Operations
There are three operations in Dragonfly protocol which are [12] [17] [21]: 1) Operation: is the modular multiplication that takes two elements as inputs and the output will be a new element, e.g. C = A.B mod p (A, B and C are elements and p is a prime number).
2) Scalar operation takes one element and one scalar as input and the output will be a new element, e.g. C = Ab mod p (for scalar b, elements A, C and p a prime number).
3) Inverse operation: There is an inverse of elements if the result of the multiplication of that element with its inverse is 1, e.g. (A*inverse (A)) mod p = 1 (for elements A and p which is a prime number).
Protocol Execution
Suppose Alice and Bob are parties who want to execute Dragonfly protocol, they should follow some sequential steps in order to implement this protocol as shown in Figure 1 1) Before sending any message, Alice and Bob share a password that is a string which includes their identities and they also choose FFC or ECC to use. Then the password is mapped into an element of Q which is a generator (P) by using an algorithm.
2) Both parties produce scalar and element operations based on choosing two scalars that belong to Q randomly (r, m). Then each party sends his/her scalar and element operations to another party (s, E).
3) After that each party calculates the shared secret depending on element and scalar operations for them ss. 4) Both parties send a hash function that contains scalar and element operations of both parties and ss. 5) Each party verifies the hash; if it is valid then the authentication succeeds. Then they create a shared key K = H(ss|EA•EB|(sA + sB) mod q), but if it is invalid then the authentication fails and all messages must be destroyed.
Attack on Original Dragonfly Protocol
An attacker was able to impersonate the identity of Bob by following specific algorithm which has been defined in [12] which makes him accessible to the pre-shared password that is P. There are two cases when the attacker can do such attack: 1) If the algorithm takes a long time to run and Alice terminates the communication, then the attacker can get P and he can impersonate the identity of Alice or Bob in the next run of the Dragonfly protocol.
2) If the algorithm is completed quickly, then the attacker impersonates the identity of Bob during the run of protocol by sending his hash function and sends it to Alice to compute the shared key K.
Patched Dragonfly Protocol
This solution was used to secure the Dragonfly protocol against the off-line attack. This was developed by [12] , which relies on using public key validation. However, the execution time, which was examined through the introduced simulated project, was relatively high. Generally, the use of public key validation causes an increase in the computation cost to the execution of the protocol because a large number of bit operations will be required.
This research is conducted to find a better solution for this protocol without consuming more time in order to keep it efficient and compete with other PAKE protocols. This will be discussed in the following sections. 
The Proposed Solution
This paper proposes a solution to secure the original Dragonfly protocol without the addition of public key in order to keep the execution time as fast as possible. It relies on using two pre-shared passwords instead of one. Here the attacker must search for each N, P in the dictionary. The first password P will be generated in the same way as in the original Dragonfly protocol. This is done by extracting a string from the dictionary and using the identities of both parties. It has a length of 1024 bits. The generation of the second password N is the same as P but with two minor changes; which are based on the extraction of another word from the same dictionary and the use of the identity of the respondent and it has a length of 160 bits instead of 1024.
The enhanced Dragonfly protocol will work according to the following steps: 1) Two passwords will be generated, which are P and N, and will be shared between both parties. 2) Both parties produce scalar and element operations based on choosing one scalar that belongs to Q randomly (r). Then each party will compute his/her scalar (A,B) = r(A,B) + N and element operations E = P -N.
3) Both parties will compute the hash value of E which is E' = H (E).
4) The first party will compute the hash value A for the parameters E' and s A . Then A will be sent to the second party with the scalar value of the first party. The second party will verify the hash value A to ensure the authentication process. Here if the hash value is verified then the second party will compute the hash value B and send it to the first party with his/her scalar value S B , otherwise it will be declined. The first party in turn will verify the hash value B. If it is valid then the authentication succeeds. 5) After that each party will calculate the shared secret which is ss = (P sB E) rA 6) Then they create a shared secret key which is K = H(ss|E|(s A + s B ) mod q). The benefits of this solution are: firstly, the attacker will never be able to guess the hash value which includes the hash of the element value that uses the exponent of two-secret values. Secondly, the authentication process occurs in two rounds rather than four rounds as in the original protocol. This elimination makes the execution process go faster. The steps of enhanced Dragonfly protocol have been displayed in Figure 2. 
Methodology over Protocol Testing
A simulation project has been developed to test the time needed to execute the protocol compared to the patched dragonfly protocol. It was written in Java and maintained in Net Beans. This project has been handled by using 64 bits Windows 8.1 pro-operating system and a processor with the speed 2.38 GHz. This project includes three various classes: 1) Dragonfly: is the main class that has objects from the other two classes and it also has some local variables such as:
• ID_A, ID_B are identities of initiator and respondent. The identity is the Mac address. For example ID_A = 001CB3098515, ID_B = 001AB3008600. • p_modular with the length of 1024 bits.
• Q is the order of subgroup whose length is 160 bits.
• secret_password: it is the first shared word from the dictionary (English word dictionary) that is used to generate P, while secret_password_2 is the second shared string word from the dictionary that is used to generate N. for example Password 1 = aardvark, Password 2 = aback, and the result of the generation process is located in Table 2 . 2) Password: is the class to convert two shared string words that are taken from the dictionary into elements in Q subgroup and using two Mac addresses as identities for Alice and Bob to generate P and N. It has three methods which are:
• Password_Generator: the constructor that takes p_modular and q as parameters.
• pass1_ToGenerator: which takes the first word and generates the first shared password with the identities of Alice and Bob, which is P. The generated password will be 1024 bits long.
• pass2_ToElement: which takes the second word and generates the second shared password with the identity of Bob only, which is N. The generated password will be 160 bits long. 3) EnhancedDragonfly: is the class that implements the proposed solution. It works as the initiator agent, which is Alice. The respondent agent which is Bob will follow the same steps that are provided by this class. First, a random value rA will be selected from {1,…,q} while q is a Subgroup Order as shown in Table 2 . The passed P and N will be used with rA to calculate Scalar sA, Element E and hash value A. Then these values will be used to calculate the shared secret key. We use MD5 for hash function.
This class includes seven methods: 1) Enhanced Dragonfly is the constructor that takes p_modularandq as parameters.
2) scalar_operation: it is calculating scalar operation that is sA = rA + N 3) element_operation: it is calculating element operation that is E = P N 4) sending_operation: it is used to calculate and send the hash value A 5) verifying_operation: It returns true or false according to the verification of the hash value of the other party. 6) sharedsecret_computation: used to calculate the shared secret key ss, which will be used later in the next equation. 7) sharedkey_computation: returns the secret key in the form of hash value. The class diagram of this project is displayed in Figure 3 , while Figure 4 presents the input and output of Enhanced Dragonfly protocol simulation. The values of important parameters of Enhanced Dragonfly protocol simulation are listed in Table 2 .
By applying this simulation, the execution time for one participant was found to be 19 minutes only. This experiment was applied 15 times in order to measure the total execution time of the enhanced Dragonfly protocol and the average of the total time is almost 38 minutes. This result works as a proof for the efficiency of the proposed solution, and the use of two-shared passwords will not affect the time of exchanging the secret keys.
Testing and Analysis of the Enhanced Dragonfly Protocol
Any protocol should be analyzed in order to see if there are any possible attacks that can occur and find how secure it is. The automatic analysis is the most recent approach which is used in analysis of security protocols and it is more efficient than the manual one. The required time to write the protocol description depends on the learning of its language. All possible attacks will be tested by the used tool. The automatic analysis will be used in this research.
Various tools are used to analyze the security protocols and to check the possibility of any attack can happen when protocol is put to use. An example for this is the Scyther tool which supports the evaluation of protocols with respect to these corruption models which have led to the automatic detection of many attacks that previously could only be found by manual analysis [22] . Scyther [23] is one of the most efficient analyzing tools compared with other tools [24] . It was found that this tool can discover attacks more efficiently than others and it can also verify protocols with an unlimited number of sessions. Its run time is also less than others. There are many protocols that have been analyzed by this tool such as IKEv1, IKEv2 protocol suits, ISO/IEC 9798 family of authentication protocols and MQV family of protocols.
Description of Scyther Tool and SPDL
The Scyther tool takes the protocol description as input, and outputs a summary report stating whether the claim was true or false, whether any attack was found or not, and optionally, visual graph descriptions in the dot language from the GraphVizlibrary or representations of trace patterns in XML which describe the trace pattern [25] . Additionally, there are a set of Python bindings for the Scyther command-line tool, which provide a convenient means to script Scyther experiments. Security Protocol Description Language (SPDL) is a language that is used in Scyther for writing a protocol [26] . This language is just expressive enough to capture the most relevant security protocols in an abstract way. It allows us to develop high-level reasoning methods and tools, which can be applied to a large class of protocols. SPDL is used to create a definition for existing protocols that use symmetric or asymmetric encryption. It includes three scopes; global scope (the largest scope), protocol scope (smaller than global) and role scope (the smallest one). Furthermore, it includes the initial knowledge required to execute a role (each agent's role includes sequence of events, such as sending or receiving a message), the declaration of functions, global constants and variables.
SPDL of Enhanced Dragonfly Protocol and Analysis Result
In this sub-section, the SPDL representation of Enhanced Dragonfly protocol will be explained in detail. After that, the findings from this analysis will be discussed. The SPDL code of the enhanced dragonfly is displayed in Figure 6 . First of all, a global hash function H1 & H2 has been defined (outside the protocol definition) to make it available to be accessed by all rolls in the protocol. Also, the functions of multiplication mult, addition add, exponential exp and the inverse inv were defined globally. Function is a special type which defines a function term that can take a list of variables. By default, it behaves like a hash function: given the term H1(x) where H1 is of type Function, it is impossible to derive x. These functions are defined in an abstract way in SPDL, which doesn't support any real equations.
Next, the protocol description starts with the keyword protocol which takes the role names as parameters. There are three rolls, namely; the key generator center (role KGC), the initiator (role A) and the respondent (role B):
• Key generator center role KGC [27] : Used here to pass the shared secret password P and N to role A and B. The way of generation, which is used to generate these shared passwords, doesn't take a place here in the tool because the tool depends on the structure of the protocol only. The shared secret passwords P&N have been identified as constants and their scope is within the protocol because they should be used inside all roles.
• Initiator role A:  This role represents the start of the communication to compute the shared secret key. The selection of random value r A , which is the first step in the protocol structure (see Figure 2) by Alice (initiator), has been clarified by using the fresh declaration which is used by SPDL to get random values. Nonce is a standard data type that is often used in Scyther tool.  The calculation of S A (Scalar value), E (element value), and A1 (hash value) occurs by using the predefined functions, and then S A and A1 will be sent to role B.  Note: labels in recv and send need to disambiguate similar occurrences of events in a protocol specification.
In addition, they are used to link each send event with its recv one [28] .  In the received event of role A, the hash value of B and the Scalar value S B will be saved in a Ticket variable, which can be substituted by any term.
 Role A will verify if these values are from Role B or not by using the match function. The definition of match [29] ensures the new variable assignment equivalent to the old one and it returns true or false. If the returned value is true then the next steps computed, otherwise Role A will conclude that this value is not from the honest agent, and it closes the session.  The calculation of the secret key needs to be kept in secrecy, so that a claim with the type secret is used. The main idea behind claim events is locality [28] [29] : that a term is not in the adversary knowledge, or any certain role in run. Secrecy means that if an agent communicates with non-compromised agents, the term should be secret in every trace of the protocol. Secrecy expresses that certain information is not revealed to an adversary, even though this data is communicated over an un-trusted network. Here, claim event has been used to keep session's key secret and is known to role A only. When the tool runs, it tries to find the corresponding attack to each claim.
• Respondent Role B:  Generates the random value r B by fresh declaration.  Calculates the scalar S B , Element E and hash value B1 and sends it to Role A.  Verifies the received hash value from Role A and compares it by using match function.
If the output of matching is true, then B will calculate the secret session key and claim it with secret type. The SPDL of the protocol is inserted into the Scyther tool to see if any attack could occur or if there is any structural weak point in this proposed protocol. The result of this analysis brings out that there is NO attack found. All roles are verified, which means that no impersonation can occur during the connection and the characteristics of the protocol structure are verified. This means that the way of exchanging the data is totally secure. This result is printed in Figure 7 and Figure 8 . 
Discussion
This study has revealed that the enhanced Dragonfly protocol is secure against off-line dictionary attacks and it's approved for efficiency due to its execution speed. In this section, the off-line attack will be developed within the simulation project in order to analyze the time which is required for the attacker to perform his/her search against the two-shared passwords. Then, a comparison between the efficiency of the enhanced Dragonfly protocol and the original/patched Dragonfly protocol is introduced.
Off-Line Attack Simulation
Attack class has been applied to previous simulation projects. This class works by measuring the time taken to check all possible passwords, as dictionary size varies from 100, 1000 to 100,000 words. Each experiment was performed 5 times to find the search time by attack class and the average value was taken. As a result, the average time of this search within the enhanced protocol increased linearly as with increase in the dictionary size. The average time of off-line search when the dictionary length is 10,000 is more than 1.5 days, and with the original Dragonfly protocol [12] the off-line search algorithm took an average of 25 seconds to find the correct password with the same dictionary length. This is because the enhanced protocol has an exponential relationship between the two-secret passwords in the computation of the element variable. Therefore, the attacker will be forced to search for two words instead of one. As a comparison between the time that is required for searching one password and the time required for searching two passwords, this experiment found that the time increased exponentially. The search of such an attack on the patched Dragonfly protocol requires few days to be successful. However, here the execution time will have an impact on the efficiency of Key exchange technique. Table 3 shows a linear relationship between dictionary size and the time taken to try all passwords.
Comparison between Enhanced Dragonfly and Patched Dragonfly Protocols
The enhanced Dragonfly protocol is very similar to the patched Dragonfly protocol except for two minor changes. Firstly, the patched protocol uses only one shared password and a public key, while the enhanced protocol uses two-shared passwords. Second, the rounds between the initiator and the respondent are only two rounds in the enhanced protocol while it is four rounds in the patched protocol. However, the patched dragonfly involves some computational cost because it is uses a public key validation which creates large bit operations due to its large size. This can decrease the protocol efficiency and make it less appealing than its competitors [12] . Otherwise, in the enhanced dragonfly protocol, the execution of the protocol will take less time. In order to measure the execution time of the enhanced Dragonfly protocol we used the simulation project to compute the time required by the key generation center that uses dictionary size 10,000 plus the time which required by the initiator party when execute the required computation of the protocol. The cost of both patched and enhanced Dragonfly protocol for each participant has been placed into Table 4 , and based on these time measurements we have observed that the efficiency of using two-shared passwords is more than using the public key. The limitation of this research is that these results are based on a normal speed machine with the 64 bits Windows 8.1 pro-operating system and a processor with the speed of 2.38 GHz which is not the case in the real time attack. Furthermore, the attacker is likely to significantly shorten the time of exhaustive search by distributing the calculation over several high performance machines.
Conclusion
In this research we proved that the Dragonfly protocol can be enhanced in a way, other than the public key validation, to make it secure against off-line dictionary attacks. The proposed solution that has been introduced to the original Dragonfly protocol relies on the use of two-shared secret passwords P and N. This solution works by the use of an exponential relationship between these passwords and performing the authentication process in two rounds only instead of four, which positively affects its efficiency. The use of public key validation, which is proposed in the patched protocol, is causing a computational cost to its execution that makes it less efficient. However, the execution time of the enhanced Dragonfly protocol and the time of an off-line dictionary attack were measured in the developed simulation project. As a result of this simulation, the required time to execute the enhanced protocol for one of the parties was 19 ms, while it was 64 ms in the patched protocol. Respectively, the time to perform an off-line dictionary attack was very close to the time to attack the patched protocol for the dictionary size 10,000, which meant that the resistance of the enhanced protocol against off-line dictionary attack was proved. The enhanced protocol has been analyzed by using Scyther analysis tool and it was found to be secure and did not have any structural failure. We can say that, the enhanced dragonfly protocol can be executed in a very short time while the off-line dictionary attack is a time consuming search for the attacker and it needs a few days to complete it.
