Abstract. For the right application, the use of programming paradigms such as functional or logic programming can enormously increase productivity in software development. But powerful paradigms may come with exotic programming languages, while the management of software development dictates language standardization. This dilemma can be resolved by using component technology at the system design level. Here the units of deployment are object-oriented frameworks. It is conventional to analyze an application by object-oriented modeling. In the new approach, the analysis identifies the programming paradigm that is ideal for the application; development starts with object-oriented modeling of the paradigm. In our approach, a paradigm translates to an object-oriented framework so that it is no longer necessary to embody a programming paradigm in a language dedicated to it.
Introduction
Szyperski [22] argues that object-oriented programming by itself does not lead to the independently deployable components and the secure interfaces needed to make software development into a mature engineering discipline. He discusses components in-the-small to ensure re-use of data structures and algorithms. But in Chapter 9 of [22] he addresses the problem of re-use at the system design level. Here one can find the following illuminating remark about the role of programming languages:
One of the oldest forms of re-using proven methods is their casting into programming or scripting languages. A programming language can make some things easy, others difficult, and yet others impossible. By doing so, a language encodes a dogma of how thing should be done. Over time the language dogma combines with a culture of proven ways of doing things . . .
In the remainder of this introduction we explain why the difference between programming languages can be crucial if this amounts to a difference in programming paradigm. In the main part of the paper we demonstrate that certain valuable paradigms, such as dataflow and constraint processing, can be adequately captured by suitable object-oriented frameworks.
Programming paradigms
What programming language should we use? The answer to this question has changed over the decades. In the 1970s the answer was: "The Right One". Since then it has become: "What Everyone Else Is Using". An example of this trend is a company that embarked in the 1970s on the design and implementation of a language that was to be ideal for developing telephone switch software. The effort paid for itself many times over. Yet, in the 1990s the firm switched to C and C++ as being standardized languages supported by multiple competing vendors.
Not only in this company, but in almost every other organization, a similar shift has occurred. In this paper, we want to re-examine the now discarded answer, "The Right One." Why was this ever considered the right answer? We believe it was based on the observation that with idiosyncratic languages such as Prolog, Scheme or ML, some problems become miraculously easy to program. Of course that depends on the problem: if it is easy in Scheme or ML, it may not be so in Prolog, and vice versa. Thus, the phenomenon depends on the programming paradigm on which the language is based: functional programming in the case of Scheme and ML; logic programming in the case of Prolog.
The fact that, with the right choice of language, some problems become miraculously easy to program can be called the Whitehead effect, inspired by the following quote from Alfred North Whitehead (1861-1947):
"By relieving the brain of unnecessary work, a good notation sets it free to concentrate on more advanced problems, and, in effect, increases the mental power of the species."
In this connection one should also note the Sapir-Whorf hypothesis, claiming that the limits of the thinkable are determined by language. In this form the hypothesis is vague in the extreme. Though various attempts at making it concrete have been discredited, the hypothesis may have something to do with the fact that, with the right language, some things become miraculously easy to program.
Radical Software Development
The Whitehead effect suggests that one first determines the programming paradigm that makes the application miraculously easy to program and that one then uses a language that embodies the paradigm. We call this approach Radical Software Development.
However, Radical Software Development tends to lead to different paradigms, as required by the different applications. As it is, paradigms are locked up in programming languages. As a result Radical Software Development requires switching between several programming languages.
A One-Language World
Meanwhile companies feel themselves increasingly under pressure to "stick to their knitting". This explains, for example, that a company making telephone switches gets out of developing and maintaining its own ideal programming language. Managers want to cut costs of training new hires and insist on a widely used, standardized language. For further economies, such a language should come with tools that have multiple, competing vendors. In this way we have moved towards a world of programming dominated by a few languages. Moreover, these few languages perversely support the same programming paradigm.
It is not just managers who are opposed to multiple programming languages. The Right Language tends to be an exotic one, and does not sit well on the resumé of the programmer who may soon need to look for another job. Another problem with The Right Language is what we call the Ninety-Percent Phenomenon, which we will now explain by an example.
Suppose one finds that logic programming is the paradigm that makes the application miraculously easy. At present, this means using Prolog. A browse of the manual shows that ninety-percent of it is taken up by matters that have nothing to do with logic programming. This ninety-percent is taken up with the mundane infrastructure that all languages seem to require, regardless of paradigm: what characters are allowed in names, what kind of numbers there are, how you write them, strings, characters, I/O, and so on. To their credit, the designers of C++, Java and C# have been careful to do this as much as possible as it has been done in C. In Prolog it has been done independently of C, or of any other language. As a result, Prolog does it sometimes the way you guess it will do it, and sometimes not. Rather time consuming, and frustrating.
As a result, powerful programming paradigms have been driven underground. For example, Prolog programs may pop up in unexpected places [15, 8] . In the case of Windows NT, at least the utility of the idiosyncratic language was recognized. Often it is not, and it is laboriously re-invented. Often enough to have given rise to (Philip) Greenspun's Tenth Rule of Programming:
Any sufficiently complicated C or Fortran program contains an ad hoc informally-specified bug-ridden slow implementation of half of Common Lisp.
notes the nouns and the verbs of a description of the application in English. The nouns are then considered as candidates for the classes, the verbs as candidates for the methods. If one can do this for transactions, invoices, customers, . . ., why not for the key concepts that make a particular programming paradigm miraculously effective for the application? In this paper we argue that OOP can be used to do this for programming paradigms.
Let us consider functional programming. In procedure-oriented languages, numbers are privileged in that one can (1) give them names, (2) assign them to variables, and (3) return them as function results. In these languages, functions are underprivileged in that they share with numbers property (1), but not (2) and (3). The motivation for functional programming languages is to accord to them all the privileges of numbers, and thus make them "first-class objects", as was the going terminology in functional programming [21] .
Thus it was apparently common to regard functions as objects before 1977. It was only a matter of time to work out the consequences of this view. In fact, it happened twenty years later when Friedman and Felleisen applied the standard object-oriented modelling method to the concepts of functional programming. The result was a collection of Java classes that allowed functional programming in Java. The class definitions fit on a single page [5] .
From this page, it is apparent that the absence of generics in Java makes the modelling of higher-order functional programming a tiresome exercise. To overcome this limitation, one could have followed C++ and added templates. However, Wadler and Odersky judged the Hindley-Milner type system, used in ML, as a superior alternative. They extended Java to include this type system. This resulted in Generic Java [16, 3] , since then incorporated virtually unchanged in Java 1.5.
As we explained, there is a strong tendency for one language to dominate practical programming. It is therefore of interest to see how far one can go in the direction of multiparadigm programming within a programming language that is widely used in practice. In this paper we show by worked examples that multi-paradigm programming in C++ is not only possible, but can be simple and elegant. For those who consider C++ out-of-date, this should only strengthen our argument.
To fit the paper's format, we need to restrict ourselves to small paradigms. As we will see, dataflow and constraints are small enough to exhibit as worked examples here.
Dataflow programming
In the dataflow paradigm all computation happens in a network consisting of nodes connected by unidirectional datapipes. Thus each node has zero or more input pipes (when the output end of the pipe is connected to the node), and zero or more output pipes (when the input end of the pipe is connected to the node). A pipe is used by repeatedly placing data items at its input end. These items can be retrieved from its output end in the same order in which they entered at the opposite end. Abstractly viewed, the pipes behave like the abstract data structure referred to as a queue.
The dataflow paradigm is justified by the class of problems that it makes easy to solve. For example, such problems arise in business process re-engineering. Such processes are naturally analyzed and re-designed in terms of workflow [9] . The automation of workflow then naturally translates to dataflow.
An older method is Structured Systems Analysis (also called SADT, for Structured Analysis and Design Technique), which was at one time widely applied in commercial dataprocessing [7] . In a modified form, SADT lives on in the Activity Diagrams of UML; see [1] for a succinct summary. However, Structured Systems Analysis was a world unto itself, apparently not aware of the larger context of dataflow programming.
Structured Systems Analysis discovered dataflow by inspired thinking about commercial dataprocessing applications. Ashcroft and Wadge [24] arrived at the idea starting from studies in semantics of programming languages. Dennis, Arvind and others at MIT have arrived at the dataflow paradigm from computer architecture [23] . Dataflow has been identified as a Software Architecture [20] .
As early as 1977 the paradigm was already sufficiently compelling that a programming language was designed to make dataflow programming as natural as possible [13] . The paper just mentioned also contains some simple and widely appealing examples showing the paradigm at its best. Note that the paradigm was independently arrived at from disparate areas: business applications, semantics, and architecture (hardware and software). This convergence proves that it is natural.
Hamming's problem solved in dataflow
A good introduction to the dataflow paradigm is Hamming's problem [13] :
to print out in increasing order all positive integers that have no prime factors other than 2, 3, or 5.
Thus, the sequence starts with 1, 2, 3, 4, 5, 6, 8, 9, 10, 12, 15, . . . This problem is attributed to R.W. Hamming by Dijkstra [4] , who provided an ingenious solution. It is more efficient, but is not as easy to understand as the dataflow version given by Kahn and McQueen [13] , which we follow here.
One approach to a solution starts with the observation that the infinite sequence x of numbers required by Hamming's problem satisfies the following equation:
where -the meaning of • is defined by u • v being the result of prefixing the sequence v by the element u -merge is the result of merging its two sorted input sequences into a sorted output sequence, suppressing duplicates -t 2 is result of multiplying by 2 its input sequence, element by element; similarly for t 3 and t 5
The question whether the solution to Hamming's problem is the only solution to the equation is addressed by the methods developed in Kahn [12] .
To turn this observation into a dataflow network, we take the above equation with a complex expression and turn it into a system of simple equations by introducing auxiliary variables. We do this in two steps. In the first step, we get rid of nested expressions:
The resulting equations can, if considered in isolation, each be translated directly into a node of a dataflow network. Each of a, b, c, d, and x 1 correspond to a datapipe because, in the above set of equations, they have exactly one occurrence in a left-hand side and exactly one occurrence in a right-hand side. An occurrence on the left-hand (right-hand) side corresponds to the output (input) side of the datapipe.
However, x 2 has too many occurrences in right-hand sides. We can avoid this problem by making these occurrences into different variables, say f , g, and h. But how do we tell that these are the same sequence? To do that, we introduce a node type, with one input and two output pipes, that outputs two identical copies of each item that it removes from the input pipe. Let us call this node split.
The entire top two lines each correspond each to a split node; the remaining six equations correspond to a node each. This makes eight nodes in all. See the network diagram in Figure 1 .
An object-oriented implementation of Hamming's problem
The most widely known principle of object-oriented modelling is to consider the nouns of the specification as candidates for classes.
In any dataflow network, particularly conspicuous nouns are node and datapipe. As observed before, datapipes behave like queues, a commonly used class. According to the principle just mentioned, we should consider a class suitable for creating all required nodes as instances. The principle, though a good first approximation, needs some refinement. This is because objects of the same class should have states of the same form, though not necessarily of the same content. The state of a node object includes the states of the abutting datapipes. And of course, instances of the same class should have the same behaviour.
These considerations suggest that the merge nodes are instances of the same class (merge; the individual instances are m1 and m2), as are the split nodes (of the class split, with instances sp1 and sp2), as are the nodes t 2 , t 3 , and t 5 (of the class times, with instances t1, t2, and t3).
Lines 3-5 create instances of class queue to act as datapipes, each with a maximum size arbitrarily set at 10. Given these pipes, lines 6-10 create the nodes, with the correct pipe connections. These lines seem the most succinct possible textual representation of the diagram in Figure 1 . In so far as this is true, an object-oriented language sufficiently close to C++ comes close to the best possible dataflow programming language.
Lines 3-10 create the dataflow network; they do not cause it to execute its computation. The attraction of the dataflow paradigm is to avoid the difficulty of conventional programming, namely to ensure that events happen in the right sequence. To execute a dataflow network, each node executes, independently of the others, the following simple computation:
If any of the input datapipes is empty, or if any of the output datapipes is full, do nothing. Otherwise, remove the next item from each of the Fig. 2 . C++ code for the dataflow network for Hamming's problem. The node print has been added to allow the solution to be printed. input pipes, perform on them the specialized computation characteristic for the type of node, and place the results, if any, on the output pipes.
The computation just described is invoked by a method called run, which is defined for each of the classes merge, times, and split.
To execute the entire network, one invokes the run method for each node, as in lines 18-19 of Figure 2 . Typically several of these invocation have no effect because of full output or empty input pipes. But if the network can do anything at all, then at least one node will do something. In large networks it is worth optimizing the invocations of the run method. One can keep track of which nodes are blocked. A blocked node connected to a pipe of which the content changed may no longer be blocked and becomes a candidate for being run. Such an optimization is reminiscent of the constraint propagation algorithm of D. Waltz [25] .
Note that in lines 12-13 the nodes of the dataflow are placed into an array. The order of the nodes in this array gives the order in which the run methods are called (line 19). However, this order does not matter, since in dataflow the order in which things are done matters less than it does in conventional programming.
Space limitations prevent us from listing the entire program, which is about a hundred lines, including the queue implementation. We just add some representative code:
class node { public:
virtual void run() = 0; }; class times : node { private: int mult; queue *in, *out; public:
times(int Mult, queue *In, queue *Out) { mult = Mult; in = In; out = Out; } void run() { if (in->empty() || out->full()) return; out->add(mult*(in->next())); in->remove(); } };
An attractive characteristic of dataflow is that the nodes can run concurrently subject to mutual exclusion on the datapipes. We have considered doing this example in Java to make it easy to have every instance of node run in its own thread. But although threads are simple to use, the result is still not as simple as doing without. To find Hamming numbers, threads are not essential. So we make our point better by showing a simpler program that just gets the numbers.
Constraint programming
Many problems in resource planning and numerical computation can be solved in a declarative way: one states the relations that are to hold between the unknowns; a suitable solver then finds values such that all relations are satisfied. The relations are referred to as constraints; the method is known as constraint programming [14, 11] .
Constraint programming is useful because systems can be solved that contain thousands of constraints. Here we will of course illustrate with a very small example.
Complex constraints
A particular constraint programming method is interval constraints. Specific for interval constraints is that the unknowns are real numbers and that their domains are intervals. As an example consider the problem of finding the intersection points of the circle x 2 + y 2 = 1 and the parabola y = x 2 . This means finding values for x and y such that both relations are satisfied. Suppose that initially all we know is that x and y are in [−∞, +∞]. Considering each of the two given relations separately would already remove some values for x or y from consideration. For example, it is clear from the constraint x 2 + y 2 = 1 that x and y have to be in [−1, +1]. Whatever it is that allows us to reduce the original intervals [−∞, +∞] to [−1, +1] we call a contraction operator. It is an operator associated with the constraint that allows one to make such an inference. In constraint programming, one applies in turn the contraction operators associated with the constraints until no more contraction results. The remaining intervals for the variables then give all information about the solutions of the problem that this method can give.
To make this method practical, contraction operators have to be widely applicable and efficiently implementable. Such operators have only been discovered for a relatively small repertoire of primitive constraints. These include constraints with binary relations such as x ≤ y, x = y, and y = x 2 . There are also constraints with ternary relations such as x + y = z and x × y = z. The primitive constraints do not include the constraint x 2 + y 2 = 1, as it does not occur sufficiently often to justify its presence in a general-purpose solver. This complex constraint is therefore decomposed into primitive constraints with the aid of auxiliary variables. In this way the circle-and-parabola problem is expressed by the system
Contraction operators
To introduce contraction operators, let us look at an example of one in action: the one for primitive constraints of the form x + y = z. Such a constraint expresses that the variables are in a ternary relation that we call sum. If it is known initially that x and y are in [0, 2] and that z is in [3, 5] , then it is clear that neither x nor y can be near 0 and that z cannot be near 5. In fact the contraction operator reduces the intervals for x and y to [1, 2] and the one for z to [3, 4] . This is optimal and can be computed in a few floating-point operations. One can solve complex systems of nonlinear equations and inequalities by first reducing them to primitive constraints, and by then applying contraction operators until nothing changes. Typically, the remaining intervals are too large to be useful, in which case one interval is split and the constraint propagation is repeated.
OO modelling of interval constraints
Let us now do a perfectly straightforward exercise in object-oriented modelling in the spirit of [26] . Clearly, "constraint" is an important noun, so justifies a class of that name. The same holds for "variable". However, this is a dangerously ambiguous concept: in programming languages, in logic, and in calculus it means different things. The role of x in the example can be stated precisely: it is the name of a real number that we do not know. Thus x is an instance of class of which the instances represent real numbers. This suggests the following class definition:
class real { private:
FLPT lb, ub; public:
real(); real(FLPT lb, FLPT ub); };
FLPT is a generic floating-point number type; it could be of single or double length. The class real is a classic example of object-oriented modelling. It stands for an abstract concept, in this case a real number. It hides the representation, which is the description of a set of real numbers to which the real number belongs. The set is restricted to the form of an interval [lb,ub] , which has the floating-point numbers lb and ub as lower and upper bounds.
In the case of real numbers this distinction between the abstract concept, which is public, and its hidden representation is especially valuable because most real numbers do not even have a finite representation. So far, this perfectly ordinary piece of object-oriented modelling has been, as far as we know, the only practical way to directly compute with mathematical models involving continuously varying quantities.
The zero-argument constructor creates a real of which nothing is known. Accordingly it is represented by the interval [−∞, +∞], which is the set of all real numbers. If more is known about the real number, then it is represented by a smaller interval. In our example we need the real numbers 1 and 0.5, which are represented by the intervals only containing these numbers and are created by the constructor calls real _1(1.0,1.0) and real _0(0.5,0.5).
To model constraints, we note that their indentity is determined both by the relation and by the variables connected by the relation. Each instance of a constraint needs to record the variables of that instance. It is essential that different constraints be able to share reals. This sharing is modelled by members that are pointers to instances of class real. The relation is represented by ensuring that constraints are instances of the same class if, and only if, they have the same relation. In this way the contraction operator for that relation can be a method of that class. This method is named shrinc 1 . As all constraints need to go into the same container, and as they all have a shrinc() method, all constraint classes derive from an abstract class named constraint. These considerations are embodied in the code in Figure 3 . Now that we have the interface with the interval constraint machinery, let us use it to express the system (1) for the circle-and-parabola problem; see Figure 4 .
In line 3 the variables of system (1) are created. Lines 7 through 11 create the constraints of this system and place them in a container. At the same time, this specifies the interconnections of the constraints via the shared variables.
After the constraint system has been built, contraction operators are applied. This is done in a simplistic way in lines 13 through 18. In actual practice, it is done by means of a constraint propagation algorithm. These algorithms have a long and interesting history; see [2] for recent contributions and a history.
The result of the propagation is printed on lines 18 and 19 with the result: x ∈ [−1, 1] and y ∈ [0, 1]. This result is large enough to contain both solutions to (1) . If one is interested in one solution, say, with positive x, then one can add a constraint as in line 10, using a constant created as in line 4. In that case there is one solution, enclosed in a narrow interval:
We include this example because we believe that it shows that a specialpurpose constraint programming language would not be able to specify the system (1) in a clearer or more succinct way. At the same time, it would probably not have any original insights in how to do containers and in control primitives, so that these aspects of the program would only be gratuitously different. Hence, this straightforward exercise in object-oriented modelling of constraint programming is probably as well as one can do in text.
Object-oriented frameworks
The foregoing examples suggest that a distinctive programming paradigm need not have a language of its own. It is adequately supported by a suitable class library. Both our examples include an abstract class and a generic algorithm expressed in terms of that class. Programming in the paradigm requires one to define derived classes suitable to the application. In our dataflow example, each type of node and its specific activity becomes a class derived from node. Similarly, in the constraint example, each type of constraint and its specific contraction operator becomes a class derived from constraint.
But the library, with its abstract classes and generic algorithms is not enough. If it indeed embodies a distinctive programming paradigm, it comes with a view of how to do things, a mindset. This can be expressed by a set of tutorial examples. The collection of these things is what is called a framework by Gamma, Helm, Johnson, and Vlissides [6] .
The trend towards frameworks rather than dedicated programming languages may have started with Puget's approach to constraint programming. At first, constraint programming followed the conventional route with a dedicated programming language. It grew out of logic programming, which had Prolog as dedicated programming language. Accordingly, constraint programming was implemented in various dialects of Prolog: Prolog II and III, CHIP and its descendants, BNR Prolog, and Prolog IV. However, Puget adopted Saraswat's comprehensive view of constraint programming [19] called Concurrent Constraint Programming, dropped the concurrency, and based a C++ class library on it [17, 18] .
So far there has been little scope in practice for the Whitehead effect to ease software development. Applying the paradigm that's right for the application seemed to require switching to a different programming language. Practical concerns necessitate sticking to a single language.
This situation has changed since the single language is object-oriented. Programming paradigms such as dataflow or constraints, which once were thought to need a dedicated language, are easily modelled in an object-oriented language. In fact, as easily as the textbook example of object-oriented modelling of simple applications. Thus it is not overly ambitious to model the ideal programming paradigm, rather than the application. This modelling typically takes the form of an OO framework.
In this we can distinguish between minor and major paradigms. The minor ones are those that can be modelled in one of the few languages most widely accepted in industry. We saw that dataflow and constraint programming fit in this category. Järvi and Powell [10] implement partial function application in this way in C++. The fact that functional programming can be characterized by functions being first-class objects, suggests that functional programming is no harder to do. It has turned out that it is and that it seems to require a new programming language. Apparently, functional programming is a major paradigm.
The question remains whether logic programming, so far sequestered in Prolog and other dedicated languages, is a major paradigm requiring a language extension or a minor one that can easily be modelled in an existing OO language. The work of combining Smalltalk with logic programming by symbiotic reflection [27] seems to transcend the simplistic criterion used to distinguish between minor and major paradigms.
It used to be that not only paradigms, but certain applications got their own programming languages. We have argued that this is something of the past. It was even the case that one application, namely simulation, had several languages devoted to it. One of these was Simula, and the rest is history.
