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Diplomsko delo opisuje avtomatizacijo postopka testiranja elektronskih komponent v 
podjetju Iskraemeco, d. d., Kranj. Namen avtomatizacije v tem primeru je prihranek časa pri 
izvajanju meritev in zapisovanju rezultatov. Pri slednjem je prednost avtomatizacije tudi v 
dobri organiziranosti podatkov. 
 
Avtomatizacija obsega uporabo dveh programskih okolij. Prvo se imenuje Labview. Razvit 
program omogoča, da s pomočjo merilne opreme izvajamo meritve elektronskih komponent, 
rezultate meritev pa preko interneta pošljemo v podatkovno bazo.  
 
Drugo uporabljeno programsko okolje je Aras Innovator. Njegov namen je, da podatke iz 
podatkovne baze sestavi ter prikaže v obliki testnega poročila. Ta prikazuje rezultate meritve 
in opisuje, kaj smo testirali. Poročilo je vidno tudi drugim uporabnikom tega programskega 
okolja. 
 
Izmenjava informacij med omenjenima programskima okoljema omogoča spletni strežnik 
preko internetne povezave. Strežnik podatke shranjuje v podatkovno bazo. Prav tako iz nje 
dobi podatke, ki jih streže drugim programskim okoljem. 
 
V diplomskem delu so opisani uporabljena strojna oprema, uporabljena programska okolja, 
sama sestava programov, predstavitev delovanja in primer meritve elektronske komponente. 
  
 
Ključne besede: avtomatizacija, testiranje, elektronske komponente, LabView, Aras 






This diploma thesis describes the automation of the electronic component testing process 
in Iskraemeco, d. d., Kranj. In this case, the purpose of the automation is to save time in 
taking measurements and recording results. The latter would also benefit from the 
automation in terms of good data organization. 
  
Automation involves the use of two software environments. The first is called Labview. The 
developed program enables the measurement of electronic components using measuring 
equipment and storing the results into the database via the internet. 
  
The other software environment used is Aras Innovator. Its purpose is to collect the data 
from the database and present them in the form of a test report that shows the results of 
the measurements and describes what was tested. The report is also visible to other users 
of this software environment. 
  
The exchange of information between the two software environments is enabled by a web 
server via an internet connection. The server stores the data into the database and retrieves 
data from it, which it sends to other software environments. 
  
This diploma thesis describes the hardware and software used in the process, the structure 
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1 Uvod 
Digitalizacija označuje pretvorbo analogne veličine ali vsebine v digitalno obliko. Digitalne 
informacije naj bi nad analognimi prevladale leta 2002, kar se označuje za mejnik digitalne 
dobe [1]. Od takrat so informacije v digitalni obliki postale najpogostejši način upravljanja 
podatkov. To je pripeljalo do t. i. digitalizacije podjetij oziroma do množične uporabe 
digitalnih tehnologij in računalniških orodij za procesiranje velike množice podatkov. 
 
Digitalizacija je posegla tudi na področje avtomatizacije, katere namen je samodejno 
izvajanje procesov s čim manj človeškega posredovanja, kar pripomore h krajšemu času, 
manjši možnosti napak in boljšemu nadzoru izvedbe. Vse omenjeno pripomore k 
optimizaciji procesov, kar danes narekuje globalni trg. 
 
Svoje proizvodne procese optimizira tudi podjetje Iskraemeco, ki je eno vodilnih na področju 
izdelave pametnih naprav in sistemov za merjenje električne energije. Glavni produkti so 
števci električne energije, ob njih pa podjetje razvija in izdeluje tudi naprave za komunikacijo 
med števci in ponudniki električne energije ter sisteme za merjenje in obračun porabe 
električne energije. Omenjeni izdelki se uporabljajo v industriji, gospodinjstvih in tudi v 
elektroenergetskih prenosnih sistemih. Prisotni so na mnogih trgih po svetu, od  Evrope, 
Azije in Afrike do Južne Amerike. 
 
Pametni števec je sestavljen iz velikega števila elektronskih komponent, za katere je 
ključno, da delujejo po specifikacijah njihovih proizvajalcev. Odstopanje lastnosti 
komponent od deklariranih lahko privede do nepravilnega delovanja števca ali do njegove 
popolne odpovedi. V izogib takim dogodkom podjetje Iskraemeco izvaja testiranja 
elektronskih komponent.  
 
2  Uvod 
  
Predmet diplomske naloge je integracija testiranja elektronskih komponent v proizvodni 
proces podjetja Iskraemeco. Predstavljen je proces avtomatizacije testiranja komponent in 
prednosti, ki jih le-ta prinaša, v primerjavi z obstoječim načinom testiranja. Sledi opis v ta 
namen uporabljenih programskih orodij in strojne opreme. Zatem je opisana okvirna 
sestava programov LabView in Aras Innovator. Prvi program s pomočjo merilne opreme 
izvaja meritve lastnosti komponent, drugi pa predstavlja podatkovno bazo informacij za prvi 
program. Za izmenjavo podatkov med obema programoma skrbijo spletne storitve (angl. 
web services). Na koncu je opisan celoten postopek testiranja, vključno z rezultati izvedene 
meritve izbrane elektronske komponente.
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2 Testiranje elektronskih komponent 
Tehnologije elektronskih komponent se hitro razvijajo, kar se najbolj odraža v boljših 
tehničnih lastnostih in njihovih manjših merah. Števec električne energije je naprava, ki meri 
porabo električne energije. Kot vsaka druga elektronska naprava je sestavljen iz 
elektronskih komponent. Posamezna komponenta ali skupek le-teh v vezju opravljajo 
namensko funkcijo, kar zagotavlja želeno delovanje naprave. Ko se za odobreno 
elektronsko komponento ugotovi, da potrebuje alternativo, to je v primeru, ko ni več 
dobavljiva ali pri proizvajalcu pride do sprememb proizvodnega procesa, to povzroči 
potrebo po izvedbi testiranja alternativnih vzorcev, s čimer se želimo prepričati: 
● da se lastnosti določene komponente ujemajo s tistimi, ki jih navaja proizvajalec; 
● da se neustrezna komponenta ne uporabi v proizvodnem procesu; 
● ali proizvajalec še vedno dobavlja komponente, katerih tehnične lastnosti so enake 
tistim, ki so bile odkrite ob odobritvi komponente. S tem je zagotovljena kontrola 
kakovosti že odobrenih komponent; 
● v ustreznost delovanje komponente v določenem dizajnu (funkcijsko testiranje). 
 
Z zgoraj naštetimi razlogi se poskuša zmanjšati oziroma izničiti možnost odobritve 
neskladnih komponent, ki bi podjetju prinesle stroške v obliki reklamacij števcev. 
 
Testiranje komponent in poročanje rezultatov zajema preverjanje skladnosti kupljenih 
komponent z internimi zahtevami. Kupljene komponente se označuje z imenom 
komponenta proizvajalca (angl. Manufacturer Part, MP). Karakteristike MP-ja je potrebno 
preveriti s pomočjo podatkovnega lista (angl. datasheet), IHS Markit (mednarodni ponudnik 
podatkov), testiranja ali iz drugih virov. 
2.1 Proces odobravanja standardnih komponent 
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Testiranje elektronskih komponent predstavlja korak v procesu odobravanja standardnih 
elektronskih komponent. Ta proces definira korake za odobritev novih komponent od novih 
ali že obstoječih proizvajalcev. Novi vzorci komponent so uporabljeni za razvojne namene 
ali kot testni primerki za testiranje in primerjavo z že odobrenimi. Proces odobravanja je 
sestavljen iz naslednjih korakov: 
1. izbira komponente, 
2. klasifikacija komponente, 
3. validacija komponente, 
4. naročanje vzorcev, 
5. testiranje vzorcev. 
 
Vloga postopka testiranja vzorcev oziroma komponent je dobiti rezultat, ki se ga ovrednoti 
glede na interne zahteve podjetja. Postopek testiranja mora potekati po predpisanih testnih 
postopkih – procedurah.   
 
2.2 Obstoječi način testiranja 
Odločitev, ali se bo določeno komponento testiralo, izvede oseba, ki je zadolžena za 
upravljanje z elektronskimi komponentami (angl. Component Manager). To stori na podlagi 
poznavanja posameznih funkcij komponente v števcu, dosedanjih izkušenj z obravnavano 
vrsto komponente ali proizvajalcem te komponente. 
Komponente, ki jih testiramo, so: 
● LCD-ji (mehanske lastnosti, električne po podatkovnem listu), 
● varnostni upori (zaščitna funkcija s prekinitvijo tokokroga), 
● optični sklopniki (prebojna trdnost, funkcijski test), 
● tuljave Rogowski (meritve inducirane napetosti), 
● super kondenzatorji (polnjenje–praznjenje v kombinaciji s pospešenim staranjem), 
● litijeve baterije (merjenje kapacitete baterij po izvedenem testu pospešenega 
staranja in praznjenja), 
● kristalni oscilatorji (meritve električnih lastnosti), 
● keramični kondenzatorji (visokonapetostni pulzi – prebojna trdnost), 
● druge elektronske komponente. 
 
Testiranje alternativnih komponent se izvaja v oddelku Kakovost, dobavitelji in 
standardizacije (QSS – Quality, suppliers and standardization). Za izvedbo testiranj je 
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zadolžena oseba na delovnem mestu upravitelja komponent (angl. Component Manager, 
CM). Njegova naloga je odobravanje elektronskih komponent, ki se uporabljajo v 
proizvodnih procesih. To obsega preverjanje tehničnih lastnosti komponent, prisotnost 
okoljskih direktiv in predpisov. Pri tem si pomaga s podatkovno bazo podatkov podjetja IHS 
Markit, podatkovnimi listi proizvajalca (angl. datasheet) ali iz drugih virov.  
 
Vrednotenje podatkov o tehničnih lastnostih komponent poteka na podlagi internih zahtev. 
Te predpisujejo električne, mehanske, okoljske, tehnološke in proizvodne zahteve, katerim 
mora komponenta ustrezati. Poleg primerjanja z internimi zahtevami se za določene 
razrede komponent izvaja tudi že omenjena testiranja, s katerimi se preveri, ali komponenta 
prenese zahtevane obremenitve oziroma ali njene električne in mehanske lastnosti 
ustrezajo internim zahtevam. 
2.3 Prednosti avtomatizacije testiranja 
Vpeljava avtomatiziranega testiranja elektronskih komponent predstavlja prenovljen način 
testiranja. Nova merilna oprema, s katero se bo izvajalo meritve, je naprava, ki vsebuje dva 
modula. Vsak izmed njiju omogoča izvajanje različnih meritev. Nastavitve opreme in potek 
merjenja se izvaja tako, kakor določi inženir s pomočjo programske opreme Labview. Ob 
večkratnem izvajanju meritev je prednost avtomatiziranega merilnega okolja predvsem v 
času, ki ga izvajalec meritev porabi za nastavitev merilne opreme. Ko je program za 
testiranje enkrat sestavljen, nam ni več potrebno skrbeti za nastavitve merilne naprave. 
Poleg prihranjenega časa je prednost tudi, da so izmerjeni podatki takoj zapisani v digitalni 
obliki in shranjeni v podatkovno shrambo. Od tam so za pregled na voljo v programskem 
okolju za upravljanje življenjskega cikla produkta, imenovanem Aras Innovator, kjer so tudi 
ovrednoteni s strani CM. 
Takojšen pregled nad rezultati testiranj razvojnim inženirjem omogoča hiter vpogled nad 
tem, kako se je komponenta odrezala na testu in ali je primerna za uporabo v kosovnici 
števca.  
 
Ostale prednosti avtomatizacije testiranja so še: 
● sledljivost: 
o enotna shramba izmerjenih rezultatov, 
o testna poročila meritev za komponente so hitro dostopna preko funkcije 
iskanja ali direktno preko objekta komponente, 
● izboljšana produktivnost: 
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o hitrejše izvajanje testiranj s pomočjo avtomatiziranih testov, 
● izboljšan nadzor: 
o neustrezna komponenta je lahko hitro odstranjena iz procesa razvoja in 
odobritve, 
● izboljšanje kakovosti: 
o razvijalci imajo možnost izbire najprimernejših komponent. 
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3 Programska oprema 
V tem poglavju sta opisani dve programski orodji, s pomočjo katerih smo zgradili sistem 
avtomatiziranega testiranja. Prvo programsko orodje je Labview in je namenjeno izvajanju 
testiranja komponent. Drugo tako orodje je platforma Aras Innovator, kjer shranjujemo 
poročila in rezultate testiranj, ustvarjene v Labview.   
3.1 Labview 
Labview je programsko okolje, ki ga je razvilo podjetje National Instruments. Program je bil 
prvič predstavljen leta 1986. Razvit in uporabljen je bil kot programsko orodje za izvajanje 
avtomatiziranih meritev, s čimer je olajšal delo znanstvenikom in inženirjem pri izvajanju 
meritvenih procesov [2]. Osnovi namen programa ostaja še vedno enak tistemu ob začetku 
njegovega razvoja.  
 
Labview programsko okolje je možno uporabiti na različnih računalniških sistemih, kot so 
Windows, Mac OS X ali Linux. Programsko okolje omogoča programiranje zbirke 
programirljivih logičnih vrat (angl. Field Programmable Gate Arrays), digitalnih signalnih 
procesorjev (angl. Digital Signal Processors) in mikroprocesorjev [3]. 
 
Zasnovan je na grafičnem programiranju, ki uporablja programski jezik, imenovan G, kar 
pomeni grafični (angl. graphical). To pomeni, da namesto klasičnega tekstovnega 
programiranja uporabljamo grafični način, pri katerem med seboj povezujemo bloke, ki 
predstavljajo različne funkcije, konstante ali programske strukture. Program Labview 
uporablja datotečno končnico VI (Virtual Instrument), kar v slovenščini pomeni navidezni 
instrument. Osnovna VI datoteka je sestavljena iz dveh delov. Prvi se imenuje sprednja 
plošča (angl. Front Panel), drugi pa blokovni diagram (angl. Block Diagram). Sprednja 
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plošča simulira sprednji del pravega fizičnega merilnega instrumenta. Služi kot uporabniški 
vmesnik, ki vsebuje kontrolne enote, prikazuje indikatorje in grafe. 
 
 
Slika 3.1: Merilna kartica za zajemanje podatkov 
Blokovni diagram vsebuje glavno kodo, ki jo izvaja program. Predstavljena je v vizualni 
obliki na sliki 3.1 in spominja na pretočni diagram (angl. flow diagram). Programiranje 
poteka tako, da v okno blokovnega diagrama dodajamo funkcijske bloke in podprograme, 
ki jih med seboj povezujemo v celotno logiko. 
 
Izvajanje programa poteka tako, da se vsak funkcijski blok v shemi izvede le, ko na njegov 
vhodni terminal pridejo vsi podatki. Ti pridejo preko povezovalnih poti iz prejšnjih blokov in 
nadaljujejo pot do naslednjega. Vsak blok ima svojo funkcijo, ki vhodne podatke obdela in 
jih vrne na izhodni terminal. Za razliko od klasičnega izvajanja tekstovnega programa, kjer 
se vrstice kode izvajajo zaporedno ena za drugo, je pri omenjenem programu možno 
paralelno izvajanje funkcij. 
  
Med ustvarjanjem programa – povezovanjem izbranih funkcijskih blokov je vedno vključen 
prevajalnik kode (angl. compiler), ki neprestano pregleduje blokovno shemo ter išče 
morebitne napačne in nedefinirane povezave med funkcijskimi bloki. 
Poleg preprostega vizualnega programiranja Labview omogoča preprosto odkrivanje napak 
(angl. debugging), ki omogoča, da med izvajanjem programa opazujemo pot podatkov in 
aktualne vrednosti, ki se prenašajo med bloki. Na ta način lažje najdemo mesto, kjer se je 
pojavila napaka oziroma napačna vrednost. 
  
Bistvo programskega orodja Labview je, da omogoča različne komunikacijske vmesnike –
protokole, s pomočjo katerih vanj, preko računalnika, povežemo merilne naprave. 
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Največkrat uporabljena vmesnika sta: namenski komunikacijski vmesnik za inštrumente 
(angl. General Purpose Interface Bus, GPIB) – temelji na standardu IEEE 488.1 ali IEEE 
488.2 in serijski vmesnik RS-232 [4]. 
 
Poleg omenjenih obstajajo še drugi načini povezav med računalnikom in merilno opremo: 
Ethernet, USB, EtherCAT, CAN, RS-485, RS-422, LIN, 1553, ARINC in drugi [5]. 
3.2 ARAS Innovator 
Aras Innovator je sistem za upravljanje življenjskega cikla produkta  (angl. Product Lifecycle 
Managment, PLM), natančneje programsko orodje za strukturirano shranjevanje in 
povezovanje podatkov. PLM je sistem za upravljanje in nadziranje celotne življenjske dobe 
produkta od njegovega nastanka, skozi inženirsko načrtovanje in proizvodnjo, do 
servisiranja in razgradnje. PLM vključuje ljudi, podatke, procese, poslovne sisteme in 
zagotavlja informacije o produktu na enem mestu [6]. To podjetju omogoča večji nadzor in 
boljšo organizacijo nad tem, kaj se dogaja s produktom in v kakšnem stanju življenjske dobe 
je. 
 
Programsko okolje ARAS Innovator je razvilo podjetje Aras Corporation. Okolje predstavlja 
orodje za enostavno in prilagodljivo upravljanje s PLM procesi. Narejen je na osnovi orodja 
za razvijanje programske opreme, imenovan Microsoft .NET Framework in sistemu za 
upravljanje relacijskih zbirk podatkov, imenovanem Microsoft SQL Server. Aras Innovator 
deluje kot odprtokodni program z brezplačno licenco. Koriščenje tehnične pomoči in 
posodobitve je plačljivo [7].  
 
Sistem sestavlja več modulov. To so: 
• upravljanje s komponentami (angl. Component Management),  
• upravljanje izdelkov (angl. Part Management), 
• kosovnica izdelka (angl. Bill of materials), 
• projektno upravljanje (angl. Project Management), 
• upravljanje kakovosti (angl. Quality Management) idr. 
 
Glede na svoje potrebe si podjetje samo izbere module, ki jih želi uporabljati. Dodatno jih 
lahko nadgradi s svojimi funkcionalnostmi.    
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Znotraj PLM procesa je omogočeno produktno načrtovanje (združevanje seznamov 
uporabljenih komponent, pregled stroškov produkta, urejanje dokumentacije), sprotni 
vpogled v načrte in programe, kakovostno načrtovanje (omogoča procese za zmanjšanje 
tveganja napak, izboljšanje kakovosti, doseganje skladnosti različnih regulativ). 
 
Uporabniški vmesnik Aras Innovatorja je implementiran v spletni brskalnik. Glavni gradnik 
v platformi se imenuje predmet (angl. Item). Vsak predmet je vključen v skupino, 
poimenovano vrsta predmeta (angl. Item Type). Te med seboj povezujemo in tako 
ustvarjamo povezovalne tabele, vsaka pa poveže predmeta dveh različnih vrst. 
 
Primer: Vrsta predmeta z imenom proizvajalci (angl. Manufacturers) vsebuje listo 
predmetov – tabelo, kjer vsak njen predmet predstavlja enega proizvajalca. Na vsak 
predmet proizvajalca so preko povezovalne tabele povezani predmeti iz neke druge vrste 
predmeta, npr. izdelek proizvajalca (angl. Manufacturer Part), ki jih podjetje uporablja od 
izbranega proizvajalca (angl. Manufacturer). 
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4 Uporabljena strojna oprema 
Strojna oprema je bila izbrana na podlagi dejstva, da jo je možno povezati s programskim 
okoljem Labview, ki omogoča povezavo s širokim naborom strojne oziroma merilne opreme 
različnih proizvajalcev. Merilna oprema, ki smo jo izbrali, je od proizvajalca National 
Instruments. Razlog za to je, da to podjetje prav tako razvija programsko opremo Labview, 
posledično je nabor predpripravljenih programskih funkcij za omenjeno merilno opremo 
obsežnejši.  
 
Za izvajanje meritev sta bili izbrani dve merilni kartici, ena za zajem podatkov (angl. Data 
Acquisition, DAQ) in druga napajalno-merilna enota (angl.source measuring unit, SMU). 
Obe sta vstavljeni v ohišje NI PXIe-1073, to pa je povezano z računalnikom, ki ima naloženo 
ustrezno programsko opremo, s pomočjo katere upravljamo merilne kartice in pregledujemo 
rezultate meritev.    
 
4.1 NI PXIe-1073 
NI PXIe-1073 je PXI modularna merilna naprava, prikazana na sliki 4.1. Sestavljena je iz 
osnovnega ogrodja (šasije), krmilnika in prostorov za periferne module. Znotraj šasije se 
nahaja plošča s priključki, ki module povezuje s krmilnikom. Moduli so merilne, napajalne 
ali merilno-napajalne kartice, s pomočjo katerih izvajamo meritve in pridobivamo rezultate 
le-teh. Omenjena PXI naprava omogoča priključitev petih merilnih kartic, dve tipa PXIe in 
tri tipa PXI. Oznaki predstavljata podatkovna vodila, po katerih poteka izmenjava podatkov 
preko povezovalne plošče do krmilnika. Razlika med vodiloma je v hitrosti prenosa 
podatkov. Starejši PXI omogoča prenos do 6 GBitov/s, novejši PXIe pa do 24 GBitov/s [8]. 
Naloga krmilnika je, da nadzoruje in upravlja module v šasiji in zbrane podatke pošilja v 
osebni računalnik. 
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Prenos podatkov med PXIe-1073 napravo in osebnim računalnikom poteka preko MXI-
Express x1 bakrenega kabla. Na strani šasije je kabel povezan na MXI-Express priključek 
krmilnika, na strani osebnega računalnika pa v MXI-Express krmilno kartico (opisana v 
poglavju 4.2), ki jo vstavimo v matično ploščo PC-ja [9].  
 
Slika 4.1: Merilno ohišje s praznimi režami za merilne kartice 
4.1.1 NI PXI-6229 (DAQ) 
Je merilna kartica proizvajalca National Instruments, ki jo vstavimo v PXI modularno ohišje. 
Predstavlja vmesnik med analognimi in digitalnimi signali. Kartica zajema analogne signale 
iz fizičnega sveta in jih pretvori v digitalno numerično obliko, primerno za nadaljnjo 
računalniško obdelavo, v našem primeru s pomočjo programske opreme Labview. V osnovi 
s tem vmesnikom merimo le električno napetost, ob uporabi ustreznih senzorjev pa tudi 
druge fizikalne veličine, kot so temperatura, tlak, sila, pretok plina ali tekočin in podobno 
[10]. 
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Slika 4.2: Merilna kartica za zajemanje podatkov 
DAQ naprava proizvajalca National Instruments na sliki 4.2 omogoča vzorčenje signalov s 
hitrostjo do 250 kS/s – dvesto petdeset tisoč vzorcev na sekundo. Naprava omogoča 
merjenje in ustvarjanje analognih in digitalnih signalov. Ponuja 32 analognih vhodnih, 48 
digitalnih vhodno-izhodnih in 4 analogne izhodne kanale. Analogno-digitalni in digitalno-
analogni pretvornik omogočata 16-bitno ločljivost. Zaradi velikega števila različnih 
priključkov in visoke natančnosti delovanja je naprava primerna za razvojne, znanstvene in 
laboratorijske meritve. Na sliki 4.3 je prikazano merilno ohišje, v katerem se nahajata dve 
merilni kartici. Na desni sta priključena dva razširitvena modula, ki omogočata enostaven 
dostop do vhodno/izhodnih priključkov merilne kartice. 
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Slika 4.3: Merilno ohišje s priključenima razširitvenima moduloma 
4.1.2 NI PXIe-4142 (SMU) 
Je večfunkcijska naprava, ki omogoča hkratno napajanje in merjenje električne napetosti in 
toka. Ima lastnosti napajalnika ali funkcijskega generatorja in hkrati digitalnega merilnega 
instrumenta ali osciloskopa [11]. Naprava omogoča generiranje obeh polaritet napetosti, 
kar je priročna lastnost pri merjenju karakteristik, testiranju polprevodniških elementov in 
drugih nelinearnih naprav ali materialov [12]. 
SMU na sliki 4.4 ima 4 priključne kanale. Napetostni razpon, ki ga omogoča, sega od +24 
V do -24 V. Razpon električnega toka v primeru, ko ta priteka v napravo ali odteka iz nje, je 
v območju od 10 µA do 150 mA.   
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Slika 4.4: Napajalno-merilna kartica (SMU) 
4.2 PCIe-8361 
Je naprava/kartica [slika 4.5], ki povezuje osebni računalnik z merilno opremo. Vstavljena 
je na matično ploščo osebnega računalnika, natančneje v prosto režo tipa PCIe. Kartica 
poskrbi, da s pomočjo programske opreme, brez vmesnega programiranja, neposredno 
krmilimo merilno opremo. Ta se nahaja stran od računalnika in je nanj povezana preko 
bakrenega kabla. Vloga opisane kartice je, da naredi vse zunanje merilne kartice v 
računalniku vidne, kot bi bile neposredno priključene nanj [13]. 
 
 
Slika 4.5: Povezovalna kartica PCIe-8361 
 
4.3 Laserski bralnik črtne kode (angl. Barcode Scanner) 
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Bralnik črtne kode sliki 4.6 je optična naprava, ki prebere natisnjeno črtno kodo, jo dekodira 
in pošlje na podatkovni izhod, običajno preko podatkovnega vodila USB. Naprava je 
sestavljena iz vira svetlobe (laserski žarek), premikajočega zrcala, ki bere laserski žarek 
čez črtno kodo, in sprejemno diodo, ki prebere odbito svetlobo od črtne kode. Zajeto 
svetlobo iz analogne oblike pretvori v digitalno.  
Črtna koda je sestavljena iz črnih in belih stolpcev. Prvi svetlobo vpijejo, od drugih se 
svetloba odbije. Širina enih in drugih stolpcev predstavlja moduliran signal, iz katerega so 
dekodirani znaki, zapisani v ASCII kodi. Uporabljen bralnik črtne kode ima oznako LS22208 




Slika 4.6: Bralnik črtne kode 
4.4 O uporabljeni strojni merilni opremi 
Opisani merilni opremi se bo v prihodnje dodalo bolj namenske instrumente oziroma merilne 
kartice, s katerimi bomo nekatere meritve izvajali točneje, kot jih lahko izvedemo s trenutno 
merilno opremo. Ob tem bo morala, tako kot sedaj, nova oprema omogočiti povezavo s 
programom Labview. Cilj je, da se bo na avtomatiziran način izvajalo čim več različnih testov 
elektronskih komponent. Čas, ki ga bomo prihranili z avtomatizacijo, bo lahko usmerjen v 
dodajanje novih avtomatiziranih testov. 
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5 Zgradba programske kode  
Naloga obsega uporabo dveh računalniških programov, Labview in Aras Innovator. Prvi je 
namenjen izvajanju meritev ob pomoči strojne opreme, v drugem pa ustvarimo testno poročilo, 
v katerega povežemo shranjene podatke o meritvah. Prenos informacij med obema 
programoma zagotavlja lokalni spletni strežnik (Web Service) preko internetne povezave. 
 
5.1 Spletne storitve 
Spletne storitve (angl. Web Services) so namenski računalniški programi, ki omogočajo prenos 
podatkov med različnimi aplikacijami in sistemi, ki so napisani v različnih programskih jezikih. 
Tako združljivost omogočajo odprtokodni in standardizirani protokoli (XML, SOAP, HTTP itd.), 
ki definirajo način zapisa podatkov, ki se jih pošilja med uporabnikom in spletnim strežnikom 
[15].   
 
Spletne storitve delujejo tako, da uporabnik (nekdo, ki ga zanima določena informacija) iz 
aplikacije na računalniku pošlje zahtevo po določeni informaciji na spletni strežnik. Ta zahtevo 
prepozna in v podatkovni bazi, na katero je povezan, poišče zahtevano informacijo. To na 
koncu vrne uporabniku, ki jo je zahteval. 
 
V našem primeru [slika 5.1] si informacije izmenjujeta programsko okolje Labview in Aras 
Innovator. Posrednik informacij med njima je aplikacijski strežnik oziroma strežnik za spletne 
storitve. Ta na zahtevo enega od omenjenih programskih okolij izvede poizvedbo – metodo 
(programsko kodo), v kateri je definirano, katere informacije naj poišče v podatkovni bazi. 
Rezultate iskanja vrne v programsko okolje, od koder je zahteva prišla. Poleg metod za 
poizvedbo informacij obstaja tudi metoda za zapisovanje podatkov v podatkovno bazo. 
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Slika 5.1: Shema naprav oziroma programov, ki se povezujejo s spletnim strežnikom 
Bistvo spletnih storitev je, da nam za pridobivanje podatkov iz drugih programskih platform, v 
našem primeru podatkovne baze, ni potrebno poznati njihovega načina delovanja. Vse, kar je 
potrebno poznati, so prej omenjeni standardizirani protokoli.  
 
Posebej za to nalogo smo na spletnem strežniku ustvarili dodatne spletne storitve. Moja naloga 
pri spletnih storitvah je bila, da sem definiral, katere podatke je potrebno pridobivati iz 
podatkovne baze in katere tja zapisovati. Implementacijo spletnih storitev na strežniku je 
izvedel sodelavec. 
 
5.1.1 SOAP protokol 
SOAP pomeni enostavni objektno dostopni protokol (angl. Simple Object Access Protocol). 
Gre za komunikacijski protokol, opisan z XML programskim jezikom. Razvit je bil na osnovi 
HTTP protokola, ki je podprt od vseh spletnih brskalnikov in strežnikov. SOAP zato zagotavlja 
komunikacijo med različnimi aplikacijami, operacijskimi sistemi in različnimi programskimi 
platformami. 
  
Osnovna zgradba SOAP zahteve (angl. request) na sliki 5.2 vsebuje naslednje elemente: 
● ovojnica (angl. envelope): 
o glava (angl. header), 
o telo (angl. body): 
▪ napaka (angl. fault). 




Slika 5.2: Ogrodje SOAP sporočila 
Različica SOAP zahteve, ki jo uporabljamo, je združena s HTTP obliko [slika 5.3]. Ta definira 
glavo pred ovojnico namesto v sami ovojnici, kar SOAP protokol tudi dovoljuje. 
 
 
Slika 5.3: SOAP zahteva z razširitvijo HTTP 
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5.2 Aras Innovator 
Prvi programski modul, implementiran v Aras Innovatorju znotraj podjetja Iskraemeco, je bil 
modul za upravljanje s komponentami. Ta modul omogoča vnos komponent v sistem, 
povezavo na proizvajalce in izdelke, iskanje komponent po parametrih. Uporabnikom omogoča 
enostaven pregled nad komponentami, ki se uporabljajo na izdelkih znotraj podjetja. Do sedaj 
so uvedli še module za upravljanje izdelkov, računalniško podprto načrtovanje in modul za 
urejanje produktnih zahtev, storitev in rešitev. 
 
 
Slika 5.4: Začetna stran v Aras Innovatorju 
 
5.2.1 Zgradba programskega okolja 
Predmeti (angl. Items) so osnovni elementi programskega okolja Aras Innovator. 
Temeljijo na osnovi vrste predmetov (angl. Item Types). Vrsta predmeta je predloga, ki definira 
vsebino predmeta oziroma vseh predmetov iste vrste predmeta. Uporabniki z ustreznimi 
pravicami lahko dodajajo predmete ali ustvarijo novo vrsto  
predmeta. 
 




Slika 5.5: Dve vrsti predmeta – zgradba 
Slika 5.5 prikazuje osnovne zavihke, s katerimi definiramo vrsto predmeta. Z lastnostmi (angl. 
Properties) določamo vsebino, ki jo bodo opisovali predmeti te vrste. V zavihku vrsta povezave 
(angl. Relationship Type) obstoječo vrsto predmeta povežemo z drugo vrsto. Na ta način 
povezujemo informacije, ki se morajo nanašati ena na drugo. Pomembna za uporabnika je 
preglednost oziroma izgled predmeta, preko katerega dobiva informacije o vsebini predmeta. 




Slika 5.6: Poenostavljen prikaz tabel v Aras Innovatorju 
Na sliki 5.6 sta prikazani dve različni tabeli, vsaka svoje vrste. Vsebino tabele sestavljajo 
predmeti. V tem poglavju smo na poenostavljen način opisali osnovno zgradbo programskega 
okolja Aras Innovator. 
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5.2.2 Podatkovni model 
Izgradnjo programa začnemo z izdelavo podatkovnega modela. Realiziramo ga v 
programskem okolju Aras Innovator, ki bo predstavljal modul testiranja komponent. 
 
Podatkovni model je abstraktni model, ki prikazuje organizirano strukturo elementov – 
podatkov. Podatkovni model definira strukturo podatkov v podatkovni zbirki (angl. database). 




Slika 5.7: Podatkovni model 
Po izrisu ideje podatkovnega modela ustvarimo testno podatkovno bazo, v kateri varno, s 
stališča obstoja podatkov, izdelamo podatkovni model. 
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Podatkovni model gradimo z dodajanjem vrste predmetov. Primer enega je kvadrat v 
spodnjem levem delu slike 5.7 z imenom Test Report. Poleg omenjene vrste predmeta so 
glavne še:  
● testni primer (angl.Test Case),  
● testno okolje (angl.Test Environment),  
● testno okolje oprema (angl. Test Environment Equipment),  
 
ki smo jih ustvarili na novo. Vsaka vrsta predmeta vsebuje splošne in specifične lastnosti. 
Pomembnejše so prikazane na podatkovnem modelu. 
 
Podatkovni model vsebuje eno povezovalno tabelo Test Report Test Case. Ta povezuje dve 
vrsti predmetov, torej Test Report in Test Case. To pomeni, da je za vsak Test Case, ki je 
povezan na Test Report, ustvarjen nov predmet (nova vrstica) v povezovalni tabeli. V 
podatkovni model so vključene še pregledne tabele. Na sliki 5.7 jih prepoznamo pod naslovi, 
ki se končajo z besedo View. Te tabele se ne hranijo v podatkovni bazi, ampak se ustvarijo le 
takrat, ko jih uporabnik želi videti na zaslonu. Njihova vsebina je sestavljena iz podatkov 
različnih tabel, ki v podatkovni bazi že obstajajo. 
 
Ostale vrste predmetov na podatkovnem modelu so Part, Manufacturer Part, Manufacturer, 
Item Class in Item Characteristic. Te so že obstajale v Aras Innovatorju. Povezane so na 
glavne vrste predmetov, ki jih dopolnjujejo z različnimi informacijami. 
 
 
5.2.3 Glavne vrste predmetov (angl. ItemTypes) 
To poglavje podrobneje opisuje glavne vrte predmetov, ki smo jih ustvarili za namen testiranja 
elektronskih komponent znotraj Aras Innovatorja. 
 
5.2.3.1 Testno poročilo (angl. Test Report) 
Je poročilo v digitalni obliki. Predstavlja mesto, kamor se shranjujejo oziroma povezujejo 
podatki, ki opisujejo in definirajo, katera komponenta se bo testirala in po kakšnem postopku. 
Rezultati in podatki o poteku izvajanja meritev se, ko zaključimo z merjenjem v programskem 
okolju Labview, samodejno shranijo v to poročilo. 
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Slika 5.8: Testno poročilo (angl. Test Report) 
Pred začetkom testiranja najprej ustvarimo prazno testno poročilo. Z enim klikom dobimo 
prazno predlogo [slika 5.8], na kateri izpolnimo prazna polja. Glavno polje je oznaka 
proizvajalca (angl. Manufacturer Part), ker se glede vrsto komponente (npr. optosklopniki) 
poročilo samo kategorizira. Ostala polja so: 
● Podatek o številki poročila (angl. Item Number), ki se generira samodejno. 
● Klasifikacija (angl. Classification) pove, ali je test namenjen odobritvi komponente ali 
ne. 
● Stanje (angl. State) predstavlja življenjski cikel poročila, ki se lahko nahaja v treh 
stanjih: New – ko je poročilo ustvarjeno, Active – ko je pripravljeno za izvedbo meritev, 
in Closed – ko vsebuje rezultate meritev in končno ugotovitev rezultatov s strani 
odgovorne osebe. Zaporedje stanj gre po vrsti, tako kakor so zapisana zgoraj in samo 
v eno smer. Ko je poročilo enkrat v zadnjem stanju Closed, ga ne moremo več urejati. 
Poročilu stanja spreminja oseba, odgovorna za upravljanje s testnimi poročili. 
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● Število testnih vzorcev (angl. Number Of Samples), ki se bodo/so se testirali. 
● Podpisnik (angl. Subscriber) je odgovorna oseba, ki izpolni poročilo in ga ovrednoti. 
● Polje datum testiranja od (angl. Date Of Testing (From)) in do (angl. To) prikazujeta 
časovno obdobje, ko je bilo poročilo v stanju Active. 
● Oseba, ki je izvedla testiranje, je navedena v polju (angl. Performed By). 
● V okviru Execution Results so polja, ki jih izpolnimo, ko končamo s testiranjem. V njih 
še z besedo ovrednotimo rezultate meritev. V spodnjem polju status (angl. State) 
določimo končni status, brez katerega poročila ne moremo zaključiti in komponenta ne 
more biti odobrena. 
 
Slika 5.9: Zavihek s Testnimi primeri (angl. Test Cases) 
 
 
Slika 5.10: Zavihek s Testnimi rezultati (angl. Test Result). Zavihek s Testnimi rezultati (angl. Test 
Result) 
 
Poleg osnovnih polj, ki jih prikazuje testno poročilo, ima ta v spodnjem delu programa še dva 
zavihka. Prvi prikazuje rezultate [slika 5.9], drugi testne primere [slika 5.10] oziroma testne 
procedure, s katerimi povemo, katere teste je potrebno izvesti v okviru testnega poročila, ki ga 
definiramo. 
 
Vsa testna poročila se ne glede na njihova stanje shranjujejo kot predmeti v listo, seznam 
oziroma tabelo, ki je v programskem okolju Aras Innovator shranjena pod imenom Testna 
poročila (angl. Test Reports). Zaključenih poročil, ki so v stanju Closed, ne moremo več 
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preurejati ali jih izbrisati iz seznama. Programsko okolje vsakemu poročilu ustvarja zgodovino 
sprememb. Ta vsebuje podatke o tem, kdo je naredil spremembo, kdaj je bila ta narejena in 
kaj se je spremenilo. 
 
S tako podrobnim beleženjem se ustvarja dobro preglednost (angl. transparency) in dobro 
sledljivost podatkov. To je hkrati tudi eno izmed bistev PLM sistema.  
 
5.2.3.2 Testni primer (angl. Test Case) 
Test Case je forma, v kateri je definiran testni postopek za testiranje komponente. Za eno vrsto 
elektronskih komponent obstaja več različnih testov, s katerimi preverimo njene električne 
lastnosti. Za primer komponente optosklopnik so na voljo različni testi, npr. tok puščanja (angl. 
leakage current), čas vklopa in izklopa (Ton, Toff), razmerje prenosa električnega toka (angl. 
current transfer ratio, CTR). Za vsak omenjen test je potrebno zapisati postopek testiranja. To 
naredimo s pomočjo pripravljene predloge Test Case. Ta vsebuje polja, s katerimi opišemo in 
definiramo testni postopek.  
Če želimo izvajati avtomatizirano testiranje, je potrebno izpolniti polje Procedure Document. 
Ta se nahaja znotraj sivega okvirja z imenom Procedure Cluster na sliki 5.11. To polje zahteva, 
da dodamo datoteko, ki se bo izvedla v programskem okolju Labview. 
 




Slika 5.11: Testni primer (angl. Test Case ) 
 
V spodnjem delu forme testnega primera [slika ] se nahaja zavihek Test Report View. Prikazuje 
vsa testna poročila, v katere je vključen  oz. na katere je povezan Test Case, ki ga imamo 
odprtega.  
 
5.2.3.3 Testno okolje (angl. Test Environment) 
Testno okolje (angl. Test Environment) [slika 5.12] je forma, s katero definiramo okolje, v 
katerem bomo izvajali testne meritve. Znotraj testnega okolja v spodnjem zavihku oprema 
(angl. Equipment) definiramo specifično strojno opremo, ki pripada testnemu okolju in se bo 
uporabljala pri testiranju. V našem primeru je testno okolje PXI testni sistem. Strojno opremo 
v tem okolju prestavljata merilni kartici PXIe-4142 in PXI-6229. Testno okolje izberemo takrat, 
ko definiramo Testni primer (angl. Test Case ) 
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Slika 5.12: Testno okolje (angl. Test Environment) 
5.2.3.4 Povezovalna tabela Test Report Test Case 
Kot nam že samo ime pove, ta tabela povezuje dve vrsti predmetov, testno poročilo in testni 
primer. Vsaki povezovalni tabeli določimo, katera vrsta predmeta ji predstavlja vir (angl. 
source) oziroma starša in katera povezan predmet (angl. related) oziroma otroka. 
Iz mojega podatkovnega modela [slika 5.7] je razvidno, da vir predstavlja vrsta predmeta Test 
Report in povezano vrsto predmeta Test Case. To v praksi pomeni, da vsakič, ko v testno 
poročilo dodamo testni primer, se ustvari nov povezovalni predmet v povezovalni tabeli. Ta 
povezovalni predmet ima svojo identifikacijsko številko in ostale lastnosti. Najpomembnejše so 
naštete v podatkovnem modelu. 
 
Primer povezovalne tabele, ki vsebuje dva povezovalna predmeta (dve vrstici), je predstavljen 
na sliki 5.13.  Predmeti v prvem stolpcu z imenom Test Report predstavljajo vire in predmeti v 
drugem stolpcu z imenom Test Case predmete, ki so povezani na predmete v prvem stolpcu. 
V ostalih stolpcih so shranjene informacije o izvedenih meritvah. 
 
 
Slika 5.13: Povezovalna tabela  
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5.3 Labview  
Glavna naloga razvitega programa je izvajanje meritev elektronskih komponent s pomočjo 
merilne opreme. Poleg tega program preko grafičnega vmesnika operaterju omogoča 
vnašanje podatkov in pregled rezultatov. Celoten projekt v tem programskem okolju ima 
datotečno strukturo, kjer je na najvišjem nivoju datoteka z imenom Projekt. Znotraj nje se 
nahajajo vsi pripadajoči programi in podprogrami. 
 
5.3.1 Zgradba glavnega programa 
Glavni program v projektu je datoteka z imenom TestHead.vi-.Vsa programska koda v tem 
programu je vključena v dve okni, ki se izvajata zaporedoma. V prvem oknu [slika 5.14] se 
nastavijo globalne spremenljivke, ki hranijo informacije za uporabo v ostalih programih 
projekta. 
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Slika 5.14: Globalne spremenljivke 
V drugem oknu [slika 5.15 ] se nahaja preostala programska koda glavnega programa, v kateri 
se izvajajo komunikacija s spletnim strežnikom, meritve, sporočanje napak in komunikacija z 
uporabnikom programskega okolja. 
 




Slika 5.15: Test Head – 2. del: glavni program v Labview 
Sledi opis drugega dela/okna glavnega programa na sliki 5.15 zgoraj. V njem se nahaja večina 
programske kode, od koder glavni program kliče ostale podprograme, imenovane Subvi. Torej, 
koda drugega dela je vstavljena v neskončno zanko (angl. while loop). Ta po zagonu glavnega 
programa ostane aktivna, dokler je ne prekine uporabnik ali napaka med izvajanjem programa. 
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Slika 5.16: Čelna plošča glavnega programa TestHead.vi 
Na sliki 5.16 je prikazana čelna plošča glavnega programa. Služi kot uporabniški 
vmesnik, s pomočjo katerega uporabnik v polja vnese zahtevane podatke in z 
gumboma nastavi način delovanja programa. 
 
5.3.1.1 Podprogram za prijavo na podatkovno bazo 
Na sliki 5.17 je z rdečim okvirjem označen podprogram LogOnWS, znotraj katerega se nahaja 
koda, ki vzpostavi povezavo med programskima okoljema Labview in Aras Innovator. To stori 
s klicem spletnega strežnika. Klic je sestavljen po SOAP protokolu z ustrezno glavo in vsebino. 
Ta vsebuje podatke, ki smo jih posredovali na vhode podprograma, razen rumenega polja 
error, ki hrani in posreduje zbirko vseh napak, ki se pojavijo med izvajanjem podprogramov. 
Posredovani vhodni podatki za sestavo vsebine klica so (od zgoraj navzdol): ime podatkovne 
baze, geslo in uporabniško ime. 
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Po izvedeni zahtevi v podprogramu se spletni strežnik odzove nazaj in če je bila prijava 
uspešna, se med strežnikom in podprogramom vzpostavi seja, preko katere bodo kasneje do 
spletnega strežnika dostopali ostali podprogrami, ki vsebujejo komunikacijo s spletnim 
strežnikom. 
 
Poleg vzpostavljene seje strežnik vrne odgovor, ki ima obliko zapisa XML (Extensible Markup 
Language – razširljiv označevalni jezik), iz katerega ugotovimo, ali je prijava uspela ali ne. Če 
ni, se program zaključi in ustavi, drugače se nadaljuje. Vzporedno s tem podprogramom poteka 
še en, to je bralnik črtne kode (angl. Barcode Scanner). Opisan bo v naslednjem podpoglavju. 
 
 
Slika 5.17: Prijavni podprogram LogOnWS 
 
5.3.1.2 Podprogram za branje črtne kode (Barcode Scanner) 
Optični bralnik črtne kode smo v proces avtomatizacije vključili zato, ker omogoča najhitrejši 
način prenosa identifikacijske oznake, natisnjene v papirnati obliki, v digitalni niz znakov. 
Testnim vzorcem, ki prispejo v podjetje, se na prevzemu doda spremni list, na katerem se 
nahajajo podatki o vsebini, h kateri je list pripet. Med podatki na listu bo tudi črtna koda, ki se 
bo potrebovala pri testiranju elektronskih komponent. Koda je sestavljena iz 32 črkovno-
številčnih znakov, ki so naključno določeni v programskem okolju Aras Innovator, za vsako 
komponento posebej. 
 
Podprogram Barcode Scanner tako omogoča sprejemanje skeniranih znakov črtne kode. 
Deluje z vsakim bralnikom črtne kode, ki se računalniku prikazuje kot USB tipkovnica. Ob 
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zagonu podprograma se uporabniku prikaže okno čelne plošče [slika 5.18], ki čaka na vnos 
skenirane kode.  
 
 
Slika 5.18: Čelna plošča podprograma Barcode Scanner 
 
Bralnik črtne kode deluje tako, da prebrano zaporedje znakov iz črtne kode v računalnik pošilja 
kot vsak znak posebej (kot bi jih vnesel uporabnik preko tipkovnice), vendar z zelo kratkim 
časovnim zamikom. Program ob vnosu vsakega znaka preveri, ali je dosežena zahtevana 
dolžina znakov. Ko se to zgodi, pošlje na izhodne priključke programa zajeto zaporedje znakov 
oziroma skenirano kodo, od koder je ta nato na voljo ostali programski kodi. 
 
S STOP/END gumbom na čelni plošči [slika 5.18] prekinemo izvajanje podprograma Barcode 
Scanner pa tudi glavni program. Pogled je preusmerjen na čelno ploščo glavnega programa, 
od koder imamo možnost znova zagnati glavni program. 
 
5.3.1.3 Podprogram za pridobivanje identifikacijske kode komponente  
Ta podprogram, imenovan getTestReportByManufacturerPartId, se povezuje s spletnim 
strežnikom. Njegova naloga je, da s klicem spletnega strežnika iz Arasove podatkovne baze 
vrne identifikacijsko številko testnega poročila. 
 
Podprogram je na sliki 5.19 označen z rdečim okvirjem. Na svoje vhodne priključke sprejme 
odprto sejo (zelena povezava), ki je bila vzpostavljena v podprogramu LogOnWS. Sprejme še 
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skenirano črtno kodo (rožnata povezava) in zbirko z informacijami o morebitnih napakah med 
izvajanjem prejšnjega programa (rumena povezava). V samem podprogramu se izvede klic 
spletnega strežnika po SOAP protokolu. V glavo poizvedbe je dodano polje SOAPAction, ki 
vsebuje spletni naslov metode, ki jo mora izvesti spletni strežnik nad Arasovo podatkovno 
bazo. Telo poizvedbe je zapisano v XML obliki in vsebuje črtno kodo v črkovno-številčni obliki.  
 
Cilj je s pomočjo zaporedja znakov črtne kode kot vhodni podatek preko spletnega strežnika 
nazaj dobiti identifikacijsko številko testnega poročila. Spletni strežnik to stori tako, da na 
Arasovo podatkovno bazo pošlje poizvedbo po testnem poročilu z dodano elektronsko 
komponento, katere identifikacijska številka se ujema s tisto, za katero izvajamo poizvedbo, 
torej skenirano črtno kodo. Po izvedbi klica spletni strežnik vrne odgovor nazaj v Labview, kjer 
iz njega razčlenimo identifikacijsko številko testnega poročila. Ta je nato uporabljena v 
naslednjem podprogramu getTestReportTestCaseWS. Na izhodih podprograma sta še odprti 
seja in zbirka napak. 
 
Slika 5.19: Položaj podprograma getTestReportByManufacturerId v glavnem programu 
 
5.3.1.4 Podprogram za pridobivanje podatkov iz vmesne tabele  
Tudi ta podprogram, imenovan getTestReportTestCaseWS, vsebuje komunikacijo s spletnim 
strežnikom, od katerega dobi informacije o testnih primerih (angl. Test Cases), ki so pripeti na 
testno poročilo, za katerega izvedemo poizvedbo. 
 
Podprogram na vhodne priključke sprejme odprto sejo za komunikacijo s spletnim strežnikom, 
identifikacijsko številko testnega poročila, ki smo jo pridobili v prejšnjem podprogramu, in 
zbirko z informacijami o morebitnih napakah med izvajanjem prejšnjega podprograma. V jedru 
programa se izvede klic spletnega strežnika, ki za iskano testno poročilo vrne zbirko informacij 
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o vsakem testnem primeru, ki je pripet nanj. Najpomembnejša pridobljena informacija iz 
testnega primera je ime Labview datoteke (program testnega postopka), ki vsebuje kodo, s 
pomočjo katere se izvede ustrezna meritev testirane komponente. 
 
 
Slika 5.20: Položaj podprograma getTestReportTestCaseWS v glavnem programu 
Na izhodih podprograma (desna polovica rdečega kvadrata na sliki 5.20), naštevano od zgoraj 
navzdol, je najprej odprta seja s strežnikom, ki jo shranimo kot globalno spremenljivko za 
uporabo znotraj drugega podprograma. V zgornjem rožnatem izhodu je vsebina odgovora 
spletnega strežnika. V primeru, da je ni, se glavni program ustavi, ker nima zadostnih 
informacij, da bi izvedel meritve. Naslednji rožnat izhod vsebuje identifikacijsko številko 
predmeta iz vmesne tabele (ta shranjuje povezave med testnim poročilom in testnim 
primerom). Število teh predmetov določa, koliko testnih primerov vsebuje testno poročilo in 
posledično, kolikokrat se bo izvedla programska zanka (angl. For Loop), ki sledi trenutnemu 
podprogramu. Zadnji rožnat izhod ima odebeljeno povezavo, kar pomeni, da se preko nje 
pretakajo informacije v obliki zbirke (angl. Array). Znotraj nje se nahajajo podatki, ki jih 
potrebujemo za izvedbo meritev, pravilen zapis rezultatov nazaj v bazo podatkov in za 
prikazovanje rezultatov na čelni plošči glavnega programa.  
Na spodnji strani ikone podprograma je zbirka informacij o napakah, ki se prav tako shrani kot 
globalna spremenljivka. 
 
5.3.1.5 Podprogram za pripravo in izvedbo testne procedure 
Podprogram se imenuje InitiateProcedure in izvaja več različnih nalog, ki pa ne vključujejo 
komunikacije s spletnim strežnikom, tako kot nekateri že opisani. Prva naloga, ki jo opravlja, 
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je, da iz podatkov, ki jih dobi na vhodne priključke, razbere, katero Labview procedurno 
datoteko mora zagnati. Ta nato izvede meritve in vrne rezultat. 
Odpiranje, zagon in zapiranje omenjene datoteke poteka avtomatsko in je uporabniku nevidno. 
To dosežemo s funkcijskim blokom Call By Reference, v prevodu klic glede na referenco. 
Referenca predstavlja naslov oziroma pot do datoteke, kjer je ta shranjena. Omenjen blok se 
nahaja na sliki 5.21. Predhodno ima vezan blok, ki najde in odpre datoteko, za njim sledi blok, 
ki jo zapre. Za uspešno izvedeno meritev mora biti merjenec priključen na ustrezne sponke 
merilne naprave. Datoteke, ki so namenjene izvajanju meritev, imenujemo procedure in so 
shranjene v na enem mestu znotraj projekta. 
 
 
Slika 5.21: Programska koda podprograma InitiateProcedure 
 
Druga naloga podprograma je, da uporabniku v posebnem oknu [slika 5.22] prikaže rezultat 
meritve v polju Results. Z gumbom Test Again ponudi možnost ponovne meritve in v spodnjem 
okviru iste slike ponudi možnost zapisa rezultata v Arasovo podatkovno bazo, kar sicer izvede 
naslednji opisan podprogram. 
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Slika 5.22: Prikaz informacij o izvedeni meritvi 
 
5.3.1.6 Podprogram za zapis rezultatov  
Predstavlja zadnji podprogram, ki izvaja komunikacijo s spletnim strežnikom. Imenuje se 
writeResultsWs. V njem se izvede zapis rezultatov, kar se zgodi v primeru, da smo ob ponujeni 
izbiri za zapis rezultatov v prejšnjem podprogramu [slika 5.22] izbrali pritrdilni odgovor. V 
nasprotnem primeru je ta program izpuščen in se izvajanje nadaljuje v glavnem programu, kjer 
se izvede še zaključni del kode. Ta glede na stanje vseh zbranih napak ustavi ali nadaljuje 
izvajanje glavnega programa. V primeru, da izvajanje zaradi napak ali od ukaza uporabnika ni 
ustavljeno, se trenutni programski cikel zaključi in se izvajanje glavnega programa ponovno 
prestavi na začetek.  
 
V tem podprogramu zberemo podatke, ki jih zapišemo v Arasovo bazo podatkov in so po 
zapisu vidni v programskem okolju Aras Innovator. Ti podatki so: 
● TestReportTestCase: identifikacijska številka povezovalnega predmeta v povezovalni 
tabeli (opisana v poglavju 5.2.3.4, kamor shranimo naslednje informacije o 
izvedenem testiranju:  
o Attempts: predstavlja število izvedenih meritev, ki smo jih zapisali v 
podatkovno bazo za testni primer na danem testnem poročilu. 
o Status: vsebuje informacijo o uspešnosti izvedene meritvene procedure. 
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o Result: predstavlja rezultat izvedene meritve s pomočjo strojne opreme. 
o Employee ID: shranjuje številko zaposlene osebe, ki je izvedla meritev v 
testnem okolju Labview. Ta podatek je potrebno vpisati pred začetkom 
izvajanja glavnega programa. 
o Duration: shranjuje izračunan čas, ki je pretekel od začetka izvajanja 
procedura do trenutka, ko smo se odločili, da želimo rezultat shraniti. 
 
Slika 5.23: Podprogram za zapis rezultatov 
Na sliki 5.23 je znotraj glavnega program v rdečem okvirju prikazan opisan podprogram. Na 
levi strani v vhodne priključke sprejme podatke, jih obdela in na desni izhodni strani vrne 
rezultate. 
 
5.3.1.7 Podprogram za javljanje napak pri komunikaciji s spletnimi strežniki  
Za podrobnejše poročanje o statusu odziva spletnega strežnika skrbi program 
WS_error_report. Vključen je v podprograme, ki komunicirajo s spletnim strežnikom. Ta 
program na osnovi HTTP odgovora iz glave in telesa razbere, ali je pri komunikaciji s spletnim 
strežnikom prišlo do težav ali ne. V slednjem primeru je statusna koda HTTP protokola v 
območju vrednosti od 200 do 299, funkcija pa na izhod vrne status o uspešno izvedeni zahtevi. 
Ko statusna koda ni v omenjenem območju, funkcija to zazna kot neuspešno izvedeno 
komunikacijo. Program zato iz telesa odgovora razčleni opis napake in ga posreduje na 
izhodnii kanal error out [slika 5.24]. Vzrok napake je prikazan ob koncu izvajanja glavnega 
programa, na čelni plošči, v polju z imenom Information screen.  
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Slika 5.24: Podprogram za sporočanje napak pri komunikaciji s spletnim strežnikom 
 
5.3.2 Program za izvajanje meritev 
Program za izvajanje meritev predstavlja programsko kodo, ki definira način delovanja merilne 
opreme, s katero izvedemo meritve testnih vzorcev. Ti programi se med seboj razlikujejo glede 
na to, kakšne meritve želimo izvesti in kako obdelati dobljene rezultate. Za izvedbo testiranja 
optosklopnikov je bil razvit program, s katerim izmerimo razmerje med vhodnim in izhodnim 
tokom optosklopnika (angl. current transfer ratio, CTR).  
 
Optosklopnik [slika 5.25] je naprava, ki s pomočjo svetlobe prenese signal med dvema 
električnima tokokrogoma, ki sta med seboj galvansko ločena. Sestavljena je iz LED diode na 
vhodni (točki 1 in 2 na sliki 5.25) in foto-tranzistorja na izhodni strani komponente (točki 3 in 4 
na sliki 5.25). LED dioda oddaja infrardečo svetlobo, foto-tranzistor jo sprejema. Jakost 
električnega signala na izhodu foto-tranzistorja je premo sorazmerna jakosti oddane svetlobe 
LED diode. To pomeni, da večji kot bo električni tok (signal) na vhodni strani optosklopnika, 
večji električni tok bo lahko stekel na izhodni strani le-tega.  
 
Komponenta preprečuje, da bi visoka napetost na eni strani imela vpliv na drugo stran 
tokokroga, ali pa galvansko ločuje dele vezja na različnih potencialih. 
 
 




Slika 5.25: Skica optosklopnika 
Meritve CTR parametra smo izvedli s pomočjo strojne opreme SMU (opisana v poglavju 4.1.2) 
in programske opreme Labview, za katero smo izdelali programsko kodo, ki avtomatsko izvede 
niz meritev, pri katerih se za vsako od meritev izračuna CTR parameter in se ga prikaže na 
grafu.  
Rezultat meritve CTR parametra predstavimo v odstotkih, in sicer kot razmerje izhodnega toka 





∗ 100 [%] (5.1) 
 
 
Za izvedbo CTR meritve moramo na vhodno stran optosklopnika priključiti tokovni vir, s katerim 
bomo nastavili želeni električni tok, ki bo tekel skozi LED diodo. Na izhodni strani optosklopnika 
potrebujemo napetostni vir. Če želimo določiti CTR vrednost, moramo obenem meriti tako 
generiran električni tok na vhodni strani optosklopnika (IF) kot tudi električni tok, ki bo stekel na 
izhodni strani (IC). Izmerjeni vrednosti preračunamo, kot določa enačba (5.1). 
 
 
5.3.2.1 Zgradba programa za izvajanje meritev 
Na začetku programu [slika 5.26] v bloku številka 1 najprej definiramo, katero merilno napravo 
bomo uporabljali; s tem začnemo sejo, s katero programu rezerviramo merilno napravo. V 
naslednjem bloku nastavimo način izvajanja meritev, v našem primeru smo uporabili točkovno 
merjenje (angl. Single Point), ki nastavi merilno napravo v način za merjenje ene točke. Ker 
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želimo izmeriti niz točk, bo program vseboval programsko zanko, imenovano For Loop, s 
katero bomo v merilno napravo posredovali merilne točke različnih vrednosti. Posledično bomo 
za vse posredovane točke dobili tudi rezultate. Za omenjenim blokom sledi blok, imenovan 
niDCPower. Vsebuje štiri nastavitve. V zgornji nastavimo številko priključne sponke, na kateri 
imamo priključen vhodni del optosklopnika. V ostalih vrsticah tega bloka nastavimo časovne 




Slika 5.26: Nastavitev merilne naprave 
Program nadaljujemo v že omenjeni programski zanki na sliki 5.27. Z blokom številka 3,0 
nastavimo merilno napravo, da na prej izbranem priključku, povezanem na vhod 
optosklopnika, deluje kot vir električnega toka. Podprogram Sweep Points določi število in 
vrednost merilnih točk, ki so posredovane do bloka 4,0. Z blokom številka 5,0 nastavi mejno 
vrednost napetosti, ki jo sme doseči naprava v času merjenja. 
 




Slika 5.27: Določitev merilnih točk in nastavitve naprave 
Na podoben način nastavimo bloke 3.1, 4.1 in 5,1 na sliki 5.28. V prvem bloku izberemo 
številko priključka, na katerega smo priključili izhod optosklopnika, in mu določimo, da bo 
deloval kot napetostni vir. Drugi blok bo v času meritve zagotavljal nastavljeno konstantno 
napetost na izhodnih sponkah optosklopnika. Tretjemu bloku določimo največji električni tok, 
ki ga sme doseči merilna naprava na izbranem priključku. 
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Slika 5.28: Izvajanje meritev in razčlenitev rezultatov merjenja 
Po končani nastavitvi parametrov sledi izvedba meritve. Začne se z blokom 6 in konča jo blok 
7. Rezultate meritev razčlenimo iz bloka 8, predstavljeni so v obliki dveh podatkovnih zbirk 










Slika 5.29: Računanje CTR vrednosti 
Rezultate, ki smo jih pridobili s prvo meritvijo, uporabimo za izračun CTR parametra po enačbi 
(5.1). Ta del kode je prikazan na spodnjem delu slike 5.29. 
 
 
Slika 5.30: Zaključevanje meritev 
Meritev prve merilne točke zaključimo z blokom 11 na sliki 5.30, ki ponastavi vse nastavitve 
naprave na privzete oziroma začetne vrednosti, s čimer pripravi merilno napravo za ponovno 
meritev. V našem primeru je to naslednja merilna točka. Opisan postopek se v programski 
zanki ponovi glede na število merilnih točk (moder blok z imenom # Points), ki smo jih 
posredovali v podprogram Sweep Points. 
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Na koncu, ko program izvede meritve vseh merilnih točk, z blokom 12 na sliki 5.30 zaključimo 
uporabo merilne naprave. Ta blok zaključi sejo, s katero smo na začetku rezervirali merilno 
napravo. V primeru, da se med izvajanjem meritev pojavi napaka, je ta zabeležena v bloku 13. 
 
 
Slika 5.31: Izris rezultatov na čelno ploščo 
 
Istočasno z izvajanjem blokov 12 in 13 na sliki 5.30 se izvaja del kode na sliki 5.31, ki združi 
zbirko izmerjenih in izračunanih podatkov, input current in CTR [%], v graf (rožnati kvadrat na 
sliki 5.31). Viden je na uporabniškem vmesniku [slika 5.32] vendar ga v tem programu nikamor 
ne shranjujemo. Namesto tega program iz zbirke izračunanih CTR vrednosti poišče najnižjo in 
najvišjo vrednost. Slednja določa končni rezultat, ki je zapisan v podatkovno bazo. 
 




Slika 5.32: Čelna plošča (uporabniški vmesnik) programa za izvajanje meritev 
 
 
Na sliki 5.32 je prikazana čelna plošča oziroma uporabniški vmesnik, s pomočjo katerega 
nastavljamo parametre merilne naprave. V spodnjem delu vmesnika je graf, ki prikazuje CTR 




6 Delovanje sistema in meritve 
Delovanja razvitega sistema preizkusimo na način, kot bo uporabljan v realnem okolju. 
Postopek delovanja sistema prikazujeta diagram poteka na sliki 6.1  in grafični prikaz s simboli 
na sliki 6.2. 
 
V programskem okolju Aras Innovator ustvarimo novo testno poročilo, v katerem definiramo, 
katero komponento bomo testirali, kakšen testni postopek (proceduro) bomo uporabili in v 
katerem testnem okolju oziroma katera merilna oprema bo uporabljena za izvedbo meritev. 
Zgoraj opisan korak predstavlja prvi rumeni paralelogram na sliki 6.1. Testno poročilo shranimo 
v podatkovno bazo (točka 1 na sliki 6.1). Sledi, da pravilno vežemo testni vzorec (merjenec) z 
merilno napravo in v programsko okolje Labview vnesemo identifikacijsko kodo testnih 
vzorcev, kar storimo ročno ali hitreje z bralnikom črtne kode (drugi paralelogram na sliki 6.1). 
Od tu naprej proces testiranja poteka avtomatizirano (točki 2, 3 na sliki 6.1), kar obsega 
komunikacijo med programskima okoljema Aras Innovator in Labview ter program za izvajanje 
meritev. Na koncu so rezultati meritev samodejno zapisani v podatkovno bazo (točka 4 na sliki 
6.1), od koder so nam vidni preko programskega okolja Aras Innovator (točka 5 na sliki 6.1), 
in sicer v testnem poročilu, ki smo ga ustvarili na začetku testiranja. 
 
 




Slika 6.1: Diagram poteka 
 
Slika 6.1 prikazuje diagram poteka avtomatiziranega procesa testiranja. Z modro barvo sta 
označeni polji, ki predstavljata začetek in konec izvajanja procesa. Rumeni paralelogrami 
predstavljajo mesta, kjer je potrebno človeško posredovanje za nadaljnje izvajanje procesa. 
Zeleno obarvani pravokotniki so koraki v procesu, ki se izvedejo samodejno. Oštevilčeni koraki 
na sliki 6.1 se navezujejo na korake, prikazane na sliki 6.2. 
 
6  Delovanje sistema in meritve 51 
 
 
Slika 6.2: Grafični prikaz postopka avtomatiziranega testiranja 
 
Slika 6.2 prikazuje proces avtomatiziranega testiranja. Simboli označujejo glavne elemente 
tega procesa. Med seboj so povezani s puščicami. Označene so s številkami, ki prikazujejo 
vrstni red izvajanja procesa testiranja.  
 
6.1 Meritve   
Pri izvedbi preizkusa delovanja sistema smo izvedli meritev, opisano v poglavju 5.3.2. Rezultati 
so prikazani na grafu [slika 6.3] za merilne točke vhodnega toka (IF) v razponu od 100 µA do 
60 mA. Graf predstavlja CTR karakteristiko optosklopnika, iz katere je razvidno, da je pri nizkih 
vhodnih tokovih CTR parameter manjši od 100 %. To pomeni, da je električni tok na izhodu 
optosklopnika manjši od generiranega na vhodni strani. Krivulja narašča do vrednosti 
vhodnega toka 6 mA, kjer doseže vrednost 324 %. Nato se z naraščanjem vhodnega 
električnega toka ponovno znižuje. 
 




Slika 6.3: Graf odvisnosti CTR parametra od vhodnega toka 
 
 
Iz rezultatov merjenja odčitamo vrednosti CTR parametra pri vhodnem električnem toku 5 mA, 
kot ga definira proizvajalec komponente. Vrednost, ki jo dobimo, je 302 %. Ugotovimo lahko, 
da je ta vrednost znotraj območja, ki ga navaja proizvajalec v podatkovnem listu (Rdeč kvadrat 
na sliki 6.4). 
 
 





Razvit je bil sistem za avtomatizirano testiranje elektronskih komponent in zapis izmerjenih 
rezultatov v PLM programsko okolje. Sestavljata ga dve različni programski okolji: Labview 
in Aras Innovator. Za izmenjavo informacij med njima skrbi spletni strežnik. Za izvedbo 
meritev uporabljamo merilni sistem proizvajalca National Instruments, opisan v 
poglavju 4.1. 
 
Sistem je razširljiv in nadgradljiv. Obstoječi merilni napravi lahko dodamo druge različne 
naprave, s katerimi razširimo nabor elektronskih komponent, ki jih lahko testiramo. Z 
avtomatizacijo skrajšamo čas testiranja komponent in odpravimo problem raztresenih 
podatkov po različnih datotekah na lokalnem računalniku, saj se podatki vedno zapisujejo 
na eno mesto, torej v podatkovno bazo, in so dostopni uporabnikom programskega okolja 
Aras Innovator. 
 
Začetna ideja o delovanju sistema je izpeljana, ta deluje po pričakovanjih. V času izdelave 
so se pojavile različne ideje in rešitve, s katerimi smo izboljšali delovanje. Nekatere so 
ostale neizdelane. Dodali bi lahko razne funkcije, kot je ročno vnašanje rezultatov za 
parametre, ki jih izmerimo ročno; merjenje večjega števila vzorcev v okviru enega testnega 
poročila, s čimer dobimo rezultate bližje prave vrednosti, in možnost shranjevanja grafov v 







8 Viri in literatura 
 
[1] Wikipedia, Digitalizacija, Dosegljivo: https://sl.wikipedia.org/wiki/Digitalizacija. 
[Dostopano: 2. 4. 2019]. 
 
[2] LabVIEW Programming, Dosegljivo: https://www.electronics-notes.com/articles/test-
methods/labview/g-programming.php. [Dostopano: 19. 8. 2019]. 
 
[3] Indroduction to Graphical Programming With Labview, Dosegljivo: 
http://www.informit.com/articles/article.aspx?p=662895&seqNum=3. 
[dostopano: 19. 8. 2019]. 
 
[4] VSŠ, Labview 7.1 Expres, Dosegljivo: 
http://vssmoodle.scv.si/pluginfile.php/2665/mod_resource/content/1/LabVIEW_2010.pdf. 
[Dostopano: 14. 8. 2019]. 
 
[5] Advantages of Labview, Dosegljivo: https://www.viewpointusa.com/labview/advantages-
and-disadvantages-of-labview/. [Dostopano: 14. 8. 2019]. 
 
[6] Wikipedia, Product life cycle, Dosegljivo: 
https://en.wikipedia.org/wiki/Product_lifecycle. [Dostopano: 14. 8. 2019]. 
 
56 Viri in literatura 
 
[7] Aras Corporation, Dosegljivo: https://en.wikipedia.org/wiki/Aras_Corp. [Dostopano: 14. 
8. 2019]. 
 
[8] Wikipedia, PCI eXtensions for Instrumentation, Dosegljivo 
https://en.wikipedia.org/wiki/PCI_eXtensions_for_Instrumentation. [Dostopano: 18. 
6. 2019]. 
[9] NI PXIe-1073 User Manual, Dosegljivo: 
http://www.ni.com/pdf/manuals/372768b.pdf. [Dostopano: 18. 6. 2019]. 
[10] Wikipedia, Data acquisition, Dosegljivo: https://en.wikipedia.org/wiki/Data_acquisition. 
[Dostopano: 18. 6. 2019]. 
 
[11] What Is a Source Measurement Unit or SMU, Dosegljivo: 
https://www.analog.com/en/analog-dialogue/articles/studentzone-december-2017.html. 
[Dostopano: 14. 8. 2019]. 
 
[12] Wikipedia, Source measure unit, Dosegljivo: 
https://en.wikipedia.org/wiki/Source_measure_unit. [Dostopano: 14. 8. 2019]. 
 
[13] National Instruments, PCie-8361, Dosegljivo: http://www.ni.com/sl-
si/support/model.pcie-8361.html. [Dostopano: 17. 7. 2019]. 
 
[14] Zebra, Symbol LS2208, Dosegljivo: 
https://www.zebra.com/us/en/products/scanners/general-purpose-
scanners/handheld/ls2208.html. [Dostopano: 18. 7. 2019]. 
 
[15] Learn Web Services, Dosegljivo: https://www.tutorialspoint.com/webservices/index.htm. 
[Dostopano: 10. 7. 2019]. 
 
 
Viri in literatura 57 
 
 
8.1 Viri slik 
3.1: 




















dne 5. 8. 2019. 
 
5.2: 
https://www.w3schools.com/xml/xml_soap.asp, pridobljeno dne 11. 7. 2019. 
