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Seznam uporabljenih kratic in simbolov 
ADT – angl. Android Development Tools. Zbirka orodij za razvoj androidnih aplikacij v okolju 
Android Studio. 
API – angl. Application programming interface. vmesnik API. Specifikacija v obliki izvorne 
kode, ki se uporablja kot vmesnik za komunikacijo med posameznimi deli programske opreme. 
AVD – angl. Android Virtual Device. Navidezna androidna naprava. 
HDMI – angl. High-Definition Multimedia Interface.  
IDE – angl. Integrated Development Environment. Integrirano razvojno okolje. 
JDK – angl. Java Development Kit. Java razvojno orodje.  
MHL – angl. Mobile High-Definition Link.  
OHA – angl. Open Handset Alliance.  
SDK - Software Development Kit. Zbirka pripomočkov za olajšan razvoj aplikacij. SDK lahko 
vsebuje tako orodja za razvoj, zglede rabe, pa tudi zbirko osnovnih knjižnic za lažji razvoj. 








V diplomskem delu je prikazan postopek razvoja mobilne aplikacije za spremljanje delovanja 
električnega kolesa. Aplikacija je razvita za mobilno platformo Android. Glavni namen 
aplikacije je komunikacija z merilnim sistemom električnega kolesa in grafično prikazovanje 
pridobljenih podatkov proizvedene moči in energije. Podatke nam Arduino vezje merilnega 
sistema pošilja preko Bluetootha.  
Prikazan je celoten postopek razvoja, od izbire in namestitve razvojnega okolja, osnov razvoja 
Android aplikacij, do postopka razvoja moje aplikacije z imenom ElektroBicikl. Predstavljeni 
so izseki programske kode, ki so tudi komentirani.  
 V zaključku dela so prikazane možnosti prikazovanja aplikacije na večje računalniške zaslone 
oz. televizije s pomočjo tehnologij MHL, SlimPort in Chromecast. 
 
Ključne besede: Android, Arduino, električno kolo  
VI 
Abstract 
The thesis presents the development process of a mobile application for monitoring of electric 
bicycle operation. Application was developed for Android mobile platform. The main purpose 
of the application is communication with the measurement system of an electric bicycle and 
graphical presentation of received data of produced power and energy. The data is sent via 
Bluetooth by the Arduino circuit.  
The whole process of development is presented: from choosing and installing of the 
development environment, basics of Android application development, to development of my 
application named ElektroBicikl. The source code is presented and also commented. 
The last part of the thesis presents options for streaming application on bigger screens or 
televisions with the help of MHL, SlimPort and Chromecast technologies.  
 
Key words: Android, Arduino, electric bike 
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1 Uvod 
Pri posvetovanju z mentorjem o temi mojega diplomskega dela sem izrazil veselje do 
programiranja, zato me je seznanil s projektom, za katerega se je zanimala katedra za 
energetiko. Seznanil me je s takrat skoraj dokončanim projektom merilnega sistema, ki meri 
proizvedeno moč in energijo električnega kolesa, ter te podatke prikazuje na zaslonu. Študent, 
ki je ta projekt izdelal kot diplomsko delo, je že vnaprej razmišljal o nadgraditvi sistema, tako 
da je v sistem vključil Bluetooth vmesnik, s katerim lahko sistem brezžično pošilja izračunane 
podatke. Ideja je bila, da bi te podatke lahko brezžično prikazovali na večjih zaslonih, kot so 
LCD monitorji ali televizije.  
Glavna naloga mojega diplomskega dela je bila najti in realizirati možnost prikazovanja meritev 
merilnega sistema na drugih napravah oz. večjih zaslonih. Dandanes so pametni telefoni (angl. 
smartphone) vse bolj pogosti, v razvitih državah je delež pametnih telefonov tudi do 88% 
(Južna Koreja), delež v razvijajočih se državah pa tudi naglo raste. Raziskave za leto 2017 
napovedujejo, da si bo več kot tretjina svetovne populacije lastila pametni telefon [1]. Zaradi 
vsesplošne razširjenosti sem se tako odločil za prikazovanje meritev na pametnem telefonu. Ker 
je delež prodanih pametnih telefonov z nameščenim operacijskim sistemom Android ob času 
pisanja daleč največji (84.1%) [2] in ker si sam lastim Android telefon, sem se odločil za razvoj 
Android aplikacije.  
Prenašanje slike iz Android mobilnih naprav na druge zaslone je dokaj enostavno. S pomočjo 
tako imenovanega zrcaljenja zaslona (angl. Screen mirroring) lahko preko določenih tehnologij 






2 Merilni sistem 
Merilni sistem nameščen na električno kolo je razvil študent Nejc Dobravec. Sistem temelji na 
izjemno popularnem mikrokrmilniku Arduino. Na voljo je več različnih verzij, avtor se je zaradi 
stiske s prostorom odločil za verzijo Arduino Nano, prikazanem na Sliki 2.1. 
 
Slika 2.1: Arduino Nano 
Ploščica potrebuje za zunanje napajanje enosmerno napetost ranga 5-12 V. Za ustrezno 
napajalno napetost tako poskrbi enosmerni presmernik navzdol, ki prilagodi napetost iz 
akumulatorja električnega kolesa. Sistem za izračun moči potrebuje informaciji o napetosti in 
toku, ki ju s kolesom proizvajamo. Meritev napetosti poteka prek enostavnega delilnika 
napetosti, za meritev toka pa je uporabljen senzor ACS 712, ki deluje na principu Hallovega 
efekta in je prikazan na Sliki 2.2. 
 
Slika 2.2: Senzor ACS 712 
Sistem je povezan na TFT LCD zaslon, kjer nam prikazuje stolpični graf trenutne moči, stolpec 
proizvedene energije in številsko vrednost denarja, ki bi ga prislužili s prodajo proizvedene 
energije po prej določeni odkupni ceni. Avtor merilnega sistema je poskrbel tudi za brezžično 
oddajanje teh informacij. Uporabil je Arduinov Bluetooth HC-05 modul, ki lahko prek 
Bluetooth-a oddaja željene informacije.  
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2.1 Spremembe v programu merilnega sistema 
Preden sem začel razvijati aplikacijo, sem moral malce prilagoditi program merilnega sistema. 
Prva stvar, ki sem jo spremenil, je oblika podatkov, ki jih merilni sistem pošilja. Za uspešno 
komunikacijo preko Bluetooth-a in čim manjšo izgubo podatkov, sem formuliral poslano 
informacijo na naslednji način: 
Serial.print("S"+String(Moc)+":"+String(sumenergija)+"#"); 
S tem sem dosegel, da lahko enostavno zaznam začetek in konec informacije, ločim podatka 
moči in energije, ter vse skupaj pošljem v enem ukazu. 
Druga stvar, ki sem jo spremenil, je pa frekvenca pošiljanja podatkov. Avtor se je odločil za 
pošiljanje informacij vsako sekundo, kar je pa za aktivno prikazovanje grafa malce premalo. 
Tako sem v programu spremenil še naslednjo vrstico: 
int casovnik = 100; 






3 Razvijanje mobilnih aplikacij za android 
3.1 Android OS 
Android je odprtokodni operacijski sistem namenjen mobilnim napravam, kot so pametni 
telefoni, tablični računalniki, pametne televizije itn. Android razvija podjetje Google, bazira pa 
na Linuxovem jedru. Android je začelo razvijat podjetje Android Inc., ki ga je leta 2005 kupil 
Google. Operacijski sistem je bil prvič predstavljen javnosti leta 2007, skupaj s poslovnim 
združenjem več podjetij imenovanim Open Handset Alliance (OHA). OHA teži k razvoju 
odprtih standardov na področju mobilnih naprav.  Člani OHA so med drugim tudi Google, 
HTC, Sony, Dell, Intel, Motorola itn.  
3.1.1 Dosedanje različice Android OS 
Od izdaje prve različice Android OS se je zvrstilo 14 večjih različic, ki so poimenovane po 
slaščicah in se vrstijo po abecednem redu (Tabela 1). Vsaki različici pripada tudi svoja različica 
aplikacijskega programskega vmesnika (angl. Application Programing Interface, API), s 
katerim lahko  razvijalci izdelajo aplikacije. Te posodobitve pa niso podprte na vseh Android 
mobilnih napravah, saj morajo le te zadostovati strojnim zahtevam. Poleg tega morajo 
proizvajalci za vsako napravo, na podlagi strojnih zmogljivosti, le tej prirediti različico 
Androida. Zaradi zamudnosti in cene takšnega dela, večina proizvajalcev neha podpirati 
posodobitve starejših naprav.  
Tabela 1 - Verzije Android OS 
Ime različice Številka 
različice 
Datum izdaje Različica API 
brez imena 
1.0 23. september 2008 1 
1.1 9. februar 2009 2 
Cupcake 1.5 27. april 2009 3 
Donut 1.6 15. september 2009 4 
Eclair 2.0-2.1 26. oktober 2009 5 – 7 
Froyo 2.2-2.2.3 20. maj 2010 8 
Gingerbread 2.3-2.3.7 6. december 2010 9 – 10 
Honeycomb 3.0-3.2.6 22 februar 2011 11 – 13 
Ice Cream Sandwich 4.0-4.0.4 18. oktober 2011 14 – 15 
Jelly Bean 4.1-4.3.1 9. julij 2012 16 – 18 
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KitKat 4.4-4.4.4 31. oktober 2013 19 – 20 
Lollipop 5.0-5.1.1 12. november 2014 21 – 22 
Marshmallow 6.0-6.0.1 5. oktober 2015 23 
Nougat 7.0 22. avgust 2016 24 
Ob času pisanja je aktualna različica Marshmallow, najbolj razširjena pa Lollipop s 35.4% [3]. 
Na Sliki 3.1 vidimo razširjenost različic  tekom let od decembra 2009 naprej. 
 
Slika 3.1: Razširjenost različic Androida tekom let 
  
3.2 Java 
Java je visokonivojski  programski jezik, ki ga je razvilo podjetje Sun Microsystems. V osnovi 
je bil zasnovan za razvoj programov za mobilne naprave in »set-top boxe«, ampak pozneje je 
postal popularna izbira za razvoj spletnih aplikacij.  
Java sintaksa je podobna sintaksi C++, ampak je za razliko od C++ striktno objektno orientiran 
programski jezik.  
Java programski jezik je osnovni steber Android OS. Čeprav je Android večinoma spisan v 
programskem jeziku C, Android SDK uporablja Javo kot osnovo za Android aplikacije. Vendar 
Android ne uporablja standardno »Java virtualno napravo«, ampak kot vmesni korak uporablja 
Javansko bitno kodo, ki je potem, odvisno od verzije Androida, interpretirana preko Dalvik 
virtualne naprave ali s pomočjo Android Runtime prevede v nativno kodo.  
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4 Namestitev in uporaba razvojnega okolja 
4.1 Java Development Kit 
Prva stvar, ki jo moramo namestiti je Java Development Kit (JDK). JDK je razvojno 
programsko okolje uporabljeno za razvoj Java aplikacij. Vključuje Java Runtime Environment 
(JRE), interpreter/nalagalnik (Java), prevajalnik (javac), arhivnik (jar), generator 
dokumentacije (javadoc) in ostala orodja potrebna za razvijanje v Javi.  
V Windows sistemih enostavno prenesemo in namestimo ustrezno JDK verzijo iz spleta. 
Najdemo jo na spletni strani http://www.oracle.com . 
 
4.2 Android Studio 
 
Slika 4.1: Android Studio 
Druga stvar, ki jo potrebujemo namestiti, je integrirano razvojno okolje (angl. Integrated 
Development Environment, IDE). V preteklosti se je za razvoj največ uporabljalo razvojno 
okolje Eclipse, mnogim znano kot odlično okolje za programiranje v programskem jeziku Java. 
S prihodom Android Studia leta 2014, Googlovega uradnega IDE, pa se je podpora Eclipsu 
začela manjšati. Ob času pisanja je 92% izmed top 125 aplikacij v Google Play trgovini razvitih 
s pomočjo Android Studia. Osebno sem se, kot začetnik razvijanja Android aplikacij, odločil 




- Fleksibilen sistem za gradnjo programja (Gradle);  
- hiter emulator z mnogimi funkcijami; 
- poenoteno okolje, kjer lahko razvijamo za vse Android naprave; 
- android specifične hitre popravke in preurejanje kode; 
- čarovnik s predlogami za ustvarjanje pogostih Android komponent in dizajnov; 
- bogat urejevalnik postavitev, ki nam ponuja »drag-and-drop« komponent grafične 
vmesnika in opcijo predogleda program na različnih zaslonskih konfiguracijah; 
Android Studio prenesemo in namestimo iz spletne strani https://developer.android.com .  
4.2.1 Android SDK 
Po namestitvi Android Studia moramo poskrbeti še za namestitev Androidovega paketa za 
razvoj programske opreme (angl. Software Development Kit, SDK). SDK je nabor razvojnih 
orodij, knjižnic, zgledov rabe in dokumentacije, ki nam omogoča razvoj aplikacij.  Za 
namestitev ustreznih SDK platform uporabimo SDK Manager, ki je že vgrajen v Android 
Studio in ga prikazuje Slika 4.2.   
 
Slika 4.2: SDK Manager 
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V zavihku SDK Platforms za namestitev izberemo potrebne platforme, v zavihku SDK Tools 
pa lahko najdemo gonilnike za USB, dokumentacijo za Android SDK in ostala orodja, ki nam 
pomagajo pri razvoju.  
 
4.2.2 Android Virtual Device  - AVD 
 
Slika 4.3: Android virtual device 
Android Studio nam nudi v uporabo navidezne Android naprave (angl. Android virtual device, 
AVD), ki služijo kot emulatorji fizičnih Android naprav. V AVD Managerju tako lahko 
namestimo navidezne naprave, ki posnemajo fizične naprave različnih specifikacij in velikosti.  
S tem teoretično Android Studio omogoča razvoj in test aplikacij brez uporabe fizične Android 
naprave. Izgled navidezne naprave je prikazan na Sliki 4.3. V primeru zmogljivega računalnika 
je takšen način razvoja hiter, ampak kaj hitro pride do težav, saj recimo AVD ni sposoben 
poganjati aplikacij, ki uporabljajo Bluetooth. V takšnih primerih lahko aplikacijo testiramo le 
na fizični napravi prek USB kabla. Način testiranja izberemo vsakič, ko poženemo test 
aplikacijo v Android Studiu, tako da lahko hitro preklapljamo med virtualno in fizično napravo.   
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4.2.3 Priprava mobilne naprave na povezavo z Android Studiem  
Če hočemo povezati Android Studio s svojo mobilno napravo in testirati aplikacijo, je potrebno 
na napravi najprej omogočiti možnost za razvijalce (angl. Developer options), postopek 
aktivacije pa je lahko različen od naprave do naprave. V primeru Samsung naprav v nastavitvah 
izberemo možnost »O napravi« (angl. About phone), zatem »Podatki o programski opremi« 
(angl. Software options) in sedemkrat kliknemo na »Različica sistema Android« (angl. Build 
number). S tem omogočimo možnost za razvijalce, v nastavitvah pa se nam prikaže zavihek z 
istim imenom, kjer lahko poleg ostalih naprednih nastavitev nastavimo tudi uporabno možnost 
»Razhroščevanje USB« (angl. USB Debugging). Ta nam omogoča povezavo z 
razhroščevalnikom Android Studia.  Pri prvi povezavi mobilne naprave z računalnikom se nam 
pojavi okno z RSA ključem, ki ga moramo sprejeti, da omogočimo nadaljnje razhroščevanje 
prek USB-ja.   
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5 Osnove razvoja android aplikacij 
Android aplikacija je posamezna namestljiva enota, ki se jo lahko zažene in uporablja 
samostojno od drugih Android aplikacij. Android aplikacijske komponente se lahko povežejo 
s komponentami drugih Android aplikacij z uporabo Intent objekta.  
Aplikacija je sestavljena iz aplikacijskih komponent, Java kode in datotek virov (angl. Resource 
files).  
5.1 Aplikacijske komponente 
Aplikacijske komponente so osnovni gradniki Android aplikacije. Te komponente so 
medsebojno povezane prek AndroidManifest.xml datoteke. Poznamo 4 glavne komponente, ki 
jih uporabljamo znotraj Android aplikacij: 
 Aktivnost (angl. Activity) predstavlja samostojen zaslon aplikacije z uporabniškim 
vmesnikom, kjer se izvaja določen del aplikacije.   
 Storitev (angl. Service) je komponenta, ki teče v ozadju za opravljanje dolgotrajnih 
operacij. 
 Prejemnik sporočil (angl. Broadcast Receiver) skrbi za komunikacije med Android OS 
in aplikacijami.  
 Ponudnik vsebin (angl. Content Provider) uporabljamo pri upravljanju s podatki in 
podatkovnimi bazami.  
Poleg teh glavnih komponent uporabljamo tudi Fragmente (angl. Fragments), Poglede (angl. 
Views), Postavitve (angl. Layouts), Namere (angl. Intents), Vire (angl. Resources) in Manifeste 
(angl. Manifests). V nadaljevanju diplome bom zaradi lažjega razumevanja uporabljal angleške 
izraze.  
 
5.1.1  Aktivnost in njen življenjski cikel 
Android aplikacije se praviloma zaženejo kot aktivnosti, kjer lahko prikažemo uporabniški 
vmesnik. Vsaka aktivnost predstavlja posamezen zaslon aplikacije. Kot primer si lahko 
predstavljamo aplikacijo za slike, kjer prva aktivnost prikazuje vse mape, ki vsebujejo slike, 
druga aktivnost nam prikaže galerijo slik v določeni mapi, tretja pa prikaže izbrano sliko.  
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Aktivnosti tekom uporabe lahko obstaja v treh različnih stanjih: 
 Ponovno zagnana (angl. Resumed) aktivnost je v ospredju in je v uporabnikovem 
fokusu.  
 Prekinjena (angl. Paused) aktivnost je še vedno vidna, ampak je izven uporabnikovega 
fokusa, saj jo prekriva aktivnost, ki ne zaseda celoten zaslon, ali pa je transparentna.  
 Ustavljena (angl. Stopped) aktivnost je povsem zastrta aktivnost, ki pa se še vedno 
izvaja se v ozadju.  
Ko aktivnost prehaja iz zgoraj navedenih stanj, android platforma omogoča zaznavanje prehoda 
med posameznimi stanji s pomočjo posebnih metod, ki se izvedejo. Te so: 







Izmed teh metod je treba obvezno implementirati le metodo onCreate(), ki se izvede ob zagonu 
aktivnosti, implementacija ostalih metod pa ni obvezna, saj se lahko te metode izvajajo 
»nevidno«. Prehode med stanji si lahko natančneje ogledamo na Sliki 5.1[7]. 
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Slika 5.1: Življenjski cikel aktivnosti 
 
5.2 AndroidManifest.xml datoteka 
Vsaka aplikacija mora imeti v korenskem direktoriju aplikacije AndroidManifest.xml datoteko. 
V tej datoteki se nahajajo ključne informacije o aplikaciji, ki jih potrebuje Android sistem pred 
zagonom kakršnekoli kode. V manifest datoteki med drugim: 
 Poimenujemo Java paket za aplikacijo 
 Deklariramo osnovne komponente aplikacije 
 Deklariramo dovoljenja, ki jih aplikacija potrebuje za dostop do zaščitenih delov API 
in interakcijo z ostalimi aplikacijami.  
 Deklariramo najmanjši nivo Android API, ki ga aplikacija potrebuje.  




Programska koda 1 prikazuje Android Manifest datoteko enostavne aplikacije. 
 
Programska koda 1: Primer Android Manifest datoteke 
Xlmns:android je generičen del kode, ki je potreben za normalno delovanje manifest datoteke. 
»Package« atribut definira osnovni paket za Java objekte, na katere se sklicujemo v tej datoteki. 
Google play zahteva, da ima vsaka Android aplikacija edinstveno ime paketa. V <application> 
sekciji definiramo metapodatke za našo aplikacijo in služi kot okvir za deklariranje ostalih 
Android komponent. Z <activity> značko definiramo aktivnost, njen »name« atribut pa kaže na 
razred, ki se nanaša na paket definiran v »package« atributu. Z »intent-filter« označimo to 
aktivnost kot možno vstopno točko v aplikacijo.  
5.3 Viri 
Android nam omogoča, da ustvarjamo statične vire, kot so slike in XML konfiguracijske 
datoteke. S tem lahko vire shranjujemo ločeno od strojne kode aplikacije. Vire moramo 
postaviti v /res direktorij naše aplikacije v vnaprej določen pod direktorije, ki so odvisni od tipa 
samega vira. Recimo v /res/drawables hranimo slike (npr. png in jpeg datoteke), vektorje itn. V 
/res/values hranimo enostavne vrednosti, ki definirajo nize, barve, dimenzije in ostale vrednosti. 
Po dogovoru so posamezni tipi vrednosti hranjeni v ločenih datotekah, npr. napise hranimo v 
res/values/strings.xml datoteki.   
<?xml version="1.0" encoding="utf-8"?> 
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
    package="com.example.sebapc.myapplication2"> 
 
    <application 
        android:allowBackup="true" 
        android:icon="@mipmap/ic_launcher" 
        android:label="@string/app_name" 
        android:supportsRtl="true" 
        android:theme="@style/AppTheme"> 
        <activity android:name=".MainActivity"> 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
 
                <category android:name="android.intent.category.LAUNCHER" 
/> 
            </intent-filter> 
        </activity> 





Programska koda 2 prikazuje enostavno colors.xml datoteko v /res/values/ direktoriju, kjer so 
definirane barve.  
 
Programska koda 2: Primer colors.xml 
5.4 Uporabniški vmesnik 
Vsi elementi uporabniškega vmesnika v Android aplikaciji so zgrajeni z uporabo View in 
ViewGroup objektov. View je objekt, ki izriše na zaslon nekaj, s čimer lahko uporabnik 
interaktira, ViewGroup pa je objekt, ki drži druge View in Viewgroup objekte v določeni 
postavitvi.  
Android nam ponuja zbirko različnih podrazredov View in Viewgroup razreda, ki nam nudijo 
razne funkcionalnosti, kot so gumbi in tekstovna polja, ter različne postavitve, kot se recimo 
linearna ali relativna razporeditev.  
5.4.1 Postavitev uporabniškega vmesnika 
Uporabniški vmesnik za vsako komponento naše aplikacije je definiran s pomočjo hierarhije 
View in ViewGroup objektov, ki je prikazana na Sliki 5.2. Vsak ViewGroup je neviden okvir, 
ki organizira podrejene View-e in ostale Viewgroup-e.  
 
Slika 5.2: Hierarhija View in Viewgroup objektov 
 
Postavitev programa lahko deklariramo na 2 načina. View objekte lahko opredelimo v Java 
kodi aplikacije, ali pa postavitev definiramo z XML datoteko. XML ponuja človeku lahko 
<?xml version="1.0" encoding="utf-8"?> 
<resources> 
    <color name="colorPrimary">#3F51B5</color> 
    <color name="colorPrimaryDark">#303F9F</color> 




berljivo strukturo podobno HTML kodi, zato je ta opcija definicije postavitve lažja in bolj 
uporabljena.  
Programska koda 3 prikazuje primer enostavne XML postavitve, ki uporablja Linearno 
razporeditev (angl. Linear layout), v kateri sta objekta gumb (ang. Button) in tekstovni pogled 
(angl. TextView): 
 
Programska koda 3: Primer linearne razporeditve 
Vsi trije elementi imajo nastavljene obvezne atribute višine in širine, gumb in tekstovni pogled 
imata nastavljena tudi besedilo. Linearna razporeditev je nastavljena na »vertical«, zato se 
elementi v njej razvrščajo en pod drugim. Ko želimo elementom nastaviti nek identifikator, na 
katerega se lahko potem sklicujemo, uporabljamo »@+id/xxx«, ki ustvari ID v R.java datoteki. 
V našem primeru smo ustvarili dva identifikatorja, ki imata naslov R.id.button in R.id.textView.   
5.5 Izdaja aplikacije 
Obstajajo določene omejitve nameščanja Android aplikacij. Aplikacijo lahko namestimo na 
napravo prek USB-ja, lahko si jo pošljemo prek e-maila ali pa jo namestimo iz ene izmed 
mnogih Android trgovin. Android zahteva, da morajo biti vsi APK paketi pred namestitvijo 
digitalno podpisani s certifikatom. Ti podpisi služijo kot nekakšen prstni odtis, ki asociira APK 
datoteko z razvijalcem. Tekom razvoja aplikacije Android Studio avtomatsko podpisuje 
aplikacijo z razhroščevalnim ključem (angl. debug key). Ko smo pripravljeni na izdajo, moramo 
v Android Studiu samo ustvariti podpisan APK (angl. generate signed APK) in s tem smo 
pripravljeni na izdajo.    






  android:layout_width="wrap_content" 
  android:layout_height="wrap_content" 
  android:text="GUMB" 
  android:id="@+id/button"/> 
 <TextView 
  android:layout_width="wrap_content" 
  android:layout_height="wrap_content" 
  android:text="BESEDILO" 
         android:id="@+id/textView"/> 
</LinearLayout> 
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6 Razvoj in delovanje aplikacije ElektroBicikl 
6.1 Potek razvoja aplikacije 
 
Slika 6.1: Razvojni proces aplikacije 
Postopek razvoja aplikacij za Android je konceptualno podoben razvoju na drugih platformah, 
in ga lahko razdelimo na več korakov, kakor prikazuje Slika 6.1. 
Najprej poskrbimo za namestitev razvojnega okolja, kot sem opisal v poglavju 4, in ustvarimo 
projekt. Android Studio nam prek čarovnika za nov projekt olajša delo, tako da nam sam ustvari 
osnovno strukturo programa z ustreznimi mapami in datotekami, potrebnimi za začetek pisanja 
programa. Po želji nam lahko ustvari osnovno glavno aktivnost (MainActivity.java), s 
pripadajočo postavitvijo (layout activity_main.xml), ter vse skupaj deklarira v 
androidManfiest.xml datoteki.  
Ko imamo ustvarjen projekt lahko pričnemo z glavnim delom, in sicer s pisanjem kode, 
dizajnom postavitve aplikacije in dodajanjem virov. 
Ko imamo narejeno nekakšno osnovo, lahko projekt zapakiramo v APK paket, ki ga lahko 
namestimo in poženemo na emulatorju ali fizični Android napravi.  
V naslednji fazi nadaljujemo s pisanjem programa, ampak se zraven osredotočimo na 
odpravljanje hroščev, profiliranje in testiranje naše aplikacije.  
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Preden aplikacijo izdamo in predstavimo uporabnikom, odstranimo Log sporočila v aplikaciji, 
onemogočimo razhroščevalni način v android manifestu in aplikacijo podpišemo.  
6.2 Uporabniški vmesnik 
Pri zasnovi in oblikovanju uporabniškega vmesnika ter sami funkcionalnosti aplikacije 
ElektroBicikl sem se zgledoval po prikazu informacij na LCD zaslonu merilnega sistema. Desni 
del zaslona naj vsebuje stolpec, ki grafično prikazuje naraščanje proizvedene energije, poleg 
stolpca pa vrednost energije prikazujemo še številčno. Dobršen del levega dela zaslona naj 
prikazuje graf spreminjanja moči, ki jo razvijamo na kolesu, in sicer naj se ta premika iz desne 
proti levi. Nad grafom pa številčno prikazujemo odkupno ceno električne energije in zaslužek, 
v primeru da bi proizvedeno energijo prodali po tej ceni. Odkupno ceno lahko nastavimo sami. 
Aplikaciji sem dodal tudi gumb reset, s katerim lahko resetiramo graf, in zaslon razdelil z 
vertikalno črto.  
Po hitrem pregledu zahtev vidimo, da za realizacijo potrebujemo naslednje gradnike: 
 Button (gumb) za gumb reset 
 EditText (vnosno polje) za nastavljanje odkupne cene električne energije 
 5 x TextView (tekstovni pogled) za besedilo »Odkupna cena«, »Zaslužek«, »Energija« 
in prikaz številčnih vrednosti zaslužka in energije 
 ProgressBar (vrstica napredka) za prikazovanje stolpca  
Za izrisovanje samega grafa sem uporabil GraphView [9], odprto-kodno knjižnico za Android 
dostopno na http://www.android-graphview.org/. GraphView omogoča enostavno risanje 
linijskih in stolpčnih grafov, tako statičnih kot sproti spreminjajočih. Za uporabo knjižnice 
moramo v build.gradle datoteko pod »dependencies« dodati vrstico   
compile 'com.jjoe64:graphview:4.0.1' 
Po razmisleku sem se najprej lotil pisanja android_main.xml datoteke, ki skrbi za layout 
(postavitev) aplikacije. Problem se zdi na prvi pogled sila enostaven, saj bi lahko uporabili 
RelativeLayout (relativno razporeditev), kjer lokacijo podrejenih elementov izražamo z 
medsebojno relacijo (primer: element B postavimo desno zgoraj od elementa A) ali relacijo 
glede na nadrejeni objekt (element naj postavimo na levi rob nadrejenega objekta). Potem bi 
gradnike umestil relativno en na drugega, višino in širino samih elementov številčno določil v 
pixlih in prišel do na prvi pogled zadovoljivega rezultata na testnem mobitelu.  Ker pa se zasloni 
mobitelov razlikujejo v velikosti in ločljivosti, takšen način privede do povsem različnih 
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grafičnih vmesnikov na različnih napravah, zato moramo izbrati kombinacijo različnih 
razporeditev. LinearLayout (linearna razporeditev) nam namreč omogoča, da velikost 
podrejenih elementov določimo procentualno glede na svojo velikost (primer: element A naj 
zavzame 60% LinearLayout-a, element B pa 40%). Pomanjkljivost te razporeditve je v tem, da 
morajo biti podrejeni elementi organizirani ali v vodoravni ali v navpični vrsti. Hierarhijo 
razporeditev, ki sem jih uporabil v aplikaciji, je prikazana na Sliki 6.2. 
 
Slika 6.2: Hierarhija razporeditev in elementov 
 
6.2.1 Button 
Programska koda 4 prikazuje xml kodo za reset gumb. Gumbu smo nastavili višino, širino, 
besedilo gumba, velikost besedila in barvo ozadjo. Vrednosti »text« in »textSize« atributov ne 
nastavljamo ročno, ampak jih imamo shranjene v string.xml in dimens.xml datotekah, ki se 
nahajata v mapi »values«. Razlogov za to je več. Vrednosti »text« atributov shranjujemo v 
strings.xml, da imamo vse nize na enem mestu, kjer jih lahko po potrebi prevedemo ali 
spreminjamo. Vrednost textSize atributov imamo shranjene v dimens.xml, kjer so vse 
dimenzije na kupu, kjer jih po potrebi spreminjamo in vplivamo na celoten dokument istočasno, 
brez potrebe po ročnem iskanju vsakega teksta. Gumbu smo nastavili tudi ID »resetGumb« in 
mu z atributom android:onClick dodelili metodo »resetiraj«, ki se izvrši ob kliku na gumb.  Z 
margin atributi smo gumbu povečali spodnji in desni rob, da smo dosegli željeno obliko. 
Velikost roba izrazimo z enoto dp (angl. density-independent pixel), ki je neodvisna od gostote 





Programska koda 5 prikazuje xml kodo za vnosno polje. Poleg ostalih stvari smo mu nastavili 
atribute »hint« (namig oz. besedilo, ki se prikaže pred vnosom), »textColorHint (barvo namiga) 
in »inputType« (od tipa vnosa je odvisno, ali se ob kliku na vnosno polje odpre numerična ali 
navadna tipkovnica). S pomočjo android:layout atributov smo vnosno polje umestili pod 
tekstovnim pogledom za odkupno ceno. Z atributi »background« in »textCursorDrawable« smo 
z ločenima xml datotekama edittext.xml in edittextcursor.xml, v katerima sta ustvarjena 
enostavna vektorja, nastavili rdečo obrobo in rdeč utripajoč kurzor.   
 
Programska koda 5: EditText iz activity_main.xml 
 
<Button 
    android:layout_width="wrap_content" 
    android:layout_height="wrap_content" 
    android:text="@string/reset" 
    android:textSize="@dimen/velikost_texta" 
    android:background="#FF0000" 
    android:id="@+id/resetGumb" 
    android:onClick="resetiraj" 
    android:layout_marginBottom="2dp" 
    android:layout_marginRight="20dp"/> 
 
<EditText 
    android:hint="@string/nastaviHint" 
    android:textColorHint="#FFF" 
    android:inputType="text" 
    android:layout_width="wrap_content" 
    android:layout_height="wrap_content" 
    android:id="@+id/odkupnaCenaVrednost" 
    android:textAlignment="center" 
    android:layout_alignLeft="@id/odkupnaCena" 
    android:layout_alignRight="@id/odkupnaCena" 
    android:layout_below="@+id/odkupnaCena" 
    android:textColor="#FFFFFF" 
    android:textSize="@dimen/velikost_texta" 
    android:background="@drawable/edittext" 
    android:textCursorDrawable="@drawable/edittextcursor"/> 
 
Programska koda 4: Button iz activity_main.xml 
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6.2.3 TextView 
Programska koda 6 prikazuje xml kodo za tekstovni pogled. Nastavili smo mu klasične atribute.   
 
Programska koda 6: TextView iz activity_main.xml 
 
6.2.4 ProgressBar 
Programska koda 7 prikazuje xml kodo za vrstico napredka, s pomočjo katere izrisujemo 
stolpec. ProgressBar ima določeno maksimalno vrednost »max« in spreminjajočo vrednost 
»progress«, ki nam določa, do kam naj bo ProgressBar določen. Ker pa Android privzeto ne 
omogoča navpične orientacije, smo v mapi »drawable« ustvarili progress_drawable.xml, v 
katerem smo nastavili barvo in pravilno orientacijo vrstice napredka. Kodo slednjega lahko 
najdemo v prilogi.  
 
Programska koda 7: ProgressBar iz activity_main.xml 
 
<TextView 
    android:id="@+id/prisluzenDenar" 
    android:layout_width="wrap_content" 
    android:layout_height="wrap_content" 
    android:text="@string/prisluzen_denar" 
    android:layout_alignParentTop="true" 
    android:layout_centerInParent="true" 
    android:textColor="#FFFFFF" 














 android:layout_height="wrap_content" /> 
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6.2.5 GraphView element 
Programska koda 8 prikazuje xml kodo GraphView elementa, ki skrbi kot okvir za graf. Obnaša 
se kot ostali elementi v activity_main.xml, tako da mu moramo nastaviti višino, širino in ID. 
Za izrisovanje poskrbimo v Java kodi, kjer GraphView inicializiramo in mu dodamo podatke 
in nastavitve.   
 
Programska koda 8: GraphView element iz activity_main.xml 
6.3 Java del aplikacije 
Za delovanje moje aplikacije zadostuje ena sama aktivnost. Celotna Java koda se tako nahaja v 
glavni aktivnosti, torej v MainActivity.java datoteki. Iz celotne aplikacije bi lahko glede na 
delovanje in funkcionalnost, izluščil naslednje pomembnejše dele kode:  
 Bluetooth del, ki skrbi za vklop Bluetooth-a, vzpostavitev povezave z merilnim 
sistemom in pošiljanje dobljenih informacij handlerju 
 Handler del, ki skrbi za obravnavo dobljenih informacij 
 GraphView del, ki skrbi za nastavitve in obnašanje GraphView knjižnice 
 Funkcije resetiraj() in spremeniStevilke() 
 EditText del, ki skrbi za delovanje EditText polja 
Zadev sem se lotil kar po vrsti, in sicer sem začel z Bluetooth-om. 
6.3.1 Bluetooth del 
Bluetooth je en izmed mnogih načinov pošiljanja podatkov med dvema napravama. S pomočjo 
Bluetooth API lahko Android aplikacija: 
 Išče ostale Bluetooth naprave 
 Povpraša lokalni Bluetooth adapter za poparjene naprave 









 android:layout_width="wrap_content" /> 
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Preden je naša Android naprava zmožna pošiljati in sprejemati podatke prek Bluetooth-a, 
moramo poskrbeti za naslednje stvari. Android mora najprej preveriti, ali podpira Bluetooth. V 
primeru, da je Bluetooth podprt, mora Android ugotoviti ali je Bluetooth vključen. Za tem se 
mora popariti in povezati z Bluetooth modulom na Arduinu. Šele takrat lahko Android sprejema 
in pošilja podatke.  
 
Programska koda 9: Vzpostavitev Bluetooth-a 
Najprej s pomočjo funkcije getDefaultAdapter() ustvarimo BluetoothAdapter objekt. V 
primeru, da mBluetoothADapter vrne »null«, potem Android naprava ne podpira Bluetooth-a. 
V primeru, da mBluetoothAdapter ni enako null, Android naprava Bluetooth podpira in lahko 
nadaljujemo. V naslednjem koraku preverimo, ali je Bluetooth omogočen. V primeru da ni, 
private void BTkoda(){ 
    //BLUETOOTH KODA ----------------------------------- 
    mBluetoothAdapter = BluetoothAdapter.getDefaultAdapter(); 
    if (mBluetoothAdapter == null) { 
        Toast.makeText(MainActivity.this, "Bluetooth na tej napravi ni 
podprt", Toast.LENGTH_SHORT).show(); 
        // Device does not support Bluetooth 
    } 
 
    if (!mBluetoothAdapter.isEnabled()) { 
        Intent enableBtIntent = new 
Intent(BluetoothAdapter.ACTION_REQUEST_ENABLE); 
        startActivityForResult(enableBtIntent, 1); 
    } 
    Set<BluetoothDevice> pairedDevices = 
mBluetoothAdapter.getBondedDevices(); 
    if(pairedDevices.size() > 0) 
    { 
        for(BluetoothDevice device : pairedDevices) 
        { 
            if(device.getAddress().equals(address)) 
            { 
                mmDevice = device; 
                Toast.makeText(MainActivity.this, "Naprava najdena", 
Toast.LENGTH_SHORT).show(); 
                Log.v("tag","naprava je najdena"); 
                napraveNajdena = 1; 
                break; 
            } 
        } 




sprožimo akcijo prošnje po zagonu Bluetooth-a (ACTION_REQUEST_ENABLE). Za tem 
med povezanimi napravami poiščemo tisto, ki ima MAC naslov enak spremenljivki »address«. 
Tej smo na začetku programa določili vrednost enako MAC naslovu Arduinovega Bluetooth 
modula. Ko se koda izvede do konca ima Android Arduinov Bluetooth modul shranjen v 
BluetoothDevice objektu. Ker vzpostavljanje povezav lahko zablokira glavno nit programa, 
moramo ta del programa izvajati v svoji ločeni niti z imenom ConnectThread, kot kaže 
Programska koda 10.  
 
Programska koda 10: Poveži nit 
Nit ConnectThread sprejme BluetoothDevice kot parameter in ustvari BluetoothSocket, ki se 
uporablja za podatkovni prenos. Če hočemo pognati ta del kode, moramo v glavno nit programa 
dodati vrstici mConnectThread = new ConnectThread(mmDevice); in 
mConnectThread.start(); 
ConnectThread nit na koncu požene novo ločeno nit z imenom ConnectedThread, ki je 
prikazana v Programska koda 11.  
private class ConnectThread extends Thread { 
    private final BluetoothSocket mmSocket; 
    public ConnectThread(BluetoothDevice device) { 
        BluetoothSocket tmp = null; 
        mmDevice = device; 
        try { 
            tmp = device.createRfcommSocketToServiceRecord(MY_UUID); 
        } catch (IOException e) { 
        } 
        mmSocket = tmp; 
    } 
    public void run() { 
        mBluetoothAdapter.cancelDiscovery(); 
        try { 
            mmSocket.connect(); 
        } catch (IOException connectException) { 
            try { 
                mmSocket.close(); 
            } catch (IOException e) { 
            } 
            return; 
        } 
        mConnectedThread = new ConnectedThread(mmSocket); 
        mConnectedThread.start(); 





Programska koda 11: Povezan nit 
ConnectedThread najprej poskrbi za povezavo vhodnega toka podatkov (angl. input stream) in 
zatem dobljene podatke obravnava v while zanki, ki se izvaja brez prekinitve. Ko 
medpomnilnik (angl. buffer) naleti na bajt z vrednostjo zaključnega znaka #, to označi konec 
informacije in nit pošlje sporočilo glavni aktivnosti. Komunikacija med nitmi in aktivnostmi 
poteka s pomočjo Handler razreda, ki je opisan v naslednjem poglavju. 
private class ConnectedThread extends Thread { 
private final InputStream mmInStream; 
 
public ConnectedThread(BluetoothSocket socket) { 
    InputStream tmpIn = null; 
    try { 
        tmpIn = socket.getInputStream(); 
    } catch (IOException e) { 
        Log.e("TAG","napaka pr inputih",e); 
    } 
    mmInStream = tmpIn; 
} 
 
public void run() { 
    byte[] buffer = new byte[1024]; 
    int begin = 0; 
    int bytes = 0; 
    while (true) { 
        try { 
            bytes += mmInStream.read(buffer, bytes, buffer.length - 
bytes); 
            for(int i = begin; i < bytes; i++) { 
                if(buffer[i] == "#".getBytes()[0]) { 
                    h.obtainMessage(RECEIVE_MESSAGE, begin, i, 
buffer).sendToTarget(); 
                    begin = i + 1; 
                    if(i == bytes - 1) { 
                        bytes = 0; 
                        begin = 0; 
                    } 
                } 
            } 
        } catch (IOException e) { 
            Log.e("TAG","Exception pri branju bluetootha",e); 
            break; 
        } 






6.3.2 Handler del 
 
Programska koda 12: Handler del 
h = new Handler() { 
    public void handleMessage(android.os.Message msg) { 
        if (msg.what == RECEIVE_MESSAGE) { 
                                               // if receive massage 
                byte[] readBuf = (byte[]) msg.obj; 
                String strIncom = new String(readBuf); // create string 
from bytes array 
                int begin = msg.arg1; 
                int end = msg.arg2; 
 
                tmp = strIncom.substring(begin,end); 
                if(tmp.length()>3){ 
                    
moc=Double.parseDouble(tmp.substring(tmp.indexOf("S")+1,tmp.indexOf(":"))
); 
                    energija = tmp.substring(tmp.indexOf(":")+1); 
                    if(moc<10 && count < 25){ 
                        series.appendData(new DataPoint(a,0),true,300); 
                        count = count + 1; 
                        spremeniStevilke(); 
                        a = a + 1; 
                    } 
                    else if(moc<10 && count >=25){ 
                        spremeniStevilke(); 
                    } 
                    else if(moc >= 10 && count >=25){ 
                        resetiraj(); 
                        series.appendData(new DataPoint(a, moc), true, 
300); 
                        a = a + 1; 
                        count = 0; 
                        spremeniStevilke(); 
                    } 
                    else if(moc >= 10 && count <25){ 
                        series.appendData(new DataPoint(a, moc), true, 
300); 
                        spremeniStevilke(); 
                        a = a + 1; 
                        count = 0; 
                    } 
                } 
        } 




Programska koda 12 prikazuje kodo Handler razreda, ki se izvaja v glavni aktivnosti. Handler 
poskrbi za obravnavo sporočil, ki jih ConnectedThread nit pošilja glavni aktivnosti. Iz sporočila 
najprej izlušči informacijo, ki se začne z znakom »S« in konča z končnim znakom »#« in jo 
shrani v začasni niz tmp. Iz niza tmp nato program izlušči vrednosti moči in energije. Ker 
merilni sistem kljub mirovanju kolesa konstantno oddaja nizke vrednosti moči, sem dodal del 
kode, ki vrednosti pod 10W ne upošteva. Poleg tega program po 25 zaporednih meritvah pod 
10W ustavi izrisovanje grafa. Ob ustreznih pogojih program vrednosti moči zapisuje v serijo 
podatkov »series« in proži osveževanje zaslona s klicem funkcije spremeniStevilke(), ki je 
natančneje opisana v poglavju 6.3.4.  
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6.3.3 GraphView del 
 
Programska koda 13: GraphView del 
Programska koda 13 prikazuje kodo, ki se prav tako nahaja v glavni aktivnosti in skrbi za 
različne nastavitve GraphView knjižnice. Viewport predstavlja okno, kjer je viden graf, 
podatke za izris grafa pa hranimo v razredu series. Dodajanje točk grafa v series poteka z 
ukazom series.appendData. Poleg različnih nastavitev barv, oznak, mreže in tipa grafa, je 
ključen niz »sekunde1«, ki na desnem robu horizontalne osi prikazuje pretečen čas in je 




graph = (GraphView) findViewById(R.id.graph); 
series = new BarGraphSeries<>(new DataPoint[]{ 
}); 






























6.3.4 Funkcije resetiraj() in spremeniStevilke() 
 
Programska koda 14: funkciji resetiraj() in spremeniStevilke() 
Programska koda 14 prikazuje 3 ključne funkcije, ki se nahajajo v našem programu. Prva 
resetiraj() funkcija ob sprožitvi shrani trenuten sistemski čas v cas0 in izbriše podatke v razredu 
series. Ob vsakem klicu funkcije spremeniStevilke(), ta najprej izračuna pretečen čas, ga v 
obliki sekund shrani v niz sekunde1 in na novo označi horizontalno os grafa. Zatem funkcija 
poskrbi za ustrezen izpis prisluženega denarja, ki se računa s pomočjo prejete vrednosti energije 
private void resetiraj() { 
    cas0 = System.currentTimeMillis(); 
    a = 0.5; 
    series.resetData(new DataPoint[]{ 
            new DataPoint(0, 0) 
    }); 
    prisluzenDenar=0; 
    cas0 = System.currentTimeMillis(); 
} 
private void spremeniStevilke(){ 
    if (casTece == 1){ 
        cas = System.currentTimeMillis() - cas0; 
        sekunde = cas/1000; 
        sekunde1 = String.valueOf(sekunde) +" 0"; 
        staticLabelsFormatter.setHorizontalLabels(new String[] 
{"","","","",sekunde1}); 
        
graph.getGridLabelRenderer().setLabelFormatter(staticLabelsFormatter); 
    } 
    prisluzenDenar = Float.parseFloat(energija)*odkupnaCena/1000; 
    DecimalFormat dec = new DecimalFormat("#.##### €"); 
    String denar = dec.format(prisluzenDenar); 
    oknoPrisluzenDenar.setText(denar); 
    oknoProizvedenaEnergija.setText( energija + " Wh"); 
    progress = Float.parseFloat(energija) * 1000; 
    progressBar.setProgress(Math.round(progress)); 
} 
public void resetiraj(View view) { 
    cas0 = System.currentTimeMillis(); 
    a = 0.5; 
    series.resetData(new DataPoint[]{ 
            new DataPoint(0, 0) 
    }); 
    Toast.makeText(MainActivity.this, "Resetiram", 
Toast.LENGTH_SHORT).show(); 





in odkupne cene energije, ki jo ročno nastavimo v EditTextu. Ta je natančneje opisan v 
naslednjem poglavju. Po tem izračunu sledi še izris stolpca proizvedene energije. Druga 
resetiraj funkcija je skoraj identična prvi, proži pa se ob pritisku gumba reset. 
6.3.5 EditText del 
 
Programska koda 15: EditText del 
Programska koda 15 prikazuje kodo EditText polja. V primeru, da pri vnosu pride do napačne 
oblike vnosa, nam program javi napako. Zgornji del kode poskrbi, da se v primeru napačno 











    public boolean onEditorAction(TextView v, int actionId, KeyEvent 
event) { 
        if ((event != null && (event.getKeyCode() == 
KeyEvent.KEYCODE_ENTER)) || (actionId == EditorInfo.IME_ACTION_DONE)) { 
            //ujame napacno vpisano stevilko 
            try{ 
                odkupnaCena = 
Float.parseFloat(oknoOdkupnaCena.getText().toString()); 
                oknoOdkupnaCena.setText(Float.toString(odkupnaCena) + " 
€/kWh",EditText.BufferType.EDITABLE); 
                spremeniStevilke(); 
            } catch (NumberFormatException e) { 
                Toast.makeText(MainActivity.this, "Vpiši veljavno 
številko!", Toast.LENGTH_SHORT).show(); 
                Log.e("tag","napaka pr vpisovanju stevilke",e); 
            } 
        } 
        return false; 






Programska koda 16: androidManifest.xml 
Programska koda 16 prikazuje kodo naše androidManifest.xml datoteke. Na začetku opazimo 
znački <user-permission>, ki poskrbita za dovoljenja glede Bluetooth-a. Za tem sledijo klasične 
deklaracije ikone, oznake (angl. label) in teme aplikacije. Ključen je tudi atribut 
screenOrientation, ki poskrbri za ležečo orientacijo zaslona.  
6.5 Delovanje in uporaba aplikacije 
Pred prvim zagonom aplikacije moramo ročno povezati (angl. pair) mobitel z meritvenim 
sistemom. Ob zagonu aplikacije se v tem primeru mobitel samodejno poveže z merilnim 
sistemom in avtomatsko začne zajemati podatke. Naenkrat je lahko z merilnim sistemom 
povezana samo ena naprava. V primeru, da se hočemo povezati z drugo napravo, moramo na 
prvi napravi poskrbeti, da smo aplikacijo povsem zaprli in ne samo postavili v ozadje, saj 
drugače povezava ni mogoča. V primeru težav s povezavo, se le te najlažje reši s ponovnim 
zagonom aplikacije.  
<?xml version="1.0" encoding="utf-8"?> 
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:tools="http://schemas.android.com/tools" 
    package="com.example.sebapc.elektrobicikl"> 
    <uses-permission android:name="android.permission.BLUETOOTH" /> 
    <uses-permission android:name="android.permission.BLUETOOTH_ADMIN" /> 
 
    <application 
        android:icon="@mipmap/ic_launcher" 
        android:label="@string/app_name" 
        android:theme="@style/AppTheme"> 
 
        <activity android:name=".MainActivity" 
            android:screenOrientation="landscape"> 
 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
 
                <category android:name="android.intent.category.LAUNCHER" 
/> 
            </intent-filter> 
        </activity> 




Funkcionalnost programa je podobna TFT LCD zaslonu na merilnem sistemu, in sicer se graf 
premika iz desne proti levi. V primeru mirovanja kolesa za več kot 2.5 sekunde, se izrisovanje 
grafa ustavi. Program v desnem spodnjem robu grafa izrisuje tudi pretečen čas poganjanja 
kolesa v sekundah. Ko vnesemo odkupno ceno v EditText, nam program računa tudi prislužen 
denar. Slika 6.3 prikazuje končni izgled aplikacije med poganjanjem kolesa.  
 
Slika 6.3: Končni izgled aplikacije 
7 Prikazovanje aplikacije na druge zaslone 
7.1 MHL in SlimPort 
 
MHL (angl. Mobile High-Definition Link), prikazan na Sliki 7.1, in SlimPort, prikazan na Sliki 
7.2, sta tehnologiji, ki omogočata prenos zvoka in slike iz mobilne naprave, ki tehnologijo 
podpira, na zunanji zaslon. Mobilno napravo povežemo s pomočjo ustreznega kabla ali 
adapterja prek microUSB ali USB tip C priključka. MHL podpira prenos na zaslone prek HDMI 
standarda, medtem ko SlimPort poleg HDMI standarda omogoča prenos prek VGA, DVI in 
DisplayPort standardov. Tehnologiji imata določene prednosti in slabosti, ki pa so v našem 
Slika 7.1: MHL adapter Slika 7.2: SlimPort adapter 
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primeru irelevantne. Za ustrezno tehnologijo se odločimo glede na uporabljeno Android 
napravo. MHL je trenutno bolj razširjen standard, saj ga podpira več Android mobilnih naprav.  
V primeru uporabe SlimPort-a potrebujemo za povezavo samo SlimPort adapter. Tega 
enostavno povežemo prek microUSB priključka na mobitel in prek HDMI, VGA ali DVI kabla 
na zaslon. V primeru uporabe MHL standarda pa potrebujemo, odvisno od uporabljenega 
mobitela in zaslona, ali samo MHL kabel, ali pa MHL adapter z zunanjim napajanjem. Po 
vzpostavljeni povezavi se zaslon mobitela samodejno zrcali na povezan zaslon. 
Cene obeh realizacij je v rangu od 10 do 30 €. 
7.2 Chromecast 
 
Slika 7.3: Google Chromecast 
Druga opcija povezave mobilne naprave z zaslonom je uporaba Google Chromecast adapterja, 
prikazanega na Sliki 7.3. Chromecast je majhen HDMI adapter, ki lahko preko brezžičnega 
omrežja Wifi zrcali dogajanje z Android naprave na zunanji zaslon/televizijo. Za uporabo 
potrebujemo mobitel ali tablico, ki poganja vsaj Android 4.4.2 različico.  
Postopek povezave je enostaven. Chromecast in mobilno napravo moramo povezati na skupno 
Wifi omrežje. Naprave z Android 5.0 in višjimi različicami imajo že vgrajeno funkcionalnost 
zrcaljenja zaslona, tako da nam preostane le vklop te funkcije v nastavitvah. Pri ostalih 
napravah, ki poganjajo Android 4.4.2 in višje, pa moramo namestiti uradno aplikacijo Google 
Cast iz trgovine Play in zrcaljenje omogočiti prek te aplikacije.   




V diplomskem delu sem opisal postopek razvoja mobilne aplikacije za spremljanje delovanja 
električnega kolesa. Aplikacijo sem poimenoval ElektroBicikl. Za razvoj sem uporabil razvojno 
okolje Android Studio, ki precej olajša in skrajša proces razvoja.  
Aplikacijo sem uspešno razvil in deluje zadovoljivo. Precej težav mi je v začetku predstavljala 
Bluetooth povezava, saj sem imel težave z branjem in zagotavljanjem celovitosti informacij 
prejetih prek Bluetooth-a. Dosti dela je bilo potrebnega za doseganje ustreznega izgleda 
aplikacije. Veliko časa sem porabil tudi na reševanju na prvi pogled zelo enostavnih problemov, 
kot npr. ustrezno formuliranje številskih rezultatov. Za reševanje problemov je v veliko pomoč 
spletna stran http://stackoverflow.com/. 
Možnosti za izboljšavo aplikacije je kar nekaj. Lahko bi dodali dinamične meje grafa, ki bi se 
spreminjale glede na vrednosti grafa. Za olajšanje uporabniške izkušnje bi aplikaciji lahko 
dodali funkcionalnost zaznavanja in povezovanja Bluetooth naprav, da ne bi bilo potrebno 
ročno povezovanje pred prvim zagonom.   
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10.1  activity_main.xml 
<?xml version="1.0" encoding="utf-8"?> 
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    android:layout_width="match_parent" 
    android:weightSum="10" 
    android:layout_height="match_parent" 
    android:baselineAligned="false"> 
    <RelativeLayout 
xmlns:android="http://schemas.android.com/apk/res/android" 
        xmlns:tools="http://schemas.android.com/tools" 
        android:layout_width="0dp" 
        android:layout_height="match_parent" 
        android:background="#000" 
        tools:context="com.example.sebapc.elektrobicikl.MainActivity" 
        android:padding="6dp" 
        android:layout_weight="8"> 
        <LinearLayout 
            android:layout_width="match_parent" 
            android:layout_height="wrap_content" 
            android:weightSum="3" 
            android:id="@+id/linearLayout"> 
            <RelativeLayout 
                android:layout_width="0dp" 
                android:layout_height="wrap_content" 
                android:layout_weight="0.9"> 
                <Button 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    android:text="@string/reset" 
                    android:textSize="@dimen/velikost_texta" 
                    android:background="#FF0000" 
                    android:id="@+id/resetGumb" 
                    android:onClick="resetiraj" 
                    android:layout_marginBottom="2dp" 
                    android:layout_marginRight="20dp"/> 
            </RelativeLayout> 
            <RelativeLayout 
                android:layout_width="0dp" 
                android:layout_height="match_parent" 
                android:id="@+id/relativeLayout2" 
                android:layout_weight="1.1"> 
                <TextView 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    android:text="@string/odkupna_cena" 
                    android:id="@+id/odkupnaCena" 
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                    android:textColor="#FFFFFF" 
                    android:textSize="@dimen/velikost_texta" 
                    android:layout_centerHorizontal="true"/> 
                <EditText 
                    android:hint="@string/nastaviHint" 
                    android:textColorHint="#FFF" 
                    android:inputType="text" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    android:id="@+id/odkupnaCenaVrednost" 
                    android:textAlignment="center" 
                    android:layout_alignLeft="@id/odkupnaCena" 
                    android:layout_alignRight="@id/odkupnaCena" 
                    android:layout_below="@+id/odkupnaCena" 
                    android:textColor="#FFFFFF" 
                    android:textSize="@dimen/velikost_texta" 
                    android:background="@drawable/edittext" 
                    android:textCursorDrawable="@drawable/edittextcursor"/> 
            </RelativeLayout> 
            <RelativeLayout 
                android:layout_width="0dp" 
                android:layout_height="match_parent" 
                android:layout_weight="1"> 
                <TextView 
                    android:id="@+id/prisluzenDenar" 
                    android:layout_width="wrap_content" 
                    android:layout_height="wrap_content" 
                    android:text="@string/prisluzen_denar" 
                    android:layout_alignParentTop="true" 
                    android:layout_centerInParent="true" 
                    android:textColor="#FFFFFF" 
                    android:textSize="@dimen/velikost_texta"/> 
                <TextView 
                    android:id="@+id/prisluzenDenar_vrednost" 
                    android:layout_width="match_parent" 
                    android:layout_height="wrap_content" 
                    android:text="@string/prisluzen_denar_vrednost" 
                    android:textAlignment="center" 
                    android:layout_below="@id/prisluzenDenar" 
                    android:layout_alignParentBottom="true" 
                    android:textColor="#FFFFFF" 
                    android:textSize="@dimen/velikost_texta" 
                    android:gravity="center"/> 
            </RelativeLayout> 
        </LinearLayout> 
        <com.jjoe64.graphview.GraphView 
            android:layout_below="@id/linearLayout" 
            android:id="@+id/graph" 
            android:layout_alignParentLeft="true" 
37 
            android:layout_alignParentBottom="true" 
            android:layout_height="wrap_content" 
            android:layout_marginRight="10dp" 
            android:layout_width="wrap_content"/> 
    </RelativeLayout> 
    <RelativeLayout 
        android:background="@drawable/back" 
        android:layout_width="0dp" 
        android:layout_height="match_parent" 
        android:id="@+id/relativeLayout3" 
        android:layout_weight="2"> 
        <ProgressBar 
            style="@android:style/Widget.ProgressBar.Horizontal" 
            android:layout_alignParentBottom="true" 
            android:layout_width="120dp" 
            android:layout_alignParentTop="true" 
            android:layout_alignParentRight="true" 
            android:layout_alignParentLeft="true" 
            android:layout_marginLeft="4dp" 
            android:max="6000" 
            android:progress="0" 
            android:progressDrawable="@drawable/progress_drawable" 
            android:id="@+id/progressBar" 
            android:layout_height="wrap_content"/> 
        <TextView 
            android:id="@+id/proizvedenaEnergijaVrednost" 
            android:layout_width="match_parent" 
            android:layout_height="wrap_content" 
            android:text="@string/proizvedena_energija_vrednost" 
            android:textAlignment="center" 
            android:textColor="#FFFFFF" 
            android:textSize="@dimen/velikost_texta" 
            android:gravity="center" 
            android:layout_alignParentBottom="true"/> 
        <TextView 
            android:id="@+id/proizvedenaEnergija" 
            android:layout_width="match_parent" 
            android:text="@string/proizvedena_energija" 
            android:textColor="#FFFFFF" 
            android:textSize="@dimen/velikost_texta" 
            android:layout_height="wrap_content" 
            android:gravity="center" 
            android:layout_above="@id/proizvedenaEnergijaVrednost"/> 





































public class MainActivity extends AppCompatActivity { 
 
    private EditText oknoOdkupnaCena; 
    private TextView oknoPrisluzenDenar; 
    private TextView oknoProizvedenaEnergija; 
    private ProgressBar progressBar; 
    private float odkupnaCena; 
    private float prisluzenDenar; 
    private BluetoothAdapter mBluetoothAdapter; 
    private BluetoothDevice mmDevice; 
    private Handler h; 
    private final int RECEIVE_MESSAGE = 1; 
    private int count = 0; 
    private ConnectThread mConnectThread; 
    private ConnectedThread mConnectedThread; 
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    private String tmp = ""; 
    private String energija = "0"; 
    private double moc; 
    private BarGraphSeries<DataPoint> series; 
    private double a = 0.5; 
    private GraphView graph; 
    private float progress = 0; 
    private int casTece = 0; 
    private long cas,cas0,sekunde; 
    private String sekunde1 = "0 0"; 
    private StaticLabelsFormatter staticLabelsFormatter; 
 
    // UUID serijska 
    private static final UUID MY_UUID = 
            UUID.fromString("00001101-0000-1000-8000-00805F9B34FB"); 
 
    // Vpisi mac adress Arduino bluetooth modula 
    private static final String address = "98:D3:31:40:80:A6"; 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_main); 
        
getWindow().addFlags(WindowManager.LayoutParams.FLAG_KEEP_SCREEN_ON); 
 
        BTkoda(); 
        mConnectThread = new ConnectThread(mmDevice); 
        mConnectThread.start(); 
 
        h = new Handler() { 
            public void handleMessage(android.os.Message msg) { 
                if (msg.what == RECEIVE_MESSAGE) { 
                                                       // if receive 
massage 
                        byte[] readBuf = (byte[]) msg.obj; 
                        String strIncom = new String(readBuf); // create 
string from bytes array 
                        int begin = msg.arg1; 
                        int end = msg.arg2; 
 
                        tmp = strIncom.substring(begin,end); 
                        if(tmp.length()>3){ 
                            
moc=Double.parseDouble(tmp.substring(tmp.indexOf("S")+1,tmp.indexOf(":"))); 
                            energija = tmp.substring(tmp.indexOf(":")+1); 
                            if(moc<10 && count < 25){ 
                                series.appendData(new 
DataPoint(a,0),true,300); 
40 
                                count = count + 1; 
                                spremeniStevilke(); 
                                a = a + 1; 
                            } 
                            else if(moc<10 && count >=25){ 
                                casTece=0; 
                                spremeniStevilke(); 
                            } 
                            else if(moc >= 10 && count >=25){ 
                                resetiraj(); 
                                casTece=1; 
                                series.appendData(new DataPoint(a, moc), 
true, 300); 
                                a = a + 1; 
                                count = 0; 
                                spremeniStevilke(); 
                            } 
                            else if(moc >= 10 && count <25){ 
                                series.appendData(new DataPoint(a, moc), 
true, 300); 
                                spremeniStevilke(); 
                                a = a + 1; 
                                count = 0; 
                            } 
                        } 
                } 
            } 
        }; 
 
        //inticializacija 
        oknoOdkupnaCena = (EditText) 
findViewById(R.id.odkupnaCenaVrednost); 
        oknoPrisluzenDenar = (TextView) 
findViewById(R.id.prisluzenDenar_vrednost); 
        oknoProizvedenaEnergija = (TextView) 
findViewById(R.id.proizvedenaEnergijaVrednost); 
        progressBar = (ProgressBar) findViewById(R.id.progressBar); 
 
 
        //EDITTEXT klik 
        oknoOdkupnaCena.setOnEditorActionListener(new 
TextView.OnEditorActionListener() { 
            public boolean onEditorAction(TextView v, int actionId, 
KeyEvent event) { 
                if ((event != null && (event.getKeyCode() == 
KeyEvent.KEYCODE_ENTER)) || (actionId == EditorInfo.IME_ACTION_DONE)) { 
                    //ujame napacno vpisano stevilko 
                    try{ 
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                        odkupnaCena = 
Float.parseFloat(oknoOdkupnaCena.getText().toString()); 
                        oknoOdkupnaCena.setText(Float.toString(odkupnaCena) 
+ " €/kWh",EditText.BufferType.EDITABLE); 
                        spremeniStevilke(); 
                    } catch (NumberFormatException e) { 
                        Toast.makeText(MainActivity.this, "Vpiši veljavno 
številko!", Toast.LENGTH_SHORT).show(); 
                        Log.e("tag","napaka pr vpisovanju stevilke",e); 
                    } 
                } 
                return false; 
            } 
        }); 
 
        //Graf stvari 
        graph = (GraphView) findViewById(R.id.graph); 
        series = new BarGraphSeries<>(new DataPoint[]{ 
        }); 
 
        // set x and y bounds 
        graph.getViewport().setXAxisBoundsManual(true); 
        graph.getViewport().setMinX(0); 
        graph.getViewport().setMaxX(300); 
        staticLabelsFormatter = new StaticLabelsFormatter(graph); 
        staticLabelsFormatter.setHorizontalLabels(new String[] 
{"","","","",sekunde1}); 
        staticLabelsFormatter.setVerticalLabels(new String[] 
{"0","100","200","300","400","500"}); 
        
graph.getGridLabelRenderer().setLabelFormatter(staticLabelsFormatter); 
        graph.getViewport().setYAxisBoundsManual(true); 
        graph.getViewport().setMinY(0); 
        graph.getViewport().setMaxY(500); 
        graph.addSeries(series); 
        series.setColor(Color.rgb(34,255,0)); 
        series.setSpacing(1); 
        graph.setBackgroundColor(Color.BLACK); 
        // grid style 
        graph.getGridLabelRenderer().setGridColor(Color.WHITE); 
        graph.getGridLabelRenderer().setHorizontalLabelsColor(Color.WHITE); 
        graph.getGridLabelRenderer().setVerticalLabelsColor(Color.WHITE); 
        graph.getGridLabelRenderer().setHorizontalAxisTitle("t[s]"); 
        graph.getGridLabelRenderer().setVerticalAxisTitle("Moč [W]"); 
        
graph.getGridLabelRenderer().setVerticalAxisTitleColor(Color.WHITE); 
        
graph.getGridLabelRenderer().setHorizontalAxisTitleColor(Color.WHITE); 
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graph.getGridLabelRenderer().setGridStyle(GridLabelRenderer.GridStyle.BOTH)
; 
        graph.getGridLabelRenderer().reloadStyles(); 
 
    } 
    private void BTkoda(){ 
        //BLUETOOTH KODA ----------------------------------- 
        mBluetoothAdapter = BluetoothAdapter.getDefaultAdapter(); 
        if (mBluetoothAdapter == null) { 
            Toast.makeText(MainActivity.this, "Bluetooth na tej napravi ni 
podprt", Toast.LENGTH_SHORT).show(); 
            // Device does not support Bluetooth 
        } 
 
        if (!mBluetoothAdapter.isEnabled()) { 
            Intent enableBtIntent = new 
Intent(BluetoothAdapter.ACTION_REQUEST_ENABLE); 
            startActivityForResult(enableBtIntent, 1); 
        } 
 
        Set<BluetoothDevice> pairedDevices = 
mBluetoothAdapter.getBondedDevices(); 
        if(pairedDevices.size() > 0) 
        { 
            for(BluetoothDevice device : pairedDevices) 
            { 
                if(device.getAddress().equals(address)) 
                { 
                    mmDevice = device; 
                    Toast.makeText(MainActivity.this, "Naprava najdena", 
Toast.LENGTH_SHORT).show(); 
                    Log.v("tag","naprava je najdena"); 
                    break; 
                } 
            } 
        } 
    } 
private void resetiraj() { 
    cas0 = System.currentTimeMillis(); 
    graph.getViewport().setMaxY(500); 
    a = 0.5; 
    series.resetData(new DataPoint[]{ 
            new DataPoint(0, 0) 
    }); 
    prisluzenDenar=0; 




private void spremeniStevilke(){ 
    if (casTece == 1){ 
        cas = System.currentTimeMillis() - cas0; 
        sekunde = cas/1000; 
        sekunde1 = String.valueOf(sekunde) +" 0"; 
        staticLabelsFormatter.setHorizontalLabels(new String[] 
{"","","","",sekunde1}); 
        
graph.getGridLabelRenderer().setLabelFormatter(staticLabelsFormatter); 
    } 
    prisluzenDenar = Float.parseFloat(energija)*odkupnaCena/1000; 
    DecimalFormat dec = new DecimalFormat("#.##### €"); 
    String denar = dec.format(prisluzenDenar); 
    oknoPrisluzenDenar.setText(denar); 
    oknoProizvedenaEnergija.setText( energija + " Wh"); 
    progress = Float.parseFloat(energija) * 1000; 
    progressBar.setProgress(Math.round(progress)); 
 
} 
public void resetiraj(View view) { 
    cas0 = System.currentTimeMillis(); 
    a = 0.5; 
    series.resetData(new DataPoint[]{ 
            new DataPoint(0, 0) 
    }); 
    Toast.makeText(MainActivity.this, "Resetiram", 
Toast.LENGTH_SHORT).show(); 
    prisluzenDenar=0; 
} 
    private class ConnectThread extends Thread { 
        private final BluetoothSocket mmSocket; 
 
        public ConnectThread(BluetoothDevice device) { 
            BluetoothSocket tmp = null; 
            mmDevice = device; 
            try { 
                tmp = device.createRfcommSocketToServiceRecord(MY_UUID); 
                Log.v("TAG","Socket kreiran"); 
            } catch (IOException e) { 
                Log.e("TAG","napaka pri kreiranju socketa",e); 
            } 
            mmSocket = tmp; 
        } 
        public void run() { 
            mBluetoothAdapter.cancelDiscovery(); 
            try { 
                mmSocket.connect(); 
            } catch (IOException connectException) { 
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                try { 
                    mmSocket.close(); 
 
                } catch (IOException e) { 
                    Log.e("TAG","napaka pr zapiranju socketa",e); 
                } 
                return; 
            } 
            mConnectedThread = new ConnectedThread(mmSocket); 
            mConnectedThread.start(); 
        } 
    } 
private class ConnectedThread extends Thread { 
private final InputStream mmInStream; 
 
public ConnectedThread(BluetoothSocket socket) { 
    InputStream tmpIn = null; 
    try { 
        tmpIn = socket.getInputStream(); 
    } catch (IOException e) { 
        Log.e("TAG","napaka pr inputih",e); 
    } 
    mmInStream = tmpIn; 
} 
public void run() { 
    byte[] buffer = new byte[1024]; 
    int begin = 0; 
    int bytes = 0; 
    while (true) { 
        try { 
            bytes += mmInStream.read(buffer, bytes, buffer.length - bytes); 
            for(int i = begin; i < bytes; i++) { 
                if(buffer[i] == "#".getBytes()[0]) { 
                    h.obtainMessage(RECEIVE_MESSAGE, begin, i, 
buffer).sendToTarget(); 
                    begin = i + 1; 
                    if(i == bytes - 1) { 
                        bytes = 0; 
                        begin = 0; 
                    } 
                } 
            } 
        } catch (IOException e) { 
            Log.e("TAG","Exception pri branju bluetootha",e); 
            break; 
        } 





<?xml version="1.0" encoding="utf-8"?> 
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:tools="http://schemas.android.com/tools" 
    package="com.example.sebapc.elektrobicikl"> 
    <uses-permission android:name="android.permission.BLUETOOTH" /> 
    <uses-permission android:name="android.permission.BLUETOOTH_ADMIN" /> 
 
    <application 
        android:icon="@mipmap/ic_launcher" 
        android:label="@string/app_name" 
        android:theme="@style/AppTheme"> 
 
        <activity android:name=".MainActivity" 
            android:screenOrientation="landscape"> 
 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
 
                <category android:name="android.intent.category.LAUNCHER" 
/> 
            </intent-filter> 
        </activity> 





<?xml version="1.0" encoding="utf-8"?> 
<layer-list xmlns:android="http://schemas.android.com/apk/res/android"> 
    <item android:id="@android:id/background"> 
        <shape android:shape="rectangle"> 
            <solid android:color="#000" /> 
        </shape> 
    </item> 
    <item android:id="@android:id/progress"> 
        <clip 
            android:clipOrientation="vertical" 
            android:gravity="bottom"> 
            <shape android:shape="rectangle"> 
                <solid android:color="#f00" /> 
            </shape> 
        </clip> 





<?xml version="1.0" encoding="utf-8"?> 
<shape xmlns:android="http://schemas.android.com/apk/res/android" 
    android:shape="rectangle"> 
    <solid android:color="#00000000" /> 




<?xml version="1.0" encoding="utf-8"?> 
<shape xmlns:android="http://schemas.android.com/apk/res/android" 
android:shape="rectangle" > 
    <size android:width="1dp" /> 





    <string name="app_name">ElektroBicikl</string> 
    <string name="odkupna_cena">Odkupna cena</string> 
    <string name="reset">RESET</string> 
    <string name="prisluzen_denar">Zaslužek</string> 
    <string name="prisluzen_denar_vrednost">0 €</string> 
    <string name="proizvedena_energija">Energija</string> 
    <string name="proizvedena_energija_vrednost">0 Wh</string> 
    <string name="nastaviHint">NASTAVI</string> 
</resources> 
