Web services are software components that were designed to improve interoperability and integration of applications developed on different platforms. Web Service composition offers the facility to create new services out of the existing services satisfying a complex functionality. This paper presents HARMONY, a framework for automatic Web service composition. Our approach for automatic Web service composition is based on the GraphPlan algorithm. In HARMONY we use ontologies for the semantic annotation of Web services, so that the automatic service discovery, composition and execution can be realized based on ontology inference.
INTRODUCTION
Web services provide a standard way to ensure the interoperability among different software applications running on a variety of platforms. The current standard technologies for Web services provide descriptions only at the syntactic level of their functionality, without any formal description of their semantics. This drawback prevents the use of Web services in complex business contexts, where the automation of these business processes is necessary. Semantic Web Services (Akkiraju, 2005) (Lausen, 2005) enhance WS standards by annotating services with semantic descriptions provided by ontologies.
This paper presents HARMONY, a framework for automatic Web service composition and execution based on ontologies. Our approach for automatic Web service composition is based on the GraphPlan (Blum and Furst, 1995) algorithm. The paper is organized as follows. Section 2 presents the ontology model. The framework architecture and implementation is briefly described in section 3, Conclusions and future directions are presented in section 4.
ONTOLOGY
Our ontology model contains classes, individuals and properties. The classes are concrete representations of domain concepts. A property either defines a relation between concepts or a restriction. There are two types of relations in our ontology model: hierarchical relations and nonhierarchical relations. The hierarchical relations are taxonomic relations while the non-hierarchical relations are relating concepts across the hierarchical structure. Restrictions describe a class of individuals and possibly a number of relationships that they participate in. In our ontology model we have defined existential restrictions. An existential restriction describes the class of individuals that are in relationship with at least one individual member of another class.
Three main generic classes can be identified as the core of our model: WebService, Message and WebServiceRestriction. WebService class is the root class of the service classification tree. The Message tree has two generic classes of concepts: Request and Response, which are classifications of the inputs and outputs of the services respectively. Finally, the WebServiceRestriction tree is a classification of the effects and preconditions of the services. The generic properties of the Web services which are taken into account by our model are the following: (i) the endpoint as a data type property indicating the address at which the service can be invoked; (ii) the input as an object property representing a request message as an output from another service; (iii) the output as an object property representing a response message; (iv) precondition and effect as object properties representing conditions on the information space before and after the services are executed; (v) description as a data type property representing the description of a Web service. Based on this ontology model we have developed an ontology for an online bookstore using the Protégé OWL editor (Horridge, 2004) (Figure 1 ). This ontology is used for semantic annotation of web services, as a vocabulary for the graphical user interface and for a "smart" planner. In our work, we use SAWSDL (Verma, 2007) for the semantic annotation of Web services. Because at this moment there isn't any final decision about representing the preconditions and effects in SAWSDL, we have chosen to extend SAWSDL with WSDL-S (Akkiraju, 2005) schema, which provides a way of representing the preconditions and effects. 
FRAMEWORK ARCHITECTURE
HARMONY is an experimental framework for automatic Web service composition created to ease the process of composition, thereby reducing the complexity and the development time of a composite Web service. HARMONY components were designed to be independent of each other. An overview of the HARMONY architecture is presented in Figure 4 , where the arrow connections represent the data flow. The UDDI Publisher takes the WSDL as input and creates its corresponding tModel, bindingTemplates and businessServices into the UDDI server. As UDDI server we use jUDDI provided by the Apache Foundation (jUDDI, 2007 
Ontology Manager
The Ontology Manger uses the Jena Ontology API (Carroll, 2004) . The main drawback of Jena resides in its speed inefficiency. In order to improve the performance, our Ontology Manger has a caching mechanism which stores the ontology model between Jena interface calls. It allows for a significant speed improvement mainly because the same model is used by all of the framework modules interacting with the ontology. If a new rule needs to be inferred, the average loading time of the ontology is between 2 and 5 seconds. By using the Jena caching mechanism, a retrieval of the ontology model takes approximatively 250 ms, but by using our Ontology Manager caching mechanism it takes up to 3 ms.
UDDI Publisher
A simple method for publishing Web services was implemented in order to add a high degree of automation to the publishing process. In our approach we publish a service by simply providing the SAWSDL files to our UDDI Publisher. The UDDI Publisher consists of two modules: Interface Publisher and Service Publisher. Interface Publisher is responsible for publishing Service interfaces which are mapped into UDDI tModels. The Service Publisher is responsible for publishing the Service implementation which is mapped into businessServices and bindingTemplates.
UDDI Inquirer
There are remarkable implementation efforts in the area of service composition frameworks in general and in UDDI query in particular. The main disadvantage of previous approaches (Châtel, 2006 and Verma, 2006 ) is that they are constrained to using UDDI defined inquiry facilities. We took an alternative approach by defining a separate UDDI inquirer tool. A cache entry is defined for each bindingTemplate, which corresponds to a Web Service operation. In order to generate the cache entry, the SAWSDL corresponding to a bindingTemplate is parsed and the URIs of the ontology classes representing the input, output, preconditions and effects are extracted. Then, a call to Ontology Manager is made in order to include the actual ontology classes in the cache.
Web Service Composer
Our Web Service Composer implements the GraphPlan algorithm, which takes into account the inputs, outputs, preconditions and effects. The GraphPlan algorithm takes into consideration only the viable solutions. The GraphPlan algorithm finds such viable solutions by evaluating at each state whether the preconditions necessary to run a service are met and whether all the inputs are present. The java class implementing the GraphPlan algorithm finds all the goals situated on the same depth in the graph, but it can be configured to find the solution until a certain depth is achieved or until it finds a certain number of solutions. In order to be able to reuse the solutions, they must be saved in an easily serializable / deserializable format. The framework saves the solutions provided by GraphPlanner in XML format in a repository of reusable complex services.
Invoker
The composite service invoker takes as input the list of Web services to be invoked and the values to be passed as inputs and generates an Axis engine client for each call. The invoker parses the SAWSDL files in order to configure the clients and assigns a serializer for each input and a deserializer for each output. Then, it constructs the java bean classes corresponding to each input of the first service. The result of the first service is automatically converted by the Axis engine to a java bean. Then, the second service is invoked, and so on, until the last one. In this execution scenario, a java bean must be generated for each concept class described in the ontology.
GUI
The graphical user interface is composed out of two functional parts: the composer GUI and the invoker GUI. In the former, the user selects the ontology whose concepts he wants to use in the automatic composition of Web Services, followed by selecting the inputs, outputs, preconditions and effects of the desired service. The inputs, outputs, preconditions and effects are chosen from the previously selected ontology classes. After invoking the service composer, the invocation interface is presented, where the available solutions are shown, allowing the user to select the input values for the composed service.
CONCLUSIONS
In this paper we have presented HARMONY, a framework for automatic Web service composition based on ontologies. In our approach, the ontology is used in all the steps of the automatic composition process: for the semantic annotation of Web services, as a vocabulary for the graphical user interface, and for implementing a "smart" planner by using semantics. The proposed solution is rather generic, and could be used in different contexts. Framework components were designed to be independent of each other, so that we can add / replace framework components without major modifications. The user interface is simple, but at the same time powerful and intuitive. It drives the user in the composition process in a friendly manner by providing a controlled language that uses the ontology concepts. The only task for the user when he desires a new composed Web service is to change the specification, i.e. the input, output, preconditions and effects. In future work, we plan to extend our framework with a QoS module in order to allow for dynamic selection of the best solution from the set of solutions generated by the planner. Another important effort will be directed towards the addition of heterogeneity handling. This would allow using semantically compatible concepts from different ontologies.
