HTML5-pohjainen sovelluskehitys ratkaisuna laitekannan pirstoutumiseen by Mielonen, Mika
          
HTML5-pohjainen sovelluskehitys ratkaisuna laitekannan 
pirstoutumiseen   Mika Mielonen 
          Helsinki 9.12.2013 Pro gradu –tutkielma HELSINGIN YLIOPISTO 
Tietojenkäsittelytieteen laitos   
HELSINGIN YLIOPISTO – HELSINGFORS UNIVERSITET – UNIVERSITY OF HELSINKI Tiedekunta − Fakultet –Faculty Matemaattis-luonnontieteellinen Laitos − Institution − Department Tietojenkäsittelytieteen laitos 
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Mobiililaitteiden suosion kasvun myötä Web ja erilaiset sovellukset ovat yhä tärkeämpi osa 
ihmisten jokapäiväistä elämää. Samalla verkkosivujen ja sovellusten suunnittelulta ja 
toteutukselta edellytetään yhä monipuolisemmaksi kasvavan laitekannan huomioimista, sillä 
informaation odotetaan olevan saavutettavissa laitteesta riippumatta. Jatkuvasti kehittyvät avoimet Web-tekniikat ja niiden keskiössä oleva HTML5 voidaan yleisesti nähdä 
kustannustehokkaana ratkaisuna eri näyttökokojen ja sovellusalustojen kattamiseen, koska 
yhteisenä tekijänä eri laitteissa on selain. Erilaisten Web-sovellusten yleistyessä niiden toteutukset pohjaavat yhä enemmän 
sovelluslogiikan siirtämiseen palvelimelta selaimeen, ja yksisivuinen sovellusmalli (SPA-malli) on 
muodostumassa merkittäväksi. Tässä pro gradu –tutkielmassa tarkastellaan HTML5:n nykytilaa 
ja tulevaisuuden mahdollisuuksia erityisesti Web-sovelluksille hyödyllisten piirteiden ja 
sovellusliittymien kautta, kun vertailukohtana ovat alustakohtaiset (iOS, Android jne.) tekniikat. Tutkielman empiriaosassa näkökulmaa tarkennetaan laajan laitekannan tuen mahdollistaviin HTML5:n osiin, SPA-malliin, sekä sovellusarkkitehtuurin erityispiirteisiin, joihin perehdytään 
SAK:n responsiivisen verkkosivuston, sekä sen taustajärjestelmän tarjoaman esimerkin avulla. 
Johtopäätöksinä todetaan, että avoimien Web-tekniikoiden tarjoamat edut tulevat jatkossa yhä korostumaan alustakohtaisiin tekniikoihin nähden. SPA-mallin huomattiin parantavan 
käyttökokemusta tavallisiin verkkosivustoihin verrattuna, vaikka tarkastelun kohteessa mallia ei 
hyödynnetty parhaalla mahdollisella tavalla. Laajalle laitekannalle suunnatun toteutuksen 
todettiin edellyttävän huomiota latausaikoihin, käyttökokemukseen, laitetukeen ja sovellusarkkitehtuuriin, jonka sopivana lähtökohtana voidaan pitää Web-käyttöön suunniteltuja MVC-sovelluskehyksiä niiden tarjoaman selkeän rakenteen ansiosta, sekä JavaScriptin käyttöä 
taustajärjestelmästä alkaen erityisesti esimerkin kaltaisilla sisältörikkailla verkkosivustoilla. 
Mobiilioptimointi todettiin hyödylliseksi ja mahdolliseksi toteuttaa ilman erityistä sovelluksen 
kompleksisuuden lisääntymistä. 
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työlleni parempaa ohjaajaa. Erityinen kiitos kuuluu myös muille työkavereilleni, jotka ovat eri tavoin ja oma-aloitteisesti tutkielmassa auttaneet. SC5:tä haluan kiittää tutkielmaan saamastani ajasta ja tuesta. Kiitos tutkimusaiheeni hyväksymisestä ja arvokkaista neuvoista kuuluu professori Sasu Tarkomalle, 
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Siirtyminen kohti jokapaikan tietotekniikkaa on muuttamassa maailmaa. Paikan tai käsillä olevan 
päätelaitteen merkitys verkkosivujen ja eri tekniikoin toteutettujen sovellusten käytössä muuttuu alati vähäisemmäksi. Avoimet Web-tekniikat, yhä suorituskykyisemmät mobiililaitteet ja sisällön jakamista helpottavat pilvipalvelut vievät kehitystä eteenpäin. Valinta älypuhelimen, tabletin, pöytä-tietokoneen, tai minkä tahansa muun modernin päätelaitteen välillä on usein vain kontekstista 
kiinni: missä olemme, mitä haluamme saavuttaa ja missä ajassa [1]. 
Kehityksen myötä Web on muodostumassa yhä enemmän sovellusalustaksi, vaikka se ei alun perin ollutkaan siksi suunniteltu. Loppukäyttäjille suunnatut sovellukset saattavat myöhemmin siirtyä kokonaan Web-alustalle päätelaitteesta riippumatta, sillä perinteiset binäärisovellukset eivät pysty kilpailemaan avoimien Web-standardien tarjoamia etuja vastaan. Niistä tärkeimpien joukossa ovat maailmanlaajuinen, ilmainen jakeluverkosto, sekä alustariippumattomuus [2]. Ehdotetun suuntai-
nen kehitys on jo nähtävissä, sillä Web-selain on muuttunut pelkästä tekstistä, kuvista ja linkeistä 
koostuvien dokumenttien katselutyökalusta alustaksi monenlaisille palveluille. Verkkosivut ovat 
entistä sovellusmaisempia, mikä on parantanut käyttökokemusta huomattavasti ja mahdollistanut 
työpöytätyylisten Web-sovellusten kehittämisen. 
Taustalla olevien Web-tekniikoiden, kuten HTML:n (HyperText Markup Language), CSS:n (Cascading Style Sheets) ja JavaScriptin kehittymisen myötä myös älypuhelinten ja tablettien alus-takohtaiset suljetut ekosysteemit ja käyttöjärjestelmät, kuten Applen iOS ja Googlen Android, rajoit-
tavat yhä vähemmän sovellusten taustalla olevaa tekniikkaa. HTML5-määrittelyiden of�line-
ominaisuuksien ja jatkuvasti kehittyvien sovellusliittymien ansiosta Web-sovellusten uskotaankin ohittavan alustakohtaisilla, eli natiiveilla, ohjelmointikielillä kehitettyjen sovellusten käytön myös mobiililaitteissa. Webin ja natiivisovellusten välinen taistelu tulee mitä ilmeisimmin määrittämään ohjelmistoteollisuuden ja suunnittelun tulevaisuuden pitkäksi aikaa [3]. 
Väitettä tukevat kehittyneiden mobiililaitteiden arkipäiväistyminen, sekä erityisesti se, ettei laite-kannan pirstoutumisen odoteta laantuvan, sillä PC-tietokoneiden myynnin laskiessa erilaisten 
mobiililaitteiden myynti on jatkuvasti lisääntynyt. Gartnerin heinäkuussa 2013 julkaiseman rapor-tin (taulukko 1.1) mukaan myös räjähdysmäisesti kasvavan tablettimyynnin odotetaan miltei ylittä-
vän PC-myynnin vuonna 2014, minkä älypuhelinmyynti on jo tehnyt. Lisäksi tablettien ja PC:iden 
välimaastossa olevien laitteiden suosion odotetaan lisääntyvän [4]. AÄ lypuhelinten odotetaan myös 
ylittävän PC:iden käytön Webiin yhdistämisen välineenä vuoden 2013 loppuun mennessä [5].   
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 2012 2013 (arvio) 2014 (arvio) 
PC (myös kannettavat) 341 273 305 178 289 239 Ultrakannettava 9787 20 301 39 824 Tabletti 120 203 201 825 276 178 Matkapuhelin 1 746 177 1 821 193 1 901 188 
Yhteensä 2 217 440 2 348 497 2 506 429 
Taulukko 1.1: Maailmanlaajuisen laitemyynnin ennuste eri segmenteissä (tuhansissa) [4]. Sovelluksia kehittävät yritykset ja organisaatiot yrittävät sopeutua nopeasti muuttuvaan tilantee-seen parhaalla mahdollisella tavalla. Suunnittelussa on huomioitava erityisesti mobiililaitteet, jotka 
ovat yhä useampien ensimmäinen kosketus Internetiin. Selaimeen pohjautuva HTML5-sovellusalusta on monessa tapauksessa natiiveihin toteutuksiin perustuvaa pirstoutunutta mallia kustannustehokkaampi, sillä alustojen ja mobiililaitteiden lisääntyessä kaikki laitteet voidaan kattaa yhdellä ratkaisulla [6]. HTML5-kehityksen ympärille ei ole kuitenkaan ehtinyt muodostua 
selkeää teoriaa ja siinä piileviä mahdollisuuksia aletaan vasta hyödyntää. Siksi sovellusten suunnit-
teluun, suorituskykyyn ja käyttökokemukseen liittyvät asiat kaipaavat tarkempaa tutkimista.  
Tässä pro gradu –tutkielmassa tarkastelen Web-alustan mahdollisuuksia nykyhetken sekä tulevai-suuden kannalta. Tutkielma perustuu osittain SC5 Online Oy:llä vuosina 2012-2013 toteutettuun SAK-projektiin, jossa Suomen Ammattiliittojen Keskusjärjestö SAK ry:lle toteutettiin responsiiviset verkkosivut modernilla SPA (single-page application) –mallilla HTML5-tekniikoita hyödyntäen. Projektin tavoitteena oli parantaa sivuston käyttökokemusta ja laajentaa käyttäjäkuntaa tarjoamalla 
saumaton tuki kaikille nykyaikaisille päätelaitteille. Olin mukana toteuttamassa SAK:n uusia verk-kosivuja erityisesti selainsovelluksen ja mobiilioptimoinnin osalta ja kuuluin projektin kehitystii-miin alusta alkaen. 
1.1 Tutkielman tavoitteet ja tutkimusongelman rajaus Tutkielman tavoitteena on arvioida HTML5:tä, SPA-mallia ja selaimen kehittynyttä käyttöä nykyhet-ken ja tulevaisuuden sovellusalustan perustana. Tutkielmassa tehdään myös katsaus avoimien Web-tekniikoiden hyödyntämiseen natiivien tekniikoiden vaihtoehtona, ja esitellään olennaisimmat osuudet HTML5-standardista ja siihen liittyvistä piirteistä sekä lukuisista sovellusliittymistä (API) 
ja muista määrittelyistä. Lisäksi käsitellään HTML5-sovellukseen liittyvää arkkitehtuuria, erilaisia 
työkaluja ja kirjastoja, selain- ja laitetukea, sekä suorituskykyä. Empiriaosassa käsittelemääni SAK:n laajaa verkkosivustoa käytetään HTML5:n ja SPA-mallin mah-dollisuuksien arviointiin. Huomiota kiinnitetään sovellusmaisen käyttökokemuksen tarjoavan SPA-mallin toimivuuteen, sekä erityisesti projektin toisena vaiheena keväällä 2013 toteutettuun sivus-
3  ton mobiilituen parantamiseen. Siihen liittyvää käyttökokemuksen parantumista tutkitaan resoluu-tioon ja ruutukokoon mukautuvan responsiivisen ulkoasun vaikutusten kannalta ja sivuston la-tausaikojen muutoksia mittaamalla. Arvioinnissa responsiivista sivustoa vertaillaan projektin 
ensimmäisenä vaiheena toteutettuun työpöytäversioon, jonka lisäksi vertailukohtana käytetään modernien uutissivustojen tyypillisiä ratkaisuja. Teoriaosuus kytketään SAK:n laajaan verkkosivus-toon modernin sovellusarkkitehtuurin, teknologiavalintojen sekä toteutusprosessin esittelyn, haasteiden ja lopputuloksen kautta. 
Tutkimuskysymykset voidaan tiivistää seuraavasti: 1. Millaisia mahdollisuuksia Web-alusta tänä päivänä tarjoaa ja voidaanko sovelluskehityksen tulevaisuus nähdä avoimissa Web-tekniikoissa? 2. Miten voidaan toteuttaa moderneihin Web-tekniikoihin perustuva sovellus tai verkkosivusto, joka toimii sujuvasti valtaosassa tämän päivän pirstoutuneessa laitekannassa? 3. Miten SPA-mallilla toteutettu työpöytäkäyttöön suunniteltu runsassisältöinen verkkosivusto voidaan muuntaa sopivaksi mobiililaitteille? 
Tutkielma jakautuu kahteen pääasialliseen osaan: Web-alustan potentiaalin tarkasteluun ja uuden 
arkkitehtuurimallin esittelyyn, sekä näiden soveltamiseen käytännön esimerkkitoteutuksessa. 
Näkökulma on empiriaosaa kohden tarkentuva ja esiteltyä teoriaa käytäntöön soveltava. Erityisesti empiriaosaa koskevat toinen ja kolmas tutkimuskysymys kuvataan tarkemmin luvussa 5.1. 
1.2 Tutkielman rakenne Luvussa kaksi esitellään HTML5:n määritelmä ja avoimien Web-tekniikoiden käyttöä sovelluskehi-
tyksessä, sekä tehdään vertailua natiiveihin tekniikoihin. Luvussa kolme kuvataan Webin käyttöä 
nykyhetken ja tulevaisuuden sovellusalustana tekemällä katsaus standardeissa määriteltyihin HTML5-kielen ominaisuuksiin ja olennaisiin sovellusliittymiin. Luvussa neljä kuvataan Web-sovellusten uutena paradigmana SPA-sovellusarkkitehtuurin periaatteet, mobiililaitteiden edelly-
tykset ja muita Web-alustan erityispiirteitä. Tutkielman empiriaosassa, luvussa viisi, esitellään ja analysoidaan SAK:n verkkosivuston laajalle laitekannalle optimoitu toteutus. Luvussa kuusi tehdään yhteenveto saaduista tuloksista. Tutkiel-man viimeisessä luvussa tehdään johtopäätökset ja katsaus tulevaisuuteen.    
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2 HTML5:stä yleisesti 
Ilmauksella ”HTML5” voidaan tarkoittaa useampaa asiaa, kuin mitä HTML:n on verkkosivujen 
tekemiseen käytettävänä merkintäkielenä totuttu tarkoittavan. HTML5-kieli on HTML-
merkintäkielen ja sen määrittelyn uusi kehitysvaihe. Se sisältää uusia elementtejä ja muita piirteitä 
sekä määrittelee Web-sovelluksille sopivamman merkintäkielen lisäksi useita Web-sovellusarkkitehtuurin perustan muodostavia sovellusliittymiä [7]. Toisaalta sovelluskehittäjien keskuudessa ja muotisanana HTML5 tarkoittaa sovellusten toteutusta-paa, joka perustuu modernien Web-tekniikoiden ja selaimen käyttöön sovellusalustana [7]. Sitä 
käyttäen sovellus tai verkkosivusto on mahdollista viedä yhdellä toteutuksella kaikille Web-selaimilla varustetuille moderneille päätelaitteille, joista on nykypäivänä lukemattomia variaatioita ja usein yhteisinä tekijöinä mukana kuljetettava koko sekä erilaiset sensorit. ”HTML5-sovelluksilla” ilmaistaan usein myös eroa esimerkiksi mobiilisovellusten natiiveihin toteutuksiin. Standardointiorganisaatio World Wide Web Consortium (W3C) käyttää määrittelemistään standar-
deista myös ilmaisua ”Open Web Platform”, jonka keskiössä HTML5 nähdään [8]. Sillä se tarkoittaa uudenlaista sovelluskehitysalustaa, joka mahdollistaa erittäin vuorovaikutteisten käyttökokemus-ten tarjoavien, laajoja tietovarastoja hyödyntävien ja kaikissa päätelaitteissa toimivien sovellusten 
kehittämisen. Alustaan kuuluu monia muitakin W3C:n ja sen sidosryhmien kehittämiä teknologioi-ta, kuten CSS, sekä monia sovellusliittymiä. 
2.1 HTML5-kielen määrittely, tausta ja kehitys HTML5-kielellä viitataan usein W3C:n ja lähinnä selainvalmistajavetoisen Web Hypertext Applicati-
on Technology Working Groupin (WHATWG) kielen määrittelyihin ja kuvauksiin, jotka eivät ole 
vielä valmiita tai virallisia. W3C:n määrittely on ”HTML5 – A vocabulary and associated APIs for 
HTML and XHTML”, ja WHATWG:n puolestaan kielen aktiiviseen kehitykseen viittaavasti ”HTML – Living Standard” [6]. Määrittelyprosessi on avoin ja eri osapuolten yhteistyötä korostava: sähköpos-tilistat, arkistot ja kehitysversiot ovat kaikkien nähtävillä. HTML5-kielen kehitys on inkrementaalista ja Candidate Recommendation –tasoinen määrittely on tarkoitus vahvistaa suositukseksi vuonna 2014. Joitakin osia siitä on siirretty kehitteillä olevaan HTML 5.1-määrittelyyn, joka on tarkoitus vahvistaa suositukseksi vuonna 2016. Kyseessä on HTML5-määrittelyn ylijoukko, joka sisältää myös määrittelystä poistetut epävakaat osat ja mahdol-
lisia lisäyksiä. Samanlainen siirtymä HTML 5.1:stä HTML 5.2:een on myös luvassa [9]. WHATWG:n mukaan HTML-kielen määrittelyiden ei voida katsoa koskaan valmistuvan, sillä Web kehittyy jatku-vasti [7]. Ajantasaisimman tiedon saamiseksi tässä tutkielmassa viitataan kielen seuraavan kehitys-
version määrittelevään ”HTML 5.1 Nightly”-dokumenttiin. 
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2.1.1 W3C:n, WHATWG:n ja muiden osapuolten roolit HTML, sen tukemat dokumenttioliomallin (DOM) APIt ja muut tuetut teknologiat, on kehitetty 
useamman vuosikymmenen pituisena ajanjaksona. Kehitystyötä ovat ohjanneet erilaiset prioriteetit 
sekä heikko organisointi, minkä johdosta kehitetyt ominaisuudet koostuvat monista eri lähteistä, 
eikä niitä ole aiemmin kehitetty kovin yhdenmukaisilla tavoilla [10]. 
W3C:n tavoitteena on standardoida HTML5-kielen määrittely lisäämättä siihen enää olennaisia 
uusia piirteitä, sekä edistää kielen uusien piirteiden toteuttamista esimerkiksi selaimiin. Määrittely 
kuitenkin elää ennen suositukseksi vahvistamista ja piirteitä saatetaan poistaa, jos niitä ei toteuteta selaimiin riittävän laajasti. Myös itse ”HTML5”-nimitys saattaa viimeistelyn myötä jäädä pois, sillä 
kielen seuraavasta versiosta on jo ruvettu käyttämään epävirallista nimitystä ”HTML.next” [6]. 
WHATWG perustettiin Applen, Mozilla Foundationin ja Opera Softwaren työntekijöiden toimesta 
vuonna 2004 pidetyn W3C:n työpajan jälkeen. Perustajat huolestuivat W3C:n XHTML 2.0:aa (Exten-
sible HyperText Markup Language) koskevista suunnitelmista, jotka olisivat rikkoneet kielen taak-
sepäin yhteensopivuuden, sekä sen vähäisestä kiinnostuksesta HTML:n kehittämiseen [7]. Vuonna 
2006 W3C kuitenkin päätti, että XML:ään siirtymisessä oltiin ylioptimistisia ja näki tarpeen aloittaa 
HTML:n inkrementaalisen kehittämisen. HTML Working Group aloitti taas toimintansa ja nyt yhteis-
työssä WHATWG:n kanssa, jonka Web Applications –määrittelyä alettiin käyttää uuden HTML-version pohjana [11]. 
Kehityksen seurauksena WHATWG koostuu nykyään lähinnä selainvalmistajista ja muista Webin 
kehityksestä kiinnostuneista tahoista. Sen tavoitteena on toteuttaa HTML5:een ja siihen liittyvien 
Web-tekniikoiden määrittelyjä selaimiin, sekä samalla helpottaa laajasti tuettujen Web-sovellusten toteuttamista saattamalla työn tulokset standardoitavaksi ja jatkojalostettavaksi. Osa moderneista 
Web-tekniikoista on juuri WHATWG:n työn tulosta, usein yhteistyössä W3C:n ja muiden osapuolten kanssa [7]. Monet uudet HTML5-kielen piirteet ja lisäykset ovat myös uusimmissa selaimissa jo 
käytettävissä, vaikka määrittelyt eivät vielä olekaan valmiita – toisaalta toteutukset saattavat myös muuttua [6]. HTML5-määrittelyn kehittyminen on siis hyvin selainvalmistajavetoista; se perustuu selaintoteutuksiin ja esimerkiksi Acid-testeihin, joilla voidaan varmistaa selainten yhteensopivuus. 
2.1.2 Uusi lähestymistapa 
W3C:n ajatus XHTML:n kehittämiseksi HTML:n korvaajaksi perustui esimerkiksi siihen, että XML:n 
muotovaatimuksia noudattavan XHTML:n jäsentäminen (parse) ja virheenkäsittely olisivat selke-
ämmän syntaksin ansiosta helpompaa. W3C näki rikkinäiset HTML-sivut ongelmana ja halusi HTML:lle korvaajan, joka väärin käytettynä ei toimisi selaimissa. Web-kehittäjät eivät kuitenkaan 
omaksuneet XHTML-määrittelyä, ja taaksepäin yhteensopivuutta korostava sekä XML:n tiukkaa 
virheenkäsittelyä vastustanut visio löi läpi [11]. 
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Webin suosion ja mobiilipalvelujen kehittymisen kannalta yhteensopivuutta korostava suunta on 
ollut tärkeä. Yhtenä Webin onnistumisen tärkeimpänä tekijänä voidaan pitää sitä, että huonokin koodi toimii lähes kaikissa selaimissa. Näin ollen sisällön luominen Webiin on aina ollut melko helppoa, vaikka jokainen selainvalmistaja on yhdenmukaisten koodin jäsentämisohjeiden puuttues-sa voinut päättää sisällön renderöinnistä (luku 4.5.1) itse. Siksi esimerkiksi väärinpäin suljettu merkkaus <b><i>Lihavoitua ja kursivoitua tekstiä</b></i> voi tuottaa erilaisen DOM:n eri selaimis-sa, johon dokumentit noodit järjestetään puurakenteeksi, ja siten myös dokumentin esitykset voivat erota. HTML5-kielen suurimpia tavoitteita onkin, että selaimet noudattaisivat samoja ominaisuuk-sia ja virheenkäsittelyä johdonmukaisesti [11]. HTML5-kielen määrittely on lähestymistavaltaan paremmin sovellukset huomioiva. Siinä HTML-elementit ovat olioita, joille on sovellusliittymiä [6]. Samalla se myös yhdistää suuren osan siitä, 
mikä oli aiemmin olemassa erillisinä DOM:n määrittelyinä. Aiemmin HTML:ään keskityttiin lähes 
yksinomaan merkintäkielenä, sisältäen esimerkiksi eri elementtien tagit ja niiden määritteet, kun HTML5-kielen määrittelyssä merkkaus muodostaa vain pintatason, eli sarjallistuksen. HTML5:n 
standardointityön sovellusystävällisempi lähestymistapa johtaa todennäköisesti suurempaan 
yhtenäisyyteen selainmoottoreissa ja myös kehitystyön helpottumiseen, kun DOM ja APIt on määri-
telty täsmällisesti ja toteutettu aiempaa yhtenäisemmin. 
2.2 HTML5-sovellukset Tim Berners-Leen aikoinaan esittämä vähiten tehokkaan ohjelmointikielen valitsemiseen tähtäävä, 
informaation käytön mahdollisuuksia laajentava Web-ohjelmoinnin ”Rule of least power”-suunnitteluperiaate on pitänyt hyvin paikkansa. Sovelluslogiikan siirtyessä selaimeen, HTML5-sovellusalustan perustana olevat avoimet Web-tekniikat, kuten HTML, CSS ja JavaScript, tarjoavat 
ennennäkemätöntä joustavuutta [12]. Niitä ei alun perin suunniteltu osaksi ohjelmointialustaa, mutta vuorovaikutteisuuden mahdollistavien ominaisuuksien myötä ne ovat tulleet osaksi sitä. Edut ovat ilmeiset verrattuna esimerkiksi Web-alustalla toimiviin Java-sovelmana tai Flashilla toteutettuihin sovelluksiin, joiden sisältö ei paljastu hakukoneille, vaan ainoastaan sovellusta käyt-
tämällä. Molemmat myös tarvitsevat suljetun lähdekoodin selainlisäosan (plugin) sovelman ajami-seen ja ovat tunnettuja tietoturva-aukoistaan. HTML5-sovellusalusta on saavuttanut suosiota, koska 
sitä käyttämällä sovellukset ja verkkosivustot voidaan mukauttaa toimimaan joustavasti kaikissa selaimella varustetuissa laitteissa, kuten älypuhelimissa, tableteissa ja pöytätietokoneissa. HTML5-sovellukset käyttävät usein hyväksi tekniikoiden uusia piirteitä, mutta eivät kuitenkaan ole 
sidottuja mihinkään erityiseen versioon. Usein käytettyjä ominaisuuksia ovat CSS3:n (CSS:n kolmas versio) modernit tyylimäärittelyt ja JavaScript APIt, jotka tarjoavat esimerkiksi mahdollisuuden HTML-sivujen ohjelmallisiin muutoksiin DOM:n kautta [6]. Koska JavaScript on tulkattava, korkean 
7  tason kieli, sen suorituskyky on pitkään ollut tunnettu pullonkaula matalan tason kieliin verrattuna. Selainten JavaScript-moottoreiden kehityskilpailun seurauksena suorituskyky on kuitenkin paran-tunut moninkertaisesti ja samalla käsitys siitä, mitä selaimella voidaan tehdä, on muuttumassa 
täysin. Google Chromen V8 on tästä tunnettu esimerkki [13]. Suorituskyvyn ennustetaan kasvavan jo vuonna 2014 riittävän lähelle matalan tason kieliä, mikä mahdollistaa paljon laskentaa vaativien 
pelien kehittämisen HTML5-tekniikoilla [14]. Myös selainmoottoreilla on vaikutusta sovellusten toimintaan, mutta pääosin ne toteuttavat samat perusmäärittelyt. Joissakin lähteissä HTML5-sovellukset rinnastetaan suoraan yksisivuisiin sovelluksiin (SPA-malli), 
joissa käyttäjän näkemä sisältö muuttuu ilman sivulta toiselle siirtymistä [6]. Määritelmää voidaan 
pitää ontuvana, vaikka HTML5:een liittyvien uusien ominaisuuksien avulla verkkosivusto voikin olla sovellusmainen. Modernin sivuston ei silti tarvitse olla yksisivuinen, mutta selainsovelluksen ja 
taustajärjestelmän irtikytkentään tähtäävää SPA-mallia voidaan pitää luontevana tapana esimerkik-si HTML5:n JavaScript APIen hyödyntämiseen. Tässä tutkielmassa HTML5-sovelluksilla ja –sovellusalustalla viitataan W3C:n Open Web Platformin moderneja tekniikoita hyödyntäviin Web-sovelluksiin, ja SPA-malli käsitellään tästä erillään (luku 4.1). 
2.2.1 Hybridisovellukset natiivisovellusten vaihtoehtona Mobiililaitteiden parantuneen selaintuen ansiosta HTML5-sovellukset voidaan nähdä vaihtoehtona natiiveille sovelluksille, ja tulevaisuudessa jopa korvaavana teknologiana. PhoneGapin1 kaltaisten 
paketointityökalujen avulla niillä on pääsy sovelluskauppoihin, ja valtaosalla mobiililaitteista myös laiteominaisuuksiin, jotka toistaiseksi ovat selaimen ulottumattomissa. Tällaiset sovelluskaupoista, kuten Applen App Storesta, ladattavat hybridisovellukset asennetaan kuten muutkin sovellukset, mutta ajetaan selaimessa koko ruudun tilassa. Ne voivat sisältää myös natiivia koodia esimerkiksi 
tehokkuussyistä tai laitteen erikoisominaisuuksien käyttämiseksi, mutta jo pelkän paketoinnin voidaan sanoa muodostavan hybridisovelluksen [6]. Esimerkiksi iOS-alustalla PhoneGapilla luodaan 
natiivia UIView-luokkaa laajentava UIWebView-objekti Web-sisällön näyttämiseen. HTML5-sovellusalustalla mahdollistetaan miltei natiivisovellusten tasoinen käyttökokemus, ja 
hyvin toteutetun hybridisovelluksen taustalla olevia Web-tekniikoita on vaikea havaita. Kun sovellus kirjoitetaan kerran, mutta ajetaan monella alustalla, erityisesti kehityskustannukset pienenevät ja laitteistoriippumattomuus kasvaa. Jokaista alustaa ei tarvitse erikseen huomioida toteuttamalla sovellus eri ohjelmointikielillä esimerkiksi iOS-, Android- ja Windows-laitteille. Uusia laitteita, 
sovellusalustoja ja näyttökokoja tulee markkinoille jatkuvasti lisää, mutta selain säilyy. 
Kun suunnittelun lähtökohtana on saman sisällön tarjoaminen kaikille käyttäjille laitteesta riippu-
matta, vastakkainasettelu HTML5:n ja natiivien toteutusten välillä kulminoituu sovellusten toimi-                                                             1 http://phonegap.com/ 
8  vuuteen. Esimerkiksi Facebook vaihtoi aluksi HTML5:een perustuneet iOS- ja Android-sovelluksena natiivin koodin versioihin, koska riittävän suorituskyvyn saamisessa epäonnistuttiin [15]. Vastauk-sena Facebookin HTML5-alustan arvosteluun Sencha-mobiilikehyksen kehittäjät toteuttivat natiivin 
version kanssa yhtä hyvin toimivan osittaisen HTML5-version [16]. On selvää, että molemmilla tekniikoilla on puolensa, ja että lopulta käyttötapaus ratkaisee (luku 2.2.3). 
2.2.2 Web-pohjaisia edelläkävijöitä Jos sovellus ei tarvitse selaimen ulottumattomissa olevia laiteominaisuuksia tai sovelluskauppaa, natiivi paketointi ei ole tarpeen. Web-tekniikoilla voidaan ohittaa myös oman osuutensa myynnistä ottavat sovelluskaupat ja niiden monetisoinnille asettamat rajoitukset, sillä maksumuurin takana olevia HTML5-sovelluksia voidaan jaella suoraan tavallisesta Web-osoitteesta. Media-alalla natiivin käyttökokemuksen tarjoavan HTML5-tekniikoilla toteutetun ”Web appin” julkaisi ensimmäisenä uutistalo Financial Times (FT). Vuonna 2011 julkaistu sovellus on saatavilla Applen iOS-alustalle suoraan lehden Web-osoitteeesta, josta sen voi myös tilata (kuva 2.1). Win-
dows 8:lle ja Androidille on tarjolla hybridisovellus, mikä johtuu sekä sovelluskauppojen paremmis-
ta ehdoista että alustojen Web-selaimien heikkoudesta, mitä on jouduttu paikkaamaan natiiveilla teknologioilla. Muita mobiililaitteita varten tarjolla on myös mobiilisivusto [17, 18]. 
 
Kuva 2.1: iPhonella FT:n sivusto ohjaa kotivalikkoon lisättävään Web-sovellukseen. FT:n yksisivuinen sovellus on palkittu malliesimerkki Web-pohjaisesta toteutuksesta, joka mahdol-
listaa koko lehden lukemisen of�line-tilassa. FT:n kysymys- ja vastauspalstallaan listaamat HTML5-tekniikoiden hyödyt ovat tyypillisiä avoimille Web-tekniikoille: Sovellus asennetaan suoraan Web-
9  osoitteesta, sitoumuksia sovelluskauppaan ei ole ja asiakassuhteet ovat suoria. Kustannustehokas 
toteutus mahdollistaa myös sen, että käyttäjillä on aina uusin versio ja se saadaan käyttöön ilman 
sovelluskaupan aikaa vievää prosessia [19]. Sovellus esimerkiksi tunnistaa iPhonen ja kehottaa 
siirtymään mobiilisivustolta kotivalikkoon lisättävään Web-sovellukseen. Lisäksi se käynnistyy koko 
ruudun tilassa ja lataa uutissisällön selaimen muistiin. 
2.2.3 Kasvava suosio mobiilialustana VisionMobilen heinäkuussa 2013 julkaisema maailmanlaajuinen, yli 6000 sovelluskehittäjän haas-tatteluun perustuva “State of the Developer Nation”-tutkimusraportti tarkastelee suosituimpia mobiilialustoja ja vertailee kolmea johtavaa alustaa (Android, iOS, HTML5) uusien tulokkaiden 
(BlackBerry 10, Windows 8 and Windows Phone) ja hiljattain ilmestyneiden tai kohta ilmestyvien alustojen kanssa. Raportti (kuva 2.2) asettaa HTML5-sovellusalustan miltei yhtä suosituksi iOS- ja Android-alustojen kanssa, sillä 52 % kehittäjistä käyttää HTML5-tekniikoita mobiilisovellusten ja verkkosivujen kehittämiseen [20]. 
 
Kuva 2.2: Mobiilikehittäjien alustakohtainen jakautuminen [20]. Raportin mukaan HTML5-mobiilikehitys on jakautunut pääosin responsiivisiin verkkosivuihin (38 %) ja mobiilisovelluksiin (23 %), jotka hyödyntävät of�line-toiminnallisuutta ja syvempää 
selainintegraatiota, sekä sovelluskauppojen hybridisovelluksiin (27 %). Natiiveja JavaScript-
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sovellusliittymiä hyödyntäviä alustoja, kuten Firefox OS ja Windows 8, käyttää 7 % kehittäjistä, ja pienin 5 % joukko JavaScriptia natiiviksi koodiksi muuttavia työkaluja. Keskimäärin käytetään kolmea eri sovellusalustaa samanaikaisesti, Androidin, iOS:n ja HTML5:n ollessa noin 84 %:ssa tapauksista pääasiallinen valinta [20]. Suurimmista alustoista Androidin ja iOS:n duopoli on vahva, sillä Androidin noin 34 % ja iOS:n 33 % osuudet jättävät HTML5-sovellusalustalle noin 17 % osuuden. Alustan potentiaalista kertovat 
myös osittain tai kokonaan HTML5-sovelluksiin perustuvat uudet käyttöjärjestelmät, jotka hyödyn-
tävät miljoonia mobiilikehitykseen siirtyviä Web-kehittäjiä [20]. Niitä ovat esimerkiksi Chrome OS, 
Firefox OS, BlackBerry 10, Windows 8, Tizen, Sail�ish OS ja Ubuntu. 
Androidin ja iOS:n johtoaseman älypuhelinten käyttöjärjestelmänä ei arvioida lähivuosina muuttu-
van merkittävästi, sillä esimerkiksi International Data Corporation ennusti syyskuussa 2013 kahden suurimman alustan johtoaseman säilyvän ylivoimaisena pitkään (taulukko 2.1). Microsoftin ostet-tua Nokian Windows Phonen arvioidaan kuitenkin saavan lisää jalansijaa [21]. Samalla HTML5-sovellusalustan suosion arvioidaan vahvistuvan, sillä Gartnerin arvion mukaan vuoden 2016 lop-
puun mennessä yli puolet mobiilisovelluksista on toteutettu hybridisovelluksina [5]. 
Käyttöjärjestelmä 2013 markkinaosuus (arvio) 2017 markkinaosuus (arvio) 
Android 75,3 % 68,3 % 
iOS 16,9 % 17,9 % 
Windows Phone 3,9 % 10,2 % 
BlackBerry OS 2,7 % 1,7 % 
Muut 1,2 % 1,9 % 
Yhteensä 100 % 100 % 
Taulukko 2.1: Älypuhelinten käyttöjärjestelmien jakautumisen ennuste [21]. Uusien HTML5:tä hyödyntävien käyttöjärjestelmien synnystä ja Web-tekniikoiden suosion kasvusta 
nähdään, että tekniikoiden kehittyessä sekä laitteiden ja selainten suorituskyvyn parantuessa vastakkainasettelu HTML5- ja natiivisovellusten välillä on vähenemässä. Yksi kaikkia laitteita hyvin palveleva ratkaisu on usein kannattavin. Tärkeimmät erot natiivi-, hybridi- ja HTML5-sovellusten 
välillä, erityisesti mobiilikehityksen kannalta, on koottu taulukkoon 2.2.     
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• iOS: Objective-C 
• Android: Java 
• Windows Phone: .NET (C#, VB.NET), C++ 
• HTML, CSS, JavaScript 
• Alustakohtainen paketointi esim. PhoneGapilla 
• HTML, CSS, JavaScript 
• Kaikki modernilla selaimella varustetut laitteet 
Jakelu 
• App Store, Google Play, 
Windows Phone Store jne. • App Store, Google Play, Windows Phone Store jne. 
• Internet 
• Firefox Marketplace, tulevien HTML5-alustojen kaupat 
Ansaintalogiikka 
• Myynti sovelluskaupassa, kestotilaukset, 
sovelluksen sisäiset ostot, mainokset 
• Sovelluskaupan osuus 
tyypillisesti 30 % 
• Myynti sovelluskaupassa, kestotilaukset, 
sovelluksen sisäiset ostot, mainokset 
• Sovelluskaupan osuus 
tyypillisesti 30 % 
• Maksumuuri, 
sovelluksen sisäiset ostot, mainokset 





Hidasta, jokaiselle alustalle oma toteutuksensa Keskitasoa, alustakohtaiset paketoinnit vievät aikaa Nopeaa, sama sovellusalusta kaikille käyttöjärjestelmille 
Ylläpidon nopeus 
Päivitys edellyttää koko sovelluksen uudelleen varmistusta ja lataamista Päivitys edellyttää koko sovelluksen uudelleen varmistusta ja lataamista Pienet, atomiset päivitykset 
Ympäristöön 
mukautuminen 
Jokaiselle alustalle oma natiivisovellus Jokaiselle alustalle oma paketoitu sovellus Yksi mukautuva sovellus 
Laiteominaisuudet Täysi pääsy Täysi pääsy; mahdollisuus sisällyttää natiivia koodia Osittainen pääsy; APIt vielä keskeneräisiä 
Of�line Kyllä Kyllä Kyllä 
Seuranta ja 
analytiikka 
Sovelluskaupan rajoittama, mahdollista 
kerätä itse sovelluksesta Sovelluskaupan rajoittama, mahdollista kerätä itse sovelluksesta Rajoittamaton: sivulataukset, klikit, jne. 
Jakaminen (linkit, 
sosiaalinen media) 
Rakennettava erikseen sovellukseen Rakennettava erikseen sovellukseen Web-linkkejä voi jakaa normaalisti 
Löydettävyys Webin 
hakukoneilla Ei Ei Kyllä 
Hyödyt 
Alustan hyödyntäminen; joissain tapauksissa esim. 
näyttävämpi gra�iikka. Jakelukanavat tarjoavat 
liiketoiminnalle hyvät mahdollisuudet. 
Yhdistää Web-sovellusten 
kehitysnopeuden laiteominaisuuksiin 
pääsyn ja sovelluskauppojen jakelukanavan kanssa. 
Kehityksen ja ylläpidon nopeus, mahdollisuus 
käyttää samaa sovellusta kaikilla alustoilla. Web-
kehittäjiä on myös 
lukumäärällisesti paljon. 
Haitat 
Räätälöidyn kehityksen hitaus ja kalleus. Ei 
suoraan siirrettävissä toiselle alustalle. 
Edellyttää kokemusta esim. PhoneGapista. 
Esimerkiksi gra�iikan 
laitteistokiihdytys ei vielä 
täysin tuettu. 
Ei pääsyä kaikkiin laiteominaisuuksiin. 
Jakelukanavat vielä 
kehittymässä. 
Taulukko 2.2: Natiivi-, hybridi- ja HTML5-sovellusten keskeisimmät erot [20, 22, 23]. 
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2.3 Kehityksen hidasteita 
Siirtymää Webistä käytettäviin sovelluksiin ovat hidastaneet monet tekijät. Joillakin aloilla on 
päädytty natiiveihin sovelluksiin hyvistä syistä, mutta joissakin tapauksissa sovelluskauppoihin ei ole mahdollisuutta mennä ja Web-pohjaista jakelukanavaa edellytetään. Mediapalveluita tuottavat 
yritykset ovat esimerkki alasta, jossa natiivit sovellukset ovat yleisiä, eikä maailmalla ole Financial Timesin sovelluksen (luku 2.2.2) lisäksi montaa esimerkkiä Web-pohjaisista mediapalveluista. Myös Helsingin Sanomat on toteuttanut työpöytä- ja mobiilisivustojen lisäksi iOS-sovelluksen2. Media-alalla sovelluksen tärkeitä ominaisuuksia ovat esimerkiksi natiivisovellusten tukemat push-
noti�ikaatiot, joilla liikennettä voidaan lisätä aktivoimalla käyttäjiä esimerkiksi uusista uutisista ilmoittamalla ja samalla tehostaa sovelluksen sisältämää mainontaa. Myös näyttöperustaisen mai-nosten laskutuksen toteutus voi tuottaa ongelmia muille kuin natiivisovelluksille, sillä aiemmin 
sivulataus on tarkoittanut näytettyä mainosta, mutta sovellusmaisten sivustojen yleistyessä muun 
sisällön ohella myös mainokset latautuvat taustalla. Aiemmin sivustojen mainoksia on myös myyty 
tarkoilla pikselimäärillä tiettyyn kohtaan sivua, mutta nyt sisällön pitäisi sopeutua ruutukokoon. 
Mainosten hinnoittelu ja paikat on suunniteltava uudestaan, sillä laitteesta riippuen mainoksen 
pitää muuttaa kokoaan, näyttäytyä erilaisena tai ei ollenkaan. Ongelmia pyritään ratkaisemaan mainontaa mukauttavalla MRAID (Mobile Rich Media Ad Interface De�initions) –standardilla, mutta 
mainostajien on myös osattava suunnitella tai ostaa mainoksensa ruutukokoon mukautuviksi [24].  Muita HTML5-sovellusten tekemiseen liittyviä haasteita ovat esimerkiksi natiivin käyttökokemuk-
sen jäljittelyn vaikeus, laitteiden erilaiset käyttöliittymät ja riippuvuus selainten ominaisuuksista. Laitevalmistajille on myös hyödyllistä saada kehittäjät tekemään natiiveja sovelluksia. Ansaintalo-giikan haasteiden lisäksi Web-pohjaisilta sovelluksilta on puuttunut myös natiivisovellusten malli, jossa sovelluksia markkinoidaan ja myydään eri valmistajien kauppapaikoissa. Yleisimmistä Webin liiketoimintamalleista, kuten maksumuureista, sovelluksen sisäisistä ostoista ja mainoksista, ollaan kuitenkin viimeinkin ottamassa suuri askel eteenpäin. 
2.4 HTML5-pohjaisten avoimien ekosysteemien nousu App Storen kaltaisen kauppapaikan puuttuessa avoimeen lähdekoodiin perustuva Mozillan Firefox OS ja sen sovelluskauppa Firefox Marketplace ovat ensimmäisten joukossa tekemässä HTML5-
määrittelyistä ja sovellusliittymistä täysiverisen ekosysteemin. Samanlaisia suunnitelmia on muilla-kin, kuten Samsungin ja Intelin yhteenliittymä Tizenillä, mutta toistaiseksi vain Firefox OS:aan perustuvia HTML5-pohjaisia laitteita on markkinoilla (heinäkuusta 2013 alkaen). Avoimiin Web-
standardeihin perustuva alusta, sekä siihen liittyvän sovelluskaupan uudenlainen ansaintalogiikka                                                              2 http://asiakaspalvelu.hs.fi/tuoteperhe/sovellukset/ 
13  ja sopimukset laitevalmistajien kanssa mahdollistavat kilpailun HTML5-sovellusalustalla esimer-kiksi iOS:n ja Androidin kanssa [20, 25]. Samalla yhteistyö standardointiorganisaatioiden ja ohjel-
mistovalmistajien välillä lisääntyy, mikä on erittäin merkityksellistä Webin uuteen suuntaan kehit-kehittymisen kannalta. 
2.4.1 Firefox OS 
Firefox OS tulee luultavasti vaikuttamaan sovelluskaupan kilpailun vapautumiseen ja etenkin 
kehittyvien markkinoiden saavuttamiseen halvemmilla älypuhelimilla. Tähtäimessä olevat laitteet 
asettavat tiettyjä rajoitteita esimerkiksi peleille, mutta Firefox OS:aa pidetään tehokkaampana 
samalla laitteistolla kuin muut käyttöjärjestelmät. 
Firefox OS perustuu täysin avoimeen lähdekoodiin ja koostuu Gonk-nimisestä Linux-
käyttöjärjestelmästä, sekä Gaia-käyttöliittymäosasta, joka on toteutettu avoimilla Web-tekniikoilla 
Firefoxin selainmoottori Geckon päälle. Käyttöliittymä on toteutettu HTML5:tä, CSS3:a ja 
JavaScriptia käyttäen, ja sillä on pääsy käyttöjärjestelmään Geckon toteuttamien Web APIen kautta. Käyttöliittymä on Web-sovellus, jolla voidaan esittää ja käynnistää muita Web-sovelluksia ja sivuja, mutta parannetulla pääsyllä laiteominaisuuksiin sekä palveluihin. Siksi Gaiaa voidaan ajaa Firefox OS –laitteiden lisäksi muissakin käyttöjärjestelmissä ja selaimissa, mutta selainominaisuuksista riippuen mahdollisesti rajoitetulla toiminnallisuudella. Koska alustaa hyödyntäviä päätelaitteita on useita, laiteominaisuudet näytön koosta alkaen on huomioitava sovellussuunnittelussa [25]. 
Firefox Marketplacen markkinointikanavaan pääsee ilman toimittajan vahvoja kahleita, kahdella eri mallilla: paketoiduilla ja hallinnoiduilla sovelluksilla. Kehittäjän omalla palvelimella hallinnoidut sovellukset voivat olla tavallisesta Web-osoitteesta käytettäviä HTML5-sovelluksia tai responsiivisia verkkosivuja. Paketoidut sovellukset ovat iOS:n ja Androidin tavoin natiiveja, sovelluskaupan kryp-
togra�isesti varmistamia sovelluksia, paremmalla pääsyllä laiteominaisuuksiin. Firefox OS:n tapauk-sessa ne ovat zip-paketteja, jotka koostuvat HTML-, CSS-, JavaScript-, kuva- ja muista tarpeellisista tiedostoista [25]. 
Merkittävimpiä asioita Mozillan pioneerityössä ovat sen kehittämät sovellusliittymät, joilla Web-sovellus pystyy käyttämään laiteominaisuuksia esimerkiksi natiivien iOS-sovellusten tavoin. Nämä 
Firefox OS:n WebAPIt ovat vielä osittain kesken, mutta valikoima on jo erittäin kattava ja sisältää 46 
eri WebAPIa (elokuussa 2013) [25]. APIt on jaettu kolmeen eri turvaluokitukseen, mikä on Mozillan tapa ratkaista Web-sovellusten laitteistopääsyyn liittyviä tietoturvaongelmia. Esimerkiksi laitteen kontakteihin tai viestitoimintoihin ei ole vielä pääsyä tavalliselta verkkosivulta, mutta Mozillan kapseloimasta paketoidusta sovelluksesta pääsy voidaan sallia. Turvaluokituksista tiukimmat certi�ied-APIt ovat järjestelmätason käyttöön, kuten Bluetoothiin ja soittamiseen liittyviä, ja niitä hyödyntävien sovellusten on sovelluskauppaan päästäkseen saatava 
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hyväksynnän tarvitsevien tavallisten paketoitujen sovellusten hyödyntämät privileged-APIt mahdol-listavat keskimmäisen turvaluokituksen sovellusliittymien käytön, joiden kautta on pääsy esimer-kiksi kontakteihin ja muistikorttiin. Hallinnoitujen sovellusten hosted-APIt tarjoavat rajoitetuimmat laiteominaisuudet, koska vieraassa Web-osoitteessa hallinnoitujen sovellusten tietoturvasta ei voida paketoitujen sovellusten tavoin varmistua [25]. 
2.4.2 Vaikutus standardien kehittymiseen 
Mozillan WebAPIen suunnitteluprosessi on vahvasti W3C:hen kytketty [25]. Valmiit APIt lähetetään standardoitavaksi ja tavoitteena on standardoida jokainen API, millä laajennetaan Webin käytön mahdollisuuksia ja mahdollistetaan natiiveihin sovelluksiin rinnastettava täysi pääsy laiteominai-suuksiin ja laitteen dataan. Siksi Mozilla kehittää sekä korkean että matalan tason sovellusliittymiä, joihin lukeutuvat esimerkiksi USB ja kamera. HTML5-sovellusalustan menestymisen edellytyksenä ovat tietoturva- ja yksityisyyskysymysten ratkaisut, ja ne ovatkin vahvasti laiteominaisuuksiin 
kytkeytyvien APIen suunnittelun keskiössä. Niitä pyritään ratkaisemaan W3C:n eri työryhmissä, 
Mozillan kaltaisen pioneerityön kokemuksia hyödyntäen. Työryhmiä ovat esimerkiksi W3C:n Device APIs Working Group, joka keskittyy asiakaspuolen APIen toteuttamiseen [26], kun System Applications Working Groupin tehtävänä on ympäristön, tietotur-
vamallin ja APIen määrittely natiivisovellusten tasolla olevien Web-sovellusten toteuttamiseksi [27]. Määritellyissä sovellusliittymissä on päällekkäisyyttä luonnollisista syistä, sillä esimerkiksi 
APIn, joka mahdollistaa pääsyn laitteen kontakteihin, on toimittava eri tavalla tilanteessa jossa 
kontaktilistaa käsitellään tavalliselta verkkosivulta, verrattuna siihen jos kontakteja hallinnoidaan laitteeseen tallennetusta sovelluksesta käsin; verkkosivulta käytettynä kontakti-APIn tulisi luovut-taa käyttäjälle täysi kontrolli sivun saamaan informaatioon, kun järjestelmätason sovelluksessa APIn tulisi saada kontakteihin automaattisesti täysi pääsy. 
W3C:n standardoitavana olevat laiteintegraatioon liittyvät sovellusliittymät, kuten Battery Status 
API, Contacts Manager API, Network Information API, ovat tarpeellisia erityisesti HTML5-
pohjaisten avoimien ekosysteemien suosion kasvaessa. Synergiaetuja sovellusliittymien kehityk-seen tuovat myös ratkaisut, kuten Chrome Apps, joka mahdollistaa Web-tekniikoihin perustuvien 
monipuolisilla sovellusliittymillä varustettujen natiivien kaltaisten sovellusten kehittämisen [28]. Seuraavassa luvussa käsitellään HTML5:een liittyviä määrittelyjä ja sovellusliittymiä, ja keskitytään 
laitteistopääsyn sijaan Web-käytön kannalta olennaisiin tekniikoihin, jotka mahdollistavat sovel-lusmaisia ominaisuuksia jo tämän päivän verkkosivustoilla.  
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3 Web sovellusalustana 
HTML5:n uudet ominaisuudet mahdollistavat Webin käyttämisen nykyhetken ja tulevaisuuden 
sovellusalustana. Yksityisomistuksellisista Web-tekniikoista poiketen valtaosa selaimista tulee tukemaan avointa standardia ilman erillisten selainlisäosien tarvetta. HTML5-kielen semanttisem-man merkintäkielen sekä uusien syntaksisten ominaisuuksien lisäksi monet JavaScriptilla käytettä-
vät APIt voidaan lukea HTML5:n piiriin. Yleiskaaviona HTML5:n kuvaamisessa voidaan käyttää alun perin Sergey Mavrodyn tekemää kuvaa 3.1, joka on päivitetty ajan tasalle [29]. Se sisältää WHATWG:n alkuperäiseen HTML5-kielen määrit-
telyyn kuuluneet osat ja W3C:n laajemman määrittelyn, sekä muita aihepiiriin liittyviä määrittelyjä, joiden suhde HTML5-kielen määritelmään saattaa olla väljä, mutta jotka ovat erityisesti HTML5-sovellusten kannalta olennaisempia kuin HTML5-kieli [6]. Tarkastelemme myös joitakin kuvasta puuttuvia määrittelyjä, mutta tutustumme enimmäkseen niihin keskeisiin ominaisuuksiin, jotka ovat HTML5-sovellusten kannalta tärkeitä ja joiden selaintoteutukset ovat edenneet jo pitkälle. 
 
Kuva 3.1: HTML5:n luokittelu ja tilanne elokuussa 2013 [29]. 
On tulkinnanvaraista mitkä kaikki määrittelyt liittyvät HTML5:een, sillä kaikki APIt eivät yhteenso-
pivuudestaan huolimatta ole osa W3C:n HTML5-kielen määrittelyä. Osalle niistä W3C on julkaissut 
omat määrittelynsä, jotka taas WHATWG:n määrittelyssä saattavat kuulua HTML5-kielen piiriin 
16  [10]. Määrittelyihin sisältyvät esimerkiksi geolokaatio, laitteen orientaatio, kamera, of�line- käyttö ja useita muita. Hyödyllisinä pidettyjä ovat myös lomakkeiden uudet piirteet, joilla kenttiin voidaan 
esimerkiksi liittää tarkempia ehtoja ja tarkistuksia erityyppisiä syötteitä varten [6]. 
W3C:n kesäkuussa 2013 julkaisema ”Standards for Web Applications on Mobile: current state and roadmap”-raportti listaa pääasiassa W3C:lla kehitettyjen HTML5-kielen ominaisuuksien ja lisäysten 
määrittelyt, vastuut ja dokumentaatiot [30]. Raporttiin on kerätty myös laadullisia indikaatioita 
määrittelyjen selaintoteutuksista eri lähteistä, joita ovat esimerkiksi suositut caniuse.com ja 
developer.mozilla.org. Niitä käytetään myös tässä luvussa selaintukia käsiteltäessä. Kaikenkattavaa 
listaa sovellusliittymistä ei ehkä määrittelyjen keskeneräisyyden ja työryhmäjakojen vuoksi ole 
tehty, mutta laskutavasta riippuen lukumääräksi voidaan uusimpien raporttien ja W3C:n määrittely-
jen perusteella arvioida jopa sata. Määrä kasvaa jatkuvasti, sillä on paljon asioita, joita Web ei vielä tue [31]. 
W3C:n käyttämistä ulkopuolisista lähteistä voidaan myös nähdä, miten selainvalmistaja- ja käyttä-
jävetoista Web-standardien kehittyminen on. Sen lisäksi, että selainvalmistajat ovat vahvasti muka-
na määrittelyjen kehittämisessä, on myös luonnollista, että niiden suosio perustuu määrittelyjen toteutusnopeuteen ja siihen, mikä selain on standardinmukaisin. Sovelluskehittäjänä on myös 
arvokasta tietää, mistä HTML5-sovelluksiin liittyvistä aiheista on määrittelyjä ja miten niitä on toteutettu eri selaimiin, koska sillä voi olla vaikutusta esimerkiksi sovelluksen toteutustapaan. 
3.1 HTML5:n perusosat 
Tässä luvussa esitellään HTML5:n perusosat, jotka ovat osa HTML5-kielen määrittelyä tai liittyvät 
siihen vahvasti, mutta eivät kuitenkaan ole osa myöhemmässä luvussa esiteltävän W3C:n Web-sovelluksiin keskittyvän Web Apps Working Groupin työtä. 
3.1.1 HTML-merkkaus ja laajennettavuus HTML5 merkintäkielenä vastaa sitä, mitä aiemmin totuttiin pitämään HTML-kielenä: käytännössä 
tageja, joilla muodostetaan elementtejä. HTML5:n merkintäkieltä voidaan pitää vanhoihin HTML-versioihin verrattuna huomattavasti semanttisempana, eli dokumentin rakennetta paremmin kuvaavana, sillä se sisältää noin 30 uutta elementtiä ja uusia määreitä eri elementeille. Elementtien 
nimeämisessä on hyödynnetty verkkosivujen yleisimpiä luokka- ja id-attribuutteja selvittäneitä 
tutkimuksia, joissa käytiin jopa miljoonia satunnaisesti valittuja verkkosivuja läpi [11]. 
Päämääränä on helpottaa sovelluskehittäjien työtä helpommalla ylläpidettävyydellä, parantaa sivustojen käytön esteettömyyttä sekä pienentää HTML-dokumenttien kokoa karsimalla pois van-hojen HTML-määrittelyjen mahdollistaman esityksellisen merkkauksen tarpeeton toisto ja päällek-
käisyys. Tällä tarkoitetaan esimerkiksi tyylimääreiden sijoittamista suoraan HTML-tageihin, kuten 
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<font color=””>, mikä vaikeuttaa sivustonlaajuisen fontin värin vaihtamista verrattuna tyylitiedosto-
jen käyttöön [10]. 
Uusia elementtejä on määritelty muun muassa dokumentin metadataan, rakenteeseen, ulkopuoli-
seen sisältöön sekä interaktiiviseen sisältöön liittyen. Lisäysten myötä dokumentin body-osassa on 
mahdollista käyttää esimerkiksi header-, main- ja footer-elementteihin perustuvaa rakennetta, joka helpottaa dokumentin osien hahmottamista. Samalla perinteisestä lähinnä div-elementteihin perus-tuvasta rakenteesta poiketen voidaan tarjota paremmat mahdollisuudet esimerkiksi näppäinpainal-luksiin perustuvaan navigaatioon [10]. Myös HTML:n laajennettavuus on kehittynyt ja esimerkiksi 
data-attribuuteilla laajennettavat tagit helpottavat erilaisten skriptien toimintaa. Kyseeseen voi tulla esimerkiksi lista, jossa elementtien numeroinnilla (data-index=”1”, data-index=”2” jne.) välte-
tään hitaampi DOM:n läpikäynti JavaScriptilla. HTML5-dokumenttien sarjallistus voi olla myös XML:n sääntöjen mukainen, jos esimerkiksi julkaisi-
ja haluaa käyttää XML-työkaluja dokumentin muodostamiseen, jota myös käsitellään XML-
työkaluilla. HTML5-dokumentit tukevat monikielistä merkkausta, sillä niitä voidaan jäsentää sekä HTML- että XML-jäsentimellä. Tuotoksena saadaan sekä HTML- ja XML-dokumentit, sekä muuta-
maa poikkeusta lukuun ottamatta identtinen DOM huolimatta siitä käsitelläänkö dokumenttia HTML- vai XML-muodossa [32]. 
3.1.2 Audio ja video Aiemmin multimedian sisällyttäminen verkkosivulle edellytti kolmannen osapuolen selainlisäosien asentamista, kuten Applen QuickTimea tai Adobe Flashia, mutta HTML5-kielen video- ja audioele-mentit mahdollistavat sen ilman lisäosien tarvetta. Multimedian liittäminen verkkosivustoihin on aiempaa joustavampaa, sillä upotuksista on lisäosien käyttämisen sijaan tehty selaimen sisäinen toiminto, jota voidaan ohjata JavaScript APIn avulla [10]. 
Esimerkiksi Applen laitteet, kuten iPhone ja iPad, eivät enää tue multimediaohjelmisto Flashia, mutta HTML5:tä käyttämällä sisällöt toimivat useimmilla laitteilla. Multimediatekniikoiden kehit-
tyminen on hyvässä vauhdissa siksikin, koska monista mobiililaitteista puuttuu selaimen lisäosien tuki. Monet palvelut, kuten YouTube3 tarjoavat tuen HTML5-videosoitolle Flashin sijaan. HTML5-
kielen määrittelyssä ei ole täsmennetty tuettuja videoformaatteja ja pakkauksenhallintaa (codec), joten eri palvelut, selaimet ja laitteet tukevat eri formaattikokoelmia. Esimerkiksi YouTube ilmoittaa tukevansa selaimia, jotka tukevat HTML5-videotunnisteita ja h.264-videopakkausta tai WebM-muotoa, mahdollistaen laajan selaintuen myös HTML5-videoille. 
                                                             3 http://www.youtube.com/html5 
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3.1.3 Canvas 2D HTML5-kielen canvas-elementti luo piirtoalustan, jolle voidaan piirtää lennossa JavaScriptillä, ja sitä 
voidaan käyttää renderöimään erilaisia graafeja, peligra�iikkaa, taidetta tai muita kuvia. Canvas on osa HTML5-kielen määrittelyä, mutta JavaScript API kaksiulotteiseen piirtämiseen on määritelty 
erikseen W3C:n dokumentissa ”Canvas 2D Context” [33]. HTML5-sovelluksissa canvas-elementin kaksiulotteinen piirtäminen tarjoaa monipuolisia mahdolli-suuksia esimerkiksi piirto-ohjelmien kehittämiseen. Koska piirtäminen tehdään JavaScriptilla, se 
voidaan kytkeä osaksi sovelluksen muuta toimintaa [6]. 
3.1.4 History-rajapinta 
History-rajapinnan pushState()- ja replaceState()-metodien avulla selaimen sivuhistorian histo-
riamerkintöjä voidaan lisätä ja muokata [10]. Siten esimerkiksi yksisivuinen sovellus voi toimia tavallisen verkkosivuston tavoin ja sen tilojen välillä voi navigoida selaimen takaisin-painikkeella 
käsittelemällä popstate-tapahtuman. Tällöin URL-osoite vaihdetaan dynaamisesti ilman HTTP-
pyynnön tekemistä, mutta sivun sisältö kuitenkin muuttuu. Linkeistä tapahtuva navigointi voidaan 
toteuttaa tilanmuutoksina, jolloin JavaScriptilla kuunnellaan painalluksia, estetään linkkien tavalli-nen HTTP-pyyntöihin perustuva käsittely ja muutetaan sovelluksen tilaa ja URL-osoitetta History APIlla [6]. SPA-mallilla toimivalla sivustolla, kuten SAK:n tapauksessa (luku 5.2.2), URL-osoitteiden on usein muodostettava sovelluksen tilaa vastaava HTML-sivu myös URL osoitekenttään syötettäessä. Jos 
rajapinnan metodit eivät ole tuettuja, tai JavaScript ei ole käytössä, sovellus voi toimia tavallisena monisivuisena verkkosivustona, eli monisivumallilla. Palvelimen on silloin osattava vastata esimer-kiksi ”GET /foo/bar HTTP/1.1”-pyyntöön tavallisella HTML-sivulla. Monisivumallissa myös jokai-nen URL-osoitteen vaihtuminen aiheuttaa sivulatauksen palvelimelta, mikä näkyy käyttäjälle 
hetkellisesti valkoisena, tyhjänä ruutuna. Esimerkiksi Internet Explorerissa History-rajapinnan tuki on vasta uusimmissa versioissa ja hakukoneiden ei voi olettaa suorittavan JavaScriptia. 
3.2 Muut keskeiset määrittelyt 
3.2.1 Cascading Style Sheets CSS:n kolmas versio, eli CSS3, on merkittävä osa moderneja HTML5-sovelluksia ja verkkosivuja, ja 
yleisnimitys niiden ulkoasun muotoiluun käytetyille tekniikoille. Siihen katsotaan kuuluvan useita 
W3C:n CSS Working Groupin määrittelyjä, joiden valmiusaste vaihtelee. Määrittelyt kehittyvät jatkuvasti, ja valmiit suositukset on selektoreista (Selectors Level 3), mediakyselyistä (Media Que-
ries), väreistä (CSS Color Module Level 3) ja nimiavaruuksista (CSS Namespaces Module) [34]. 
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Esimerkiksi mediakyselyt ovat osa responsiivista suunnittelua, sillä niillä määriteltyjen katkokohti-en (breakpoints) ja muiden ominaisuuksien avulla dokumentti voi käyttää eri tyylejä pysty- ja vaaka-asennossa, tai eri resoluutioilla ja tarkkuuksilla [35]. Muita tärkeitä määrittelyjä ovat esimer-kiksi fonttien ominaisuuksien määrittelyyn ja dynaamiseen lataamiseen liittyvä CSS Fonts, element-tien muunnoksia kaksi- tai kolmiulotteiseen tilaan mahdollistava CSS Transforms, CSS-
ominaisuuksien muutoksiin aikaperiodeja lisäävä CSS Transitions ja kompleksisempaa sivutaittoa 
helpottava CSS Flexible Box Layout [34]. 
3.2.2 SVG SVG (Scalable Vector Graphics) on W3C:n HTML5-kielen määrittelystä erillään kehittämä XML-
pohjainen vektorigra�iikan esitysmuoto kaksiulotteisen gra�iikan kuvaamiseen. Kyseessä on itsenäi-
nen formaatti, mutta se on käytettävissä myös HTML:ssä upotettuna sisältönä, eli esimerkiksi kuvina ja taustakuvina. SVG-kuvat määritellään XML-tiedostoissa tekstinä tai suoraan HTML-dokumentin svg-elementtiin kirjoitettuna SVG-koodina [36]. HTML5-pohjaisille verkkosivustoille ja sovelluksille SVG on laajasti tuettu ja hyödyllinen tekniikka, 
ja sillä tehdyt kuvat, fontit ja ikonit skaalautuvat ruutukoon mukaan laadun kärsimättä, toisin kuin rasteroidut resurssit. SVG-kuvia voidaan animoida, niihin voidaan kohdistaa erilaisia skriptejä ja 
tyylisääntöjä CSS:llä, ja niiden sisältämästä tekstistä voidaan myös hakea merkkijonoja [36]. 
3.2.3 WebGL 
WebGL on Khronos Groupin ja muiden yhtiöiden kehittämä Web-käyttöön suunniteltu API 3D-
renderöintiin [37]. Se pohjautuu OpenGL:n ES 2.0:n ja tarjoaa OpenGL:n kaltaisen renderöinti-toiminnallisuuden canvas-elementissä. Canvas tarjoaa kohteen ohjelmalliselle renderöinnille verk-kosivujen sisällä eri sovellusliittymiä käyttäen, joita WebGL:n lisäksi on toistaiseksi määritelty vain 
HTML Canvas 2D Context. WebGL on tarkoitettu monikäyttöiseksi ja sopivaksi interaktiivisiin 
sovelluksiin. Koska perusta on OpenGL ES 2.0:ssa, siirtyminen siihen moderneista OpenGL-
työpöytäsovelluksista tai OpenGL ES 2.0-sovelluksista pitäisi myös olla suoraviivaista. 
WebGL voidaan nähdä yhtenä tärkeimmistä määrittelyistä HTML5-sovelluksille, sillä alustariippu-
mattomuuden ansiosta se mahdollistaa laitteistokiihdytetyn 3D-gra�iikan natiivin esittäminen Web-
selaimessa ilman ulkoisia liitännäisiä. Teknologioista kuten Flash, O3D, VRML ja X3D poiketen sen 3D-ominaisuudet integroituvat suoraan standardin toteuttavaan selaimeen [3]. Aiemmin esimer-
kiksi pelikehittäjät eivät ole vakuuttuneet Web-pohjaisista sovelluksista, mutta WebGL:n myötä ja 
selaintuen kehittyessä tilanne on muuttumassa. Kehitystä ovat edistäneet myös tehokkaat JavaScript-moottorit, kuten Googlen V8. WebGL:n uusiin mahdollisuuksiin voi tutustua esimerkiksi osoitteissa http://bodybrowser.googlelabs.com/ ja http://hexgl.bkcore.com/ [2]. 
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3.3 Web-sovellusten sovellusliittymät HTML5-sovellusten tärkeimpinä piirteinä voidaan pitää kehittyneiden verkko-ominaisuuksien 
lisäksi Web-selaimen käyttöä datan säilyttämiseen ja siitä seuraavia parannuksia sovellusten la-tausaikoihin, tehokkuuteen, käytettävyyteen, käyttökokemukseen ja of�line-käyttöön. Monien 
muiden määrittelyiden ohella niitä koskevat määrittelyt ovat jo pitkällä, mutta eivät vielä laajasti tuettuja eri selaimissa. Siksi ne eivät myöskään ole vielä osa sitä, minkä esimerkiksi edellä esitetty 
Sergey Mavrodyn kuva 3.1 katsoo kuuluvan HTML5:een. Lista 3.1:een on kerätty W3C:n Web Apps Working Groupin määrittelemät sovellusliittymät, jotka kuvaavat standardointiorganisaation näkemystä Web-sovelluksille hyödyllisistä ominaisuuksista. Osa niistä sisältyy myös edellä esitettyyn kuvaan, mutta W3C:n lista koskee nimenomaan Web-
sovellusten sovellusliittymiä. Tässä luvussa käsitellään niistä vain sinisellä korostetut, vähintään 
Working Draft -tasoiset määrittelyt, joista on olemassa selaintoteutuksia ja jotka esiteltävien seikko-jen perusteella ovat HTML5-sovelluksille tärkeitä. 
API API AppCache Push API Cross-Origin Resource Sharing (CORS) Quota Management API Clipboard APIs and Events Server-Sent Events Custom Elements Shadow DOM DOM Level 3 Events Screen Orientation API DOM Parsing and Serialization Streams API File API UI Events 
File API: Directories and System URL 
File API: Writer Web Components Introduction Fullscreen API Web IDL Gamepad Manifest for Web apps and Bookmarks HTML Imports HTML5 Web Messaging Indexed Database API Web Sockets API Input Method Editor API Web Storage Pointer Lock Web Workers Progress Events XmlHttpRequest 
Lista 3.1: W3C:n Web Apps Working Groupin määrittelemät sovellusliittymät [38].   
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3.3.1 Tallennusmekanismit ja tiedostojen käsittely 
Web Storage 
Web Storage käsittää selaimen tallennustilan ja on merkittävimpiä HTML5:een liittyviä uusia omi-naisuuksia. Siihen kuuluu kaksi HTTP-istunnon evästeitä muistuttavaa mekanismia strukturoidun tiedon tallettamiseksi selaimeen: sessionStorage ja localStorage [39]. Molemmat ovat tallennustiloja avain/arvo-pareille tekstidatan säilyttämiseen ja käyttävät samaa JavaScript APIa, joka ei tarjoa 
mitään kehittynyttä tietokantatyylistä kyselykieltä. Web Storageen nähden evästeiden ongelmana ovat esimerkiksi tilarajoitukset, eri istuntojen käyttäjätietojen hallinta ja tarpeeton siirtely jokaisel-la HTTP-pyynnöllä. Joihinkin käyttötarkoituksiin, kuten tilan säilyttämiseen asiakkaan ja palvelimen 
välillä, evästeet voivat vieläkin olla sopiva ratkaisu. 
Tilanteet, joissa esimerkiksi käyttäjän verkkokaupassa eri selainikkunoissa valitsemat tuotteet voisivat vuotaa ikkunoiden välillä ja johtaa epähuomiossa virheellisiin ostoksiin, vältetään käyttä-
mällä SessionStoragea, sillä sen avulla tietoja voidaan tallentaa jokaiseen eri ikkunassa tapahtuvaan 
sessioon ja tiedot myös tuhotaan selaimen sulkeuduttua [39]. LocalStorage puolestaan tarjoaa 
evästeisiin nähden suurikokoisen pysyvän muistin, joka säilyy myös selaimen sulkeuduttua. Selain-
ten yleisin tilarajoitus sen muistille on viisi megatavua, mutta tilaa voidaan kasvattaa käyttäjältä 
lupaa pyytämällä. Ominaisuus on Web-sovelluksille erittäin hyödyllinen, sillä of�line-käytön lisäksi 
sillä voidaan parantaa sovellusten suorituskykyä ja latausaikoja. 
Web Storage on merkittävä lisäominaisuus selaimiin ja tarjoaa jo laajasti toteutettuna HTML5-sovelluksille uusia mahdollisuuksia. Esimerkiksi palvelimelta ladattavia lehtiartikkeleita tai sähkö-
posteja voi lukea myös of�line-tilassa, eikä tallennustila ole enää ainoastaan sovelluskaupoista ladattavien sovellusten etuoikeus. Sensitiivistä tietoa ei kuitenkaan kannata tallentaa, sillä selaimes-ta pääsee tutkimaan Web Storagen sisältöä aivan kuten evästeidenkin kohdalla [39]. 
Indexed Database API 
WebStoragesta poiketen Indexed Database API mahdollistaa käyttäjän selaimeen luotavan kehitty-
neen suurikokoisen tietokannan yksinkertaisia arvoja ja hierarkkisia olioita varten, sekä tehokkaan 
kyselykielen JavaScript-objektien hakuihin [40]. Määrittely on jo laajasti toteutettu työpöy-
täselaimiin, mutta mobiiliselainten tuki on ainakin toistaiseksi heikkoa. HTML5-sovelluksille Indexed Database API tarjoaa tärkeitä mahdollisuuksia. Sitä käyttämällä tietokantaan luodaan kokoelma JavaScript-olioista koostuvia object storeja tietyntyyppiselle eri datalle. Oliot koostuvat kokoelmasta avain-arvo–pareja, mikä tekee tietokantakyselyt ja iteroinnin tehokkaaksi. Tietokannan kokorajoitukset riippuvat selaimesta, mutta pääsääntöisesti kokoa rajoit-
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taa vain vapaa levytila. Esimerkiksi Firefox asettaa rajoituksia ainoastaan 50 megatavua suurempi-
en dataobjektien tallentamiselle, mutta käyttäjältä voidaan pyytää lupaa lisätilaan. 
Application Cache 
Application Cache, eli sovellusvälimuisti, on HTML5-kielen ”Of�line Web applications”-määrittelyssä kuvattu ominaisuus esimerkiksi Web-sovellusten of�line-käyttöön. Se mahdollistaa cache-manifest–tiedostoon perustuvan ilmoituksen avulla esimerkiksi HTML-dokumenttien, skriptien, kuvien ja 
tyylitiedostojen valikoivan lataamisen selaimen muistiin, millä sovelluksen käyttöä voidaan nopeut-taa ja mahdollistetaan myös verkkoyhteydetön käyttö. Menetelmä tarjoaa mahdollisuuden esimer-
kiksi paikallisten tiedostojen käyttöön online-tilassa, tai korvaavien tiedostojen käyttöön of�line-tilassa. Yhteyden toimiessa sovellus tarkistaa palvelimelta, onko cache-manifest muuttunut ja onko paikallisia tiedostoja tarpeen ladata uudelleen [10]. 
Perinteiseen välimuistiin verrattuna sovellusvälimuistin ideana on mahdollistaa verkkoyhteydetön 
käyttö ja sovellusten nopea käynnistyminen moderneille toteutuksille, joissa sovelluslogiikka on erotettu sovellus- ja käyttäjädatasta. Esimerkiksi of�line-käyttöä tukevan HTML5-sovelluksen kuvista, HTML-merkkauksesta ja CSS-tyyleistä koostuva käyttöliittymä voi olla valmiiksi ladattu, kun dynaaminen data ladataan tarpeen mukaan XMLHttpRequestia (luku 3.3.2) hyödyntäen. Perin-
teisessä mallissa, jossa HTML-sivut muodostetaan palvelimella ja jokainen käyttäjäinteraktio aihe-uttaa uuden sivulatauksen, yhtä hyviä mahdollisuuksia sovellusvälimuistin käyttöön ei ole [10]. 
File API 
Web-sovelluksilla tulee olla mahdollisuus laajaan käyttäjäsyötteen käsittelyyn, ja siksi sovellusliit-
tymiä kehitetään myös monipuoliseen tiedostojen käsittelyyn ja käyttäjän paikallisen tiedostojär-
jestelmän hyödyntämiseen. File APIn avulla tiedosto-objekteja voidaan esittää ja käsitellä 
monipuolisesti. Tarjotun sovellusliittymän avulla käyttäjä voi ladata suurikokoisia tiedostoja palve-
limelle tai manipuloida niitä työpöytäsovelluksia muistuttavissa Rich Internet Application –sovelluksissa [41]. 
File API tarjoaa asynkroniseen tapahtumapohjaiseen malliin perustuvan API:n pääsäikeessä toimi-ville sovelluksille, sekä vaihtoehtoisen synkronisen APIn säikeistetyille sovelluksille, jotka käyttävät 
esimerkiksi Web Workersia. Asynkronisella APIlla estetään myös selaimen pääsäikeessä toimivan 
käyttöliittymän jähmettyminen tiedostojen latautuessa. File API on suunniteltu käytettäväksi yh-
dessä muiden sovellusliittymien ja Web-sovellusalustan osien kanssa, erityisesti Drag and Drop 
APIn, XMLHttpRequestin ja Web Workersin kanssa [41]. 
File APIn lisäksi kehitteillä on myös hakemistoja ja tiedostojärjestelmiä käsittelevä File API: Direc-
tories and System, sekä tiedostoon kirjoittamiseen File API: Writer. Niiden avulla Web-sovelluksille 
23  voidaan antaa pääsy esimerkiksi käyttöjärjestelmän tiedostorakenteeseen ja mahdollisuus muodos-taa tiedostojärjestelmään tietoturvallinen chroot-tyylinen hiekkalaatikko (sandbox), sekä keinot paikallisiin tiedostoihin kirjoittamiseen [42, 43]. File API: Directories and System voidaan nähdä myös vaihtoehtona esimerkiksi Indexed Databasel-
le, erityisesti niiden sovellusten suhteen, jotka käsittelevät suurikokoisia binääritietueita. Se on 
hyödyllinen erityisesti käyttötapauksissa, joita tietokannat eivät perinteisesti käsittele tehokkaasti, kuten suuren ja vaihtelevan datamäärän tallentaminen suoraan tiedostojärjestelmään. Kyseeseen tulevat siis esimerkiksi gigatavujen suuruisia videotiedostoja myöhempää katselua varten lataavat sovellukset, sekä useita suuria mediatiedostoja hyödyntävät pelit. 
Quota Management API 
Edellä esitellyt sovellusliittymät hyödyntävät selaimen tallennustilaa ja kykenevät tallentamaan 
kompleksista dataa muun muassa of�line-käytön vaatimusten täyttämiseksi. Sovellukset saattavat kuitenkin edellyttää paljon suurempaa tallennustilaa kuin esimerkiksi Web Storagen oletuksena tarjoamat viisi megatavua. Vaihtelevat tilarajoitukset ja määrittelyjen toteutukset eri selaimissa tuottavat sovelluskehittäjille vaikeuksia, eikä Web-sovelluksille tarjota kunnollisia keinoja tilankäy-
tön hallintaan. Myöskään käyttäjän kannalta ei ole toivottavaa, että esimerkiksi pelkkä Web-
osoitteessa vierailu voisi kuluttaa gigatavujen arvosta levytilaa. 
Ongelmaa on pyritty ratkaisemaan Quota Management APIlla. Google Chromeen on tehty alustava toteutus, jossa sovellusliittymää voidaan käyttää yhdessä File System API:n kanssa. Määrittelyn on tarkoitus vastata eri sovellusliittymien yhteiseen puutteeseen määrittelemällä yksi yhteinen sovel-
lusliittymä, joka on käytettävissä kaikkien paikallista tallennustilaa käyttävien muiden sovellusliit-
tymien kesken. Tämä ylätason sovellusliittymä tarjoaa keinot paikallisten tiedostoresurssien 
tilankäytön ja saatavuuden hallintaan, minkä avulla selain voi antaa Web-sovelluksille luvan paikal-lisen tallennustilan lisäämiseen, väliaikaisesti tai pysyvästi. Etuna on käyttäjän ja selaimen tarve hallinnoida vain yhtä ylärajaa kaikelle tallennustilalle esimerkiksi selainkohtaisesti, tai tallennusti-
lan pyytäjän alkuperään perustuen [44]. 
3.3.2 Verkko-ominaisuudet ja muut määrittelyt 
XMLHttpRequest 
XMLHttpRequest on tärkeä osa Ajax-tekniikoita (Asynchronous JavaScript and XML). Sitä käytetään 
yleensä JavaScriptilla asynkronisten HTTP- tai HTTPS-pyyntöjen tekemiseen Web-palvelimelle ja lataamaan vastaus takaisin [45]. Konsepti on muiden Web-tekniikoiden ohella olennainen osa Web 2.0-käsitettä, eli siirtymää kohti toiminnallisempia Web-pohjaisia sovelluksia. Asiakaspuolen skrip-
tinä XMLHTTPRequest edellyttää tietoturvasyistä saman alkuperän käytäntöä, jossa ainoastaan 
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sivun tarjonneelle palvelimelle lähetetyt pyynnöt hyväksytään. Datan muotona on usein ilmaisu-
voimainen ja suoraan JavaScriptissa käytettävä JSON (JavaScript Object Notation), mutta myös XML, HTML ja raakateksti kelpaavat. 
Menetelmän avulla palvelimen vastausta voidaan käyttää esimerkiksi sivun osittaiseen muuttami-seen, jolloin koko sivun lataustarvetta ole ja dataa voidaan myös käsitellä asiakaspuolella JavaScriptilla eri tavoin [45]. Määrittelyn kehitys jatkuu edelleen ja esimerkiksi tiedonsiirron ete-
nemiseen ja resurssien noutamisen prosessiin konsepteja määrittelevä ”progress events” on nyky-
ään osa sitä. 
Cross-Origin Resource Sharing (CORS) 
Perinteisesti saman alkuperän käytäntö estää asiakaspuolen Web-sovelluksia vastaanottamasta tietoa muusta verkkotunnuksesta kuin omasta, tai tekemästä turvattomia HTTP-pyyntöjä muihin kuin omaan verkkotunnukseen (cross-site scripting). Käytäntö voidaan kiertää esimerkiksi 
JSONP:llä (JSON with padding), joka käyttää hyväkseen koodin sijoittamista script-elementtiin. CORS kehitettiin HTML5-sovellusten ja sovellusliittymien yleistymisen myötä JSONP-tyylisten koodi-injektiota hyödyntävien ratkaisuiden turvallisemmaksi korvaajaksi. Se laajentaa saman 
alkuperän käytäntöä esimerkiksi uudella Access-Control-Allow-Origin –otsakkeella ja pre�light-
pyynnöillä, joiden avulla pääsy eri verkkotunnuksen resursseihin voidaan palvelimella sallia [46]. 
Määrittely on laajasti tuettu eri selaimissa ja tärkeä nykyaikaiselle Web-kehitykselle, jossa tarvitta-vat resurssit sijaitsevat usein eri verkkotunnuksessa kuin missä sovellusta ajetaan. 
Web Sockets API 
Web Sockets API tarjoaa JavaScript-sovellusliittymän Web-sovelluksille WebSocket-protokollan 
käyttämiseen. Sen avulla sovellukset voivat ylläpitää kaksisuuntaisia yhteyksiä palvelimen prosessi-en kanssa [47]. WebSocket-protokolla on oma kerroksensa TCP:n (Transmission Control Protocol) 
päällä ja yhteydessä HTTP-protokollaan vain siihen liittyvän kättelyn osalta, ja myöhemmin mah-dollisesti kokonaan HTTP:sta irrotettavissa. Sen avulla kaksisuuntaisessa asiakas-palvelin–kommunikaatiossa ei esimerkiksi enää tarvita useita TCP-yhteyksiä ja tietoliikenteen määrä piene-nee turhien HTTP-otsakkeiden poistuessa [48]. 
Web Sockets on uusi väline ratkaisuille, kuten HTTP-pollaus, jotka vaihtoehtojen puuttuessa käyttä-
vät HTTP-protokollaa suunnitteluperiaatteiden vastaisesti. Edeltävät ratkaisut ovat olleet kompro-
missi tehokkuuden ja luotettavuuden välillä, sillä HTTP-protokollaa ei alun perin suunniteltu kaksisuuntaiseen kommunikaatioon. WebSocketista hyötyvät erityisesti pientä latenssia edellyttä-
vät reaaliaikaiset HTML5-sovellukset, kuten pikaviestipalvelut ja pelit [48].  
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Web Real-Time Communication (WebRTC) 
WebRTC on joukko sovellusliittymiä, jotka mahdollistavat median lähettämisen ja vastaanottamisen selaimesta tai sopivat protokollat toteuttavasta laitteesta [49]. Sen avulla voidaan toteuttaa Web-
sovelluksia, jotka mahdollistavat esimerkiksi ääni- ja videopuhelut ja vertaisverkkotyylisen tiedos-tojenjaon ilman selainlisäosia. Päämääränä on luoda alusta, jota hyödyntäen laitteet, kuten puheli-met, televisiot ja tietokoneet voivat kaikki kommunikoida. 
WebSocketista poiketen WebRTC mahdollistaa yhteyden suoraan selainten välille. APIt, kuten getUserMedia mahdollistavat Web-sovelluksen pääsyn kameraan ja mikrofoniin, jota voidaan 
hyödyntää joko lokaalisti tai lähettämällä ääni- ja videovirta verkon yli suoraan toisen käyttäjän selaimeen, esimerkiksi RTCPeerConnection APIa hyödyntämällä. 
Server-Sent Events Server-Sent Events –määrittely kuvaa sovellusliittymän HTTP-yhteyden avaamiseen push-
noti�ikaatioiden vastaanottamiseksi palvelimelta DOM-tapahtumien muodossa [50]. Sitä käytetään 
tyypillisesti päivitysviestien ja jatkuvien datavirtojen lähettämiseksi selaimeen EventSource-
rajapinnan tarjoamaa sovellusliittymää hyödyntäen. Käytössä on yksisuuntainen, pysyvä yhteys, 
palvelimen ja selaimen välillä. Datavirta on yksinkertaista tekstidataa, joka enkoodataan UTF-8:aa 
käyttäen. Määrittely on tuettu eri selaimissa melko laajasti ja hyödyllinen HTML5-sovelluksille, 
joiden kehittymistä myös push-noti�ikaatioiden puuttuminen on hidastanut (luku 2.3). 
Web Workers 
Web Workers mahdollistaa Web-sovellusten rinnakkaisohjelmoinnin, joka yksisäikeisestä JavaScriptista puuttuu [51]. Web Workers API määrittelee yksinkertaisen viestinvälitys- ja koor-
dinointimekanismin, jota käyttämällä erillisiin JavaScript-tiedostoihin sijoitettuja skriptejä voidaan 
ajaa sovelluksen pääsäikeen taustalla worker-säikeissä. Tästä on apua erityisesti pääsäikeessä 
pyörivien käyttöliittymäskriptien jähmettymisongelmiin, mitkä yleensä johtuvat käyttöliittymän 
toiminnasta vastaavien skriptien suorituksen estymisestä muiden skriptien tieltä, samalla häiriten sovelluksen vuorovaikutteisuutta ja reagoimista käyttäjäinteraktioihin. 
Koska workerit ovat melko raskaita käynnistää ja kuluttavat paljon muistia, niitä tulee käyttää 
pääasiassa pitkäkestoiseen prosessointiin, joka sopii hyvin taustalla suoritettavaksi. Hyödyllisiä 
käyttökohteita ovat esimerkiksi taustalla tapahtuvat siirräntäoperaatiot (I/O). Esimerkiksi kahta 
workeria hyödyntävä Web-sovellus voisi käyttää toista tietyin väliajoin tapahtuvaan osakepäivitys-ten hakemiseen ja toista käyttäjän suorittamiin hakuihin [51].  
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4 Modernin Web-sovelluksen arkkitehtuuri ja suunnittelu 
Web-standardien ja selainten laiteintegraation kehittyessä myös modernien Web-sovellusten arkki-tehtuurimalli on muodostumassa perinteisiin verkkosivuihin verrattuna huomattavan erilaiseksi. Monet verkkosivut sisältävät interaktiivista, sovellusmaista sisältöä kasvavissa määrin. Palvelut, kuten Google Maps ja Gmail, ovat tulleet hienostuneemmiksi ja pystyvät Ajax-tekniikoita hyödyntä-en siirtelemään tarpeen mukaan dataa palvelimelle ja takaisin, kokonaisten sivujen sijaan.  
Sovellusmaisen luonteen saavuttaakseen sekä sovelluskauppojen hybridisovellukset että tavallises-
ta Web-osoitteesta käytettävät HTML5-sovellukset edellyttävät uudenlaista ajattelua. Aiemmin sovelluslogiikka oli palvelimella ja selain toimi vain esityskerroksena, mutta nyt logiikka on siirty-
mässä selaimeen. Monisivumallista ollaan siirtymässä yksisivuiseen malliin. 
4.1 SPA-malli Uudessa SPA-arkkitehtuurimallissa järjestelmän selaimessa toimivaa osaa (front-end) voidaan pitää 
itsenäisenä yksisivuisena sovelluksena, joka tietää tilansa ja miten reagoida käyttäjäinteraktioihin 
taustajärjestelmästä (back-end) riippumatta [6]. Se vastaa sovelluksen käyttöliittymästä ja sovellus-logiikasta, ja tukee laitteiden ja selainten erilaisia ominaisuuksia. Yksisivuiselle sovellukselle voi-daan tehdä myös alustakohtainen paketointi hybridisovellukseksi. Tyypillinen SPA-mallin 
arkkitehtuuri on esitetty kuvassa 4.1. 
 
Kuva 4.1: SPA-mallin arkkitehtuuri. Kuva perustuu SC5 Onlinen alkuperäislähteeseen [52]. 
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27  SPA-mallissa selainsovellus ja taustajärjestelmä ovat irtikytkettyjä ja järjestelmä muodostuu kah-
desta itsenäisesti osasta. Osia voidaan kehittää itsenäisinä kokonaisuuksinaan ja myös vaihtaa helpommin. Tavallinen tapa osien välisen kommunikaation toteuttamiseksi on taustajärjestelmän tarjoama rajapinta, REST API (Representational State Transfer), joka vastaa palvelimen CRUD (create, read, update, delete) –tietokantakäsittelystä. Taustajärjestelmä vastaa selainsovellukselle transaktioista, tietovarastosta ja staattisista resursseista. Tyypillisesti REST APIn yli välitettävä data sarjallistetaan JSON-pohjaista formaattia käyttäen [6]. SPA-malli ei edellytä REST:n käyttöä, mutta esimerkiksi monissa MVC-sovelluskehyksissä (luku 4.2), 
kuten Backbone.js:ssä, se on oletettu. REST API mahdollistaa myös integraatiot muihin järjestelmiin ja esimerkiksi natiivisovelluksiin. Selainsovellus voi sisältää myös tallennustilan, joka mahdollistaa 
verkkoyhteydettömän käytön, sen aikana tehtyjen transaktioiden tallentamisen ja taustajärjestel-
mään synkronoimisen, kun verkkoyhteys on jälleen käytettävissä. Vaikka SPA-mallissa esityskerrok-sen rooli onkin korostunut, 3-tier –arkkitehtuuri voidaan nähdä sen kanssa jokseenkin analogisena, 
sillä myös se koostuu selaimen esityskerroksesta, palvelinsovelluksen logiikkakerroksesta ja tieto-kannasta [53]. 
4.1.1 Edut 
Mobiilialustojen suosion myötä odotukset mobiilisovellusten ja kosketusnäytöllisten laitteiden 
käyttökokemuksen suhteen ovat asettuneet korkealle. Käyttäjät ovat tottuneet siihen, että Webistä tuttuja sivunvaihtoja ei ole ja että käyttöliittymät toimivat sulavasti. Dataa ladataan tarpeen mu-
kaan, ja verkkoviiveitä viestitään erilaisilla latausindikaattoreilla. Natiivit sovellukset ovat mahdol-listaneet hyvän käyttökokemuksen ja muita ominaisuuksia, ja ovat joissakin tapauksissa liiketoiminnan kannalta välttämättömiä (luku 2.3). Web-alustaan verrattuna natiivin alustan valinta voi kuitenkin tulla kalliiksi ja siksi HTML5-tekniikoita hyödyntävät sovellukset ovat yleistymässä (luku 2.2.3). Financial Timesin esimerkistä (luku 2.2.2) nähdään, että Web-pohjainen käyttökoke-
mus voidaan viedä HTML5-tekniikoilla hyvin pitkälle. SPA-mallia hyödyntävää Web-sovellusta ei 
kuitenkaan voida rakentaa sivupohjaisesta mallista, vaan tarvitaan täysin eri arkkitehtuuri, jonka jalkautuminen ja opettelu on suuressa mittakaavassa vasta alkanut. JavaScriptiin pohjautuvan yksisivuisen sovelluksen on luontevampaa hyödyntää uusia HTML5-tekniikoita ja JavaScript-sovellusliittymiä tavalliseen monisivuiseen verkkosivustoon verrattuna. Monisivumallissa verkkosivusto ladataan sivupohjaisesti, jolloin jokaisella navigaatiolla ainakin HTML-merkkauksen sivuston laajuiset käyttöliittymäosat ladataan aina uudestaan. Kapasiteettia kuluu turhaan tiedon siirtelyyn sekä sivujen renderöintiin, vaikka käyttöliittymä ei muuttuisikaan. Seurauksena vasteaika on hidas, sillä jokainen käyttäjäinteraktio johtaa pahimmillaan uuden sivun 
28  lataamiseen, eikä mobiilisovellusten sulavaa käyttökokemusta voida saavuttaa. Monisivumalliin 
verrattuna yksisivuinen sovellus on käyttökokemukseltaan sovellusmainen. SPA-mallissa käyttäjän näkemä sisältö muuttuu ilman sivulta toiselle siirtymistä: sovelluksen tila 
säilyy pyyntöjen välissä eikä koko sivun latauksia tehdä. Selain vastaa esityksestä itsenäisesti ja vain tarpeelliset sivun osat päivitetään REST APIn yli ladattavalla JSON-datalla XMLHttpRequestia hyö-
dyntäen (luku 3.3.2). Tietosisältö ja esitys on eriytetty toisistaan, jolloin sovellus voi olla käytettä-
vissä myös of�line-tilassa. Asynkroniset Ajax-tekniikat mahdollistavat sivujen dynaamisen 
päivittämisen myös monisivumallissa [54]. Sovelluksen tilan hallinta selaimessa ilman SPA-arkkitehtuuria tai tarkoitukseen sopivaa ohjelmistokehystä voi kuitenkin johtaa helposti ylläpidolli-siin ongelmiin. Nämä kolme paradigmaa on esitetty kuvassa 4.2. 
 
Kuva 4.2: Sivupohjaisesta mallista Ajaxin rikastuttamiin sivuihin ja SPA-malliin. 
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29  Koska SPA-mallissa sivunvaihtoja ei ole, yksisivuinen sovellus voi sisältää omat ohjaustoimintonsa 
sen sijaan että käytettäisiin selaimen navigointia. Yleensä tämä on lähinnä selainikkunan piilottavi-
en hybridisovellusten ominaisuus. Verkkosivustolla navigointi voidaan toteuttaa normaalisti HTML5:n History-rajapintaa (luku 3.1.4) hyödyntäen, jolloin sovelluksen tilat ja URL-osoitteet voivat vastata tavallista monisivuista verkkosivustoa [6]. Verkkosivuston toteuttamiseen SPA-mallilla on monia vaihtoehtoja. Sisältö voidaan ladata se-laimeen sivustolle tultaessa, joskin osittain taustatoimintona siten että lataus ei estä käyttöä. Lataus 
voidaan tehdä HTML-dokumenttiin, josta näytetään tai piilotetaan osia CSS:llä, tai JavaScript-
muuttujiin, josta sitä tuodaan tarpeen mukaan näkyviin. Ladatun sisällön määrästä riippuen verk-
koyhteyttä ei välttämättä vaadita ja toiminta on nopeaa, koska kaikki tarvittava on selaimen muis-tissa [6]. Yleensä sisältöä kannattaa ladata tarpeen mukaan, sillä esimerkiksi uutissivustolle tultaessa tuhansien artikkelin arkiston lataaminen ei olisi tehokasta. Rajatusti dataa etukäteen lataamalla esimerkiksi uutislistauksen tai sivutuksen nopeaan uudelleen esittämiseen voi pitää edullisena tapana luoda sovellusmaista vaikutelmaa. Yksisivuiset verkkosivustot ovat usein vain vuorovaikutteisuudeltaan tavallista parempia verk-kosivuja [6]. Financial Timesin kaltaisina Web appeina niitä voidaan pitää lähinnä silloin, jos mobii-
likäytössä on of�line-tuki, tai muuta merkittävää pääosin natiivisovellusten toiminnallisuutta. Jos sovellus voidaan myös lisätä kotivalikkoon siten, että se käynnistyy koko ruudun tilassa, monet sovelluskauppojen mobiilisovellusten tunnusmerkit täyttyvät. Monella verkkosivustolla vastaaville piirteille ei ole tarvetta, etenkään pelkkää työpöytäkäyttöä ajatellen, mutta SPA-malli mahdollistaa 
kosketusnäytöllisistä laitteista tutun vuorovaikutteisuuden ja laadun tunnun laajimmalle mahdolli-selle laitekirjolle, myös hiirellä käytettävään työpöytäselaimeen. 
4.1.2 Tyypillisiä haasteita Vaikka SPA-mallia ja HTML5-tekniikoiden käyttöä voidaan pitää ratkaisuna laitekannan pirstoutu-miseen, sisältää uusi lähestymistapa Web-ympäristössä haasteita. Niitä ovat esimerkiksi sivujen linkattavuus, hakukoneiden tuki ja vanhojen selainten tuki (luku 3.1.4), sekä datan lataamisen optimointi. Jos sovelluksen tilojen pitää olla linkattavissa tavallisina URL-osoitteina ja sivujen indeksoitua hakukoneisiin, niin tilat on pystyttävä muodostamaan myös palvelimella renderöityinä tavallisina sivuina. SPA-mallilla toteutetut verkkosivut eivät myöskään saisi olla ensilataukseltaan tavallisia verkkosivustoja huomattavasti raskaampia ja sisältää liikaa eri näkymissä tarvittavaa dataa, vaan latausten tulisi tapahtua tarpeen mukaan [6]. 
Ratkaisuiden edellyttämän asiantuntemuksen puuttumisen vuoksi yleinen yhdistelmä on toteuttaa tavallisen mobiilisivuston lisäksi natiivisovellus. SPA-mallin toteuttamiseen perehdytään tarkemmin tutkielman empiriaosassa (luku 5). 
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4.2 MVC Laajaa suosiota saaneet JavaScriptin MVC-sovelluskehykset (model-view-controller) tarjoavat SPA-
mallille sopivan kehitysalustan, vaikka malli ei itsessään edellytäkään MVC:n periaatteita. Komplek-siset Web-sovellukset edellyttävät rakennetta, joka tehostaa sovelluksen toimintaa, helpottaa sen 
ylläpitoa ja mahdollistaa useiden eri ihmisten sovelluskehitykseen osallistumisen [6]. MVC-
arkkitehtuurissa sovelluslogiikka on eriytetty käyttöliittymästä, minkä etuna on sovelluskehityksen 
parempi hallittavuus. Myös vaihtoehtoisten käyttöliittymien tekeminen ja testaaminen on helpom-paa, ja sama koskee kaikenlaisia laajennuksia ja muutoksia. SPA-mallissa tavallinen tapa toteuttaa MVC-arkkitehtuuri on jakaa se kolmeen osaan, joiden roolit ja niiden väliset suhteet on tarkemmin 
esitelty alla sekä kuvassa 4.3: 
• malli (model): tiedon tallentamisen, ylläpidon ja käsittelyn kuvaus 
• näkymä (view): tietojen esittäminen käyttöliittymässä visuaalista ulkoasua myöten 
• ohjain (controller): käyttäjän toimenpiteiden muuttaminen sovellusta ohjaaviksi käskyiksi, 
sekä mallin ja näkymän muuttaminen vastauksena niihin. 
 
Kuva 4.3: Tavallinen tapa toteuttaa Web-sovelluksen MVC-arkkitehtuuri. 

















MVC:ssä käyttäjäinteraktiot, kuten painikkeiden käytön, käsittelee ohjaimessa oleva tapahtuma-kuuntelija [6]. Käsittely tekee muutoksen malliin, ja sovelluksen tilan muutos aiheuttaa näkymän muuttumisen. Komponenttien roolijaon ansiosta sovellus voidaan sovittaa toimimaan erilaisissa 
ympäristöissä ja erilaisilla tavoilla, esimerkiksi ohjaimen tapahtumakuuntelijaa muuttamalla. Sovellusta suunniteltaessa malliin rekisteröidään, mitkä komponentit ovat kiinnostuneita sovelluk-sen tilasta. Tämä riippuu siitä, miten näkymän on muututtava tilan mukaan. Mallin tehtävänä on 
ilmoittaa rekisteröidyille komponenteille tilan muutoksista. Sovellus ei välttämättä sisällä kaikkea käsiteltävää dataa, vaan osa datasta voi sijaita myös palveli-mella [6]. Tällöin malli sisältää toimintoja, joilla se on yhteydessä palvelimeen. Mitkään käyttäjäinte-
raktiot eivät kuitenkaan aiheuta suoraa pyyntöä palvelimelle, vaan ne kulkevat ohjaimen ja mallin 
kautta ja hyödyntävät Ajax-tekniikoita. Näkymä ja ohjain toteutetaan selaimessa, mutta kokonai-
suudesta riippuu, missä määrin myös malli voidaan toteuttaa selaimessa. Eri vaihtoehtojen takia sovelluksia ei välttämättä aina hahmotetakaan MVC:n periaatteiden mukaisesti. Voi esimerkiksi olla tulkinnanvaraista, onko ohjain mukana omana osanaan, vai toimiiko näkymä myös dataa mallille 
välittävänä ohjaimena, jolloin MVC:n sijaan arkkitehtuurina on MV*. MV*-arkkitehtuurin mukaisia sovelluksia tehdään usein valmiilla sovelluskehyksillä, joita kehite-
tään jatkuvasti eri tarpeisiin. GitHubin4 statistiikkojen perusteella suosituimpien joukossa ovat esimerkiksi Backbone.js, Ember.js ja Angular.js. Sovellusten toteutustapaan ja rakenteeseen on 
monia vaihtoehtoja ja vapauksia yksittäisenkin sovelluskehyksen sisällä, ja parhaat käytännöt alkavat vasta vakiintua. Avoimen lähdekoodin projekteina kaupallista tukea ei yleensä ole tarjolla, 
mutta kehittäjien yhteistyö esimerkiksi GitHubin kautta on aktiivista. 
4.3 Mukautuva suunnittelu Googlen vuonna 2012 tekemän pirstoutuneen laitekannan käyttöä tutkineen selvityksen mukaan 
nykyään on yleistä, että päivän aikana vuorotellaan eri laitteiden välillä esimerkiksi verkkosivujen 
selailussa ja sosiaalisen median käytössä [1]. AÄ lypuhelimia käytetään usein eri aktiviteetteihin verkossa, kuten tiedon hakemiseen, ja työpöytäkoneita enimmäkseen monimutkaisempiin asioihin. 
Mobiiliystävällinen sivusto houkuttelee maksavia asiakkaita, jotka ostavat yrityksen tuotteita tai 
palveluita, ja saa mobiilikäyttäjät palaamaan todennäköisemmin sivustolle takaisin [56]. Mobiililait-
teiden käytettävyyden laiminlyönti on yrityksille vahingollista.  Verkkosivustoja ei kannata suunnitella enää vain yhdelle ruutukoolle ja interaktiomallille, sillä 
digitaalisia palveluita käytetään laajalla laitekirjolla ja niiden on mukauduttava eri laiteominaisuuk-siin. Erillisten työpöytä- ja mobiilisivustojen toteuttamisen sijaan on järkevämpää toteuttaa yksi                                                              4 https://github.com/ 
32  laiteominaisuuksiin mukautuva responsiivinen sivusto, joka näyttää ja tuntuu erilaiselta eri reso-
luutioita käyttävissä työpöytäselaimissa, tableteissa ja älypuhelimissa.  
4.3.1 Responsiivinen suunnittelu ja asteittainen parantaminen Responsiivisella suunnittelulla tarkoitetaan näytön resoluution tai selainikkunan koon mukaisesti 
mukautuvaa taittoa, johon sisältyvät venyvät, sivua usein prosentuaalisesti jakavat ruudukot, veny-
vät kuvat ja mediakyselyt [57]. Ideana on tarjota käyttäjälle sama sisältö ja toiminnot laitteesta riippumatta eikä karsia niitä pois, kuten erillisellä mobiilisivustolla on usein kysymyksen saattele-mana tapana: ”Haluatko siirtyä mobiiliversioon?”. Responsiivinen suunnittelu vastaa siis sivutaiton ongelmiin ja laitteen rajoitukset sekä käyttökonteksti huomioidaan muutoin. Laajan selain- ja laitekirjon vuoksi suunnittelussa pyritään asteittaiseen parantamiseen (progressi-ve enhancement), joka tarkoittaa ominaisuuksien lisäämistä ja käyttökokemuksen parantamista 
käyttäjän, laitteiston ja selaimen kykyjen perusteella [57]. Uusimpia ominaisuuksia voidaan käyttää, mutta suunnittelussa tähdätään ensisijaisesti siihen, että yhdellä toteutuksella voidaan tarjota 
mahdollisimman laadukas käyttökokemus laajalle käyttäjäjoukolle. Lähtökohtana on useimmissa selaimissa toimiva HTML-pohja, jota voidaan parannella havaittujen selain- ja laiteominaisuuksien mukaan CSS:llä ja JavaScriptilla. Selainominaisuuksia voidaan havaita esimerkiksi Modernizrilla (luku 5.2.4), mutta laitekannasta ei voi olettaa paljoa; laiteominaisuuksien havainnointi voi johtaa harhaan, sillä laite voi yhtä hyvin olla suuriruutuinen ja tehoton tabletti 3G-yhteydellä, kuin pieni ja tehokas älypuhelin nopealla yhteydel-
lä. Pääsääntöisesti suunnittelu kannattaa aloittaa ominaisuuksiltaan rajoittuneemmista mobiililait-teista (mobile �irst), koska niin vältetään turha työ, joka syntyisi esimerkiksi hienon ja 
monimutkaisen työpöytäversion sovittamisesta vanhoille selaimille sekä mobiililaitteille [57]. 
Yhdistämällä responsiivinen suunnittelu asteittaiseen parantamiseen voidaan toteuttaa adaptiivisia sovelluksia, jotka mukautuvat toimintaympäristöönsä; vaikka responsiivisessa suunnittelussa 
sisällön tulisikin säilyä samana, niin esimerkiksi geolokaatiota hyödyntämällä käyttäjälle voidaan 
korostaa kaupan verkkosivustolla tiettyjä kontekstisidonnaisia asioita, kuten paikallisia tarjouksia. 
4.3.2 Myös palvelinsovellus optimoitava Sovelluksen täydellinen käyttökontekstiinsa mukautuminen edellyttää myös palvelinsovelluksen optimointia. Usein sopivien resurssien tarjoamiseen käytetäänkin selaimen UA (User Agent)  -otsakkeen tunnistusta, jolla välitetään esimerkiksi selaimen ja käyttöjärjestelmän nimi ja versio, ja laite voidaan tunnistaa. Esimerkiksi pelkän CSS:n käyttö kuvien pienentämisessä ruutukokoon sopiviksi riittää vain harvoin, koska silloin työpöytäversion suuret kuvat ladataan sellaisinaan myös mobiiliselaimella sivustolle tultaessa, mutta vain esitetään pienempinä. Sama koskee muidenkin 
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elementtien lataamista, joita ei välttämättä mobiililaitteissa tarvita. Palvelinsovelluksen optimoin-nilla päästään siis parhaimmillaan päätelaitekohtaiseen optimiin eivätkä esimerkiksi mobiilikäyttä-
jät joudu maksamaan ajassa tai rahassa tarpeettoman sisällön siirtelystä. 
4.3.3 Kuvat suurimpien haasteiden joukossa Eri ruutukokoihin ja resoluutioihin mukautetut kuvat ovat monisyinen ongelma. Ideaali olisi, että selain osaisi hakea samasta kuvasta määriteltyjen eri resurssien joukosta vain sopivimman, jolloin 
kuvat latautuisivat nopeammin ja kapasiteettia säilyisi. Nykyään korkeatarkkuuksista näyttöä varten voidaan ladata mediakyselyillä tarkemmat kuvat, mutta esimerkiksi Retina-näyttöisen 
Macbook Pro:n mahdollisesti huono verkkoyhteyskin kannattaisi huomioida. HTML5-kielen img-elementin uusi srcset-ominaisuus, jota voidaan käyttää myös vaihtoehtoisten mediaresurssien 
määrittelyyn, vastaa tarpeeseen antamalla selaimille mahdollisuuden valita käytettävät resurssit. 
Selaimet voivat käyttää valintaan sisäistä heuristiikkaansa, esimerkiksi määrittelemällä verkkoyh-
teyden laadun, tai vaihtoehtoisesti noudattaa käyttäjän omaa valintaa [58]. 
Picture-elementti on toinen lisäys, joka antaa käyttäjälle paremmat mahdollisuudet resurssien 
määritykseen. Siihen sisältyvien mediakyselyjen perusteella kuvasta valitaan oikea koko, ja vanhoil-
la selaimilla voidaan käyttää esimerkiksi img-elementtiä tai tekstiä. Koodilistauksessa 4.1 määritel-
lään katkokohdat em-yksiköissä, joiden mukaisissa ruudun leveyksissä mediakyselyn määrittelyt tulevat voimaan, ja srcset-parametrilla määritellään mitä kuvaa käytetään normaali- ja korkeatark-
kuuksisissa näytöissä. Näin kaistaa säilyy ja kokonaan eri kuva voidaan valita [35, 58]. 
1. <picture alt="Kuvan aihe"> 
2.     <source media="(min-width: 45em)" srcset="large-1.jpg 1x, large-2.jpg 2x"> 
3.     <source media="(min-width: 18em)" srcset="med-1.jpg 1x, med-2.jpg 2x"> 
4.     <img src="small-1.jpg" alt="Kuvan aihe"> 
5.     <p>Tekstiä vanhoille selaimille</p> 
6. </picture> 
Koodilistaus 4.1: Responsiivisten kuvien määrittely. 
Picture-elementin ja srcset-ominaisuuden hybridiratkaisu on kuitenkin yhtä kuvaa ajatellen runsas 
ja tuo tyyliominaisuuksia HTML-merkkauksen sekaan. Tulevaisuudessa voisi olla hyödyllistä, jos selain antaisi HTTP-otsakkeissa vihjeen tarvittavan kuvan resoluutiosta palvelimen automaattista optimointia varten, mutta toisaalta erikokoiset kuvat on huomioitava aina sivuasettelun suunnitte-lussa, joten pitkälle viety automatisointi voi olla vaikeaa. Tänä päivänä työkalut, kuten Web-
palvelimena toimivan Nginxin osana käytettävä ngx_pagespeed5, osaavat optimoida kuvia eri tarkoi-tuksiin myös dynaamisesti.                                                              5 https://github.com/pagespeed/ngx_pagespeed 
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4.3.4 Mobiililaitteiden erityispiirteet 
Mobiililaitteet kärsivät usein hitaista yhteyksistä ja ovat suorituskyvyltään pöytätietokoneita hei-kompia. Mutta erityisesti kosketusnäyttöjen myötä ne ovat myös ohjaustoiminnoiltaan huomatta-
van erilaisia hiiren käyttöön verrattuna. Kosketusnäytöllä käytettäviltä sovelluksilta ja verkkosivustoilta odotetaan nopeaa reagointia vuorovaikutuksiin. Tutkimusten mukaan silmän ja 
käden välisen koordinoinnin palautteen on oltava vähemmän kuin 100-200 millisekuntia, jotta käyttö tuntuisi sulavalta. Sekunnin aikaskaala on riittävä syy-seuraus –tyyppisille tapahtumille, kuten napin painamisesta seuraavalle navigaatiolle. Pidemmät kuin viiden sekunnin mittaiset viiveet taas aiheuttavat käyttäjille mielipahaa ja vaikeuttavat tehtävään keskittymistä [59]. Koska mobiililaitteiden kosketusnäyttöjen vasteajat vaihtelevat, laitteiden käyttökokemus vaihtelee 
myös kosketuksen herkkyyden suhteen. Yleisesti voidaan kuitenkin sanoa, että laitteiston puolesta 
päästään helposti 100-200 millisekunnin vasteaikoihin, sillä modernien laitteiden vasteajat liikku-vat noin 70-130 millisekunnin välillä. Sulavuudessa on kuitenkin laitekohtaisia eroja, sillä esimer-kiksi iPhone 5:n kosketuksen vasteaika on puolitoistakertaa nopeampi Galaxy S4:ään ja Lumia 928:aan verrattuna [60]. Laitekohtaisten erojen ohella koodissa on huolehdittava myös siitä, että päätelaitteiden ohjaustoi-
mintojen erityistarpeet huomioidaan kunnolla. Painikkeiden ja linkkien vasteaikojen säätämisen 
lisäksi myöskään pidemmät latausajat eivät saisi huomattavasti vaikeuttaa käyttöä tai johtaa käyttä-
jää harhaan. Tyypillinen ratkaisu onkin näyttää ruudulla latausindikaattori. Ratkaisuja Web-
pohjaisten mobiilisivustojen optimointiin esitellään tarkemmin luvussa 5.3.2. 
4.3.5 Erilliset mobiilisivustot ongelmallisia 
AÄ lypuhelinkäyttäjät ohjataan usein sivuston erilliseen mobiiliversioon. Niiden ongelmana ovat 
erillisen toteutuksen lisäksi sivustoihin usein liittyvät kon�iguraatiovirheet, mihin esimerkiksi 
Google on päättänyt puuttua heikentämällä sivustojen sijoittumista hakutuloksissa [61]. Virheelliset 
uudelleenohjaukset, joissa työpöytäsivusto uudelleenohjaa mobiilikäyttäjiä väärään osoitteeseen (kuva 4.4), tai toisinpäin, ovat tyypillisiä. Ne häiritsevät käyttäjiä ja johtavat helposti siirtymiseen muualle. Erillisten mobiilisivustojen tai muiden vaihtoehtojen sijaan myös Google suosittelee res-ponsiivista suunnittelua, eli suurin piirtein saman HTML:n tarjoamista kaikille laitteille ja CSS:n 
mediakyselyiden käyttämistä oikean renderöinnin valitsemiseen. 
                 www.esimerkki.com/      m.esimerkki.com/ 
                 www.esimerkki.com/foo     m.esimerkki.com/foo 
                 www.esimerkki.com/bar     m.esimerkki.com/bar 
Kuva 4.4: Virheellisesti kon�iguroitu uudelleenohjaus. 
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4.4 Kehitystyökalut ja vaihteleva selaintuki HTML5-sovellusalustan suosio on aiheuttanut kehitystyökalujen räjähdysmäisen lisääntymisen. Erilaisia sovelluskehyksiä, apukirjastoja, JavaScriptiksi kääntyviä kieliä ja CSS:n esikäsittelijöitä 
kehitetään jatkuvasti lisää. Myös selainten vaihtelevia ominaisuuksia varten on apuvälineitä, jotka 
mahdollistavat uusien ominaisuuksien käytön vanhoissakin selaimissa. Muodostuva abstraktioker-
ros ja etäisyyden lisääntyminen itse Web-alustaan saattaa kehittäjien näkökulmasta tuntua vaikeal-ta, mutta vahva yhteisön panos auttaa myös standardointityön tarpeiden tunnistamisessa ja sitä kautta Web-alustan kehittymisessä. Esimerkiksi muuttujien lisäämiseksi CSS:ään on jo oma määrit-
telynsä tekeillä (Cascading Variables) [34]. 
Kehitystyökalut kattavat laajasti kaikki laitteet hiirellisistä työpöytäkoneista kosketusnäytöllisiin 
tabletteihin ja älypuhelimiin. Valmiita dokumenttipohjia ja käyttöliittymän osia, sekä JavaScript-apukirjastoja, tarjoavat sovelluskehykset ovat suosittuja, sillä hyväksi havaituilla työkaluilla ja 
käytännöillä aikaa ja vaivaa säästyy. Esimerkiksi mobiilikäyttöön kehitetty ja kosketusnäytöille optimoitu jQuery Mobile6 tarjoaa paljon valmiita komponentteja ja teemoja natiivin sovelluksen 
käyttökokemuksen toteuttamiseen suosituimmilla mobiilialustoilla. Laajemmalle laitekannalle suunniteltu Twitter Bootstrap7 tarjoaa käyttöliittymäosien lisäksi HTML- ja CSS-suunnittelupohjia esimerkiksi sivuston typogra�iaan ja lomakkeisiin, sekä responsiiviseen suunnitteluun liittyviä 
ruudukkojärjestelmiä. Valmiita JavaScript-komponentteja, kuten karuselleja ja pudotusvalikoita, on 
myös helposti saatavilla. Tutkielman kannalta tärkeitä työkaluja esitellään tarkemmin luvussa 5. 
Kun suunnittelun lähtökohtana on laajasti käytetty verkkosivusto, käytetyissä komponenteissa 
pitää huomioida käyttäjäkunnan yleisimmät selaimet ja laitteet. Kuvassa 4.5 esitetty graa�i havain-nollistaa mobiiliselainten eroja ja perustuu html5test.com:n testeihin, jotka kerätään automaattises-ti eri selaimista. Sen perusteella nähdään, että selainten välillä esiintyy huomattavia eroja: 
Blackberry, Opera, Firefox, Chrome ja iOS (Safari) tarjoavat kattavimman tuen standardoiduille ominaisuuksille, ja Windows Phone 8 (Internet Explorer) sekä Android 4.0:n oma selain puutteelli-simman. Android-versiosta 4.1 (Jelly Bean) lähtien oletusselaimena on Chrome ja siksi tummansi-
ninen käyrä katkeaa kesken. 
                                                             6 http://jquerymobile.com/ 7 http://getbootstrap.com/ 
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Kuva 4.5: HTML5-ominaisuuksien tuen kehitys mobiiliselaimissa. Samojen testien perusteella myös työpöytä- ja tabletselainten tuki on vaihtelevaa, mutta selainten 
menestys miltei samanlaista kuin mobiiliselainten kohdalla, eli laitetyypistä riippumatonta. Työpöy-
täselaimissa selvästi heikoin on edelleen Internet Explorer (IE) ja tableteissa sen lisäksi Android 
4.0:n oma selain. Testimenestyksen perusteella pienistä laitekohtaisista eroista huolimatta parhaita ja tasaisimman tuen tarjoavia selaimia ovat Chrome, Opera, Firefox ja Safari. Selaimista Chrome ja 
Firefox ovat ainoita itsestään uusimpaan versioon päivittyviä eikä vanhoihin Windows-versioihin ole edes mahdollista saada uusimpia IE-versioita. 
4.5 Suorituskyky 
Selainta voidaan pitää käyttöjärjestelmän päällä ajettavana abstraktiotasona, jota käytetään yhdis-telemällä eri tavoin HTML:ää, CSS:ää ja JavaScriptia. Käyttötilanteesta riippuen abstraktiotaso vie veron verrattuna natiiviin tapaan tehdä sama asia. Jotkut abstraktiotason osat ovat nopeampia, 
koska ne vastaavat alla olevan käyttöjärjestelmän kutsuja tai systeemikirjastoja läheisesti, kuten 
Canvas2D MacOS:llä. Toiset osat ovat hitaita, koska niillä ei ole vastaavaa käyttökohdetta käyttöjär-
jestelmässä ja ne ovat luonnostaan monimutkaisia, kuten DOM-puun muokkaaminen [62].  Selainten kehittämisen ja JavaScriptin laadun parantamisen ohella verkkosivujen ja sovellusten nopeutta voidaan parantaa eri keinoin. Ennen sivujen renderöintiin ja latausnopeuden optimointiin 
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tutustumista käsittelemme sivulatauksen suoritusjärjestyksen ladattavien osien järjestyksestä 
lähtien. Verkkosivuilla selain lataa ensin HTML:n ja sen jälkeen ulkoiset resurssit siinä järjestyksessä, missä 
ne kohdataan dokumentin merkkauksessa. Tyypillisesti ensimmäinen resurssi on CSS-tyylitiedosto, jota seuraavat JavaScript-tiedostot. Seuraavaksi JavaScript suoritetaan ja DOM päivitetään, jos sitä muokataan. HTML:n, CSS:n ja JavaScriptin lataus voi tapahtua osittain rinnakkain, mutta synkroni-sesti JavaScriptia head-elementissä lataavan sivun ensimmäinen renderöinti kestää skriptien latau-tumiseen ja DOM:n päivitykseen asti. Lisäksi, jos suoritettu JavaScript muokkaa DOM:ia ennen DOM-puun sulkemista, dokumentin läpikäyminen alkaa uudestaan siitä, missä JavaScript kohdat-tiin. Tällöin renderöintiä ei voida tehdä aiemmin asteittaisen parantamisen periaatteiden mukaan (luku 4.3.1) ja siksi tavallinen tapa on hyödyntää asynkronisia latauksia. 
4.5.1 Renderöinti 
Selaimen renderöintimoottori piirtää verkkosivun näytölle. Yleisimpiä niistä ovat IE:n Trident, 
yleisimmin Firefoxin käyttämä Gecko, Safarin WebKit ja Chromen sekä Operan käyttämä Blink, joka 
on haarautettu WebKitistä. Ne vastaavat esimerkiksi HTML-dokumenttien ja kuvien näyttämisestä, 
joiden tyylit on määritelty CSS:llä, sekä muiden formaattien esittämisestä erilaisten selainlisäosien avulla. Renderöintimoottori lataa dokumentin sisältöä verkkokerrokselta yleensä 8 kilotavun osissa, ja sen toimintaa voidaan kuvata seuraavasti (kuva 4.6): 
 
Kuva 4.6: HTML:n jäsentämisestä sivun renderöintiin. 1. Renderöintimoottori jäsentää HTML-merkkauksen ja muuntaa elementit DOM-noodeiksi si-sältöpuuhun. Moottori jäsentää myös CSS-tiedostojen ja style-elementtien tyylidatan, jota 
käytetään muiden HTML:n sisältämien visuaalisten ohjeiden kanssa renderöintipuun muo-dostamiseen. 2. Renderöintipuu muodostetaan. Se sisältää visuaalisilla ominaisuuksilla, kuten väreillä ja mittasuhteilla, varustettuja suorakulmioita, jotka on järjestetty samoin kuin ne esitetään 
näytölläkin. Se voi poiketa oleellisesti DOM-puusta, sillä esimerkiksi piilotetut elementit ja 
niiden lapsinoodit puuttuvat renderöintipuusta kokonaan. 3. Renderöintipuun muodostamisen jälkeen alkaa layout-prosessi, jossa jokaiselle noodille an-
netaan tarkat koordinaatit näytölle sijoittumisen suhteen. 4. Lopuksi renderöintipuu käydään läpi ja jokainen noodi piirretään näytölle. 
HTML:n jäsentäminen DOM-puunmuodostamiseksi Renderöintipuunmuodostaminen Renderöintipuunlayout Renderöintipuunpiirtäminen
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Renderöinti on asteittain etenevä prosessi, ja paremman käyttökokemuksen takia sisältöä yritetään 
näyttää heti kun se on mahdollista [63]. Koko HTML:n latautumisen ja jäsentämisen valmistumista 
ei siis odoteta renderöintipuun muodostamiseksi ja noodien sijoittelemiseksi, vaan osia sisällöstä 
jäsennetään ja näytetään, kun prosessi jatkuu muun verkosta latautuvan sisällön osalta. Aiemmin resurssien latautumisen valmistumista kuvaava window.onload-tapahtuma oli melko 
tarkka mittari sivun käyttäjän havaitsemalle valmistumiselle. Koska nykyään JavaScriptin, CSS:n ja 
Ajaxin käytön lisääntymisen myötä renderöinnissä voi kestää latautumista huomattavasti pidem-
pään, tai toisinpäin renderöinti valmistua ennen kuin kaikki sisältö on latautunut, renderöintiajan mittaaminen on parempi mittari käyttäjän havaitsemasta nopeudesta. Se kertoo kuinka kauan 
kestää, että ensimmäinen selaimessa näytettävä sisältö on valmistunut eikä muutu. Mittaustyökalut, kuten www.webpagetest.org ja Page Speed, ovat hyödyllisiä lataus- ja renderöintiaikojen (above-the-
fold content) tarkistamisessa. 
Käyttäjän havaitsemalla latausajalla on todettu olevan merkittävä vaikutus verkkosivujen käyttöön. Esimerkiksi analytiikkayhtiö KISSMetricsin tutkimuksessa (kuva 4.7), joka perustuu muun muassa 
sisällönjakeluverkko Akamain dataan, pidempi latausaika johtaa helposti sivulta poistumiseen [64]. 
Suuryritykset, kuten Walmart, ovat tehneet samanlaisia löydöksiä: jokaisen sekunnin parannus latausajassa nostaa konversioprosenttia jopa kahdella [65]. Vahvasti sivuston nopeaan käytettävyy-
teen kytköksissä olevalla latausajalla on siis merkittävä vaikutus liiketoiminnan tuottavuuteen ja 
kävijämääriin. 
 
Kuva 4.7: Latausajan vaikutus verkkosivulta poistumiseen [64]. 
4.5.2 Optimointi Suorituskykyä voidaan tarkastella selaimen ja verkon suorituskyvyn kannalta; tarkemmin tiedon-
siirtoon kuluvan ajan, laskennan ja renderöinnin suhteen. Mobiililaitteissa kaikki toimii hitaammin, 
39  mutta erityisesti latausaikaan vaikuttavien tekijöiden huomiointi on tärkeää, sillä laitteita käytetään usein nopeudeltaan ja luotettavuudeltaan vaihtelevissa verkoissa, kuten 3G-verkossa. Sovellusmais-
ten verkkosivujen yleistyessä ja ladattavan sisällön lisääntyessä on parempi, mitä nopeammin 
renderöinti voidaan suorittaa ja käyttäjäinteraktiot ovat mahdollisia. Kiinnittämällä huomiota seuraaviin tekijöihin, sivujen latausaikaa ja renderöintiä voidaan nopeuttaa [66, 67, 68]: 
• HTTP-pyyntöjen vähentäminen 
Tyypillisesti vain murto-osa verkkosivun latausajasta kuluu HTML-dokumentin siirtoon, sillä valtaosan ajasta vie suurikokoisten komponenttien, kuten kuvien, siirto. Siksi helpoin tapa la-tausajan nopeuttamiseen on komponenttien karsiminen ja samalla HTTP-pyyntöjen vähentä-minen. HTTP-pyyntöjä voi vähentää myös yhdistelemällä resurssitiedostoja, kuten CSS-, JavaScript- ja kuvatiedostot, sillä mitä vähemmän rinnakkaisia yhteyksiä on, sitä nopeammin si-vut latautuvat. Esimerkiksi kymmenen ikonia voidaan yhdistää yhdeksi sprite-kuvaksi, jolloin HTTP-pyyntöjen määrä laskee kymmenestä yhteen. Sama koskee useampaa CSS- ja JavaScript-
tiedostoa, jotka kannattaa pyrkiä mahdollisuuksien mukaan yhdistämään. 
• Verkkotunnusten hajauttaminen (Domain sharding) Erityisesti vanhemmilla selaimilla verkkotunnuskohtaisten resurssien rinnakkaisten latausten 
lukumäärää rajoitetaan paljon. Hajauttamalla ladattavat resurssit useamman eri verkkotunnuk-
sen kesken rinnakkaiset lataukset toimivat tehokkaammin tiettyyn rajaan asti. 
• Sisällönjakeluverkon käyttö (Content Delivery Network) Staattisten harvoin muuttuvien resurssien, kuten kuvien, fonttien, JavaScript-kirjastojen ja eri-
laisen mediasisällön tarjoaminen maantieteellisesti lähellä käyttäjää voi nopeuttaa sivulatauk-
sia huomattavasti. Sisällönjakeluverkot voivat olla hyödyllisiä, jos sivustoa käytetään maantieteellisesti laajalla alueella. 
• Erääntymisotsakkeiden lisääminen (Expire header) 
Sivuston erääntymisotsakkeet kertovat selaimelle, välityspalvelimelle ja sisällönjakeluverkolle 
kuinka kauan resurssi on voimassa ja koska päivitetty versio pitää noutaa. Pitkälle tulevaisuu-
teen asetetut erääntymisotsakkeet voivat vähentää HTTP-pyyntöjen ja latausten määrää resurs-sin ensimmäisen latauksen jälkeen, kun se voidaan verkon sijasta noutaa selaimen välimuistista. 
• Gzip-pakkauksen käyttö HTTP-vastausten kokoa voidaan pienentää pakkaamalla erityisesti kaikki tekstipohjainen sisäl-
tö. Tutkimusten mukaan Gzipin käyttö pienentää siirrettävän datan määrää noin 70 %, millä on huomattava vaikutus resurssien noutamisen kestoon ja säästyneeseen kaistaan.  
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• CSS:n sijoittaminen dokumentin alkuun Tyylitiedosto kannattaa sijoittaa dokumentin alkuun ennen muita ulkoisia resursseja. Varmis-
tamalla, että renderöinti alkaa vasta tyylien latauduttua, sivuston esitys on esimerkiksi käyttö-
liittymän osalta sellainen kuin pitääkin, muun sisällön mahdollisesti vielä latautuessa. 
• JavaScriptin sijoittaminen dokumentin loppuun Koska skriptien lataaminen estää rinnakkaiset lataukset, JavaScript-tiedostot kannattaa sijoittaa 
dokumentin loppuun. Siten sivun renderöinti ei esty ennen tarvittavien skriptien lataamista, vaan ne latautuvat vasta muun sisällön latautumisen jälkeen. Toisaalta jos renderöinti valmis-
tuu, mutta JavaScript ei ole vielä latautunut, tapahtumakuuntelijoita ei ole voitu kytkeä DOM-
elementteihin. Tällöin esimerkiksi mahdolliset klikkaukset eivät toimi. 
• DNS-hakujen vähentäminen 
Sivuston latauksessa tehtävä DNS (Domain Name System) –hakujen lukumäärä vastaa sivuston resurssien URL-osoitteissa käytettävien uniikkien verkkotunnusten lukumäärää. Verkkotunnus-
ten lukumäärää laskemalla DNS-hakujen määrä pienenee ja vasteajat paranevat, mutta samalla 
myös mahdollisuus rinnakkaisiin latauksiin huononee. Rinnakkaisuudesta on tiettyyn asteeseen 
asti hyötyä, vaikka verkkotunnusten määrä lisääntyisikin. 
• JavaScriptin ja CSS:n pakkaaminen 
Verkossa siirreltävän datan pienentämiseksi JavaScript-koodi ja CSS kannattaa pakata mahdolli-simman pieneen tilaan siten, että tyhjä tila, rivinvaihdot, kommentit ja muut koodiin vaikutta-mattomat osat poistetaan tai typistetään. Tyylitiedostojen käyttö kannattaa suunnitella siten, 
että tarpeettomia tyylisääntöjä ei ladata. Jotta operaatio voidaan tehdä, JavaScript ja CSS kan-nattaa sijoittaa omiin tiedostoihinsa, mistä on hyötyä myös välimuistin käytön kannalta. 
• Uudelleenohjausten välttäminen Uudelleenohjaukset ovat sivujen latausajan kannalta haitallisia. HTML-dokumenteille tehtäviä uudelleenohjauksia käytetään joskus esimerkiksi mobiilisivustolle ohjaamiseen. 
• Kuvien optimointi 
Koska kuvat vievät verkkosivujen koosta keskimäärin puolet ja sivujen latausaika korreloi vah-vasti datamäärän kanssa, kuvien kokoa pienemmäksi optimoimalla latausaikoja on helppo pa-rantaa. Optimoinnilla ei useinkaan ole havaittavia vaikutuksia kuvien laatuun, mutta koko voi 
pienentyä merkittävästi. 
• ETagien kon�igurointi 
Web-palvelin ja selain voivat validoida verkkosivuston välimuistiin tallennetut resurssit niiden versiokohtaisia ETageja (Entity Tag) käyttämällä. Verrattuna last-modi�ied daten käyttöön ETagit 
ovat joustavampia, sillä jos esimerkiksi resurssi muuttuu selain- tai laitekohtaisesti, sen uusi, se-
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laimelle uudelleen noutamisen tarvetta viestivä tila, voidaan ilmaista ETagilla. Jos selaimen pi-
tää validoida resurssi, se käyttää If-None-Match-otsaketta ETagin palvelimelle lähettämiseen. Jos ETag täsmää, vain 304 Not Modi�ied –statuskoodi palautetaan ja vastauksen koko pienenee. 
ETagien yhtenä ongelmana on se, että ne eivät täsmää, jos resurssin lataamiseen käytetty palve-lin ei ole koko ajan sama. 
• Ensilatauksen pienentäminen 
Web-sovellusten muistuttaessa yhä enemmän perinteisiä työpöytäsovelluksia, ensilatauksen (bootstrapping) kokoon on kiinnitettävä huomiota. Sivujen nopea latautuminen ja renderöinti 
on tärkeintä eikä tarpeetonta JavaScript-koodia ja muuta sisältöä kannata ladata ennen kuin nii-
tä tarvitaan. Suuren ensilatauksen sijaan resursseja tulisi ladata tarpeen mukaan ja suoritusta 
estämättömästi. Asynkronisilla latauksilla tarpeellisten resurssien noudot tapahtuvat vasta kun 
käyttöliittymän ja muiden tärkeimpien toimintojen tarvitsema koodi on ensin ladattu ja sivu 
renderöity. 
• Etukäteishakujen tekeminen Sivustolla käytettyjen resurssien DNS-osoitteet, sekä esimerkiksi jotkin kuvat ja sivut, voidaan 
ladata selaimeen etukäteen (prefetch). Näin resurssit ovat tarvittaessa nopeammin saatavilla. 
Esilataukset voidaan määritellä head-elementin metatietoina. 
• Uudelleenpiirron minimointi 
Käytettävyyttä heikentävää sivujen uudelleenpiirtoa voidaan vähentää esimerkiksi määrittele-
mällä kuvien koot HTML:ään, käyttämällä taulukoita vain tabulaariseen dataan, asettamalla 
merkistökoodaus ja välttämällä DOM:n uudelleenjärjestelyä. Esimerkiksi DOM:iin tehtävät ele-
menttien lisäykset tai siirtelyt, sekä tyylimäärittelyt JavaScriptilla, aiheuttavat uudelleenpiirron ainakin osaan sivua. 
Edellisten optimointikeinojen lisäksi myös itse HTTP-protokollaan on tulossa parannuksia. 
HTTP/2.0:n, joka käyttää Googlen kehittämää SPDY-protokollaa pohjana, päämääränä on laskea verkkosivujen latenssia ja parantaa tietoturvaa. Se sisältää erilaisia priorisointeja ja multiplexing-
tekniikoita, joiden avulla yksi yhteys asiakasta kohden riittää. Siksi myöskään esimerkiksi sivuston 
ikoneita yhdistäviä sprite-kuvia ei enää tarvita. SPDY:n toteuttavissa protokollissa käytetään TLS-salausta laajasti ja HTTP-otsakkeet ovat pakattuja [68].  
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5 SAK:n mukautuva verkkosivusto SPA-mallilla 
SAK:n verkkosivuston www.sak.�i uudistus toteutettiin kahdessa osassa vuosien 2012 ja 2013 
aikana, ennen tämän tutkielman kirjoittamista. Toteutus aloitettiin työpöytäsivustosta, ja noin vuoden kuluttua valmistumisesta, toukokuussa 2012, se muutettiin tukemaan paremmin myös mobiililaitteita. Työpöytäsivusto säilyi taitoltaan samana, mutta näyttökokojen ja päätelaitteiden tuki parani. Sivusto toteutettiin sovellusmaisesti toimivana, yksisivuisena sovelluksena (luku 4.1). Toteutukseen sisältyi myös CMS (Content Management System) ja taustajärjestelmä, mutta tutkiel-
massa keskitytään erityisesti selainsovelluksen tarkasteluun ja mobiilioptimointiin. 
Kahdessa vaiheessa toteutettu projekti, jonka molempia osia voidaan käsitellä omina kokonaisuuk-sinaan, tarjosi ihanteelliset olosuhteet mittauksille ja erityisesti empiriaosalle asetettuihin toiseen ja kolmanteen tutkimuskysymyksiin vastaamiseksi: miten voidaan toteuttaa moderneihin Web-
tekniikoihin perustuva sovellus tai verkkosivusto, joka toimii sujuvasti valtaosassa tämän päivän 
pirstoutuneessa laitekannassa (2) ja miten SPA-mallilla toteutettu työpöytäkäyttöön suunniteltu 
runsassisältöinen verkkosivusto voidaan muuntaa sopivaksi mobiililaitteille (3). Tutkimuskysymyk-siin vastaamiseksi SAK:n verkkosivustoa oli tarkasteltava eri osatekijöiden suhteen, joista kukin 
käsittelee osaltaan laajalla laitekannalla toimivan verkkosivuston edellytyksiä ja toteutusta, sekä sivuston muuntamista sopivaksi mobiililaitteille: 
• Toteutus ja arkkitehtuuri – selain- ja palvelinsovellusten optimointi 
• Käyttökokemus – erityisesti mobiililaitteissa 
• Suorituskyky – resurssien käyttö ja erityisesti latausajat työpöytä- ja mobiililaitteissa Asiat käsitellään seuraavassa järjestyksessä: Luvussa 5.1 kuvataan tutkimusmenetelmät: mitä tutkittiin ja miten. Luvussa 5.2 esitellään sivuston pääpiirteinen toteutus ja arkkitehtuurivalinnat. Luvussa 5.3 tarkastellaan laajan laitetuen mahdollistamista ja sen vaikutuksia käyttökokemukseen. 
Luvussa 5.4 esitellään mobiilioptimoinnin toteutus ja mitataan sivuston suorituskykyä erityisesti mobiililaitteissa. Luvussa 6 tuloksia arvioidaan kokonaisuuden kannalta. 
5.1 Tutkimusmenetelmät Sivuston kokonaisvaltainen tarkastelu edellytti mittauksia edellä määriteltyjen osatekijöiden suh-teen. Koska työpöytä- ja mobiilisivusto eroavat toisistaan sekä ulkoasultaan että ladattavilta data-
määriltään, ja lisäksi joitakin laitekohtaisia eroja esiintyy, tarkastelu oli suoritettava osittain oikeilla 
testilaitteilla. Testeissä käytettiin tutkielman kirjoitushetkellä tuotantokäytössä ollutta SAK:n verkkosivustoa, mutta osittain jouduttiin hyödyntämään versionhallinnasta saatavaa vanhaa koodia ja tietokannan dataotoksia ennen mobiilioptimoinnin käyttöönottoa. 
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Sivuston toteutusta ja arkkitehtuuria arvioitiin erityisesti selainsovelluksen suhteen. Käytettyjen 
ohjelmistokehysten ja eri haasteita ratkaisseiden apukirjastojen ja työkalujen lisäksi huomiota kiinnitettiin SPA-mallin runsassisältöiselle verkkosivustolle asettamiin haasteisiin, niiden ratkaisui-hin ja vaihtoehtoihin ratkaisujen parantamiseksi. 
Käyttökokemuksen arvioinnissa keskityttiin erityisesti siihen, miten SPA-malli ja responsiivinen uudistus vaikuttivat sivuston käyttöön mobiililaitteilla. Varsinaista käytettävyystestausta ei siis 
tutkielmaan sisältynyt. Lisäksi tutkittiin haasteita, jotka asteittaisen parantamisen (luku 4.3.1) periaatteiden vastainen toteutusjärjestys mobiilioptimoinnille aiheutti. Koska sivuston ulkoasun suunnittelijat, testaajat ja toteuttajat olivat osittain eri tahoja, saatiin keskusteluista ja toteutuksen aikaisista ongelmista sekä ratkaisuista tutkielman ja tulevaisuuden kannalta arvokasta tietoa. 
Suorituskykyä mitattiin datamäärien, resurssien käytön ja latausaikojen suhteen sivuston työpöytä- ja mobiiliversioissa nopeassa verkossa ja simuloidussa 3G-verkossa. Eri versioiden vertailua tehtiin 
Chromen kehitystyökaluilla ja JMeterillä tutkimalla vastauksia HTTP-pyyntöihin eri UA-otsakkeilla. 
Suorituskykyyn ja käyttökokemukseen liittyvien haasteiden tutkiminen edellytti kuitenkin myös laitekohtaista manuaalista testausta. 
Sivuston valmistumisen jälkeen tapahtuvassa retrospektiivisessä tutkielmassa on huomattavia 
etuja: käyttäjät tunnetaan laitekannan ja sivustolla toimimisen suhteen. Ennen mobiilioptimoinnin 
käyttöönottoa sen vaikutuksia sivuston käyttöön ei ollut mahdollista tietää. Siksi tutkielmassa on joiltain osin hyödynnetty myös Google Analyticsin tarjoamaa sivuston käytön analytiikkaa, millä 
pyrittiin vahvistamaan tehtyjä havaintoja ja kehitysehdotuksia. 
5.2 Toteutus ja arkkitehtuuri SAK:n uudistuksen tavoitteena oli erottautua nykyaikaisen arkkitehtuurin mahdollistamalla hyvällä 
käyttökokemuksella. Koska erityistä mobiilitukea ei tilattu toteutuksen ensimmäisessä vaiheessa, 
käyttökokemus etenkin älypuhelinten pienillä näytöillä oli huono. Tarve mobiilituelle nähtiin kui-
tenkin myöhemmin. Sivuston arkkitehtuurissa tehdyt valinnat voidaan tiivistää seuraavasti: 
• Lähtökohtana SPA-malli, jossa selainsovellus ja taustajärjestelmä ovat irtikytkettyjä ja jär-
jestelmä muodostuu kahdesta itsenäisestä REST APIn yli kommunikoivasta osasta. Valinnal-la mahdollistettiin tavoiteltu parempi käyttökokemus monisivumalliin verrattuna, koska se tarjoaa paremman vuorovaikutteisuuden ja sovellusmaisen toiminnan (luku 4.1.1). 
• Sisäänrakennettu mobiilituki, johon sisältyy ruutukokoon ja resoluutioon mukautuva res-ponsiivinen sivutaitto, sekä palvelinsovelluksen optimointi. Valinnalla mahdollistettiin toi-minta laajalla laitekannalla ja laitekohtaisen sisällön tarjoaminen ilman tarvetta erilliselle mobiilisivustolle (luku 4.3). 
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5.2.1 Päätelaitteiden tuki 
Sivuston työpöytä- ja mobiiliversioita kehitettäessä käyttökokemus ja suorituskyky varmistettiin laajalla laitekannalla ja usealla eri selaimella. Testilaitteet ja selaimet valittiin niiden suosioon perustuen, mutta myös vanhemmat mallit pyrittiin huomioimaan. Responsiivinen sivutaitto edellyt-ti kuitenkin vähintään mediakyselyiden tukea (luku 3.2.1). Päätelaite- ja selainkanta on listattu taulukkoon 5.1 ja sitä hyödynnetään osittain myös tutkielman testeissä. 
Päätelaite Käyttöjärjestelmä / Selain 
Pöytätietokone tai kannettava Windows XP, 7 ja OS X / Chrome, Firefox, IE 8+, Safari Apple iPhone 4S ja 5 iOS 6.1 / Safari 
Samsung Galaxy Nexus 
Samsung Galaxy S II 
Samsung Galaxy Gio 
Android 4.2.1 / Chrome 
Android 4.0.4 / Android, Chrome, Firefox Android 2.3.6 / Android Nokia Lumia 920 Nokia Lumia 800 Windows Phone 8 / IE Windows Phone 7.8 / IE Apple iPad versio 2 (tablet) iOS 6.1 / Safari 
Samsung Galaxy Tab 2 10.1 (tablet) Android 4.0.4 / Android, Chrome, Firefox 
Taulukko 5.1: Toteutuksessa käytetyt päätelaitteet, käyttöjärjestelmät ja selaimet. 
5.2.2 Taustajärjestelmä SPA-lähtöisen arkkitehtuurin edellytyksinä olivat hakukonerobottien ja vanhojen selainten tuki, 
sillä malli on niiden kannalta haasteellinen (luku 4.1.2). Laajaa laitekantaa tukevana sivustona 
taustajärjestelmältä (kuva 5.1) edellytettiin myös mukautumista responsiivisuuteen (luku 4.3.2) 
Edellytetyt ratkaisut toteutettiin käyttämällä palvelinsovelluksessa JavaScript-pohjaista Node.js:ää8, joka tarjoaa modernien selainten käyttämän SPA-mallin tarvitsemat resurssit REST APIn yli, mutta 
mahdollistaa myös samojen JavaScript-pohjaisten sivupohjien jakamisen selainsovelluksen ja 
taustajärjestelmän kesken. SPA-mallissa sivupohjat ladataan JavaScript-muuttujissa, jolloin Noden Express9-sovelluskehyksen avulla niistä pystytään muodostamaan myös monisivumallin mukaiset HTML-sivut, jotka hakukonerobotit ja vanhat selaimet saavat palvelimen renderöiminä. Noden käyttö palvelinalustana oli edistyksellistä, sillä JavaScript-pohjaisten alustojen käyttö on 
yleistynyt vasta hiljattain [69]. Node koostuu Googlen nopeasta V8–JavaScript-moottorista I/O-
kirjastolla ja sovellusliittymillä. Tavalliseen Web-palvelimien monisäikeiseen lähestymistapaan verrattuna se perustuu tapahtumapohjaiseen, suoritusta estämättömään asynkroniseen I/O-malliin, joka mahdollistaa tehokkaan toiminnan korkean kuormituksen alla ja helpottaa skaalautu-                                                             8 http://nodejs.org/ 9 http://expressjs.com/ 
45  vien verkkosovellusten toteuttamista. Koska palvelun tietokantana käytettiin dokumentit BSON 
(Binary JSON) -objekteina varastoivaa MongoDB10-tietokantaa, toteutus perustuu lähes kokonaan JavaScriptiin. Tämä on tutkielmassa merkityksellistä erityisesti sivupohjien jakamisen mahdollista-jana. Sivuston resurssit tarjoavaksi edustapalvelimeksi valittiin Nginx11 ja käyttöä nopeuttavaksi väli-muistiratkaisuksi Varnish12. Ennakoitu liikenteen piikkimäinen kuormitus asetti palvelinarkkiteh-
tuurille erityishaasteita, joten palvelu sijoitettiin Amazonin Elastic Compute Cloud –pilvialustalle Irlantiin. Sen avulla instansseja (Elastic AWS instance) voidaan lisätä ja vähentää automaattisesti, 
sekä kuormaa tasata niiden kesken (ELB). Sivuston kuvat sijoitettiin Amazonin nopeaan CloudFront-sisällönjakeluverkkoon, joka jakelee ne maantieteellisesti lähimmästä sijainnista, tässä tapauksessa Ruotsista. 
 
Kuva 5.1: SAK:n taustajärjestelmä. 
                                                             10 http://www.mongodb.org/ 11 http://nginx.org/ 12 https://www.varnish-cache.org/ 















5.2.3 Selainsovelluksen rakenne ja toiminta: SPA- ja monisivumalli Yksisivuinen selainsovellus (SPA-malli) toteutettiin MV*-arkkitehtuurin (luku 4.2) tarjoavalla Backbone.js13-kirjastolla. Backbonen pakollinen riippuvuus on Underscore.js14, joka tarjoaa välinei-
tä esimerkiksi funktionaaliseen ohjelmointiin ja sivupohjien tekemiseen. Lisäksi se tarvitsee näky-
miä varten kirjaston, kuten jQuery15, joka toimii DOM:n ja Backbonen välillä. Edellä esitettyyn perinteiseen MVC-arkkitehtuuriin nähden Backbone sisältää seuraavat komponentit (taulukko 5.2):  
Komponentti Kuvaus 
Backbone.Events Voidaan liittää kaikkiin objekteihin, mahdollistaen mukautettujen tapahtu-manimien sitomisen ja laukaisemisen. Objekteihin voidaan esimerkiksi sitoa 
takaisinkutsu, jolloin sitä kutsutaan kun tapahtuma laukaistaan (trigger). Malli on samankaltainen Publish/Subscribe-konseptin kanssa. 
Backbone.Model Data esitetään malleina, joita voidaan luoda, validoida, tuhota, lukea ja tallentaa palvelimelle, tai muuhun tallennustilaan, kuten localStorageen (luku 3.3.1). Kun käyttäjäinteraktio aiheuttaa mallin arvon muuttumisen, malli laukaisee muutosta-
pahtuman, jolloin kaikki mallin tilaa esittävät näkymät saavat muutoksesta tiedon 
ja päivittävät itsensä. 
Backbone.Collection Kokoelma malleja, jossa logiikka niiden järjestelyyn, �iltteröintiin ja koostamiseen. Tarjoaa tiedon mallien muutoksista muutostapahtumien kautta, sekä lisäys- ja poistotapahtumia. Kokoelma voidaan noutaa palvelimelta. 
Backbone.Router Sovelluksen ohjain, joka yhdistää URL-osoitteet funktioihin. 
Backbone.history Globaali ohjain hashchange-tapahtumien tai HTML5:n History-rajapintaan kuulu-van pushStaten (luku 3.1.4) käsittelyyn, oikean reitin etsimiseen ja takaisinkutsu-jen (callback) laukaisemiseen. 
Backbone.sync Kutsutaan aina kun mallia yritetään lukea tai kirjoittaa palvelimelle. Käyttää Ajax-tekniikoita REST-pohjaisten JSON-kutsujen tekemiseen ja palauttaa XMLHttpRe-
quest-tyylisen objektin. Sync voidaan myös yliajaa tekniikoilla, kuten localStorage 
ja Web Sockets (luku 3.3.2). 
Backbone.View Näkymä on uudelleenkäytettävä osa käyttöliittymää, joka esittää sen loogisen osan ja on vastuussa tietystä DOM-elementistä. Liitetään usein malliin, jolloin pystyy sen muutostapahtumien avulla renderöimään itsensä uudestaan uudella tiedolla. Voidaan myös pitää ohjaimena, joka välittää käyttöliittymän tapahtumia, jolloin HTML-sivupohjat toimivat todellisena näkymänä ja visuaalisena pohjana. 
Client-side Templates 
Sivupohjat erottavat esityksen ja logiikan siten, että niillä muodostetaan osa HTML-merkkausta mallien sisältämällä datalla. Staattiset HTML-sivupohjat 
liitetään dataan lisäämällä elementteihin dynaamisesti muodostettavaa sisältöä JavaScript-muuttujista (templatointi). Underscore käyttää oletuksena ERB-tyylisiä 
erotinmerkkejä JavaScriptin liittämiseen, mutta muitakin vaihtoehtoja on. Sivu-
pohjat voidaan esikääntää osaksi sovelluksen JavaScript-koodia, jolloin taustajär-
jestelmän REST API voi tarjota vain tarpeellisen datan. 
Taulukko 5.2: Backbone.js:n komponentit.                                                              13 http://backbonejs.org/ 14 http://underscorejs.org/ 15 http://jquery.com/ 
47  Selainsovelluksen toimintaa voidaan kuvata seuraavasti: Sivustolle tultaessa ladataan laitekohtaiset sivupohjat ja suurin osa käytetyistä kokoelmista. Navigaation tapahtuessa kaikki, paitsi mahdolli-sesti sivukohtainen data on valmiina muistissa, jolloin vain sisältö, kuten artikkelin teksti, noude-taan REST APIn yli. Tarkemmin käsittely etenee kuvan 5.2 mukaisesti: 1. Linkkien klikkaustapahtumien käsittelijä välittää linkit URL-osoitteina. 2. Tarkistetaan mitä sivua URL vastaa. 3. Jos kyseessä on sivun ensimmäinen renderöinti, alustetaan sivua vastaava näkymä. 4. Noudetaan sitä näkymää vastaava malli kokoelmasta REST APIn yli, jonka dataa palvelimen 
renderöinnissä ei ole mukana, ja lisätään tapahtumakuuntelijat. 5. Jos kyseessä ei ole sivun ensimmäinen renderöinti, vain malli on muuttunut. 6. Silloin riittää, että DOM päivitetään sivupohjaa käyttämällä. 
 
Kuva 5.2: SAK:n selainsovelluksen toiminta. 
Toteutustyön alkaessa sivuston datamäärä arvioitiin pieneksi. Asynkronisen lataamisen sijaan osa kokoelmista päätettiin esiladata HTML-tiedoston head-elementin JavaScript-muuttujissa, jotta 
navigaatio ja sisäiset linkit toimisivat SPA-mallilla mahdollisimman nopeasti sivujen renderöinnin 
jälkeen. Esiladattu data helpotti myös asynkronista ohjelmointia, koska tarvittava data oli aina valmiina muistissa. Mallit voitiin ladata asynkronisesti, jos tämä otettiin koodissa huomioon. SPA-mallissa on oletettu, että kaikki selainsovelluksen tarvitsemat kokoelmat on ladattu ennen 
linkkien käsittelyä, ja siksi sivusto käyttäytyy ennen tarpeellisen datan latautumista tavallisena monisivuisena verkkosivustona, eli hakee sivut palvelimelta. Koska SPA-mallin edellyttämien koko-elmien datasta suuri osa esiladataan ennen sivujen renderöintiä suoraan HTML-merkkauksessa, 
niin renderöinnin valmistuttua sivusto toimii nopeammin SPA-mallin mukaisesti, verrattuna siihen jos kaikki kokoelmat ladattaisiin asynkronisesti. Toisaalta asynkroniset lataukset johtaisivat pie-








48  5.1 on esimerkki esiladattavasta JSON-muotoisesta sivudatasta, joka sisältää erään artikkelin lataa-
miseksi REST APIn yli tarvittavat tiedot. Kun component_id:n mukainen sivu 
www.sak.�i/api/article/ae03627dd2b64425a428cf0942059b3d haetaan, saadaan vastaukseksi 
täydellinen artikkelidata, joka CMS:ään on syötetty. 
1. { 
2.   "subtitle": "", 
3.   "hidden": false, 
4.   "order": 1, 
5.   "type": "article", 
6.   "title": "Miten voi luottamus työpaikoilla?", 
7.   "link_text": "Miten voi luottamus työpaikoilla?", 
8.   "url": "miten-voi-luottamus-tyopaikoilla-2013-01-23", 
9.   "component_id": "ae03627dd2b64425a428cf0942059b3d", 
10.   "_id": "019b605f1c8f4ff98eee68368b095f3f", 
11.   "parent_page_id": "38b55d348cf74c6cadfc0e5e24e8f1ee", 
12.   "language": "fi", 
13.   "invalid": false 
14. } 
Koodilistaus 5.1: Esimerkki esilatauksen sisältämästä sivudatasta. Koodilistauksen kaltaisia erilaisia sivutyyppejä on sivustolla yhteensä 33, kuten article, blog ja 
event. Esiladattavan sivudatan lisäksi eri sivutyyppien sisältämää dataa ladataan renderöinnin 
valmistuttua asynkronisesti yhteensä lähes megatavu, joka on noin kolmasosa koko ladattavasta 
sisällöstä (luku 5.4.2). Oletettua suuremmasta sisällöstä johtuen SPA-mallin toteutus on muodos-tumassa ongelmaksi, sillä sisältö myös lisääntyy jatkuvasti (luku 6.3).  Sivuston monisivumallissa pääasiassa HTML5:n History-rajapintaa tukemattomille selaimille ja hakukoneroboteille palautetaan palvelimen valmiiksi renderöimät HTML-sivut (luku 3.1.4). SPA-mallin sivuhistorian toteuttamiseksi on muitakin tekniikoita, kuten ns. hashbang-URL, mutta toteu-
tuksessa epästandardeja tekniikoita päätettiin jättää tukematta. Monisivumallissa ei tarvita esila-
dattavaa tai asynkronisesti ladattavaa kokoelmien dataa, joten se on ensilataukseltaan huomattavasti kevyempi ja renderöityy nopeammin (luku 5.4.2), eli on nopeammin käytettävissä. 
Toisaalta huonona puolena navigaatio ja sisäiset linkit eivät toimi sovellusmaisen nopeasti, sillä jokainen sivu haetaan palvelimelta.    
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5.2.4 Työkalut ja apukirjastot Sivuston toteutuksessa käytettiin seuraavia työkaluja ja apukirjastoja: 
• Dokumenttipohja ja CSS:n alustaminen HTML5 Boilerplate16 tarjoaa monia yleisesti hyväksi havaittuja käytäntöjä projektien alkuvai-heeseen, mistä toiminnallisuutta on helppo lähteä laajentamaan. Sellaisia ovat esimerkiksi se-laineroista huolehtiminen ja HTML5-kielen piirteiden käyttöön saaminen CSS:n keinoin, sekä 
yksinkertainen dokumenttipohja HTML-merkkauksen aloittamiseen. Sivuston HTML- ja CSS-
määrittelyt aloitettiin valmiilla dokumenttipohjalla. 
• CSS:n laajennokset 
CSS:stä puuttuvat deklaratiivisenä kielenä esimerkiksi muuttujat, funktiot ja sisäkkäiset sään-
nöt, ja näitä puutteita paikkaamaan on kehitetty esikäännettäviä kieliä, kuten LESS17. Sen avulla CSS-määrittelyjen tekemistä voidaan yksinkertaistaa. Laajennetut määrittelyt käännetään taval-
liseksi CSS:ksi LESS:n esikääntäjän avulla. Sivuston CSS:n muodostamiseen käytettiin LESS:iä 
sen tarjoaman selkeän rakenteen, nopeuden ja ylläpidettävyyden vuoksi. 
• Selaintuki ja ominaisuuksien havainnointi Kaikki selainominaisuudet, kuten tuki uusille tietyille CSS-ominaisuuksille, eivät olleet kaikissa 
edellytetyissä selaimissa tuettuja. Sitä varten tarvittiin paikoitellen vaihtoehtoisen JavaScriptin 
tai CSS:n käyttöä. Vaihtoehtoisen koodin kohdistamiseksi selainominaisuudet pitää kuitenkin ensin tunnistaa. Tunnistamiseen sivustolla käytettiin Modernizr-apukirjastoa18, joka havaitsee selainominaisuudet sivulatauksen yhteydessä ja luo testituloksiin perustuvan JavaScript-olion, 
sekä lisää selainominaisuuksien mukaiset CSS-luokat html-elementtiin, kuten esimerkiksi 
over�lowscrolling tai no-over�lowscrolling. 
• jQuery 
JavaScriptin käyttöön liittyviä ongelmia ovat selainerot, sekä usein toistettavien asioiden edel-
lyttämä koodimäärä. Sellaisia ovat esimerkiksi asynkronisten HTTP-pyyntöjen tekeminen ja 
DOM:n käsittelyyn liittyvät funktiot, joilla muun muassa elementtien tyylimääreitä voidaan muuttaa. Sivustolla käytettiin DOM:n manipulointia helpottavaa jQueryä, sillä se yksinkertaistaa koodia ja piilottaa selainrajapintojen toteutuserot. 
• Require.js Yksisivuiset sovellukset koostuvat usein monista eri tiedostoihin järjestellyistä koodiosuuksista 
ja apukirjastoista, kuten Backbone.js ja jQuery, joista kukin sisältää toiminnallisuudesta tietyn                                                              16 http://html5boilerplate.com/ 17 http://lesscss.org/ 18 http://modernizr.com/ 
50  osan. Koska monilla niistä on keskinäisiä riippuvuuksia, on komponenttien latausjärjestyksen oltava oikea. Pitkälti samoin kuin perinteisten kehitysympäristöjen import toimii, Require.js19 
tarjosi keinot sivustolla käytettyjen JavaScript-tiedostojen määrittelyyn, riippuvuuksien täs-
mentämiseen, komponenttien tarpeen mukaan lataamiseen ja uudelleenkäyttöön. Skriptilataa-jan mahdollistaman modulaarisuuden ansiosta myös koodin laatu parani. 
5.3 Käyttökokemus Sivuston käyttökokemus on SPA-mallin ansiosta moderneilla selaimilla tavallista monisivumallia 
selvästi parempi. Yksisivuisen sovelluksen edut (luku 4.1.1) korostuvat erityisesti sivustoa selailta-essa: sivunvaihtoja ei ole ja toiminta on sulavaa. Viiveitä esiintyy käytännössä vain ensilatauksessa, jossa suurin osa selailussa tarvittavasta datasta ladataan valmiiksi muistiin. Laajemmin käyttökokemusta tarkastellaan laajan laitetuen mahdollistamisen kannalta. Ennen mobiiliuudistusta sivuston työpöytäversio oli etenkin älypuhelimilla vaikeakäyttöinen. Käyttöliit-
tymästä tai sisällöstä oli vaikea saada selvää ilman suurennoksen käyttöä (kuva 5.3), eikä myöskään 
kosketusnäyttöjen erityispiirteitä huomioitu. Jotta mobiililaitteiden tukea voitiin parantaa, sivusto 
päätettiin muuttaa responsiiviseksi. 
 
Kuva 5.3: SAK:n sivuston alkuperäinen työpöytäversio älypuhelimessa näytettynä.                                                              19 http://requirejs.org/ 
51  
5.3.1 Responsiivinen sivutaitto Responsiivinen sivusto toteutettiin CSS:n mediakyselyillä (luku 3.2.1), joilla määriteltiin eri taitto-moodit eri selainikkunan- ja näytön koille. Koodilistaus 5.2:n CSS-määrittelyn mukaisesti älypuhe-limet 767:n pikselin katkokohdasta alaspäin käyttävät tyylitiedostoa 320.less ja tabletit 768-959 
pikselin välillä tiedostoa 768.less; työpöytäselaimet käyttävät omia erillisiä tyylejään 960 pikselistä 
ylöspäin. Yhdessä alla esitetyn viewport-metatiedon kanssa sivusto skaalautuu älypuhelinten näyt-
töihin oikein. 
<meta name="viewport" content="width=device-width, initial-scale=1.0"> 
1. /* Most common smartphones */ 
2. @media only screen and (max-width: 767px) { 
3.     @import "320.less"; 
4. } 
5. /* Tablets (portrait) */ 
6. @media only screen and (min-width: 768px) and (max-width: 959px) { 
7.     @import "768.less"; 
8. } 
Koodilistaus 5.2: CSS3:n mediakyselyt eri ruutukokojen huomioimiseksi. 
Sivuston eri näkymät työpöytäkoneessa, tabletissa ja älypuhelimessa responsiivisen uudistuksen 
jälkeen on havainnollistettu kuvassa 5.4. Parannukset ovat selviä: teksti on luettavaa ilman suuren-nosta myös älypuhelimessa (vasemmalla alhaalla), kuvat näkyvät suurempina ja navigaatio on alasvetovalikon ansiosta kokonaan selailtavissa. Samanlaisia parannuksia tehtiin sivuston laajuises-ti eri elementteihin, jotka muutettiin haitarityyppisiksi. 
Myös tablet-version pystytilan uusi sivutaitto paransi käyttökokemusta, sillä oikeanpuoleisten 
widget-elementtien sijoittamisella alaosaan sivut ovat suurempia ja luettavampia. Vaakatilassa 
käytetään edelleen leveää tilaa paremmin hyödyntävää työpöytäversion taittoa. Huonona puolena 
koko navigaatio ei ole tableteilla kerralla selailtavissa, kuten työpöytäversiossa, jossa hiiren vienti 
navigaatioelementin päälle paljastaa sisällön. AÄ lypuhelimiin verrattuna ulkoasun muutos ei ollut 
yhtä merkittävä, mutta silti käyttökokemusta parantava. 
Kokonaisuudessaan sekä älypuhelimille että tableteille suunnatut taittomoodit paransivat käyttö-kokemusta, mutta pienempien näyttökokojen vuoksi älypuhelinten uudistus oli tarpeellisempi. 
Mediakyselyiden käyttö oli selvästi toimiva ratkaisu responsiivisen uudistuksen toteuttamiseksi, 
koska sen myötä erillistä, mahdollisesti ylläpidollisesti raskasta ja muutenkin ongelmallista, mobii-lisivustoa ei tarvittu (luku 4.3.5). 
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Kuva 5.4: SAK:n responsiivinen verkkosivusto. 
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5.3.2 Päätelaitteisiin mukautumisen haasteita 
Useampaan päätelaitteeseen mukautuminen on hyvin aikaa vievää, sillä huolellisesti toteutettu 
käyttöliittymä edellyttää eri selainmoottoreihin tutustumista ja testausta eri selain- ja laiteyhdis-
telmillä. Työpöytäselaimiin verrattuna mobiililaitteiden testauksessa on ongelmana se, että vain pieni osa laitekannasta on testaukseen saatavilla. Testausta automatisoivat työkalut ovatkin kasvat-
taneet suosiotaan; tyypillinen menetelmä on tarjota kuvakaappauksia sadoilla eri laitteilla. Sivuston 
käyttäjiin kannattaa kuitenkin tutustua ja laiteanalytiikkaa tutkia, jotta toiminta yleisimmillä lait-teilla voidaan varmistaa. Eri asiat, kuten kaistanleveys ja laitteen käyttöliittymä – hiiri ja näppäimis-
tö tai kosketusnäyttö – vaikuttavat siihen miten sivustoa tulee optimoida. SAK:n toteutusvaiheessa todellisen käyttökokemuksen varmistamiseksi manuaalinen testaaminen oikeilla testilaitteilla oli tärkeää. Testauksessa käytetyt päätelaitteet (taulukko 5.1) ovat vain osa 
sivustolla vierailuun käytetystä laitekannasta, vaikka niihin sisältyykin suosituimmat laitteet. Jotta 
mahdollisimman moni eri yhdistelmä voitiin kattaa, tärkeintä mobiililaitteiden käyttökokemuksen hiomisessa oli eri käyttöjärjestelmillä ja eritasoisilla laitteilla testaaminen. Mobiiliselaimissa paljastuneiden ongelmien selvittely ei kuitenkaan ollut aivan yksinkertaista, mikä 
johtuu osittain selainten kehitystyökalujen heikkoudesta. Selain- ja laitekohtaisten virheiden selvit-
tämiseen ja eri taittomoodien simulointiin todettiin hyödyllisiksi sovellukset, kuten Adobe Edge Inspect20 ja sen sisältämä weinre (Web Inspector Remote). Lähtökohtana kaiken HTML:n ja CSS:n muodostamiseksi on kuitenkin testaus palveluilla, kuten validator.w3.org. Alla on tarkemmin listat-
tu toteutukseen liittyneitä erityispiirteitä ja ongelmien ratkaisuja aihealueittain. 
Responsiivinen sivutaitto Mobiiliuudistuksessa oli paikoitellen vaikeuksia responsiivisen sivutaiton ja uuden käyttöliittymän 
edellyttämien komponenttien toteuttamisessa. Ongelmien perimmäisenä syynä oli se, että mobiili-
uudistus toteutettiin projektin tilausjärjestyksestä johtuen asteittaisen parantamisen periaatteiden vastaisesti työpöytäsivuston jälkeen (luku 4.3.1). Sisällön sopeuttaminen erityisesti älypuhelimille oli vaikeaa, sillä useiden elementtien oli sijaittava eri kohdassa dokumenttia kuin aiemmin oli suunniteltu. Lisäksi tietyille mobiilielementeille jouduttiin kirjoittamaan uutta HTML-merkkausta ja CSS-tyylejä, koska työpöytäversion elementtien muutokset eivät riittäneet. Sivutaittojen väliseen elementtien siirtelyyn käytettiin Relocate.js21-apukirjastoa, jolla esimerkiksi 
etusivun blogikaruselli siirretään älypuhelin- ja tablet-näkymissä eri kohtaan DOM-puussa. Operaa-tio on suorituskyvyn kannalta kallis ja selainerot ongelma. Elementtien siirtämiseksi on määriteltä-
vä ikkunan leveys jossa siirto tapahtuu, mutta koska selaimet laskevat leveyden eri tavoin                                                              20 http://html.adobe.com/edge/inspect/ 21 https://github.com/edenspiekermann/minwidth-relocate/ 
54  – esimerkiksi toiset laskevat vierityspalkin mukaan sisältöalueen kokonaisleveyteen ja toiset eivät – niin jokainen erikoistapaus on huomioitava leveyttä laskevalla JavaScript-koodilla erikseen. 
CSS-ominaisuuksien vaihteleva tuki Selainten CSS-ominaisuuksien vaihteleva tuki oli ongelma erityisesti kustomoitujen elementtien suhteen. Kuvassa 5.5 on esimerkki alasvetovalikosta, jonka sisältämää navigaatiolistaa olisi hyvä 
pystyä vierittämään. CSS:n –webkit-over�low-scrolling: touch –ominaisuus mahdollistaa vierityksen, vaikka alasvetovalikon sisältö olisikin itse elementtiä suurempi. Jos ominaisuus ei ole tuettu, lista 
joudutaan näyttämään kokonaan avattuna. Kuvassa näkyvän Samsung Galaxy S II:n oletusselain ei tue ominaisuutta, mutta Nokia Lumia 920 tukee ja siksi valikko voidaan sillä esittää vieritettävänä. Applen iOS-laitteilla käytössä on momentum-vieritys, jolla valikkoon saadaan natiivin sovelluksen tuntua. Lumialla kustomoitujen valikoiden vieritys on selvästi vaikeampaa. 
 
Kuva 5.5: Eräs sivuston alasvetovalikko (Samsung Galaxy S II ja Nokia Lumia 920). 
Mobiilialustojen pirstoutuminen 
Eri mobiilialustoista Android oli ongelmallisin, mikä on linjassa sen käyttöjärjestelmäversioiden pirstoutumisen kanssa (kuvassa 5.6 Androidin tilanne syyskuulta 2013 ja iOS:n elokuulta 2013). 
Sen lisäksi, että eri versiot tukevat eri asioita ja sisältävät esimerkiksi eri oletusselaimet, myös 
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laitekanta on lukuisten sopimusvalmistajien vuoksi hyvin vaihtelevaa. Siksi perusteellinen testaus 
älypuhelimilla ja tableteilla käyttöjärjestelmän eri versioilla oli tärkeää. 
 
Kuva 5.6: iOS- ja Android-versioiden suhteellinen jakautuminen [70, 71]. 
SPA-malli ja sivuston muut toimintatavat Koska jotkut vanhemmat selaimet eivät tue sivuston SPA-mallin edellyttämää History-rajapintaa, toimii sivusto niillä monisivumallilla (luku 5.2.3). Lisäksi yhteisösivustojen, kuten Facebookin ja LinkedInin, boteille sivusto oli tarjottava hakukonebottien tavoin monisivumallilla, eli palvelimella 
valmiiksi renderöitynä HTML:nä, koska ne eivät osaa suorittaa JavaScriptia eikä sisältö muuten indeksoituisi oikein. Koodilistauksessa 5.3 on määritelty ongelmalliset selainversiot säännöllisinä lausekkeina, joiden perusteella palvelinsovelluksessa valitaan, palautetaanko sivusto SPA- vai monisivumallilla. History-rajapintaa tukemattomia selaimia ovat IE-versiot 9:stä vanhempiin, Opera Mobi, sekä Android 4.0, paitsi jos käytössä on Chrome tai Firefox. Androidin vanhemmilla versioilla 2.2 ja 2.3 SPA-mallin toteutus todettiin esiladattavan datan takia liian raskaaksi, vaikka History-rajapinta onkin tuettu. Koodilistauksessa 5.4. Backbone.history (luku 5.2.3) käynnistetään, mikäli pushState() on tuettu ja 
jos säännöllisten lausekkeiden testit eivät täsmänneet. Funktiossa globalClickTrap() estetään sivus-



















1. var renderOnClient = true; 
2. var userAgent = req.header("User-Agent"); 
3. if (userAgent && 
4.     (userAgent.match(/MSIE (7|8|9)/i) || 
5.      userAgent.match(/Android (2\.(4|1|2|3)|3\.(4|1|2)|4\.4(?!.*(chrome|firefox)))/i) || 
6.      userAgent.match(/Opera Mobi/i) || 
7.      userAgent.match(/facebookexternalhit/i) || 
8.      userAgent.match(/LinkedInBot/i))) { 
9.         renderOnClient = false; 
10. } 
Koodilistaus 5.3: SPA-malli poistetaan käytöstä selaimen UA-otsakkeesta riippuen. 
1. function globalClickTrap(e) { 
2.     e.preventDefault(); 
3.     e.stopPropagation(); 
4.   
5.     if($(this).attr("href")) { 
6.         var url = $(this).attr("href").replace(initialLocation, ""); 
7.         if(url.match(/"http[s]*:\/\/|ftp:\/\/|mailto:/)) { 
8.             if ($(this).attr("target") != "_blank") { 
9.                 window.location = encodeURI(url); 
10.             } else { 
11.                 window.location = url; 
12.             } 
13.         } else if(url != "#" && !url.match(/javascript:/)) { 
14.             router.navigate(url, true); 
15.         } 
16.     } 
17. } 
18.   
19. if(Backbone.history !== undefined) { 
20.     SiteCollections.getCollections(); 
21.     if(history.pushState && renderOnClient) { 
22.         SiteCollections.bind('done', function() { 
23.             $("body").on("click", "a", globalClickTrap); 
24.             Backbone.history.start({pushState: true, silent: false}); 
25.         }, this); 
26.     } else { 
27.         router.urlHandler("/" + window.location.pathname); 
28.     } 
29. } 
Koodilistaus 5.4: Linkkien käsittely sovelluksen toimintatavan mukaan. 
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Kosketusnäytöt 
Kosketusnäyttöjen erityispiirteet piti huomioida käyttöliittymän hyvän vuorovaikutteisuuden takaamiseksi (luku 4.3.4). Tyypillisesti mobiiliselaimet odottavat 300 millisekuntia touchstart-
tapahtuman alkamisesta ennen esimerkiksi linkkien painalluksissa käytettävän click-tapahtuman laukaisua. Sillä varmistetaan, että käyttöliittymä odottaa mahdollista kaksoispainallusta, jota voi-
daan käyttää esimerkiksi suurentamiseen. Koska sivustolla käyttökohdetta ei ole, käytettiin natiivi-en painikkeiden tuntuman saamiseksi FastClick22-apukirjastoa, joka poistaa viiveen kuuntelemalla 
touchstart-tapahtumaa ja lähettää click-tapahtuman heti touchend-tapahtumasta. 
Painallusten nopeuttamisen lisäksi korkeammalla tarkkuudella toimivia retinanäyttöjä varten 
lisättiin tarkempia ikoneita, jotta pikselöityminen ei olisi näkyvää. 
5.3.3 Käytön analytiikkaa 
Mobiilituen parantaminen oli ajankohtaista, sillä etenkin älypuhelinkäyttäjien määrä on kasvanut huomattavasti, jos nykyistä sivustoa verrataan samankokoisella otannalla SAK:n vanhaan, ei SC5:n toteuttamaan, monisivumallilla toimivaan verkkosivustoon (kuva 5.7). Analytiikan ensimmäinen tarkastelujakso alkaa 5.5.2013 (May 5, 2013), mikä on SPA-mallilla toimivan responsiivisen sivus-
ton käyttöönottopäivä. Toinen jakso kuvaa vanhaa sivustoa. 
 
Kuva 5.7: SAK:n analytiikkaa vanhalta ja uudelta sivustolta (SPA-malli mobiilituella). 
                                                             22 https://github.com/ftlabs/fastclick/ 
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Analytiikan perusteella ei ole kuitenkaan selvästi pääteltävissä, onko mobiilioptimointi vaikuttanut 
mobiilikäyttäjien lisääntymiseen. Kuvassa ”Bounce Rate” tarkoittaa niiden kävijöiden prosenttia, 
jotka katselivat vain sisääntulosivua ja poistuivat samalta sivulta, ja ”Pages / Visit” sivujen keski-
määräistä katselumäärää. Vanhan ja uuden sivuston eroista voidaan tehdä seuraavat havainnot: 
• Käyttäjämäärät ovat laskeneet, sillä suunnilleen samankokoisella käyttäjien otoksella (148 216 vs. 148 222) tuorein tarkastelujakso on noin 6 kk verrattuna 3 kk:n edeltävään jaksoon. Tuorein tarkastelujakso sijoittui kuitenkin enimmäkseen kesän ajalle. 
• Yhä useampi päätelaite on älypuhelin (4736 vs. 11836) tai tabletti (1695 vs. 5633). 
• Bounce rate on laskenut päätelaitteesta riippumatta: työpöytäselainten, älypuhelinten ja tablettien välillä ei ole huomattavia eroja. AÄ lypuhelinkäyttäjistä kuitenkin vain yksi viidestä 
selailee sivustoa laajemmin, kun tableteilla ja työpöytäselaimilla määrä on noin joka kolmas. 
• Sivustoa siis selaillaan keskimäärin vähemmän eikä päätelaitteella ole asiaan vaikutusta. 
Havainnot ovat mielenkiintoisia, mutta koska vertailua edeltävään sivustoon ei tehty, laskeneiden 
käyttäjämäärien ja sivujen selailumäärien todelliset syyt jäävät arvailujen varaan. Havainnoista ei 
voi tehdä erityisiä johtopäätöksiä sivuston uudistuksen onnistumisesta kokonaisuutena. Vaikutusta 
voi olla niin ammattiliittojen suosion laskulla, kävijämäärien kausiluontoisuudella, kuin itse uudis-tuksellakin ulkoasusta lähtien. Lyhyemmissä tarkastelujaksoissa myös mobiilikäytön suosion 
lisääntyminen näkyi lineaarisena, eikä esimerkiksi sivuston mobiiliuudistuksen käyttöönotolla ollut 
käyttäjien lisääntymiseen huomattavaa vaikutusta. Jos laskeneet kävijämäärät ja noussut bounce rate olisivat uudistuksen seurausta, näkyisi se mah-dollisesti SPA- ja monisivumallin analytiikan vertailussa, koska SPA-mallissa sivuston lataus kestää 
pidempään. Pitkät latausajat laskevat verkkosivujen konversioprosenttia ja kävijämääriä tutkitusti (luku 4.5.1). Tarkemmankaan analytiikan tutkimisen perusteella käyttäjien toiminnan eroja mallien 
välillä ei kuitenkaan paljastu esimerkiksi IE-selainten kohdalla, joista versiot yhdeksästä vanhem-paan toimivat monisivumallilla ja uudemmat SPA-mallilla. Sivuston suurella ensilatauksella ei siis 
näytä olevan merkittävää vaikutusta käyttöön työpöytäselaimilla. Luultavasti nykypäivän nopeilla 
yhteyksillä on asiaan positiivinen vaikutus. 
5.4 Suorituskyky Sivuston suorituskykyä paranneltiin aiemmin esitellyillä menettelyillä (luku 4.5.2), mutta myös laitekohtaisin keinoin. Tässä luvussa esitellään käytettyjä tekniikoita sekä työpöytä- ja mobiiliversi-oiden suorituskyvyn eroja. Huomiota kiinnitetään erityisesti käyttöön hitailla yhteyksillä ja SPA-
malliin sisällytetyn suuren datamäärän ongelmallisuuteen. 
59  Kuvassa 5.8 on esitetty yleiskuva sivuston suorituskyvystä webpagetest.org:n tuloksiin perustuen. Mittaus on tehty nopealla yhteydellä Chromella Irlannista, jossa myös SAK:n palvelin Amazonin tiloissa sijaitsee. Sen perusteella suurimmat ongelmat ovat kuvien muuntamisessa progressiivisiksi ja staattisen sisällön sijoittamisessa välimuistiin, mutta muuten sivusto latautuu nopeasti ja sisäl-
lönjakeluverkkoa on käytetty. Koska suuri osa sivuston datasta on kuvia (35,5 %), latausaikaa 
voitaisiin parantaa pakkaamalla kuvat vielä hieman tehokkaammin. 
 
Kuva 5.8: SAK:n verkkosivusto mitattuna webpagetest.org:ssa. Verkkosivujen suorituskyvyssä merkitsee erityisesti HTTP-pyyntöjen määrä. Sivustolla pyyntöjä 
vähennettiin koostamalla JavaScript-koodi yhdeksi suureksi monoliittitiedostoksi Require.js:n (luku 5.2.4) r.js-työkalulla ja minimoimalla sen koko esimerkiksi muuttujanimiä typistämällä, jolloin 
skriptilatausten määrä ja ylimääräiset HTTP-pyynnöt vähenivät. Samankaltaista optimointia tehtiin 
myös sivupohjiin liittyen, jotka esikäännetään JavaScript-muuttujiksi osaksi JavaScript-monoliittia 
eikä selaimen tarvitse tehdä tätä lennossa. Ratkaisu toteutettiin requirejs-tpl23 –lisäosalla, joka 
käyttää Underscore.js:n sivupohjien toteutusta. Lisäksi sivuston ikoneista koottiin sprite-kuva. Muita suorituskykyä parantavia asioita on listattu taustajärjestelmän kuvauksessa (luku 5.2.2). 
5.4.1 Laitekohtaiset sivupohjat 
Sivuston mukauttaminen mobiililaitteisiin pienensi ladattavia datamääriä paikoitellen huomatta-vasti. Se edellytti sivupohjien muokkaamista siten, että oikea HTML-merkkaus pystytään muodos-tamaan työpöytäselaimille, tableteille ja älypuhelimille. Koodilistauksessa 5.5 on esitetty 
säännölliset lausekkeet laitetyypin havaitsemiseksi. 
                                                             23 https://github.com/dawsontoth/requirejs-tpl/ 
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1. exports.getDataAccess = function (userAgent) { 
2.     var dataAccess = null; 
3.     if (/(Phone)|(iPod)|(android.*mobile)|(Nokia.*Mobile)|silk|BlackBerry|webOS/i.test(userAgent)) { 
4.         dataAccess = 'mobile'; 
5.     } else if (((userAgent.match(/(iPad)|(tablet)/i) !== null) && !(userAgent.match(/(tablet pc)/i))) || 
6.         ((userAgent.match(/android/i) !== null) && (userAgent.match(/mobile/i) === null))) { 
7.         dataAccess = 'tablet'; 
8.     } 
9.     return dataAccess; 
10. } 
11.   
12. exports.getClientType = function () { 
13.     var client = this.getDataAccess(navigator.userAgent); 
14.     return client !== null ? client : 'desktop'; 
15. } 
 Koodilistaus 5.5: Työpöytäselaimen, tabletin ja älypuhelimen erottelu sivupohjia varten. Esimerkki dataAccess-muuttujan käytöstä mobile- ja tablet-arvoilla on esitetty koodilistauksessa 5.6, jossa JavaScriptin lisäys sivupohjaan (luku 5.2.3) on toteutettu Underscore.js:n ERB-tyylisillä 
erotinmerkeillä. Esimerkin ensimmäisessä osuudessa palvelimen älypuhelin- ja tablet-käyttäjille palautettavasta sivupohjasta poistetaan sosiaalisen median suosittelutoiminnot, ja toisessa osuu-
dessa älypuhelinkäyttäjiltä Facebookin kommenttitoiminto, joka taas tablet-käyttäjillä toimii.  
1. <% if ((dataAccess !== 'mobile') && (dataAccess !== 'tablet')) { %> 
2.     <div class="widgets"> 
3.         <div class="socialmedia-recommend-tiny-widget"> 
4.             <%= utils.getSocialMediaRecommend(fullUrl, currentPage.language) %> 
5.         </div> 
6.     </div> 
7. <% } %> 
8. <% if (dataAccess !== 'mobile') { %> 
9.     <div class="fb-container"> 
10.         <div class="fb-comments" data-href="<%= fullUrl %>" data-num-posts="6" 
11.         data-width="500" data-mobile="false"></div> 
12.     </div> 
13. <% } %> 
Koodilistaus 5.6: Esimerkki laitekohtaisesta sivupohjasta. 
Mobiiliuudistuksen aikana useita sivuja optimoitiin laitekohtaisiksi. Eniten älypuhelinkäyttöä nopeuttanut optimointi toteutettiin etusivulle, jossa blogi- ja nostokarusellin yhteensä 16:sta kuvas-
ta ladataan vain ensimmäiset, eli yhteensä kaksi kuvaa (luku 5.4.2), ja muihin on pääsy linkistä. 
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Neljäntoista kuvan karsiminen nopeutti latausta huomattavasti, mikä näkyy myös taulukko 5.3:ssa 
esitetyssä työpöytä- ja älypuhelinsivuston datamäärien vertailussa. 
5.4.2 HTTP-pyyntöjen ja datamäärien mittauksia Koska palvelinsovelluksen mobiilioptimointi toimii UA-otsakkeiden perusteella (luku 4.3.2), voitiin 
oikeiden sivupohjien käytöstä varmistua ja mittauksia tehdä selaimella, jossa käytettävän UA-otsakkeen voi valita vapaasti ja joka sisältää sopivat kehitystyökalut. Chromen verkkotyökalun mukaan SAK:n etusivun datamäärä laski mobiilioptimoinnin seurauksena SPA-mallissa työpöytä-version 3.2:sta megatavusta älypuhelinversiossa 2.3:een megatavuun ja HTTP-pyynnöt vähenivät huomattavasti (15.11.2013). Monisivumallissa selainsovellukseen esiladattavaa tai asynkronisesti ladattavaa dataa ei ole, mikä näkyy edelleen laskevina datamäärinä ja HTTP-pyyntöinä. Tiedot on eritelty taulukossa 5.3, minkä lisäksi kuvassa 5.9 esitetään ruutukaappauksina etusivun blogikarusellin responsiivinen ulkoasu työpöytäselaimessa ja älypuhelinkäyttöä UA-osakkeen 
(iPhone) avulla mukailevassa selainikkunassa. Kuvassa näkyvät myös punaisella rajattuina sivuston SPA-mallissa tekemät HTTP-pyynnöt ja ladattava datamäärä työpöytä- ja älypuhelinselaimeen. Kuvassa 5.10 esitetään sama älypuhelimen monisivumallissa (Android 4.0.4) ja samalla demon-stroidaan laitekohtaisten sivupohjien vaikutuksia: 12-palstaisen blogikarusellin sijaan älypuheli-
meen ladataan vain yksi palsta. 
Toimintamalli User-Agent HTTP-pyynnöt Datamäärä 
SPA-malli 
(työpöytäselain) 
Mozilla/5.0 (Windows NT 6.1; WOW64) 
AppleWebKit/537.36 (KHTML, like Gecko) 
Chrome/29.0.1547.57 Safari/537.36 143 3.2 MB 
SPA-malli 
(älypuhelin) 
Mozilla/5.0 (iPhone; CPU iPhone OS 6_0 like Mac 
OS X) AppleWebKit/536.26 (KHTML, like Gecko) Version/6.0 Mobile/10A5376e Safari/8536.25 99 2.3 MB 
Monisivumalli 
(älypuhelin) 
Mozilla/5.0 (Linux; U; Android 4.0.4; en-gb; GT-
I9300 Build/IMM76D) AppleWebKit/534.30 (KHTML, like Gecko) Version/4.0 Mobile 
Safari/534.30 68 1.0 MB 
Taulukko 5.3: HTTP-pyynnöt ja datamäärät eri toimintamalleissa. 
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Kuva 5.9: HTTP-pyynnöt ja datamäärä työpöytäselaimiin ja älypuhelimiin SPA-mallissa. 
 
Kuva 5.10: HTTP-pyynnöt ja datamäärä älypuhelimiin monisivumallissa. Vaikka Chromessa suoritetut mittaukset ovat yksittäisiä ja riippuvat esimerkiksi verkkoyhteyden laadusta, ovat SPA- ja monisivumallin erot selvät: monisivumallissa älypuhelimeen ladataan 1.3 
megatavua vähemmän dataa ja HTTP-pyyntöjä suoritetaan 31 kpl vähemmän. Työpöytäselaimilla 
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työpöytä- ja älypuhelinselaimeen palautuvat HTML-merkkaukset hieman eroavatkin toisistaan joillakin sivuilla. Kuvassa 5.11 nähdään esiladattavan datan suora vaikutus etusivun renderöintinopeuteen älypuhe-linta simuloiden. Ylempänä on esitetty resurssikohtaiset latausvaiheet SPA-mallissa ja alhaalla monisivumallissa. Kuvassa sininen viiva kuvaa sivun renderöintiin kuluvaa aikaa (DOMContentLoaded-tapahtuma) ja punainen viiva latausaikaa yhteensä (load-tapahtuma). Koska HTML-merkkauksen lataaminen ja jäsentäminen SPA-mallissa kestää kauemmin, on rende-
röinti huomattavasti hitaampaa (luku 4.5.1). Vaihtelevien verkko-olosuhteiden vuoksi kuva on havainnollistava, mutta osoittaa selkeästi esiladatun datan vaikutuksen renderöintinopeuteen. SPA-
mallissa sivun piirtäminen valmistuu nopeallakin yhteydellä (100/10 Mbit/s) yli sekunnin monisi-
vuista mallia myöhemmin, koska www.sak.�i:n HTML-resurssin kokoero on mallien välillä huomat-tava: 458 kilotavua vs. 20.7 kilotavua (gzip-pakkauksella). 
 
Kuva 5.11: Sivuston latautuminen resurssikohtaisesti eri toimintamalleilla älypuhelimessa. 
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5.4.3 Nopeusmittauksia Tutkielman aikana ajatus monisivumallin tarjoamisesta kaikille SAK:n mobiilikäyttäjille vahvistui, mutta se kuitenkin edellytti vielä tarkempia perusteluja. Tuli mitata, kuinka paljon kokoelmien dataa HTML-merkkauksessa esilataava SPA-malli (luku 5.2.3) todellisuudessa hidastaa renderöintiä monisivuiseen malliin verrattuna, ja onko havaittu haitta suurempi kuin siitä saatava hyöty. Merki-
tyksellisten mittaustulosten saamiseksi SPA- ja monisivumallien mittaukset suhteutettiin muihin suosittuihin suomalaisiin sivustoihin hitailla ja nopeilla verkkoyhteyksillä. 
Sekä SPA- että monisivumallissa suurin renderöintinopeuteen vaikuttava tekijä on HTML-merkkauksen latautumisnopeus (kuva 5.11). Pääosin sivujen renderöinnin jälkeen asynkronisesti ladattava JavaScript ei hidasta prosessia, ja myös muut renderöintiin vaikuttavat resurssit kuten kuvat ja CSS, ovat mallien välillä samoja. Ainoa muuttuva tekijä on siis palautuvan HTML-merkkauksen koko. SPA:n ja monisivumallin renderöinnin erojen mittaamiseksi sivustoa mitattiin tekemällä HTTP-
kyselyitä JMeterillä24 nopeassa verkossa (100/10 Mbit/s) ja simuloidussa 3G-verkossa. Tulokset perustuvat ainoastaan HTML-merkkauksen palautumiseen kuluvaan aikaan ja niissä SAK suhteutet-tiin Helsingin Sanomien (HS), Yle Uutisten ja Tuulilasin sivustoihin vertailukohtien saamiseksi. 
Otoksia jokaisessa nopean yhteyden mittauksessa on 1000 kpl ja 3G-verkossa 100 kpl. Verrokkisivustoista vain Tuulilasi on SPA-mallilla toteutettu. Yle Uutiset ja Tuulilasi ovat SAK:n tavoin responsiivisia sivustoja. HS:llä on erillinen mobiilisivusto. SAK:n monisivumallin nopeutta 
mitattiin työpöytäkäytössä IE9:lle ja älypuhelinkäytössä Android 4.0.4:lle palautettavan datan suhteen, koska niiden HTML-merkkaukset eroavat hieman toisistaan (luku 5.4.1). Mittauksissa JMeteriin asetettiin Content-Encoding-otsake gzip-pakkausta varten ja UA-otsakkeet eri selaimia ja laitteita varten. 3G-verkkoa simuloivat mittaukset toteutettiin Network Link Conditioneria hyödyntäen (kuva 5.12). Parametreina lataus- ja lähetysnopeudelle käytettiin MikroPC:n pääkaupunkiseudulla vuonna 2012 
tekemistä 3G-verkkojen mittauksista saatuja tuloksia, jotka ovat vapaasti ladattavissa. Niiden perusteella pk-seudun keskimääräinen latausnopeus on 2325 Kbit/s ja lähetysnopeus 855 Kbit/s. 
Latenssina käytettiin sovelluksen oletusarvoa 100 ms; MikroPC:n mittauksien keskimäärinen ping oli 307 millisekuntia. Kadonneita paketteja ei huomioitu eikä niitä ollut aineistossa [72]. 
                                                             24 http://jmeter.apache.org/ 
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Kuva 5.12: Pääkaupunkiseudulla käytettävän 3G-verkon nopeuden simulointi. Tuloksissa (taulukko 5.4) keskiarvo (ms) tarkoittaa keskimääräistä vastausaikaa HTTP-pyynnölle millisekunteina, pyyntöjä/s palvelimen vastaanottamien pyyntöjen lukumäärää sekunteina, kB/s 
yhteyden nopeutta ja ka. tavuja dokumentin keskimääräistä kokoa. Sarakkeiden ensimmäisenä arvona on nopean verkon mittaustulos (työpöytäselain) ja toisena 3G-verkon tulos (älypuhelin). Tuloksissa nopeilla yhteyksillä kaikkien muiden sivustojen vastausajan keskiarvo on alle 70 ms, paitsi SAK:n SPA-mallissa (15.11.2013). Se latautuu muihin sivustoihin verrattuna moninkertaisesti hitaammin, koska vastauksen koko on satoja kilotavuja suurempi. Vaikka sivustojen HTML-dokumenttien koot hieman eroavat, on SAK:n latausaika monisivumallissa vain muutamien kym-
menien millisekuntien päässä otoksen keskitasosta. Tällöin myös renderöintinopeus on todennä-
köisesti hyvällä tasolla. SPA-mallissa esiladatun sivudatan suuruus on selvästi ongelma, joka erottaa SAK:n sivuston muista. Jos merkkaukseen sisällytettyä dataa vähennettäisiin, renderöinti nopeutui-si älypuhelimilla ja tableteilla jopa kaksi sekuntia (2334ms vs. 418ms).  
Tuloksista nähdään myös, että HTML-dokumenttien kokojen keskiarvot eroavat toisistaan vaihtele-
vasti työpöytä- ja älypuhelinversion välillä. HS:n kohdalla ero on suurin, mutta kyseessä onkin vain 
mobiilikäyttöinen sisällöltään huomattavan erilainen sivusto, eikä responsiivinen, kaikki päätelait-
teet yhdellä toteutuksella kattava sivusto. Tuulilasi on SPA-mallin käytöstä SAK:lle hyvä vasta-
esimerkki, sillä se on ensilataukseltaan kevyt ja dataa tarpeen mukaan lataava. SAK:n ongelma ei siis ole itse SPA-mallissa, vaan sen toteutustavassa. 
Sivusto Keskiarvo (ms) Pyyntöjä/s kB/s Ka. tavuja 
www.hs.�i 
(älypuhelin: www.hs.�i/m/) 55 / 445 17,9 / 2,2 1228 / 46 70157 / 21253 
yle.�i/uutiset 28 / 471 33,3 / 2,1 1873 / 116 57647 / 56171 
www.tuulilasi.�i (SPA) 23 / 248 42,8 / 4,0 378 / 35 9040 / 9004 
www.sak.�i (SPA) 347 / 2334 2,9 / 0,4 1342 / 197 477916 / 471794 
www.sak.�i (monisivumalli: 
IE9 / Android 4.0.4) 69 / 418 14,3 / 2,4 361 / 50 25810 / 21472 
Taulukko 5.4: Mittauksia eri sivustoilla nopeassa verkossa ja simuloidussa 3G-verkossa.  
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6 Tulosten arviointi 
Seuraavissa luvuissa käsitellään niiden osatekijöiden yhteenveto, joita SAK:n tutkimuksessa mitat-tiin ja arvioitiin. Lopuksi tuloksista tehdään yhteenveto ja ne liitetään esiteltyyn teoriaan. 
6.1 Toteutus ja arkkitehtuuri 
SAK:n arkkitehtuurissa edistyksellistä olivat SPA-mallin käyttö sekä JavaScriptin hyödyntäminen koko toteutuksen laajuisesti. Ratkaisu mahdollisti sulavasti toimivan yksisivuisen selainsovelluksen 
käytön erittäin laajalla sivustolla, jonka piti olla linkattavissa ja indeksoitua hakukoneisiin samoin kuin tavallisen, monisivuisen, verkkosivuston. Koska sivupohjat jaettiin selainsovelluksen ja tausta-
järjestelmän kesken, palvelimella suoritettava renderöinti oli mahdollista ja myös mobiilioptimointi voitiin toteuttaa ilman erityistä sovelluksen kompleksisuuden lisääntymistä. Ylläpidettävyyden kannalta parempi ratkaisu sivupohjien jakamiselle voisi olla saman Backbone-sovelluksen ajaminen palvelimella, koska se mahdollistaisi saman sovelluslogiikan ajamisen koko 
ympäristön laajuisesti. Toteutushetkellä edistyksellisempiä ratkaisuja ei kuitenkaan vielä ollut, mutta viime aikoina erilaisia kokeellisia ratkaisuja on alkanut tulla markkinoille. Sivuston suuria datamääriä koskevia suunnitteluratkaisujen ongelmia on arvioitu tarkemmin 
käyttökokemuksen ja suorituskyvyn näkökulmasta. Verrokkisivustojen perusteella ongelma ei ole SPA-mallissa, vaan sen toteutustavassa. Selainsovelluksen MV*-sovelluskehyksen toteuttanut Backbone todettiin sovelluksen rakennetta selkeyttäväksi ja suunnittelua helpottavaksi SAK:n kaltaisessa toteutuksessa, joka koostuu useamman tilan käyttöliittymästä ja monimutkaisesta sovelluslogiikasta. Laajemmin katsottuna SPA:n ja MVC:n hyödyllisyys riippuu projektin tarpeista. Tutkielman mittausten perusteella hitailla yhteyksillä ja monipuolisella laitekannalla hyvä toteutus 
on sisältörikkaalla, melko tavallisella verkkosivustolla, haaste – toisaalta verrokkia ei ollut. 
6.2 Käyttökokemus 
Sivuston käyttökokemusta erityisesti älypuhelimilla vertailtiin ennen ja jälkeen mobiiliuudistusta. 
Uudistuksen vaikutusten täsmällinen mittaaminen osoittautui vaikeaksi, sillä sivuston analytiikasta 
ei voitu tehdä erityisiä johtopäätöksiä siitä, onko käyttö mobiililaitteilla lisääntynyt. Toisaalta 
tutkielman yhtenä tavoitteena oli vastata kysymykseen: miten voidaan toteuttaa moderneihin Web-tekniikoihin perustuva sovellus tai verkkosivusto, joka toimii sujuvasti valtaosassa tämän päivän pirstoutuneessa laitekannassa. Siksi tarkempi analyysi ei tutkielman puitteissa ollut tarpeen. Responsiivinen uudistus ja mobiilioptimointi olivat sivuston käyttökokemuksen kannalta selkeitä parannuksia. Vaikka käytettävyystestausta tai asiantuntija-arviointia ei tutkielmassa tehty, on 
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ilmeistä, että sivuston tekstit tulivat mobiililaitteilla uudistuksen jälkeen luettavammiksi, kuvat suuremmiksi ja navigaatiot etenkin älypuhelimilla helpommin käytettäviksi. Laitekohtaisten sivu-
pohjien käytön seurauksena laskeneet datamäärät taas puoltavat selvästi palvelimen mobiiliopti-
moinnin onnistumista käyttökokemuksen suhteen. 
Suureen ensilataukseen liittyvät käyttökokemusta huonontavat ongelmat tulivat ilmi erityisesti SPA-mallissa mobiiliselaimilla ja hitailla 3G-yhteyksillä, joilla melko pitkä renderöinti estää käyttö-
liittymän nopean vuorovaikutteisuuden. Monisivumallissa ongelmaa ei ole. Mobiiliuudistus sisälsi 
myös turhaa työtä ja oli hitaampaa verrattuna siihen, jos alkuperäisen toteutuksen lähtökohtana olisi ollut asteittainen parantaminen (luku 4.3.1). Nyt elementtien siirtelyyn DOM:ssa jouduttiin 
käyttämään ylimääräistä JavaScript-kirjastoa ja monet työpöytäversion elementit piti suunnitella 
uudestaan älypuhelimia ja kosketusnäyttöjä varten, kun tableteilla voitiin käyttää pääosin samoja elementtejä eri tavoin sijoitettuina. Laajan laitetuen huomiointi toteutuksen alusta alkaen on pro-jektin oppimiskokemusten perusteella erittäin tärkeää. 
6.3 Suorituskyky Mittauksissa näkyi selvästi SPA-mallissa esiladattavien datan hidastama renderöintinopeus (luku 5.4.3) ja asynkronisesti ladattavien kokoelmien suuri datamäärä. Laitekohtaisten sivupohjien 
ansiosta erityisesti etusivun lataus älypuhelimilla keveni huomattavasti, koska turhaa kuvasisältöä ei ladata. Jos toiminta mobiililaitteilla muutettaisiin monisivumalliseksi, latausaikoja voitaisiin 
pienentää koko sivuston laajuisesti ja enemmän kuin tähänastisella optimointityöllä (luku 5.4.2). 
Työpöytäselailussa ongelma ei ole nopeiden yhteyksien ansiosta yhtä akuutti, ja yleisillä mittareilla sivusto on melko nopea (luku 5.4). Valinnassa SPA- ja monisivumallin välillä on kuitenkin kyse myös sivuston käyttötavoista: ovatko SPA-mallin toteutuksessa käyttökokemusta selailun sulavuudessa ja nopeudessa parantavat edut tarpeen käyttäjille, jotka vain satunnaisesti lukevat uutisia ja muuta sisältöä, mutta eivät muuten juuri selaile sivustoa. Ensilatauksen keston kustannuksella saatavan paremman käyttökokemuksen ongelmallisuus korostuu SPA-mallissa erityisesti mobiilikäyttäjillä, jotka käyttävät sivustoa hitailla 
yhteyksillä. Monisivumalli oli mittausajankohtana datamäärältään SPA-mallia yli puolet pienempi ja 
renderöinniltään jopa kaksi sekuntia nopeampi, ja renderöintinopeudella on tutkitusti vaikutusta 
verkkosivujen käyttäjämääriin (luku 4.5.1). Koska SPA-mallissa sivuston selailu on monisivumalliin verrattuna huomattavasti sulavampaa valmiiksi ladattujen kokoelmien ansiosta, kannatti myös selvittää miten sivustoa tavallisesti käyte-
tään, sillä suunnittelun ja teknologiavalintojen pitäisi olla käyttäjälähtöisiä. Edellä esitetyn analytii-kan (luku 5.3.3) kahden eri aikajakson vertailun perusteella käyttäjät vierailevat keskimäärin alle 
kolmella yksittäisellä sivulla; sivustoa ei siis tavallisesti jäädä selailemaan pitkäksi aikaa. Kun analy-
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tiikka yhdistetään mittaustuloksiin, huomataan, että SPA-mallin toteutusta voidaan kehittää vas-
taamaan paremmin sivuston käyttöä. Latauksia tulisi siirtää enemmän tarpeen mukaan asynkroni-sesti tapahtuviksi (luku 4.5.2), sillä nyt SPA-mallista on etenkin mobiilikäyttäjille enemmän haittaa 
kuin hyötyä, eikä selainsovelluksen toteutus vastaa käyttäjien tarpeeseen. Nykyisellä toteutuksella ongelma myös pahenee sisällön lisääntyessä. 
6.4 Yhteenveto 
Edellä arvioitujen osatekijöiden yhteenveto on tehty taulukossa 6.1.  
Tekijä SPA-malli Monisivumalli 
Toteutus ja 
arkkitehtuuri 
MV*-sovelluskehykset, kuten Backbone, tarjoavat selainsovellukselle selkeän ja 
ylläpidettävän rakenteen. Laite- ja selain-tuki vielä osittain puutteellinen sivuhisto-rian toteuttamiseksi. 
Dokumentit pystyttävä renderöimään hakukoneita, vanhoja selaimia ja laitteita, 
sekä linkattavuutta varten myös palveli-mella. 
Käyttökokemus 
Navigaatiot sovellusmaisen nopeita, koska data on enimmäkseen muistissa. Ei täysiä sivulatauksia, ainoastaan muuttuva sisältö 
renderöidään uudelleen. Edut työpöy-
täselailussa ja nopeilla yhteyksillä suuren ensilatauksen vuoksi. Responsiivisuus toimii hyvin. 
Perinteinen verkkosivusto. Linkeistä aina 
täysi sivulataus ja koko sivun renderöinti. Parempi malli mobiilissa renderöintino-peuden, käyttäjien tottumusten ja verrok-kisivustojen mittausten perusteella. Responsiivisuus toimii hyvin. 
Suorituskyky 
Ensilatauksessa ladattavien kokoelmien 
datamäärä on suuri ja tulee sisällön 
lisääntyessä kasvamaan, ongelma erityi-sesti mobiililaitteissa. Laitekohtaiset sivupohjat todettiin toimivaksi keinoksi ladata vain tarpeelliset elementit. 
Jokainen dokumentti ladataan erikseen, joten navigaatioista aiheutuu viiveitä. Dokumenttien koot kuitenkin pieniä, koska esiladattua dataa ei ole. Etusivun 
ensimmäinen renderöinti mobiiliyhteyk-
sillä vähintään kaksi sekuntia nopeampaa. 
Taulukko 6.1: Tulosten tiivistetty yhteenveto. 
Tiivistettynä voidaan sanoa, että SPA-mallilla SAK:n sivustolle mahdollistettiin vain osittain tavoitel-
tu, parempi käyttökokemus, koska pääosin projektin toteutusjärjestyksestä johtuen hyödyt ilmene-
vät enimmäkseen työpöytäsivustolla nopeassa verkossa. Toisaalta työpöytäselaimet ovat sivustolla 
yleisimpiä. Laajalle laitekannalle mukautuvan toteutuksen hyvinä puolina voidaan nähdä responsii-vinen sivutaitto ja UA-otsakkeiden perusteella muokattaviin sivupohjiin perustuva palvelinsovel-luksen mobiilioptimointi, jossa onnistuttiin hyvin ja joka nopeutti sivuston käyttöä. Tutkielmassa SAK:n sivusto toimi myös esimerkkinä Web-alustan mahdollisuuksista. Sen perusteel-la HTML5-pohjaiset tekniikat tarjoavat ratkaisun laitekannan pirstoutumiseen modernilla verk-kosivustolla, sillä SAK:n laitetuki kattaa nykyaikaiset päätelaitteet ja toteutus on melko toimiva. SPA-mallin mukainen selainsovelluksen ja taustajärjestelmän vahva irtikytkentä on samankaltainen 
myös esimerkiksi edellä esiteltyjen hybridisovellusten kohdalla, ja yleistettävissä kaikkialle HTML5-
pohjaiseen sovelluskehitykseen aina MV*-sovelluskehyksen käytöstä lähtien.  
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7 Johtopäätökset 
Tutkielmassa analysoitiin laajasti Webin mahdollisuuksia nykyhetken ja tulevaisuuden sovellusalus-tana. Natiivi-, hybridi- ja HTML5-sovellusten tärkeimpien erojen esittelystä alkaen alustan potenti-aalia kartoitettiin laitteistopääsyn ja sovellusliittymien kannalta. Modernien HTML5-sovellusten ja SPA-arkkitehtuurimallin toteuttamisen teoriaa tarkennettiin SAK:n sovellusmaisen ja laajalla laite-kannalla toimivan verkkosivuston näkökulmasta konstruktiivisella tutkimusotteella: miten voidaan 
toteuttaa moderneihin Web-tekniikoihin perustuva sivusto, joka toimii sujuvasti valtaosassa tämän 
päivän pirstoutuneessa laitekannassa, millainen toteutuksesta tuli ja miten se pärjäsi mittauksissa. Sivustoa käsiteltiin SPA-mallin selainsovelluksen ja taustajärjestelmän toteutuksen suhteen, sekä optimaalisen käyttökokemuksen ja suorituskyvyn tarjoamisen kannalta. SPA-mallin todettiin parantaneen sivuston käyttökokemusta nopeilla yhteyksillä, mutta mobiilikäy-
tössä huonontaneen. Alkuperäisen toteutuksen lähtökohtana oli työpöytäsivusto, ja siihen perustu-van SPA-mallin datamäärä on muodostunut erityisesti hitaille yhteyksille liian suureksi. Sivuston 
renderöinti todettiin verrokkisivustoihin nähden hitaaksi ja ensilatauksen datamäärä suureksi, 
ilman että käyttäjät erityisesti hyötyisivät siitä sivuston käytössä. Siksi toteutusta voitaisiin kehittää 
siirtymällä enemmän vain tarpeen mukaan tehtäviin asynkronisiin latauksiin. Muutokset ovat myös tulevaisuuden kannalta välttämättömiä, koska sivuston sisältö kasvaa jatkuvasti. Sivuston mobiilioptimointi todettiin melko onnistuneeksi. Responsiivinen sivutaitto toimii laajalla laitekannalla hyvin, ja UA-otsakkeiden käyttöön perustuva palvelinsovelluksen optimointi pienensi latausaikoja huomattavasti. Erilliselle mobiilisivustolle ei nähty tarvetta. Toteutuksessa oli kuiten-kin projektin tilattuun työjärjestykseen liittyvä ongelma: suunnittelussa ei voitu edetä asteittaisen parantamisen periaatteiden mukaisesti mobiilituki edellä, koska työpöytäsivusto oli jo omista 
lähtökohdistaan toteutettu. Oikea työjärjestys olisi auttanut välttämään työpöytätyylisten element-tien uudelleensijoittelun ja suunnittelun, sekä suorituskykyyn vaikuttavien ongelmien syntymisen. 
Jälkikäteen tehtävät muutokset eivät ole yhtä nopeita kuin alusta asti oikein tekeminen, mutta nopeana parannuksena mobiilikäytössä voitaisiin siirtyä monisivumalliin, koska käyttökokemusta parantavan renderöinnin nopeuttamisen edellyttämä muutos on pieni. 
Sivuston käytön analytiikan perusteella käyttäjien ei arvioitu hyötyvän SPA-mallista erityisesti, 
joten siltä kannalta se on mutkistanut sivuston toteutusta ja arkkitehtuuria tarpeettomasti, laatua 
erityisesti lisäämättä. Käyttö voi kuitenkin tulevaisuudessa muuttua, ja suorituskykyä parantavien 
muutosten jälkeen modernin toteutuksen tarjoama käyttökokemus on monisivumallilla toimivia verrokkisivustoja edellä todennäköisesti myös mobiililaitteilla. Tutkielmassa ei löydetty selitystä 
sivuston suosion laskuun ja vähentyneeseen selailuun, joten niiden suhteen tutkimusta voitaisiin 
jatkaa esimerkiksi käytettävyystestein. 
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Alkuperäisten tavoitteiden valossa sivuston arkkitehtuurivalinnat ovat olleet perusteltuja, ja yleis-
tettävissä myös laajemmin HTML5-sovellusalustalla toimivien modernien Web-sovellusten suunnit-teluun. Tulokset osoittavat, että HTML5-tekniikoilla ja SPA-mallilla mahdollistetaan verkkosivuston sovellusmainen toiminta laajalla laitekannalla. Havaitun kompleksisuuden välttämiseksi ja ratkaisu-
jen vielä kehittyessä kannattaa SPA-mallin tarpeellisuutta kuitenkin harkita. Hyvänä lähtökohtana modernille toteutukselle voidaan pitää Web-käyttöön suunniteltuja MVC-sovelluskehyksiä niiden 
tarjoaman selkeän rakenteen ansiosta, sekä JavaScriptin käyttöä taustajärjestelmästä alkaen 
erityisesti SAK:n kaltaisilla sisältörikkailla verkkosivustoilla. Tutkielman aikana näkökulma HTML5-sovellusalustan mahdollisuuksista tarkentui. Yhdellä kaikki alustat kattavalla toteutuksella se tarjoaa ratkaisun laitekannan pirstoutumiseen, mutta on mobiili-sovellusten tekniikkana vielä esimerkiksi käyttökokemuksen ja suoran laitteistopääsyn osalta natiiveja tekniikoita jäljessä. Alustan kehitystä vauhdittavat uudet HTML5-perustaiset ekosystee-
mit, kuten Firefox OS, joilla on loistava mahdollisuus menestyä. Hallitsevien ekosysteemien – iOS:n ja Androidin – sinisten merten duopoli voi hyvinkin murtua, kun lähes pelkästään avoimiin Web-standardeihin perustuvat ekosysteemit yleistyvät. Natiivien HTML5-sovellusliittymien ja uudenlais-ten Web-pohjaisten jakelukanavien tarjoamat rikkaat ekosysteemit yhdistävät asioita ennennäke-
mättömällä tavalla. Alustan kehittymiseen vaikuttaa myös laitteistointegraatiota ja uusia määrittelyjä toteuttavien laite- 
ja selainvalmistajien välinen kilpailu. Laitteiden ja selainten nopean kehityksen ansiosta HTML5 on 
monessa tapauksessa kustannustehokas ratkaisu. Suljetut ekosysteemit saattavat kehityksen seura-
uksena menettää käyttäjiä ja tulla hylätyiksi, tai muuntautua esimerkiksi jatkuvasti suosiotaan 
lisäävän JavaScriptin käyttöön ilman tarvetta natiiville paketoinnille. Kehitystä on vaikeaa ennustaa, 
mutta tällä hetkellä valmistajien insentiiveissä on omien alustojen käyttö ja valtava määrä niihin 
sitoutuneita käyttäjiä. Näyttääkin todennäköiseltä, että natiivit teknologiat jatkavat rinnakkaiseloa HTML5-sovellusalustan kanssa vielä pitkään. 
Tutkielmassa esiteltyjen HTML5-sovellusalustan potentiaalia kuvaavien tutkimusten ja ennusteiden perusteella on kuitenkin selvää, että avoimien Web-tekniikoiden kehittyminen ei ole pysähtymässä, 
vaan se pikemminkin kiihtyy. Uudenlaisen arkkitehtuurimallin ja sovellusliittymien, kuten 
WebGL:n, myötä käsitys siitä mitä kaikkea selaimessa voidaan tehdä on jo muuttunut. Tulevaisuu-dessa selaimen käytön mahdollisuudet tulevat todennäköisesti mullistumaan ja samalla myös tarve 
loppukäyttäjille suunnatuille binäärisovelluksille voi poistua päätelaitteesta riippumatta [2]. 
Tällaisessa tulevaisuudessa HTML5-sovellusalustan kaltaisella mallilla on keskeinen merkitys.   
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