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ABSTRAKT
Hlavním úkolem této práce je rekonstrukce třírozměrného povrchu ze sady dvourozměr-
ných snímků. Pro realizaci aplikace byl zvolen programovací jazyk Java a jeho nadstavba
umožňující práci s trojrozměrnými modely. Před vlastním vytvářením trojrozměrných
modelů bylo nutné umožnit prohlížení trojrozměrných modelů dvou různých souboro-
vých formátů. K vytváření trojrozměrných modelů byl použit algoritmus Marching cu-
bes. V textu je tento algoritmus popsán teoreticky, následován popisem implementace
a odstranění jeho nedostatků. V závěru práce je popsána implementace inverzního po-
stupu k rekonstrukci trojrozměrného povrchu a tím je extrakce dvourozměrných snímků
z třírozměrného modelu.
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ABSTRACT
The main aim of the thesis is the reconstruction of three-dimensional surface from a set
of two-dimensional images. For the implementation of this application the program-
ming language Java and its extension, that allows work with three-dimensional models,
were chosen. First, viewing of three-dimensional models of two different file formats
was necessary to allow. To create the three-dimensional models, the Marching Cubes
algorithm was used. This algorithm is decribed theoretically in the text, description of
the implementation and correction of deficiencies follows. Finally, the implementation of
the inversion procedure of reconstruction of the three-dimensional surface, which is the
extraction of two-dimensional images from the three-dimensional model, is described.
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ÚVOD
Diplomová práce je zaměřena na návrh aplikace, která dokáže vytvořit trojrozměrné
modely ze sady dvourozměrných snímků, těmito snímky jsou myšleny binární masky
získané z vyznačených oblastí na snímcích získaných pomocí magnetické rezonance.
Dalším úkolem této aplikace je načtení a zobrazení třírozměrných modelů. Hlavním
motivem pro vytvoření této aplikace je skutečnost, že k vytváření těchto modelů
a jejich následnému zobrazení se dnes používá externí aplikace.
V teoretické části jsou popsány některé obecné pojmy trojrozměrné grafiky a dnes
používané renderovací techniky, pomocí kterých se provádí rekonstrukce třírozměr-
ných obrazů. Dále je v teoretické části popsán algoritmus Marching cubes, s jehož
pomocí budou vytvářeny výsledné třírozměrné objekty. V poslední teoretické části
jsou popsány dva souborové formáty, které uchovávají informace o prostorových mo-
delech. Pro tyto formáty bude v praktické části vytvořena čtečka a jeden z nich bude
použit jako výstup aplikace.
V praktické části je krok za krokem popsána realizace aplikace. Začátek je věno-
ván rozšíření plochého zobrazovacího média, ze základních grafických knihoven pro-
gramovacího jazyka Java, o možnost zobrazení trojrozměrných objektů. Dále jsou
vytvořeny čtečky zvolených a v teoretické části popsaných souborových formátů.
Nejpodstatnější částí této práce je implementace algoritmu Marching cubes. Im-
plementace je rozdělena do několika částí. Prvním krokem je nastavení algoritmu,
následuje načtení a úprava sady snímků, na které je aplikován algoritmus. Dalším
krokem je implementace samotného algoritmu a posledním krokem je vytvoření vý-
stupního souboru celé aplikace a následná vizualizace výsledku. Na závěr kapitoly
o implementaci algoritmu jsou diskutovány způsoby řešení nepřesností, které tento
algoritmus má.
Na konci práce je uveden inverzní postup k rekonstrukci trojrozměrného ob-
razu. Tímto postupem je míněna extrakce dvourozměrných snímků z prostorového
modelu. Pro tuto extrakci je použita lineární interpolace a výstupem jsou binární
masky, z kterých by měl být opět vytvořen prostorový model.
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1 3D GRAFIKA A MEDICÍNSKÁ DATA
Před návrhem a vlastním řešením tvorby trojrozměrných modelů je třeba vysvětlit
některé pojmy z oblasti 3D grafiky a její využití ve zpracování a vizualizaci medi-
cínských dat.
1.1 3D prostor a grafika
Dnes známá a často používaná zkratka 3D se zjednodušeně používá k označení světa,
který je reprezentován třemi rozměry (dimenzemi) a k tomuto popisu slouží kartézská
soustava souřadnic, pomocí které je každý vrchol v této soustavě popsán souřadni-
cemi X, Y a Z. Tyto vrcholy jsou dále skládány ve větší celky, kterým se říká objekty,
a ty jsou základním prvkem scény.
V počítačové grafice se jedná o snahu přiblížení se lidskému vnímání okolního
světa. K plochým 2D objektům přidává hloubku a za její pomoci se snaží objekty
ve scéně zobrazit mnohem realističtěji.
Zkratka 3D dále slouží k označení technik, které se používají k zobrazení a pro-
hlížení 3D objektů na plochých (2D) médiích. Tento postup převodu 3D objektu do
plochého zobrazení se nazývá renderování.
1.1.1 Základní vlastnosti a pojmy v 3D grafice
Obor 3D grafiky obsahuje spoustu pojmů, některé z nich budou v této části pro
přehlednost a pochopení dalších částí této práce vysvětleny.
Základní pojmy 3D grafiky:
• Vertex - jedná se o vrchol definován třemi souřadnicemi X, Y, Z.
• Polygon - plocha, která je složena minimálně ze tří vertexů. Z polygonů (ploch)
se skládají objekty.
• Face - polygon o třech vertexech. Jedná se o nejjednodušší plochu v prostoru.
• Plane - plocha definovaná vzdáleností od počátku soustavy souřadnic a posta-
vením v prostoru.
• Kamera - jedná se o bod, ze kterého je viditelná scéna. Je zadána vertexem
a třemi úhly.
• Objekt - základní stavební prvek v 3D grafice.
• Scéna - poskytuje kompletní informace o tom, co a jak bude zobrazováno. Ob-
sahuje 3D objekty, definici světel, nastavení kamery a mnohé další informace.
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Polygonální geometrie
V 3D grafice, respektive modelování, se jedná o vytváření objektů, které jsou tvo-
řeny pouze z polygonů a ty jsou tvořeny z přímek, které spojují jednotlivé vrcholy.
Takto vytvořený objekt je tvořen polygonální sítí, jejíž povrch není ideálně hladký,
a tím pádem vznikají například zubaté obloukové části jednotlivých objektů. Pro
dosažení relativní hladkosti, je potřeba získat co nejvíce vrcholů, které za pomoci
například trojúhelníků spojí v jeden výsledný objekt. Více informací o polygonálním
3D modelování je obsaženo v [10].
Volná (free-form) geometrie
V dnešní době se jedná o široce rozšířený způsob 3D modelování. Základem tohoto
typu modelování jsou křivky, pomocí kterých se dají vytvářet libovolné tvary a tím
pádem se dá dosáhnout dokonalé hladkosti povrchu. Takto vytvářené povrchy v sobě
ukrývají řídící a kontrolní body, kterými musí křivka procházet. Pro generování
křivek se dnes nejvíce používá matematický model NURBS (Non-uniform rational
basis spline). Díky tomu vytvořené objekty potřebují ke svému vzniku mnohem méně
informací než u polygonálního modelování, takže i výsledné soubory jsou menší.
Další informace o free-form modelování a NURBS jsou obsaženy v [11].
1.2 3D rekonstrukce medicínských obrazů
Rekonstrukce 3D obrazu je jednou z technik, která se používá při zpracování digi-
tálních obrazů, obzvláště vizualizací biomedicínských obrazů. Vizualizací je v tomto
případě myšlena prezentace 2D snímků jdoucích paralelně v řadě za sebou. Tyto
snímky jsou získávány pomocí různých technik, které slouží ke skenování lidského
těla. Mezi ně patří například počítačová tomografie (CT), magnetická rezonance či
ultrazvuk. Každý typ skeneru pracuje na různých fyzikálních principech, proto se liší
i získané snímky jednotlivými technikami. Například snímky získané pomocí počíta-
čové tomografie mají mnohem vyšší kontrast než snímky získané pomocí ultrazvuku.
Obecně se medicínské aplikace zabývající se rekonstrukcí 3D obrazů skládají
podle [14] ze čtyř kroků, přičemž poslední tři lze sloučit do jediného algoritmu.
Aplikace se tedy skládají z následujících částí :
Získání dat : Pro získání dat je použita jedna z výše zmíněných technik.
Zpracování obrazu : Získané dvourozměrné snímky jsou načteny přesně podle
reálné prostorové pozice. Pokud je třeba, tak následuje filtrace vstupních dat
a hledání struktur, které budou sloužit k rekonstrukci 3D obrazu.
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Konstrukce povrchu :K rekonstrukci povrchu použity renderovací techniky, které
slouží k vizualizaci datového objemu. Touto vizualizací je myšlen 3D obraz.
Mezi obvykle používané renderovací techniky pro medicínské obrazy patří mul-
tiplanární renderování (MPR), povrchové renderování (SR) a objemové rende-
rování (VR).
Zobrazení : Když je samotný povrch vytvořen, tak už zbývá pouze zobrazení vý-
sledného 3D modelu.
1.2.1 Renderovací techniky
Renderování je způsob reprezentace 3D scény na plochém 2D médiu. Existuje několik
způsobů tohoto promítání jako například kosoúhlé, pravoúhlé nebo axinometrické.
V následující části je uveden výčet používaných renderovacích technik.
Multiplanární renderování (MPR)
Multiplanární renderovací technika nevyžaduje velké množství výpočtu a proto se
dá využívat i na méně výkonných počítačích. Je vhodná pro zpracování souosých
snímků v různých směrech, respektive rovinách sagitální, transverzální a koronární.
Povrchové renderování (SR)
Technika povrchového renderování vizualizuje 3D objekty jako sadu ploch zvaných
izoplochy1. Každá tato plocha obsahuje bod, který má stejnou intenzitu na všech
snímcích. Povrchové renderování se používá v případech, ve kterých je potřeba zob-
razit plochu podstruktury oddělenou od celkové struktury. Tím je myšleno například
zobrazení systému krevních cév ze snímku těla. Povrchové renderování využívá pro
rekonstrukci izoploch metodu založenou na konturách a metodu založenou na vo-
xelu2.
Rekonstrukce založená na konturách využívá tzv. izokontur3, které jsou extraho-
vány z každého snímku, a jejich spojením jsou vytvářeny izoplochy.
Voxelově založená rekonstrukce 3D obrazu sestavuje izoplochy přímo z voxelů,
které mají stejnou intenzitu. Mezi nejpoužívanější algoritmus této metody, který
bude použit i při řešení této práce, patří Marching Cubes.
1Izoplocha je plocha, kterou reprezentují body s konstantní hodnotou například tlaku v prostoru.
V zobrazování medicínských dat může být použita pro reprezentaci oblasti s určitou hustotou
v trojrozměrném CT.
2Voxel je částice objemu představující hodnotu v pravidelné mřížce třídimenzionálního prostoru
počítačové grafiky
3Izokontura ohraničuje segment, který obsahuje body s konstantní hodnotou.
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Objemové renderování (VR)
Jak už název napovídá, používá se tato technika k vizualizaci celého objemu tělesa.
Provedení této techniky je podle [13] založeno na získání, přebrání a zobrazení dat.
Snímky jsou pomocí několika projekčních paprsků sestaveny do objemových dat, kde
je nutné provést výpočty například neprůhlednosti a barvy pro každý voxel zvlášť.
Tato skutečnost ale vyžaduje velké množství výpočtů a použití výkonných počítačů.
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2 MARCHING CUBES
Původní návrh tohoto algoritmu publikovali v [14] W. E. Lorensen a H. E. Cline
už v roce 1987. Pomocí algoritmu Marching cubes (pochodující kostky) se vytváří
povrchový 3D model za pomoci trojúhelníků. Algoritmus je vždy aplikován na sadu
paralelních snímků, postupně vždy jen na dvojici po sobě jdoucích snímku s dané
sady. Obecně lze říci, že algoritmus popisuje, jak povrch rekonstruovaného 3D ob-
razu protne jednotlivé hrany kostky. Následující část obsahuje pouze obecný popis
algoritmu. Detailnější informace jsou obsaženy v [14] a [15].
Marching cubes využívá přístup rozděl a panuj k nalezení logické krychle, kterou
tvoří minimálně osm pixelů, čtyři na každém ze sousedních snímků. Posunováním
této krychle se vytváří logická, prostorová mřížka, ve které se dále pomocí pospojo-
vání vrcholů, které jsou umístěny do míst protnutí hran krychle, vytváří povrch tělesa
pomocí trojúhelníků. Principiálně se vychází z obecně známého faktu, že krychle má
osm vrcholů a každý z těchto vrcholů může být umístěn uvnitř, na nebo vně daného
tělesa. Přičemž umístění uvnitř a na povrchu tělesa představuje jeden stav a umís-
tění vně tělesa představuje stav druhý. Takže z tohoto faktu je možné odvodit, že
každá kostka se může nalézat v jednom z 28=256 stavů, v závislosti na tom, kolik
vrcholů je vně a kolik uvnitř povrchu.
Obr. 2.1: a)Indexování vrcholů , b) Indexování hran
Určení toho, zda je daný vrchol uvnitř nebo vně povrchu, probíhá za pomoci
izohodnoty, která zároveň určuje, jaká izoplocha bude ve výsledku zobrazena. Po-
mocí této hodnoty se dá určit, jaká část z medicínských snímků bude brána v potaz
při tvorbě 3D modelu. Takže například ze snímků lidské hlavy získaných pomocí
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magnetické rezonance se dá podle nastavené izohodnoty určit to, zda se bude vytvá-
řet 3D model lebky či mozku. Vrcholu, jehož hodnota jasu (či stupně šedi) je větší
nebo rovna izohodnotě, je přiřazena hodnota 1 a v opačném případě, tedy když je
hodnota nižší než je izohodnota, tak je vrcholu přiřazena hodnota 0.
Na Obr.2.1 a) je vidět číselné označení jednotlivých vrcholů kostky. Na tom sa-
mém obrázku je vidět pole index, kam se v závislosti na tom, jestli je daný vrchol vně
nebo uvnitř povrchu zapíše 0, respektive 1. Každý z vrcholů má v tomto poli pevně
danou pozici, kam se tyto hodnoty zapisují, a proto je možné po projití všech vrcholů
dané krychle v poli index spatřit binární osmibitovou kombinaci, která přesně určí,
v jakém stavu se daná krychle nachází. Tento stav dále určí, které hrany, zobrazené
na Obr.2.1 b), budou protnuty povrchem a v jakém pořadí bude probíhat triangu-
lace vrcholů. Jak již bylo řečeno, kostka se může nacházet v jednom z 256 stavů, při
čemž hodnota v poli index na pozici v1 je 20 a na pozici v8 je 27 , což dohromady
dává interval 0 až 255.
Obr. 2.2: Základní možné stavy algoritmu Marching cubes
Na Obr.2.2 je zobrazeno patnáct základních stavů, v kterých se může kostka
nacházet. Z těchto stavů se pomocí zrcadlení a rotací dá získat všech 256 stavů.
Například do stavu jedna se kostka dostane v případě, že všechny vrcholy kostky
leží uvnitř nebo vně tělesa. Do druhého stavu se kostka dostane v případě, že je
pouze jeden vrchol uvnitř či na povrchu tělesa a nebo v případě, že pouze jeden
vrchol není součástí povrchu. V Tab.2.1 je naznačeno, jak se s použitými symetriemi
mění základní počet stavů, pomocí kterých se dá dosáhnout všech 256 stavů.
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Využitá symetrie Počet stavů
Žádná 256
Zrcadlení 128
Rotace 23
Rotace+ zrcadlení 15
Tab. 2.1: Stavy kostky v závislosti různých symetrií
2.1 Nejednoznačnosti algoritmu Marching Cubes
Mezi problémy algoritmu Marching cubes patří nejednoznačnosti a dvojsmysly, je-
jichž výsledkem bývá necelistvost výsledného triangulovaného povrchu. I když se
pomocí indexu dá určit v jakém stavu se logická krychle nachází a z tohoto stavu
se dají odvodit místa protnutí jednotlivých hran, tak se stává, že po triangulaci
se nevytvoří takové topologie, které jsou zobrazeny na Obr.2.2. Jednotlivé vrcholy
sice vytvoří trojúhelníkovou síť, ale vrcholy jsou triangulovány v jiném pořadí a tím
vznikají díry v povrchu výsledného 3D modelu. Ošetření těchto stavů bude popsáno
dále v textu.
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3 FORMÁT VSTUPNÍCH A VÝSTUPNÍCH DAT
V dnešní době existuje spousta 3D formátů, protože většina společností zabývajících
se vývojem softwaru pro 3D grafiku či CAD/CAM programů si vyvinula svůj vlastní
formát. Aplikace, jejíž vývoj bude popsán dále v textu, umožní načtení a zobrazení
souborových formátů typu Wavefront (.obj) a STL (.stl) a výstupním souborovým
formátem pro zobrazení vytvořených 3D modelu ze sady 2D snímků bude pouze
formát Wavefront (dále nazýván jako OBJ).
3.1 Wavefront (.obj)
Firma Wavefront Technologies vyvinula tento formát pro svůj animační balíček
Advanced Visualizer. OBJ je formát, který podporuje objekty vytvořené pomocí po-
lygonálního nebo volného (free-form) modelování. FormátWavefront existuje ve dvou
variantách, a to ASCII (.obj) a binární (.mod). Z důvodu chybějící dokumentace bi-
nární varianty je v následujícím textu této práce zmíněn pouze ASCII formát, a tak
je zde popsána pouze jeho struktura. Na Obr.3.1 jsou uvedeny základní informace,
které může obsahovat Wavefront formát pro definici objektů.
Obr. 3.1: a)Ukázka obsahu Wavefront formátu, b)Příklad krychle s různou barvou
stěn
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Z Obr.3.1 a) i b) je patrné, že za znakem # následuje komentář, takže text za ním
následující nemá na výsledný tvar objektu žádný vliv. Komentář bývá uveden mini-
málně na začátku souboru, jelikož pro OBJ formát není definována žádná hlavička.
Každý OBJ soubor obsahuje několik návěští, která budou následně popsána.
• v - definuje pozici vektoru v prostoru pomocí x,y,z souřadnic. Zvolení doplňující
hodnoty w se danému vektoru přiřadí váha, která je brána v potaz u volné (free-
form) geometrie.
• vt - definuje pozici texturového vrcholu pomocí souřadnic u,v v rámci jedné
plochy. Doplňující parametr w určuje váhu v rámci použití volné (free-form)
geometrie.
• vn - definuje normálový vektor pomocí x,y,z souřadnic. Normálový vektor má
vliv na hladké stínování a vykreslování grafiky.
• vp - slouží ke specifikaci bodů v rámci jednotlivých ploch. Tyto body jsou
určující pro průběhy jednotlivých křivek u volné (free-form) geometrie. Udávají
se pomocí souřadnic u,v v rámci jedné plochy. Doplňující parametr w určuje
váhu jednotlivých bodů.
• f - toto návěští uvozuje složení jednotlivých polygonů. Za parametrem f ná-
sleduje řada jednotlivých vrcholů, z kterých se daný polygon skládá. Definici
jednotlivých polygonů lze rozšířit pomocí normálových a textrurových vrcholů
viz. Obr.3.1 a).
Seznam uvedených návěští, které mohou být obsaženy v OBJ souboru, není kom-
pletní. Kompletní seznam návěští a jejich parametrů je obsažen v [1] a [2].
I když OBJ soubor může obsahovat tolik návěští, tak v praxi se nejčastěji používá
pouze seznam jednotlivých vrcholů následovaný seznamem jednotlivých polygonů.
Protože je v OBJ souboru definována pouze geometrie, bývá k němu přidružen sou-
bor, který obsahuje definici materiálů a barev pro daný objekt. Tyto soubory nesou
stejný název jako OBJ soubor, ale liší se pouze příponou .mtl. Na tyto soubory se
v OBJ souboru odkazuje pomocí klíčového slova mtllib, za kterým následuje název
MTL souboru. Ukázka je vidět na Obr.3.1 b). Další klíčové slovo, které slouží pro
definici materiálů, je usemtl, za kterým v našem příkladu na Obr.3.1 b) následuje
použitá barva a za ní je uvedena definice jednotlivých polygonů, které budou danou
barvu mít. Více informací o MTL souboru je obsaženo v [3].
3.2 STL
Firma 3D Systems vyvinula tento souborový formát k návrhu modelů, průmyslových
vzorů, prototypů a jejich následné realizaci na 3D tiskárnách či strojích určených pro
stereolitografii. Díky jednoduchosti formátu je používán v mnoha CAD aplikacích.
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Tento 3D formát se skládá z nejjednodušších polygonů, trojúhelníků. STL po-
pisuje pouze povrchovou geometrii 3D objektů bez jakékoli definice barev, textur
a dalších atributů. Jedno ze základních pravidel tohoto formátu je to, že každý troj-
úhelník musí sdílet dva své vrcholy s dvěma sousedníma trojúhelníky. Díky tomu se
nemůže stát, že vrchol jednoho trojúhelníku se nachází uprostřed strany jiného troj-
úhelníku, protože v tom případě je tento trojúhelník rozdělen na dva menší. Stejně
jako OBJ, tak i STL existuje ve dvou variantách a to ASCII a binární. Binární va-
rianta je více používána, protože ASCII varianta je popisnější a výsledný soubor je
až příliš velký.
Obr. 3.2: Ukázka ASCII varianty STL formátu
3.2.1 ASCII varianta
Každý STL soubor v ASCII variantě začíná návěštím solid, za kterým následuje
řetězec obsahující informace o souboru jako je jméno autora, datum atd., a končí
endsolid, jak je vidět na Obr.3.2.
Dále už soubor obsahuje jen definice jednotlivých trojúhelníků. Za klíčovým slo-
vem facet následuje definice jednotkového normálového vektoru. Další řádek s ná-
věštím outer loop pouze naznačuje, že následně zadané vrcholy budou vyčteny
proti směru hodinových ručiček v rámci daného trojúhelníku.
3.2.2 Binární varianta
Na začátku binární varianty je osmdesáti bytová hlavička, která nemá na výsledný
objekt žádný vliv a obsahuje tytéž informace jako solid návěští v ASCII vari-
antě. Za hlavičkou je čtyř bytový prostor pro definice počtu polygonů v dokumentu.
21
Obr. 3.3: Ukázka binární varianty STL formátu
Nakonec už jsou postupně uváděny jednotlivé normálové vektory a souřadnice kaž-
dého vrcholu, který spadá do daného polygonu. Blok, který definuje jeden polygon
má velikost padesáti bytů. Dvanáct bytů je určeno pro normálový vektor, dalších
šestatřicet bytů je určeno pro tři vrcholy polygonu a poslední dva byty jsou mezera
mezi jednotlivými polygony. Na Obr.3.3 je zobrazen náznak toho, jak je v binární
variantě zapsán jeden polygon.
Více informací o STL formátu je obsaženo například v [4] nebo v [5].
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4 JAVA 3D API
Rozhraní Java 3D je rozšíření standardních knihoven jazyka Java a je určeno pro
psaní programů, pomocí kterých dochází k zobrazování trojrozměrné grafiky a její
interakci. Takto napsané programy je možné spustit na mnoha různých platformách.
Toto rozhraní bylo postaveno na již existujících standardech OpenGL a Direct3D.
Základ rozhraní je v grafu scény.
4.1 Java 3D obecný popis
Jak již bylo uvedeno, základem Java 3D API je graf scény, který vytváří virtuální
vesmír. Datová struktura tohoto typu, která má stromové uspořádání, se skládá
z uzlů (datový prvek) a referencí (vztah mezi datovými prvky). Uzly v této struk-
tuře představují jednotlivé třídy z rozhraní JAVA 3D a existuje mezi nimi vztah
rodič-potomek, kde jeden uzel může mít libovolný počet potomků, ale pouze jed-
noho rodiče. Stromové uspořádání 3D objektů kompletně popisuje obsah virtuálního
vesmíru a to, jakým způsobem bude zobrazován. Objekty tvořící graf scény definují
například geometrii, zvuk, světla, vzhled a mnohé další vlastnosti audiovizuálních
objektů. Kořenem tohoto grafu, a tedy i celé scény, je třída VirtualUniverse, u jed-
nodušších aplikací to bývá její podtřída SimpleUniverse. Rozdíl mezi nimi je ten,
že u SimpleUniverse se programátor nemusí starat o samotné zobrazení, protože
to bude defaultně nastaveno a je tedy potřeba dodat pouze obsah, tedy 3D objekty.
Obr. 4.1: Ukázka jednoduchého grafu scény v Java 3D
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Na Obr.4.1 je zobrazen jednoduchý graf scény, který ve své pravé části obsahuje
základní uzly (třídy), které definují to, jakým způsobem bude provedeno zobrazení.
Této části grafu se říká vizuální větev grafu. Levá část představuje to, jak může vy-
padat v této datové struktuře definice jednoho 3D objektu. Tato část bývá nazývána
jako obsahová větev grafu.
4.1.1 Základní třídy Java 3D
Nyní budou upřesněny jednotlivé třídy, které se používají pro výstavbu grafu scény.
Jedná se pouze o výčet základních tříd, které byly použity v příkladu na Obr.4.1.
Pro seznámení se se všemi třídami Java 3D existuje dokumentace [9] a pro sezná-
mení se s prací s Java 3D existují tutoriály, které jsou obsaženy v [6].
• VirtualUniverse - je to základ každého grafu scény v Java 3D, který odka-
zuje na všechny ostatní objekty, které scéna obsahuje. V grafu scény se může
vyskytnout jen jednou, a to jako její kořen. Třída VirtualUniverse odkazuje
na jediný objekt, a tím je třída Locale.
• Locale - jedná se o tzv. referenční bod, který určuje počátek soustavy souřad-
nic ve virtuálním vesmíru. Z této třídy je odkazováno na objekty BranchGroup.
• Group - představuje jednotlivé uzly ve stromové struktuře. Pomocí této třídy,
respektive jejích podtříd, se upřesňují polohy a orientace 3D objektů ve virtu-
álním vesmíru. Podtřídami jsou třídy BranchGroup a TransformGroup.
• BranchGroup - představuje kořen jednotlivých subgrafů. V příkladu na Obr.4.1
se jedná o subgrafy, které představují obsahovou část scény (levá větev) a vizu-
ální část (pravá větev). Tato třída odkazuje na objekty třídy TransformGroup,
když je potřeba provést nějaké transformace, nebo přímo na objekty třídy
Leaf, které specifikují vlastnosti 3D objektů.
• TransformGroup - používá se v případě, že je potřeba provést změnu velikosti
3D objektu, jeho rotaci nebo změnu jakékoliv další vlastnosti daného objektu.
• Leaf - pomocí ní se určují listy v grafu scény, tedy objekty, které už nemají
žádné potomky. Její podtřídy určují vlastnosti a chování vizuálních objektů
ve virtuálním vesmíru.
• NodeComponent - objekty tohoto typu nejsou přímou součástí grafu scény,
ale odkazují na ně objekty Leaf a používají se ke specifikaci geometrie, vzhledu,
textury a dalších materiálových vlastností.
• ViewPlatform - přes tento list grafu, který je podtřídou třídy Leaf, se do grafu
přidává definice vizuální větve grafu.
• View - obsahuje nastavení renderování a odkazuje se na obdélníkové plátno,
které představuje třída Canvas3D.
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• Canvas3D - specifikuje oblast, do které lze vykreslit 3D grafiku. Jedná se o ob-
délníkový pohled na objekty ve virtuálním vesmíru. Dále obsahuje odkaz na
zobrazovací okno Screen3D. Canvas3D je popsán pomocí své velikosti, tvaru
a umístěním v zobrazovacím objektu Screen3D.
• Screen3D - informace, které tento objekt obsahuje, popisují fyzické vlastnosti
obrazovky.
Java 3D a swingové komponenty
Pro provázání plochého zobrazovacího média, jakým je například swingová kompo-
nenta JPanel, slouží v Java 3D třída Canvas3D. Ta slouží k promítání 3D scény na
2D zobrazovací plochu. Canvas3D se prováže s komponentou JPanel pomocí funkce
add(), kterému se jako vstupní parametry předají komponenta Canvas3D a jeho
pozice v okně.
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5 NAČTENÍ A ZOBRAZENÍ 3D SOUBOROVÝCH
FORMÁTŮ
V následující kapitole bude popsán první krok, který byl potřeba při vývoji aplikace.
Bude zde popsáno načtení a zobrazení 3D souborových formátů. Vývojový diagram
pro realizaci této operace je zobrazen na Obr.5.1. Z tohoto diagramu je patrné, že
je nejdříve provedeno načtení cesty k vybranému souboru, pak je zjištěn typ tohoto
souboru, a jedná-li se o soubor, který je podporován touto aplikací, vytvoří se scéna,
která je následně zobrazena.
Obr. 5.1: Vývojový diagram pro načítání souborů
5.1 Rozšíření JPanelu
Jako první krok, který je potřeba realizovat před vývojem zbytku aplikace, je roz-
šíření funkcionalit grafické kontejneru JPanel z javovské knihovny grafických prvků
Swing. Samotné rozšíření spočívá v tom, že tomuto grafickému kontejneru bude
umožněno zobrazovat 3D modely. Před realizací vlastního rozšíření byl nejdříve pro-
veden návrh jednoduchého grafického uživatelského prostředí, který je zobrazen na
Obr.5.2.
26
Pro rozšíření JPanelu je použito upraveného grafu scény z Obr.4.1, který díky
své vizuální větvi a provázanosti objektu Canvas3D s JPanel umožní zobrazení 3D
objektů. Nyní bude v následujícím textu popsáno vytvoření obsahové a vizuální
větve grafu. Předloha pro rozšíření komponenty JPanel je obsažena v [7].
Obr. 5.2: Ukázka grafického rozhraní aplikace
5.1.1 Vytvoření obsahové větve
Před tím, než se začne vytvářet samotná obsahová větev grafu, je potřeba vytvořit
virtuální vesmír a přiřadit mu počátek souřadnic v podobě objektu Locale. Celou
obsahovou větev zastřešuje kořen subgrafu, kterým je objekt BranchGroup, který je
potomkem objektu Locale. Graf scény obsahující pouze subgraf pro vytvoření 3D
objektu je zobrazen na Obr.5.3. Objekt BranchGroup obsahuje několik potomků,
jejichž význam bude dále popsán.
Před dosažením listu stromu, který vytvoří zvolený 3D objekt, jsou provedeny
dvě transformace pomocí tříd TransformGroup. První transformace provádí pouze
změnu velikosti objektu. Tuto operaci je možné provést i ve vizuální větvi grafu
scény, a to pomocí umístění kamery. V tomto případě byla však kamera umístěna do
základní pozice a velikost objektu je přizpůsobena zobrazovacímu oknu v obsahové
větvi. Změna velikosti je závislá ne reálné velikosti objektu, a proto byla nastavena
pro každý formát zvlášť. Potomek objektu provádějící změnu velikosti umožňuje
výslednému objektu rotaci ve všech směrech. Tato rotace je založena na interakci
kurzoru myši a na jeho pohybu. Po provedených transformacích už zbývá jen vytvořit
výsledný 3D objekt. Nový objekt bude načten jako instance třídy Scene, které bude
jako vstupní parametr předána cesta k souboru, který má být načten. U souboru
jako například OBJ už není potřeba starat se o materiál povrchu, ale u souboru
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formátu STL je třeba vytvořit instanci třídy Shape3D a definovat minimálně barvu
povrchu, jinak bude výsledný objekt zobrazen v bílé barvě.
Obr. 5.3: Obsahová větev grafu scény vytvářené aplikace
Po vytvoření obsahu scény je nutné ještě scénu osvětlit a přidat pozadí. Tyto
atributy vytvářejí zbylé listy obsahové větve grafu scény. Barva pozadí se vytváří
pomocí třídy BackGround, které je jako vstupní parametr předána instance třídy
Color3f, kde je pomocí hodnot (0.0, 0.0, 0.0) nastavena černá barva pozadí.
Pro aplikaci bylo zvoleno použití pouze jednoho druhu světla, a tím je světlo směrové,
které bylo nastaveno ve všech třech osách se stejnou intenzitou, což postačovalo
k dostatečnému osvětlení scény. K nastavení směrového světla byla použita třída
DirectionalLight, jejíž vstupními parametry je instance třídy Color3f nastavená
na hodnotu (1.0, 1.0, 1.0), což je bílé světlo, kterému byl dále určen směr záření.
Pro nastavení směru tohoto světla v jednotlivých osách byla vždy zvolena nenulová
hodnota na souřadnici, která odpovídá dané ose. Takže například přímé světlo v ose z
mělo nastavenu hodnotu vektoru na (0.0, 0.0, 1.0). Konečná podoba vytvořené
scény je zobrazena na Obr.5.4, kde je vidět osvětlený model kloubního disku na
černém pozadí, který byl vytvořený pomocí programu ImageJ.
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Obr. 5.4: Model kloubního disku ve formátu OBJ
5.1.2 Vytvoření vizuální větve
Subgraf definující vizuální větev grafu scény téměř odpovídá tomu, co je zobrazeno
na Obr.4.1. Rozdíl je pouze v tom, že u navrhované aplikace je přidána jedna instance
třídy Canvas3D, která provádí takzvané „offscreen“ vykreslování. To zjednodušeně
znamená, že je provedeno vykreslování mimo zobrazovací plochu, je-li zobrazovaný
objekt větší než zobrazovací plocha.
Vytvoření celé vizuální větve grafu začíná přidáním nového potomka objektu
Locale. Tímto potomkem je nový objektu typu BranchGroup, a ten se tak stává ko-
řenem celého subgrafu. Při vytvoření už mu je přidán potomek třídy TransformGroup.
Tato třída, respektive instance instance této třídy, se stará o umístění objektu ve
scéně. Jelikož je kamera nastavena do počátku soustavy souřadnic, je nutné ob-
jekt umístit dále od kamery. Umístění objektu je závislé na jeho velikosti, takže
se tato vzdálenost mění se zobrazovaným objektem. Například pro výše zmíněný
model kloubního disku na Obr.5.4 je tato vzdálenost nastavena na dvacet metrů.
Kořenu subgrafu vizuální větve, je při vytvoření přiřazen jediný list vizuální větve
grafu, a tím je třída ViewPlatform. Z této třídy třídy je odkazováno na objekt View
a naopak. Tato třída se stará o to, co bude ve výsledku vykresleno a také jsou zde
použity funkce, které zamezují vykreslování objektů, které jsou vzdáleny méně než
jeden metr a více než sto metrů od kamery.
Z objektu View je dále odkazováno na dva objekty typu Canvas3D, kde se „onscreen“
Canvas3D postará o renderování 3D scény, která pak bude zobrazena pomocí ob-
jektu Screen3D ve swingové komponentě JPanel. Zobrazení v rozšířené komponentě
JPanel je zobrazeno na Obr.5.4.
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5.2 Realizace načítání 3D objektů
V následující části této práce je proveden popis vzniku čteček pro formáty OBJ
a STL.
5.2.1 Čtečka OBJ formátu
Pro načítání OBJ formátu existuje v balíčku com.sun.j3d.loaders třída s názvem
ObjectFile, pomocí které je realizováno načítání OBJ formátu. Z toho vyplývá,
že pro tento formát nebylo nutné vytvářet kompletní čtečku tohoto formátu, ale
bylo využito řešení implementované v Java 3D API.
Před vlastním načtením souboru je za použití návěští zobrazovaný 3D model
umístěn do středu obrazovky a dále je zajištěno načtení i přidružených souborů.
V tomto případě se jedná o soubor s příponou .mtl, který obsahuje definici ma-
teriálu. Výsledný model je načten, za pomocí dříve získané cesty k OBJ souboru.
Tento soubor je načten jako kompletní scéna, která se stává listem v obsahové větvi
grafu scény, jejíž vytvoření bylo popsáno dříve v této kapitole. Výsledný 3D model
načtený ze souboru OBJ je zobrazen na Obr.5.4.
5.2.2 Čtečka STL formátu
Při vytváření čtečky pro souborový formát STL bylo vycházeno z [12], kde je na
příkladu pro 3D formát QUAD popsáno vytvoření jednoduché čtečky. Čtečky 3D
formátů jsou obvykle rozděleny do několik vrstev, které postupně realizují načtení
výsledného objektu. Čtečka pro zvolený formát STL je rozdělena do tří tříd, respek-
tive vrstev, které postupně provádějí vytvoření výsledného 3D modelu. Rozdělení
těchto tříd, jejich názvy a přiřazení k jednotlivým vrstvám je v Tab.5.1. Dále v textu
budou popsány vlastnosti jednotlivých tříd a jejich realizace.
Vrstva Název třídy Rozšiřuje/implementuje/importuje
Tokenizer StlFileParser rozšiřuje StreamTokenizer
Objekt StlObject importuje StlFileParser
Scéna StlScene rozšiřuje StlObject, implementuje Loader
Tab. 5.1: Rozdělení čtečky formátu STL do tříd
Vrstva Tokenizer
Na začátek je potřeba zmínit, že tato vrstva je využita pouze v případě, že je načí-
tána ASCII varianta STL. Prvním krokem při vytváření čtečky je vytvoření nejnižší
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vrstvy v celém procesu načítání formátu STL, a tou je vrstva Tokenizer. Tato vrstva
je realizována pomocí třídy StlFileParser. Třída je určena pro načítání nejmenší
jednotek informace v souboru, kterými jsou čísla, znaky a slova. Tato jednotka se
nazývá token, podle které je pojmenována i tato vrstva. Aby toto mohlo být učiněno,
musela být třída StlFileParser vytvářena jako rozšíření třídy StreamTokenizer,
která načítá proud znaků ze souboru a převádí je na tokeny.
V této třídě byla jako první implementována metoda setup(), ve které je defi-
nováno, jaké znaky se mohou v STL souboru vyskytnout. Dále je zde zdůrazněna
důležitost konce řádky a nastavení bílých znaků. Za bíle znaky, tedy znaky, které se
neberou při načítání v potaz, jsou v STL považovány mezery, taby a znak nového
řádku. Další zde implementovanou metodou je metoda getToken(), pomocí které
se načítají čísla, která se objevují v souboru, respektive znaky jdoucí za sebou, které
představují čísla, převádí na vybraný datový typ. Jelikož je tato vrstva rozšířením
třídy StreamTokenizer, nebyla zde potřeba implementovat metodu pro načítání
čísel, znaků a slov, protože je tato metoda v této třídě již implementována.
Vrstva Objekt
Úkolem této vrstvy je převést proud tokenů na grafické objekty. V této vrstvě je
kontrolována správnost zápisu souboru STL podle formátu, který byl uveden v ka-
pitole 3.2. Výstupem této vrstvy dva lineární seznamy a jednorozměrné pole. Kde
jeden seznam obsahuje normálové vrcholy jednotlivých polygonů a druhý obsahuje
souřadnice všech vrcholů, které byly obsaženy v souboru. V poli jsou pak umístěny
indexy, které odkazují na vrcholy umístěné v seznamu, tak, aby z nich bylo možné
sestavit polygony, a tím pádem výsledný povrch. Na Obr.5.5 je pomocí vývojového
diagramu naznačen postup při načítání STL formátu.
Na vývojovém diagramu na Obr.5.5 je vidět, že se nejdříve načte první token
v souboru. Když tento token obsahuje návěští solid, tak se jedná o ASCII variantu.
V opačném případě se jedná o variantu binární.
Jedná-li se o ASCII variantu, tak po návěští solid následuje jméno souboru,
jehož načtení, z důvodu jeho nepodstatnosti při vytváření modelu, není v diagramu
uvedeno. Dále je v cyklu s podmínkou na začátku kontrolována přítomnost návěští
endsolid, které zároveň uvozuje i konec souboru. Nejedná-li se o konec souboru,
tak je započato načítání informací o jednotlivých polygonech. Tyto informace jsou
pro každý polygon, jak již bylo zmíněno v kapitole 3.2, uvozeny návěštím facet
a končí návěštím endfacet. Mezi těmito návěštími je provedeno načtení normálo-
vého vektoru pro daný polygon, který je uvozen návěštím normal následujícím hned
za návěštím facet. Následuje načtení vrcholů polygonu, kde každý tento vrchol je
uvozen návěštím vertex. Hodnoty normálového vektoru a vrcholů polygonu jsou
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uloženy do výše zmíněných seznamů. Dále je kvůli indexaci uloženo do jednoroz-
měrného pole číslo identifikující daný polygon, které je vždy po načtení informací
o daném polygonu inkrementováno o jedna.
Obr. 5.5: Vývojový diagram k realizaci čtečky STL formátu
U binární varianty STL souboru se ověření návěští neprovádí, protože tato va-
rianta žádné návěští neobsahuje. Nejdříve je tedy načte osmdesáti bytová hlavička,
která obsahuje informace o souboru. Dále je načtena čtyř bytová hodnota, která
udává počet polygonů, jejíchž definice je v souboru obsažena. Následuje nastavení
počáteční hodnoty pro čítač s pevným počtem opakování. Během provedení jednoho
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cyklu čítače jsou načteny tři čtyř bajtové hodnoty, které definují normálový vektor.
Dále následují další tři čtyř bytové hodnoty, které definují jeden vrchol. Tyto vr-
choly jsou tři za sebou a za nimi následuje dvou bytová mezera. Tyto hodnoty jsou
ukládány do výše zmíněných seznamů a navíc je vždy do pole uložen i index daného
polygonu. Na konci každého cyklu je o jedna inkrementována hodnota čítače, a po-
kud je tato hodnota stále menší než je udávaný počet polygonů v souboru, tak čítač
dál čítá.
Vrstva Scéna
Vrstva scény je implementována v třídě StlScene. Tato vrstva se stará o vytvoření
výsledného 3D modelu. Této vrstvě je předána cesta k souboru STL, který má být
načten. Tento soubor je předán nižším vrstvám, jejich implementace byla popsána
výše. Po vykonání funkcí nižších vrstev se do vrstvy scéna vrátí seznamy obsahující
normálové vektory všech polygonů, vrcholy definující tyto polygony a pole obsahující
indexy jednotlivých polygonů. Z těchto hodnot je vytvořena scéna, která se stane
listem v obsahové větve grafu scény. A tak může být výsledný 3D model zobrazen.
Výsledný 3D model TFT monitoru načtený ze souboru STL je zobrazen na Obr.5.6.
Obr. 5.6: Model TFT monitoru ve formátu STL
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6 VYTVOŘENÍ 3DMODELU ZE SADY 2D SNÍMKŮ
Po tom, co byla implementována do aplikace možnost načtení a zobrazování 3D
modelů, bude v následujícím textu popsán postup vytváření 3D modelů ze sady
2D snímků. Sadou 2D snímků je míněna sada snímků, jejímž obsahem jsou binární
masky, které byly získány z označených oblastí ve snímcích pořízených magnetickou
rezonancí.
6.1 Načtení a předzpracování snímků
Před vlastním vytvářením modelu je nutné nejdříve nastavit cestu k sadě snímků
a nastavit několik počátečních proměnných. Okno, kde se toto nastavení provádí je
zobrazeno na Obr.6.1. Jako první se podle Obr.6.1 nastavuje cesta k sadě snímků. Po
kliknutím na tlačítko vedle textového pole se zobrazí dialogové okno, kde se uskuteční
výběr jednoho snímku z celé sady, a tím se získá cesta k celé sadě snímků. Do další
textového pole se zadává jméno výstupního souboru. Do dalších polí se zadávají
hodnoty potřebné pro výpočty, jako velikost hrany krychle v pixelech, vzdálenost
mezi jednotlivými snímky v milimetrech a zvolená velikost pixelu v milimetrech.
Obr. 6.1: Okno nastavení
Celý proces načítání a nastavení proměnných je přiblížen na diagramu zobra-
zeném na Obr.6.2. Po načtení cesty a nastavení jednotlivých parametrů, proběhne
jejich kontrola. Když nebude shledán žádný problém, to znamená, že v polích, kde
mají být čísla, budou čísla ve správném rozsahu a zvolená sada snímků bude ve for-
mátu PNG, tak se postoupí dál v programu. V opačném případě se zobrazí chybová
hláška a uživatel bude vyzván k upravě daných hodnot.
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Je-li tedy vše v pořádku, proběhne ověření binárních masek. To spočívá v tom,
že se může stát, že zde nebudou obsaženy pouze dvě hodnoty, tedy 0 pro černou
a 1 pro bílou, respektive v barevném modelu RGB 0 pro černou a 255 pro bílou.
Toto opatření bylo nutné provést, protože některé testovací sady snímku byly prav-
děpodobně nějakým způsobem komprimovány, a tím pádem na hranách nebyly ostré
přechody typu jednotkový skok, ale pozvolné (neostré) přechody.
Obr. 6.2: Vývojový diagram pro načítání sady snímků
Odstranění těchto neostrých přechodů provádí mediánový filtr. Filtr funguje tak,
že se nejdříve zjistí, kolik stupňů šedi snímek obsahuje, a tyto hodnoty se dále seřadí
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pomocí řadícího algoritmu Bubble sort. Nakonec se z pole hodnot vybere ta ve
středu pole, která představuje medián. Hodnoty všech pixelů v obraze se porovnají
s tímto mediánem. Je-li tato hodnota menší nebo rovna mediánu, je jí přiřazena 0,
a v případě, že je větší, přiřadí se 255. Tímto vznikne klasická binární maska, se
kterou se bude dále pracovat. Je zřejmé, že modely vytvářené z takto upravovaných
snímků nebudou úplně přesné.
Posledním krokem v této fázi je nalezení středu v prvním snímku z celé sady.
Středem se nemyslí střed celého obrazu, nýbrž pouze zájmové oblasti, která má
v binárních maskách bílou barvu. Určení středu se provádí z důvodu určení středu
světových souřadnic. Pro každý pixel v zájmové oblasti (tedy s hodnotou stupně šedi
255) se hledá nejbližší pixel mimo tuto oblast. Vzdálenost se vždy vypočítá pomocí
metody vzdálenosti na šachovnici, jejíž výpočet je uveden v rovnici 6.1.
𝐷8 = 𝑚𝑎𝑥 (|𝑥− 𝑠| , |𝑦 − 𝑡|) (6.1)
Kde (x,y) jsou souřadnice zkoumaného bodu v zájmové oblasti a (s,t) bodu mimo
tuto oblast. Pixel v zájmové oblasti, který bude mít hodnotu této vzdálenosti nej-
větší, je určen jako střed zájmové oblasti prvního snímku a zároveň středem světo-
vých souřadnic pro výsledný model.
6.2 Implementace Marching cubes
Nyní po načtení a předzpracování snímků může být popsána implementace algoritmu
Marching cubes na sadu snímků. Před vlastní realizací je nutné vytvořit look-up
tabulku, která bude obsahovat všechny možné topologie.
Obr. 6.3: Prvních pět řádků look-up tabulky
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6.2.1 Vytvoření look-up tabulky
Na Obr.6.3 je zobrazeno prvních pět řádků z look-up tabulky. Z obrázku vyplývá,
že se nejedná tak úplně o tabulku, ale o jednorozměrné pole, kde každých patnáct
hodnot představuje jeden řádek tabulky, respektive jeden typ topologie. Tabulka
obsahuje indexy hran, které mají být protnuty v dané topologii. Hodnoty těchto
indexů se pohybují v intervalu ⟨0, 11⟩. Index hrany je tedy o jedna menší než bylo
ukázáno na Obr.2.1 b) v kapitole 2. Tato úprava je důsledkem způsobu indexace
polí programovacího jazyka Java. Další hodnotou, která se v tabulce vyskytuje,
je −1. Tato hodnota oznamuje, že ve zbytku řádku už není hodnota, která bude
využitelná při tvorbě povrchu. Princip vyhledávání v look-up tabulce je zobrazen
Obr. 6.4: Obecný princip vyhledávání v look-up tabulce
na Obr.6.4. Nejdříve je určeno, zda jednotlivé vrcholy logické kostky jsou uvnitř
nebo ,vně (princip určení bude popsán dále). Na Obr.6.4 je jako vrchol uvnitř či na
povrchu tělesa určen vrchol s indexem v1. Ze skutečností popsaných v kapitole 2 dále
dostaneme index vytvářené topologie, který se rovná jedné. Získaný index topologie
je vynásoben číslem 154. A tak se získá index pro look-up tabulku. Toto číslo určuje
pozici v look-up tabulce, respektive poli, od kterého se načte 15 hodnot, které určují
indexy hran, jejichž protnutím se získají body, které vytvoří trojúhelníky. Pro příklad
uvedený na Obr.6.4 se budou načítat indexy hran z druhého řádku na Obr.6.3. Což
znamená, že bude vytvořen pouze jeden trojúhelník, který vznikne protnutím hran
0, 8, 3 (1, 9, 4 podle indexování z kapitoly 2).
6.2.2 Implementace algoritmu
Samotná implementace algoritmu Marching cubes je obecně popsána pomocí di-
agramu na Obr.6.5. Jediná v diagramu nepopsaná věc jo to, že se vždy pracuje
s dvěma snímky, a to s aktuálním snímkem a snímkem za ním hned následujícím.V
4Číslo 15 je použito, protože v jedné topologii může být maximálně vykresleno 5 trojúhelníků
a jelikož má trojúhelník 3 strany, tak vynásobením těchto dvou čísel se dosáhne čísla 15.
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každém z dvojice snímků je vždy prohledávána čtvercová oblast, jejíž hrana byla
zadána při spuštění aplikace. Pro stanovení stavu, ve kterém se krychle nachází,
Obr. 6.5: Vývojový diagram implementace algoritmu Marching cubes
je kontrolována hodnota čtyř pixelů v okolí daného vrcholu. Určení stavu krychle,
respektive jedné její stěny, bude demonstrován pomocí Obr.6.6. Stěna krychle zvý-
razněná na obrázku červenou barvou má velikost hrany čtyři pixely. Jako první je
určován stav levého dolního vrcholu, který je podle kapitoly 2 označován jako v1.
Jelikož pixely na obrazových souřadnicích (8, 3), (8, 4) a (7, 4) mají bílou barvu, je
vrchol označen jako vrchol uvnitř tělesa a do pole index na pozici 0 je zapsáno
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1. Dalším zkoumaným vrcholem je pravý dolní, označován jako v2. Protože jsou
všechny čtyři pixely v jeho okolí bílé, je na pozici 1 v poli index zapsáno 1. Ná-
sleduje pravý horní vrchol, kde jediný bílý pixel v okolí vrcholu je na souřadnicích
(4, 8), což stačí k označení za vnitřní vrchol tělesa a na pozici 2 v poli je zapsáno
opět 1. Posledním procházeným vrcholem této stěny krychle v tomto snímku je levý
horní vrchol. Pixely v jeho okolí jsou černé, a proto je do pole na pozici 3 zapsáno
0. Obdobně se určí vrcholy na protější stěně krychle, tedy na druhém snímku ze
zkoumaného páru. Po provedení dalších výpočtů se vrcholy krychle posunou o délku
hrany směrem doprava a v případě konce řádky směrem dolů na začátek nové řádky.
Obr. 6.6: Příklad pro určení stavu krychle
Po určení indexu krychle bude proveden přepočet obrazových souřadnic na svě-
tové. Přepočet se týká všech osmi vrcholů krychle. Přepočet pro vrchol krychle s in-
dexem v1 je ukázán v rovnici 6.2.
𝑥 = (𝑢− 𝑠) * 𝑠𝑖𝑧𝑒𝑂𝑓𝑃𝑖𝑥𝑒𝑙 [𝑚𝑚] (6.2)
𝑦 = [𝑡− (𝑣 + 𝑠𝑖𝑧𝑒𝑂𝑓𝐸𝑑𝑔𝑒)] * 𝑠𝑖𝑧𝑒𝑂𝑓𝑃𝑖𝑥𝑒𝑙 [𝑚𝑚]
𝑧 = 𝑝𝑖𝑐𝑁𝑢𝑚 * 𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 [𝑚𝑚]
Kde (x,y,z) jsou světové souřadnice vrcholu v1, (s,t) jsou souřadnice středu, který byl
nalezen v první snímku, (u,v) jsou souřadnice pixelu, který leží uvnitř čtverce zob-
razeného na Obr.6.6. Dále se v rovnici vyskytuje údaj o šířce pixelu, velikosti hrany,
pořadovém čísle snímku a vzdálenosti mezi snímky. Takto vypočtené souřadnice se
uloží do pole a budou použity dále k výpočtu středů jednotlivých hran.
V dalším kroku proběhne výpočet středu jednotlivých hran. K tomuto výpočtu
je použito pole, které obsahuje souřadnice osmi vrcholů krychle. S jejich pomocí se
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vypočítají středy dvanácti hran krychle a souřadnice těchto středu se opět uloží do
pole.
Posledním krokem jedné jednoho cyklu algoritmu Marching cubes je vytvoření
trojúhelníků. To je provedeno tak, že pomocí získaného indexu krychle se začne
prohledávat look-up tabulka, podle výše popsaného principu. Takže v loo-up tabulce
jsou obsažena čísla hran, které jsou protnuty, a pomocí těchto hodnot je indexováno
pole, které obsahuje souřadnice středů jednotlivých hran. Souřadnice středů jsou
vkládány za sebou, přesně v pořadí, v jakém budou vytvářet trojúhelníky, do pole,
které je výstupem celého algoritmu.
Po takto provedených výpočtech se krychle posune v rámci obou snímků a celý
cyklus výpočtů se opakuje i na další dvojice snímků.
Obr. 6.7: Princip vytváření OBJ souboru a jeho zobrazení
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6.3 Vytvoření výstupního souboru
Výstupem samotného algoritmu je, jak již bylo uvedeno, pole obsahující světové
souřadnice vrcholů, které budou vytvářet povrch výsledného tělesa pomocí trojú-
helníků. Aby bylo možné zobrazit výsledný 3D model vytvořený pomocí algoritmu
Marching cubes ze sady 2D snímků, je nutné toto pole vložit do vytvářeného souboru
formátu OBJ. Formát výstupních dat byl popsán v kapitole 3.1. Princip vytváření
výstupního souboru je naznačen na Obr.6.7.
Jako první se do souboru vkládá za znak # informace o souboru. Následně se
vloží za návěští mtllib jméno mtl souboru, který bude také vytvořen. Následuje
jméno skupiny. Všechny tyto informace jsou vkládány napevno a jsou pro každý
vytvořený soubor stejné, tedy kromě názvu mtl souboru. Dále se v cyklu za návěští
v vkládají vždy souřadnice jednoho vrcholu. Po vložení souřadnic všech vrcholů je
za návěští usemtl vložen typ materiálu, následuje vložení typu stínování povrchu
za návěštím s. Tyto informace jsou také vkládány napevno. Jelikož jsou vrcholy
jednotlivých trojúhelníku seřazeny přesně za sebou, tak se dále za návěští f vypíšou
indexy tří vrcholů, které byly vloženy za návěští v. Takže první trojúhelník tvoří
první tři vrcholy uvozeny návěštím v a druhý tvoří další tři. Nakonec je vytvořen
mtl soubor, ve kterém jsou obsaženy informace nastavení světel, pomocí kterých se
definuje i barva výsledného 3D modelu. Soubor mtl je též definován napevno a je
stejný pro všechny vytváření 3D modely. Na Obr.6.8 je zobrazen 3D model, který byl
vytvořen pomocí algoritmu Marching cubes ze sady snímků zobrazené na Obr.6.9.
Obr. 6.8: 3D model vytvořená pomocí algoritmu Marching cubes
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Obr. 6.9: Testovací snímky
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6.4 Odstranění nejednoznačností algoritmuMarching
cubes
Odstranění nedokonalostí už bylo popsáno výše, jen nebylo zdůrazněno. Mezi opat-
ření, které zabraňují výskytu nejednoznačností, patří použití kompletní look-up ta-
bulky a ne pouze patnácti základních stavů, které jsou zobrazeny na Obr.2.2 v kapi-
tole 2. Tabulka obsahující všech 256 stavů, která v každém stavu odkazuje na středy
protnutých hran v takovém pořadí, v jakém mají být trojúhelníky vytvářeny, sama
o sobě nedá možnost vzniknout nejednoznačnostem.
Dalším použitým opatřením je určení stavu jednotlivých vrcholů pomoci kontroly
čtyř okolních pixelů daného vrcholu. Tím je zaručeno uzavírání celistvosti povrchu
na přechodových hranách, kde zájmová oblast jedné binární masky končí, ale na
druhé stále pokračuje.
Další v práci nezmíněnou možností je použití algoritmu Marching cubes 33, který
jak už z názvu vyplývá používá 33 základních stavů. Více o tomto algoritmu obsahuje
[16].
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7 EXTRAKCE 2D SNÍMKŮ Z 3D MODELU
Do této doby byl popisován postup pro vytvoření 3D modelu ze sady 2D snímků.
V této kapitole bude popsán postup inverzní. Tedy extrahování sady 2D snímků
z 3D modelu. Pro extrakci snímků bude možné zvolit osu, v které bude daný model
protínán rovinami kolmými na tuto osu, a počet výstupních snímků ve formátu PNG.
Postup bude znovu popsán krok za krokem. Jako vstupním formátem je použit OBJ,
z kterého je na začátku potřeba získat informace o modelu.
7.1 Získání dat ze souboru
Jak již bylo naznačeno výše, prvním krokem bude získání informací o 3D modelu
z OBJ souboru. V kapitole 5.2.1 bylo sice napsáno, že Java 3D má v sobě inte-
grovanou třídu pro načítání tohoto formátu, ale neposkytuje žádnou funkci, jejímž
výstupem by bylo pole obsahují souřadnice všech vrcholů a pole s indexy těchto
vrcholů kvůli vytvoření jednotlivých trojúhelníků. Proto bylo nutné vytvořit jed-
noduchou čtečku, jejímž úkolem bylo pouze získat ze souboru informace o všech
vrcholech a jejich indexy v rámci jednotlivých trojúhelníků. Čtečka je velice podobá
té vytvořené v kapitole 5.2.2 pro formát STL. Proto byla upravena vrstva Tokenizer
dle specifikací formátu OBJ pro načítání jednotlivých tokenů. Dále byla upravena
vrstva objekt vzhledem k používání rozdílných návěští formátu OBJ oproti STL
a jiné struktuře souboru. Výstupem budou tedy dvě pole, kde obsahem jednoho
pole budou všechny vrcholy daného modelu a druhé pole bude obsahovat indexy na
tyto vrcholy, díky niž je možné sestavit jednotlivé trojúhelníky.
7.2 Vytváření 2D snímků
Vstupem třídy, která vytváří výstupní snímky, je pole obsahující vrcholy daného
modelu, pole s indexy na tyto vrcholy, cesta k adresáři, kam budou uloženy výstupní
soubory, počet snímků a osa v které bude extrakce provedena. Na Obr.7.1 je zobrazen
postup při extrakci 2D snímků.
Prvním krokem je získání maximální a minimální hodnoty souřadnice v ose,
v které bude extrakce probíhat. Dále se podle (7.1) vypočítá rozsah, v kterém se
𝑟𝑎𝑛𝑔𝑒 = 𝑚𝑎𝑥𝐶𝑜𝑜𝑟𝑑𝑖𝑛𝑎𝑡𝑒−𝑚𝑖𝑛𝐶𝑜𝑜𝑟𝑑𝑖𝑛𝑎𝑡𝑒 (7.1)
𝑠𝑡𝑒𝑝 =
𝑟𝑎𝑛𝑔𝑒
𝑛𝑢𝑚𝑏𝑒𝑟𝑂𝑓𝑆𝑙𝑖𝑐𝑒𝑠+ 1
(7.2)
𝑓𝑖𝑟𝑠𝑡𝑆𝑙𝑖𝑐𝑒 = 𝑚𝑖𝑛𝐶𝑜𝑜𝑟𝑑𝑖𝑛𝑎𝑡𝑒+ 𝑠𝑡𝑒𝑝 (7.3)
44
nachází souřadnice ležící v ose kolmé na roviny řezu. Pomocí tohoto rozsahu a počtu
snímků se podle (7.2) vypočítá krok, v kterém se budou provádět řezy. Počet snímků
Obr. 7.1: Princip extrakce 2D snímků z 3D modelu
v rovnici je zvýšen o jedna z toho důvodu, aby poslední řez nebyl proveden na ma-
ximální souřadnici ve zvolené ose. A nakonec je v (7.3) uveden výpočet souřadnice,
na které bude ve zvolené ose proveden první řez.
Následuje určení středu modelu. To je prováděno z toho důvodu, aby bylo možné
výstup v podobě binárních masek vložit do středu výstupního obrazu. Pro tento
účel se naleznou středy z rozsahů souřadnic ve zbylých dvou osách. Jelikož byla
velikost výstupního obrazu nastavena na 512×512 a střed byl zvolen na souřadnicích
255 × 255, je střed nalezený v rozsazích jednotlivých os umístěn do tohoto bodu
a všechny souřadnice jsou podle něj přepočítány.
Následující kroky jsou pro vytvoření všech výstupních obrazů stejné. Nejdříve
se načtou tři vrcholy daného trojúhelníku a následně se zjišťuje, zda není řez veden
přes některou ze stran tohoto trojúhelníku. Jestli ano, tak se mezi dvěma vrcholy
protnuté strany trojúhelníku vypočítají pomocí lineární interpolace dvě zbylé sou-
řadnice tohoto bodu protnutí. Lineární interpolace je provedena pomocí rovnice
přímky v prostoru (7.4) určené dvěma body [𝑥1, 𝑦1, 𝑧1] a [𝑥2, 𝑦2, 𝑧2].
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𝑥− 𝑥1
𝑥2 − 𝑥1 =
𝑦 − 𝑦1
𝑦2 − 𝑦1 =
𝑧 − 𝑧1
𝑧2 − 𝑧1 (7.4)
Takže je-li například model protínán rovinami kolmými na osu 𝑍, tak je známa 𝑧
souřadnice v daném kroku, takže zbývá odvodit z rovnice (7.4) souřadnice 𝑥 a 𝑦
bodu protnutí. Výpočty souřadnice 𝑥 je uvedena v (7.6) a pro 𝑦 v (7.5).
𝑦 = 𝑦1 + (𝑦2 − 𝑦1) · 𝑧 − 𝑧1
𝑧2 − 𝑧1 (7.5)
𝑥 = 𝑥1 + (𝑥2 − 𝑥1) · 𝑧 − 𝑧1
𝑧2 − 𝑧1 (7.6)
Souřadnice bodu protnutí jsou vždy uloženy do pole. V příkladu, který byl uveden
výše, se do pole uloží souřadnice 𝑥 a 𝑦. Souřadnice jsou vždy centrovány, pomocí
výše určeného středu a jsou z desetinného čísla převedeny do celého čísla. To vše je
provedeno z důvodu použitelnosti souřadnic v rámci obrazu.
Po získání všech bodů protnutí jsou pomocí dvojic bodů do výstupního obrazu
vykresleny úsečky, které ve výsledku tvoří spojitý obvod tělesa v daném řezu. Po
vytvoření obvodu je jeho vnitřek vybarven bílou barvou, tak aby vznikla výstupní
binární maska.
Výsledek je uložen do tří matic, kde každá představuje jeden barevný kanál
barevného modelu RGB. Pomocí těchto tří matic je vytvořen výstupní obraz, který
je uložen ve formátu PNG do adresáře, z něhož byl načten vstupní OBJ soubor.
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8 ZÁVĚR
Cílem této diplomové práce bylo vytvořit aplikaci, která umožní vytvoření tříroz-
měrných objektů ze sady dvourozměrných snímků. Před vlastní realizací byly uve-
deny základy prostorové grafiky a různé způsoby rekonstrukce třírozměrných medi-
cínských dat. Pro vlastní realizaci aplikace byl zvolen algoritmus Marching cubes.
V úvodu jsou popsány jeho vlastnosti a dále v práci je rozebrána jeho implementace.
Vytvoření aplikace je v práci popsáno krok za krokem, přesně podle toho, jak
probíhal její vývoj. Před vlastní implementací algoritmu Marching cubes bylo nutné
rozšířit možnosti grafického kontejneru JPanel o možnost zobrazování trojrozměr-
ných objektů. K realizaci tohoto rozšíření byla zvolena nadstavba programovacího
jazyka Java, která umožňuje práci s trojrozměrnou grafikou. V aplikaci byla dále
umožněna rotace trojrozměrných modelů v závislosti na pohybu kurzoru myši. Celá
realizace rozšíření zmíněné komponenty je demonstrováno pomocí stromové struk-
tury, na které byly popsány vlastnosti jednotlivých úrovní stromu a jejich vliv na
chod výsledné aplikace.
Potom, co bylo aplikaci umožněno zobrazovat třírozměrné objekty, byly vytvo-
řeny čtečky dvou souborových formátů, které uchovávají informace o prostorových
objektech. Tyto čtečky bylo nutné vytvořit z důvodu vizualizace pozdějších výstupů
aplikace v podobě prostorových objektů.
Dalším krokem bylo vytvoření prostorového modelu ze sady dvourozměrných
snímků, které obsahovaly binární masky. Tyto binární masky byly vytvořeny z vy-
značených oblastí na snímcích pořízených pomocí magnetické rezonance. Pro vytvo-
ření modelů byl zvolen algoritmus Marching cubes. V textu byla popsána jeho im-
plementace a aplikace poskytuje jeho variabilní nastavení. Variabilita spočívá v mož-
nosti nastavení vzdálenosti jednotlivých snímků, zvolení velikosti hrany a další. Dále
byl popsán princip vytvoření look-up tabulky, její použití a důvod použití této ta-
bulky v její plné velikosti. Na příkladu a vývojovém diagramu byl popsán princip
určování stavu krychle a vytváření jednotlivých trojúhelníků, které tvoří výsledný
povrch prostorového objektu. Informace o výsledném modelu byly vždy uloženy do
dvou výstupních souborů. Jeden obsahuje definici třírozměrného objektu a druhý
informace o nastavení světel ve vytvářené scéně. Z takto vytvořených souboru bylo
pak možné vizualizovat výsledek.
Nedostatkem implementovaného algoritmu je jeho nepřesnost. Tato nepřesnost
spočívá v tom, že přechody mezi jednotlivými snímky jsou ve výsledném třírozměr-
ném objektu až moc dobře patrné. Tato nepřesnost by mohla být odstraněna pomocí
výpočtu několika snímků, ležícími mezi jednotlivými dvojicemi vstupních snímků.
Místo zvýšení přesnosti vytvářených třírozměrných objektů byl v aplikaci im-
plementován inverzní postup k rekonstrukci trojrozměrných obrazů. Touto inverzní
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operací je extrakce sady dvourozměrných snímků z prostorového modelu. Pro ex-
trakci bylo na začátek nutné nastavit osu, v které budou provedeny řezy kolmé na
tuto osu a počet těchto řezů. K určení bodů protnutí v jednotlivých stranách troj-
úhelníků byla použita lineární interpolace. Z takto vypočtených bodů byl pomocí
úseček vytvořen obvod tělesa v rovině řezu. Nakonec byl vnitřek takto vyznačeného
obvodu obarven bílou barvou. Výstupem této extrakce byly binární masky, z kterých
by mělo být možno opět sestrojit původní třírozměrný model.
Bohužel na některých výstupních binárních maskách docházelo k chybám. Tyto
chyby byly způsobeny tím, že pomocí úseček nebyl vytvořen uzavřený obvod a ná-
sledným obarvením nevznikla celistvá plocha.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
2D Dvoudimenzionální – Two dimensional
3D Třídimenzionální – Three dimensional
3DS 3D Studio File Format
API Rozhraní pro programování aplikací – Application Programming
Interface
ASCII Americký standardní kód pro výměnu informací – American
Standard Code for Information Interchange
CAD Počítačem podporované projektování, – Computer-Aided Design
CAM Počítačová podpora obrábění – Computer-Aided Manufacturing
CT Počítačová tomografie – Computed Tomography
Direct3D Aplikační rozhraní podporující práci 3D grafikou. Jedna z komponent
DirectX
DOS Diskový operační systém – Disk Operating System
GUI Grafické uživatelské prostředí – Graphic user interface
Java Objektově orientovaný programovací jazyk
NURBS Matematický model požívaný v počítačové grafice – Non-uniform
rational basis spline
OpenGL Standard specifikující práci s počítačovou grafikou – Open Graphics
Library
PNG Rastrový grafický formát – Portable Network Graphics
RGB Barevný model skládající se ze základních barev červená, zelená,
modrá – Red Green Blue
Swing Knihovna uživatelských prvků na platformě Java pro ovládání
počítače pomocí grafického rozhraní
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SEZNAM PŘÍLOH
A Obsah přiloženého DVD 53
B Potřebné programové vybavení 54
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A OBSAH PŘILOŽENÉHO DVD
Přiložené DVD obsahuje následující adresářovou strukturu:
\projekt - obsahuje zdrojové kódy diplomové práce
\snimky - obsahuje tři sady snímků
\modely - obsahuje modely ve formátu OBJ a STL
\text_prace - obsahuje soubor PDF diplomova_prace.pdf
53
B POTŘEBNÉ PROGRAMOVÉ VYBAVENÍ
Pro správný chod aplikace je nutné mít nainstalovány následující :
• JRE (Java Runtime Environment) - verzi 1.6 nebo novější
• Vývojové prostředí Eclipse IDE nebo Easy Eclipse IDE
• Java 3D API - aplikační rozhraní pro práci s 3D grafikou
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