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Metody a nástroje pro analýzu prostorové dostupnosti v GIS 
Abstrakt 
Cílem práce je srovnání rzných pístup k analýze prostorové dostupnosti za úelem usnadnní 
rozhodovacího procesu výbru nejlepší metody pro ešení konkrétního problému a výbru 
konkrétního softwarového nástroje. Jedním ze základních bod práce bude odlišení možností a 
využitelnosti analýz provádných s použitím digitálních dat v rastrovém nebo vektorovém 
datovém modelu. Zhodnoceny jsou možnosti vybraných softwarových nástroj. Zvláštní 
pozornost je vnována extenzím Spatial Analyst a Network Analyst softwaru ArcGIS. Souástí 
práce je program v jazyce Java, který umožuje srovnávat algoritmy s rznými parametry 
z hlediska pesnosti výstupních dat a asové náronosti. 
Klíová slova: prostorová dostupnost, nákladový povrch, síová analýza, Dijkstrv 
algoritmus 
The methods and tools for spatial accessibility analysis in GIS 
Abstract  
The goal of this paper is to compare different approaches to spatial accessibility analysis in 
order to ease the decision making, when choosing the best method for the particular problem 
and choosing the particular software tool. One of the key component of the work shows the 
distinction of possibilities and usability of analysis using digital data in either raster or vector 
data model. The possibilities of chosen software tools are evaluated. The special attention is 
given to Spatial Analyst and Network analyst extensions in ArcGIS. The paper also contains a 
program in Java language, which allows the comparison between algorithms with various 
arguments in respect of output precision and time costingness. 
Keywords: spatial accessibility, cost surface, network analysis, Dijkstra’s algorithm 
Tomáš Loukotka: Metody a nástroje pro analýzu prostorové dostupnosti v GIS                                                         5                                                 
                                                                                                                                                                                              
  OBSAH  
Seznam obrázk a tabulek ..........................................................................................................6 
1 Úvod ........................................................................................................................................7 
2 Vymezení pojm ....................................................................................................................9 
2.1 Termíny použité v práci..................................................................................................9 
 2.2 Definice dostupnosti .....................................................................................................10 
 2.3 Definice analýzy prostorové dostupnosti......................................................................12 
3 Píprava analýz ....................................................................................................................15 
3.1 Vstupní a výstupní data ................................................................................................15 
 3.2 Vizualizace výsledk ....................................................................................................16
4 Softwarové nástroje pro provádní analýz prostorové dostupnosti................................20 
 4.1 ešení analýz v prostedí ArcGIS ................................................................................20 
  4.1.1  Spatial Analyst....................................................................................................20 
  4.2.2  Network Analyst.................................................................................................22 
 4.2 ILWIS ...........................................................................................................................25 
 4.3 GRASS GIS..................................................................................................................26 
 4.4 Srovnání funkcionality softwarových nástroj .............................................................27 
5 Algoritmy používané pi analýzách....................................................................................29 
5.1 Algoritmy pro práci s vektorovými vstupními daty......................................................29 
 5.2 Algoritmy pro práci s rastrovými vstupními daty.........................................................31 
6 Návrh vlastního programu pro ešení analýz....................................................................33 
6.1 Funkce programu..........................................................................................................33 
 6.2 Konstrukce tíd .............................................................................................................34 
7 Hodnocení algoritm ...........................................................................................................39 
7.1 Pesnost výstupních dat s ohledem na zvolený íselný formát.....................................39 
 7.2 Pesnost výstupních dat s ohledem na použitý algoritmus ...........................................40 
 7.3 Pesnost výstupních dat – rozdíl mezi analýzami nad rastrovými a vektorovými 
   daty ...............................................................................................................................42 
 7.4 asová náronost analýz...............................................................................................42 
8 Závr .....................................................................................................................................45 
Použité zdroje .............................................................................................................................47 
Seznam píloh.............................................................................................................................50 
Tomáš Loukotka: Metody a nástroje pro analýzu prostorové dostupnosti v GIS                                                         6                                                 
                                                                                                                                                                                              
  SEZNAM OBRÁZK A TABULEK
Tab. 1  Pevod z vektorového datového formátu do rastrového formátu ..........................18 
Tab. 2  Možnosti vizualizace výsledných dat ........................................................................18 
Obr. 1  Kumulované náklady .................................................................................................21 
Obr. 2  Obslužná území...........................................................................................................21 
Obr. 3  Euklidovská vzdálenost..............................................................................................22 
Obr. 4 Back-link raster ..........................................................................................................22 
Obr. 5 Obslužná území – linie ...............................................................................................25 
Obr. 6  Nákladová matice .......................................................................................................25 
Tab. 3 Nástroje pro rastrová data – srovnání......................................................................27 
Tab. 4 Nástroje pro vektorová data – srovnání ...................................................................28 
Obr. 7 Dijkstrv algoritmus ..................................................................................................30 
Obr. 8 Možnosti pohybu v rámci rastru...............................................................................31 
Obr. 9 Program „Analýzy prostorové dostupnosti“............................................................34 
Obr. 10 Kumulované náklady – double..................................................................................39 
Obr. 11  Kumulované náklady – integer..................................................................................39 
Obr. 12 4-smrný pohyb po rastru..........................................................................................41 
Obr. 13 8-smrný pohyb po rastru..........................................................................................41 
Obr. 14 16-smrný pohyb po rastru .......................................................................................41 
Obr. 15 Kumul. náklady – 8-smrný pohyb...........................................................................42 
Obr. 16 Kumul. náklady – 16-smrný pohyb.........................................................................42 
Obr. 17 Kumulované náklady – konverze ..............................................................................43 
Tab. 5 asová náronost algoritm ......................................................................................44
Kapitola 1: Úvod                                                                                                                                                            7                                    
                                                                                                                                                                                              
  KAPITOLA 1 
Úvod
Prostorová dostupnost a její analýzy se v dnešním svt stávají stále dležitjší ástí 
rozhodování o lokalizaci objekt. Slouží také ke zptnému hodnocení této lokalizace i jako 
podprný aparát pro jiné analýzy v prostoru. 
Tato práce si klade za úkol seznámit tenáe s tmito analýzami a umožnit mu pochopení 
základních pravidel pi jejich uskuteování a pi jejich píprav. Vzhledem k rozsahu práce se 
nemže jednat o seznámení úplné, takže nkteré aspekty jsou potlaeny i zcela pominuty. I 
pesto se domnívám, že tená po petení práce získá alespo základní povdomí o tom, co to 
analýzy prostorové dostupnosti jsou a pochopí, jakým zpsobem jsou provádny. tená již 
seznámený s problematikou zde nalezne srovnání vybraných softwarových nástroj a také 
srovnání vybraných algoritm, které mu umožní, aby sám potebné softwarové nástroje 
vytvoil. Cílem je, aby práce sloužila tenái jako prvodce ve chvíli, kdy potebuje použít 
njakou analýzu prostorové dostupnosti. Tj., aby mu umožnila lépe se rozhodnout pí výbru 
správné metody a nástroje. 
Obecn tato práce chápe metodu jako postup, kterým ze zadání získat potebný výsledek. 
Pitom jsou používány rzné nástroje. V pípad analýz prostorových dostupností je postup 
práce následující: Na základ zadání analýzy jsou pipravena vstupní data a vybrán nástroj, 
pomocí kterého na základ tchto dat vznikají data výstupní. Ta jsou pak vizualizována a 
interpretována. Celým tímto postupem se práce postupn zabývá, draz je kladen zejména na 
popis nástroj. Naopak interpretaci se práce nevnuje.  
První ást se vnuje definici termínu prostorová dostupnost a v návaznosti na to též termínu 
analýza prostorové dostupnosti. V literatue se mžeme setkat s rzn širokým vymezením 
tchto termín, a proto je teba si tuto definici ujasnit. Autor volí spíše užší definici, a to 
zejména z dvodu rozsahu práce. 
Další kapitola pojednává o píprav dat ped tím, než mohou být použita k analýze. Jsou zde 
zmínny rzné možnosti získání vstupních dat a také popsán rozdíl mezi rastrovými a 
vektorovými daty a jejich vhodnost i nevhodnost pro rzné druhy analýz. Souástí je též 
struné shrnutí možností vizualizace. 
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Další ást již popisuje konkrétní softwarové nástroje. Velká pozornost je vnována produktu 
firmy ESRI ArcGIS, konkrétn rozšíením Spatial Analyst a Network Analyst. Tyto rozšíení 
pedstavují 2 možné pístupy k problému analýz. Spatial Analyst je eší nad rastrovými daty a 
Network Analyst nad vektorovými. Toto je jedna ze základních otázek práce. Nad jakými daty 
analýzu provádt? Kdy zvolit tento zpsob a kdy ten druhý? Krom ArcGISu je vnována 
pozornost též ILWISu a GRASSu, což jsou nástroje, které mají výhodu v tom, že jsou 
distribuovány jako OpenSource a jsou pro uživatele k dispozici zdarma. Pes jejich, ve srovnání 
s ArcGISem, nepíliš pívtivé prostedí ho v nkterých možnostech dokonce pedí. Na závr 
kapitoly se autor pokusí tyto rozdíly popsat. Souasn s problematikou výbru nástroje tato ást 
také eší vizualizaci výsledných dat, která je souástí nástroje, který analýzu provádí.  
V další ásti jsou popsány algoritmy, které se používají pro analýzy prostorové dostupnosti. 
Tato ást je nutným pedznamenáním pro srovnání rzných algoritm, i jednoho algoritmu 
s rznými parametry. Nejvíce prostoru je vnováno Dijkstrov algoritmu.  
Následuje ást, kdy je popisován autorem napsaný program. Nejedná se o kompletní kód, 
ale jen popis hlavních tíd a metod v jazyce Java a popis možností programu. Kompletní kód je 
pak souástí pílohy. Program je uren ke srovnávání rzných algoritm. Výsledky tohoto 
srovnání jsou pak souástí další kapitoly. Program je nedílnou souástí práce a lze ho využít i 
více, než ho využívá tato práce.  
Poslední ást práce se vnuje srovnání jednotlivých algoritm z rzných hledisek. Tmito 
hledisky jsou zejména pesnost výstupních dat a asová náronost, a to s ohledem jak na 
zvolená vstupní data, tak na použitý algoritmus i jeho použitou ást. V závru jsou pak 
všechny tyto poznatky shrnuty. 
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  KAPITOLA 2 
 Vymezení pojm
Pro další ásti práce je poteba se nejprve seznámit se základními pojmy, které budou použity 
v práci. Jedná se pedevším o pojmy dostupnost a analýza prostorové dostupnosti. V práci jsou 
asto používány výrazy, které jsou pevzaty z bžné terminologie, ale také výrazy, pro nž 
z anglických výraz neexistuje jednotný peklad. Proto bude význam tchto pojm objasnn 
hned na zaátku kapitoly. 
2.1 Termíny použité v práci 
V této ásti kapitoly budou zmínny pojmy hojn používané v práci. Nejedná se samozejm o 
všechny použité odborné pojmy, ale jen ty nejpoužívanjší a ty, u kterých by hrozilo 
nepochopení významu. Nejprve jsou rozebrány vybrané pojmy ze Slovníku VÚGTK, následují 
vlastní autorovy definice, které se opírají zejména o anglické originály výraz.  
• hrana – orientované spojení dvou krajních uzl
• uzel – zaátek nebo konec linie, uzel mže být sdílen nkolika liniemi  
• pixel – nejmenší prvek zobrazovací plochy, jemuž lze nezávisle piadit barvu nebo 
intenzitu (šedi)
• rastrová data  – prostorová data vyjádená formou matice bunk nebo pixel
• vektorová data – polohová data ve form souadnic konc úseek, bod, poloh 
text apod.
• vrstva – sada prostorových dat, týkajících se jednoho tématu nebo majících spolený 
atribut, vztažená k jednotnému souadnicovému systému 
(VÚGTK, 2008 pro všechny výše uvedené výrazy)
Nyní následují pojmy vymezené autorem:  
• výchozí bod – z angl. origin; bod, ze kterého vychází pohyb 
• cílový bod – z angl. destination; bod kam smuje pohyb 
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• nákladový povrch – z angl. cost surface; jedná se o prostorová data v rastrové podob, 
kdy každý pixel nabývá hodnoty úmrné tomu, jak velký odpor (angl. impedance) klade 
jeho plocha, když se pes tuto plochu njaký subjekt pohybuje. Pi analýze nad 
vektorovými daty se náklady nezískávají z nákladových povrch, ale z atribut
jednotlivých entit vrstvy.  
• obslužné území – z angl. service area; jedná se o území, které náleží obslužnému zaízení. 
Pro každý bod v tomto území je toto obslužné zaízení nejdostupnjší.  
• obslužné zaízení – zaízení poskytující služby; znázornno bodem. asto se jedná o 
cílový bod pohybu.  
2.2 Definice dostupnosti 
Definice dostupnosti lze rozdlit do dvou základních skupin.  
První skupina chápe dostupnost jako vlastnost místa, která vyjaduje jeho „blízkost“ 
k ostatním místm  a to komplexn (JIANG, CLARAMUNT, BATTY, 1999). Tato skupina 
mže brát do úvahy i atraktivitu místa. Poet výchozích i cílových bod je v podstat
neomezený. Pro každý bod je na základ atraktivity a vzdálenosti (lépe eeno obtížnosti tuto 
vzdálenost pekonat) ostatních relevantních lokací možno spoítat jedinenou hodnotu 
dostupnosti. 
Dle Jianga, Claramunta a Battyho (1999) je  dostupnost soutem hodnot, které jsou funkcí 
náklad na navštívení uritého místa a prospchu z této návštvy. Urení míst pro která se 
souet provádí pak výrazn analýzu ovlivní. Formalizované vyjádení: 
Ai = f (Wj,dij), 
kde Ai je komplexní dostupnost lokality i, Wj prospch, který pináší návštva lokality j, a dij je 
obtížnost k pekonání vzdálenosti mezi i a j. 
Miller (2000) ve své práci zmiuje 3 teorie dostupnosti: První teorie se nazývá pístup 
založený na omezeních a vymezuje všechna místa, která je pi daných rychlostech cestování 
a trvání jednotlivých aktivit možno navštívit. Tato teorie vychází z Hägerstrandova 
asoprostorového prizmatu. Druhý pístup mí dostupnost v souvislosti s atraktivitou 
navštíveného místa. Je podobný metod popsané v pedchozím odstavci. Vychází z pístupu 
Weibulla (1976), který chápe dostupnost jako blízkost z uritého bodu do skupiny cílových 
bod, z nichž každý má svojí charakteristickou veliinu – atraktivitu. Tetí systém je založen na 
mení užitku, který má uživatel když zvolí návštvu konkrétního místa.  
Shen (1998) uvažuje mimo zmínné definice též dostupnost s použitím rzných prostedk
dopravy. Nezstává jen u dopravy osob, ale snaží se tyto teorie aplikovat i v oblasti 
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telekomunikací a informaních technologií. Dležitá zde není ani tak rychlost penosu, ta už je 
v dnešní dob zanedbatelná, ale pístup ke služb. 
 Výše zmínné modely poítají spíše s dostupností spotenou pro místa, kde lidé bydlí. 
Agregátní veliina, pro každé místo jedinená, by se dala nazvat spíše míra dostupnosti jiných 
míst. Mí se u objekt, které generují „poptávku“. Naproti tomu stojí dostupnost jako agregátní 
veliina, taktéž pro každé místo jedinená, která by se dala nazvat jako míra dostupnosti 
z jiných míst. Tuto dostupnost má smysl mit u objekt, které generují „nabídku“ – nejastji 
služeb(obchody, nemocnice), pírodních zdroj (studna) a udává míru snadnosti pístupu ke 
konkrétní služb i zdroji lokalizované v daném objektu (viz dále). Existují samozejm též 
objekty u kterých mžeme mit ob tyto míry. Píkladem mže být hotel, kdy jeho dostupnost 
smrem k hotelu udává míru, jak je tžké i snadné pro zákazníky se do nj dostat a dostupnost 
od hotelu udává, jak snadno mohou klienti využívat dalších služeb, které okolí nabízí (nap. 
pístup do centra, pístup k nakupovacím centrm atd.). Tedy nap. hotel vybudovaný pímo u 
letišt bude mít urit relativn lepší dostupnost smrem k hotelu než dostupnost smrem od 
hotelu (za pedpokladu, že se zamuje na zahraniní klientelu). Rozdíl mezi tmito pístupy je 
pedevším ve smru prostorového pohybu. U prvního poítáme s pohyby vycházejícími 
z objektu, u druhého s pohyby picházející k objektu.  
Všechny modely založené na dostupnosti jako jedinené vlastnosti dané lokace narážejí na 
nkolik problém v jejich definici. Je velmi složité urit pro každý objekt relevantní související 
objekty. Dost model též poítá s užitky, které vznikají návštvou urité lokality. Urení tchto 
benefit je problémem spíše sociální geografie i sociologie, proto se jím práce nebude zabývat.  
Druhá skupina pístup chápe dostupnost jako míru, která je podobného druhu jako 
vzdálenost, lze ji tedy mit mezi 2 lokalitami. Takto chápaná dostupnost je nepímo úmrná 
cen za zmnu lokace (viz výše – aspekt odporu pi pekonávání vzdálenosti). Zapsat tento 
vztah se dá takto: 
Aij = f(C) (CHAN, 2005) , 
kde Aij je dostupnost lokality j z bodu i, a C jsou náklady na pekonání této cesty (viz. pedchozí 
odstavce).  
Z výše uvedených odstavc je patrné, že je teba si vymezit dostupnost tak, jak bude 
chápána v této práci. Bude zaaditelná do druhé jmenované skupiny, tj. dostupnost jako 
vlastnost dvou bod (i s orientací).  
Dostupnost tedy tato práce vnímá jako specifickou vlastnost dvojice objekt (z nichž 
z jednoho pohyb vychází a do druhého smuje), mezi kterými probíhá prostorový pohyb 
subjekt, a tato vlastnost závisí na nákladech, které jsou poteba k pekonání této vzdálenosti 
v širším slova smyslu. Pístupy jiných autor k této definici mohou být nalezeny v publikaci 
Accessibility Analysis Literature Review (HALDEN; JONES; WIXLEY, 2005). Ponkud 
problematické se v tomto svtle jeví definování objektu. Pro poteby práce budeme objekt 
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aproximovat bodem i pixelem. Pohyb tedy budeme chápat tak, že probíhá z bodu do bodu, i 
z pixelu do pixelu.  
2.3 Definice analýzy prostorové dostupnosti 
Pro poteby práce je teba si detailnji objasnit termín analýza prostorové dostupnosti. Za 
analýzu prostorové dostupnosti lze považovat takovou analýzu nad prostorovými daty, která se 
zabývá dostupností. (viz. pedchozí ást kapitoly). Pro poteby práce bude na konci kapitoly tato 
definice zpesnna.  
V literatue se lze setkat s rzn širokými vymezeními toho, co je to analýza prostorové 
dostupnosti. V této práci bude uvažován jako subjekt vykonávající pohyb v prostoru pouze 
nkdo s vlastní rozhodovací schopností (nejastji tedy lovk, ale samozejm by se teoreticky 
mohlo jednat nap. o zvíe). Tento subjekt má možnost si volit cesty, a analýza prostorové 
dostupnosti mu má v tomto rozhodování pomoci. Obas bývá do tchto analýz zahrnovaná i 
rozsáhlá skupina analýz, vykonávaných na subjektech, jejichž pohyb je pímo dán vlastnostmi 
prostedí (typicky nap. voda, jejíž pohyb v terénu je dán jeho sklonem). U tchto subjekt lze 
provádt nap. drenážní operace ad. Práce se jimi nebude zabývat z následujících dvod: U 
tchto sítí mají spíše smysl otázky: Kudy se bude pohybovat objekt z tohoto místa? Mže 
dosáhnout mnou specifikovaného místa? Mezi dvma body tedy nemá vtšinou smysl mit 
dostupnost, ale nejprve zjistit, jak bude z daného výchozího bodu pohyb vypadat. Vstupní data 
zde nemají podobu nákladových povrch, slouží k tomu, abychom v každém míst mohli 
odvodit jak se bude objekt dále pohybovat (typicky nap. DEM). Do trochu jiné kategorie pak 
spadají také rzné analýzy toku v sítích. Ani zde není primárním problémem dostupnost mezi 
dvma body. Proto se práce bude zabývat takovými analýzami, kdy mezi 2 body lze spoítat 
jejich dostupnost (v obou smrech). A s takto namenou dostupností analýzy pak dále budou 
pracovat. 
Postup pi analýzách prostorové dostupnosti lze rozdlit do 4 krok (LIU; ZHU, 2004): 
Prvním z nich je stanovení cíl analýzy a formulace základních koncept k mení dostupnosti. 
V druhém kroku následuje formulace toho, jak budeme dostupnost mit, a jaké aspekty 
zahrneme do analýzy (toto téma podrobnji v pedchozích odstavcích). Tato formulace vychází 
jak z prvního kroku, tak i z dostupných dat, charakteru území apod. Následuje spotení 
dostupnosti (dostupností) dle zadaných koncept (což vtšinou zahrnuje zejména spotení 
náklad, viz dále) a kalibrace veliiny, kterou je mena dostupnost (viz. pedposlední odstavec 
kapitoly). Následuje vizualizace a interpretace výsledk.  
Do analýzy mžeme dle Liu a Zhu (2004) zahrnout následujících 7 aspekt analýzy. 
Definice toho, co to dostupnost je, se pak liší v závislosti na tom, jak tyto aspekty specifikujeme 
a také na tom, jestli je vbec specifikujeme (nkteré z nich). Jak uvidíme, nejedná se o aspekty 
na sob nezávislé, ale vzájemn se ovlivující.  
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Prvním z nich je specifikace prostorových jednotek, ve kterých bude analýza probíhat. Pod 
tímto je chápáno urení, jaké prostorové entity budeme uvažovat jako jednotku. Mže se jednat 
o bod (což je v reálných pípadech tžko uvažovatelné), linii , polygon (mže se jednat o plochu 
na které se nachází obchod, ale i o blok budov, tvr	, msto, atd. ), teoreticky lze uvažovat i 3D 
objekty a chápat prostorový pohyb trojrozmrn. Práce bude pracovat s jakýmikoliv 
prostorovými jednotkami, které jsou pevedeny na bod, linii i pixel.  
Dále je teba specifikovat socio-ekonomické skupiny. V obecnjší rovin je teba 
specifikovat podmnožinu objekt, které vykonávají pohyb v prostoru. Jedná se tedy vlastn o 
pesné vymezení objekt, u kterých budeme zkoumat prostorový pohyb. Tento aspekt ovlivuje 
atraktivitu (kterou se práce nezabývá) a mže ovlivovat také zpsob pohybu. Tuto závislost 
však v práci v úvahu brát nebudu.  
Dalším aspektem specifikace píležitostí, tedy objekt, které jsou z njakých dvod cílem 
prostorového pohybu, toto je vlastn bližší specifikací prvního aspektu a to prostorových 
jednotek, které se analýzy úastní.  
tvrtým aspektem je specifikace zpsobu pohybu. Tento aspekt pináší možnost zahrnout 
do analýzy více druh pohybu (nap. cestování pšky, autobusem, tramvají, autem,) a tyto pak 
mezi sebou srovnávat i tyto rzné skupiny agregovat a provádt tak komplexnjší analýzu. 
Tento aspekt ovlivuje tvorbu nákladových povrch.  
Definice výchozích a cílových bod pro pohyb v prostoru je vlastn shrnutí prvních tech 
aspekt (tedy toho, jak velké jednotky a jaké povahy se analýzy úastní, za jakým úelem je 
provádn pohyb a kdo se ho úastní) do jednoho s tím, že mže poet takto definovaných 
objekt ješt zúžit na konkrétní výchozí a cílové body (nap. na jedno místo, jež je cílem 
prostorového pohybu z relevantních míst). 
Atraktivita pidává do analýzy další prvek, kdy cílovým místm piazuje uritou hodnotu a 
na základ té, je ovlivnno rozhodování (i nutnost) subjekt vykonávajících prostorový pohyb 
pi volb cíl pro svj pohyb. Práce se tímto aspektem zabývat nebude. 
Konen odpor pi konání prostorového pohybu uruje snadnost, s jakou je pohyb mezi 
uritými dvma místy vykonáván. Chan (2005) vyjaduje náklady na pekonání vzdálenosti 
mezi 2 body následovn:  
C = w1.ct + w2.cd + w3.cc + co, 
kde ct jsou náklady spojené s vynaloženým asem, cd náklady spojené se vzdáleností, cc
hotovostní náklady a co ostatní náklady(jako nap. nepohodlí atd.). w1-3 jsou pak píslušné váhy. 
Toto nejobecnjší vyjádení lze samozejm libovoln zjednodušit tak, že vezmeme v úvahu 
pouze vstupní data udávající jen jeden typ náklad (nejbžnji asové náklady).  
Analýzy dostupnosti se liší v závislosti na tom, jak a jaké jsou specifikovány aspekty (viz. 
výše – 7 aspekt). Lze je rozdlit do 2 základních skupin a to problémy formulované otázkami: 
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„Co když umístím objekt na toto místo?“ a „Kam mám umístit objekt?“ (VAN ECK, 1999) 
V prvním pípad máme jasn definovaný výchozí bod (body) ze kterých (nebo do kterých) 
mím, v druhém pípad jsou pro m potenciálními výchozími body všechny lokality zahrnuté 
do analýzy.  
První skupina (formulovaná otázkou: „Co když umístím objekt na toto místo?“) zahrnuje 
problémy kdy známe cílový bod i body, a postupným poítáním dostupností z výchozích bod
po celém území získáváme informace o tomto území. Postup mže být i opaný, tj. z výchozích 
bod se poítá dostupnost do bod v terénu. Tento druhý zpsob je nadále v práci zmiován. 
Lze si ho však bez problém pedstavit jako zpsob první (samozejm v pípad náklad, které 
se liší podle smru pak analýza pináší jiné výsledky). Tyto informace mohou nap. udávat 
vzdálenost od objektu i náklady na pohyb k nmu, vymezení obslužných území, vymezení 
smr pohybu, rzné typy kvantifikací v rámci obslužného území atd. (nap. poet obyvatel 
území). Základem tchto analýz je vždy spotení kumulovaných náklad pro pekonání dané 
vzdálenost. Dále se práce bude zabývat problémy, kdy známe výchozí i cílový bod (pop. více 
bod s urením i bez urení poadí) a cílem je nalézt nejoptimálnjší cestu. Zmíním i Steinerv 
strom, akoliv se nejedná o problém, kde by šlo o minimalizaci náklad pi pohybu, ale o 
minimalizaci náklad pi tvorb sít. 
Druhou skupinu lze pojmenovat jako problémy umístní. Jsou to problémy kdy nejsou 
známy poátení i koncové body a je snaha je najít. Mže jít o problémy následujícího druhu: 
vytvoit oblasti se stejným potem mitelné jednotky (obyvatel, poptávky ad.), vytvoit oblast, 
ke které náleží veliina o urité minimální velikosti, a naopak nepekrauje njakou hodnotu ad. 
Práce se jimi zabývat nebude. 
Poté, co je nadefinována veliina dostupnost a zmena pichází na adu kalibrace výsledk. 
Tento proces spoívá, v úprav vstupních parametr analýzy za úelem dosažení vrnjšího 
odrazu reality. Zejména se mohou mnit váhy položené na jednotlivé druhy náklad.  
U vizualizace dat budou popsány rzné zpsoby jak ji provádt a to v kontextu 
hodnocených GIS. Mimo to se v práci nachází struné popsání tchto postup, které je 
zobecnním postup, které jsou použity v GIS, i které autor považuje za použitelné.  
Tato kapitola ešila následující problém: Vymezit pojem analýza prostorové dostupnosti a 
stanovit, kterými druhy tchto analýz se bude práce zabývat. Výsledkem je následující 
vymezení: Práce se bude zabývat analýzami, ve kterých má smysl poítat dostupnost (náklady 
na pohyb) mezi 2 body a tento pohyb vykonává subjekt, který má možnost se rozhodovat.
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  KAPITOLA 3 
 Píprava analýz
Tato kapitola se zabývá úkony, které je nutné provést ped tím než mže dojít pímo k vytvoení 
výstupních dat ze vstupních dat pomocí konkrétního nástroje. Zárove jsou zde i zmínny 
možnosti vizualizace, která sice probíhá až po vytvoení výstupních dat, ale vtšinou se zpsob 
vizualizace pipravuje již pedem. 
3.1 Vstupní a výstupní data 
Pi analýze prostorové dostupnosti je poteba si nejprve ujasnit, pro ji budeme provádt. 
Tedy kdo bude uživatelem, a jaké požadavky na takovou analýzu má.  
Z tohoto zjištní vycházejí požadavky na výstupní data. Ty jsou strun shrnuty 
v následujících bodech: 
• vymezení území 
• prostorová jednotka 
• nákladová jednotka 
• hodnotová pesnost 
• typ analýzy 
Tyto body ukazují požadavky, které je teba si urit, nejlépe v uvedeném poadí. Nejprve je 
teba si vymezit území, na kterém bude analýza probíhat. Zde je poteba upozornit na rozdíl 
mezi územím, které vstupuje do analýzy, a územím, které je výsledkem analýzy. Výsledné 
území musí být vždy menší, i stejn velké jako území, které do analýzy vstupuje. Prostorová 
jednotka je jednotka, o které potebujeme mít informace. Staí nám informace o jednotlivých 
mstech? O jednotlivých zastávkách autobusu? O místech podél jakékoliv silnice? Nebo 
potebujeme mít informaci o každé ásti území? V pípad, že ano, jak velká pak má taková ást 
být? Urení nákladové jednotky znamená, že je teba zvážit, zda bude pro analýzu rozhodující 
as, vzdálenost, penžní náklady, pípadn njaká jednotka náklad sestavená z pedchozích 
jmenovaných. Dále je teba urit typ analýzy. To spoívá v urení toho, jestli nás budou zajímat 
náklady, i spíše jen fakt, ke kterému obslužnému zaízení rzná místa spadají, pípadn jiný, 
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specifitjší typ analýzy. Konen hodnotová pesnost udává, jak pesná potebujeme výsledná 
data. Toto má smysl urovat až po tom, co je ureno, že nás budou zajímat náklady jako 
takové,a nikoliv jiné informace. Pod hodnotovou pesností si lze pedstavit nap. to, že 
dojezdovou vzdálenost budeme potebovat s pesností na minuty, pípadn s pesností na 
sekundy apod. 
Po urení požadavk na výstupní data následuje zjištní požadavk na vstupní data, které je 
nutno vykonávat souasn s výbrem vhodného softwarového nástroje, pípadn
s konstatováním, že tento nástroj bude nutné vytvoit. Vstupní data totiž ovlivují volbu 
vhodného nástroje. Nástroj, pro který se nedají sehnat data, by	 se jeví jako nejvhodnjší, je pro 
analýzu nevhodným. A naopak jsou-li již zvolena vstupní data, mže to nežádoucím zpsobem 
zužovat výbr vhodného nástroje.  
Upesnit si požadavky na vstupní data je nutné v následujících ohledech: 
• typ 
• jednotky 
• hodnotová pesnost 
• velikost území 
Nejdležitjší u vstupních dat je urit jejich typ, tj. jestli pjde o data rastrová i vektorová. 
To je znan ovlivnno tím, za jaké prostorové jednotky chceme získávat výstupní data. Pokud 
je chceme z každé ásti území je volba rastrových dat logická. Naopak pokud nás zajímají 
pouze urité objekty, jako teba msta, silnice apod. volíme vektorová data. Dležité je též urit 
jednotky ve kterých vstupní data budou, konkrétn tedy jejich atribut i hodnota, která se 
oznauje jako náklady na procházení a ve výsledných datech pak uruje hodnotu kumulovaných 
náklad. Pak ješt uríme hodnotovou pesnost, ve které tato data budou. Mohou to být minuty, 
kilometry nebo i jiné složitjší ukazatele. Vždy platí, že ím vtší hodnota tím obtížnjší 
prchod. Na závr uríme velikost území na kterém bude analýza probíhat. Ta vyplývá již 
z charakteru zadání analýzy. Pokud se jedná o analýzu nad rastrovými daty, bývá vhodné území 
upravit na obdélník, resp. je to jednodušší. Zejména u analýz nad rastrovými daty je poteba, 
aby velikost vstupních dat (vstupního rastru) nebyla píliš veliká. Pokud tedy požadavky na 
prostorovou pesnost výstupních dat nejsou tak velké jako je pesnost vstupních dat, je na míst
jejich zmenšení. Vždy je teba hledat kompromis mezi tím, co je k dispozici a tím, co se jeví 
jako optimální.  
Stavba rastrových dat je jednodušší než stavba vektorových dat. Jedná se o dvourozmrné 
pole pixel. Žádné další vazby není teba mezi pixely dlat. Každý pixel je jednoznan uren 
svými souadnicemi x a y, které jednoznan urují jeho pozici v systému i pixely jemu 
sousední. Z tohoto dvodu se v rastrových datech nedají modelovat mimoúrovová kížení. 
He se zde modelují i úrovová kížení, protože vyvstává problém, kterou hodnotou nahradit 
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pixel, ve kterém se linie kíží. Obecn je rastr tedy vhodnjší k modelování dostupnosti 
s náklady, které jsou vázány spíše na plochu, než na linii. Teoreticky mže existovat i rastr, 
který navíc bude mít vazby, které budou obdobou hrany, tedy vazeb mezi 2 uzly, u vektorových 
dat. Jednalo by se o jakousi kombinaci obou pístup, pístup hybridní. Tento pístup erpá 
výhody z výhod rastrového i vektorového modelu. Nevýhodou je vyšší náronost jak 
programátorská, tak výpoetní. 
Vektorové nákladové povrchy se skládají primárn z uzl a hran. Každý uzel v sob nese 
informaci o všech hranách, které jsou na nj napojeny a každá hrana nese informaci o 2 uzlech, 
které tvoí její koncové body. Takto snadno mohou vznikat mimoúrovová kížení (tj. kížení 
kde v míst pekížení hran chybí uzel). Pokud budeme klást draz i na smr pohybu staí brát 
v úvahu poadí 2 uzl pidlených hranám a uzlm piazovat jen hrany vycházející z nj. 
Ponkud složitjší situace nastává pokud budeme chtít omezit možnost na jednotlivých uzlech 
libovoln mnit smr. V tom pípad je každé hrané navíc teba pidat seznam hran, pes které 
lze pokraovat dále. Nákladové atributy mohou být piazeny jak hranám tak uzlm, ve 
složitjším pípad i jednotlivým zatoením.  
Pokud bychom mli pedchozí informace shrnout, dojdeme k následujícím závrm. 
Vektorová data nalézají uplatnní pi modelování pohybu, který probíhá po pedem daných 
liniích a kde jednotlivé objekty (zástavky, obchody, tvrti) lze vyjádit bodem. Výhodou je 
možnost vyjádit mimoúrovová kížení, omezení zatáení ad. Rastrová data se uplatní pi 
modelování pohybu po ploše, který probíhá všemi smry (HUSDAL, 1999). Výhodou je fakt, že 
lze získat informaci o každé ásti povrchu. Také je výhodou, že lze kombinovat více tchto 
povrch do jedné analýzy. Nevýhodou je, že nelze takto tvoit složitjší modely a obecn jsou 
tyto analýzy výpoetn náronjší. V úvahu pipadá i použití hybridních dat, která se použijí 
tam, kde potebujeme informaci o každé ásti povrchu a zárove chceme aby pohyb mohl 
probíhat i po ist liniových prvcích (nap. nákladový povrch znázoruje krajinu, vektory 
znázorují tunely. Pohyb je možný jak pod povrchem pes vektor, tak po povrchu a to pes 
rastr.).  
asto pi analýze dochází k situaci kdy jsou poteba jako výstupní data jiná data než jsou 
k dispozici jako vstupní data. Pak pichází v úvahu konverze dat. V pípad, že má uživatel 
k dispozici vektorová data, je možná jejich konverze na rastry (možnosti této konverze 
samozejm závisí na použitém GIS (viz. Tab. 1)). V pípad rastrových dat mže uživatel data 
digitalizovat do vektorové podoby. To lze však jen v pípad menších území, i za použití 
kvalitních nástroj na konverzi. Ty již nejsou bžnou souástí hodnocených GIS. I pokud jsou 
takové nástroje k dispozici, není konverze vždy možná i žádoucí.  
Rastry jako vstupní data – tedy nákladové povrchy lze získat rznými zpsoby. První 
možností je rasterizace, kdy z linií i polygon vzniká rastr. Další možností je interpolace na 
základ vektorové vrstvy obsahující body. Dále je možné získat rastr peklasifikováním, i 
pevzorkováním jiného rastru.  
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Tab. 1 Pevod z vektorového datového formátu do rastrového formátu
Pvodní data Použité funkce 
vektory – linie, polygony rasterizace 
vektory – body interpolace 
rastr peklasifikování, pevzorkování 
Pokud jsou vstupní data pipravena a jasn stanoveny požadavky na data výstupní, je teba 
vybrat metodu a vizualizovat výsledky tak, aby byl splnn úel analýzy.  
3.2 Vizualizace výsledk  
Vizualizace bývá nedílnou souástí každé analýzy. Samozejm je možné, že zadavatel 
požaduje pouze výstupní data v „syrové“ podob, nap. pro použití v dalších analýzách. Pak se 
vizualizace neprovádí. Tab. 2 zobrazuje možné pístupy k vizualizaci dat vzniklých analýzou 
dostupnosti, konkrétn k vizualizaci akumulovaných náklad.  
Tab. 2 Možnosti vizualizace výsledných dat 
rastrová data vektorová data 
textové pole textový popis uzl
pole pixel - intervaly textový popis hran 
pole pixel - odstíny obarvené hrany - intervaly 
izolinie obarvené hrany - odstíny 
  rozdlené linie 
  izolinie i plochy 
U rastrových dat pichází v úvahu textové pole. Tato metoda byla použita v programu, který 
je souástí této práce. Její výhodou je nejsnazší implementace a také dohledatelnost dat na první 
pohled. Nevýhody se objevují pi vizualizaci vtších rastr. Takový rastr se pak stává velice 
nepehledným. V profesionálních programech se nepoužívá, a lze ji využít spíše ke zkušebním 
úelm. Standardn se používá barevné pole pixel, a to bu
 v rzných barvách 
odstupovaných podle zlomových hodnot, i v plynulých pechodech. První jmenovaná metoda 
má výhodu, že se z ní snadno te informace – tento bod již leží za zlomovou hodnotou, zatímco 
tento bod ne. Druhá jmenovaná, oproti tomu, umožuje tenái získat pesnjší pohled na 
skladbu akumulovaných náklad, ovšem konkrétní hodnoty jsou he itelné. asto se využívá 
kombinace barev odstupovaných dle interval s tím, že každý pixel dopluje textová 
informace o hodnot. Tato informace je uživateli zobrazena až ve chvíli, kdy si ji vyžádá. 
U vektorových dat vtšinou jako podklad pro akumulované náklady slouží sí	, z níž se tyto 
náklady poítají. Textem s hodnotou náklad mohou být oznaeny uzly, což je pirozenjší, 
Kapitola 3: Píprava analýz                                                                                                                                         19
                                                                                                                                                                                              
nebo také hrany. Zde vyvstává problém, jestli hran pidlit hodnotu uzlu následujícího nebo 
pedchozího. Je to spíše teoretická možnost vizualizace. Více se používají hrany obarvené bu

nkolika barvami v rzných intervalech nebo v plynulých pechodech. U první možnosti je opt 
problém s tím, jaké hodnoty hran piadit, druhá možnost se zas jeví ponkud nepehledná. 
Další možností je nkteré hrany rozdlit, pokud se na nich nachází zlomový bod a ást hrany 
obarvit jednou barvou a ást obarvit druhou. Tento zpsob se asto používá, ale je náronjší na 
programování. Barvu lze ve všech tchto analýzách nad vektorovými daty nahradit tlouš	kou 
linie a to opt intervalov i plynule. Na základ zlomových bod na hranách lze též 
zkonstruovat izolinie i izoplochy.  
Výše zmínné zpsoby jen nastiují celou problematiku vizualizace. V zásad platí, že 
uživatel i programátor si sám mže zvolit zpsob vizualizace, který je vhodný pro danou 
analýzu. Píklady jednotlivých druh lze vidt v následující kapitole na ukázce konkrétních 
nástroj GIS, pípadn po spuštní programu Analýzy prostorové dostupnosti.  
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  KAPITOLA 4
Softwarové nástroje pro provádní analýz 
prostorové dostupnosti 
V této kapitole bude vnován prostor nástrojm pro provádní analýz. Tyto nástroje jsou zde 
popsány a na základ jejich funkcionality pak srovnány. Nejvtší prostor je vnován softwaru 
spolenosti ESRI ArcGIS, který je jedním z nejrozšíenjších a nejpoužívanjších produkt. 
Dležitou souástí popisu je srovnání nástroje Network Analyst s nástrojem Spatial Analyst, 
konkrétn s funkcemi spadajícími do složky Distance. Na tomto míst je teba zmínit, že se 
práce nebude vnovat komerním konkurentm ArcGISU na poli analýz prostorové dostupnosti 
a to zejména systému MapInfo AnySite. Dvodem je jejich špatná dostupnost a také daný 
rozsah práce, který by tímto byl výrazn pekroen. Následovat bude struný popis 
komplexních systém ILWIS a GRASS, jež obsahují menší množství funkcí, ale jedná se o 
voln dostupný software.  
4.1 ešení analýz v prostedí ArcGIS  
Pro analýzy prostorové dostupnosti v ArcGIS lze použít dva nástroje, mezi jejichž použitím je 
znaný rozdíl. Jsou to Spatial Analyst a Network Analyst. Zatímco Spatial Analyst pracuje se 
vstupními daty v rastrové podob, Network Analyst potebuje data vektorová. U obou tchto 
nástroj je poteba vstupní data pedpipravit. O zpsobech jakými to provést bude e v popisu 
obou nástroj.  
4.1.1 Spatial Analyst 
Spatial Analyst zahrnuje adu nástroj, z nichž pro analýzu dostupnosti jsou použitelné pouze 
nkteré. V tomto odstavci se budu zabývat pouze nástroji souvisejícími se vzdáleností, tedy 
nástroj ze skupiny Distance. Do analýz prostorové dostupnosti by se daly zahrnout i skupiny 
Hydrology, pípadn Groundwater, ale to by již pesahovalo pedem daný rámec práce (viz. 
definice analýz dostupnosti v kapitole 2). 
Funkce skupiny Distance lze rozdlit zhruba do 3 skupin, a to hned dvakrát – dle pístupu ke 
vzdálenosti a dle typu výstupu. Dle pístupu ke vzdálenosti mžeme rozlišit 3 funkce, které 
používají euklidovský prostor, 3 funkce, které používají pouze „prchozí náklady“ a 
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nejkomplexnjší 3 funkce, které krom „náklad na pohyb“ uvažují i terén, možnosti zatáení 
atd. Z hlediska výstupu lze funkce rozdlit na alokaní, které každému pixelu piazují hodnotu, 
lokality, která je mu nejblíže; mící pro každý pixel vzdálenost od lokalit; a ukazující smr 
pohybu pi cest k nejbližší lokalit. 
• Cost Allocation - pro vstupní data – obslužná zaízení (vektorová – body, linie; rastrová – 
všechny pixely, které nenabývají hodnoty NoData) hledá  oblast, kterou budou obsluhovat na 
základ nákladového povrchu. Ve výsledném rastru pak každý pixel nabývá hodnoty, která 
odpovídá jemu píslušnému centru (ze vstupních dat se volí ješt datový sloupec, který poslouží 
jako podklad pro toto rozdlení, nap. íslo objektu. Všechny pixely, které jsou nejblíže nap. 
objektu íslo jedna, nabývají hodnoty 1.). Lze vytvoit i rastr, kam se uloží vzdálenost od 
nejbližšího objektu i kalkulovat se vstupním rastrem, kde už jsou území vymezená, a toto 
vymezení má pednost ped poítaným vymezením obslužných území. Další možností výstupu 
je tzv. back-link rastr, který udává smr k nejbližšímu objektu. Tento smr je vyjáden jednou 
z osmi hodnot (nahoru, vlevo-nahoru, vpravo-dol, atd.) a pedstavuje první pohyb, který se za 
nejbližším objektem z daného místa uskutení. Posledním z možných omezení je zadat 
maximální vzdálenost od objektu, pro vzdálenjší území pak již kalkulace neprobíhá. 
               Obr. 1 Kumulované náklady                                       Obr. 2 Obslužná území 
                    (zdroj: ESRI ArcMap 9.1)                                                (zdroj: ESRI ArcMap 9.1)                                           
• Cost Distance a Cost Backlink – specializovanjší nástroje, všechnu jejich funkcionalitu 
zvládá nástroj Cost allocation(viz výše), který je komplexní. 
• Euclidean Allocation, Distance and Direction – jsou to nástroje analogické ke Cost 
Allocation, Cost Distance a Cost Backlink. Pracuje se v euklidovském prostoru, tzn. se berou 
v úvahu jen „skutené“ prostorové vzdálenost, do úvahy není brán žádný nákladový povrch. Pro 
Cost Distance vycházejí okolo objekt kruhy. Euclidean Direction se nemusí omezit jen na 8 
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směrů, protože směr k nejbližšímu cíli je stálý a lze vyjádřit úhlem. To je jediný podstatnější 
rozdíl od nástroje Cost Backlink. 
       
          Obr. 3 Euklidovská vzdálenost                                       Obr. 4 Back-link raster 
                  (zdroj: ESRI ArcMap 9.1)                                                   (zdroj: ESRI ArcMap 9.1)      
• Path Distance, Path Distance Allocation, Path Distance Back Link – jsou 
komplexnějším rozšířením první skupiny nástrojů. K nákladovému povrchu lze přidat ještě 
DEM, který mění vzdálenosti, tím že prostor obohacuje o další rozměr (tj. cesta, která by 
vzdušnou čarou měřila 6 km, může přes kopec měřit 8 km). Dále lze přidat náklady na 
vertikální pohyb (nejenže přes kopec je vzdálenost delší, ale do kopce pravděpodobně půjdeme 
pomaleji). Zde můžeme určit faktor, který bude určovat náročnost na procházení terénem 
v různých úhlech. Faktor může být binární, tj. v určeném intervalu úhlů procházíme bez 
omezení, mimo interval projít nelze. Dále může být lineární či inverzní lineární, kdy se 
stoupajícím(klesajícím) úhlem stoupá náročnost. Tyto faktory mohou být ještě symetrické, tj. že 
se bere v úvahu absolutní hodnota úhlu (tato možnost je docela blízko realitě, kdy jak s velkým 
stoupáním tak s velkým klesáním je spojena vyšší náročnost na pohyb). Dále může být 
náročnost průchodu dána funkcí cos, či její inverzní hodnotu, či jejich kombinací. Poslední 
možností je načtení těchto hodnot pro určité úhly z tabulky. Pro horizontální pohyb lze též 
definovat faktor náročnosti, a to z hlediska měnění směrů. První z možností je nastavit faktor 
binární, tj. nad určitý úhel stanovit pixel jako neprůchozí. Další možností (forward) je povolit 
zatáčení do 45 stupňů, mezi 45-90 stupni aplikovat jistou náročnost a nad 90 stupňů je průchod 
označen jako nemožný. Dále pak lze nastavit lineární faktor či načtení dat z tabulky. 
4.1.2 Network Analyst 
Pro provádění analýz pomocí Network Analystu je nejprve nutné ustavit síť (viz. popis 
vektorového modelu v předcházející kapitole). Běžně jsou modely tvořeny hranami a uzly, které 
tento model spojují, tak aby na sebe hrany navazovaly a daly se použít pro síťové analýzy. Je 
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též možné do analýzy zahrnout třetí skupinu a to skupinu, která definuje zatáčení (turns). Při 
tvorbě sítě je nutno projít následujícími nastaveními. 
• connectivity – V této části tvorby sítě jsou určeny zdroje (tedy vektorová data) ze kterých 
bude síť sestávat. Pro tvorbu sítě je možno použít pouze liniová a bodová data. U liniových 
prvků je nutno určit jestli se mohou spojovat pouze na koncích jednotlivých linií (jednotlivých 
objektů vrstvy) – nastavení endpoint, nebo v jakémkoliv uzlu dané linie (any vertex), u bodů 
existuje volba mezi honor a override (override umožňuje navazování bodů do sítě, i jinde než to 
stanoví volba any vertex nebo endpoint). Dále je možno nastavit více skupin (Connectivity 
groups), v rámci kterých budou objekty propojeny. Jednotlivé vrstvy mohou být i členy více 
skupin. Takové vrstvy (většinou bodové) slouží k propojování ostatních vrstev (např. vchody do 
metra slouží k propojení podzemní sítě s pozemní).  
• elevation – Zde lze nastavit zdroj výškových dat a na základě tohoto zdroje rozhodnout, zda 
se objekty propojí či ne. Toto je nutno zjistit pro oba směry (u linie) (tedy pro její začátek i 
konec) 
• turns – Do modelu lze přidat 3. skupinu a to turns. Zde lze definovat pro jednotlivé hrany 
možnosti přechodu na jiné hrany, a to v obou směrech. Je třeba vytvořit shapefile typu turn, 
přidat do sítě a pak editovat. 
• atributy – Důležitou součástí sítě jsou atributy, které jsou pak používány v síťové analýze. 
V ArcGIS existují 4 druhy atributů: 
o cost – atribut, který každou hranu či uzel ohodnocuje z hlediska ceny na procházení. Tato 
cena může být udána v časových jednotkách, či jakýchkoliv jiných nákladových jednotkách. 
Podstatná je zde ta vlastnost, že při procházení pouze části hrany jsou vynaloženy pouze 
poměrné náklady. Každá síť musí obsahovat alespoň jeden tento atribut, aby se na ní daly 
provádět analýzy. 
o restrictions – atribut typu boolean, pro každou hranu či uzel určuje, zda je průchozí či ne.  
o descriptions – atribut libovolného číselného typu je podobný cost, ale popisuje hranu či 
uzel z jiného hlediska. Udává jeho vlastnost, která je však po celé délce neměnná, tudíž 
procházením pouze části hrany tento atribut nabývá stále stejné hodnoty. Může se jednat např. 
o maximální rychlost, počet pruhů apod. Často se používá pro výpočet nákladových atributů. 
o hierarchy – umožňuje nastavit hierarchii jednotlivých objektů pro analýzu. ArcGIS 
rozlišuje 3 druhy – přibližně v tomto sledu: státní silnice, hlavní silnice, vedlejší silnice. 
V rámci každé analýzy pak může uživatel stanovit, jaké má preference při používání 
jednotlivých druhů. 
• directions – umožňuje pracovat s textovým výstupem. Na základě délky liniových atributů 
a jejich názvů je schopen generovat „návod“ jak síť procházet. Např.: Po 50 metrech odboč 
vlevo na King’s Street, tj. funkce, která je podobná té v GPS. 
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Základem pro analýzy v Network Analystu je definovaná sí	 (viz. pedchozí odstavec) a tzv. 
sí	ová místa (network locations), pro která se pak provádjí analýzy. Tyto místa pedstavují 
výchozí nebo cílové, pípadn prchozí body. Musí piléhat na njaký objekt sít. Na jaký, to 
lze nastavit – vetn toho jestli místo mže piléhat na prostedek, okraj hrany i po celé její 
délce. Lze též nastavit snapping tolerance. Místa lze zadávat bu
 run i pomocí adres apod. (k 
tomu samozejm musí být sí	 uzpsobena).  
V Network Analystu lze provádt 4 druhy analýz, z nichž každá disponuje mnohými 
nastaveními. Po zapnutí konkrétní analýzy se objeví vrstva, ve které jako podsložky figurují 
sí	ová místa a výsledek analýzy – viz. bližší popis analýz. Druhy analýz jsou následující: 
hledání nejvhodnjší cesty, hledání obslužného území, hledání nejbližší jednotky a vytváení 
OD cost matice. Tyto druhy analýz nyní budou podrobnji popsány: 
• Route - Tato analýza vytváí ze zadaných bod na základ zadaného nákladového atributu 
nejvýhodnjší cestu. Možnosti nastavení jsou následující: lze upravit poadí procházených míst 
a optimalizovat ho, piemž lze nastavit, že první i poslední zastávka bude pevn daná. Dále 
lze povolit i zakázat tzv. U-turns – tedy obraty na „hran“, nastavit typ výstupu (skutená 
cesta, spojnice bod, žádný výstup), nastavení hierarchie, možnost poítat akumulovanou 
hodnotu pro nákladový atribut (pokud je nákladový atribut jen jeden, není teba toto okno 
zaškrtávat) a další. Místa pro analýzu udávají bu
 místa, kterými se bude procházet, nebo 
mohou tvoit bariéry, tedy místa, pes které se procházet nesmí. V atributové tabulce výsledné 
cesty jsou pak vidt akumulované hodnoty nákladového atributu, pokud je tento asový tak 
pípadn i as pesunu. 
• Closest Facility – Tato analýza je podobná hledání cesty, ale na rozdíl od ní vytváí 
jedinenou cestu od každého poátku k nejbližšímu konci – obslužnému zaízení. Poet tchto 
obslužných zaízení je nastavitelný, tj. se nemusí jednat jen o 1,ale nap. o 3. Nastavitelný je též 
smr – bu
 od obslužné jednotky i k ní – toto má význam tehdy, když jsou definovány rzné 
nákladové atributy pro smry. Jinak je nastavení obdobné jako u hledání cesty, ješt je zde navíc 
položka CutOff Value – tj. maximální vzdálenost, za kterou už program obslužné jednotky 
nehledá; Vytvoené cesty mají v atributu jak poátení bod, tak íslo obslužného místa, proto 
pomocí symbology je lze nap. barevn odlišit. 
• Service Area – Pro daná místa generuje území, které „obslouží“ na základ nákladového 
atributu. Výsledek je prezentován bu
 liniemi i polygonem (viz. Obr. 5). Základním 
parametrem pro tuto analýzu je hodnota zlomu (break value), která vymezuje, jak velké území 
daná lokace obslouží. Opt zde jde nastavit smr pohybu, který má význam pi rzn
definovaném nákladovém atributu pro oba smry. Pokud uživatel nastaví vykreslení polygon
mže nastavit jestli každé zadané místo bude mít své vlastní polygony, i polygony budou 
spolené pro všechna zadaná místa. Dále jsou polygony odstupovány podle toho, jak jsou 
dosažitelné až po break value (bod zlomu). Lze nastavit, aby každý polygon reprezentující 
oblast s horší dostupností obsahoval i území s dostupností menší, a tedy polygon s maximální 
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dostupností obsahoval celé obslužné území (tj.model disku). Alternativn lze zvolit ring model, 
kdy polygony vytváejí prstence. Podobným zpsobem lze vizualizovat i linie. Zde se dá 
nastavit, zda-li se budou linie pro jednotlivé lokace pekrývat i ne. Jinak je vtšina nastavení 
podobná tm, která jsou použitá i u pedchozích analýz. 
                  Obr. 5 Obslužná území - linie                                   Obr. 6 Nákladová  matice 
                        (zdroj: ESRI ArcMap 9.1)                                              (zdroj: ESRI ArcMap 9.1)     
• OD cost matrix - Spíše schematický analytický nástroj, který dvojici poátek – konec, 
piazuje linii(lze piadit jen rovnou linii, proto schematický nástroj). Nejvyšší možný poet 
takovýchto linií je roven n=poet poátk * poet konc, ale lze nastavit i menší poet konc. 
Opt zde figuruje CutoffValue. Pro to aby tato metoda vizuáln poskytla informace je teba 
upravit symbologii výsledných linií, a vizualizovat výsledky dle atributu akumulovaná cena 
(nebo jiný nákladový atribut) (viz. Obr. 6). 
4.2 ILWIS 
Možnosti tohoto softwaru jsou z hlediska analýz prostorové dostupnosti menší, než v pípad
ArcGISU. Krom nástroj pro tvorbu hydrogeologických výstup (ešících plochu povodí, 
prbh vodních tok apod.), kterými se práce nezabývá se zde nalézá v podstat jediný nástroj: 
• Distance Calculation - Tento nástroj umožuje provedení 2 funkcí + možnost rozšíení 
analýzy o Thiessenovy polygony. Jsou to funkce analogické k funkcím v prostedí ArcGIS – 
Spatial Analystu, a to Cost Distance a Euclidean Distance, v pípad Thiessenových polygon
navíc ješt Cost Allocation a Euclidean Allocation. Možnosti nastavení analýzy jsou ponkud 
chudší a umožují pouze stanovit do jakého atributu se bude výsledná vzdálenost (i obecn
náklad) ukládat a v jakém rozmezí tohoto atributu má analýza probíhat (obvykle 0-x). Oproti 
ArcGISu lze stanovit pesnost, s jakou bude tento atribut poítán. Klíovou vlastností je to, že 
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vstupem musí být raster, kdy všechny pixely jsou výchozí body, s výjimkou tch se záznamem 
NoData, které jsou brány jako cílové body. Tato vlastnost si vyžaduje vtšinou další krok pi 
píprav dat a to konverzi zpravidla bodové vrstvy na rastrovou. 
4.3 GRASS 
GRASS nabízí množství funkcí, které dovolují uživateli pracovat jak v rastrovém tak ve 
vektorovém modelu. Pro práci s rastry se zde nacházejí následující funkce: 
• Cost surface – Tento nástroj je podobný Distance Calculation u ILWISu a Cost Distance u 
ArcGISu. Umožuje nastavit nákladový povrch, výchozí body v rastrovém i vektorovém 
formátu a hodnotu, po jejímž dosažení již algoritmus dále nepoítá (tj. maximální náklady). 
Navíc, což u jiných nástroj k dispozici není, zde lze nastavit tzv. Knight’s move, tj. 16-smrný 
pohyb, který analýzu zpomaluje a zpesuje (viz. kapitola o algoritmech). Taktéž lze nastavit 
cílové body; po té co je dosaženo všech cílových bod algoritmus koní. Nástroj umožuje 
nastavit též zpsob, jakým se bude pracovat s pamtí.  
• Cumulative movement cost – Obdobou Path Distance u ArcGISu. Do analýzy pidává 
ješt DEM na jehož základ je poítána skutená ušlá vzdálenost a do úvahy jsou brány 
i náklady pi chzi na rzn sklonných površích. 
Analogií Network Analystu u ArcGIS je nkolik funkcí u GRASSu. Narozdíl od ArcGISu 
není v GRASSu poteba mít pipravený Network Dataset. Staí mít libovolnou vektorovou 
mapu, v níž jednu vrstvu tvoí linie (tedy hrany) a druhou uzly.  
• Networ maintenance – Tento nástroj slouží k píprav vektorové mapy pro analýzu. Krom
pípravy report o síti má uživatel dv možnosti. Bu
 k existující síti nechá vygenerovat uzly 
(na koncích jednotlivých liniových objekt), nebo naopak pidá do sít hrany, aby pedem dané 
body zapojil do sít. Tímto je zaruena použitelnost takto vzniklé vektorové mapy pro další 
analýzy.  
• Allocate subnets – Vytváí sí	, kde každé linii je piazeno íslo kategorie bodu, který toto 
místo „obsluhuje“. Výsledkem je na první pohled identická sí	 s tou, která vstupovala do 
analýzy, liší se práv jen piazenou kategorií. Uživatel mže zadat náklady v obou smrech, 
náklady pro uzly a povinn zadává uzly, které budou sloužit jako centra – obslužné jednotky. 
• Shortest route – Vytváí liniovou vrstvu, která znázoruje cestu s nejmenšími náklady od 
jendoho bodu k druhému (tyto musí být bu
 uzly, i mohou být zadány v souadnicích 
a nacházet se v zadané toleranci). Uživatel mže nastavit zda-li výsledná vrstva obsahuje jen 
jeden objekt – tedy nejkratší cestu, nebo objekt více, v souladu s tím jak byly rozdleny linie 
vektorové mapy, která vstoupila do analýzy. Stejn jako u minulé analýzy lze zadat náklady 
v obou smrech procházení hran a též náklady pro uzly. 
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• Split net – Podobná analýza jako subnets, akorát zde není liniím piazováno íslo kategorie 
bodu, ale íslo kategorie pásma vzdálenosti, do kterého linie spadá (tj. nap. 0-5 km bude 
kategorie 1; 5-10 km kat. 2 apod. Stejn se dá použít i asových údaj.). Možnosti nastavení 
stejné jako u subnets, navíc je nutno nastavit zlomové body pro zaazení do kategorií. 
• Steiner Tree – Vytvoení optimální sít pro dané body. Používá se nap. pi pokládání 
kabel apod. Výsledkem je sí	, která je optimální co do náklad (pokud nezadány, tak optimální 
co do délky – tj. nejkratší možná). Možnosti nastavení jsou obdobné jako u ostatních analýz. 
• Traveling Salesman Analysis – Problém obchodního cestujícího. Nachází optimální trasu, 
která spojuje sérii zadaných bod (na poadí procházení nezáleží). Nastavení stejné jako 
u ostatních analýz. Výstup je podobný tomu ze Steinerova stromu, ale nemusí být pi zadaných 
stejných bodech vždy stejný. 
4.4 Srovnání funkcionality softwarových nástroj
Je logické, že ze 3 hodnocených software nabízí nejvíce možností a funkcí ArcGIS, vzhledem 
k tomu, že se jedná o placený software. V nkterých pípadech však i voln dostupné programy 
nabízí njakou funkci, kterou ArcGIS nenabízí. Na tyto možnosti bude zamena tato kapitola. 
Budou zde také tabulky uvádjící pehled nástroj jednotlivých software, aby vynikly analogie 
mezi nástroji ArcGIS, ILWIS a GRASS. 
V rastrovém formátu má ILWIS navíc možnost volby pesnosti, s jakou jsou poítána 
výstupní data, což umožuje uživateli volit mezi pesností a rychlostí. GRASS v tomto ohledu 
nabízí možnost provádt analýzu se zaškrtlou možností Knight’s move, která nabízí pesnjší 
výsledky za delší as. Výhodou je též možnost nastavit cílové body, po jejichž dosažení analýza 
dále neprobíhá. Nevýhodou je nemožnost provádt alokaní funkce. Funkce shrnuje Tab. 3. 
Tab. 3 Nástroje pro rastrová data – srovnání 
ArcGIS ILWIS GRASS 
Cost Distance Distance Calculation Cost Surface 
Cost Allocation Distance Calculation - 
Cost Backlink - - 
Euclidean Distance Distance Calculation - 
Euclidean Allocation Distance Calculation - 
Euclidean Direction - - 
Path Distance - Cumulative Movement Cost 
Path Distance Allocation - - 
Path Distance Backlink - - 
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Ve vektorovém formátu je hlavní pedností GRASS jednoduchost, s jakou lze upravit 
liniový atribut pro použití v síti. Postup u ArcGISu je mnohem složitjší. Dále nabízí GRASS 
navíc funkci na vytvoení optimální sít. Nevýhodou je pak nemožnost zvolit si libovolný 
výchozí bod, ale pouze nkterý z uzl a celkov mén možností pi provádní analýzy. Srovnání 
funkcí ukazuje následující tabulka (Tab. 4). 
Tab. 4 Nástroje pro vektorová data - srovnání 
ArcGIS GRASS 
Route Shortest route  
Route Traveling Salesman 
Service Area Allocate Subnets 
Service Area Split Net 
Closest Facility - 
OD Cost Matrix - 
- Steiner Tree 
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  KAPITOLA 5
Algoritmy používané pi analýzách 
Tato kapitola se vnuje popisu nkolika základních algoritm používaných pi analýzách 
prostorových dostupností. Na první pohled se jeví pístupy k vektorovým a rastrovým datm 
jako naprosto rozdílné. Pi bližším prozkoumání se však ukazuje, že lze na oba tyto datové 
modely aplikovat podobné metody. 
5.1  Algoritmy pro práci s vektorovými vstupními daty 
Pi práci s vektorovými daty se uplatní algoritmy, které slouží k ešení sí	ových analýz, 
vycházejících z teorie graf. 
Prvn jsou to algoritmy, sloužící k nalezení nejkratší cesty, piemž lze i ukládat 
kumulované náklady. Jsou to v souasnosti asi nejužívanjší Dijkstrv algoritmus, dále 
Bellman-Fordv algoritmus a Floyd-Warshallv algoritmus. Dále pak jsou to pak algoritmy 
urené pro nalezení minimální kostry grafy. Jedná se o Borvkv algoritmus, Kruskalv 
algoritmus a Jarníkv algoritmus. Práce se tmito 3 algoritmy nebude dále zabývat, protože 
problém hledání minimální kostry grafu neodpovídá zadání práce. 
• Dijkstrv algoritmus lze použít pro procházení grafu s nezáporn ohodnocenými hranami. 
Zaíná od výchozího bodu, kterému piazuje akumulované náklady 0, všem ostatním uzlm 
piazuje zatím neznámou akumulovanou hodnotu(nekoneno). Všem sousedm výchozího 
bodu ukládá místo nekonena hodnotu danou ohodnocením spojujících hran. Zárove je 
zaazuje do listu. Uzel s minimální hodnotou je vyazen z listu a zaazen do pole výsledk. Na 
list jsou zaazeny jeho sousedící uzly i s akumulovanou hodnotou; v pípad že už zde jsou je 
jim aktualizována hodnota akumulovaných náklad (pokud je nižší než pvodní, již uložená). 
Poté je z listu opt vyazen uzel s minimální hodnotou a takto algoritmus pokrauje až do 
dosažení všech cílových bod i všech uzl v grafu (viz Obr. 7). 
Kapitola 6: Algoritmy používané pi analýzách                                                                                                           30
                                                                                                                                                                                              
Obr. 7 Dijkstrv algoritmus
(Zdroj: vlastní (inspirace nap. BAYER, 2008)) 
Na následujícím schématu je zachycen princip fungování algoritmu. Jedná se o obdobu 
podobných schémat prezentovaných pi vysvtlení Dijkstrova algoritmu. Nejprve je hodnota 
výchozího bodu v levém horním rohu inicializována na 0, a tento bod pidán do skupiny 
uzavených bod(tun okroužkované body). Poté jsou inicializovány všichni jeho sousedi na 
jeho hodnotu (tj. 0) zvtšenou o hodnotu hran, které k tmto sousedním bodm vedou. Posléze 
je opt vybrán bod s nejnižšími náklady a postup se opakuje. Ve tetím kroku vidíme, že 
dochází k úprav již jednou inicializovaných hodnot, protože nové hodnoty jsou nižší. 
Algoritmus pokrauje dokud nejsou všechny body ve skupin uzavených bod.
• Bellman-Fordv algoritmus je pomalejší, ale lze ho použít i pro procházení grafem se 
záporn ohodnocenými hranami. Jeho prbh je rozdílný v tom, že uzel, který je v Dijkstrov
algoritmu vyazen z listu zde vyazen není a mže být optovn navštíven s nižšími náklady. 
Prbh je takový, že se opakovan (tolikrát, kolik je uzl), prochází všechny uzly a aktualizuje 
se jejich hodnota akumulovaných náklad.  
• Floyd-Warshallv algoritmus poítá nejkratší cestu mezi všemi dvojicemi uzl grafu 
pomocí rekurze. Používá se  u analýz , kde se poítá s velkým potem jak výchozích tak 
cílových bod. Výsledkem je pak ást matice, která takto vzniká (popípad celá matice pokud 
zjiš	ujeme náklady z každého bodu do každého). (popisy algoritm nap. ERNÝ, 2008) 
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5.2 Algoritmy pro práci s rastrovými vstupními daty
Algoritmy pro práci s rastrovými daty jsou založené na podobném principu. Každý pixel rastru 
lze chápat jako uzel, který spojuje 4-16 hran (vysvtleno dále, obvyklý poet je 8, tj. 8 smr
z pixelu – 4 pímé a 4 diagonální). Ohodnocení tchto hran není dáno atributem, ale odvozuje se 
z nákladového povrchu a vzdálenosti uzl mezi sebou. Uzly sousedící v pímém smru jsou 
vzdálené 1*velikost pixelu, zatímco uzly sousedící v diagonálním smru jsou vzdálené 
2*velikost pixelu. Vzhledem k tomu, že je možné takovéto pipodobnní, je též možné použít 
stejných algoritm jako v pípad vektorových dat. Vzhledem k tomu, že poet uzl je vtšinou 
vtší než u vektorových dat (pro rastr 1000×1000 pixel je to 1000000 uzl), používá se 
prakticky pouze Dijkstrv algoritmus, který i v pípad vtších rastr je pomalý, proto se 
pistupuje k využití heuristických metod (viz níže). 
V pedchozím odstavci bylo zmínno 4-16 hran, tedy 4-16 pixel se kterými mže daný 
pixel sousedit (viz. Obr. 8). V pípad, že sousedí jen se 4, jedná se o tzv. rook’s move, který 
poítá jen se 4 pímými smry(nahoru, dol, vlevo, vpravo). Akumulovaná hodnota náklad pro 
sousedící buku se spote jako: Akumulovaná hodnota náklad pro danou buku pro danou 
buku + (hodnota náklad pro akt. buku+hodnota náklad pro sousední buku)/2*. 
V pípad, že bereme v úvahu 8 smr jedná se o tzv. Queen’s move (smry jako u rook’s 
move + vlevo-nahoru, vlevo-dolu, vpravo-nahoru, vpravo dolu). Akumulovaná hodnota náklad
pro sousedící buku se spote jako: Akumulovaná hodnota náklad pro danou buku pro danou 
buku + (hodnota náklad pro akt. buku+hodnota náklad pro sousední buku) *2 / 2. 
Obr. 8 Možnosti pohybu v rámci rastru 
Nkteré programy dovolují brát v úvahu 16 smr. Jedná se o tzv. Knight’s move (viz. 
diagram). Pojmenování získal díky tomu, že 8 ze 16 pohyb pipomíná pohyb kon po 
šachovnici. Akumulovaná hodnota náklad pro takto „sousedící“ buky (i když spolu dle 
bžného chápání nijak nesousedí) se vypote vzorcem, který bere v úvahu délku spojnice (5) a 
prmrnou hodnotu nákladového povrchu všech 4 dotených bunk. Používá se pro zpesnní 
analýzy, zejména pi delších pohybech, které se odlišují od diagonálního i pímého smru.  
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• Dijkstrv algoritmus funguje pak stejným zpsobem jako u vektorových dat. Jediný rozdíl 
je v tom, že sousední buky (uzly) nejsou hledány na základ hran, ale na základ toho, jaký typ 
pohybu jsme zvolili, tudíž tchto sousedních bod je bu
 4,8 nebo 16. 
Pi vzniku tohoto rastru zárove mže vznikat i tzv. back-link rastr, i alokaní rastr (viz. 
Popis softwarových nástroj). Back-link rastr vzniká tím zpsobem, že pi každém zaazení 
buky do výsledného rastru je zárove i zapsán smr, kde se od této buky nachází buka 
s nejnižšími náklady, tj. buka ze které algoritmus k dané buce došel. Stejn tak je zapisována 
alokaní hodnota buky, ze které algoritmus k dané buce došel. Pro výchozí body je tato 
hodnota nastavena na libovolné íslo reprezentující tento bod (nap. jeho ID v databázi).  
• A* algoritmus, je založen na Dijkstrov algoritmu, ale obsahuje i heuristickou složku, která 
odhaduje vzdálenost k cílovému bodu. Na základ toho, prochází jen body, u kterých je 
pravdpodobné že vedou k cíli. Je vhodný pouze pro problémy, kde jsou specifikované cílové 
body, a to v malém množství (ideáln 1). Kumulované náklady se poítají následovn:  C = G + 
F, kde G jsou kumulované náklady bodu poítané stejn jako u Dijkstrova algoritmu a F jsou 
pedpokládané náklady na dosažení cílového bodu z daného bodu, pro njž se výpoet provádí. 
Zpsob, kterými se odhadují náklady na dosažení cílového bodu, je mnoho. Ne vždy mže 
tento zpsob pinášet pesné výsledky. (Celý tento odstavec LESTER, 2005) 
Celkov lze konstatovat, že univerzálním algoritmem je Dijkstrv algoritmus. U analýz nad 
vektorovými daty, lze uvažovat pi vtším množství výchozích a cílových bod o Floyd-
Warshallov algoritmu. Pokud existují i záporn ohodnocené hrany je teba zapojit Bellman-
Fordv algoritmus. U rastrových dat lze v pípad složitjších povrch, kde se nap. nalézají 
pekážky apod. zvažovat nasazení algoritmu A*. 
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  KAPITOLA 6 
Návrh vlastního programu pro ešení analýz 
Souástí práce je i program Analýzy prostorové dostupnosti, který byl naprogramován autorem 
práce. Program Analýzy prostorové dostupnosti, vznikl z tchto dvod: 
• srovnání rzných algoritm s rznými parametry z hlediska asové náronosti 
• srovnání výstupních dat tchto algoritm z hlediska pesnosti 
6.1 Funkce programu 
Tato podkapitola by mla uživatelm programu poskytnout návod k jeho použití. Nejprve 
zmíním v nkolika bodech klíové vlastnosti programu: 
• vstupní data jsou generována vždy náhodn dle zadaných parametr
• program umí generovat jak rastry, tak sít
• program umí pevádt sít na rastry v nastavitelném kompresním pomru 
• nad rastrovými daty provádí program Dijkstrv algoritmus se 3 rznými parametry – bere v      
úvahu 4-smrný, 8-smrný a 16-smrný pohyb 
• nad vektorovými daty provádí program Dijkstrv a Bellman-Fordv algoritmus 
• poet výchozích bod lze volit 
• program zobrazuje asy provádní jednotlivých algoritm
Ped provedením analýz je nutno nejprve vygenerovat sí	 i rastr. Pi generování rastru je 
použit pouze parametr velikost, který uruje rozmry rastru. Ten je vždy tvercový a obsahuje 
tedy velikost · velikost pixel. Parametr max.hodnota pak uruje, jaká je nejvyšší hodnota 
náklad pro jeden pixel. Program toto íslo generuje náhodn. íslo je celé a mže nabývat 
jakékoliv hodnoty od 1 až po daný parametr. Velikost pi tvorb sít uruje v jak velkém 
prostoru bude sí	 vybudována. Jediné co je ješt teba osvtlit je parametr hran/uzel. Ten udává 
stední hodnotu hran, které bude mít jeden uzel. Jakmile je hrana ohodnocena, zobrazí se toto 
ohodnocení u hrany erven, zatímco mode se zobrazují celkové náklady na projití hrany, které 
reflektují i její délku.  
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Poté již mohou být provádny analýzy. Ty se otevírají v novém okn. Výchozí body se 
generují zcela náhodn. Konverze probíhá tak, že ze sít o velikosti 600 vytvoí pi kompresním 
pomru 10 (jednotek/pix) rastr 60×60 pixel. Poté lze nad rastrem, který takto vznikl i nad sítí 
provádt všech pt analýz. Na Obr. 9 je vlevo základní panel s vytvoenou sítí, vpravo nahoe 
rastr vzniklý konverzí a vpravo dole výsledek za použití Dijkstrova algoritmu. 
Obr. 9 Program „Analýzy prostorové dostupnosti“ 
6.2 Konstrukce tíd 
Program je naprogramován v jazyce Java a sestává ze 7 tíd. Celý bh programu se odehrává 
v hlavním JFramu, jehož vzhled a chování uruje tída Hlavni. Pro provádní analýz nad 
vektorovými daty je zde tída Sit, která dále sestává z tíd Uzel a Hrana. Výsledky analýzy nad 
vektorovými daty jsou pak tídy VyslSit (díky znaným odlišnostem od sít vstupních dat). Pro 
analýzy nad rastrovými daty je zde tída Rastr, která dále sestává z tídy Pixel. Výsledky analýz 
nad rastrovými daty jsou též tídy Rastr, vzhledem k malým odlišnostem výstupních i vstupních 
dat. Následuje popis jednotlivých tíd s popisem jejich promnných a nejdležitjších metod. 
Tída Hlavni obsahuje krom komponent, generovaných vývojovým prostedím, následující 
promnné: 
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• Rastr rastr – je zde uložen aktuální rastr, pokud zatím žádný vytvoený není, je ošeteno, aby 
se s ním nedaly provádt žádné analýzy. 
• Sit sit – je zde uložena aktuální vektorová sí	. Platí to samé co u rastru. 
• Uzel [] startovniUzly –  jsou zde uloženy výchozí body (uzly) 
• Pixel [] startovniPixely – jsou zde uloženy výchozí body (pixely) 
• int pomer – pokud došlo ke konverzi vektorových dat na rastrová, je zde uložen pevodní 
pomr. 
• JFrame [] ramy – pole rám, do kterých se ukládají výsledky analýz 
Tato tída neobsahuje žádné významnjší metody. Jejím jádrem jsou 4 metody, které reagují 
na stisk každého z tlaítek, tj. vytvoení sít, vytvoení rastru, provedení analýz a konverze sít. 
Dále je zde metoda void setComponents(), která JSPinnerm nastavuje pípustné hodnoty a 
metoda Pixel [] generujNahodneBody, která z již vygenerovaných výchozích uzl tvoí pixely o 
stejných souadnicích (pro srovnatelnost výstupních dat pi analýzách jak nad rastrovými tak 
nad vektorovými daty). 
Sí	 je tvoena z uzl a hran. Vzhledem k tomu, že tída Hrana je mén rozsáhlá, bude nyní 
následovat její popis. Tída má následující promnné: 
• Uzel u1,u2 – 2 uzly, které jsou koncovými body hrany 
• int atribut – hodnota piazená hran, jednotkové náklady na její projití (celkové náklady je 
pak teba ješt nutno vynásobit délkou hrany) 
• int indexHrany – každá hrana má svj index 
• static int pocet – Poet existujících hran 
• static Hrana[] hrany – všechny existující hrany 
Významný na této tíd je pouze její konstruktor (pedávají se 2 uzly a max.hodnota, kterou 
mže atribut hrany nabýt). Je v nm generována hodnota atributu a zárove piazena 2.uzlu 
tato hrana (prvnímu je piazena již v rámci volání konstruktoru). Následuje již jen sada metod 
na nastavování a získávání atribut a nulování potu hran. 
Složitjší je tída Uzel. Obsahuje následující promnné: 
• int x,y – souadnice uzlu 
• int index – index uzlu 
• int atribut – kumulované náklady pro uzel, použije se pro tvorbu objektu tídy VyslSit 
• Hrana [] hrany – hrany navázané na uzel 
• int pocetHran – skutený poet hran 
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• int maxPocetHran – maximální poet hran, uplatuje se pi vytváení sít
• boolean pridano – uruje zda-li je už uzel souástí výsledné sít
• static int pocetUzlu – poet uzl
Dležité metody: 
• boolean isConnected (Uzel u) – vrací true, pokud je uzel spojený hranou s uzlem u 
• Uzel [] najdiSousedy() – danému uzlu najde sousední uzly, které dosud nebyly pidané do 
výsledné sít
Dále již tída obsahuje jen settery a gettery, plus mén významné pomocné nástroje. 
Nejrozsáhlejší ze všech je tída Sit, obsahuje následující promnné: 
• Uzel [] uzly – Základní kostra sít, všechny uzly, které sí	 obsahuje 
• int souradMax – maximální hodnota souadnic 
• int hranyStred – prmrný poet hran, které má jeden uzel 
• int pocetUzlu – poet uzl
• int max – maximální hodnota, které bude nabývat atribut hran 
• ArrayList<Uzel> fronta – dynamická datová struktura používaná pi bhu Dijkstrova a 
Bellman-Fordova algoritmu 
Již v konstruktoru jsou vygenerovány uzly a následn k nim i hrany. Tída obsahuje 
následující významnjší metody: 
• paintComponent – petížená metoda tídy jComponent, slouží k vykreslení sít na 
obrazovku 
• void generujUzly(),void generujHrany() – metody použité v konstruktoru pi vytváení sít
• Uzel [] najdiNejblizsi(int pocet,Uzel u) – k uzlu u hledá nejbližší uzly, jejich poet je jedním 
z argument metody. 
• Double [][] getVzdalenosti(Uzel u) – poítá vzdálenosti od uzlu ke všem uzlm, výsledkem 
je dvojrozmrné pole, kde první rozmr tvoí vzdálenost a druhý index píslušného uzlu, ke 
kterému je poítána 
• VyslSit dijkstra (Uzel [] startovni) – metoda pro získání výstupních dat ze vstupních. 
Nejprve jsou inicializovány startovní uzly (viz. metoda inicializaceVychozich), a posléze již je 
jen vybírán první prvek z fronty a zaazován do výsledné sít(viz. metoda pridejDoVysledne). 
Pitom je men as, který je pak výsledné síti pedán. 
• void inicializaceVychozich(Uzel [] startovni, VyslSit vysledek) – všem startovním bodm je 
nastavena kumulovaná hodnota (atribut) na 0 a všichni jejich sousedi jsou pidáni do fronty.  
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• void pridejDoVysledne (Uzel u, VyslSit vysledek) – uzel u je pidán do výsledné sít, 
všichni jeho sousedi jsou pidáni do fronty (resp. aplikuje se na nich metoda pridejDoFronty, 
což ješt nutn nemusí znamenat pidání do fronty). Zárove je uzel u vyazen z fronty 
• void pridejDoFronty(Uzel vychozi,Uzel pridavany) – pokud pidávaný uzel ješt není ve 
front je tam pidán s atributem výchozího uzlu + atributem jejich spojující hrany, v pípad že 
se uzel ve front již nachází je provedeno ovení, zda-li je jeho už uložený atribut nižší než 
atribut, který by vznikl setením atributu výchozího uzlu s atributem hrany. Pokud ne, je atribut 
pidávaného uzlu upraven.  
• Rastr konverze (int pomer) – pevádí sí	 na rastr, pvodní velikost sít je zmenšena dle 
hodnoty pomer, tzn. rastr je menší než sí	.  
• VyslSit bellman (Uzel [] startovni) – vytváí výslednou sí	 mnohonásobným procházením 
sít
• Uzel [] generujNahodneUzly (int pocet) – generuje náhodné uzly, které pak slouží jako 
výchozí body. 
Tída VyslSit obsahuje pouze promnné double cas a Uzel [] uzly, do které se ukládají uzly, 
které jsou již vyazeny z fronty a zaazeny do výsledné sít. Nejvýznamnjší je u této tídy 
metoda paintComponent, která zajiš	uje vykreslení výsledné sít.  
Tída Pixel slouží k vybudování tídy Rastr. Obsahuje následující promnné: 
• int x,y – souadnice pixelu 
• int hodnota – náklady na procházení tímto pixelem 
• int kumul – kumulované náklady – uplatní se v rastru pechovávajícím výsledky analýzy 
• boolean pridano – indikuje, zda-li byl pixel již pidán do výsledného rastru 
Celá tída sestává pouze ze setter a getter. Tída Rastr má následující promnné: 
• Pixel [] bunky – uchovává informace o jednotlivých pixelech 
• int velikost – velikost mížky, celkový poet pixel je pak velikost*velikost 
• int max – maximální hodnota, které mohou náklady na prchod jedním pixelem nabýt. 
• ArrayList<Pixel > fronta – obdoba fronty u tídy Rastr, akorát místo uzl zde figurují pixely 
• double cas – as za který probhla analýza nad rastrovými daty 
Dležité metody: 
• void generujRastr() – zaplnní pole bunk hodnotami 
• JPanel kresliBunky(boolean kumul) – vzhledem k tomu, že metoda kreslení pes 
paintComponent se zde ukázala jako nevhodná, tak se rastry kreslí pes tuto metodu. Výsledný 
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panel je pak pidán na komponenty vyšší úrovn. Argument kumul uruje zda-li se kreslí 
vstunpí rastr (pak argument nabývá hodnoty false) nebo výstupní rastr. 
• Rastr dijkstra (Pixel [] startovni, int pohyb) – obdoba metody tídy Sit. Jediný rozdíl je zde 
v argumetnu pohyb, který uruje zpsob, jakým se analyzují sousední pixely. 
• inicializaceVychozich,pridejDoVysledne a pridejDoFronty jsou obdobou stejn
pojmenovaných metod u tídy Sit.  
• Pixel [] najdiSousedy (Pixel p, int pohyb) – hledá sousední pixely. Jejich poet uruje 
argument pohyb. Pi hodnot 0 má pixel 4 sousedy, pi hodnot 1 8 soused a pi hodnot 2 16 
soused. Metoda z nich však vrací jen ty, které dosud nebyly pidané. 
• void konvertovaneRastry (Rastr vysledek, int pohyb) – zaruuje pevedení nepístupných 
pixel, vzniklých konverzí vektor i do výsledného rastru. 
Program je funkní s nkolika omezeními. První z nich je velikost rastru, která je pro 
zobrazení maximáln 130×130 pixel, pro plynulý chod je teba rastr menší jak 500×500. 
V profesionálních GIS jsou samozejm analýzy nad takovýmito rastry vyešeny bhem 
okamžiku. Omezujícím faktorem se zde jeví dynamické datové pole. To je však použito všude 
stejné, takže hlavní cíl, tedy srovnatelnost výsledk, program napluje.  
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  KAPITOLA 7
Hodnocení algoritm
Tato kapitola využije program „Analýzy prostorové dostupnosti“ a pokusí se zhodnotit 
jednotlivé algoritmy pi použití rzných parametr v následujících hlediscích: pesnost 
výstupních dat a asová náronost. 
7.1 Pesnost výstupních dat s ohledem na zvolený íselný 
formát 
Program, který ml zhodnotit nkteré metody analýz pracoval s hranami, i pixely 
ohodnocenými kladnými celými ísly. Další výpoty však již byly provádny s ísly reálnými. 
Pro poteby vizualizace však byla zobrazována ísla v celoíselném tvaru. Pi takto 
definovaném prbhu analýzy k žádným nepesnostem, zpsobeným zaokrouhlováním 
nedochází (samozejm krom odchylky pi závrené vizualizaci, jejíž relativní velikost závisí 
na rozptylu hodnot (pokud se kumulované náklady pohybují v ádu tisíc, nepedstavuje toto 
problém)). Pokud bychom všechny hodnoty kumulovaných náklad brali jako celoíselné 
hodnoty, vzniklé zaokrouhlením, vznikala by ve výsledcích odchylka závislá jednak na potu 
hran (i v pípad rastrových dat pixel), které je teba pekonat k danému bodu, pro který 
poítáme kumulované náklady, 
a také na tom, jakými hodnotami 
jsou hrany ohodnocené (ím 
vtších hodnot budou nabývat, tím 
je relativní odchylka menší). 
Výsledkem by tedy bylo to, že u 
bod, jež jsou vzdálenjší od 
zdroj, by vznikala vtší odchylka. 
 Obr. 10: Kumulované                  Obr. 11: Kumulované 
     náklady – double                         náklady – integer 
Na obrázcích 10 a 11 jsou znázornny extrémní pípady – na Obr. 10 probíhají operace nad 
datovým typem double, jen na závr dochází k zaokrouhlení. Výsledky jsou tedy pesné. Na 
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Obr. 11 probíhají operace nad datovým typem integer, tj. vždy dochází k zaokrouhlení dol. 
Zvolen byl nákladový povrch složený ze samých jedniek, tedy indiferentní. Vidíme, že na Obr. 
11 dochází k nepesnostem – odhadované kumulované vzdálenosti jsou nižší než by mly být. 
Výhodou je ovšem menší výpoetní náronost a pam	ová náronost. Kompromisem mezi 
tmito dvma pístupy je pístup, který sice všechna data uchovává v datovém typu integer, 
ovšem dochází zde vždy k zaokrouhlení. Takový pístup je stejn pam	ov nároný jako 
v pípad Obr. 11, ale je výpoetn náronjší. Ovšem vzhledem k tomu, že zaokrouhlování 
mní velikost dat obma smry, v nkterých pípadech dochází k vyrušení efektu zaokrouhlení 
a tedy k pesnjším výsledkm. Ovšem konkrétn v tomto pípad indiferentního povrchu tomu 
tak není, a je jedno jestli zaokrouhlujeme podle matematických pravidel, i vždy dol. 
U vektorových dat také lze uplatnit tyto 3 pístupy. Vtšinou však není dvod provádt 
analýzy nad datovým typem double. To by bylo opodstatnné pouze ve chvíli, kdy souadnice 
budou nabývat nízkých maximálních hodnot, a taktéž hrany budou ohodnoceny nízkými 
hodnotami (tedy, hodnota atributu, který se postupn kumuluje bude nízká). 
Celkov lze íci, že: Provádt analýzy nad datovým typem double je opodstatnné jen 
u nákladových povrch, jejichž buky nabývají nízkých hodnot a kdy nám záleží na pesnosti. 
V jiných pípadech staí provádt analýzy nad datovým typem integer, a zaokrouhlovat – toto 
bude vhodným postupem v drtivé vtšin pípad. Postup, kdy se nezaokrouhluje lze zvolit ve 
chvíli kdy nám záleží na rychlosti. Tento postup není vhodný pro nákladové povrchy, jejichž 
pixely nabývají nízkých hodnot. 
7.2 Pesnost výstupních dat s ohledem na použitý algoritmus
U rastrových dat byl testován pouze jeden algoritmus, zato ale s rozdílnými pístupy 
k sousedním bukám. Použití každého z tchto pístup pináší ponkud odlišné výsledky. U 
vektorových dat byly použité algoritmy dva, ale ve výsledcích se neliší. Jeden je konstruován 
pro práci se záporn ohodnocenými hranami. V pípad kladn ohodnocených hran však 
produkuje stejné výsledky jako první, akorát v pomalejším ase. Tato kapitole tedy srovná 3 
rzné pístupy k sousedním bukám u Dijkstrova algoritmu nad rastrovými daty. Nejprve bylo 
provedeno srovnání nad indiferentním nákladovým povrchem. Na všech obrázcích je znázornn 
výez výsledného rastru, a to konkrétn pravý horní roh. Výchozí bod analýzy se od tohoto 
tverce nachází vlevo dole, tém v levém dolním rohu. Rastr má velikost 30×30 pixel. Obr. 12 
ukazuje výsledky pro 4-smrný pohyb. Je vidt, že výsledné hodnoty jsou vyšší než u ostatních 
druh pohybu. 8-smrný (Obr. 13) a 16-smrný (Obr. 14) pohyb se pak liší již jen nepatrn. U 
8-smrného jsou hodnoty nepatrn vyšší a to zejména v pravém dolním a levém horním rohu. Je 
to dáno tím, že tyto oblasti se nacházejí v pibližn 30-ti a 60-ti stupovém úhlu od výchozího 
bodu. V tchto oblastech je analýza provedená pomocí 8-smrného pohybu nejmén pesná a 
naopak analýza provedená pomocí 16-smrného pohybu pesná. Ve 45-ti stupovém úhlu 
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(pravý horní roh) se výsledky neliší a jsou pesné. Toto není dáno náhodou a platí to obecn pro 
všechny typy nákladových povrch, zejména tam,  kde hodnoty nákladového povrchu nemají 
píliš velký rozptyl. 
  Obr. 12: 4-smrný pohyb po rastru                       Obr. 13: 8-smrný pohyb po rastru 
Obr. 14: 16-smrný pohyb po rastru  
Další analýzy byly poté provádny na náhodn vygenerovaném nákladovém povrchu, kde 
pixely nabývaly rzných hodnot.
Výchozí body mají Obr. 15 a 16 v pravém horním rohu, opt pi velikosti celého rastru 
30×30. Je vidt že odchylky hodnot pi použití jednotlivých zpsob se pohybují okolo ísla 10 
(nejvíce 13). Není zde již patrný vliv úhlu od výchozího bodu. Stejných odchylek bylo dosaženo 
i pi nkolikerém opakování se stejnou maximální hodnotou a jinými nákladovými povrchy. 
Testování s jinými maximálními hodnotami pineslo podobné výsledky. Pokud na rastru 
30×30 byl výchozí bod v levém horním rohu, v levém dolním rohu se hodnoty lišily pibližn o 
max.hodnotu nákladového povrchu/10. Pi testování s max. hodnotou 100000 se již max. 
odchylka pohybovala okolo 3000. Dá se tedy pedpokládat že ím vyšší max. hodnota a rozptyl 
tím menší relativní odchylka pi porovnávání obou zpsob. 
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  Obr. 15 Kumul. náklady – 8-smrný pohyb       Obr. 16 Kumul. náklady  – 16-smrný pohyb 
Zajímavé je, že pi testování na vtších površích a tedy na vtších vzdálenostech od 
výchozího bodu již k dalšímu zvtšování rozdíl nedocházelo(resp. docházelo ale v porovnání 
rastr 30×30 a 60×60 jen ve velmi nepatrné míe). Ovšem kdybychom zvtšovali rastr na 
indiferentním nákladovém povrchu, zvtšovali by se odchylky lineárn. 
Testování lze shrnout následujícím zpsobem: 4-smrný pohyb se pro provádní analýz 
nehodí, protože odchylky jsou píliš velké, a nedá se jim pedcházet. Použití 16-smrného 
pohybu je doporueno tam, kde potebujeme pesnjší data a nezáleží na ase. V pípad, že se 
jedná o hodn homogenní nákladový povrch, pípadn povrch, který nabývá málo hodnot je 
taktéž použití analýzy s 16-smrným pohybem odvodnné. 
7.3 Pesnost výstupních dat – rozdíl mezi analýzami nad 
rastrovými a vektorovými daty 
Dvody pro pevádt vektorová data na rastrová jsou uvedeny v pedchozích kapitolách. Tato 
pasáž se pokusí srovnat analýzy provádné nad rastrovými daty s tmi, provádnými nad daty 
vektorovými. Aby byla zajištna srovnatelnost je nutno nejprve vektorová data rasterizovat. Pi 
tom taktéž dochází (vtšinou) ke zmenšení velikosti. Tj. vektorová data v prostoru 1000×1000 
bod, jsou nap. konvertována na rastr 100×100 pixel (pi konverzním pomru 10). Úkolem 
této pasáže je mj. pokusit se objasnit, jaký má tento kompresní pomr a další faktory vliv na 
rozdílnost výsledk. Pro srovnání bude použit Dijkstrv algoritmus, v pípad rastru s 8-
smrným pohybem. Je tomu tak proto, že použití 16-smrného pohybu se v tomto pípad jeví 
problematické z dvodu toho, že asto nastává situace, kdy se pi tomto pohybu prochází 
„neprchodným“ pixelem. Dále se pedpokládá, že analýza nad vektorovými daty bude vždy 
pesnjší. Je to dáno tím, že u analýz nad rastrovými daty dochází k nepesnostem v dsledku 
nepímého pohybu, a také v dsledku možného „peskakování“ z linie na linii. To nastává 
v pípad, kdy blízko sebe vedou linie, které se nekíží, ale v rastrové analýze dojde k tomu, že 
algoritmus je bere jako sousedící. Pak se do celé analýzy zanáší dosti podstatná nepesnost.  
Nejvíce ovlivuje pesnost výsledných dat to, jaká je „hustota“ uzl na jeden pixel 
konvertovaného rastru. Je jasné, že pokud bude konvertována sí	 s 30 uzly na rastr 20×20 
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analýza díky velkým nepesnostem v podstat nebude možná. Další nutnou podmínkou je,aby 
nedocházelo ke kížení sít mimo uzly. To znamená, že tento postup vyluuje mimoúrovová 
kížení.  
Na Obr. 17 je vidt výsledek analýzy nad konvertovaným rastrem, kdy byly splnny 
všechny výše jmenované podmínky, aby tato analýza mla vbec smysl. Hodnota udávaná 
analýzou nad vektorovými daty udává v bod u dolního okraje hodnotu 3149. Jde tedy o rozdíl 
okolo 10%. Jednalo se o analýzu, kde figurovalo pouze 6 bod a výsledný rastr ml velikost 
80×80 pixel. V jiných ástech rastru byla odchylka nižší.Pi dalších analýzách a zachování 
stejných podmínek se výsledky znan lišily. V nkterých 
místech byly výsledky tém bez odchylky, jinde byla 
znaná. Pokud jsou rasterizované linie píliš blízko u sebe, 
dochází ke snižování hodnot akumulovaných náklad. Proti 
tomu jde však jejich zvyšování v dsledku nepímého 
pohybu. Na testovaných píkladech byly odchylky tak velké, 
že to vyluovalo praktické použití. 
        
       
        
          Obr. 17: Kumulované  
           náklady - konverze 
Závrem lze konstatovat, že použití rasterizace je z hlediska pesnosti dat znan
diskutabilní. Tato metoda by mohla být využitelná pi dostaten malé hustot linií, a pi použití 
bufferu, pak by byl použitelný i 16 smrný pohyb, který by analýzu zpesnil. Pokud k tomu není 
njaký zvláštní dvod, není rasterizace linií vhodný postup, jak provádt analýzu. 
7.4 asová náronost analýz 
Jedním z cíl práce je i srovnat algoritmy na základ jejich asové náronosti na provádní. as 
byl men zvláš	 u analýz nad rastrovými a vektorovými daty z dvodu, který byl zmínn 
v minulé kapitole – analýzy na rastrech, které vznikají konverzí z vektorových dat (liniových) 
nejsou ve vtšin pípad použitelné, proto nemá smysl ani srovnávat jejich asovou náronost. 
Mení bylo provádno vždy na 5 rzn vygenerovaných površích se stejnými parametry. 
V rámci každého povrchu pak byla provede 3 rzná mení se 3 rznými výchozími body. 
Výsledky tchto mení se nacházejí v pílohách, zde uvádím vždy jen prmrné hodnoty za 
všech 15 mení. 
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Tab. 5 asová náronost algoritm
Nákladový povrch 
Doba 
analýzy 
(v ms) 
Nákladový povrch 
Doba 
analýzy 
(v ms) 
50 uzl, 1 VB 0,138 20×20 pix,4 smry 0,585
50 uzl,1 VB, Bellman 1,893 20×20 pix, 8 smr 1,102
50 uzl, 5 VB 0,187 20×20 pix, 16 smr 2,436
500 uzl, 1 VB 1,398 20×20 pix ,8 smr, 10 VB 1,761
500 uzl, 1 VB, Bellman 162,803 200×200 pix, 4 smry 387,739
500 uzl, 1 VB, 20 hran 27,825 200×200 pix, 8 smr 920,353
500 uzl, 50 VB 3,264 200×200 pix, 16 smr 2370,620
500 uzl, 50 VB, Bellman 163,447     
5000 uzl, 1 VB 23,964     
5000 uzl, 1 VB, Bellman 6736,933     
                Poznámka: VB = výchozí body, Bellman = Bellman-Fordv algoritmus, jinak Dijkstrv  
Z dat (Tab. 5) je patrné, že s narstajícím potem uzl stoupá asová náronost u Dijkstrova 
algoritmu nad vektorovými daty pibližn lineárn, zatímco u Bellmanova algoritmu roste 
rychleji než lineárn. Ve všech pípadech je také tento algoritmus pomalejší, což se dalo 
pedpokládat. Z dat vyplývá, že u Dijkstrova algoritmu s rostoucím potem výchozích bod
roste i asová náronost, ovšem pomaleji než lineárn. Poslední co lze konstatovat je, že když 
na každý uzel navážeme více hran analýza se logicky zpomalí.  
Data z analýz nad rastrovými analýzami ukazují, že 8-smrný pohyb je na as 2× náronjší 
než 4-smrný a 16-smrný 2× náronjší než 8-smrný. U vtších rastr se tento relativní rozdíl 
dále prohlubuje, tj. 16-smrný pohyb je oproti 8-smrnému náronjší víc jak dvakrát. 
S rostoucí velikostí rastru roste asová náronost lineárn. S rostoucím potem výchozích bod
náronost taktéž stoupá. 
Publikované asy je nutno brát pouze orientan, pro porovnání s ostatními. Profesionální 
nástroje jako nap. ArcGIS dosahují ádov rychlejších as.  
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  KAPITOLA 8 
Závr 
Práce mla nkolik cíl. Prvním z nich bylo zmapovat dostupné nástroje pro tvorbu analýz 
prostorové dostupnosti. V této oblasti se povedlo kompletn zmapovat možnosti ArcGIS a jeho 
extenzí Spatial Analyst a Network Analyst. Práce by tedy mla pispt k tomu, že tenái 
usnadní jejich používání. Zárove byly zmínny alternativy v podob systém ILWIS 
a GRASS. Autor je toho názoru, že tyto 2 nástroje patí k nejvýznamnjším nástrojm z tch, 
které jsou dostupné voln. Lze konstatovat, že pro analýzu nad vektorovými daty je vhodný 
krom ArcGISu pouze GRASS, který je snadnji použitelný než ArcGIS, a i jeho funkce jsou 
s ArcGISem srovnatelné. U analýz nad rastrovými daty pak ILWIS nabízí alternativu pro 
základní analýzy. Opt mohu vyzdvihnout jeho jednoduchost, ovšem v tchto typech analýz je 
jednoduchý na používání i ArcGIS. GRASS je v základních ohledech pro tyto analýzy 
použitelný také. Dokonce zvládá i složitjší úlohy, ve kterých se bere v úvahu terén (DEM), po 
kterém pohyb probíhá. Rezervy má práce v analýze komerních systém, zejména MapInfa. 
Specializované nástroje (tedy ty, jenž nejsou komplexními GIS), byly autorem zkoušeny, ale 
pro poteby práce se nehodily, proto, že bu
 nijak neobohacovali možnosti již zmínné, i jejich 
možnosti byly vzdálené autorov definici analýz prostorové dostupnosti.  
V další ásti jsou rozebrané algoritmy, pomocí kterých lze analýzy provádt. Je tomu tak 
proto, aby autor lépe mohl objasnit funknost svého programu. Jejich znalost je také dležitá pi 
porovnávání rzných algoritm s rznými parametry v závrené ásti práce. Jak se ukázalo, 
nejdležitjším algoritmem pro provádní analýz je Dijkstrv algoritmus. Lze ho aplikovat jak 
na vektorová, tak na rastrová data. Popis je pak již jen strun doplnn dalšími algoritmy, které 
však do velké míry mají s tímto algoritmem mnoho spoleného. Práce se samozejm
nezabývala všemi algoritmy, pomocí nichž lze analýzy provádt. Nkteré byly jen zmínny a o 
jiných autor usoudil, že nezapadají do rámce práce. Krom Dijkstrova algoritmu byl zmínn A* 
algoritmus pro práci se složitjšími daty, kde je známý výchozí i cílový bod. Pro práci 
s vektorovými daty pak Floyd-Warshallv algoritmus pro práci s velkým potem výchozích a 
cílových bod a Bellman-Fordv algoritmus pro práci se záporn ohodnocenými hranami.  
Následuje popis autorova programu. Tento program splnil oekávání v tom, že lze snadno 
porovnávat asovou náronost analýz. Co se týká hodnocení pesnosti, zde už je poteba, aby 
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uživatel vynaložil jistou námahu, aby mohl pesnost u rzných analýz srovnávat. Za autorovými 
oekáváními zaostal program v rychlosti (ve srovnání s profesionálními nástroji jako nap. 
ArcGIS), z ehož plyne i to, že se nehodí pro vtší analýzy (nap. rastr 1000×1000 pixel), které 
chtl autor provést. Celkov však plní úel pro který byl napsán.  
V závrené kapitole byly algoritmy s rznými parametry hodnoceny z nkolika hledisek. 
Jako datový typ vhodný pro ukládání kumulovaných náklad se ukázal integer, s tím že je nutno 
zaokrouhlovat. Pokud není zapotebí natolik pesných dat, lze pevod nechat na poítai (tj. 
zaokrouhlení dol). Z hlediska pesnosti dat není rozdíl mezi Bellman-Fordovým a Dijkstrovým 
algoritmem. U Dijkstrova algoritmu nad rastrovými daty se ukázal nevhodný postup, který 
piazuje každému pixelu pouze 4 sousední. V drtivé vtšin pípad si uživatel vystaí s 8-
smrným pohybem. Konverze vektor - linií na rastr se ukázala vhodná jen v omezeném 
množství pípad. Z hlediska asové náronosti u všech typ analýz stoupala náronost pi 
zvyšujícím se potu výchozích bod. Analýza se zapojením 16-smrného pohybu byla více jak 
2× pomalejší než analýze se zapojením 8-smrného pohybu. Bellman-Fordv algoritmus se 
ukázal jako nevhodný pro vtší analýzy (analýzy s vtším potem uzl). 
Domnívám se , že pes nkteré nedostatky je práce pínosem. Urit si lze pedstavit nkteré 
kapitoly pojaty jak více do hloubky, tak více do šíky. U analýzy nástroj chybí více softwaru 
ke srovnání. U analýzy algoritm taktéž nebyly jmenovány úpln všechny. Práce se prakticky 
omezila jen na jeden typ analýz (tj. ten, kde figurují kumulované náklady), z ehož vyplývá, že i 
zde je prostor k rozšíení. Ovšem nutno dodat, že všechny další analýzy z tohoto typu vycházejí. 
Autor se ovšem domnívá, že nic podstatného vzhledem k rozsahu práce v ní nechybí. Pínosem 
práce je urit program, který je z hlediska možností jedinený, stejn jako jeho výstupy. Taktéž 
popsání všech nástroj ArcGIS, ILWIS a GRASS v dané oblasti autor považuje za pínos. 
Zajímavá je též zmínka o hybridním modelu dat (tj. rastr zkombinovaný s vektorem). Tento 
model by si  urit zasluhoval další pozornost. 
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  Seznam píloh
Píloha 1 Výsledky test asové náronosti algoritm
Píloha 2 Kód programu „Analýzy prostorové dostupnosti“ v jazyce Java 
Píloha 3 CD s elektronickou verzí práce a programu 
Píloha 1  Výsledky test asové náronosti algoritm
Tabulka asové náronosti algoritm nad vektorovými daty (as v ms) 
Pokus / 
analýza 
50 U, 
1 VB 
50 U, 
5 VB 
500 U, 
5 VB 
500 U, 
1 VB, B. 
500 U, 
1 VB, 
20 hran 
500 U, 
50 VB 
500 U, 
50 VB, B. 
5000 U, 
1 VB, B. 
50 U,1 VB, 
B. 
5000 U, 
1 VB 
1 0,201 0,141 2,119 154,800 32,200 2,687 161,000 6168,000 1,515 20,795
2 0,196 0,144 1,155 163,100 25,364 2,632 167,600 6083,000 1,539 28,091
3 0,15 0,144 1,197 161,700 33,974 2,829 162,100 6310,000 1,590 22,713
4 0,142 0,144 1,217 167,140 32,006 2,375 163,500 6177,000 1,870 15,617
5 0,144 0,153 3,140 159,900 26,996 2,657 158,000 6438,000 1,553 21,730
6 0,138 0,146 1,167 166,100 22,213 2,831 163,900 6564,000 4,785 31,347
7 0,128 0,140 1,070 161,200 27,755 2,815 163,400 6232,000 1,697 20,601
8 0,134 0,137 1,131 161,800 27,798 3,143 160,700 6623,000 1,540 16,089
9 0,138 0,146 1,105 161,900 24,628 10,494 161,300 6224,000 1,497 18,311
10 0,138 0,159 1,155 160,500 23,738 2,673 177,000 7430,000 2,767 37,061
11 0,126 0,136 1,252 163,300 26,937 2,806 165,000 7880,000 1,609 19,693
12 0,131 0,887 1,500 173,400 32,962 3,256 164,300 7738,000 1,682 39,266
13 0,097 0,106 1,117 164,600 31,754 2,617 164,600 7562,000 1,564 26,285
14 0,106 0,123 1,420 163,000 27,062 2,577 159,000 6516,000 1,599 25,454
15 0,098 0,102 1,229 159,600 21,988 2,570 160,300 7109,000 1,588 16,411
Prmr 0,138 0,187 1,398 162,803 27,825 3,264 163,447 6736,933 1,893 23,964
    Poznámka: U = uzl; VB = výchozích bod; B. = Bellman-Fordv algoritmus – jinak Dijkstrv algoritmus 
Tabulka asové náronosti algoritm nad rastrovými daty (as v ms) 
Pokus / 
analýza 
20 P, 4 S 20 P, 8 S 20 P, 16 S 200 P, 4 S 200 P, 8 S 200 P, 16 S 20 P, 8 S, 10 VB
1 6,561 8,811 4,715 397,700 889,600 2318,500 1,287
2 0,950 1,720 2,528 471,300 1165,700 3025,500 1,591
3 0,682 1,228 3,134 394,200 906,200 2380,400 1,505
4 0,771 1,067 2,386 434,304 1020,400 2642,500 1,889
5 0,530 1,180 2,750 336,765 788,800 2088,000 1,678
6 0,517 1,535 2,339 326,400 796,600 2016,800 1,984
7 0,462 0,950 2,272 434,700 1043,800 2664,000 1,730
8 0,449 0,978 2,642 321,700 748,700 1936,700 1,754
9 0,678 0,918 2,193 304,800 770,200 2003,700 1,982
10 7,141 1,276 3,052 616,800 1476,900 3769,500 1,693
11 0,420 0,840 1,985 383,500 897,400 2234,600 1,703
12 0,536 1,124 2,748 325,600 753,600 1971,000 1,858
13 0,502 0,838 1,989 342,700 777,500 2005,400 1,566
14 0,494 1,049 2,570 392,100 975,300 2469,900 1,628
15 0,612 0,898 2,137 333,520 794,600 2032,800 2,566
Prmr 0,585 1,102 2,436 387,739 920,353 2370,620 1,761
                                      Poznámka: 20 P = 20×20 pixel; 200 P = 200×200 pixel; S = poet sousedících bunk; VB = výchozí body 
Píloha 2 
Kód programu „Analýzy prostorové dostupnosti“ v jazyce Java 
package vektorova_sit;
import java.awt.Dimension;
import javax.swing.JFrame;
import javax.swing.JPanel;
import javax.swing.JScrollPane;
import javax.swing.JTextArea;
import javax.swing.SpinnerNumberModel;
public class Hlavni extends javax.swing.JFrame {
    
    private Sit sit;
    private Rastr rastr;
    private Uzel [] startovniUzly;
    private Pixel [] startovniPixely;
    private int pomer;
    private JFrame [] ramy=new JFrame[7];
    
    public Hlavni() {
        super("Analýzy prostorové dostupnosti");
        initComponents();
        setComponents();  
    }
    
    public void setComponents() {
        jSpinner1.setModel(new SpinnerNumberModel(100,10,50000,1));
        jSpinner2.setModel(new SpinnerNumberModel(10,1,1000,1));
        jSpinner3.setModel(new SpinnerNumberModel(20,5,3000,1));
        jSpinner4.setModel(new SpinnerNumberModel(4,2,30,1));
        jSpinner5.setModel(new SpinnerNumberModel(1,1,100,1));
        jSpinner6.setModel(new SpinnerNumberModel(10,1,100,1));  
    }
    
    private Pixel[] generujNahodneBody(Uzel[] startovniUzly) {
        Pixel [] vysledek=new Pixel[startovniUzly.length];
        for (int i=0;i<startovniUzly.length;i++) {
            vysledek[i]=new Pixel((int) (startovniUzly[i].getX())/pomer,
              (int) (startovniUzly[i].getY()/pomer),0);
        }
        return vysledek;
    }
    
    private void initComponents() {
        // Kód generovaný vývojovým prostedím není souástí pílohy  
    }           
    private void jButton4ActionPerformed(java.awt.event.ActionEvent evt) {                 
        if (ramy[0]!=null) {ramy[0].setVisible(false);}
        pomer=jSpinner6.getAccessibleContext().getAccessibleValue()
          .getCurrentAccessibleValue().intValue();
        ramy[0]=new JFrame("Zkonvertovaný rastr");
        JScrollPane panel=new JScrollPane();
        rastr=sit.konverze(pomer);
        panel.setViewportView(rastr.kresliBunky(false));
        ramy[0].add(panel);
                                                                    
        ramy[0].setMinimumSize(new Dimension(300,300));
        ramy[0].setVisible(true);
        jCheckBox1.setEnabled(true);
        jCheckBox2.setEnabled(true);
        jCheckBox3.setEnabled(true);
        jCheckBox4.setEnabled(true);
        jCheckBox5.setEnabled(true);
    }                                        
    private void jButton3ActionPerformed(java.awt.event.ActionEvent evt) {                 
        int pocetBodu=jSpinner5.getAccessibleContext().getAccessibleValue()
          .getCurrentAccessibleValue().intValue();
        if (sit!=null) {startovniUzly=sit.generujNahodneUzly(pocetBodu);}
        if ((rastr!=null)&&(sit!=null)) {startovniPixely
         =this.generujNahodneBody(startovniUzly);}
        if ((rastr!=null)&&(sit==null)) {startovniPixely
          =rastr.generujNahodneBody(pocetBodu);}
        for (int i=1;i<7;i++) {
            if (ramy[i]!=null) {
                ramy[i].setVisible(false);
            }
        }
        JScrollPane [] panely=new JScrollPane[7];
        ramy[6]=new JFrame("asy analýz");
        JTextArea text=new JTextArea();
        ramy[6].add(text);
        ramy[6].setMinimumSize(new Dimension(300,300));
        
        if (jCheckBox1.isSelected()) {
            ramy[1]=new JFrame("4-smrný pohyb");
            panely[1]=new JScrollPane();
            Rastr vysledek=rastr.dijkstra(startovniPixely,0);
            panely[1].setViewportView(vysledek.kresliBunky(true));
            ramy[1].add(panely[1]);
            System.out.println(String.valueOf(vysledek.getCas()));
            text.append("4-smerny pohyb: "+String.valueOf
              (vysledek.getCas()/1000000)+" ms\n\n");
        }
        else ramy[1]=null;
        
        if (jCheckBox2.isSelected()) {
            ramy[2]=new JFrame("8-smrný pohyb");
            panely[2]=new JScrollPane();
            Rastr vysledek=rastr.dijkstra(startovniPixely,1);
            panely[2].setViewportView(vysledek.kresliBunky(true));
            ramy[2].add(panely[2]);
            System.out.println(String.valueOf(vysledek.getCas()));
            text.append("8-smerny pohyb: "+String.valueOf
              (vysledek.getCas()/1000000)+" ms\n\n");
        }
        else ramy[2]=null;
        
        if (jCheckBox3.isSelected()) {
            ramy[3]=new JFrame("16-smrný pohyb");
            panely[3]=new JScrollPane();
                                                                    
            Rastr vysledek=rastr.dijkstra(startovniPixely,2);
            panely[3].setViewportView(vysledek.kresliBunky(true));
            ramy[3].add(panely[3]);
            System.out.println(String.valueOf(vysledek.getCas()));
            text.append("16-smerny pohyb: "+String.valueOf
              (vysledek.getCas()/1000000)+" ms\n\n");
        }
        else ramy[3]=null;
        
        if (jCheckBox4.isSelected()) {
            ramy[4]=new JFrame("Dijkstrv algoritmus");
            panely[4]=new JScrollPane();
            VyslSit vysledek=sit.dijkstra(startovniUzly);
            panely[4].setViewportView(vysledek);
            ramy[4].add(panely[4]);
            System.out.println(String.valueOf(vysledek.getCas()));
            text.append("Dijkstruv algoritmus: "+String.valueOf
              (vysledek.getCas()/1000000)+" ms\n\n");
        }
        else ramy[4]=null;
        
        if (jCheckBox5.isSelected()) {
            ramy[5]=new JFrame("Bellman-Frodv algoritmus");
            panely[5]=new JScrollPane();
            VyslSit vysledek=sit.bellman(startovniUzly);
            panely[5].setViewportView(vysledek);
            ramy[5].add(panely[5]);
            System.out.println(String.valueOf(vysledek.getCas()));
            text.append("Bellman-Forduv algoritmus: "+String.valueOf
              (vysledek.getCas()/1000000)+" ms\n\n");
        }
        else ramy[5]=null;
        
        for (int i=1;i<6;i++) {
            if (ramy[i]!=null) {
                ramy[i].setMinimumSize(new Dimension(300,300));
                ramy[i].setVisible(true);
            }
        }
        ramy[6].setLocation(300,300);
        ramy[6].setVisible(true);
    }                                        
    private void jButton2ActionPerformed(java.awt.event.ActionEvent evt) {                 
        rastr=null;
        int velikost=jSpinner1.getAccessibleContext()
          .getAccessibleValue().getCurrentAccessibleValue().intValue();
        int hodnota=jSpinner2.getAccessibleContext()
          .getAccessibleValue().getCurrentAccessibleValue().intValue();
        int uzly=jSpinner3.getAccessibleContext()
          .getAccessibleValue().getCurrentAccessibleValue().intValue();
        int hran=jSpinner4.getAccessibleContext()
          .getAccessibleValue().getCurrentAccessibleValue().intValue();
        sit=new Sit(velikost,hran,uzly,hodnota);
        jScrollPane1.setViewportView(sit);
                                                                    
        jButton3.setEnabled(true);
        jButton4.setEnabled(true);
        jCheckBox1.setEnabled(false);
        jCheckBox1.setSelected(false);
        jCheckBox2.setEnabled(false);
        jCheckBox2.setSelected(false);
        jCheckBox3.setEnabled(false);
        jCheckBox3.setSelected(false);
        jCheckBox4.setEnabled(true);
        jCheckBox5.setEnabled(true); 
    }                                        
    private void jButton1ActionPerformed(java.awt.event.ActionEvent evt) {                 
        sit=null;
        int velikost=jSpinner1.getAccessibleContext()
          .getAccessibleValue().getCurrentAccessibleValue().intValue();
        int hodnota=jSpinner2.getAccessibleContext()
          .getAccessibleValue().getCurrentAccessibleValue().intValue();
        rastr=new Rastr(velikost,hodnota);
        rastr.generujRastr();
        jScrollPane1.setViewportView(rastr.kresliBunky(false));
        jButton3.setEnabled(true);
        jButton4.setEnabled(false);
        jCheckBox1.setEnabled(true);
        jCheckBox2.setEnabled(true);
        jCheckBox3.setEnabled(true);
        jCheckBox4.setEnabled(false);
        jCheckBox4.setSelected(false);
        jCheckBox5.setEnabled(false);
        jCheckBox5.setSelected(false);
    }                                        
    public static void main(String args[]) {
        java.awt.EventQueue.invokeLater(new Runnable() {
            public void run() {
                new Hlavni().setVisible(true);
            }
        });
    }
    
    private javax.swing.JButton jButton1;
    private javax.swing.JButton jButton2;
    private javax.swing.JButton jButton3;
    private javax.swing.JButton jButton4;
    private javax.swing.JCheckBox jCheckBox1;
    private javax.swing.JCheckBox jCheckBox2;
    private javax.swing.JCheckBox jCheckBox3;
    private javax.swing.JCheckBox jCheckBox4;
    private javax.swing.JCheckBox jCheckBox5;
    private javax.swing.JLabel jLabel1;
    private javax.swing.JLabel jLabel2;
    private javax.swing.JLabel jLabel3;
    private javax.swing.JLabel jLabel4;
    private javax.swing.JLabel jLabel5;
    private javax.swing.JLabel jLabel6;
                                                                    
    private javax.swing.JScrollPane jScrollPane1;
    private javax.swing.JSpinner jSpinner1;
    private javax.swing.JSpinner jSpinner2;
    private javax.swing.JSpinner jSpinner3;
    private javax.swing.JSpinner jSpinner4;
    private javax.swing.JSpinner jSpinner5;
    private javax.swing.JSpinner jSpinner6;             
}
                                                                    
package vektorova_sit;
public class Hrana {
    
    private Uzel u1;
    private Uzel u2;
    private int atribut;
    private int indexHrany;
    private static int pocet=0;
    private static Hrana[] hrany;
    
    public Hrana(Uzel u1,Uzel u2,int max) {
        this.u1=u1;
        this.u2=u2;
        indexHrany=pocet;
        hrany[pocet]=this;
        pocet++;
        atribut=(int) (Math.random()*max)+1;
        u2.nastavHranu(this);
    }
    
    public int delkaHrany() {
        double a=Math.pow(u1.getX()-u2.getX(),2)
          +Math.pow(u1.getY()-u2.getY(),2);
        int x=(int) (Math.sqrt(a));
        return x;
    }
    
    public Uzel getUzel1() {
        return this.u1;
    }
    
    public Uzel getUzel2() {
        return this.u2;
    }
    
    public static Hrana getHrana(int index_hr) {
        return hrany[index_hr];
    }
    
    public static int getPocetHran() {
        return pocet;
    }
    
    public int getAtribut() {
        return atribut;
    }
    
    public static void nulujIndex() {
        pocet=0;
    }
    
    public static void initHrany() {
        hrany=new Hrana[(Uzel.getPocetUzlu()*Uzel.getPocetUzlu()-1)/2];
    }  
}
package vektorova_sit;
public class Uzel {
    
    private int x;
    private int y;
    private int index;
    private int atribut;
    private Hrana [] hrany;
    private int pocetHran;
    private int maxPocetHran;
    private boolean pridano;
    private static int pocetUzlu;
    
    public Uzel(int x,int y,int index,int max_hran,int atribut) {
        pocetHran=0;
        this.x=x;
        this.y=y;
        this.index=index;
        this.maxPocetHran=max_hran;
        this.atribut=atribut;
        hrany=new Hrana[max_hran];
        pridano=false;
    }
    
    public static void setPocetUzlu(int pocet) {
        pocetUzlu=pocet;
    }
    
    public boolean isConnected(Uzel u2) {
        boolean connected=false;
        for (int i=0;i<pocetHran;i++) {
            if (this.hrany[i].getUzel1().getIndex()==u2.getIndex()) {
                connected=true;
            }
            if (this.hrany[i].getUzel2().getIndex()==u2.getIndex()) {
                connected=true;
            }
        }
        if (this.getIndex()==u2.getIndex()) {
            connected=true;
        }
        return connected;
    }
    
    public void pridejHranu(Uzel u2,int max) {
        hrany[pocetHran]=new Hrana(this,u2,max);
        pocetHran++;
    }
    
    public void nastavHranu(Hrana h) {
        hrany[pocetHran]=h;
        pocetHran++;
                                                                    
    }
    
    public void orezHrany() {
        Hrana [] nove=new Hrana [pocetHran];
        for (int i=0;i<nove.length;i++) {
            nove[i]=hrany[i];
        }
        hrany=nove;
    }
    
    public Uzel [] najdiSousedy() {
        Uzel u1,u2;
        int j=0;
        Uzel [] sousedi=new Uzel[hrany.length];
        Uzel [] sousedi2;
        for (int i=0;i<hrany.length;i++) {
            u1=hrany[i].getUzel1();
            u2=hrany[i].getUzel2();
            if ((u1==this)&&(!u2.getPridano())) {
                sousedi[j]=u2;
                j++;
            }
            if ((u2==this)&&(!u1.getPridano())) {
                sousedi[j]=u1;
                j++;
            }
        }
        if (j!=0) {
            sousedi2=new Uzel[j];
            
            for (int i=0;i<j;i++) {
                sousedi2[i]=sousedi[i];
            }
        } else {
            sousedi2=new Uzel[1];
        }
        
        return sousedi2;
    }
    
    public int getIndex() {
        return this.index;
    }
    
    public int getMaxHran() {
        return this.maxPocetHran;
    }
    
    public int getPocetHran() {
        return this.pocetHran;
    }
    
    public int getX() {
        return this.x;
    }
                                                                    
    
    public int getY() {
        return this.y;
    }
    
    public Hrana [] getHrany() {
        return hrany;
    }
    
    public int getAtribut() {
        return atribut;
    }
    
    public void setAtribut(int atr) {
        this.atribut=atr;
    }
    
    public static int getPocetUzlu() {
        return pocetUzlu;
    }
    
    public boolean getPridano() {
        return pridano;
    }
    
    public void setPridano(boolean prid) {
        this.pridano=prid;
    }
    
    public static void nulujPocetUzlu() {
        pocetUzlu=0;
    }  
}
                                                                    
package vektorova_sit;
import java.awt.Color;
import java.awt.Dimension;
import java.awt.Graphics;
import java.util.ArrayList;
import java.util.TreeMap;
import java.util.TreeSet;
import javax.swing.JComponent;
public class Sit extends JComponent {
    
    private Uzel [] uzly;
    private int souradMax;
    private int hranyStred;
    private int pocetUzlu;
    private int max;
    private ArrayList<Uzel> fronta; 
    
    public Sit(int sourad_max,int hrany_stred,int pocet_uzlu,int max) {
        this.souradMax=sourad_max;
        this.hranyStred=hrany_stred;
        this.pocetUzlu=pocet_uzlu;
        this.max=max;
        
        Uzel.setPocetUzlu(pocet_uzlu); //vygenerování uzl
        this.generujUzly();
        
        Hrana.initHrany(); // vygenerování hran
        Hrana.nulujIndex();
        this.generujHrany();
        
        this.setPreferredSize(new Dimension(sourad_max,sourad_max));
    }
    
    public void paintComponent(Graphics g) {
        int x,y,x1,x2,y1,y2;
        double atribut;
        
        g.setColor(Color.gray);
        for  (int i=0;i<Hrana.getPocetHran();i++) {
            x1=Hrana.getHrana(i).getUzel1().getX();
            x2=Hrana.getHrana(i).getUzel2().getX();
            y1=Hrana.getHrana(i).getUzel1().getY();
            y2=Hrana.getHrana(i).getUzel2().getY();
            g.drawLine(x1,y1,x2,y2);
        }
        
        g.setColor(Color.BLACK);
        for (int i=0;i<uzly.length;i++) {
            x=uzly[i].getX();
            y=uzly[i].getY();
            g.fillOval(x-3,y-3,6,6);
                                                                    
        }
        
        g.setColor(Color.RED);
        for  (int i=0;i<Hrana.getPocetHran();i++) {
            x1=Hrana.getHrana(i).getUzel1().getX();
            x2=Hrana.getHrana(i).getUzel2().getX();
            y1=Hrana.getHrana(i).getUzel1().getY();
            y2=Hrana.getHrana(i).getUzel2().getY();
            atribut=Hrana.getHrana(i).getAtribut();
            g.setColor(Color.RED);
            g.drawString(String.valueOf(atribut),(x1+x2)/2-6,(y1+y2)/2);
            g.setColor(Color.BLUE);
            g.drawString(String.valueOf(atribut*Hrana.getHrana(i)
              .delkaHrany()),(x1+x2)/2-6,(y1+y2)/2+12);
        }    
    }
    
    public void generujUzly() {
        uzly=new Uzel[pocetUzlu];
        int x,y,max_hran;
        for (int i=0;i<pocetUzlu;i++) {
            x=(int) (Math.random()*souradMax);
            y=(int) (Math.random()*souradMax);
            max_hran=this.generujPocetHran();
            uzly[i]=new Uzel(x,y,i,max_hran,0);
        }
    }
    
    public void generujHrany() {
        Uzel [] nejblizsi;
        for (int i=0;i<pocetUzlu-1;i++) {
          nejblizsi=this.najdiNejblizsi(uzly[i].getMaxHran()
                  -uzly[i].getPocetHran(),uzly[i]);
          for (int j=0;j<nejblizsi.length;j++) {
              uzly[i].pridejHranu(nejblizsi[j],max);
          }
          if (uzly[i].getMaxHran()!=uzly[i].getPocetHran()) {
              uzly[i].orezHrany();
          }
        }    
    }
    
    public Uzel [] najdiNejblizsi(int pocet,Uzel u) {
        double [][] vzdalenosti;
        vzdalenosti=this.getVzdalenosti(u);
        Uzel [] vrac_uzly=new Uzel[Math.min(vzdalenosti.length,pocet)];
        for (int i=0;i<Math.min(vzdalenosti.length,pocet);i++) {
            vrac_uzly[i]=uzly[(int)vzdalenosti[i][1]];
        }
        return vrac_uzly;
    }
    public double [][] getVzdalenosti(Uzel u) {
        int rozdil_x,rozdil_y;
        int k=0;
                                                                    
        double [][] vzdalenost=new double[pocetUzlu][2];
        double [][] serazena_vzd;
        for (int i=0;i<pocetUzlu;i++) {
            if ((!u.isConnected(uzly[i]))&&(uzly[i].getMaxHran()
              !=uzly[i].getPocetHran())) 
            {
                rozdil_x=uzly[i].getX()-u.getX();
                rozdil_y=uzly[i].getY()-u.getY();
                vzdalenost[k][0]=
                  Math.sqrt(rozdil_x*rozdil_x+rozdil_y*rozdil_y);
                vzdalenost[k][1]=i;
                k++;
            }
        }
        serazena_vzd=new double[k][2];
        double min;
        int index,j,index2;
        for (int i=0;i<k;i++) {
            min=vzdalenost[i][0];
            index=(int)vzdalenost[i][1];
            index2=i;
            for (j=i+1;j<k;j++) {
                if (vzdalenost[j][0]<min) {
                    min=vzdalenost[j][0];
                    index=(int)vzdalenost[j][1];
                    index2=j;
                }
            }
            serazena_vzd[i][0]=min;
            serazena_vzd[i][1]=index;
            vzdalenost[index2][0]=vzdalenost[i][0];
            vzdalenost[index2][1]=vzdalenost[i][1];
        }
        return serazena_vzd;
    }
    
    public int generujPocetHran() {
        int pocet=0;
        if (hranyStred%2!=0) {
            pocet=(int) (Math.random()*hranyStred)+1+(int) hranyStred/2;
        }
        else {
            pocet=(int) (Math.random()*(hranyStred-1))+1
              +(int) hranyStred/2;
        }
        return pocet;
    }
    
    public VyslSit dijkstra(Uzel[] startovni) {
        this.nulujUzly();
        double cas1=System.nanoTime();
        VyslSit vysledek=new VyslSit(souradMax);
        fronta=new ArrayList<Uzel> ();
        
        inicializaceVychozich(startovni,vysledek);
                                                                    
        while (!fronta.isEmpty()) {
            this.pridejDoVysledne(fronta.get(0),vysledek);
        }
        double cas2=System.nanoTime();
        vysledek.setCas(cas2-cas1);
        
        return vysledek;
    }
    
    public void inicializaceVychozich(Uzel[]startovni,VyslSit vysledek) {
        for (int i=0;i<startovni.length;i++) {
            startovni[i].setAtribut(0);
            startovni[i].setPridano(true);
            vysledek.pridej(new Uzel(startovni[i].getX(),
              startovni[i].getY(),startovni[i].getIndex(),0,0));
            Uzel [] sousedi=startovni[i].najdiSousedy();
            if (sousedi[0]!=null) {
                for (int j=0;j<sousedi.length;j++) {
                    this.pridejDoFronty(startovni[i],sousedi[j]);
                }
            }
        }
    }
    
    public void pridejDoVysledne(Uzel u,VyslSit vysledek) {
        vysledek.pridej(new Uzel(u.getX(),u.getY(),u.getIndex(),
          0,u.getAtribut()));
        u.setPridano(true);
        fronta.remove(0);
        Uzel [] sousedi=u.najdiSousedy();
        if (sousedi[0]!=null) {
            for (int i=0;i<sousedi.length;i++) {
                this.pridejDoFronty(u,sousedi[i]);
            }
        }
    }
    
    public void pridejDoFronty(Uzel vychozi,Uzel pridavany) {
        Hrana hrana=vychozi.getHrany()[0];
        Uzel uz1,uz2;
        int j=0;
        for (int i=0;i<vychozi.getHrany().length;i++) {//nalezení hrany
            uz1=vychozi.getHrany()[i].getUzel1();
            uz2=vychozi.getHrany()[i].getUzel2();
            if (((uz1==vychozi)&&(uz2==pridavany))
              ||((uz1==pridavany)&&(uz2==vychozi)))
            {
                hrana=vychozi.getHrany()[i];
            }
        }
        if (!fronta.contains(pridavany)) { //první navštívení uzlu
            pridavany.setAtribut(vychozi.getAtribut()
              +hrana.getAtribut()*hrana.delkaHrany());
            j=0;
            if (!fronta.isEmpty()) {
                                                                    
                while ((j<fronta.size())&&(fronta.get(j).getAtribut()
                  <pridavany.getAtribut())) 
                {
                    j++;
                }
            }
            fronta.add(j,pridavany);
        }
        else { //opakované navštívení uzlu
            if (pridavany.getAtribut()>(vychozi.getAtribut()
              +hrana.getAtribut()*hrana.delkaHrany())) 
            {
                pridavany.setAtribut((vychozi.getAtribut()
                  +hrana.getAtribut()*hrana.delkaHrany()));
                j=0;
                if (!fronta.isEmpty()) {
                    while ((j<fronta.size())&&(fronta.get(j).getAtribut()
                      <pridavany.getAtribut())) 
                    {
                        j++;
                    }
                }
                fronta.add(j,pridavany);
            }
        }
    }
   
    public Rastr konverze(int pomer) {
        Uzel u1,u2;
        float smernice;
        float rozdilX,rozdilY;
        double y=0;
        Rastr vysledek=new Rastr(souradMax/pomer,max);
        for (int i=0;i<Hrana.getPocetHran();i++) {
            // pevedení postupn po hranách
            if (Hrana.getHrana(i).getUzel1().getX()>Hrana.getHrana(i)
              .getUzel2().getX()) 
            {
                u2=Hrana.getHrana(i).getUzel1();
                u1=Hrana.getHrana(i).getUzel2();
            }
            else {
                u1=Hrana.getHrana(i).getUzel1();
                u2=Hrana.getHrana(i).getUzel2();
            }
            if ((int) (u1.getX()/pomer)==(int) (u2.getX()/pomer)) {
                //svislý vektor
                if (u1.getY()>u2.getY()) {
                    for (int j=(int) (u2.getY()/pomer);j<
                      (int) (u1.getY()/pomer)+1;j++) 
                    {
                        vysledek.pridej(new Pixel((int) (u1.getX()/pomer),
                          j,(int)(Hrana.getHrana(i).getAtribut()*pomer)));
                    }
                }
                                                                    
                else {
                    for (int j=(int) (u1.getY()/pomer);j<
                      (int) (u2.getY()/pomer)+1;j++) 
                    {
                        vysledek.pridej(new Pixel((int) (u1.getX()/pomer),
                          j,(int)(Hrana.getHrana(i).getAtribut()*pomer)));
                    }
                }
                
            }
            else { //jakýkoliv jiný vektor 
               rozdilY=u2.getY()-u1.getY();
               rozdilX=u2.getX()-u1.getX();
               smernice=rozdilY/rozdilX;
               y=(int) (u1.getY()/pomer);
               if (smernice>=0) {
                   for (int j=(int) (u1.getX()/pomer);j<(int) 
                     (u2.getX()/pomer)+1;j++) 
                   {
                       if ((j==(int) (u1.getX()/pomer))
                         ||(j==(int) (u2.getX()/pomer))) 
                       {
                           for (int k=(int) Math.round(y);
                             k<=Math.round(y+smernice/2);k++) 
                           {
                               if ((k>=0)&&(k<(int) (souradMax/pomer))){
                                   vysledek.pridej(new Pixel(j,k,(int)
                                     (Hrana.getHrana(i).getAtribut()
                                     *pomer)));
                               }  
                           }
                           y=y+smernice/2;
                       } 
                       else {
                           for (int k=(int) Math.round(y);
                             k<=Math.round(y+smernice);k++) 
                           {
                               if ((k>=0)&&(k<(int) (souradMax/pomer))){
                                   vysledek.pridej(new Pixel(j,k,(int)
                                     (Hrana.getHrana(i).getAtribut()
                                     *pomer)));
                               }
                           }
                           y=y+smernice;
                       }
                   }
               }
               else {
                   for (int j=(int) (u1.getX()/pomer);j<
                     (int) (u2.getX()/pomer)+1;j++) 
                   {
                       if ((j==(int) (u1.getX()/pomer))
                         ||(j==(int) (u2.getX()/pomer)))
                       {
                           for (int k=(int) Math.round(y);
                                                                    
                             k>=Math.round(y+smernice/2);k--) 
                           {
                               if ((k>=0)&&(k<(int) (souradMax/pomer))){
                                   vysledek.pridej(new Pixel(j,k,(int)
                                     (Hrana.getHrana(i).getAtribut()
                                     *pomer)));
                               }
                           }
                           y=y+smernice/2;
                       } 
                       else {
                           for (int k=(int) Math.round(y);
                             k>=Math.round(y+smernice);k--) 
                           {
                               if ((k>=0)&&(k<(int) (souradMax/pomer))){
                                   vysledek.pridej(new Pixel(j,k,(int)
                                     (Hrana.getHrana(i).getAtribut()
                                     *pomer)));
                               }
                           }
                           y=y+smernice;
                       }
                   }
               }
            }
            
        }
        for (int i=0;i<souradMax/pomer;i++) {
            for (int j=0;j<souradMax/pomer;j++) {
                if (vysledek.getPixelAt(i,j)==null) {
                    vysledek.pridej(new Pixel(i,j,-1));
                }
            }
        }
        return vysledek;
    }
    public VyslSit bellman(Uzel[]startovni) {
        this.nulujUzly();
        double cas1=System.nanoTime();
        VyslSit vysledek=new VyslSit(souradMax);
        for (int i=0;i<startovni.length;i++) {
            startovni[i].setAtribut(1);
        }
        for (int i=0;i<pocetUzlu;i++) {
            if (uzly[i].getAtribut()==0) {
                uzly[i].setAtribut(10000000);
            }
            if (uzly[i].getAtribut()==1) {
                uzly[i].setAtribut(0);
            }
        }
        
        for (int i=0;i<pocetUzlu-1;i++) {
            for (int j=0;j<Hrana.getPocetHran();j++) {
                                                                    
                if (Hrana.getHrana(j).getUzel1().getAtribut()>
                  (Hrana.getHrana(j).getUzel2().getAtribut()
                  +Hrana.getHrana(j).getAtribut()
                  *Hrana.getHrana(j).delkaHrany())) 
                {
                    Hrana.getHrana(j).getUzel1().setAtribut
                      ((Hrana.getHrana(j).getUzel2().getAtribut()
                      +Hrana.getHrana(j).getAtribut()
                      *Hrana.getHrana(j).delkaHrany()));
                }
                if (Hrana.getHrana(j).getUzel2().getAtribut()>
                  (Hrana.getHrana(j).getUzel1().getAtribut()
                  +Hrana.getHrana(j).getAtribut()*
                  Hrana.getHrana(j).delkaHrany())) 
                {
                    Hrana.getHrana(j).getUzel2().setAtribut
                      ((Hrana.getHrana(j).getUzel1().getAtribut()+
                      Hrana.getHrana(j).getAtribut()*
                      Hrana.getHrana(j).delkaHrany()));
                }
            }
        }
        
        for (int i=0;i<pocetUzlu;i++) {
            vysledek.pridej(new Uzel(uzly[i].getX(),uzly[i].getY(),
             i,0,uzly[i].getAtribut()));
        }        
        double cas2=System.nanoTime();
        vysledek.setCas(cas2-cas1);
        return vysledek;
    }
    
    public Uzel [] generujNahodneUzly(int pocet) {
        int a;
        Uzel [] nahodne=new Uzel[pocet];
        for (int i=0;i<pocet;i++) {
            a=(int) (Math.random()*Uzel.getPocetUzlu());
            nahodne[i]=uzly[a];
        }
        return nahodne;
    }
    public void nulujUzly() {
        for (int i=0;i<Uzel.getPocetUzlu();i++) {
            uzly[i].setPridano(false);
            uzly[i].setAtribut(0);
        }
    } 
}
                                                                    
package vektorova_sit;
import java.awt.Color;
import java.awt.Dimension;
import java.awt.Graphics;
import javax.swing.JComponent;
public class VyslSit extends JComponent{
    
    private Uzel[] uzly=new Uzel[Uzel.getPocetUzlu()];
    private double cas;
  
    public VyslSit(int sourad_max) {
        this.setPreferredSize(new Dimension(sourad_max,sourad_max));
    }
    
    public void paintComponent(Graphics g) {
       int x,y,x1,x2,y1,y2;
       int atribut;
       
       g.setColor(Color.gray);
       for  (int i=0;i<Hrana.getPocetHran();i++) {
            x1=Hrana.getHrana(i).getUzel1().getX();
            x2=Hrana.getHrana(i).getUzel2().getX();
            y1=Hrana.getHrana(i).getUzel1().getY();
            y2=Hrana.getHrana(i).getUzel2().getY();
            g.drawLine(x1,y1,x2,y2);   
        }
        
       g.setColor(Color.BLACK);
        for (int i=0;i<uzly.length;i++) {
           x=uzly[i].getX();
           y=uzly[i].getY();
           g.fillOval(x-3,y-3,6,6);
        }
       
       g.setColor(Color.RED);
       for (int i=0;i<uzly.length;i++) {
           x=uzly[i].getX();
           y=uzly[i].getY();
           g.drawString(String.valueOf(uzly[i].getAtribut()),x,y);
       }
    }
    public void pridej(Uzel u) {
        uzly[u.getIndex()]=u;
    }
    
    public void setCas(double cas) {
            this.cas=cas;
    }
    
    public double getCas() {
        return this.cas;
    }
}
                                                                    
package vektorova_sit;
public class Pixel {
    private int x;
    private int y;
    private int hodnota;
    private int kumul;
    private boolean pridano;
    
    public Pixel(int x,int y,int hodnota) {
        this.x=x;
        this.y=y;
        this.hodnota=hodnota;
        this.pridano=false;
    }
    
    public void setPridano(boolean prid) {
        this.pridano=prid;
    }
    
    public void setHodnota(int hodnota) {
        this.hodnota=hodnota;
    }
    
    public void setKumul(int hodnota) {
        this.kumul=hodnota;
    } 
    
    public int getX() {
        return x;
    }
   
    public int getY() {
        return y;
    }
    
    public int getHodnota() {
        return hodnota;
    }
    
    public int getKumul() {
        return kumul;
    }
    
    public boolean getPridano() {
        return pridano;
    } 
}
package vektorova_sit;
import java.awt.Graphics;
import java.awt.GridBagConstraints;
import java.awt.GridBagLayout;
import java.awt.image.BufferedImage;
import java.io.File;
import java.io.IOException;
import java.util.ArrayList;
import javax.imageio.ImageIO;
import javax.swing.JComponent;
import javax.swing.JLabel;
import javax.swing.JPanel;
import javax.swing.JTextArea;
public class Rastr extends JComponent{
    
    private Pixel[][] bunky;
    private int velikost;
    private int max;
    private ArrayList<Pixel> fronta;
    private double cas;
     
    public Rastr(int velikost,int max) {
        this.velikost=velikost;
        this.bunky=new Pixel[velikost][velikost];
        this.max=max;
    }
    public void generujRastr() {
        for (int i=0;i<velikost;i++) {
            for (int j=0;j<velikost;j++) {
                bunky[i][j]=new Pixel(i,j,(int) (Math.random()*max)+1);
            }
        }
    }
    public JPanel kresliBunky(boolean kumul) {
        JPanel jPanel=new JPanel();
        GridBagLayout l=new GridBagLayout();
        GridBagConstraints c=new GridBagConstraints();
        jPanel.setLayout(l);
        if (velikost<130) {
            for (int i=0;i<velikost;i++) {
                for (int j=0;j<velikost;j++) {
                    c.gridx=i;
                    c.gridy=j;
                    if (kumul) {
                        jPanel.add(new JLabel(" "+String.valueOf(
                          bunky[i][j].getKumul())+" "),c);
                    } else {
                        jPanel.add(new JLabel(" "+String.valueOf(
                          bunky[i][j].getHodnota())+" "),c);
                    }
                                                                    
                }
            }
        } 
        else {
            jPanel.add(new JLabel("Analyza probehla," +
              " z pametovych duvodu nedochazi k zobrazeni"));
        }
        return jPanel;
    }
    
      
    public Pixel[] generujNahodneBody(int pocet) {
        int x,y;
        Pixel[] nahodne=new Pixel[pocet];
        for (int i=0;i<pocet;i++) {
            x=(int) (Math.random()*velikost);
            y=(int) (Math.random()*velikost);
            nahodne[i]=bunky[x][y];
        }
        return nahodne;
    }
    
    public Rastr dijkstra(Pixel[]startovni,int pohyb)
    {
        double cas1=System.nanoTime(); 
        int pridano=startovni.length; //poet již uzavených bunk
        Rastr vysledek=new Rastr(velikost,max);
        fronta=new ArrayList<Pixel> ();
        
        inicializaceVychozich(startovni,vysledek,pohyb);
        while (!fronta.isEmpty()) { // postupný prbh algoritmu
            this.pridejDoVysledne(fronta.get(0),vysledek,pohyb);
            pridano++;
        }
        
        if (pridano!=velikost*velikost) { 
            //pro analýzy nad konvertovanými rastry
            konvertovaneRastry(vysledek,velikost);
        }
        
        this.nulujPridano(); // píprava pro další analýzy
        double cas2=System.nanoTime();
        vysledek.cas=cas2-cas1;
        
        return vysledek;
    }
    
    public void inicializaceVychozich(Pixel[]startovni, 
      Rastr vysledek, int pohyb) 
    {
        for (int i=0;i<startovni.length;i++) { 
            // inicializace startovních bod
            startovni[i].setPridano(true);
            startovni[i].setKumul(0);
            vysledek.pridej(startovni[i]);
                                                                    
            Pixel[] sousedi=this.najdiSousedy(startovni[i],pohyb);
            for (int j=0;j<sousedi.length;j++) {
                this.pridejDoFronty(startovni[i],sousedi[j]);
                
            }
        }
    }
    
    public void pridejDoVysledne(Pixel p,Rastr vysledek,int pohyb) {
        vysledek.pridej(p);
        p.setPridano(true);
        fronta.remove(0);
        Pixel [] sousedi=this.najdiSousedy(p,pohyb);
        for (int i=0;i<sousedi.length;i++) {
            this.pridejDoFronty(p,sousedi[i]);
        }
    }
    
    public Pixel[] najdiSousedy(Pixel p,int pohyb) {
        Pixel[]sousedi=new Pixel[16];
        int x,y;
        int i=0;
        boolean xmax=false;boolean xmin=false;
        boolean ymax=false;boolean ymin=false;
        boolean xmax2=false;boolean xmin2=false;
        boolean ymax2=false;boolean ymin2=false;
        x=p.getX();
        y=p.getY();
        if (x==(velikost-1)) {xmax=true;xmax2=true;}
        if (x==0) {xmin=true;xmin2=true;}
        if (y==(velikost-1)) {ymax=true;ymax2=true;}
        if (y==0) {ymin=true;ymin2=true;}
        if (x==(velikost-2)) {xmax2=true;}
        if (x==1) {xmin2=true;}
        if (y==(velikost-2)) {ymax2=true;}
        if (y==1) {ymin2=true;}
        
        if ((!xmax)&&(!bunky[x+1][y].getPridano())&&(bunky[x+1][y]
          .getHodnota()!=-1)) {sousedi[i]=bunky[x+1][y];i++;}
        if ((!ymin)&&(!bunky[x][y-1].getPridano())&&(bunky[x][y-1]
          .getHodnota()!=-1)) {sousedi[i]=bunky[x][y-1];i++;}
        if ((!xmin)&&(!bunky[x-1][y].getPridano())&&(bunky[x-1][y]
          .getHodnota()!=-1)) {sousedi[i]=bunky[x-1][y];i++;}
        if ((!ymax)&&(!bunky[x][y+1].getPridano())&&(bunky[x][y+1]
          .getHodnota()!=-1)) {sousedi[i]=bunky[x][y+1];i++;}
        
        if (pohyb>0) {
            if ((!xmax)&&(!ymax)&&(!bunky[x+1][y+1].getPridano())&&
              (bunky[x+1][y+1].getHodnota()!=-1)) 
              {sousedi[i]=bunky[x+1][y+1];i++;}
            if ((!xmax)&&(!ymin)&&(!bunky[x+1][y-1].getPridano())&&
              (bunky[x+1][y-1].getHodnota()!=-1)) 
              {sousedi[i]=bunky[x+1][y-1];i++;}
            if ((!xmin)&&(!ymin)&&(!bunky[x-1][y-1].getPridano())&&
              (bunky[x-1][y-1].getHodnota()!=-1))
                                                                    
              {sousedi[i]=bunky[x-1][y-1];i++;}
            if ((!xmin)&&(!ymax)&&(!bunky[x-1][y+1].getPridano())&&
              (bunky[x-1][y+1].getHodnota()!=-1)) 
              {sousedi[i]=bunky[x-1][y+1];i++;}
            
            if (pohyb>1) {
                if ((!xmax2)&&(!ymax)&&(!bunky[x+2][y+1].getPridano())&&
                  (bunky[x+2][y+1].getHodnota()!=-1)&&
                  (bunky[x+1][y+1].getHodnota()!=-1)&&
                  (bunky[x+1][y].getHodnota()!=-1)) 
                  {sousedi[i]=bunky[x+2][y+1];i++;}
                if ((!xmax2)&&(!ymin)&&(!bunky[x+2][y-1].getPridano())&&
                  (bunky[x+2][y-1].getHodnota()!=-1)&&
                  (bunky[x+1][y-1].getHodnota()!=-1)&&
                  (bunky[x+1][y].getHodnota()!=-1)) 
                  {sousedi[i]=bunky[x+2][y-1];i++;}
                if ((!xmax)&&(!ymax2)&&(!bunky[x+1][y+2].getPridano())&&
                  (bunky[x+1][y+2].getHodnota()!=-1)&&
                  (bunky[x+1][y+1].getHodnota()!=-1)&&
                  (bunky[x][y+1].getHodnota()!=-1)) 
                  {sousedi[i]=bunky[x+1][y+2];i++;}
                if ((!xmax)&&(!ymin2)&&(!bunky[x+1][y-2].getPridano())&&
                  (bunky[x+1][y-2].getHodnota()!=-1)&&
                  (bunky[x+1][y-1].getHodnota()!=-1)&&
                  (bunky[x][y-1].getHodnota()!=-1)) 
                  {sousedi[i]=bunky[x+1][y-2];i++;}
                if ((!xmin)&&(!ymax2)&&(!bunky[x-1][y+2].getPridano())&&
                  (bunky[x-1][y+2].getHodnota()!=-1)&&
                  (bunky[x-1][y+1].getHodnota()!=-1)&&
                  (bunky[x][y+1].getHodnota()!=-1)) 
                  {sousedi[i]=bunky[x-1][y+2];i++;}
                if ((!xmin)&&(!ymin2)&&(!bunky[x-1][y-2].getPridano())&&
                  (bunky[x-1][y-2].getHodnota()!=-1)&&
                  (bunky[x-1][y-1].getHodnota()!=-1)&&
                  (bunky[x][y-1].getHodnota()!=-1)) 
                  {sousedi[i]=bunky[x-1][y-2];i++;}
                if ((!xmin2)&&(!ymax)&&(!bunky[x-2][y+1].getPridano())&&
                  (bunky[x-2][y+1].getHodnota()!=-1)&&
                  (bunky[x-1][y+1].getHodnota()!=-1)&&
                  (bunky[x-1][y].getHodnota()!=-1)) 
                   {sousedi[i]=bunky[x-2][y+1];i++;}
                if ((!xmin2)&&(!ymin)&&(!bunky[x-2][y-1].getPridano())&&
                  (bunky[x-2][y-1].getHodnota()!=-1)&&
                  (bunky[x-1][y-1].getHodnota()!=-1)&&
                  (bunky[x-1][y].getHodnota()!=-1)) 
                  {sousedi[i]=bunky[x-2][y-1];i++;}
            }
        }
        Pixel[]sousedi2=new Pixel[i];
        for (int j=0;j<sousedi2.length;j++) {
            sousedi2[j]=sousedi[j];
        }
        return sousedi2;
    }
                                                                    
    public void pridejDoFronty(Pixel vychozi,Pixel pridavany) {
        int rozdilX,rozdilY,j;
        double delka,pruchod=0;
        rozdilX=pridavany.getX()-vychozi.getX();
        rozdilY=pridavany.getY()-vychozi.getY();
        delka=Math.sqrt((rozdilX*rozdilX)+(rozdilY*rozdilY));
        if (delka<1.05) { //pímý smr
            pruchod=(vychozi.getHodnota()+pridavany.getHodnota())/2;
        }
        if ((delka>1.05)&&(delka<1.5)) { //diagonála
            pruchod=Math.sqrt(2)*(vychozi.getHodnota()
              +pridavany.getHodnota())/2;
        }
        if (delka>1.5) {
            if ((rozdilX==2)&&(rozdilY==1)) { //pohyb jezdce
                pruchod=Math.sqrt(5)*(vychozi.getHodnota()
                  +pridavany.getHodnota()+bunky[vychozi.getX()+1]
                  [vychozi.getY()+1].getHodnota()+bunky[vychozi
                  .getX()+1][vychozi.getY()].getHodnota())/4;
            }
            if ((rozdilX==2)&&(rozdilY==-1)) {
                pruchod=Math.sqrt(5)*(vychozi.getHodnota()
                  +pridavany.getHodnota()+bunky[vychozi.getX()+1]
                  [vychozi.getY()-1].getHodnota()+bunky[vychozi
                  .getX()+1][vychozi.getY()].getHodnota())/4;
            }
            if ((rozdilX==1)&&(rozdilY==2)) {
                pruchod=Math.sqrt(5)*(vychozi.getHodnota()
                  +pridavany.getHodnota()+bunky[vychozi.getX()+1]
                  [vychozi.getY()+1].getHodnota()+bunky[vychozi
                  .getX()][vychozi.getY()+1].getHodnota())/4;
            }
            if ((rozdilX==1)&&(rozdilY==-2)) {
                pruchod=Math.sqrt(5)*(vychozi.getHodnota()
                  +pridavany.getHodnota()+bunky[vychozi.getX()+1]
                  [vychozi.getY()-1].getHodnota()+bunky[vychozi
                  .getX()][vychozi.getY()-1].getHodnota())/4;
            }
            if ((rozdilX==-1)&&(rozdilY==2)) {
                pruchod=Math.sqrt(5)*(vychozi.getHodnota()
                  +pridavany.getHodnota()+bunky[vychozi.getX()]
                  [vychozi.getY()+1].getHodnota()+bunky[vychozi
                  .getX()-1][vychozi.getY()+1].getHodnota())/4;
            }
            if ((rozdilX==-1)&&(rozdilY==-2)) {
                pruchod=Math.sqrt(5)*(vychozi.getHodnota()
                  +pridavany.getHodnota()+bunky[vychozi.getX()-1]
                  [vychozi.getY()-1].getHodnota()+bunky[vychozi
                  .getX()][vychozi.getY()-1].getHodnota())/4;
            }
            if ((rozdilX==-2)&&(rozdilY==1)) {
                pruchod=Math.sqrt(5)*(vychozi.getHodnota()
                  +pridavany.getHodnota()+bunky[vychozi.getX()-1]
                  [vychozi.getY()+1].getHodnota()+bunky[vychozi
                  .getX()-1][vychozi.getY()].getHodnota())/4;
                                                                    
            }
            if ((rozdilX==-2)&&(rozdilY==-1)) {
                pruchod=Math.sqrt(5)*(vychozi.getHodnota()
                  +pridavany.getHodnota()+bunky[vychozi.getX()-1]
                  [vychozi.getY()-1].getHodnota()+bunky[vychozi
                  .getX()-1][vychozi.getY()].getHodnota())/4;
            }
        }
    if (!fronta.contains(pridavany)) { //první pidání do fronty
            pridavany.setKumul(vychozi.getKumul()+(int) pruchod);
            j=0;
            if (!fronta.isEmpty()) {
                while ((j<fronta.size())&&(fronta.get(j).getKumul()
                  <pridavany.getKumul())) 
                {
                    j++;
                }
            }
            fronta.add(j,pridavany);
        }
        else { //buka už ve front je
            if (pridavany.getKumul()>(vychozi.getKumul()+(int) pruchod)) 
            { //úprava hodnot
                pridavany.setKumul(vychozi.getKumul()+(int) pruchod);
                j=0;
                fronta.remove(pridavany);
                if (!fronta.isEmpty()) {
                    while ((j<fronta.size())&&(fronta.get(j).getKumul()
                      <pridavany.getKumul())) 
                    {
                        j++;
                    }}
                fronta.add(j,pridavany);
            }
        }   
    }
    
    public void konvertovaneRastry(Rastr vysledek,int velikost) {
        for (int i=0;i<velikost;i++) {
            for (int j=0;j<velikost;j++) {
                if (vysledek.bunky[i][j]==null) {
                    vysledek.bunky[i][j]=new Pixel(i,j,0);
                    vysledek.bunky[i][j].setKumul(-1);
                }
            }
        }
    }
    
    public void pridej(Pixel p) {
        this.bunky[p.getX()][p.getY()]=p;
    }
    public Pixel getPixelAt(int x,int y) {
        return this.bunky[x][y];
    }
                                                                    
    
    public void nulujPridano() {
        for (int i=0;i<velikost;i++) {
            for (int j=0;j<velikost;j++) {
                bunky[i][j].setPridano(false);
            }
        }
    }
    
    public double getCas() {
        return this.cas;
    }
}
                                                                    
