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Tato práce se zabývá interaktivní počítačovou grafikou na programovatelném hardware.
Na příkladech ukazuje možnosti využití shaderů pro tvorbu grafických efektů. Vysvětluje
použití knihovny OpenGL a jazyka GLSL pro jejich implementaci. V rámci práce byl pro
účely příkladů vyvinut nový formát prostorových modelů.
Abstract
This thesis deals with the interactive computer graphics on programmable hardware. The
usage of shaders for creation of graphic effects is demonstrated by examples. It is explained
how to use OpenGL library and GLSL language for their implementation. A new 3D model
format was developed for the purposes of the examples.
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Úvod
Interaktivní počítačová grafika prodělala během posledních zhruba patnácti let bouřlivý vý-
voj. Objevoval se stále pokročilejší grafický hardware. Dlouhou dobu byly jeho funkce velmi
specifické a nedovolovaly příliš velkou flexibilitu při návrhu grafických efektů. Bylo však jen
otázkou času, než se prosadil programovatelný grafický hardware. Ten umožnil designérům
a programátorům mnohem výrazněji popustit uzdu své fantazii. Začaly se objevovat nové
grafické techniky, které byly dříve myslitelné jen u neinteraktivní grafiky, například animo-
vaných filmů. Vývoj grafického hardware a také grafických technik stále výrazným tempem
pokračuje.
Motivace
Pro výuku pokročilých grafických efektů jsou potřebné výukové materiály — tutoriály.
Na internetu je jich poměrně značné množství, ale většina z nich je v angličtině. To může
začínající vývojáře z našich končin odradit. Výukové materiály v češtině mají význam nejen
pro ně. Tutoriály, které jsou obsaženy zde, jsou určeny pro OpenGL a GLSL. Příklady
efektů podobných efektům zde popisovaným je možno jinak najít například jen ve verzi pro
knihovnu DirectX.
Cíle projektu
Kapitola 1 vysvětluje, jakým způsobem je podporován programovatelný grafický hardware
v knihovně OpenGL. Kapitola 2 teoreticky popisuje podstatu příkladů grafických efektů.
Kapitola 3 popisuje nově navržený formát prostorových modelů, který byl vyvinut pro
účely těchto grafických efektů.
V kapitole 4 jsou popsány detaily implementace jednotlivých efektů. Tento popis je





Tato kapitola stručně popisuje některé základní prvky knihovny OpenGL verze 1.5. Tato
verze OpenGL je poslední, která ve specifikaci ještě neobsahuje programovatelnou pipeline.
Po této verzi následovala verze 2.0, v jejíž specifikaci již programovatelná pipeline zahrnuta
je. [4] Popis fixní pipeline, zkráceně FFP1, je důležitý pro vysvětlení toho, v čem spočívá
přínos programovatelné pipeline.
1.1.1 Struktura OpenGL
Základní funkcí OpenGL je vykreslování do obrazového rámce (framebuf-
feru). Umožňuje vykreslování různých základních primitiv (bodů, úseček, mno-
hoúhelníků a obdélníků pixelů) v několika různých režimech. Veškerá činnost
OpenGL se řídí vydáváním příkazů pomocí volání funkcí a procedur (kterých
OpenGL definuje cca 250). V OpenGL se nepoužívá objektově orientované pro-
gramování. Jednotlivá primitiva jsou definována pomocí vrcholů — každý z nich
definuje bod, koncový bod hrany nebo vrchol mnohoúhelníku. Každý vrchol má
přiřazena data (obsahující souřadnice umístění bodu, barvy, normály a textu-
rovací souřadnice).
Rozhraní OpenGL je založeno na architektuře klient-server — program (kli-
ent) vydává příkazy, které grafický adaptér (server) vykonává. Díky této archi-
tektuře je možné, aby program fyzicky běžel na jiném počítači než na tom, na
kterém se příkazy vykonávají, a příkazy se předávaly prostřednictvím počítačové
sítě. [9]
1.1.2 Zpracování vertexů a fragmentů
OpenGL FFP zpracovává předané vrcholy tak, že pomocí nastavení osvětlovacího modelu
vypočítá pro každý vrchol jeho barvu. Při tomto výpočtu jsou použity parametry mate-
riálů, světelných zdrojů a globální parametry osvětlení. Pro výpočet se používá Phongův
osvětlovací model. Pokud je osvětlovací model vypnutý, dá se informace o barvě vrcholu
předat přímo.
Dané primitivum, například trojúhelník, se rasterizuje. Výpočet barev jednotlivých frag-
mentů je pevně daný. Používá se při něm Gouraudovo stínování. [5] Barva fragmentu troj-
1Zkratka vznikla z anglického označení Fixed Function Pipeline.
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Obrázek 1.1: Pipeline v OpenGL [2]
úhelníku se vypočítá lineární interpolací barev jeho vrcholů. Pokud je zapnuto texturování,
tato barva moduluje barvu získanou z textury. Pro získání barvy z textury se interpolují i
texturové souřadnice.
Použití tohoto způsobu výpočtu osvětlení přináší určité problémy. Jedním ze základních
je problém se zrcadlící (specular) složkou světla. Její vliv se projevuje rychlou změnou
vypočítané barvy s pozicí fragmentu v prostoru a jeho normálou. Čím jsou vykreslované
trojúhelníky větší, tím více se projevují nedostatky lineární interpolace. [3]
OpenGL FFP tedy umožňuje použít osvětlovací model vestavěný v knihovně, nebo vy-
počítat barvy jednotlivých vrcholů a přiřadit jim je jako jejich další parametr. Uživatel
může vypočítat barvy vrcholů, jak uzná za vhodné, pokud nezapne vestavěný osvětlovací
model. Barva fragmentů se však počítá vždy lineární interpolací a případně je ovlivněna
texturou. Uživatel tak nemá možnost přímo ovlivnit samotný výpočet barvy jednotlivých
fragmentů.
Zjednodušené schéma pipeline v OpenGL viz obrázek 1.1.
1.2 OpenGL 2.1
Knihovna OpenGL verze 2.1 se spolu s verzí 2.0 liší od přechozích verzí knihovny přítomností
podpory programovatelné pipeline v jádru knihovny. Dřívější verze OpenGL umožňovaly
použití této pipeline nanejvýš ve formě rozšíření. [4]
1.2.1 Programovatelná pipeline
Podstatou programovatelné pipeline je možnost přesně specifikovat, jakým způsobem dojde
k výpočtu výsledné barvy a dalších parametrů fragmentu. Rasterizace grafických primitiv
a také lineární interpolace parametrů vrcholů jsou některé z vlastností, které pracují po-
dobně jako u FFP.
Shader program je prostředek, kterým se specifikují grafické výpočty. Má dvě části —
vertex shader a fragment shader.
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Vertex shader má za úkol vypočítat z parametrů vrcholů jejich výsledné pozice v pro-
storu obrazovky. Pozice vrcholů se poté použijí při rasterizaci primitiv. Dalším výstupem
vertex shaderu jsou parametry, které jsou určeny k interpolaci.
Fragment shader během rasterizace zpracovává jednotlivé fragmenty daného primitiva.
Využívá při tom jako vstup lineárně interpolovaných parametrů, které přebírá od vertex
shaderu. Typickým příkladem takového parametru jsou texturové souřadnice, které jsou
parametrem jednotlivých vrcholů, a jejich hodnoty pro konkrétní fragmenty vznikají právě
interpolací. Při výpočtu fragmentu nejsou nijak dostupné okolní fragmenty, neboť není
specifikováno pořadí, ve kterém se budou zpracovávat. Pro urychlení výpočtů existuje často
v grafickém hardwaru více výpočetních jednotek, díky kterým se pak může zpracovávat více





Jedním z klasických a rozšířených efektů je normálové mapování. Tento efekt dodává vy-
kreslovanému objektu detaily, aniž by se zvyšoval počet vykreslovaných trojúhelníků. Jako
přídavná informace o povrchu je přidána upřesňující informace o normálách uložená ve
speciální textuře — normálové mapě. Výrazným zlepšením oproti FFP je také přesné vy-
kreslování odlesků.
Tento efekt se často používá ve 3D hrách, jmenujme například Doom 3 nebo Far Cry.
Jedná se zejména o hry, kde jde ve velké míře o zobrazení detailních povrchů.
Obrázek 2.1: Normálové mapování
Normálová mapa
Aby bylo dosaženo detailního vzhledu povrchu, budou se informace o povrchu a osvětlení
zpracovávat pro každý fragment, ne pro každý vrchol.
Dále se povrchu dodá zpřesňující informace o normálách povrchu ve formě již zmí-
něné normálové mapy. Normálová mapa je textura obsahující barevně zakódované normály.
Barva má tři složky, stejně jako normála. Pokud tedy máme normálu ~n, červená složka
texelu v normálové mapě reprezentuje nx, zelená složka reprezentuje ny a modrá složka nz.
Hodnoty barev texelů v textuře nabývají hodnot v rozsahu 〈0; 1〉, proto se musí převést na
rozsah 〈−1; 1〉, ve kterém se nacházejí složky normalizovaných normál.
Normálová mapa může mít jeden ze dvou typů. První typ normálové mapy je normálová
mapa v prostoru objektu. To znamená, že normály v ní uložené jsou orientovány relativně
k objektu, ke kterému se normálová mapa vztahuje. Použití tohoto typu normálové mapy
v shaderech je poměrně přímočaré, protože se normálová data nemusejí přepočítávat do
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Obrázek 2.2: Normálová mapa v prostoru objektu [13], viz také dodatek B
Obrázek 2.3: Normálová mapa v tangenciálním prostoru [13], viz také dodatek B
prostoru objektu, neboť tam už jsou. Nevýhoda ale spočívá v obtížnějším texturování pro-
storových modelů s tímto typem normálové mapy. Jednak se nedá použít opakování textur,
protože každé místo na objektu vyžaduje svůj vlastní texel. Za druhé je nutné při změně
pozic vrcholů objektu a tudíž potenciální změně jim přiřazených normál znovu vygenerovat
i tuto mapu. Použití tohoto typu normálové mapy je tedy příjemné pro programátora, ale
přidělává práci grafikovi. Ukázka viz obrázek 2.2.
Druhý typ normálové mapy je normálová mapa v tangenciálním prostoru. Normály se
nacházejí v prostoru rovnoběžném s povrchem objektu. Normála v této normálové mapě
udává odchylku od základní normály daného povrchu. Data v normálové mapě reprezentují
obecný reliéf povrchu. Uložené normály tedy nejsou vázány na konkrétní prostorový objekt
a bod na něm. Ukázka viz obrázek 2.3. Tento typ normálové mapy se ukázal jako výhodnější
pro daný účel, a proto se jej týká i další text.
Transformace normál do prostoru objektu
Normály z normálové mapy v tangenciálním prostoru je nutné transformovat do prostoru
objektu. Transformace probíhá ve fragment shaderu. Výpočet tedy musí být nenáročný.
Pro transformaci vektorů mezi prostory se používají matice. V tomto případě je použita
matice 3x3. Skládá se ze tří vektorů, z nichž každý má tři složky. Tyto vektory jsou osy
nového prostoru, do kterého normála transformuje, a to za předpokladu, že původně se
nacházela v kartézském souřadném systému. Samotná transformace je vynásobení vektoru
a matice. Výsledkem této operace je vektor nacházející se v novém prostoru.
Osy cílového prostoru jsou normála, tangenta a bitangenta. Normála je běžná základní
normála povrchu. Tangenta je vektor rovnoběžný s osou x v normálové mapě. Bitangenta
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Obrázek 2.4: Tangenta, bitangenta a normála, viz také dodatek B
je vektor rovnoběžný s osou y v normálové mapě. Tyto vektory je dobré přepočítat tak, aby
byly kolmé na normálu. Na sebe navzájem nemusí být kolmé, protože ani osy v texturové
mapě namapované na objekt v konkrétním bodě povrchu na sebe obecně kolmé nejsou, jak
ukazuje obrázek 2.4. Výpočet pro dosažení kolmosti ~b na ~a je ~b′ = (~a×~b)× ~a. Vektor ~b′ je
kolmý na ~a a nachází se v rovině určené ~a a ~b.
Transformační matice, zvaná také tbn matice, vznikne složením tangenty, bitangenty






Pro výpočet osvětlení je použit Blinn-Phongův osvětlovací model. V tomto osvětlovacím
modelu je osvětlení rozděleno na tři části — ambient, diffuse a specular. Ambient je svě-
telné pozadí, které se projevuje ve všech směrech stejně. Diffuse je část, která představuje
osvětlení objektu v závislosti na natočení povrchu vzhledem ke světelnému zdroji. Specu-
lar je část představující odlesky, které jsou rovněž ovlivněny světelným zdrojem. Výsledná
intenzita vznikne součtem všech tří částí.
Pro výpočet osvětlení jsou potřebné normály v prostoru objektu. Ty jsme získali již
popsanými výpočty.
Výpočet intenzity i osvětlení povrchu vyjadřuje rovnice osvětlovacího modelu. Jednot-
livé barevné složky jsou touto rovnicí počítány každá zvlášť. Rovnice má tvar
i = kaia +
∑
lights
(kd(~l · ~n)id + ks(~n · ~h)αis)
kde ~n je normála povrchu, ~l je vektor směřující od povrchu ke světelnému zdroji, ~h je
tzv. half vector, který se používá pro výpočty odlesků. Všechny tyto vektory musí být
normalizovány, tzn. jejich délka musí být 1.
Parametry ka, kd a ks jsou odrazivé poměry materiálu pro ambient, diffuse a specular
složku světla. Parametry ia, id a is jsou intenzity ambient, diffuse a specular složek světla,
v případě diffuse a specular složek jde o parametry světelých zdrojů. Exponent α vyjadřuje
lesklost. Čím větší má hodnotu, tím je povrch hladší a odlesk plošně menší, ale ostřeji
ohraničený.
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Obrázek 2.5: Half vector
Suma v rovnici je zobecnění pro více světelných zdrojů. Finální intenzita je dána součtem
intenzit dílčích světelných zdrojů.
Half vector ~h se vypočítá vzorcem
~h′ =




kde V je zobrazovaný bod, L je pozice světelného zdroje a E je pozice pozorovatele.
Geometrické znázornění vzorce viz obrázek 2.5. [10, 6, 12]
2.2 Paralaxní mapování
Paralaxní mapování je grafický efekt vytvářející iluzi prohloubenin na povrchu, který je ve
skutečnosti rovný. Ve srovnání s normálovým mapováním jde ještě dál, protože se snaží
zohlednit nejen přesné stínování povrchu, ale také směr pohledu a jeho vliv na zobrazení
reliéfu.
Obrázek 2.6: Paralaxní mapování
Výpočet
Pro výpočet je nutná informace o hloubce jednotlivých bodů povrchu. Je uložena v hloub-
kové mapě.
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Obrázek 2.7: Paralaxní projekce, viz také dodatek B
Podstatou paralaxního mapování je posunutí texturových souřadnic na úrovni frag-
mentů v texturách mapovaných na objekt. Způsob výpočtu je přizpůsoben možnostem
shaderů.
Základním vstupním parametrem pro výpočty posunů texturových souřadnic je vektor
~e vyjadřující směr, pod kterým se díváme na povrch. Výpočty probíhají v prostoru obra-
zovky. Odchylky vzniklé perspektivou zanedbáme. Získáme konstantní vektor ~e = (0; 0;−1).
Směřuje tedy vždy rovnoběžně s osou z prostoru pozorovatele. Počátek orientované úsečky
vyjádřené ~e zvolíme do aktuálně zpracovávaného fragmentu. Její délku upravíme tak, aby
odpovídala hodnotě hloubky získané z výškové mapy. Vznikne vektor posunu bodu ~e′. S jis-
tým zkreslením tímto způsobem získáme souřadnici bodu, který se promítne na fragment.
Pro daný fragment je k dispozici tbn matice. Rozdíly v texturových souřadnicích získáme
promítnutím vektoru ~e′ na tangentu a bitangentu. Situaci ukazuje schéma na obrázku 2.7.
Odvození vzorce pro rozdíl x-ové složky texturové souřadnice je
xd = ~e′ · ~t = h~e · ~t
xd = h(0; 0;−1) · ~t
xd = −htz
a podobným způsobem odvozený vzorec pro rozdíl y-ové složky texturové souřadnice
yd = −hbz
kde xd a yd jsou hodnoty posunu texturových souřadnic, h je hloubka bodu v reliéfu, ~t
tangenta a ~b bitangenta.
Výpočet je nenáročný a probíhá v jednom kroku. Zobrazení však není matematicky
správné a silně závisí na vyladění rozsahu hloubky h pro subjektivně co nejlepší vzhled.
Další odchylky od opticky správného zobrazení způsobuje absence kontroly, zda není bod
na povrchu zakryt např. vyvýšeninou tohoto stejného povrchu.
K efektu lze přidat normálové mapování, které dodá k základnímu efektu paralaxního
mapování efekt stínování. V tomto případě se posun texturových souřadnic týká i normálové
mapy. Nakonec jsou tedy potřebné tři vrstvy textur — difuzní textura, hloubková mapa
a normálová mapa. [1]
2.3 Zrcadlový odraz na hrbolatém povrchu
Tento efekt simuluje zobrazení dokonale lesklých povrchů. Lesklé objekty zde mají vlastnosti
zrcadla. To znamená, že se od nich odráží okolní prostředí. Podobný efekt má využití
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v interaktivní grafice a používá se v mnoha počítačových hrách, jako jsou například Need
for Speed Underground 2 či Colin McRae Rally 2005.
Obrázek 2.8: Zrcadlový odraz
Okolní prostředí
Základem efektu je informace o prostředí v okolí objektu. Je proto potřeba vykreslit pro-
středí v celém okolí. Vhodná forma reprezentace je tzv. kubická mapa. Je to speciální druh
texturové mapy, která se skládá ze šesti čtvercových částí, které dohromady tvoří krychli.
Má podporu v moderním grafickém hardware a je určena právě pro účel mapování obrazu
okolí na objekty. Každá stěna krychle se renderuje zvlášť. Pro render se použije perspek-
tivní projekce s poměrem stran 1.0 a zorným úhlem 90◦. Render konkrétní stěny vyžaduje
pečlivé nastavení transformační matice kamery, aby bylo dosaženo návaznosti hran jednot-
livých stěn krychle.
Pro opticky přesné zobrazení odrazů by bylo nutné pro každý bod objektu znova vy-
kreslit celé okolí. To by ale bylo příliš náročné na výkon. Lesklý objekt se proto zjednoduší
na jeden bod, který je nejvýhodnější umístit do středu tohoto objektu. Ze zvoleného bodu
se pak vykreslí kubická mapa pro celý objekt jen jednou za snímek.
Pro renderování do textury je v OpenGL možné použít objekt typu framebuffer. Tento
objekt umožňuje vytvořit vykreslovací paměť obrazu jinak než ve spojení s oknem aplikace
v okenním systému. [7, 14]
Časové změny
V okolním prostředí se mohou odehrávat změny, které se pak projevují i v kubické mapě.
Stejná situace nastává i v případě, kdy mění umístění objektu vzhledem k prostředí. V tako-
vých případech je nutné vykreslit okolí do kubické mapy v každém snímku znova. Rotační
orientace kubické mapy může být shodná například s orientací prostoru obrazovky nebo
orientací prostoru světa (okolí).
Při situaci, kdy se okolí ani pozice lesklého objektu nemění, není nutné renderovat okolí
v každém snímku znova. V takovém případě je třeba, aby rotační orientace kubické mapy
byla shodná s orientací prostoru světa (okolí).
Další popis se týká případu dynamického prostředí a rotační orientace kubické mapy
shodné s orientací prostrou obrazovky.
Odraz
Normálová mapa nanesená na objekt mu dodává přesnější informaci o normálách stejným
způsobem jako u normálového mapování. Zde je využita pro dodání dojmu odrazu okolí od
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Obrázek 2.9: Odraz a kubická mapa
povrchu, který je hrbolatý. Paprsek jdoucí od pozorovatele se odrazí od bodu povrchu za
použití této normály. Tím se získá směr odraženého paprsku jdoucího do prostředí.
Souřadnice pro mapování kubické mapy mají formu tříprvkového vektoru, který určuje
směr polopřímky s počátkem ve středu krychle. Požadovaný texel se nachází na průsečíku
této polopřímky a některé ze stěn krychle. Jako směr polopřímky se použije odražený pa-
prsek. Situace je znázorněna na obrázku 2.9.
2.4 Srst
Efekt realistické srsti se dnes používá především v neinteraktivním renderování. Byl použit
například ve filmu Monsters, Inc. nebo v dokumentárním seriálu Walking with Beasts.
V interaktivní grafice objevuje méně často pro svoji vysokou náročnost. Pro interaktivní
grafiku je potřeba efekt zjednodušit, a tomu odpovídá i výsledek, který se kvalitativně
s výsledky neinteraktivního renderování nemůže rovnat.
Obrázek 2.10: Srst znázorňující bodliny kaktusu
Struktura
K srsti jako struktuře lze z hlediska grafiky přistupovat mnoha způsoby. Srst je tvořena
jednotlivými chlupy, takže se nabízí možnost reprezentovat jednotlivé chlupy jako jednotlivé
objekty složené ze samostatných primitiv. Tento přístup má tu výhodu, že lze změnit směr
jednotlivých chlupů nezávisle na sobě. Nevýhodou je vysoká náročnost rasterizace a silný
alias, protože chlup může být často užší než pixel.
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Na srst se dá pohlížet také jako na objemovou strukturu. V ní jsou chlupy reprezen-
továny jako místa s nižší průhledností a konkrétní barvou. Tento způsob byl zvolen pro
implementaci a týká se ho další popis. Nevýhodou tohoto způsobu je nemožnost nastavení
směru samostatně pro jednotlivé chlupy. Možnost jakkoliv nastavovat směr chlupů nakonec
implementována vůbec nebyla a chlupy srsti tak směřují vždy ve směru normál povrchu.
Vykreslování
Vykreslování objemové struktury je nutné provádět iteračně po vrstvách, protože není k dis-
pozici nástroj pro efektivní sledování paprsku procházejícího touto strukturou. Vrstvy jsou
rovnoběžné s plochami objektu. Vykreslování probíhá od nejhlubší vrstvy k nejvrchnější.
Vrcholy vrstvy jsou od vrcholů základního modelu odvozeny tak, že se posunou po svých
normálách o požadovanou vzdálenost. Tato vzdálenost je rovna výšce vrstvy nad povrchem
modelu. Vrstvy se vykreslují se zapnutým mixováním.
Kvalita vykreslování, ale také jeho časová náročnost, je přímo úměrná počtu vrstev.
Většinou je nutné zvolit kompromis mezi rychlostí a kvalitou. Počet vrstev byl v tomto
konkrétním případě zvolen na 80. Příliš malý počet vrstev by způsobil, že požadovaného
efektu nebude dosaženo a vrstvy dohromady nedají přijatelně vypadající srst.
Datová reprezentace
Objemová data jsou běžně reprezentována 3D texturami. Pro vykreslování srsti však stačí
několik běžných 2D textur, které jsou základem pro výpočet objemové struktury srsti.
Výpočty probíhají ve fragment shaderu.
Jedna z textur obsahuje jednotlivé chlupy z půdorysného pohledu. Každý chlup je re-
prezentován jedním texelem. Většina texelů má hodnotu 0, to jsou místa bez chlupů. Tam,
kde je chlup, má texel hodnotu v rozptylu blízkém hodnotě 1. Přibližně kruhový řez dodává
chlupu filtrace textury. Ta samá textura ještě obsahuje v dalším barevném kanálu vrstvu
šumu pro přirozenější vzhled jednotlivých chlupů. Tato textura má samostaté texturové
souřadnice, pomocí kterých je možné specifikovat šířku chlupů na daném místě objektu.
Druhá vrstva texturových souřadnic je použita pro textury barev chlupů, jejich výšky
a barvy podkladu.
Jak je vidět na obrázku 2.10, chlupy se směrem ke konci zužují. Toto zužování je řízeno
průhledností fragmentů. Dále se směrem do hloubky srsti jednotlivé chlupy mírně ztmavují,
což dodává srsti prostorovější vzhled. [11]
2.5 Sníh
Zasněžený terén je efekt, který lze pojmout mnoha způsoby a ukázat na něm mnoho po-
kročilých grafických technik, například podpovrchový rozptyl (subsurface scattering), dy-
namické zobrazování stop vozidel a osob apod. Zde byl pojat jednodušeji, jeho hlavní částí
je vykreslování blyštivých krystalků sněhu na povrchu.
Výpočet je v podstatě přepracované normálové mapování, pro výpočet odlesků byl opět
použit Blinnův model. Podstata efektu jiskření sněhu je použití speciální normálové mapy.
Ta je vygenerovaná náhodně tak, aby normály směřovaly náhodně do všech směrů omezeny
jen poloprostorem daným tangenciální rovinou. Kromě toho byla vypnuta lineární filtrace,
takže nedochází k interpolaci hodnot texelů normálové mapy a tedy ani těchto normál.
V tomto stavu je již podstata jiskření vytvořena, ale jiskry jsou čtverhranné. Proto je
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Obrázek 2.11: Sníh
použita ještě maskovací textura, která obsahuje kruh. Kruhy jsou namapovány přesně na
jednotlivé texely normálové mapy. Vzájemným pronásobením výsledků výpočtu odlesků




Příklady shaderů používají můj vlastní formát prostorových modelů. Původně jsem si vy-
tvořil velmi jednoduchou knihovnu pro načítání modelů formátu OBJ vytvořeného firmou
Wavefront Technologies [8]. Modely jsem tvořil v programu Blender verze 2.48, který má
pro tento formát podporu. Později se ukázalo, že je tento formát pro účely jednoho příkladu
shaderů nedostatečný. Konkrétně jde o rendering srsti, který vyžadoval dvě vrstvy textu-
rových souřadnic. Formát OBJ, nebo alespoň jeho exportér z Blenderu, podporuje pouze
jednu tuto vrstvu. Proto jsem se rozhodl vytvořit si vlastní formát pro export a následné
načítání modelů a nazval jsem ho xSal3D podle mého příjmení. Typ souboru je identifi-
kován příponou .xsal a prvními 6 bajty, které tvoří řetězec xSal3D. Posléze jsem podporu
formátu OBJ z projektu úplně odstranil a všechny příklady sjednotil, aby používaly formát
xSal3D.
3.1 Návrh
Při návrhu formátu jsem postupoval obecněji, než daný příklad s vykreslováním srsti vy-
žadoval. Formát xSal3D je silně inspirovaný formátem OBJ. Základním rozdílem oproti
tomuto formátu je obsah hlavičky, která povinně obsahuje konkrétnější informace o struk-
tuře souboru. Jinými slovy soubor popisuje sám sebe.
3.2 Uložení dat
Shodným rysem s formátem OBJ je to, že je to formát textový a že jsou data v souboru
rozdělena po řádcích. Prázdné řádky se ignorují. Každý neprázdný řádek začíná identifiká-
torem, který buď uvozuje blok, nebo identifikuje konkrétní data bloku. V prvním případě
nenásleduje nic, ve druhém následují tato data. Soubor může obsahovat více bloků. Blok
začíná uvozujícím řádkem a končí těsně před řádkem, který uvozuje další blok, nebo koncem
souboru.
V souboru mohou být uloženy komentáře ve stylu Pythonu, tzn. od znaku # do konce
řádku. Komentáře se při načítání ignorují.
Data bloku následují na řádcích po řádku uvozujícím blok. Jsou rozčleněna do jednot-
livých pojmenovaných subbloků, přičemž pořadí prvků je důležité. Subblok je v podstatě
pole dat. Každý řádek uvozený identifikátorem subbloku obsahuje jeden nebo více prvků
tohoto pole. Za identifikátorem následují vlastní data. Jak jsou tato data interpretována,
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závisí na typu subbloku. Od tohoto typu se odvíjí také to, zda vůbec může jeden řádek
subbloku obsahovat více než jeden prvek subbloku.
3.3 Hlavička
Ještě před vlastními bloky je v souboru obsažena hlavička, která začíná na prvním řádku
souboru. Ten obsahuje řetězec xSal3D následovaný informací o verzi, v aktuální verzi je
to řetězec xSal3D v0.1. Na dalším řádku je klíčové slovo root, za ním následuje seznam
identifikátorů typů bloků. V nynější verzi exportéru seznam obsahuje identifikátory o a e.
Ovšem formát umožňuje i v nynější verzi dodefinovat další typy bloků. Další řádky začínají
řetězcem block, za kterým následuje identifikátor bloku oddělený mezerou. Zbytek řádku
obsahuje definice typů a identifikátorů polí, které daný blok obsahuje. Příklad ilustrující
syntaxi viz dodatek F řádky 5 a 6.
3.4 Typy subbloků
Každý subblok obsahuje prvky, které mají společný datový typ. Typ je identifikován jedním
písmenem a pevným počtem parametrů typu. Tyto parametry jsou typu unsigned int.
Nynější verze podporuje následující typy:
• fn — n-tice číselných hodnot typu float
• s — řetězec
• ti,j — trojúhelník
Hodnoty float v n-tici jsou uloženy za sebou na řádku a jsou odděleny mezerami. Řetězec
je uzavřen jednoduchými uvozovkami.
Trojúhelník je o něco zajímavější. Na řádku je jedna i-tice indexů, následovaná 3 nebo
4 souvisejícími j-ticemi indexů. Hodnota i a j je dána dvěma parametry typu t. Indexy
jsou hodnoty typu unsigned int. Skupiny indexů (i-tice a j-tice) jsou odděleny mezerami,
jednotlivé indexy ve skupině jsou pak odděleny znakem /. První skupina, i-tice, obsahuje
indexy dat per-face, tedy dat společných pro celý trojúhelník, např. materiálů. Další sku-
piny, j-tice, obsahují indexy dat per-vertex, tedy pro jednotlivé vrcholy trojúhelníku. Pokud
jsou 3, jedná se o klasický trojúhelník.
Alternativně mohou být j-tice 4, pak se jedná o dva trojúhelníky se dvěma společnými
vrcholy. Označme si tyto j-tice pro snazší vysvětlení po řadě j0, j1, j2, j3. V takovém případě
budou prvnímu trojúhelníku ze dvojice patřit j-tice j0, j1, j2 a druhému j-tice j0, j2, j3.
Toto je v nynější verzi formátu jediný případ, kdy jeden řádek obsahuje dva prvky subbloku.
Je to výhodné, protože to ušetří velikost souboru, a také to zcela přirozeně reprezentuje
dvě základní primitiva v Blenderu, trojúhelníky a čtyřúhelníky.
3.5 Export z Blenderu
Blender umožňuje vytvářet uživatelská rozšíření pomocí skriptů v jazyce Python. Můj ex-
portní skript je odvozen z exportního skriptu formátu OBJ standardně dodávaného s Blen-
derem, který je vázán licencí GPL. Pod touto licencí je tedy jako jediná část mého projektu
vydáván tento můj exportní skript.
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Obrázek 3.1: Soubor simpledemo.blend
Skript ukládá vybraná data objektů typu Mesh a objektů, které se dají na tento typ
převést, např. typu NURBS Surface. Dále ukládá data objektů typu Empty.
Formát xSal3D nedefinuje sémantiku jednotlivých identifikátorů, proto uživatel musí
vědět, co exportuje, aby mohl následně načtená data správně interpretovat. Exportér tohoto
formátu používá konkrétní identifikátory bloků a subbloků — jejich popis viz dodatek E.
Příklad exportu souboru na obrázku 3.1 viz dodatek F.
3.6 Čtení
Knihovna pro čtení formátu je vytvořená v C++ a skládá se ze dvou základních částí. První
část načte strukturu souboru do paměti. Druhá část už se netýká formátu xSal3D obecně,
ale jen jeho konkrétního případu, který vytváří exportét z Blenderu.
Vraťme se k první části. Struktura pro čtení souboru je reprezentovaná základní třídou
Xsal3dFile. Je zde hojně využívána třída std::vector pro reprezentaci vnořených polí. Po
načtení dat ze souboru obsahuje surová data všech bloků už převedená na pole typů jazyka
C++, tedy float, std::string nebo unsigned int. Dále obsahuje řetězcové identifikátory
bloků a jim náležejících polí. Sémantika dat se zde neřeší.
Druhá část je od první oddělená. Je reprezentována třídou Xsal3dImport. Obsahuje
prostředky pro imort dat z objektu třídy Xsal3dFile. Při konverzi se postupuje tak, že
importní třída předpokládá existenci určitých identifikátorů, podle kterých určí, co bloky
a subbloky obsahují. Je třeba zdůraznit, že při tomto procesu se postupuje defenzivně,
kontroluje se, zda má subblok o určitém identifikátoru předpokládaný datový typ a zda
se v případě indexů nepřekračují délky polí, kam ukazují. Pokud by tyto kontroly nepro-
běhly, znamenalo by to, že je spoléháno na určitou sémantiku dat, přestože ji samotný
formát nedefinuje. Pokus o import souboru by pak mohl špatně skončit, kdyby definoval
jiné identifikátory nebo kdyby se lišila sémantika v něm obsažených dat.
Dále jsou data převáděna za účelem použití v OpenGL. To znamená, že výsledná pole
pak obsahují data o vrcholech a mají shodný počet prvků1. Ze souřadnic vrcholů jsou do-
počítány jejich normály. Zároveň jsou přepočítány skupiny indexů vrcholů trojúhelníků na
jednotlivé indexy, které odpovídají umístění odkazovaných prvků v těchto nově vytvořených
polích.
Převáděny jsou jen informace o vrcholech, což jsou jejich prostorové a texturové sou-
řadnice. Zpracování informací o texturách je ve zdrojových kódech jen naznačeno a zako-
1Za jeden prvek se v tomto smyslu považuje například trojice hodnot typu float u prostorových souřadnic
nebo dvojice hodnot typu float u texturových souřadnic.
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mentováno, neboť nebylo pro účely této práce nezbytně nutné. Později je možné ho doim-
plementovat.
3.7 Možnosti rozšíření
Do souboru lze uložit prakticky cokoliv, pro co stačí typy subbloků definované ve verzi
v0.1. Například současný exportér z Blenderu je možné rozšířit o možnost ukládání barev
vrcholů. Je pak třeba dodefinovat i nový identifikátor subbloku, dejme tomu c, případně
c0 – cn v případě zobecnění pro možnost více vrstev této informace.
Samozřejmě je pak nutné příslušně upravit i C++ knihovnu pro zacházení s touto
informací 2. Přesněji řečeno, stačilo by změnit jen její druhou část určenou pro import dat
s předpokládanou konkrétní sémantikou a jejich zpracování pro použití v OpenGL (třída
Xsal3dImport). První část knihovny, tedy načtení struktury dat ze souboru, by zůstala
beze změny (třída Xsal3dFile).
Pokud by byl pro rozšíření třeba nový typ subbloku, například subblok s prvky typu
n-tice hodnot typu int, bylo by nutné přidat podporu pro tento typ do třídy Xsal3dFile
pro umožnění čtení tohoto typu dat ze souboru a jejich uložení do paměti. Zároveň by bylo
nutné změnit verzi formátu souboru.
2Nynější implementace by tuto informaci ignorovala, ale ostatní informace by byly zpracovány korektně.




Příklady efektů jsou implementovány tak, aby se od sebe příliš nelišily tam, kde to není
nutné. Tato kapitola popisuje zejména části související s knihovnou OpenGL a především
s programovatelnou pipeline.
4.1 Základní příklad - normálové mapování
Na příkladu tohoto efektu si ukážeme širší pohled na obecný program využívající knihovnu
OpenGL s programovatelnou pipeline. Příklad je psán v jazyce C++ a využívá knihovnu
SDL, což částečně ovlivňuje strukturu programu.
Jsou zde popsány nejdůležitější části hlavního programu specifické pro použití tohoto
efektu a shaderů obecně. Detailní popis funkce main viz dodatek C. Následující popis se týká
operací, které probíhají až po inicializaci aplikace a zajištění podpory OpenGL příslušné
verze.
Textury a shadery
Pro výpočet efektu se v shaderu využívají dvě textury zároveň, proto se musí použít
dvě texturovací jednotky. Aktuální texturovací jednotka, pro kterou se bude příkazem
glBindTexture přiřazovat textura, je nastavena příkazem glActiveTexture. Použité tex-
tury jsou difuzní textura povrchu (v ní je uložena barva povrchu) a normálová mapa v tan-
genciálním prostoru. Samotné načtení textur a jejich předání knihovně OpenGL obstarává
pomocná funkce tex rgb mip. K dispozici jsou i další podobné funkce například pro textury
obsahující kromě barvy navíc ještě průhlednost.
1 glActiveTexture(GL_TEXTURE0);










Zdrojové texty shaderů jsou uložené v textových souborech. Ty se musí načíst do paměti
a zkompilovat. Každý shader program má dvě části — vertex shader a fragment shader.
Každý z těchto shaderů je uložený v samostatném souboru. Načtou a zkompilují se každý
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zvlášť. Nakonec se propojí do výsledného programu. Pomocná funkce mglLoadProgram pou-
žívá funkce glCreateProgram, glAttachShader, glLinkProgram, glGetProgramiv, glGet-
ProgramInfoLog, glDeleteProgram, glCreateShader, glShaderSource, glCompileSha-
der, glGetShaderiv, glGetShaderInfoLog a glDeleteShader.
Aby mohl shader program něco užitečného dělat, je nutné mu předat data. Prostředkem
pro předání dat z aplikace jsou vstupní proměnné deklarované buď jako uniform, nebo
jako attribute. Hodnota proměnných uniform je stavová, takže se jí přiřadí hodnota
a tato hodnota jí zůstává až do dalšího nastavení. Proměnné attribute jsou parametry
jednotlivých vrcholů. Mohou to být například normály, tangenty nebo jiné, specifičtější
parametry pro konkrétní shader. Standardní atributy vrcholů, jako jsou pozice a normály,
jsou v shaderech přístupné také jako vestavěné atributy.
Pro předání hodnot vstupních parametrů je použita funkce glUniform1i pro parametry
uniform a později během vykreslování funkce glVertexAttribPointer pro předání pole
atributů jednotlivých vrcholů (v shaderech proměnné attribute). Vstupní parametry sha-
derů mají přiřazenu hodnotu typu GLint, která se poté použije při přístupu k nim jako para-
metr funkcí glUniform1i a glVertexAttribPointer. Je to číselný identifikátor proměnné
specifický pro konkrétní shader program. Dá se zjistit funkcemi glGetUniformLocation
a glGetAttribLocation po zkompilování a propojení shader programu.
Příklad ukazuje přiřazení pořadových čísel texturovacích jednotek pro shader program.
Před použitím glUniform1i je nutné nastavit příslušný shader program pro aktuální použití
funkcí glUseProgram. Touto funkcí se také vybírá shader program pro vykreslování. Zpět na
FFP lze přepnout funkcí glUseProgram(0). Jak je vidět, pro zjištění číselného identifikátoru
shader programu není jeho nastavení pro aktuální použití nutné.















8 GLint shad_a_tangent = glGetAttribLocation(shad_prog,
’’
a_tangent‘‘);





Vykreslování probíhá ve smyčce programu, ve které se zpracovávají také zprávy okna.
Funkcí glClear se inicializuje paměť obrazu (framebuffer). Funkcí glPushMatrix se počá-







6 glTranslatef(0, 0, -3); arcball.transform();
7 glTranslatef(0, 0, -0.95);
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8 }
Nastaví se světelný zdroj. Je využito toho, že jsou jeho parametry přístupné v shader pro-
gramu. Na jeho pozici se poté vykreslí koule, ovšem bez použití shaderů a také bez osvětlo-
vacího modelu FFP. Není zapnuto ani texturování, takže je koule vykreslena jednobarevně
barvou nastavenou pomocí glColor3f.
1 glPushMatrix();
2 glRotatef(angle*0.2, 0, 0, 1);
3 const float light0_pos[4] = {-5, 0, 3, 1};
4 glLightfv(GL_LIGHT0, GL_POSITION, light0_pos);
5 glUseProgram(0); glColor3f(1, 1, 1);
6 static GLUquadric* quad = gluNewQuadric();
7 glTranslatef(light0_pos[0], light0_pos[1], light0_pos[2]);
8 gluSphere(quad, 0.1, 4*5, 2*5);
9 glPopMatrix();
Nakonec se nastaví shader program pro použití při vykreslování. Funkce render vntt třídy
Xsal3dImport pro vykreslování používá funkce glEnableClientState, glEnableVertex-
AttribArray, glVertexPointer, glNormalPointer, glTexCoordPointer, glVertexAttrib-
Pointer, glDrawElements, glDisableClientState a glDisableVertexAttribArray.
1 glUseProgram(shad_prog);




Zde je obsažen především popis samotných shaderů a dále změn základního příkladu v dal-
ších efektech.
Shadery jsou psány v jazyce GLSL. Je to vysokoúrovňový jazyk určený pro grafické vý-
počty. Kompilaci kódu shaderů provádí sama knihovna OpenGL. Zdrojový text shaderů se
při každém spuštění aplikace kompiluje znova. To může zpomalovat spouštění programu, ale
zjednodušuje to implementaci samotné knihovny OpenGL, protože není nutné podporovat
například nějaký binární kód potenciálně specifický například pro konkrétní hardware.
4.2.1 Normálové mapování
Nyní si popíšeme shader program příslušný k základnímu programu popsanému na začátku
této kapitoly.
Vertex shader
Kód shaderu začíná označením verze jazyka, která se použije při kompilaci kódu shaderu.
Knihovna OpenGL verze 2.1 podporuje GLSL verze 1.20, takže ji použijeme.
1 #version 120
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Další část kódu vertex shaderu jsou atributy vrcholů. Ty byly předány z hlavního programu
jako pole pomocí funkcí glVertexAttribPointer. Předáváme dva atributy — tangentu a
bitangentu. V shaderu jsou přístupné ještě vestavěné atributy vrcholů. Všechny vestavěné
proměnné začínají rezervovaným prefixem gl , uživatelsky definované proměnné tímto pre-
fixem začínat nesmí. Mezi vestavěné atributy patří například gl Vertex nebo gl Normal.
Atribut gl Vertex má zvláštní postavení. Předané pozice vrcholů a pole jejich indexů,
kterými jsou propojeny například do trojúhelníků, určují počet vykreslených primitiv.
1 attribute vec3 a_tangent, a_bitangent;
Proměnné deklarované jako varying se předávají z vertex shaderu do fragment shaderu.
Ve vertex shaderu se takovéto proměnné pro každý jednotlivý vrchol přiřadí samostatná
hodnota. Při následné rasterizaci se pro každý fragment trojúhelníku spouští fragment sha-
der. Hodnota proměnné stejného názvu ve fragment shaderu má pak hodnotu, která vznikla
lineární interpolací tří hodnot přiřazených vrcholům trojúhelníku.
1 varying vec3 normal, tangent, bitangent, vertex;
Funkce main označuje vstupní bod shaderu. Tento vertex shader provádí typické zá-
kladní operace. Transformuje atributy vrcholů podle aktuální transformační pohledové ma-
tice. Ta je v shaderech dostupná jako vestavěný uniform v několika formách.
Jednou z nich je gl NormalMatrix, matice rozměrů 3x3. Obsahuje rotační část transfor-
mační matice. Je určena pro transformaci normál a dalších atributů, u kterých se projevuje
pouze rotace, ale pozice na ně nemá vliv. V tomto případě je to tangenta a bitangenta.
Druhou je úplná matice gl ModelViewMatrix rozměrů 4x4, kterou se transformují ty-
picky pozice vrcholů.
Transformované hodnoty atributů vrcholů se přiřadí výstupním interpolačním proměn-
ným pro následné použití ve fragment shaderu.
1 void main()
2 {
3 tangent = gl_NormalMatrix*a_tangent;
4 bitangent = gl_NormalMatrix*a_bitangent;
5 gl_TexCoord[0] = gl_MultiTexCoord0;
6 vertex = vec3(gl_ModelViewMatrix * gl_Vertex);
7 normal = gl_NormalMatrix * gl_Normal;
Nakonec přichází nejdůležitější část vertex shaderu. Je to transformace vrcholu do prostoru
obrazovky. Transformovaná hodnota se přiřadí speciální vestavěné proměnné gl Position.
Ta je rozhodující pro rasterizaci trojúhelníku. Transformaci zajišťuje funkce ftransform,
která zaručuje, že vypočítaná pozice vrcholu a tudíž celý rasterizovaný trojúhelník bude
na přesně stejném místě, kam by se vykreslil při použití FFP. To je výhodné zejména při
víceprůchodovém vykreslování, při kterém se kombinuje FFP a programovatelná pipeline
(což ale není tento případ).




Ve fragment shaderu je opět třeba specifikovat verzi GLSL. Dále jsou zpřístupněny tex-
turovací jednotky jako proměnné uniform. Pořadová čísla jim byla přiřazena v hlavním
programu. Přímo v shaderu nelze přiřadit číslo texturové jednotky, proto musí být vždy
proměnné sampler2D definovány jako uniform.
Dále jsou deklarovány interpolační proměnné (varying) předané z vertex shaderu.
1 #version 120
2 uniform sampler2D tex_diffuse, tex_dot3;
3 varying vec3 vertex, normal, tangent, bitangent;
Vytvoříme si pomocnou proměnnou texc0 pro texturovací souřadnici fragmentu. Přiřa-
díme jí hodnotu vestavěné varying proměnné gl TexCoord[0]. Tato proměnná má typ
vec4, tedy čtyřprvkový vektor. K použití jsou určeny pouze první dva jeho prvky. Zbylé
dva mají hodnotu 0, protože v hlavním programu jsme specifikovali pouze dvouprvkové
texturové souřadnice. Potřebujeme tedy tyto dva prvky vybrat. K tomu se dají použít
čtveřice písmen za tečkou. GLSL definuje čtveřice xyzw, rgba a stpq. V tomto případě
tedy gl TexCoord[0].st vrací vektor vec2 s prvními dvěma prvky čtyřprvkového vektoru
gl TexCoord[0]. Čtveřice mají logický význam pro výběr prvků souřadnic, barev a textur.
Prakticky by ale šlo použít například i gl TexCoord[0].rg. Důležité je, aby se nemíchaly
prvky různých čtveřic.
Stejně se vybere i barva z textury v místě texturové souřadnice. V hlavním programu
byla specifikována pouze barevná textura bez průhlednosti. Průhlednost je všude auto-
maticky nastavena na hodnotu 1. Vybereme tedy pouze barvu, což jsou první tři prvky
čtyřprvkového vektoru vráceného funkcí texture2D. Výběr prvků provedeme stejným způ-




3 vec2 texc0 = gl_TexCoord[0].st;
4 vec3 color = texture2D(tex_diffuse, texc0).rgb;
Dalším krokem je výpočet normály. Tato normála se získá z normálové mapy. Převe-
deme její souřadnice z původního rozsahu 〈0; 1〉 na požadovaný 〈−1; 1〉. Jak je vidět, jsou
podporovány i matematické operace mezi vektorem a skalárem, a tak není nutné vypisovat
operaci pro jednotlivé prvky vektoru. Dále se obrátí znaménko y-ové složky vektoru. Nor-
málová mapa má totiž formát vycházející z konvencí knihovny DirectX a tudíž má opačnou
orientaci svislé osy.
Normálu je třeba ještě převést z tangenciálního prostoru do prostoru obrazovky. Ze
tří vektorů — tangenty, bitangenty a normály — vytvoříme transformační tbn matici. Je
důležité si uvědomit, že tyto vektory byly transformovány z prostoru objektu do prostoru
obrazovky už ve vertex shaderu.
Nakonec proběhne samotná transformace normály z normálové mapy vynásobením s tbn
maticí. Normálu je třeba ještě normalizovat, protože po vynásobení s maticí nemusí mít
jednotkovou délku. Jednak na sebe tangenta a bitangenta nemusí být kolmé, a také line-
ární interpolace při předávání tangent, bitangent a normál z vertex shaderu jejich délky
potenciálně mění.
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1 vec3 normal_dot3 = texture2D(tex_dot3, texc0).xyz;
2 normal_dot3 = (normal_dot3-0.5)*2.0;
3 normal_dot3[1] = -normal_dot3[1];
4 mat3 tbn_mat = mat3(tangent, bitangent, normal);
5 vec3 normal_obj = normalize(tbn_mat*normal_dot3);
Zbytek shaderu je výpočet konečné barvy fragmentu podle Blinn-Phongova osvětlova-
cího modelu.
Vypočítaná barva je přiřazena speciální vestavěné proměnné gl FragColor, která před-
stavuje konečnou barvu fragmentu.
1 vec3 pointlight0_pos = vec3(gl_LightSource[0].position);
2 vec3 light0_vec = normalize(pointlight0_pos-vertex);
3 float diffuse = max(dot(normal_obj, light0_vec), 0.0);
4 vec3 eye_vec = normalize(vertex);
5 vec3 half_vec = normalize(light0_vec-eye_vec);
6 float shininess = 64.0;
7 float specular = pow(max(dot(half_vec, normal_obj), 0.0),
8 shininess);
9 vec3 ambient_color = vec3(0.2, 0.2, 0.2);
10 vec3 diffuse_color = vec3(0.8, 0.8, 0.8);
11 vec3 specular_color = vec3(0.5, 0.5, 0.5);





Tento efekt vyžaduje kromě difuzní a normálové mapy ještě hloubkovou mapu.
1 glActiveTexture(GL_TEXTURE0);




























Vertex shader je velmi podobný vertex shaderu pro normálové mapování. U tohoto pří-
kladu byly vypuštěny odlesky. Odlesky jsou velmi citlivé na směr osvětlení. Tento směr byl
u příkladu normálového mapování počítán pro každý fragment. Zde stačí jeho výpočet pro
každý vrchol. Fragment shaderu se předá interpolovaná hodnota.
1 varying vec3 normal, tangent, bitangent, light0_vec;
2 //...
3 light0_vec = normalize(vec3(gl_LightSource[0].position-
4 (gl_ModelViewMatrix*gl_Vertex)));
Fragment shader
Ve fragment shaderu se počítá především posunutí texturových souřadnic, což je podstata
paralaxního mapování. Z hloubkové textury tex bump se získá relativní hloubka pixelu.
Tangenta a bitangenta budou potřebné i mimo vytvoření transformační matice, a proto je
vhodné je normalizovat.
1 uniform sampler2D tex_diffuse, tex_bump, tex_dot3;
2 varying vec3 vertex, normal, tangent, bitangent, light0_vec;
3 void main()
4 {
5 float pix_depth = texture2D(tex_bump, gl_TexCoord[0].st).x;
6 vec3 tangent_n = normalize(tangent);
7 vec3 bitangent_n = normalize(bitangent);
Na základě hloubky se spočítá hodnota míry posunutí texturových souřadnic displ strength.
Hodnoty použité při výpočtu byly zjištěny zkusmo tak, aby měl efekt subjektivně co nej-
lepší vzhled. Podle vzorce v části 2.2 se vypočítají posunuté texturové souřadnice. Ty se
poté použijí jako souřadnice difuzní textury a také normálové mapy.
1 float displ_strength = 0.04*pix_depth-0.01;
2 vec2 texc_parallax = vec2(
3 gl_TexCoord[0].s-tangent_n[2]*displ_strength,
4 gl_TexCoord[0].t-bitangent_n[2]*displ_strength);
5 vec3 color = texture2D(tex_diffuse, texc_parallax).rgb;
Zbytek shaderu je podobný fragment shaderu z efektu normálového mapování. Vypočí-
tají se normály v prostoru obrazovky a použijí se pro výpočet osvětlení podle Phongova
osvětlovacího modelu, avšak nyní bez odlesků.
4.2.3 Zrcadlový odraz na hrbolatém povrchu
Hlavní program
Pro vykreslování objektu s odrazem jsou potřebné tři texturové jednotky. Jsou jim přiřazeny
difuzní textura, normálová mapa a kubická mapa generovaná dynamicky.
Vytvoříme kubickou mapu. Ta se skládá ze šesti částí a každé z nich je třeba předat
rozměry a texturová data pomocí funkce glTexImage2D. Textury budou generovány dyna-
micky, takže místo obrazových dat stačí jako parametr funkce předat nulový ukazatel.
26
1 GLint texture_w = 256; GLint texture_h = texture_w;
2 glActiveTexture(GL_TEXTURE2);
3 GLuint texture_cube_map; glGenTextures(1, &texture_cube_map);
4 glBindTexture(GL_TEXTURE_CUBE_MAP, texture_cube_map);
5 glTexParameteri(GL_TEXTURE_CUBE_MAP, GL_TEXTURE_MIN_FILTER, GL_LINEAR);
6 glTexParameteri(GL_TEXTURE_CUBE_MAP, GL_TEXTURE_MAG_FILTER, GL_LINEAR);
7 glTexParameteri(GL_TEXTURE_CUBE_MAP, GL_TEXTURE_WRAP_S, GL_CLAMP_TO_EDGE);
8 glTexParameteri(GL_TEXTURE_CUBE_MAP, GL_TEXTURE_WRAP_T, GL_CLAMP_TO_EDGE);




13 const int cubemap_faces_num = 6;
14 for (int i = 0; i != cubemap_faces_num; ++i)
15 glTexImage2D(cubemap_faces[i], 0, GL_RGBA8, texture_w, texture_h,
16 0, GL_RGBA, GL_UNSIGNED_BYTE, 0);
Pro dynamické generování kubické mapy je třeba vytvořit šest objektů typu framebuffer.
Jako cíle vykreslování se jim přiřadí šest čtvercových částí kubické mapy. Kromě informace
o barvě je pro vykreslování nutná ještě paměť hloubky. Tu není nutné ukládat do textury,
protože pro tuto informaci následně není žádné využití. Má význam jenom při samotném
vykreslování. Pro tento účel se vytvoří tzv. renderbuffer. Nakonec se zjistí, zda byla tvorba
frame buffer objektu úspěšná.
1 GLuint framebuffer[cubemap_faces_num];
2 glGenFramebuffersEXT(cubemap_faces_num, framebuffer);
3 for (int i = 0; i != cubemap_faces_num; ++i) {
4 glBindFramebufferEXT(GL_FRAMEBUFFER_EXT, framebuffer[i]);






11 GL_COLOR_ATTACHMENT0_EXT, cubemap_faces[i], texture_cube_map, 0);
12 glFramebufferRenderbufferEXT(GL_FRAMEBUFFER_EXT,
13 GL_DEPTH_ATTACHMENT_EXT, GL_RENDERBUFFER_EXT, renderbuffer);
14 GLenum status = glCheckFramebufferStatusEXT(GL_FRAMEBUFFER_EXT);
15 // ... test úspěšnosti tvorby objektu
16 }
17 glBindFramebufferEXT(GL_FRAMEBUFFER_EXT, 0);
Ve vykreslovací smyčce se vykreslí scéna bez odrazivého objektu šestkrát do každé stěny
kubické mapy zvlášť. Kubická mapa je potřebná při vykreslování lesklého objektu, takže se
musí vytvořit ještě před vykreslováním do okna aplikace.
Ve vektoru env camera pos je uložena pozice, ve které je umístěna kamera pro vykreslo-
vání kubické mapy. Vynásobením s aktuální transformační maticí získáme pozici v prostoru
obrazovky — tr env camera pos.






6 mat4x4_mul_vec4(tr_env_camera_pos, modelview_matrix, env_camera_pos);
7 for (int i = 0; i != cubemap_faces_num; ++i)
8 {
Pro vykreslování do textury je nutné nastavit rozměry vykreslované oblasti, aby odpovídaly
rozměrům této textury. Nejdříve si ale uschováme původní rozměry oblasti, které jsou platné
pro vykreslování do okna.
1 glPushAttrib(GL_VIEWPORT);
2 glBindFramebufferEXT(GL_FRAMEBUFFER_EXT, framebuffer[i]);
3 glViewport(0, 0, texture_w, texture_h);
4 glPushMatrix();
Také se uschová projekční matice pro vykreslování do okna. Poté se nastaví projekční ma-
tice se zorným úhlem 90◦ a poměrem stran 1. Objekt framebuffer se před vykreslováním
inicializuje funkcí glClear.
1 glMatrixMode(GL_PROJECTION); glPushMatrix();
2 glLoadIdentity(); gluPerspective(90, 1, 0.1, 500);
3 glMatrixMode(GL_MODELVIEW);
4 glClear(GL_COLOR_BUFFER_BIT | GL_DEPTH_BUFFER_BIT);
Nyní je nutné pečlivě nastavit transformační matici kamery pro vykreslení příslušné stěny
kubické mapy. Matice se inicializuje funkcí glLoadIdentity. Poté se kamera natočí do
směru aktuální vykreslované stěny.
1 glLoadIdentity();
2 switch (cubemap_faces[i]) {
3 case GL_TEXTURE_CUBE_MAP_NEGATIVE_X: glRotatef(180, 0, 0, 1);
4 glRotatef(-90, 0, 1, 0); break;
5 case GL_TEXTURE_CUBE_MAP_NEGATIVE_Y: glRotatef(90, 1, 0, 0); break;
6 // ... zbylé čtyři stěny
7 }
Kubická mapa bude orientovaná v prostoru obrazovky. Proto se nyní transformační matice
vynásobí maticí kamery základního vykreslování. Ještě před tím se posune v opačném směru
souřadnic pozice kamery. Tím se nakonec kamera pro dynamické generování kubické mapy




4 // ... vykreslení scény
Po vykreslení stěny kubické mapy se obnoví původní uschované hodnoty a přepne se zpět








Vertex shader je velmi podobný vertex shaderům u efektů normálového a paralaxního ma-
pování.
Fragment shader
Ve fragment shaderu se získá normála z normálové mapy stejným způsobem jako u normá-
lového mapování.
Ze směru pohledu a normály se pomocí funkce reflect vypočítá vektor odrazu od
povrchu objektu. Tento vektor lze přímo bez nějakých přepočtů použít pro přístup do
kubické mapy, protože ta byla vykreslena v prostoru obrazovky.
Získaná barva z kubické mapy se vynásobí intenzitou odlesků.
1 vec3 reflect_vec = reflect(normalize(vertex), normal_obj);
2 vec3 refl = textureCube(tex_cube, reflect_vec).rgb*vec3(0.4, 0.4, 0.4);
Hodnota odlesku se sečte s ambient a diffuse složkou světla a přiřadí se proměnné
gl FragColor.




Srst je objemový efekt. Vykreslování proto probíhá v cyklu po vrstvách. Přitom je za-
pnuto mixování s podkladem (glEnable(GL BLEND) a glBlendFunc). Vrstvy se vykreslují
od nejvnitřnější (nejblíže k povrchu objektu) k nejvrchnější.
Posunutí aktuální vrstvy se počítá ve vertex shaderu, takže se předávají do vykreslování
stále stejná data modelu. Mění se pouze dva parametry uniform. První z nich, fur lh,
představuje absolutní výšku vrstvy nad povrchem modelu. Druhý, fur li, je výška nad
povrchem převedená na rozsah 〈0; 1〉.
1 const unsigned int fur_layers = 80;
2 const unsigned int fur_layers_to_render = fur_layers;
3 const float fur_h = 0.2;
4 const float fur_h_inc = fur_h/fur_layers;
5 const float fur_i_inc = 1.f/fur_layers;
6 float fur_lh = fur_h_inc; float fur_li = fur_i_inc;
7 for (unsigned int i = 0; i != fur_layers_to_render;




11 model.render_vnt2(loc2_norm, loc2_texc0, loc2_texc1, cactus_index);
12 }
Vertex shader
Vertex shader posouvá vrcholy modelu do výšky aktuální vrstvy v proměnné u fur lh.
Posunují se ve směru normál.
1 #version 120
2 attribute vec3 a_norm; attribute vec2 a_texc0, a_texc1;
3 varying vec3 norm, vert; varying vec2 texc0, texc1;
4 uniform float u_fur_lh;
5 void main() {
6 norm = gl_NormalMatrix*a_norm;
7 vec4 vert_warped = vec4(vec3(gl_Vertex)+vec3(a_norm*u_fur_lh), 1.0);
8 vert = vec3(gl_ModelViewMatrix * vert_warped);
Používají se dvě vrstvy texturových souřadnic. Nyní použijeme pro interpolaci texturových
souřadnic vlastní proměnné varying místo vestavěných. Je vpodstatě jedno, která z těchto
dvou možností se zde použije.
Pro transformaci pozice vrcholu nelze použít funkci ftransform, protože výslednou
pozici potřebujeme oproti atributu gl Vertex posunout. Pro transformaci proto použijeme
vestavěnou matici pro tento účel určenou.
1 texc0 = a_texc0; texc1 = a_texc1;
2 gl_Position = gl_ModelViewProjectionMatrix * vert_warped;
3 }
Fragment shader
Fragment shader využívá tři textury. Textura v tex color obsahuje barvu srsti. Textura
v tex height obsahuje její výšku. Pro tyto textury se použijí texturové souřadnice v texc0.
Textura v tex noise znázorňuje jednotlivé chlupy srsti. V textuře jsou využity červená
a zelená barevná vrstva. V červené vrstvě jsou uloženy chlupy jako rozptýlené body s ná-
hodnými hodnotami blízkými 1. Ostatní body, kterých je většina, mají hodnotu 0. V zelené
vrstvě je uložen obecný šum. Dvě informace byly do jedné textury uloženy proto, aby se
ušetřily texturovací jednotky. Pro tuto texturu jsou použity texturové souřadnice v texc1.
Tím, že je použita druhá vrstva texturových souřadnic, je možné namapovat tuto texturu
na objekt zvlášť a tím volit šířku chlupů.
1 #version 120
2 uniform sampler2D tex_color, tex_height, tex_noise;
3 varying vec3 vert, norm; varying vec2 texc0, texc1;
Následují definice vstupní uniform proměnné s relativní výškou vrstvy, zjednodušených
parametrů pro osvětlovací model a dalších parametrů.
1 uniform float u_fur_li;
2 const float light_ambient = 0.2; const float light_diffuse = 0.9;
3 const float shade_min = 0.5; const float shade_max = 1.0;
4 const float shade_diff = shade_max-shade_min;
5 void main() {
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Zobrazení chlupu závisí na průhlednosti alpha výsledného fragmentu. Se zmenšující se
hodnotou alpha se zmenšuje šířka chlupů. Šířka řezu chlupem v aktuální vrstvě závisí
na textuře určující celkovou výšku chlupu, textuře s jednotlivými chlupy a výšce aktuální
vrstvy nad povrchem modelu.
1 float alpha = max(0.0, texture2D(tex_noise, texc1).r
2 *texture2D(tex_height, texc0).r-u_fur_li);
3 vec4 color = texture2D(tex_color, texc0);
Vypočítáme ztmavení chlupů na základě textury šumu. Čím je chlup nižší, tím se šum
projeví méně. Tam, kde jsou na modelu holá místa, se šum neprojeví vůbec. Díky tomu je
možné stejný shader použít i pro vykreslení podkladového modelu, protože šum bude jen
pod místy se srstí a holá místa zůstanou osvětlená v celé ploše stejně. Podkladový model
pod srstí se musí vykreslit nejdříve a s vypnutým mixováním, aby se neprojevila průhlednost
fragmentu.
Dalším výpočtem je ztmavování vrstvy v závislosti na hloubce. Do větší hloubky se
dostane potenciálně méně světla. Závislost světlosti na hloubce není počítána lineární funkcí,
ale má průběh části funkce sin.
Nakonec se vypočítá světlost luminance daná osvětlovacím modelem. Všechny hodnoty
se zkombinují pronásobením mezi sebou a přiřadí se zároveň s barvou srsti a průhledností
jako výsledek do proměnné gl FragColor.
1 float lightness = 1.0-(1.0-texture2D(tex_noise, texc1).g)
2 *(texture2D(tex_height, texc0).r);
3 float height_aux =
4 min(u_fur_li+1.0-texture2D(tex_height, texc0).r, 1.0);
5 float shade = shade_min+shade_diff*sin(height_aux*1.5707963);
6 // ... výpočet osvětlení




Efekt jiskření krystalků sněhu je implementačně velmi podobný efektu normálového ma-
pování. Rozdílem je zde normálová mapa, která neobsahuje reliéf povrchu. Normály v ní
uložené jsou generovány náhodně. Filtrace pro tuto mapu není použitá. Díky tomu se při
přiblížení k povrchu zobrazí jednotlivé body jako čtyřúhelníky. Každý čtyřúhelník předsta-
vuje jeden krystalek, který se bude lesknout samostatně nezávisle na okolí.
1 glActiveTexture(GL_TEXTURE2);







Vertex shader je shodný s vertex shaderem normálového mapování.
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Fragment shader
Fragment shader kombinuje odlesky vypočtené Blinnovým osvětlovacím modelem se samot-
ným povrchem sněhu. Pro povrch sněhu není použit klasický osvětlovací model. Základem
struktury povrchu sněhu je textura šumu přiřazená texturovací jednotce tex noise.
V tex bin je textura s obrázkem bílého kruhu na černém pozadí.
1 #version 120
2 varying vec3 vertex, normal, tangent, bitangent;
3 uniform sampler2D tex_noise, tex_bin, tex_dot3;
Dalšími parametry jsou čtyři barvy sněhu. Jsou to dvě barvy sněhu na přímém světle,
nejsvětlejší a nejtmavší. Dále je to nejsvětlejší a nejtmavší barva sněhu ve stínu.
1 vec3 snowcolor_a = vec3(0.17, 0.27, 0.39);
2 vec3 snowcolor_b = vec3(0.31, 0.42, 0.51);
3 vec3 snowcolor_c = vec3(0.64, 0.62, 0.62);
4 vec3 snowcolor_d = vec3(0.82, 0.82, 0.73);
5 void main()
6 {
7 // ... přepočet normály z normálové mapy
Blinnovým modelem se vypočte síla odlesku na sněhu specular. Normálová mapa je bez
filtrace a jednotlivé lesklé krystalky by byly čtvercové. Proto se odlesky vynásobí ještě
kruhovou maskou v tex bin. Normálová mapa má rozměry 128x128 bodů. Touto hodnotou
se vynásobí texturová souřadnice masky. Tak bude lícovat kruhová maska na čtyřúhelníkový
odlesk z normálové mapy.
1 // ... výpočet odlesků podle Blinnova modelu
2 float spec1 = texture2D(tex_bin, texc0*128.0).r*specular;
Na základě textury šumu a natočení povrchu ke světlu se lineárně interpoluje mezi čtyřmi
barvami sněhu, aby se získala barva povrchu. K této barvě přičteme intenzitu odlesků
a získáme výsledek.
1 float snow_noise = texture2D(tex_noise, texc0*4.0).r;
2 gl_FragColor = vec4(mix(mix(snowcolor_a, snowcolor_b, snow_noise),
3 mix(snowcolor_c, snowcolor_d, snow_noise), luminance), 1.0)




Shadery a programovatelný grafický hardware mají velký potenciál. Jazyk pro programo-
vání shaderů v knihovně OpenGL GLSL svou přehledností a přístupností programátorům
znalým jazyka C nebo C++ napomáhá rozšíření souvisejících postupů mezi větší skupinu
programátorů. Zdrojové kódy shaderů jsou v mnohých případech ještě srozumitelnější než
kód hlavního programu, který tyto shadery využívá. Proto je jazyk GLSL pro výuku po-
kročilých grafických technik velmi vhodný.
Tato práce byla koncipována tak, aby ji bylo možné využít i jako studijní materiál.
Všechny efekty vycházejí více či méně ze základního příkladu. Proto by mělo být možné
získat širší pohled na jednu oblast využití shaderů — vykreslování složitých povrchů. Forma
výkladu byla určena jako silně komentované zásadní části zdrojových textů, což je klasická
forma tutoriálů.
Interaktivní grafika je oblast, kde jde o rozumný kompromis mezi vizuální kvalitou
efektu a jeho výpočetní náročností. Proto byl při návrhu efektů kladen důraz na to, aby
byly přímočaře vypočitatelné prostředky, které shadery poskytují. Shadery, přestože oproti
neprogramovatelnému vykreslování mají velmi vysokou flexibilitu a široký záběr použití,
nejsou všemocné. Proto jsou některé efekty vědomě navrženy způsobem, který s sebou nese
určité formy zkreslení a optických nepřesností. Interaktivní grafika se však vyznačuje tím,
že jsou efekty hodnoceny subjektivně. Pokud se velká skupina lidí shodne, že daný efekt
dobře vypadá, a přitom je ještě málo náročný, má velkou šanci na úspěch.
Kromě grafických efektů byl v rámci práce vytvořen i nový formát modelů exportova-
telný z programu Blender. V oblasti formátů pro uložení prostorových modelů nemá žádný
z již existujících formátů výraznou převahu. Proto se mnoho vývojářů uchyluje k návrhu
vlastního formátu vhodného právě pro jejich specifický účel. Zde je ukázáno, jak při ta-
kovéto činnosti postupovat, aniž by nějak výrazně utrpěla rozšiřitelnost formtu. Kromě
možnosti inspirace je tento formát pro některé jednodušší účely možno použít v praxi už
teď. V příkladech v této práci byl použit výhradně tento formát prostorových modelů.
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• report.pdf – tato technická zpráva ve formátu pdf
• report/ – zdrojové texty technické zprávy ve formátu LATEX
• src/ – implementace (zdrojové texty v jazyce C++, není-li uvedeno jinak)
– arcball/ – normálové mapování a rotační manipulátor
– arcball glut/ – použití rotačního manipulátoru s knihovnou GLUT
– bump/ – normálové mapování bez rotačního manipulátoru
– fur/ – srst
– parallax/ – paralaxní mapování
– snow/ – sníh
– reflect bump/ – zrcadlový odraz na hrbolatém povrchu
– png gen/ – generátor obrázků png se šumem apod.
– common/ – společné zdrojové texty pro všechny předešle jmenované příklady
– models/ – modely použité v příkladech (zde nejsou zdrojové texty)
– shaders/ – zdrojové texty shaderů v jazyce GLSL
– textures/ – soubory s texturami ve formátu png (zde nejsou zdrojové texty)
– xsal3d export/ – exportní skript formátu xSal3D v jazyce Python pro Blender
• bin/ – spustitelný tvar příkladů (.exe)





Obrázek B.1: Normálová mapa v prostoru objektu [13]
Obrázek B.2: Normálová mapa v tangenciálním prostoru [13]
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Obrázek B.3: Tangenta, bitangenta a normála




Úvodní část zdrojového textu obsahuje direktivy #include pro vložení hlavičkových sou-
borů.
Hlavičky <cstdlib>, <cstdio> a <iostream> jsou potřebné pro použití základních
systémových, vstupních a výstupních funkcí ze standardní knihovny. Hlavička <SDL/SDL.h>
je nutná pro použití knihovny SDL.
Hlavička <GL/glew.h> patří ke knihovně OpenGL Extension Wrangler, která zjedno-
dušuje použití funkcí z OpenGL verze 2.1 a také funkcí rozšíření. Pokud se používá tato
knihovna, hlavičky <GL/GL.h> a <GL/GLU.h> už se do zdrojového kódu přímo nevkládají.
Soubor
’’
main.h‘‘ obsahuje pomocné funkce například pro inicializaci OpenGL v okně
SDL nebo výpočet počtu vykreslených snímků za sekundu. Hlavička <cmath> zpřístupňuje
matematické funkce ze standardní knihovny. Soubor
’’
textures.h‘‘ obsahuje deklarace





arcball.h‘‘ obsahují definice tříd FPView a Arcball. Obě tyto
třídy jsou určeny pro manipulaci s transformační pohledovou maticí scény. Třída FPView
umožňuje pohyb po scéně z pohledu první osoby. Třída Arcball zprostředkovává ovládací
rozhraní pro otáčení objektu pomocí myši. Mezi těmito dvěma typy pohledu na scénu lze
přepínat. Hlavičkový soubor
’’
glshader.h‘‘ obsahuje deklarace pomocných funkcí pro
práci se shadery — jejich načítání ze souboru a kompilaci.
Hlavička
’’
xsal3d.h‘‘ zpřístupňuje třídy pro načítání a zobrazování modelů formátu
xSal3D. Hlavička
’’





arcball aux.h‘‘ obsahují funkce, které definují
spolupráci tříd FPView a Arcball s třídou EventsWM.
1 #include <cstdlib>
2 // ... další hlavičkové soubory
Definujeme titulek okna, kde se budou zobrazovat informace o počtu snímků vykresle-
ných za sekundu.




3 void fpscount_caption_callback(float fps, void* my_str)
4 {
5 static char buff[256] = {0};
6 snprintf(buff, 255,
’’




Nyní začíná definice funkce main — vstupního bodu programu. Funkce ActivateConsole
je definovaná v hlavičkovém souboru main.h a má za úkol otevřít zároveň s hlavním oknem
programu také terminálové okno pro zobrazení výpisů. V unixových systémech nedělá nic,
tam lze získat výstup programu jeho spuštěním v terminálovém okně (například program
xterm v Linuxu).
Dále je nutné inicializovat knihovnu SDL. O to se stará funkce SDL Init.
1 int main(int argc, char* argv[])
2 {
3 ActivateConsole();




Unable to init SDL: %s\n‘‘, SDL_GetError());
7 return 1;
8 }
Při ukončování programu, který používá knihovnu SDL, je nutné zavolat funkci SDL Quit.
Tuto funkci volá funkce quit SDL, a tak je nastavena jako funkce volaná při ukončení
programu systémovou funkcí exit. Funkce getdeltaT init inicializuje výpočet času od
spuštění programu. Funkce SDL WM SetCaption se stará o prvotní nastavení titulku okna.
Funkcí set fpscount callback je nastavena funkce pro aktualizaci titulku okna, kde je





Funkce EnableOpenGL je pomocná funkce definovaná v hlavičce main.h. Tato funkce zapíná
podporu knihovny OpenGL v aplikaci postavené na knihovně SDL. Teprve po vytvoření
okna a povolení podpory knihovny OpenGL v něm je možné volat funkce této knihovny.
Nejdříve se funkcí glGetIntegerv s parametrem GL VIEWPORT získají rozměry oblasti v okně
pro vykreslování, které budou pravděpodobně shodné s parametry funkce EnableOpenGL.
Funkce glClearColor nastavuje podkladovou barvu pro vykreslování. Funkce glGetString
získá informace o verzi knihovny OpenGL a verzi jazyka GLSL.
1 EnableOpenGL(false, false, 800, 600);
2 GLint viewport[4];
3 glGetIntegerv(GL_VIEWPORT, viewport);
4 const float screen_w = viewport[2], screen_h = viewport[3];
5 glClearColor(0, 0, 0.25, 0);
6 cout <<
’’
OpenGL version: ‘‘ << glGetString(GL_VERSION) << endl
7 <<
’’
GLSL version: ‘‘ <<
8 glGetString(GL_SHADING_LANGUAGE_VERSION) << endl;
Příkaz if (GLEW VERSION 2 1) ověřuje, zda je k dispozici OpenGL alespoň ve verzi 2.1.
Tato verze je pro běh programu nutná, takže pokud není k dispozici, program skončí.
Dále se povolí nultý světelný zdroj. Ten je dál použit pro předání parametrů do sha-
deru. Osvětlovací model FFP (GL LIGHTING) se nepovoluje. Při zapnutých shaderech by to
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nemělo žádný význam. Následně se nastaví projekční matice, zapne se hloubkový test a také
odstraňování odvrácených plošek z rasterizace.
1 if (GLEW_VERSION_2_1) {
2 cout <<
’’
GLEW: Core extensions of OpenGL 2.1‘‘
3
’’
are available.‘‘ << endl;
4 } else {
5 cout <<
’’









Pro výpočet efekt se v shaderu využívají dvě textury zároveň, proto se musí použít
dvě texturovací jednotky. Aktuální texturovací jednotka, pro kterou se bude příkazem
glBindTexture přiřazovat id textury, je nastavena příkazem glActiveTexture. Použité
textury jsou difuzní textura povrchu (v ní je uložena barva povrchu) a normálová mapa
v tangenciálním prostoru. Samotné načtení textur a jejich předání knihovně OpenGL ob-
starává pomocná funkce tex rgb mip. K dispozici jsou i další podobné funkce například
pro textury obsahující kromě barvy navíc ještě průhlednost.
1 glActiveTexture(GL_TEXTURE0);










Zdrojové texty shaderů jsou uložené v textových souborech. Ty se musí načíst do paměti
a zkompilovat. Každý shader program má dvě části — vertex shader a fragment shader.
Každý z těchto shaderů je uložený v samostatném souboru. Načtou a zkompilují se každý
zvlášť. Nakonec se propojí do výsledného programu.
Aby mohl shader program něco užitečného dělat, je nutné mu předat data. Prostředkem
pro předání dat z aplikace jsou vstupní proměnné deklarované buď jako uniform, nebo
jako attribute. Hodnota proměnných uniform je stavová, takže se jí přiřadí hodnota
a tato hodnota jí zůstává až do dalšího nastavení. Proměnné attribute jsou parametry
jednotlivých vrcholů. Mohou to být například normály, tangenty nebo jiné, specifičtější
parametry pro konkrétní shader. Standardní atributy vrcholů, jako jsou pozice a normály,
jsou v shaderech přístupné také jako vestavěné atributy.
Pro předání hodnot vstupních parametrů je použita funkce glUniform1i pro parametry
uniform a později během vykreslování funkce glVertexAttribPointer pro předání pole
atributů jednotlivých vrcholů (v shaderech proměnné attribute). Vstupní parametry sha-
derů mají přiřazenu hodnotu typu GLint, která se poté použije při přístupu k nim jako para-
metr funkcí glUniform1i a glVertexAttribPointer. Je to číselný identifikátor proměnné
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specifický pro konkrétní shader program. Dá se zjistit funkcemi glGetUniformLocation a
glGetAttribLocation po zkompilování a propojení shader programu.
Příklad ukazuje přiřazení pořadových čísel texturovacích jednotek pro shader program.
Před použitím glUniform1i je nutné nastavit příslušný shader program pro aktuální použití
funkcí glUseProgram. Touto funkcí se také vybírá shader program pro vykreslování. Zpět na
FFP lze přepnout funkcí glUseProgram(0). Jak je vidět, pro zjištění číselného identifikátoru
shader programu není jeho nastavení pro aktuální použití nutné.















8 GLint shad_a_tangent = glGetAttribLocation(shad_prog,
’’
a_tangent‘‘);




Nastaví se další proměnné programu — rychlost rotace světelného zdroje a počáteční
úhel. Poté se načte model ze souboru .xsal. Objekt Xsal3dFile načte strukturu sou-
boru do paměti a objekt Xsal3dImport ji převede podle předpokládané sémantiky na data
zpracovatelná knihovnou OpenGL. Tento převod zahrnuje přepočet polí atributů vrcholů
tak, že vznikne několik polí s parametry vrcholů. Tato pole mají stejný počet prvků, aby
bylo možné je všechny najednou indexovat společným polem indexů, které rovněž vznikne
přepočtem při převodu dat.
Inicializují se objekty typu FPView a Arcball pro manipulaci se scénou. Obě třídy
mění transformační matici transformace modelů, každá jiným způsobem. Je možné si to
představit jako manipulaci s kamerou, která snímá scénu. Proměnná light rotates určuje,
zda světelný zdroj rotuje, nebo je statický. Proměnná use fpview vybírá, který pohled na
scénu použít. Buď je to pohled první osoby (FPView), nebo rotační manipulátor (Arcball).
Třída EventsWM je určena pro zpracování zpráv okna. Pracuje ze zprávami, které po-
skytuje knihovna SDL.
1 float angle = 0.f; float omega = 180.f;
2 Xsal3dFile model; model.load(
’’
models/jug.xsal‘‘);
3 Xsal3dImport model_imp; model_imp.m_comp_tans = true;
4 model_imp.import(&model, 2);
5 FPView fpview; fpview.set_pos(0, -5, 1);
6 const float ortho_r = screen_w/screen_h, ortho_t = 1;
7 Arcball arcball(screen_w, screen_h, ortho_r, ortho_t);
8 EventsWM events;
9 int light_rotates = 1; int use_fpview = 0;
Nyní začíná hlavní smyčka programu. V ní se zpracovávají zprávy okna a také probíhá
vykreslování scény. Nejprve se pomocí events.poll() přečtou a zpracují jednotlivé zprávy
z fronty zpráv. Zpracuje se klávesnicový vstup. Na klávesu ESC reaguje program ukonče-
ním. Klávesou TAB se zapíná nebo vypíná rotace světla. Klávesou F se přepíná
”
typ ma-
nipulátoru kamery“ pro pohled na scénu. Pokud je zapnut pohled první osoby, pomocí
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events.enable mousecap se zapne zachytávání myši do okna při kliknutí levým tlačítkem.
Při kliknutí pravým se myš uvolní.
Funkce fpscount počítá počet snímků za sekundu a každou sekundu volá funkci fpscount -
caption callback nastavenou pomocí set fpscount callback.




3 if (events.key_num(SDLK_ESCAPE) != 0) break;
4 light_rotates = (light_rotates+events.key_num(SDLK_TAB))%2;
5 use_fpview = (use_fpview+events.key_num(SDLK_f))%2;
6 events.enable_mousecap(use_fpview != 0);
7 float deltaT = getdeltaT(); fpscount(deltaT);
8 if (use_fpview) fpview_aux(events, fpview, deltaT);
9 else arcball_aux(events, arcball);
Vykreslování probíhá ve smyčce programu, ve které se zpracovávají také zprávy okna.
Funkcí glClear se inicializuje paměť obrazu (framebuffer). Funkcí glPushMatrix se počá-







6 glTranslatef(0, 0, -3); arcball.transform();
7 glTranslatef(0, 0, -0.95);
8 }
Nastaví se světelný zdroj. Je využito toho, že jsou jeho parametry přístupné v shader pro-
gramu. Na jeho pozici se poté vykreslí koule, ovšem bez použití shaderů a také bez osvětlo-
vacího modelu FFP. Není zapnuto ani texturování, takže je koule vykreslena jednobarevně
barvou nastavenou pomocí glColor3f.
1 glPushMatrix();
2 glRotatef(angle*0.2, 0, 0, 1);
3 const float light0_pos[4] = {-5, 0, 3, 1};
4 glLightfv(GL_LIGHT0, GL_POSITION, light0_pos);
5 glUseProgram(0); glColor3f(1, 1, 1);
6 static GLUquadric* quad = gluNewQuadric();
7 glTranslatef(light0_pos[0], light0_pos[1], light0_pos[2]);
8 gluSphere(quad, 0.1, 4*5, 2*5);
9 glPopMatrix();
Nakonec se nastaví shader program pro použití při vykreslování. Funkce render vntt třídy
Xsal3dImport pro vykreslování používá funkce glEnableClientState, glEnableVertex-
AttribArray, glVertexPointer, glNormalPointer, glTexCoordPointer, glVertexAttrib-
Pointer, glDrawElements, glDisableClientState a glDisableVertexAttribArray.
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1 glUseProgram(shad_prog);
2 model_imp.render_vntt(true, 0, shad_a_tangent,
3 shad_a_bitangent);
4 glPopMatrix();
Pokud je zapnut rotační manipulátor a je aktuálně používán, je vykresleno jeho grafické
znázornění přes již vykreslený model.




Na konci smyčky programu se překlopí paměť obrazu, čímž se výsledky vykreslování zobrazí
v okně programu. Aktualizuje se také úhlová pozice světelného zdroje. Pokud má program
skončit (uživatel zavírá okno programu nebo stiskl klávesu ESC), opustí se hlavní smyčka.
Následuje příkaz return, který ukončí program.
1 SDL_GL_SwapBuffers();








– F – přepínání režimu ovládání — pohled první osoby nebo rotační manipulátor
– A, S, W, D – pohyb v režimu pohledu první osoby
– Shift – pomalý pohyb
– R – reset v režimu rotačního manipulátoru
– Tab – pozastavení nebo obnovení automatického pohybu světelného zdroje
– Page Up, Page Down – posun středu kamery pro vykreslování kubické mapy
(pouze u příkladu v reflect bump/)
– Esc – ukončení programu
• myš
– rozhlížení v režimu pohledu první osoby
– rotace (tažení) a zoom (kolečko) v režimu rotačního manipulátoru
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Dodatek E
Exportér xSal3D - identifikátory
V exportovaných souborech jsou definovány tyto bloky:
• o – blok obsahuje data objektu typu Mesh
• e – blok obsahuje data objektu typu Empty
Každý blok typu o obsahuje pole označená těmito identifikátory:
• name – pole je jednoprvkové a obsahuje jméno objektu, typ položky je s
• cen – pole je jednoprvkové a obsahuje souřadnice středu objektu v prostoru, typ
položky je f3
• v – pole obsahuje souřadnice jednotlivých vrcholů, typ položek je f3
• t0 . . . tn – pole obsahuje texturovací souřadnice, typ položek je f2; hodnota n závisí
na počtu vrstev texturových souřadnic
• im0 . . . imn – pole obsahuje názvy souborů s obrázky textur, typ položek je s; hodnota
n opět závisí na počtu vrstev texturových souřadnic, neboť jedné vrstvě texturových
souřadnic odpovídá jedna vrstva textur
• f – pole obsahuje informace o trojúhelnících a čtvercích, jsou to indexy, které je
propojují s předchozími poli, typ položek je t
Každý blok typu e obsahuje pole označená těmito identifikátory:
• name – význam je stejný jako u bloků typu o
• cen – význam je stejný jako u bloků typu o
• quat – pole je jedoprvkové a obsahuje quaternion reprezentující natočení objektu





2 # Blender3D v248
3 # Original File: ’simpledemo.blend’
4 root o e
5 block o name.s cen.f3 v.f3 im0.s t0.f2 f.t1,2
6 block e name.s cen.f3 quat.f4
7 o
8 name ’house00’
9 cen 1.000000 0.500000 0.000000
10 v 2.000000 1.500000 0.000000
11 v 2.000000 -0.500000 0.000000
12 v -0.000000 -0.500000 0.000000
13 v 0.000000 1.500000 0.000000
14 v 1.000000 2.500000 0.000000
15 im0 ’brickwall01.png’
16 im0 ’roof.png’
17 t0 1.000000 1.000000
18 t0 0.000000 1.000000
19 t0 0.000000 0.000000
20 t0 1.000000 0.000000
21 t0 0.500000 1.500000
22 f 0 0/0 3/1 2/2 1/3
23 f 1 3/1 0/0 4/4
24 e
25 name ’empty00’
26 cen -1.000000 2.000000 0.000000
27 quat 0.923880 0.000000 0.000000 -0.382683
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