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OPSOMMINS VAN DIE TESIS
Hierdie tesis behels 'n ondersoek na die geskiktheid van 'n
datavloei-verwerker om as 'n herstruktureerbare spesiale ver-
werker te dien.
Die werking van 'n datavloei-verwerkermodel word aan die hand
van datavloeikonsepte verduidelik. Die tekortkominge van die
model, naamlik die gebrek aan datastruktuur-hanterings,
toevoer/afvoer en hertoelatingsmeganismes wor-d uitgelig en
moontlike oplos~ings word gege••
'n Semodifiseerde datavloei-model, wat beide struktuur-
hantering en toevoer/afvoermeganismes insluit, word voor-
gestel. Hertoelating word met behulp van 'n datapakket-
benamingsmetode bewerkstellig. Om die programmeerbaarheid en
die herstruktureerbaarheid van die model te ondersoek, is
besluit om 'n datavloei-verwerker te simuleer.
Die model is met behulp van die hoevlaktaal PASCAL, en bedryf-
stelselroepe op die VAX 11/780 rekenaar gesimuleer. Parallel-
Ie verwerkingskonsepte in beide programmatuur en argitektuur
word gedemonstreer.
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HOOFSTUK 1
1 INLEIDINB
In die laaste dekade het die vaaruitgang in baiegrcotskaalse
integrasietegnolagie ~n waardevalle bydrae gelewer ten apsigte
van die antwerp en bou van rekenaarstelsels. Beintegraerde
straambane het stelselgrootte en koste drasties laat afneem
terwyl spoed en betraubaal'"heid verheeg is. Ten spyte van
hierdie gunstige faktere, is daar min navorsing gedeen em
argitektuurken~epte, wat Ven Neumann veertig jaar gelede
gedefineer het, te herevalueer.
'n Aanvraag na spesiale verwerkerstelsels, met verwerking-
spoede wat etlike erde. greter is as in bestaande stelsels,
het entstaan. Syfervreterteepassings, byveerbeeld simula.ie,
.yfer.einverwerking en ryverwerking, regverdig sulke stelsels.
Indien die onderliggende tegnalogie in huidige st.lsels
verbeter werd, sal dit nie die gevraagde .peedverheging lewer
ni8. Tans werd Ander meontlikhede, byveerbeeld die gebruik van
graat parallelle verwerkingstel.els, oerweeg.
1.1 Huidige spesiala verwerkingstelsels
In die wedleop am vinniger verwerker. te beu, het stel.el-
ontwerpers versuim am 'n van bo-af ("tap down") probl.em-
beskeuing te velg. Die aandag was teegespit. op die ver-
betering en medifillering van verige verwer~:::ergenera.ies om
sodoende die heof knelpunte te emseil. Veorbeelde van geimple-
menteerde madifikasies, is gepyplynde kritiese stadiums,
vekterverwerkingseenhede, meer'voudige funksionele eenhede,
tusseng8heues, instruksie-tussengeheues en geheue-invlegging.
Ten spyte van hierdie modifikasies, is argitektuurtipe. nog
steeds gebaseer op die beheervloeikensep van sekwensiele
1
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programuitvoering. Twee algemene voorbeelde van huidige tipes
spesiale verwerkers, is die ryverwerker en die horisontaal-
geprogrammeerde bissnitverwerker.
(i) Ryverwerkers - Hierdie spesiale verwerker bestaan uit 'n
aantal verwerkingseenhede wat met behulp van 'n vaste
interverbindingsnetwerk gekoppel is. 'n Enkele meester
beheer die verwerkers deur instruksies en data, via die
verbindingsnetwerk, na hul te stuur. Die verwerkereenhede
is programmeerbaar en werk sinchroon, onder direksie van
die beheereenheid, aan wiskundige of kommunikasie-
operasies.
Cii) Horisontaal-programmeerbare bissnitverwerkers Die
stelsel bestaan uit ~n programme~rbare beheerd.r en 'n
aantal homo- of heterogene verwerkerelemente. Elke
verwerkingselement werk op 'n 9nit van die beheerwoord
in. Asinchrone verwerking vind in 'n woordeenheid plaas,
maar die taakverwerking word in geheel .ekwensieel deur
die beheereenheid uitgevoer. Die langste snitbewerking in
die stelsel bepaal die maksimum beheerderklokspoed.
Die volgende twee kriteria moet be.kou word in die evalu~sie
van huidige of nuwe tipes apesia'. verwerkers: Eerstens moet
die afbeeldingsproses van die algoritma na die verwerker
effektiaf en evnvoudig wees. Ten tweede moet die algoritme
verwerking so spoedig moontlik kan plaasvind.
Omdat die huidige spesiale verwerkers met die tweede kriterium
as primere doel ontwerp was, ontstaan 'n aantal probleme:
(i) Algoritme-afbeelding - Die afbeeldingsproses behels dat
die algoritme vooraf ondersoek moet word vir moontlike
2
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inher.nte parallelisme. Dit is die plig van die program-
meerder om aIle parallelle verwerkingsmoontlikhede op ~n
eksplisiete wyse aan die kompileerder en stelsel oor te
dra. Dit impliseer dat die algoritme by die 5te15~1
aangepas moet word, sodat die programm.erder genoodsaak
is om ~n goeie kennis van die 5telselargitektuur te h••
(ii) Sinchronisasie - Indien ~n nie~funksionele taak op 'n
multiverwerkerstelsel (byvoorbeeld ~n ryverwerker) geloop
word, benodig dit baie verwerkingskoordinasie. Heelwat
tussenverwerker sinchronisa5ie (en dus kommunikasie) word
vir die koordinasie benodig en dit verlaag effektiewe
stelselverwerkingsvermoe.
(iii) Kontensie - Kontensie kom voor indien ~n aantal
verwerkereenhede hulpbronne, byvoorbeeld geheue,
invoer/afvoer of kommunikasie-eenhede moet deel.
Verwerkerleeglooptye (wagtoestande) verlaag effektiewe
verwerking.
(iv) Oorhoofse koste - Die koste beheis data- en kode-
duplisering asook die ekstra kode wat benodig word vir
parailelle verwerkings-koordinasie.
As gevolg van hierdie faktore, sal die vermeerdering van die
aantal verwerkers in ~n parallelle verwerkingsopstelling nie
'n ooreenkomstige spoedverhoging lewer nie. 'n Alternatiewe
verwerker-argitektuur, wat meer geskik vir parallelle
verwerking is, word dus ge.oek.
1.3 Moontlike oplossinos
Twee alternatiewe spesiale verwerkertipes word tans beskou,
naamlik .-eduksieverwerkers en datavloeiverwerkers.
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(i) Reduksieverwerkers [1] - Reduksieverwerking behels die
verwerking van instruksie-stringe met behulp van lamda
algebra1e~e metodes. Hierdie stelsel bestaan basies uit
'n aantal hoogs gededikeerde sUbverwerkers, wat 'n gegewe
taak teen'n baie hoe spoed kan uitvoer. 'n 5istoliese
verwerkerstelsel [2] is 'n goeie voorbeeld van 'n
homogene reduksieverwerker. Die argitektuur bestaan uit
'n aantal eenvoudige verwerkerelemente wat in'n vaste
interverbindingstruktuur gerangskik is. Die verwerkings-
elemente kan byvoorbeeld slegs sommerings- of vermenig-
vuldigingsfunksies uitvoer. Die sb!!lsel voer spesifieke
take 5005 korrelasie, FFT's of filtrering uit.
(ii) Datavloei-verwerkers [3] Die sogenaamde datavloei-
verwmrker is gebaseer op die konlsepsionele datavloei-
masjienmodel van Dennis. Die model is basies 'n taal-
georienteerde verwerker wat datavloeidiagramme kan
uitvoer. Die maksimale parallelle verwerking wat 'n
gegewe algoritme bied, kan teoret.ies op hierdie manier
benut word. Die konsep beh.ls dat verwerking nie deur
beheer .angedryf word nie, maar del:lr die aanwesigheid van
data. Parallelle verwerkingsmoontl.ikhede volg outomaties
indien genoegsame data vir 'n aantal bewerkings
g.lyktydig best.an.
Uit die bostaande uitgangspunte blyk dat.avloei o.n.kynlik die
mee. her.truktureerbare van die tw.e tipes verwerkers te wee.,
omdat 'n hoer vlak van probleembeskouing gebruik word.
Aang.sien die Universiteit van 5tellenbosch s. Elektries en
Elektroniese Ingenieursdepartement 'n behoefte het na 'n
herstruktureerbare spesiale verwerk~r am in 'n multiverwerker-
opstelling te dien, is die doelstelling van hierdie tesis 'n
ondersoek Ma die konsepte en argitektuur van 'n datavloei-
verwerker, as alternatief tot huidige spesiale verwerkers.
4
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HOOFSTUK :?.
2 DATAVLOEI-KONSEPTE EN TEORIE
In teenstelling met die beheervloei-begrip in Von Neumann
argitekture, het datavloei geen volgorde of sekwensie van
programuitvoering nie. Beheervloei berus op die beginsel van
~n programteller wat die programuitvoering dirigeer, terwyl
datavloei-programuitvoering deur die beskikbaarheid van data
aangedryf word.
Datavloei het geen begrip van veranderlikes nie, aangesien ~n
veranderlike die deel van 'n gemeenskaplike geheue behels. 'n
Datavloei-"veranderlike" word voorgestel deur'n verbindings-
boog wat 'n datawaarde van een bewerking na 'n ander draa Die
twee hoof eienskappe van datavloei kan as volg opgesom word:
(i) Asinchrone verwerking - 'n Aantal bewerkings kan parallel
plaasvind indien daar min data-afhanklikheid in die
betrokke verwerkingstaak voorkom.
Cii) Funksionele verwerking - Datavloei-verwerking is lokaal
aangesien 'n spesifieke bewerking nie invloed op ander
bewerkings, behalwe die afvoer-destinasie bewerkings, het
nie. eeen newe-effekte is dus in'n datavloei-omgewing
moontlik nie.
2.1 Datavlaei-diagramme
Aangesien datavlcei-diagramme die grafiese masjientaal van
datavlaei-v~rwerkers is, sal die diagrambeginsels [4] aan die
hand van 'n paar vaarbeelde geillustreer word. Die basiese
baublokke van 'n datavloei-diagram word in figuur 2.1
aang.gee. Die bcublak funksies word nau gegee:
5
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--- ---,
2
------
---. WW 4 V
FIGUUR 2.1: Datavloei-diagram boublokke
z = (X + y) (X - y)
FIBUUR 2.2: ~n Eenvcudige datavloei-diagram voorbeeld
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(1) Bewerkingsoperator - Die operator voer die aangeduide
bewerking uit op die toevoerdata en versprei die
resultate na die afvoere.
(2) Funksie-operator - Die operator bestaan uit 'n mini-
datavloei-diagram en kan as 'n makro-operator beskou
ward.
(3) Ineenvoeg-operator - Die linker of regter toevoerdata-
pakket word, afhangende van die toevoerbeheersein wat aan
die operator aangel~ wor"d, deurgelaat na die afvoer.
(4) Skakel-operator - Die toevoerdatapakket ward,
van die beheersein wat aangele ward, na die
regter afvoer deurgelaat.
afhangende
linker of
(5) Waarhek-operator - Indien 'n "waar" beheer••in aan
hierdi. opera~or aangel. ward, laat dit die toevoerdata-
pakket deur. Indien'n "vals" beheerwaarde egter aangel.
ward, absorbeer die operator die toevoerdatapakket.
(6) Valshek-operator - Indien 'n "vals" beheerwaarde aan
hierdie operator aangele ward, laat dit die toevoerdata-
pakket deur. Indien'n "waar" beheerwaarde egter aangele
ward, absorb_ar die operator di_ toevoerdatapakket.
(7) Besluitnemings-operator Hierdie operator voer 'n
boalesl!! aperasie uit op die toevoerda~apakketteen stuur
die resultaat uit na die afvoere.
(8) Kopieer-operasie Die operator kopi ••r slegs die
taevaerdatapakket na die benodigde afvoerdestinasies.
'n Eenvoudige datavloei-diagram word in figuur 2.2, saam met
die wiskundige funksie Hat dit verte.nHoordig, gege.. Die
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INPUT X,V
FOR I = 1 TO X DO
BEGIN
IF (Y > 1)
THEN V = V*V
ELSE Y = Y + V + 2
END
OUTPUT V
y 1 x
I
I
I
I
1
I
I
I
I
I
I
J
I
I
r
I
I
1
r
I
-- - - ......
I
I
--- -®-- ---
I
I
I
I
I
------,
---- --~--
\
'\
\
'\
\.
1
I
I
I
I__ ...I
I
1
I
I
I
I
I
I
---cb
2
FIGUUR 2.3: 'n Datavloei-diagram
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Pn Meer volledi:::
datavloei-di~Qram,
be.taan uit Pn Ius
vloei van da~a in die diagram word nau verduidelik. Die
diagram is opgebou uit Pn aantal opera~ors wat met behulp van
verbindingsboe aanmekaargekoppel is. Data vloei langs die
toevoerverbindingsboe na die operators. Die operator word
gesneller indien die da~a op albei sy toevoervarbindingsboe
verskyn. Die geaktiveerde operator verwyder nou die ~aevoer­
datapakkette en voer die operasie uit om die resultaat te
produ••er. Die resultaat word nau via die afvoerverbindingsboe
na die daaropvolgende operators versprei.
Datavloei-diagramme ondersteun die gebruik van konstante•• Die
kon.tante waard•• word op die betrokke toevoerverbindingsboe
hergenereer na elke operasie uitvoering.
Let op dat data sl.g in een rigting op die verbindingboe
vloei. Hierdie eienskap maak dit moontlik om die datavloei met
behulp van vloeibeheeroperators te beheer. Itera5ies, spronge
en vDorwaardelike spronge kan met behulp van die vloeibeheer-
operator5 bewerkstellig word. Vloeibeheereenhede word deur die
boole.e beheEI""seine (met stippell yne in figuur 2.3 aangedui)
van besluitnemings-operators beheer.
voorbeeld, P n algoritme saam met sy
word in figuur 2.3 gegee. Die algoritme
W6iSt-ir~ P n voorwaardelike funksie-uitvoering
pla.svir.~,- i.,~!t op .:I.:r-'. daar" kon.tante. op die toevoer-
verbin... : ng'5bt.:Je 'H~rl party operator. verskyn. Indien die
aanvankl i ""':~fJ:h,~erwaardes van die diagram as "val. n aangeneem
word, en .He beginwaardes word op die betrokke toevoer-
verbindingsbl:-e geplaas, volg P n logie.e datavloei deur die
diagram.
7
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rogrammeerder m.b.v. taal
Algoritme
p
Datavloei-
program
Datavloei-
diagram
It
Datavloei-
masjienkode
I
Argi tektJ.;ur
FIGUUR 2.4: Die afbeeldingsproses
PROCEDURE GETRs <X,V : REAL)
BEGIN
Rs ,. X*X + V*V
<* Rs IS GLOBAAL VERKLAAR *>
END
FIGUUR 2.5: ~n Newe-effek voorbeeld
1) K ,. 3
2) Z = K*5
3) K = 9*K/B
4) Z = K/C
Kompileerder
Kompileerder
FISUUR 2.6: ~n Program wat sewensiele programuitvoering benodig
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datavleei-diagram en dan na 'n datavloei-masjientaalprogram
afgebeeld word. Die metode word in figuur 2.4 getoon.
!ndien die algoritme eenvoudig van aard is, kan die
afbeeldingsproses met die hand gedoen word. Die operasie en
sy betrokke destinasie adresse word in die diagram
geidentifiseer en na masjienafhanklike programkode afvertaal.
Indien meer kompleks. probleme beskou word, raak hierdie
proses egter onaanvaarbaar en betaat dit em 'n hoevlaktaal en
kompileerder vir die afbeelding te gebruik. Die algoritme werd
nou in die taal gedefineer en met behulp van die kempileerder
na 'n datavloeidiagram afgebeeld. Hierdie metode vereenvoudig
die leesbaarheid asook die konstruksie van datavlo.i-
diagramme.
Ongelukkig is die huidige hoevlaktale nie baie geskik vir
datavloei-afbeelding nie. Die tale is ontwikkel vir
beheervloeiverwerkers en kan nie die asinchrone verwerkings-
moontlikhede in datavloei-di.aoramme hanteer ni.e. 'n Meer
gedissiplin.erde taal word verl.ng, Hat aan die funksionele
sowel as a.inchrone progra.uitveerings-kesepte .al veldoen.
Die huidige hoevlaktale se tekortkominge kan as yolO opgesom
word I
(i> DiE tale laat die verd.ling van data-are.. toe. Indien
v.randerings aan hierdie gedeelde areas aangebring word,
affekteer dit die globale taakverwerking. Die verskyn••l
heet newe-effekte en i. te wyte aan hi.rdie tale se swak
funksionele dissipline. 'n Voorbeeld van 'n newe-effek
word in figuur 2.5 gedemonstreer.
(ii) In konvensionele tale is die .ekwensiele program-
uitvoering noodsaaklik vir korrekt. resultaatlewering.
Indien .an 'n veranderlike byvoorbeeld meermalig waardes
8
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orde
hierdie
toegeken word, volg dit logies dat hierdie
sekwensieel moet verloop. ~n Voorbeeld van
verskynsel word in figuur 2.6 gegee.
~n Aantal tale is reeds ontwikkel met die oog op parallelle
programuitvoering in ~n multiverwerker omgewing. Voorbeelde
hiervan i. LISP en CONCURRENT PASCAL. Hierdie tale voldoen in
~n mindere of meerdere mate aan datavloei-vereistes, maar is
nie suiwer' genoe9 am in ~n datavloei-omgewing te dien nie.
Die gebrek aan geskikte tale is deur datavloei-navorsers
waargeneem en daar is be.luit am nuwe tale te defineer am aan
die nodige datavloei-kon.epte te voldoen. ~n Aantal voorbeelde
van hierdie tale [5] word nou g~geel
(t> VAL - VAL is deur Ackermann ontwikkel en is MIT se
nuut.te datavloei-taal weergawe. Die struktuur is sterk
funk.ioneel en elke stelling word as ~n funksie beskou.
Die taal hanteer ongelukkig nie toevoer/afvoer of
rekursie nie.
(ii> ID - Hierdie taal is deur Arvind en Gostelow by die
Universiteit van California (Irvine> ontwikkel vir
gebruik op hul datavloei-verwerker. Hierdie uitdrukking-
en blokstruktuur geori.nteerde taal andersteun voor-
waardelike stellings, prosedures en iterasi.s.
(iii> LAPSE - Hierdie enkeltaewysingstaal i. by die
Universiteit van Manchester deur Glauert en Gurd
ontwikkel. Die taal is soortgelyk aan PASCAL en
onderst.un funksionele subroetin•• , gedis.iplineerde
iterasie. en g.struktureerde datatip.s.
(iv) DDMI - Hierdie is by die Universiteit van Utah d.ur Davis
ontwikkel vir hul DDMI datavloei-verwerker.
9
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HOOFSTUK 3
3 'n KONSEPSIONELE DATAVLOEI-VERWERKER
'n Datavloei-verwerkermodel word verlang om datavloei-
diagramme so effektief as moontlik te verwerk. Die
verwerkings moet op verskeie vlakke parallel aan mekaar kan
geskied, soos die asinchrone konsep illustreer. Drie
verwerking.vlakke bestaan, naamlik:
(i) Die masiien instruksievlak.
(ii) Die funk.ie of prosedurevlak (moclulere vlak)
(iii) Die programvlak.
Denni. [6,7,8,9,10J (by MIT) het 'n datavloei-verwerkermodel
voorg••t.l, wat e.nvoudige datavloei-diagramme kan uitvoer. Die
mod.lkon.truksie sowel as die werking daarvan, word in hierdie
hoofstuk b••pr••k.
3.1 Die modelkonstruksie
Di. vODrg••telde v.rwerker het'n gepyplynde ringvorm en
b.staan uit 'n aantal aktiewe funksionele eenhede, soo. in
figuur 3.1 getoon word. Dit is duidelik dat die
v.rwerkerargitektuur nie'n geheue of beheerder het .00. in
die tradisionele Von Neumann verwerkers nie. Die eenhede,
funksi •• en werking word in die volgende seksi•• bespreek.
U) 'n Aktiewe geheue-eenheid.
(ii) 'n Distribusienetwerk.
(ii i) 'n Arbitrasienetwerk.
(iv) 'n Beheernetwerk.
(v) 'n Aantal besluitnemings- en operasie-eenhede.
10
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OperUie- 1
eenheld r
I
1
1
Operisie- ~I!I!nheld
r Besluit-lI nUlngs- r
eenheld
,
I
,
I blSluit-]
~ I n!lings- reenheld
/ B.h",- \netNerk
~ Jnstruksie-stl ~~ 1 t II Distribusie- I I Arbi trash-! netllerk I I 1 netllerkI 6eheue- I
~ I eenheld I ~I~
Instruksie-ul
FIGUUR 3.1: Die datavleei-masiieo
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3.1.1 Die aktiewe geheue-eenheid
Die aktiewe geheue bestaan uit 'n aantal geheueselle. Die
toepassings datavloei-diagram word in 'ninstruksievorm in
hierdie geheueselle gestoor. Elke instruksie verteenwoordig 'n
datavloei-diagramoperator. Ses verskillende tipes velde
bestaan in die sel so05 getoon in figuur 3.2.
(i) Oper.sie Hierdie veld bevat
koordineer met die betrokke
ooreenkomstige operasiekode.
'n instruksiekode wat
datavloei-diagr.m se
(ii) Destinasie-adresse - Die bogenoemde operasie-antwoord
word na die aangeduide adresse gestuur.
(iii) eaha.rkode - Die kod. spesifisaer die beheer wat vir die
b.p••ld. sub-.el v.n kr.g is. Vier tipe. beheerkodes kan
b.st••n.
D - Die toevoerd.t.waarde word direk in die betrokke sub-
.al gastoor. (Ge.n beheer word toegepas nie)
W - Indien die beheervlag van die sub-sel reeds vroeer
mat behulp v.n 'n "w••r" beheersein gestel was, word die
toavoer dat.wa.rda gestoor. Indien die baheerw••rde
_gtar 'n "v.I." w••rde ....s, ...ord die d.ta nie g.stoor
nil!.
V - Indien die beheervlag reeds met ,on "v.ls" beheersein
gestel was, ...ord die toevoerdat&...aarde gestoor. Indien
die beh~ersein " ...aar n ...as, ...ord die data ni. gestoor nie.
K - Dui aan dat hierdie sub-sel ,on konstante data.....rdl!
bevat.
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(iv) Die beheervlag het basies drie toestande:
(a) Ongestel
(b) Waar
(e) Vals
(v) Die datavlag - Bestel indien die betrokke sub-sel ~n
datawaarde ontvang en aanvaar het.
(vi) Die dataveld - Hierdie veld bevat die betrokke sub-sel
datawaarde.
3.1.2 Die distribusie-, arbitrasie- en beheernetwerke
DISTRUBUSIENETWERK
Di. distribusienetwerk se funksie is basi •• om as demulti-
pleks..rder te dien. ~n Paar dat~pakket-toevoerpunte word
versprei na ~n groot aantal instruksieselle. Die netwerk
roeteer toevoerdatapakkette (invoer van buite die masjien af
vanaf verwerkerelemente) na hul destinasie-adresse.
Die netwerk het ~n vermoe om datapakkette te buffer indien die
destinasie-adres reeds data bevat. Daar word aanvaar dat ~n
hel. aantal roeteringsfunksies parallel in die baan kan
plaasvind. (Die netwerk is virtueel die datavloei-diagram se
verbindingsboe)
ARB ITRA6 I ENETWERK
Hierdie eenheid Be funksie is Boortgelyk aan ~n multipleks
effek, waar 'n groot aantal datatoevoerpunte na 'n aantal
afvoerpunte verbind word. Beaktiveerde instruksies (saam met
die data) word vanaf die instruksieselle na die verwerker en
besluitnemings-eenhede geroeteer. Par&llelle roetering is ook
in hierdie eenheid moontlik.
12
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BEHEERNETWERK
Hierdie netwerk ontvang resulterende beheerseine vanaf die
besluitnemings-eenhede en roteer dit na die betrokke
geh.ueselle om die beheervlae in die sub-selle "waar " of
"vals" te stel. Hierdie netwerk is van dieselfde tipe as die
distribusienetwerk.
3.1.3 Die besluitnemings- en operasie-eenhede
Die besluitnemings-eenhede voer boolese operasies uit op
toevoerdat. en stuur die resulterende beheerseine via die
beheernetwerk na die geheueselle.
Die operasie-eenhede voer rekenkundige operasies op die
toevoerdata uit, en kom dus ooreen met datavloei-operators.
Die rasulterende datapakketta word aan die distribu.ienetwerk
ver.kaf.
Eniga haeveelheid van hierdie eenhede kan gebruik word om
mak.imale parallelle verwerking te bewerkstellig. (Met
prakti ••• oorwegings, 50DS die roeteringnetwerk-grootte, in ag
g.",eem. )
3.1.4 Werking van die datavloei-verwerker
~n Verwerkingsvoorbeeld gaan aan die hand van die algoritme en
datavloeidiagram in figuur 2.3 gegee word. Die voorbeeld sal
op ~n sekwensiele wyse verduidelik word, met die volgende
faktore in ag geneem.
(i) Op enige tydsnit mag meer as een opera.i. geaktiveer wees
en omdat daar meervaudige operasies beskikb.ar is, sal
parallelle verwerking plaasvind.
13
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(ii) Die orde van uitvoering is nie dieselfde as wat
verduidelik word nie. Enige operasie is uitvoerbaar
indien die betrokke data aanwp-sig is.
Die program 'wc.rd gei':nisialiseer deur die beginwaarde X en Y
voor die distr~busienetwerk in te voer. Die datawaardes word
afsonderlik na instruksie 1 en instruksie 9 geroeteer. Nadat
die datavloeiprogram uitgevoer is, word die resultaat vanaf
die afvoerpunt (Instruksie 6) na die benodigde destinasie
gestuur. Die elf datavloei-instruk~iesword in figuur 3.3
gegee. Die inhoud en funksie van elke instruksie word nou
be.preek:
INSTRUKSIE 1 - eeen operasie word uitgevoer nie en data word
51egs versprei.
INSTRUKSIE 2 - Vermenigvuldig die twee intreewaardes en
versprei die resultate.
INSTRUKSIE 3 - Sommeer die twee intreewaarde. en versprei die
resultate.
INSTRUKSIE 4 - Sommeer die konstante twee en die resultaat van
instruksie 2.
INSTRUKSIE 5 - Toets of die intreewaarde grater is •• die
konstante 1 en versprei die resu1terende
beheerwaardes na destinasie.
INSTRUKSIE 6 - Indien 'n "vals" beheerwaarde ontvang ward~
st.uur die intreewaarde na'n afvoerdesti nasi e-
adres.
INSTRUKSIE 7 - Indien "n "waar" beheerwaarde ontvang word,
14
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versprei die toevoerdata na destinasie-adres.
INSTRUKSIE 8 - Indien "n "vals" beheerwaarde ontvilng word,
versprei toevoerdata na destinasie-ildres.
INSTRUKSIE 9 - Indien "n "waar" beheerwAarde ontvAng word,
versprei toevoerdatawaarde.
INSTRUKSIE 10 - Indien "n " w.ar" beheerw.arde ontvang word,
sommeer die toevoerd.t. met die konstante 1 en
versprei die resultaat.
INSTRUKSIE 11 - Toets of die toevoerdata groter is as die
toevoerwaarde X en stuur hierdie beheerdata na
die betrokke de_tinasie-adr.sse.
Die programverloop
datavloei in die
konstruksie.
kom ooreen met
sirkelvormige
H5
die logie_.
gepyplynde
eenrigting
verwerker-
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HOOFSTUK 4
4 ~n UITBEBREIDE DATAVLOEI-VERWERKER
Die konsepsionele datavloei-verwerkermodel van die vorige
hoofstuk, het ~n aantal tekortkominge aangaande sy ver'moe om
as spesiale verwerker te funksioneer~ Die drie basiese
tekortkominge word gegee:
(i) Seen meg.nismes vir data- en struktuurverdeling bestaan
nie.
(ii) Geen kodehertoeganklikheids-meganisme bestaan nie.
entrant coding")
(iii) aeen vaste toevoer/afvoermeganisme bestaan nie.
("re-
Hierdie faktore beperk die bestaande datavloei-verwerkermodel
tot baie eenvoudige probleme. In hierdie hoofstuk word
oplossings vir die bogenoemde tekortkominge voorg~stel en in
~n nuwe model geinkorporeer.
4.1 Struktuurhantering
Sekere probleme ontstaan indien datastrukture in ~n datavloei-
omgewing geimplementeer moet word. Aangesien datavloei-
konsepte gaen gemen. geheue of dataverdeling toelaat nie,
impliseer dit dat datapakkette volledige datastrukture moet
transporteer. Hoer kopierings en roeterings koste is die
gevolg, sodat die verwerkings-effektiwiteit drasties verlaag.
Die moontlikheid van dataverdeling (en dus struktuurverdeling)
bestaan wei indien"n LEES ALLEEN voorwaarde op die geheue
geplaas word. Indien slegs een element van ~n datastruktuur in
die geheue egter verander word, dwing datavloei-
16
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funksionaliteit die konstruksie van "n nuwe struktuur af.
"n Gedeelde geheue-eenheid is deur ARVIND
struktuurhanteringsmeganisme voorgestel. Die
verbonde aan die geheue-eenheid, is dat slegs een
per geheueposisie mag geskied. Die eenheid het die
eienskappe:
[lll as
voorwaarde
toewysing
volgende
(i) Indien'n g~heuelees-operasievoorkom en aan die betrokke
geheueposisie is reeds 'n waarde toegewys, dan word aie
lee.opera.ie bevredig.
(ii) As gevolg van asinchrene operasie-uitvoering, kan "n
leeseperasie byveerbeeld voerkom voor die betrekke
te~wysingsoperasie. In so 'n geval word die leesoperasie
gebuffer totdat die toewysingsoperasie voorkom.
Die veorge.telde eenheid kan, as gevelg van die
eienskappe, teoreties asinchrene sewel as parallelle
skryfoperasies hanteer.
4.2 'n Hertoeaanklikheidsmegani.me
be.taande
le8s- en
Die veorgestelde model onder.teun nie kode-hertoeganklikheid
nie. Die nodigheid van se 'n meganisme word deur die volgende
situasie gedemen.treerl
Indien 'n lusinheud byveorbee1d uit "n funksi.roep be.taan,
ver1ang die datav1oei-verwerkermodel 'n .ekwensie1e iterasie-
uitvoeY'ing. Hierdie redenasie volg op die datavloei-konsep
d~t sleg. een datapakket uit enige tydstip per operator
teevoerboeg mag be.taan.
Drie moontlike op10ssings bestaan vir hierdie probleem.
oplessings is gebaseer op die feit dat meervoudige
17
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pakkette op ~n toevoerdataboog moet kan verskyn, om sodoende
hertoeganklikheid te bewerkstellig.
(i) Die iterasie- of funksiekode moet gedupliseer word sodat
elke datapakketpaar sy unieke operator het.
(ii) Deur ~n EIEU-buffer op elke operator se intreeboog te
plaas, sal dit databuffering verseker. Datapakket
toevoersekwensie word in die bufferingsproses behou.
(iii) GOSTELOV [12,13] het voorgestel dat aIle ooreen-
stemmende datapakket operatorpare, unieke name toegewys
moet word. Korrekte resultate word verseker deur slegs
operasie$ op naamgenoot datapakkette uit te voer.
Die eerste metode vereis dinamiese kodegenerasie, terwyl die
tweede metode'n groot aantal EIEU-buffering behels. Beide
hierdie Ltelsels het 'n hoe geheu@verbruik gedurende program-
looptyd en is dus meer akademies van aard.
Die derde metode laat gelyktydige gebruik van programkode toe,
en is ide.al geskik vir 'n parallelle stelsel waar
lusiterasies of funk.ies asinchrcon verwerk moet word. Die
metode
aantal
metode
berus op di~ beginsel dat elke operasie gelyktydig 'n
logies geskeide toevoerboogpare kan besit. am hierdie
toe te pas, vereis die volgende ondersteunings-
meganismes:
(i) 'n Naamgener.tor w.t aan elke lus-iterasie en funksieroep
'n unieke konteks k.n voorsien.
(ii) ~n Verbindingseenheid wat naamgenoot dat.p.kkette vinnig
en effektief kan saamgroepeer.
(iii) ~n Naambewerkingsmeganisme sod.t lus- en funksieroepe
18
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sowel as terugkering bewerkstellig kan word.
Metodes vir die implementering van bostaande meganismes word
nou bespreek.
4.2.1 Die naamgenerator
Die naamgenerator kan tipies met behulp van"n getalsisteem
gelmplementeer word. Twee moontlike sisteme word gegee:
(i) "n Tellersisteem wat byvoorbeeld unieke name (getalle)
aan die stelsel verskaf. Die teller moet egter groot
genoeg wees om die uniekheid van die name in die stelsel
gedurende looptyd te verseker.
(ii) "n Aantal name (getalle) bestaan in die sisteem en "n
hulpbronbestuurder beheer die gebruik daarvan. Indien'n
konteks aangevra word, verskaf die hulpbronbestuur "n
unieke getal, en teken dit as beset aan. Nadat die getal
klaar gebruik is, word dit deur die hUlpbronbestuurder
herwin, en word as onbeset aangeteken.
Die bogeno..~de stelsels sal tipies sentraal gelee wees in "n
multiverwerker-opmtelling om konteks uniekheid te verseker.
Dit is egter moontlik om "n aantal konteksbestuureenhede te
hO, waar elke bestuurder sy unieke name kan bestuur.
4.2.2 Di~ verbindingseenheid
Die eenheid se funksie is om naamgenoot datapakkette .aam te
voeg. Een datapakket sal tipies vir sy maat in die eenheid
moet wag am die ontmoeting te bewerkstellig. Indien sy
naamgenoot voorkom, sal hulle saamgevoeg en aangestuur word.
Die eenheid het "n baie effektiewe 50ekproses nodig am so
19
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vinnig as moontlik die naamgenoot op te spoor. 'n Assosiatiewe
geheue is goed geskik vir hierdie taak, aangesien dit moontlik
is om die naamgenoot direk met die toevoerdatapakket se naam
te adresseer.
4.2.3 Die naambewerkingseenheid
Sekere naambawerkings-operators word benodig om datapakketname
dinamies gedurende die looptyd te verander. Die volgende
voorbeelde dui die benodigdheid aan:
(i) Om 'n funksie in 'n unieke konteks te roep, moet die
funksie toevoerdatapakkette se konteks met 'n nuwe
konteks vervang word~
(ii) Indien die funksie afvoerdatapakkette
wil terugkeer, maet die konteks
oorspronklike konteks vervang word.
na die roepkonteks
daarvan deur die
Aangesien iterasie-kanteksveranderinge baie meer voorkom as
funksie-kanteksveranderinge , is dit beter om die veld op te
deel. Indien die iterasies op dieselfde manier as die
funksieraep behandel word, sal die naamgenerator moontlik
versadiQ. (Indien byvaorbeeld 51egs een naamgenerator bestaan)
'n Ekstra naamveld, naamlik die iterasieveld, word vir die
iterasie-konteksveranderinge geskep. Hierdie veld verseker 'n
unieke kanteks vir elke iterasie indien dit gewis word vaar 'n
Ius begin, en geinkrementeer word gedurende elke iterasie.
Indien die' Ius voltooi, word hierdie itera5ieveld na die
oorspronklike verander. Dit ver5eker dat die Ius afvoerdata-
pakkette na die lusroepvlak iterasiediepte kan terugkeer. Die
volgende naambewerkings-operators word nau gedefinieer:
K Hierdie operator vervang die ou konteks met 'n nuwe
20
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INV K -
I
INK I
INV I
en stuur die oue na die INV K operator.
Hierdie operator vervang die nuwe konteks met oor-
spronklike.
Hierdie operator herste1 die iterasieve1d na eenheid
en stuur die oue na die INV I operator.
Hierdie operAtor inkrementeer die itera.ieveld.
Hierdie operator herstel die iterasieveld na die
oorspronk1ike iterasiediepte.
saam met sy verteenwoordigende
in figuur 4.1 en figuur 4.2
4.2.4 'n Voorbee1d van die hertoe1atingsmeganisme
Die algoritmevoorbe.ld word,
datAvloei-diagram, Afsonderlik
vertoon.
'n TyddiagrAm van die algoritme uitvoering (in die geval waar
twae verw~rkers beskikbaar is) vir beide die nie-hertoelaat-
bare en toelaatbAre verwerking-metodes word in figuur 4.3
getoon. (Slegs die interne 1u.bewerkings word in ag geneem)
Di e metode. word nou ver"dui del i k;
(a) Hertoelating van kode word
verwerking stem ooreen met die
in die vorige hoofstuk.
nie ondersteun nie. Die
dAtavloei-verwerkermodel
(b) Hertoelating word ondersteun met behulp van een van die
volgende drie metodes:
1) EIEU-buffers op aile nodetoevoerboe.
2) Dinamiese kodeduplisering.
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P1
a)
pz
INPUT D[],E[J
Cj, = 0
FOR I = 0 TO 1 DO
BEGIN
A:I. ,. D:I- + E:I.
B:I. = A:I. + E:I.
C:I. = B:I. + C:I.
END
OUTPUT C[]
FIGUUR 4.1: Die algoritme
= 0
K
r
lnvI
Invk
FIGUUR 4.2: Die datavloeidiagram
3\ (, bz
b\ aoz. (,. T
3. b, (,
,.
aK ba CK T
FIGUUR 4.3: Die tyddiagram
Ink I
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3) Datapakkette dra konteks- en iterasievelde saam.
4.3 Toevoer/afvoer
Toevoer/afvoer is in die voorafgaande datavloei-verwerkermodel
bewerkstellig deur die ring tydelik voor die distribusie-
netwerk te breek, sodat datapakkette toe- en afgevoer kan
word. Dit is duidelik dat hierdie metode minder geskik i. vir
~n meer praktiese opstelling. Om ~n toevoer/afvoermegani.me
vir 'n nuwe model te onder.oek, moet die volgende probleem-
situasies beskou word.
(i) Toevoer - As gevolg van die hertoelatingsmeganisme se
dinamie.e benaming, moet die naam en die iterasieveld van
elke struktuurelement se intreepunt bekend wees om die
datapakket-verbinding.proses te bevredig.
(ii) A~voer As gevolg van die asinchrone verwerking in die
model, kan die datastruktuur-afvoer.ekwensie nie
gewaarborg word nie.
Dit is dus noodsaaklik dat geordende buffering vir beide data-
toevoer en afvoer moet geskied. Hierdie toevoer/afvoer-
eenheid moet ~n metode he om die nodigheid vir die betrokke
ak~iR w.ar te neem. Neem die geval waar 'n afvoerstruktuur
gebuffer word. Indien al die struktuur elemente reeds waardes
toegeken is, moet die eenheid dit kan waarneem om sodoende die
geordende afvoer te bewerkstellig ..
Die aanvanklike program-aktiveringswaardes kan steeds in die
ring gevoeg word, aangesien die konteks nie aan die begin
bekend hoef te wees nie.
22
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4.4 Die nuwe modeluitleg
Die uitgebreide datavloei-verwerkermodel verskil van die
vorige model in die volgende aspekte:
(i) Die verwerkerelemente behartig vloeibeheer,
asook gewone wiskundige bewerkings.
(ii) Die distribusie- en arbitrasienetwerke word
skAkelaareenheid saamgevat om onnodige
verspreiding te verhoed.
benaming
in een
stelsel--
(iii) Die geheueselstruktuur word vervang met 'n samevoegings-
en instruksiehaal-eenheid.
(iv) 'n struktuurhAnterings-eenheid word gebruik vir beperkte
dAtAverdeling.
Die datavloei-verwerkereenhede word aan die hand van figuur
4.4 gegee:
data-(1) Die roeteringselement - Hierdie element roeteer
pakkette vanaf enige toevoer na enige afvoer
(2) Die lokale struktuurhanteringseenheid - Hierdie
hanteer lokale geheueverdeling sowel as globale
verdeling (met behulp van die roeteringselement).
eenheid
geheue-
(3) EIEU-buffer Hierdie eenheid se taak is om die data-
pakketvloei in die ring te vereffen.
(4) Die verbindingstoor - Hierdie eenheid se taak is om
naamgenootdatapakkette saam te voeg en aan te stuur.
23
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TOEVOER/AFVO R., E t,
...
-
1.Roeterings"
elellent
..
I
2.6eheue-eenheiij
--
3.EIEU-r I
I bufferi
-
6. Verllerker- 6.Verllerker-
---- -- --
,hunt eluent
,
.Jo
I
I
r.
r 4.Verbindingstoor-S.Instruksiehiil-
~
...
eenhei~ eenheid
f
GEHEUE
FIGUUR 4.4: Die datavloei-pyplyn
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(5) Instruksiehaal-eenheid - Hierdie eenheid voeg die
aangevraagde instruksie, vanuit die programgeheue, by die
inkomende datapakket en stuur dit aan.
(6) Die verwerkingselement - Hierdie eenheid voer aile tipes
operasies uit. wat in die verwerker benodig word, en stuur
die resultate na hul betrokke destinasie-adresse.
4.5 Werkverrigting anal i •• van die datavloei-model
Die verbindingstoor is die mees kritiese pyplynstadium omdat
die verbindingsproses tydrowend is. Analise word nou gedoen
am die verwantskap tussen die verbindingstoordeurset en die
verkeersdigthede in..die verskillende pyplyngedeeltes te
verkry. Die aantal verwerkingselemente vir optimale ring-
d2urset word oak bereken.
Die model in figuur 4.5 stel die datavloeipyplyn voor'. Die
volgende aannames word gemaak:
(i) Die struktuurhanteringseenheid word buite rekening gelaat
aangesien di~ buite die pyplyn voorkom.
(ii) Indien 'n datapakket nie 'n maat benodiQ nie, vleei dit
am die verbindingseenheid.
(iii) Elks datavleei-verwerkerinstruksie het 'n maksimum van
twee teevoer- asnok afveerdatapakkette.
Met behulp van die velgende gegewe waarskynlikhede, nerd die
analise uitgevoer:
a)P2i -
b)P2e -
Die waarskynlikheid van 'n instruksie met tw~e data-
toeveere.
Die waarskynlikheid van 'n instruksie mEt twee data-
24
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\TDEVOER/AFVOER
\
•
4•
~
ROlterings-
..
ullhlid
--,
4 GEHEUE-EENHEID t
\ 51 Nt(1 - P20 - Plol/(1 + P2il .It
.. EIEIi~( I buffer
Vlrll.rklr- VlrNlrklr-
----_ ...._----
.II••nt elulnt
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3) NtP2i/(1 + P2i) 11 2.N.P2i!(1 + P2i)
..
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'--- .,
---\ eenhl!id 4~ elnh.id
4) NIH + P2il 2) N.II - P2il/ll + P2il
FIGUUR 4.5: Die analise model
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c)POo -
d)N
afvoere.
Die waarskynlikheid van 'n instruksie met geen
afvoere nie.
Die aantal afvoerdatapakkette van die EIEU-buffer
per tydseenheid.
Twee datapakkete word benodig vir elke instruksie wat twee
to.voer. benodig. Die verhouding van datapakkette na die
verbindingstoor X, tot die datapakkette yerby die verbinding-
stoor V, is as volg:
X/V = 2*P2i/(1 - P2i)
Die waarskynlikheid dat die data na die verbindingseenheid
gaan, is dusK
X/(X + V) = 2*P2i/(2*P2i + (] - P2i»
- 2*P2i/(1 + P2i)
Om die deurset te verkry, word die waarskynlikheid eenvouding
met N vermenigvuldig. Die volgende ringdeursetvergelykings kan
met behulp van die gegewe waarskynlikhede (P2i,P20 en POo) en
die bostaande vergelyking afgelei word.
Die aantal datapakkette wat om die verbindingstoor bew.eg vclg
nou as V/(X + V):
2) N*(l - P2i)/(1 + P2i)
Die aantal datapakkete wat vanaf die verbindingstoor afgevoer
word (die helfte van die aantal toevoere):
3) N*P2i/(1 + P2i)
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Die sam van die afvoere deur en om die verbindingstoor:
4) N/(l + P2i)
Die totale afvoeraantal vanaf die verwerkerelemente:
5) N*(l + P20 - POo)/(1 + P2i)
4.5 aangedui mEt
~n voorbeeld, word
(Tipiese programwaardes
Die tempo~s word in figuur
ooreenstemmende nommers. As
waar.kynlikhede as volg geneem.
in [14]):
P2i • 0,5
P2a - 0,6
POo • 0,1
hul
die
soo.
Veronderstel dat die verbindingstoor ~n maksimale inset van
een datapakket per tydeenheid kan hanteer. Indien dit in die
vergelyking 1) gest 'word, sal die roetering.element en die
EIEU-buffer deursette as volg wees:
N =
-
(1 + P2i)/(2*P2i)
1,5 datapakkete/tydeenheid
Uit vergelyking 4) volg die toevoerdatapakketverkeer na die
instruksiehaal-eenheid as een datapakket par tydaanhaid.
Indien byvoorbeeld aangeneem word dat ~n gemiddelde
verwerkingselement-operasie ongeveer vyf tydeenhede duur,
volg:
Insette vanaf instruksiehaal = 1 Operasie/tydeenheid
en hieruit volg:
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(5 tydeenhede/operasie)/ (1 operasies/tydeenheid)
= S verwerkerelemente
In die voorbeeld is dit duidelik dat vyf verwerkerelemente
benodig word om die pyplyn deurset te optimeer. Uit die
analise, word die pyplynsiklus van die verwerker as 1 op~ra5ie
per tydeenheid verkry. Indien een tydsiklus nou byvoorbeeld
200nS verteenwoordig, is die pyplyndeurset ongeveer 5 MIPS.
4.6 Die uitbreiding van die model na ~n multiverwerker
Die datavloei-verwerker beskik oor ~n modulere argitektuur,
wat uiters geskik is vir uitbreiding na ~n multiverwerker.
Dit i. egter belangrik dat daar altyd sentrale konteks-
b••tuurders is om die konteksuniekheid te waarborg. Indien
die .tel.el geheue-intensiewe werk en dataverdeling beh~rtig,
is dit raadsaam om 'n gemene geheue te he, sodat die privaat-
geheue van die verwerkere.nhede nie met verkeer oorbelaai sal
word nie.
In die figuur 4.6 is die voorgestelde datavloei-
multiverwerkermodel. Die eenh.de word nou beskryf:
(1) Die eenheid is of'n steunrekenaar wat die
ini.ialiseer en beheer, of 'n hulpverwerker
gededikeerde funksie soos skyfhantering behartig.
stelsel
wat 'n
(2) Die roeteringsnetwerk be.taan uit 'n aantal roeterings-
elemente sodat parallelle roetering moontlik is.
(3) Die geheue-eenheid stoor data (S005 die struktuur-
hanteringseenheid) van gemeenskaplike belang.
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(4) ~n Sentrale konteksbestuurder verskaf uniek6 kontekste
aan die verskillende datavloei-verwerkereenhede.
(5) Die datavloei-verwerkereenhede wat bygevoeg of weggeneem
kan word, afhangende van die stelselbehoefte.
Dit stelsel werkverrigting kan, ooreenkomstig met die
vermeerdering van verwerkereenhede, verhoog word. ~n Aantal
multiverwerkingstelsels word tans ondersoek, naamlik die van
Arvind, Kiski en Takahashi (sien bylae I).
4.6.1 AfbeeIding op die multiverwerkerstelsel
Verskeie metodes bestaan om ~n datavloei-diagram na ~n multi-
v.rwerker-opstelling af te beeld. Die uitvoerverspreidings-
kriterium kan op die konteks- of iterasienaamveld van ~n
programgede.lte gabasseer word.
(i) In die ekstreme geval van verspreide programuitvoering,
kan elke verwerker byvDorbeeld ~n lusiterasie of ~n
gedeelte van ~n iterasie uitvoer. Die iterasiekode moet
in hierdie geval na aIle verwerkers versprei word.
(ii) Die konteksgedeelte van die naamveld kan vir die program-
verspreiding gebruik word, maar ook hier is ~n kopie van
die funksie in al die verwerkers nodig.
(iii) Die program kan uniform oor ~n aantal verwerkers
versprei word. Hierdie metode het die nadeel dat
lusiterasies of funksieroepe byvoorbeeld in ~n enkele
verwerker sal plaasvind terwyl die program-inisialisasie
in ~n ander plaasvind. Die verwerkerslas is dus meer
oneweredig versprei.
Die skeduleerder wat benodig word,
28
sal verkieslik ~n
Stellenbosch University http://scholar.sun.ac.za
kombinasie van al drie die. bogenoemde metodes gebruik om ~n
optimale werkslas-verspreiding te bewerkstellig. Die faktore
wat oorweeg moet word, sluit in die aantal lusiterasies wat
uitgevoer gaan word, die grootte van die funksies of
iterasies, en die hoeveelheid kopiering wat nodig is na die
verskillende verwerkers. Die belangrikste oorweging is egter
die databeweging in die netwerk, sodat verspreiding ten
opsigte hiervan geoptimiseer moet word.
Hieruit volg dat daar ~n afspeling is ttlssen verspreiding van
datavloei-aktiwiteite, en die lokalisering daarvan ten opsigte
van roeteringskoste.
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HOOFSTUK 5
5 SIMULEERING VAN DIE DATAVLOEI-VERWERKER
'n Datavloei-verwerkereenheid is gesimuleer sodat die volgende
parallelle programmatuur en argitektuurkonsepte ondersoek en
illustreer kon word.
(i) Die multi programmeri ngs-, asook asinchrone-effek waar
~erskeie take gelyktydig kan verloop. ( elke taak loop in
sy eie konteks)
(ii) Die multiverwerker-effek van die gepyplynde datavloei-
ring.
(iii) Die multiverwerker-effek van die meervoudige verwerker-
elemente.
Die model is op die VAX 11/780 Rekenaar geloop en met behulp
van 'n ontwikkelde masjientaal geprogrammeer om sodoende die
verwerkingsproses te monitor.
~.1 Die model-implementering
Die model bestaan uit PASCAL-geprcgrammeerde eanhede wat elk
'n onafhanklike proses (sien bylae A) op die VAX Rekenaar
verteenwoordig. Elke eenheid het'n toevoer/afvoermeganisme
wat met behulp van die VAX bedryfstelsftlroepe geimplementeer
is.
Die eenheid se toevoer/afvoereenhede is in 'n sirkelvorm
gerangskik om die datavloei-ring te verkry. Sedurende
verwerking, vloei die datapakkette van proses na proses.
<afvoer na toevoer)
30
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Sekere aannames is gemaak om die teoretiese datavloei-
verwerker-simulasiemodel te realiseer:
(i) Aile datavloei-instruksies het ~n maksimum van twee
toevoer en afvoer datapakkette.
(ii) Been perk bestaan op die grootte en aantal datapakket-
datavelde nie.
(iii) AIle bewerkings word met behulp van wisselpuntgetalle
gedoen. (alhoewel integers en boolese waardes virtueel
ondersteun word)
Die laaste twee aannames is gemaak om die simulasie met PASCAL
te vergemakiik. Die prosesse se funksies word nou afsonderlik
gegee.
5.1.1 Die monitorproses
Die monitor proses word gebruik (in teenstelling met die
steunrekenaar in die vorige hoofstuk se model) om die basiese
toevoer/afvoerfunksies soos program inisialisasie en
resultaat-afvoering te behartig.
Hierdie pt"oses lees data vanaf die sleutelbord in en vorm ~n
datapakket. Die pakket word nou na die roeteringsproses
versend. Enige afvoer word vanof die roeteringsproses gelees,
en in ~n voorafbepaalde forma~t QP di~ skerm vertoon.
5.1.2 Die roeteringsproses
Die destinasie-adres van aIle toevoerdatapakkette word in
hierdie proses ondersoek sodat dit na die aangevraagde
afvoerdestinasie geroeteer kan word.
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5.1.3 Die geheueproses
Hierdie proses inkorporeer basies drie tipes funksies:
(i) Dien as struktuurhanteringseenheid
Cii) Dien as toevoer/afvoermeganisme
(i i i) rn ei'l as konteksbestuurder.
Die toevoer/afvoer en konteksbestuurfunksies kan ook in aparte
interverbinde prosesse opgedeel word. Aangesien die funksies
relatief eenvoudig is, was besluit om dit in hierdie eenheid
te implementeer.
DIE STRUKTUUR-HANTERING:
Die struktuurhanterings-gedeelte bestaan uit ~n lineOre
geheue, waArin elke geheue-posisie "n statusveld het om die
datavloei-geheuebeperkings af te dwing. ~n Leesbuffer word
gebruik om uitgestelde leesoperasiR. tydelik te stoor totdat
die betrokke leesdata weI beskikbaar is.
Omd.t slegs _en toewysing per geheueposisie toegelaat word, is
sekere geheue-opruimingsmetodes belangrik om kontinue
geheueverbruik til!!! verseker. "Wis" en "Lees en wis"
instruksie. word byvoorbeeld gebruik vir hierdie doel.
Sekere sinchronisasiemetodes is in die proses geimplementeer
sodat struktuurproduksie en verbruik Cindien aIle elemente van
'n spesifieke struktuur byvoorbeeld i~lees of geskryf is)
waargeneem kan word (sien bylae J vir 'n voorbeeld hiervan).
Wanneer aIle elemente in "n struktuur gelees of geskryf is,
stuur die eenheid 'n kennisgewing na die aangevraagde
destinasie-Adres.
Di~ toepassing hiervan, is die geval waar ~n funksie groot is
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en heelwat struktuurbewerking bevat. AIle funksie-toevoerdata
kan nou met behulp van 'n struktuur in die geheue gebuffer
word, sodat die funksieloop nie onmiddellik sneller nie. Nadat
al die toevoerargumente in die struktuur gestoor is, kan die
sinchronisasiemetodes die spesifieke funksie nou sneller deur
die struktuurargument-wyser na die funksie intreepunt te
stuur.
Hierdie metode sal sekwensiele funksie-uitvoering bewerk-
stellig en sal tipies gebruik word indien die datavloei-
verwerker se hulpbror~~ (byvoorbeeld geheueJ beperk is. Die
sinchronisasie-metodes kan ook gebruik word om geheue-
opruimingsfunksies te sneller. (sien bylae H vir meer detail
omtrent die sinchronisasiemetodes)
TOEVOER/AFVOER
Di~ toevoer/afvoer word in hierdie proses gebuffer, om die
sekwensie van die data te behou. Die bostaande sinchronisasie-
meganisme word gebruik om die toevoer/afvoer funksie te
sneller.
Indien aIle toevoerdata ~e struktuurelemente vir ~n gegewe
taak beskikbaar is, word die argumentwyser na die betrokke
program gestuur om die verwerkinQ sodoende te sneller.
Indien aIle afvoerdata in 'n gegewe struktuur beskikbaar is,
word die meganisme gesneller sodat aile data nou sekwensieel
na buite gestuur word. Indien die volgorde egter nie belangrik
is nie, kan die datawaardes direk na buite geroeteer word (met
behulp van die instruksie se destinasieveld).
KONTE~S-BESTUUR
Die proses bestuur die getalgebaseerde
33
konteksverdeling.
Stellenbosch University http://scholar.sun.ac.za
Konteksaanvrae word van "n unieke "naam " voorsien en aan die
aangevraagde des'ti nasie-adres gestuur.
5.1.4 Die verbindingstoor-proses
Die proses verbind naam- en destinasiegenoot datapakkette en
stuur dit na die instruksiehaalproses. "n Pseudo-assosiatiewe
geheue word vir direkte naamgenoot adressering gebruik,
aangesien soekmetodes te stadig is vir hierdie samevoegings-
doel.
Die metode behels die gebruik van lineere geheue en ~n
hutsskema ("hashing"), sodat ~n huts-adres vir aIle inkomende
dat.pakkette opwek word, waarmee hy sy naamgenoot direk kan
adres!!ieer.
Inkomende datapakkette word ondersoek om te sien of dit ~n
naamgenoot benodig. Indien nie, word die datapakket na die
instruksiehaalproses aangestuur. Indien weI, word ~n hutsadres
opgewek waarna drie moontlikhede volg naamlik:
nie, sodat
gestoor
(i) Ge.n data bestaan by die hutsadres
toevoerdatapakket tydelik in die geheue
totdat !!ty naamgenoot voorkom.
die
word,
(ii) Die datapakket vind sy maat by die hutsAdres. Die
gestoorde d.ta word by die toevoerdata gevoeg, en na die
instruksiehaalproses aangestuur. Indien die oorvloei-vlag
gestel is, (wanneer ~n oorvloei reeds by hierdie adres
pI aasgevind het) word die datapakket ge.oek in die
oorvloeibuffer en na die geheue verskuif.
(iii) ~n Hutsbot.ing (die datapakket by die hutsadr.s se
konteks en iterasieveld kom nie ooreen met die toevoer
datapakket nie). Die toevoer datapakket word nou in die
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oorvloei-buffer gestoor. Indien die oorvloeivlag gestel
is, word die oorvloeibuffer deursoek vir "n naamgenoot.
indien geen naamgenoot bestaan nie, word die datapakket
in "n vakante oorvloeibuffer posisie gestoor.
is, aangesien
voorkom. Die
keer sekwensieel
Die proses werk stadiger indien die geheue vol
baie hutsbotsings en dus oorvloeie sal
oorvloeibuffer moet in so"n geval elke
deursoek word vir die naamgenoot.
5.1.5 Die instruksiehaalproses
Die eenheid voeg 'n instruksie (die operasie-gedeelte) by die
toevoerdatapaar en stuur dit na die verwerkerselemente.
Di. masjientaal van 'n gegewe algoritme word gedurende
inisialisasie vanuit"n programl.er ingelees en in die proses
se geheue ge.toor. Direkte adresseringmetodes word gebruik em
die aangevraagde in~truksie te bekom. Dit stem ooreen met die
Dperasie-aktivering van datavloei-diagramme.
Indien 'n inkomende datapakket na "n instruksie wat "n
konstante waarde bevat verwys, word die konstante saam m~t die
inkomende datapakket gevoeg en aangestuur.
Dinamies. konstante-invoeging is mcontlik in die geval
konstant. waardes 5legs gedurende looptyd bekend
(byvoorbeeld N datawaardes) Die inkomende data word in
verwysde i nstruksi e se II kon5'tante-vel d II ge!5toor.
waar
word.
die
5.1.6 Die verwerkingsproses
Die proses ontvang"n da~apakket vanaf die
proses, wat beide die betrokke datawaardes
instruksie bevat. AIle operasies kan in
instruksiehaal-
en datavloei-
hierdie proses
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uitgevoer word, naamlik:
(i) AIle datapakket-konteksbewP-king-operasies
(i.i) AIle datavloei···beheeroperasies
(iii)Alle boolese operasies
(iv) AIle wiskundige operasies
(v) Aile datakopierings-operasies
Die operasieresultate word nou na di~ aangevraagde destinasie-
Adr••se gestuur, deur die AfvoerdAtapakkette nA die
roeterings-proses te stuur (twee moontlike destinasie-Adresse).
~.2 ProgrAmmering van die simulAsie-model
aeen Afbeeldingshulpmiddelle is by die US se Departement VAn
Elektrie. en Elektroniese Ingenieurswese beskikbaar nie
(byvoorbeeld funk.ionele tale en kompileerders) en daarom word
die Algoritme met die hand na die ontwikkelde (~atavloei­
mAsjientAAI Afvertaal. Die tegniek behels die volgende fases:
(i) 7rek ~n mAkro-datavloeidiagram van ~n gegewe taak.
(ii) Stel die detail-datavloeidiagramme op vir die bogenoemde
makroblokke.
(iii) Nommer die dAtavloei-operAsies in die diagram.
(iv) Skryf die instruksies op ~n sekwensiele
verbind die operasies met behulp van
destinasie-adresse.
wyse
die
neer en
afvoer-
Die datAvloei-program bestaan dus basies uit ~n aantal
AAnmekAArgekoppelde datavloei-masjieninstruksies. Die
instruksies word in ~n rekordformaat in 'n leer gestoor. Enige
program kan geloop word, indien die betrokke programl.er
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gedurende die opstelfase na die instruksiehaalproses ingelees
en in die geheue gestoor word. Die bylae J voorsien ~n
volledige programmeringsvoorbeeld met konteks sowel iterasie-
veranderinge en die implementering van ~n toevoersinchroni-
sasiemeganisme.
5.2.1 ~n 8esinchroniseerde funksieroep
Die funksi&roep-meganisme kan op een van twee
bewerkstellig word:
mAniere
(i) Indien die funksieroepe "klein" is, (met Ander woorde min
kade en data-aria gebruik) en die datavlaei-
verwerkerhulpbronne is genoegsaam, word'n funksieraep
bewerkstellig deur slegs die konteks te verander. Die
meganismes word getoon in figuur 5.1 •
(ii) Indien die funksieroep "graat" is, en die datavloei-
verwerker se hulpbronne is nie genoegsaam nie, moet ~n
uitvoerings-sekwensie afQedwing word om die hulpbronne
eweredig in tyd te verdeel.
'n Tipiese voorbeeld is om lusoapvouing te verbied in die
geval waar elke lusiterasie ~n graot funksie roep. Die
sinchronisasie-metodes van die geheueproses word gebruik om
die .ekwensie van afvoering t. verkry. Die meganisme ward aan
die hand van figuur 5.2 v~rduidelik, en verlaap as volg:
(1) Vra sinchranisasiemeganisme aan, waarna die geheueproses
die toevoerdatastruktuurwyser aan die verskeie taevoer-
parameter-stooraperasies vaorsien.
(2) Indien al die toevoerargumente gestoor is, stuur die
sinchronisasiemeganisme die struktuurwyser na 'n konteks-
bewerkingaperasie. Die datapakket, met die wy.er, ••
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konteks word nou met ~n nuwe vervang, sodat die funksie
nou met hierdie pakket gesneller word.
(3) Die funksie vra nou vir ~n sinchronisasiemeganisme om op
dieselfde wyse weer die resultate na die funksieroep-vlak
te laat terugkeer.
(4) Die funksie verwerk die toevoerargumente en stoer die
resultate in die afvoer.truktuur.
(3) Sodre aIle resultate bereken en in die afvoerstruktuur
ge.toor is, word die struktuurwyser deur die
sinchronisasie-meganisme na die konteksbewerking-operator
ge.tuur. Die nUwe konteks word nou met die ou konteks
vervang.
(6) Di. afvoerstruktuur word aan al die
op.r••i.. in die roepvlak verspr.i,
g.bruikt••trukture gewis kan word.
re.ultaatle••-
waarna die twee
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6 RESULTATE EN GEVOLGTREKk
, n Total e eval uasi evan ' n g~"~}""'(';'i{" '.~' "', '; 'c; !'"' .
stappe:
a) Die opstelling van die model
b) 'n Analise van die model se vermoe
c) 'n Simul&sie van die model
d) Die bou en toets van die model
behels die volgende
In hierdie tesis is 'n datavloei-model opgestel en 'n rowwe
analise van die stelselvermoe gedoen. 'n Datavloei-verwerker
is gesimuleer om die implementeerbaarheid van die konsepte te
demon.tre.,..
Indien meer eksakte resultate benodig word, kan die bou van 'n
datavloei-verwerker oorweeg word. Hierdie tesis gee egter 'n
oorsig van die geskiktheid van die datavloei-verwerker as
spesiale verwerker. Die bevindinge word bespreek en 'n
gevolgtrekking gegee.
6.1 Be.preking
Uit die voorafg.ande hoofstukke is dit duidelik dat 'n
datavleei-verwe"ker die meeste inherente argitektuur-
tekortkominge, wat in konvensione!e stels.ls voorkom, ontduik.
Die stelse! voer parallell. verwerking op 'n natuurlike wyse,
sond.r spesiale afbeeldings- ef sinchronisasiemeganismes, uit.
GEHEUE-KONTENSIE
Die huidige stelsel-knelpunt, naamlik geheue-kontensie, kem in
'n mindere mate voor aangesien verwerkingsoperators saam met
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die betrokke data vervoer word sodat geen geheue-aanvraag per
operasie benodig word nie.
Die gedeelde struktuurgeheue veroorsaak nog 'n mate van
geheuekontensie, maar as gevolg van die asinchrone-pyplyn-
verwerking, kan vertraagde leesoperasies getolereer word.
Geaktiveerde operasiebewerking kan gedurende die wagperiode
voortgaan indien genoeg parallelle verwerking bestaan om die
pyplyn in versadiging te hou.
VERWERKINGS-EFFEKTIWITEIT
Die verwerkings-effektiwiteit hang af van verskeie faktore:
Indien die verwerkingstaak nie genoeg inherente parallelisme
bevat om die pyplyn te vul nie, saI'n verlaagde deurset die
gevolg wees, sodat die .telseleffektiwiteit verlaag. Die
oorhcofse kost. wat aan datakopi.ring spandeer word, kan 51egs
regverdig word indien die algoritme'n subminimum parallel-
Iisme bevat.
Soortgelyk kan dinamiese iterasie- en funk5iebenaming stel5el-
oneffektiwiteit teweegbring indien die roepkonteks relatief
min verwerking bevat, of rekursief is.
GEHEUE-VERBRUIK
Omdat data saam met die betrokke operasies en beheervelde
gebuffer moet w~rd, vind baie geheue-vermorsing, relatief tot
konvensionele stelsels, plaas. Dit kan toegeskryf word aan die
afwesigheid van 'n gemene geheue, 5005 wat in die Von Neumann
stelse1s voorkom [15]. Ongelukkig laat hierdie dataverdeling
nie parallelle verwerking toe nie sodat, hierdie probleem
onoorkombaar is.
'n Geheueverdelingsmeganisme, naamlik die struktuurhanterings-
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meganisme, Iaat weI beperke geheueverdeling toe, maar omdat
elke geheueposisie slegs een toewysing toegelaat word, word
geheue-opruimingsfunksies benodig om die geheue te herwin.
Omdat geen Iokale registers in ~n datavloei-verwerker
beskikbaar is nie, moet aIle geheue-operasies se wyser-
be~erking. deur die toepassingsprogram self behartig. Hieruit
volg d.t ~n laer programmeringsvlak as in ~n konvensionele
stel.el benodig word.
PROGRAM-ONTFOUTING EN VERIFIERING
Die datavloei-verwerker programontfoutingsproses is een-
voudiger as in konvensionele stelsels, aangesien aIle
verwerking funksioneel plaa.vind.
AIle programmeringsfoute kan vanaf die foutpunt na die
deteksiepunt teruggespoor word, aangesien geen Ander stelsel-
bewerkings <behalwe in die geval van data-afhanklikheid) die
spesifieke fauttoestand affekteer nie.
OORHOOFSE KOSTES
Soos voorheen reeds genoem is, is die oorhoofse koste verbonde
aan die kopi.ring en verspreiding van data, asaak di~
dinamiese benamingsproses redelik hacg.
In die struktuurhanteringsmeganisme kom'n groet oorhoofse
koste voor indien data op 'n ~kryf/l.es basis verde.I word.
Omdat die datavloei-konsep nie geheue-hertoewysing toelaat
nie, word die vorming van ~n nuwe struktuur afgefarseer indien
slegs een element in die ou struktuur hertoegewys wil word.
Die proses verg die kopi.ring van al die cnveranderde
elemente van die ou struktuur na die nuwe struktuur.
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Indien 'n datavloei-verwerker se hulpbronne beperk is en van
die sinchronisasiemeganismes gebruik moet word om die funksie
verloop sekwensieel af te dwing, verg hierdie proses ook
redelike groot oorhoofse kostes, aangesien aile data-
oordraging via die geheue plaasvind.
UITBREIBAARHEID
Dit is reeds in hoof~tuk 4 geillustreer dat die datavloei-
verwerker, as gevolg van sy modulare programmatuur en Argitek-
tuur, bAia geskik is vir implementering in 'n multi~
verwerkingsstelsel, omdat verwerking-spoedverhoging ooreen-
komstig aan die aantal verwerker wat aangevoeg word, verkry
kan word.
'n Datavlcai-verwerkar hat 'n bra. toapassingsveld in spesiale
verwerkers, ~angesi.n dit die meeste van die bekende parallel-
Ie verw.rkingsmoontlikh.de kan benut. Die verskeie vlakke van
parallelle verwerking WAt moontlik is in die verwerkar, word
weereens QeQe••
(i> Die argitektuur-georienteerda fyngrein parallelisme word
uitQebuit, deurdat die verwerking .l_gs deur die data-
afhanklikheid in die program b.p.rk word. aeen ancler
b.kende argitektuur kan hierdie tip. v.rwerkinQs-
moontlikhede so effektief benut nie, aangesian
sinchronisAsie op hierdi. vlak in konvansionele stel.els
onsinnig is.
(ii) Outomatie.a Ius en funksie-ontvouing IAat met behulp van
die dinamiese pakketbenamingsmetode, 'n makrovlak van
parallelle verwerking toe. Hierdie vlak word gawoonlik
ook deur konvensionele stelsels uitgebuit, maar heelwat
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algoritme analise-, afbeelding- en sinchronisasie-
probleme, maak hierdie proses 'n vermoeiende taak.
Die bogenoemde faktore is die parallelle programmatuur-
meganismes wat in die model voorkom. Die fisiese uitbuiting
hiervan word met behulp van die volgende argitektuur-tegnieke
uitgebuit:
(i) Die datavloei-verwerkingsproses is eenvoudig om in aparte
prosesse opgedeel te word, sodat di.t veral geskik is vir
pyplynverwerking. Afsonderlike eenhede werk parallel saam
aan operasie dekodering en verwerking. Die verwerker is
in staat, indien die pyplyn vol is, am op elke pyplyn-
kloksiklus 'n bewerkingresultaat te lewer.
(ii) Omdat instruk~ie-dekoderinQ oor die algemeen vinniger
plaa.vind as die werklike datavloei-aperasie-uitvoering,
volg dat me.rvoudige verwerkerel.mente ing••pan kan word
om die pyplynsiklus te optimeer.
Indien 'n datavloei-verwerkerontwikkeling beoog word, is dit
belangrik om die vlak van die bsnodigde parallelle verwerking
waar te neem. Soos in konvensionele stelsels, is hier ook 'n
afsp.ling tUBsen herstruktureerbaarheid en verwerkingspoed. In
hierdie tesis is egter meer klem gel@ op die verwerker
herstruktureerbaarheid, sodat die makro- sowel as die
mikrcvlak van parallelle programuitvoering beskou is.
Ongelukkig is daar geen hoevlak simulasietale op die
steunrekenaar (die VAX> by US beskikbaar nie en daarom is die
simulasie in PASCAL gedoen. PASCAL laat die p~ogrammeerder
egter nie na aan die modelargitektuurvlak toe nie en daarom is
geen werkverrigtingBmetings gepoog nie. Soos voorheen genoem
is, is slegs konsepte toegepas en gelilustreer. Die simulasie
was te grof.
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6.3 Fisiese implementering van die model
Indien 'n fisiese implement.ring van die model beoog word, is
dit belangrik om faktore SQO~ koste, herstruktureerbaarheid,
spoed en kompleksiteit in ag te n..m. Die afspeling is egter
tussen spoed en herkonstruktureerbaarheid in die gegewe
spesiale verwerker to.pasing.
'n Kombinasie van die volgende tegnieke sal tipies in die
konstruksie van 'n hoespoedverwerker gebruik word.
(i) Diskrete lcgikabane vir hoespoedbeheer.
(ii) Skuifregister-tegni.ke vir 'n hoer viak van hoespoed-
beheer.
(iii) Bis.nit-t.gnieke vir die meer herkonstruktureerbare en
meer komplekse beheergedeeltes.
Die eenvoudige eenhede van die model, byvoorbeeld die EIEU-
buffer, die roeteringselement en die instruksiehaaleenheid,
.al tipies met logika gelmplementeer word, .ang••ien die
funk.ies redelik .envoudig is en hoe.poed 'n voordeel .al
wee••
Die m.e. komplekse en kritie.. pyplyngedeelte, i. die
verbindingstoor. Hierdi. eenheid sal tipies met 'n kombin••i.
van logika- en skuifregistertegnieke geimplemente.r word om
die hoogste spoed moontlik te verkry.
Die mees komplekse a.ook die grootste get.l oper~.ie. word in
die verwerkings.lemente verwerk. Hi.rdi. e.nhed. word tipi••
met bissnittegnieke gelmplemente.r am aan die her.truktureer-
baarheidsvereistes (om verskillende operasi •• te kan uitvo.r)
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te voldaen. Ver5keie implementeringsprajekte is reeds by
heelparty akademiese inrigtings aangepak (sien bylae I).
6.4 Aanbevelings
IN DIE STELSEL
Twee ~egnieke is maontlik indien die werkverrigting in die
stelsel, mat die oog op fisiese implementerinQ, verbeter moet
word:
(i) Die operasie-uitvaering word verhoog deur die ringdeurset
te verhoog. Die kritiese pyplyngedeeltes, 500S die
verbindingstoor k.n met b.hulp van beter tegnieke,
byvoorba.ld die Q.bruik van beter hutssk.ma. (vir mindar
bot.ing.) of Qeh.u••truktuur [16], b••po.dig word. Die
optimal. a.ntal v.rwerk.r-.l.menta i. wen.lik.
(ii) Die Ander benadering, volQ.ns modern. t.nd.n.a, i. die
definiering van kragtiga in~truk~i.. w.ardaur maer
verwerking deur ~n klein.r aantal in.truksie varkry word.
Die eff.k daarvan op die datavloei-varwerk.r is dat die
aantal pyplynsiklus5e vir ~n g.gaw. taak verminder, om ~n
verlaagde verw.rkingtyd tot Q.voIQ te h.. In die
gesimuleerde model kom baie kopi.erep.r.si.. voor,
aanQ••i.n ~n operasie sl.g. twa. d••tin••i.-.dr.... mag
h.. Indien instruksies gemodifise.r word om eniga aantal
destinasie-adresse te bevat, (met b~hulp van ~n aantal
gekoppelde instruksies wat gelyktydig na die v.rwarkers-
elemente oorgedra kan word) sal die aant.l rinQdaur••tte
aansienlik verminder en programuitvoering bespoedig word.
IN DIE AL8EMEEN
Datavloei-konsepte kan van groot nut wees op ~n hoer vlak v.n
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ab5trak5ie, byvoorbeeld in multiverwerkeropstellings, waar
enkelbordrekenaars byvoorbeeld groot operasies soo~
korrelasies en filtrering kan uitvoer. Die makrovlak
parallelle verwerkingsmoontlikhede word op hierdie manier
uitgebuit [17].
Indien ~n baie hoe spoed eenvoudige tipe datavloei-verwerker
beoog word, 1. dit beter om die dinamie~e pakketbenaming met
die oorspronklike geheue-.elkon.ep te vervang. Hierdie
verwerkertipe sal slegs die fyngrein parallelle verwerking in
die algoritme uitbuit, WAt die data-afhanklikheid toelaat.
aanvraag of ontwikkeling van ~n datavloei-
moet .terk oorweeg word, indien projekte 50OS
~n herstruktureerbare datavloei-multiverwerker
Die aankoop,
ho.vlaktaal
byvaarb.eld
aangepak ward.
4b
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BVLAE A
A VAX/VMS stelselroepe
Die twee VAX/VMS begrippe, onafhanklike prosesse en posbusse,
word nou hier verduidelik [18J.
A.l 'n Onafhanklike proses
'n Dnafhanklike pro••• is die prim.r. uitvoering.e.nh.id ap
die VAX/VMS r.kenaar. 'n V.rdeling van verw.rkertyd
<tydd.ling) vind ond.r die verskeie prosesse plaas. Elke
pro... i. dus virtueel besig am die verwerker all.en te
g.bruik en vandaar die gelyktydig. (parallel Ie) verw.rkings-
b.grip van 'n onafhanklike pros.s.
Di. datavlo.i-pyplyne.nhede is elk as 'n anafhanklike proses
g.d.finie.r am .odoende die pyplyn en meervoudige v.rw.rker-
.lem.nt~ t. impliment.er.
A.2 Die po.bu.begrip
Die po.bu.meganisme word g.bruik am die pyplyneenhede se
to.vo.r/afvo.r t. behartig am .odo.nd. datapakk.tt. in die
••nrigting-ring te .irkul••r.
Die po.bus word bedryf deur funk.ie. wat data daarnato. po.,
.n Ander funk.ie. wat die data daarvan 1.... Indi.n die
.ender pos in die pOBbuB laai, wag hy totdat die pO.bUB-
.ienaar die pas 1.... Indien die .ienaar nou die po. I.e.,
bevredig dit die sender asoak die ontvanger. Indien die
ontvanger reeds vroeer 'n posbus-clee.opera.i. beve.l het, word
die posbus-.tuurop.rasie anmidd.llik b.vr.dig.
Elke .enh.id in die model, het sy eie po.bus waard.ur dit po.
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kan ontvang. In die pyplyn ontvang elke eenheid data, verwerk
dit, en stuur dit na die opvolgende eenheid se posbus.
Dit is noodsaaklik dat elke eanheid sy opvolger-eenheid se
po.busadres moet verkry. Die adras is egter eers beskikbaar
nadat die opvolgeenheid se posbus g••kep is en daarom word
verdere .tel••lroepe vir sinchronisasie-doeleinde. gebruik.
A.3 Die VAX/VMS .tel.elroepe wat in die model gebruik word
Die volgende VAX/VMS stelselroepe word in elke proses gebruik
om die boodskap-megani.me te implimenteer.
1) SVS.CREMBX - Hierdie roep skep 'n posbus en ken'n adres
en 'n naam daaraan toe.
2) SVS.ASSIGN - Hierdie roep verkry die adres van die
ge.pe.ifiseerde posbus.
3) SVS.QIOW - Hierdie roep stuur data na of kry data vanaf
'n gespesifiseerde posbus-adres.
4) SVS$ASCEF Die roep kry die adre. van 'n vlagbank (wat
32 vlaggie. bevat) wat in die rakenaar bestaan en deur
die pro.e••e gebruik word.
~) SVS$WAITFR - Hierdie roep wag vir di. gespe.ifiseerde
vlag in die vlagbank om gestel te word.
6) SVSSSETEF - Hierdie roep stel die gespesifis••rde vlag in
die vlagbank.
7) SVS.READEF Hierdie roep lees die gespesifiseerde vlag
en keer terug met die betrokke status.
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A.4 Proses-inisialisasie
Om die pyplyn toevoe:/afvoer-meganismes te implimenteer, moet
die volgende inisialisasie in elke eenheid plaasvind:
Kry die adres van
(SYS$ASCEF)
die gespesifiseerde vlagbank
2) Skep'n po.bus (SYS$CREMBX)
3) Wag vir 'n vlag om gestel te word in die vlagbank
(SYS$WAITFR)
4) Kry adr•• van opvolgproses se posbus (SYS$ASSIGN)
Di. st.ls.l word g.inisialiseer deur al die prosesse gelyktydig
t. loop, sodat elk. proses sy eie posbus skep. AIle prosesse wag
dan vir P n vlag in die vlagbank wat gest.l moet word, waarna die
opvolgproses Se posbusadres verkry kan word. P n Tipi.s.
inisialisasie lyk as volga
BEGIN
r.writ.(switch);
a1 :- sys$asc:.fc (64,'cluster2',O,O);
a2 :- sys$c:rembx (O,mbx_chan_l,O,O,O,O,'mbxSWITCH');
43 :- sys$waitfr (64);
a4 :- _YB$assign ('mbxHOST',mbx_chan_2,O,O);
a~ :- sys$assign ('mbxMATCH',mbx_chan_3,O,O);
a6 :- sys$assign ('mbxIMEM',mbx_chan_4,O,O);
47 := sys$assign ('mbxINOUT',mbx_chan_5~O,O);
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BYLAE B
B Die stelsel datapakkettipes
Vier verskillende datapakkettipes bestaan in die datavloei-
ring van die ge.imuleerd. verwerkermodel. ~n Beskrywing van
8lk word nou g8g.8.
TIPE 1
Hierdie datapakkettipe kom na die verwerkerprosesse en voor
die verbindingstoorproses voor. Die roeteer- en die
g.heu.pros.s gebruik dus albei hierdie tipe pakket.
1) KONTEKS 8e. pakket .e konteks
2) INDEKS 8ee pakket s. iterasie-diepte
3) DESTINASIE - Ge. pakket se destinasie
4) GEHEUE-INFORMASIE
a) FUNKSIE Geheue funksie
b) INDEKS geheue ind.ks
~) INSTRUKSIE - Volgende instruksie adres
a) AANTAL - Die aantal datapakk~te wat benodig word
b) LINKS OF REGS - Linker of regter datapakket
c) ADRES - Die adres
6) DATA
a) DATATIPE - Tip. data bV.boolees,int:eger,wiss.lpunt
b) DATAWAARDE - Die wisselpunt waarde
TIPE 2
Hierdie datapakkettipe kom voor die instruksie-haal en na die
verbindingsproses voor.
1)
2)
KONTEKS
INDEKS
Bee pakket 5. konteks
Gee pakket se iterasie-diepte
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3) DESTINASIE - Gee pakket se destinasie
4) BEHEUE-INFORMASIE
~) FUNKSIE Beheue funksie
b) INDEKS - geheu. indeks
5) INSTRUKSIE - Volgende instruksi. adr.s
a) AANTAL - Die aantal datapakkete wat benodig word
b) LINKS OF REBS - Link.r of regter d~tapakk.t
c) ADRES - Di. adr.s
b) DATA 1
a) DATATIPE - Tip. data bv.bool ••• ,integ.r,wi •••lpunt
b) DATAWAARDE - Die wis.elpunt w~~rde
7) DATA 2
a) DATATIPE -Tipe data
b) DATAWAARDE
TIPE 3
Hi.rdi. datapakk.ttipe kom na die in.truksieh~al- en voar die
v.rw.rking.pro••••e voor.
1)
2)
KONTEKS
INDEKS
a.e pakket .e kontek.
a •• pakkRt s. it.ra.ie-diwpt.
3) DESTINASIE - Be. pakk.t .e d••tin••ie
4) BEHEUE-INFORMASIE
~) FUNKSIE a.h.u. funk.i.
b) INDEKS - geh.u. ind.ks
5) OPERASIE-TIPE - Sp••ifi•••r die opera.ie-tip.
b) INSTRUKSIE 1 - Volgend. instruk.ie adres
a) AANTAL - Die aantal datapakk.t. wat benodig word
b) LINKS OF REas - Link.r Qf regt..er datapakk.t
7)
c) ADRES
INSTRUKSIE 2
Die adr••
Volgende instruksie adres
a) AANTAL - Die aantal datapakk.te wat benodig word
b) LINKS OF REGS - Link.r of regt.r datapakket
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c) ADRES - Die adres
8) DATA 1
a) DATATIPE - Tipe data bv.boolees,inteoer,wisselpunt
b) DATAWAARDE - Die wisselpunt waarde
9) DATA ~
.) DATATIPE -Tipe data
b) DATAWAARDE
TIPE 4
Hierdie tipe datapakket is die formaat van die datavloei-
verwerker-masjieninstruksies wat tydens die opstelfase in die
,instruksiehaalproses se prooramgeheue inoelees word.
1) DESTINASIE - aee pakket se destinawie
2) OPERASIE-TIPE - Spesifiseer die operasie-tip.
3) aEHEUE-FUNKSIE - aeheue funksie
4) I NSTRUKSIE 1 - Volgende inwtruksie adre.
a) AANTAL - Die aantal datapakkete wat benodig word
b) LINKS OF REGS - Linker of regter datapakket
c) ADRES - Die adres
5) INSTRUKSIE 2 VolQende instruksie adres
a) AANTAL - Die aantal datapakkete wat benodig word
b) LINKS OF REGS - Linker of regter datapakket
c) ADRES - Die adres
c) KONSTANTE
a) GELDIG Viao dui aan of konstante geidio is
b) DATATIPE - Gee tipe by. boolees,inteoer,wisselpunt
C) DATA WAARDE
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TIPE 1
A B A B [A B
TIPE 2
A:~;;~
TIPE 3
A: ~~::;;~
TIPE 4
1 2 3 4 5 6
A B ( A B ( A B (
1 L \rothtr-
prOS11 I~
gehtut-
_\ TIPE 1- prost!
\'Irlltrkings- I instruksiehiil- verbindingstoor-
prosl5 I prosts prosl!5
-
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BYLAE C
C Die monitorproses
Die monitorproses begin deur sy eie posbus te skep en stel
daarna vlagnommer 64 in die vlagbank. Die Ander prosesse het
reeds vooraf hulle eie posbusse geskep en wag op vlagnommer- 64
om die opvolgende proses se posbusadres ••n te vra, sodat die
hele stelsel nou in ~n ring gekoppel is. Die roeteerproses se
posbusadres word dus aangevra.
Die proses gaan nou in ~n oneindige Ius wat as volg verloop:
Data word vanaf die terminaalskerm ingelees en na ~n data-
pakket geformateer. Die datapakket word nou na die roeteer-
proses se posbus gestuur vir versending na die aangevraagde
destinasie. Die verbruiker word nou gevra of hy afvoerpos wil
lees (indien daar weI afvoer behoort te wee.). Indien weI,
word die pos gelee. en die aangevraagde datapakkette word op
~n voorafbepaalde formaat op die skerm vertoon.
Die toevoer- en afvoerdatapakkette is van tipe nr 1 in bylae B.
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DIE MONITORPROSES
BEGIN
IIHSIALISEER
N
LEES DIE POS
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(***~.**;.******.************.******.**********************
* Oie ~O~ITv~ proses stuur en ontvang datapakkette na/van *
:INTEGERi
:PACKEO ARRAY['
:INTEGER):INTE
:integer):;nte
:lN1EGER):INTE
:IN1EGERi
:(one,two)i
: «eft,rlghtJ;
:INTEGERi
:\liord;
:Il'essage_formati
:read_format;
.,: INTEGERi
':reali
efn
name
prot,perm
chan
efn
efn
prmflg
lr
address
END;
= 48;
= 49;
= 999;
= 10CO;
= 1;
= 2;
= 3;
RECORD CASE typ : message_types Qf
~rite_switch : (outPut:read~format)i
read_host :(i nput '(\': read_format);
nla :nla_format;",
a1,: : dat_ for,mat; :':~i :",~-,
END;";', . ':"~"p~;;::\:,t:'o/', .
ENDi
= pACKED ARRAY(sub16J at CHAR;
= PACKED RECORD
III :word_range;
= 1 •• 15;
= 0 •• 65535;
Eliie;
= PACKED RECORD
status,aantal :word_rangei
RECORD
dat_type :data_types;
dat :REAli
END, I
= PECORD
u,i,d,func,ex :INTEGER; _<:.
(boc(ean_type,integer_type,rea(_type)i
= RECORD
nt
deVlce_dat :INTEGER;
ENOi ,
= (write:switch,read_host);
VAR
~ys$setef (%I~MED
sysS\liaitfr(~IMMED
sys1crerrbx(ZIMMEO
sys!ascefc(~!MMED
%STDESCR
X!MMEO
writevblk
Stib1C
wcrd_range
stnnglQ
wcrd
host
dfr1
rrerr
reso\lblk
step
restaf't
a1,a2,a3,a4,a5,a6,antw,
u,i;o,func,ex,nt,lr,a,t
dat
~lx 'han_1,mbx chan 2
"-essage_buf - -
in~uf,outbuf
'';:';.read_ format
i" \."
'".'.
* datavlcel-rlng Vlr lnls1a(lsasle en afvoer *
*****************~*******.*********************************)
PROGRA~ rrcnltor (lnp~t,output);
., ...... ".,
fUNCTION
FU~iCl1CN
fUNCl ION
fUNCTION
CONST
VAR
.,., :;-,"..
c
c
c
c
c
L
G
C
o
o
o
c
c
c
,', .'
c
c
a
o
(J
Q . n:essage_types
c
c
o
a
o
c
c
t
C
o
(j
o . TYPE
o
o
{]
o
(J
o
o '0,'"
o
c
u
o
(j
c
(J
o
o
o
o
2
2
2
2
1
1
2
2
2
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1·
1
I
1
1
1
1
1
1
1
1
1
1
1
1
1
1
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(* Lees data vanaf die sleutelbord in na die proses *)
then lr .- 0
else lr := 1;
:IN1EGER):IlollE(
: INTEGER;
:PACI<ED ARRAY[~
:PACKED ARRAyt~
:word;
: INTEGER): I NT E(
:quad_word;
:INTEGER;
:message_forn:a1
: INTEGER;
:word;
:INTEGER;
efn
chan
func
laSb
astadr,astprm
J:1
rraxmsg,bufquo,promsk,acmode
lognam
cevnam
chan
acmode,rr,bxnarr,
repeat
REfl EAT
VAR
':I!ilME 0
\/AR
UMMEl>
%STOESCR
.': .
writeln('u,i,d,f,n,l,a,d
'
);
readln ( u,i,d,func,nt,lr,a,dat);
Qutbuf.df.dat :- dati
'if (nt = 0)
then outcuf.n;a.nt := one
then nt :- 0
else nt := 1;
if <inbuf.nia.lr = left)
if (inbuf.n;a.nt = one)
outbuf.u := u;
,Qutbuf.i := i;
Qutbuf.d ;= di
<lU t b ... f. f u nc : - t'un.-:c;;""i-----
outbuf.nia.address := a;
,:outbuf.df.dat_type := real_type;
, else outbuf.nla.nt :- 'two;
"if (l r = 0)
{i-,' the n 0 ut b u f • n i a. t r ~ ·";'·~lef t ' ,"
,;'i:,',','Y:,else outbuf.n1 a. ~';':F"1'::ight; ;::"
. <i"-i:j~l:~~'~'>,·",. ~ .. :: . "_ .' ?,~I:,:!y:<:;;~·;,.~~:r ,:;:.'",""->. .:' ;-~<';,,:_ -!:~:;:._
.e 5S age":'bu f. typ : =,id te:":s'", 'l;;."n; , ;~;,,;:"
..ess a 9 e_bu f. ou tpu t :-=-:~';-;:-:;';-irr:;-' ",'''-
a1:= sysSqiow (C,mbx_c;" i,,,:?";";""; tevb lk, w,O, O,message_buf ,32,0, O;(), Oll,
;;\~<'" ~~',., ,'; ~" . - .~~,;;~~>f~.~);·;
(* Skryt cia"'fii ultna dle skerm*),""':."~;~{:
FU~C1ICN syslasslgn(~STOESCR
VAR
UMlWIEO
FUNCIION Sys~qlow (~IMMcD
UfolMEO
UMMEO
8EGH;
U := inbuf.u;
.', ;:e:Y~·~~~:.J':·:.' ·i';·;.§~~;~~:(jlt;l}
2 0
2 C
'., C..
2 G
2 C
2 C
2 C
2 C
2 U
2 C
2 Q
2 C
2 0
1 (J
1 1
1 1
1 1
1 1
1 1
1 1
I 1
1 1
1 2
i 2
1 2
1 2
1 2
1 2
1 2
1 c
1 2
1 2
1 2
1 2
1 2
1 Z
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 3
1 3
1 :3
"
4
1 4
1 4
,- 4
1 4
1 4
1 If
1 4
1 It
1 4
1 4
1 4
1 4
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1
1
I
1
1
1
1
1,
1
1
4
4
"4
4
it
4
4
2
1
i := inbu'f.ii
d := inbuf.di
func := 1n~uf.func,
ex := inbuf.e)(;
a := inbuf.nia~address;
dat := 1ntuf.df.dat,
writelnCu:S;i:5,func:5,ex:S,nt:S,lr:S,a:S,dat:8:3);
Ene;
untll (antw > UJ;
UNTIL false;
END.
----------_._-------_._----------------------------
---_._.._,_._----_.'-----------------------------
, '~.
. l.~. \
..;.
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BYLAE D
D Die roeteerproses
Die proses skep sy eie posbus en wag daarna vir viagnommer 64
om die adresse van die drie opvolgende prosesse se posbusse te
verkry.
Die eenheid gaan in P n oneindige Ius wat as vclg verloop: Die
to.vo.rdatapakket (pos) s. d.stina.i.adres word ond.rso.k en
na die oor.enkomstige po.busadres g.roete~r. Drie moontlike
destinasies b.staan:
1) Die monitor (na buite)
2) Die struktuurhant.rings-geheue
3) Die datavlaei-pyplyn
Die toavoer an afvoer datapakkette is van tipe 1 in byl•• B.
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DIE ROETEERPROSES
BEGIN
INISIALISEER
PDS PAKKET
IJA /'IONITDR
POS PAKKET
IJA PYPLYN
PDS PAKKET
NA GEHEUE
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(********~.* ••******************.**.*.********
* Die skakelr~roses skakel die verskillende *
1 C
* toevoercatar-akkette na ale coreensterr~ende *
* afvoerdestenasie-adres *
**** ••• ***.**.**.*******.*********************)
P~OGRAM switch (switch);
I C
1 C
1 0
I C
1 C
1 C
1 C
1 (J
1 0
1 (J
1 0
1 C
LABEL
caNST
"ss;
~ritevblk
r ead\lb lk
step
restart
host
dfr1
"err
= 48;
= 49;
= 999;
= 1(leG;
= 1;
= 2;
= 3;
1 (J
1 0 TYPE' sub16 = 1•• 15;
1 C wcrd_range = 0•• 65535;
1 0 strlng16 = pACKED ARRAV[sub161 of CHAR;
1 0 werd = PACKED RECORD
1 0 w :word_range;
1 G END;
1 0 q~ad_word = PACKED RECORD
1 0 status,aantal :word_range;
1 0 oevlce_dat :INTEGER;
1 0 END;
1 C ~essage_types = (read_switch,write_unit);
:«(eft,right);
:INTEGER;
1 Q oata_types - (bcoLean_type,lnteger_type,reaL_type)i
1 a nia_fcrmat = RECOPD
1 C n t
1 0 ( r
1 0 a.c!dress
1 a tr" Di
1 0 dat_format = RECOFD
1 '0 dat_type :data_types;
1 0' dat :RE~Li
1 ,',,', 0 END ;
1'\:': (l .';' • ,':":::. read_ format = RECORD';!/,;:,': ,';
1 '0 "<.,', ;1' u,i,d,func,ex :INTEGERi
:INTEGERi
~;"~'.~ '.:..., ~:.~~-;L~i~i~~~{~~~ ..."
:word;
:guad_wordi
:read_forrrati
:rressage.formati
dcorrsday := false;vnUE
! FUNCtION sysSascefc(XIMMED efn
I %INCLUDE ·(NJL.VOOR~]SYS.OEC·
2 C
1 ,0 END;;",;,
~ ,': ~ VAR a 1 , a 2 , a 3, a 4 , a 5, a 6 , a 7 , i : IN TEGER; ·i.i.i
1 '"~O----:~-'----"":::d;-:o:-':o~m~s::"'d=;-='a=:Y":""':::-':""=:"'::":~=~~:"":"'-~:";B~O~G~L:':E~A~N~;---------------~";:::.,
1 G s~itch :TEXT;
1 (J ~tx_chan_1,mbx_chan_2,
1 C ntx chan 3,mex chan 4,
1 0 "~x:chan:S - -
1 () r, ...
1 C ir~uf
1 0 wessage_buf
1 0
1 C
1 0
1 0
1 Q r.; a :n1 a forMati
1 ,0':,: df :dat:forllat;
1 0 4~:,' EN D; ., .*:.'j:;"".: "'_:"~>;~)
--'1~---"llOC------=m-=e-=s-=s~i:l-::g:-:e:-_-:;fro~r::Cm=-a-t:::--·-::::-=~R"'E....,C""'C;,-;R:;-,D<"'"-::C~t y p : rr. e s sag e..;t y pes 0 F
l' ~ read.switch :(input )read_format);
1','0 write_unit :(output:read_format)i
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chan :iliordi
~axmsg,bufquo,promsk,acrnode :INTEGERi
lognam :PACKED ARRAY[sub16J of char) :11
efn :INTEGERi
state :l~TEGER):INTEGER;EXTeRNi
prmflg :!NTEGER;
efn :INTEGEP):l~TEGERiEXTERN;
efn :INTEGER):INTEGERiEXTERN;
efn :INTEGER):INTEGERiEXTERNi
name :PACKED ARRAY(sub16J of char;
prct,perrr :lNTEGER):INTEGERiEXTERN;
devnam :PACKED ARRAY(sub16J cf char;
chan :word;
acmode,rrbxnam :INTEGER):INTEGERiEXTERN;
efn :lNTEGEP.;
chan :wordi
func :INTEGERi
105b :quad_wordi
astadr,astpr" :INTEGERi
~1 :message_format;
<* Inisialiseer *)
: a1 :=
: a1:=
a1:=
(* Lees toevoerdata *)
sys!assign (Imbx~ATCH',mbx_cha~_3,O,O);
sysSassign ('mbxI~EM',~bx_chan_4,O,O);
sysSassign ('wbxHOST',mbx chan 2,0,O)i
a5 :=
a6 :=
a4 :=
~ST[lHCR
%I"''1ED
VAR
u~·n'·ED
~STDESCR
VAR
UMMED
VAQ
%IMME 0
rewrite(switch);
81 :=sys~ascefc (64,'cluster2 1 ,O,C)i
a2 := sys$crembx <Q,mbx_chan_1,O,O,C,O,'mbxSWITCH')i
mess8gE_buf.typ :- read_s~itch;
a1 :~ sys$qiow(O,mbx_chan_',readvblk,r,O,O,message_buf,32,O,0,0,0);
inbuf := messsge_buf.inpyt; .
CASE ir.buf.d OF
~essage_buf.typ := write_unit;
DEsSage_buf.output := inbuf;
(* Stuur posafvoerdata na oorEenstem~ende destenasies *)
GCTO ~99;
END;
END; {case}
UNTIL cocmsdayi (repeat)
Cl99:
END.
FUNCTION syslassign(~STDESCR
VAR
%Hi'4EO
FUNCTION sysfWah f r Cn.-1MEO
FUNCTION ~ys$setef (~I~MED
FUNCTIO~ sys$clref (XI~~ED
CHiEI<WISE BEGIN
writelr.(switch,'o error',inbuf.i:S,inbuf.i:5,inbuf.d:5,inbuf.ful
ss:S,inbuf.df.oat:?:3)i
FUNC1ION sys$readcf(~IMMEO
VAR
FUNCTION sY5$crembx(~I~~ED
BEGIN
fUNCTION sys$Qiow (~I~MED
UY-MED
.u:"l~lED
2 C I
:! C I
2 C I
2 C I
2 C I
~ C I
:l 0 I
'2 C I
') C I'-
2 0 I
Z 0 I
2 C I
2 (J I
2 0 I
2 (J I
2 0 I
2 0 I
2 C I
2 C I
2 0 I
i- t r
2 C
2 C
1 C
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 2
1 2
1 2
1 '~,;; , 2
1
... 2
1 . 2
1 2
1 2.
1 ;:
1 2
1 3
1 3
1 3
1 3
1 3
1 3
1 :3
1 3
1
"
1 It
1
"1 ::!
1 3
1 2
1 1
1 1
~. . .,-:-f~<~~\'"';~·.'i-">: ';\ ~.:~. :.~~i!:;:~; .
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BYLAE E
E Die verbindingsproses
Die proses skep sy eie posbus en kry dan die instruksiehaal-
proses 5e posbusadres. Die geheue word nou geinisialiseer en
die proses gaan in 'n oneindige Ius.
Die lu.bewerking verloop a. volg: Die po. word gelee. en die
toevoerdatapakket word onder.oek. Indien die pakket nie 'n
maat benodig nie, word dit onmiddellik na die instruksiehaal-
pro.es ge.tuur. Indien die pakket 'n ma.t benodig, word'n
hut.adre. daarvoor opgewek. Vier moontlike toestande is die
gevolg.
1) Die hut.geheueadre. bevat geen datapakket nie sodat die
pakket nou by hierdie po.i.ie ge.toor word.
2) Die datapakketmaat bestaan by die adres. Die toevoer-
datapakket word by die ge.toorde datapakket gevoeg word
(onttrek word vanaf die geheue) en na die instruk.iehaal-
pro.es ge.tuur. Indien die oorvloeivlag (die vlag wat
aandui dat 'n hutbotsing voorgekom het en dat die
betrokke datapakket in die oorvloeibuffer gestoor is)
ge.tel is, word die oorvloeibuffer deursoek vir 'n data-
pakket met die.elfd. hut.adre. <a. die opgewekte ee~j.
Die datapakket word dan uit die oorvloeibuffer verwyder
en in die hoofgeheue gestuur.
3) Hutsbotsing kom voor en die oorvloeivlag is onge.tel.
Die datapakket word in ,n oop plek in die oorvloeibuffer
g••toor t.rwyl die oorvloeivlag by die betrokke hutsadres
gestel word.
4) 'n Hutsbotsing kom voor en die oorvloeivlag is ge.tel.
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Die oorvloeibuffer word nou deursoek vir ~n maat (met
die.elfde hutsadres en naam). Die maat word met die
toevoerdatapakket saamgevoeg en na die instruksieha.l-
proses gepos. Indien ~n maat nie bestaan nie, word die
toevoerdatapakket in ~n oop posisie in die oorvloei-
buffer gestoor.
Die pro••s simuleer ~n .ssosiatiewe geheue met behulp van
hierdie hutsskem•• ~n Eenvoudige hut.funksie, w.t die kontek.-
veld, die itera.ieveld en die destina.ieadres sommeer, word
gebt-'uik am die hut.adre. op te Wilk.
Die toevoerpakketform••t is van tipe
afvoerpakketformaat i. van tipe 2 in byl.e B.
1 en die
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DIE VERBINDINGSPROSES
BEGIN
INISIAUSEER
-:>---w-I STUUIl DIE POS J---.,.j
KRY HUTSADRES
SiOOR PAKkET
VOEG BYHEKAAR
EN STUUR P~S
:r
STOP
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DEURSOEK
OORVLOEI9UF
STOOR IN
DORVLOEIBUF
STOOR IN
OORYLOEIBUF
VOEG SAAI1
EN POS
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DIE MDNITORPROSES
BEGIN
ItHSIALISEER
TIK DIE
DATA IN
N
LEES DIE POS
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(****.**7~***************~*********************************
* Die ~Q~Il0R proses stuur en ontvang datapakkette na/van *
:INTEGER;
:PACKED ARRAYC'
:INTEGER):INTE
:intejier):;nte
:INTEGER):INTE
:INTEGERi
: INTEG ERi ..
: .(output,: read..:format);
:'Ci nput;': rea d_fo r rna t >i
:n1a_format; .
: dat_ for~mat;· >\;:;::J!~)'
: mess;;'~:~:~";;':" ri;
:(one,two)i
: «eft,nghtJ;
:INTEGER;
:\oIordi
:rnessage_formati
:read_forrnat;
.: INTEGER;
: rea l;
efn
name
prot,perm
efn
efn
prmflg
chan
n1a
df :
END;
Lr
address
END;
END;
RECoRD
dat_type :data_typesi
dat :REALi
= 48;
= 49;
= 999:
= lOCO;
,;
= 2;
= 3;
deV1ce_dat :INTEGER;
END; . ."
= (write~switch,read_host):
ENo; ,
= RECORD
u,i,d,func,ex
Eli. D;
= PACI<ED RECORD
status,aantal :word_range;
= 1 •• 15;
= 0 •• 65535;
= PACKED ARRAYLsub16J of CHAR;
= PACKED RECORD
w :word_rangei
(boo(ean_type,lnteger_type,rea(_type);
= RECORD
nt
= RECORD CASE typ
.. rite_switch
read_host
VAR
sys~ascefc(~rMMED
%STDESCR
%IMMED
~~s$setef (%I~MED
sys$\oIaitfr(~IM~ED
sysScre"bx(~IMMEO
Il'essage_format
writevblk
a1,a2,a3,a4,aS,a6,antw,
u,i~a,func,ex,nt,lr,a,t
dat
reao\lblk
step
rEstart
slib1C
wcrd_range
host
dfr1
Irerr
stnnglo
~crd
rrlx_'han_1,mbx_chan_£
!T.Essage_buf
inbut,outbuf
l\:,read_ forn:at
". t"
~";'
~ - ,', '..; ,".'
* datavlcel-rlng Vlr lnls1allsasle en afvoer *
********~**************************************************)
fUNCTION
VAR
PROGR~~ rrcnltor (1np~t,output);
CONSI
f UtiC 1 leN
fUNCTION
fUNCTION
TYPE
c
(}
o
(,
C
c
c
c
o
o
o
o i'·'."
l.
o
c
c
c
c
c
c
o
o
c
c
t
()
a
CJ
Q
o
u
o
o
(j
o
o
o
o
(l" message_types
c
o
c
c '. ,. data_types
(l.,>';';;'{:" ". ,'. n ; a_ forma t
O· '"
Q
o
c
o
o
o
u
C '.~\: ,'.. : ..... '.,';:
o
C
Q
'C
2
2
2
2
2
2
2
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1- 1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
,
1
1
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......
..•..
: INt EGER) : I InEt
:INIEGER;
:PACKED ARRAYL
:PACKEO ARRAyt~
:word;
:INIEGER):IN1EI
:quad_word;
:INTEGER;
:message_fJrrr.a 1
:INTEGER;
:word;
:INTEGERi
eTn
chan
func
devnam
chan
acmode,rr,b xnarr.
lCSb
astadr,astprm
s:1
rraxmsg,bufquo,promsk,acmode
Lo gnam
left)
one)
UMMEl>
%STOESCR
VAR
U!IlMEO
VAR
CU,mbX_Chan_"O,O,C,O,'mbxHOST ' );(64);
('mbxS~ITCH',mbx_chan_2,O,O)i
(6",'cluster2 1 ,O,Q);
then lr :- 0
else lr := 1;
if Cinbuf.nia.nt =
then nt := 0
else nt := 1;
1f Cinbuf.nia.lr =
u :- inbuf.u;
··~·'·;~·~.~'~~:~~i{;~:'~:.. f: :
(~ Lees data vanaf die sleutelbord in na die proses *)
writelnC'u,i,d,f,n,l,a,d');
readln ( u,1,d,1unc,nt,lr,a,dat);
repeat
outbUf.U := u;
~utbuf.i := ;;
~utbuf.d := di
cutb~T.func := tunc;
outbuf.nia.address := 86
outbuf.df.dat_type := real_type;
a1 := sys$ascefc
REP EAT
a2 := sys$crembx
a3 := s)'s$setef
84 := sys!assign
. outbuf.df.dat :- aat;
"if (nt = 0)
then cutbuf.nia.nt := one
FUNCIION sYS~ql0w C;IMMEO
%I1'1MEO
UMMEO
BEGIt;
FO~CIICN sys£asslgn(~STPESCR
VAR
:tIMMEO
2 0
2 C
2 C
2 G
2 C
2 C
2 C
2 C
2 0
2 C
2 0
2 G
2 0
1 0
1 1
1 1
1 1
1 1
1 1
1 1
I 1
1 1
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 to
1 2
1 2
1 2
1 2
1 2
1 Z
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 2
1 3
1 3
1 :3
1 4
1
"1
"1 4
1
"1
"1
"1
"1 4.
1
"1
"1
"1
"
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1 4 i := inbuf.i;
1 4 d := inbuf.di
1 4 1unc :- 1nha1.func,
1 4 ex := inbuf.ex;
1 4 a := inbuf.nia~address;
1"1--·it~-----'d"a""t----==-1n t u f • d f • d at ,
1 4 writeln(u:5;~:5,func:5,ex:5,nt:5,lr:S,a:5,dat:8:3);
1 4 enc;
1 3 unt,l (antw > 0);
1 2 UNlIL false;
1 1 END.
---_.._--_..._-------------------------------------
---_._-_._...'_._--------------------------------
• I. ~\.\
'," .'
, . '~~.,"
'. ,; ~I ."
·f.-.!
l}..
. .
..:', :/tHfi~1~i~_.. '):~{Y;~~~ik~\ t:~~~
.'~ ::. ~:' :,",.
i·<
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BYLAE D
D Die roeteerproses
Die proses skep sy eie posbus en wag daarna vir vlagnommer 64
om die adresse van die drie opvolgende proses.e se posbusse te
verkry.
Die eenheid gaan in ~n oneindige Ius wat as volg verloop; Die
toevoerdatapakket (pos) se destinasieadres word onderscek en
na die ooreenkomstige posbusadres geroeteer. Drie moontlike
destinasies bestaan;
1) Die monitor (na buite)
2) Die struktuurhanterings-geheue
3) Die datavloei-pyplyn
Die toeveer en afvoer datapakkette is van tipe 1 in bylae B.
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DIE ROETEERPROSES
BEGIN
INISIALlSEER
POS PAKKET
tlA 110NlTDR
POS PAKKET
till PYPLYN
POS PAKKET
NA GEHEUE
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(*********************************************
* Die skakelr~roses skakel die verskillende *
: «(effln ghtl;
:INTEGER;
:INTEGERi
:BOCLEAN;
: TEXT;
:read_forll'at;
:"essage_format;
:word;
:quad word;
lr
address
EN 0;
= 48;
49:
= 999;
= 10eC;
nia :nia_format;
df :dat_format;
E:'tD; "',., '.<.-;;.>.
- 1;
= 2;
= 3;
= 1 •• 15;
= 0 •• 65535;
END;
RECORD CASE typ:w.essage~types Of
read_switch :(input.:read_format);
write_unit :(output :read_format);
PACKED ARRAY[sub16] of CHAR;
= PlICl<ED RECORD
w :word_range;
END;
= PACKED RECORD
status,aantal :word_range;
= REtoH
dat_type :data_typesi
dat :RE~L;
oevice_dat :INTEGERi
END;
= (read_switeh,write_unit)i
END;
= RE«: 0 RD JI;;",·,:-- •
u,i,d,func,ex :INTEGER;
(bcolean_type,lnteger_type,real_type);
: RECOPD
nt
writevtlk
SiC;<j,
message_format
str1l'1g16
werd
sub16
werd_range
read"b lk
step
restart
cata_types
nia_fermat
hcst
dir1
IrEIT
dcorrsday := false;
ir~uf
ITEssage_buf
doomsday
switch
fftx_chan 1,mbx chan 2,
read_format0,.,-
LABEL
* toevoercatar.akkette na ale coreensterrmende *
* afvoerdestenasie-acres *
**********************************************)
VAR
CONST
VHUE
~INCLUDE ·[NJL.VOOR8JSYS.OJ~C~·~ ~~~~ _
FUNCtION sysSasceic(%IMMED efn :INTEGER;
PROGRAM switch (switch);
TYPE .
."j" ',."":-'
1 C!
1 C
1 C
1 G
1 C
1 C
1 C
1 ~
1 C
1 0, 0
1 a
1 C
1 0
1 0
1 C
1 ·0
1 C
1 0
1 Q
1 0
1 0
1 0
1 (J
1 C
--, 0
1 0
1 C
1 0
1 0
1 0
1 C
1 0
1 O·
1 :f: 0
1 '-"'.' (]
1 ·0
1 (j
1 0
1 0
1 0
1 ()
1 0
1 -0
1 0
1 0
1 0
1 G
1 C
1 C
1 a
1 C
1 C
1 0
1 0
1 C
1 0
1 0 I
2 C I
Stellenbosch University http://scholar.sun.ac.za
.'
.. ~ . "',... .'
.~.:,_~;~<). , ."~~~f;!J;__ ~.~ .
efn :1~TEGEP.):l~TEGER;EXTERNi
efn :INTEGE~):INTEGER;EXTERN;
efn :INTEGER):INTEGERiEXTERN;
name :PACKED ARRAY(sub16J of char;
~rct,per" :INTEGER):INTEGER;EXTERN;
efn :INTEGER;
state :I~TEGER):INTEGER;EXTERN;
prmflg :lNTEGER;
devnam :PACKED ARRAY(sub16J cf char;
chan :word;
acmode'rrbxnam :INTEGER):INTEGER;EXTERN;
efn :1NTEGER;
chan :wordi
func :INTEGER;
icsb :quad_word;
astadr,astprw :INTEGERi
~1 :message_formati
chan :ioIord;
"axmsg,bufquo,promsk,acrnode :INTEGER;
lognam :PACKED ARRAVLsub16J of char) :11
(* Inisialiseer *)
: a1 :=
: a1 :=
a1:=
a5 := sys$assign (Imbx~ATCH',mbx cha~ 3,0,0);
a6 := sysSassign ('rr.bXI~E~I,"bx_chan_4,O,O);
a4 := sys$assign C'"bXHOST',mbx chan 2,O,O);
VAR
~ p' ~E 0
~STDESCR
U~MED
1:STDESCR
XHhlE D
~essage_buf.typ :- write_unit;
~essage_buf.output := inbufi
(* Stuur posafvoerdata na ooreenstemwende destenasies *)
OSE irbuf.d OF
Rt:t' EAt
rewrite<Switch)i
a1 := s)stascefc (64,'cluster2',O,C);
a2 := sys$crembx (O,mbx chan_1,O,O,O,O,'mbxSWITCH')i
Message_buf.typ :- read_s~itch;
. l\a1 :~ sys$qiow(O,mbx_chan_1,readvblk,r,O,O,message_buf,32,O,0,0,0);
inbuf := message_buf.input;
(* lees toevoerdata *)
ENOi {case}
UNTIL cocmscay; {repeat}
Cl99:
FUNCTION sysjassignC?,SlOESCR
VAR
:u M"4E D
FUNCTION sys$~altfr(XI~MED
FUNCTION ~ys$setef (~I~MED
FUNCTION sysSclref (XI~~ED
BEGIN
FUNCllON sysSreadcf(ZIMMED
\fAR
FUNCTION sys$crembx(\IM~ED
FUNC1ION sys!Qlow (XI~MED
n~MED
U~~lED
END.
OTHERliISE BEGiN
writelr.(switch,'o error·,inb~f.i:5,inbuf.i:5,inbuf.d:5,inbuf.ful
ss:5,inbuf.df.da~t~:~~~.~:~3~)~; . __
GClf) c;99;
ENDi
2 C I
., G I..
2 C I
2 C I
2 C I
.:. C I
., 0 I
'2 C I
2 C I
2 0 I
2 G I
2 C I
2 (J I
2 0 I
2 Q I
2 0 I
2 0 I
~ G I
2 'C I
2 0 I
"' C Ic.:
2 C
2 C
1 C
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 1
1 2
1 2
1 2
1 ~-' 2
1 2
1 2
1 2
1 2.
1 2
1 2
1 :3
1 :3
1 'll...
1 :3
1 3
1 3
1 :3
1 3
1 4
1 4
1 4
1 ~
1 3
1 2
1 1
1 1
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BVLAE E
E Die verbindingsproses
Die proses skep sy eie posbus en kry dan die instruksiehaal-
proses se posbusadres. Die geheue word nou geinisialiseer en
die proses gaan in ~n aneindige Ius.
Die lusbewerking verlaap as volg: Di. pos ward gele.s en die
toevoerdatapakket word ondersoek. Indien die pakket nie ~n
meat benodig nie, word dit onmiddellik na die instruksiehaal-
proses gestuur. Indien die pakket ~n maat benodig, word ~n
hutsadre. daarvaor opgewek. Vier moantlike toestande is die
gevolg.
1) Die hutsgeheueadres bevat geen datapakket nie sodat die
pakket nou by hierdie po.isie gestoor word.
2) Die datapakketmaat bestaan by die adres. Die toevaer-
datapakket word by die gestoorde datapakket gevoeg word
(onttrek word vanaf die geheue) en na die instruksiehaal-
pros.s gestuur. Indien die oorvloeivlag (die vlag wat
aandui dat ~n hutbotsing voorgekom het en dat die
betrokke datapakket in die oorvloeibuffer gestoor is)
gestel is, ward die oorvloeibuffer deursaek vir ~n data-
pakket met dieselfde hutsadres (as die opgewekte een).
Die datapakket word dan uit die oarvloeibuffer verwyder
en in die hoofgeheue gestuur.
3) Hutsbotsing kom vaor en die oorvloeivlag is ongestel.
Die datapakket word in ~n oop plek in die oarvloeibuffer
g.stoar t.rwyl die oorvloeivlag by die betrokke hutsadre.
gestel word.
4) ~n Hutsbotsing kom voar en die oorvloeivlag is gestel.
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Die oorvloeibuffer word nou deursoek vir'n maat (met
dieselfde huts.dras en naam). Die maat word met die
toevoerdatapakket saamgevoeg en na die instruksieh.al-
proses gepos. Indien'n maat nie bestaan nie, word die
toevoerdatapakket in 'n oop posi.ie in die oorvloei-
buffer gestoor.
Die pro.e. .imuleer·n •••osiatiewe geheue met behulp van
hierdie huts.kema. 'n Eenvoudige hutsfunk.ie, wat die kontek.-
veld, die iterasieveld en die destina.ieadres sommeer, word
gebruik om die hut••dre. op te wak.
Die toevo.rpakk.tfcrmaat is van tip.
afvo.rp.kketformaat i. van tip. 2 in byla. B.
1 en die
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DIE VERBINDINGSPROSES
INISIALISEER
>---*"1 STUUR 0IE POS j---'""'Pi
J<RY HUTSADRES
STOOR PAJ<J<ET
VOES BVHEKAAR
EN SruUR POS
STOP
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DEURSOEK
ODRVLOEIBUF
STOOR IN
DDRVLDEIBUF
srOOR IN
OORVLOEIBUF
VOEG SAAI1
EN POS
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Fase 2:
4. Die struktuurwyser wat na die geheueposisie wys
waar die struktuur begin.
Die lees- en skryfoperasies (spesiale lees/skryf-
operasies) ward nou na die geheueproses gestuur.
Met operasie word die getal struktuur-elemente, in
die register, gedekrementeer. Indien die veld nou
zero raak, word 'n erkenningspakket met 'n zero
datawaarde na die aangevraagde destinasie-adres
gestuur.
DIE GEHEUE-OPRUIMFUNKSIES
Tw.e tip.s geheue-opruimfunksies kom voor. "n Leesopera.ie,
wat 'n geheueposi.ie lees en daarna wis, word gebruik sodat
leesoperasies 51egs een maal na 'n struktuur moontlik is.
"n Seheuewisoperasie word gebruik, wat geheue vanaf 'n
g.spe~ifiseerde beginpasisie tat by "n gespesifiseerde
eindposisie wis. Hierdie funksie kan met behulp van die
sinchranisasiemeganisme se erkenningspakkette geaktiveer word
om sodoende gebruikte struktuurareas te herwin.
H.2 Toevoer/afvoerfunksies
Hierdie funksies funksioneer eenders ~an die
meganismes van die vorige afdeling. Die
begrip word ook hier gebruik.
sinchronisasie-
erkenningspakket
1) ToevoPor Die toevoer-register word aangevra tesame met
die aantal toevoere wat verlang word. Erkenning vir die
aanvraag word met behulp van 'n datapakket, wat die
struktuurwyser bevat, gestuur. Elke toevoerwaarde
dekrementeer die register se struktuur-aantal, totdat die
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waarde zero word. Indien die waarde zero is, word ~n
erkenningpakket met ~n zero datawaarde na die aan-
gevraagde destinasie gestuur.
2) Afvoer
indien
- Hierdie proses is dieselfde as die
aIle afvoerwaardes gestoor is,
vorige en
word dit
sekwensieel na die monitorproses gestuur.
H.3 Konteksbe5tuur
Twee konteksbestuurfunksies bestaan. Die konteksaanvraag-
operasie inkrementeer die konteksregister en verkry dus ~n
unieke konteks wat na die aangevraagde destinasie-adres
verstuur word. Die konteksherstel-operasie, herstel die
kontekswaarde na ~n eenheid.
H.4 Die geheueproses-instruksies
0) NOP - Geen operasie wb~d uitgevoer nie.
1) LE~S - Lees ~n geheueposisie
2) LEES E~ WIS - Lees ~n geheueposisie en wis daarna
3) LEES EN DEKREMENTEER - Lees ~n g.~.U.posi5ie en
dekramenteer die sinchronisasiemeganisme sa register.
4) LEES, WIS EN DEKREMENTEER Lees ~n geheueposisie,
dekramant••r die register, en wi. dia geheuaposisie
S) SKRVF - Ken ~n waarde aan ~n geh.u.posisie toe
b) SKRVF EN DEKREMENTEER Ken ~n waard. aan ~n geheueposisie
toe en dekrementeer die sinchronisasiemeganisme se
register
7) KONTEKS HERSTEL - Herstel konteks na eanheid
8) KONTEKS AANVRAAG - Vra ~n nuwe konteks aan
9) LEES SINCHRONISASIE-REGISTER AANVRAAG - Vra die register
aan
10) SKRVF SINCHRONISASIE-RE6ISTER AANVRAA6 - Vra die register
aan
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11) TOEVOER SINCHRONISASIE-REGISTER AANVRAAG - Vra die
register aan
12) AFVOER SINCHRONISASIE-REGISTER AANVRAAG - Vra die register
aan
13) TOEVOER - Ken die gegewe posisie ~n datawaarde toe en
dekrementeer die register
14) AFVOER - Lees die gegewe geheueposisie en dekrementeer die
register
1~) WIS - Wis die geheue tussen die gegewe adresse.
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.~-~.
":"":'
:" ..
" ~ . ", .\...- ',,:'
:dat_forn:at;
':INTEGEf\;
:nia_format;
:INTEGER;
:nia_format;
:dat_formati
.... ~ .
. --.I';::.,.. '~#,
:word;
:II'iTEGER;
: eo iJ LEArI;
:dat_forll'at;
:message_format;
:tell:t;
:quao_word;
:read.format;
:write format;
u",o,func,ex
nia
df
write_switch
END;
cat_type :data_types;
oat :REAU
END;
= 1•• 15;
= 0 •• 65535;
= 9't '1;
= 100 C;
= 1;
= PACl<EO RECoRD
status,aantal :word_rangei
oevice_dat :INTEGER;
PACKED REtCRD
'" :woro_range;
END;
END;
= HCORD
nt,lr :BOOlEAN;
ac~ress :INTEGER;
HID;
= RECC!7D
df1,of2
END;
= RECORD
- 2,
= 3;
= RECCRD
u,i,d,func,ex,instr
nia1,nia2
- PA~KED ARRAYlsub16J of CHARi
= (bcolean_type,integer_type,real_type);
= (read_pe,write_switch>i
= 48;
;:: 49;
eND;
= RECCRD CASE typ
read.pe
writE\lblk
read\lblk
word
message_format
sul:16
werd_range
dfl
men:
,.•..., .. \ ',"
~.;. ';'; .; ".
step
restart
host
read_format
stnr.g16
data_types
D:essage_types
a1,a2,a3,a4
dcomsoay
rrtx_chan_1,mbx chan_2
r,k
int:uf
outbt.f
antw1,ant\oi2
rressage_buf
pe1
, ",rhe_ forrrat
FRChKA~ ~el (pel);
VAR
CONST
TYPE
(******************************************************
* Die verwerkingspreses doen alle naarr,logies sowel *
* as wlsRunalge beWerKlhgs ~~----~--~------
**************************k*************************** )1 (
1 C
J G
1 C
1 C
I U
1 a
1 C
I 0
1 C
1 0
I C
1 0
1 C
I 0
1 0
1 0
" G
1 0
1 (J
1 0
1 0
1 0
1 C
1 C
1 C, 0
1 ·0
1 C
1 L
1 a
1 0
1 U
1 0
1 0
1 0
1 ,~ . 0
1 0
1 a
1 0
1 o.
1 a
1 0
1 C
1 a
1 a
1 0
1 C
1 C
1 0
1 a
-, c/
1 0
1 G
1 C
1 C
1 G
1 C'
1 a
1 G
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DIE VERWERKINGSPROSES
BEGlN
INISIALISEER
OPERAS IE 1
OPERASIE N
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16) >=
17) <=
18) <>
19) =
20) NOT
21) OR
22) AND
23) MOVE
na
24)
25)
COPY
SWITCH
- D1 groter of gelyk aan D2
- D1 kleiner of ge1yk aan D2
D1 nie gelyk aan D2
- 01 gelyk aan D2
- Nie 01
- 01 of 02
- D1 en D2
- V.r.kuif 01 na funksieveld en D2 na 01 se
v.ld
- Kapie.r 01 na die twee d.stin••i.-adr••••
Afhangende van die beheer gaan die een
adre. 1 of adr.. 2
28) INK I
29) INV I
30) INV K
31> CLR I
26) KONTEKS - Vervang au kanteks met nuwe. Stuur au konteks
na INV K operasie
27) I - V.r.t.l indeksveld en stuur ou indeks na INV I
opera.ie
- Inkrementeer indeksveld
- Herstel indeksveld na oorspronklike
Herstel konteksv.ld na oorspronklike
Herstel indeksveld na eenheid
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DIE GEHEUEPROSE~
C......_B_E6...,..I_N__)
INISIALISEER
LEES
STOOR LEES
OPERASIE
STDOR
TOEKENNINS
N
STUUR DIE F'DS
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VRA KONTEKS STUUR DIE: P~S f---+
VRA LEES,SKRYF
TOEVOER,AFVOER
SINCHRONISASIE
TOEVOER
L...-___ STUUR D;J£ POS
AFYOER
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(***************************************.************
* Die geneueproses hanteer cie struktuurhantering, *
>'; .....
:IHTEGER;
. .' '. " .
, . ,;\~'. :
:nia_format;
:dat_format;
:(input :read_format);
:INTEGER;
:status_types;
: INTEGER;
:read_format;
typ:message types OF
:BOOLEAN;
:INTEGER;
:read format;
valid
p;cnter
token
ENO;
= RECORD
count,addr
= 3;
nt,(r :600LEANi
address :INTEGER;
END;
= 1 •• 15;
= RHeRD
status
Ficnter
token
EN D;
= HCCf1D CASE
cevice_dat :INTEGER;
END;
= RECORD
cif
END;
= RECORD
= (boolean_type,integer_type,real_type);
= PACKED RECORD-
w :word_range;
- G•• 6553Si
= 1 •• lTaks_1;
= 1 •• rr.aks_2i
EN 0;
= RECORD
u,i,d,func,ex
E~d;;
= PACKED RECORD
status,aantal :word_range;
=.RECCRD
dat_type :data~types;
dat :REAli
:; 10CC;
:; 1;
= '2;
= PACKED ARRAV[sub16J of CHARi
:; (read_imem,~rite_swit~h);
= (err~ty,wait,written);
- 121:.;
:; 32;
:; 999;
:; 48;
:; 49;
data_types
\IIord
buf format
messace format
read_format
IHite\ll::lk
readvclk
sul::16
rraks_1
rr·aks_'
stop
restart
out
d1 r1
cat_format
rrerr
string16
IfEssage_types
status_ty,:::es
word_range
range_1
'range_2
* die kcrteksEeheer en c;e toevcer/afvoer. *
****************************************************)
LA~EL
CCNST
TYPE
G
C
o
c
c
c
o
(j
o
o
(J
C
C
G
C
c
o
t
C
a
c
o
c
c
c
C
G
c
o
c
c
c
c
o
c
o
C
G
C
o
C
G
c
(J
(J
o
c
(J
a
c
c
G
C
o
c
a
c
Q
o
c
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
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._. __._._--"
----_._---_._-_.. _-_..,----,-----------
messagE_buf.input := outbuf;
XI~(LUDE I[NJl.VOORBJSYS.DECI
~rite_switch :(output :read_format)i
END;
= A~~~V[range_1] OF bUf_form~t;
= AR~AY(ra~ge_2] OF ext_buf_formati
Et.d_t~pe
ext_!::uf_type
(* Hierdie prcsedure lees In datapakket uit na die afvQerp~sbus *)
ext_buf :ext_buf_type;.
read_reg,~rite_reg,
in~ut_reg,output_reg :re9_formati
s ~status_types;
~Essage_buf :message_formati
inelr :text;
(* Hierdie prcsedure Lees ~n datapakket uit die toevoerposbus *)
r,~ :quad_~ordi
in~uf,outbuf :read_formati
bu1 :buf_type;
VA~ chan :wordi
%IMMEO rr.axmsg,oufquo,promsk,acmode :INTEGER;
~STDESCR Lognam :PACKED ARP.AY(sub16J of char) :1'
flHIC1ION sys$assignOSTDESCR devnam :PACKED ARRAY(sub16Jof chari
VAR chan :word;
~I~MEO acmoce,rr.bxnam :INTEGEP.):INTEGERiEXTERN;
FUNCTI0N s~s$waitfr<~IMMED efn :INTEGER):INTiGERiEXTERN;
FUNCTION sys$setef (XIMMED efn :INTEGER):INTEGERiEXTERN;
FU~CTION sys$cLre1 (~I~MED ein :INTEGER):INTEGERiEXTERN;
BEGI"
~essage buf.tvo := write s~itchi
BEGIN
messagE.buf.typ:= reac_ime~i '.
r~NCTIO~ sys~ascefc(XIMMED efn :INTEGER;
XS1DESCR name :PACKEO AR~AY[sub16J of chari
XIMMED prot,perrr :INTEGER):INTEGER;EXTERN;
PROCEOURE ser.d_mail;
fUNCTION sys$qio~ <XIMMED efn :lNTEGERi
~IM~ED chan :word;
~IMMED func :INTEGERi
fUNCTION sys$readef(~IMMEO efn :INTEGERi
VAR state :INTEGER):INTEGERiEXTERNi
FU~Cl10N sys1crembx(%I~MEO pr~fLg :INTEGERi
.address:S,inbuf.df.oat:8:3);·
END; <reac_mail}
1 (
1 C
1 C
1 C
1 C
1 I.
1 0
1 0
1 L
1 a
1 C
1 G
1 C
1 C
1 C
1 C
1 C
1 0
1 C
1 0 1
2 0 I
2 C I
2 0 I
2 G •L
2 C I
2 C I
2 0 1
2 a I
2 C I
2 0 I
2 C I
2 0 I
2 a 1
2 a 1
2 C I
2 a 1
2 C I
2 a 1
2 C I
2 0 I
2 C I
2 c I
2 0
2 a
2 C
2 0
2 a
2 a
2 0
2 1
2 1
2 1
2 1
2 1
2 0
2 G
2 Q
2 C
2 a
2 C
2 1
~ 1
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a1 := sys~oiow (O,~bx_chan_2,writevblk,~,O,O,message_buf,32,O,O,O,O);
END; (sena rr.ail}
? 1
,~ 1
. ) C..
<: C
2 C
"j C...
2 C
2 C
c C
2 C
2 C
2 1
2 1
2 1
2 2
2 (::
2 2
2 2
2 2
'" 3r.::
2 :3
2 3
2 2
--.; 1..
2 1
2 G
2 0
2 C
2 C
2 0
2 0
2 C
2 C
2 1
2 1
• 1~
2 2
2 2
2 2
2 ' 1
2 1
2 2
'2 2
2 3
2 3
2 :3
;: 3
2 3
2 3
2 3
2 2
2 2
2 3
2 :3
2 4
2 it
2 4
2 5
2 5
2 5
2 4
2 4
2 5
f~NCTION search :irteger;
(* hlcrdle funksle sce~r. ocp spas;e in die ocrvloeibuffer *)
VAR fcu~d :8QOlF.AN;
z :INTEGERi
8EGI~
z := 1;
found := false;
REFEAT
IF (ext_buf[zJ.valid = false)
TH(N found := true
ELSE 2 := z + 1i
IF (z :> naks_2)
niH BEGIN
~riteln (ime~,'ext b~f overflow');
GOlO 999;
END;
UN1Il(founo = true);
search := z;
END; (search) ~
PROCEOURE read_buf(token :read_format)i
(* hierdie prosedure hanteer alle g€heuet~se *>
YAR i,j,k,l :INTEGERi
aEGh
i := iribuf.ex;
IF (i > rr,a k s 1)
lHEN EEGIN-
~riteln (imerr.,·Ongeldige i in read buf :',i);
6010 999;
,EMD;
CASE bufCiJ.status OF
empty :EEGIN
j := search;
bufCiJ.picnter :- J'
bufCil.status := ~ait;
~xt_bufCjJ.valid := true;
ext_buf(iJ.toke~ := token;
ext_bufej).pionter := 0;
END;
wait :EEGH.
j := bufEi).pionteri
REPEAT
k := ext_buf(jJ.rionter;
IF 0 > maks 2)
THEN SEGIN
writeln (ime~,'ext buf pionter k ongeld;g',k);
GCTC 999; -
END;
~F (k = 0)
TUEN 8EGIN
l ;= search;
·1'.'··."
?' .
~ ~:
',..
.:.,~~::~:'J£~~11 :.
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., s4,
2 :;
..: ..oJ
" 5Co
2 5
--Z- 4
? 4
2 3.
" c;,.
2 2
..,
.3...
2 3
2 'Z
-2 3
2 3
2 :3
2 :3
2 3
2 :3
2 3
2 :3
2
"2
"? 4
2
"2 3
2 3
2 :3
2 :3
, 4l::
2
"2 5
c: t:oJ
2 5
2
":: 4
2
"2 5
2 5
2 5
2 5
2 5
2 5
2 5
2 5
2 5
2
"2 3
2 2
2 2
-;:;-" 3...
2 3
2 :3
.., 2'-
2 2
2 1
2 C
"2 0
1 C
1 1
1 1
1 1
1 1
J := k;
UtllIL 0 = CJi
,- t\ D;
o~tbuf.nia := token.niai
outbuf.df := buf[iJ.df;
send_rrail;
(* lees en herstel lese instruksies 2,4 *>
IF <to ken. tunc = 2)OR(token.func = 4)
THEN 8EGIlij
(*~lr die geheue ,dus tau ander wagtende lese*)
bufCiJ.status := em~ty;
buf[iJ.pionter .- Oi
END; "
(* lees en inkrimenteer die sinchronisasieregister instruksies 3,4
'IF (token.func· = 3)CR(~oken.func = 4)
THEN BEGIN
If <read_reg.ccunt = 0)
THEN BEGIN
writeln(irrem,·read_reg.count is reeds 0');
GO TO 999;
END;
read_reg.count := read_reg. count - 1;
IF (read_reg.ccunt = C)
THEN BEGIN
outbuf.u := read_reg.token.ui
outbuf.i read_reg.token.;;
outbuf.d := dfr1;
outbuf.func .- read_reg.token.funci
outbut.ex := round(read_reg.token.df.cat);
outbuf.nia .- read_reg.token.nia;
outbuf.df.dat := 0;
send_mail;
END;
END;
END; (written)
CTHE~;I~E(~EGIN. k ld" " db f'>'-~rl e n 1~em, tc en.status onge .19 10 proc rea _ u ;
GCIO 999;
Ft\D;
END; {case}
END; {prcceoure read buf}
BEGIN
(~ Inisialiseer *>
rewritdimerr)i
a1 := sys~ascefc C64,' c l us ter2',C,G)i
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END;
IF (j > maks_2)ORej = 0)
THEN BEGIN
writeln(imem,'ongeldjge j in write"JlJ __
Gale 999;
END;
REPEAl
k := j;
j := ext_buf(kJ.pionter;
reac_bufCext_bufCkJ.token);
END;
tHEN BEGIN
writeln(imem,'~uf status reeds "written"');
GOTO 999;
THEN B~GIN
writeln (imem,'i ongeldig',i);
GOTO 999;
If (s = wait)
THEN BEGIN
j :~ tufCiJ.pionter;
bulC,J.df := lnbuf.df;
bufCiJ.status := written;
IF (buf[iJ.status = written)
s :~ buf[il.status;
. .
. ,c
5,6 :8EGiN
i := inbuf.exi
IF (i > maks_l)
elSe C~SE lnbut.func ~f
BEGIN
·ext_~ufLiJ.valid := false;
ext_tu1[iJ.pionter := G;
read_rralli
If (ircuf.func in [1",3,4J)
THeN read_buf(inbuf)
FuR 1 :~ a to rr.aks_' {)U
8EGIN
buf(iJ.status := empty;
bufL1J.plonter := u;
EN Di
FOR i :~ 0 to [aks_2 DC
doc~sday ;= false;
konteks_~ := 0;
a4 :~ sys$assign ('rnbxSwITCH',mbx_chan_2,O,O);
writelnC;merr,'ascefc,crembx,waitfr,assign');
a2 := s~s~crembx (O,mbx_chan_l,O,O,C,O"~bxIMEM');
a3 := sys~~aitfr (64);
{nap)
REPEAl
0:
1 1
1 1
,-- 1
1 1
1 1
1 I
1 'I
1 1, 1
1 1
1 1
1 1
1 1
1 2
1 2
1 2
1 1
1 1
1 2
1 2
1 t:.
1 1
1 1
1 2
1 2
1 2, 2
1 :3
1 :3
1 .3
1 ':II..
1 '1..
1 3
1 ~
1 ~
1 14
1 S
1 5
1 5
1 it
1 4
1 4
1 5
1 5
1 5
1 '4
1 4
1 II
1 it
1 it
1 4
1 4
1 5
1 5
1 5
1 t
1 (;
1 6
1 5
1 6
1 6
1 C
1 6
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(* kcnte~steheer *)
u :- inbuf.u;
i := inbuf.i;
d := dfrli
tunc := inbuf.funci
ex := 0;
nia := inbuf.nia;
If (konteks_u > 1000> THEN konteks_u := 1i
WITH outbuf DO
BEGIN
dt.cat :- konteks ~;
END;
send_lrai l;
THEN konteks_u := 0
ELSE BEGIN
konteks_u := konteks_u + 1;
tAEN 8Ei.:JIN
writeln(iwem,lwrite_reg.count is reeds 0');
GCTO 999;
If (lnbuf.1unc = c)
THEN eEc;IN
IF (write_reg.ccunt = 0)
{inc instruction)
df.dat :- 0;
END; ~
send_mail;
writeln(imem,lread reg is nog oie leeg nie l );
GOTO 999;
END;
END;
write_reg.count := write_reg.count - 1;
IF (write_reg.count = 0)
u :- wrlte_reg.token.u;
i := write_reg. token.;;
d := dfr1;
func := write_reg.token.func;
ex := 0;
nia := write_reg.token.niai
THEN BEGIN
~ ITt-! outbuf DO
8EGIN
END;
END; (kcnteks,herstel kcnteks)
END;
END;
END; (write,~rite_dec)
:EEGIN
IF (inbuf.func - 7)
9 :EEGIN
IF (read_reg.count > 0)
THEN BEGIN
",,'
(* vra lees sinchrcnisasie register aan *) -
1 6
1 6
I 5
1
"1
"--I 4
1 it
1 5
1 5
1 6
1 C
,- f
1 5
1 5
1 5
1 6
1 6
1 7
1 7
1 7
1 ,
1 7
1 7
1 1
1 7
1 6
1 t
1 5
1
"1 3
1 3
1 :3
1 J
1 3
1 '-
1 4
1
"1 5
1 5
1 5
1 5
1 6
1 6
1 6
1 6
1 6
1 6
1 6
1 6
1 5
1 5
1
"1 :3
1 :3
1 :3
1 3
1 :3
1
"1 4
1 c;..
1 5
1 5
1
" '.~. ~ .~' . ,i .l~,.• .,: .•<:.." ..... ' .";',,~ .. ' >~
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':._':\.~.~.:7:'::
·i~
.;--
:= inbuf.u;
:= inbuf.i;
:= lnbut.nla;
inbuf.df.dat;
:= dfrl;
:= inb ... f.funci
:= 0;
d
tunc
ex
d . : = df rl;
func := inbuf.func;
ex := 0;
count := lnbut.ex;
addr := round(inbuf.df.dat)i
token := inbufi
wrlte(n(lmem,l~rlte reg 15 nog nle (eeg nle');
GOTO 999;
ENDi
nla
df.dat :=
END;
BeGIN
U
i
nla :- lnbuf.nla;
df.dat := inbuf.df.dat;
END;
BEGIN
u := inbuf.ui
i := inbuf.ii
WITH write_reg DO
BEGIN
WITH outbuf OU
WITH in~ut_reg DO
BEGIN
count := inbut.ex;
writeln(lmem,l reg i3 nag nie leeg niel)i
GOTO 99c;i
E~Di
WITH outbuf DO
E NO,
send_mal (;
EN!);
send_mall;
ENDi
:EEGIR
IF (write_reg. count > 0)
THEN BEGIN
11 :EEGIN
If (in~ut_reg.count > 0)
THEN BEGIN
10
(* vra tce~oer sirchronisasie register aan *>
(* vra skryt slnchronlsasle reglster aan *)
1 4
1 ...
I 5
1 5
1 5
1 5
1 4
1 4
I 4
1 c..
1 5
I 5
1 5
1 5
1 ....
1 5
1 5
1 11
1
"1 3
1 3
1 3
1 3
1 3
1 4
1
"1 5
1 5
1 5, 11
1 4
1 4
1 5
1 5
1 5, 5
1 ~
1 4,
'4
1 " t) S·
1 5 .-
1 5
1 5
1 5
1 5
1 5
i 5
1 ,.
1 4
1 :3
1 :3
1 3
1 3
1 3
1 4
1
"1 5
1 5
1 5
1 4
1 4
1 4
1 5
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(oj, toevoer *)
(* vra af~cer slnchronlSasle reglster aan .)
I.-
~j;
.: ..~. ~.
func := input_reg.token.func;
THEN BEGIN
bufCinput_reg.addrJ.df := inbuf.df;
buf[input_reg.addrJ.status := written;
BEGIN
u := inbuf.u;
i := inbuf.i;
count := lnbuf.ex;
addr .- rouno(inbuf.df.dat);
token := inbuf;
WITH output_reg DO
BEGIN
END;
nla :- lnbuf.nia;
df.dat := inbuf.df.dat;
END;
WITH outbuf DO
wrlte(n(lmem,'reg lS nog Ole (eeg Ole');
GOTO 999; "
END;
WITH outbt.f DO
d :- dfrl;
func":= inbuf.func;
ex := 0;
BEGI.'!
u := inbuf.u;
i := inbuf.i;
:= roundCinbuf.df.ddt);
:= inbuf;
send_mall,
END;
send_mal (;
END;
:BEGIN
IF (inrut_reg.count > 0)
12 :EEGIN
If (output_reg.count > 0)
THEN BEGIN
13
(lnput)
1 5
1 5
I S
1 4
1 4
I it
1 5
1 5, 5
1 5
1 S
I
"'
..
1 5
1 5
1 4
1 4
1 3
1 .::
1 'll...
1 :3
I :3
1 4
1 4
1 5
1 5
1 S
1
"1 4
1 4
1 5
1 5
1 5
1 5
1 4
1 4
I it
1 5
1 5
1 5
1 5
1 5
1 5
1 5
1 5
1 If
1 4
1 3
1 3
1 3
1 4
1 4
1 5
1 5
1 5
1 5
1 5
1 -5
1 6
1 6
1 7
1 7
1 7
-1-'
-7
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ex := 0;
nia := input_req.token.niai
dt.ddt: ;nput_reg~t~o~k~e=n~.~d~f~.~c~a~t~,~·-------
E"; D;
serd_mail;
END;
',' ..
·6·;;:j~\
~, ~!:,::~\
-" .. - ..
:= dfr1;
:= output_reg.token.func;
:= Oi
:= output_reg.token.u;
:= outPut_reg.token.i;
: output_reg.token.nia;
:= Ci
d
tunc
ex
u
i
BEGIN
nia
df.dat
EN 0;
send_ma; (;
END;
FO R 1 : = J to ( J + k - 1) DO
el:GIN
outbuf.u .- outPut_reg.tok~ri.u;
If (output_reg.token.nia.address > 0>
THEN BEGIN . ,"
WIlH outbuf DO
send_mail;
END;
END;
oa.tbuf.l :- output_reg.token.i;
outbuf.d := out;':.<,
outbuf.func := outPut_reg.token.func;
butCiJ.df := inbuf.df;
THi:;', BEGIN
writeln (i~em,'i ongeldig',i);
GOTO 999;
wflteln(lmem,'reg 15 alreeds leeg i );
GOTO 999;
ENO;
THEN 8EGIN
j := Qutput_reg.addr;
k := Qutput_reg.token.ex;
outbuf.ex :- 0; .':.,,;~:'.-'-":
outbuf. ni a : = out put_ reg .t6.k:en~niai
outbuf.df := buH;) .dt; ,.:'~?~~i!~~""
bufllJ.status :- wrltten;
output_reg. count := output_reg.count - 1;
If (output_reg. count = 0)
; := ;nbuf.ex;
IF (; > maks_1)
ENt!,
E~D;
END; (input)
END; (output)
:EEGlN
IF (out~ut_feg.count = C)
THEN BEGIN
:8EGIN15
14
{delEte)
(* afvoer "')
(outpa.t)
3
4
4
3
i
7
6
4
5
5
5
5
5
7
7
6
6
5
4
5
5
4
3
:3
6
7
7
t
6
6
5
5
6
5
5
6
5
4
4
6
6
5
7
"I
7
1
7
7
.3
It
4
4
C
6
.6
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
1
,
1
1
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1 4
1 4
1 4
1 4
1 5
I 5
1 5
1
"1 41 5
1 5
1 5
1 it
1 3
1 .3
1 4
1
"1 4
1 3
1 2
1 1
1 1
1. 1
GO,:; 999,
E '! D;
F': R i : = j TO k 00
8EGIN
bufCiJ.status :~ e~pty;
bufC;J.pionter := 0;
END;
OTHERWISE BEGIN
writeln(;mern,'func bestaan nie',;nbuf.func);
GelD 999;
ENo;
END; {case}
UNTIL doc:rrsday;
~99:
END. (imerr)
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BYLAE I
I HUIDIGE DATAVLOEI-SISTEME
Die huidige datavloei-verwerkersisteme kan basies in twee
argitektuur organisasies opgedeel word, naamlik:
(i) Die pakketkommunikasie- en geheueselkonsep van die MIT
model.
(ii) Die pakketkommunikasie- en pakketbenamin~smetode van
GOSTELOW [12,13].
~n Paar van die bekendste model realiserings word nou geg~e,
soos QeQ.e deur Treleaven [1], saam met ~n vlugtige ver-
duideliking van die werking. Voorbeelde van tipe een:
(1) "Texas Instruments Distributed Data Processor"
(2) "Toulouse LAU sisteem"
Voorbeelde van tipe twee:
(1) "Irvine Data Flow Machine"
(2) "Manchest.er Dat.a-Flow Comput.er"
AanQe.ien van die bost.aande st.elsels mult.iverwerkers is, sal
51eg5 een van die dat.avloei-verwerkers in so ~n geval be5preek
word.
1.1 Texas Instrument.s Dist.ributed Dat.a Processor
Die model is soort.gelyk aan die MIT model en bevat. ook ~n
geheue eenheid met. inst.ruksieselle. Die verwerker bestaan uit
die volgende eenhede:
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3
2
Texas Instruments Distributed Data Processor
. '~ ...
~.. ;..
4 2
--
1 3
Toulouse LAU Sistem
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(1) Die verwerkingseenhede
(2) Die programgeheue
(3) Die "updata" beheerder
(4) Die geaktiveerde instruksiewagtou-eenheid
Die model se instruksies bestaan uit die volgende velde:
(1) Die operasie kode van die instruksie
(2) Die datapakket tellerveld wat die aantal pakketwaardes
aandui vir instruksie aktivering
(3) Die oorspronklike aantal datapakkette wat vir instruksie
aktivering benodig word
(4) Die lyskoppeling veld (vir 'n "linked list")
(5) Die datavelde vir die betrokke instruksiedata
(6) Die onderskeie destinasie-adresse waarheen die resultate
gestuur moet word
Die verwerkingsproses geskied as volg: Die verwerker element
verwyder "n wagtende geaktiveerde instruksie vanaf die tou-
eenheid en voer die gespesifiseerde operasie op die data uit.
Die resultate word nou na die sogenaamde "updata." beheerder
gestuur. Die beheerder stoer die resultaat-data in 'n dataveld
van die opvolgende instruksie en dekrementeer die aktiverings
hoeveelheid veld. Indien hierdie veld nou zero is, word die
instruksie as geaktiveer beskou en "n kopie daarvan op die
geaktiveerde-instruksiewagtou geplaas. Die gestoorde
instruksie word nou herstel na sy oorspronklike toestand en
wag op die volgende datawaardes. Indien die instruksietou vol
word, (indien die verbruikersalgoritme heelwat inherente
parallelisme bevat) kan die instruksiekoppelveld gebruik om "n
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lys van geaktiveerde instruksies te koppel.
1.2 Toulouse LAU sisteem
Hierdie stelsel is ook soortgelyk aan die MIT model en maak
weereens gebruik van die geheueselkonsep. Alhoewel die model
ook .ekere beheerkonsepte, byvoorbeeld die deel van data-arias
to.laat, moet dit beklemtoon word dat die beskikbaarheid van
data die program-uitvoering dirigeer. Beheerseine en dat~ word
afsonderlik hanteer en albei dra tot instruksieaktivering by.
Die verwerker bestaan uit vier eenhede naamlik:
(1) Die instruksiebeheergeheue - stoor beheervlae
(2) Die geaktiveerde instruksiewagtou
(3) Die databeheergeheue - stoor datawaardes
(4) Die verwerkerelemente
Die mod~l instruksies bestaan uit die volgende velde:
(1) Di. operasiekode
(2) Die twee geheue adresvelde van die toevoerdata
(3) Die datadestinasie-adres vir die operasieresultate
Konstante5 word in die tweed. geheue-adresveld gestoor en na
elke instruksieaktivering hergenereer. Die geheueselle bestaan
uit Ph dataveld en twee koppelvelde wat die dataveld aan twee
af!5onderlike instruksies kan koppel. Ooreenkomstig aan elke
in~truk$ie, is daa... P n aantal beheervlae wat gebruik word om
die instruksie uitvoering te sinchroniseer. Die beheervlae Cl
en C2 gee afsonderlik die aanwesigheid van datawaardes .en en
twee in die datageheue aan, terwyl CO P n omgewingbeheervlag
is ~ word in lusiterasie-uitvoering gebruik).
Die verwe~king verloop as volg: 'n Instruksie word geaktiveer
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indien al sy beheervlae in die beheergeheue-eenheid gestel is
(wanneer CO,Cl,C2 voorgestel word deur 111). Die eenheid neem
die geaktiveerde instruksie waar en plaas die instruksie-adres
in 'n wagtou. Die databeheergeheue neem hierdie geaktiveerde
instruksie-adres, voeg die instruksie daarby, en sit dit in 'n
geaktiveerde instruksiewagtou. Een van die verwerkerelemente
neem nou die instruksie en voer die gespesifiseerde operasie
uit deur die betrokke datawaardes uit die geheue-eenheid aan
te vra. Die resultaat instruksie-adres word gebruik am die
opvolgende instruksie in die databeheergeheue te adres.eer.
Die opvolgende instruksie bevat 'n dataverwysingsveld waarin
die adres van resultaatdatawaarde se datasel gegee word. Die
datawaarde word nou in die datasel gestoor en die koppeladres
oor.enkom.tig verander. Parallel hieraan word die opvolgende
in.truk.iebeheervlae in die instruk.iebeheergeheue gestel om
die opvolgende instruksie te aktiveer.
1.3 Irvine Data Flow Machine
onmiddelik geaktiveer raak indien die
programorganisasie
in.truk.ie.
is suiwer datavloei sodat die
data
bekikbaar word. Die argitektuurorganisasie impliseer On
pakketkommunikasie pakketbenaming.metode. Die pakketbenaming
word gebruik om kode hertoeganklikheid te bewerkstellig, wat
ba.ie. FIFO buffering op die operator toevoerboe simuleer. Die
verwerker bestaan uit die volgende eenhede:
(1) Die toevoerseksie
(2) die verbindingstoor
(3) Die instruksiehaalseksie
(4) Die verwerkingseenheid
(5) Die afvoerseksie
Die verwerker ondersteun struktuurhantering deur middel van
die "I Structures" van Arvind. Soos reed verduidelik i~; kan
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,
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UIT IN
Irvine Data Flow Machine
5 4 3 --r---
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I .;
IN UIT
Manchester Data Flow Computer
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hierdie eenheid asinchrone leesoperasies tollereer, maar slegs
een toewysing mag per geheueposisie geskied. Die datapakkette
bestaan uit die volgende velde:
(1) ~n Naamveld wat uit die volgende sub-velde bestaan
a) ~n Kodebloknaam
b) ~n Blokinstruksienommer
c) ~n Konteksveld wat ~n funksieroep konteks aandui
d) ~n iterasieveld wat ~n lusiterasiediepte aandui
(2) ~n Destenasie instruksie-adres
(3) ~n Dataveld met ~n waarde of ~n verwysing
Die verwerking verloop as volg: Inisiele toevoerwaardes word
by die invoerseksie ingevoer en na die programintreepunte
gestuur. Die instruksiehaal-eenheid voeg die betrokke data by
die aangevraagde instr"uksie, waarna die geaktiveerde instruk-
sie na die verwerkereenheid gestuur word. Die instruksie bevat
~n operasie en die resultaatadresse. Die verwerker voeg die
verwysde data by die operasie. Die operasie word uitgevoer en
die resultate indien dit benodig word, in die geheue gestoor.
resultate word as data of geheuewysers in datapakkette aan-
gestuu~ na die afvoerseksie. Die afvoere word na buite of
terug na die verwerker invoerseksie geroeteer. Indien twee
datapakkette benodig word vir ~n instruksie-uitvoering,
ontmoet die datapakketnaamgenote mekaar in die verbinding-
stoor, waar enkele datapakkette tyd~lik gebuffer wo~~ todat sy
maat voorkom.
1.4 Manchester Data-Flow Computer
Hierdie programorganisasie is ook suiwer datavloei, deurdat
instruksies geaktiveer word indien die data toevoere
beskikbaar is. Die argitektuurorganisasie is weereens pakket-
kommunikasie met pakketbenaming. Die verwerker bestaan uit die
volgende eenhede [19,20,21]:
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(1) Die skakelaar vir toevoer/afvoer
(2) Die datapakkettou
(3) Die verbindingstoor
(4) Die instruksiehaaleenheid
(5) Die verwerkingselemente
Elke instruk5ie b.nodig een of twee toevoerdatapakkette om
geAktiveer te word. 'n DatApAkket is 500rtgelyk aan die Irvine
model, en bevat'n naAmveld, 'n dAtaveld en'n de.tina5ie-
Adre5. Die datavloei-instruksie bestaan uit die volgende
vel de:
(1) 'n OperA.iekode
(2) 'n De.tena.ie-adre.
(3) 'n Tweede destina.ie of 'n kon5tante
Die verwerking geskied a$ volg: Inisiele taevoerwAarde ward
w.ere.ns na die programintreepunte gestuur om progrAmuit-
vo.ring t. sneller. Die instruksiehAal-eenheid ontb'ek die
v.rwysd. instruksie uit die programgeheue en voeg dit by die
inkam.nd. datA. Die verwerkerelemente neem nau die geaktiveer-
d. instruksie en voer die gespesifiseerde aperasie uit. Die
r.sultate ward nau na buite of na die datApakkettou geroet.er.
Di. datapakk.tt. uit die wagtou word na die verbinding.toor
g.stuur. Indi.n 'n gegewe pakket 'n maat benodig, ward dit in
die v~binding5toor met 5y naamgenoot, indien dit aanwesig is,
v.rbind. Indien die maat nie in die stoor voorkam nie, word
die pakk.t tydelik hier gebuffer tadat die maat voorkom.
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1.5 Ander datavloei-projekte
Heelwat projekte vir die fisiese implementering van datavloei-
steiseis was reeds, en is tans besig by Europese, Japanese en
Amerikaanse navorsingsinstansies, onder andere:
(1) Die multidatavloei-verwerker
Laboratory of Computer
Massachusetts, USA.
van Arvind [12,22] by die
Science MIT Cambridge,
(2) Die DDDP van Kishi [233 by die Systems Laboratory OKI
Electric Industry Co., Ltd Minato-ku, Tokyo 108, Japan.
(3) Die datavloei-ryverwerker van Takahashi [24] by Musashine
Elec. Communication Lab. Nippon Telegraph and Telephone
Public: Corporation 3-9-'1. ,. Midarichcl Musashino-shi Tokyo
180 Japan.
(4) Die syferseindatavloei-verwerker van Kronlof [17] by
Helsinki Univerity of T~chnology, Department of Technical
Physi cs, SF-02150 E'!£f.'oQ 15, Finl ".""i.'r:.,
(:5) Ball Laboratori "!s (A·r~·T) se EMS? syferseindatavloei-
verwerker [27J.
(6) Die Utah Data DriVEn Ma~hine CDDM1) [2:5,26J van Burroughs
Interactive Research Center, La Jolla, California.
(7) Die Newcastle Data-control Flow Computer by die
Universit.it van Newcastle upon Tyne.
'n Komer5iele datavloeiverwerker [28J word tans by die NEC
Electronics Natick (Mass.) Technology Center ontwikkel. Die
PD7281 is basies 'n enkel gelntegreerde stroombaan, wat die
datavloei-pyplyn voorstel.
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BYLAE J
I Pn Voorbeeld
Aangesien die programmering tydsaam is, word slegs
~enYoudige Yoorbeeld verduidelik. Die gemiddeld van N getalle
word geneem. Die vol9~nde konsepte word gedemonstreer.
1) Eenvoudige toevoer/afvoer-meganismes
2) Die hertoelatings-meganismes (lusoopvouing)
3) Die asinchrone pyplyn verwerking
4i St..ruktuurhantering
V~~ programmeringsmetode was as volg: Die datavlo~i-diagram
van die funksie is getrek waarna die operators genommer is.
Die operators is in sekwensie neergeskryf en met behulp van
die destinasie-adresse verbind. Hierdie datavloei-masjientaal
stel dus die vloeidiagram van die funksie Yoor. Die masjien-
taal word in Pn le~r gestoor, wat tydens die model opstelfase
in die instruksiehaalproses se programgeheue gelaai word.
Die inisiele datawaardes (N -datawaardes en P - die struktuur-
wyser) word by die monitor ingevoer en na die afsonderlike
programintreepunte, instruksie 1 en 3 gestuur. Die data word
nou na die geheueproses gestuur (ook via die monitor) en sodra
«1 die data beskikbaar is, word die programverloop gesneller.
Die program algoritme is as volg:
INPUT X,N
I = 0
SOM = 0
REPEAT
SOM = SOM + 1
I = I + 1
UNTIL (1 > N - 1)
ANTW = SOM/N
OUTPUT ANTW
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NGEHEUE
7 VRA SrNCH STOOR BY 2
23
10
w v
12
GEHEUE
VRA K
K
13 ...--'1'""'----1
K - I
1
K (11& 10)
("" ~,,)
K
I
INV r 29
25
w V 28
---ICL-J:<I 1---,
.'[J
INC I
p
24 FETCH
19
- tHE VOORBEELD-
INvK 30
N
/31
(114 bu.te)
ANTWoo~n
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Die pragraminstruksies word gegee:
1) KOPIEER - Die toevoerwyser word gekopieer.
2) KONSTANTE STOOR - Stoer konstante by instruk5ie 23
3) KOPIEER
4) KOPIEER
5) MINUS - Die kanstante 1 word van die toevoerwaarde afgetrek
6) KONSTANTE STOOR - Stoar konstante by in5truksie 18
7) VRA SINCHRONI5ASIE - vra intree sinchranisasie
8) KOPIEER
9) BESLUITNEMING Is die intree grater as 0
10) SKAKEL - Skakel die taevoer na een van die afvaere
11) KOPIEER
12) KONTEKS AANVRAAG - Vra kanteks van geheueproses
13) KONTEKS VERVANGIN6 - Vervang au kanteks met nuwe en stuur die
au kantek. na instruksie 30
14) INDEKS VERVANGIN6 - Herstel indeks na eenheid en stuur au
indek. na instruksie 29
1~) NOP - Geen operasie maar herstel taevaerwaarde na 0
16) KOPIEER
17) KOPIEER
18) BESLUITNEMING
19) SKAKEL
20) KOPIEER
21) INKREMEMTEER - Inkrementeer taevaerwaarde
22) INKREMENTEER INDEKS - inkrementeer toevoerpakket indeksveld
23) SOMMEER
24) GEHEUE-AANVRAA6 - Vra ~n geheueposisie datawaarde aan
2~) SKAKEL
26) SOMMEER
27) INKREMENTEER INDEKS
29) HESTEL INDEK5 - he.tel indeksveld na eenheid
29) INVERSE INDEK5 - Vervang indeks met oue
30) INVERSE KOt-'TEKS - Vervang konteks met oue
31> DEEL
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Die programverloop
Die inisiele toevoerwaardes P en N word gebruik om die
geheueproses vir sinchronisasie aan te vra (instruksie 7), om
sodoende geordende toevoer te bewerkstellig. Die waardes word
ook gebruik vir verspreiding na die opvolgende instruksies
18,23 en 31.
'n Zero waarde word nou onmiddelik aan die Kopieerinstruksie 8
Qestuur om aan te dui dat die toevoersinchronisa.ieregister in
die geheueproses toegeken is. Die waarde is gelyk aan zero by
instruksie 9 en daarom word die toevoer van instruksie 10 na
die "vals" afvoer geroeteer. Die toevoerdatawaardes (waarvan
die gemiddeld verkry wil word) word nou direk na die
geheueproses gestuur. Indien al N waardes ontvang is (met
behulp van die "intree" funksie in die geheueproses), detek
die geheueproses hierdie toestand en stuur die toevoer-
struktuurwy.er P aan na instruksie 8. Die toevoerdatawaarde by
instruksie 9 is groter as zero en daarom word instruksie 10 se
toevoer na instruksie 11 afgevoer.
Instruksie 11 versprei die toevoer waarde na instruksie 13 en
12 waarvan die laasgenoemde 'n konteksaanvraag na die geheue-
proses stuur. Die geheueproses stuur nou die unieke konteks na
konteksoperasie instruksie 13, waar die konteksveld van die
afvoerdatapakket met hierdie nuwe konteks vervang en na die
opvolgende instruksie ge.tuur word. Die ou konteks word ook
nou ~eur instruksie 13 (met behulp van 'n datapakket) na die
inverskonteksoperasie by instruksie 30 gestuur. Die indeks-
operator by instruksie 14 herstel die indeksveld van die
toevoerdatapakket na eenheid en stuur dit aan na instruksie
1~. Die ou indeksdiepte word ook na die inversindeksoperator
by instruksie 29 getuur.
Instruksie 15 herstel die toevoerdatawaarde na zero en roeteer
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die afvoerwaarde na die kopieeroperasie, instruksie 16. Die
tcevcerdatawaardes wcrd ncu na instruksie 17 en 25 gerceteer,
om onderskeidelik die indekswaarde (moet nie verwar met die
indeksveld nie) en die scm van die algcritme vocrstel.
Instruksie 17 kcpieer die toevoer na instruksie 18 en 19.
Indien die toevoerdatawaarde na instruksie 18 kleiner of gelyk
aan die aangeduide waarde is, word die toevoer van instruksie
19 na die kcpieeroperasie instruksie 20 geroeteer (indien nie,
word geen afvoerroetering gedoen nie). Die toevoer van
instruksie 21 word met eenheid ge1nkrementeer en na instruksie
22 aangestuur. Instruksie 22 inkrementeer die indeksveld van
die toevoarpakket en stuur dit aan die kopieeroperasie
instruksie 17, vanwaar die 10kale Ius weereens verloop.
Int'Js.en word die indekswaarde en die struktuurbeginwyser
ge.omeer by instruksie 23 om die absolute geheue-adres van die
stelseltoevoerdata te verkry (wat reed in die geh.ue gestoor
is). Hierdie wyser word nou na die geheueproses gestuur om ~n
geheueleesoperasie te bewerkstellig. Di. geheueproses lees die
gespesifiseerde posisie en stuur dit aan na sommerinsoperasie,
instruksie 26.
Intussen is die toevoerdatawaarde na instruksie 25 (die
"som") na (afhangende van die beheerwaarde vanaf instruksie
18 soos instruksie 19) ook na die sommeringsoperasie,
instruksi. 26 gestuur. Die ou som word in effek met die nuwe
datawaarde (vanaf die geheueproses) gesommeer. Die antwoord
word hierna na instruksie 27 geroeteer. Instruksie 27
inkrementeer die toevoerpakket se indekveld en stuur dit aan
instruksie 25 om sodoende die Ius te voltooi.
Die Ius loop todat die toevoerdata na instruksie 18 nie mear
kleiner of gelyk aan die gegewe bedrag is nie en die twee
skakelaaroperasies, instruksies 19 en 25 roet••r hul
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toevoerdata na die ondeskeie "vals"afvoere. Instruksie 19 het
geen afvoer nie, terwyl instruksie 25 sy toevoer na instruksie
28 roeteer.
Instruksie 28 herstel die indeksveld na eenheid sodat die
en voer die toevoer af na instruksie 29, sodat die afvoer met
die Ander naamgenoot wat vir instruksie 28 bestem is kan
koppel. Instruksie 29 vervang die toevcerpakket se indeksveld
met die ou indeksdiepte en .tuur dit na instruksie 30 aan.
Instruksie 30 vervang op sy beurt weer die toevoerpakket se
konteksveld met die ou konteks en stuur dit na instruksie 31.
Die instruksie 31 deel die toevoerdatawaarde deur N en roeteer
die afvoer na buite (die monitorproses)0
~n Afdruk van die program op die VAX word gegee (pakket tipe 4
in bylMe B) .aam met die vloeidiagram wat dit verteenwoordig.
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BYLAE F
E Die instruksiehaalproses
Die proses begin deur sy eie posbus te skep en daarna die
adres van die opvolgende verwerkerprosesse se posbusadresse te
verkry. Die aangevraagde programinstruksiel@er word daarna in
die programgeheue gelees en die proses gaan in ~n oneindige
Ius.
Die lusverloop is as volg: Die destinasi.adres van die
geleesde toevoerdatapakket word gebruik om die verwysde
instruksie aan te spreek. Die inkomende datapakket word .aam
met die instruksie gevoeg en na die verwerkingsprosesse
aangestuur. Indien die toevoer-pakkette ~n enkel datawaarde
bevat en die destinasie-instruksie ~n konstante bevat, word
die konstante tesame met die toevoerdata en die instruksie aan
die verwerkerprose••e gestuur.
Indien die toevoerpakket na ~n in.truksie verwys waarvan die
funk.ieveld ~n "konstante stoer" funksie gevat, word die data
onmiddellik in die verwysde data-instruksie se "konstante-
vlS!!ld" gestoor.
Die toevoerdatapakket is van tipe 2 en die afvoerdatapakket is
van tipe 3 in bylae B.
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