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Abstrakt
Tato diplomova´ pra´ce pojedna´va´ o mobiln´ı platformeˇ Google Android, rozsˇ´ıˇrene´ realiteˇ
a knihovneˇ ARToolKit. V ra´mci pra´ce byla navrzˇena a implementova´na aplikace demon-
struj´ıc´ı rozsˇ´ıˇrenou realitu na platformeˇ Google Android.
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Abstract
This thesis deals with Google Android platform, augmented reality and the ARToolKit
library. An application demonstrating augmented reality for Google Android was designed
and implemented in this thesis.
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Kapitola 1
U´vod
Rapidneˇ nar˚ustaj´ıc´ı vy´pocˇetn´ı vy´kon, pameˇt’ove´ mozˇnosti a cˇ´ım da´l nizˇsˇ´ı porˇizovac´ı na´klady
mobiln´ıch zarˇ´ızen´ı otev´ıraj´ı nove´ mozˇnosti jejich vyuzˇit´ı. Jednou z oblast´ı, kde zacˇala mo-
biln´ı zarˇ´ızen´ı v posledn´ı dobeˇ z´ıskavat uplatneˇn´ı, je rozsˇ´ıˇrena´ realita – odveˇtv´ı pocˇ´ıtacˇove´ho
vy´zkumu, ktere´ se zameˇrˇuje na mozˇnosti kombinova´n´ı rea´lne´ho sveˇta s daty generovany´mi
pocˇ´ıtacˇem. Mobiln´ı telefony, smartphony, PDA apod. jsou lehkou a levnou hardwarovou
platformou s jednoduchy´m, dobrˇe zna´my´m uzˇivatelsky´m rozhran´ım. Modern´ı mobiln´ı za-
rˇ´ızen´ı tohoto typu jsou v soucˇasnosti masoveˇ rozsˇ´ıˇrena´ a prakticky vsˇechna jsou vybavena
kamerou a displejem s vysoky´m rozliˇsen´ım, cozˇ umozˇnˇuje tzv. pr˚uhledovy´ (”see-through“)
zp˚usob interakce. To z nich deˇla´ zaj´ımavou alternativu ke klasicky´m hardwarovy´m rˇesˇen´ım
pro rozsˇ´ıˇrenou realitu, jaky´mi jsou naprˇ´ıklad na´hlavn´ı displeje nebo pocˇ´ıtacˇe se statickou
kamerou.
Tato diplomova´ pra´ce si klade za c´ıl prˇedevsˇ´ım demonstrovat mozˇnosti rozsˇ´ıˇrene´ real-
ity na prˇenosny´ch zarˇ´ızen´ıch; za t´ımto u´cˇelem byla navrzˇena a implementova´na aplikace
urcˇena´ pro novou mobiln´ı platformu Google Android. Tato platforma je detailneˇ popsa´na
v kapitole 2. Kapitola 3 se veˇnuje obecneˇ problematice rozsˇ´ıˇrene´ reality. Algoritmy im-
plementovane´ knihovnou ARToolKit, ktere´ tvorˇ´ı ja´dro aplikace, jsou podrobneˇ popsa´ny
v kapitole 4. Prˇedmeˇtem kapitoly 5 je na´vrh demonstracˇn´ı aplikace. Jej´ı implementace je
pak popsa´na v kapitole 6. Testova´n´ı aplikace se veˇnuje kapitola 7. Posledn´ı kapitola 8 pak
hodnot´ı dosazˇene´ vy´sledky a nast’inˇuje mozˇne´ pokracˇova´n´ı pra´ce.
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Kapitola 2
Google Android
Android je softwarova´ platforma urcˇena´ prˇedevsˇ´ım pro mobiln´ı telefony, chytre´ telefony,
PDA, GPS navigace a jina´ mobiln´ı zarˇ´ızen´ı. Jej´ımi soucˇa´stmi jsou operacˇn´ı syste´m, mid-
dleware a hlavn´ı aplikace.
2.1 Historie
Roku 2005 koupila spolecˇnost Google malou spolecˇnost Android Inc., ktera´ byla zameˇrˇena´
na software pro mobiln´ı zarˇ´ızen´ı. Tento krok byl prvn´ı zna´mkou ochoty Googlu vstoupit
na mobiln´ı trh. V roce 2007 iniciovala spol. Google vznik aliance Open Handset Alliance
(OHA), ktera´ ma´ za c´ıl vytva´rˇet otevrˇene´ standardy pro mobiln´ı zarˇ´ızen´ı. Jej´ımi cˇleny je
47 vy´znamny´ch spolecˇnost´ı jako naprˇ. Google, Intel, NVIDIA, Motorola, T-Mobile a dalˇs´ı
opera´torˇi, vy´robci mobiln´ıch zarˇ´ızen´ı, softwarove´ a jine´ spolecˇnosti. Snahy OHA vytvorˇit
otevrˇenou mobiln´ı platformu odstartovaly velky´ boj s jej´ımi hlavn´ımi konkurenty – spolecˇ-
nostmi Microsoft, Apple, Symbian a dalˇs´ımi. Microsoft vydal Windows Mobile 6.0 s vylep-
sˇeny´mi Office Mobile a dalˇs´ımi novinkami. Symbian, na jehozˇ syste´mech beˇzˇelo v te´ dobeˇ
v´ıce nezˇ 110 milion˚u mobiln´ıch zarˇ´ızen´ı, vydal OS v9.5, a Apple zaplavil trh iPhonem.
Sveˇt cˇekal na odpoveˇd Googlu, kterou meˇl by´t takzvany´ gPhone – telefon, ktery´ by mohl
konkurovat iPhonu a jiny´m zarˇ´ızen´ım. OHA vsˇak prˇiˇsla s mnohem lepsˇ´ım rˇesˇen´ım – Google
Android. Google Android je prvn´ı skutecˇneˇ otevrˇena´ mobiln´ı platforma na sveˇte, zalozˇena´
na Linuxu, s cˇisty´m a jedoduchy´m uzˇivatelsky´m rozhran´ım a mozˇnost´ı vytva´rˇet aplikace
v jazyce Java. Spolecˇnost Google, mı´sto toho aby vytvorˇila jeden jediny´ gPhone, prˇiˇsla
s platformou, kterou je mozˇne´ integrovat do tis´ıc˚u jizˇ existuj´ıc´ıch i zcela novy´ch zarˇ´ızen´ı.
[13] [3]
V roce 2007 spolecˇnost Google vydala vy´vojove´ na´stroje – Android Software Develop-
ment Toolkit – a vyhla´sila souteˇzˇ Google Android Challenge. C´ılem souteˇzˇe bylo podporˇit
vy´voja´rˇe a co nejv´ıce urychlit vy´voj softwaru pro platformu. Prozat´ım se uskutecˇnila dveˇ
kola a spolecˇnost Google rozdala na odmeˇna´ch 20 milion˚u dolar˚u. Azˇ pocˇa´tkem roku 2008
byly vydane´ kompletn´ı zdrojove´ ko´dy Androidu. 1
Na podzim roku 2008 se na trhu objevil prvn´ı telefon beˇzˇ´ıc´ı na platformeˇ Android.
Jedna´ se o komunika´tor T-Mobile G1 (beˇheˇm vy´voje zna´my´ jako HTC Dream). [3] [13]
1Vsˇechny soucˇa´sti platformy jsou k dispozici pod licenc´ı
”
Apache free-software and open-source license“
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2.2 Architektura
Aplikace Android je doda´va´n se sadou hlavn´ıch aplikac´ı, mezi ktere´ patrˇ´ı internetovy´
prohl´ızˇecˇ, kalenda´rˇ, program pro SMS, kontakty, prohl´ızˇecˇ map a dalˇs´ı. Vy´voj aplikac´ı
pro platformu Android je mozˇny´ pouze v jazyce Java.
Aplikacˇn´ı framework Slouzˇ´ı pro psan´ı aplikac´ı pro Android. Narozd´ıl od jiny´ch mo-
biln´ıch prostrˇed´ı jsou vsˇechny aplikace pro Android rovnocenne´. To znamena´, zˇe
vy´voja´rˇi maj´ı prˇ´ıstup ke vsˇem API, ke ktery´m maj´ı prˇ´ıstup hlavn´ı aplikace An-
droidu. Architektura je navrzˇena´ s ohledem na jednoduche´ opakovane´ vyuzˇ´ıva´n´ı kom-
ponent – kazˇda´ aplikace mu˚zˇe ”zverˇejnit“ sve´ mozˇnosti a jaka´koliv jina´ aplikace je
pak muzˇe vyuzˇ´ıvat. Stejny´ mechanismus umozˇnuje uzˇivatel˚um nahrazovat existuj´ıc´ı
komponenty.
Knihovny Android obsahuje C/C++ knihovny, vyuzˇ´ıvane´ r˚uzny´mi komponentami An-
droidu. Tyto knihovny jsou zprˇ´ıstupneˇne´ vy´voja´rˇ˚um prostrˇednictv´ım aplikacˇn´ıho frame-
worku. Mezi hlavn´ı knihovny patrˇ´ı naprˇ.:
• Syste´mova´ knihovna C – implementace standardni knihovny C (libc), optimali-
zovana´ pro embedded zarˇ´ızen´ı
• Knihovny pro pra´ci s me´dii – umozˇnˇuj´ı pra´ci s velky´m mnozˇstv´ım audio a video
forma´t˚u a take´ staticky´ch obra´zk˚u, mezi podporovane´ forma´ty patrˇ´ı JPG, PNG,
MPEG4, AAC, AMR, H.264
• LibWebCore – modern´ı engine pro zobrazova´n´ı webovy´ch stra´nek
• SGL – engine pro 2D grafiku (Scalable Graphics Engine)
• 3D knihovna – implementace zalozˇena´ na OpenGL ES, podporuje softwarove´
renderova´n´ı i hardwarovou akceleraci
• FreeType – rendrova´n´ı bitmapovy´ch a vektorovy´ch font˚u
• SQLite – nena´rocˇny´ relacˇn´ı databa´zovy´ syste´m
Android Runtime Android obsahuje sadu hlavn´ıch knihoven (core libraries), ktere´ posky-
tuj´ı veˇtsˇinu funkcionality standardn´ıch knihoven jazyka Java. Kazˇda´ aplikace beˇzˇ´ı
ve sve´m vlastn´ım procesu a ve vlastn´ı instanci virtua´ln´ıho stroje. Virtua´ln´ı stroj
pouzˇ´ıvany´ platformou Android se jmenuje Dalvik. Tento virtua´ln´ı stroj byl vytvorˇen
specia´lneˇ pro platformu Android. Slouzˇ´ı k beˇhu Java aplikac´ı, prˇevedeny´ch do kom-
paktn´ıho souboru typu Dalvik Executable (.dex). Dalvik je navrzˇeny´ s ohledem na
atributy mobiln´ıch zarˇ´ızen´ı – ma´ male´ na´roky na pameˇt’ i procesor.
Linuxove´ ja´dro Architektura Androidu je zalozˇena´ na Linuxove´m ja´dru verze 2.6. To
zajiˇst’uje spra´vu pameˇti, rˇ´ızen´ı proces˚u, s´ıt’ove´ sluzˇby a dalˇs´ı.
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Obra´zek 2.1: Architektura platformy Android [10]
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2.3 Struktura aplikac´ı
Aplikace Androidu se skla´daj´ı z kombinace hlavn´ıch stavebn´ıch blok˚u. Hlavn´ı cˇtyrˇi stavebn´ı
bloky jsou: Activity, Broadcast Intent Receiver, Service a Content Provider
2.3.1 Activity
Activity je nejcˇasteˇji pouzˇ´ıvany´ stavebn´ı blok. Activity obvykle odpov´ıda´ jedne´ obrazce
aplikace. Komponenta Activity veˇtsˇinou zobrazuje uzˇivatelske´ rozhran´ı slozˇene´ z tzv. views
(prvky uzˇivatelske´ho rozhran´ı jako naprˇ. textova´ pole, tlacˇ´ıtka, zasˇkrta´vac´ı pole atd., viz
da´le).
Intent
K prˇesunu mezi obrazovkami slouzˇ´ı trˇ´ıda Intent. Intent je prostrˇedek, ktery´m mu˚zˇe aplikace
vyja´drˇit sv˚uj pozˇadavek na neˇjakou akci. Dveˇ nejd˚ulezˇiteˇjˇs´ı slozˇky Intent jsou akce (MAIN,
VIEW, PICK, EDIT atd.) a data, na ktery´ch se ma´ akce prove´st. Data jsou specifikova´na
ve formeˇ URI.2 Pokud naprˇ´ıklad aplikace potrˇebuje zobrazit u´daje o neˇjake´ osobeˇ, mu˚zˇe
vytvorˇit Intent s akci VIEW a s URI, ktera´ reprezentuje danou osobu. Na´sleduj´ıc´ı ko´d
prˇedstavuje uka´zku pouzˇit´ı Intentu, ktery´ zp˚usob´ı vytocˇen´ı telefonn´ıho cˇ´ısla.
Intent i = new Intent("android.intent.action.CALL",
ContentURI.create("tel:+420088533224"));
startActivity(i);
Intent Filter
Jake´ akce je Activity (nebo Broadcast Receiver, viz n´ızˇe) schopna´ zpracovat, popisuje Intent
Filter. Naprˇ´ıklad aplikace, ktera´ je schopna´ zobrazit kontaktn´ı informace osoby, zprˇ´ıstupn´ı
Intent Filter, ktery´ obsahuje informaci, zˇe Activity umı´ zpracovat akci VIEW na datech
reprezentuj´ıc´ıch informace o osobeˇ. Activity zprˇ´ıstupnˇuj´ı sve´ Intent Filtery v souboru An-
droidManifest.xml.
Aplikace, ktera´ chce spustit neˇjakou Activity, zavola´ metodu startActivity() s parame-
trem specifikuj´ıc´ım dany´ pozˇadavek ve formeˇ Intent. Syste´m pak prohleda´ vsˇechny nain-
stalovane´ aplikace a vybere Activity, jej´ızˇ Intent filter nejle´pe odpov´ıda´ dane´mu Intent. Pro-
ces rˇesˇen´ı Intent˚u prob´ıha´ za beˇhu, v okamzˇiku, kdy je zavola´na metoda startActivity().
Tento prˇ´ıstup ma´ dva hlavn´ı prˇ´ınosy: Activity mu˚zˇe pouzˇ´ıvat funkcionalitu jiny´ch kompo-
nent jednodusˇe t´ım, zˇe vytvorˇ´ı pozˇadavek ve formeˇ Intent a mohou by´t kdykoliv nahrazeny
jinou Activity s ekvivalentn´ım Intent Filterem.
Zˇivotn´ı cyklus Activity
Activity se mu˚zˇe vyskytovat ve trˇech za´kladn´ı stavech:
• Je bezˇ´ıc´ı (running), pokud je v poprˇed´ı na obrazovce a ma´ fokus pro uzˇivatelske´ akce.
• Je ozastavena´ (paused), pokud ztratila fokus, ale je porˇa´d viditelna´ pro uzˇivatele.
• Je zastavena´ (stopped), pokud jej´ı okno je cele´ prˇekryto jinou activtiy.
2Uniform Resource Identifier – rˇeteˇzec znak˚u prˇesneˇ specifikuj´ıc´ı zdroj neˇjaky´ch dat
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Pokud je Activity pozastavena´ nebo zastavena´, mu˚zˇe ji syste´m kdykoliv ukoncˇit a uvolnit
z pameˇti (naprˇ. v prˇ´ıpadeˇ, zˇe ostatn´ı aplikaci potrˇebuj´ı pameˇt’). O prˇechodech mezi jed-
notlivy´mi stavy je Activity notifikova´na pomoc´ı metod onStart(), onPause(), onResume()
atd. V teˇchto metoda´ch mu˚zˇe Activity rˇesˇit r˚uzne´ za´lezˇitosti spojene´ se stavem, ve ktere´m
se momenta´lneˇ nacha´z´ı – naprˇ. nacˇ´ıta´n´ı dat prˇi startu, uvolnˇova´n´ı zdroj˚u prˇi zastaven´ı
apod.
2.3.2 Broadcast Intent Receiver
Broadcast Intent Receiver slouzˇ´ı ke spousˇteˇn´ı aplikace v reakci na neˇjakou extern´ı uda´lost,
naprˇ. zvoneˇn´ı telefonu, prˇ´ıchoz´ı SMS, urcˇita´ hodnota syste´movy´ch hodin apod. Broadcast
Intent Receivery nezobrazuj´ı zˇa´dne´ uzˇivatelske´ rozhran´ı. Broadcast Intent Receivery jsou
registrova´ny v AndroidManifest.xml. Aplikace mohou take´ pos´ılat vlastn´ı Broadcast Intenty
ostatn´ım aplikac´ım.
2.3.3 Service
Service (sluzˇba) je ko´d beˇzˇ´ıc´ı na pozad´ı, zat´ımco uzˇivatel mu˚zˇe procha´zet ostatn´ı aplikace.
Prˇ´ıkladem mu˚zˇe by´t hudebn´ı prˇehra´vacˇ, ktery´ hraje hudbu i v dobeˇ, kdy uzˇivatel spustil
jinou aplikaci. K service je mozˇne´ se prˇipojit a komunikovat s n´ım pomoc´ı rozhran´ı, ktere´
service zprˇ´ıstupnˇuje. V prˇ´ıpadeˇ prˇehra´vacˇe hudby tak mu˚zˇe by´t naprˇ´ıklad mozˇne´ prˇehra´vacˇ
pozastavit, prˇetocˇit apod.
2.3.4 Content Provider
Slouzˇ´ı ke sd´ılen´ı dat mezi aplikacemi. Content Provider je trˇ´ıda, ktera´ implementuje stan-
dardn´ı mnozˇinu metod, umozˇnˇuj´ıc´ı ostatn´ım aplikac´ım ukla´dat a nacˇ´ıtat data, ktera´ jsou
spravova´na dany´m Content Providerem.
2.4 AndroidManifest.xml
Kazˇda´ aplikace pro platformu Android mus´ı obsahovat ve sve´m korˇenove´m adresa´rˇi soubor
AndroidManifest.xml. Tento soubor da´va´ syste´mu za´kladn´ı informace o aplikaci. Manifest
mimo jine´:
• Nastavuje na´zev bal´ıku aplikace. Na´zev slouzˇ´ı jako jednoznacˇny´ identifika´tor aplikace.
• Popisuje komponenty aplikace – activitiy, sluzˇby, broadcast receivery a content providery.
• Deklaruje povolen´ı (permissions), ktera´ aplikace vyzˇaduje pro sv˚uj beˇh (naprˇ. pro
prˇipojen´ı k internetu).
• Deklaruje povolen´ı, ktera´ mus´ı mı´t ostatn´ı aplikace, pokud chteˇj´ı s touto komunikovat.
• Deklaruje minima´ln´ı verzi API, kterou aplikace vyzˇaduje.
• Vyjmenova´va´ knihovny pouzˇ´ıvane´ aplikac´ı, ktere´ nejsou soucˇa´st´ı hlavn´ı knihovny
(naprˇ. maps nebo awt).
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Uka´zka AndroidManifest.xml:
<?xml version="1.0" encoding="UTF-8"?>
<manifest xmlns:android="http://schemas.android.com/apk/res/android"
package="cz.android.test">
<uses-permission android:name="android.permission.INTERNET" />
<application>
<activity android:name=".MainActivity" android:label="Android Test">
<Intent-filter>
<action android:name="android.Intent.action.MAIN"/>
<category android:name="android.Intent.category.LAUNCHER"/>
</Intent-filter>
</activity>
</application>
</manifest>
V tomto AndroidManifest.xml aplikace specifikujem, zˇe vyzˇaduje povolen´ı pro prˇ´ıstup k in-
ternetu. Aplikace obsahuje jedinou Activity.
2.5 Uzˇivatelske´ rozhran´ı v Androidu
Jak jizˇ bylo rˇecˇeno, uzˇivatelske´ rozhran´ı (UI) se skla´da´ z komponent zvany´ch View. Podtrˇ´ıdy
trˇ´ıdy View reprezentuj´ı prvky uzˇivatelske´ho rozhran´ı jako naprˇ´ıklad Button, ImageButton,
EditText, CheckBox, RadioButton, AutoComplete.
Rozlozˇen´ı prvk˚u na obrazovce je rˇ´ızeno tzv. Layouts. Layout je objekt, ktery´ ma´ na
starosti urcˇova´n´ı velikosti a polohy prvk˚u UI, ktere´ mu prˇ´ıslusˇej´ı. Mezi nejpouzˇ´ıvaneˇjˇs´ı
Layouts patrˇ´ı:
FrameLayout – nejjednodusˇsˇ´ı objekt typu Layout. Prˇedstavuje pra´zdne´ mı´sto, ktere´ pozdeˇji
mu˚zˇe by´t vyplneˇno jedn´ım objektem, naprˇ. obra´zkem.
LinearLayout – zarovna´va´ prvky v jednom smeˇru, bud’ vertika´lneˇ, nebo horizonta´lneˇ.
AbsoluteLayout – umozˇnˇuje specifikovat prˇesne´ sourˇadnice x, y na obrazovce, kde se
maj´ı prvky zobrazit.
TableLayout – zarovna´va´ prvky do rˇa´dk˚u a sloupc˚u.
V Androidu existuj´ı dveˇ mozˇnosti, jak vytva´rˇet uzˇivatelska´ rozhran´ı (UI):
• definovat rozlozˇen´ı jednotlivy´ch elementu pomoc´ı XML soubor˚u
• vytva´rˇet UI za beˇhu pomoc´ı objekt˚u View a GroupView
Android umozˇnˇuje kombinovat tyto metody pro vytva´rˇen´ı a rˇ´ızen´ı uzˇivatelske´ho rozhran´ı.
Je take´ mozˇne´ odkazovat v programu na jednotlive´ prvky UI definovane´ v XML a meˇnit
jejich stav. Vy´hoda definova´n´ı UI v XML je ve veˇtsˇ´ı prˇehlednosti a v oddeˇlen´ı od ko´du
– je mozˇne´ meˇnit design UI bez nutnosti zmeˇn v programu a rekompilace. Nav´ıc pouzˇit´ı
XML umozˇnˇuje snadneˇjˇs´ı vizualizaci UI a usnadnˇuje tak rˇesˇen´ı prˇ´ıpadny´ch proble´mu˚ prˇi
jeho na´vrhu.
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Obra´zek 2.2: Uka´zka UI
Kazˇde´ XML ma´ pra´veˇ jeden korˇenovy´ element, jenzˇ mus´ı by´t bud’ View nebo View-
Group. Do korˇenove´ho elemntu se vkla´daj´ı vnorˇene´ elemnty, a t´ım se postupneˇ vytva´rˇ´ı hi-
erarchie UI prvk˚u. Na´sleduj´ıc´ı vy´pis demonstruje pouzˇit´ı LinerLayoutu, obsahuj´ıc´ıho jeden
Button (tlacˇ´ıtko) a TextView (needitovatelny´ textovy´ rˇeteˇzec). Vy´sledne´ rozvrzˇen´ı prvk˚u
je na obra´zku 2.2.
<?xml version="1.0" encoding="utf-8"?>
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"
android:layout_width="fill_parent"
android:layout_height="fill_parent"
android:orientation="vertical" >
<TextView android:id="@+id/text"
android:layout_width="wrap_content"
android:layout_height="wrap_content"
android:text="Hello, I~am a TextView" />
<Button android:id="@+id/button"
android:layout_width="wrap_content"
android:layout_height="wrap_content"
android:text="Hello, I~am a Button" />
</LinearLayout>
Znaky ”@+“ v atributech android:id znamenaj´ı, zˇe na´sleduj´ıc´ı text se bude interpretovat
jako identifikator, pomoc´ı ktere´ho pak bude mozˇne´ na dany´ UI element odkazovat v pro-
gramu. Atributy android:layout_width a android:layout_height urcˇuj´ı vy´sˇku a sˇ´ıˇrku
prvku. Hodnota fill_parent znamena´, zˇe dany´ element ma´ mı´t stejny´ rozmeˇr, jako jeho
rodicˇ. Hodnota wrap_cotent urcˇuje, zˇe se velikost prvku urcˇ´ı podle obsahu (naprˇ. u tlacˇ´ıtka
bude v nasˇem prˇ´ıpadeˇ sˇ´ıˇrka a vy´sˇka urcˇena´ velikost´ı textu ”Hello, I am a Button“).
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2.6 Prˇ´ıstup k dat˚um
Platforma Android poskytuje neˇkolik mechanismu˚ pro pra´ci s daty:
Zdroje Ve zdroj´ıch (resources) se ukla´daj´ı soubory, ktere´ aplikace vyuzˇ´ıva´ prˇi sve´mu beˇhu
(obra´zky, zvuky, textove´ rˇetezce, XML soubory definuj´ıc´ı UI apod.). Zdroje jsou po
kompilaci soucˇa´st´ı bal´ıcˇku aplikace. Aplikace k nim prˇistupuje pomoc´ı identifika´tor˚u,
ktere´ se jednoznacˇneˇ prˇideˇluj´ı podle na´zvu souboru a umı´steˇn´ı v adresa´rˇove´ strukturˇe.
Zdroje lze pak pomoc´ı teˇchto identifika´tor˚u z aplikace otev´ırat (pouze pro cˇten´ı).
Preference Preference jsou mechanismus pro ukla´da´n´ı mensˇ´ıho mnozˇstv´ı dat ve formeˇ
kl´ıcˇ-hodnota. Preference umozˇnˇuj´ı ukla´da´n´ı jednoduchy´ch datovy´ch typ˚u a typicky
se vyuzˇ´ıvaj´ı pro ukla´da´n´ı nastaven´ı aplikace (naprˇ. ulozˇen´ı nastavene´ barvy pozad´ı
atd.).
Soubory Je mozˇne´ ukla´dat soubory prˇ´ımo do pameˇti mobiln´ıho zarˇ´ızen´ı nebo na prˇenositelne´
medium. Ostatn´ı aplikace k teˇmto soubor˚um pak obecneˇ nemaj´ı prˇ´ıstup.
Databa´ze Android podporuje vytva´rˇen´ı SQLite databa´z´ı. Kazˇda´ databa´ze je priva´tn´ı pro
aplikaci, ktera´ ji vytvorˇila. Android poskytuje funkce umozˇnˇuj´ıc´ı ukla´da´n´ı uzˇitecˇny´ch
komplexn´ıch datovy´ch struktur – je naprˇ. definova´n datovy´ typ pro informace o kon-
taktu skla´da´j´ıc´ı se z pol´ı pro jme´no, prˇ´ıjmen´ı, telefon, adresu, fotografii a dalˇs´ı.
2.7 Bezpecˇnostn´ı model
Android je v´ıceprocesovy´ syste´m, kde kazˇda´ aplikace (a kazˇda´ cˇa´st syste´mu) beˇzˇ´ı ve sve´m
vlastn´ım procesu. Veˇtsˇina bezpecˇnostn´ıch opatrˇen´ı mezi aplikacemi a syste´mem je zajiˇsteˇna
na u´rovni proces˚u pomoc´ı standardn´ıch Linuxovy´ch prostrˇedk˚u, jako jsou ID uzˇivatel˚u a
skupin. Dalˇs´ım bezpecˇnostn´ım mechanismem jsou tzv. povolen´ı (permissions), ktera´ kladou
omezen´ı na specificke´ operace, ktere´ urcˇity´ proces mu˚zˇe vykona´vat. Zajiˇsteˇn´ı ad-hoc prˇ´ıstupu
ke specificky´m dat˚um rˇesˇ´ı povolen´ı va´zana´ na URI.
Bezpecˇnostn´ı model Androidu je zalozˇen na tom, zˇe zˇa´dna´ aplikace nesmı´ implicitneˇ
prova´deˇt zˇa´dne´ operace, ktere´ by mohly mı´t neprˇ´ıznivy´ vliv na ostatn´ı aplikace, operacˇn´ı
syste´m nebo uzˇivatele. Mezi tyto operace patrˇ´ı naprˇ. cˇten´ı a za´pis soukromy´ch dat (kontakty,
e-maily, atd.), cˇten´ı a za´pis soubor˚u jiny´ch aplikac´ı, prˇ´ıstup k s´ıti a dalˇs´ı.
Proces, ve ktere´m je aplikace spusˇteˇna´, nemu˚zˇe tyto operace prova´deˇt, pokud mu to
nen´ı explicitneˇ umozˇneˇno pomoc´ı povolen´ı. Pozˇadavky na povolen´ı k teˇmto operac´ım jsou
v aplikac´ıch, ktere´ je vyzˇaduj´ı, staticky ulozˇeny, jsou tedy zna´my uzˇ v dobeˇ instalace aplikace
a nemohou se meˇnit. Zˇa´dosti o povolen´ı mohou by´t syste´mem zpracova´na r˚uzny´mi zp˚usoby,
typicky je syste´m povoluje/zamı´ta´ na za´kladeˇ certifika´t˚u nebo dotazova´n´ı uzˇivatele.
Kazˇda´ aplikace pro Android mus´ı by´t podepsana´ certifika´tem3, majitelem priva´tn´ıho
kl´ıcˇe certifika´tu je vy´voja´rˇ aplikace.
3Certifika´t slouzˇ´ı pouze k identifikaci vy´voja´rˇe a nen´ı nutne´, aby byl podepsa´n certifikacˇn´ı autoritou
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Kapitola 3
Rozsˇ´ıˇrena´ realita
3.1 Definice rozsˇ´ıˇrene´ reality
Rozsˇ´ıˇrena´ realita (Augmented Reality, AR) je druh virtua´ln´ı reality (Virtual Reality, VR).
Virtua´ln´ı realita i rozsˇ´ıˇrena´ realita se zameˇrˇuj´ı na poskytova´n´ı informac´ı uzˇivatel˚um umı´steˇ-
ny´m ve 3D prostrˇed´ı. Zat´ımco vsˇak virtua´ln´ı realita kompletneˇ obklopuje uzˇivatele umeˇly´m
sveˇtem, rozsˇ´ıˇrena´ realita vyuzˇ´ıva´ existuj´ıc´ı rea´lne´ prostrˇed´ı, ktere´ doplnˇuje o pocˇ´ıtacˇem
generovane´ informace potrˇebne´ v prˇ´ıslusˇne´m kontextu. Paul Milgram rozsˇ´ıˇrenou realitu na
tzv. ose virtua´ln´ıho kontinua umist’uje mezi rea´lne´ a virtua´ln´ı prostrˇed´ı. (viz obr. 3.1) [15][8]
Jednotna´ definice rozsˇ´ıˇrene´ reality neexistuje. Definice AR vycha´zej´ı v´ıce cˇi me´neˇ z defi-
nice virtua´ln´ı reality – ”prostrˇed´ı vytvorˇene´ pocˇ´ıtacˇem, trojrozmeˇrne´, interaktivn´ı, ktery´m
je uzˇivatel obklopen“. V literaturˇe se setka´va´me s definicemi, ktere´ pojem AR u´zce spojuj´ı se
specia´ln´ım hardwarem, typicky HMD.1 Druhy´ typ definic´ı je obecneˇjˇs´ı a nevylucˇuje pouzˇit´ı
bezˇny´ch zobrazovac´ıch zarˇ´ızen´ı. Obecneˇjˇs´ı definice vznikly jako reakce na noveˇ vznikaj´ıc´ı
implementace, pro ktere´ definice spojene´ s hardwarem prˇestaly stacˇit.
R. Azuma [8] definuje syste´my rozsˇ´ıˇrene´ reality jako syste´my, pro ktere´ plat´ı na´sleduj´ıc´ı
podmı´nky:
• Kombinuj´ı realne´ a virtua´ln´ı.
• Jsou interaktivn´ı v rea´lne´m cˇase.
• Jsou registrovane´ ve 3D.
Definice je tedy podobna´ definici VR. V prˇ´ıpadeˇ VR je vsˇak snaha, aby uzˇivatel vn´ımal
pouze virtua´ln´ı prostrˇed´ı. V AR je naproti tomu snaha zachovat kontakt uzˇivatele s rea´lny´m
sveˇtem. Da´le existuj´ı pojmy rozsˇ´ıˇrena´ virtualita a smı´ˇsena´ realita. Rozsˇ´ıˇrena´ virtualita je
definova´na jako vkla´da´n´ı obraz˚u rea´lny´ch objekt˚u do virtua´ln´ı sce´ny. Smı´ˇsena´ realita je
termı´n zahrnuj´ıc´ı jak rozsˇ´ıˇrenou realitu, tak rozsˇ´ıˇrenou virtualitu.
1Head-Mounted display – pr˚uhledove´ na´hlavn´ı obrazovky
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Obra´zek 3.1: Osa virtua´ln´ıho kontinua [15]
Obra´zek 3.2: Sledova´n´ı polohy kamery pomoc´ı znacˇky
3.2 Principy AR
Pro kazˇdy´ AR syste´m je prˇedevsˇ´ım nutne´ spra´vny´m zp˚usobem prˇida´vat virtua´ln´ı objekty
do rea´lne´ sce´ny (tzv. registrace). K tomu je potrˇeba zjistit, kde se uzˇivatel v rea´lne´m sveˇteˇ
nacha´z´ı a jaky´m smeˇrem se d´ıva´. Existuj´ı dva hlavn´ı typy prˇ´ıstup˚u, ktere´ toto umozˇnˇuj´ı.
Prvn´ım z nich je vyuzˇit´ı polohove´ho senzoru (pouzˇ´ıva´ se prˇedevsˇ´ım u HMD). [12] Druhy´m
prˇ´ıstupem je sledova´n´ı smeˇru pohledu uzˇivatele pomoc´ı znacˇek, ktere´ jsou prˇedem umı´steˇne´
za t´ımto u´cˇelem do sce´ny. Tento prˇ´ıstup bude vyuzˇ´ıvat i aplikace vyvinuta´ v ra´mci te´to
diplomove´ pra´ce. Syste´my, vyuzˇ´ıvaj´ıc´ı tento prˇ´ıstup, pracuj´ı na na´sleduj´ıc´ım principu:
1. Kamera sn´ıma´ video s rea´lnou sce´nou a zas´ıla´ je do pocˇ´ıtacˇe.
2. Pocˇ´ıtacˇ v kazˇde´m sn´ımku videa hleda´ znacˇky a snazˇ´ı se je identifikovat.
3. Pokud nalezne neˇjakou znacˇku, vypocˇ´ıta´ polohu kamery relativneˇ ke znacˇce.
4. Data o nalezeny´ch znacˇka´ch a poloze kamery v˚ucˇi nim se zpracuj´ı, vypocˇtou se polohy
virtua´ln´ıch objekt˚u.
5. Na monitoru nebo displeji se vykresl´ı rea´lna´ sce´na spolu s virtua´ln´ımi objekty.
Na obra´zku 3.2 je zna´zorneˇno vyuzˇit´ı znacˇky ve sce´neˇ k vy´pocˇtu polohy kamery vzhle-
dem ke znacˇce pro na´sledne´ vlozˇen´ı virtua´ln´ıho objektu.
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Obra´zek 3.3: Video pr˚uhledove´ HMD [9]
Obra´zek 3.4: Opticky pr˚uhledove´ HMD [9]
Vy´slednou sce´nu je mozˇne´ zobrazit bud’ na monitor pocˇ´ıtacˇe (poprˇ´ıpadeˇ jine´ho zarˇ´ızen´ı)
nebo pomoc´ı specializovane´ho hardware – HMD. Jedna´ se o obrazovky, ktere´ uzˇivatel nos´ı
nasazene´ na hlaveˇ. Existuj´ı dva hlavn´ı typy HMD:
• video pr˚uhledove´ HMD (video see-through)
• opticky pr˚uhledove´ HMD (optical see-through)
Optical see-through HMD (obr. 3.4) funguj´ı tak, zˇe je obraz virtua´ln´ıch objekt˚u promı´ta´n
na polopropustne´ zrcadlo, prˇes ktere´ se uzˇivatel d´ıva´ na rea´lnou sce´nu.
U video see-through HMD (obr. 3.3) obrazovek je vy´sledku dosazˇeno t´ım, zˇe na 3D
bry´l´ıch je prˇipevneˇna kamera sn´ımaj´ıc´ı rea´lnou sce´nu ve smeˇru pohledu uzˇivatele, virtua´ln´ı
a rea´lny´ obraz je zkombinova´n a uzˇivatel pak na obrazovce vid´ı tento sloucˇeny´ obraz.
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Obra´zek 3.5: Uka´zka hry ARQuake [4]
3.3 Vyuzˇit´ı AR
Rozsˇ´ıˇrena´ realita ma´ sˇiroke´ uplatneˇn´ı. Na´sleduje strucˇny´ vy´cˇet neˇkolika oblast´ı vyuzˇit´ı AR
[8] [15] [12] [2] [4].
Monta´zˇe a opravy AR lze vyuzˇ´ıt prˇi podporˇe vykona´va´n´ı komplexn´ıch u´kol˚u v oblasti
monta´zˇ´ı a oprav. Naprˇ´ıklad spolecˇnost Boeing vyvinula software, jenzˇ unsadnˇuje
monta´zˇ kabel˚u do letadel t´ım, zˇe pomoc´ı AR zvy´raznˇuje za´chytne´ body, za´suvky
apod.
Bezpecˇnostn´ı slozˇky V arma´deˇ uzˇ se pouzˇ´ıvaj´ı prˇ´ıstroje typu HMD jizˇ delˇs´ı dobu a to
jak v letectv´ı, tak pro peˇsˇ´ı vojsko. Vyuzˇit´ı AR v bezpecˇnostn´ıch slozˇka´ch zahrnuje
zobrazova´n´ı map, r˚uzny´ch instrukc´ı, poloh neprˇa´tel apod.
Medic´ına Rozsˇ´ıˇrena´ realita zde mu˚zˇe poma´hat vizualizac´ı skryty´ch objekt˚u – prˇi diag-
nostice nebo operaci mu˚zˇe AR aplikace naprˇ. promı´tat virtua´ln´ı ”rentgenovy´“ pohled
zalozˇeny´ na datech z prˇedchoz´ı tomografie nebo na sn´ımc´ıch z ultrazvuku, z´ıska´vany´ch
v rea´lne´m cˇase.
Spolupra´ce distribuovany´ch ty´mu˚ Naprˇ´ıklad telekonference, spolecˇna´ pra´ce na simulo-
vane´m 3D modelu apod.
Vzdeˇla´va´n´ı V dnesˇn´ı dobeˇ jizˇ existuje neˇkolik aplikac´ı nacha´zej´ıc´ıch uplatneˇn´ı v muze´ıch.
AR v nich umozˇnˇuje zobrazovat virtua´ln´ı objekty, popisky, animace apod.
Za´bava V hern´ım pr˚umyslu je mozˇne´ ocˇeka´vat velke´ vyuzˇit´ı rozsˇ´ıˇrene´ reality. Rozsˇ´ıˇrena´
realita vna´sˇ´ı do hern´ıho pr˚umyslu zcela nove´ koncepty. Jako prˇ´ıklad uved’me hru
ARQuake (viz obr. 3.5). Jednalo se o AR verzi popula´rn´ı 3D hry Quake. ARQuake
umozˇnˇoval hra´cˇ˚um beˇhat v rea´lne´m sveˇteˇ a bojovat proti virtua´ln´ım neprˇa´tel˚um.
Z posledn´ı doby je dobrˇe zna´ma´ hra The Eye of Judgement pro PlayStation 3, ktera´
pouzˇ´ıva´ rozsˇ´ıˇrenou realitu k zobrazova´n´ı virtua´ln´ıch nestv˚ur na rea´lny´ch karta´ch.
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3.4 Mobiln´ı AR
Mnoho drˇ´ıveˇjˇs´ıch i soucˇasny´ch AR aplikac´ı je zalozˇeno na klasicke´m prˇ´ıstupu vyuzˇ´ıvaj´ıc´ım
staticke´ desktopove´ pocˇ´ıtacˇe s kamerou nebo HMD spolu s laptopem, umı´steˇny´m v ba-
tohu na za´dech. Tento prˇ´ıstup prˇina´sˇ´ı vysoky´ vy´kon, ale take´ urcˇite´ nevy´hody – prˇedevsˇ´ım
vysokou cenu a omezen´ı uzˇivatelovy pohyblivosti. Tyto nedostatky zabranˇuj´ı masove´mu
rozsˇ´ıˇren´ı mezi sˇiroke´ spektrum netechnicky´ch uzˇivatel˚u.
Naproti tomu prˇenosna´ zarˇ´ızen´ı mohou asistovat uzˇivateli prakticky kdekoliv a jsou cˇ´ım
da´l levneˇjˇs´ı a vy´konneˇjˇs´ı. Proto se jev´ı jako vhodna´ hardwarova´ platforma pro aplikace AR.
V pocˇa´tc´ıch mobiln´ı AR aplikac´ı, tj. v dobeˇ prˇed neˇkolika lety, vyuzˇ´ıvaly projekty
zameˇrˇene´ na mobiln´ı AR zarˇ´ızen´ı jako jsou PDA apod. jen jako tzv. tenke´ klienty. Tato
zarˇ´ızen´ı tedy slouzˇila pouze k jednoduche´mu zpracova´n´ı vstupn´ıch dat a k zobrazova´n´ı
dat vy´stupn´ıch. Vesˇkere´ na´rocˇneˇjˇs´ı vy´pocˇty prova´deˇly servery, naprˇ. osobn´ı pocˇ´ıtacˇe, ktere´
s mobiln´ımi zarˇ´ızen´ımi komunikovaly prostrˇednictv´ım bezdra´tovy´ch s´ıt´ı. Prˇ´ıkladem teˇchto
aplikac´ı, pouzˇ´ıvaj´ıc´ıch prˇ´ıstup s tenky´mi klienty, jsou naprˇ. AR-PDA, AR-Phone nebo Bat-
portal.
V dobeˇ, kdy tyto projekty vznikaly, byl prˇ´ıstup vyuzˇ´ıvaj´ıc´ı tenke´ klienty kv˚uli omezeny´m
mozˇnostem tehdejˇs´ıch mobiln´ıch zarˇ´ızen´ı nutny´. Beˇhem posledn´ıch neˇkolika let vsˇak zacˇal
vy´kon mobiln´ıch zarˇ´ızen´ı po vsˇech stra´nka´ch rapidneˇ nar˚ustat. Pokrocˇila´ hardwarova´ rˇesˇen´ı
v dnesˇn´ı dobeˇ umozˇnˇuj´ı vyv´ıjet pomeˇrneˇ komplexn´ı aplikace i pro mobiln´ı zarˇ´ızen´ı. Nav´ıc
jsou modern´ı telefony, PDA, apod. vybaveny kvalitn´ımi kamerami a displeji s vysoky´mi
rozliˇsen´ımi. To vsˇe umozˇnˇuje pouzˇ´ıvat tato zarˇ´ızen´ı jako zcela samostatne´ platformy pro
AR aplikace, vcˇetneˇ vy´pocˇetneˇ na´rocˇne´ho zpracova´n´ı obrazu a vykreslova´n´ı 3D grafiky.
Nutnost pouzˇ´ıvat servery pro vy´pocˇty spojene´ s algoritmy AR tak odpada´. [16]
Mobiln´ı zarˇ´ızen´ı je d´ıky jejich vlastnostem mozˇne´ pouzˇ´ıvat jako see-through zarˇ´ıze-
n´ı. V literaturˇe se pro tento zp˚usob interakce pouzˇ´ıva´ metafora ”magicky´ objektiv“. Prˇi
adaptaci tohoto see-through prˇ´ıstupu na mobiln´ı zarˇ´ızen´ı uzˇivatel zamı´ˇr´ı zarˇ´ızen´ım na
neˇjakou cˇa´st rea´lne´ho sveˇta a na displeji se zobraz´ı tato cˇa´st rozsˇ´ıˇrena´ o virtua´ln´ı objekty.
Uka´zka pouzˇit´ı ”magicke´ho objektivu“ je na obra´zku 3.6. Jedna´ se o aplikaci The Invisible
Train. Rea´lne´ drˇeveˇne´ kolejiˇsteˇ je rozsˇ´ıˇreno o virtua´ln´ı animovane´ vlaky a vy´hybky, ty jsou
vsˇak videˇt pouze v prˇ´ıpadeˇ, zˇe uzˇivatel sleduje trat’ skrze obrazovku PDA.
V neda´vne´ dobeˇ vzniklo neˇkolik prac´ı zaby´vaj´ıc´ıch se mobiln´ı rozsˇ´ıˇrenou realitou. An-
ders Henrysson naportoval knihovnu ARToolKit (viz 4) pro zarˇ´ızen´ı se syste´mem Sym-
bian. Mathias Moehring napsal alternativn´ı knihovnu pro mobiln´ı zarˇ´ızen´ı, zalozˇenou take´
na technika´ch pocˇ´ıtacˇove´ho videˇn´ı. Dalˇs´ım podobneˇ zameˇrˇeny´m frameworkem je Studier-
stube ES. Tyto knihovny jsou vy´znamny´m krokem k urychlen´ı rozvoje aplikac´ı rozsˇ´ıˇrene´
reality pro mobiln´ı zarˇ´ızen´ı. [16]
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Obra´zek 3.6: The Invisible Train [16]
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Kapitola 4
ARToolKit
ARToolKit je softwarova´ knihovna napsana´ v jazyce C urcˇena´ ke tvorbeˇ aplikac´ı pro
rozsˇ´ıˇrenou realitu.
Jedn´ım ze za´sadn´ıch proble´mu˚ prˇi vy´voji aplikac´ı pro rozsˇ´ıˇrenou realitu je sledova´n´ı u´hlu
pohledu uzˇivatele. Aby aplikace mohla spra´vneˇ vykreslovat virtua´ln´ı objekty, mus´ı umeˇt
s dostatecˇnou prˇesnost´ı zjistit, odkud a kam se uzˇivatel d´ıva´ v rea´lne´m sveˇteˇ. Tento proble´m
rˇesˇ´ı ARToolKit pomoc´ı algoritmu˚ pocˇ´ıtacˇove´ho videˇn´ı. Knihovny ARToolKitu pocˇ´ıtaj´ı
rea´lnou pozici a orientaci kamery vztazˇenou k fyzicky´m znacˇka´m (markers) v rea´lne´m cˇase.
Mezi hlavn´ı funkce a vlastnosti ARToolKitu patrˇ´ı [1]:
• detekce pozice a orientace kamery
• mozˇnost pouzˇ´ıvat vlastn´ı vzory znacˇek
• jednoducha´ kalibrace kamery
• dostatecˇna´ rychlost pro aplikace beˇzˇ´ıc´ı v rea´lne´m cˇase
• distribuce pro SGI IRIX, Linux, MacOS, Windows
• distribuce s kompletn´ımi zdrojovy´mi ko´dy
Knihovna ARToolKit je dostupna´ na adrese http://www.hitl.washington.edu/
artoolkit (prosinec 2008).
4.1 Principy fungova´n´ı ARToolKitu
V te´to podkapitole budou strucˇneˇ popsa´ny algoritmy a metody vyuzˇ´ıvane´ bal´ıkem AR-
ToolKit. ARToolKit pracuje v neˇkolika kroc´ıch. Nejdrˇ´ıve se vstupn´ı obraz z kamery prˇevede
pomoc´ı prahova´n´ı na cˇernob´ıly´.
Pote´ v tomto cˇernob´ıle´m obraze ARToolKit hleda´ cˇtyrˇu´heln´ıkove´ oblasti. U kazˇde´ z teˇchto
nalezeny´ch oblast´ı se provede test, zda se jedna´ o hledanou znacˇku – vzor z vnitrˇku kazˇde´
oblasti se porovna´ s sˇablonami prˇedtre´novany´ch vzor˚u. ARToolKit potom ze z´ıskany´ch in-
formac´ı o velikosti a orientaci znacˇky vypocˇ´ıta´ polohu kamery vzhledem k te´to znacˇce.
Vy´stupem te´to fa´ze je matice velikosti 3x4, ktera´ obsahuje polohu kamery v rea´lne´m sveˇteˇ
v˚ucˇi znacˇce. Tato matice se pouzˇije k nastaven´ı sourˇadnic virtua´ln´ı kamery. Pote´ uzˇ je
mozˇne´ vykreslovat virtua´ln´ı objekt. Protozˇe se sourˇadnice rea´lne´ a virtua´ln´ı kamery shoduj´ı,
vykresleny´ objekt prˇesne prˇekry´va´ skutecˇnou znacˇku.
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4.1.1 Kalibrace kamery
Virtua´ln´ı objekty, ktere´ v AR aplikac´ıch vkla´da´me do sce´ny, by meˇly co nejle´pe prˇile´hat
na rea´lne´. Je tedy potrˇeba co nejprˇesneˇji detekovat polohu a orientaci znacˇek v obraze.
Kazˇda´ kamera vsˇak vna´sˇ´ı do vstupn´ıho obrazu jistou mı´ru zkreslen´ı (lens disortion) kv˚uli
nedokonalostem v opticke´ soustaveˇ. Pro eliminaci tohoto zkreslen´ı umozˇnˇuje ARToolKit
prova´deˇt kalibraci kamery. Jedna´ se o proces, prˇi ktere´m se pomoc´ı sn´ıman´ı kalibracˇn´ıho
obrazce se zna´my´mi vlastnostmi zjiˇstuje projekcˇn´ı matice kamery P. Kalibracˇn´ı obrazec
obsahuje body, jejichzˇ sourˇadnice v loka´ln´ı soustaveˇ sourˇadnic jsou zna´my. Tyto sourˇadnice
v sourˇadne´m syste´mu obrazovky lze pak detekovat prˇi procesu kalibrace. Vztah mezi sou-
rˇadnicemi obrazovky (xc, yc), sourˇadnicemi kamery (Xc, Yc, Zc) a sourˇadnicemi kalibracˇn´ıho
obrazce (Xt, Yt, Zt) lze vyja´drˇit rovnic´ı (4.1) [12][9].
hxc
hyc
h
1
 = P

Xc
Yc
Zc
1
 = P.Tct

Xt
Yt
Zt
1
 = C.

Xt
Yt
Zt
1
 =

C11 C12 C13 C14
C21 C22 C23 C24
C31 C32 C33 1
0 0 0 1


Xt
Yt
Zt
1

P =

sxf 0 x0 0
0 syf y0 0
0 0 1 0
0 0 0 1
 ,Tct =

R11 R12 R13 Tx
R21 R22 R23 Ty
R31 R32 R33 Tz
0 0 0 1

(4.1)
kde P je hledana´ matice perspektivn´ı transformace, f je ohniskova´ vzda´lenost, sx je koefi-
cient zvetsˇen´ı [pixel/mm] ve smeˇru osy x, sy je koeficient zveˇtsˇen´ı ve smeˇru osy y, (x0, y0)
je mı´sto pr˚usecˇ´ıku opticke´ osy s obrazem, Tet reprezentuje translacˇn´ı a rotacˇn´ı transfor-
maci ze sourˇadnic kalibracˇn´ıho obrazce na sourˇadnice kamery a C je transformacˇn´ı matice
z´ıskana´ kombinac´ı P a Tet.
V pr˚ubeˇhu kalibrace je z´ıska´no pomoc´ı sn´ıma´n´ı kalibracˇn´ıho obrazce mnoho pa´r˚u (xc, yc)
a (Xt, Yt, Zt). Z nich mu˚zˇe by´t vypocˇ´ıta´na matice C. Matici C vsˇak nelze obecneˇ rozlozˇit
na matice P a Tct, protozˇe matice C obsahuje 11 neza´visly´ch promeˇnny´ch, zat´ımco P
a Tct obsahuj´ı 4, resp. 6 neza´visly´ch promeˇnny´ch. Soucˇet pocˇtu neza´visly´ch promeˇnny´ch
C a Tct je tedy r˚uzny´ od pocˇtu neza´visly´ch promeˇnny´ch matice C. Proto je do matice P
prˇida´na skala´rn´ı promeˇnna´ k, jak je videˇt v rovnici (4.2). V d˚usledku prˇida´n´ı te´to promeˇnne´
je mozˇne´ matici C rozlozˇit na P a Tct. [12][9]
hxc
hyc
h
1
 =

sxf k x0 0
0 syf y0 0
0 0 1 0
0 0 0 1


R11 R12 R13 Tx
R21 R22 R23 Ty
R31 R32 R33 Tz
0 0 0 1


Xt
Yt
Zt
1
 (4.2)
Promeˇnna´ k vyjadrˇuje zkosen´ı mezi x-ovou a y-ovou sourˇadnic´ı a meˇla by by´t v idea´ln´ım
prˇ´ıpadeˇ nulova´.
4.1.2 Prahova´n´ı
V prvn´ı fa´zi hleda´n´ı znacˇek v obraze prova´d´ı ARToolKit bina´rn´ı prahova´n´ı. Prahova´n´ı
(thresholding) je jedna z nejstarsˇ´ıch, nejjednodusˇsˇ´ı a cˇasto pouzˇ´ıvany´ch metod pro seg-
mentaci obrazu. Algoritmus prˇeva´d´ı vstupn´ı obraz na obraz bina´rn´ı, tedy na obraz, kde ma´
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kazˇdy´ pixel hodnotu 0 (pozad´ı) nebo 1 (poprˇed´ı). Obecna´ definice prahova´n´ı je:
g(i, j) =
{
0, f(i, j) ≤ T
1, f(i, j) > T
kde g(i, j) je segmentovany´ obraz, T je pra´h a f(i, j) vyjadrˇuje neˇjakou vlastnost zpra-
cova´vane´ho obrazu (v nasˇem prˇ´ıpadeˇ intenzitu). ARToolKit pouzˇ´ıva´ globa´ln´ı prahova´n´ı,
tzn. zˇe pro cely´ obraz pouzˇ´ıva´ jednu hodnotu prahu. Nevy´hodou tohoto prˇ´ıstupu je, zˇe
nedosahuje dobry´ch vy´sledk˚u na obrazech s nehomogenn´ım osveˇtlen´ım.
4.1.3 Detekce souvisly´ch oblast´ı
Dalˇs´ım krokem, ktery´ ARToolKit prova´d´ı, je detekce souvisly´ch oblast´ı (objekt˚u). K tomu
se vyuzˇ´ıva´ tzv. algoritmus barven´ı (Connected Component Labeling). Nezˇ prˇistoup´ıme
k definici souvisle´ oblasti, definujme pojem spojita´ cesta. Spojita´ cesta je pojem definuj´ıc´ı
cestu mezi body X a Y jako posloupnost n bod˚u p1, p2, . . . , pn, kde p1 = X a pn = Y a pro
kterou plat´ı, zˇe pro vsˇechny dvojice bod˚u pi a pi+1 plat´ı, zˇe bod pi+1 lezˇ´ı v okol´ı bodu pi.
Souvisla´ oblast je oblast, pro kterou plat´ı, zˇe existuje spojita´ cesta mezi libovolny´mi dveˇma
body, ktere´ v n´ı lezˇ´ı.
Algoritmus barven´ı prˇiˇrad´ı vsˇem pixel˚um, ktere´ na´lezˇ´ı do souvisle´ oblasti, stejne´ cˇ´ıslo
(”barvu“). Algoritmus je dvoupr˚uchodovy´ a funguje na´sleduj´ıc´ım zp˚usobem:
1. V prvn´ım pr˚uchodu se kazˇde´mu bodu bina´rn´ıho obrazu P , ktery´ patrˇ´ı k poprˇed´ı (tj.
ma´ hodnotu 1) prˇiˇrad´ı barva, ktera´ se urcˇ´ı z hodnot bod˚u z cˇtyrˇokol´ı (resp. osmiokol´ı)
bodu P takto:
• Pokud jsou vsˇechny body lezˇ´ıc´ı v okol´ı bodu P soucˇa´st´ı pozad´ı (tj. maj´ı-li hod-
notu nula), pak se bodu P prˇiˇrad´ı nova´, dosud neprˇiˇrazena´ hodnotu.
• Maj´ı-li vsˇechny body lezˇ´ıc´ı v okol´ı bodu P nenulove´ body stejnou barvu, pak se
bodu P prˇiˇrad´ı tato barva.
• Existuj´ı-li v okol´ı bodu P nenulove´ body, ktere´ maj´ı r˚uznou barvu, pak se bodu
P prˇiˇrad´ı nejmensˇ´ı z teˇchto barev a poznacˇ´ı se ekvivalence barev.
2. V druhe´m pr˚uchodu se nahrad´ı barvy, ktere´ jsou ekvivalentn´ı, jednou barvou.
Vy´stupem algoritmu jsou tedy jednotlive´ spojite´ oblasti, oznacˇene´ ”barvami“. U kazˇde´
z oblast´ı si ARToolKit uchova´va´ pomocne´ informace jako naprˇ. sourˇadnice hranicˇn´ıho
obde´ln´ıku.
4.1.4 Extrakce obrys˚u
Po detekci a oznacˇen´ı oblast´ı algoritmem barven´ı je nutne´ prove´st extrakci obrys˚u nalezeny´ch
oblast´ı. To se prova´d´ı na´sleduj´ıc´ım zp˚usobem (algoritmus sledova´n´ı obrysu) [9]:
1. Najdi prvn´ı bod P , ktery´ je obrysovy´m bodem objektu.
2. Prˇidej bod P na konec seznamu obrysovy´ch bod˚u objektu.
3. Najdi dalˇs´ı obrysovy´ bod P objektu proti smeˇru hodinovy´ch rucˇicˇek.
4. Pokud je bod P r˚uzny´ od prvn´ıho bodu ze seznamu obrysovy´ch bod˚u, pokracˇuj
krokem 2.
20
Obra´zek 4.1: Normalizace znacˇky [9]
Z´ıskane´ obrysy nalezeny´ch objekt˚u ARToolKit aproximuje liniovy´mi segmenty. V dalˇs´ım
zpracova´n´ı se berou v u´vahu jen objekty, jejichzˇ obrysy jsou reprezentova´ny pra´veˇ cˇtyrˇmi
hranami – tedy oblasti, ktere´ mohou potencia´lneˇ by´t hledany´mi znacˇkami [1][12][9].
Z parametricky´ch rovnic hran se vypocˇ´ıtaj´ı sourˇadnice roh˚u hranicˇn´ıho cˇtyrˇu´heln´ıku a
uchovaj´ı se pro pozdeˇjˇs´ı pouzˇit´ı.
4.1.5 Identifikace znacˇky
Vy´stupem prˇedchoz´ı fa´ze jsou sourˇadnice vrchol˚u cˇtyrˇu´heln´ıkovy´ch oblast´ı. S teˇmito oblastmi
se nyn´ı provede porovna´va´n´ı se vzorem (pattern matching), aby ze zjistilo, zda se skutecˇneˇ
jedna´ o znacˇky ARToolKitu.
Prˇed samotny´m porovna´n´ım se mus´ı nejprve vnitrˇek znacˇky promı´tnout do cˇtvercove´
oblasti, jak je videˇt na obra´zku 4.1. Toho lze dosa´hnout pomoc´ı transformacˇn´ı matice
s parametry a1, . . . , a8, ktera´ reprezentuje transformaci mezi vrcholy cˇtyrˇu´heln´ıku a rohy
vzoru znacˇky [12][9].  hXihYi
h
 =
 a1 a2 a3a4 a5 a6
a7 a8 1
 xiyi
1
 (4.3)
V rovnici (4.3) reprezentuj´ı xi a yi sourˇadnice vrchol˚u cˇtyrˇu´heln´ıku, Xi a Yi reprezentuj´ı
rohove´ body vzoru znacˇky. Parametry a1, . . . , a8 lze vypocˇ´ıtat ze soustavy osmi linea´rn´ıch
rovnic o osmi neza´visly´ch promeˇnny´ch (4.4). K vy´pocˇtu jsou potrˇeba alesponˇ cˇtyrˇi pa´ry
bod˚u. Cˇtyrˇu´heln´ık spolu se vzorovou znacˇkou tuto podmı´nku splnˇuj´ı.
X1
Y1
. . .
Y4
 =

x1 y1 1 0 0 0 −X1.x1 −X1.y1
0 0 0 x1 y1 1 −Y1.x1 −Y1.y1
. . .
0 0 0 x4 y4 1 −Y4.x4 −Y4.x4


a1
a2
. . .
a8
 (4.4)
Z´ıskana´ transformacˇn´ı matice slouzˇ´ı k namapova´n´ı testovane´ho cˇtyrˇu´heln´ıku na matici E,
ktera´ ma´ stejnou velikost jako matice vzoru M. Podobnost teˇchto matic je da´na vzorcem
(4.5)
p =
∑
m
∑
nE[m,n].M[m,n]
cM
cE
(4.5)
kde cM a cE oznacˇuj´ı geometricky´ pr˚umeˇr hodnot matice M, resp. matice E. Kazˇdy´
cˇtyrˇu´heln´ık je porovna´n se vsˇemi znacˇkami, ktere´ se mohou objevit ve sce´neˇ. Pro kazˇdy´
cˇtyrˇu´heln´ık je zjiˇsteˇna znacˇka, ktera´ se mu nejv´ıce podoba´ (minima´ln´ı hodnota p s vyuzˇit´ım
urcˇite´ho prahu podobnosti). Porovna´va´n´ı se znacˇkami prob´ıha´ pro vsˇechna mozˇna´ natocˇen´ı
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(0◦, 90◦, 180◦, 270◦). V te´to fa´zi se kazˇde´mu cˇtyrˇu´heln´ıku, u ktere´ho probeˇhne u´speˇsˇneˇ
identifikace znacˇky, prˇiˇrad´ı ID znacˇky a uchova´ se i jej´ı natocˇen´ı pro pozdeˇjˇs´ı pouzˇit´ı.
4.1.6 Zjiˇsteˇn´ı pozice a orientace znacˇky
Zjiˇsteˇn´ı pozice a orientace znacˇky je kl´ıcˇovy´m u´kolem ARToolKitu.

Xc
Yc
Zc
1
 =

V11 V12 V13 Wx
V21 V22 V23 Wy
V31 V32 V33 Wz
0 0 0 1


Xm
Ym
Zm
1
 = [ V3x3 W3x10 0 0 1
]
Xm
Ym
Zm
1
 = Tcm

Xm
Ym
Zm
1

(4.6)
Kl´ıcˇova´ transformace Tcm ze sourˇadnic znacˇky na sourˇadnice kamery je z´ıska´na pomoc´ı
analy´zy vstupn´ıho obrazu [1][12].
Kdyzˇ se dveˇ paraleln´ı hrany znacˇky promı´tnou do obrazu, maj´ı rovnice odpov´ıdaj´ıc´ıch
prˇ´ımek v soustaveˇ sourˇadnic obrazovky tvar:
l1 : a1x+ b1y + c1 = 0
l2 : a2x+ b2y + c2 = 0
(4.7)
Pro kazˇdou znacˇku v obraze byly hodnoty parametr˚u teˇchto prˇ´ımek zjiˇsteˇny v prˇedchoz´ıch
kroc´ıch. Da´le zna´me matici perspektivn´ı projekce P, ktera´ je z´ıska´na kalibrac´ı kamery.
Dosazen´ım do (4.8) z´ıska´me rovnice rovin, ktere´ obsahuj´ı prˇ´ımky l1 a l2 (4.9)
P =

P11 P12 P13 0
0 P22 P23 0
0 0 1 0
0 0 0 1
 ,

hxc
hyc
h
1
 = P

Xc
Yc
Zc
1
 (4.8)
a1P11Xc + (a1P12 + b1P22)Yc + (a1P13 + b1P23 + c1)Zc = 0
a2P11Xc + (a2P12 + b2P22)Yc + (a2P13 + b2P23 + c2)Zc = 0
(4.9)
Necht’ n1 a n2 jsou norma´love´ vektory teˇchto rovin. Smeˇrovy´ vektor paraleln´ıch hran
znacˇky je pak u1 = n1 × n2. Obdobny´m zp˚usobem pak vypocˇ´ıta´me smeˇrovy´ vektor pro
druhou dvojici paraleln´ıch hran znacˇky.
Po normalizaci tedy z´ıska´me dva jednotkove´ smeˇrove´ vektory:
u1 = n1 × n2
u2 = n3 × n4
(4.10)
Vektory u1 a u2 by meˇly by´t na sebe kolme´, protozˇe jsou z´ıska´ny ze dvou dvojic
paraleln´ıch hran cˇtvercove´ znacˇky. Prˇi zpracova´n´ı obrazu vsˇak docha´z´ı k chyba´m, ktere´
zp˚usobuj´ı, zˇe dane´ vektory nesv´ıraj´ı prˇesneˇ pravy´ u´hel. Proto jsou vypocˇ´ıta´ny vy´sledne´ jed-
notkove´ vektory v1 a v2, ktere´ tuto chybu kompenzuj´ı. Tyto vektory lezˇ´ı v rovineˇ obsahuj´ıc´ı
vektory u1 a u2, jak je videˇt na obra´zku 4.2. Vektory v1, v2 a vektor v3, ktery´ je na neˇ
kolmy´, tvorˇ´ı rotacˇn´ı slozˇku V3x3 transformacˇn´ı matice Tcm ze (4.6):
V3x3 =
[
vT1 v
T
2 v
T
3
]
(4.11)
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Obra´zek 4.2: Kolme´ jednotkove´ vektory v1 a v2 [9]
Je tedy zna´ma rotacˇn´ı cˇa´st matice a lze vypocˇ´ıtat translacˇn´ı slozˇku W3x1. Pouzˇijeme
rovnice (4.6) a (4.8). Zna´me sourˇadnice cˇtyrˇ vrchol˚u znacˇky v soustaveˇ sourˇadnic znacˇky
a sourˇadnice vrchol˚u znacˇky v soustaveˇ sourˇadnic obrazovky. Dosazen´ım teˇchto sourˇadnic
z´ıska´me soustavu osmi linea´rn´ıch rovnic, z nichzˇ je mozˇne´ vypocˇ´ıtat hodnotyWx,Wy aWz.
Transformacˇn´ı matice z´ıskana´ vy´sˇe popsanou metodou mu˚zˇe obsahovat chybu. Tato
chyba mu˚zˇe vsˇak by´t sn´ızˇena na´sleduj´ıc´ım postupem. Sourˇadnice vrchol˚u znacˇky v sourˇadne´
soustaveˇ obrazovky se vypocˇ´ıtaj´ı ze sourˇadnic vrchol˚u v sourˇadne´ soustaveˇ znacˇky pomoc´ı
transformacˇn´ı matice. Pak se optimalizuj´ı hodnoty rotacˇn´ı slozˇky transformacˇn´ı matice, tak
aby se sn´ızˇila celkova´ chyba mezi vypocˇ´ıtany´mi sourˇadnicemi a sourˇadnicemi, ktere´ byly
namerˇeny ve vstupn´ım obraze. Po optimalizaci rotacˇn´ı slozˇky se translacˇn´ı slozˇka prˇepocˇ´ıta´
pomoc´ı vy´sˇe zmı´neˇne´ metody. Tento postup se neˇkolikra´t zopakuje, cozˇ zajist´ı prˇesneˇjˇs´ı
zjiˇsteˇn´ı transformacˇn´ı matice. [1][12][9]
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Kapitola 5
Na´vrh demonstracˇn´ı aplikace
V te´to kapitole je popsa´n na´vrh aplikace demonstruj´ıc´ı AR. Navrzˇena´ aplikace vycha´z´ı
z flashove´ hry Crazy Cube.1 Tato logicka´ hra, ve ktere´ se na hern´ı krychli spojuj´ı r˚uzneˇ
barevna´ pol´ıcˇka, je ze sve´ podstaty velice vhodna´ k prˇevodu do rozsˇ´ıˇrene´ reality s vyuzˇit´ım
mobiln´ıho zarˇ´ızen´ı pro pr˚uhledovy´ zp˚usob interakce. Vy´sledna´ aplikace –AR Cube – bude
zaj´ımavou formou demonstrovat vsˇechny hlavn´ı principy rozsˇ´ıˇrene´ reality.
5.1 Pravidla hry
Hra prob´ıha´ na trˇech steˇna´ch krychle, prˇicˇemzˇ kazˇda´ steˇna je rozdeˇlena na 3x3, nebo 4x4
barevna´ pole. Na pocˇa´tku hry se na hern´ı kostce vyskytuje neˇkolik r˚uzneˇ barevny´ch dvo-
jic vy´choz´ıch pol´ı. Vsˇechna tato vy´choz´ı pole jsou oznacˇena cˇerny´m cˇtvercem uprostrˇed.
Ostatn´ı pole jsou bud’ sˇeda´ nebo cˇerna´. C´ılem hra´cˇe je zmeˇnit barvu sˇedy´ch pol´ı takovy´m
zp˚usobem, aby mezi vsˇemi dvojicemi vy´choz´ıch pol´ı existovala cesta dane´ barvy. Kazˇde´ pole
mu˚zˇe mı´t pouze jednu barvu, nen´ı tedy mozˇne´ cesty krˇ´ızˇit. Specia´ln´ı cˇerna´ pole nemohou
by´t prˇi tvorbeˇ cesty mezi vy´choz´ımi body pouzˇita – hra´cˇ jim nemu˚zˇe meˇnit barvu.
Pokazˇde´, kdyzˇ dojde ke spojen´ı vsˇech dvojic vy´choz´ıch bod˚u, hra prˇejde do dalˇs´ı u´rovneˇ
s jinou pocˇa´tecˇn´ı konfigurac´ı.
Prˇ´ıklad urcˇite´ pocˇa´tecˇn´ı konfigurace kostky a odpov´ıdaj´ıc´ı c´ılove´ konfigurace, kde jsou
obeˇ dvojice vy´choz´ı bod˚u propojene´ cestou, mu˚zˇeme videˇt na obr. 5.1.
5.2 AR verze
AR Cube bude vyuzˇ´ıvat pro reprezentaci hrac´ı krychle v rea´lne´m sveˇteˇ fyzickou kostku. Tato
kostka bude mı´t na trˇech sousedn´ıch steˇna´ch nalepeny r˚uzne´ znacˇky ARToolKitu (viz obr.
5.2). Hra´cˇ zamı´ˇr´ı svoje mobiln´ı zarˇ´ızen´ı tak, aby v zorne´m u´hlu kamery byla alesponˇ jedna
ze znacˇek ARToolKitu. To umozˇn´ı aplikaci, aby pomoc´ı AR algoritmu˚ vypocˇ´ıtala polohu
kamery vucˇi kostce. Na displej zarˇ´ızen´ı pak aplikace vykresl´ı rea´lnou sce´nu, doplneˇnou
o virtua´ln´ı model hrac´ı kostky (obr. 5.1). Virtua´ln´ı kostka bude prˇesneˇ dole´hat na rea´lnou
kostku. T´ım vznikne dojem hrac´ıho prostrˇed´ı skutecˇneˇ existuj´ıc´ıho v rea´lne´m sveˇteˇ (viz
”magicky´ objektiv“, 3.4). Ota´cˇen´ım fyzicke´ kostky nebo zmeˇnou umı´steˇn´ı kamery mu˚zˇe
hra´cˇ prohl´ızˇet steˇny virtua´ln´ı kostky z r˚uzny´ch poloh.
Uzˇivatel bude na steˇna´ch, ktere´ budou viditelne´, moci pomoc´ı dotykove´ho displeje meˇnit
barvy pol´ıcˇek dle pravidel popsany´ch vy´sˇe.
1http://www.2dplay.com/crazy-cube/crazy-cube-play.html (prosinec 2008)
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Obra´zek 5.1: Prˇ´ıklad pocˇa´tecˇn´ı konfigurace a odpov´ıdaj´ıc´ı c´ılove´ konfigurace, ve ktere´ jsou
dvojice vy´choz´ıch bod˚u propojeny cestou
Obra´zek 5.2: Fyzicka´ kostka, ktera´ ma´ na strana´ch nalepene´ znacˇky ARToolKitu
Obra´zek 5.3: Rea´lna´ sce´na doplneˇna´ o virtua´ln´ı hrac´ı kostku, ktera´ prˇesneˇ prˇekry´va´ fyzickou
kostku
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Obra´zek 5.4: Schema aplikace
V AR Cube budou prezentacˇn´ı a aplikacˇn´ı logika od sebe oddeˇleny. Aplikace se bude
skla´dat z neˇkolika hlavn´ıch cˇa´st´ı: rˇadicˇe, hern´ı logiky, pohledu a algoritmu˚ AR (viz obr.
5.4).
Pohled bude zajiˇst’ovat vykreslova´n´ı hry. Vesˇkere´ renderova´n´ı bude realizova´no pomoc´ı
API OpenGL ES.
Vy´pocˇty spojene´ s AR obstara´ knihovna ARToolKit, resp. jej´ı port do jazyka Java
NyARToolkit.
Rˇadicˇ bude mı´t na starost koordinaci vsˇech celk˚u a interakci s uzˇivatelem. Bude porˇizovat
na´hled z kamery a po vy´pocˇtu polohy kamery v˚ucˇi sn´ımane´ kostce pomoc´ı AR algoritmu˚
ovlivn´ı pohled tak, aby hrac´ı krychle vykreslovana´ pohledem prˇesneˇ dole´hala na rea´lnou
kostku.
Logika hry bude umozˇnˇovat hra´t hru podle dany´ch pravidel – bude spousˇteˇt levely
(tj. nastavovat konfigurace kostky), bude kontrolovat podmı´nku dokoncˇen´ı levelu (spo-
jen´ı vy´choz´ıch pol´ıcˇek). Od rˇadicˇe bude dosta´vat prˇ´ıkazy ke zmeˇna´m barev pol´ıcˇek (jako
d˚usledek interakce s uzˇivatelem). O zmeˇna´ch barvy pol´ıcˇek bude informovat pohled, aby
mohl patrˇicˇneˇ upravit vykreslova´ny´ 3D model.
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Kapitola 6
Implementace aplikace
Tato kapitola popisuje zp˚usob implementace demonstracˇn´ı aplikace. Protozˇe kompilace ap-
likace a jej´ı spusˇteˇn´ı v emula´toru platformy Android je pomeˇrneˇ zdlouhave´, byl pro urychlen´ı
vy´voje nejprve vytvorˇen prototyp aplikace pro PC. Na tomto prototypu byla oveˇrˇena
funkcˇnost implementace hlavn´ıch cˇa´st´ı aplikace – hern´ı logiky, rozpozna´va´n´ı steˇn kostky
v obraze z kamery a renderova´n´ı hry pomoc´ı OpenGL. Teprve po otestova´n´ı funkcˇnosti
na PC byla aplikace portova´na na platformu Android. V na´sleduj´ıc´ıch podkapitola´ch je
popsa´na struktura aplikace, princip funkce jednotlivy´ch cˇa´st´ı aplikace a neˇktere´ proble´my,
ktere´ bylo nutne´ rˇesˇit prˇi portova´n´ı prototypu na platformu Android.
6.1 Struktura aplikace
Aplikace je rozdeˇlena do neˇkolika bal´ık˚u (viz obr. 6.1):
game Bal´ık obsahuje trˇ´ıdy rˇesˇ´ıc´ı logiku hry. V bal´ıku jsou da´le rozhran´ı umozˇnˇuj´ıc´ı imple-
mentuj´ıc´ım trˇ´ıda´m prˇij´ımat notifikace o r˚uzny´ch uda´lostech spojeny´ch se hrou.
ar V tomto bal´ıku jsou umı´steˇny trˇ´ıdy zajiˇst’uj´ıc´ı detekci steˇn kostky se znacˇkami AR-
ToolKitu v obraze. Bal´ık obsahuje obecne´ rozhran´ı pro detektor kostky a jeho imple-
mentaci vyuzˇ´ıvaj´ıc´ı knihovnu NyARToolkit.
android Bal´ık obsahuje hlavn´ı trˇ´ıdu obstara´vaj´ıc´ı beˇh hry, trˇ´ıdy zajiˇst’uj´ıc´ı z´ıska´va´n´ı sn´ımk˚u
z kamery a trˇ´ıdy rˇesˇ´ıc´ı uzˇivatelske´ rozhran´ı – menu, renderova´n´ı hry, interakci s uzˇi-
vatelem.
util Soucˇa´st´ı tohoto bal´ıku je trˇ´ıda pro lad´ıc´ı vy´pisy a pomocne´ rozhran´ı pro prˇ´ıstup ke
sd´ıleny´m dat˚um.
Aplikace byla navrzˇena s ohledem na snadnou rozsˇiˇritelnost a modifikovatelnost. Jed-
notlive´ cˇa´sti aplikace lze snadno nahrazovat, upravovat nebo rozsˇiˇrovat bez nutnosti za´sahu
do ostatn´ıch cˇa´st´ı. Logika hry, renderova´n´ı hry a detektor kostky v obraze jsou od sebe
oddeˇleny. Kromeˇ bal´ıku android jsou vsˇechny bal´ıky platformoveˇ neza´visle´, cozˇ usnadnˇuje
prˇ´ıpadne´ portova´n´ı.
Vztahy mezi trˇ´ıdami aplikace jsou zna´zorneˇny ve zjednodusˇene´m diagramu trˇ´ıd na
obra´zku 6.2.
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Obra´zek 6.1: Rozdeˇlen´ı do bal´ık˚u
6.2 Logika hry
Logika hry je soustrˇedeˇna´ ve trˇ´ıde Cube. Tato trˇ´ıda umozˇnˇuje meˇnit barvu jednotlivy´ch
pol´ıcˇek a testuje podmı´nku ukoncˇen´ı hry – spojen´ı vsˇech vy´choz´ıch dvojic. Nastavova´n´ı
hodnot pol´ıcˇek obstara´va´ metoda setPlaneData(). Ve hrˇe je vzˇdy neˇktera´ ze trˇ´ı steˇn
aktivn´ı – nastavuje se pomoc´ı metody setActivePlane() – na te´to steˇneˇ pak lze pohybovat
kurzorem pomoc´ı metod left(), right(), up(), down() nebo prˇ´ımo nastavovat pozici
kurzoru pomoc´ı metody setPosition(). Metoda fire() pak zp˚usob´ı akci s pol´ıcˇkem, nad
ktery´m je momenta´lneˇ kurzor:
• Pokud je pol´ıcˇko jedn´ım z vy´choz´ıch pol´ıcˇek, nastav´ı se aktua´ln´ı barva na barvu tohoto
pol´ıcˇka.
• Pokud je pol´ıcˇko standardn´ı, zmeˇn´ı se jeho barva na aktua´ln´ı barvu.
• Pokud je pol´ıcˇko pod kurzorem specia´ln´ı (tj. pol´ıcˇko, ktere´ nen´ı mozˇno vyuzˇ´ıt prˇi
tvorbeˇ cesty mezi vy´choz´ımi body – nelze mu meˇnit barvu), neprovede se prˇi vola´n´ı
fire() zˇa´dna´ akce.
O kazˇde´ zmeˇneˇ barvy pol´ıcˇka, zmeˇneˇ polohy kurzoru nebo zmeˇneˇ velikosti steˇny kostky
(mozˇne´ velikosti jsou 3x3 nebo 4x4 pol´ıcˇka) pos´ıla´ Cube notifikace vsˇem zaregistrovany´m
implementac´ım rozhran´ı CubeEventListener. V prˇ´ıpadeˇ, zˇe dojde ke spojen´ı vsˇech dvo-
jic vy´choz´ıch bod˚u, posˇle Cube notifikaci vsˇem registrovany´m implementac´ım rozhran´ı
GameEventListener (levelFinished()).
Pro spousˇteˇn´ı level˚u (neboli prˇi nastavova´n´ı konfigurac´ı kostky) vyuzˇ´ıva´ trˇ´ıda Cube
rozhran´ı LevelLoader, jehozˇ implementace rˇesˇ´ı (potencia´lneˇ platformoveˇ za´visle´) nacˇ´ıta´n´ı
konfigurac´ı kostky ze souboru nebo s´ıteˇ apod. V demonstracˇn´ı aplikaci toto rozhran´ı im-
plementuje trˇ´ıda AndroidLevelLoader, ktera´ jednotlive´ u´rovneˇ nacˇ´ıta´ z textove´ho souboru,
ulozˇene´ho v resources. LevelLoader poskytuje dveˇ metody: getNumLevels(), ktera´ vrac´ı
celkovy´ pocˇet level˚u a loadLevel(), ktera´ umozˇnˇuje nacˇ´ıst jednotlive´ levely. Nacˇten´ı levelu
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Obra´zek 6.2: Zjednodusˇeny´ diagram trˇ´ıd aplikace AR Cube
29
se prova´d´ı po zavola´n´ı metody startLevel() trˇ´ıdy Cube. Po nacˇten´ı se zavola´ metoda
levelStarted() vsˇech zaregistrovany´ch implementac´ım rozhran´ı GameEventListener.
6.3 Sledova´n´ı pozice a orientace kamery
6.3.1 Z´ıska´n´ı sn´ımku z kamery
V soucˇasne´ dobeˇ emula´tor platformy Android neumozˇnˇuje emulaci kamery mobiln´ıho za-
rˇ´ızen´ı pomoc´ı kamery prˇipojene´ k PC – emula´tor kameru mobiln´ıho zarˇ´ızen´ı pouze simu-
luje pomoc´ı animace sˇachovnicove´ho vzoru (viz obr). Z tohoto d˚uvodu bylo nutne´ im-
plementovat z´ıska´va´n´ı sn´ımk˚u z kamery neprˇ´ımo – pomoc´ı HTTP prˇipojen´ı k webove´mu
serveru webkamery. Tento u´kol obstara´va´ trˇ´ıda HttpImageSource implementuj´ıc´ı rozhran´ı
AndroidARImageSource. HttpImageSource umozˇnˇuje specifikovat v konstruktoru adresu a
port webove´ho serveru kamery. Hlavn´ı metoda te´to trˇ´ıdy je getAndroidARImage(). Vola´n´ı
te´to metody zp˚usob´ı vytvorˇen´ı spojen´ı s dany´m serverem a nacˇten´ı obra´zku ze serveru.
Vy´stupem metody je z´ıskany´ obra´zek v podobeˇ instance trˇ´ıdy AndroidARImage, ktera´
implementuje rozhran´ı ARImage. ARImage je obecne´ rozhran´ı, jezˇ reprezentuje obra´zky,
u ktery´ch lze z´ıskat RGB hodnoty jejich pixel˚u. Toto rozhran´ı je vyuzˇ´ıva´no implemen-
tacemi trˇ´ıdy CubeDetector. Tato struktura umozˇnˇuje prˇi portova´n´ı pouze napsat imple-
mentaci ARImage tak, aby fungovala na c´ılove´ platformeˇ, bez nutnosti zmeˇn v ostatn´ıch
trˇ´ıda´ch. Steˇjneˇ tak je mozˇne´ napsat jinou implementaci AndroidARImageSource – naprˇ´ıklad
takovou, ktera´ by obra´zek z´ıskavala prˇ´ımo z kamery (pro pouzˇit´ı na fyzicke´m zarˇ´ızen´ı).
6.3.2 Zpracova´n´ı sn´ımku
Prˇi zpracova´va´n´ı sn´ımku z kamery je pouzˇita knihovna NyARToolkit. NyARToolkit je port
knihovny ARToolKit (viz kapitolu ) do neˇkolika r˚uzny´ch jazyk˚u (Java, C#, ActionScript,
C++). Je dostupny´ na adrese http://nyatla.jp/NyARToolkit/wiki/index.php (kveˇten
2009). NyARToolkit pro Javu nepouzˇ´ıva´ zˇadne´ nativn´ı knihovny, je proto vhodny´ i pro
pouzˇit´ı na platformeˇ Android. Pomeˇrneˇ velkou nevy´hodou NyARToolkitu je neexistence
dokumentace v jine´m jazyce nezˇ japonsˇtineˇ.
Tre´nova´n´ı znacˇek
Aby bylo mozˇne´ detekci znacˇek pomoc´ı ARToolKitu, resp. NyARToolkitu pouzˇ´ıvat, je ne-
jprve nutne´ natre´novat rozpozna´va´n´ı na rea´lny´ch znacˇka´ch, ktere´ budou vyuzˇity v aplikaci.
K tomu slouzˇ´ı utilita ARToolkitu mk patt. Prˇi procesu tre´nova´n´ı uzˇivatel pomoc´ı te´to util-
ity udeˇla´ kamerou sn´ımek tre´novane´ znacˇky. Znacˇka mus´ı by´t sn´ıma´na ve spra´vne´ poloze (ta
je indikova´na cˇerveny´mi a zeleny´mi linkami, viz obra´zek 6.3). Aby byla zarucˇena co nejvysˇsˇ´ı
u´speˇsˇnost rozpozna´va´n´ı, meˇlo by tre´nova´n´ı prob´ıhat v podobny´ch podmı´nka´ch (osveˇtlen´ı),
v jaky´ch pozdeˇji bude pouzˇ´ıva´na aplikace. Vy´stupem aplikace je datovy´ soubor obsahuj´ıc´ı
vzor uvnitrˇ znacˇky v r˚uzny´ch natocˇen´ıch (0◦, 90◦, 180◦, 270◦). Data z tohoto souboru jsou
pak pouzˇ´ıva´na knihovnou NyARToolkit ve fa´zi identifikace znacˇky.
Kalibrace kamery
Pro dosazˇen´ı co nejlepsˇ´ıch vy´sledk˚u prˇi hleda´n´ı znacˇek v obraze a vy´pocˇtu polohy kamery
v˚ucˇi znacˇce je vhodne´ kameru kalibrovat. Pro demonstracˇn´ı aplikaci byla provedena kali-
brace kamery, se kterou byla aplikace testova´na (webova´ kamera Trust WB-1400T), pomoc´ı
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Obra´zek 6.3: Utilita mk patt
utility ARToolKitu calib dist, ktera´ vyuzˇ´ıva´ pro vypocˇet parametr˚u kamery sn´ıman´ı kali-
bracˇn´ıho vzoru. Vy´stupem je datovy´ soubor obsahuj´ıc´ı zjiˇsteˇne´ parametry kamery, ktere´
jsou v AR Cube vyuzˇ´ıva´ny prˇi detekci znacˇek i prˇi renderova´n´ı.
Detekce znacˇek, vy´pocˇet transformace
Detekce prob´ıha´ ve trˇ´ıdeˇ NyARToolkitCubeDetector, ktera´ vyhleda´va´ v obraze steˇny kostky
oznacˇene´ znacˇkami ARToolKitu. Trˇ´ıda pracuje na´sleduj´ıc´ım zp˚usobem. Nejprve nacˇte z da-
tove´ho souboru parametry kamery z´ıskane´ kalibrac´ı do instance GLNyARParam, pote´ nacˇte
vzory trˇ´ı znacˇek z datovy´ch soubor˚u z´ıskany´ch prˇi tre´nova´n´ı do instanc´ı trˇ´ıdy NyARCode.
Nejd˚ulezˇiteˇjˇs´ı trˇ´ıda vyuzˇ´ıvana´ prˇi hleda´n´ı znacˇek ARToolKitu je GLNyARDetectMarker.
Tato trˇ´ıda umozˇnˇuje po nastaven´ı prahu thresholdingu a prˇeda´n´ı parametr˚u kamery a
vzor˚u znacˇek hledany´ch v aplikaci prove´st zpracova´n´ı obrazu, prˇi ktere´m docha´z´ı k hlavn´ım
vy´pocˇt˚um spojeny´m s alogritmy AR. Vy´stupem vola´n´ı metod te´to trˇ´ıdy jsou nalezene´
znacˇky v obraze. O kazˇde´ z nalezeny´ch znacˇek jsou uchova´ny na´sleduj´ıc´ı informace –
index rozpoznane´ho vzoru (tj. o kterou z mozˇny´ch znacˇek se jedna´), confidence – mı´ra
veˇrohodnosti (tj. do jake´ mı´ry byl vzor z nalezene´ znacˇky ztotozˇneˇn s jedn´ım z hledany´ch
vzor˚u) a modelview matice OpenGL, vyjadrˇuj´ıc´ı pozici a orientaci objektu v˚ucˇi kamerˇe.
Pokud je v obraze za´roveˇn videˇt v´ıce znacˇek (tzn. kostka je sn´ıma´na z u´hlu, ve ktere´m
je videˇt neˇkolik jej´ıch steˇn nara´z), vybere NyARToolkitCubeDetector znacˇku, ktera´ ma´
nejvysˇsˇ´ı confidence. Vy´stupem zpracova´n´ı obra´zku trˇ´ıdou NyARToolkitCubeDetector je
(v prˇ´ıpadeˇ u´speˇsˇne´ho nalezen´ı) cˇ´ıslo jedne´ z nalezeny´ch steˇn a prˇ´ıslusˇna´ modelview matice.
Trˇ´ıda NyARToolkitCubeDetector poskytuje dveˇ verˇejne´ metody: processImage() prova´deˇj´ıc´ı
zpracova´n´ı obrazu a getModelviewMatrix(), ktera´ vrac´ı cˇ´ıslo nalezene´ steˇny a prˇ´ıslusˇnou
OpenGL modelview matici.
6.4 Renderova´n´ı hry
O renderova´n´ı hrac´ı kostky se stara´ trˇ´ıda GameRenderer implementuj´ıc´ı rozhran´ı Cube-
EventListener. Trˇ´ıda GameRenderer prˇij´ıma´ od trˇ´ıdy Cube notifikace o zmeˇna´ch barvy
pol´ıcˇek, zmeˇneˇ velikosti kostky (naprˇ. prˇi prˇechodu do dalˇsiho levelu) a teˇmto zmeˇna´m na
hrac´ı kostce prˇizp˚usobuje vykreslova´n´ı.
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6.4.1 OpenGL ES
Renderova´n´ı sce´ny se ve hrˇe prova´d´ı prostrˇednictv´ım OpenGL ES (OpenGL for Embedded
Systems). Jedna´ se o multiplatformn´ı API pro 2D a 3D grafiku na vestaveˇny´ch syste´mech.
OpenGL ES vzniklo jako podmnozˇina desktopove´ho OpenGL a tvorˇ´ı n´ızkou´rovnˇove´ rozhran´ı
mezi softwarem a grafickou akcelerac´ı. OpenGL ES vycha´z´ı z klasicke´ho OpenGL, ale je
prˇizp˚usobeno charakteristicky´m vlastnostem mobiln´ıch zarˇ´ızen´ı – relativneˇ ma´lo pameˇti,
n´ızky´ vy´pocˇetn´ı vy´kon, nutnost male´ spotrˇeby energie, nevhodnost floating point datovy´ch
typ˚u atd.
OpenGL ES API vs. OpenGL API
Jedn´ım z hlavn´ıch rozd´ıl˚u OpenGL ES oproti OpenGL je absence immediate mo´du –
v OpenGL ES neexistuj´ı instrukce glBegin, glEnd, glVertex, glTexCoord. Vykreslova´n´ı
objekt˚u tedy mus´ı by´t prova´deˇno pomoc´ı pol´ı, ve ktery´ch jsou definova´ny vertexy, textur-
ovac´ı sourˇadnice, barvy, norma´ly (instrukce glDrawElements, glDrawArrays,
glVertexPointer, glNormalPointer, glColorPointer, glTexCoordPointer). Z OpenGL ES
jsou da´le vynecha´ny neˇktere´ instrukce pro pra´ci s pixely a bitmapami (glDrawPixels,
glCopyPixels, glPixelZoom, glBitmap, ...), je vynecha´n OpenGL Imaging Subset (his-
togramy, filtry, minmax). OpenGL ES neumozˇnˇuje vykreslovat polygony, cˇtyrˇu´heln´ıky (quads)
a pa´sy cˇtyrˇu´heln´ık˚u (quad strips). Z transformacˇn´ıch funkc´ı nepodporuje OpenGL ES
glLoadTransposeMatrix, glMultTransposeMatrix, glTexGen, glGetTexGen. Chyb´ı take´
evalua´tory, display-listy, selection buffer. OpenGL ES nepodporuje 1D a 3D textury a cube
mapy a dalˇs´ı funkce OpenGL, ktere´ jsou pro mobiln´ı zarˇ´ızen´ı zbytecˇne´ nebo nepouzˇitelne´.
Do OpenGL ES byla oproti OpenGL prˇida´na podpora pro celocˇ´ıselne´ datove´ typy. [6]
EGL
EGL (Embedded System Graphics Library) je rozhran´ı mezi vykreslovac´ımi API jako
naprˇ. OpenGL ES a okenn´ım syste´mem nativn´ı platformy. EGL poskytuje mechanismy
pro vytva´rˇen´ı renderovac´ıch povrch˚u (okna, prˇ´ıpadneˇ pbuffery, pixmapy), na ktere´ mohou
klientska´ API kreslit a ktera´ mohou sd´ılet. EGL poskytuje metody pro rˇ´ızen´ı graficky´ch
kontext˚u. V Androidu (od verze 0.9) nelze vykreslovat pomoc´ı OpenGL bez pouzˇit´ı EGL
pro inicializaci graficke´ho kontextu a povrchu pro vykreslova´n´ı.
6.4.2 Implementace
Vykreslova´n´ı
Prˇi inicializaci GameRendereru se nastav´ı projekcˇn´ı matice, ktera´ definuje teˇleso za´beˇru
kamery, a to na hodnotu, jezˇ byla vypocˇ´ıta´na trˇ´ıdou GLNyARParam z parametr˚u kamery
nacˇteny´ch z datove´ho souboru, vznikle´ho kalibrac´ı.
Vzhledem k tomu, zˇe – jak jizˇ bylo rˇecˇeno – OpenGL ES nepodporuje immediate mo´d,
bylo pro reprezentaci kostky pouzˇito neˇkolik buffer˚u:
Buffer sourˇadnic vertex˚u Obsahuje sourˇadnice vrchol˚u tvorˇ´ıc´ıch model hrac´ı kostky.
Sourˇadnice jsou nastaveny prˇi inicializaci hry a meˇn´ı se pouze prˇi zmeˇne pocˇtu pol´ıcˇek
na steˇna´ch kostky. Model krychle je slozˇen z troju´heln´ık˚u, jak je videˇt na obra´zku 6.4.
Cˇtyrˇu´heln´ıky nejsou v OpenGL ES podporova´ny.
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Obra´zek 6.4: Model kostky
Obra´zek 6.5: Model kostky s texturou
Buffer texturovac´ıch sourˇadnic Texturovac´ı sourˇadnice urcˇuj´ı zp˚usob namapova´n´ı tex-
tury na model hrac´ı kostky. Ve hrˇe je pouzˇita jedina´ textura, ktera´ obsahuje grafiku
pol´ıcˇek vsˇech typ˚u v r˚uzny´ch barva´ch. Texturovac´ı sourˇadnice se v pr˚ubeˇhu hry meˇn´ı.
Buffer sourˇadnic barev Barevne´ sourˇadnice jsou prˇi inicializaci hry nastaveny na hod-
noty, podle ktery´ch pak lze jednotliva´ pol´ıcˇka identifikovat – pouzˇ´ıvaj´ı se prˇi pickingu.
Rˇadicˇ po detekci kostky prˇeda´ GameRendereru cˇ´ıslo nalezene´ steˇny a modelview matici,
ktera´ vyjadrˇuje polohu te´to steˇny v˚ucˇi kamerˇe pomoc´ı metody setModelviewMatrix().
vykreslova´n´ı modelu kostky s pouzˇit´ım buffer˚u zmı´neˇny´ch vy´sˇe pak prob´ıha´ v metodeˇ
renderToBuffer().
Picking
Ve 3D aplikac´ıch je neˇkdy nezbytne´ zjistit, ktery´ objekt se prˇi kliknut´ı na obrazovku vysky-
tuje pod kurzorem. Tomuto procesu zjiˇst’ova´n´ı objektu sce´ny na dany´ch sourˇadnic´ıch se rˇ´ıka´
picking. V demonstracˇn´ı AR aplikaci se picking vyuzˇ´ıva´ ke zjiˇst’ova´n´ı pol´ıcˇka na krychli, na
ktere´ uzˇivatel poklepal na dotykove´m displeji. V AR Cube je za t´ımto u´cˇelem pouzˇita tzv.
color picking. Tato metoda obecneˇ pracuje na na´sleduj´ıc´ım principu: kazˇde´mu objektu (resp.
r˚uzny´m cˇa´stem jednoho objektu) se prˇiˇrad´ı jednoznacˇna´ barva. V okamzˇiku nutnosti zjiˇsteˇn´ı
objektu na urcˇity´ch sourˇadnic´ıch se sce´na vykresl´ı s vypnuty´m osveˇtlen´ım, texturova´n´ım
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a mlhou, prˇicˇemzˇ kazˇdy´ objekt (resp. cˇa´st objektu) je vykreslen barvou, ktera´ mu byla
prˇiˇrazena. Pote´ se pomoc´ı funkce OpenGL glReadPixels prˇecˇte barva pixelu vykreslene´ho
na dany´ch sourˇadnic´ıch. Tato barva identifikuje objekt nebo jeho cˇa´st. Pro uzˇivatele nen´ı
vykreslen´ı v mo´du pro picking nikdy viditelne´.
Na obra´zku 6.6 vpravo je uka´zka kostky vykreslene´ v mo´du pro picking, kde kazˇde´
pol´ıcˇko je jednoznacˇneˇ identifikovane´ svou barvou. Na te´mzˇe obra´zku vlevo stejna´ sce´na
vykreslena´ tak, jak ji vid´ı hra´cˇ – s texturou a pozad´ım.
Portova´n´ı na Android
Prototyp aplikace vyuzˇ´ıval Java OpenGL (JOGL) – jedna´ se o knihovnu, ktera´ umozˇnˇuje
pouzˇit´ı OpenGL v jazyce Java. Pro usnadneˇn´ı pozdeˇjˇs´ıho portova´n´ı byl prototyp psa´n
bez pouzˇit´ı instrukc´ı, ktere´ nejsou podporova´ny v OpenGL ES (jedinou vy´jimku tvorˇila
instrukce glDrawPixels). Prˇi portova´n´ı renderovac´ı cˇa´sti aplikace na platformu Android se
vyskytlo neˇkolik proble´mu˚.
Nejprve bylo nutne´ prˇepsat neˇktere´ cˇa´sti renderovac´ı trˇ´ıdy aplikace tak, aby vyuzˇ´ıvaly
EGL – naprˇ´ıklad vytvorˇen´ı povrchu pro vykreslova´n´ı, nastaven´ı parametr˚u (barevna´ hloubka,
hloubka depth bufferu, ...).
Uka´zalo se, zˇe Android neumozˇnˇuje volat metody OpenGL z r˚uzny´ch vla´ken. Kv˚uli
tomu musela by´t prˇepracova´na struktura aplikace takovy´m zp˚usobem, aby se inicializace
GameRendereru, vykreslova´n´ı a picking prova´deˇly ze stejne´ho vla´kna.
Dalˇs´ım proble´mem bylo vykreslova´n´ı pozad´ı – na´hledu z kamery. Jak bylo zmı´neˇno
vy´sˇe, OpenGL ES API neobsahuje funkci glDrawPixels, ktera´ byla pouzˇita pro vykreslo-
va´n´ı pozad´ı v protoypu aplikace. Pu˚vodn´ım za´meˇrem bylo pouzˇ´ıt k vykreslova´n´ı sn´ımk˚u
z kamery standardn´ı 2D API Androidu. Android snadne´ kombinova´n´ı 2D a 3D grafiky
umozˇnˇoval, ale bohuzˇel pouze do verze 0.9, kdy byly v API Androidu provedeny pomeˇrneˇ
velke´ zmeˇny ty´kaj´ıc´ı se OpenGL ES. Od verze 0.9 je jedinou komponentou, na kterou
lze vykreslovat pomoc´ı OpenGL ES, SurfaceView a nelze prˇi tom kombinovat 2D a 3D
vola´n´ı. Proto byly dalˇs´ı snahy namı´ˇreny na zpr˚uhledneˇn´ı komponenty SurfaceView, na ktere´
bylo prova´deˇno vykreslova´n´ı sce´ny. Ru˚zne´ komponenty uzˇivatelske´ho rozhran´ı (Views) lze
v Androidu vrstvit na sebe a pomoc´ı cˇa´stecˇneˇ pr˚uhledny´ch komponent tak lze naprˇ´ıklad
zobrazit 2D ovla´dac´ı prvky nad 3D sce´nou. Bohuzˇel se uka´zalo, zˇe nen´ı mozˇne´ SurfaceView
zpr˚uhlednit tak, aby byla videˇt komponenta pod n´ı (na kterou by se vykresloval na´hled
z kamery). Komponenta SurfaceView funguje jiny´m zp˚usobem nezˇ ostatn´ı Views – z jisty´ch
d˚uvod˚u lze umist’ovat Views viditelneˇ nad jej´ı povrch, ale nemu˚zˇe by´t videˇt nic pod n´ı.
Jedn´ım z mozˇny´ch rˇesˇen´ı tohoto proble´mu by bylo pixely vykreslovane´ sce´ny zpeˇtneˇ z´ıska´vat
pomoc´ı glReadPixels() a tyto pixely pak spolu s pozad´ım vykreslovat na jine´ komponenteˇ
pomoc´ı 2D API. Tato varianta by ale byla zbytecˇneˇ neefektivn´ı. Konecˇne´ rˇesˇen´ı tohoto
proble´mu spocˇ´ıva´ ve vykreslova´n´ı 3D sce´ny do nativn´ı bitmapy platformy Android pomoc´ı
specia´ln´ıho typu EGL povrchu. 3D sce´na se vykresl´ı do bitmapy s pr˚uhledny´m pozad´ım a
tato bitmapa se pak vykresl´ı nad na´hledem z kamery. Toto relativneˇ elegantn´ı rˇesˇen´ı nebylo
bohuzˇel zrˇejme´, protozˇe starsˇ´ı verze Androidu EGL povrchy umozˇnˇuj´ıc´ı vykreslova´n´ı do
nativn´ıch bitmap nepodporovaly (vola´n´ı prˇ´ıslusˇne´ EGL funkce nemeˇlo efekt) a u noveˇjˇs´ıch
verz´ı (1.0 a vy´sˇ) implementace tohoto typu EGL povrchu sice existuje, ale dokumentace se
o te´to skutecˇnosti nikde nezminˇuje.
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Obra´zek 6.6: Sce´na vykreslena´ v norma´ln´ım mo´du a v mo´du pro picking
6.5 Rˇadicˇ
GameThread je trˇ´ıda reprezentuj´ıc´ı rˇadicˇ ze sche´matu 5.4. Instance te´to trˇ´ıdy koordinuje
beˇh hlavn´ıch cˇa´st´ı aplikace. Hlavn´ı smycˇka trˇ´ıdy GameThread beˇzˇ´ı ve vlastn´ım vla´kneˇ a
prova´d´ı na´sleduj´ıc´ı operace:
1. Z´ıska´n´ı obra´zku z kamery pomoc´ı AndroidARImageSource.
2. Detekce steˇny kostky pomoc´ı CubeDetector.
3. Nastaven´ı prˇ´ıslusˇne´ modelview transformace u Rendereru.
4. Zpracova´n´ı prˇ´ıpadny´ch uda´losti od dotykove´ho displeje – pomoc´ı Rendereru zjiˇsteˇn´ı
mı´sta na kostce, na ktere´ uzˇivatel poklepal a prˇ´ıpadna´ zmeˇna barvy pol´ıcˇka vola´n´ım
metod trˇ´ıdy Cube.
5. Vykreslen´ı pozad´ı.
6. Vyrenderova´n´ı kostky pomoc´ı Rendereru do bufferu a vykreslen´ı bufferu na pozad´ı.
GameThread implementuje rozhran´ı GameEventListener – od trˇ´ıdy Cube dosta´va´ noti-
fikace o spusˇteˇn´ı a ukoncˇen´ı level˚u. Tyto notifikace vyuzˇ´ıva´ k zobrazova´n´ı informacˇn´ıch text˚u
(pomoc´ı GameActivity) a spousˇteˇn´ı na´sleduj´ıc´ıho levelu po dohra´n´ı aktua´ln´ıho. Pro render-
ing vyuzˇ´ıva´ povrch (surface) z GameView. Od GameView z´ıska´va´ informace o uda´lostech
na dotykove´m displeji. Zpracova´n´ı uda´lost´ı od dotykove´ho displeje se prova´d´ı v hlavn´ım
cyklu, protozˇe pro zjiˇst’ova´n´ı mı´sta, ktere´ na kostce uzˇivatel vybral pomoc´ı dotykove´ho dis-
pleje, Renderer vyuzˇ´ıva´ vola´n´ı OpenGL ES a v Androidu – jak bylo jizˇ rˇecˇeno – je nutne´
prova´deˇt vsˇechna vola´n´ı OpenGL ze stejne´ho vla´kna.
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Obra´zek 6.7: Obrazovky aplikace a prˇechody mezi nimi
6.6 Uzˇivatelske´ rozhran´ı
Na obra´zku 6.7 je schema hlavn´ıch obrazovek a prˇechod˚u mezi nimi.
Obrazovka Home je syste´mova´ obrazovka, ze ktere´ uzˇivatel spousˇt´ı aplikace. Do te´to
obrazovky se uzˇivatel mu˚zˇe kdykoliv dostat stisknut´ım tlacˇ´ıtka HOME na zarˇ´ızen´ı. Po
spusˇteˇn´ı aplikace se zobraz´ı obrazovka Settings. Tuto obrazovku reprezentuje trˇ´ıda Main-
Activity – jedna´ se o vstupn´ı bod aplikace. Zobraz´ı menu umozˇnˇuj´ıc´ı nastaven´ı adresy
webove´ho serveru kamery, ke ktere´mu se ma´ hra prˇipojit, a rozliˇsen´ı sn´ımk˚u z kamery. Na
obra´zku B.1 je videˇt rozvrzˇen´ı u´vodn´ı obrazovky1. Po kliknut´ı na tlacˇ´ıtko START GAME
se spust´ı inicializace hry – v pr˚ubeˇhu inicializace je na obrazovce zobrazen Progress Dialog.
Beˇhem nacˇ´ıta´n´ı mu˚zˇe uzˇivatel prove´st na´vrat do obrazovky Home pomoc´ı tlacˇ´ıtka HOME
– nacˇ´ıta´n´ı hry pak bude prob´ıhat na pozad´ı a o jeho ukoncˇen´ı bude uzˇivatel informova´n
pomoc´ı Toast (viz da´le).
Po inicializaci se zobraz´ı hlavn´ı obrazovka – obrazovka Game viz obr. B.2). Tuto obra-
zovku prˇedstavuje trˇ´ıda GameActivity. GameActivity vytva´rˇ´ı instanci GameView pro vy-
kreslova´n´ı hry a kontextove´ menu pro restart a prˇeskakova´n´ı level˚u (viz obr. B.3). Stisknut´ım
tlacˇ´ıtka BACK na te´to obrazovce zp˚usob´ı zobrazen´ı obrazovky Resume.
Obrazovka Resume je stejneˇ jako obrazovka Settings zajiˇst’ova´na trˇ´ıdou MainActivity.
Nab´ız´ı mozˇnost pokracˇova´n´ı v pozastavene´ hrˇe (tlacˇ´ıtko RESUME GAME). Stisk tlacˇ´ıtka
1Rozvrzˇen´ı obrazovky je specifikova´no prostrˇednictv´ım XML souboru (viz 2.5).
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BACK na te´to obrazovce ukoncˇ´ı aplikaci. Do obrazovky Resume se uzˇivatel dostane take´
v prˇ´ıpadeˇ, zˇe aplikaci znovu spustil z obrazovky Home po prˇerusˇen´ı hry tlacˇ´ıtkem HOME.
Pro kra´tke´ informacˇn´ı zpra´vy, jako naprˇ. informace o ukoncˇen´ı levelu nebo informace
o chybeˇ prˇi z´ıska´va´n´ı obra´zku z webove´ho serveru kamery, pouzˇ´ıva´ AR Cube trˇ´ıdu Toast.
Toast je specia´ln´ı View urcˇene´ pra´veˇ pro takove´to zpra´vy. Toast se vzˇdy zobraz´ı na urcˇitou
dobu nad aktua´ln´ım oknem a nikdy nez´ıska´ fokus (tzn. uzˇivatel mu˚zˇe da´l pokracˇovat v pra´veˇ
prova´deˇne´ akci, zobrazeny´ Toast ho neprˇerusˇ´ı). Uka´zka Toast je na obra´zku B.3.
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Kapitola 7
Testova´n´ı
Testova´n´ı prob´ıhalo pr˚ubeˇzˇneˇ po celou dobu vy´voje a jeho vy´sledky se odra´zˇely do u´prav
v implementaci. Renderova´n´ı, hern´ı logika a algoritmy AR byly testova´ny z veˇtsˇ´ı cˇa´sti na
prototypu aplikace na PC. Teprve po d˚ukladne´m otestova´n´ı bylo provedeno portova´n´ı ap-
likace na platformu Android. Testova´n´ı naportovane´ aplikace prob´ıhalo pouze v emula´toru
– fyzicke´ zarˇ´ızen´ı s operacˇn´ım syste´mem Android nebylo k dispozici.
7.1 Sledova´n´ı pozice a orientace kamery
Testova´n´ı cˇa´sti aplikace, ktera´ obstara´va´ detekci kostky v obraze a vy´pocˇet polohy kamery
v˚ucˇi nim, bylo zameˇrˇeno na experimentova´n´ı s volbou znacˇek, osveˇtlen´ım, rozliˇsen´ım vs-
tupn´ıho obrazu atd.
7.1.1 Vy´beˇr znacˇek
Schopnost sledovat znacˇku pomoc´ı ARToolKitu je ovlivneˇna mimo jine´ slozˇitost´ı znacˇky.
Dokumentace doporucˇuje pouzˇ´ıvat n´ızkofrekvencˇn´ı vzory (velke´ b´ıle´ a cˇerne´ plochy). Toto
doporucˇen´ı vyply´va´ ze zp˚usobu fungova´n´ı algoritmu˚ ARToolKitu. Prˇi rozpozna´va´n´ı znacˇek
je vzor zaznamena´n na relativneˇ male´m pocˇtu pixel˚u, a proto pokud by se znacˇky liˇsily
pouze ve vysokofrekvencˇn´ı detailech, bylo by pro ARToolKit (resp. NyARToolkit) nemozˇne´
je identifikovat. Z teˇchto d˚uvod˚u byly vybra´ny znacˇky s relativneˇ jednoduchy´mi vzory a
s n´ızkou mı´rou vza´jemne´ podobnosti. Pouzˇite´ znacˇky jsou videˇt na sˇabloneˇ hrac´ı kostky
(obr. A.1). Velikost hrany pouzˇ´ıvane´ kostky je 7 cm.
7.1.2 Osveˇtlen´ı, pozad´ı, rozliˇsen´ı
Jedn´ım z parametr˚u, ktere´ meˇly prˇi testova´n´ı nejvetsˇ´ı vliv na spra´vne´ sledova´n´ı polohy
kamery, bylo osveˇtlen´ı. Z experiment˚u s osveˇtlen´ım vyply´va´, zˇe pro efektivn´ı detekci znacˇek
ARToolKitu je dobre´ vyhnout se silny´m umeˇly´m zdroj˚um sveˇtla – tyto zdroje mohou
zp˚usobovat nerovnomeˇrne´ osveˇtlen´ı a odlesky. Jelikozˇ ARToolKit poskytuje pouze nej-
jednodusˇsˇ´ı metodu prahova´n´ı – pouzˇ´ıva´ konstant´ı hodnotu prahu pro cely´ obraz –, je
pomeˇrneˇ na´chylny´ na rovnomeˇrnost osveˇtlen´ı. Na obra´zku 7.1 jsou uka´zky sn´ımk˚u z kamery
po prahova´n´ı: sn´ımek vlevo byl porˇ´ızen s pouzˇit´ım nevhodneˇ nasmeˇrovane´ho umeˇle´ho zdroje
sveˇtla. Vpravo je uka´zka vyprahovane´ho sn´ımku stejne´ sce´ny porˇ´ızene´ho prˇi rovnomeˇrne´m
osveˇtlen´ı.
38
Obra´zek 7.1: Vliv osveˇtlen´ı na vy´sledek prahova´n´ı
Prˇi testova´n´ı byly prova´deˇny experimenty s rozpozna´va´n´ım znacˇek na kostce na r˚uzny´ch
pozad´ıch. Uka´zalo se, zˇe pozad´ı, na ktere´m je kostka sn´ıma´na, nema´ te´meˇrˇ zˇa´dny´ vliv na
detekci znacˇek. Znacˇky na steˇna´ch pouzˇ´ıvane´ kostky maj´ı kolem sebe b´ıly´ okraj o sˇ´ıˇrce 0,5
cm, cozˇ zajiˇst’uje po vyprahova´n´ı dostatecˇne´ oddeˇlen´ı znacˇky v obraze od okol´ı a snadnou
detekci i na cˇlenite´m pozad´ı.
Dalˇs´ım parametrem ovlivnˇuj´ıc´ım detekci znacˇek je pouzˇite´ rozliˇsen´ı kamery. Kamera, se
kterou byla aplikace testova´na, umozˇnˇuje pouzˇ´ıvat rozliˇsen´ı 160 × 120, 176 × 144, 320
× 240, 352 × 288 a 640 × 480 (interpolovane´). Prˇi testova´n´ı byla funkcˇnost aplikace
vyzkousˇena ve vsˇech teˇchto rozliˇsen´ıch kromeˇ interpolovane´ho. Vy´sledek testova´n´ı byl ve
shodeˇ s ocˇeka´va´n´ım – vysˇsˇ´ı rozliˇsen´ı zlepsˇuje prˇesnost detekce a zvysˇuje vzda´lenost, na
kterou lze znacˇky rozpozna´vat. Zvy´sˇen´ı rozliˇsen´ı se ale bohuzˇel neprˇ´ızniveˇ projev´ı ve zpo-
malen´ı aplikace (viz da´le).
7.1.3 Vliv kalibrace kamery
Spra´vna´ kalibrace zvysˇuje dosah detekce znacˇek a zprˇesnˇuje vy´pocˇet polohy kamery v˚ucˇi
znacˇka´m. Parametry kamery se nav´ıc vyuzˇ´ıvaj´ı prˇi renderova´n´ı pro nastaven´ı projekcˇn´ı
matice. Aplikace byla nejprve testova´na s prˇednastaveny´mi parametry kamery, ktere´ jsou
soucˇa´st´ı bal´ıku ARToolKit. Po oveˇrˇen´ı za´kladn´ı funkcˇnosti detekce byla provedena jed-
nokrokova´ kalibrace pouzˇ´ıvane´ kamery pomoc´ı calib dist. Podle ocˇeka´va´n´ı kalibrace zlepsˇila
prˇesnost vykreslova´n´ı virtua´ln´ı kostky na fyzicke´. Na obra´zku 7.2 je videˇt, jak vypada´ sce´na
vznikla´ s pouzˇit´ım spra´vny´ch kalibracˇn´ıch parametr˚u, vpravo je stejna´ sce´na vypocˇ´ıtana´ a
vykreslena´ s pouzˇit´ım prˇednastaveny´ch parametr˚u. Vsˇimneˇte si, zˇe prˇi pouzˇit´ı prˇednasta-
veny´ch parametr˚u model kostky neprˇekry´va´ na sn´ımku celou fyzickou kostku.
7.1.4 Rychlost
Rychlost zpracova´n´ı vstupu z kamery je pro beˇh aplikace kl´ıcˇova´. Bohuzˇel se uka´zalo, zˇe
v emula´toru Androidu na pouzˇite´m PC (1.8 GHz, 512 MB RAM) je rychlost zpracova´n´ı
sn´ımk˚u nedostatecˇna´. Hra je v emula´toru sice hratelna´, ale docha´z´ı prˇi n´ı k neprˇ´ıjemny´m
prodleva´m a ani prˇi pouzˇit´ı nejmensˇ´ıho rozliˇsen´ı nen´ı zdaleka mozˇne´ dosa´hnout interaktivity
v rea´lne´m cˇase, tedy jednoho z hlavn´ıch atribut˚u aplikac´ı rozsˇ´ıˇrene´ reality. Prototyp beˇzˇ´ıc´ı
na stejne´m PC mimo emula´tor naopak dosahoval prˇi zpracova´n´ı sn´ımk˚u pomeˇrneˇ dobre´
rychlosti – prˇi pouzˇit´ı maxima´ln´ıho rozliˇsen´ı bylo mozˇne´ dosa´hnout zpracova´n´ı prˇiblizˇneˇ 80
sn´ımk˚u za sekundu. Jak je videˇt v tabulce 7.1.4, zpracova´va´n´ı jednoho sn´ımku v aplikaci
AR Cube beˇzˇ´ıc´ı v emula´toru prob´ıha´ azˇ 150x pomaleji nezˇ v prototypu aplikace na PC.
Hlavn´ı prˇ´ıcˇiny nedostatecˇne´ rychlosti aplikace spusˇteˇne´ v emula´toru jsou na´sleduj´ıc´ı:
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Obra´zek 7.2: Vliv spra´vne´ kalibrace kamery na prˇesnost kombinova´n´ı virtua´ln´ıho a rea´lne´ho
prostrˇed´ı
Rozliˇsen´ı PC [ms] emula´tor Androidu [ms]
160 x 120 3 220
176 x 144 4 450
320 x 240 10 1400
352 x 288 12 1800
Tabulka 7.1: Porovna´n´ı pr˚umeˇrne´ doby zpracova´n´ı jednoho sn´ımku v r˚uzny´ch rozliˇsen´ıch
na PC a v emula´toru Androidu
• Cely´ syste´m bezˇ´ı na emulovane´ ARM architekturˇe1 – softwaroveˇ je emulova´n ARM
procesor, spra´va pameˇti a dalˇs´ı funkce. Tento zp˚usob fungova´n´ı emula´toru klade
vysoke´ na´roky jak na pameˇt’, tak na vy´kon procesoru hostitelske´ho PC. Na pocˇ´ıtacˇi
pouzˇ´ıvane´m prˇi testova´n´ı byl beˇh emula´toru velmi pomaly´ a ani jednoduche´ aplikace
v neˇm spusˇteˇne´ veˇtsˇinou nefungovaly prˇ´ıliˇs reaktivneˇ.
• Proble´mem je take´ prˇ´ıliˇs maly´ vy´kon virtua´ln´ıho stroje Dalvik. V soucˇasne´ dobeˇ
Dalvik nepouzˇ´ıva´ JIT2 a dalˇs´ı beˇzˇne´ optimializace, cozˇ se velmi negativneˇ odra´zˇ´ı
v jeho vy´konu. [7]
• Knihovna NyARToolkit silneˇ vyuzˇ´ıva´ floating point aritmetiku, cozˇ aplikaci zpo-
maluje. V emula´toru Androidu jsou operace s raciona´ln´ımi datovy´mı´ typy zhruba
dvakra´t pomalejˇs´ı nezˇ operace s celocˇ´ıselny´mi datovy´mi typy. (V prˇ´ıpadeˇ virtua´ln´ıho
stroje s JIT nebo hardwarove´ akcelerace floating point by byl rozd´ıl v rychlostech
markantneˇjˇs´ı.) Operace s raciona´ln´ımi datovy´mi typy nejsou obecneˇ prˇi vy´voji pro
mobiln´ı zarˇ´ızen´ı doporucˇova´na (prˇedevsˇ´ım kv˚uli absenci matematicke´ho koprocesoru
na veˇtsˇineˇ takovy´chto zarˇ´ızen´ı).
1ARM je RISC architektura pouzˇ´ıvana´ prˇedevsˇ´ım v mobiln´ıch zarˇ´ızen´ıch
2Just-In-Time kompilace – technika, prˇi ktere´ je bytecode za beˇhu kompilova´n do nativn´ıho strojove´ho
ko´du
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7.2 Testy specificke´ pro platformu Android
Aplikace beˇzˇ´ıc´ı na mobiln´ıch zarˇ´ızen´ıch mohou by´t ve sve´m beˇhu prˇerusˇeny extern´ımi
uda´lostmi – prˇ´ıchoz´ım hovorem nebo prˇ´ıchoz´ı SMS. Emula´tor umozˇnˇuje testovat chova´n´ı
aplikace v teˇchto situac´ıch na´sleduj´ıc´ım zp˚usobem:
1. Pomoc´ı telnetu se prˇipoj´ıme ke konzoli emula´toru:
telnet localhost 5554
2. Prˇ´ıchoz´ı hovor pak vyvola´me prˇikazem odeslany´m pomoc´ı telnetu:
gsm call (telefonnı´ cˇı´slo)
Prˇ´ıchoz´ı SMS umozˇnˇuje simulovat prˇ´ıkaz:
sms send (telefonnı´ cˇı´slo) (text zpra´vy)
Prˇ´ıchoz´ı vola´n´ı i SMS byly simulova´ny v kazˇde´ fa´zi beˇhu aplikace (u´vodn´ı obrazovka,
nacˇ´ıta´n´ı, hlavn´ı obrazovka). Aplikace fungovala spra´vneˇ – v prˇ´ıpadeˇ prˇ´ıchoz´ıho hovoru se
hlavn´ı vla´kno aplikace pozastav´ı, po jeho ukoncˇen´ı se opeˇt spust´ı. Na prˇ´ıchoz´ı SMS aplikace
nijak nereaguje – platforma Android na SMS upozornˇuje notifikac´ı v horn´ı cˇa´sti obrazovky,
na beˇh aplikace tato uda´lost nema´ vliv.
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Kapitola 8
Za´veˇr
Hlavn´ım c´ılem te´to pra´ce bylo navrhnout a implementovat aplikaci demonstruj´ıc´ı mozˇnosti
mobiln´ı rozsˇ´ıˇrene´ reality na platformeˇ Google Android. Tento u´kol byl splneˇn. Implemen-
tovana´ aplikace umozˇnˇuje hra´t na mobiln´ım zarˇ´ızen´ı logickou hru s pouzˇit´ım pr˚uhledove´ho
zp˚usobu interakce – na displeji se kombinuje okoln´ı realita sn´ımana´ kamerou a virtua´ln´ı
hrac´ı prostrˇed´ı. Uzˇivatel hru ovla´da´ s vyuzˇit´ım rea´lne´ kostky: mu˚zˇe ji pozorovat z r˚uzny´ch
u´hl˚u, fyzicky s n´ı manipulovat apod. Na displeji zarˇ´ızen´ı se pak tato kostka prˇekresluje
virtua´ln´ı kostkou, na n´ızˇ prob´ıha´ samotna´ hra. Aplikace tak demonstruje hlavn´ı principy
rozsˇ´ıˇrene´ reality a ilustruje vhodnost mobiln´ıch zarˇ´ızen´ı coby levne´ a prˇenositelne´ hard-
warove´ platformy pro AR aplikace.
Bohuzˇel beˇh implementovane´ aplikace na pocˇ´ıtacˇi, na ktere´m prob´ıhalo testova´n´ı, je
v emula´toru velmi pomaly´ – v neˇktery´ch situac´ıch azˇ 150kra´t pomalejˇs´ı, nezˇ beˇh stejne´ho
programu spusˇteˇne´ho prˇ´ımo na pocˇ´ıtacˇi. To je zp˚usobeno jednak t´ım, zˇe emulace plat-
formy je sama o sobeˇ velmi na´rocˇna´, a jednak t´ım, zˇe pouzˇita´ knihovna NyARToolkit nen´ı
optimalizovana´ pro mobiln´ı zarˇ´ızen´ı. Na fyzicke´m zarˇ´ızen´ı aplikace testova´na nebyla.
Existuje mnoho mozˇny´ch u´prav a rozsˇ´ıˇren´ı sta´va´j´ıc´ı aplikace. Aplikace poskytuje pomeˇrneˇ
velky´ prostor pro zlepsˇova´n´ı vy´konu – prˇ´ıpadne´ pokracˇova´n´ı pra´ce by meˇlo by´t zameˇrˇeno
prˇedevsˇ´ım na optimalizaci implementace algoritmu˚ spojeny´ch s AR vy´pocˇty tak, aby bylo
jejich pouzˇit´ı na c´ılove´ platformeˇ efektivneˇjˇs´ı. Bylo by naprˇ´ıklad mozˇne´ upravit knihovnu
NyARToolkit tak, aby pracovala pouze s celocˇ´ıselnou aritmetikou. Dalo by se take´ experi-
mentovat s pouzˇit´ım jiny´ch knihoven pro pra´ci s rozsˇ´ıˇrenou realitou, potazˇmo s principia´lneˇ
jiny´m zp˚usobem sledova´n´ı pozice a orientace kamery. Spolecˇnost Google ozna´mila, zˇe se pro
platformu Android prˇipravuje podpora vola´n´ı nativn´ıho ko´du, nebude tedy nutne´ omezovat
se na knihovny napsane´ v jazyce Java. Pouzˇit´ı nativn´ıch knihoven spolu s prˇipravovanou
podporou Just-In-Time kompilace ve virtua´ln´ım stroji by mohlo prˇine´st velmi vy´znamne´
zrychlen´ı beˇhu aplikace. Da´le je mozˇne´ upravovat hru samotnou – aplikace by mohla by´t
rozsˇ´ıˇrena o detaily zlepsˇuj´ıc´ı hern´ı za´zˇitek jako naprˇ. meˇrˇen´ı cˇasu potrˇebne´ho k dohra´n´ı jed-
notlivy´ch u´rovn´ı, odes´ıla´n´ı sko´re na internet, stahova´n´ı novy´ch u´rovn´ı z internetu, pouzˇit´ı
zvukovy´ch efekt˚u a hudby apod.
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Dodatek A
Sˇablona hrac´ı kostky
Obra´zek A.1: Sˇablona hraci kostky
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Dodatek B
Uka´zky uzˇivatelske´ho rozhran´ı
Obra´zek B.1: Obrazovka pro nastaven´ı a spusˇteˇn´ı hry
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Obra´zek B.2: Hlavn´ı obrazovka
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Obra´zek B.3: Hlavn´ı obrazovka hry se zobrazeny´m menu
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