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Cap´ıtulo 1
Introduccio´n
La dificultad que presentan algunas ecuaciones diferenciales a la hora de su resolucio´n
nos lleva a utilizar me´todos nume´ricos para obtener una aproximacio´n. Entre todos los
me´todos existentes, estudiaremos y utilizaremos la familia de los me´todos Runge-Kutta,
la cual presentaremos ma´s adelante. Esta familia es muy amplia, nos centraremos en los
me´todos de paso fijo, concretamente en el me´todo Runge-Kutta cla´sico de orden 4.
Para la implementacio´n de dicho me´todo se ha utilizado el lenguaje de programacio´n
Java con el entorno de programacio´n Eclipse (Ver [1]) y las librera´s Apache Commons
(Ver [2]), las cuales son de co´digo abierto. Esto nos permite acceder a dicho co´digo no so´lo
para su entendimiento y aprendizaje, sino tambie´n nos da la posibilidad de modificar, y
por tanto incorporar aquellas mejoras que consideremos necesarias.
Todo la documentacio´n se ha elaborado utilizando la herramienta LATEXy JabRef para
la elaboracio´n de la bibliograf´ıa (Ver [3], [4]).
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Cap´ıtulo 2
Objetivos
A continuacio´n se relacionan los objetivos principales que se persiguen con el presente
trabajo fin de grado:
1. Conocer y estudiar la familia de los me´todos Runge-Kutta para la resolucio´n nume´ri-
ca tanto de ecuaciones diferenciales ordinarias como de problemas de valores inicia-
les. Presentar algunos de los ejemplos ma´s conocidos de esta familia, entre ellos el
me´todo de Runge-Kutta Cla´sico.
2. Estudiar e instalar la librer´ıa Apache Commons Math, as´ı como conocer su funcio-
namiento y caracter´ısticas.
3. Resolver problemas mediante me´todos nume´ricos utilizando la librer´ıa Apache Com-
mons Math, comprobando los resultados obtenidos con los obtenidos utilizando una
implementacio´n con Matlab.
4. Obtener conclusiones acerca de las posibles ventajas que puede tener un matema´tico
con so´lidos conocimientos de programacio´n de ordenadores.
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Cap´ıtulo 3
Antecedentes bibliogra´ficos
En este cap´ıtulo vamos a introducir algunos conceptos teo´ricos sobre los me´todos
Runge-Kutta (Ver [5], [6], [7]) y algunos ejemplos de me´todos conocidos.
Tambie´n explicaremos co´mo conectar la librer´ıa Commons Math en el entorno Eclipse
para poder utilizarla posteriorimente en el cap´ıtulo 4. (Ver [8], [9], [10]).
3.1. Me´todos de Runge-Kutta
Los me´todos de Runge-Kutta de s etapasa son aquellos que se pueden
escribir en la forma {
ki = f
(
xn + cih, yn + h
∑s
j=1 aijkj
)
yn+1 = yn + h
∑s
i=1 biki
(3.1)
Cada una de las evaluaciones de ki es una etapa.
aA menos que especifiquemos lo contrario, vamos a considerar el paso h fijo.
Definicio´n 1
El me´todo (3.1) se representa por medio de su tablero de Butcher :
c1 a11 a12 · · · a1s
c2 a21 a22 · · · a2s
...
...
...
. . .
...
cs as1 as2 · · · ass
b1 b2 · · · bn
Si escribimos c = (c1, c2, ..., cs)
T , b = b(b1, b2, ..., bs)
T , A = (aij), el tablero queda de la
6
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siguiente manera:
c A
bT
Si aij = 0 para j ≥ i, i = 1, 2, ..., s, es decir, si la matriz A es triangular inferior estricta,
entonces cada uno de los ki viene dado expl´ıcitamente en te´rminos de los anteriormente
calculados kj, j = 1, 2, ..., i−1. En este caso, el me´todo es expl´ıcito. Al escribir su tablero
se suelen omitir los ceros sobre la diagonal principal y por encima de ella.
Nuestro primer me´todo, padre de alguna manera de todos los dema´s que vamos
a estudiar, es el me´todo de Euler:
yn+1 = yn + hf(xn, yn), n = 0, ..., N − 1. (3.2)
Es un me´todo de Runge-Kutta de una etapa ya que podemos reescribirlo de la
siguiente manera: {
k1 = f(xn, yn)
yn+1 = yn + hk1
Su tablero de Butcher es:
0 0
1
Ejemplo 1
El me´todo de Euler modificado:
yn+1 = yn + hf
(
xn +
h
2
, yn +
h
2
f(xn, yn)
)
n = 0, ..., N − 1. (3.3)
Es un me´todo Runge-Kutta de dos etapas:
k1 = f(xn, yn)
k2 = f
(
xn +
h
2
, yn +
h
2
f(xn, yn)
)
yn+1 = yn + hk2
Su tablero de Butcher es:
0
1/2 1/2
0 1
Ejemplo 2
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El me´todo de Euler mejorado:
yn+1 = yn +
h
2
(
f(xn, yn) + f(xn+1, yn+1)
)
n = 0, ..., N − 1. (3.4)
Es un me´todo Runge-Kutta de dos etapas:
k1 = f(xn, yn)
k2 = f
(
xn + h, yn + hf(xn, yn)
)
yn+1 = yn + h
(
k1
2
+
h
2
)
Su tablero de Butcher es:
0
1 1
1/2 1/2
Ejemplo 3
Si el me´todo no es expl´ıcito, es impl´ıcito. En general, es necesario entonces resolver
en cada paso un sistema no lineal para calcular los ki. Vamos a ver ejemplos de me´todos
impl´ıcitos.
El me´todo RK-Radau IA de dos etapas, de tablero:
0 1/4 −1/4
2/3 1/4 5/12
1/4 3/4
es un me´todo de Runge-Kutta impl´ıcito.
Ejemplo 4
Hay una situacio´n intermedia: si aij = 0 para j > i, i = 1, 2, ..., s, entonces cada ki
esta´ individualmente definido por:
ki = f
(
xn + cih, yn + h
i∑
j=1
aijkj
)
, i = 1, 2, ..., s.
Estos me´todos se llaman semi-impl´ıcitos. Al escribir sus tableros se omiten los ceros
por encima de la diagonal principal.
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El me´todo RK-Lobato IIIA de dos etapas, de tablero:
0 0
1 1/2 1/2
1/2 1/2
es un me´todo de Runge-Kutta semi-impl´ıcito.
Ejemplo 5
Para que un me´todo Runge-Kutta impl´ıcito este´ bien determinado, el sistema que
define las etapas debe tener solucio´n u´nica. Esto es cierto si h es pequen˜o.
Ahora vamos a presentar un conocido me´todo RK, que surge al plantear la estimacio´n
de la integral de la ecuacio´n diferencial y′ = f(t, y) mediante la regla de Simpson.
El me´todo de Runge-Kutta cla´sico:
yn+1 = yn + h
(
1
6
k1 +
2
6
k2 +
2
6
k3 +
1
6
k4
)
k1 = f(tn, yn)
k2 = f
(
tn +
h
2
, yn +
h
2
k1
)
k3 = f
(
tn +
h
2
, yn +
h
2
k2
)
k4 = f
(
tn + h, yn + hk3
)
(3.5)
Su tablero de Butcher es:
0 0
1/2 1/2
1/2 0 1/2
1 0 0 1
1/6 1/3 1/3 1/6
Ejemplo 6
Salvo alguna excepcio´n, de poca importancia pra´ctica, todos los me´todos RK satisfacen
que: ∑
j
aij = ci, i = 1, 2, ..., s.
En el siguiente ejemplo vamos a resolver nume´ricamente un problema de ecuaciones
diferenciales ordinarias con condiciones iniciales usando el me´todo de Runge-Kutta cla´sico
3.5.
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Usar el me´todo Runge-Kutta cla´sico para aproximar y(0,5) dada la siguiente
ecuacio´n diferencial:
y′ = 2xy, y(0) = 1.
Solucio´n:
Primero, identificamos las condiciones iniciales, el intervalo y la funcio´n:
x0 = 0
y0 = 1
h = 0,1
f(x, y) = 2xy
Para poder calcular el valor de y1, debemos calular primero los valores de k1, k2,
k3 y k4. Tenemos entonces que para la primera iteracio´n:
x1 = x0 + h = 0,1
k1 = hf(x0, y0) = 0
k2 = hf
(
x0 +
1
2
h, y0 +
1
2
k1
)
= 0,01
k3 = hf
(
x0 +
1
2
h, y0 +
1
2
k2
)
= 0,01005
k4 = hf(x0 + h, y0 + k3) = 0,020201
Por tanto,
y1 = 1 +
1
6
(0 + 0,02 + 0,02010 + 0,020201) = 1,01005
El proceso debe repetirse hasta, en este caso, obtener y5. Resumimos los resul-
tados en la siguiente tabla:
n xn yn
0 0 1
1 0,1 1,01005
2 0,2 1,04081
3 0,3 1,09417
4 0,4 1,17351
5 0,5 1,28403
Nuestra solucio´n buscada es: y5 = 1,28403.
Ejemplo 7
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3.2. Pares encajados de me´todos Runge-Kutta
Hasta ahora los me´todos que hemos visto han sido considerando un paso h inicial fijo,
pero esta condicio´n es poco pra´ctica ya que hay puntos xn donde el error toma valores
mucho ma´s grandes que en otros donde el paso h hubiese sido ma´s pequen˜o.
Hoy d´ıa, el procedimiento que se ha probado como ma´s eficaz es el de los pares encaja-
dos de me´todos Runge-Kutta. Estos pares esta´n formados por dos me´todos Runge-Kutta
que comparten coeficientes c y A,
c A
bT
bˆT
donde b corresponde al me´todo de orden p que es el usado para calcular el valor yn+1
(avanzar), y bˆ al de orden pˆ, el usado para estimar el error local. Originalmente se tomaba
pˆ > p. Hoy d´ıa, sin embargo, se toma p > pˆ, pues se ha comprobado que es una opcio´n
ma´s eficaz en la pra´ctica.
El me´todo Runge-Kutta-Fehlberg RKF2(3), con tablero de Butcher:
0 0
1 1
1/2 1/4 1/4
bi 1/2 1/2 0
bˆi 1/6 1/6 4/6
con o´rdenes p = 2 y pˆ = 3. El me´todo de orden 2 que se usa para avanzar es en
realidad de dos etapas, mientras que el de orden 3 que se usa para estimar, es de
tres etapas.
Ejemplo 8
El me´todo Runge-Kutta-Fehlberg RKF2(3)B, con tablero de Butcher:
0 0
1/4 1/4
27/40 −189/800 729/800
1 214/891 1/33 650/891
bi 214/891 1/33 650/891 0
bˆi 533/2106 0 800/1053 −1/78
El me´todo de avance es de 3 etapas y de orden p = 2, y el de estimacio´n es de 4
etapas y orden pˆ = 3.
Ejemplo 9
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3.3. Instalacio´n de la librer´ıa Apache Commons Math
En esta seccio´n vamos a introducir e instalar la librer´ıa Apache Commons Math, la cual
usaremos para resolver problemas de ecuaciones diferenciales, centra´ndonos especialmente
en los que no tienen solucio´n anal´ıtica.
3.3.1. Introduccio´n a Apache Commons
Commons es un proyecto de Apache centrado en todos los aspectos de componentes
reutilizables de Java, es de co´digo abierto. El proyecto Apache Commons esta´ compuesto
de tres partes:
1. The Commons Proper; un repositorio de componentes reutilizables de Java.
2. The Commons Sandbox; un espacio de trabajo para el desarrollo de los componentes
de Java.
3. The Commons Dormant; un repositorio de componentes que habitualmente se en-
cuentran inactivos.
The Commons Proper
The Commons Proper esta´ dedicada a un objetivo principal: creacio´n y mantenimien-
to de componentes reutilizables de Java. Dicha aplicacio´n funciona como lugar para la
colaboracio´n e intercambio, donde los colaboradores y creadores de este software de todas
partes de la comunidad de Apache pueden trabajar juntos sobre proyectos.
The Commons Sandbox
Este proyecto tambie´n contiene un espacio de trabajo que es abierto a todo el conjunto
de usuarios de Apache. Esto es un lugar para probar nuevas ideas y prepararse para
la inclusio´n en la parte de The Commons Proper del proyecto o en otro proyecto de
Apache. Los usuarios son libres de experimentar con los componentes desarrollados en The
Commons Sandbox, pero los componentes de The Commons Sandbox no necesariamente
sera´n mantenidos, en particular en su estado corriente.
The Commons Dormant
Esta´ formado por los componentes de The Commons Sandbox que han sido conside-
rados inactivos ya que ellos han visto poca actividad de desarrollo reciente. Si se desea
usar cualquiera de estos componentes, se debe construirlos por uno mismo.
3.3.2. Commons Math: The Apache Commons Mathematics Li-
brary
Commons Math es una libreria ligera e independiente de componentes software que im-
plementan algoritmos matema´ticos y estad´ısticos que aborda los problemas ma´s comunes
que no esta´n disponibles en el lenguaje de programacio´n Java o Commons Lang.
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Instalacio´n librer´ıa
Para poder usar esta librer´ıa debemos seguir los siguientes pasos:
1. Descargar los archivos commons-math3-3.3-bin.zip y commons-math3-3.3-src.zip de
la pa´gina web [11] (Ver Fig. 3.1)
Figura 3.1: Descargas de librer´ıas
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2. Creamos una carpeta, que llamaremos lib, dentro de nuestro proyecto (ProyectoJa-
va).
3. Descomprimimos los archivos que descargamos, en ellos buscamos los archivos
commons-math3-3.3-javadoc.jar, commons-math3-3.3-sources.jar y commons-math3-
3.3.jar y los copiamos en nuestra carpeta lib. (Ver Fig. 3.2)
Figura 3.2: Archivos en carpeta lib
4. Sobre nuestro proyecto ProyectoJava, hacemos click boto´n derecho y seleccionamos
Properties → Java Build Path→ Libraries. Nos aparecera´ una ventana como
la de la Fig. 3.3:
Figura 3.3: Propiedades del ProyectoJava
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5. Seleccionamos Source attachment:(None) y editamos en la opcio´n Edit, situada
en la parte derecha. En la ventana abierta, marcamos Workspace location y al
examinar (Browse) dentro de la carpita lib, seleccionamos el archivo commons-
math3-3.3-sources.jar (Ver 3.4).
Figura 3.4: Incluyendo las fuentes
6. Seleccionamos Javadoc location:(None) y editamos igual que el paso anterior.
En la ventana abierta, marcamos Javadoc in archive → External file y en la
opcio´n Archive path examinamos (Browse) y seleccionamos dentro de la carpeta
lib el archivo commons-math3-3.3-javadoc.jar (Ver Fig 3.5).
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Figura 3.5: Incluyendo Javadoc
As´ı concluimos la instalacio´n de esta librer´ıa.
Cap´ıtulo 4
Resultados y discusio´n
En este cap´ıtulo resolveremos 2 problemas de ecuaciones diferenciales que no tienen
solucio´n anal´ıtica conocida:
1. El brazo robo´tico (Ver [12])
2. El problema de la o´rbita de los tres cuerpos (Ver [13])
Para ello utilizaremos la librer´ıa de Commons Math. En esta librer´ıa hay diversidad
de paquetes que permiten resolver problemas de diferentes campos de las matema´ticas.
Nosotros usaremos los que necesitamos para nuestro trabajo: Ordinary Differential
Equations (Ver [14])
Figura 4.1: Vista de ODE en la pa´gina de la Apache Commons
En la librer´ıa Commons Math, en el apartado de Ordinary Differential Equation,
encontramos varios paquetes en los cuales se encuentran diversos clases para resolver
ecuaciones diferenciales (Ver Figura 4.2).
17
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Figura 4.2: Paquetes de ode
Para los problemas que vamos a resolver trabajaremos con algunas clases del paquete
org.apache.commons.math3.ode.nonstiff (Ver Figura 4.3).
Figura 4.3: Paquete nonstiff
En las siguientes figuras vemos una breve descripcio´n de las clases que tiene imple-
mentadas los paquetes que estamos usando:
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Figura 4.4: Descripcio´n del paquete ode
Figura 4.5: Descripcio´n del paquete nonstiff
4.1. El brazo robo´tico
El brazo idealizado de un robot puede modelarse como un pe´ndulo de masa m, sus-
pendido de un brazo de longitud l (Ver Figura 4.6 ). En un momento t, su posicio´n se
describe por el a´ngulo θ(t) (en radianes) que forma el brazo con la vertical. Si asumimos
que la friccio´n del aire es proporcional a la velocidad angular del pe´ndulo, obtenemos la
EDO (ecuacio´n diferencial ordinaria):
mlθ′′ + cθ′ +mg sin(θ) = u(t), t ≥ 0 (4.1)
donde g es la aceleracio´n de la gravedad y c es la constante de friccio´n. El miembro derecho
u(t) define la fuerza externa aplicada al pe´ndulo en el momento t.
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Figura 4.6: Esquema del pe´ndulo simple
Nosotros vamos a considerar que no existe fuerza externa, es decir u ≡ 0. Para tratar
con un problema estable consideramos c 6= 0, en particular usaremos c = 0,5.
Consideremos el pe´ndulo simple que satisface la EDO 4.1, con los datos m = 1
kg, l = 1 m, c = 0,5, g = 9,81 m/s2 y u ≡ 0. Vamos a obtener y representar la
solucio´n de dicha EDO.
Problema 1
4.1.1. Resolucio´n con Java
A continuacio´n, los pasos realizados durante el disen˜o del programa son:
1. Disen˜amos una clase PenduloSimple que implementa la interface FirstOrderDifferen-
tialEquation, donde se define la ecuacio´n diferencial que se va a resolver.
2. Creamos un objeto de la clase FirstOrderIntegrator y elegimos el integrador con el
que vamos a trabajar.
3. Creamos un objeto de la clase PenduloSimple.
4. Introducimos los valores de nuestro PVI (problema de valores iniciales).
5. Aplicamos al objeto creado en 2. el me´todo de objeto integrate.
Como podemos ver en los siguientes listados de co´digo.

1 package org . t f g . e j emp l o s ;
2
3 import org . apache . commons . math3 . e x c e p t i o n . Dimens ionMismatchExcept ion ;
4 import org . apache . commons . math3 . e x c e p t i o n . MaxCountExceededExcept ion ;
5 import org . apache . commons . math3 . ode . F i r s t O r d e r D i f f e r e n t i a l E q u a t i o n s ;
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6
7 pub l i c c l a s s Pendu loS imple implements F i r s t O r d e r D i f f e r e n t i a l E q u a t i o n s
{
8
9 f i n a l double G = 9 . 8 1 ;
10 pr i va te double l o n g i t u d ;
11 pr i va te double masa ;
12 pr i va te double f r i c c i o n ;
13
14 pub l i c Pendu loS imple ( double l o ng i t ud , double masa , double
f r i c c i o n ) {
15 super ( ) ;
16 t h i s . l o n g i t u d = l o n g i t u d ;
17 t h i s . masa = masa ;
18 t h i s . f r i c c i o n = f r i c c i o n ;
19 }
20
21 pub l i c double ge tLong i t ud ( ) {
22 return l o n g i t u d ;
23 }
24
25 pub l i c double getMasa ( ) {
26 return masa ;
27 }
28
29 pub l i c double g e t F r i c c i o n ( ) {
30 return f r i c c i o n ;
31 }
32
33 pub l i c double getG ( ) {
34 return G;
35 }
36
37 pub l i c S t r i n g t o S t r i n g ( ) {
38 return "Longitud=" + l o n g i t u d + " m, Masa=" + masa
39 + " Kg, Friccion=" + f r i c c i o n + "]" ;
40 }
41
42 pub l i c i n t getDimens ion ( ) {
43 return 2 ;
44 }
45
46 pub l i c void compu t eDe r i v a t i v e s ( double t , double [ ] y , double [ ]
yDot )
47 throws MaxCountExceededExcept ion ,
Dimens ionMismatchExcept ion {
48 yDot [ 0 ] = y [ 1 ] ;
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49 yDot [ 1 ] = −(G/ l o n g i t u d ) ∗Math . s i n ( y [ 0 ] )−( f r i c c i o n /(
masa∗ l o n g i t u d ) ) ∗y [ 1 ] ;
50 }
51 }
 
En el siguiente listado ponemos a prueba el disen˜o mediante el programa TestPenduloSim-
ple para resolver el problema con los datos ya espec´ıficos de masa, longitud y constante
de friccio´n:

1 package org . t f g . e j emp l o s ;
2
3 import j a v a . i o . F i l e ;
4 import j a v a . i o . P r i n tW r i t e r ;
5 import j a v a . i o . IOExcept i on ;
6
7
8 import org . apache . commons . math3 . ode . F i r s t O r d e r D i f f e r e n t i a l E q u a t i o n s ;
9 import org . apache . commons . math3 . ode . F i r s t O r d e r I n t e g r a t o r ;
10 import org . apache . commons . math3 . ode . n o n s t i f f .
C l a s s i c a l R u n g eKu t t a I n t e g r a t o r ;
11
12 pub l i c c l a s s TestPendu loS imp le {
13
14 pub l i c s t a t i c void main ( S t r i n g [ ] a r g s ) throws IOExcept i on {
15 // I n t r oduc imo s e l paso h
16 F i r s t O r d e r I n t e g r a t o r ps = new
C l a s s i c a l R u n g eKu t t a I n t e g r a t o r ( 0 . 0 03 ) ;
17
18 // Creamos un ob j e t o de l a c l a s e Pendu loS imple
19 F i r s t O r d e r D i f f e r e n t i a l E q u a t i o n s ode = new
Pendu loS imple ( 1 . 0 , 1 . 0 , 0 . 5 ) ;
20 Pendu loS imple ps1 = new Pendu loS imple ( 1 . 0 , 1 . 0 , 0 . 5 ) ;
21 System . out . p r i n t l n ("Caracter\’isticas del p\’endulo
simple:" ) ;
22 System . out . p r i n t l n ( ps1 . t o S t r i n g ( ) ) ;
23
24 // Datos d e l PVI
25 double [ ] y0 = { Math . PI / 4 , 0 } ;
26 double [ ] y = { Math . PI / 4 , 0 } ; // I n i c i a l i z am o s a
c u a l q u i e r v a l o r , por e j emp lo a y0 .
27 double a = 0 . 0 ;
28 double b = 30 . 0 ;
29 double t = 0 . 0 ;
30 double h = 0 . 0 0 3 ;
31
32 // Creamos un a r c h i v o con l o s puntos para despu \ ’ e s
r e p r e s e n t a r l o s .
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33 S t r i n g d i r e c t o r i o E n t r a d a = System . g e tP r op e r t y ("user.
dir" ) ;
34 System . out . p r i n t l n ("user.dir: " + d i r e c t o r i o E n t r a d a ) ;
35
36 d i r e c t o r i o E n t r a d a = d i r e c t o r i o E n t r a d a + F i l e .
s e p a r a t o r + "src"
37 + F i l e . s e p a r a t o r + "org" + F i l e .
s e p a r a t o r + "tfg"
38 + F i l e . s e p a r a t o r + "ejemplos" ;
39 System . out . p r i n t l n ( d i r e c t o r i o E n t r a d a ) ;
40 S t r i n g a rch i voDondeEsta = d i r e c t o r i o E n t r a d a + F i l e .
s e p a r a t o r
41 + "PenduloSimple.txt" ;
42 System . out . p r i n t l n ( a rch i voDondeEs ta ) ;
43 F i l e f i l e = new F i l e ( a rch i voDondeEsta ) ;
44
45 // Borra l o que hub i e r a en e l a r c h i v o e x i s t e n t e
46 P r i n tWr i t e r pw = new P r i n tWr i t e r ( f i l e ) ;
47
48 // E s c r i b e una cabece r a en e l a r c h i v o
49 pw . p r i n t l n ("Tiempo t\\t\\tAngulo theta " ) ;
50
51 whi le ( t <= b) {
52 t = t + h ;
53 // In teg ramos con e l m\ ’ e todo i n t e g r a t e
54 ps . i n t e g r a t e ( ode , a , y0 , t , y ) ;
55 // S a l i d a a r c h i v o . Guardamos t e y [ 0 ] . Nombre
d e l a r c h i v o
56 // Pendu loS imple . t x t ,
57 // guardado en mi p roy e c t o .
58 pw . p r i n t ( t+"\t"+y [ 0 ] + "\t" ) ;
59 pw . p r i n t l n ( ) ;
60 }
61
62 // Cerramos e l a r c h i v o
63 pw . c l o s e ( ) ;
64 }
65 }
 
La ejecucio´n del programa genera el archivo PenduloSimple.txt que contiene una serie
de puntos que se han obtenido con el algoritmo Runge-Kutta Cla´sico.
Para la representacio´n de la solucio´n vamos a utilizar un programa externo a Eclipse,
mjograph [15], utilizando los puntos obtenidos anteriormente. (Ver Fig. 4.7)
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Figura 4.7: Solucio´n del pe´ndulo simple con Java
4.1.2. Resolucio´n con Matlab
En este apartado resolveremos el mismo problema usando la implementacio´n del me´to-
do de Runge-Kutta Cla´sico 3.5.
Matlab tiene varias funciones ya implementadas para resolver un PVI, pero no tiene
implementado el me´todo que nosotros vamos a utilizar. Utiliza los pares encajados de
Me´todos Runge-Kutta que vimos en el cap´ıtulo 3.
A continuacio´n ejecutaremos el archivo PenduloSimple.m para resolver nuestro proble-
ma:

1 % Datos pendu lo
2 m = 1 ;
3 l = 1 ;
4 c= 0 . 5 ;
5 G = 9 . 8 1 ;
6
7 % PVI
8 f = @( x , y ) [ y (2 ) ;−(G/ l ) ∗ s i n ( y (1 ) )−(c /(m∗ l ) ) ∗y (2 ) ] ;
9
10
11 % Datos PVI
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12 a = 0 ;
13 b = 30 ;
14 y0 = [ p i / 4 ; 0 ] ;
15 N = 10000 ;
16
17 % Paso para l o s nodos
18 h = (b−a ) /N;
19
20 %Tamano d e l s i s t ema
21 m = l eng t h ( y0 ) ;
22
23 % Const ru imos l o s nodos
24 x = a+h . ∗ [ 0 : 1 :N ] ;
25 y ( : , 1 )=y0 ;
26
27 % Apl icamos e l metodo Runge−Kutta
28 f o r i =1:N
29 k1 = f e v a l ( f , x ( i ) , y ( : , i ) ) ;
30 k2 = f e v a l ( f , x ( i )+h/2 , y ( : , i )+(h/2) ∗k1 ) ;
31 k3 = f e v a l ( f , x ( i )+h/2 , y ( : , i )+(h/2) ∗k2 ) ;
32 k4 = f e v a l ( f , x ( i )+h , y ( : , i )+h∗k3 ) ;
33 y ( : , i +1) = y ( : , i )+(h/6) ∗( k1+2∗k2+2∗k3+k4 ) ;
34 end
35
36 % Representamos l a s o l u c i o n
37 g r i d on
38 p l o t ( x , y ( 1 , : ) , ’r’ )
39 l e g end (’Movimiento pendulo simple’ )
40 t i t l e (’Pendulo Simple’ )
41 x l a b e l (’Tiempo’ )
42 y l a b e l (’Angulo \theta’ )
43
44 % Guardar da tos en a r c h i v o
45 f i = fopen (’salidaPenduloSimple.txt’ , ’w’ )
46
47 f o r k =1:10001
48 f p r i n t f ( f i , ’ %f %f\n’ , x (1 , k ) , y (1 , k ) ) ;
49 end
50 f c l o s e ( f i )
 
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Con la ejecucio´n de este co´digo, obtenemos la representacio´n de los puntos obtenidos
mediante el me´todo (Ver Fig. 4.8).
Figura 4.8: Solucio´n del pe´ndulo simple con Matlab
4.2. El problema de la o´rbita de los 3 cuerpos
El problema de la o´rbita de los 3 cuerpos es un PVI que representa el sistema de un
sate´lite que orbita a un planeta que a su vez orbita a un tercer cuerpo en dos dimensiones
(semejante al sistema Luna-Tierra-Sol). Las condiciones iniciales del sistema son las posi-
ciones y velocidades iniciales del sate´lite. El intervalo de tiempo (time span) es el periodo
de tiempo que lleva al planeta orbitar alrededor del tercer cuerpo una vez.
Se puede describir matema´ticamente este problema con la siguiente EDO:
y˙1 = y3
y˙2 = y4
y˙3 = y1 + 2y4 − µ2(y1+µ2)d1 −
µ1(y1−µ2)
d2
y˙4 = y2 − 2y3 − µ2y2d1 −
µ1y2
d2
(4.2)
con 
d1 = ((y1 + µ1)
2 + y22)
3/2
d2 = ((y1 − µ2)2 + y22)3/2
µ1 = 0,012277471
µ2 = 1− µ1
donde y1 e y2 forman la posicio´n del sate´lite en dos dimensiones, y3 e y4 son las
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velocidades de este sate´lite, d1 y d2 son los ca´lculos de las distancias relativas y µ1 y µ2
son las masas del sate´lite y del planeta, respectivamente.
Consideremos los siguientes valores iniciales del PVI:
y1(t0) = 0,994
y2(t0) = 0
y3(t0) = 0
y4(t0) = −2,00158510637908252240537862224.
El intervalo de tiempo del PVI es:{
t0 = 0
tf = 17,065216501579625588917206249.
Vamos a obtener y representar la solucio´n de la EDO 4.2.
Problema 2
4.2.1. Resolucio´n con Java
A continuacio´n, los pasos realizados durante el disen˜o del programa son:
1. Disen˜amos una clase TresCuerpos que implementa la interface FirstOrderDifferentia-
lEquation, donde se define la ecuacio´n diferencial que se va a resolver.
2. Creamos un objeto de la clase FirstOrderIntegrator y elegimos el integrador con el
que vamos a trabajar.
3. Creamos un objeto de la clase TresCuerpos.
4. Introducimos los valores de nuestro PVI (problema de valores iniciales).
5. Aplicamos al objeto creado en el apartado 2. el me´todo de objeto integrate.
como podemos ver en los siguientes listados de co´digo.

1 package org . t f g . e j emp l o s ;
2
3 import org . apache . commons . math3 . e x c e p t i o n . Dimens ionMismatchExcept ion ;
4 import org . apache . commons . math3 . e x c e p t i o n . MaxCountExceededExcept ion ;
5 import org . apache . commons . math3 . ode . F i r s t O r d e r D i f f e r e n t i a l E q u a t i o n s ;
6
7 pub l i c c l a s s TresCuerpos implements F i r s t O r d e r D i f f e r e n t i a l E q u a t i o n s {
8
9 f i n a l double Mu1 = 0.012277471 ;
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10 f i n a l double Mu2 = 1 − Mu1 ;
11
12 pub l i c i n t getDimens ion ( ) {
13 return 4 ;
14 }
15
16 pub l i c void compu t eDe r i v a t i v e s ( double t , double [ ] y , double [ ]
yDot )
17 throws MaxCountExceededExcept ion ,
Dimens ionMismatchExcept ion {
18
19 double d1 = Math . pow(Math . pow ( ( y [ 0 ] + Mu1) , 2) + y
[ 1 ] ∗ y [ 1 ] , 1 . 5 ) ;
20 double d2 = Math . pow(Math . pow ( ( y [ 0 ] − Mu2) , 2) + y [ 1 ] ∗ y [ 1 ] ,
1 . 5 ) ;
21
22 yDot [ 0 ] = y [ 2 ] ;
23 yDot [ 1 ] = y [ 3 ] ;
24 yDot [ 2 ] = y [ 0 ] + 2∗y [ 3 ] − Mu2∗( y [ 0 ] + Mu1) /d1 − Mu1∗( y [ 0 ] −
Mu2) /d2 ;
25 yDot [ 3 ] = y [ 1 ] − 2∗y [ 2 ] − Mu2∗y [ 1 ] / d1 − Mu1∗y [ 1 ] / d2 ;
26 }
27 }
 
En el siguiente listado ponemos a prueba el disen˜o mediante el programa TestTresCuerpos
para resolver el problema con los datos ya espec´ıficos del PVI:

1 package org . t f g . e j emp l o s ;
2
3 import j a v a . i o . F i l e ;
4 import j a v a . i o . P r i n tW r i t e r ;
5 import j a v a . i o . IOExcept i on ;
6
7 import org . apache . commons . math3 . ode . F i r s t O r d e r D i f f e r e n t i a l E q u a t i o n s ;
8 import org . apache . commons . math3 . ode . F i r s t O r d e r I n t e g r a t o r ;
9 import org . apache . commons . math3 . ode . n o n s t i f f .
C l a s s i c a l R u n g eKu t t a I n t e g r a t o r ;
10
11 pub l i c c l a s s TestTresCuerpos {
12
13 pub l i c s t a t i c void main ( S t r i n g [ ] a r g s ) throws IOExcept i on {
14 // I n t r oduc imo s e l paso h
15 F i r s t O r d e r I n t e g r a t o r e3c = new
C l a s s i c a l R u n g eKu t t a I n t e g r a t o r (0 .0017065) ;
16 // Creamos un ob j e t o de l a c l a s e TresCuerpos
17 F i r s t O r d e r D i f f e r e n t i a l E q u a t i o n s ode = new TresCuerpos
( ) ;
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18
19 //Datos d e l PVI
20 double [ ] y0 = { 0 .994 , 0 , 0 ,
−2.00158510637908252240537862224 } ;
21 double [ ] y = { 0 .994 , 0 , 0 ,
−2.00158510637908252240537862224 } ; //
I n i c i a l i z am o s a c u a l q u i e r v a l o r , por e j emp lo a y0 .
22 double a = 0 . 0 ; // t0
23 double b = 17.065000000002602 ;
24 double t = 0 ;
25 double h = 0 .0017065 ;
26
27 // Creamos un a r c h i v o con l o s puntos para despu \ ’ e s
r e p r e s e n t a r l o s .
28 S t r i n g d i r e c t o r i o E n t r a d a = System . g e tP r op e r t y ("user.
dir" ) ;
29 System . out . p r i n t l n ("user.dir: " + d i r e c t o r i o E n t r a d a ) ;
30
31 d i r e c t o r i o E n t r a d a = d i r e c t o r i o E n t r a d a + F i l e .
s e p a r a t o r + "src"
32 + F i l e . s e p a r a t o r + "org" + F i l e .
s e p a r a t o r + "tfg"
33 + F i l e . s e p a r a t o r + "ejemplos" ;
34 System . out . p r i n t l n ( d i r e c t o r i o E n t r a d a ) ;
35 S t r i n g a rch i voDondeEsta = d i r e c t o r i o E n t r a d a + F i l e .
s e p a r a t o r
36 + "TresCuerpos.txt" ;
37 System . out . p r i n t l n ( a rch i voDondeEs ta ) ;
38 F i l e f i l e = new F i l e ( a rch i voDondeEsta ) ;
39
40 // Borra l o que hub i e r a en e l a r c h i v o e x i s t e n t e
41 P r i n tWr i t e r pw = new P r i n tWr i t e r ( f i l e ) ;
42
43 // E s c r i b e cabece r a en e l a r c h i v o
44 pw . p r i n t l n ("Coordenada x"+"\t"+"Coordenada y " ) ;
45 whi le ( t <= b) {
46 t = t + h ;
47 // In teg ramos con e l m\ ’ e todo i n t e g r a t e
48 e3c . i n t e g r a t e ( ode , a , y0 , t , y ) ;
49 // S a l i d a a r c h i v o . Guardamos y [ 0 ] , y [ 1 ] .
Nombre d e l a r c h i v o
50 // TresCuerpos . t x t ,
51 // guardado en mi p roy e c t o .
52 pw . p r i n t l n ( y [0 ]+ "\t" + y [ 1 ] ) ;
53 }
54 // Cerramos e l a r c h i v o
55 pw . c l o s e ( ) ;
56 }
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57 }
 
Al igual que en el caso del brazo robo´tico, la ejecucio´n del programa genera el archivo
TresCuerpos.txt que contiene una serie de puntos que se han obtenido con el algoritmo
Runge-Kutta Cla´sico, que utlizaremos para representar la solucio´n con el programa mjo-
graph, usando en este caso este archivo de texto. (Ver Fig 4.9)
Figura 4.9: Solucio´n del problema de la o´rbita de los tres cuerpos con Java
4.2.2. Resolucio´n con Matlab
A continuacio´n ejecutaremos el archivo TresCuerpos.m para resolver nuestro problema:

1 % Cons tan te s
2 mu1 = 0.012277471 ;
3 mu2 = 1−mu1 ;
4
5 % PVI
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6 f = @( x , y ) [ y (3 ) ; y (4 ) ; y (1 )+2∗y (4 )−((mu2∗( y (1 )+mu1) ) . / ( ( ( y (1 )+mu1)
. ˆ 2+ . . .
7 y (2 ) . ˆ 2 ) . ˆ ( 3/2 ) ) )−((mu1∗( y (1 )−mu2) ) . / ( ( ( y (1 )−mu2) . ˆ 2+ . . .
8 y (2 ) . ˆ 2 ) . ˆ ( 3/2 ) ) ) ; y (2 )−2∗y (3 )−((mu2 .∗ y (2 ) ) . / ( ( ( y (1 )+mu1) . ˆ 2+ . . .
9 y (2 ) . ˆ 2 ) . ˆ ( 3/2 ) ) )−((mu1 .∗ y (2 ) ) . / ( ( ( y (1 )−mu2) .ˆ2+y (2 ) . ˆ 2 ) . ˆ ( 3/2 ) ) )
] ;
10
11
12 % Datos
13 a = 0 ;
14 b = 17.065000000002602 ;
15 y0 = [0 .994 ;0 ;0 ; −2 .00158510637908252240537862224 ] ;
16 N = 10000 ;
17
18 % Paso para l o s nodos
19 h = (b−a ) /N;
20
21 %Tamano d e l s i s t ema
22 m = l eng t h ( y0 ) ;
23
24 % Const ru imos l o s nodos
25 x = a+h . ∗ [ 0 : 1 :N ] ;
26 y ( : , 1 )=y0 ;
27
28 % Apl icamos e l metodo Runge−Kutta
29 f o r i =1:N
30 k1 = f e v a l ( f , x ( i ) , y ( : , i ) ) ;
31 k2 = f e v a l ( f , x ( i )+h/2 , y ( : , i )+(h/2) ∗k1 ) ;
32 k3 = f e v a l ( f , x ( i )+h/2 , y ( : , i )+(h/2) ∗k2 ) ;
33 k4 = f e v a l ( f , x ( i )+h , y ( : , i )+h∗k3 ) ;
34 y ( : , i +1) = y ( : , i )+(h/6) ∗( k1+2∗k2+2∗k3+k4 ) ;
35 end
36
37 % Representamos l a s o l u c i o n
38 p l o t ( y ( 1 , : ) , y ( 2 , : ) ,’r’ )
39 t i t l e (’Problema de los tres cuerpos’ )
40 x l a b e l (’x’ )
41 y l a b e l (’y’ )
42 l e g end (’Desplazamiento’ )
43
44 % Guardar da tos en a r c h i v o
45 f i = fopen (’salidaTresCuerpos.txt’ , ’w’ )
46
47 f o r k =1:10001
48 f p r i n t f ( f i , ’ %f %f\n’ , y (1 , k ) , y (2 , k ) ) ;
49 end
50 f c l o s e ( f i )
 
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Al igual que en el problema anterior, tras la ejecucio´n del archivo obtenemos un con-
junto de puntos con los que obtenemos la representacio´n de la solucio´n, la cual podemos
ver en la Figura 4.10.
Figura 4.10: Solucio´n del problema de la o´rbita de los tres cuerpos con Matlab
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4.3. Discusio´n
Se ha trabajado en la resolucio´n de problemas con solucio´n nume´rica utilizando dos al-
ternativas distintas que nos permitiesen ir comprobando los resultados obtenidos, as´ı como
el modo de abordarlos en cada caso.
Como hemos podido ver en ambos ejemplos, utilizamos las mismas clases adapta´ndolas
al problema en particular que tratemos en cada momento. En la Figura 4.11 mostramos un
diagrama de clases UML (Unified Modeling Language) donde representamos las clases que
hemos usado, as´ı como la relacio´n que existe entre ellas. En el paquete org.apache.commons
.math3.ode.nonstiff tenemos la clase ClassicalRungeKuttaIntegrator que a su vez hereda de
una clase abstracta, AbstracIntegrator, del paquete org.apache.commons.math3.ode.
Figura 4.11: Diagrama de clases UML
Se ha hecho una aproximacio´n al estudio de la multitud de clases que esta´n disponibles
para resolver ecuaciones diferenciales, abriendo un horizonte de estudio ma´s profundo en
un futuro dada su complejidad con nuestro nivel de conocimiento.
La codificacio´n me ha permitido un entendimiento ma´s profundo del problema y un
control ma´s al detalle del mismo. E´sta es una de las grandes ventajas de la librer´ıa Apache
Commons Math: su cara´cter de co´digo abierto (“open source”). Cualquier programador
puede tener acceso al co´digo de la librer´ıa, estudiarlo y reutilizarlo para la elaboracio´n de
proyectos propios.
En la siguiente imagen vamos a ver la vista que cualquier usuario podr´ıa tener una
vez descargada y conectada la librer´ıa a su repositorio, que es la misma que tendr´ıa un
programador encargado de actualizar y modificar la Apache Commons Math.
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Figura 4.12: Visio´n de la librer´ıa Commons Math en el repositorio
Otra gran ventaja, es que no existe dependencia por parte de la Apache Commons
Math con otras librer´ıas. Una vez se este´ trabajando dentro de esa librer´ıa no es necesario
recurrir a otras para el correcto funcionamiento de sus clases.
Al ser co´digo abierto pueden surgir aportaciones o correcciones de errores existentes
en el co´digo por parte de colaboradores con la Commons Apache, lo cual hace que se vaya
actualizando la librer´ıa. La versio´n ma´s reciente es la 3.3.
Un buen conocimiento matema´tico junto con un adecuado nivel de programacio´n pro-
porciona un amplio abanico de posibilidades laborales en el mundo de la programacio´n.
Cap´ıtulo 5
Conclusio´n
Tras el estudio realizado se ha llegado a las siguientes conclusiones en base a los
objetivos propuestos:
1. Se ha estudiado la familia de los me´todos Runge-Kutta para la resolucio´n de pro-
blemas de ecuaciones diferenciales. Dicho estudio nos ha permitido comprobar la
amplitud y la importancia de esta familia.
2. La reutilizacio´n de librer´ıas matema´ticas de co´digo abierto, como la utilizada en este
trabajo: Apache Commons Math, que esta´n construidas utilizando herramientas y
procesos de desarrollo software actuales, e implementadas sobre plataformas bien
establecidas y documentadas como lo es Java, permiten programar problemas de
ecuaciones diferenciales de forma sencilla.
3. En este trabajo se han presentado varios ejemplos de reutilizacio´n (problema del
brazo robo´tico y el problema de los tres cuerpos) y se han comprobado los resultados
con los obtenidos con otra herramienta, privativa, como lo es Matlab.
4. Se ha podido comprobar que un usuario de estas librer´ıas del perfil: matema´tico con
suficientes, pero so´lidos, conocimientos de programacio´n puede acceder a la reuti-
lizacio´n, y tambie´n , a la creacio´n de nuevas librer´ıas que implementan algoritmia
matema´tica.
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Ape´ndice A
Programacio´n en Java y entorno
Eclipse
A.1. Programacio´n en Java
A.1.1. Origen del lenguaje de programacio´n en Java
El lenguaje de programacio´n Java tiene sus or´ıgenes en un lenguaje de programa-
cio´n anterior, llamado Oak (roble en ingle´s), que nacio´ de un proyecto interno en Sun
Microsystems en el an˜o 1991 llamado Green proyect.
Oak fue creado con el objetivo de ser el lenguaje de programacio´n con el que programar
dispositivos electro´nicos dome´sticos, en particular aparatos de televisio´n inteligentes e
interactivos.
El proyecto de televisio´n inteligente e interactivo nunca se materializo´. De modo si-
multa´neo, a principios de la de´cada de los 90 surgio´ Internet y con ella, la aparicio´n de
los primeros navegadores web. Los l´ıderes del Green proyect fueron conscientes de la im-
portancia que iba a tener Internet y orientaron su lenguaje de programacio´n Oak para
que programas escritos en este lenguaje se pudiesen ejecutar dentro del navegador web
Mozilla. Y e´ste fue el inicio de Java, as´ı llamado porque se intento´ registrar el nombre
Oak y e´ste ya estaba registrado.
La ventaja de que un programa escrito en Java se puede ejecutar en una gran cantidad
de plataformas ha hecho de e´l un interesante lenguaje de programacio´n por su “universa-
lidad”.
A.1.2. Caracter´ısticas de Java
Java es un lenguaje de programacio´n orientado a objetos y de propo´sito general que
toma de otros lenguajes de programacio´n algunas ideas fundamentales, en particular toma
de Smaltalk el hecho de que los programas Java se ejecutan sobre una ma´quina virtual. Y
del lenguaje de programacio´n C++ toma su sintaxis. De entre las muchas caracter´ısticas
que Java posee destacamos:
- Java es multiplataforma.
38
Ape´ndice A. Programacio´n en Java y entorno Eclipse 39
- Java es seguro.
- Java tiene un amplio conjunto de bibliotecas esta´ndar.
- Java incluye una biblioteca portable para la creacio´n de interfaces gra´ficas de usuario
(AWT en Java 1.0/1.1, JFC/Swing en Java 2 y Java FX).
- Java simplifica algunos aspectos a la hora de programar.
A.1.3. El entorno de desarrollo integrado Eclipse
Un entorno integrado de desarrollo o IDE de sus siglas en ingle´s (Integrated Develop
Enviroment) nos permite escribir co´digo de un modo co´modo. La comodidad reside en
que los entornos de desarrollo integrado son mucho ma´s que un simple editor de textos.
Eclipse reu´ne todas las caracter´ısticas comunes a los modernos IDE. Adema´s posee
un sistema de plug-ins con los que se pueden an˜adir nuevas funcionalidades. Por ejemplo,
mediante un plug-in nos podemos conectar al sistema de control de versiones Subversion.
Descarga e instalacio´n de Eclipse
Eclipse se puede descargar desde el sitio web http://www.eclipse.org. Existen ver-
siones para las principales plataformas y sistemas operativos.
Una particularidad de Eclipse es que no necesita instalacio´n. Una vez descargado el
fichero comprimido, lo u´nico que debemos hacer para empezar a utilizarlo es descompri-
mirlo en algu´n directorio y seguidamente ejecutar el archivo correspondiente. La Figura
A.1 muestra la pa´gina de inicio de Eclipse. Los iconos que muestra esta pantalla son
enlaces a sitios de informacio´n sobre Eclipse.
Figura A.1: Pantalla inicial de Eclipse
En la Figura A.2 vemos la perspectiva inicial de Eclipse y las diferentes partes de esta
ventana principal:
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1. Explorador de paquetes.
2. Editor de co´digo.
3. A´rea compuesta por mu´ltiples vistas que podremos seleccionar segu´n nuestras ne-
cesidades. Entre ellas destacamos “Problems”, que mostrara´ mensajes de error en
tiempo de compilacio´n, “Console”, que sera´ donde se muestren las salidas de ejecu-
cio´n.
Figura A.2: Perspectiva inicial orientada al desarrollo de proyectos Java2 SE.
Perspectivas
Una perspectiva de Eclipse es una agrupacio´n de vistas y editores de manera que den
apoyo a una actividad completa del proceso de desarrollo software. Los editores normal-
mente permiten realizar una tarea completa, las vistas proporcionan funciones de apoyo
o auxiliares tales como mostrar informacio´n, requerir datos, etc. Las perspectivas pueden
seleccionarse haciendo clic en los iconos de perspectiva en la esquina superior derecha o
eligiendo Window→Open Perspective del menu.
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Figura A.3: Perspectivas
Nosotros hemos trabajado con las siguientes perspectivas:
- Java: esta perspectiva se centra en tareas de programacio´n, mostrando paquetes,
clases, me´todos y atributos en sus vistas asociadas.
- Debug: esta perspectiva se abre cuando lanzamos una ejecucio´n con el depurado.
Un depurador es una herramienta que permite seguir el programa l´ınea a l´ınea y ver
co´mo cambian los valores de las variables y expresiones que tengamos seleccionadas
durante la ejecucio´n de un programa. Permite, por tanto, controlar y analizar la
ejecucio´n del programa. Ayuda a localizar diferentes tipos de errores.
Figura A.4: Perspectiva Depurador
- SVN: esta perspectiva se centra en el trabajo con repositorios. Permitira´ establecer
conexiones con diferentes repositorios, acceder a los mismos, navegar por ellos, etc...
En el siguiente apartado desarrollaremos esta perspectiva.
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A.1.4. Subversion
¿Que´ es un sistema de control de versiones?
Un sistema de control de versiones es una herramienta software que, de manera au-
toma´tica, se encarga de facilitar la gestio´n de las versiones del co´digo de un proyecto de
manera centralizada.
Principales caracter´ısticas de Subversion
El concepto central en Subversion es el Repositorio. Por repositorio se entiende la
u´ltima versio´n del proyecto que existe en el sistema de control de versiones.
El paradigma que Subversion utiliza es Copia-Modificacio´n-Fusio´n (Copy-Modify-
Merge en ingle´s). En este paradigma, cada uno de los miembros del equipo, cuando
empieza a trabajar en el proyecto, hace una copia local del contenido del repositorio;
modifica su copia local y finalmente fusiona sus modificaciones locales con el co´digo del
repositorio. Al finalizar esta fase, se dice que se ha creado una nueva versio´n del proyecto
en el repositorio.
Una de las caracter´ısticas principales de Subversion es que las actualizaciones en el
repositorio son incrementales, so´lo se actualizan los ficheros que se han modificado respecto
a la versio´n anterior. Otra caracter´ıstica es relativa a la numeracio´n de la versio´n del
repositorio, cada vez que se realiza una modificacio´n en el repositorio, se actualiza la
versio´n de todos los ficheros existentes en el repositorio y no u´nicamente de los ficheros
que se han modificado.
Trabajar con Repositorios
Debemos abrir la perspectiva de SVN Repository Exploring y crear el repositorio
con el icono de nuevo repositorio. Para hacer la conexio´n daremos la direccio´n, autentifi-
cacio´n y clave necesaria para acceder al repositorio. (Ver Figura A.5)
Figura A.5: Nuevo Repositorio
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Ahora vamos a ver una serie de opciones que nos permite trabajar con los repositorios:
- Check out: Para traernos un proyecto Java desde la perspectiva del repositorio a
nuestra perspectiva Java. En la perspectiva SVN: Boto´n derecho sobre el pro-
yecto → Check out.
- Commit: Una vez trabajado en nuestro proyecto en la perspectiva Java, para subirlo
al repositorio tenemos que hacer un Commit. En laperspectiva Java: Boto´n derecho
sobre el proyecto → Team → Commit.
- Update: Actualiza el proyecto. Trae las modificaciones del repositorio al proyecto.
En la perspectiva Java: Boto´n derecho sobre el proyecto → Team → Update.
