Software reuse is the taking of any code or code segment and using it again to meet a specific need. Software reusability involves not only the reuse of software, but also how that soilware is designed. In other words, it involves designing totally self-contained software components. Each component should be easily modifiable to meet a potential user's need. This paper reports the prototypical implementation of a software library that uses the faceted cataloging scheme. It is designed to act as an interface between the user and a reusable sollware system. The prototype can be used to catalog and retrieve so!lware components. Within the realm of this prototype, which is a domainspecific implementation, the number of facets used in the interface may be reduced while still achieving the same search and retrieval results.
The next step is to make the use of the library efficient enough that the programmers would be willing to use it regularly, both as a customer and a contributor. The software components in the library must be readily accessible. A means must be devised to retrieve the closest match that meets a programmer's need with the least amount of modification.
In this paper, the results of current work is examined and the most aceuratc library interfaee is identified. For this work, the interface is defined as the set of parameters that most clearly define a software component thus making its retrieval possible.
To demonstrate the feasibility of this task, a pmtial implementation of a sottware liirary is given. The data manipulated is the Permission to copy without fee all or part of this material is granted provided that ths copies are not made or distributed for direct commercial advantage, the ACM copyright notice and the title of the publication and its data appear, and notice is given that copying ia by permission of the Association for Computing Machinery. To copy otherwise, or to repubtish, requires a fee set of parameters used to describe each member of the software library (hereafter referred to as the repository). Identifjfing the most efficient method to store components is a topic for future research.
The concept of this implementation follows the basic structure proposed by Kazerooni-Zand, Samadzadeh, and George [5] . In their work, they deal with reuse at the object code level. Their system involves three major subsystems. The Identification Mechanism (lDM) is designed to select those components that meet a programmer's need. The Software Control Mechanism (SCM) is designed to provide access to different versions of a program or component; it reeeives input from the lDM. The Interface is designed to act as a pre and post compiler; it coordinates the micro-incremental compilation between their Reuse of Persistent Code and Object Code system and the compiler [5] .
This work deals only with the action tak~ng place within the lDM. The interface will be the parametrization of the detailed description of all components in the sofiware repository. In terms of the system defied by Kazerooni-Zand CIal. [5] , this is the Software Attribute Database. The level of reuse in thk work is restricted to source code.
Literature Review "Sotlwarc reuse" is the taking of any code or code segment and using it again to meet a speeific need. "Software reusability" involves not only the reuse of software, but also how that sofiware is designed. As stated by Biggerataff and Perlis, "so!hvare reuse is the reapplication of a variety of khtds of knowledge about one system to another similar system in order to reduce the effort of development and maintenance of that other system" [1] . Reusability can mean the reuse of ideas as well as the reuse of components. Software reuse has been in use for a number of years to a limited and informal extent. In many cases, it is limited to the knowledge of an earlier system that is similar to the current project, or modules from other projects or systems that lend themselves to accomplishing a specific task. Reuse figures have been reported as high as 80%, but on average the figure is considered to be much lower, possibly as low as 5%. Other items of reuse such as life-cycle objects (requirements, dwigns, and test plans) have even lower rates of reuse [3] [4] .
Different Approaches to Reuaab@
Various conecpts of software reusability have been presented by researchers. Pricto-Disz and Free-man present a sollxvare clsssitication scheme used to catalog pieces of sofhvare for future use and/or speoific permission. 01992 ACM 0.89791 .502. )(/92/0002/1076 . ..$1 .50 [7] . The scheme enables (he user to give parameters for a search and then the system selects and recommends software modules that match or closely match the parameters.
The parameters are part of the interface used for the presented system.
Prieto-Diaz and Freeman's scheme is divided into two major areas: functionality and environment.
Each area is further subdivided into three parameters. Functionality is described by function, objects, and medium. Function is self+xplanatory; it describes what the software does, i.e., the action. Object describes the objects manipulated by the function, and medium describes the data structures) or device(s) that the !h-tction uses.
The environment is broken down into system type, functional area, and setting. The system type "refers to tlutctionally identifiable, application-independent modules, usually including more than one component. " Functional area describes "applicationdependent activities usually defined by an established set of procedures. " And the setting describes "where the application is exercised" [~.
The facets of this scheme form a sextuple that describes the respective components in the so fiware repository. To insure a uniform meaning for the sextuple, vocabulary control is imposed to facilitate comparisons. A thesaurus is used to convert all of the definitions to descriptive words of like meaning. This lends consistency to the comparisons.
A partially weighted graph is used to help identify a closely related term when one of the members of the sextuple is not found. The graph is a DAG, Directed Acyclic Graph, with each of the nodes being "supertypes that denote general concepts relating two or more terms" [7] . Weights are assigned to the edges using a so!hvare engineering perspective; the closer the perceived proximity of the terms, the lower the weight assigned to the edge connecting the two terms. When a query is made and a term is not matched, the gmph is consulted to fmd closely matching terms, and this gives the user a set of closely related components to choose from.
To define the sotlware components further, Kazerooni-Zand, Samadzadeh, and George start with Prieto-Diaz and Freeman's faceted scheme and add the implementation environment which is composed of two elements: language and machine [5] .
The Reuse of Persistent Code and Object Code (ROPCO), the system proposed by Kazcrooni-Zand et al., deals with reuse at a very low level. Machine dependency becomes much more important when attempting the reuse of object code as compared with source code.
The ROPCO system is composed of three major subsystems: the Identification Mechanism (lDM), the Sotlware Control Mechanism (SCM), and the Interface. The function of the IDM is to identify and select the programs or modules that meet the user or programmer's requirements. Each element in the system has a record in the Software Attribute Database (SADB). This record is a unique identifier to ita assigned element and is used throughout the ROPCO system to identify a particular element. The IDM prompts the user for the functional and environment attributes as defined by Prieto-Diaz and Freeman [71, and the implementation environment as deiined by Kazerooni-Zand d al. [5] . Using the attributes input by the user, the SADB is accessed and one or more elements are choaat; the selections are based on the descriptions in the SADB and the proximity distance model [7'J.
Caldiera and Basili approach software reusability by splitting the traditional life cycle models into two pints. The fnt part is the project and the second is the factory [2] . The project delivers the sothvare system to the customer. As a need for a component is developed by the project, it is sent to the factory. The factory deals with extracting and packaging reusable components. h also has to have a detailed knowledge of the project it is supporting.
In their system, all componats, which are selected for possible addition to the software repository, go through a two-phase evaluation. Phase one, the identification phase, consists of three steps: the definition of the reusability attributes model, extraction of the component, and application of the model. phase two, the component qualification phase, is composed of six steps: generation of the functional specification; generation of the teat casea; classification of the component; development of the reuser's manual; storage; and feedback.
Phase one is automated using software models and metrics.
Components that pass this phase are analyzed by a domain expert. Any component whose functional specification is not relevant, or is incorrect, is ttuown away. The reason for eliminating the component is documented; this aids in the development of future reusable components.
A component is then run through a series of teats that are baaed on its functional specification. If the tests are failed, then once again the component is discarded and the reason is documented. At this point, any component that has survived is classified and documented for reuse. Each component is made an autonomous unit capable of being compiled without the addition of other files; any information that may have resided in other tiles (C include files for example) would have to be included in the component [2] .
Purtilo and Atlec [61 introduced a language called NIMBLE that is used to ease the introduction of reusable modules into new applications. WM NIMBLE, the difference between paramster orders is removed. NIMBLE provides parameter coercion capabilities without changing the source code of a module. The actual and formal parameter lists are referred to as interface patterns. A mapping from the actual parameter list to a new "pammetric" takes place to meet the needs of the module beiig called [6] .
One of the motivations for the design of NIMBLE was the likelihood that modules that are semantically identical, but may be structurally different, are likely to become more prevalent as reusable softwares ystems are developed. NIMBLE can be used to bridge the module interface gap and also it can widen the domain to which a module can be applied [6] .
Frakes and Gandel [3] [4] discuss various methods of representing reusable software components including library science, knowledge based methods, and hypertext techniques. They define representation "as a language (textual, graphical, or other) used to describe a set of objects" [3] .
The faceted classification scheme of Prieto-Diaz and Freeman [7] falls under the category of library science. To compensate for the narrow focus of an enumerated system such as the Dewey Decimal System, faceted schemes allow a subject area to be broken down into fundamental parts. These parts can then be synthesized to develop more descriptive representations [3] .
Commercial component libraries such as GRACE (Generic Reusable ADA Components for Engineering) do exist. For instance, GRACE allows a user to choose from a list of ADA packages to accomplish common tasks such as managing stacks and queues. It uses a knowledge engineering approach to represent the sothvarc modules [3] .
Reusabtity in Practice
Prieto-Diaz [8] states that a classification scheme for reusable sofhvare must meet the following criteria:
a. It must accommodate continually expanding collections, a characteristic of most software organizations, b. It must support finding components that are similar, not just exact matches, c. It must support finding functionally equivalent components across domains, d. It must be very precise and have high descriptive power (both arc necessary conditions for classifying and cataloging so!lware), e. It must be easy to maintain, that is, add, delete, and update the class structure and vocabulary without any need to reclassi~, f. It must be easily usable by both the librarian and end user, and g. It must be amenable to automation.
Prieto-Diaz [8] has worked with large corporations such as GIW Data Services (Gl% DS) and the CONTEL Ttihnology Center. While working at GTE DS, a 14 percent reuse factor with a savings of 1.5 million dollars reportedly has been realized the first year. A library "asset" was defined as any facility that could be reused in the production of software with the initial emphasis being reusable sothvare components. k was found that 38 percent of the 190 assets in the library the first year were being "actively reusrxl." The majority of the items in the library were components with greater than 10,000 lines of code; the larger components provided a greater savings when reused. The faceted scheme was more effective in "domain specific collections than for broad, hetemgemmus collections. "
In his work at CONTEL, domain-specific reusable soltware repositories were established. The library system at CONTEL was developed to enable its easy integration into existing environments. This is an example of a library system that would be capable of being instantiated into multiple environments.
To encourage the use of the repository, monetary incentives were used to motivate the programmers, referred to as authors or asset providers, to write their software with reusability in mind, and to submit the new material for inclusion in the repository.
A Prototype Implementation
The main focus of this work is a prototype implementation of a sottware library. The prototype can be used to: (a) catalog so tlware components using the faceted cataloging scheme presented by Prieto-Diaz and Freeman~, and (b) retrieve components from a software repository. This implementation is used to catalog components at the source code level (other possibilities include the specification, design, and object code levels).
The system has three major sub-sections: adding components, querying the system for candidate components, and the common vocabulary or thesaurus. TMs system works within the contlnca of the Identification Mechanism (IDM) as defined by Kazerooni-Z.and et al. [5] .
Conceptof the Des@
The prototype was implemented using the C programming language on an IBM PCIAT compatible (IBM PCIAT is a trademark of International Business Machines Corp.). Microsotl Quick C compiler Version 2.5 was used for all coding and compiliig. The prototype requires eight supporting data files. The common vocabulary (hereafter referred to as the thesaurus) is contained in seven data fdes with the eighth fsle beiig the Sotlware Attribute Database (SADB) as defined by Kazerooni-Zand et al. [5] . Each facet has its own thesaurus data file. The facets used for this prototype and the associated file names of their respective thesauruses are shown in TABLE 1. The thesaurus file for language is included for information only; language is not used as a parameter during queries.
Each line of a file is a comma-delimited list of descriptors with the first word on the line being the primary descriptor for that line. TABLE 11 shows a subset of the "function" common vocabulary. The first word of each line is the primary descriptor that will be used to define a component for this facet for all components described by one of the descriptors on that line. Given the set of descriptors "add,increment, total,sum" from the "function" thesaurus tile, the user could enter any of the words as a legalinput, lfa user enters the word "sum, " the theaaums searches the data file of the respective facet. When sum is found, "add" is substituted for the user's input. The thesaums is accessed every time a user enters a descriptor (i.e., during cataloging and making queries). If the user entera a word not included in the thesaurus, (s)he is presented with a list from which to choose. The thesaurus was developed with the intendsxi use of cataloging Operating Systems 11 class projects and their components as entries. This is a domain-specific implementation as was the implementation used at CONTEL by Prieto-Diaz [8] . It is possible to change the domain orientation by changing the common vocabulary in the thesaurus data fsles. 
User Interface
The prototype has three major sub-sections: adding components, querying the system for candidate components, and the common vocabulary or thesaurus.
The system is menu driven with the video display partitioned into multiple text windows. Whh few exceptions, pressing one key is all that is required to maneuver through the program. Figure 1 shows the opening menu where the user is presented with three choices. Each of the prompts are self-explanatory. After electing to add a component to the repository, the user is prompted for the component namq the system must be able to find the component before it can be added to the repository. When the system is ready for the user to assign attribute to the module, the user will see a screen similar to that shown in Figure 2 .
Attributes are entered as prompted. After all the descriptors have been input, the user is given a chance to make changes. When the descriptors are accepted, the component will be added to the system. No maintenance is required for this phase of the system.
When the user chooses Q at the opening menu, the system updates the Software Attribute Database (SADB) to insure that additions are included. The entering of attributes for a query is done exactly as assigning attributes to a new component.
When the list of desired attributes has been accepted, SADB is searched for all components that meet one or more of the desired attributes.
After all exact matches are displayed, the user is presented with a memage at the bottom of the screen containing a component name and the percentage of the attribute matched. The user can make the deciiion to view or bypass a component.
After all the possible candklates have been viewed or passed by, the user is asked if (s)he wants to keep the list of candidates. If a negative response is given, the list is discarded and the program relums to the main menu. If accepted, the user is prompted for a file name and up to two lines of comments. Then the candidates with their attributes are dumped into the given file. While viewing the result of a system query, the user can press D and the system will display the facet definition at the bottom of the screen. During the assigning of attributes and while making queries of the system, the thesaurus is available by pressing the ENTER key. When the key is pressed, a list of possible choices for the current facet is displaycx-1on the right side of the screen. Also, if the user enters a descriptor not included in the common vocabulary, a list will appear on the right side of the screen. By selecting a letter cmrespcnding to one of the given choices, the program inserts the selected descriptor. N and P are pressed to gti the next and previous lists (see F@e 2) .
The user cannot make any changes to the software repository from inside the program except for the addition of modules. 'Ib delete components from SADB, any ASCII text editor can be used. Each new line in the data fde named ru.dta is a set of component descriptors.
The line is a comma-delimited list containing the component name, function, object, medium, system type, functional area, setting, and language in that order. A ninth entry maybe present if the user has assigned a custom attribute from a user-supplied thesaurus file. To delete a component from SADB, the user must fmd the line containing ita name md delete it. The next time the system is used to make a query, the SADB supporting files will be updated automatically.
To update one of the common vocabulary lists, any ASCII text editor can be used. The thesaurus entries are stored in a comma-delimited list with the first word of the list being the primary key for that particular set of descriptors. Each line of descriptors must be terminated with a carriage return (new line character, "b"). The user can add or delete lines of descriptors. Also the user can add to or delete from the existing words. After changes are made, at least one of the suppotiing tiles for the particular facet must be deleted. The next time the thesaurus accesses the list for the updated facet, its supporting filca will be updated.
Sample Queries
The test data for this prototype implementation consists of components of varying lengths and purposea. Programs, of three programmers from a graduate level operating systems course, were broken into code segments of varying sizes based on each programmer's comments. A total of forty-three components were cataloged using the prototype.
Components range in size from three lines (simple string manipulations) to more than 700 lines. Some of the larger modules consist of multiple C functions that work in concert to accomplish an assigned task; in other cases, a module consists of a single function (some containing more that 2S0 lines of code). As expected, it was found that the smaller, more specialized the component, the easier it was to classifi.
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Using the progmm specification [9] that was used to develop the progmms in the data set, a set of queries were developed to iind components to meet the requirements of the principal routines: loader, memory, cpu, spooler, and scheduler (shown in order in TABLE V). The queries were performed using four and six facets. Because this is a domain-specific implementation, the system type and setting facets were omitted from one set of queries. This was done to determine if the removal of the aforementioned facets changed the results of the queries measurably. There is a small set of components of a generic nature that can be used in any setting or system type as needed; however, in this sampfing, their presence is insignificant.
As can be seen in 
Query Reaulta
To accomplish a partial validation of this prototype implementation, ten sample queries were completed; five queries using four facets (function, object, medium, functional area), and five querim using six facets (function, object, medium, system type, functional area, setting). The language facet was not used as a descriptor for queries because all of the components in the system are written in the same language, so this facet would not provide any useful information during a query. Total 176925122  1921  18  21 Because the prototype finds every component in the system that meets one or more facets, the queries using six facets list some candidate components that meet only the system type and setting, or both. in this domain-specific implementation with the given data set, these facets do not provide any useful information. 
Summary and Future Work
The aim of this work was to identify an accumte software catslog interface capable of correctly identifying software components and hence enabling their retrieval. The vehicle used to accomplish this was a partial, prototypical implementation of a sothvare fibmry.
Using the faceted cataloging scheme of Prieto-Diaz and Freeman [7] in a domain-specific library, it was decided that two facets (system type and setting) should be eliminated from the query process. This is due to the narrowness of the focus of the domain.
As was mentioned in Section 3, within the sample domain of this work, the results were the same with or without the use of the system type and setting for valid queries.
The interface developed as part of this work can be instantiated into different domains by changing the vocabulary. Also, it can be used at different levels of reuse other than source code such as design, specification, or object code levels.
In order to validate the prototype filly, it must be installed in an industrial setting to verify its performance over time. A system Librarian would enhance the usetidness of the library by standardizing component descriptions. The program itself is easy to use, but the task of defining the software components is a timeconsuming effo~time that a typical programmer may not care to expend (invest) to accomplish the task correctly. Programmers would have to be encouraged to develop their components with reusability in mind as was done at GTE DS and CONTEL [8] .
To enhance the usefulness of this prototype implementation, the maintenance fhnctions need to be automated.
Also, the system needs a method to refine the results of the queries.
The user should be given an indicator of the complexity required to modi~the component to meet hislher need.
Future study is needed to determine the method used to store components ("assets" as defined by Prieto-Diaz [8] ) most efficiently. Data compression may be one method to integrate into this prototype in its current form.
For the concept of reusability to become a widespread reality, it will require dedicated software librarians to accomplish the task of managing the repositories that will grow with time. This may open other specialized areas within the field of computer science.
