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Abstract
Continuum manipulators are a type of robot arm that resemble biological tentacles and
trunks. They have a flexible and compliant structure, which may allow them to out-perform
rigid-link designs in cluttered workspaces or in environments that contain people. While
most continuum manipulators are required to have constant curvature along the length
of each segment, a new design known as a parallel continuum manipulator removes this
restriction and inherits some properties of parallel rigid-link robots such as greater stability,
precision, strength, and maneuverability. Until now, only single segment forms of these
manipulators have been created. This project expands this manipulator design concept by
creating the first multi-segment parallel continuum manipulator.
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2 Executive Summary
Research and development in soft robot manipulators have led to advances in continuum ma-
nipulators. More recently, parallel continuum manipulators have been developed, which attempt
to combine the benefits of continuum manipulators with parallel rigid-link manipulators. This
project expands this manipulator design concept by creating the first multi-segment parallel
continuum manipulator.
Initial background research was used to set the project’s scope and goals for workspace
dimensions, speed, compliance, precision, loading, and software control. A plan was established
for working towards achieving these goals over the course of an academic year. The plan was
carried through to completion using a number of engineering skills to design, build, and test the
manipulator and all three sub-domains of robotics (mechanics, electronics, and software) were
involved in the project’s design and construction.
The resulting two-segment parallel continuum manipulator was tested against the initial
project goals and met all goals except for those related to the manipulator’s maximum speed.
3 Introduction
3.1 Motivation
The first robot manipulators were introduced by General Motors in 1961 [21] for mass man-
ufacturing. In the nearly six decades since, robots have been transforming industry by vastly
increasing the efficiency with which goods can be produced. The robots of today can easily
perform a great variety of tasks with speed, precision, and repeatability, but despite these ben-
efits and many years of research, robots have still failed to become ubiquitous within human
homes. This failure can be attributed to a large number of causes such as high cost, safety, lack
of software intelligence, and the motion limitations of traditional manipulators.
The robots of today commonly consist of a large number of rigid links connected by rotational
or prismatic joints. These rigid links can place motion constraints on these manipulators, which
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can make it difficult for the arm to reach certain positions or closely follow complex trajectories.
Even when the manipulator is capable of reaching every desired point within the defined work
area, joint limits and singularities may prevent it from doing so along a continuous path, making
strict trajectory-following difficult. Often positioning a workpiece in an environment such that
a specific trajectory is valid requires a trial and error methodology where one tries moving
the workpiece into several possible poses until one is found which allows the robot to generate
a desirable path. Obviously, such a methodology is not feasible outside of a choreographed
industrial environment, making it difficult for average people to use.
Making matters worse, when working in complex, obstacle-ridden environments, objects can
easily obstruct otherwise valid trajectories. Even when a valid trajectory can be found, it may
require placing the robot in awkward positions where it is unable to take full advantage of the
available torque. Additionally, today’s manipulators are often heavy, bulky, and dangerous, and
are usually separated from humans by protective fences to limit human contact as much as
possible for fear of accidents or fatalities. Such robots are clearly not suitable for working in
home environments or around large groups of people.
3.2 Objective
Ultimately, the lack of versatility in traditional manipulators may be a fundamental flaw
keeping robot manipulators and the advantages they offer from performing tasks outside of
industry and entering human homes. To approach this problem, this project has constructed
a manipulator with significantly fewer motion constraints which could operate safely around
humans. Having fewer motion constraints means less intelligence will be needed to find valid
and safe trajectories for the manipulator to move through, opening up opportunities for robotic
manipulators to move into these environments.
4 Background
4.1 Definitions
There are various types of manipulators, each defined by certain characteristics and parame-
ters. Configuration space, or “C-Space”, of a manipulator is the space of all possible joint states.
The number of configuration space variables for a particular robot is equal to the number of
6
degrees of freedom (DOF) the robot has. The number of degrees of freedom needed to perform
a particular task defines the task space. In two dimensions, this value would be three, two
degrees of lateral motion and one degree of rotational motion. In the three dimensional world,
this number is usually six, where three degrees of lateral motion and three degrees of rotational
motion are the minimum required for most handling tasks. Finally, the workspace is the bounded
physical area that can be reached by a manipulator’s end-effector.
4.2 Rigid-link Manipulators
Traditionally, most robot manipulators have been rigid-link manipulators used in industry
for mass-producing goods. According to the International Federation of Robotics (IFR), in
2012 between 1,235,000 and 1,500,000 industrial robots were in operation with a worldwide
market estimated to be $26 billion [17]. IFR classifies industrial robots into one of 5 categories:
articulated robots, cylindrical robots, linear robots, parallel robots, and SCARA robots [18]. All
of these robots rely upon the traditional rigid link structure used since the inception of industrial
manipulators.
According to the Occupation Safety and Health Administration (OSHA), since 1984 there
have been thirty-three industrial accidents involving robots, with 24 of them resulting in fatality
[20]. This number is small considering the large number of industrial robots in operation, but
this is not because the robots used are inherently safe. Rather, it is because these robots are
kept away from people in closed and controlled environments. The majority of industrial robot
accidents occur when there is a breach of these safety measures and humans enter the robot’s
proximity. Today’s rigid-link robots, though great for performing tasks repeatedly with accuracy
and precision, are just not meant to be in an environment where they might collide with humans,
making them generally infeasible for use in non-industrial environments.
4.2.1 Redundant Manipulators
It is common to see six DOF rigid-link manipulators since the task space in which most robot
manipulators work is a six DOF space and it is economical to match the number of DOFs needed
in the task space with the number of DOFs in the configuration space. There are, however, a
number of circumstances when having additional degrees of freedom can be extremely useful.
Manipulators that have more degrees of freedom than required for a particular task are termed
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redundant manipulators. Such manipulators benefit by being able to better maneuver around
obstacles, avoid joint limits, and escape singularities. This can be beneficial in certain tasks like
trajectory-following. A non-redundant manipulator following a trajectory may at some point
along the path encounter a joint limit or obstacle that would require the end-effector deviate
from this path and approach it from another direction. In certain tasks where this extra motion
could be considered unacceptable, a redundant manipulator is particularly handy. While a non-
redundant manipulator might only have a single solution to the inverse kinematic problem, a
redundant manipulator often has infinite solutions and is often able to move from one to the
next without having the end-effector deviate from the path.
In many cases, to achieve more agility with a manipulator, designers will simply add more
links to the arm. While this can be effective, a better approach might be to make agility a
primary goal of the design and change the entire nature of the manipulator to better suit this
goal. This is the case with continuum manipulators.
4.3 Hyper-redundant and Continuum Manipulators
There exists a subset of tasks which require more agility than that offered by rigid-link ma-
nipulators. These tasks, such as surgery, working through small access holes, or in complex
obstacle-ridden environments, can be handled by a class of hyper -redundant manipulators, ma-
nipulators which have many more degrees of freedom within their configuration space than within
the task space. One such manipulator is called a continuum manipulator.
A continuum manipulator, also called a snake-arm robot or elephant’s trunk robot, is a type
of hyper-redundant manipulator composed of non-rigid links. By being kinematically redundant,
a continuum manipulator can work well in complex environments which would place additional
constraints on the motion of the manipulator. For example, the high kinematic redundancy
would make it easier for the end-effector to trace complex trajectories, as portions of the arm
could be moved into a more ideal tracing posture without effecting the position of the end-
effector, whereas a traditional rigid link manipulator could often find this task difficult or even
impossible. Finally, a continuum manipulator can be designed to have the additional benefit
of being structurally compliant, making it better suited to working in environments containing
people.
In certain continuum designs, all the actuators for the arm are built into its base. By
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oﬄoading the actuators, the arm itself can be lighter and have lower inertia than an intrinsically
actuated manipulator. This lower inertia makes it safer to use in environments with people.
These manipulators are also usually compliant by nature, so the risk of damage or human injury
is reduced in any cases where there is a high risk of collision. Natural prismatic abilities can
create a larger workspace than a manipulator with a similar number of degrees of freedom and
the manipulator has the benefit of being easily scaled to small sizes.
4.3.1 Workspace
A typical continuum manipulator in 2D has a work area like that shown in figure 1. Though
this design creates a very large amount of maneuverability, especially when using a very large
number of links, it is not without its limitations. These limitations are most easily seen by
examining the 1-link case in figure 1a. In this figure, one can see the rotation of the end-effector
is coupled with the translation of the end-effector. For a Cartesian coordinate system, the 1-link
case is “always in a singularity with respect to a two dimensional positioning requirement” [11].
As links are added to the system, the Constrained Manipulability Ellipsoid (CME), which for
the 1-link case is a line perpendicular to the end-effector, expands and approaches the Global
Manipulability Ellipsoid (GME), which encompasses all possible changes in position, even those
not physically reachable [11]. In other words, imagine the 1-link manipulator attempting to lift a
full glass of water and placing it in another nearby location. This manipulator would be unable
to accomplish this task for two reasons. First, the manipulator would need to lift the glass using
an arc motion, causing spilling. Second, to maintain the glass’s original orientation, the arm
would be constrained to placing the glass in a location along the same radial vector as it was
previously unless the manipulator had an additional degree of freedom at its base, allowing it to
rotate the arm about its primary axis.
4.3.2 Existing Manipulators
Continuum manipulators are still considered an emerging field, but already many different
varieties exist. Some are based upon pneumatics or muscle-wire, while others are tendon-based.
Some are only capable of curving, while others have some prismatic ability, where the continuum
links are capable of stretching or retracting to achieve even greater maneuverability within the
workspace.
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(a) 1-Link (b) 2-Links
(c) 3-Links (d) 4-Links
(e) 5-Links (f) 6-Links
Figure 1: Workspace of a Traditional Continuum Manipulator with n-links.
4.3.2.1 Tendon-Based Tendon-based manipulators involve the use of extrinsically or intrin-
sically activated tendons that bend a continuous structure [24]. Most tendon-driven designs have
some form of elastic backbone along their length and are biologically inspired by snakes, which
have backbones consisting of vertebrae linked together with tendons and muscles [9]. Examples
of continuum manipulators typically seen in this type are made of plates that are interconnected
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with either cables or rods and are actuated in such a way that these plates can pivot to make
the structure move in interesting ways. Although a tendon design may seem structurally weak
as compared to traditional rigid manipulators, different implementations can employ backbones
with varying levels of stiffness to suit the application at hand. Backbones can include springs
that encompass the rods or cables being driven, rods that provide support in the center of the
arm, and pneumatic muscle backbones where the stiffness can be regulated by air pressure [13].
The first continuum manipulator developed used a tendon-based system. This system was
developed by the navy for underwater applications. The “Tensor Arm” as it was called used
motors that wound up cables connected to plates to create a pivoting action between each of
the plates [22]. A disadvantage of using a cable driven system like the “Tensor Arm” was the
fact that you cannot push a rope and therefore you can only rely on the pulling retraction of the
cable for movement.
Figure 2: Festo’s Bionic Tripod 3.0
Several different advancements were made
on this particular model of actuation. Festo
designed an arm in 2011 that utilized a roller
mechanism and belt system that extrinsically
actuated and deflected rods to form a contin-
uous bending structure. This design removed
the problem seen with the “Tensor Arm” in
that it has the ability to do both pushing and
pulling actions to achieve a greater range of motion. This particular design was able to move
payloads of 400g and is lightweight, compact, and energy efficient [2].
Figure 3: OCRobotics’ Snake Arm
OCRobotics in the UK is a company that
specializes in the development of continuum
manipulators. OCRobotics has designed both
extrinsically actuated and intrinsically actu-
ated manipulators. The extrinsically actuated
systems use cables to drive arms much like the
“Tensor Arm” [8]. The intrinsic actuation de-
sign utilizes three actuators connected in parallel between two plates. The differences in length
when actuated causes the bending of the structure [6]. An advantage of intrinsically actuated
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designs is that they can provide greater strength and structure to the arm, but are also bulkier
and can be unnecessarily complicated.
Figure 4: Clemson University’s Octarm
4.3.2.2 Pneumatics Other forms of in-
trinsically actuated continuum manipulators
employ pneumatics as their mode of actua-
tion. Examples of these robots include Festo’s
“Bionic Handling Assistant” and Clemson
University’s “Octarm”. Both implementa-
tions of the arm derived from models in na-
ture. The bionic handling system is taken
from the example of an elephant’s trunk and the “Octarm” design is derived from an octo-
pus’s flexible arms. Both of these systems use pneumatically controlled muscles that expand and
contract based on airflow. Both designs connected these pneumatic muscles to plates to create
separate sections that can be controlled independently to make the arm move [23] [1].
Figure 5: CAD of Concentric Tube
4.3.2.3 Concentric Tube There are also
continuum manipulators that use concentric
tubes to act as a backbone and provide a
rigid structure. The arrival of this design was
due to the need for greater torsion and exten-
sion [24]. A concentric tube manipulator uses a series of concentric tubes that are interconnected
and are typically intrinsically actuated. In this design, it is more common to have the outer rods
be more rigid and the inner rods more flexible. The intent of a notable concentric tube design
published by the IEEE was to develop an easier way of varying the stiffness of the arm such that
the user can select which tip or joint to vary the stiffness of [15]. This design is interesting in the
way it works; however, it does not provide for sufficient bending of the backbone and therefore
makes the structure less flexible. The use of precurved tubes managed to solve a part of this
problem, but causes other complications [24].
4.3.2.4 Soft Robotics Other forms of continuum manipulators have been seen in the field
of soft robotics. Many of these variations are concentric tube or tendon-based, however the
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difference between them and traditional tendon-based and concentric tube manipulators lies
in their actuation. Soft robotic continuum manipulators most often use smart materials such
as muscle wire or electro-active polymers for actuation. Concentric tube designs used NiTinol
memory alloy tubes to allow for greater flexibility and provide an easier way to control the
stiffness of manipulators in a compact way [4]. These modes of actuation are not well suited for
our application because shape memory alloys are actuated very slowly due to the fact that they
need to be heated and cooled to be manipulated in different ways and electro-active polymers do
not provide much structure and are relatively slow compared to designs with pneumatics and/or
motors [14].
Figure 6: Johns Hopkins University Applied
Physics Laboratory Prototype of the Interlock-
ing Fiber Manipulator; 1) Gimbal, 2) Guide
Funnel, 3) Support Tube and Air Fitting, 4) In-
terlocking Fibers, 5) End-cap
4.3.2.4.1 Interlocking Fibers A re-
cent development in the field of soft robotic
continuum manipulators involves the use of
interlocking fibers for the backbone and a
tendon-like structure. This design uses two or
more elastic beams that interlock with each
other to form a dovetail-like mechanism that
prevents the beams from moving apart later-
ally, but allows them to slide past each other
along their axis. When forces are applied to
the base of each beam, the beams deform to
form a curve. This design is different from
previous continuum designs in that it provides a stronger manipulator within a smaller diame-
ter that is more compact than tendon-based designs. It also has benefits over concentric tube
designs in its use of interlocking fibers, which can bend in two axes without worrying about
which direction to twisting which is what makes the concentric tube design more complicated.
Although these benefits are numerous, the downside to this design lies in the cost. This design
uses materials that are very rare and expensive with difficult fabrication processes [16].
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4.4 Parallel Continuum Manipulators
Recently, the Reach Lab at The University of Tennessee published a paper [7] about a new
form a Continuum Manipulator termed a parallel continuum manipulator. Parallel continuum
manipulators first appeared in a patent application in 2008 [25], but don’t appear to have
been studied much until recently. Most continuum manipulators are required to have constant
curvature in which each segment must bend along a single continuous arc. Parallel continuum
manipulators are special because they do away with this requirement. In addition to bending
along their length and translating along their primary axis, they can also translate laterally and
rotate about their primary axis. In this way they can be likened to a flexible Gough–Stewart as
they have a similar number of actuators (for the single segment case) in a similar configuration.
By configuring the actuators in this fashion, parallel continuum manipulators can achieve more
mobility in a smaller number of segments, reducing the overall complexity of the system.
5 Design Requirements and Specifications
Background research reveals that continuum manipulators may offer many advantages over
traditional rigid-link manipulators. In particular, continuum manipulators should perform better
within obstacle-ridden environments, environments that contain people, and in situations where
it is undesirable to deviate from strict trajectories. Parallel continuum manipulators may offer
additional stiffness and strength while extrinsically actuated manipulators oﬄoad the weight of
the actuators to create a lighter, safer arm. Since the only parallel continuum manipulator in
existence today has only a single six degree of freedom segment, this project sought to advance
this area by creating a multi-segment extrinsically actuated parallel continuum manipulator.
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5.1 Itemized Requirements
Below is an itemized list of project goals.
• Minimum of two continuum segments
• Workspace dimensions of at least those shown in Figure 7b
• Within the workspace, capable of rotating at least 120◦ about the axis of the manipulator
perpendicular to the base
• At least one of the continuum segments must use a parallel Gough–Stewart actuator con-
figuration, allowing the segment to move in six degrees of freedom
• Capable of applying at least 5 N of force throughout its workspace excepting singular
configurations
• End-effector is capable of withdrawing from a position and returning to that position within
± 6.25 mm
• Minimum no-load end-effector speed of 400 mm/sec
• The manipulator will have some compliance, but will not displace more than 20 mm when
applying a 5 N load
• Software will include:
– Agility demonstration
– Inverse kinematic control
– Basic path planning
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(a) Specified Workspace of the Manipulator (b) Dimensioned Cross-Section of Workspace
Figure 7: Workspace Requirements
6 Design and Analysis
This section describes the design process used throughout the project including mechanical,
electrical, and software design as well as relevant mathematical calculations and overall project
planning.
6.1 Project Planning and Logistics
6.1.1 Scheduling
A detailed Gantt chart was made for planning and tracking the project’s progress. Figure 8
shows when the major portions of the project were worked on and completed.
Figure 8: Project Gantt Chart
The first few weeks of the academic year were spent performing background research and
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deciding upon the goals the project should focus on. After completing the project proposal, the
project’s design phase began which included initial calculations, material and budget selection,
electronic design, and prototyping. The manufacturing phase began about a month after starting
the design phase. Software development began as the electrical and mechanical design phases
neared completion. The end-effector was designed and built after completing the manufacturing
and assembly of the manipulator. Testing took place during the last couple months of the
academic year along with the writing of the final report. Some important milestones are placed
on the gantt chart with red indicating the beginning and ends of academic terms and blue
indicating presentations and key project deadlines.
6.1.2 Budget
The budget was projected to be around $2,000. This includes all prototyping expenses
purchased near the beginning of the term as well as large purchases such as actuators and stock
material purchased during construction of the final manipulator.
Figure 9: Projected and Resulting Budget
The final project cost was $2,120.81, which is only slightly above the original projection.
Figure 9 compares the projected budget with the actual budget. Discounts and sponsorships
from Pololu and Advanced Circuits helped to reduce the overall cost of the project. Pololu
supplied the team with a 20% discount on stepper motors and drivers and Advanced Circuits
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fabricated the printed circuit board (PCB) for free.
6.2 Mathematical Discussion
6.2.1 Kinematics
The REACH (Robotics, Engineering, Applied Continuum Mechanics, and Healthcare) lab
at the University of Tennessee established a method for solving the inverse kinematics of single
segment parallel continuum manipulators using Cosserat rod mechanics [7]. REACH models
each leg of the manipulator using the differential equations seen in equation 1. Derivatives are
with respect to the arc length of the rod. Table 1 describes the variables referenced by the
Cosserat rod equations.
p′i = Rivi, vi = v∗i +K
−1
se,iR
T
i ni
R′i = Riuˆi, ui = u
∗
i +K
−1
bt,iR
T
i mi
n′i = −f i
m′i = −p′i × ni − li
(1)
Description Equation
Derivatives with respect to arc length si ∈ R
Leg position pi(si) ∈ R3
Leg orientation Ri(si) ∈ SO(3)
Internal forces ni(si) ∈ R3
Internal moments mi(si) ∈ R3
External forces and moments f i and li
Local kinematic variables vi(si) ∈ R3
(shear, extension, bending, torsion) ui(si) ∈ R3
Kinematic variables in a stress free reference state v∗i =
[
0 0 1
]T
u∗i =
[
0 0 0
]T
Mapping from R3 to so(3), ∨ is the inverse mapping aˆ =
 0 −a3 a2a3 0 −a1
−a2 a1 0

Cross-sectional area Ai
Young’s modulus Ei
Shear modulus Gi
Second area of moment Ii
Polar area moment Ji
Constant Matrices Kse,i = diag(AiGi, AiGi, AiEi)
Kbt,i = diag(EiIi, EiIi, JiGi)
Table 1: Cosserat Rod Variable Description
The Cosserat rod equations describe an individual rod in the system. By enforcing various
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geometric constraints, it is possible to solve for the unknown values shown in Table 2. The
geometric constraints are represented by equations 2 through 6. Equation 2 states that an
individual leg cannot support a torsional load. Equations 3 and 4 state that the system must
be statically stable with the sum of the forces and moments equaling zero. Equations 5 and 6
state that the distal ends of the rods must line up with the bolt pattern in the plate and must
be perpendicular to the plate.
Unknown Physical Significance
nxi(0), nyi(0) Internal shear forces at base of i
th rod
nzi(0) Internal axial force at base of i
th rod
mxi(0),myi(0) Internal bending moments at base of i
th rod
Li Arc length of the i
th rod
Table 2: Geometric Constraint Unknowns
miz(0) = 0 (2)
n∑
i=1
[ni(Li)]− F = 0 (3)
n∑
i=1
[pi(Li)× ni(Li) +mi(Li)]− pd × F −M = 0 (4)
pd +Rdri − pi = 0 for i = 1...n (5)
[
1 0 0
0 1 0
]
[log(RTi (Li)Rd)]
V = 0 for i = 1...n (6)
This model works equally well for a multi-link manipulator with only minor modifications.
One simply combines two six DOF manipulators serially and solves for them simultaneously,
using the final positions of the bottom link (averaged, then arranged to match the bolt pattern)
as the initial positions for the rods in the top link.
With six non-linear differential equations for each rod and twelve rods to solve for, the final
system has a total of seventy-two simultaneous differential equations with seventy-two unknowns.
This system can be solved using the Runge–Kutta shooting method which is an iterative process
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in which a guess for the unknowns is made, then the legs are integrated over their lengths and
a residual is evaluated using the geometric constraints to determine how close the guess is to
a correct solution. A jacobian matrix is then built showing how the individual residual terms
change with respect to changes in the guess. This jacobian can be used to produce a better
guess. This process repeats until the system converges within some desired tolerance on the
solution.
This project did not focus on writing a simultaneous differential equation solver, but rather
used MATLAB’s built in fsolve function for initial testing and later Google’s Ceres solver [3] for
the final C++ implementation. The below figures compare the MATLAB model for REACH’s
one-link manipulator to the two-link version developed in this project. Both models were given
the same desired pose. The one-link model shown in Figure 10a was not able to find a solution
and stopped with a residual of 0.117. The two-link model shown in Figure 10b found a solution
with a residual of 9.096× 10−16, demonstrating some of the benefits of using an additional link.
(a) One-Link Kinematic Model (b) Two-Link Kinematic Model
Figure 10: MATLAB Kinematic Models
6.2.2 Stroke Length
The relationship between maximum manipulator bend angle, manipulator width, and linear
stroke size is shown in equation 7 and illustrated in figure 11. ∆s is the length difference
between two parallel legs, w is the width of the manipulator, and θ is the resulting angle. This
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relationship was used for determining how much linear actuation was needed to achieve the
workspace specified in the design goals. The final design used a linear stroke of twenty inches.
θ =
∆s
w
(7)
Figure 11: Required Linear Stroke For Various Arm Widths
6.2.3 Bending Torques
The potential energy stored in a bent rod is equal to the area under the stress strain curve.
It can be computed using equations 8, 9, and 10. Table 3 describes the variables used in these
equations [10].
U =
1
2
V σ =
1
2
V E2 (8)
 =
y
ρ
(9)
21
ρ =
s
θ
(10)
Description Variable
Stress σ
Strain 
Radius of Curvature ρ
Volume V
Young’s Modulus E
Potential Energy U
Bend Angle θ
Arc Length s
Effective Distance y
Table 3: Bent Rod Potential Energy Variable Description
Using these equations, it was possible to determine the rod diameter needed to ensure that
enough energy was stored to lift the minimum required weight as detailed in the project goals
as well as the amount of power the motors need to output to bend the rods over the maximum
bend angle. At least three joules of energy are required to lift an object weighing five newtons
to the top of the workspace and doing so at a speed of 0.4 m/s requires two watts of power. The
selected rod diameter was about 1.8 mm, which over a 180◦ bend stores 3.5 joules of energy and
moving at the required speed uses 2.3 watts of power. This is enough to lift the desired load.
6.2.4 End-Effector
6.2.4.1 Gripping Force Calculations The project requirements set a lifting load of 5 N.
Equations 11 and 12 were used to calculate the gripping force (Fn) required by the end-effector to
effectively manipulate the 5N load, taking in the load and the coefficient of friction as parameters.
W = ma+mg
W = 5N
(11)
The static coefficient of friction, µ, of rubber on plastic is 0.5. The gripper was coated in
rubber after it was printed to better grip the objects that it would hold. Thus this coefficient of
friction was used for calculating the required gripper force of 54N .
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Fn =
W
2 µ
Fn =
5
20.5 =
5
4N
(12)
6.2.4.2 Wrist Force Calculations In order to actually rotate the wrist of the end-effector,
the forces required to move a 5N object from the wrist had to be calculated.
Figure 12: End-Effector Analysis
τ = F1D = (5)(.13) = 0.64Nm (13)
Equation 13, complimented by Figure 12, was used to find the amount of torque needed to
lift a 5N load at the end of the gripper, with the minimum amount of torque needed to lift a 5N
load being 0.64 Newton-meters for our end-effector.
6.2.5 Mechanical Analysis
6.2.5.1 Linear Slide Binding Calculations Equations 14 through 20 were used to calcu-
late the maximum distance between the bushing holes of the linear assembly in order to prevent
binding. The variables used in these equations are described in Table 4. The Free Body Diagram
(FBD) used for the binding analysis can be seen in Figure 13.
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Description Variable
Applied Force F1
Resulting Force 1 F2
Resulting Force 2 F3
Dragging Force 1 F4
Dragging Force 2 F5
Coefficient of Friction µ
Length of Bushings L1
Distance Between Bushings D1
Table 4: Binding Ratio Equations Variable Description
Using these equations, it was possible to determine the maximum distance between the
bushing holes within the brackets of the linear actuator assembly. These calculations were needed
to ensure the bushing holes of the bracket were positioned close enough to prevent binding while
actuating the linear assemblies. The depth of the bushing holes was defined as 1 inch to make
sure the bracket did not limit the stroke length of the actuator. The maximum distance between
the bushing holes was calculated to be 3.6 inches as seen in equation 20, however to compensate
for the unwanted forces of the spring steel rod being slightly off center, the distance was kept at
1.9 inches to add a factor of safety.
Figure 13: FBD of Bracket
The bracket accelerates when the applied force (F1) is greater than the sum of the drag forces
(F4 and F5). Equation 14 shows how this system can be solved for the minimum applied force
(F1) needed to accelerate the bracket.
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F1 > F4 + F5 → Acceleration > 0
F4 = µF2
F5 = µF3
F1 > µF2 + µF3 → Acceleration > 0
F1 > µ(F2 + F3)→ Acceleration > 0
(14)
For these statics equations, point C was chosen as the fulcrum. All forces and moments were
summed around this point. Figure 13 shows the lever arms resulting from the applied forces (F1)
and the resulting force (F2 and F3) with an origin of point C. Since the system was designed to
be rotationally stable, the sum of the moments (about point C) was equal to zero. Equation 15
shows this system solved for the resulting forces F2 and F3.
Rotation Stable →∑(Mz) = 0∑
(Mz) = F1D1 − F2L12 − F3L12
F1D1 =
F2L1
2 +
F3L1
2
F1D1 = L1
F2+F3
2
2F1D1
L1
= F2 + F3
Acceleration = 0→ F1 = µ(F2 + F3)
F1 =
2µF1D1
L1
(15)
Equation 16, shows the relationship between the coefficient of friction (µ), bushing hole
distance, and moment arm distance. Equation 16 was used to derive the conditions that must
be met for the linear actuator to be capable of motion. Equations 17 through 19 will separate
the maximum allowable coefficient of friction (µ), the maximum allowable moment arm distance
(D1), and the minimum allowable bushing length (L1). The final value of 3.6 inches is seen by
equation 20.
1 =
2µD1
L1
(16)
L1−min = 2µD1 → L1 > 2µD1 (17)
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D1−max =
L1
2µ
→ D1 < L1
2µ
(18)
µmax =
L1
2D1
→ µ < L1
2D1
(19)
D1−max =
L1
2µ
→ D1 < 1
2× .14 = 3.6 in. (20)
6.3 Mechanics
This section discusses the manipulator’s mechanical design including initial design concepts,
material selection, CAD development, and prototyping. Manufacturing will be discussed in
section 7.1.
6.3.1 General Concepts
The base structure of the manipulator was designed to be robust and capable of supporting
itself as well as containing the actuators and linear slides for creating the arm’s motion. Three
structures were explored for supporting the linear motion: slotted aluminum extrusion (80/20)
slides with roller bearings, smooth (drill) rods with linear bearings or bushings, and THK Linear
Slides. Table 5 shows a pro/con analysis of the different structures. Both the 80/20 and the
THK brand slides proved to be too expensive and bulky and THK brand slides are also very
heavy. The smooth rod and linear bearings option met the needs of the project as they were the
least expensive, most compact, and lightest, but did require some custom machining to create
supporting components, which could be easily done in house.
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Structure Type Pros Cons
80/20 - Easy to work with in terms of
adjustability and prototyping
- May be too bulky
- Relatively inexpensive
- Previous experience working
with it
Smooth Rods with
Linear Bearings
- Less bulky than 80/20 - Imperial linear bearings more
expensive than metric
- Previous experience working
with it
- Possible issues with mixing
metric and imperial
THK Linear Slides - Very smooth linear system - Very heavy
- Very expensive
Table 5: Pro/Con Analysis on Various Structures
Three types of linear actuators were considered, a comparison can be seen in Figure 6. Screw
drives which are used on most CNC machines because of strength and stability, pneumatics
which could potentially provide more force, and a belt driven system using steppers. The screw
drive mechanism was ruled out of the design because, although it has the potential to provide a
lot of mechanical advantage, it could not easily meet the required speed goals. Pneumatics were
ruled out from a control perspective as they would require a complex valve system to achieve
positional control. The third option of a belt driven system with stepper motors was selected
because steppers have enough power to effectively move the linear actuators, are precise, and
are easily controlled.
Actuator Type Pros Cons
Belt and Pulley
System
- Relatively inexpensive - Possible inconsistencies with
belt tension
- Compact Possible weaknesses in belt
(snapping)
- Easy to work with
Screw Drive - Provides system with increased
mechanical advantage
- Slow movement
- Quality lead screws expensive
Pneumatics - A lot of force output for small
size
- Needs an on-board compressor
- Needs elaborate valve system
for linear translation
- Have minimal experience work-
ing with it
Table 6: Pro/Con Analysis on Various Actuators
The final design decision for linear motion was to use a belt driven system with linear slides
27
consisting of smooth (drill) rod and Delrin bushings.
6.3.2 CAD Modeling: Pre-Prototype
Figure 14: Early Design of
the Manipulator
With design concepts planned and materials chosen, the ma-
nipulator began being modeled using SolidWorks.
The initial design of the manipulator had been a continuum
design, rather than parallel continuum as shown in Figure 14.
Each rod that actuated the wire to control the movement of the
manipulator was equidistant in a circular pattern. The manipu-
lator had four major areas of design. The bottom stage in the
base housed the electronics and Power Supply Unit (PSU).The
second stage of the base housed the twelve stepper motors that
were positioned to compliment each linear guide assembly. Above
the motors was the main base containing the linear guides that
would vertically translate the spring steel rod that made up the
manipulator. Twelve limit switches were located on the bottom
of each linear guide assembly for homing. The upper part of the
assembly above the base contains the actual “arm” of the manipu-
lator, where the wire came out and was separated into segments.
A plate marked the top of each segment, with the end-effector
mounted to the top link plate. The bottom stage that housed the
electronics and PSU as well as the EE are not shown in Figure 15.
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6.3.3 Material Selection
Figure 15: Motor Placement and View
in mid design
When determining the materials needed for man-
ufacturing, materials were chosen based on cost, ma-
terial properties, weight, durability, and machinability.
The base of the arm was made out of various materials
including steel, aluminum, Delrin, and polycarbonate.
The bottom base plates were made of 6065 Aluminum
so that it would be relatively lightweight and would be
able to accept the weight of the motors and the linear
actuators with minimal deflection. The other compo-
nents that were static within the system were made out
of aluminum as well. The aluminum was readily avail-
able and the weight of these components did not need
to be greatly limited. As stated earlier the linear brackets were machined out of Delrin due to
its low coefficient of friction on steel, and its durability and low weight. The pulley components
at the top plate of the base were machined out of Delrin as well in order to make assembly easier
by being able to snap them on and screw them in to the top plate.The bottom plate covering
the motors was made out of polycarbonate because the plate was not carrying significant loads
therefore, polycarbonate was the more cost effective approach in comparison to aluminum or
Delrin. The top plate of the base was machined out of 0.5 inch thick Delrin. The thickness
allowed for more support for the wires as they passed through the bushing. The link plates were
also made out of Delrin which was again chosen for its properties of low coefficient of friction
and light weight. These properties reduced the load on the arm induced by its own weight, as
well as made it possible for the spring steel rods controlling the second plate to pass through the
first plate without binding.
The final end-effector consisted of combination of machined, 3D printed, and laser-cut parts.
The base of the end-effector consisted of a laser-cut acrylic adapter plate. The gears for rotation
of the assembly and for opening and closing of the gripper were 3D printed out of ABS to allow
for the gear attachment points to be customizable and easily manufacturable. The fins for the
gripping component of the end-effector were 3D printed using a flexible material called NinjaFlex
which allowed for the fish tail effect. Other components that were manufactured included the
29
adapter brackets for a gimbal attachment for the wrist of the end-effector. These were made
out of 1/8” thick aluminum to make the parts light and sturdy. If these parts were 3D printed,
there would have been an added risk of them breaking. This material choice allowed for the
end-effector to have a more compact design without sacrificing strength and durability.
6.3.4 Prototyping
The first prototype constructed utilized wooden plates that were designed and cut for what
would be the base of the manipulator that would consist of the drill rod and eventually the
spring steel rods used for actuation. Using the drill rod purchased that would be kept through
to the final build, brackets were also 3D printed to go on the drill rod. This helped us visualize
the basic structure of the manipulator, shown by Figure 16a, and test the linear actuators within
the system.
(a) First Prototype
Constructed
(b) Second Prototype Con-
structed
Figure 16: Prototypes Made
During testing with this prototype, we had
issues with how smooth the brackets vertically
translated along the smooth rod. The main
verdict came with the plates and that the
rods themselves were not parallel to each other
within a reasonable tolerance, which caused
racking making the linear bearings bind and
hindered movement of the linear guides.
The second prototype for this project, Fig-
ure 16b, was used to determine which areas in
the mechanical design of the manipulator had
to be improved. The prototype was a mock-up
of the base with the linear guides and the wire
of the manipulator connected with the guides
on the smooth rod. For the prototype the smooth rod was machined to size in order for the arm
to have the proper stroke length of 20 inches. The top and bottom plates of the base as well
as the link plates were machined out of polycarbonate, and the linear brackets to be connected
to the spring steel rod were 3D printed. The prototype showed that changes to the mechanical
design were needed.
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6.3.5 Post Prototyping Design Stage
After the prototyping stage of the project many issues were identified and resolved. The hole
pattern for the top plate and the arrangement of the linear actuators and wires had to be shifted
in order to implement the Stewart-Gough platform. Without the Stewart-Gough platform, the
arm would not be able to meet the rotation requirements of the project. However, to gain the
additional rotation some prismatic motion was sacrificed. Additionally, in order to achieve the
workspace and compliance requirements for the arm, in terms of strength and flexibility, the
maximum diameter of the arm remained at 5 inches for the outside diameter of the bottom link
and the top link remained at 4.65 inches in diameter. In order to fit the linear actuators within
the relatively compact system, major design changes were necessary. The size of the brackets
for the linear actuators were decreased by approximately 25 percent and the linear bearings
could no longer fit without the walls of the brackets becoming too thin to maintain its structural
integrity. In order to retain work that had already been done attaining and machining the drill
rod, a new bracket was designed. The brackets were machined out of Delrin and instead of
using linear ball bearings the Delrin acted as its own bushing. The holes that originally were
going to contain the linear bearings were drilled and reamed to achieve a close running fit. The
close running fit allowed for smooth actuation, but also maintained minimal play in holes to
prevent unwanted forces on the part which could cause racking and hinder its motion. This
design change greatly decreased the size of the part and eliminated the need and cost of ball
bearings, as well as, allowing the diameter requirements of the arm to be met. Having the parts
machined out of Delrin instead of another material not only allowed for the part to have built
in bushings, but provided a sturdy, lightweight material perfect for this application. Another
change which occurred in the bracket design having the potential to cause a problem, was the
relocation of the holes for the spring steel wire to go into the bracket. The movement of the
holes on the bracket was only slightly off center, but this still had the potential to cause racking.
To reduce the potential for racking, induced by the forces resulting in differing alignment of the
rods, the bushing holes were made slightly longer and the distance between the two drill rods
for the linear actuator was moved closer together. The change maintained the maximum ratio
of the moment arm distance to bearing length to prevent binding. This greatly decreased the
forces on the bracket to a point where they were insignificant and the bracket would still be able
to move smoothly. The calculations to determine the maximum distance between the bushings
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can be seen in equation 18 from Section 6.2.5.1.
Another potential problem identified during the prototyping stage was the danger of the arm
undergoing unwanted bowing at the bottom of the base under the top base plate of the arm and
at the links. The position of the wire had to be controlled such that the arm would meet the
precision requirement set, and move with minimal bowing. Calculations were done in order to
determine the forces that occurred where the wire started to come out of the top base plate, and
the first link plate at the sharpest bend possible. Several approaches to this problem were taken
into account in order to reduce the forces acting directly on the opening holes on the top base
plate. Originally we had holes that were a close running fit for the wire to go through. This
had worked for the prototype, however, the adoption of the Stewart-Gough platform changed
the forces on the holes on the top plate. The wires were constantly being bent at a 20 degree
angle which made it virtually impossible to continue with just a normal hole in polycarbonate.
Originally it was decided that the top plate should be made from Delrin because it was a material
that was relatively soft and had a low coefficient of friction. Other possible solutions considered
included a roller bearing system that the wire could run through that could guide the wire at
the bend instead of just having the wire wear down the hole, the use of spherical bearings, or
using a bushing with a countersunk and ideally filleted hole. A roller system was prototyped
and was made small enough to fit with two stages to constrain the wire in order to have the wire
have controlled motion in the bending, although the design seemed feasible, the time needed
to manufacture twelve custom machined two-stage brackets that could withstand the calculated
loads would have been outside our time constraints. The use of spherical bearings also came
up. Sample bearings were tested, but it was realized that the use of the spherical bearings could
drastically change the kinematic model and make control of the manipulator a more difficult
task than it already was. The use of spherical bearings for each of the wires would have also
been expensive and difficult to customize for the small diameter wire. In order to have prevented
further play in the system than what spherical bearings already introduced, a quarter of an inch
diameter cylinder would have to have been machined, drilled with a 0.072 inch hole,and pressed
into each of the spherical bearings.
The original simpler approach to the design was taken and bushings with countersunk edges
were chosen. The material choice was the next step to fixing the issue. Polycarbonate, although
a strong, lightweight material is not very smooth after it is machined. Many other materials were
32
considered and lubricated bronze seemed like a viable solution. It had a very low coefficient of
friction against steel and would not machine away as fast as plastics would with repeated sliding
motions against the surface of the bushing through the motion of the arm. These bushings also
had to be custom machined because of the constraint of the extremely small diameter of the
wire. These bushings also employed the use of a close running fit. After machining and testing
it out on the manipulator it was found that this had not worked as expected. The arm had
trouble moving and another solution was needed. Instead of using lubricated bronze for the
bushing material, Delrin was used and countersunk in the same way which reduced the friction
and eliminated the racking. It was understood that repeated use, would cause the Delrin to wear
away much faster than bronze. To allow for this the bushings were made to be easily replaceable.
Although there was some bowing in our final design, the arm was able to move as required by
our project criteria.
Most of the challenge for the rest of the components within the design were making the parts
small enough to fit within a certain envelope of space, as well as keeping the price to a reasonable
level. The linear brackets had to be brought down to size as described previously. Additionally,
the motors and other pulley components also had to fit in the space in the base due to constraints
in manufacturing sizes that needed to be taken into account in order to make it manufacturable
with the resources given. The bottom plates were limited to 20 inches in diameter. Initially the
motors were NEMA 17 stepper motors, but then the decision was made to increase the size of
the motors to NEMA 23 which are larger but provide more power and torque. In order to fit
all of the motors within the existing space they had to be placed at the edges of the plate. This
changed how the pulley system needed to be set up. In order to connect the belt to the motors
and direct the belts to their desired positions, a pulley block was designed and implemented. The
pulley block consisted of 2 rotational ball bearing idler pulleys offset from each other, attached
to a machined aluminum block. The pulley block redirected the belts from the linear bracket,
to the motor and back. This proved to be an effective solution that allowed for the use of the
larger motors.
6.3.6 CAD Modeling: Post-Prototype
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Figure 17: Final Design of Base
The final iteration of the arm shown in Fig-
ure 17 takes into account the parallel nature of
the manipulator and implements the Stewart-
Gough Platform for parallel manipulators. To
achieve this,the hole pattern for the top base
plate and the alignment of the drill rod and
spring steel rods had to be changed which re-
sulted in a more compact design.
6.3.7 End-Effector
Several different types of grippers were
proposed when choosing the end-effector for
the manipulator. The final design utilized
flexible fish fin fingers as the gripper of choice.
The flexible fingers allowed us to maintain a
compliant structure for the gripper and al-
lowed for the manipulation of various objects
with the nature of the fish fin design. The fish
fin design used fingers with internal supports that would bend the finger inward when a force was
applied to them through flexible buckling allowing for a tight grip on different shaped objects,
this design also reduced the weight of the gripper.
(a) Initial Gripper Design
(b) Initial End-
Effector Design
Figure 18: Prototypes Made
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Figure 19: Final End-Effector Re-
design
The end-effector for the arm was designed to add two
additional degrees of freedom to the arm. The original
design for the end-effector as seen in Figure 18a em-
ployed the use of a screw drive driven by a continuous
motor that would actuate a plate up or down up to
certain points using feedback from limit switches.When
the plate was actuated to its highest and lowest heights,
this would pivot brackets attached to flexible fingers to
open and close the gripper. This design also had a wrist
and a rotational component at its base. Although this
gripper could have served its purpose in being able to
grasp a bottle, it was very bulky, required several parts,
and its motors were not strong enough to lift it. A sec-
ond design was made that made it slightly less bulky,
but tried to salvage as many parts from the original as
possible, however, this proved to be more difficult than
redesigning it fully, therefore, the decision was made to fully redesign the effector instead. The
final design of the gripper in Figure 19 was based off of a camera gimbal used for quad rotors.
The gimbal has two degrees of freedom and was manufactured out of aluminum instead of being
3D printed and was much more compact. The gripper in the original design used a screw drive
in order to actuate 3 gripper fins that were equally spaced in a circular pattern. The final design
was a standard angular end-effector that had slightly curved fins. This greatly decreased the
size of the gripper needed to be moved by the servo motors for the wrist and the rotational com-
ponent. The lever arm for the end-effector wrist was also greatly decreased in length, making
the forces creating the moment about the motor axle much less significant. The motors for the
new design were chosen after various calculations on the moments and force needed for closing
the gripper.Three metal geared micro servos with 1.36 Newton-meters of torque were chosen for
this application after the calculations seen in equations 12 and 13 in Section 6.2.5.1. The use of
a third servo motor rather than a continuous motor, thus also eliminating the need and use of
limit switches.
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6.4 Electronics
6.4.1 General Concepts
The final manipulator has twelve mid-sized stepper motors, twelve limit switches, three ser-
vos, and serial communication to an attached computer. To achieve the necessary speeds and
torques, each stepper motor was operated at thirty volts and drew approximately one amp. Due
to the large number of devices needed to be controlled and the heavy power requirements, a
custom controller board was designed. An overview of the control system is shown in figure 20.
High level control operations such as interpreting control inputs and finding solutions to the
inverse kinematics model were computationally expensive and were handled by an external com-
puter running Linux and ROS (Robot Operating System). The computer produced the desired
positions for the stepper motors and servos and sent these positions over a serial communication
interface using an FTDI chip to an embedded microcontroller. The microcontroller keeps track
of the current state of the manipulator and sends necessary step commands to onboard stepper
drivers which operate the steppers. The board also monitors the end stops during the homing
process. A complete bill of materials for the PCB can be found in Appendix B.1.
Figure 20: High Level Electronics Overview
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6.4.2 Motor Selection and Power Considerations
Section 6.2.3 discussed the energy and power requirements needed to create the necessary
bending motions. To meet these requirements, NEMA 23 bipolar stepper motors were selected.
The steppers have a voltage rating of 8.6 V with 1 A current draw per phase and 200 steps per
revolution. A Motor driver IC (DRV8825) was selected to match the requirements of the motors.
The driver uses a chopper drive to regulate the voltage and current supplied to the motor. Higher
input voltages to the driver allow the current supplied to the motor to reach steady state faster,
resulting in higher step rates. In an attempt to meet the project’s speed requirements, it was
estimated that a 30 V supply would be sufficient. The twelve step drivers in total will draw 12
A peak current, but because of the chopper drive usually stabilizes around 6 A while at stall
and lower currents while stepping. A power supply was selected capable of meeting these needs.
Stepper motors are typically controlled with open loop algorithms and require only endstops to
home their initial position. In testing of the real manipulator, at averaged operating speeds it
was found that the belts on the mechanism slip before the steppers do, so no benefits could be
gained by using closed loop control (e.g. encoders) on the stepper output shafts (though closed
loop control for positioning of the entire manipulator could be beneficial, see section 10.6).
6.4.3 PCB Design
Altium was selected for designing the PCB as it commonly used in commercial environments
and has good support for mutli-channel designs, a feature useful in this project since the the
stepper driver circuit will be reused multiple times with minor variations in signal bus connec-
tions. Initially, the PCB was designed to use entirely surface mount (SMD) components which
have the benefit of taking up less space on the completed PCB. Using surface mount motor driver
ICs is also beneficial because it means the PCB itself can be used as a heat sink, helping to move
extra heat away from the drivers. This design was ultimately abandoned for a number of reasons.
First, due to the large amount of power flowing through the board, the PCB is expected to heat
up by a significant amount and thus probably would not be particularly helpful in moving heat
away from the the motor drivers, possibly having the opposite of making them warmer or risking
overheating the PCB itself. Additionally, motor driver ICs require a large amount of supporting
components creating increased complexity both in the design of the board and in its assembly
as well as possible points of failure. While surface-mount components are cheaper and easier to
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assemble robotically for large board quantities, through hole-components are simpler for one-off
hand assembled boards like those used for this manipulator. For these reasons, all ICs used on
the board including the motor drivers used the standard DIP (Dual In-line Package) instead of
an SMD version. Such ICs can also be easily replaced should they fail and are easy to prototype
on a breadboard.
The motor driver IC selected for this project was the DRV8825 created by Texas Instruments.
It can support supply voltages between 8.2 and 45 V and can handle currents up to 2.2 A. Making
it perfect to control the steppers selected for this project. It also has built in over-current
and over-temperature shutdown with under-voltage lockout and offers several microstepping
resolutions which could be used to achieve smoother operation at the cost of motor output
torque. Pololu offers a breakout board for this IC [19]. This is a well documented driver board
which places all the features offered by the Texas Instruments driver IC into a modular package
for simple step control. It includes a potentiometer for easily tuning of the maximum stepper
current to take best advantage of the stepper motor’s available power without causing damage
and is built on a four-layer PCB with extra copper for improved heat dissipation. Built in
voltage regulators means no additional logic supply is needed. Figure 21a shows the completed
board schematic for using this component. One can also compare this to an older version of the
schematic shown in Figure 21b which uses the surface-mount IC instead of the Pololu breakout
board. The old version has a larger amount of components and the driver cannot be removed
and replaced if needed as easily as it can in the new version.
(a) The Final Version (b) A Previous Version
Figure 21: Scehmatics of the Motor Driver Circuit
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The schematic in Figure 21a shows two rows of headers where the stepper driver is inserted.
The stepper driver outputs, A0 through B1, are connected to a header where the motors will be
plugged in. Power for the driver is drawn from a dedicated high power net (VM) and a 100µF
capacitor provides protection against current spikes. The driver fault pin is connected to an
LED to which will turn off if the stepper driver overheats or draws more current than is safe.
This driver fault protection pin will later connect to logic used for detecting motor driver errors
and eliciting a response by the control software. The control pins on the left are all connected
off-schematic. The SDENBL, SDRESET, and SDSLEEP pins are all used to place the driver in
various states of operation and are connected directly to the microcontroller. The MODE pins
are used for selecting the microstepping mode. These will be connected to a set of header pins to
be easily configured by moving a a few jumpers. The stepper motor steps every time it detects
a rising edge on the STEP input pin. It moves in the direction corresponding to the signal on
the DIR pin. These pins are connected to a network of shift registers discussed later.
The next step after creating the schematic for a single driver was to create the logic to send the
step commands to the drivers from the microcontroller. Each driver requires at least two control
pins for transmitting digital step and direction pulses as well as additional pins for enabling
or disabling the driver and detecting faults. With twelve drivers plus the additional needed
peripherals such as endstops, servos, and communication, a standard microcontroller would not
have enough pins for controlling all the devices. Additionally, since a microcontroller can only
toggle a single GPIO (General Purpose Input Output) pin at any instant in time, their would
be a very minor time difference between each stepper receiving its commands, possibly creating
some synchronization issues. To solve these problem, rather than connecting the control pins of
all twelve stepper drivers directly to the microcontroller, the pins are attached to a the latched
output pins from a set of shift registers. One data pin is attached from the shift registers to
the microcontroller. On each clock cycle, the microcontroller places a control signal for a single
stepper driver onto the data pin. This control signal is then shifted down the row of output pins
as new control signals are shifted in until every signal is aligned with the appropriate stepper
driver. At that point, the microcontroller toggles the latch pin, moving all the step commands
simultaneously into the stepper drivers and causing the desired stepping motion to occur. In
this way, a small number of pins can be used to control a very large number of stepper motors.
Rather than connecting the input to the shift registers to a GPIO pin on the microcontroller,
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for faster operation the input is connected to the SPI (Serial Peripheral Interface) bus of the
microcontroller. The software on the microcontroller can then place all the step commands into
the data register for the SPI bus and have all of them sent to the drivers at speeds up to 384
KHz, while it is working on other tasks, such as computing the next set of step instructions or
handling communications from the host computer[5]. The schematic in Figure 22 shows how this
system is wired up. In the schematic, one can also see how we are taking advantage of Altium’s
mutlichannel support to repeat our previously designed stepper driver schematic twelve times
and automatically wire all the drivers to the control buses.
Figure 22: Completed Motor Control Circuit
The Pololu stepper driver breakout boards automatically cut power to any stepper driver
which reports an overheat or over-current condition. While this built in protection is a won-
derful feature, it is also desirable to alert the software system to such faults. Since the built in
protection will handle the faulure of a single stepper, its not necessary to detect in software which
stepper driver is the source of the fault, thus we can save a large number of GPIO pins on the
microcontroller by combing the fault signals from all the stepper drivers together using a series
of AND gates. Should any of the stepper drivers fail, the resulting signal from this sequence
of AND gates will be a low signal, triggering an alert in software on the microcontroller which
will later be sent to the host computer so that the appropriate action can be taking. The LEDs
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connected to the fault pins on the individual steppers can allow a human to easily examine the
exact point of failure to take the appropriate action. The schematic also shows the header pins
used for selecting the microstepping mode.
With the circuity for the stepper drivers designed, focus shifted to the other components. The
board required a way to communicate with the host computer. This can be accomplished easily
through the use of a microcontroller’s on board USART (Universal Synchronous Asynchronous
Receiver Transmitter) which is a simple communication interface which requires only two wires
for data (one for transmitting and one for receiving) as well as a common ground signal. To use
the USART with the host computer requires some way to convert these signals to those more
commonly found on an average PC such as USB. The common solution to this is to use an FTDI
(Future-Tech Devices Inc.) chip. Wiring the chip to the board only requires connecting the RX
and TX signal wires as well as the sharing the common ground. It is also possible to use the
breakout board as a source of 5V power for logic. The schematic for these connections is very
basic and just includes a header pin for the connection, Figure 23a. In an earlier design, rather
than using a breakout board for this operation, a surface mount FTDI chip to be used along
with the necessary augmentation as shown in Figure 23b. This design was abandoned for the
simpler one for all of the same reasons mentioned for swapping out the motor driver ICs for
breakout boards.
(a) Current Version (b) Prior Version
Figure 23: Communication Schematic
The microcontroller controls all the devices on the embedded board. It receives serial com-
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mands from the host computer, processes them, sends control signals to the stepper drivers and
servo motors, and performs all other operations required for the decontrolling the low level fea-
tures of the manipulator. The schematic for the microcontroller chosen is shown in Figure 24.
An ATMega1284 microcontroller was selected for its feature set including enough GPIO pins
for controlling all needed devices, the necessary peripherals (SPI and USART), enough available
flash for storing the program and RAM for storing in use data and communication buffers, and
can operate at the speeds needed for controlling the stepper drivers at the needed speeds. As
with the other chips on the embedded board, a DIP package was selected for this chip instead of
a surface mount package for easy replacement should any damage occur. All of the GPIO pins
are broken out and attached to connectors. This allows for easy access to all signals manipulated
or received by the microcontroller for debugging as well as connections for offboard components
like end stops and limit switches. The ATmega1284 microcontroller has a built in 8MHz oscil-
lator. This internal oscillator is very energy efficient but also inaccurate and slow. To better
meet the needs of this project, an external 18.432 MHz crystal oscillator was attached to the
microcontroller. This is the fastest frequency which can be used with the ATmega1284 which is
also divisible by all the common communication baud rates. An accurate clock divisible by the
common communication baud rates is necessary for ensuring low error rates in data transmission
to and for the host computer. The high speed of the clock ensures that step commands can also
be processed and sent at a high speed, ensuring that the microprocessor is not limiting factor
for manipulator’s maximum speed.
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Figure 24: Microcontroller Schematic
The next schematic shown in Figure 25 shows all the off-board connections for things such
as power, programming, servos, and endstops. All the GPIO pins for the microcontroller are
broken out into header pins where the limit switches and servos are connected. A six pin
connector connects to the in-system programming port on the microcontroller where an Atmel
AVRISPmkII (or similar) programmer can be connected to upload code to the board. The
power inputs for both the stepper motors and logic are protected against current spikes with
large capacitors.
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Figure 25: Schematic Showing Off-board Connectors
Finally, Figure 26 shows the top level design of the board. On this schematic one can
see how all the previous schematics for the microcontroller, connectors, stepper drivers, and
communication connect together.
Figure 26: Top Level PCB Design Schematic
Like the schematic, the board layout went through a number of design iterations. The
largest problem of creating the board layout was finding an optimal component placement that
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would allow easy access to off board connections and user interface elements, as well as being
physically routable with no short circuits or broken connections while minimizing board size to
save on costs. The first full PCB route can be seen in Figure 27 and another earlier version of the
PCB can be seen in figure 28. Both these version were before the switch from SMD components
to through-hole components. The final PCB layout can be seen in Figure 29.
Figure 27: The First Full Routing of the PCB
Figure 28: Another Early Routing During the Design Process
Due to the large power requirements of the motor drivers, the PCB was designed to have four
layers. The top and bottom layers were used for routing signals and logic level power while the
middle two layers were dedicated power and ground planes to handle the incoming 360 Watts
(12A @ 30V) needed by the stepper motors. The traces carrying power from the individual
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stepper drivers to the stepper motors were also made wide enough to handle the motor current
draw in accordance with IPC-2221 PCB standards [12].
The board was laid out to be convenient to use with the manipulator. All the motor attach-
ment points are placed along the top of the board and all the indicators were placed along the
bottom. The stepper drivers were placed to be as close to the corresponding motor connector as
possible and the fault logic and shift registers were placed to be near the stepper drivers. Con-
nections for limit switches, power, and servos were also placed at the top of the board for easy
connection to the manipulator. Serial communication and the programming port were placed at
the bottom right of the board for easy attachment to the host computer. Board layout is where
Altium’s multichannel feature becomes extremely useful, as it was possible to make changes to
the layout of one of the drivers, and have the change repeated in the other driver blocks, making
it easy to rearrange the components to achieve optimal routing of the traces and ensuring that
everything is spaced evenly over the board. With the components of the board laid out, Altium’s
autoroute was used to generate the traces. It’s possible to manually draw the traces, but with
this project autorouting worked just fine, though some minor cleaning and design rule changes
were required.
After routing the board, some silkscreen was added to the top and bottom of the board to
label the connectors and add other useful information. The final board dimensions are 185 mm
wide by 90 mm tall.
Figure 29: The Final PCB Layout
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6.5 Software
6.5.1 General Concepts
The software for this project is broken into two main components. There is the embed-
ded software written in C for use on the custom control board and their is the high level
control software written in C++ used on the host computer. MATLAB was also used while
developing the kinematic model. Git was used throughout the software development pro-
cess for version control and to enable easy collaboration among team members. Some code
snippets are show throughout this section to highlight important areas. Full source is avail-
able from the github repositories located at https://github.com/Spkordell/coma_embedded
and https://github.com/Spkordell/coma_ros. Github automatically generates a few graphs
for visualizing development progress over time which are include in Figures 30 through 33 for
those interested.
Figure 30: Code Frequency for coma embedded
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Figure 31: Punch Card for coma embedded
Figure 32: Code Frequency for coma ros
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Figure 33: Punch Card for coma ros
6.5.2 Embedded Software
Atmel’s AVR studio was used to developed the embedded software as it was created by the
manufacturing of the microcontroller and has the best supported feature set. Once the PCB was
constructed, some simple test programs were created to ensure code could be uploaded to the
microcontroller successfully. Upon verifying this, the first step step in embedded software devel-
opment was to get serial communication running so the board could talk to the host computer.
Not only is this required for receiving motion commands, but it also makes it significantly easier
to debug other code issues as the program can print status information to a terminal running
on the host computer.
The USART was initialized in asynchronous UART 8-bit mode with 1 stop bit, no parity,
Tx and Rx interrupts enabled, and a baud rate of 115200 (The fastest common baud rate).
Two FIFO (first in, first out) buffers were created for storing incoming and outgoing serial
information. FIFO buffers are used as they allow asynchronous access to the data held within the
buffer, preventing race conditions when accessing the data from different parts of the program,
particularly when the interrupt routines are called. The interrupt service routines for handling
incoming and outgoing messages were created as were a number of helper functions for to aid in
communication. The helper functions performed operations such as adding characters or strings
to the outgoing buffer or reading data from the incoming buffer. The interrupt service routines
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for transmitting and receiving data over the UART are shown below. Once the incoming data
from the host computer has been saved into the UART buffers, parsing it to extract the desired
stepper positions is trivial.
/**
* \brief UART data register empty interrupt handler
*
* This handler is called each time the UART data register is available for
* sending data.
*/
ISR(UART0_DATA_EMPTY_IRQ) {
char data;
//if there is data to send, fetch it and send it
if (fifo_get(&out_buffer, &data)) {
UDR0 = data;
} else {
// no more data to send, turn off the data ready interrupt
UCSR0B &= ~(1 << UDRIE0);
}
}
/**
* \brief Data RX interrupt handler
*
* This is the handler for receiving UART data.
*/
ISR(UART0_RX_IRQ) {
fifo_put(&in_buffer, UDR0);
}
Once serial communication was running, initialization code for the other needed peripherals
was written. This includes the SPI interface for sending commands to the stepper motors, the
GPIO pins for for reading the state of the limit switches, and the timers for use in servo control.
The initialization routine for the steppers is shown below.
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void init_steppers(void) {
DDRB |= (DATA | LATCH | CLOCK); //Set shift control pins as outputs
PORTB &= ~(DATA | LATCH | CLOCK); //Set shift control pins low
DDRA |= (STEPPER_RESET | STEPPER_SLEEP | STEPPER_ENABLE | SHIFT_ENABLE |
SHIFT_CLEAR); //set pins as output
PORTA |= (STEPPER_RESET | STEPPER_SLEEP | SHIFT_CLEAR); //set pins high
PORTA &= ~(STEPPER_ENABLE | SHIFT_ENABLE); //set pins low
DDRD &= ~(STEPPER_FAULT); //set
fault pin as input
init_SPI();
//initialize stepper counts to 0
for (unsigned int i = 0; i < STEPPER_COUNT; i++) {
currentStepperCounts[i] = 0;
}
}
With the peripherals configured, it was time to attempt to modify the fuse settings on
the microcontroller to attempt to use the external crystal oscillator. This can be a dangerous
procedure as failing to set the fuse bits properly can permanently “brick” the microcontroller.
The proper fuse settings are shown in Figure 34. While being faster (18.432 MHz vs 8 MHz), the
external oscillator is also evenly divisible by common communication frequencies and is better at
keeping synchronized time then the internal oscillator, resulting in more reliable communication.
In additional to changing the selected oscillator, it was also necessary to disable the JTAG
interface. JTAG is a debugging tool not being used in this project which uses a few of the
microcontroller’s pins needed for other purposes.
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Figure 34: Microcontroller Fuse Configuration
With all devices on the board working, it was time to move on to sending step commands to
the motors. This portion of code can be a little complicated due to the methods used to control
the stepper drivers, so it warrants some additional explanation. The send step function receives
an array of desired stepper positions. The function iterates over the values in this array and
compares them with the values in a global array containing the current step positions. When a
mismatch is found, the microcontroller prepares to send a step signal to update all the steppers
until the current step positions match the target step positions. This is done by first clearing any
data currently contained in the shift registers, then toggling the latch pin on the shift registers
so data can be shifted in without effecting the output until all the data has been moved into the
shift registers. Several bytes are constructed to specify which steppers need to step and what
direction they should step. These bytes are transmitted over SPI into the shift registers. While
SPI is transferring one byte, subsequent bytes can be computed. When all the data has been
moved into the shift register, the latch pin is toggled again, causing all the step and direction
commands to be simultaneously sent to the motor drivers which perform the steps. The cycle
then repeats until the motor positions match the desired positions.
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void send_step(unsigned long* stepperTargets) {
unsigned char spi_buffer;
for (unsigned int stepper = 0; stepper < STEPPER_COUNT; stepper++) {
while (currentStepperCounts[stepper] != stepperTargets[stepper]) {
//clear shift register
PORTA &= ~SHIFT_CLEAR; //write low
PORTA |= SHIFT_CLEAR; //write high
//Toggle latch to copy data to the storage register
PORTB |= LATCH;
PORTB &= ~LATCH;
SPDR = ((unsigned char) /*compute and transmit first instruction */
( ( currentStepperCounts[11] > stepperTargets[11]) << 7) |
((currentStepperCounts[11] != stepperTargets[11]) << 6)
| ((currentStepperCounts[10] < stepperTargets[10]) << 5) |
((currentStepperCounts[10] != stepperTargets[10]) << 4)
| ((currentStepperCounts[9] > stepperTargets[9]) << 3) |
((currentStepperCounts[9] != stepperTargets[9]) << 2)
| ((currentStepperCounts[8] < stepperTargets[8]) << 1) |
((currentStepperCounts[8] != stepperTargets[8]) << 0));
spi_buffer = ((unsigned char) /*while waiting for first transfer to finish,
compute second instruction*/
( ( currentStepperCounts[7] > stepperTargets[7]) << 7) |
((currentStepperCounts[7] != stepperTargets[7]) << 6)
| ((currentStepperCounts[6] < stepperTargets[6]) << 5) |
((currentStepperCounts[6] != stepperTargets[6]) << 4)
| ((currentStepperCounts[5] > stepperTargets[5]) << 3) |
((currentStepperCounts[5] != stepperTargets[5]) << 2)
| ((currentStepperCounts[4] < stepperTargets[4]) << 1) |
((currentStepperCounts[4] != stepperTargets[4]) << 0));
while(!(SPSR & (1<<SPIF))); //Wait for first SPI transfer to finish
SPDR = spi_buffer; /*send second instruction*/
spi_buffer = ((unsigned char) /*while waiting for second transfer to finish,
compute third instruction*/
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( ( currentStepperCounts[3] > stepperTargets[3]) << 7) |
((currentStepperCounts[3] != stepperTargets[3]) << 6)
| ((currentStepperCounts[2] < stepperTargets[2]) << 5) |
((currentStepperCounts[2] != stepperTargets[2]) << 4)
| ((currentStepperCounts[1] > stepperTargets[1]) << 3) |
((currentStepperCounts[1] != stepperTargets[1]) << 2)
| ((currentStepperCounts[0] < stepperTargets[0]) << 1) |
((currentStepperCounts[0] != stepperTargets[0]) << 0));
while(!(SPSR & (1<<SPIF))); //Wait for second SPI transfer to finish
SPDR = spi_buffer; //send third instruction
while(!(SPSR & (1<<SPIF))); //Wait for third SPI transfer to finish
//Toggle latch to copy data to the storage register
PORTB |= LATCH;
PORTB &= ~LATCH;
//update current stepper counts
for (unsigned int i = stepper; i < STEPPER_COUNT; i++) {
currentStepperCounts[i] += (currentStepperCounts[i] != stepperTargets[i]) *
(currentStepperCounts[i] < stepperTargets[i] ? 1 : -1);
}
_delay_ms(STEPPER_DELAY);
}
}
}
The homing routine uses code similar to that used for sending step commands, except instead
of sending step signals until a desired target position is met, step signals are sent until the limit
switch corresponding to the stepper is pressed. To avoid collisions in the mechanism, the bottom
link is homed first, followed by the top link.
Servos for the end-effector are controlled using the ATmegas’s timers in phase-correct PWM
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mode. In this mode, one can compute various trigger values on a step-wise waveform which can
automatically trigger the toggling of an output pin at a desired frequency and duty cycle. In this
manner, one can “set-and-forget” the desired position of a servo and not have to about tending
to any interrupts or other processor consuming tasks as the control is delegated entirely to the
hardware. The code for initializing the servo and updating the duty cycle to move the servo to
a desired position is shown below.
void init_servos() {
//set OC0A for gripper servo to output
DDRB |= (GRIPPER_SERVO_PIN);
//set OC1A/B for rotation/flex servos to output
DDRD |= (WRIST_ROTATE_SERVO_PIN | WRIST_FLEX_SERVO_PIN);
//initialize timer 0 in phase-correct PWM mode for the gripper
//Initialize timer count to 0
TCNT0 = 0;
//configure timer 0 for phase correct PWM mode, prescaler = clk/1024
TCCR0A = (1 << COM0A1) | (1 << WGM00); //enable non-inverting PWM output on pin OC0A
(not using 0C0B)
TCCR0B = (1 << CS02) | (1 << CS00); //prescaler = clk/1024
OCR0A = 13; //set the duty cycle
//initialize timer 1 in phase-correct PWM mode for the wrist rotation/flex
//initialize timer count to 0
TCNT1 = 0;
//configure timer 1 for phase correct PWM mode, prescale = 8
TCCR1A = (1 << COM1A1) | (1 << COM1B1) | (1 << WGM11); //use ICR1 as top and
non-inverting PWM output
TCCR1B = (1 << WGM13) | (1 << CS11); //phase-correct, prescale = 8
TCCR1C = 0;
//set top comparison value // period is 20 ms with a 18432000 hz clock and prescale
= clk/8
ICR1 = 23040; // ((0.02 * F_CPU)/8)/2 //division by 8 because of prescale, division
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by 2 because of phase correct mode
//set servos to 0 position by setting duty cycle to 5% (1 ms pulse) (max servo range
occurs at 12.5% duty (2.5 ms pulse)
OCR1A = ICR1*0.05;
OCR1B = ICR1*0.05;
}
void set_servo(int servo, double angle){
static char T0TOP = 180;
switch (servo) {
case GRIPPER_SERVO:
OCR1B = (uint16_t)(ICR1 * (0.075*(angle/180)+0.03)); //compute the duty cycle
break;
case WRIST_FLEX_SERVO:
OCR1A = (uint16_t)(ICR1 * (0.075*(angle/180)+0.03)); //compute the duty cycle
break;
case WRIST_ROTATE_SERVO:
OCR0A = (uint8_t)(T0TOP * (0.075*(angle/180)+0.05)); //compute the duty cycle
break;
}
}
6.5.3 Host-Computer Software
The high level control software is written in C++ and uses the ROS (Robot Operating
System) framework. This framework provides a standardized method for organizing code into
different nodes encapsulated within various packages. The nodes can pass information between
each other using a common messaging system. ROS’s framework makes it easy to reuse existing
code reducing development time as commonly used features do not have to be implemented from
scratch.
This project split the high-level code into eight ROS packages: coma ros, coma bringup,
coma serial, coma teleop, coma demo, coma kinematics, coma rviz, and coma simple planner.
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6.5.3.1 coma ros The coma ros package is a ”metapackage”, a type of specialized ROS
package that does not contain code or other files typically found in other ROS packages. Instead,
a metapackage references related packages and loosely groups them together so they can be
thought of as a single unit with shared dependencies. The coma ros metapackage contains
references to the other seven ROS packages used for this project.
6.5.3.2 coma bringup The coma bringup packages contains eleven different launch files
used for starting the system in different ways by launching and configuring the other ROS
nodes. The launch files and their associated purposes are shown in Table 7.
Launch File Purpose
demo 2 Launches the demo node used for testing and demonstration
teleop full Launches all nodes necessary for controlling the real manipulator
with an attached joystick
teleop full path Same as teleop full, except the IK solver will interpolate between
control points to build smoother paths
teleop full rviz Same as teleop full except will also graphically show IK solutions
in rviz (Robot Visualizer)
teleop full rviz path Same as teleop full path except will also graphically show IK so-
lutions in rviz
teleop full fake ik Launches nodes to control the real manipulator using an attached
joystick but does not use the full kinematic solver
teleop ik Launches teleoperation nodes and IK solving nodes in simulation
(does not control real arm)
teleop ik path Same as teleop ik except interpolates points between desired po-
sitions
teleop ik rviz Same as teleop ik with the addition of rviz for displaying kine-
matic solutions
teleop ik rviz path Same as teleop ik path with the addition of rviz for displaying
kinematic solutions
telop fake ik Same as teleop ik except does not use the full IK solver
Table 7: ROS Launch Files
6.5.3.3 coma serial This package is responsible for handling all communication between the
host computer and the embedded control board. It uses the boost ASIO libraries for opening
the serial port and launches threads for handling communication over the port. It receives
messages from other ROS nodes (such as the teleop or demo nodes) containing information
about the desired state of the manipulator. It then transmits this information over the serial
interface in a manner the embedded board can understand. It also alerts other nodes to incoming
communication from the embedded board, such as when when the manipulator is ready to receive
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the next command.
6.5.3.4 coma teleop This node listens to messages broadcast on the
joy topic by the joy node (A standard ROS package for communicating with attached joystick
devices). These messages contain information about the state of the attached controller, what
buttons are pressed and what positions the joystick axis are in. These input commands are
interpreted and sent to the kinematic solver then to the serial node for transmission to the
manipulator. Changes to the control inputs can also be interpreted directly as desired changes
to the manipulator and can be used to teleoperate the manipulator without running the inverse
kinematics solver which can produce poor solutions if using the C++ implementation. This was
the primary method used for testing the manipulator.
6.5.3.5 coma demo This package broadcasts predetermined manipulator configurations to
the serial node for easy testing, debugging, and demonstration.
6.5.3.6 coma kinematics This package contains the C++ implementation of the inverse
kinematic solver. It uses the Eigen libraries for performing matrix operations, the boost odeint
library for performing numerical integrations along the length of the rods, the boost multithread-
ing library for running solving tasks in parallel, and Google’s Ceres solver for solving the system
of equations representing the kinematics of the manipulator. Outside nodes can query the solver
by making a service call containing a desired manipulator pose and receive a response containing
the leg lengths necessary to achieve that pose.
6.5.3.7 coma rviz When then kinematic solver finds a solution, it also publishes the the
position results of the rod integrations. The node within the coma rviz package takes these
positions and plots them in rviz (A standard ROS visualization package) to show what the
solution should look like graphically.
6.5.3.8 coma simple planner The simple planner receives a message containing a start
and goal pose. It interpolates between these poses and sends points to the kinematic solver
which solves for each positions. The node returns the list of leg lengths to the calling node which
can then command the manipulator to follow the path. Quaternions are used in the interpolation
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of rotation to ensure smooth rotational paths are created rather than the seemingly chaotic paths
produced by interpolating between Euler angles.
7 Manufacturing
7.1 Mechanical
This section goes over the manufacturing and assembly involved with the manipulator. This
includes the base of the manipulator, the end-effector, and the electronics control board.
7.1.1 Base Manufacturing
All of the parts were designed for manufacturability and minimal stock waste. The CAM
for all of these parts was done in ESPRIT CAM software. The various parts were designed to
be done in no more than 3 operations each with standard tooling to make the manufacturing
process go much more smoothly. The cycle time for the parts was optimized through the use
of automated probing cycles and optimized feeds and speeds for the materials used. Although
designed to be made more faster with few complicated parts, there were a few issues that arose
and were promptly solved. Within the manufacturing process, some parts were more complicated
to machine than others, not due to the complexity of the part, but the complexity of fixturing
for the parts and the size of the parts.The final base (not including the end-effector) consisted
of 102 machined parts. Some of the various parts included in the base are in Figure 35.
Figure 35: Manufactured Parts
One of the more difficult parts to machine was the
second stage base plate that contained the motors that
can be seen in Figure 36. As stated in the materials
section, second stage base plate was 20 inch in diameter
and made from 0.25 inch thick aluminum. The main
challenge encountered with the second stage base plate
was its size and fixturing.
In order to manufacture it, adjustments had to be
made in the design. The plate was originally designed to
be 24 inch in diameter. However, manufacturing the 24
inch diameter design proved to be impossible with the machines available, because the machine
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tool travel dimensions were 20 inches in y and 24 inches in x. This led to the need to redesign the
plate both to accommodate the limitations of the machine tool and to fit all of the components
on the plate within the limited space. Although the workpiece was now redesigned to fit within
the y axis travel limit of the machine tool, a challenge remained in fixturing. The part had to
be affixed in such a way that it did not crash the machine or allow the part to detach from the
machine tool. This was resolved by affixing the working plate to a sacrificial plate which allowed
an effective fixturing configuration.
Figure 36: Actuator Plate Assembly
The outside contour of the plate was ma-
chined in two operations; half of the plate was
machined and then the plate was flipped and
the other half was machined. This could be
done because the features of the plate were
symmetrical. In order to make sure that the
plate was lined up properly when flipped to
machine the other side, dowel pins were used
to align the hole pattern.
Another feature on the plate that made
it more challenging to machine was the con-
figuration of 12 slots. Slots put more load
on the tool during machining because the
tool is fully engaged in the workpiece. The
feeds and speeds needed to be adjusted ac-
cordingly for the loads on the tool. After the
design changes, fixturing, and programming,
this part was successfully completed.
7.1.2 End-Effector Manufacturing and Material Selection
The end-effector design was based off of a gimbal and instead of machining the two brackets
for the gimbal, off the shelf components were used because it was the fastest and most cost
effective way of ensuring that the end-effector worked and was done in a timely manner. The
bottom rotational component was attached to the end of the arm through a laser-cut adapter
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plate that utilized the fixturing holes from machining the top link. The adapter plate housed a
servo that was then connected to a gear that meshed with another gear that rotated the base
of the gimbal attachment. Parts were then made to attach the gripper fingers to the end of
the gimbal. Two plates were fastened to the end of the gimbal and housed another servo for
opening and closing the gripper. The servo was connected to an ABS 3D printed gear gripper
attachment. When the servo moved to an extreme in one direction it would mesh with another
gear gripper attachment part and would in turn open and close the gripper. The gripper fins
described earlier were attached to the 3d printed gear components. The fins were 3D printed out
of a flexible material called NinjaFlex allowing for the fish tail effect. The use of this material
for 3d printing simplified its manufacturability because otherwise it would have to have been
made using a mold of sorts.
7.1.3 Assembly
The parts manufactured in this project were made with assembly in mind and came together
much more easily than the prototype. Although, the design was made to be assembled more
easily it was still a time consuming process because many more components were added to the
overall system compared to the prototype. The assembly now contained the motors, pulleys,
and belts. The assembly of the base can be seen in Figure 37.
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Figure 37: Manipulator Base Assembly
7.2 Electrical
After designing the PCB, the layout was sent to a fabrication house to create the board
and the other electronic components were purchased from retailers such as DigiKey, Pololu,
and Sparkfun. Advanced Circuits agreed to sponsor the project and fabricate the board free of
charge. When the board and other electrical components arrived. they were first inspected by
checking all the connections with a multimeter, then applying power to the board with none of
the components installed to be absolutely certain there were no shorts. The front and back of
the board before component installation can be seen in figures 38 and 39.
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Figure 38: The Front of the Unpopulated PCB
Figure 39: The Back of the Unpopulated PCB
Confident that the board arrived as designed, assembly could begin. Assembly usually begins
by installing the smallest components first as these usually require more dexterity and are hard
to place with larger components in the way. For this board, the smallest components are the
SMD LED’s used for indicating power and the state of the stepper drivers and the corresponding
resistors. There are also a few small capacitors and resistors near where the microcontroller will
be placed. Figure 40 shows the board with the LEDs installed and power applied to one of them
to ensure it was soldered in correctly.
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Figure 40: The PCB with LEDs Installed
With the small components installed, assembly continued with the installation of the sockets
for the ICs, motor drivers, and connectors. Figure 41 shows the board with the sockets installed.
Figure 41: The PCB with Sockets Installed
With the sockets in place, all the ICs and motor drivers were installed, the motors were
attached, and software development for the board as described in section 6.5.2 occurred. Images
of the board with stepper drivers in place and motors connected are shown in figures 42 and 43.
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Figure 42: The PCB with Drivers Installed
Figure 43: The PCB With Stepper Motors Attached
8 Testing and Results
8.1 Testing
The manipulator was put through a series of tests to check how well it met the stated project
goals outlined in section 5.
8.1.1 Speed
The manipulator’s max speed requirement was 400 mm/sec with no load. For this test, the
manipulator’s end-effector was removed as it is considered a load. The worse-case speed of the
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manipulator should occur during linear motions along the z-axis so this was where testing was
focused. Software commanded the steppers to move the manipulator between its minimum and
maximum height. Times for each rise and fall were recorded and divided by the displacement to
compute the max speed at around 250 mm/sec. Disappointingly, this does not reach the projects
speed goal. The electronics were designed to handle sending step commands at high rates and
testing revealed this not to be the limiting factor in the manipulator’s speed. The goal was most
likely missed due to a failure to account for some friction and forces in the mechanical structure
which prevent the stepper motors from completing a full step before the next occurs, causing
steps to be missed. Higher voltages could be used to help achieve this goal as it would allow
the current drawn by the stepper to reach steady state faster, resulting in a higher chance of a
successful step. The motor drivers can handle voltages up to 45V but the selected power supply
has a max voltage of 30V and the filtering capacitors on the embedded control board are only
rated 30V as well.
8.1.2 Rotation
(a) Start of Rotation Test (b) End of Rotation Test
Figure 44: Results of Rotation Test
The rotation requirement for the manip-
ulator required that it was capable of rotat-
ing perpendicular to its base at least 120
degrees. To test this, the team teleoper-
ated the manipulator into multiple points
along the rotation path and stored the po-
sitions. These were combined together into
a full motion path which was executed in a
single smoot motion. The manipulator was able to rotate beyond 120 degrees to about 170
degrees and there should be nothing preventing the manipulator from completing a full rotation
or multiple rotations. Figure 44b shows the test.
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8.1.3 Precision
Figure 45: Results of Preci-
sion Test
The manipulator’s precision requirement was for the end-
effector to repeatably hit the same point ±6.25 millimeters. For
this test, we taped a pointer to the end-effector. Placing paper
on the wall directly behind the manipulator, it was programmed
to go to a single point, withdraw, and then return to that point.
When the end-effector reached the paper, a mark was made just
above it. This was done multiple times with the final result esti-
mating a precision of ±3 millimeters as shown in figure 45.
8.1.4 Weight
The requirement was to be able to lift an object weighing at least 5 Newtons. The end-effector
itself weighs over 5 Newtons. The manipulator was teleoperated to lift a bottle containing some
water successfully.
8.1.5 Compliance
Figure 46: Results of Compliance Test
The compliance requirement was for the
manipulator to displace no more than 20 mm
when a 5 Newton load was applied within the
workspace. To test this, the end-effector was
removed and the manipulator was moved to
the edge of the goal workspace where the ap-
plied weight would have the largest effect. A
filled water bottle, weighing 5 Newtons, was
set at the end of the manipulator where the end-effector attaches. The distance between the
top plates before and after the bottle was placed is measured by taking images of each and then
using the base plate of 0.30m as a scale reference as shown in figure 46. The manipulator was
stiff enough to support the weight in this test.
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8.2 Requirement Evaluation
8.2.1 Workspace Dimensions
The workspace defined placed the manipulator 0.38 meters from the base with a max height
of 0.60 meters.
(a) Max length of the manipulator from base (b) Max height of manipulator from base
Figure 47: Workspace Dimensions
Using the top of the base plate as a scaled reference point of 0.30 meters, the distance of the
arm’s maximum length and height from the center of the base can be found. Figure 47a shows
the maximum length to be about 0.46 meters while Figure 47b shows the maximum height to
be about 0.76 meters. Both of these measurements exceed the original workspace goals, thus
meeting this requirement.
8.2.2 Evaluation Summary
Table 8 summarizes the project requirements and compares them against the results of the
tests. All the project requirements except for the speed test were successful and the project’s
final budget was near what was estimated.
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Requirement Goal Result
Minimum number of Segments 2 2
Links with Gough-Stewart Configuration 1 2
Workspace dimensions Figure 7 Section 8.2.1
Rotation perpendicular to base 120◦ 120◦+
Minimum lifting weight 5 N (1.13 lbs) > 6 N
Precision (Repeatability) of End-Effector ± 6.25 mm ± 3 mm
Compliance 400 mm/sec 250 mm/sec
Software Inverse Kinematics Section 6.5.3.6
Agility Demonstration Section 6.5.3.5
Basic Path Planning Section 6.5.3.8
Table 8: Requirements and Results
9 Social Implications
Robot manipulators are often found in university research labs and industrial manufacturing
plants, but even after decades of development, remain absent from the homes of ordinary citi-
zens. The lack of domestic robots can be attributed to many factors including lack of software
intelligence, high cost, and safety concerns. Continuum manipulators offer a solution to at least
one of these problems. If a traditional rigid-link manipulator hits a human, especially those used
within today’s industrial environments, the human will most likely sustain serious injury and
possibly death. However, if a continuum manipulator, which is both mechanically compliant
and has all its heavy actuators oﬄoaded into an unmoving base, hits the human, they would be
unlikely to sustain any injuries. More than just speculation, the manipulator built in this project
had been demoed in a crowded hallway with people directly interacting with it for a number
of hours without a single incident. Even during the testing phase of this project, the team was
working in close quarters with the manipulator with no barriers or walls yet no one on the team
sustained any form of injury.
Additionally, many robot manipulators cost several thousand dollars but the manipulator
built in this project was constructed for only $2,000. Since continuum manipulators can be built
without a large amount of heavy and expensive materials, they may become affordable to the
average consumer in a shorter amount of time. Furthermore, while the inverse kinematics prob-
lem was one of the most difficult problems faced in this project, it is still more approachable then
many other problems in robot motion planning. It is easier to create a continuum manipulator
having many degrees of freedom then it is to do the same with a rigid-link manipulator and it
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could also reduce the difficulty of finding valid paths through complex environments, meaning
domestic robots could possible get by with less intelligence. For all these reasons, continuum
manipulators or manipulators, which use similar actuation techniques, have the potential to be
among the first commercially available domestic robots and could have a very large impact on
the use and availability of robots within society.
10 Conclusion
This project was successful in reaching nearly every design requirement, and even exceeding
a few. It required strong cooperation among mechanical, electric, and software system designs
to meet these goals. Overall the preliminary estimates for project scope and budget proved true,
though the project did take more time than initially expected.
10.1 Mechanical
During sub-system testing the only mechanical issue that occurred was the plastic deforma-
tion of the spring steel after repeated use. After the fact, this could have been improved by
changing the design with a metal that whose plastic deformation limit is slightly higher, for
example nitinol wire could potentially be used in future iterations to solve this problem and help
keep the robot easily maintainable. Other than that issue the robot performed well and met the
majority of the requirements and the mechanical structure served its purpose.
There is still room for improvement in the design for future iterations. A minor improvement
that could have been made is an improvement on the belt tensioning system, if given more time,
a cam tensioning system would have been implemented for the belts to solve this problem. Better
clamps for the belts could also improve the performance of the robot for repeated use. These
improvements could help prevent some of the slipping of the belts which could in turn improve
overall performance of the manipulator.
Overall, the arm is mechanically sound and met or exceeded the majority of design goals
related to manipulation. Improving the minor issues described above would produce an increase
in performance and longevity if implemented in future iterations.
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10.2 Electrical
The custom control board for this project worked beautifully. It was able to handle the high
power draw from all of the actuators and was able to control all the actuators despite having
limited IO pins on the microcontroller. It had enough processing power and storage space to
handle every task which needed to be performed and held up even after some accidental damage
to a couple on board ICs (which were easily replaced by hand in seconds). The board could have
used some better pin labeling and improved connections to off-board power, but these caused
only minor inconvenience and didn’t interfere with the operation of the manipulator. It should
be noted that there was a noticeable increase in temperature of the board after running the
stepper motors for prolonged period of time, but it stayed within a safe operating temperature
during testing and demonstration.
10.3 Software
The ROS framework chosen for this project both out of familiarity and robustness proved
useful. It allows the code to be split effectively into smaller working components and allowed the
team to take advantage of some existing ROS nodes to perform operations such as reading from
an attached controller. Most of the software performed as desired. There were a number of issues
which arose while trying to solve the inverse kinematics problem. These to be due to Google’s
Ceres solver getting trapped within local minima while searching for valid solutions, producing
bad solutions as compared with those acievhed from the MATLAB model, which takes far to
long to run in a real system. Should this project continue, the team would probably recommend
trying to find a different solver better suited to this purpose or possibly writing their own. One
could also attempt to apply non-analytic techniques to solving the inverse kinematic problem,
such as neural networks or fuzzy logic. Despite the difficulties encountered, the project was still
able to find a working solution by means of ”fake IK” to perform the needed tests by using some
properties inherent to the manipulator’s mechanism.
On the low-level embedded software side, there were no noteworthy problems which would
have prevented the project from meeting it’s goals.
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10.4 Project Logistics
This project followed the timeline as set by a Gantt chart which was updated weekly. Orig-
inally this project was to span for the first three terms of a four term year at WPI. However,
due to the complexity of the manipulator’s design and programming, certain deadlines had to be
pushed which lead to continued work during the fourth term which primarily focused on testing
and evaluation of our requirements set. Our Gantt chart adapted with every push, and the other
areas to be worked were also changed to appropriately accommodate the new working schedule.
Even with the extra time added, all final deadlines were met and all but one requirements met.
Our budget planning also followed suit similarly to how we actually spent it. There were a
couple deviations however, for example we spent the majority of our budget later than initially
planned due to the construction and testing with a second prototype rather than just the first.
We were also $120.81 over budget, but not higher thanks to sponsors such as Pololu for giving
us discounted motors and drivers, as well as Advanced Circuits for making the control board de-
signed for free. Going over budget however, is likely to do with the unexpected second prototype
that had to be built as well as other unexpected issues such as finding bearings that would work
on the smooth rod and servo motors for the gripper. Some of our initial planning accounted for
some errors, but not to not be over budget. Though we did go over budget, it was not by much
and stayed close to our $2,000 expected spending.
10.5 Lessons Learned
This capstone project required a large amount of previous knowledge to complete, but also
required learning a number of new skills along the way. The following will certainly not be a
comprehensive list but should touch on a few primary lessons. First, a lot of general design and
implementation skills were practiced, things such as performing calculations in advance to check
the feasibility of a solution or project goal, and how to prototype effectively. Team members
became more familiar with design tools used in industrial environments such as Altium for de-
signing PCBs, MATLAB for experimenting with mathematical models, Solidworks for designing
mechanical components, and ESPRIT for planning manufacturing operations. The team had to
gather research in an area where information is lacking (parallel continuum manipulators) and
had to learn how to work with the little information that could be found. Building an electrical
systems to meet high power requirements is something no team member has done previously as
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well as figuring out how to control a very large number of actuators. The team also learned more
about stepper motors and how they differed from more traditional electric motors. Additional
practice in programming both low-level embedded systems and high-level control systems using
C, C++, and ROS was garnered while writing the algorithms to operate the manipulator. The
team learned about robot manipulators in general and about how to approach solving the math-
ematics of complicated robot structures, particularly those which involve flexible components.
Other logistical and organizational skills were practiced such as how to manage the workload of
a large project involving multiple team members with different backgrounds and skill sets; plan-
ning deadlines, selecting project goals, and documenting expenses; and talking with company
representatives for sponsorships.
10.6 Future Work
The manipulator constructed in this project is believed to be the very first of its kind,
a multi-segment parallel continuum manipulator. As such, future projects could advance the
technology in many different ways. Future projects could work on improving the quality of the
inverse kinematic solutions returned, the time it takes to find a solution, or try to find solutions
using smaller amounts of processing power to eliminate the need for a large host computer
to run the algorithms on. One could also develop higher level control algorithms which take
advantage of the manipulators structure for performing complex tasks or model the dynamics
of the manipulator rather than handling only static forces. One could also develop closed loop
control algorithms by adding sensors to monitor the true position of the arm, allowing the control
systems to compensate for disturbances or achieve even better precision.
On the hardware side, one of the largest problems is the tremendous size and weight of the
manipulator. Finding a better way to actuate the manipulator without having such an extremely
tall base would make the manipulator far more portable and increasing the arm’s max lifting
weight while decreasing the weight of the base could make this style of manipulator more useful
in real world applications. While on the topic of real world applications, one could explore
the possible uses of this style of manipulator by attempting to perform tasks traditional rigid-
link manipulators find difficult, like working in small-access holes or cluttered workspaces. The
manipulator could be scaled to different sizes or the effects of different levels of compliance and
stiffness could be examined. Additional links could be added to the arm enabling even more
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manoeuvrability in the work space. Ultimately, now that it is known that is is possible to build
a working multi-segment parallel continuum manipulator, future projects can explore all the
potential benefits this design could offer.
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