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Resumé
Denne rapport behandler problemstillinger inden for softwaresikkerhed. Der er her tale om
problemstillingen vedrørende dekompilering af Java-bytekode, og det specifikke modtræk til dette
kaldet obfuskering. Rapporten søger at reflektere over, hvorvidt dekompilering udgør en kommer-
ciel trussel, og hvor effektiv obfuskering er som beskyttelse mod dekompilering. Udgangspunktet
for denne reflektion er en gennemgang af den for emnet relevante teori, samt nogle nøje udvalgte
eksperimenter med relevante softwareredskaber.
Det er rapportens konklusion at dekompilering udgør en trussel mod Java-programmer,
hvorved der potentielt set også er tale om en trussel mod kommercielt udviklede Java-programmer.
Obfuskering vurderes som værende en effektiv beskyttelse mod dekompilering, men i de fleste
tilfælde er dette ikke uden omkostninger. Dette skyldes at anvendelse af obfuskering oftest har
negativ indflydelse på køretiden, af et obfuskeret program i forhold til det originale.
Der konkluderes yderligere at skønt dekompilering udgør en trussel, så er der ikke noget
entydigt svar på, om hvor udbredt denne trussel er.
Abstract
This report treats problems concerning software security. The specific problem, regarding
decompilation of Java-bytecode and the specific countermeasure called obfuscation, is treated.
The report reflects on decompilation as a commercial threat and how effective obfuscation is at
preventing decompilation. The basis for this reflection is a treatment of the relevant literature,
and some carefully chosen experiments using relevant software tools.
The conclusion of the report is that decompilation represent a threat against Java-based
software, and there is therefore potentially a threat to commercially Java-based software. Ob-
fuscation is considert an effective protection against decompilation, but in most cases this is not
without a negative impact on the execution time of the obfuscated program, if compared to the
original.
Furthermore, it is concluded that even though decompilation represents a threat, there i no
clear answer, as to how extensive this threat is.
Tak til
Vi vil gerne gøre opmærksom på Andreas E. Jensen aktivt har bidraget i den indledende fase
af dette projekt.
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1 Indledning
Tendensen i brugen af platformuafhængige softwareteknologier har siden midten af 1990'erne været
stærkt stigende. Dette skyldes primært udbredelsen af Internet-baserede tjenester og teknologier.
I en kommerciel henseende har det dog vist sig, at man som softwareudvikler står over for nye
sikkerhedsmæssige udfordringer ved anvendelsen af platformuafhængige softwareteknologier, som ek-
sempelvis Java-applikationer. Dette skyldes at Java-applikationer bliver distribuerede i et platfor-
muafhængigt format i form af class-filer. Indholdet af disse class-filer er specielt udsatte, for det der
betegnes som dekompilering.
Dekompilering hører ind under det der på engelsk betegnes som reverse-engineering. Reverse-
engineering dækker i denne sammenhæng generelt over metoder og teknikker til rekonstruering af
kildekode, ud fra konkrete softwareprodukter. Reverse-engineering er i sig selv ikke en ulovlig ak-
tivitet, idet det ofte bliver anvendt til vedligeholdelse af ældre software, hvor dokumentationen,
og/eller kildekoden, af den ene eller anden grund er manglende. Det er dog også muligt at anvende
reverse-engineering, og derved dekompilering, til at få indsigt i kildekoden for kommercielle program-
mer. Herved opstår der en kommerciel trussel for softwareudviklere, idet der potentielt er mulighed
for, at en konkurrerende virksomhed kan få adgang til dyrt udviklede proprietærer algoritmer og
datastrukture. Denne indsigt kan så bibringe den konkurrerende virksomhed en kommerciel fordel,
idet det er muligt at anvende den opnåede information i udviklingen af egen software, hvorved der
kan spares tid og dermed penge.
Truslen ved dekompilering giver ikke alene en kommerciel fordel, men er også meget svær at spore,
hvorved det også er svært at foretage juridiske foranstaltninger. Det er derfor nødvendigt at man
som kommerciel softwareudvikler foretager tekniske foranstaltninger, der kan beskytte ens software
mod dekompilering. Dette er specielt gældende, hvis den udviklede software baserer sig på en plat-
formuafhængig teknologi, såsom Java-teknologien. En af de mest udbredte tekniske foranstaltninger,
der kan beskytte mod dekompilering, betegnes under et for obfuskering. Obfuskering søger, når der
er tale om Java-applikationer, at besværliggøre dekompilering ved at foretage transformationer på
inholdet af class-filer. Formålet med disse transformationer er som oftest at sløre programstrukturen,
men der kan også være tale om transformationer, der har til formål at forhindre brugen af specifikke
softwarebaserede redskaber til dekompilering.
Dette projekt belyser det tekniske aspekt vedrørende truslen af reverse-engineering, i form af
dekompilering af Java-bytekode, samt modtrækket i form af obfuskering. Dette bliver gjort igennem
et studie af den for emnet relevante litteratur ved at klarlægge og forklare, hvorfor Java-programmer
specielt er udsatte for dekompilering, og hvad der evt. kan gøres for at forhindre dekompilering. Efter
en beskrivelse af de teoretiske aspekter ved problemstillingen vil der, ud fra resultaterne af nogle nøje
valgte eksperimenter, med de redskaber der som oftest anvendes i den beskrevne problematik, bl.a.
blive reflekteret over hvem der står stærkest i dette våbenkapløb, softwareudvikleren der vil beskytte
sin programkode mod reverse-engineering, eller den der udfører reverse-engineering. Afslutningsvis
bliver der kort perspektiveret til andre måder, hvorpå det er muligt at beskytte Java-software mod
dekompilering, da en decideret sikkerhedsstrategi som oftest vil være baseret på en kombination af
forskellige beskyttelsesteknikker.
1.1 Problemformulering
Rapporten søger helt konkret at besvare følgende spørgsmål: I hvilket omfang udgør dekompilering
af Java-bytekode en trussel mod kommercielt udviklede Java-programmer? Hvis dekompilering udgør
en decideret trussel kan obfuskering af Java-bytekode så afværge denne trussel?
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1.2 Projektafgrænsning
Vi vil i den eksperimentelle del af dette projekt først undersøge hvordan class-filer, der er genereret
vha. Java-oversætteren, fra Suns jdk version 1.5.0_03, kan transformeres tilbage til de oprindelige
kildekodefiler under anvendelsen af specifikke decompilere. Dernæst undersøger vi om de derved
genererede kildekodefiler kan kompileres vha. Java-oversætteren.
Ovenstående forsøg gentager vi dernæst efter anvendelsen af obfuskering. Dette gør vi for at opnå
et indblik i begrænsningerne vedrørende de tekniske aspekter ved dekompilering og obfuskering.
Resultaterne fra disse undersøgelser, samt en gennemgang af de teoretiske aspekter, skal så danne
udgangspunkt for en refleksion over rapportens problemstilling.
1.3 Målgruppe
Rapporten er primært rettet mod personer, der har interesser inden for datalogi, softwareudvikling
samt it-sikkerhed.
1.4 Læsevejledning
Denne læsevejledning har til formål dels at præcisere de anvendte terminologier i rapporten, og dels
at give et overblik over rapportens indhold og opbygning.
1.4.1 Terminologi
• Automatisk analyse: Dækker over den analyse som en decompiler foretager af Java-bytekode.
• Black box test: En test af software uden kendskab eller adgang til kildekoden.
• Debugger: Et program der tillader en programmør at finde og undersøge fejl i et program, mens
det kører.
• Decompiler: Et program der udfører dekompilering.
• Dekompilering: Den tekniske proces hvorved et lavniveausprog oversættes til et højniveausprog.
Der kunne eksempelvis være tale om en oversættelse af Java-bytekode til Java-kildekode.
• Ekstern test: Se Black box test.
• JVM: Java Virtual Machine (se Virtuel maskine).
• JIT kompilering: Forkortelse af det engelsk Just In Time kompilering der dækker over oversæt-
tere, der er udviklet til at oversætte Java-bytekode til platformspecifik maskinkode på kørsel-
stidspunktet.
• Kaldgraf: Bruges i stedet for den engelske betegnelse flow graph, der dækker over en abstrakt
beskrivelse af programstrukturen af hele eller dele af et program.
• Kompilering: Proces hvorved et højniveau programmeringssprog oversættes til et lavniveau
programmeringssprog. Der kunne eksempelvis være tale om en oversættelse af Java-kildekode
til Java-bytekode.
• Manuel analyse: Dækker over den analyse en programmør foretager af uddataen fra en decom-
piler.
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• Obfuskator: Et program der udfører obfuskering.
• Obfuskering: Dækker over transformationer, der anvendes på programkode for at sløre program-
strukturen.
• Oversætter: Et program der udfører kompilering (se kompilering).
• Virtuel Maskine: Et program der fortolker og afvikler Java-bytekode.
• WAT kompilering: Forkortelse af det engelskeWay Ahead of Time kompilering der dækker over
oversættere, der er udviklet for at udgå JIT kompilering (se JIT kompilering).
1.5 Formatering
De steder i rapporten, hvor der optræder programkommandoer eller eksempler på programkode, er
formateringen som vist på nedenstående figurer.
Java HelloWorld;
Figur 1: Formatering af kommandoer i kommandoprompten
System.out.println(''Hello World'');
Figur 2: Formatering af programkode
1.6 Rapportens opbygning
Efter dette indledende kapitel vil der først være et kapitel kaldet Decompilere og obfuskatore, der har
til formål at formaliserer nogle evalueringsbetingelser for hhv. decompilere og obfuskatore. Dernæst
følger kapitlet Grundlæggende Java-teknologi, der belyser den grundlæggende teori vedrørende Java-
teknologien. Formålet med dette overordnet set at danne grundlag for en forståelse af, hvorfor det er
muligt at dekompilere Java-programmer.
Efterfulgt af kapitlet Grundlæggende Java-teori er der et kapitel omhandlende Dekompiler-
ingsteknik. Det overordnede formål med dette kapitel er at klarlægge, hvordan dekompilering af
Java-bytekode udføres, samt hvilke begrænsninger der er forbundet ved dette.
Det efterfølgende kapitel om Obfuskeringsteknikker beskriver de enkelte teknikker, som obfusker-
ing dækker over. Et gennemgående tema i dette kapitel er en vurdering af konsekvenserne ved brugen
af de enkelte obfuskeringsteknikker.
Kapitlet Redskaber beskriver de under forsøgene anvendte decompilere og obfuskatore.
Kapitlet Eksperiment beskriver de i projektet udførte eksperimenter, og de deraf opnåede re-
sultater. Resultaterne fra dette kapitel tjener som udgangspunktet for det dernæst følgende kapitel
Diskussion.
Konklusionen i kapitlet Konklusion og den følgende Perspektivering afslutter rapportens prob-
lemstilling, og sætter den i et realistisk perspektiv.
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2 Decompilere og obfuskatore
Dette kapitel har til formål at beskrive hvad decompilere og obfuskatore er for nogle objekter set ude
fra. I den sammenhæng vil der bl.a. blive foretaget en formalisering af de ønskværdige krav, man
som bruger af disse softwareredskaber måtte ønske sig.
De centrale spørgsmål som dette kapitel søger at klarlægge er således:
• Hvad er en decompiler?
• Succesbetingelser ved brugen af en decompiler
• Hvad er en obfuskator?
• Succesbetingelser ved brugen af en obfuskator
Som afslutning på dette kapitel vil der være en sammenfatning, der opsummerer de vigtigste
pointer i kapitlet.
2.1 Hvad er en decompiler?
For at forstå konceptet vedrørende en decompiler, og hvordan en sådan adskiller sig fra oversættere
og compilere, kan det være en hjælp med en grundlæggende beskrivelse af disse.
Beskrivelsen tager udgangspunkt i den formelle beskrivelse af et program P, der er skrevet i et
sprog L, som vist på Figur 3.
Figur 3: Diagram for et vilkårligt program
Antages det at der i en konkret situation er tale om et program, kaldet HelloWorld skrevet i Java,
kan man anvende den generelle beskrivelse på Figur 3 til at beskrive programmet HelloWorld som
på Figur 4.
Figur 4: Programmet HelloWorld skrevet i Java
Hvis man nu ønsker at oversætte programmet HelloWorld til et andet programmeringssprog f.eks.
C#, så kunne man anvende en oversætter. Den generelle beskrivelse af en oversætter er vist på Figur
5.
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Figur 5: Diagram for en vilkårligt oversætter
Som det kan ses på Figur 5, så er en oversætter et program, skrevet i et programmeringssprog
L, der oversætter fra et sprog S til et sprog T.
Ønsker man som sagt i en konkret situation at oversætte programmet HelloWorld skrevet i Java
til C# kan det ske vha. en Java til C# oversætter som vist på Figur 6.
Figur 6: Java til C# oversætter skrevet i C++
Hele oversættelsen af HelloWorld kan nu visualiseres som på Figur 7.
Figur 7: Oversættelse af HelloWorld fra Java til C#
Som det kan ses på Figur7, så er der i det konkrete tilfælde tale om en oversætter, der foretager
en oversættelse fra et højniveausprog til et andet højniveausprog. Denne form for oversættelse er dog
ikke den mest hyppigt forekommende indenfor programmering, idet der oftest er brug for det der
kaldes en compiler. En compiler er en speciel oversætter, idet at den foretager en oversættelse fra et
højniveausprog til et lavniveausprog. Hvis der f.eks. er tale om en Java-compiler kan oversættelsen
af programmet HelloWorld visualiseres vha. Figur 8.
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Figur 8: Oversættelse af HelloWorld fra Java til Java-bytekode
På baggrund af Figur 8 kan man nu illustrer konceptet vedrørende en decompiler. En decompiler
er også en speciel form for oversætter, og som ordet kunne antyde er der her tale om en oversættelse fra
et lavniveausprog til et højniveausprog. Hvis der er tale om dekompilering af programmet HelloWorld
kan dette visualiseres vha. Figur 9.
Figur 9: Dekompilering af HelloWorld 
Da vi nu ved hvad en decompiler er, og hvordan den overordnet set adskiller sig fra andre typer
af oversættere, vil vi gå videre og se på hvilke krav, der er ønskelige at stille til et sådant redskab.
2.2 Succesbetingelser ved brugen af en decompiler
Overordnet set er der fem centrale aspekter, der er interessante, når man skal vurdere kvaliteten af
en konkret decompiler. Disse fem aspekter er som følger:
• Korrektheden af den konkrete oversættelse.
• Optimeringsgraden mht. pladsforbruget af den endelige oversættelse.
• Optimeringsgraden mht. køretiden af den endelige oversættelse.
• Standard form af kildekoden
• Læsbarheden af kildekoden af den endelige oversættelse.
Vi vil i det følgende foretage en formalisering af disse aspekter ved at gå ud fra at der er tale om
dekompilering af Java-bytekode. I den forbindelse går vi ud fra at der er tale om Java-programmer i
form af Java-bytekode, der kan betegnes som komplette samt deterministiske. Med komplette Java-
programmer mener vi at programmet ikke er afhængig af eksterne programkomponenter, der ikke
er indeholdt i standard biblioteket. Med deterministiske mener vi at programmet ikke gøre brug af
randomiserede algoritmer.
2.2.1 Korrekthed og programækvivalens ved dekompilering
Det trivielle krav til en decompiler må være at den er i stand til at producere gyldigt Java-kildekode
ud fra gyldigt og verificerbart Java-bytekode. Dvs. at den producerede kildekode kan oversættes til
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Java-bytekode uden at der opstår fejl, samt at bytekoden er verificerbar. Er dette ikke tilfældet kan
man ikke andet end at stille spørgsmål ved kvaliteten af den pågældende decompiler.
Under antagelse af at decompileren er i stand til at producere gyldigt Java-kildekode, må det
næste krav være at programfunktionaliteten er bevaret ved oversættelsen. Dette kan formaliseres på
følgende måde:
Betingelse 2.1.
∀ bytekode, input : fortolker(bytekode, input) = fortolker(compiler(decompiler(bytekode)), input)
Som det kan ses af Betingelse 2.1, så skal programfunktionaliteten af det originale program
(venstre side af lighedstegnet) være lig programfunktionaliteten, for det program der produceres
ved dekompileringen af bytekoden til det originale program. Er dette ikke tilfældet, kan der stilles
spørgsmålstegn ved om det trivielle krav, vedrørende korrektheden, af den ved dekompilering pro-
ducerede kildekode, er til stede.
2.2.2 Optimeringsgraden mht. pladsforbrug
Under antagelse af at de to foregående krav er opfyldt, er det nu ønskeligt at pladsforbruget samt
størrelse af den producerede kildekode ikke er større end den for den originale kildekode. Dette kan
formaliseres på følgende måde:
Betingelse 2.2.
∀ bytekode : size(bytekode) ≤ size(compiler(decompiler(bytekode)))
∀ Java-kildekode : size(Java-kildekode) ≤ size(decompiler(compiler(Java-kildekode)))
Som det kan ses af Betingelse 2.2, så er det ønskeligt at størrelsen samt pladsforbruget af pro-
gramkoden ved dekompilering enten er mindre end størrelsen på den originale programkode eller i
værste tilfælde lig den. Dette skyldes at man ved dekompilering af Java-bytekode ikke er interesseret
i den trivielle decompiler.
Den trivielle decompiler kan formaliseres på følgende måde:
decompilertriviel(bytekode) = JVM + bytekode
Med andre ord så tager den trivielle decompiler kildekoden for JVM'en og inkorporere bytekoden der
skal dekompileres som en tekststreng. Dette er selvfølgelig altid muligt, men medfører en væsentlig
forøgelse af størrelsen på programkoden.
2.2.3 Optimeringsgraden mht. køretiden
Som med størrelsen, ved dekompilering af et program, er det også ønskeligt at køretiden enten er
mindre eller bevaret i forhold til det originale program. Dette kan formaliseres på følgende måde:
profiler(bytekode, input) −→ tid
profiler(bytekode, input) ≤ profile(compiler(decompiler(bytekode)), input)
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2.2.4 Standform af kildekoden
Hvis alle de tidligere krav for hhv. korrekthed, programækvivalens, størrelse, pladsforbrug og køretid
er opnået, så kunne det være ønskeligt at decompileren var i stand til at dekompilere Java-bytekode, så
at den derved opnåede Java-kildekode fremstod på en standard form. Med standard form mener vi at
decompileren er i stand til at producere kildekode, hvor der er fjernet unødvendige programstrukturer,
og der er sket en omnavngivning af lokalevariabler. Med andre ord ønsker vi at den producerede
kildekode fremstår med så forenklet formatering så muligt. Kravet til en sådan formateringsfunktion
kan formaliseres på følgende måde:
∀ Java-prog. j1 og j2 : compiler(j1 ) = compiler(j2 ) ⇒ standardForm(j1 ) = standardForm(j2 )
Vi går ud fra der ikke er tale om en ikke triviel standardForm metode, der er defineret på følgende
måde:
standardFormtriviel(Java-kildekode) = decompilertriviel(compiler(Java-kildekode))
Hvis der ikke er tal om den trivielle standardForm metode har vi at:
Betingelse 2.3.
standardForm(Java-kildekode) −→ java
standardForm(Java-kildekode) = standardForm(decompiler(compiler(Java-kildekode))
2.3 Læsbarhed af kildekoden
Når alle de foregående betingelser vedrørende dekompilering er opfyldt, kan læsbarheden af kildeko-
den være med til at vurdere kvaliteten af den pågældende decompiler. Læsbarhed er selvfølgelig
et subjektivt begreb, og hænger et eller andet sted sammen med hvilken standardform kildekoden
fremstår på. Men hvis man skal opstille en generel betingelse må det være at:
Betingelse 2.4.
læsbarhed(Java-kildekode) ≤ læsbarhed(decompiler(compiler(Java-kildekode))
Som det kan ses, så ønsker vi selvfølgelig at en decompiler i bedste fald producerer et resultat,
der er mere læsbart en den originale kildekode. I værste fald må der gælde at resultatet er mindst
lige så læsbart som den originale kildekode.
Vi har i de foregående to afsnit set på hvad en decompiler er, samt hvilke krav vi helst ser at et
sådant program opfylder. Næste afsnit foretager noget tilsvarende for obfuskatore.
2.4 Succesbetingelser ved brugen af en obfuskator?
Tager man afsæt i den tidligere beskrivelse, og grafiske visualisering af en oversætter, er det muligt
at beskrive en Java-obfuskator på en lignende måde. Dette skyldes at en sådan obfuskator kan anses
som værende en oversætter, der oversætter programkode udtrykt i sproget Java-bytekode til et
andet program skrevet i det samme sprog. Dette kan ses på Figur 10.
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Figur 10: Java-obfuskator skrevet i C++
Den overordnede obfuskeringsproces af f.eks. programmet HelloWorld ser da ud som på Figur
11.
Figur 11: Obfuskering af programmet HelloWorld 
Ligesom med en decompiler er der nogle krav, vi ønsker er opfyldte, når der er tale om anvendelsen
af obfuskatore. Disse krav er:
• Programækvivalens ved obfuskering
• Optimeringsgraden af programkoden
• Læsbarheden af programkoden
2.4.1 Korrekthed og programækvivalens ved obfuskering
Det trivielle krav ved obfuskering af en class-fil må være at indholdet af den obfuskerede class-fil er
gyldigt bytekode. Under antagelse af at dette krav om korrekthed er opfyldt, er det efterfølgende krav,
at den/de transformationer der bliver udført under obfuskeringen ikke ændre på programækvivalensen
mellem den originale class-fil og den obfuskerede. Dette er formaliseret ved følgende betingelse:
Betingelse 2.5.
∀ bytekode, input : fortolker(bytekode, input) = fortolker(obfuscator(bytekode), input)
2.4.2 Optimeringsgraden af programkoden
Da obfuskering som oftest vil medføre en eller anden form for forøgelse mht. pladsforbruget eller
køretiden, af det pågældende program, er det ønskeligt at en sådan forøgelse ikke er væsentlig større
end den for det originale program.
Betingelse 2.6.
size(bytekode) > α · size(obfuscator(bytekode)), α << 10
Som det kan ses af ovenstående betingelse, så er vi ikke interesseret i at pladsforbruget eller stør-
relsen af det obfuskerede programkode er en størrelsesorden til forskel for den originale.
Vi er heller ikke interesseret i en obfuskator, der øger køretiden af den obfuskerede programkode
med en væsentlig størrelsesorden i forhold til den originale programkode. Dette er formaliseret i den
følgende betingelse.
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Betingelse 2.7.
∀ bytekode, input : profile(bytekode, input) ≥ α · profile(obfuscator(bytekode), input), α << 10
2.4.3 Læsbarheden af programkoden
I sidste ende er formålet med obfuskering at gøre programkoden for et program ulæseligt, ved enten
helt af hindre en decompiler i at dekompilere programmet, eller ved at gøre den dekompilerede
programkode så svær at læse som muligt. Derfor er det et krav til en obfuskator, at den producerer
bytekode der er væsentlig forskellig fra den originale, hvorved vi antager at læsbarheden er reduceret.
Dette er udtrykt i den følgende betingelse.
Betingelse 2.8.
bytekode 6= obfuscator(bytekode)
Som det kan ses af ovenstående betingelse, så er vi ikke er interesseret i den trivielle obfuskator,
der kan udtrykkes ved:
obfuscatortriviel(bytekode) = bytekode
Dvs. at den trivielle obfuskator blot er den der kopierer en class-fil, hvilket ikke forringer læs-
barheden.
Som det var tilfælde ved en formalisering af læsbarheden for resultatet ved dekompilering, er det
svært at opstille detaljerede formelle krav vedrørende formålet med obfuskering. Hvis man undersøger
den tilgængelige litteratur på området (se [Low98]), kan man konstatere at begreber såsom potency,
resilience, execution cost og stealth hyppigt bliver anvendt i et forsøgt på at opstille nogle formelle
rammer til evaluering af obfuskering. Vi vil for overblikkets skyld nu kort beskrive hvad disse begreber
dækker over.
• Potency : Dette begreb bliver i [Low98b] defineret ud fra en ændring af kompleksiteten af det
obfuskerede program før og efter den egentlige obfuskering. Selve kompleksiteten defineres her
ud fra bestemte og populære kompleksitetsmål for software. Begrebet potency har til formål
at fortælle noget om, hvor besværligt det er for en programmør at forstå programkoden for et
program. Når der er tale om obfuskering er det ønskeligt med høj potency af obfuskering.
• Resilience: Dette begreb bliver i [Low98b] defineret, som mål for hvor modstandsdygtigt en
konkret obfuskering er over for hhv. en programmør eller en decompiler. Som med begrebet
potency er det ligeledes ønskeligt at den anvendte form for obfuskering har en høj resilience.
• Execution cost : Dette begreb execution cost ligger tæt op ad begrebet optimeringsgrad, som
tidligere blev omtalt. I [Low98b] finder man dog en definering, der tages udgangspunkt i anven-
delsen af klassiske kompleksitetsmål for algoritmer, i forsøget på en formalisering. Ved excution
cost af anvendt obfuskering er det selvfølgeligt ønskeligt, at denne er så lav så muligt.
• Stealth: Dette begreb defineres i [Low98], og beskriver i hvilket opfang den obfuskerede pro-
gramkode adskiller sig fra den originale. Ved obfuskering er det ønskeligt med en høj stealth,
idet det derved er svært at vurdere, hvilke dele af et program en udvikler har ønsket at beskytte
mod dekompilering.
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Kvaliteten ved obfuskering kan således defineres som værende afhængig af målene for hhv. potency,
resilience, execution cost og stealth.
Omfanget samt detaljeringsgraden, af det arbejde man finder i [Low98], er selvfølgelig langt større
end de enkelte punkter, som vi her har fremhævet. Men det virker som om at jo mere detaljeret tilgan-
gen til succesbetingelserne for obfuskering er, jo mere skrøbeligt bliver grundlaget for en formalisering.
Vi har derfor ikke valgt en mere detaljeret gennemgang af indholdet i [Low98] m.fl., idet det efter
vores mening ikke egner sig som evalueringsredskab, til de eksperimenter vi i forbindelse med dette
projekt har udført.
2.5 Sammenfatning
Vi har i dette kapitel set hvordan en decompiler og til dels en obfuskator begge kan beskrives som
værende specielle oversættere. Vi har opstillet nogle succesbetingelser, som kan bruges til at evaluere
konkrete decompilere og obfuskatore.
De krav der i dette kapitel er blevet opstillet, for en decompiler, vil være gældende uanset formålet
med den pågældende dekompilering. Ud fra succesbetingelserne vedrørende obfuskering fremgår det,
at der i overvejende grad er tale om aspekter, der i højeste grad underminerer de gængse retningslinier
for udvikling af god software. Dette vil i en endnu højere grad stå klart efter kapitlet Obfuskering-
steknikker, men inden vi når så lang skal vi lige runde kapitlerne Grundlæggende Java-teori samt
Dekompileringsteknik.
3 Grundlæggende Java-teori 12
3 Grundlæggende Java-teori
Dette kapitel har til formål at klarlægge nogle grundlæggende sider af Java-teknologien, såsom
Java-bytkode, afvikling af Java-bytekode og specielle bytekode instruktioner. Disse aspekter af Java-
teknologien er relevante i forhold til en forståelse af, hvorfor det er muligt af dekompilere Java-
bytekode. Hvis man som læser allerede er velbevandret i Java-teknologien, kan dette kapitel springes
over, uden at det har indflydelse på forståelsen af resten af rapporten.
3.1 Java-bytekode
Dette afsnit beskriver hvordan Java-bytekode er opbygget ved at se nærmere på indholdet af en
konkret class-fil. Men først bliver den generelle opbygning af bytekode-formatet, som alle class-filer
følger, beskrevet. Class-fil formatet er specificeret i [JVM99] og følger strukturen på Figur 12.
ClassFile
{
u4 magic;
u2 minor_version;
u2 major_version;
u2 constant_pool_count;
cp_info constant_pool[constant_pool_count-1];
u2 access_flags;
u2 this_class;
u2 super_class;
u2 interfaces_count;
u2 interfaces[interfaces_count];
u2 fields_count;
field_info fields[fields_count];
u2 methods_count;
method_info methods[methods_count];
u2 atributes_count;
attribute_info attributes[attributes_count];
}
Figur 12: Strukturen af class-fil formatet
Formatet på Figur 12 specificerer den overordnede struktur af Java-bytekode, og sikre at alle
nødvendige informationer er til sted, så at JVM'en kan afvikle indholdet af en konkret class-fil kor-
rekt. Class-fil strukturen indeholder pseudotyperne u1, u2 og u4, der har en størrelse af hhv. 1, 2 og
4 bytes. Hver felt i class-fil strukturen indeholder som sagt information, som JVM'en skal bruge for
at kunne fortolke indholdet af en class-fil korrekt. Eksempelvis markerer de første 4 bytes u4 magic,
at der er tale om en class-fil. Disse 4 bytes har altid den hexadecimale værdi 0xCAFEBABE. De føl-
gende bytes har ligeledes en entydig betydning, der alle er specificeret i [JVM99], og de bliver derfor
ikke gennemgået her. I stedet vil vi, for at gøre det mere håndgribeligt, se på et konkret eksempel.
Eksemplet tager udgangspunkt i kildekoden indeholdt i filen Eksempel.java (se Figur 13), og den
korresponderende bytekode i class-filen Eksempel.class (se Figur 14).
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1 public class Eksempel
2 {
3 public static void main(String[] agrs)
4 {
5 int a = 2 + 2;
6 System.out.println(a);
7 }
8 }
9
10
11
12
13
14
15
16
17
18
19
20
21
22
23
24
25
Figur 13: Eksempel.java
CAFEBABE00000031001B0A0005000E09
000F00100A0011001207001307001401
00063C696E69743E0100032829560100
04436F646501000F4C696E654E756D62
65725461626C650100046D61696E0100
16285B4C6A6176612F6C616E672F5374
72696E673B295601000A536F75726365
46696C6501000D456B73656D70656C2E
6A6176610C000600070700150C001600
170700180C0019001A010008456B7365
6D70656C0100106A6176612F6C616E67
2F4F626A6563740100106A6176612F6C
616E672F53797374656D0100036F7574
0100154C6A6176612F696F2F5072696E
7453747265616D3B0100136A6176612F
696F2F5072696E7453747265616D0100
077072696E746C6E0100042849295600
21000400050000000000020001000600
07000100080000001D00010001000000
052AB70001B100000001000900000006
0001000000010009000A000B00010008
0000002A000200020000000A073CB200
021BB60003B10000000100090000000E
00030000000500020006000900070001
000C00000002000D
Figur 14: Indhold af Eksempel.class
Som det kan ses på Figur 14, så markerer de første 4 bytes i filen Eksempel.class, ikke overraskende,
at dette er en class-fil. Hvad der er mere interessant er bytekode sekvensen 073CB200021BB60003B1,
der repræsenterer indholdet af main-metoden i filen Eksempel.java (se Figur 13), og derved selve
programlogikken. For at se dette kan man prøve at disassemble filen Eksempel.class, ved at anvende
kommandoen på Figur 15.
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javap -c Eksempel
Compiled from "Eksempel.java"
public class Eksempel extends java.lang.Object{
public Eksempel();
Code:
0: aload_0
1: invokespecial #1; //Method java/lang/Object."<init>":()V
4: return
public static void main(java.lang.String[]);
Code:
0: iconst_4
1: istore_1
2: getstatic #2; //Field java/lang/System.out:Ljava/io/PrintStream;
5: iload_1
6: invokevirtual #3; //Method java/io/PrintStream.println:(I)V
9: return}
Figur 15: Symbolsk repræsentation af bytekoden i Eksempel.class
Ved at anvende kommandoen javap -c Eksempel er det muligt at få vist en symbolsk repræsen-
tation af bytekoden i filen Eksempel.class. Man kan nu se, ved at slå op i listen over operationskoder
til JVM'en (se [JVM99]), at indholdet af main-metoden på Figur 15 svarer til bytekode sekvensen
073CB200021BB60003B1, da der er følgende overensstemmelse:
iconst_4 svarer til ''07''.
Definerer en heltalskonstant med værdien 4.
-----------------------------------------------------------------------------------
istore_1 svarer til ''3C''.
Gemmer værdien 4 i en lokal variabel.
-----------------------------------------------------------------------------------
getstatic #2; svarer til ''B2 0002''.
Navnet på den statiske instance variabel ''System.out'' gemmes på stakken.
-----------------------------------------------------------------------------------
iload_1 svarer til ''1B''.
Den lokale variabel indeholdende ''4'' gemmes på stakken.
-----------------------------------------------------------------------------------
invokevirtual #3; svarer til ''B6 0003''.
Fortager metodekaldet ''println(a)''.
-----------------------------------------------------------------------------------
return svarer til ''B1''.
Returnerer fra main-metoden.
Figur 16: Afbildning af symbolsk repræsentation af bytekode til bytekode
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Som det fremgår af Figur 16, så er det muligt med relativt få resurser at få stor indsigt i pro-
gramstrukturen af et Java-program ved at se på bytekoden i class-filen for programmet. At dette
kan lade sig gøre skyldes en og alene den yderst veldokumenteret og let tilgængelig specifikation af,
hvordan bytekoden i en class-fil er struktureret, og hvad de enkelte bytes betyder. Dette faktum gør
at Java-programmer specielt til dekompilering.
Vi vil nu gå videre til en kort beskrivelse, af hvordan bytekoden bliver afviklet af JVM'en.
3.2 Afvikling af Java-bytekode
Som det indirekte fremgik at forklaringen på Figur 16, så bliver der under afvikling af bytekode
gemt data på stakken. Det der her bliver omtalt som stakken, er den centrale datastruktur, hvormed
JVM'en ordner og strukturerer data under afviklingen af bytekode. En stak1 er en datastruktur med
to grundlæggende operationer, til hhv. at gemme data og hente data, kaldet push og pop. Nogle JVM
instruktioner, såsom iload_1 fra Figur 16, er indirekte push-operationer, der kan gemme data
på stakken. Pop-operationer kommer til udtryk, når der skal foretages datamanipulering som f.eks.
udskrivning af data til en kommandoprompt som på Figur 15. At man valgte at designe JVM'en
som en stakmaskine2, skyldes at dette var en simpel og effektiv måde, hvorpå man kunne opnå en
maskinarkitektur, vis implementering var meget lidt resurse krævende.
Efter dette lille uddybende sidespring vil vi i det følgende afsnit beskrive den sikkerhedsmæssige
verificeringsproces, som bytekoden gennemgår inden den bliver afviklet på JVM'en.
3.3 Verificering af Java-bytekode
Java-teknologien blev oprindeligt udviklet for at løse problemet vedrørende platformspecifik software
til Internettet. For at man som bruger kunne stole på de nye platformuafhængige Java-applikationer,
også kaldet applets, besluttede man at indføre en kontrol/verificering af bytekoden, inden den blev
afviklet. Formålet med verificeringen var at sikre at programmerne ikke forvoldte skade på brugerens
computer, i form af eksempelvis virus eller igennem utilsigtet dårlig programmering. Et overblik over
hvordan verificeringen af bytekode indgår i afvikling af applets kan ses på Figur 17.
Figur 17: Afvikling af applets
Det første der sker ved afviklingen af applets er, som det kan ses på Figur 17, at class-filerne
for programmet bliver indlæst, enten lokalt eller via et netværk, af Class Loader. Class-filerne fra
Java-biblioteket bliver altid indlæst lokalt. Når dette er sket bliver bytekoden verificeret, iht. den
sikkerhedspolitik der er specificeret vha. Security manager, der er en del af Run-time systemet. Med
1På engelsk nogle gange omtalt som LIFO eller Last In First Out.
2At JVM'en nogle gange omtales som en stakmaskine gør at bytekode nogle gange omtales som stakkode.
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andre ord, så er det brugeren der dikterer hvilke systemresurser applets har adgang til. Hvis der ikke
bliver fundet verificeringsfejl i bytekoden bliver den fortolket af JVM-fortolkeren, begyndende med
den class-fil der indeholder main-metoden og derved afviklet på JVM'en.
Inden vi går videre for at se nærmere på nogle interessante forskelle mellem Java-kildekode
og Java-bytekode, skal det bemærkes at der er forskel på afviklingen af applets og regulære Java-
applikationer, idet applets, til forskel fra regulære Java-applikationer, ikke har mulighed for at generere
deres egen Class Loader.
3.4 Specielle JVM instruktioner
Når man graver dybt nok ned i Java-teknologien, finder man ud af, at der er en væsentlig forskel på
Java-kildekode og Java-bytekode. Denne forskel ligger gemt i at Java-kildekode bliver kompileret til
Java-bytekode, og at Java-bytekode bliver fortolket.
Det er altid tilfældet at filer indeholdende gyldigt Java-kildekode bliver oversat til class-filer, der
indeholder gyldigt bytekode, og at disse class-filer skal kunne verificeres, uden at der opstår verifi-
ceringsfejl. Men det er ikke altid tilfældet, at alle class-filer har en direkte sammenhæng med gyldigt
Java-kildekode. Dette skyldes at der i instruktionssættet til JVM'en er instruktioner, der kan give
anledning til programstrukturer, som ikke understøttes i Java-sproget [Low98, s. 61]. Man kan med
andre ord sige at instruktionssættet er mere kraftigt en selve Java-sproget. Der er her helt konkret
tale om instruktioner såsom goto3, jsr og ret.
Idet at Java-sproget ikke tillader brugen af goto-udtryk, kan alle Java-programmer udtrykkes vha.
reducible kaldgrafer. Den centrale egenskab der definerer en reducible kaldgraf, er at der kun findes én
indgang til en løkke-struktur (se Figur 18), og at denne indgang sker ved hoved af løkke-strukturen.
Der forekommer med andre ord ikke spring ind i kroppen på løkke-strukture, hvis der er tale om
reducible kaldgrafer, som vist på Figur 19 [Low98, s. 64]. Det skal bemærkes, at der her selvfølgelig
er tale om uformelle definitioner af begreberne kaldgraf og reducibilitet, idet dette er veldefinerede
begreber inden for matematisk grafteori.
Figur 18: Reducibel kaldgraf
Til venstre for pilen på Figur 18 kan man se kaldgrafen for en normal løkke-struktur på
bytekodeniveau, og til højre for pilen ser man den korresponderende kildekode.
Figur 19: Ikke-reducibel kaldgraf
Til venstre for pilen på Figur 19 kan man se den ikke-reducible kaldgraf for en kontrolstruktur
på bytekodeniveau, der gør brug af goto-instruktioner. Denne konkrete brug af goto-instruktioner
3Nok er goto et reserveret ord i Java-sproget, men det kan ikke indgå i gyldige Java-udtryk.
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resulterer i, at der ikke findes nogen korresponderende Java-kildekode.
Java-sproget understøtter heller ikke brugen af subroutines i form af bytekode-instruktionerne
jsr 4 og ret5. Disse to instruktioner bliver kun brugt til at implementere try-finally konstruktioner.
De instruktioner der repræsenterer udtrykkene i finally blokken, bliver grupperet i en subroutine.
Herved er det muligt at reducere størrelsen af den Java-bytekode, der implementerer try-finally kon-
struktionen, idet man undgår at skulle indsætte finally blokken flere steder, såsom efter try blokken
og efter hver catch blok [Low98, s. 65]. Det skal bemærkes at man ved anvendelsen af den nye Java-
oversætter (version 1.5) kan komme ud for at jsr og ret ikke bliver brugt til at oversætte try-finally
konstruktioner. I disse tilfælde bliver der anvendt en form for inlining af finally blokken.
Vi vil nu foretage en sammenfatning af de vigtigste pointer i dette kapitel.
3.5 Sammenfatning
Java-kildekode bliver oversat til Java-bytekode, der skal kunne verificeres iht. til den sikkerhedspolitik
der bliver specificeret af Security manager. Den verificerede bytekode bliver dernæst fortolket af JVM-
fortolkeren og derved afviklet på JVM'en.
Java-bytekode følger et bestemt format i form af class-filer, der udover at indeholde bytekode for
den konkrete programfunktionalitet også indeholder megen anden information, såsom klasse-navne,
metode-navne og variable navne. Denne information kan JVM'en ikke være foruden, hvis programmet
skal afvikles korrekt. Det er med andre ord ikke muligt at fjerne denne information.
JVM specifikation specificerer nogle specielle instruktioner såsom goto, jsr og ret. Brugen af goto
instruktioner kan på bytekodeniveau give anledningen til programstrukturer vis kaldgrafer ikke er
reducible. Alle kaldgrafer og dermed programstrukturer er pr. definition reducible på kildekodeniveau,
idet Java-sproget ikke understøtter sproglige konstruktioner der kan give anledning til ikke-reducible
kaldgrafer. Derfor findes der ikke altid korresponderende gyldigt Java-kildekode til en given sekvens af
gyldigt Java-bytekode. Dette skyldes som sagt at anvendelsen af goto-instruktioner kan give anledning
til ikke-reducible kaldgrafer på bytekodeniveau. Det modsatte er dog altid tilfældet.
Anvendelsen af subroutines i form af instruktionerne jsr og ret har til formål at implementere
try-finally blokke. Det er dog også muligt at anvende subroutines til et andet formål en det at im-
plementere try-finally blokke [Low98, s. 69]. Anvendelsen af subroutines giver anledning til samme
konklusion som ved anvendelse af goto, det at der ikke altid findes korresponderende gyldigt Java-
kildekode til en given sekvens af gyldigt Java-bytekode, idet Java-sproget ikke understøtter brugen
af subroutines.
De her omtalte pointer er alle relevante i forhold til forståelsen af hvordan det er muligt at beskytte
Java-programmer mod reverse-engineering, og de bliver taget op igen senere i rapporten.
Det følgende kapitel behandler dekompileringsteknik, og tager udgangspunkt i en beskrivelse
af hvordan en decompiler kunne være opbygget, samt hvilke begrænsninger der er forbundet med
dekompilering af Java-bytekode.
4Forkortelse af jump subroutine.
5Forkortelse af return from subroutine.
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4 Dekompileringsteknik
I dette kapitel vil vi, efter denne indledning til emnet, først se på det generelle design af en decom-
piler for at opnå en overordnet forståelse af hvilke trin der indgår i dekompilering. Dernæst vil vi se
nærmere på et klassisk datalogisk resultat i form af Ramshaws algoritme, der er relevant i forhold til
en forståelse af de teoretiske begrænsninger ved dekompilering af Java-bytekode. Efter beskrivelsen
af Ramshaws algoritme er der i afsnittet Krakatao et eksempel, der illustrerer hvordan Ramshaws
algoritme kan indgå i dekompilering af Java-bytekode. Afslutningsvis vil der være en sammenfatning
vedrørende indholdet i dette kapitel.
Dekompilering har været et vigtigt redskab for professionelle siden 1960'erne, hvor begrebet for
første gang så dagens lys. Dekompilering kan derfor ikke anses som en ulovlig aktivitet i sig selv, idet
det har været og stadig bliver, anvendt af professionelle til vedligeholdelse af software og sikkerhed.
Når der er tale om vedligeholdelse af software af ældre dato, kan dekompilering være en hjælp til at
rekonstruere kildekoden, hvis denne enten er gået tabt, eller der af anden grund ikke er adgang til
den. Der kunne også være tale om programmer skrevet i et forældet programmeringssprog, hvor det
er nødvendigt at konvertere dem til et nyere sprog. Inden for sikkerhed anvendes dekompilering bl.a.
til at sikre sikkerhedskritiske softwaresystemer, ved at kontrollere om den oversatte programkode er
sikker [Cifuentes94, s. 15].
Når der er tale om dekompilering af Java-programmer er hensigten som oftest en anden end
ved vedligeholdelse af software og kontrol af sikkerhedskritisk software. Som det fremgik af kapitlet
Grundlæggende Java-teori, så er der gemt megen information i en class-fil, hvilket gør at man som
softwareudvikler ikke kan hindre andre i at få indsigt i kildekoden til Java-programmer, man har
udviklet, med mindre at der bliver foretaget specielle tekniske foranstaltninger.
Dekompilering af Java-programmer antager derfor et mere lyssky formål, idet formålet oftest vil
være at opnå en indsigt i andres proprietære algoritmer og datastrukture. Dekompilering kan der-
for i en forretningsmæssig sammenhæng anses som en trussel mod softwaremæssig ophavsret, og
derved potentielt koste mange penge. Det er ikke kun Java-programmer, der er et potentielt mål for
den mere lyssky form for dekompilering. Alle platformuafhængige programmeringsteknologier, herun-
der Microsofts .NET teknologi, er potentielle mål. Programmer der oversættes til platformspecifik
maskinkode kan selvfølgelig også være et mål for en lyssky form for dekompilering, men processen er
langt mere resursekrævende, i forhold til platformuafhængige teknologier, hvorved truslen umiddel-
bart ikke er så stor.
Efter denne indledning til begrebet dekompilering, er det nu på tide at se nærmere på hvad en
decompiler er for en størrelse.
4.1 Decompiler design
De første dokumenterede overvejelser vedrørende decompiler design finder man i Cristina Cifuentes'
doktorafhandling af området (se [Cifuentes94]). CiFuentes beskriver i sin afhandling, hvordan man,
når der skal designes en decompiler, med fordel kan tage udgangspunkt i måden, hvorpå oversættere
designes. Cifuentes beskæftiger sig primært med dekompilering af regulær maskinkode, men hendes
overordnede beskrivelse af designet af en decompiler kan uden problemer betragtes som værende
universelt gældende, og det er derfor muligt at overføre det til en beskrivelse af en Java-decompiler.
Det første, der er værd at bemærke på Figur 20, er som sagt at designet af en decompiler har
meget tilfælles med designet af en oversætter. Dog er det ikke nødvendigt med en leksikalsk analyse,
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Figur 20: Til venstre universielt decompiler design. Til højre Java-decompiler design.
grundet simpliciteten af maskinkode og bytekode.
Det følgende er en beskrivelse af de enkelte faser i en Java-decompiler. Som det kan ses på Figur
20 til højre, så er det første trin i dekompileringen af Java-bytekode en syntaktisk analyse. I dette
trin af processen bliver bytekoden oversat til en form for pseudo Java, der bliver produceret af den
mellemliggende kodegenerator. Denne pseudo Java er nødvendigt for at decompileren kan analysere
programmet med henblik på at rekonstruere den oprindelige Java-kildekode. Som det kan ses på
figuren, så er det ikke nødvendigt med en semantisk analyse af bytekode, idet den følger et meget de-
taljeret format (se Grundlæggende Java-teori ). På baggrund af den producerede pseudo Java bliver
der nu konstrueret en kaldgraf for programmet vha. en Kaldgraf-generator. Dette er nødvendigt for
at decompileren kan analysere programmet med henblik på at rekonstruere specifikke højniveaukon-
struktioner såsom if-else. De følgende to trin i processen Analyse af program data og Analyse af
programstruktur har i sidste ende til formål at forbedre den producerede pseudo Java med henblik på
at rekonstruere specifikke Java-udtryk, og programstrukturer såsom løkker og if-else konstruktioner.
Under Analyse af programstruktur vil der bl.a. blive fjernet goto-instruktioner fra den producerede
pseudo Java, da det ikke er tilladt aft anvende goto-udtryk i Java (se Grundlæggende Java-teori ).
Det afsluttende trin Kodegenerator i dekompileringsprocessen er et forsøg på at producere gyldigt
Java-kildekode på baggrund af de tidligere trin i processen.
Inden vi går videre til afsnittet Krakatao for at se på nogle konkrete programkode eksempler, der
illustrerer ovenstående beskrivelse af dekompilering, vil vi i det følgende afsnit Ramshaws algoritme
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beskrive, hvordan det er muligt at eliminere goto-udtryk fra den producerede pseudo Java, samt
hvilke begrænsninger der er forbundet ved denne proces. Er man allerede bekendt med Ramshaws
arbejde anbefales det at man går videre til kapitlet Krakatao.
4.2 Ramshaws algoritme
Den amerikanske datalog Lyle Ramshaw præsenterede i 1988 en algoritme, der kunne eliminere goto-
konstruktioner i Pascal-programmer. Baggrunden for Ramshaws arbejde med denne algoritme kom
sig indirekte af den kontroversielle diskussion vedrørende brugen af goto-udtrykket, som havde været
fremme i lyset de foregående 15 til 20 år. Hoveddebattørerne var datalogerne Donald E. Knuth og
Edsger W. Dijkstra. For at gøre en lang historie kort, så mente Dijkstra, at man helt skulle undlade at
anvende goto-udtryk. Dette begrundede han med at en for sløset omgang med udtrykket ville resultere
i programstrukturer, der besværliggjorde en rationel analyse [Dijkstra68]. Knuth var mere moderat,
idet han både så fordele og ulemper ved brugen af goto-udtrykket, men han konkluderede samtidigt,
at man ikke ville have brug for dette udtryk i fremtidige programmeringssprog, når blot man have
de gængse kontrolstrukturer, som eksempelvis dem der er indeholdt i Java-sproget [Knuth74].
Ramshaw blev som sagt indirekte inspireret af denne klassiske diskussion, og da han i 1982, som
ansat hos Xerox PARC 6, befandt sig en situation, hvor han skulle konvertere Pascal-versionen af
Knuths TEX-oversætter til udviklingsmiljøet hos Xerox PARC, var en dyberegående behandling af
goto-udtrykket nødvendigt. Grundet til at der skulle en dyberegående behandling til, var at der i ud-
viklingsmiljøet hos Xerox PARC blev anvendt et programmeringssprog kaldet MESA. MESA tillod
ikke anvendelsen af udafgående goto-udtryk, og da Knuth havde brugt disse, i Pascal implementerin-
gen af sin TEX-oversætter, var der et problem der skulle løses. Ramshaw gav sig derfor i kast med at
undersøge, hvordan man kunne omskrive et Pascal-program, indeholdende goto-udtryk, til et andet
Pascal-program der kun indeholdte de sædvanlige kontrolstrukturer, så at programstrukturen blev
bevaret [Ramshaw88].
Vi vil nu, efter denne lille historiske indledning, overordnet beskrive Ramshaws algoritme til
eliminering af goto-udtryk. Inden da er det dog vigtig at understrege at Ramshaws arbejde ikke
direkte kan relateres til dekompilering, idet goto-udtryk var og er legale i Pascal programmering.
At Ramshaws algoritme bliver anvendt til dekompilering af Java-bytekode, skyldes at det er nød-
vendigt at fjerne goto-instruktioner fra bytekoden, da goto-udtryk ikke er tilladte i Java-sproget (se
Grundlæggende Java-teori ).
Ramshaw definerer i [Ramshaw88] de grundlæggende forudsætninger for en analyse af problemet
vedrørende eliminering af goto-udtryk under bevarelse af programstruktur. Han fremsætter bl.a. en
mere formel beskrivelse, end den fra kapitel Grundlæggende Java-teori, af hvad det vil sige at en
kaldgraf er reducibel. En vigtig konklusion vedrørende Ramshaws arbejde er at elimineringen af goto-
udtryk kun kan finde sted, hvis programstrukturerne hvori de indgår kan beskrives vha. en reducible
kaldgrafer. Når dette er tilfældet er det muligt at eliminere goto-udtrykkene vha. det der kaldes
fremadrettet eliminering, og det der kaldes bagudrettet eliminering. Hovedpointen i eliminering af
goto-udtryk er at disse altid kan omskrives vha. uendelige løkker med passende break -udtryk. For
at illustrere dette er der i det følgende to eksempler af hhv. fremadrettet eliminering og bagudrettet
eliminering af goto-udtryk.
6Forkortelse af Xerox Palo Alto Research Center.
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1 udtryk1;
2 udtryk2;
3 if(test1) goto L1
4 udtryk3;
5 if(test2) goto L1
6 udtryk4;
7 L1: udtryk5;
8
9
10
11
Figur 21: Før fremadrettet eliminering
1 udtryk1;
2 udtryk2;
3 for(;;)
4 {
5 if(test1)break;
6 udtryk3;
7 if(test2)break;
8 udtryk4;
9 break;
10 }
11 udtryk5;
Figur 22: Efter fremadrettet eliminering
På Figur 21 ser man programkode indeholdende fremadrettet goto-udtryk. Da kaldgrafen for pro-
gramkoden er reducibel, er det muligt at eliminere goto-udtrykkene, ved at foretage omskrivningen
på Figur 22. At programstrukturen er bevaret ved denne omskrivningen, kan man se ved at følge
kaldgrafen for dette eksemplet på Figur 23.
Figur 23: Kaldgrafen for eksemplet af fremadrettet eliminering
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Det følgende eksempel illustrerer bagudrettet eliminering af goto-udtryk.
1 udtryk1;
2 L1: udtryk2;
3 if(test1) goto L1
4 udtryk3;
5 if(test2) goto L1
6 udtryk4;
7 udtryk5;
8
9
10
11
12
13
14
15
16
Figur 24: Før bagudrettet eliminering
1 udtryk1;
2 for(;;)
3 {
4 for(;;)
5 {
6 udtryk2;
7 if(test1) break LA;
8 udtryk3;
9 if(test2) break LA;
10 break LB;
11 }
12 LA:
13 }
14 LB:
15 udtryk4;
16 udtryk5;
Figur 25: Efter bagudrettet eliminering
På Figur 24 ser man programkode indeholdende bagudrettet goto-udtryk. Da kaldgrafen for
programkoden er reducibel, er det muligt at eliminere goto-udtrykkene, ved at foretage omskrivningen
på Figur 25. At programstrukturen er bevaret ved denne omskrivningen, kan man se ved at følge
kaldgrafen for dette eksemplet på Figur26.
Figur 26: Kaldgrafen for eksemplet af bagudrettet eliminering
Som det fremgår af ovenstående to eksempler, så er den grundlæggende idé med Ramshaws algo-
ritme, at det er muligt at eliminere goto-udtryk i programkode vha. en omskrivning, hvori der indgår
uendelige løkker med passende break -udtryk. Dette er dog kun muligt hvis kaldgrafen for programko-
den er reducibel.
Dette afsnit har kort illustreret hovedprincipperne bag Ramshaws algoritme. Det følgende afsnit
beskriver hvordan Ramshaws algoritme kan indgå i designet af en Java-decompiler.
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4.3 Krakatao
Som det blev lovet i afsnittet Decompiler design, vil de forskellige trin i dekompileringen af Java-
bytekode blive illustreret vha. kodeeksempler. Kodeeksemplerne er baseret på en illustration af, hvor-
dan den eksperimentelle decompiler ved navn Krakatao(se [Krakatao97]), dekompilerer bytekoden for
en vilkårlig metode kaldet foo. Krakatao er udviklet af Todd A. Proebsting og Scott A. Watterson fra
University of Arizona og opkaldt efter vulkanen med samme navn, der ligger vest for den indonesiske
ø Java.
Den originale kildekode som Krakatao skal rekonstruere ud fra den korresponderende bytekode
er vist Figur 27.
class foo
{
void foo(int x, int y)
{
while ((x + y < 10) && (x > 5))
{
if ((y > x) k (y < 100))
{
x = y;
}
else
{
x += 100;
}
}
}
}
Figur 27: Den originale kildekode for metoden foo
De første trin i Krakataos forsøg på dekompilering af metoden foo er en Syntaktisk analyse, efter-
fulgt af et trin der producerer pseudo Java vha. en Mellemliggende kodegenerator. Dette resulterer i
den pseudo Java som er vist på Figur 28.
class foo
{
void foo(int i1, int i2)
{
goto L4;
L1: if (i2 > i1) goto L2;
if (i2 >= 100) goto L3;
L2: i1 = i2;
goto L4;
L3: i1 += 100;
L4: if ((i1+i2)>=10) goto L5;
if (i1 > 5) goto L1;
L5: return;
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}
}
Figur 28: Efter dekompilering af bytekode instruktioner
På baggrund af den producerede pseudo Java danner Krakatao nu en kaldgraf for metoden foo
vha. en Kaldgraf-generator. I det sidste af de efterfølgende to trin i dekompileringen Analyse af
program data og Analyse af programstruktur anvender Krakatao nu en udvidet form af Ramshaws
algoritme7 til at eliminere goto-udtrykkene på Figur 28. Resultatet af disse to trin er et komplekst,
men gyldigt abstrakt Java syntaks træ, der i det følgende forkortes AST. Resultatet af eliminering
af goto-udtrykkene er vist på Figur 29.
class foo
{
void foo(int i1, int i2)
{
lp3: for ( ; ; )
{
if ((i1 + i2) >= 10) break lp3;
if !((i1 > 5)) break lp3;
lp2 : for ( ; ; )
{
lp1 : for ( ; ; )
{
if (i2 > i1) break lp1;
if !((i2 >= 100)) break lp1;
break lp2;
}
i1 = i2;
continue lp3;
}
i1 += 100;
continue lp3;
}
return;
}
}
Figur 29: Efter eliminering af goto-udtryk
Efter elimineringen af goto-udtrykkene forsøger Krakatao, som det sidste trin i dekompilering,
at producere og derved rekonstruere den originale Java-kildekode vha. en Kodegenerator. Dette trin
består i at omskrive AST'et på Figur 29 med henblik på at rekonstruere højniveaukonstruktioner
såsom if-else. Her anvender Krakatao en form for programpunkt analyse til at opsummere program-
strukturen, for dernæst at anvende et sæt af omskrivningsregler for de kendte højniveaukontrolstruk-
turer [Krakatao97]. Det endelige resultat af dekompilering er vist på Figur 30.
7At der her er tale om en udvidet form skyldes brugen af continue-udtrykket.
4.3 Krakatao 25
class foo
{
void foo(int i1, int i2)
{
lp3: for ( ;!((i1+i2)>=10)&&((i1>5)); )
{
if (i2 > i1) k !((i2 >= 100))
{
i1 = i2;
}
else
{
i1 += 100;
}
}
return;
}
}
Figur 30: Det endelige resultat af dekompilering af metoden foo
Som det kan ses på Figur 30 er der en meget stor lighed mellem den originale kildekode på Figur
27 og det endelige resultat af dekompileringen på Figur 30. Et resultat der dog ikke er 100 procent
lig originalen. Vi har hermed illustreret hvilke processer, der kunne indgå i en Java-decompiler.
Inden vi går videre til en sammenfatning af hovedpointerne i dette kapitel. Vil der i det følgende
underafsnit være en uddybning af hvad programpunkt analyse er. Dette afsnit tjener som sagt kun
som uddybning, og det anbefales at man går videre til afsnittet Sammenfatning, hvis man allerede
er bekendt med det.
4.3.1 Programpunkt analyse
Den simpleste forklaring af program punktanalyse ville være at beskrive det, som det man foretager
med en debugger. Men denne beskrivelse er ikke helt brugbar i den præsenterede sammenhæng, idet
at analysen er automatiseret, når der er tale om dekompilering, som i afsnittet Krakatao. For at
forstå selve begrebet program punktanalyse er det vigtigt, at vide hvad der menes med programpunkt.
Et programpunkt er kort fortalt et syntaktisk sted i et program. Ethvert konkret udtryk i et program
har to programpunkter tilknyttet sig. Et før det pågældende udtryk og et efter. De her omtalte
programpunkter er i besiddelse af to grundlæggende egenskaber, der betegnes som hhv. opnåelighed
(eng: reachability) og ækvivalens (eng: equivalence class). Programpunkter er uopnåelige, hvis og kun
hvis de langs alle programstier optræder efter operationer, såsom return, throw, break eller continue.
Eksempelet på Figur 31 illustrerer dette.
programpunkt1
if ( a < b )
{
programpunkt2
return a;
programpunkt3 (uopnåeligt)
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}
else
{
programpunkt4
a = b;
programpunkt5
}
programpunkt6
Figur 31: Illustration af opnåelighed
To konkrete programpunkter siges at være ækvivalente, hvis og kun hvis alle beregninger, som
det konkrete program foretager, altid er ens ud fra hvert af programpunkterne. Eksemplet på Figur
32 illustrerer dette, hvor p1 til p8 repræsenterer de konkrete programpunkter.
p1 // { p2, p4, p5, p6, p7 }
for ( ; ; )
{
p2
if ( a < b )
{
p3 // { p8 }
break;
p4 (uopnåeligt)
}
else
{
p5
continue;
p6 (uopnåeligt)
}
p7 (uopnåeligt)
}
p8
Figur 32: Illustration af ækvivalens
På Figur 32 er følgende programpunkter ækvivalente: p1, p2, p3, p4, p5, p6, p7. Programpunk-
terne p3 og p8 er ligeledes ækvivalente. De her omtalte egenskaber for programpunkter er begge
simple at beregne ud fra standardiserede metoder til beregning af programstruktur [Krakatao97],
hvorfor programpunkt analyse ofte bliver anvendt som en integreret del af designet af en decompiler.
4.4 Sammenfatning
Vi har i dette kapitel set på det overordnede design af en decompiler, og fundet frem til at decompilere
har mange fællestræk med oversættere.
Når der er tale om dekompilering af Java-bytekode vil det ofte være tilfældet at decompileren inde-
holder faciliteter f.eks. i form af Ramshaws algoritme til eliminering af goto-instruktioner på bytekode-
niveau, som det var tilfældet med den eksperimentelle decompiler Krakatao.
Anvendelsen af Ramshaws algoritme har dog en begrænsning, idet det ikke er muligt at eliminere
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goto-instruktioner, der indgår i programstrukturer vis kaldgrafer er ikke-reducible. Da det er muligt
at anvende goto-instruktioner, på en sådan måde at det giver anledning til ikke-reducible kaldgrafer
på bytekode-niveau (se Grundlæggende Java-teori), er det ikke sikkert at en Java-decompiler altid
er i stand til at rekonstruere gyldig Java-kildekode, der ligner den originale.
Denne konstatering bruges bl.a. til at en besværliggørelse af den mere lyssky form for dekompi-
lering, der blev omtalt i kapitlets indledning, ved en proces kaldet obfuskering. Det følgende kapitel
omhandler forskellige obfuskeringsteknikker.
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5 Obfuskeringsteknikker
I dette kapitel vil vi efter den følgende indledning, beskrive de overordnede kategorier af beskyttelses-
teknikker, der under et bliver betegnet som obfuskering. Beskrivelserne vil være ledsaget af simple
eksempler, der illustrerer teknikkerne. Som afslutning på dette kapitel vil vi sammenfatte de vigtig-
ste pointer vedrørende brugen af obfuskering, som beskyttelse mod reverse-engineering og dermed
dekompilering.
Når man ønsker at obfuskere programkode sker det i form af brugen af et program kaldet en
obfuskator. En obfuskator har indbygget en række faciliteter, der gør det muligt at udføre transfor-
mationer på programkode, der i dette projekt er Java-bytekode. Det er et gennemgående krav ved
anvendelsen af alle former for obfuskering at programfunktionaliteten af et program skal være den
samme før og efter de anvendte transformationer. Formålet med de enkelte obfuskeringsteknikker
er hovedsageligt at besværliggøre en manuel analyse af uddata fra en automatiske dekomplering-
sproces. Formålet kan dog også, som det er tilfældet med Preventive obfuskering, være at forhin-
dre brugen af specifikke decompilere. Det at formålet med obfuskering primært er at besværliggøre
reverse-engineering skyldes at det teoretisk set ikke er muligt at sikre programkode helt mod reverse-
engineering, da graden af sikkerhed afhænger af hvor sofistikerede transformationer der bliver an-
vendt, samt hvilke resurser den/de der udfører reverse-engineering har til rådighed [Low98, s. 13].
5.1 Klassifikation
Overblikket over obfuskering findes, idet man kan klassificere transformationerne af programkode
efter hvilken programinformation der skal beskyttes. Figur 33 illustrerer de overordnede kategorier
inden for obfuskering.
Figur 33: Overordnede klassifikation
Som det kan se på Figur 33, så bliver obfuskeringsteknikker opdelt i fire overordnede kategorier,
og hver af disse vil ofte indeholde underkategorier. De følgende fire afsnit beskriver dette.
5.1.1 Layout obfuskering
Af de fire overordnede obfuskeringsteknikker er Layout obfuskering den mest trivielle, idet for-
målet hovedsageligt er at fjerne unødvendigt programkode. Denne form for obfuskering dækker
over transformationer, der bl.a. fjerner programinformation såsom programkommentarer og debug-
information. Layout obfuskering dækker også over transformationer, der reducerer længden på ek-
sempelvis variabel- og metodenavne. En fællesnævner for alle de transformationer, der hører ind
under Layout obfuskering, er at de på den ene eller anden måde reducerer informationsmængden i
den konkrete programkode, hvorved det bliver vanskeligere at foretage en manuel analyse af resul-
tatet fra en automatisk analyse foretaget vha. en decompiler. Med andre ord så vil en decompiler ikke
have de store problemer med at foretage en automatisk analyse af Layout obfuskeret programkode,
men det resultat der bliver produceret vil være besværligt at analysere, for den der udfører reverse-
engineering [Low98, s. 15].
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Det er værd at bemærke at Layout obfuskering er sammenlignelig med de optimeringsteknikker,
der anvendes ved konstruktion af oversættere, idet reducering af unødvendigt programkode som oftest
anvendes som optimeringsteknik i oversættere.
Før vi går videre til Data obfuskering er der i Figur 34 og Figur 35 et eksempel der illustrerer
Layout obfuskering af variabelnavne.
1 ...
2 double variabel1 = 1.7;
3 double variabel2 = 3.0;
4 String variabel3 = ''Hello'';
5 ...
Figur 34: Før Layout
1 ...
2 double a1 = 1.7;
3 double a2 = 3.0;
4 String b1 = ''Hello'';
5 ...
Figur 35: Efter Layout
Det navngivningssystem som en obfuskator som oftest benytter sig af ville være noget i stil med
det fra eksemplet. Her begynder navngivningen af variabelnavne med a1, b1 osv. efterfulgt af a2,
b2 osv. Dette reducerer variabelnavnene mest muligt, og sikre samtidigt at der ikke bliver foretaget
nogen ændring i programfunktionaliteten.
5.1.2 Data obfuskering
Som ordet antyder, så er Data obfuskering målrettet en obfuskering af den data, som et givent
program gør brug af. Det er muligt at foretage en yderligere opdeling af Data obfuskering som vist
på Figur 36.
Figur 36: Underkategorier af Data obfuskering
Transformationer, der hører ind under kategorien Data storage, ændre måden hvorpå program-
data bliver gemt i hukommelsen. Et eksempel på Data storage obfuskering kunne være det, hvor en
lokalvariabel blev transformeret til en globalvariabel, hvilket er illustreret på Figur 37 og Figur 38.
1 ...
2 private int beregn()
3 {
4 int a = 5;
5 int b = 5;
6 return a+b;
7 }
8 ...
9
Figur 37: Før Data storage
1 ...
2 public int a = 5;
3 ...
4 private int beregn()
5 {
6 int b = 5;
7 return a+b;
8 }
9 ...
Figur 38: Efter Data storage
Transformationer, der hører ind under kategorien Data encoding, ændre måden hvorpå program-
data bliver repræsenteret, og et eksempel på Data encoding er at finde på Figur 39, hvor heltalsvari-
ablen i er blevet erstattet med udtrykket 25*i+7.
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1 ...
2 for(int i = 1; i<100; i++)
3 {
4 ... a[i] ..;
5 }
6 ...
Figur 39: Før Data encoding
1 ...
2 for(int i 11; i<803; i+=8)
3 {
4 ... a[(i-3)/8] ...;
5 }
6 ...
Figur 40: Efter Data encoding
Der kunne ved Data encoding selvfølgelig også være tale om anvendelsen af kryptering.
Transformationer der hører ind under kategorien Data aggregation, ændre måden hvorpå pro-
gramdata bliver grupperet. Et eksempel på Data aggregation er at finde på Figur 41 og Figur 42,
hvor et array på to dimensioner er blevet transformeret til et array på en dimension.
1 ...
2 int a[4,4];
3 a[2,3] = 60;
4 ...
Figur 41: Før Data aggregation
1 ...
2 int a[16];
3 a[12] = 60;
4 ...
Figur 42: Efter Data aggregation
Den sidste underkategori inden for Data obfuskering kaldes Data ordering, og dækker over trans-
formationer der ændre måden, hvorpå programdata bliver struktureret på. Vi vil her ikke give et
illustreret eksempel med blot konstatere, at der eksempelvis kunne være tale om programmetoder,
der obfuskerer måden, hvorpå man henter data for datastrukturer.
Når man tager ovenstående transformationer i betrækning, er det indlysende at anvendelsen
af f.eks. Data encoding kan påvirke køretiden af et konkret program, idet der kan være tale om
transformationer, der producerer ikke optimalt programkode.
5.1.3 Control Flow obfuskering
Control Flow obfuskering er den tredje i rækken af overordnede kategorier af transformationer, der
søger at hindre reverse-engineering i form af dekompilering. Control Flow obfuskering kan opdeles i
yderligere tre underkategorier. Underkategorier som det er vist på Figur 43.
Figur 43: Underkategorier af Control Flow obfuskering
De transformationer der hører ind under Control aggregation søger at ændre måden, hvorpå pro-
gramudtryk bliver grupperet på. Der kunne f.eks. være tale om at inline metoder, dvs. at erstattet
et metodekald med programkoden for den konkrete metode. Dette er illustreret i Figur 44, hvor
metoden adder bliver inlinet i metoden beregn.
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1 ...
2 public int beregn()
3 {
4 int x = 1;
5 int y = 1;
6 return adder(x,y);
7 }
8 ...
Figur 44: Før Control aggregation
1 ...
2 public int beregn()
3 {
4 int x = 1;
5 int y = 1;
6 return 1+1;
7 }
8 ...
Figur 45: Efter Control aggregation
Den anden underkategori inden for Control Flow obfuskering er Control ordering, der kategoris-
erer alle de transformationer, der ændre rækkefølgen, hvormed programudtryk bliver afviklet. Figur
46 illustrerer et meget simpelt tilfælde af Control ordering, hvor en for-løkke bliver transformeret
til at løbe baglæns.
1 ...
2 for(int i = 1; i<100; i++)
3 {
4 array[i] = i;
5 }
6 ...
Figur 46: Før Control ordering
1 ...
2 for(int i = 100; i>=1; i--)
3 {
4 array[i] = i;
5 }
6 ...
Figur 47: Efter Control ordering
Den sidste underkategori inden for Control Flow obfuskering er Control computation, der dækker
over alle de transformationer, der søger at sløre programstrukturen i programkoden. Et eksempel på
dette er anvendelsen af uigennemskuelige sandhedsværdier/sandhedsfunktioner (eng: opague pred-
icates), der er illustreret i på Figur 48.
1 ...
2 if(true){...}
3 ...
4
5
Figur 48: Før Control computation
1 ...
2 boolean x = true;
3 ...
4 if(x || !x){...}
5 ...
Figur 49: Efter Control computation
Et andet eksempel på Control Computation er transformationer der, når talen falder på obfusker-
ing af Java-bytekode, resulterer i ikke-reducible kaldgrafer ved anvendelse af f.eks. goto-instruktionen.
Inden vi går videre til den sidste overordnede kategori af obfuskeringsteknikker, skal det nævnes
at brugen af Control Flow obfuskering kan have negativ indflydelse på køretiden af et program,
idet at anvendelsen af Control computation, i form af transformationer der producerer ikke-reducible
kaldgrafer, kan resultere i programstrukturer der ikke er optimale.
5.1.4 Preventive obfuskering
Den sidste overordnede kategori kaldet Preventive obfuskering adskiller sig fra alle de ovenstående
kategorier indenfor obfuskering, idet der her ikke direkte er tale om transformationer der bliver fore-
taget på programkode med det formål at besværliggøre en manuel analyse, men om transformationer
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der enten søger at få decompilerne til at fejle eller helt at stoppe, inden de når at producere uddata.
Preventive obfuskering kan opdeles i to underkategorier som på Figur 50.
Figur 50: Underkategorier af Preventive obfuskering
Her betegner Inherent konkrete transformationer, der søger at besværliggøre automatisk dekom-
pilering. Et eksempel på dette er at finde på Figur 51 og Figur 52, hvor for-løkken er blevet
transformeret til at køre baglæns, og hvor der er blevet introduceret en kunstig dataafhængighed i
form af array B. Introduktionen af array B hindre en decompiler i at foretage den simple omskrivning
af for-løkken.
1 ...
2 for(int i = 1; i<100; i++)
3 {
4 a[i]=i;
5 }
6 ...
7
8
Figur 51: Før Control computation
1 ...
2 int b[500];
3 for(i=100; i>=1; i--)
4 {
5 a[i]=i;
6 b[i] += b[(i*i)/2];
7 }
8 ...
Figur 52: Efter Control computation
Underkategorien Targeted dækker over transformationer, der udnytter specifikke svagheder ved
konkrete decompiler. Det er selvfølgeligt afgørende at man har mulighed for at undersøge de konkrete
decompilere, man mener udgøre en trussel, hvis man ønsker at ens obfuskator skal kunne foretage
transformationer inden for kategorien Targeted. Hvis man har adgang til den/de konkrete decom-
pilere, er man nød til at foretage diverse tests for at opbygge en profil af hver decompiler, der så kan
svare på hvilke svagheder de indeholder. I lyset af dette kan man således argumenterer for, at det er
klogest at holde sine kort tæt til kroppen, hvis man har udviklet et redskab til reverse-engineering,
og ønsker at anvende det til et mere tvivlsomt formål end at vedligeholde software af en ældre dato.
Det er ikke let at sige nået om hvorvidt anvendelsen af Preventive obfuskering vil have indflydelse
på køretiden eller pladsforhold for et program, da det kommer an på profilen af den/de konkrete
decompilere, som man ønsker at beskytte sig imod.
Vi vil i det følgende, og sidste afsnit i dette kapitel, komme med en sammenfatning, der indeholder
de væsentligste pointer i dette kapitel.
5.2 Sammenfatning
Obfuskeringsteknikker bliver overordnet kategoriseret ved Layout obfuskering, Data obfuskering,
Control Flow obfuskering og Preventive obfuskering. Alle transformationer inden for disse kategorier
er underlagt kravet om at programfunktionaliteten før og efter den pågældende transformation skal
være bevaret. Formålet med obfuskering er langt overvejende at besværliggøre en manuel analyse af
den uddata, der bliver produceret ved en automatisk analyse vha. en decompiler. Layout obfuskering
er den mest trivielle af de fire kategorier af obfuskering, idet transformationerne inden for denne
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kategori fjerner unødvendigt programkode og derved optimerer programkoden. Den har derfor en
del fællestræk med optimeringsprocesser, der er en naturlig del af oversættere. Transformationer der
hører under Data og Control Flow obfuskering søger begge at foretage transformationer, der dels
slører anvendelsen af programdata samt selv programstrukturen. Preventive obfuskering adskiller sig
fra de andre kategorier, idet dens primære formål er at forhindre eller besværliggøre en automatisk
analyse frem for en manuel. Når der er tale om obfuskering af Java-bytekode, er den mest effektive
gruppe af transformationer den underkategori af Control Flow obfuskering, der går under betegnelsen
Control Computation. Dette skyldes at det er muligt at foretage transformationer, der resulterer i
ikke-reducible kaldgrafer på bytekode niveau vha. brugen af eksempelvis goto-instruktionen. Dette
gør at rekonstrueringen af den originale Java-kildekode ikke er muligt, idet alle kaldgrafer i Java-
sproget skal være reducible, idet der ikke findes kontrolstrukturer i sproget, der kan give anledning
ikke-reducible kaldgrafer.
Anvendelsen af obfuskering vil altid være en balancegang mellem en høj sikkerhed, i form af sofistik-
erede transformationer, og effektiviteten af den pågældende programkode.
Vi vil nu gå videre til næste kapitel Redskaber for at beskrive de redskaber der blev anvendt
under eksperimenterne.
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6 Redskaber
Vi vil i dette kapitel præsentere de redskaber, og kort beskrive måden hvorpå disse er blevet anvendt
i projektet.
Redskaberne kan opdeles i to grupper. En gruppe indeholdende de anvendte decompilere og en
gruppe indeholdende de anvendte obfuskatore. Gruppen af decompilere består af programmerne Jad
(forkortelse af the fast JAva Decompiler) og Jode (forkortelse af Java Optimize and Decompile Envi-
ronment). Gruppen af obfuskatore består af programmerne ved navn Zelix Klassmaster og Dash-O.
At valget netop faldt på disse programmer, ligger i et ønske om at sætte de gratis og frit tilgængelige
decompilere overfor de kommercielt tungeste obfuskatore. De valgte decompilere og obfuskatore er
således ikke de eneste tilgængelige, og vi vil sidst i dette kapitel nævne eksempler på andre redskaber.
6.1 Java-oversætter
For en god ordens skyld, vil vi inden præsentationen af de eksperimentelle redskaber gøre opmærk-
som på, at alle oversættelser af Java-filer under eksperimenterne, blev udført med Java-oversætteren
fra Suns JDK 5.0 (version 1.5.0_03). Under disse oversættelser blev Java-oversætteren brugt med
følgende parameter:
javac -g:none <filnavn.java>
Parameteret -g:none bevirker at Java-oversætteren ikke producerer noget debuginformation i den
resulterende class-fil, da dette kan lette arbejdet for en decompiler.
6.2 Jad
Jad er en decompiler skrevet af Pavel Kouznetsov (se [JAD]). Der findes mange grafiske softwareud-
viklingsmiljøer til Java, der anvender Jad som underlæggende decompiler i deres grafiske brugerflader.
Dette gør Jad til en meget udbredt decompiler, hvilket er grunden til at vi netop har valg den.
Vi har i eksperimenterne anvendt den på tidspunktet nyeste kommandobaseret version af Jad
(v1.5.8). Den kommandobaseret version er meget brugervenlig, idet man ved en simpel kommando:
jad -sjava Eksempel.class
kan dekompilere en class-fil. Resultatet af dekompilering af filen Eksempel.class kan ses på ne-
denstående figur.
// Decompiled by Jad v1.5.8f. Copyright 2001 Pavel Kouznetsov.
// Jad home page: http://www.kpdus.com/jad.html
// Decompiler options: packimports(3)
// Source File Name: Eksempel.java
import java.io.PrintStream;
public class Eksempel
{
6.3 Jode 35
public Eksempel()
{
}
public static void main(String args[])
{
byte byte0 = 4;
System.out.println(byte0);
}
}
Figur 53: Jad dekompilering af Eksempel.class
6.3 Jode
Jode er en Java-baseret decompiler skrevet af Jochen Hoenicke (se [JODE]). Til forskel fra Jad er
kildekoden til Jode offentligt tilgængelig. Dette gør Jode til en interessant modpart til Jad, hvilket
er grunden til at vi har valg den. Vi har som med Jad anvendt den på tidspunktet nyeste komman-
dobaseret version i vores eksperimenter (v1.1.2). Jode er knap så brugervenlig som Jad, idet den
kræver at class-filerne bliver pakket ind i et Jar-arkiv. Men når dette er gjort, kan man dekompilere
en class-fil ved at bruge kommandoen:
java jode.decompiler.Main -d . Eksempel.jar
Resultatet af ovenstående kommando er at finde i den følgende figur.
/* Eksempel - Decompiled by JODE
* Visit http://jode.sourceforge.net/
*/
public class Eksempel
{
public static void main(String[] strings) {
int i = 4;
System.out.println(i);
}
}
Figur 54: Eksempel.java
6.4 Zelix Klassmaster
Zelix Klassmaster er udviklet af det australske firma Zelix (se [Zelix]). Den første version blev ud-
givet i 1997, året efter en af de første Java-decompilere (Mocha) blev udgivet. Zelix Klassmaster er
som tidligere nævnt et kommercielt produkt. Licenseringen er dog fleksibel; fra 200$ for en enkelt
6.4 Zelix Klassmaster 36
programmør, til 1500$ for en licens der dækker en hel organisation eller virksomhed. Den i forsø-
gene anvendte evalueringsudgave af Zelix Klassmaster (v4.4.6e) er begrænset til kun at obfuskere 1-2
funktioner eller metoder i hver klasse. Zelix Klassmaster betjenes enten via en grafisk brugerflade
eller via et scripting sprog, der kan integreres i et grafisk udviklingsmiljø. Den grafiske brugerflade
er intuitiv, og i tilfældet af enkeltstående programmer kan man i de fleste menuer bruge standard
indstillinger. Ved brugen af Zelix skal man overveje nøje hvad der trimmes væk eller obfuskeres,
idet der er mange indstillingsmuligheder. I første trin udvælges den ønskede folder eller det ønskede
Jar-arkiv.
Figur 55: Udvælgelse af klasser i Zelix Klassmaster
6.5 Dash-O 37
I andet trin vælges hvilke ting der skal skæres bort for at mindske størrelsen af klasse filerne.
Figur 56: Valgmuligheder for trimming i Zelix Klassmaster
Det sidste og mest interessante trin er valgmulighederne for obfuskeringen. Det er værd at be-
mærke at der er flere grader for flow obfuskering (let, normal, aggressiv) og kryptering af strenge
(normal, aggressiv og flow obfusker). For flow obfuskering har graden aggressiv betydning for kompat-
ibiliteten med visse virtuelle maskiner, og påvirkning af størrelsen og hastigheden af den resulterende
bytekode; en forøgelse på cirka (under 1%, 1% og 3%) og en hastighedsnedsættelse på cirka (1%,
25% og 25%) ifølge [ZelixDoc]). For kryptering betyder graden flow obfucate at funktionen der er-
statter henvisninger til strenge også er obfuskeret, hvilket kan bevirke en nedsættelse af hastigheden,
afhængig af hvor mange indlejrede strenge der er, og hvor de er placeret i koden.
Figur 57: Valgmuligheder for obfuskering i Zelix Klassmaster
Zelix Klassmaster er alt i alt umiddelbart let at gå til, men understøtter mange indstillinger, der
kan justeres specifikt til et projekt.
6.5 Dash-O
Dash-O er udviklet af det amerikanske firma PreEmptive Solutions (se [Dash-O]). PreEmptive har
specialiseret sig i at udvikle sikkerhedssoftware, der skal sikre programmer, der baserer sig på Java-
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teknologien eller Microsoft .Net teknologi. Dash-O er PreEmptives bud på en Java-obfuskator, og
deres produkt anbefales ifølge dem selv af Sun. Dash-O er den dyreste kommercielle obfuskator
til dato, med sine 1890$ for en enkel brugerlicens, og man må derfor forvente sig en del af sådan
et produkt, hvilket er grunden til at vi har valgt Dash-O. Vores eksperimenter er baseret på en
evalueringsversion kaldet Dash-O Pro v3.2, og når talen falder på brugervenlighed, må man sige
at PreEmptive har gjort sig umage. Det første man som bruger bliver præsenteret for er en lille
brugerflade, hvor der skal vælges mellem tre muligheder:
Figur 58: Overordnede valgmuligheder i Dash-O
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Den markerede mulighed for Create QuickJar Project blev anvendt under alle forsøgene, hvor
Dash-O indgik som obfuskator. Et klik på OK resulterer i brugerfladen på Figur 59, hvor alle de
tilgængelige obfuskeringsmuligheder Renaming, Encrypt Strings, Optimization, Control Flow Obfus-
cation og Ignore Warnings blev anvendt.
Figur 59: Valgmuligheder for obfuskering i Dash-O
Som det fremgår af ovenstående billede, så kræver Dash-O et Jar-arkiv, med de class-filerne der
ønskes obfuskeret. Der er mulighed for at fravælge obfuskering af bestemte klasser og metoder, og der
er som sagt mulighed, for at angive hvilken form for obfuskering der skal anvendes. Alt i alt er Dash-O
et meget brugervenligt produkt, der bliver markedsført som det ypperligste inden for obfuskering.
6.6 Andre redskaber
Som det tidligere blev nævnt, så valgte vi vores redskaber ud fra ønsket om at sætte de frit tilgæn-
gelige decompilere over for establerede kommercielle obfuskatore. Vi vil her kort nævne hvilke andre
redskaber vi har undersøgt i den indledende fase til eksperimenterne.
• Mocha. En af de første Java-decompilere udgivet som gratis beta software i 1996 af Hanpeter
van Vliet, sammen med den tilhørende obfuskator Crema. Mocha var på i midten af 1990'er
så kontroversiel, at udvikleren følte sig presset til at trække den tilbage. Vedligeholdelsen af
Mocha sluttede i 1996, hvilket gør den forældet i forhold til de nyeste Java-versioner. Kort efter
lanceringen af Mocha udkom der et værktøj ved navn HoseMocha, der modificerede class-filer,
så Mocha ikke kunne bruges på dem. Borlands JBuilder indeholder den dag idag en decompiler
baseret på Mocha.
• JReversePro. En decompiler og disassembler udgivet som Open Source i 2002 af Karthik Kumar
Arun Kumar. JReversePro er skrevet i Java, og kan integreres i egne projekter. Sidste version
(v1.4.1) er fra oktober 2002, hvilket gør den en smule forældet.
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• Dava. En decompiler og disassembler, der er en del af Soot. Soot er et framework til analyse og
optimering af Java-bytekode, der er udviklet og bliver vedligeholdt af Sable forskergruppen på
McGill Universitetet i Canada. Dava er et meget interessant projekt, som vi gerne ville have
brugt i vores eksperimenter, men pga. mangel på dokumentation valgte vi ikke at anvende dette
redskab, da vi vurderede at der ville gå for lang tid med at sætte sig ind i programmet.
• RetroGuard. En kommerciel obfuskator, der kun foretager layout obfuskering på Java-bytekode.
Udover ovenstående programmer undersøgte vi også en række andre gratis obfuskatore og decom-
pilere. Fælles for obfuskatorene var at de generelt kun udførte layout obfuskering, mens decompilerne
var forældede i forhold til dekompilering af Java-bytekode oversat vha. en nyere version af Java-
oversætteren.
6.7 Sammenfatning
Vi har i valget af redskaber fokuseret på at sætte gratis tilgængelige og brugervenlige decompilere over
for de kommercielt tungeste obfuskatore på market. Dette har vi fundet mest interessant i forhold til
rapportens problemstilling, idet det indirekte kan bidrage til en vurdering af problemstillingen.
Vores indledende undersøgelser vedrørende udvalget af konkrete redskaber viste at langt de fleste de-
compilere er forældet i forhold til den nyeste Java-version. Vi valgte Jad og Jode, da vedligeholdelsen
af disse stadig forekommer. Obfuskatorene blev valgt ud fra prisen, idet vi vurderede at jo højere en
pris jo bedre kvalitet.
Vi nu gå videre til kapitlet Eksperiment for at se nærmere på de eksperimenter, som blev udført
i forbindelse med dette projekt.
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7 Eksperiment
Vi vil i dette afsnit beskrive den eksperimentelle side af projektet. Vi vil forklare forsøgsopstillingen
generelt, for dernæst at beskrive og begrunde valget af de konkrete testdata. Herefter vil vi gen-
nemgå de to eksperimenter hver for sig. Resultaterne af eksperimenterne vil blive præsenteret i en
tabelbaseret oversigt med efterfølgende behandling og diskussion.
7.1 Forsøgsopstilling
For at opnå resultater der kan skabe et udgangspunkt for en refleksion over projektets problemstilling,
har vi valgt nogle konkrete testfiler, der bliver beskrevet i det efterfølgende afsnit. De valgte redskaber
dvs. decompilerene og obfuskatorene har vi så anvendt på disse testfiler, og den overordnede frem-
gangsmetode har vi opdelt i to testprocedurer. I den første testprocedure kaldet Test 1 undersøger vi,
hvorvidt en given decompiler kan dekompilere et oversat Java-program. Hernæst undersøges der vha.
den anden testprocedure kaldet Test 2 om det er muligt at dekompilere obfuskeret Java-programmer.
Hvis dette er tilfældet undersøges der efterfølgende om disse kan oversættes.
7.2 Ækvivalensklasser
Opdeling af testdata i ækvivalensklasser er en teknik, der benyttes indenfor såkaldte eksterne tests
(eng: black box tests) af software. Princippet i en ekstern test er at den konkrete software, med et
givent input, producerer output der svarer til softwarens specifikation. En ækvivalensklasse gener-
aliserer over en type input eller testdata, der forventes at få softwaren til at opføre sig på en ensartet
måde. Ved opdeling i ækvivalensklasser, vil ethvert tænkeligt input passe i netop én af ækvivalen-
sklasserne. Formålet med ækvivalensklasser er således, at man uden at prøve alle mulige input, med
stor overbevisning, kan udtale sig om at et givent stykke software ikke vil fejle givet input, der
ligger indenfor de testede ækvivalensklasser. Vi har i vores eksperimenter valgt en lidt anderledes
tilgang til dette, idet vi ønsker at udtale os om i hvilke tilfælde softwaren fejler. Softwaren er i denne
sammenhæng en decompiler, og testdata er oversatte Java-programmer før og efter obfuskering på
bytekode niveau. Vi har i valget af de konkrete testfiler søgt at gøre dem så simple som muligt for
at opnå den højeste dækningsgrad. Med andre ord så er testfilerne valgt ud fra den tanke, at hvis en
decompiler ikke kan håndtere de simple testfiler, inden for en given ækvivalensklasse, så vil den med
stor sandsynlighed ikke kunne håndtere komplekse testfiler inden for den samme ækvivalensklasse.
De anvendte testfiler (se Bilag) har vi inddelt i tre ækvivalensklasser, som vi mener dækker hele
Java-sproget. Den første store ækvivalensklasse dækker over samtlige sætningskonstruktioner i Java-
sproget, dvs. måder hvorpå man kan konstruere programlogik. De konkrete testfiler inden for dennne
ækvivalensklasse er:
• Fibonacci.java: Indeholder et program der udregner Fibonacci tal.
• Logik.java: Indeholder løkker og logiske udtryk.
• TryCatch.java: Indeholder try, catch og finally udtryk.
• TypeCasting.java: Indeholder typecasting af primitive typer.
Fibonacci.java er den velkendte rekursive algoritme, der udregner Fibonacci tal. Indholdet af
Logik.java er lidt søgt, idet der ikke er den store mening med indholdet. Men sætningsstrukturen i
denne fil er konstrueret med den bagtanke, at der ved obfuskering af den korresponderende class-fil
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bliver anvendt control flow obfuskering.
TryCatch.java har til formål at teste om decompilerene kan håndtere basale undtagelser i Java.
TryCatch.java indeholder tre i hinanden indlejrede try-catch og et enkelt finally udtryk. Dokumen-
tationen for Jad erkender, at en kendt begrænsning er korrekt håndtering af sådanne konstruktion-
er [JAD]. Dette kan skyldes at sådanne konstruktioner, oversat til Java-bytekode kan gøre brug af
instruktionen jsr, alt afhængigt af oversætteren. Instruktionen jsr hopper på samme måde som goto
til en specifik del af koden, og kan derfor indebære samme problemer som der beskrives i kapitlet
Grundlæggende Java-teori . Den sidste testfil inden for den første ækvivalensklasse er TypeCast-
ing.java, der har til formål at teste om decompilerene kan håndtere typekonvertering af primitive
datatyper. Dette skulle eftersigende volde problemer [PRGTRNS].
Den anden store ækvivalensklasse dækker måderne, hvorpå man kan strukturere sine klasser i
Java-sproget. De konkrete testfiler inden for denne ækvivalensklasse er:
• Danmark.java: Implementerer en konstruktion af indre klasser.
• Dyr.java : Implementerer en abstrakt klasse.
• Spisbar.java: Implementerer et interface.
• Hund.java: Implementerer nedarvning vha. Dyr.java, samt interfacet Spisbar.java.
Danmark.java er en simpel implementering af indre klasse konstruktionen, og Hund.java im-
plementerer som nævnt nedarvning ved at anvende den abstrakte klasse Dyr.java, og implementer
interfacet i Spisbar.java. Filerne Dyr.java og Spisbar.java indeholder i sig selv stort set intet, og
i forbindelse med resultaterne af eksperimenterne er det decompileringen af Hund.java der tæller.
Dette vil sige at et succeskriterie er at Hund.java kan dekompileres eller genoversættes.
Den tredje og sidste ækvivalensklasse rummer udvidelser, der er tilføjet Java sproget i version J2SE
5.0 (se [J2SE5DOC]):
• Par.java: Implementerer eksempler på brug af de nye udvidelser af Java sproget.
Par.java implementerer blandt andet eksempler på brugen af generiske typer og den nye foreach
løkke. Vi er opmærksomme på at generiske typer i Java medfører typesikkerhed på oversættelsestid-
spunktet, samt at foreach løkken sammenlignet med tidligere version af Java, i princippet svarer til
en for løkke, der gør brug af en Iterator [J2SE5DOC]. Det interessante i den sammenhæng er, at se
om en decompiler til trods for dette kan producere gyldig Java-kildekode.
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Den første testprocedure involverer kun decompilere. Udgangspunktet for Test 1 er, at undersøge
om det er muligt for de anvendte decompilere, at udføre dekompilering på de valgte testfiler og
producere uddata. Det centrale spørgsmål i Test 1 er om den resulterende uddata er gyldig Java-
kildekode, der kan oversættes igen. Den overordnede proces for denne test kan ses på Figur 60. I
de efterfølgende tabeller og beskrivelser, henvises der til testmaterialet ved Navn.java. Med mindre
andet er angivet, menes der her bytekoden produceret ved oversættelsen af kildekode-filen Navn.java
eller genoversættelsen af decompilerens uddata.
Den følgende tabel indeholder resultaterne fra Test 1 udført med Jad. Kolonnen Kompilering?
refererer til, hvorvidt resultatet fra dekompilering kunne oversættes vha. Java-oversætteren.
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Figur 60: Test1: Resulatater for dekompilering af Java-programmer
Program Anvendt dekompiler Dekompilering? Kompilering?
Fibonacci.java Jad Ja Ja
Logik.java Jad Ja Ja
TryCatch.java Jad Ja Nej
TypeCasting.java Jad Ja Ja
Danmark.java Jad Ja Nej
Hund.java Jad Ja Ja
Par.java Jad Ja Ja
Tabel 1: Jad dekompilering af Java-programmer
Som nævnt i afsnittet Ækvivalensklasser fremprovokerer TryCatch.java en kendt mangel i Jad. Jad
formår ikke at dekompilere programmet i en tilstand, hvor det kan genoversættes, og skriver følgende
kommentar til output-loggen:
Overlapped try statements detected. Not all exception handlers will be resolved
in the method foo
Couldn't fully decompile method foo
Couldn't resolve all exception handlers in method foo
Undersøger man den resulterende kildekode, finder man udover ugyldige udtryk, at strukturen fra
den oprindelige try-catch-finally ikke er bibeholdt:
int i = 2 / 0;
str2 = "b";
break MISSING_BLOCK_LABEL_76;
ArithmeticException arithmeticexception;
arithmeticexception;
try
{
int ai[] = {
1, 2, 3
};
int j = ai[3];
}
catch(IndexOutOfBoundsException indexoutofboundsexception)
{
try
{
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String s = null;
s.charAt(0);
}
catch(NullPointerException nullpointerexception)
{
str1 = "a";
}
}
str2 = "b";
break MISSING_BLOCK_LABEL_76;
Exception exception;
exception;
str2 = "b";
throw exception;
}
Istedet for tre i hinanden indlejrede try-catch udtryk, med et afsluttende finally, står det
yderste lag for sig selv uden et catch.
Danmark.java dekompileres uden fejl, men det kan ikke genoversættes. Udtrykket super(); er,
i den dekompilerede kode, at finde i begge de indre klasser Sverige og Norge. Udkommenteres disse,
vil den kunne genoversættes.
Den følgende tabel indeholder resultaterne fra Test 2 udført med Jode.
Program Anvendt dekompiler Dekompilering? Kompilering?
Fibonacci.java Jode Ja Ja
Logik.java Jode Ja Ja
TryCatch.java Jode Nej -
TypeCasting.java Jode Ja Ja
Danmark.java Jode Nej -
Hund.java Jode Ja Ja
Par.java Jode Ja Ja
Tabel 2: Jode dekompilering af Java-programmer
Som tilfældet var det med Jad, har Jode også problemer med TryCatch.java og Danmark.java.
Forskellen består i at Jode ikke skriver noget uddata og afslutter med fejlmeddelelser. Fejlmeddelelsen
for kørslen med Danmark.java er dog ikke læselig. Fejlmeddelelsen for kørslen med TryCatch.java er
som følger:
Failed to decompile TryCatch.
jode.AssertError: initial stack is null
Fejlmeddelelsen er igen ikke særligt behjælpelig, og vi må ty til at brugen af Jode's kildekode
som dokumentation for fejlen. Teksten findes i kodeblokken, der håndterer mapping af flow blokke,
hvorfor det formodes at Jode har samme begrænsning, som Jad har i forbindelse med håndteringen
af det særlige flow i bytekoden, som en try-catch-finally konstruktion kan medføre.
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Det centrale spørgsmål i Test2 er om anvendelsen af obfuskering har nogen indflydelse, på om de
anvendte decompilere kan dekompilere de valgte testfiler, og producere gyldig Java-kildekode der kan
oversættes igen. Den overordnede proces for denne test kan ses på følgende figur.
Figur 61: Test2: Dekompilering af obfuskerede Java-programmer
Nedenstående tabel indeholder resultaterne fra Test 2, hvor Zelix klassmaster og Jad indgik som
hhv. obfuskator og decompiler.
Program Anvendt obfuskator Anvendt dekompiler Dekompilering? Kompilering?
Fibonacci.java Zelix Jad Ja Nej
Logik.java Zelix Jad Ja Nej
TryCatch.java Zelix Jad Ja Nej
TypeCasting.java Zelix Jad Ja Nej
Danmark.java Zelix Jad Ja Nej
Hund.java Zelix Jad Ja Nej
Par.java Zelix Jad Ja Nej
Tabel 3: Jad dekompilering af Zelix-obfuskerede Java-programmer
Jad producerer uddata for alle de obfuskerede Java-programmer, dog alle med en variation af
følgende kommentar i output-loggen:
Couldn't fully decompile method a
Intet uddata indeholder udelukkende gyldig Java-kode, og der kan ikke foretages genoversættelse,
bortset fra Dyr.java og Spisbar.java som Hund.java benytter sig af.
Nedenstående tabel indeholder resultaterne fra Test 2, hvor Zelix klassmaster og Jode indgik som
hhv. obfuskator og decompiler.
Program Anvendt obfuskator Anvendt dekompiler Dekompilering? Kompilering?
Fibonacci.java Zelix Jode Nej -
Logik.java Zelix Jode Ja Nej
TryCatch.java Zelix Jode Nej -
TypeCasting.java Zelix Jode Nej -
Danmark.java Zelix Jode Nej -
Hund.java Zelix Jode Nej -
Par.java Zelix Jode Nej -
Tabel 4: Jode dekompilering af Zelix-obfuskerede Java-programmer
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Jode producerer ikke uddata for Logik.java, der kan genoversættes, idet den resulterende kode
næsten kun indeholder ikke-gyldige udtryk, goto-sætninger og erklæringer af variable uden effekt,
såsom de tidligere omtalteopaque predicates :
public void a() {
boolean bool = A;
int i_3_ = 1;
int i_0_ = 0;
Random random = new Random();
int[][][] is = new int[10][10][10];
int i_1_ = 0;
GOTO flow_32_0_
flow_32_0_:
int i_1_;
int i_6_ = i_1_;
...
Ved alle andre kørsler fejler Jode med en variation af følgende fejl:
Failed to decompile a.
java.lang.IllegalArgumentException: stack is not empty at RET
Denne fejl er ikke speciel informativ. Ved en søgning i Jodes kildekode findes teksten i blokken
af kode, der håndterer konstruktioner indeholdende ret, hvor der smides en exception, hvis variabel-
stakken ikke er tom før returneringen. Undersøger man et disassembly for testprogrammerne i de
fejlede kørsler bemærkes det at der blandt de sidste instruktioner er et ret efterfulgt af et return.
Følgende er for den oversatte og obfuskerede Danmark.java:
...
119: swap
120: pop
121: ret 0
123: return
Hvor der normalt kun ville være et return. Instruktionerne swap og pop berører operandstakken,
og ret 0 returnerer fra et subrutinekald med returadressen, der er lagret i lokalvariabel nummer 0.
Kigger man lidt længere op i kodens disassembly finder man:
0: ldc #2; //String C&nK6f!j_=
2: jsr 11
5: putstatic #39; //Field z:Ljava/lang/String;
8: goto 123
11: astore_0
...
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Instruktionen jsr 11 hopper til astore_0, der i den lokale variabel med nummeret 0 gemmer re-
sultatet af jsr 11, som er den efterfølgende instruktion (på plads 5). Når ret 0 i slutningen af koden
udføres, hoppes der tilbage hertil, og umiddelbart efter følger goto 123, hvilket afslutter programmet
med return. Denne måde at afslutte programmet på forvirrer tydeligvis Jode, og det formodes at
dette er en preventive obfuskering udført af Zelix Klassmaster.
Nedenstående tabel indeholder resultaterne fra Test 2, hvor Dash-O og Jad indgik som hhv.
obfuskator og decompiler.
Program Anvendt obfuskator Anvendt dekompiler Dekompilering? Kompilering?
Fibonacci.java Dash-O Jad Ja Ja
Logik.java Dash-O Jad Ja Nej
TryCatch.java Dash-O Jad Ja Nej
TypeCasting.java Dash-O Jad Ja Ja
Danmark.java Dash-O Jad Ja Ja
Hund.java Dash-O Jad Ja Ja
Par.java Dash-O Jad Ja Nej
Tabel 5: Jad dekompilering af Dash-O-obfuskerede Java-programmer
Udover den høje succesrate hvorved Java-programmer, der er obfuskeret med Dash-O, kan dekom-
pileres af Jad og genoversættes, er det overraskende at Danmark.java her kan genoversættes, hvor
den ikke kunne det i tilfældet, hvor der ikke var udført obfuskering. Ved nærmere eftersyn viser det
sig, at Dash-O har fjernet indre-klasse informationerne i forbindelse med obfuskeringen, idet disse
ikke havde nogen reel funktion. Logik.java, TryCatch.java og Par.java kunne, grundet ikke-gyldigt
Java-kildekode, ikke genoversættes.
Nedenstående tabel indeholder resultaterne fra Test 2, hvor Dash-O og Jode indgik som hhv.
obfuskator og decompiler.
Program Anvendt obfuskator Anvendt dekompiler Dekompilering? Kompilering?
Fibonacci.java Dash-O Jode Ja Ja
Logik.java Dash-O Jode Ja Nej
TryCatch.java Dash-O Jode Nej -
TypeCasting.java Dash-O Jode Ja Ja
Danmark.java Dash-O Jode Ja Ja
Hund.java Dash-O Jode Ja Ja
Par.java Dash-O Jode Ja Nej
Tabel 6: Jode dekompilering af Dash-O-obfuskerede Java-programmer
Logik.java og Par.java kan her efter dekompilering ikke genoversættes grundet ikke-gyldig Java-
kildekode. I overensstemmelse med hvad vi observerede i Tabel 5, resulterer en Jode dekompilering,
af en Dash-O obfuskeret version af Danmark.java, i uddata der kan genoversættes. Dekompilering af
TryCatch.java producerer intet uddata, og samme fejlmeddelelse som der forekom ved Jode dekom-
pileringen af det ikke-obfuskerede program observeres, så det er ikke grundet obfuskering.
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Tager man udgangspunkt i Test 1, hvor vi undersøgte, hvorvidt decompilerene kunne dekompilere
ikke-obfuskeret Java-bytekode, og producere gyldig Java-kildekode, er der ikke de store overraskelser.
TryCatch.java, som vi havde skrevet for at verificere en kendt fejl af Jad, samt Danmark.java, med
dets indre klasser, havde begge decompilere problemer med. Jode producerede ingen uddata i begge
tilfælde, og Jad producerede ikke-gyldig Java-kildekode. Det formodes at Jode og Jad har samme
begrænsninger, men Jode er mere tilbøjelig til at afslutte med en fejl uden at skrive noget uddata.
I forbindelse med Test 2, hvor vi anvendte obfuskering, er der flere bemærkelsesværdige resultater.
Obfuskatoren Zelix Klassmaster formår at obfuskere Java-bytekoden på en måde, der forhindre Jad
i at producere gyldig Java-kildekode ved dekompilering af alle test-programmerne. Jode fejler helt i
de fleste tilfælde, hvor Jad ikke har produceret gyldig Java-kildekode, med undtagelse af Logik.java.
Det skal her bemærkes, at der sandsynligvis er tale om en forebyggende obfuskering rettet mod
Jode. Resultaterne vi fik ud af eksperimenterne med Dash-O obfuskeret Java-bytekode var specielt
interessante. Både Jad og Jode kunne i mange tilfælde producere uddata, der kunne genoversættes.
Specielt interessant er tilfældet, hvor Dash-O har fjernet indre-klasse strukturen, hvilket bevirkede
at begge decompilere kunne dekompilere den obfuskerede Java-bytekode til brugbar Java-kildekode.
Dette skyldes at indre-klasse strukturen ikke havde nogen reel indflydelse på programmets virkemåde,
hvorved det kan opfattes som en optimering, at den er blevet fjernet. Generelt er det i tilfældet med
Dash-O dog mest interessant, at der ikke blev foretaget flere control-flow obfuskeringer, der brød
Java-sproget i den resulterende uddata.
Det følgende kapitel Diskussion foretager en reflektion over den centrale problemstilling i projek-
tet, og denne reflektion tager udgangspunkt i de opnåede resultater.
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Vi vil her i diskussionen først reflektere over de opnåede forsøgsresultater, hvilket bl.a. bliver gjort
ud fra de succesbetingelser, der blev opstillet i kapitlet Decompilere og obfuskatore. Efter refleksio-
nen over forsøgsresultaterne foretager vi en kritik af de succesbetingelser, der blev opstillet i kapit-
let decompilere og obfuskatore. Som afslutning på diskussionen bliver der reflekteret over, hvorvidt
dekompilering af Java-bytekode udgør en trussel mod kommercielle Java-programmer.
8.1 Refleksion over forsøgsresultaterne
Sammenholdes resultaterne fra Test 1 med succesbetingelserne for en decompiler, er det tydeligt at
hverken Jad eller Jode er i stand til at honorere den første succesbetingelse, hvorved en yderligere
vurdering vha. de efterfølgende betingelser ikke giver mening. Ud fra dette kan Jad og Jode vurderes
som værende begrænset i deres formåen, idet de ikke er i stand til at håndtere 2/3 af de opstillede
ækvivalensklasser. Spørgsmålet er nu om de opstillede succesbetingelser, for en decompiler, og æk-
vivalensklasser er rimelige. Tages mængden og typen af information vedrørende Java-bytekode, som
en udvikler har til sin rådighed, når der skal designes en decompiler, i betragtning synes succes-
betingelserne rimelige. Succesbetingelsen vedrørende læsbarheden, af uddataen fra en dekompiler, vil
dog altid kunne diskuteres, idet læsbarhed vel nok må betegnes som værende et subjektivt begreb.
Det er selvfølgelig muligt at opstille nogle mere nuancerede ækvivalensklasser, end de der blev valgt
i eksperimenterne, men dette vil umiddelbart ikke ændre på det overordnede resultat vedrørende
brugen af de konkrete decompilere.
Resultaterne fra Test 2 taget i betragtning må det antages at obfuskering vha. Zelix klassmaster
og Dash-O i de konkrete tilfælde har medført en besværliggørelse af dekompilering, idet succesraten
for dekompilering markant er faldet. De anvendte obfuskatore honorerer begge den første succes-
betingelse for en obfuskator, men en yderligere evaluering, ud fra de resterende succesbetingelser,
er besværlig. Optimeringsgraden af programkoden, efter anvendelsen af den konkrete obfuskering,
er svær at vurdere grundet testfilernes simplicitet. Læsbarheden efter anvendelsen af den konkrete
obfuskering vurderes som værende væsentligt forringet, idet der i overvejende grad ikke er tale om
gyldigt Java-kildekode. Herved vurderes succesbetingelsen vedrørende læsbarheden, for en obfuska-
tor, som værende opfyldt. Det er selvfølgelig en subjektiv vurdering i hvilket omfang, der er tale om
en forringelse af læsbarheden. Men læsbarheden af noget ikke gyldigt Java-kildekode må vel nok
betegnes, som værende forringet i forhold til noget gyldigt.
8.2 Refleksion over succesbetingelserne for decompilere og obfuskatore
Som det blev nævnt foroven må de opstillede succesbetingelserne for en decompiler vurderes som
værende rimelige. Generelt kan man vel nok sige, at det er mere lige til at formalisere succesbetingelser
for en decompiler, end for en obfuskator. Dette kan man formode hænger sammen med, at en de-
compiler af natur mere er knyttet til designet af en oversætter, med dertilhørende formelle krav, end
en obfuskator. Nok blev en obfuskator beskrevet vha. samme metode som compilere og decompilere
i kapitlet Decompilere og obfuskatore, men da der ved anvendelsen af en obfuskator mere er tale
om transformationer, end en egentlig oversættelse, er der ikke de samme formelle retningslinier for
designet af en obfuskator, som ved en decompiler. Dette har et eller andet sted indflydelse på, hvor
formalistisk man kan være i opstillingen af succeskriterier til en obfuskator. I begge tilfælde vil et
forsøg på formalisering, af kravene til læsbarheden af den pågældende programkode, dog ikke kunne
lykkes til fulde, idet begrebet som sagt må betegnes som værende subjektivt af natur.
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8.3 Refleksion over dekompilering som trussel
At det ifølge vores forsøg praktisk talt ser ud til at de anvendte decompilere ikke er i stand til
at leve op til de succesbetingelser, som der blev fremsat, mener vi ikke kan afskrive dekompilering
som en trussel mod kommercielle Java-programmer. Det må formodes at dekompilering, og reverse-
engineering generelt, udgør en trussel mod kommercielle Java-programmer, selvom at det ser ud
til at decompilerene er bagefter i våbenkapløbet mod obfuskatorene. Det at en kommerciel software
virksomhed potentielt har meget at miste ved at andre kan få indblik i deres kildekoden, vidner vel
også om at der er tale om en trussel. Det er selvfølgeligt svært at sige noget konkret vedrørende hvor
udbredt denne trussel er, når der er tale om Java-programmer.
Ser man nærmere på obfuskering som beskyttelse mod dekompilering virker det som om at der
her er tale om en effektiv beskyttelsesteknik. Dette gælder dog umiddelbart kun, når der er tale om
proprietære algoritmer og datastrukture, idet anvendelse af standard biblioteker altid ofte vil kunne
dekompileres. Som det fremgik af beskrivelse af de forskellige obfuskeringsteknikker, vil der ofte ske
en reducering af perfomancen i forhold til det originale program. I lyset af dette vil man nok altid
kunne diskutere, uanset hvor stor forringelsen af performancen måtte være, om man som bruger af
et program ikke er bedre tjent med et produkt, der er udviklet efter alle kunstens regler, frem for
et produkt der, ved anvendelsen af en beskyttelsesteknik, kan forringer kvaliteten. Der er i denne
sammenhæng selvfølgelig optræk til den sædvanlige diskussion, på godt og ondt, vedrørende Open
Source kontra kommercielt lukket software. En diskussion vi her vil undlade.
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I lyset af rapportens diskussion mener vi, at der kan konkluderes at Java-bytekode specielt er velegnet
til dekompilering. Dette gør samtidigt at dekompilering reelt set udgør en trussel mod kommercielt
udviklede Java-programmer. Omfanget af denne trussel er der ikke noget entydigt svar på.
Anvendelsen af obfuskering er med til at besværliggøre dekompilering, og ud fra de udførte eksper-
imenter må der konkluderes at denne form for beskyttelsesteknik er meget effektiv. Men som det
fremgik af gennemgangen af de enkelte obfuskeringsteknikker, kan anvendelsen af obfuskering have
en negativ indflydelse på køretiden af det obfuskerede program, i forhold til det originale.
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Vi har i dette projekt set, hvordan det er muligt at beskytte Java-programmer mod dekompilering,
vha. den beskyttelsesteknik der går under betegnelsen obfuskering. Dette er dog ikke den eneste måde,
hvorpå det er muligt at beskytte sine Java-programmer, og vi vil her i rapportens perspektivering kort
beskrive nogle af de andre beskyttelsesteknikker, der kunne indgå i en sikkerhedsstrategi, der fokuser-
er på at hindre dekompilering. Dette bliver gjort for at sætte rapportens indhold og problemstilling
i et mere realistisk lys.
En sikkerhedsstrategi for kommercielt udviklet Java-programmer vil ofte bestå af en kombination
af flere konkrete tiltag. Sammensætningen af sikkerhedsstrategi vil afhænge af flere faktorer, såsom
hvilken type software der er tale om, hvilken markedsføringsstrategi der skal anvendes til det enkelte
produkt, og hvor brugervenligt man ønsker at produktet skal være.
En sikkerhedsstrategi afhænger også af hvilken softwarekultur det enkelte produkt hører ind
under. Hvis der f.eks. er tale omOpen Source giver det ikke nogen mening at inddrage beskyttelse mod
dekompilering i sikkerhedsstrategien, idet kildekoden jo er tilgængelig for alle. I Open Source kulturen
er sikkerhedsstrategien også en anden end den for kommercielt software, idet at den udelukkende
fokuserer på brugersikkerhed. En sikkerhedsstrategi for kommercielt software vil derfor både skulle
håndtere brugersikkerhed samt en kommercielsikring af produktet.
I det tilfælde hvor det er ønskeligt at gøre mere ude af at sikre, kommercielt Java-software kunne
en eller flere af de følgende tiltag indgå i en sikkerhedsstrategi.
Juridiske tiltag : Juridiskhåndhævelse af ophavsret og produktbeskyttelse kan være en effektiv
sikring af et softwareprodukt. Men vil ofte være besværlig at anvende, hvis der skulle være mistanke
om at konkurrenten har foretaget dekompilering af ens produkt og anvendt den opnåede viden.
Server-side afvikling : Hvis ens softwareprodukt indeholder specielt følsomt programkode, som
man ønsker skal forblive en forretningshemmelighed kan Server-side afvikling hjælpe til at besværlige
gøre reverse-engineering, da man derved kan forhindre den direkte adgang til class-filerne. Men der
er to ulemper, der er forbundet ved denne teknik, idet at performancen af produktet kommer til at
afhænge af den konkrete netværksforbindelse, og hvis netværksforbindelsen helt går ned kan brugerne
ikke anvende programmet.
Kryptering : Kryptering af programkode, der bliver distribueret, kan yderligere besværliggøre
reverse-engineering, men med mindre at krypteringen bliver foretaget i specielt hardware, såsom
hardware dongles kan programkoden opsnappes og dekrypteres. Anvendelse af denne form for hard-
ware kryptering har selvfølgelig en stor indvirkning på mobiliteten af det konkrete software.
Platform specifik kompilering : Det er muligt at anvende WAT kompilering for derved at trans-
formere Java-bytekode til platform specifik maskinkode, der er mere besværlig at dekompilere. Anven-
delsen af Platform specifik kompilering har indflydelse på mobiliteten af softwaren, idet man mister
det platformuafhængige aspekt ved Java-teknologien.
Der findes selvfølgelig andre sikringsmetoder af software, der søger at sikre andre aspekter af
kommercielt software f.eks. piratkopiering.
Generelt set vil sikring af software vil altid være en harmonisk balancegang, alt efter hvad der
bliver vægtet højest brugervenlighed, brugersikkerhed eller omsætning.
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11.1 Bilag 1: Fibonacci.java
1 public class Fibonacci
2 {
3 public static final int fib(int i)
4 {
5 return fibo(i);
6 }
7
8 private static final int fibo(int i)
9 {
10 if(i > 1)
11 return fibo(i - 1) + fibo(i - 2);
12 else
13 return i;
14 }
15
16 public static void main(String[] args)
17 {
18 int temp=13;
19 System.out.println("Fibonacci for "+temp+" er: "+fib(temp));
20 }
21 }
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11.2 Bilag 2: Logik.java
1 import java.util.Random;
2
3 public class Logik
4 {
5 public static void main(String[] args)
6 {
7 Logik x = new Logik();
8 x.print();
9 }
10
11 public void print()
12 {
13 boolean con1 = true;
14 boolean con2 = false;
15
16 Random generator = new Random();
17 int[][][] a = new int[10][10][10];
18
19 for (int i = 0; i < a.length; i++)
20 {
21 if (con1)
22 {
23 int j = 0;
24 for (; j < a.length; j++)
25 {
26 int k = 0;
27
28 if (con1 && !con2)
29 {
30 while (k < a.length)
31 {
32 a[i][j][k] = 0 + generator.nextInt(10);
33
34 if (a[i][j][k] % 2 == 0)
35 {
36 a[i][j][k] = 1;
37 }
38 else
39 {
40 a[i][j][k] = 0;
41 }
42
43 k++;
44 }
45 }
46 }
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47 }
48 }
49 }
50 }
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11.3 Bilag 3: TryCatch.java
1 public class TryCatch
2 {
3 private String str1;
4 private String str2;
5
6 public TryCatch()
7 {
8 str1 = "";
9 str2 = "";
10 }
11
12 public void foo()
13 {
14 try
15 {
16 int x = 2 / 0;
17 }
18 catch (ArithmeticException e1)
19 {
20 try
21 {
22 int[] a = { 1, 2, 3 };
23 int y = a[3];
24 }
25 catch (IndexOutOfBoundsException e2)
26 {
27 try
28 {
29 String str = null;
30 str.charAt(0);
31 }
32 catch (NullPointerException e3)
33 {
34 str1 = "a";
35 }
36 }
37 }
38 finally
39 {
40 str2 = "b";
41 }
42 }
43 }
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11.4 Bilag 4: TypeCasting.java
1 public class TypeCasting
2 {
3 public static void main(String args[])
4 {
5 for (char c = 0; c < 128; c++)
6 {
7 System.out.println("ASCII " + (int) c + " tegn " + c);
8 }
9 }
10 }
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11.5 Bilag 5: Danmark.java
1 public class Danmark
2 {
3 public static void main(String[] args) {}
4
5 public String hovedstad = "København";
6
7 public class Sverige
8 {
9 public String hovedstad = "Stockholm";
10
11 public class Norge
12 {
13 public String hovedstad = "Oslo";
14
15 public void printHovedstad()
16 {
17 System.out.println(hovedstad);
18 }
19 }
20 }
21 }
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1 public class Hund extends Dyr implements Spisbar
2 {
3 private String beskrivelse;
4
5 public Hund(String navn, String beskrivelse)
6 {
7 super(navn);
8 this.beskrivelse = beskrivelse;
9 }
10
11 public String tal()
12 {
13 String tale = "Vov vov";
14 return tale;
15 }
16
17 public boolean spiselig()
18 {
19 return false;
20 }
21
22 public String toString()
23 {
24 return super.navn() + "\n" + beskrivelse;
25 }
26 }
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11.7 Bilag 8: Dyr.java
1 public abstract class Dyr
2 {
3 private String navn;
4
5 public Dyr(String navn)
6 {
7 this.navn = navn;
8 }
9
10 public String navn()
11 {
12 return navn;
13 }
14
15 abstract public String tal();
16 }
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11.8 Bilag 9: Spisbar.java
1 public interface Spisbar
2 {
3 boolean spiselig();
4 }
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11.9 Bilag 10: Par.java
1 import java.util.ArrayList;
2 import java.util.Iterator;
3
4 public class Par<T, S>
5 {
6 public static void main(String[] args)
7 {
8 ArrayList<Par> list = new ArrayList<Par>();
9 list.add(new Par("A", "B"));
10 list.add(new Par("B", "C"));
11 list.add(new Par("C", "D"));
12
13 //Java 5.0 måden
14 for (Par i : list)
15 {
16 System.out.println(i);
17 }
18
19 System.out.println();
20
21 //Java 1.4 måden
22 Iterator it = list.iterator();
23 while(it.hasNext())
24 {
25 System.out.println(it.next());
26 }
27 }
28
29 private T førsteElement;
30 private S andetElement;
31
32 public Par(T førsteElement, S andetElement)
33 {
34 this.førsteElement = førsteElement;
35 this.andetElement = andetElement;
36 }
37
38 public T getFørsteElement()
39 {
40 return førsteElement;
41 }
42
43 public S getAndetElement()
44 {
45 return andetElement;
46 }
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47
48 public String toString()
49 {
50 return "1: " + førsteElement + " 2: " + andetElement;
51 }
52 }
