Abstract. The firing rule for Petri nets assumes instantaneous and simultaneous consumption and creation of tokens. In the context of ordinary Petri nets, this poses no particular problem because of the system's asynchronicity, even if token creation occurs later than token consumption in the firing. With read arcs, the situation changes, and several different choices of semantics are possible. The step semantics introduced by Janicki and Koutny can be seen as imposing a two-phase firing scheme: first, the presence of the required tokens is checked, then consumption and production of tokens happens. Pursuing this approach further, we develop a more general framework based on explicitly splitting the phases of firing, allowing to synthesize coherent steps. This turns out to define a more general non-atomic semantics, which has important potential for safety as it allows to detect errors that were missed by the previous semantics. Then we study the characterization of partial-order processes feasible under one or the other semantics.
Introduction
There are some aspects of concurrent behaviour that cannot be modeled by sequences of actions nor by partial orders alone (c.f. [9, 11] ). An example is the 'earlier than or simultaneous' (that is, 'not later than') relationship [11] , for which neither sequences nor partial orders are expressive enough. Consider, for example, a priority system with three actions: a, b, and c such that c has higher priority than both a and b. Initially, a and b can be executed simultaneously, while c is blocked. Moreover, completing a or b permanently enables action c. Using sequences of actions, we cannot capture the execution where a and b are executed in the same run of the system, as both (ab) and (ba) would violate the priority constraint. However, a sequence ({a, b}), representing a step in which actions a and b are executed simultaneously, faithfully reflects a possible scenario in which both a and b are executed. Consider now a modified system in which executing a no longer enables action c. In such a case, two executions involving the actions a and b are possible, namely ({a, b}) and (ab). Now, this behavior is not reflected by the partial order in which a and b are concurrent; for in that This work is partially supported by the UK EPSRC project UNCOVER. case, sequence (ba) would emerge as a valid system behaviour, which it is not according to the above specification. To cover such cases, [12] used structures richer than causal partial orders and, in this particular case, introduced the notion of a 'weak causality' between a and b, meaning that 'a can be earlier than or simultaneous with b', but 'not later than b'. In the resulting model, causality (partial order) is augmented with weak causality leading to stratified order structures [8, 10, 12] , which extend the standard causal partial orders if the underlying concurrent system does not exhibit features like priorities in the above example. Stratified order structures have been successfully applied to model, e.g., inhibitor and priority systems and asynchronous races (see, e.g. [12, 14, 16] ). Extensions of the standard partial order model of concurrency to cover features such as priorities as well as inhibitor and read arcs in the elementary net systems are systematically discussed in [17] .
Let us turn now to the more specific model class of Petri nets. Many distributed systems allow read-only access to some data. These non-destructive accesses can be done concurrently by several components of the system. In order to model these read-only accesses with Petri nets, a classical method is to design a loop in which some transition consumes and rewrites a token on the same place. Nevertheless this technique is not satisfactory when one is dealing with causal semantics because the consumption of the token artificially enforces an order on the events accessing the same data.
In order to solve this problem, read arcs were added to Petri nets [5, 22] . This extension is now quite commonly used, and partial order semantics were proposed for this new model [3, 4, 28, 31] . In the same vein, inhibitor arcs were also introduced [5, 12] . Their expressive power is similar to the one of read arcs in the case of bounded nets. Finite complete prefixes of Petri nets with read arcs (also called contextual Petri nets) were first defined in the restricted case of read-persistent nets [29] , and later in the general case [32] . Efficient procedures exist for the computation and analysis of finite complete prefixes for safe Petri nets with read arcs [2, 25] .
In the present paper, we push the analysis of contextual Petri nets further in the direction of collective, or non-atomic, firing of several transitions jointly, in one step, where a step is seen here as a set of transitions (or multi-set in the case of non safe nets). Giving a semantics that allows this is not problematic in ordinary Petri nets; a step is enabled iff the current marking is bigger than the sum of all presets of its transitions, both seen as vectors whose dimension is the number of places. With read arcs, the situation changes, and several different choices of step semantics are possible. The one introduced in [12] can be seen as imposing a two-phase firing scheme: first, the presence of the required tokens is checked, then consumption and production of tokens happens. Here, we develop a more general framework based on explicitly splitting the phases of firing, allowing to synthesize coherent steps. This turns out to define a more general non-atomic semantics. We will recall the fundamentals of Contextual Petri nets in Section 2, and develop the non-atomic sequential semantics in Section 3. In Section 4, we continue with the study of non-sequential, partial order semantics with non-atomic firing; finally, Section 5 concludes.
