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Instalasi	 Gawat	 Darurat	 (IGD)	 merupakan	 unit	 terdepan	 yang	 bertugas	
menerima	 pasien	 saat	 terjadi	 keadaan	 darurat.	 Di	 dalam	 IGD,	 dokter	 harus	








proses	 mutasi	 dengan	 menggunakan	 reciprocal	 exchange	 mutation,	 serta	
digunakan	 proses	 seleksi	 yaitu	 proses	 elitism.	 Pengujian	 yang	 digunakan	 untuk	
penjadwalan	 shift	 jaga	 IGD	 ini	 ada	 3	 jenis	 pengujian.	 Pengujian	 pertama	 yaitu	
pengujian	 jumlah	 popSize,	 pengujian	 kedua	 yaitu	 pengujian	 nilai	 generasi,	 dan	
pengujian	ketiga	yaitu	pengujian	kombinasi	cr	mr.	Dari	hasil	pengujian	tersebut,	
dilakukan	 lagi	pengujian	untuk	membandingkan	nilai	 fitness	dari	 sistem	dengan	











































Emergency	 room	 (ER)	 is	 one	 of	 the	 units	 in	 a	 hospital	 who	 the	 first	 of	
receiving	patients	in	case	of	an	emergency.	In	ER,	there	are	doctors	who	should	be	
available	 for	 24	 hours	 to	 deal	 with	 patient	 who	 come	 everytime	 when	 an	
emergency	 form	 happen.	 To	 keep	 the	 performance	 of	 doctors	who	working	 24	
hours	 in	 ER,	 then	we	make	a	 schedule	 that	use	with	 shift	 system.	 For	 1	month		
scheduling,	11	doctors	will	split	into	3	shift	work	in	a	day.	In	order	to	optimize	and	




















































































































































































































































































































































terhadap	 para	 pasien	 di	 IGD.	 Berdasarkan	 permasalahan	 yang	 ada	 maka	
diperlukan	sebuah	penyelesaian.		
Untuk	mendapatkan	 solusi	 dari	masalah-masalah	 yang	 telah	 disebutkan	
sebelumnya,	maka	 diperlukan	 sebuah	 penjadwalan.	 Penjadwalan	 yang	 optimal	
adalah	 penjadwalan	 yang	 menerapkan	 keadilan	 untuk	 setiap	 dokter	 yang	
mendapatkan	 jadwal.	 Penyusunan	 jadwal	 shift	 jaga	 kurang	 optimal	 apabila	
dikerjakan	 secara	manual.	 Karena	mungkin	 saja	meskipun	 di	 dalam	 IGD	 sudah	
terdapat	jadwal	shift	jaga	dokter,	namun	kadang	nama	dokter	tersebut	terdapat	
pada	shift	yang	berurutan,	ada	2	nama	yang	sama	pada	1	shift,	atau	bahkan	dalam	
1	 shift	 tidak	 ada	 dokter	 yang	 berjaga	 sama	 sekali	 (Rezaeiahari,	 2017).	 Karena	





Pada	 penerapan	 optimasi	 penjadwalan	 shift	 jaga	 dokter	 ini,	 akan	
digunakan	 algoritme	 genetika.	 Algoritme	 genetika	 adalah	 pendekatan	 secara	
komputasional	untuk	menyelesaikan	masalah-masalah	yang	dibuat	dengan	proses	
biologi	dari	proses	evolusi.	Diharapkan	dengan	menggunakan	algoritme	genetika	
akan	 memperoleh	 optimasi	 penjadwalan	 yaitu	 kondisi	 dimana	 terbentuk	
kombinasi	 terbaik	dokter	yang	berjaga	pada	 IGD,	 serta	 tidak	ada	permasalahan	
bentrokan	 jadwal	 jaga	 pada	 1	 waktu	 (Sufarnap	 &	 Sudarto,	 2011).	 	 Alasan	 lain	
penggunaan	 algoritme	 genetika	 adalah	 karena	 menurut	 (Marbun,	 2013),	 nilai	
fitness	 serta	 waktu	 komputasi	 yang	 dilakukan	 dengan	menggunakan	 algoritme	
genetika	 lebih	baik	dibandingkan	dengan	menggunakan	metode	Particle	Swarm	
Optimization	(PSO).	Penelitian	ini	didasarkan	pada	studi	pustaka	penelitian	yang	
berhasil	 dilakukan	 oleh	 (Ilmi,	 2014)	 yaitu	 dilakukannya	 optimasi	 penjadwalan	













































1. Mengetahui	 parameter	 yang	 optimal	 dalam	 penerapan	 algoritme	 genetika	
pada	masalah	optimasi	penjadwalan	shift		jaga	dokter	di	IGD.	





1. Sistem	 yang	 menggunakan	 Algoritme	 Genetika	 dapat	 menjadikan	 sebuah	
solusi	dalam	permasalahan	penjadwalan	shift		jaga	dokter	di	IGD.	


































	Membahas	 tentang	 latar	 belakang	 dilakukan	 sebuah	 penelitian	
sebagai	 alasan	 penulis	 melakukan	 penelitian,	 rumusan	 masalah	
yang	 selanjutnya	 akan	 dibahas,	 tujuan	 dan	 manfaat	 yang	 ingin	
dicapai,	 batasan	masalah,	 sistematika	dari	Optimasi	 Penjadwalan	
Shift	Jaga	Dokter	di	IGD	Menggunakan	Algoritme	Genetika.		
BAB	2	 	LANDASAN	KEPUSTAKAAN	 	




Berisi	 metode	 yang	 dilakukan	 dalam	 melakukan	 penelitian	 ini	
seperti	 studi	 literatur,	 analisis	 kebutuhan,	 metode	 pengambilan	




Berisi	metode	 yang	 akan	 dilakukan	 dalam	melakukan	 penelitian,	
seperti	analisa	kebutuhan	perangkat	lunak,	perancangan	Optimasi	












fungsionalitas	 sistem,	 kemudian	 pengujian	 dengan	
membandingkan	hasil	perhitungan	manual	dengan	proses	output	




serta.	 Saran	 berisi	 tulisan	 untuk	 pengembangan	 selanjutnya	 dan	
























Unit	 Gawat	 Darurat	 (UGD)	 adalah	 unit	 dalam	 sebuah	 rumah	 sakit	 yang	
terdepan	 dalam	 menerima	 pasien	 saat	 pasien	 mengalami	 sebuah	 keadaan	
darurat.	 Di	 dalam	 Unit	 Gawat	 Darurat	 (UGD),	 peran	 dokter,	 perawat,	 serta	
peralatan	 medis	 yang	 ada	 diperlukan	 dalam	 waktu	 24	 jam	 dan	 7	 hari	 untuk	
menangani	 pasien	 yang	 datang	 ke	 UGD	 agar	 mendapatkan	 pertolongan	 yang	
optimal.	 Bagi	 perawat,	 jadwalnya	 jam	 kerja	 pada	 UGD	 dikhawatirkan	 akan	
memberikan	 dampak	 yang	 buruk	 terhadap	 kualitas	 kinerja,	 kondisi	 fisik	 serta	
kehidupan	 sosial.	 Untuk	 mengurangi	 resiko	 tersebut,	 salah	 satu	 cara	 yang	
dilakukan	pihak	rumah	sakit	adalah	membuat	penjadwalan	jam	kerja	yang	dapat	
membagi	jam	kerja	perawat	secara	adil	terhadap	semua	perawat	yang	ada.	Untuk	
menyelesaikan	 permasalahan	 tersebut,	 penjadwalan	 perawat	 pada	 UGD	















dokter	 residen	 yang	masih	 belajar	 untuk	menyelesaikan	 banyak	 kasus	 berbeda	
pada	setiap	pasien	yang	masuk	ke	dalam	rumah	sakit.	Dokter	residen	sendiri	dapat	
digolongkan	menurut	 berapa	 stase	 yang	 sudah	 dijalani	 selama	menjadi	 dokter	
residen	serta	dipertimbangkan	juga	tingkat	berapa	atau	semester	berapa	dokter	
residen	 tersebut.	 Karena	 tiap	 stase	 yang	 dilalui	 dokter	 residen	mempengaruhi	
sudah	berapa	kasus	yang	ditangani,	sudah	berapa	pasien	yang	ditangani,	dan	hal	
tersebut	 akan	 menjadi	 dasar	 untuk	 membuat	 jadwal	 jaga	 dokter	 residen.	
Penjadwalan	dilakukan	agar	dengan	jumlah	dokter	residen	yang	ada,	jadwal	jaga	
yang	dilakukan	dapat	optimal,	tidak	ada	yang	memiliki	jadwal	jaga	yang	sama	pada	
rumah	 sakit	 yang	 berbeda.	 Pada	 permasalahan	 penjadwalan	 dokter	 residen	 ini	
digunakan	 pendekatan	 algoritme	 genetika	 yang	 dianggap	 paling	 optimal	 untuk	
menyelesaikan	 masalah.	 Hasil	 yang	 didapatkan	 dari	 penelitiaan	 ini	 berupa	






















Optimasi	 penjadwalan	 telah	 dilakukan	 oleh	 (Ilmi,	 2014).	 Penjadwalan	
perawat	adalah	masalah	yang	cukup	rumit	dan	krusial	dalam	sebuah	rumah	sakit	
khususnya	pada	ruangan	Intensive	Care	Unit	(ICU).	Di	dalam	ruangan	ICU,	pasien	
yang	 dirawat	 adalah	 pasien	 yang	 memiliki	 perawatan	 khusus	 dan	 harus	
diutamakan.	 Akibat	 dari	 banyaknya	 jam	 kerja	 yang	 dipakai,	 merupakan	 suatu	
masalah	kritis	pada	suatu	rumah	sakit	 terutama	pada	ruang	 ICU	dengan	pasien	
yang	 membutuhkan	 perawatan	 khusus.	 Dampak	 dari	 panjangnya	 jam	 kerja	
perawat	serta	tugas	yang	banyak	dikhawatirkan	akan	memberikan	dampak	yang	
buruk	 terhadap	 kualitas	 kinerja,	 kondisi	 fisik	 serta	 kehidupan	 sosial.	 Untuk	
mengurangi	 resiko	 tersebut,	 salah	 satu	 cara	 yang	 dilakukan	 pihak	 rumah	 sakit	
adalah	membuat	penjadwalan	jam	kerja	yang	dapat	membagi	jam	kerja	perawat	
secara	adil	 terhadap	semua	perawat	yang	ada.	Dalam	penelitian	 ini,	diterapkan	
algoritme	 genetika	 untuk	 menyelesaikan	 mengoptimalkan	 permasalahan	
penjadwalan	perawat.	Digunakan	representasi	permutasi	bilangan	integer	dengan	
panjang	kromosom	360	yang	setiap	angka	pada	gennya	merepresentasikan	nomor	
id	 perawat.	 Metode	 crossover	 yang	 digunakan	 yaitu	 one	 cut-point	 crossover,	
metode	 mutasi	 reciprocal	 exchange	 mutation	 dan	 diseleksi	 dengan	 elitism	




Optimasi	 penjadwalan	 lainnya	 juga	 dilakukan	 oleh	 (Rezaeiahari	 &	
Khasawneh,	 2017).	 Di	 dalam	 penelitiannya,	 dilakukan	 optimasi	 terhadap	
wisatawan	 yang	 melakukan	 perjalanan	 ke	 pusat	 medis	 untuk	 melakukan	
perawatan	medis.	 Tujuan	dilakukannya	optimasi	 yaitu	untuk	 (1)	meminimalkan	
penyimpangan	atau	kesalahan	waktu	saat	pasien	akan	memulai	perjalanan,	dan	
(2)	 meminimalkan	 waktu	 tunggu	 antar	 pasien	 di	 dalam	 pusat	 medis	 tujuan	
(Destination	 Medical	 Center).	 Permasalahan	 penjadwalan	 disini,	 digunakan	
perbandingan	 hasil	 metode	 antara	 MPSO	 (Algoritme	 penambangan	 yang	
diterapkan	dalam	PSO),	PSOLS	(PSO	yang	menggunakan	local	search	untuk	mencari	
global	best),	dan	SA	(Teknik	pencarian	yang	menggunakan	pencarian	lokal	untuk	
mendapatkan	 hasil	 dengan	 cara	 membandingkan	 dengan	 solusi	 sebelumnya).	
Parameter	dari	 algoritme	 ini	mengunakan	desain	Taguchi	yang	berfungsi	untuk	




Pada	penelitian	 ini,	 akan	dilakukan	optimasi	 terhadap	penjadwalan	 shift	
jaga	dokter	di	IGD.	Optimasi	dilakukan	agar	jadwal	yang	dibuat	lebih	optimal	serta	
memberikan	 keuntungan	 bagi	 banyak	 pihak	 terutama	 dokter	 dan	 pasien.	
Algoritme	yang	digunakan	untuk	menyelesaikan	permasalahan	optimasi	terhadap	
penjadwalan	shift	jaga	dokter	di	IGD	adalah	algoritme	genetika.	Proses	crossover	























Objek Metode Keluaran 
Masukkan	dan	































gen	 serta	 jumlah	 titik	
potong	 sebanyak	 5	
titik.	 Dan	 bobot	 yang	
paling	 seimbang	 dari	
nilai	 fitness	 adalah	
bobot	 1	 untuk	 nilai	
varian	 serta	 nilai	 1.5	
untuk	nilai	rasio	
- Hasil	 terbaik	 adalah	nilai	




























































































































































juga	 sebagai	 suatu	 kegiatan	 alokasi	 sumber	 daya	 dengan	 memiliki	 kendala	




Penjadwalan	 da1lam	 pekerjaan	merupakan	 pengalokasian	 sumber	 daya	
manusia	pada	suatu	tempat	kerja	tertentu	dengan	waktu	dan	tempat	yang	telah	




Learner’s	Dictionary	tahun	2005	me	 mendefinisikan	 shift	 kerja	 sebagai	 suatu	
periode	waktu	yang	dikerjakan	oleh	sekompok	pekerja	yang	mulai	bekerja	ketika	
kelompok	sebelumnya	telah	selesai	(Dhuha	&	Suseno,	2017).	



























(Jamil,	 2015).	 Di	 dalam	 Instalasi	 Gawat	 Darurat	 (IGD),	 kondisi	 pasien	 dalam	
keadaan	apapun	baik	yang	parah	maupun	tidak	harus	tetap	ditangani	oleh	dokter.	
Di	sini	peran	dokter,	perawat,	serta	peralatan	medis	yang	ada	diperlukan	dalam	
waktu	 24	 jam	 dan	 7	 hari	 untuk	 menangani	 pasien	 yang	 datang	 ke	 IGD	 agar	
mendapatkan	 pertolongan	 yang	 optimal	 (Ulya,	 2017).	 	 IGD	 berperan	 sebagai	
gerbang	 utama	 untuk	 masuknya	 penderita	 gawat	 darurat.	 Kemampuan	 dari	
fasilitas	kesehatan	terutama	rumah	sakit	yang	secara	keseluruhan	sebagai	pusat	








masyarakat	 yang	akan	 terkait	 secara	 langsung	dengan	pasien	untuk	melakukan	
pelayanan	 kesehatan	 serta	 menjamin	 mutu	 dari	 pelayanan	 kesehatan	 yang	
diberikan.	Ilmu	pengetahuan,	keterampilan,	serta	sikap	dan	perilaku	merupakan	
sebuah	 kompetensi	 yang	 harus	 didapatkan	 selama	 pendidikan	 akan	 menjadi	
landasan	 utama	 bagi	 dokter	 untuk	 dapat	 melakukan	 tindakan	 pada	 dunia	








yang	 ada	 pada	 manusia.	 Dari	 generasi	 ke	 generasi,	 himpunan	 yang	 baru	 dari	
deretan	 individu	 dibuat	 atas	 dasar	 kecocokan	 pada	 generasi	 sebelumnya	
(Mutakhiroh,	et	al.,	2007).	 Siklus	pembuatan	algoritme	genetika	untuk	mencari	
solusi	 terbaik	memiliki	beberapa	proses,	seperti	 inisialisasi;	 reproduksi;	evaluasi	
dan	 seleksi.	 Di	 dalam	 evaluasi	 terdapat	 proses	 perhitungan	 fitness.	 Untuk	




























semua	 individu,	 dilakukan	 seleksi	 untuk	 memilih	 individu	 terbaik.	 Seleksi	
merupakan	suatu	proses	yang	akan	digunakan	untuk	memilih	individu	mana	yang	





Individu-individu	 diciptakan	 secara	 acak	 memiliki	 kromosom.	
Kromosom	mewakili	 solusi	 permasalahan.	 Representasi	 kromosom	yang	
digunakan	 adalah	 representasi	 permutasi.	 Pada	 inisialisasi	 ini,	 juga	
terdapat	 populasi	 yang	 merepresentasikan	 nomor	 ID	 dokter.	 Contoh	
kromosom	 yang	 menggunakan	 representasi	 permutasi	 terdapat	 pada	
Gambar	2.1.	









Crossover	 yang	 digunakan	 dalam	 penelitian	 ini	 berupa	 extended	
intermediate	 crossover.	Pemilihan	parent	 yang	 digunakan	 dilakukan	
secara	 acak.	 Dimisalkan	 P1	 dan	 P3	 adalah	parent	 yang	 telah	 dipilih	
secara	acak.	Kemudian	dilakukan	reproduksi	crossover		yang	nantinya	
akan	 menghasilkan	 offspring	 berupa	 C1	 dan	 C2.	 Nilai	 offspring	
dibangkitkan	dengan	menggunakan	Persamaan	2.1	dan	2.2.		
( )1211 PPPC −+= α 	 	 	 	 	 	 (2.1)	
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digunakan	 yaitu	 binary	 tournament,	 roulette	 wheel	 dan	 elitism.	 Seleksi	
yang	digunakan	dalam	penelitian	ini	adalah	seleksi	elitism.	Seleksi	tersebut	




















































nilai	 n	 akan	 semakin	 besar	 apabila	 semakin	 tinggi	 ukuran	 dan	
kompleksitas.	



























Agar	 hasil	 yang	 diinginkan	 tidak	 menyimpang	 dari	 tujuan,	 metodologi	
penelitian	 digunakan	 sebagai	 dasar	 pedoman	 dalam	 pelaksanaan	 penelitian.	
Metodologi	penelitian	yang	digunakan	dalam	penyusunan	proyek	akhir	 ini	akan	
melalui	 beberapa	 tahapan	 yang	 membentuk	 sebuah	 alur	 yang	 sistematis.	







































































	Analisis	 kebutuhan	 dilaksanakan	 untuk	 mengetahui	 secara	 keseluruhan	
kebutuhan	yang	harus	 ada	dalam	merancang,	mengimplementasi	 dan	menguji.	













perangkat	 lunak	 (software).	 Di	 dalam	 perancangan	 ini,	 akan	 ditunjukkan	
perhitungan	 manual	 menggunakan	 algoritme	 genetika	 sebagai	 metodenya,	




Implementasi	 Optimasi	 Penjadwalan	 Shift	 	 jaga	 dokter	 di	 IGD	 adalah	


























	Pengujian	 	 data	 	 berfungi	 untuk	 	 mengukur	 	 validasi	 	 hasil	 	 Optimasi	






dari	 penelitian	 yang	 diusulkan	 ini.	 Kesimpulan	 penelitian	 ini	 bisa	 berisi	 hasil	






































jaga	 dokter	 pada	 IGD.	 Dalam	 permasalahan	 ini,	 jadwal	 shift	 jaga	 dokter	 akan	
dioptimasi	 dengan	menggunakan	 algoritme	 genetika.	 Perlunya	 pengoptimasian	
jadwal	 shift	 jaga	 dokter	 dikarenakan	 jadwal	 yang	 dibuat	 masih	 menggunakan	
sistem	manual	yang	akan	memakan	waktu	pembuatan	serta	dikhawatirkan	jadwal	
yang	dibuat	 terdapat	 kesalahan	yang	menyebabkan	kurang	adilnya	 jadwal	 shift	
jaga	 pada	 dokter	 di	 IGD.	maka	 berdasarkan	 permasalahan	 tersebut	 diperlukan	
adanya	 sistem	 optimasi	 penjadwalan	 shift	 jaga	 dokter	 di	 IGD	 menggunakan	














































PU	 IGD	 IGD	 BPJS	 PU	 IGD	 IGD	 IGD	
1	 3	 7	 0	 0	 5	 2	 0	 11	
2	 1	 2	 5	 0	 11	 7	 9	 4	




Algoritme	 genetika	 merupakan	 algoritme	 yang	 dapat	 menyelesaikan	
















































































telah	 diinisialisasi	 sebelumnya.	 Representasi	 individu	 yang	 dilakukan	
menggunakan	representasi	kromosom	dimana	digunakan	bilangan	integer	untuk	











































$i = 0; $i < $this-
>jumlah_hari; 
$i++ 






$kosong[$j] = rand(0, 2); 
j 





























ari = 6 
$j = 0; $j < 
$panjang_kromoso
m_perhari; $j++ 
$j == 0 || $j == 
4 || $j == 7 
$kromosom_perhari[$j + 






mosom] = 0 
$j = 0; $j < 
$panjang_kromos
om_perhari; $j++ 
$j == 0 || 




















































hari >= 6 













































$min, $max, $isi 
in_array($isi, 
$sudah_ada) 

































ceil($jumlah_anak / 2) 
$i = 0; $i < 
$jumlah_cr
os; $i++ 






























































































$index == 7 



















round($kromosom[$j] + ($alfa[$index] * 
($kromosom1[$j] - $kromosom[$j]))) 
$kromosom_anak2[$j] = 
round($kromosom1[$j] + ($alfa1[$index] * 

























Melakukan	proses	 reproduksi.	 Proses	 reproduksi	 yang	dilakukan	 setelah	
metode	 crossover	 yaitu	menggunakan	mutasi.	Metode	mutasi	 yang	 digunakan	




















$index_ind[$i] = rand(0, 


















































































$temp[0] = rand(0, count($boleh) - 1); 
$temp = $this->tambah_unik($temp, 
0, count($boleh) - 1); 
$index_mutasi[0] = $boleh[$temp[0]]; 
$index_mutasi[1] = $boleh[$temp[1]]; 












$temp_index_mutasi[0] = rand(0, 
count($tidak_boleh_kosong) - 1); 
$temp_index_mutasi = $this-
>tambah_unik($temp_index_mutasi, 0, 










































$kromosom[1] == 0 && 
$kromosom[2] == 0 && 
$kromosom[3] == 0 && 
$kromosom[5] == 0 && 





















































            $populasi_akhir[$i]-
>set_fitnes($fitnes_constrain[0]); 


























fungsi	 hitung_fitnes.	 Fungsi	 ini	 digunakan	 untuk	menentukan	 perhitungan	 nilai	







fungsi	 contrain1.	 Fungsi	 ini	 digunakan	 untuk	 perhitungan	 nilai	 fitness	 pada	






$bobot1 = 4; $bobot2 = 1; $bobot3 = 1; 
$const1 = $this->contrain1($kromosom); 
$const2 = $this->contrain2($kromosom); 
$const3 = $this->contrain3($kromosom); 
return [100 / (1 + ($bobot1 
* $const1) + ($bobot2 * 
$const2) + ($bobot3 * 
$const3)), $const1 + 















































[$kromosom_perhari[$shift_1[0]],                 
$kromosom_perhari[$shift_1[1]],              
$kromosom_perhari[$shift_1[2]],               
$kromosom_perhari[$shift_1[3]]]; 

























































































fungsi	 contrain2.	 Fungsi	 ini	 digunakan	 untuk	 perhitungan	 nilai	 fitness	 pada	
constrain	 2.	 Constrain	 2	 ini	 merupakan	 soft	 constraint	memiliki	 aturan	 bahwa	












$hari_ke, $index, $constrain 
$i = 1; $i < 
$jumlah_shift; 
$i++ 
$index = 0 
$hari_ke == 1 
$index = ($hari_ke 




$shift_next = [$kromosom[0 
+ $index], $kromosom[1 + 
$index], $kromosom[2 + 
$index], $kromosom[3 + 
$index]] 
$next_shift = 2; 
$next_shift 
== 2 
$shift_next = [$kromosom[4 + 
$index], $kromosom[5 + $index], 
$kromosom[6 + $index]]; 




[$kromosom[7 + $index]]; 














































$i = 0; $i < 
count($shift_se
karang); $i++ 
$i == 0 
in_array($shift_sekaran
g[$i], $shift_next) && 
$shift_sekarang[$i] != 
$shift_sekarang[$i - 1] 
$shift_sekar






























fungsi	 contrain3.	 Fungsi	 ini	 digunakan	 untuk	 perhitungan	 nilai	 fitness	 pada	

















$i=0; $i < $this-
>jumlah_hari; $i++ 
$j = 0; $j < 
$panjang_kromos
om_perhari; $j++ 












































































foreach ($shift1 as 
$data) 
$shift2 as $data 
in_array($data, $shift2) or 
in_array($data, $shift3) 



































nilai	 fitness	 tertinggi.	 Namun	 apabila	 kriteria	 kondisi	 berhenti	 belum	 juga	











































Penyelesaian	 masalah	 dengan	 algoritme	 genetika	 dilakukan	 untuk	
mengoptimalkan	penjadwalan	shift	jada	yang	ada	di	IGD.	Di	dalam	penyelesaian	
ini	 akan	 ditentukan	 mulai	 dari	 inisialisasi,	 reproduksi,	 evaluasi,	 seleksi,	 hingga	









$temp_key[] = $key 

































yang	 telah	 ditentukan.	 Kemudian	 kromosom	 yang	 dibangkitkan	 terdiri	 dari	 3	
bagian	yang	masing-masing	bagian	diisi	4,	3,	dan	1	angka	representasi	ID	dokter.	
Jadi	 total	 jumlah	 kromosom	adalah	 3	 shift	 yang	diisikan	 11	 ID	dokter	 dikalikan	







































1	 1	 2	 0	 0	 5	 2	 0	 5	
2	 6	 1	 0	 0	 3	 5	 0	 4	



















1	 9	 4	 0	 0	 3	 2	 10	 8	
2	 6	 2	 10	 4	 11	 7	 9	 8	



















1	 9	 4	 0	 4	 11	 7	 9	 8	
2	 3	 2	 10	 0	 11	 7	 10	 8	
3	 2	 0	 0	 0	 7	 0	 0	 8	
	
4.3.2 Reproduksi	




Metode	 crossover	 yang	 digunakan	 adalah	 extended	 intermediate	
crossover.	 Digunakannya	 extended	 intermediate	 crossover	 pada	 penelitian	 ini	
karena	nilai	offspring	yang	dihasilkan	berasal	dari	2	kombinasi	induk	secara	acak	
yang	 perhitungannya	 menggunakan	 nilai	 alpha.	 Offspring	 dapat	 dihasilkan	
























seperti	 yang	 dijelaskan	 sebelumnya	 pada	 Persamaan	 2.1	 dan	 2.2,	 perhitungan	
crossover	 extended	 intermediate	 ini	 menggunakan	 nilai	 alpha	 (α)	 yang	 dipilih	








































0.9	 1	 0.8	 0.7	 0.4	 0.6	 0.5	 0.3	
	
Setelah	 ditentukan	 parent-nya	 secara	 acak	 yaitu	 P1	 dan	 P3,	 maka	 dilakukan	
perhitungan	dengan	menggunakan	nilai	alpha	yang	akan	menghasilkan	offspring	



























1	 1	 2	 0	 0	 5	 2	 0	 5	
2	 6	 1	 0	 0	 3	 5	 0	 4	




















1	 9	 4	 0	 4	 11	 7	 9	 8	
2	 3	 2	 10	 0	 11	 7	 10	 8	



















1	 2	 2	 0	 2	 8	 5	 6	 7	
2	 6	 1	 3	 0	 7	 6	 7	 7	








































1	 2	 2	 0	 1	 9	 4	 5	 7	
2	 6	 1	 2	 0	 8	 6	 5	 7	
3	 4	 0	 0	 0	 5	 0	 0	 8	
	
4.3.2.2 Mutasi	
Metode	 mutasi	 yang	 digunakan	 adalah	 reciprocal	 exchange	 mutation.	
Digunakannya			reciprocal	exchange	mutation		pada	penelitian	ini	karena	metode	
tersebut	 hanya	 memilih	 2	 posisi	 (exchange	 position)	 secara	 random	 yang	
kemudian	kedua	posisi	tersebut	ditukarkan.	Offspring	yang	dihasilkan	dari	proses	
reproduksi	mutasi	 dengan	metode	 yaitu	 0.2	 x	 3	 =	 0.6	≈	 1	maka	offspring-nya	
sebanyak	1.	Tahapan	yang	dilakukan	pada	proses	mutasi	ini	yaitu	dengan	menukar	






















1	 9	 4	 0	 0	 3	 2	 10	 8	
2	 6	 2	 10	 4	 11	 7	 9	 8	




















1	 9	 4	 0	 0	 3	 2	 8	 10	
2	 6	 11	 10	 4	 2	 7	 9	 8	
3	 7	 0	 0	 0	 2	 0	 0	 8	
	
4.3.2.3 Evaluasi	









	 Perhitungan	 fitness	 yang	 dilakukan	 ini	 berdasarkan	 dari	 jumlah	
perhitungan	batasan	(constraint)	yang	telah	ditentukan	sebelumnnya.	Constraint	





















pada	 proses	 penjadwalan,	 maka	 akan	 diberikan	 nilai	 pinalti	 berdasarkan	
pelanggaran	apa	yang	terlah	dilakukan.		
	 Pelanggaran	yang	dilakukan	terdapat	2	jenis,	yaitu	hard	constraint	dan	soft	
constraint.	Hard	 constraint	 	 adalah	 pelanggaran	 berat	 atau	 jenis	 batasan	 yang	
harus	dihindari	dalam	pembuatan	jadwal,	sedangkan	soft	constraint	adalah	jenis	
pelanggaran	 atau	 batasan	 yang	 dalam	 pembuatannya	 masih	 bisa	 ditoleransi	
keberadaannya	 namun	 sedapat	 mungkin	 dihindari	 untuk	 medapatkan	 solusi	
penjadwalan	yang	 terbaik.	Apabila	 jumlah	pelanggaran	yang	dilakukan	 semakin	
sedikit,	 maka	 penjadwalan	 yang	 dilakukan	 semakin	 baik.	 Namun	 apabila	


























Bardasarkan	 contoh	 perhitungan	 nilai	 fitness	 yang	 telah	 dihitung	 dengan	



















1	 2	 2	 0	 1	 9	 4	 5	 7	
2	 6	 1	 2	 0	 8	 6	 5	 7	








(49( GCHI	JKBLEHCABE∗B@ 9 LKNE	JKBLEHCABE∗B@ 9 LKNE	JKBLEHCABE∗B@ )
	
=		 4??



















































Perancangan	 pengujian	 algoritme	 ini	 digunakan	 sebagai	 sarana	
penggambaran	pengujian	algoritme	yang	akan	dilakukan	pada	bab	 selanjutnya.	
Pengujian	yang	dilakukan	pada	optimasi	penjadwalan	dokter	di	IGD	menggunakan	
































fitness	1	 2	 3	 4	 5	 6	 7	 8	 9	 10	
1.	 10	 	 	 	 	 	 	 	 	 	 	 	
2.	 20	 	 	 	 	 	 	 	 	 	 	 	
3.	 30	 	 	 	 	 	 	 	 	 	 	 	
4.	 40	 	 	 	 	 	 	 	 	 	 	 	
5.	 50	 	 	 	 	 	 	 	 	 	 	 	
6.	 60	 	 	 	 	 	 	 	 	 	 	 	
7.	 70	 	 	 	 	 	 	 	 	 	 	 	
8.	 80	 	 	 	 	 	 	 	 	 	 	 	
9.	 90	 	 	 	 	 	 	 	 	 	 	 	




di	 IGD	 menggunakan	 algoritme	 genetika.	 Perancangan	 jumlah	 generasi	 yang	
dilakukan	menggunakan	banyak	generasi	50,	100,	150,	200,	250,	300,	350,	400,	
450	dan	 500.	 Sedangkan	 jumlah	percobaan	yang	digunakan	untuk	 perhitungan	





fitness	1	 2	 3	 4	 5	 6	 7	 8	 9	 10	
1.	 50	 	 	 	 	 	 	 	 	 	 	 	
2.	 100	 	 	 	 	 	 	 	 	 	 	 	
3.	 150	 	 	 	 	 	 	 	 	 	 	 	
4.	 200	 	 	 	 	 	 	 	 	 	 	 	
5.	 250	 	 	 	 	 	 	 	 	 	 	 	
6.	 300	 	 	 	 	 	 	 	 	 	 	 	
7.	 350	 	 	 	 	 	 	 	 	 	 	 	




















9.	 450	 	 	 	 	 	 	 	 	 	 	 	






(cr)	 dan	mutation	 rate	 (mr)	yang	paling	optimal	untuk	penyusunan	 jadwal	 jaga	
dokter	 di	 IGD	 menggunakan	 algoritme	 genetika.	 Perancangan	 pengujian	
kombinasi	nilai	crossover	rate	(cr)	dan	mutation	rate	(mr)	menggunakan	jumlah	






cr	 mr	 1	 2	 3	 4	 5	 6	 7	 8	 9	 10	
1.	 1	 0,1	 	 	 	 	 	 	 	 	 	 	 	
2.	 0,9	 0,2	 	 	 	 	 	 	 	 	 	 	 	
3.	 0,8	 0,3	 	 	 	 	 	 	 	 	 	 	 	
4.	 0,7	 0,4	 	 	 	 	 	 	 	 	 	 	 	
5.	 0,6	 0,5	 	 	 	 	 	 	 	 	 	 	 	
6.	 0,5	 0,6	 	 	 	 	 	 	 	 	 	 	 	
7.	 0,4	 0,7	 	 	 	 	 	 	 	 	 	 	 	
8.	 0,3	 0,8	 	 	 	 	 	 	 	 	 	 	 	
9.	 0,2	 0,9	 	 	 	 	 	 	 	 	 	 	 	




pada	 sistem	 Optimasi	 Penjadwalan	 Dokter	 di	 IGD	 Menggunakan	 Algoritme	








































DOKTER DI IGD 
DATA INSERTION REPRESENTASI KROMOSOM    HASIL 
1 
   HOME 
2 

























































PU	 IGD	 BPJS	 PU	 IGD	 IGD	
1	 	 	 	 	 	 	
2	 	 	 	 	 	 	
3	 	 	 	 	 	 	
4	 	 	 	 	 	 	
5	 	 	 	 	 	 	
6	 	 	 	 	 	 	
7	 	 	 	 	 	 	
8	 	 	 	 	 	 	
9	 	 	 	 	 	 	
10	 	 	 	 	 	 	
11	 	 	 	 	 	 	
12	 	 	 	 	 	 	
…	 	 	 	 	 	 	
 
P1 



































DATA INSERTION REPRESENTASI KROMOSOM 
1 
3 
Hari	 Shift	1	 Shift	2	 Shift	3	
PU	 IGD	 BPJS	 PU	 IGD	 IGD	
1	 	 	 	 	 	 	
2	 	 	 	 	 	 	
3	 	 	 	 	 	 	
4	 	 	 	 	 	 	
5	 	 	 	 	 	 	
…	 	 	 	 	 	 	
 
popSize  : 
crossover rate : 
mutation rate : 
max iterasi : 
fitness  : 
fitness  : 
2 
   HASIL    HOME 
Hasil Optimasi 
Hari	 Shift	1	 Shift	2	 Shift	3	
PU	 IGD	 BPJS	 PU	 IGD	 IGD	
1	 	 	 	 	 	 	
2	 	 	 	 	 	 	
3	 	 	 	 	 	 	
4	 	 	 	 	 	 	
5	 	 	 	 	 	 	
…	 	 	 	 	 	 	
 























jaga	 dokter	 di	 IGD	 berdasarkan	 proses	 dari	 perancangan	 sistem	 yang	 telah	
dirancang	 sebelumnya.	 Pembahasan	 pada	 bab	 ini	 terdiri	 dari	 penjelasan	



















































function inisialisasi_populasi($hari_awal) { 
        // $index_shift = ['PU_1', 'IGD_1', 'IGD_12', 'BPJS_1',  
        'PU_2', 'IGD_2', 'IGD_22', 'IGD_3']; 
        $hari = ['senin', 'selasa', 'rabu', 'kamis', 'jumat',  
        'sabtu', 'minggu']; 
        $boleh_kosong = [2, 3, 6]; 
        //$jumlah_hari = 3; 
        $panjang_kromosom_perhari = 8; 
        $kromosom = []; 
        for ($index = 0; $index < $this->popsize; $index++) { 
            $counter_hari = array_search($hari_awal, $hari); 
            $kromosom_indiv = []; 
            $index_kromosom = 0; 
            for ($i = 0; $i < $this->jumlah_hari; $i++) { 
                $kromosom_perhari = []; 
                //mencari apakah ada yang kosong 
                $jumlah_kosong = rand(0, 3); 
                $kosong = []; 
                for ($j = 0; $j < $jumlah_kosong; $j++) { 
                    if (empty($kosong)) { 
                        $kosong[$j] = rand(0, 2); 
                    } else { 
                        $kosong = $this->tambah_unik($kosong, 0,  
                        2); 
                    } 
                } 
                //membentuk kromosom 
                if ($counter_hari == 6) {//jika hari minggu 
                    for ($j = 0; $j < $panjang_kromosom_perhari;  
                    $j++) { 
                        if ($j == 0 || $j == 4 || $j == 7) {  
                            $kromosom_perhari[$j + $index_kromosom]  
                            = rand(1, 10); 
                        } else { 
                            $kromosom_perhari[$j + $index_kromosom]  
                            = 0; 
                        } 
                          } 


























































                    for ($j = 0; $j < $panjang_kromosom_perhari;  
                    $j++) { 
                        if ($j == 0 || $j == 4) { //jika pu, boleh  
                        iship 
                            $kromosom_perhari[$j + $index_kromosom]  
                            = rand(1, 11); 
                        } else { 
                            $kromosom_perhari[$j + $index_kromosom]  
                            = rand(1, 10); 
                        } 
                    } 
                    for ($j = 0; $j < count($kosong); $j++) { 
                        $kromosom_perhari[(int) $boleh_kosong[(int)  
                        $kosong[$j]] + $index_kromosom] = 0; 
                    } 
                } 
                $index_kromosom += $panjang_kromosom_perhari; 
 
                if ($counter_hari >= 6) { 
                    $counter_hari = 0; 
                } else { 
                    $counter_hari++; 
                } 
                $kromosom_indiv += $kromosom_perhari; 
            } 
            $kromosom[$index] = new individu($kromosom_indiv); 
        } 
        return $kromosom; 
} 
 
function tambah_unik($sudah_ada, $min, $max) { 
        $isi = rand($min, $max); 
        while (in_array($isi, $sudah_ada)) { 
            $isi = rand($min, $max); 
        } 
        array_push($sudah_ada, $isi); 









14-19	 :	 Perulangan	 for	 untuk	 mencari	 indeks	 ke-berapa	 yang	 kosong	 sesuai	




































































function crossover($populasi) { 
        $anak = []; 
        $jumlah_anak = ceil($this->cr * $this->popsize); 
        $jumlah_cros = ceil($jumlah_anak / 2); 
  $tidak_boleh_kosong=array(); 
  for ($i = 0; $i < $this->jumlah_hari; $i++) { 
   array_push($tidak_boleh_kosong,0+(8*$i)); 
   array_push($tidak_boleh_kosong,1+(8*$i)); 
   array_push($tidak_boleh_kosong,4+(8*$i)); 
   array_push($tidak_boleh_kosong,5+(8*$i)); 
   array_push($tidak_boleh_kosong,7+(8*$i)); 
  } 
        for ($i = 0; $i < $jumlah_cros; $i++) { 
            $index_ind[] = rand(0, count($populasi) - 1); 
            $index_ind = $this->tambah_unik($index_ind, 0,  
            count($populasi) - 1); 
            $temp_kromosom1 = $populasi[$index_ind[0]]; 
            $temp_kromosom2 = $populasi[$index_ind[1]]; 
            $temp_anak = $this->proses_crossover($temp_kromosom1,  
            $temp_kromosom2,$tidak_boleh_kosong); 
            array_push($anak, $temp_anak[0]); 
            array_push($anak, $temp_anak[1]); 
        } 
        for ($i = 0; $i < $jumlah_anak; $i++) { 
            $anak_cross[$i] = $anak[$i]; 
        } 







































































function proses_crossover ($individu1, $individu2, 
$tidak_boleh_kosong) { 
        $kromosom = $individu1->kromosom; 
        $kromosom1 = $individu2->kromosom; 
        $kromosom_anak1 = []; 
        $kromosom_anak2 = []; 
        //anak pertama 
        for ($i = 0; $i < 8; $i++) { 
            $alfa[$i] = mt_rand() / mt_getrandmax(); 
            $alfa1[$i] = mt_rand() / mt_getrandmax(); 
        } 
        $index = 0; 
        for ($j = 0; $j < count($kromosom); $j++) { 
            $kromosom_anak1[$j] = round($kromosom[$j] +  
            ($alfa[$index] * ($kromosom1[$j] - $kromosom[$j]))); 
            $kromosom_anak2[$j] = round($kromosom1[$j] +  
            ($alfa1[$index] * ($kromosom[$j] - $kromosom1[$j]))); 
  
 if($kromosom_anak1[$j]==0&&in_array($j,$tidak_boleh_kosong)){ 




    $kromosom_anak2[$j]=$kromosom1[$j]; 
 } 
            if ($index == 7) { 
                $index = 0; 
            } else { 
                $index++; 
            } 
            } 
        return [new individu($kromosom_anak1), new  







12-14	 :	 Perulangan	 for	 untuk	 perhitungan	 rumus	 crossover	 dengan	
menggunakan	extended	intermediate	crossover	
16-22	 :	 Kondisi	 if	 untuk	 pembentukan	 kromosom	 anak	 yang	 baru	 dan	
memastikan	 agar	 PU	 dan	 IGD	 pada	 shift	 1	 dan	 2	 tidak	 benar-benar	
kosong	
















































function mutasi($populasi) { 
        $anak_mutasi = []; 
        $jumlah_anak = ceil($this->mr * $this->popsize); 
        $index_ind = []; 
        for ($i = 0; $i < $jumlah_anak; $i++) { 
            if (empty($index_ind)) { 
                $index_ind[$i] = rand(0, count($populasi) - 1); 
            } else { 
                $index_ind = $this->tambah_unik($index_ind, 0,  
                count($populasi) - 1); 
            } 
        } 
        for ($i = 0; $i < count($index_ind); $i++) { 
            $anak_mutasi[$i] = $this- 
            >proses_mutasi($populasi[$index_ind[$i]]); 
        } 
































function proses_mutasi($individu) { 
  $tidak_boleh_kosong=[0,1,4,5,7]; 
        $kromosom = $individu->kromosom; 
        $anak = []; 
        $panjang_kromosom_perhari = 8; 
        $index_kromosom = 0; 
        for ($i = 0; $i < $this->jumlah_hari; $i++) { 
            $temp=[]; 
            $kromosom_perhari = []; 
            for ($j = 0; $j < $panjang_kromosom_perhari; $j++) { 
                $kromosom_perhari[$j] = $kromosom[$j +  
                $index_kromosom]; 
            } 
            $index_kromosom += $panjang_kromosom_perhari; 

















































   $temp_index_mutasi=[]; 
            if ($this->is_minggu($kromosom_perhari)) { 
                $boleh = [0, 4, 7]; 
                $temp[0] = rand(0, count($boleh) - 1); 
                $temp = $this->tambah_unik($temp, 0, count($boleh)  
                - 1); 
                $index_mutasi[0] = $boleh[$temp[0]]; 
                $index_mutasi[1] = $boleh[$temp[1]]; 
            } else { 
                $temp_index_mutasi[0] = rand(0,  
                count($tidak_boleh_kosong) - 1); 
                $temp_index_mutasi = $this- 
                >tambah_unik($temp_index_mutasi, 0,  
                count($tidak_boleh_kosong) - 1); 
      $index_mutasi[0] =  
                       $tidak_boleh_kosong[$temp_index_mutasi[0]]; 
      $index_mutasi[1] =  
                       $tidak_boleh_kosong[$temp_index_mutasi[1]]; 
            } 
            $temp = $kromosom_perhari[$index_mutasi[0]]; 
            $kromosom_perhari[$index_mutasi[0]] =  
            $kromosom_perhari[$index_mutasi[1]]; 
            $kromosom_perhari[$index_mutasi[1]] = $temp; 
            for ($j = 0; $j < count($kromosom_perhari); $j++) { 
                array_push($anak, $kromosom_perhari[$j]); 
            } 
        } 





























function is_minggu($kromosom) { 
        if ($kromosom[1] == 0 && $kromosom[2] == 0 && $kromosom[3]  
        == 0 && $kromosom[5] == 0 && $kromosom[6] == 0) { 
            return true; 
        } else { 
            return false; 





























setiap	 populasi,	 baik	 populasi	 yang	 diinisialisasi	 di	 awal	maupun	 populasi	 hasil	
proses	 reproduksi.	 Perhitungan	 fitness	 didasarkan	 ada	 tidaknya	 constraint	 di	





















function evaluasi($populasi_awal, $anak_cros, $anak_mutasi) { 
        $populasi_akhir = $populasi_awal; 
        foreach ($anak_cros as $anak) { 
            array_push($populasi_akhir, $anak); 
        } 
        foreach ($anak_mutasi as $anak) { 
            array_push($populasi_akhir, $anak); 
        } 
        for ($i = 0; $i < count($populasi_akhir); $i++) { 
            $fitnes_constrain = $this- 
        >hitung_fitnes($populasi_akhir[$i]->get_kromosom()); 
            $populasi_akhir[$i]->set_fitnes($fitnes_constrain[0]); 
            $populasi_akhir[$i]- 
        >set_contrain($fitnes_constrain[1]); 
        } 






3-5	 :	 Perulangan	 foreach	 untuk	 menggabungkan	 antara	 populasi	 akhir	
dengan	anak	dari	proses	crossover	
















function hitung_fitnes($kromosom) { 
        $bobot1 = 4; 
        $bobot2 = 1; 


























        $const1 = $this->contrain1($kromosom); 
        $const2 = $this->contrain2($kromosom); 
        $const3 = $this->contrain3($kromosom);       
return [100 / (1 + ($bobot1 * $const1) + ($bobot2 * $const2) + 











































function contrain1($kromosom) { 
        $shift_1 = [0, 1, 2, 3]; 
        $shift_2 = [4, 5, 6]; 
        $index_kromosom = 0; 
        $panjang_kromosom_perhari = 8; 
        $constrain = 0; 
        for ($i = 0; $i < $this->jumlah_hari; $i++) { 
            $kromosom_perhari = []; 
            for ($j = 0; $j < $panjang_kromosom_perhari; $j++) { 
                $kromosom_perhari[$j] = $kromosom[$j +  
                $index_kromosom]; 
            } 
            $index_kromosom += $panjang_kromosom_perhari; 
            if (!$this->is_minggu($kromosom_perhari)) { 
                //shift 1 
                $shift1 = [$kromosom_perhari[$shift_1[0]], 
                $kromosom_perhari[$shift_1[1]], 
                $kromosom_perhari[$shift_1[2]], 
                $kromosom_perhari[$shift_1[3]]]; 
 
                $constrain += $this->cek_shift($shift1); 
                $shift2 = [$kromosom_perhari[$shift_2[0]], 
                    $kromosom_perhari[$shift_2[1]], 
                    $kromosom_perhari[$shift_2[2]]]; 
                $constrain += $this->cek_shift($shift2); 
            } 
        } 
































































function cek_shift($data) { 
        $temp1 = []; 
        $total = 0; 
        for ($i = 0; $i < count($data); $i++) { 
            $temp = $data[$i]; 
            $temp_array = $data; 
            unset($temp_array[$i]); 
            if (empty($temp1)) { 
                if (in_array($temp, $temp_array)) { 
                    if ($temp != 0) { 
                        $total++; 
                    } 
                } 
                array_push($temp1, $temp); 
            } else { 
                if (in_array($temp, $temp1)) { 
                    continue; 
                } else { 
                    if (in_array($temp, $temp_array)) { 
                        if ($temp != 0) { 
                            $total++; 
                        } 
                    } 
                    array_push($temp1, $temp); 
                } 
            } 
        } 

























function contrain2($kromosom) { 
        $jumlah_shift = 3 * $this->jumlah_hari; 
        $shift_sekarang = [$kromosom[0], $kromosom[1],  
        $kromosom[2], $kromosom[3]]; 
        $next_shift = 2; 
        $hari_ke = 1; 
        $index = 0; 















































        for ($i = 1; $i < $jumlah_shift; $i++) { 
            if ($hari_ke == 1) { 
                $index = 0; 
            } else { 
                $index = ($hari_ke - 1) * 8; 
            } 
            $shift_next = []; 
            if ($next_shift == 1) { 
                $shift_next = [$kromosom[0 + $index], $kromosom[1 +  
                $index], $kromosom[2 + $index], $kromosom[3 +  
                $index]]; 
                $next_shift = 2; 
            } else if ($next_shift == 2) { 
                $shift_next = [$kromosom[4 + $index], $kromosom[5 +  
                $index], $kromosom[6 + $index]]; 
                $next_shift = 3; 
            } else if ($next_shift == 3) { 
                $shift_next = [$kromosom[7 + $index]]; 
                $next_shift = 1; 
                $hari_ke++; 
            } 
            $constrain += $this->cek_const2($shift_sekarang,  
            $shift_next); 
            $shift_sekarang = $shift_next; 
        } 






8-25	 :	 Perulangan	 for	untuk	memecah	kromosom	perhari	menjadi	 per-shift.	




Pada	 function	 contrain2	 terdapat	 proses	 yang	memanggil	 function	 cek_const2.	






















 function cek_const2($shift_sekarang, $shift_next) { 
        $total = 0; 
        for ($i = 0; $i < count($shift_sekarang); $i++) { 
            if ($i == 0) { 
                if (in_array($shift_sekarang[$i], $shift_next)) { 
                    if ($shift_sekarang[$i] != 0) { 
                        $total++; 
                    } 
                } 
            } else { 
                if (in_array($shift_sekarang[$i], $shift_next) &&  
                $shift_sekarang[$i] != $shift_sekarang[$i - 1]) { 
                    if ($shift_sekarang[$i] != 0) { 
                        $total++; 
                    } 
                } 
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function contrain3($kromosom) {//tidak boleh bekerja lebih dari 1 
shift dalam sehari 
        $index_kromosom = 0; 
        $panjang_kromosom_perhari = 8; 
        $constrain = 0; 
        for ($i = 0; $i < $this->jumlah_hari; $i++) { 
            $kromosom_perhari = []; 
            for ($j = 0; $j < $panjang_kromosom_perhari; $j++) { 
                $kromosom_perhari[$j] = $kromosom[$j +  
                $index_kromosom]; 
            } 
            $index_kromosom += $panjang_kromosom_perhari; 
            if (!$this->is_minggu($kromosom_perhari)) { 
                //shift 1 
                $shift1 = [$kromosom_perhari[0], 
                    $kromosom_perhari[1], 
                    $kromosom_perhari[2], 
                    $kromosom_perhari[3]]; 
                $shift2 = [$kromosom_perhari[4], 
                    $kromosom_perhari[5], 
                    $kromosom_perhari[6]]; 
                $shift3 = [$kromosom_perhari[7]]; 
                $constrain += $this- 
                >cek_const3(array_unique($shift1),  
                array_unique($shift2), array_unique($shift3)); 
            } else { 
                $shift1 = [$kromosom_perhari[0]]; 
                $shift2 = [$kromosom_perhari[4]]; 
                $shift3 = [$kromosom_perhari[7]]; 
                $constrain += $this->cek_const3($shift1, $shift2,  
                $shift3); 
            } 
        } 































Pada	 function	 contrain3	 terdapat	 proses	 yang	memanggil	 function	 cek_const3.	
























function cek_const3($shift1, $shift2, $shift3) { 
        $total = 0; 
        foreach ($shift1 as $data) { 
            if (in_array($data, $shift2) or in_array($data,  
            $shift3)) { 
                if ($data != 0) { 
                    $total++; 
                } 
            } 
        } 
        foreach ($shift2 as $data) { 
            if (in_array($data, $shift3)) { 
                if ($data != 0) { 
                    $total++; 
                } 
            } 
        } 
        return $total; 






















function seleksi($populasi) { 
        $populasi_seleksi = []; 
        $temp_pop = []; 
































            $temp_pop[$i] = $populasi[$i]->get_fitnes(); 
        } 
        arsort($temp_pop); 
        $temp_key = []; 
        foreach ($temp_pop as $key => $value) { 
            $temp_key[] = $key; 
        } 
        for ($i = 0; $i < $this->popsize; $i++) { 
            $populasi_seleksi[$i] = $populasi[$temp_key[$i]]; 
        } 


















pemrograman	 PHP.	 Antarmuka	 dibuat	 untuk	 mempermudah	 melihat	 hasil	
keluaran	program	serta	membuat	tampilan	keluaran	menjadi	semenarik	mungkin.	
5.2.1 Halaman	Awal	(home)	
























































































nilai	fitness	1	 2	 3	 4	 5	 6	 7	 8	 9	 10	
1	 10	 1,613	 1,370	 1,429	 1,449	 1,299	 1,563	 1,389	 1,786	 1,818	 1,351	 1,507	
2	 20	 1,563	 1,852	 1,493	 1,538	 1,389	 1,351	 1,639	 1,852	 1,613	 1,408	 1,570	
3	 30	 1,695	 1,613	 1,639	 1,538	 1,515	 1,639	 1,471	 1,538	 1,429	 1,471	 1,555	
4	 40	 1,887	 1,961	 1,639	 1,754	 1,695	 1,887	 1,695	 1,587	 1,887	 1,667	 1,766	
5	 50	 1,587	 1,515	 1,852	 1,613	 1,515	 1,695	 1,408	 1,515	 2,128	 1,754	 1,658	
6	 60	 1,818	 1,724	 1,695	 1,667	 1,613	 1,587	 1,961	 1,587	 1,724	 1,818	 1,719	
7	 70	 1,695	 1,667	 1,786	 1,695	 1,818	 1,695	 1,961	 1,695	 1,493	 1,961	 1,746	
8	 80	 2,041	 1,667	 1,613	 1,563	 1,695	 1,923	 1,754	 1,667	 1,818	 1,724	 1,746	
9	 90	 1,587	 1,667	 1,639	 1,695	 1,724	 2,128	 1,852	 1,923	 1,639	 1,613	 1,747	





Berdasarkan	 hasil	 pengujian	 nilai	 popsize	 dari	 sistem	 penjadwalan	 shift	
jaga	dokter	di	IGD,	didapatkan	bahwa	rata-rata	fitness	yang	cukup	rendah	terjadi	
pada	percobaan	nilai	popsize	 10	dengan	nilai	1,507.	Kemudian	 rata-rata	 fitness	
meningkat	tajam	pada	percobaan	nilai	popsize	40.	Setelah	itu	nilai	turun	kembali	
dan	pada	nilai	popsize	60.	Saat	nilai	popsize		mencapai	angka	70	hingga	100,	rata-






































Semakin	 besar	 nilai	 popsize	maka	 proses	 komputasi	 untuk	 menampilkan	 nilai	




Pengujian	 nilai	 generasi	 ini	 bertujuan	untuk	mencari	 nilai	 generasi	 yang	
terbaik.	Pengujian	nilai	generasi	 ini	dilakukan	terhadap	10	nilai	 jumlah	generasi	








nilai	fitness	1	 2	 3	 4	 5	 6	 7	 8	 9	 10	
1	 50	 1,786	 1,587	 1,235	 1,389	 1,515	 1,429	 1,299	 1,282	 1,887	 1,587	 1,500	
2	 100	 1,587	 1,754	 1,220	 1,370	 1,408	 1,408	 1,639	 1,449	 1,818	 2,000	 1,565	
3	 150	 1,563	 1,887	 1,266	 1,316	 1,563	 2,000	 1,695	 1,299	 1,333	 1,887	 1,581	
4	 200	 1,389	 1,250	 2,222	 1,370	 1,205	 1,250	 2,381	 1,471	 1,351	 2,174	 1,606	
5	 250	 1,695	 1,471	 1,316	 1,282	 1,389	 1,639	 1,887	 1,333	 1,923	 2,128	 1,606	
6	 300	 1,695	 1,587	 1,818	 1,250	 1,351	 1,695	 1,923	 1,235	 1,852	 1,667	 1,607	
7	 350	 1,887	 1,639	 1,538	 1,220	 1,563	 1,370	 1,887	 1,333	 1,887	 1,754	 1,608	
8	 400	 2,128	 1,667	 1,282	 1,163	 1,266	 1,250	 1,961	 1,389	 2,381	 1,587	 1,607	
9	 450	 2,632	 1,176	 1,587	 1,724	 1,493	 1,887	 1,429	 1,408	 1,429	 1,299	 1,606	















































pada	 percobaan	 nilai	 generasi	 50.	 Kemudian	 rata-rata	 fitness	meningkat	 terus	
menerus	hingga	generasi	200.	Setelah	itu	pada	nilai	generasi	200	hingga	500,	rata-
rata	 nilai	 fitness	 telah	 mengalami	 kestabilan	 atau	 konvergensi	 nilai	 fitness.	
Semakin	 besar	 nilai	 generasi	maka	 proses	 komputasi	 untuk	menampilkan	 nilai	





Pengujian	 kombinasi	 nilai	 crossover	 rate	 (cr)	 dan	mutation	 rate	 (mr)	 ini	
memiliki	tujuan	untuk	mencari	nilai	crossover	rate	(cr)	dan	mutation	rate	(mr)	yang	
terbaik.	 Pengujian	nilai	crossover	 rate	 (cr)	 dan	mutation	 rate	 (mr)	 ini	 dilakukan	
terhadap	11	nilai	jumlah	cr	dan	mr	sejumlah	10	kali	percobaan	dengan	memakai	
nilai	hasil	dari	popsize	 terbaik	dari	pengujian	nilai	popsize	sebelumnya	yaitu	40	






nilai	fitness	cr	 mr	 1	 2	 3	 4	 5	 6	 7	 8	 9	 10	
1	 1	 0	 1,220	 1,563	 1,449	 1,695	 1,724	 1,316	 1,408	 1,493	 1,923	 1,370	 1,516	
2	 0,9	 0,1	 2,174	 2,174	 1,818	 2,128	 2,128	 1,493	 1,818	 1,961	 2,222	 2,222	 2,014	
3	 0,8	 0,2	 2,564	 2,222	 2,083	 1,961	 1,923	 1,818	 1,923	 2,174	 1,786	 2,000	 2,045	
4	 0,7	 0,3	 2,564	 1,724	 2,128	 2,128	 2,083	 2,174	 2,273	 1,724	 2,174	 1,667	 2,064	
5	 0,6	 0,4	 1,887	 1,887	 1,563	 1,923	 2,041	 1,724	 1,587	 2,128	 1,923	 2,128	 1,879	
6	 0,5	 0,5	 1,724	 1,754	 1,818	 1,695	 1,961	 1,818	 2,041	 2,000	 2,273	 1,818	 1,890	
7	 0,4	 0,6	 1,852	 1,639	 2,128	 1,852	 1,852	 1,818	 1,695	 2,083	 2,083	 1,818	 1,882	
8	 0,3	 0,7	 1,923	 1,786	 1,818	 1,923	 2,326	 2,273	 2,439	 2,174	 1,786	 1,563	 2,001	
9	 0,2	 0,8	 1,961	 2,000	 1,923	 2,041	 2,174	 2,041	 1,887	 1,961	 2,000	 1,923	 1,991	
10	 0,1	 0,9	 1,786	 1,786	 2,083	 2,326	 1,887	 1,961	 1,667	 2,632	 2,174	 1,724	 2,002	
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Berdasarkan	 hasil	 dari	 pengujian	 nilai	Crossover	 Rate	 (cr)	dan	Mutation	
Rate	(mr)	dari	sistem	penjadwalan	shift	 jaga	dokter	di	 IGD,	terlihat	bahwa	hasil	
rata-rata	nilai	 fitness	dari	 percobaan	 yang	 telah	dilakukan	 terdapat	bermacam-
macam	hasil.	Ini	terjadi	karena	nilai	dari	cr	dan	mr	sendiri	tidak	ada	ketetapan	pasti	
seperti	 nilai	 popsize	 dan	 nilai	 generasi.	 Penentuan	 nilai	 cr	 dan	mr	 ini	 sendiri		
sebenarnya	didapatkan	agar	 terjadi	 keseimbangan	 	 kemampuan	eksplorasi	 dan	
eksploitasi	(Lozano	&	Herrera,	1998).	Jika	nilai	dari		cr	terlalu	rendah	dan	nilai	dari	






Analisis	 global	 adalah	 pengujian	 akhir	 yang	 dilakukan	 untuk	 menguji	 nilai	
parameter		terbaik	dari	pengujian	masing-masing	parameter	yang	telah	dilakukan	
sebelumnya.	 Pengujian	 ini	 juga	 bertujuan	 untuk	mengetahui	 seberapa	 optimal	
sistem	 dalam	 menentukan	 proses	 penjadwalan	 shift	 jaga	 dokter.	 Pengujian	
dilakukan	dengan	membandingkan	hasil	fitness	dari	data	real	yang	didapatkan	dari	
rumah	sakit	dengan	data	yang	dihasilkan	oleh	sistem.	Di	dalam	pengujian	ini,	data	









































































Berdasarkan	 hasil	 implementasi	 dan	 pengujian	 dari	 sistem	 optimasi	
penjadwalan	 shift	 jaga	 dokter	 di	 IGD	 menggunakan	 algoritme	 genetika,	 maka	
dapat	diambil	beberapa	kesimpulan	yakni	sebagai	berikut.	





reproduksi	 crossover	 yaitu	 extended	 intermediate	 crossover,	 metode	
reproduksi	mutasi	menggunakan	reciprocal	exchange	mutation,	dan	metode	
untuk	 proses	 seleksi	 menggunakan	 elitism	 selection.	 Untuk	 mendapatkan	
parameter	yang	optimal	yaitu	dengan	melakukan	3	pengujian	yaitu	pengujian	
untuk	ukuran	popsize,	pengujian	untuk	banyaknya	generasi,	serta	pengujian	




2. Hasil	 terbaik	yang	dapat	diperoleh	dari	pengujian	analisis	global	yang	 telah	
dilakukan	dari	sistem	optimasi	penjadwalan	shift	jaga	dokter	di	IGD,	memiliki	
hasil	 yang	menunjukkan	bahwa	nilai	 fitness	dari	 sistem=11,111	 lebih	besar	
dari	 nilai	 fitness	 pada	 data	 real	 yang	 diberikan	 rumah	 sakit=7,692.	 Hasil	
tersebut	 menunjukkan	 bahwa	 parameter	 algoritme	 genetika	 sangat	
berpengaruh	 terhadap	 solusi	 yang	 didapat	 yaitu	 dengan	 memilih	 individu	






























1. Sistem	 optimasi	 penjadwalan	 shift	 jaga	 dokter	 di	 IGD	 yang	 dibuat	
menggunakan	 algoritme	 genetika	 dapat	 dikembangkan	 lagi	 dengan	
menggunakan	metode	mutasi,	crossover,	dan	seleksi	yang	lain	untuk	
mendapatkan	solusi	yang	lebih	bervariasi	dan	lebih	baik.		
2. Perlu	 dikembangkan	 juga	 pemilihan	 parameter	 yang	 tepat	 sehingga	
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