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В останні десятиліття інформацію розглядають як один із основних ресурсів розвитку 
суспільства, а інформаційні системи та технології – як засіб підвищення продуктивнос-
ті праці та ефективності роботи персоналу. Переробка інформації – найважливіша фу-
нкція, без якої немислима цілеспрямована діяльність будь-якої системи 
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Вступ 
Програмування сьогодні перейшло з 
розряду мистецтва у клас ремесла для 
широкого кола фахівців. Дуже часто су-
часні програмні продукти розробляються 
в стислі терміни і за умови обмеженого 
бюджету, що не сприяє підвищенню якос-
ті кінцевого продукту. На сьогодні тесту-
вання програмного забезпечення – один з 
найбільш дорогих етапів життєвого циклу 
програмного забезпечення, на нього від-
водиться від 50% до 65% загальних ви-
трат. За умови вдалого застосування ме-
тодів тестування можна домогтися висо-
кої ефективності процедури та вилучити 
максимальну користь. 
Місце тестування у життє-
вому циклі програмного забезпе-
чення 
Основна концепція тестування – це 
базові терміни, ключові проблеми і їхній 
зв'язок з іншими областями знань. Тесту-
вання визначається як процес перевірки 
правильності програми в динаміці її ви-
конання за тестовими даними. При тесту-
ванні виявляються недоліки: відмови і 
дефекти як причини порушення роботи 
програми, збої як небажані ситуації, по-
милки як наслідки збоїв і ін. Базове по-
няття тестування – тест, що виконується в 
заданих умовах і за наборами даних. Тес-
тування вважається успішним, якщо 
знайдено дефект або помилка, і вони від-
разу усуваються. Ступінь тестованості 
визначається критерієм покриття системи 
тестами, перевірки всіх можливих шляхів 
виконання програм і імовірності припу-
щення стосовно того, що може з'явитися 
збій або помилкова ситуація в системі. 
Перша створювана проміжна версія 
системи в інкрементальній моделі життє-
вого циклу реалізує частину вимог, в на-
ступну версію додають додаткові вимоги і 
так до тих пір, поки не будуть остаточно 
виконані всі вимоги та вирішені завдання 
розробки системи. Для кожної проміжної 
версії на етапах життєвого циклу (ЖЦ) 
виконуються необхідні процеси, роботи 
та завдання, в тому числі, аналіз вимог та 
створення нової архітектури, які можуть 
бути виконані одночасно. 
Згідно з цією моделлю ЖЦ, орієнтир 
робиться на розробку деякої закінченої 
проміжної версії, а завдання процесу роз-
робки виконуються послідовно або част-
ково паралельно для ряду окремих про-
міжних структур версії. Роботи та завдан-
ня процесу розробки наступної версії сис-
теми з додатковими вимогами або функ-
ціями можуть виконуватися неодноразово 
в тій же послідовності для всіх проміжних 
версій системи. Процеси супроводу та 
експлуатації можуть бути реалізовані па-
ралельно з процесом розробки версії шля-
хом перевірки частково реалізованих ви-
мог у кожній проміжній версії і так до 
отримання закінченого варіанту системи. 
Допоміжні та організаційні процеси ЖЦ 
зазвичай виконуються паралельно з про-
цесом розробки версії системи і до кінця 
розробки будуть зібрані дані, на підставі 
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яких може бути встановлений рівень за-
вершеності та якості виготовленої систе-
ми.  
Особливість web-додатків як 
об’єктів тестування 
Web-додаток – це система, яка за-
звичай включає набір скриптів, розташо-
ваних на web-сервері і взаємодіючих з ба-
зами даних та іншими джерелами динамі-
чного контенту. Вони швидко стають 
всюдисущими, оскільки дозволяють пос-
тачальникам послуг та їх клієнтам обмі-
нюватися і маніпулювати інформацією 
(часто) незалежним від платформи спосо-
бом за допомогою інфраструктури 
Internet.  
Сама природа web-додатків – їх зда-
тність порівнювати, обробляти і поширю-
вати інформацію через Internet – робить їх 
двічі уразливими. По-перше, що саме 
очевидне, вони повністю відкриті з при-
чини необхідності забезпечення публіч-
ного доступу. Це робить неможливим за-
стосування техніки «security through 
obscurity» ( безпеку за рахунок прихову-
вання інформації) і підвищує вимогу до 
стійкості коду. По-друге, що більш важ-
ливо з точки зору тестування на проник-
нення, вони обробляють дані, отримані із 
запитів HTTP-протоколу – протоколу, 
який може використовувати безліч спосо-
бів кодування і інкапсуляції інформації. 
Web-додатки, в першу чергу, харак-
теризуються тим, що їх інтерфейс корис-
тувача має стандартизовану архітектуру, в 
якій : 
- для взаємодії з користувачем вико-
ристовується Web-браузер ; 
- взаємодія з користувачем чітко роз-
діляється на етапи, протягом яких браузер 
працює з одним описом інтерфейсу; 
- ці етапи розділяються однозначно та 
виділяються зверненнями від браузера до до-
датка; 
- для опису інтерфейсу застосовується 
стандартне уявлення (HTML); 
- комунікації між браузером і Web-
додатком здійснюються за стандартним про-
токолом (HTTP).  
Тестувальник повинен використову-
вати всі доступні методи введення даних 
для досягнення виняткових умов всере-
дині програми. Тобто вони не повинні бу-
ти обмежені тим, що надає оглядач чи ав-
томатизовані засоби. HTTP-запити дуже 
легко генеруються за допомогою таких 
спеціальних програм, або скриптів оболо-
нки. Процес вичерпного тестування за 
методом чорної скриньки включає в себе 
дослідження кожного елемента даних, ви-
значення очікуваного введення, відтво-
рення його, і аналіз результатів роботи 
програми на предмет виявлення ознак не-
сподіваного поведінки. 
Критичні зони web-додатків 
Виходячи з вищевказаного, можна 
виділити такі основні критичні зони web-
додатків, які потребують додаткового 
опису та інструкцій: 
- єдність дизайну; 
- навігація та «дружність»; 
- функціональність; 
- безпека; 
- сумісність з оглядачами та операцій-
ними системами; 
- працездатність. 
Єдність дизайну Web-ресурсу є за-
порукою того, що ресурс справить вра-
ження цілісної структури, яка є гармоній-
ною та логічною, тому така перевірка по-
требує чіткої документації, унікальної для 
кожного окремого ресурсу, проте не ви-
магає значних затрат ресурсів та часу. 
Тестування продукту на навігацію 
та «дружність» допомагає спрямувати зу-
силля на покращення першого враження 
користувача про продукт та перетворити 
випадкову аудиторію на прихильників. 
Тому, цей аспект є доволі важливим, при 
цьому не потребує багато ресурсів, але 
бажана наявність чітких рекомендацій чи 
втручання спеціаліста з предметної обла-
сті. 
У переважній кількості розроблюва-
них додатків функціональність є ключо-
вою зоною уваги як при тестуванні, так і 
під час користування кінцевим користу-
вачем. Отже, такі перевірки вимагають 
ресурсів, досвіду від працівників, чітких 
вимог та рекомендацій з точки зору спе-
ціалісту у відповідній сфері. Що є пози-
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тивним моментом, то функціональні тес-
тові сценарії добре підлягають автомати-
зації, що за необхідності частих перевірок 
скорочує час та ресурси. 
Перевірка на безпеку є особливо 
критичним аспектом саме у тестуванні 
web-додатків, оскільки інтерфейс кожного 
користувача безпосередньо взаємодіє з 
єдиним сервером, та за певних умов та 
зусиль секретна інформація може опини-
тися в руках людини, що не повинна мати 
доступ для неї. Це може призвести до не-
гативних наслідків та збитків як для пред-
ставника послуг, так і для інших користу-
вачів. Часто таке тестування може ефек-
тивно виконуватися командою з 1-3 лю-
дей з досвідом та кваліфікацією у відпові-
дній сфері. Не залежить від специфіки пе-
вного web-ресурсу. 
Сумісність з оглядачами та опера-
ційними системами є принципово важли-
вою для продуктів, спрямованих на вели-
ку аудиторію (наприклад, інтернет-
магазини, соціальні мережі). У час розви-
нених технологій та широкої різноманіт-
ності пристроїв, що мають доступ до ме-
режі інтернет, кожен наявний пристрій 
додає перевірок. Звичайно, фізично не-
можливо, а за можливості - вкрай не рен-
табельно, проводити тестування на всіх 
існуючих пристроях, отже, враховуючи 
аудиторію користувача та популярність 
пристроїв, для перевірок обираються най-
більш поширені з них. Таке тестування є 
ресурсозатратним незалежно від специфі-
ки продукту.  
Перевірка на працездатність є клю-
човою для ресурсів, що розробляються 
для великої кількості користувачів, що 
відвідуватимуть web-сервіс одночасно. 
Оскільки загалом такі тести виконуються 
за допомогою емуляторів та спеціальних 
програм - імітаторів навантаження, то та-
ка перевірка є автоматизованою, але ви-
магає високого рівня практики та знань 
від виконувача. 
Місце системних сценаріїв у те-
стуванні web-додатків з метою оп-
тимізації процесу тестування 
Тестує інтегровану систему для пе-
ревірки відповідності всім вимогам. Крім 
того, системне тестування ПЗ повинно 
гарантувати, що програма працює так, як 
очікувалося, а також, що її не можна зни-
щити або пошкодити її робоче середови-
ще, яке викличе процеси в цьому середо-
вищі, що переведуть систему в неробочий 
стан. Системне інтеграційне тестування 
перевіряє, чи система інтегрується в будь-
яку зовнішню систему (або системи) від-
повідно до системних вимог. 
Мета системного тестування – ви-
значення системи залежностей та підтве-
рдження того, що необхідна інформація 
коректно та безпечно передається між 
компонентами системи. Системне тесту-
вання охоплює цілком всю систему. Бі-
льшість функціональних збоїв повинна 
бути ідентифікована ще на рівні модуль-
них та інтеграційних тестів. У свою чергу, 
системне тестування, зазвичай фокусу-
ється на вимогах, що не відносять до фу-
нкціональних – безпеки, продуктивності, 
точності, надійності т.п. 
Дуже широко зустрічається практи-
ка автоматизації системних тестових сце-
наріїв для подальшого застосування тако-
го тесту як тесту прийомки або санітарно-
го тестування. До автоматизації є два під-
ходи . 
Перший підхід – це використовува-
ти варіацію шаблону Модель-вигляд-
контролер і формалізувати взаємодію ко-
ристувача з інтерфейсом користувача в 
коді. Тоді системне тестування зводиться 
до тестування класів шаблону, а також 
логіки переходів. При такому підході 
з'являється проблема ініціалізації та при-
ведення програми в потрібний для почат-
ку тестування стан .  
Другий підхід – використовувати 
спеціальні інструменти для запису дій ко-
ристувача. Тобто в підсумку запускається 
сама програма, але при натисканні на 
кнопки здійснюється автоматично. Сьо-
годні широко використовують Selenium 
IDE, який представлений як розширення 
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(плагін) до оглядача, або як середа розробки. 
Загальне правило автоматизації таке: на ко-
жен варіант використання пишеться код, який 
описує дії користувача. Якщо всі варіанти 
використання покриті тестовими сценаріями і 
результати тестів відповідають очікуваним 
результатам, то можна вважати, що переваж-
на більшість функціоналу реалізована корек-
тно. 
З підвищенням темпів росту сфери 
впливу web-додатків на життя пересічної лю-
дини,  тестування програмного забезпечення 
є обов’язковим етапом в процесі розробки 
продукту, незалежно від обраної моделі жит-
тєвого циклу.  
Системне тестування переслідує мету 
пошуку оптимізації підбору тестових сценарі-
їв таким чином, щоб тестове покриття було 
максимальним, як коли до циклу тестування 
включаються всі сценарії,  та щоб час на пе-
ревірки був максимально скорочений, як коли 
до циклу включаються переважно високо 
пріоритетні сценарії. 
 
Рис.1. Моделі тестування за сценаріями 
Проектування системних сценаріїв є 
ефективним методом пошуку помилок для 
будь-якого типу програмного забезпечення чи 
додатку. Якщо при тестуванні програми, що 
встановлюється на комп’ютер та не потребує 
виходу в Інтернет це - можливість пошуку 
помилок алгоритму та програмної логіки, то 
для web-додатків це також і можливість вияв-
лення проблем, скоєних збереженням чи не 
збереженням тимчасових даних, відсиланням 
завеликих чи зачастих запитів до сервера, ро-
зірванням з’єднання, навмисним наданням 
хибної інформації, що може призвести до по-
милок. Крім цього, підхід системних тестових 
сценаріїв допомагає у найкоротший шлях ви-
значити критичні дефекти у декількох моду-
лях програми за стислий час. 
Висновки 
В статті було розглянуто та проаналізо-
вано місце тестування в процесі розробки 
програмного продукту та особливості тесту-
вання Web-додатків. 
З використанням системних тестових 
сценаріїв можна домогтися підвищення ефек-
тивності процесу тестування. Цей метод є ві-
домим, але не дуже поширеним. Сутність по-
лягає у скороченні кроків для відтворення 
сценаріїв без втрати тестового покриття ви-
мог. В результаті опрацювання тестового 
прикладу було створено 52 тестові сценарії 
(ТС) для покриття 8 функціональних вимог. 
Для відтворення всіх сценаріїв необхідно ви-
тратити 176 хвилин. 
Після оптимізації сценаріїв було ство-
рено один сценарій з 58 простих кроків. Для 
відтворення системного сценарію необхідно 
витратити 14 хвилин. 
 
Рис.2. Діаграма порівняння часу, необхідного для 
тестування до та після оптимізації 
Доведено, що пропонований метод ско-
рочує час на тестування до 12,6 разів без 
втрати ефективності. Проте, не слід забувати 
також і про можливість комбінування такого 
підходу з традиційно вживаними, з метою 
запобігання втрати тестового покриття. 
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