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Resumen 
El presente Anexo incluye el código del software generado durante la realización del 
proyecto según los archivos fundamentales implementados en el IOC. 
El código del programa Captura y de la Interfase VMR se ha realizado íntegramente por el 
proyectista Miguel Quesada. La librería MAI, el código básico del MAIQNX6 Server y del 
VMR VAL3 han sido implementados en colaboración con investigadores del IOC. 
Finalmente, también se incluye la librería TXRobot realizada por investigadores del IOC. 
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A. Código básico del proyecto Captura 
A.1. Archivo stdafx.h 
 
// stdafx.h : include file for standard system include files, 
// or project specific include files that are used frequently, but 
// are changed infrequently 
// 
 
#pragma once 
 
#define WIN32_LEAN_AND_MEAN   
// Exclude rarely-used stuff from Windows headers 
#include <stdio.h> 
#include <tchar.h> 
 
// TODO: reference additional headers your program requires here 
 
#include <windows.h> 
#include <stdlib.h> 
#include "Type_def.h" 
#include "Angelo.h" 
#include "AngeloRTVErrorCode.h" 
 
A.2. Archivo stdafx.cpp 
 
// stdafx.cpp : source file that includes just the standard includes 
// auxiliar.pch will be the pre-compiled header 
// stdafx.obj will contain the pre-compiled type information 
 
#include "stdafx.h" 
 
// TODO: reference any additional headers you need in STDAFX.H 
// and not in this file 
 
A.3. Archivo captura.cpp 
 
// captura.cpp : Defines the entry point for the console application. 
 
#include "stdafx.h" 
 
double espera=1; 
const int puerto=0; 
 
void __stdcall MediaStreamProc( U32 VideoBufferaddress ,U16 PortNo); 
 
int _tmain(int argc, _TCHAR* argv[]) 
{ 
 if(AngeloRTV_Initial(puerto)!=0)return(-2); 
 /*AngeloRTV_Set_Image_Config(puerto,0,128); 
 AngeloRTV_Set_Image_Config(puerto,1,0); 
 AngeloRTV_Set_Image_Config(puerto,2,127); 
 AngeloRTV_Set_Image_Config(puerto,3,127); 
 AngeloRTV_Set_Image_Config(puerto,4,108); 
 AngeloRTV_Set_Image_Config(puerto,5,0);*/ 
 if(AngeloRTV_Set_Color_Format(puerto,3)!=0)return(-3); 
 if(AngeloRTV_Set_Video_Format(puerto,3)!=0)return(-4); 
 if(AngeloRTV_Set_Callback(puerto,MediaStreamProc)!=0)return(-5); 
 if(AngeloRTV_Select_Channel(puerto,1)!=0)return(-6); 
 if(AngeloRTV_Capture_Start(puerto,0x01)!=0)return(-7); 
 while(espera!=0) 
  { 
  Sleep(10); 
  }  
 if(AngeloRTV_Close(puerto)!=0)return(-8); 
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 return(EXIT_SUCCESS); 
} 
 
void __stdcall MediaStreamProc( U32 VideoBufferaddress ,U16 PortNo) 
{ 
 U32 Status; 
 AngeloRTV_Get_Int_Status(puerto,&Status); 
 if((Status&0x01)==1)//GPIO 
 { 
 } 
 if((Status>>1&0x01)==1)//Channel 0 of the nPort 
 { 
        AngeloRTV_Save_File(puerto, "imagen.bmp", 1, 0); 
 espera=0; 
 } 
 } 
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B. Código de la librería TXRobot. 
B.1. Archivo txrobot.h 
 
/*************************************************************************** 
 *   Copyright (C) 2006 by Leopold Palomo, Ignacio Flores,                 * 
 *   Adolfo Rodriguez and Emmanuel NuÃ±o                                    * 
 *   leopold.palomo@upc.edu, ignacio.flores@uoc.edu,                       * 
 *   adolfo.rodriguez@upc.edu, emmanuel.nuno@upc.edu                       * 
 *                                                                         * 
 *   This program is free software; you can redistribute it and/or modify  * 
 *   it under the terms of the GNU General Public License as published by  * 
 *   the Free Software Foundation; either version 2 of the License, or     * 
 *   (at your option) any later version.                                   * 
 *                                                                         * 
 *   This program is distributed in the hope that it will be useful,       * 
 *   but WITHOUT ANY WARRANTY; without even the implied warranty of        * 
 *   MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.  See the         * 
 *   GNU General Public License for more details.                          * 
 *                                                                         * 
 *   You should have received a copy of the GNU General Public License     * 
 *   along with this program; if not, write to the                         * 
 *   Free Software Foundation, Inc.,                                       * 
 *   59 Temple Place - Suite 330, Boston, MA  02111-1307, USA.             * 
 ***************************************************************************/ 
 
/////////////////////////////// PREPROCESSOR DIRECTIVES ////////////////////// 
 
// HEADER GUARD 
#ifndef TXROBOT_H 
#define TXROBOT_H 
 
// MT LIBRARY HEADERS 
// This library needs the mtlib 
#include <mt/scalar.h> 
#include <mt/transform.h> 
#include <mt/interval.h> 
 
//uBLAS library 
#include <boost/numeric/ublas/matrix.hpp> 
#include <boost/numeric/ublas/vector.hpp> 
 
namespace ublas= boost::numeric::ublas; 
 
// typedef for the Six component Vector 
typedef ublas::vector<mt::Scalar> Vect6; 
 
/////////////////////////////// NAMESPACE SCOPE ////////////////////////////// 
 
namespace robot 
{ 
 
 
/////////////////////////////// CLASS DEFINITION ///////////////////////////// 
 
/// \brief StÃ¤ubli TX series kinematics class. 
/// 
/// 
/// 
enum shoulder{ righty=0, lefty}; 
enum elbow{ epositive=0, enegative}; 
enum wrist{ wpositive=0, wnegative}; 
 
enum TXtype {TX40,  
            TX60, 
            TX60L, 
            TX90, 
            TX90L, 
            TX90XL 
}; 
 
enum TXerror {SUCCESS,  
              ERROR_J1, 
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              ERROR_J2, 
              ERROR_J3, 
              ERROR_J4, 
              ERROR_J5, 
              ERROR_J6 
}; 
 
struct config 
{ 
    config() : sh(lefty), el(epositive), wr(wpositive){}; 
 
    shoulder sh; 
    elbow el; 
    wrist wr; 
}; 
 
struct limits 
{ 
    mt::Interval range; //in radians 
    mt::Scalar speed; //in radians/s 
}; 
 
class TXRobot 
{ 
    //StaÃ¼bli mechanical parameters 
    mt::Scalar a1; 
    mt::Scalar a2; 
    mt::Scalar a3; 
    mt::Scalar a4; 
    mt::Scalar a5; 
    mt::Scalar a6;   //Distance from wrist center to tool 
 
    //StaÃ¼bli mechanical parameter for 'Jacobian' 
    mt::Scalar aJ5; 
     
    limits TXlimits[6]; 
    config TXconfig; 
    mt::Scalar TXtolerance; 
 
public: 
    TXRobot(TXtype &robot); 
    TXRobot(); 
 
/// Computes forward kinematics from joint angular values 
/// (expressed in radians), Vect6 and put the result in. 
/// Pos. The function returns an error code 
    TXerror fwdKin(const Vect6& j, mt::Transform &Pos); 
 
/// Computes inverse kinematics from Cartesian pos values 
/// (expressed in milimeters) and a configuration. The result goes to  
/// Vect6 (radians). The function returns an error code. 
    TXerror invKin(const mt::Transform& p, Vect6&, const config& conf = 
robot::config()); 
 
 
/// Computes inverse kinematics from Cartesian pos values 
/// (expressed in milimeters), the current configuration of the robot and the last 
/// position of a path (Vect6 (radians) 
/// The result goes to Vect6 (radians). The function returns an error code. 
TXerror invKin(const mt::Transform& p,  Vect6& , Vect6&, const config& conf = 
robot::config()); 
 
/// Computes inverse kinematics from Cartesian pos values 
/// (expressed in milimeters), and after crash your program 
TXerror invKin(const mt::Transform& p,  Vect6& , int foo, const config& conf = 
robot::config()); 
 
 
//Coments on getJacobian() 
 
TXerror getJacobian(const Vect6& , ublas::matrix<mt::Scalar> &) const; 
 
}; 
/////////////////////////////// HELPER FUNCTIONS ///////////////////////////// 
 
// OPERATORS 
std::ostream& operator<<(std::ostream&  os, const config& c); 
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/////////////////////////////// INLINE HELPER FUNCTIONS ///////////////////////// 
inline std::ostream& operator<<(std::ostream& os, const config& c) 
{ 
    (c.sh==righty) ? os<<"righty ":os<<"lefty "; 
    (c.el==epositive) ? os<<"epositive ":os<<"enegative "; 
    (c.wr==wpositive) ? os<<"wpositive ":os<<"wnegative "; 
 
return os; 
} 
 
 
} // robot 
 
#endif // TXROBOT_H 
B.2. Archivo txrobot.cpp 
 
/*************************************************************************** 
 *   Copyright (C) 2006 by Leopold Palomo, Ignacio Flores,                 * 
 *   Adolfo Rodriguez and Emmanuel NuÃ±o                                    * 
 *   leopold.palomo@upc.edu, ignacio.flores@upc.edu,                       * 
 *   adolfo.rodriguez@upc.edu, emmanuel.nuno@upc.edu                       * 
 *                                                                         * 
 *   This program is free software; you can redistribute it and/or modify  * 
 *   it under the terms of the GNU General Public License as published by  * 
 *   the Free Software Foundation; either version 2 of the License, or     * 
 *   (at your option) any later version.                                   * 
 *                                                                         * 
 *   This program is distributed in the hope that it will be useful,       * 
 *   but WITHOUT ANY WARRANTY; without even the implied warranty of        * 
 *   MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.  See the         * 
 *   GNU General Public License for more details.                          * 
 *                                                                         * 
 *   You should have received a copy of the GNU General Public License     * 
 *   along with this program; if not, write to the                         * 
 *   Free Software Foundation, Inc.,                                       * 
 *   59 Temple Place - Suite 330, Boston, MA  02111-1307, USA.             * 
 ***************************************************************************/ 
 
/////////////////////////////// PREPROCESSOR DIRECTIVES ////////////////////// 
 
// MT LIBRARY HEADERS 
#include <mt/matrix3x3.h> 
#include <mt/rotation.h> 
#include <mt/vector3.h> 
 
// LOCAL HEADERS 
#include "txrobot.h" 
 
 
 
/////////////////////////////// NAMESPACE SCOPE ////////////////////////////// 
 
namespace robot 
{ 
 
/////////////////////////////// CLASS IMPLEMENTATION ///////////////////////// 
//============================= PUBLIC ======================================= 
 
TXRobot::TXRobot(TXtype &robot){ 
     
    //default configuration for all robots 
    TXconfig.sh = lefty; 
    TXconfig.el = epositive; 
    TXconfig.wr = wpositive; 
 
    TXtolerance = 1e-5; 
 
//TX40, TX60, TX60L, TX90, TX90L, TX90XL 
 
    switch (robot) 
    { 
          case TX40: 
            exit(0);break; 
 
          case TX60: 
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            exit(0);break; 
 
         case TX60L: 
            exit(0);break; 
 
          case TX90: 
            a1 = 50; 
            a2 = 425; 
            a3 = 50; 
            a4 = 425; 
            a5 = 0.0; 
            a6 = 100;   //Distance from wrist center to tool 
 
            aJ5 = a6; 
 
            //limitations of the joint 1 in rads 
            TXlimits[0].range.setValue(mt::degToRad(-180.), mt::degToRad(180.)); 
            TXlimits[0].speed = mt::degToRad(400.); //in rads/s 
             
            //limitations of the joint 2 in rads 
            TXlimits[1].range.setValue(mt::degToRad(-130.), mt::degToRad(147.5)); 
            TXlimits[1].speed = mt::degToRad(400.); //in rads/s 
             
            //limitations of the joint 3 in rads 
            TXlimits[2].range.setValue(mt::degToRad(-145.), mt::degToRad(145.)); 
            TXlimits[2].speed = mt::degToRad(400.); //in rads/s 
             
            //limitations of the joint 4 in rads 
            TXlimits[3].range.setValue(mt::degToRad(-270.), mt::degToRad(270.)); 
            TXlimits[3].speed = mt::degToRad(400.); //in rads/s 
             
            //limitations of the joint 5 in rads 
            TXlimits[4].range.setValue(mt::degToRad(-115.), mt::degToRad(140.)); 
            TXlimits[4].speed = mt::degToRad(400.); //in rads/s 
             
            //limitations of the joint 6 in rads 
            TXlimits[5].range.setValue(mt::degToRad(-270.), mt::degToRad(270.)); 
            TXlimits[5].speed = mt::degToRad(400.); //in rads/s 
             
            break; 
 
          case TX90L: 
            exit(0);break; 
 
           case TX90XL: 
            exit(0);break; 
    } 
} 
 
 
TXerror TXRobot::fwdKin(const Vect6& q, mt::Transform &Pos) 
{ 
TXerror error = SUCCESS; 
unsigned int n = 0; 
   
  while (error == SUCCESS && n < 6)  
  { 
      if(!mt::isContained(q[n], TXlimits[n].range)) 
      { 
      if(n==0) 
          error = ERROR_J1; 
        else if(n==1) 
          error = ERROR_J2; 
        else if(n==2) 
          error = ERROR_J3; 
        else if(n==3) 
          error = ERROR_J4; 
        else if(n==4) 
          error = ERROR_J5; 
        else 
          error = ERROR_J6; 
 
        return error; 
      } 
      n++; 
  } 
  // Trascendental function evaluation 
  const mt::Scalar s1 = sin(q[0]); 
  const mt::Scalar s2 = sin(q[1]); 
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  const mt::Scalar s3 = sin(q[2]); 
  const mt::Scalar s4 = sin(q[3]); 
  const mt::Scalar s5 = sin(q[4]); 
  const mt::Scalar s6 = sin(q[5]); 
 
  const mt::Scalar c1 = cos(q[0]); 
  const mt::Scalar c2 = cos(q[1]); 
  const mt::Scalar c3 = cos(q[2]); 
  const mt::Scalar c4 = cos(q[3]); 
  const mt::Scalar c5 = cos(q[4]); 
  const mt::Scalar c6 = cos(q[5]); 
 
  // Translational part of transformation 
  const mt::Scalar x = a6 * s5 * c1 * c2 * c3 * c4 - 
                   a6 * s5 * s1 * s4 - 
                   a6 * s5 * c1 * s2 * s3 * c4 + 
                   a6 * c5 * c1 * c2 * s3 + 
                   a6 * c5 * c1 * s2 * c3 + 
                   a2 * c1 * c2 * s3 + 
                   a2 * c1 * s2 * c3 - 
                   a1 * s1 + 
                   a2 * c1 * s2 + 
                   a1 * c1; 
 
  const mt::Scalar y = a6 * s5 * s1 * c2 * c3 * c4 + 
                   a6 * s5 * c1 * s4 - 
                   a6 * s5 * s1 * s2 * s3 * c4 + 
                   a6 * c5 * s1 * c2 * s3 + 
                   a6 * c5 * s1 * s2 * c3 + 
                   a2 * s1 * c2 * s3 + 
                   a2 * s1 * s2 * c3 + 
                   a1 * c1 + 
                   a2 * s1 * s2 + 
                   a1 * s1; 
 
  const mt::Scalar z =-a6 * s5 * s2 * c3 * c4 - 
                   a6 * s5 * c2 * s3 * c4 - 
                   a6 * c5 * s2 * s3 + 
                   a6 * c5 * c2 * c3 - 
                   a2 * s2 * s3 + 
                   a2 * c2 * c3 + 
                   a2 * c2; 
 
   
 
  // Rotational part of transformation 
  const mt::Scalar r11 = c6 * c5 * c1 * c2 * c3 * c4 - 
                     c6 * c5 * s1 * s4 - 
                     c6 * c5 * c1 * s2 * s3 * c4 - 
                     c6 * s5 * c1 * c2 * s3 - 
                     c6 * s5 * c1 * s2 * c3 - 
                     s6 * c1 * c2 * c3 * s4 - 
                     s6 * s1 * c4 + 
                     s6 * c1 * s2 * s3 * s4; 
 
  const mt::Scalar r12 =-s6 * c5 * c1 * c2 * c3 * c4 + 
                     s6 * c5 * s1 * s4 + 
                     s6 * c5 * c1 * s2 * s3 * c4 + 
                     s6 * s5 * c1 * c2 * s3 + 
                     s6 * s5 * c1 * s2 * c3 - 
                     c6 * c1 * c2 * c3 * s4 - 
                     c6 * s1 * c4 + 
                     c6 * c1 * s2 * s3 * s4; 
 
  const mt::Scalar r13 = s5 * c1 * c2 * c3 * c4 - 
                     s5 * s1 * s4 - 
                     s5 * c1 * s2 * s3 * c4 + 
                     c5 * c1 * c2 * s3 + 
                     c5 * c1 * s2 * c3; 
 
  const mt::Scalar r21 = c6 * c5 * s1 * c2 * c3 * c4 + 
                     c6 * c5 * c1 * s4 - 
                     c6 * c5 * s1 * s2 * s3 * c4 - 
                     c6 * s5 * s1 * c2 * s3 - 
                     c6 * s5 * s1 * s2 * c3 - 
                     s6 * s1 * c2 * c3 * s4 + 
                     s6 * c1 * c4 + 
                     s6 * s1 * s2 * s3 * s4; 
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  const mt::Scalar r22 =-s6 * c5 * s1 * c2 * c3 * c4 - 
                     s6 * c5 * c1 * s4 + 
                     s6 * c5 * s1 * s2 * s3 * c4 + 
                     s6 * s5 * s1 * c2 * s3 + 
                     s6 * s5 * s1 * s2 * c3 - 
                     c6 * s1 * c2 * c3 * s4 + 
                     c6 * c1 * c4 + 
                     c6 * s1 * s2 * s3 * s4; 
 
  const mt::Scalar r23 = s5 * s1 * c2 * c3 * c4 + 
                     s5 * c1 * s4 - 
                     s5 * s1 * s2 * s3 * c4 + 
                     c5 * s1 * c2 * s3 + 
                     c5 * s1 * s2 * c3; 
 
  const mt::Scalar r31 =-c6 * c5 * s2 * c3 * c4 - 
                     c6 * c5 * c2 * s3 * c4 + 
                     c6 * s5 * s2 * s3 - 
                     c6 * s5 * c2 * c3 + 
                     s6 * s2 * c3 * s4 + 
                     s6 * c2 * s3 * s4; 
 
  const mt::Scalar r32 = s6 * c5 * s2 * c3 * c4 + 
                     s6 * c5 * c2 * s3 * c4 - 
                     s6 * s5 * s2 * s3 + 
                     s6 * s5 * c2 * c3 + 
                     c6 * s2 * c3 * s4 + 
                     c6 * c2 * s3 * s4; 
 
  const mt::Scalar r33 =-s5 * s2 * c3 * c4 - 
                     s5 * c2 * s3 * c4 - 
                     c5 * s2 * s3 + 
                     c5 * c2 * c3; 
 
  const mt::Matrix3x3 M (r11, r12, r13, 
                     r21, r22, r23, 
                     r31, r32, r33); 
 
  const mt::Rotation R(M); 
 
  // Rigid transformation of robot end-effector 
   
  Pos.setRotation(R); 
  Pos.setTranslation(mt::Point3::Point3(x,y,z)); 
 
  return SUCCESS; 
} 
 
 
/// Computes inverse kinematics from Cartesian pos values 
/// (expressed in meters) and a configuration. The result goes to  
/// Vect6 (radians). The function returns an error code. 
 
TXerror TXRobot::invKin(const mt::Transform& p, Vect6& q, const config& conf) 
{ 
    //Vect6 q; 
 
    mt::Transform target; 
    target.setIdentity(); 
    target.setTranslation(mt::Point3::Point3(0.,0.,a6)); 
 
    const mt::Transform wc = p * target.inverse(); 
    const mt::Vector3 pHwc = wc.getTranslation(); 
 
 
    // Solve for theta(1) 
     
    const mt::Scalar d = sqrt(pHwc[0] * pHwc[0] + pHwc[1] * pHwc[1] ); 
    const mt::Scalar d2 = mt::sq(d); 
 
    //must test if d*d < a3Â² 
    mt::Scalar tt = d2-mt::sq(a3); 
     
    if(tt <  TXtolerance){ 
      #ifdef VERBOSE 
      std::cout<<"No solution found: fails theta1"<<std::endl; 
      #endif 
      return ERROR_J1; 
    } 
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    mt::Scalar r=sqrt(tt); 
 
    mt::Scalar sj1,cj1; 
    mt::Scalar sj2,cj2; 
    mt::Scalar sj21,cj21; 
    mt::Scalar sj3,cj3; 
    mt::Scalar sj31,cj31; 
 
    if (d>a3) 
    { 
    if(conf.sh==lefty) 
        { 
            sj1=(pHwc[1] * r - pHwc[0] * a3)/d2; 
            cj1=(pHwc[0] * r + pHwc[1] * a3)/d2; 
    //disp('Solution lefty for theta1'); 
        } 
        else 
        { 
            sj1=(-pHwc[1] * r - pHwc[0] * a3)/d2; 
            cj1=(-pHwc[0] * r + pHwc[1] * a3)/d2; 
            //disp('Solution righty for theta1'); 
        } 
 
        q[0]= atan2(sj1,cj1); 
        if(!mt::isContained(q[0], TXlimits[0].range)){ 
            #ifdef VERBOSE 
            std::cout<<"No solution found: fails theta1"<<std::endl; 
            #endif 
            return ERROR_J1; 
        } 
    }  
    else 
    { 
         
        if (fabs(d-a3) < TXtolerance) 
        { 
            //Only one solutions for theta1 
            q[0]= atan2(-pHwc[0],pHwc[1]); 
            if(!mt::isContained(q[0], TXlimits[0].range)){ 
                #ifdef VERBOSE 
                std::cout<<"No solution found: fails theta1"<<std::endl; 
                #endif 
                return ERROR_J1; 
            } 
        } 
    else //no solution for theta1 
        {     
            #ifdef VERBOSE 
            std::cout<<"No solution found: fails theta1"<<std::endl; 
            #endif 
            return ERROR_J1; 
        } 
    } 
 
  
    //Solving for theta2 and theta3 
     
 
    if (conf.sh == righty) 
    {    
        r = -r; 
    } 
     
    const mt::Scalar rho = sqrt(mt::sq(pHwc[2]) + mt::sq(r-a1)); 
    const mt::Scalar semip = (a2 + a4 + rho)*0.5; 
    const mt::Scalar gamma = a2 + a4; 
     
    //temp = semip / (semip -a4); 
    const mt::Scalar t1=sqrt(((semip-a2)*(semip-rho))/(semip*(semip-a4))); 
    const mt::Scalar t2=sqrt(((semip-a4)*(semip-rho))/(semip*(semip-a2))); 
 
    if (rho > gamma || rho < fabs(a2-a4)) 
    { 
        #ifdef VERBOSE 
        std::cout<<"No solution found: fails theta2"<<std::endl; 
        #endif 
        return ERROR_J2; 
    } 
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    else 
    { 
        const mt::Scalar tmp1 = 1.0 + mt::sq(t1); 
        //(rho*(mt::sq(t1) + 1.0) 
        const mt::Scalar tmp2 = rho * tmp1; 
        const mt::Scalar tmp3 = 1.0 -mt::sq(t1); 
         
        const mt::Scalar tmp4 = 1.0 + mt::sq(t2); 
        const mt::Scalar tmp5 = 1.0 - mt::sq(t2); 
         
        //if (rho == gamma) 
        if(fabs(rho-gamma) < TXtolerance) 
        { 
            sj2=(r-a1)/rho; 
            cj2=pHwc[2]/rho; 
            q[1]=atan2(sj2,cj2); 
            q[2]=0.; 
            if(!mt::isContained(q[1], TXlimits[1].range)){ 
                #ifdef VERBOSE 
                std::cout<<"No solution found: fails theta2"<<std::endl; 
                #endif  
                return ERROR_J2; 
            } 
        if(!mt::isContained(q[2], TXlimits[2].range)){ 
          #ifdef VERBOSE 
          std::cout<<"No solution found: fails theta3"<<std::endl; 
          #endif 
                return ERROR_J3; 
            } 
        } 
        //else if (rho == 0.) 
        else if (fabs(rho) < TXtolerance) 
        { 
            sj2 = ((r - a1)*(-mt::sq(t1) + 1.0) - (pHwc[2]* t1 * 2.))/tmp2; 
            cj2 = (pHwc[2]*(-mt::sq(t1)+ 1.0)+2.0 * (r-a1)*t1) / tmp2; 
            q[1] = atan2(sj2,cj2); 
            q[2] = -mt::PI; 
            if(!mt::isContained(q[1], TXlimits[1].range)){ 
                #ifdef VERBOSE 
                std::cout<<"No solution found: fails theta2"<<std::endl; 
                #endif  
                return ERROR_J2; 
            } 
            if(!mt::isContained(q[2], TXlimits[2].range)){ 
                #ifdef VERBOSE 
                std::cout<<"No solution found: fails theta2"<<std::endl; 
                #endif  
                return ERROR_J2; 
            } 
        } 
 
        if (conf.el == epositive) 
        { 
            sj2= ((r-a1)*(tmp3)-(pHwc[2]*t1*2.0))/tmp2; 
            cj2 = (pHwc[2]*(tmp3)+(r-a1)*t1*2.0)/tmp2; 
            sj3 = (t1*tmp5 + tmp1*t2)*2.0/(tmp4*tmp1); 
            cj3 = (tmp3*tmp5-t1*t2*4.0)/(tmp4*tmp1); 
            q[1]=atan2(sj2,cj2); 
            q[2]=atan2(sj3,cj3); 
            if(!mt::isContained(q[1], TXlimits[1].range)){ 
                #ifdef VERBOSE 
                std::cout<<"No solution found: fails theta2"<<std::endl; 
                #endif 
                return ERROR_J2; 
            } 
            if(!mt::isContained(q[2], TXlimits[2].range)){ 
                #ifdef VERBOSE 
                std::cout<<"No solution found: fails theta2"<<std::endl; 
                #endif  
                return ERROR_J2; 
            }//disp('elbow positive') 
        } 
        else 
        { 
            sj21=((r-a1)*tmp3+pHwc[2]*t1*2.0) / tmp2; 
            cj21=(pHwc[2]*tmp3 - 2.0 * (r-a1) * t1) / tmp2; 
            sj31=-2.0 * (t1 * tmp5 + t2 * tmp3) / (tmp4 * tmp1); 
            cj31=(tmp3 * tmp5 - t1*t2*4.0)/ (tmp4 * tmp1); 
            q[1]=atan2(sj21,cj21); 
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            q[2]=atan2(sj31,cj31); 
            if(!mt::isContained(q[1], TXlimits[1].range)){ 
                #ifdef VERBOSE 
                std::cout<<"No solution found: fails theta2"<<std::endl; 
                #endif 
                return ERROR_J2; 
            } 
            if(!mt::isContained(q[2], TXlimits[2].range)){ 
                #ifdef VERBOSE 
                std::cout<<"No solution found: fails theta3"<<std::endl; 
                #endif 
                return ERROR_J3; 
            }//disp('elbow negative') 
        } 
    } 
 
const mt::Rotation rotz(mt::Unit3(0,0,1),q[0]), roty(mt::Unit3(0,1,0),q[1]), 
rotyy(mt::Unit3(0,1,0),q[2]); 
    const mt::Rotation rb=rotz * roty * rotyy; 
 
    mt::Matrix3x3 r36 = rb.getMatrix().inverse() * p.getRotation().getMatrix(); 
     
    if(conf.wr == wpositive) 
        q[4] = atan2(sqrt(mt::sq(r36[2][0]) + mt::sq(r36[2][1])),r36[2][2]);  
    else  
        q[4] = -atan2(sqrt(mt::sq(r36[2][0]) + mt::sq(r36[2][1])),r36[2][2]); 
     
    if(!mt::isContained(q[4], TXlimits[4].range)){ 
        #ifdef VERBOSE 
        std::cout<<"No solution found: fails theta5"<<std::endl; 
        #endif   
        return ERROR_J5; 
    } 
             
    //we must put some comprobation 
    if(fabs(q[4]) > TXtolerance) 
    { 
        if(fabs(r36[1][2]) < TXtolerance) r36[1][2]= 0.0; 
 
        const mt::Scalar s4=sin(q[4]); 
          
        q[3] = atan2(r36[1][2]/s4,r36[0][2]/s4); 
 
        if(!mt::isContained(q[3], TXlimits[3].range)){ 
            #ifdef VERBOSE 
            std::cout<<"No solution found: fails theta4"<<std::endl; 
            #endif 
            return ERROR_J4; 
        } 
 
        q[5] = atan2(r36[2][1]/s4,-r36[2][0]/s4); 
 
        if(fabs(fabs(q[5]) - mt::PI) <  TXtolerance) q[5] = mt::PI; 
         
        if(!mt::isContained(q[5], TXlimits[5].range)){ 
            #ifdef VERBOSE 
            std::cout<<"No solution found: fails theta6"<<std::endl; 
            #endif 
            return ERROR_J6; 
        } 
 
    } 
    else if(fabs(q[4]-mt::PI) < TXtolerance) 
    { 
        //be carefull . Tolerance, then q[4] must be PI 
        q[3] = 0.0; 
        q[4] = mt::PI; 
        q[5]=atan2(r36[0][1],-r36[0][0]); 
         
        if(!mt::isContained(q[3], TXlimits[3].range)){ 
            #ifdef VERBOSE 
            std::cout<<"No solution found: fails theta4"<<std::endl; 
            #endif 
            return ERROR_J4; 
        } 
        if(!mt::isContained(q[5], TXlimits[5].range)){ 
            #ifdef VERBOSE 
            std::cout<<"No solution found: fails theta6"<<std::endl; 
            #endif 
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            return ERROR_J6; 
        } 
    } 
    else 
    { 
        q[3] = 0.; 
        q[5] = atan2(-r36[0][1],r36[0][0]); 
        if(!mt::isContained(q[3], TXlimits[3].range)){ 
            #ifdef VERBOSE 
            std::cout<<"No solution found: fails theta4"<<std::endl; 
            #endif 
            return ERROR_J4; 
        } 
        if(!mt::isContained(q[5], TXlimits[5].range)){ 
            #ifdef VERBOSE 
            std::cout<<"No solution found: fails theta6"<<std::endl; 
            #endif 
            return ERROR_J6; 
        }//disp('elbow negative') 
 
    } 
     
    return SUCCESS; 
} 
 
/// Computes inverse kinematics from Cartesian pos values 
/// (expressed in milimeters), the current configuration of the robot and the last 
/// position of a path (Vect6 (radians) 
/// The result goes to Vect6 (radians). The function returns an error code. 
TXerror TXRobot::invKin(const mt::Transform& p,  Vect6& q, Vect6& qp , const 
config& conf) 
{ 
  TXerror result=  invKin(p, q ,conf); 
  mt::Scalar tmp;  
 
  if (result == SUCCESS) //ok, we have a solution, bu neeed to express this 
solution near us 
  { 
     // we are have treatment case for the 4 and 6 joint. It's just a test. This  
     // is specific to the TX90 but it's a beginning, so please don't ran  
     // about ugly code, bad code, etc. 
    unsigned int n=3; 
    while (n < 6) 
    { 
       
       if(q[n] >  0.0 ) tmp = q[n] - mt::TWO_PI;  
       else tmp = mt::TWO_PI + q[n]; 
     
     //ok, we have a candidate for the joint 4, now we are looking if it's inside 
   // if not, we cannot do anything. 
   
      if(mt::isContained(tmp, TXlimits[n].range)) 
      //now we have to chosse the nearest 
      if(fabs(tmp - qp[n]) < fabs(q[n] - qp[n])) 
      q[n] = tmp; 
      // ok, we change the to another expression for the same angle         
 
      n = n + 2 ; 
     } 
 
  // we are outside the angle 
   } 
     
   return result; 
 
} 
 
 
/// Computes inverse kinematics from Cartesian pos values 
/// (expressed in milimeters), and after it crashes your program 
TXerror TXRobot::invKin(const mt::Transform& p,  Vect6& q , int  foo,  const 
config& conf) 
{ 
TXerror result=  invKin(p, q, conf); 
 
  double *crash = new double[10]; 
  crash[100] = 3.5;  
  return result; //;-), just to not show in the warning 
} 
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TXerror TXRobot::getJacobian(const Vect6& q, ublas::matrix<mt::Scalar> &j) const 
{ 
  const mt::Scalar s1 = sin(q[0]); 
  const mt::Scalar s2 = sin(q[1]); 
  const mt::Scalar s3 = sin(q[2]); 
  const mt::Scalar s4 = sin(q[3]); 
  const mt::Scalar s5 = sin(q[4]); 
   
 
  const mt::Scalar c1 = cos(q[0]); 
  const mt::Scalar c2 = cos(q[1]); 
  const mt::Scalar c3 = cos(q[2]); 
  const mt::Scalar c4 = cos(q[3]); 
  const mt::Scalar c5 = cos(q[4]); 
 
  j(0,0)=-aJ5 * s5 * c4 * s1 * c2 * c3 +  
          aJ5 * s5 * c4 * s1 * s2 * s3 -  
          aJ5 * s5 * c1 * s4 -  
          aJ5 * c5 * s1 * c2 * s3 -  
          aJ5 * c5 * s1 * s2 * c3 -  
          a4 * s1 * c2 * s3 -  
          a4 * s1 * s2 * c3 -  
          c1 * a3 -  
          s1 * s2 * a2 -  
          s1 * a1; 
     
  j(0,1)= c1 * (-aJ5 * c4 * s5 * s2 * c3 -  
          aJ5 * c4 * s5 * c2 * s3 -  
          aJ5 * c5 * s2 * s3 +  
          aJ5 * c5 * c2 * c3 -  
          a4 * s2 * s3 +  
          a4 * c2 * c3 +  
          c2 * a2); 
 
  j(0,2)= c1 * (-aJ5 * c4 * s5 * s2 * c3 -  
          aJ5 * c4 * s5 * c2 * s3 -  
          aJ5 * c5 * s2 * s3 +  
          aJ5 * c5 * c2 * c3 -  
          a4 * s2 * s3 +  
          a4 * c2 * c3); 
 
  j(0,3)=-s5 * (s1 * c4 -  
          s2 * s3 * c1 * s4 +  
          c2 * c3 * c1 * s4) * aJ5; 
 
  j(0,4)= aJ5 * (-s4 * s1 * c5 -  
          c1 * c4 * c5 * s2 * s3 +  
          c1 * c4 * c5 * c2 * c3 -  
          s2 * c3 * s5 * c1 -  
          c2 * s3 * s5 * c1); 
   
  j(0,5)=0; 
 
  j(1,0)= aJ5 * s5 * c4 * c1 * c2 * c3 -  
          aJ5 * s5 * c4 * c1 * s2 * s3 -  
          aJ5 * s5 * s1 * s4 +  
          aJ5 * c5 * c1 * c2 * s3 +  
          aJ5 * c5 * c1 * s2 * c3 +  
          a4 * c1 * c2 * s3 +  
          a4 * c1 * s2 * c3 -  
          s1 * a3 +  
          c1 * s2 * a2 +  
          c1 * a1; 
 
  j(1,1)= s1 * (-aJ5 * c4 * s5 * s2 * c3 -  
          aJ5 * c4 * s5 * c2 * s3 -  
          aJ5 * c5 * s2 * s3 +  
          aJ5 * c5 * c2 * c3 -  
          a4 * s2 * s3 +  
          a4 * c2 * c3 +  
          c2 * a2); 
 
  j(1,2)= s1 * (-aJ5 * c4 * s5 * s2 * c3 -  
          aJ5 * c4 * s5 * c2 * s3 -  
          aJ5 * c5 * s2 * s3 +  
          aJ5 * c5 * c2 * c3 -  
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          a4 * s2 * s3 +  
          a4 * c2 * c3); 
 
  j(1,3)= -s5 * (-c1 * c4 -  
           s4 * s1 * s2 * s3 +  
           s4 * s1 * c2 * c3) * aJ5; 
 
  j(1,4)= aJ5 * (-s2 * c3 * s5 * s1 -  
          c2 * s3 * s5 * s1 +  
          c1 * s4 * c5 -  
          c4 * s1 * c5 * s2 * s3 +  
          c4 * s1 * c5 * c2 * c3); 
 
  j(1,5)=0; 
 
  j(2,0)=0; 
 
  j(2,1)=-aJ5 * s5 * c4 * c2 * c3 +  
          aJ5 * s5 * c4 * s2 * s3 -  
          aJ5 * c5 * c2 * s3 -  
          aJ5 * c5 * s2 * c3 -  
          a4 * c2 * s3 -  
          a4 * s2 * c3 -  
          s2 * a2; 
 
  j(2,2)=-aJ5 * s5 * c4 * c2 * c3 +  
          aJ5 * s5 * c4 * s2 * s3 -  
          aJ5 * c5 * c2 * s3 -  
          aJ5 * c5 * s2 * c3 -  
          a4 * c2 * s3 -  
          a4 * s2 * c3; 
 
  j(2,3)= s5 * s4 * (c2 * s3 + s2 * c3) * aJ5; 
 
  j(2,4)=-aJ5 * (c4 * c5 * c2 * s3 +  
          c4 * c5 * s2 * c3 +  
          c2 * c3 * s5 -  
          s2 * s3 * s5); 
     
  j(2,5)=0; 
 
  j(3,0)=0; 
 
  j(3,1)= -s1; 
 
  j(3,2)= -s1; 
 
  j(3,3)= c1 * (c2 * s3 + s2 * c3); 
 
  j(3,4)=-s1 * c4 + s2 * s3 * c1 * s4 - c2 * c3 * c1 * s4; 
 
  j(3,5)= s5 * c4 * c1 * c2 * c3 -  
          s5 * c4 * c1 * s2 * s3 -  
          s5 * s1 * s4 +  
          c5 * c1 * c2 * s3 +  
          c5 * c1 * s2 * c3; 
 
  j(4,0)=0; 
 
  j(4,1)= c1; 
 
  j(4,2)= c1; 
 
  j(4,3)= s1 * (c2 * s3 + s2 * c3); 
 
  j(4,4)=-s4 * s1 * c2 * c3 + s4 * s1 * s2 * s3 + c1 * c4; 
 
  j(4,5)= s5 * c4 * s1 * c2 * c3 -  
          s5 * c4 * s1 * s2 * s3 +  
          s5 * c1 * s4 +  
          c5 * s1 * c2 * s3 +  
          c5 * s1 * s2 * c3; 
 
  j(5,0)= 1; 
 
  j(5,1)= 0; 
 
  j(5,2)= 0; 
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  j(5,3)= -s2 * s3 + c2 * c3; 
 
  j(5,4)= (c2 * s3 + s2 * c3) * s4; 
 
  j(5,5)=-c4 * s5 * s2 * c3 - c4 * s5 * c2 * s3 - c5 * s2 * s3 + c5 * c2 * c3; 
 
    return SUCCESS; 
} 
 
 
 
}// robot 
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C. Código de la librería MAI. 
C.1. Archivo mai.h 
 
/*************************************************************************** 
 *   Copyright (C) 2006 by Carlos Rosales, Miquel Quesada,                 * 
 *   carlos.rosales-gallegos@upc.edu                                       * 
 *                                                                         * 
 *   This program is free software; you can redistribute it and/or modify  * 
 *   it under the terms of the GNU General Public License as published by  * 
 *   the Free Software Foundation; either version 2 of the License, or     * 
 *   (at your option) any later version.                                   * 
 *                                                                         * 
 *   This program is distributed in the hope that it will be useful,       * 
 *   but WITHOUT ANY WARRANTY; without even the implied warranty of        * 
 *   MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.  See the         * 
 *   GNU General Public License for more details.                          * 
 *                                                                         * 
 *   You should have received a copy of the GNU General Public License     * 
 *   along with this program; if not, write to the                         * 
 *   Free Software Foundation, Inc.,                                       * 
 *   59 Temple Place - Suite 330, Boston, MA  02111-1307, USA.             * 
 ***************************************************************************/ 
 
/////////////////////////////// PREPROCESSOR DIRECTIVES ////////////////////// 
 
// HEADER GUARD 
#ifndef MAI_H 
#define MAI_H 
 
// MT LIBRARY HEADERS 
// This library needs the mtlib 
#include <mt/scalar.h> 
 
//uBLAS library 
#include <boost/numeric/ublas/matrix.hpp> 
#include <boost/numeric/ublas/vector.hpp> 
 
namespace ublas= boost::numeric::ublas; 
 
// typedef for the Six component Vector 
typedef ublas::vector<mt::Scalar> Vect6; 
typedef ublas::matrix<mt::Scalar> Matrix; 
typedef ublas::matrix<mt::Scalar> Matrix4; 
 
/////////////////////////////// NAMESPACE SCOPE ////////////////////////////// 
 
namespace mai 
{ 
 
/////////////////////////////// CLASS DEFINITION ///////////////////////////// 
 
enum finger {RING, MIDDLE, INDEX, THUMB}; 
 
enum error {SUCCESS,OUT_OF_RANGE}; 
 
class MAI 
{ 
    //MAI DH parameters 
    mt::Scalar aRing[8], alphaRing[8], dRing[8], qminRing[8], qMaxRing[8]; 
    mt::Scalar aMiddle[8], alphaMiddle[8], dMiddle[8], qminMiddle[8], 
qMaxMiddle[8]; 
    mt::Scalar aIndex[8], alphaIndex[8], dIndex[8], qminIndex[8], qMaxIndex[8]; 
    mt::Scalar aThumb[8], alphaThumb[8], dThumb[8], qminThumb[8], qMaxThumb[8]; 
 
public: 
    MAI(); 
 
/// Computes forward kinematics from joint angular values 
/// (expressed in radians),  and put the result in. 
/// Pos. The function returns an error code 
    error fwdKin(const Matrix4& q, Matrix& PosC); 
 private: 
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    void dh(const mt::Scalar a, const mt::Scalar alpha, const mt::Scalar d, 
             const mt::Scalar q, Matrix4 &tdh); 
}; 
 
} // mai 
 
#endif // MAI_H 
 
C.2. Archivo mai.cpp 
 
/*************************************************************************** 
 *   Copyright (C) 2006 by Carlos Rosales, Miquel Quesada,                 * 
 *   carlos.rosales-gallegos@upc.edu                                       * 
 *                                                                         * 
 *   This program is free software; you can redistribute it and/or modify  * 
 *   it under the terms of the GNU General Public License as published by  * 
 *   the Free Software Foundation; either version 2 of the License, or     * 
 *   (at your option) any later version.                                   * 
 *                                                                         * 
 *   This program is distributed in the hope that it will be useful,       * 
 *   but WITHOUT ANY WARRANTY; without even the implied warranty of        * 
 *   MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.  See the         * 
 *   GNU General Public License for more details.                          * 
 *                                                                         * 
 *   You should have received a copy of the GNU General Public License     * 
 *   along with this program; if not, write to the                         * 
 *   Free Software Foundation, Inc.,                                       * 
 *   59 Temple Place - Suite 330, Boston, MA  02111-1307, USA.             * 
 ***************************************************************************/ 
 
/////////////////////////////// PREPROCESSOR DIRECTIVES ////////////////////// 
 
// MT LIBRARY HEADERS 
#include <mt/matrix3x3.h> 
#include <mt/vector3.h> 
 
// LOCAL HEADERS 
#include "mai.h" 
 
/////////////////////////////// NAMESPACE SCOPE ////////////////////////////// 
 
namespace mai 
{ 
 
/////////////////////////////// CLASS IMPLEMENTATION ///////////////////////// 
//============================= PUBLIC ======================================= 
 
MAI::MAI() 
{ 
    aRing[0]=0; 
    aRing[1]=-67; 
    aRing[2]=0; 
    aRing[3]=76.66; 
    aRing[4]=56; 
    aRing[5]=33.62; 
    aRing[6]=0; 
    aRing[7]=20; 
    alphaRing[0]=0; 
    alphaRing[1]=1.5708; 
    alphaRing[2]=1.5708; 
    alphaRing[3]=0; 
    alphaRing[4]=0; 
    alphaRing[5]=0; 
    alphaRing[6]=-1.5708; 
    alphaRing[7]=0; 
    dRing[0]=197.55; 
    dRing[1]=9.5; 
    dRing[2]=0; 
    dRing[3]=0; 
    dRing[4]=0; 
    dRing[5]=0; 
    dRing[6]=0; 
    dRing[7]=0; 
    qminRing[0]=1.5708; 
    qminRing[1]=1.3614; 
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    qminRing[2]=-0.1309; 
    qminRing[3]=0.9163; 
    qminRing[4]=-0.2906; 
    qminRing[5]=0.2906; 
    qminRing[6]=-0.7854; 
    qminRing[7]=0; 
    qMaxRing[0]=1.5708; 
    qMaxRing[1]=1.7802; 
    qMaxRing[2]=1.4399; 
    qMaxRing[3]=1.7017; 
    qMaxRing[4]=1.2802; 
    qMaxRing[5]=2.5604; 
    qMaxRing[6]=0.7854; 
    qMaxRing[7]=0; 
     
    aMiddle[0]=0; 
    aMiddle[1]=0; 
    aMiddle[2]=0; 
    aMiddle[3]=76.66; 
    aMiddle[4]=56; 
    aMiddle[5]=33.62; 
    aMiddle[6]=0; 
    aMiddle[7]=20; 
    alphaMiddle[0]=0; 
    alphaMiddle[1]=1.5708; 
    alphaMiddle[2]=1.5708; 
    alphaMiddle[3]=0; 
    alphaMiddle[4]=0; 
    alphaMiddle[5]=0; 
    alphaMiddle[6]=-1.5708; 
    alphaMiddle[7]=0; 
    dMiddle[0]=197.55; 
    dMiddle[1]=9.5; 
    dMiddle[2]=0; 
    dMiddle[3]=0; 
    dMiddle[4]=0; 
    dMiddle[5]=0; 
    dMiddle[6]=0; 
    dMiddle[7]=0; 
    qminMiddle[0]=1.5708; 
    qminMiddle[1]=1.3614; 
    qminMiddle[2]=-0.1309; 
    qminMiddle[3]=0.9163; 
    qminMiddle[4]=-0.2906; 
    qminMiddle[5]=0.2906; 
    qminMiddle[6]=-0.7854; 
    qminMiddle[7]=0; 
    qMaxMiddle[0]=1.5708; 
    qMaxMiddle[1]=1.7802; 
    qMaxMiddle[2]=1.4399; 
    qMaxMiddle[3]=1.7017; 
    qMaxMiddle[4]=1.2802; 
    qMaxMiddle[5]=2.5604; 
    qMaxMiddle[6]=0.7854; 
    qMaxMiddle[7]=0; 
        
    aIndex[0]=0; 
    aIndex[1]=67; 
    aIndex[2]=0; 
    aIndex[3]=76.66; 
    aIndex[4]=56; 
    aIndex[5]=33.62; 
    aIndex[6]=0; 
    aIndex[7]=20; 
    alphaIndex[0]=0; 
    alphaIndex[1]=1.5708; 
    alphaIndex[2]=1.5708; 
    alphaIndex[3]=0; 
    alphaIndex[4]=0; 
    alphaIndex[5]=0; 
    alphaIndex[6]=-1.5708; 
    alphaIndex[7]=0; 
    dIndex[0]=197.55; 
    dIndex[1]=9.5; 
    dIndex[2]=0; 
    dIndex[3]=0; 
    dIndex[4]=0; 
    dIndex[5]=0; 
    dIndex[6]=0; 
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    dIndex[7]=0; 
    qminIndex[0]=1.5708; 
    qminIndex[1]=1.3614; 
    qminIndex[2]=-0.1309; 
    qminIndex[3]=0.9163; 
    qminIndex[4]=-0.2906; 
    qminIndex[5]=0.2906; 
    qminIndex[6]=-0.7854; 
    qminIndex[7]=0; 
    qMaxIndex[0]=1.5708; 
    qMaxIndex[1]=1.7802; 
    qMaxIndex[2]=1.4399; 
    qMaxIndex[3]=1.7017; 
    qMaxIndex[4]=1.2802; 
    qMaxIndex[5]=2.5604; 
    qMaxIndex[6]=0.7854; 
    qMaxIndex[7]=0; 
     
    aThumb[0]=0; 
    aThumb[1]=7.56; 
    aThumb[2]=0; 
    aThumb[3]=76.66; 
    aThumb[4]=66; 
    aThumb[5]=39.17; 
    aThumb[6]=0; 
    aThumb[7]=20; 
    alphaThumb[0]=0; 
    alphaThumb[1]=0.2463; 
    alphaThumb[2]=1.5708; 
    alphaThumb[3]=0; 
    alphaThumb[4]=0; 
    alphaThumb[5]=0; 
    alphaThumb[6]=-1.5708; 
    alphaThumb[7]=0; 
    dThumb[0]=264.; 
    dThumb[1]=-203.32; 
    dThumb[2]=0; 
    dThumb[3]=0; 
    dThumb[4]=0; 
    dThumb[5]=0; 
    dThumb[6]=0; 
    dThumb[7]=0; 
    qminThumb[0]=-0.7777; 
    qminThumb[1]=0.5836; 
    qminThumb[2]=-0.1309; 
    qminThumb[3]=0.5672; 
    qminThumb[4]=-0.2222; 
    qminThumb[5]=0.2906; 
    qminThumb[6]=-0.7854; 
    qminThumb[7]=0; 
    qMaxThumb[0]=-0.7777; 
    qMaxThumb[1]=1.0025; 
    qMaxThumb[2]=1.4399; 
    qMaxThumb[3]=1.7017; 
    qMaxThumb[4]=1.3486; 
    qMaxThumb[5]=2.5604; 
    qMaxThumb[6]=0.7854; 
    qMaxThumb[7]=0; 
} 
 
error MAI::fwdKin(const Matrix4& q, Matrix& PosC) 
{ 
    Matrix4 qdh=q; 
 
    qdh*=(3.141592/180); 
    qdh(0,0)+=(3.141592/2); 
    qdh(1,0)+=qminRing[2]; 
    qdh(2,0)+=(qminRing[3]-(45*3.141592/180)); 
    qdh(3,0)+=qminRing[4]; 
    qdh(0,1)+=(3.141592/2); 
    qdh(1,1)+=qminMiddle[2]; 
    qdh(2,1)+=(qminMiddle[3]-(45*3.141592/180)); 
    qdh(3,1)+=qminMiddle[4]; 
    qdh(0,2)+=(3.141592/2); 
    qdh(1,2)+=qminIndex[2]; 
    qdh(2,2)+=(qminIndex[3]-(45*3.141592/180)); 
    qdh(3,2)+=qminIndex[4]; 
    qdh(0,3)+=45.44*(3.141592/180); 
    qdh(1,3)+=qminThumb[2]; 
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    qdh(2,3)+=(qminThumb[3]-(25*3.141592/180)); 
    qdh(3,3)+=qminThumb[4]; 
     
    for (int counter=0; counter<4; counter++) 
    { 
        if ((qdh(counter,0))<(qminRing[counter+1])) return OUT_OF_RANGE; 
        if ((qdh(counter,0))>(qMaxRing[counter+1])) return OUT_OF_RANGE; 
    } 
    for (int counter=0; counter<4; counter++) 
    { 
        if ((qdh(counter,1))<(qminMiddle[counter+1])) return OUT_OF_RANGE; 
        if ((qdh(counter,1))>(qMaxMiddle[counter+1])) return OUT_OF_RANGE; 
    } 
    for (int counter=0; counter<4; counter++) 
    { 
        if ((qdh(counter,2))<(qminIndex[counter+1])) return OUT_OF_RANGE; 
        if ((qdh(counter,2))>(qMaxIndex[counter+1])) return OUT_OF_RANGE; 
    } 
    for (int counter=0; counter<4; counter++) 
    { 
        if ((qdh(counter,3))<(qminThumb[counter+1])) return OUT_OF_RANGE; 
        if ((qdh(counter,3))>(qMaxThumb[counter+1])) return OUT_OF_RANGE; 
    } 
     
    Matrix4 t01(4,4), t12(4,4), t23(4,4), t34(4,4), t45(4,4), t56(4,4), t06(4,4); 
 
    dh(aRing[0], alphaRing[0], dRing[0], qminRing[0], t01); 
    dh(aRing[1], alphaRing[1], dRing[1], qdh(0,0), t12); 
    dh(aRing[2], alphaRing[2], dRing[2], qdh(1,0), t23); 
    dh(aRing[3], alphaRing[3], dRing[3], qdh(2,0), t34); 
    dh(aRing[4], alphaRing[4], dRing[4], qdh(3,0), t45); 
    dh(aRing[5], alphaRing[5], dRing[5], -16.65*3.141592/180, t56); 
     
    t06=prod(t01,t12); 
    t06=prod(t06,t23); 
    t06=prod(t06,t34); 
    t06=prod(t06,t45); 
    t06=prod(t06,t56); 
     
    PosC(0,0)=t06(0,3); 
    PosC(1,0)=t06(1,3); 
    PosC(2,0)=t06(2,3); 
     
    dh(aMiddle[0], alphaMiddle[0], dMiddle[0], qminMiddle[0], t01); 
    dh(aMiddle[1], alphaMiddle[1], dMiddle[1], qdh(0,1), t12); 
    dh(aMiddle[2], alphaMiddle[2], dMiddle[2], qdh(1,1), t23); 
    dh(aMiddle[3], alphaMiddle[3], dMiddle[3], qdh(2,1), t34); 
    dh(aMiddle[4], alphaMiddle[4], dMiddle[4], qdh(3,1), t45); 
    dh(aMiddle[5], alphaMiddle[5], dMiddle[5], -16.65*3.141592/180, t56); 
     
    t06=prod(t01,t12); 
    t06=prod(t06,t23); 
    t06=prod(t06,t34); 
    t06=prod(t06,t45); 
    t06=prod(t06,t56); 
     
    PosC(0,1)=t06(0,3); 
    PosC(1,1)=t06(1,3); 
    PosC(2,1)=t06(2,3); 
     
    dh(aIndex[0], alphaIndex[0], dIndex[0], qminIndex[0], t01); 
    dh(aIndex[1], alphaIndex[1], dIndex[1], qdh(0,2), t12); 
    dh(aIndex[2], alphaIndex[2], dIndex[2], qdh(1,2), t23); 
    dh(aIndex[3], alphaIndex[3], dIndex[3], qdh(2,2), t34); 
    dh(aIndex[4], alphaIndex[4], dIndex[4], qdh(3,2), t45); 
    dh(aIndex[5], alphaIndex[5], dIndex[5], -16.65*3.141592/180, t56); 
     
    t06=prod(t01,t12); 
    t06=prod(t06,t23); 
    t06=prod(t06,t34); 
    t06=prod(t06,t45); 
    t06=prod(t06,t56); 
     
    PosC(0,2)=t06(0,3); 
    PosC(1,2)=t06(1,3); 
    PosC(2,2)=t06(2,3); 
     
    dh(aThumb[0], alphaThumb[0], dThumb[0], qminThumb[0], t01); 
    dh(aThumb[1], alphaThumb[1], dThumb[1], qdh(0,3), t12); 
Pág. 26  Memoria 
 
    dh(aThumb[2], alphaThumb[2], dThumb[2], qdh(1,3), t23); 
    dh(aThumb[3], alphaThumb[3], dThumb[3], qdh(2,3), t34); 
    dh(aThumb[4], alphaThumb[4], dThumb[4], qdh(3,3), t45); 
    dh(aThumb[5], alphaThumb[5], dThumb[5], -12.73*3.141592/180, t56); 
     
    t06=prod(t01,t12); 
    t06=prod(t06,t23); 
    t06=prod(t06,t34); 
    t06=prod(t06,t45); 
    t06=prod(t06,t56); 
     
    PosC(0,3)=t06(0,3); 
    PosC(1,3)=t06(1,3); 
    PosC(2,3)=t06(2,3); 
     
    return SUCCESS; 
} 
 
void MAI::dh(const mt::Scalar a, const mt::Scalar alpha, const mt::Scalar d, const 
mt::Scalar q, Matrix4 &tdh) 
{ 
    mt::Scalar cq=mt::cos(q); 
    float sq=mt::sin(q); 
    float ca=mt::cos(alpha); 
    float sa=mt::sin(alpha); 
     
    tdh(0,0)=cq;     
    tdh(0,1)=-sq; 
    tdh(0,2)=0; 
    tdh(0,3)=a; 
    tdh(1,0)=sq*ca; 
    tdh(1,1)=cq*ca; 
    tdh(1,2)=-sa; 
    tdh(1,3)=-sa*d; 
    tdh(2,0)=sq*sa; 
    tdh(2,1)=cq*sa; 
    tdh(2,2)=ca; 
    tdh(2,3)=ca*d; 
    tdh(3,0)=0; 
    tdh(3,1)=0; 
    tdh(3,2)=0; 
    tdh(3,3)=1; 
} 
 
}// mai 
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D. Código básico de MAIQNX6 Server. 
D.1. Archivo Botton_recieve.c 
 
/* Y o u r   D e s c r i p t i o n                       */ 
/*                            AppBuilder Photon Code Lib */ 
/*                                         Version 2.01  */ 
 
/* Standard headers */ 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include <string.h> 
#include <arpa/inet.h>      // sockets 
#include <fcntl.h>          // cambiar modo de una funcion de blocking a  
                            // non blocking y al contrario 
#include <netdb.h>          // uso de funciones de IP            
#include <errno.h>          // mensajes de error     
#include <sys/select.h>     // select add time out 
 
/* Local headers */ 
#include "ablibs.h" 
#include "abimport.h" 
#include "../../../inc/Maiqnx6.h" 
#include "proto.h" 
 
#define _DEBUG_ON_MAIQNX6 
 
int CicloServer, FD_socket_server, FD_socket_server_msg; 
 
// Funciones de clientes y servidores de socket 
void* socketserver(void* data); 
void FUNCTION_RESTABLECER_GUI_A_RECIEVE(void); 
int FUNCTION_CASE_0_POS(int * pos); 
int FUNCTION_CASE_1_HOME(int * pos); 
 
int BOTTON_RECIEVE_ARM( PtWidget_t *widget, ApInfo_t *apinfo, PtCallbackInfo_t 
*cbinfo ) 
{ 
    PtArg_t args[4]; // array de argumentos para cambiar en ventanas 
    char Ahbuf[256]; // array utilizado para realizar el envio e strings a la 
ventana GUI  
    short *Pstate; 
    static pthread_t   p_thread; 
    int n; 
     
    /* eliminate 'unreferenced' warnings */ 
    widget = widget, apinfo = apinfo, cbinfo = cbinfo; 
     
    /* encontrar el estado del boton activo/no activo */ 
    PtSetArg( &args[n=0], Pt_ARG_ONOFF_STATE, &Pstate, 0 ); 
    PtGetResources(ABW_PtOnOffButton_RECEIVE, n+1, args); 
     
    if (*Pstate==0) 
    { 
        /* BLOQUEA EL CAMPO DE PUERTO LOCAL */ 
        PtSetArg( &args[n=0], Pt_ARG_NUMERIC_FLAGS, Pt_FALSE, 
Pt_NUMERIC_ENABLE_UPDOWN ); 
        PtSetArg( &args[n++], Pt_ARG_TEXT_FLAGS, Pt_FALSE, Pt_EDITABLE ); 
        PtSetArg( &args[n++], Pt_ARG_TEXT_FLAGS, Pt_FALSE,  Pt_CURSOR_VISIBLE ); 
        PtSetResources(ABW_PtNumericInteger_PORT_LOCAL_MACHINE, n+1, args); 
        /* CAMBIA EL TEXTO DEL BOTTON DE CONNECTAR */ 
        PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "STOP RECEIVING", 0 ); 
        PtSetResources(ABW_PtOnOffButton_RECEIVE, n+1, args); 
        /* CREA THREAD SOCKET SERVER*/ 
        pthread_create(&p_thread, NULL,socketserver,NULL ); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1,  
        Ahbuf, sprintf( Ahbuf, "Process SERVER: Thread de comunicacion Creado\n") 
); 
    } 
    else 
    { 
        /* CAMBIA VARIABLE PARA QUE EL CICLO DEL THREAD DEL SERVER TERMINE */ 
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        CicloServer=FALSE; 
        close(FD_socket_server); 
        close(FD_socket_server_msg); 
        FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
Ahbuf, sprintf( Ahbuf, "Process SERVER: Cambia Flag para terminar Thread de 
                            comunicacion\n") ); 
    } 
    return( Pt_CONTINUE ); 
} 
  
/************** SOCKET SERVER *********************/ 
void* socketserver(void* data) 
{ 
int n,read_clean,flag_incompleto,flags, mensaje_bien, flag_num_msg, 
sizeof_server_canal_view, read_return, write_return, acase, counter; 
    int posint[18]; 
    char Outgoing_msg[2] = "pe",Comming_msg[128], Abuffer_clean[64]; 
    struct sockaddr_in server_canal; 
    struct sockaddr_in server_canal_view; 
    char Ahbuf[ 256 ]; // array utilizado para realizar el envio e strings a la 
ventana GUI 
    struct hostent *Ph; 
    PtArg_t args[4]; // array de argumentos para cambiar elementos del GUI 
    int *Pvalor_GUI; 
    short puerto_local; 
 
    CicloServer=TRUE; // FLAG PARA MANTRENER EL CICLO DEL DO-while POR SENAL DEL 
GUI    
    mensaje_bien=FALSE; // respuesta hacia cliente  
    flag_incompleto=0; // flag para saber si se lee todo el buffer 
         
    /* imprime en la ventana de dialogo la version del socket*/ 
    PtEnter(0); 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Inicio del Thread de 
comunicacion\n") ); 
    PtLeave(0); 
     
    /*Crear socket */ 
    FD_socket_server = socket(AF_INET, SOCK_STREAM, 0); 
    if (FD_socket_server < 0) 
    { 
        PtEnter(0); 
        #ifdef _DEBUG_ON_MAIQNX6 
        perror("THREAD Socket Server:ERROR opening stream socket"); 
        #endif 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR opening stream 
socket\n") ); 
        /* por el error y fin del thread regesa el GUI  a condicion de recieve*/ 
        FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
        PtLeave(0); 
        pthread_exit(NULL); 
    }   
    /* wildcards: identificar el canal de comunicacion */ 
    memset(&server_canal,0,sizeof(server_canal));       // inicializacion de 
variable 
    server_canal.sin_family = AF_INET;                  // entorno de comunicacion 
    server_canal.sin_addr.s_addr = htonl(INADDR_ANY);   // use my IP address 
    /* leer puerto que se quiere utilizar del GUI */  
    PtSetArg( &args[0], Pt_ARG_NUMERIC_VALUE, &Pvalor_GUI, 0 ); 
    PtEnter(0); 
    PtGetResources(ABW_PtNumericInteger_PORT_LOCAL_MACHINE, 1, args); 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: valor leido del puerto 
%d\n",*Pvalor_GUI)); 
    PtLeave(0); 
    puerto_local=(short)*Pvalor_GUI; 
    server_canal.sin_port = htons(puerto_local);        // puerto de salida 
     
    /* unir socket al canal de comunicacion */ 
    if (bind(FD_socket_server, (struct sockaddr *)&server_canal, 
sizeof(server_canal))<0) 
    { 
    if (close(FD_socket_server) < 0) 
        { 
    #ifdef _DEBUG_ON_MAIQNX6 
    perror("THREAD Socket Server:ERROR no pudo cerrar FD_socket_server"); 
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    #endif 
    PtEnter(0); 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server\n") ); 
    PtLeave(0); 
        } 
//POR ERROR DE LA FUNCION Y EN CONSECUENCIA  fin del thread.. se regresa el 
GUI  a condicion inicial 
        PtEnter(0); 
        #ifdef _DEBUG_ON_MAIQNX6 
        perror("THREAD Socket Server:ERROR bindding stream socket"); 
        #endif 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
             Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR bindding stream 
socket\n") ); 
        FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
        PtLeave(0); 
        pthread_exit(NULL); 
    } 
     
    // Find out assigned port number and print it out 
    memset(&server_canal_view,0,sizeof(server_canal_view));      
    // inicializacion de variable 
    sizeof_server_canal_view = sizeof(server_canal_view); 
if (getsockname(FD_socket_server, (struct sockaddr *)&server_canal_view,     
&sizeof_server_canal_view)<0) 
    { 
     if (close(FD_socket_server) < 0) 
    { 
            #ifdef _DEBUG_ON_MAIQNX6 
            perror("THREAD Socket Server:ERROR no pudo cerrar FD_socket_server"); 
            #endif 
            PtEnter(0); 
            PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
            Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server\n") ); 
        PtLeave(0); 
        } 
        // POR ERROR DE LA FUNCION Y EN CONSECUENCIA  fin del thread.. se regresa 
el GUI  a             condicion inicial 
        PtEnter(0); 
        #ifdef _DEBUG_ON_MAIQNX6 
        perror("THREAD Socket Server:ERROR getting socket name"); 
        #endif 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR getting socket name\n") 
); 
        FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
        PtLeave(0); 
        pthread_exit(NULL); 
    } 
    #ifdef _DEBUG_ON_MAIQNX6 
    printf("THREAD Socket Server:Socket local has port #%d\n",                     
                 ntohs(server_canal_view.sin_port)); 
    printf("THREAD Socket Server:IP de la maquina local                            
                 %s\n",inet_ntoa(server_canal_view.sin_addr)); 
    #endif 
    PtEnter(0); 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Socket local has port #%d \n", 
    ntohs(server_canal_view.sin_port)) ); 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: IP de la maquina local %s \n", 
    inet_ntoa(server_canal_view.sin_addr)) ); 
    PtLeave(0); 
     
    /* Start listenning to port */ 
    if(listen(FD_socket_server, NUM_CONEXIONES)<0) 
    { 
        if (close(FD_socket_server) < 0) 
        { 
            perror("THREAD Socket Server:ERROR no pudo cerrar FD_socket_server"); 
            PtEnter(0); 
            PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
            Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server\n") ); 
        PtLeave(0); 
        } 
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        /* POR ERROR DE LA FUNCION Y EN CONSECUENCIA  fin del thread.. se regresa 
el GUI  a             condicion inicial */ 
        PtEnter(0); 
        perror("THREAD Socket Server:ERROR inicio listening"); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR inicio listening\n") ); 
        FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
        PtLeave(0); 
        pthread_exit(NULL); 
    } 
    PtEnter(0); 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Escuchando en puerto\n") ); 
    #ifdef _DEBUG_ON_MAIQNX6 
    printf("THREAD Socket Server:Escuchando en puerto\n"); 
    #endif 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Esperando conexion... \n") ); 
    #ifdef _DEBUG_ON_MAIQNX6 
    printf("THREAD Socket Server:Esperando conexion... \n"); 
    #endif 
    PtLeave(0); 
 
    #ifdef _DEBUG_ON_MAIQNX6 
    printf("flag %d\n",1); 
    #endif 
     
    /* acepta la conexion de quien se connecte al puerto*/ 
    FD_socket_server_msg = accept(FD_socket_server, 0, 0); 
    flag_num_msg=0;             /* flag para contar mensajes recibidos */ 
    #ifdef _DEBUG_ON_MAIQNX6 
    printf("flag %d\n",2); 
    #endif 
    if (FD_socket_server_msg == -1) 
    {  
        if (close(FD_socket_server) < 0){ 
            perror("THREAD Socket Server:ERROR no pudo cerrar FD_socket_server"); 
            PtEnter(0); 
            PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
            Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server\n") ); 
        PtLeave(0); 
        } 
        // POR ERROR DE LA FUNCION Y EN CONSECUENCIA  fin del thread.. se regresa 
el GUI  a             condicion inicial 
        PtEnter(0); 
        perror("THREAD Socket Server:ERROR aceptando llamada"); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR aceptando llamada\n") ); 
        FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
        PtLeave(0); 
        pthread_exit(NULL); 
    } 
    else 
    { 
        PtEnter(0); 
        #ifdef _DEBUG_ON_MAIQNX6 
        printf("flag %d\n",3); 
        printf("THREAD Socket Server: Conexion aceptada \n"); 
        #endif   
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Conexion aceptada \n") ); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Encontrando datos del peer 
\n") ); 
        PtLeave(0); 
        #ifdef _DEBUG_ON_MAIQNX6 
        printf("flag %d\n",4); 
        #endif 
        // averigua quien se conecto y lo muestra la info  en el GUI 
        memset(&server_canal_view,0,sizeof(server_canal_view));     // 
inicializacion de                variable 
        sizeof_server_canal_view = sizeof(server_canal_view); 
        if(getpeername( FD_socket_server_msg, (struct sockaddr *) 
&server_canal_view,                   &sizeof_server_canal_view )<0) 
        { 
            PtEnter(0); 
            PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
Integración de visión por computador en un sistema Mano-mecánica / Robot Pág. 31 
 
            Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: ERROR getting peer 
name\n") ); 
            #ifdef _DEBUG_ON_MAIQNX6 
            printf("flag %d\n",5); 
            #endif 
            PtLeave(0); 
        } 
        if ((Ph= gethostbyaddr((char *) &server_canal_view.sin_addr,sizeof         
                     server_canal_view.sin_addr,AF_INET) )== NULL) 
        { 
            PtEnter(0); 
            PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
            Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: ERROR en 
gethostbyname\n") ); 
            PtLeave(0); 
            #ifdef _DEBUG_ON_MAIQNX6 
            printf("%s\n",Ahbuf); 
            herror("ERROR: "); 
            #endif 
            sprintf( Ahbuf, "Unknown Host\n"); 
            PtEnter(0); 
            PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
            PtSetResources(ABW_PtText_NOMBRE_REMOTO, n+1, args); 
            sprintf( Ahbuf, "%s\n",inet_ntoa(server_canal_view.sin_addr)); 
            PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
            PtSetResources(ABW_PtText_IP_REMOTO, n+1, args); 
            PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "0000", 0 ); 
            PtSetResources(ABW_PtText_PORT_REMOTO, n+1, args); 
            PtLeave(0); 
         } 
         else 
         { 
         #ifdef _DEBUG_ON_MAIQNX6 
            printf("%s\n",Ahbuf); 
            herror("ERROR: "); 
            #endif 
            sprintf( Ahbuf, "%s\n", Ph->h_name); 
            #ifdef _DEBUG_ON_MAIQNX6 
            printf("%s\n",Ahbuf); 
            #endif 
            PtEnter(0); 
            PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
            PtSetResources(ABW_PtText_NOMBRE_REMOTO, n+1, args); 
            sprintf( Ahbuf, "%s\n",inet_ntoa(*((struct in_addr *)Ph->h_addr))); 
            PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
            PtSetResources(ABW_PtText_IP_REMOTO, n+1, args); 
            PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "5656", 0 ); 
            PtSetResources(ABW_PtText_PORT_REMOTO, n+1, args); 
            PtLeave(0); 
        } 
        #ifdef _DEBUG_ON_MAIQNX6 
        printf("THREAD Socket Server: Recibiendo mensaje \n"); 
        #endif 
        PtEnter(0); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Recibiendo mensaje \n") ); 
        PtLeave(0); 
        #ifdef _DEBUG_ON_MAIQNX6 
        printf("flag %d\n",6); 
        #endif 
 
        //lee el puerto a ver que encuentra.. si no hay se queda bloqueado el 
proceso hasta que         escriban algo 
        do{ 
        memset(Comming_msg, 0, sizeof(Comming_msg)); /* inicializacion del buffer 
de                    entrada*/ 
            #ifdef _DEBUG_ON_MAIQNX6 
            printf("\nTHREAD Socket Server:Esperando mensaje...\n"); 
            #endif 
            PtEnter(0); 
            PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
            Ahbuf, sprintf( Ahbuf, "\nTHREAD Socket Server:Esperando mensaje...\n") 
); 
            PtLeave(0); 
            //lee el puerto 
            read_return = read(FD_socket_server_msg, Comming_msg, 
sizeof(Comming_msg)); 
            #ifdef _DEBUG_ON_MAIQNX6 
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            printf("informacion  leida cantidad = %d array: 
(%s)\n",read_return,Comming_msg); 
            #endif 
            PtEnter(0); 
            PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
            Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: informacion  leida 
cantidad = %d                  array: (%s)\n", 
            read_return,Comming_msg) ); 
            PtLeave(0); 
             
            // limpia pipe si queda algun caracter que no cumpiera en el buffer de 
entrada 
            // por convencion se ha definido que el buffer de llegada tiene un 
tamano maximo  
            //de 128B 
            flags = fcntl( FD_socket_server_msg, F_GETFL ); 
            flags |= O_NONBLOCK; /* cambia el flag el socket para que al leer no 
bloque el                  proceso*/ 
            if( fcntl( FD_socket_server_msg, F_SETFL, flags ) == -1 ) 
            { 
            if (close(FD_socket_server) < 0) 
            { 
                    perror("THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server"); 
                    PtEnter(0); 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo 
cerrar                               FD_socket_server\n") ); 
                    PtLeave(0); 
                } 
                //POR ERROR DE LA FUNCION Y EN CONSECUENCIA  fin del thread.. se 
regresa el 
                //GUI a condicion inicial 
                PtEnter(0); 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf( "error setting BLOCKING  flags\n" ); 
                #endif 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                     Ahbuf, sprintf( Ahbuf,  "THREAD Socket Server:ERROR  setting 
BLOCKING                      flags\n") ); 
                FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
                PtLeave(0); 
                pthread_exit(NULL); 
            } 
memset(Abuffer_clean, 0, sizeof(Abuffer_clean)); /* inicializacion del 
buffer de limpieza*/ 
while((read_clean=read(FD_socket_server_msg, Abuffer_clean, 
sizeof(Abuffer_clean)))>0) 
            { 
             #ifdef _DEBUG_ON_MAIQNX6 
             printf("informacion que se quedo sin leer cantidad = %d array:        
                         (%s)\n",read_clean,Abuffer_clean); 
             PtEnter(0); 
            PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
 Ahbuf, sprintf( Ahbuf, 
 "THREAD Socket Server:ERROR informacion que se quedo sin leer cantidad = 
%d  
                array:              (%s)\n", 
 read_clean,Abuffer_clean) ); 
 #endif 
 flag_incompleto=1; 
 memset(Abuffer_clean, 0, sizeof(Abuffer_clean)); /* inicializacion del 
buffer de               limpieza*/ 
            } 
            flags = fcntl( FD_socket_server_msg, F_GETFL ); 
            // regresa el socket a estado de bloque para lectura flags 
&=~O_NONBLOCK; 
            flags ^= O_NONBLOCK; 
            if( fcntl( FD_socket_server_msg, F_SETFL, flags ) == -1 ) 
            { 
            if (close(FD_socket_server) < 0) 
            { 
                #ifdef _DEBUG_ON_MAIQNX6 
                perror("THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server"); 
                #endif 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
Integración de visión por computador en un sistema Mano-mecánica / Robot Pág. 33 
 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo cerrar  
                             FD_socket_server\n") ); 
                PtLeave(0); 
                } 
                // POR ERROR DE LA FUNCION Y EN CONSECUENCIA  fin del thread.. se 
regresa el  
                //GUI a condicion inicial  
                PtEnter(0); 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf( "error setting BLOCKIG flags\n" ); 
                #endif 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR setting BLOCKIG 
                             flags\n") ); 
                FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
                PtLeave(0); 
                pthread_exit(NULL); 
            } 
            // hubo problemas al leer 
            if(read_return < 0) 
            { 
            if (close(FD_socket_server_msg) < 0) 
                { 
                    #ifdef _DEBUG_ON_MAIQNX6 
                    perror("THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server_msg"); 
                    #endif 
                    PtEnter(0); 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo 
cerrar                               FD_socket_server_msg\n") ); 
                    PtLeave(0); 
                } 
             if (close(FD_socket_server) < 0){ 
                    #ifdef _DEBUG_ON_MAIQNX6 
                    perror("THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server"); 
                    #endif 
                    PtEnter(0); 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo 
cerrar                               FD_socket_server\n") ); 
                    PtLeave(0); 
                } 
                // POR ERROR DE LA FUNCION Y EN CONSECUENCIA  fin del thread.. se 
regresa el  
                //GUI a condicion inicial 
                PtEnter(0); 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf("THREAD Socket Server: FINAL proceso\n\n"); 
                #endif 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: FINAL proceso\n\n") 
); 
                #ifdef _DEBUG_ON_MAIQNX6 
                perror("THREAD Socket Server:ERROR reading stream message"); 
                #endif 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf,  
                                "THREAD Socket Server:ERROR reading stream 
message\n")); 
                FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
                PtLeave(0); 
                pthread_exit(NULL); 
            } 
            // leyo puerto pero no habia cliente,  se perdio la comunicacion. 
            // queda en espera de una nueva comuniacion 
            else if (read_return == 0) 
            { 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf("THREAD Socket Server:Conexion perdida\n"); 
                #endif 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR  Conexion 
perdida\n") ); 
                // Borra la informacion del peer en el GUI 
                PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "X", 0 ); 
                PtSetResources(ABW_PtText_IP_REMOTO, 1, args); 
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                PtSetResources(ABW_PtText_NOMBRE_REMOTO, 1, args); 
                PtSetResources(ABW_PtText_PORT_REMOTO, 1, args); 
                PtLeave(0); 
                close(FD_socket_server_msg); 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf("THREAD Socket Server:Esperando conexion... \n"); 
                #endif 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Esperando conexion... 
\n") ); 
                PtLeave(0); 
                flag_num_msg=0;  //reiniciacion del contador de mensajes 
 
                // acepta la conexion de quien se connecte al puerto 
                FD_socket_server_msg = accept(FD_socket_server, 0, 0); 
                if (FD_socket_server_msg == -1) 
                {  
                if (close(FD_socket_server) < 0) 
                    { 
                        #ifdef _DEBUG_ON_MAIQNX6 
                        perror("THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server"); 
                        #endif 
                        PtEnter(0); 
                        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -
1, 
                        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo 
cerrar                               FD_socket_server\n") ); 
                        PtLeave(0); 
                    } 
                    // POR ERROR DE LA FUNCION Y EN CONSECUENCIA  fin del thread.. 
se regresa  
                    //el GUI  a condicion inicial 
                    PtEnter(0); 
                    #ifdef _DEBUG_ON_MAIQNX6 
                    printf("THREAD Socket Server: FINAL proceso\n\n"); 
                    #endif 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: FINAL 
proceso\n\n") ); 
                    #ifdef _DEBUG_ON_MAIQNX6 
                    perror("THREAD Socket Server:ERROR aceptando llamada"); 
                    #endif 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                    Ahbuf, sprintf( Ahbuf,  
                                    "THREAD Socket Server: ERROR aceptando 
llamada\n")); 
                    FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
                    PtLeave(0); 
                    pthread_exit(NULL); 
                } 
                // averigua quien se conecto y lo muestra en  gui 
                PtEnter(0); 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf("THREAD Socket Server: Conexion aceptada\n"); 
                #endif 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Conexion aceptada\n") 
); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf,  
                                "THREAD Socket Server: Encontrando datos del peer 
\n") ); 
                PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "0", 0 ); 
                PtSetResources(ABW_PtText_IP_REMOTO, 1, args); 
                PtSetResources(ABW_PtText_NOMBRE_REMOTO, 1, args); 
                PtSetResources(ABW_PtText_PORT_REMOTO, 1, args); 
                PtLeave(0); 
                memset(&server_canal_view,0,sizeof(server_canal_view));     
                 // inicializacion de variablE sizeof_server_canal_view            
                             =sizeof(server_canal_view); 
if(getpeername( FD_socket_server_msg, (struct sockaddr *) 
&server_canal_view, &sizeof_server_canal_view )<0) { 
                    PtEnter(0); 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf,  
                    "THREAD Socket Server: ERROR getting peer name\n") 
); 
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                    PtLeave(0); 
                } 
 
if ((Ph= gethostbyaddr((char *) &server_canal_view.sin_addr,sizeof   
 server_canal_view.sin_addr,AF_INET) )== NULL) 
                { 
                    PtEnter(0); 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
            Ahbuf, sprintf( Ahbuf, 
                            "THREAD Socket Server: ERROR en 
gethostbyname\n") ); 
                    PtLeave(0); 
                    #ifdef _DEBUG_ON_MAIQNX6 
                    printf("%s\n",Ahbuf); 
                    herror("ERROR: "); 
                    #endif 
                    sprintf( Ahbuf, "Unknown Host\n"); 
                    PtEnter(0); 
                    PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
                    PtSetResources(ABW_PtText_NOMBRE_REMOTO, n+1, args); 
                    sprintf( Ahbuf, "%s\n",inet_ntoa(server_canal_view.sin_addr)); 
                    PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
                    PtSetResources(ABW_PtText_IP_REMOTO, n+1, args); 
                    PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "0000", 0 ); 
                    PtSetResources(ABW_PtText_PORT_REMOTO, n+1, args); 
                    PtLeave(0); 
                    }else{ 
                    #ifdef _DEBUG_ON_MAIQNX6 
                    printf("%s\n",Ahbuf); 
                    herror("ERROR: "); 
                    #endif 
                    sprintf( Ahbuf, "%s\n", Ph->h_name); 
                    #ifdef _DEBUG_ON_MAIQNX6 
                    printf("%s\n",Ahbuf); 
                    #endif 
                    PtEnter(0); 
                    PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
                    PtSetResources(ABW_PtText_NOMBRE_REMOTO, n+1, args); 
                    sprintf( Ahbuf, "%s\n",inet_ntoa(*((struct in_addr *)Ph-
>h_addr))); 
                    PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
                    PtSetResources(ABW_PtText_IP_REMOTO, n+1, args); 
                    PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "5656", 0 ); 
                    PtSetResources(ABW_PtText_PORT_REMOTO, n+1, args); 
                    PtLeave(0); 
                } 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf("THREAD Socket Server: Recibiendo mensaje \n"); 
                #endif 
 
 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Recibiendo mensaje 
\n") ); 
                PtLeave(0); 
                } 
             
//leyo puerto y obtuvo el mensaje completo...lo imprime y reponde mensaje_bien=TRUE 
else if(flag_incompleto==0) 
                { 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf("-----------INICIO MENSAJE completo-------------\n"); 
                printf("Mensaje recibido: %s \n",Comming_msg); 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:mensaje completo 
inicio \n") ); 
                PtLeave(0); 
                #endif 
                 
                //inforamacion transformada a int y separada en cabezera y datos 
                if(Comming_msg[0]=='H') 
                { 
                    /*se realiza el home*/ 
                    acase=1; 
                    PtEnter(0); 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
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                    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Home recibido 
\n") ); 
                    PtLeave(0); 
                } 
                 
                    else 
                    { 
                    /*se realiza un movimiento segun las articulaciones 
posint[0..15]  
                    la velocidad de crucero posint[16] y la aceleracion maxima 
postint[17]*/ 
                     
                    acase=0; 
                     
                    for(counter=0; counter<18; counter++) 
                    { 
                    sscanf(Comming_msg+2+(counter*5),"%d", posint+counter); 
                    } 
                    PtEnter(0); 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: Consigna posicion 
recibida                        \n") ); 
                    PtLeave(0);              
                    } 
                 
                /******************************************************* 
                * funcion para utilizar informacion que llega 
                * *****************************************************/ 
                switch (acase) 
                { 
                    case 0: FUNCTION_CASE_0_POS(posint);break; 
                    case 1: FUNCTION_CASE_1_HOME(posint);break; 
                    default: FUNCTION_CASE_1_HOME(posint);break; 
                } 
                mensaje_bien=TRUE; 
                // construye mensaje de respuesta 
                if function_result==0 
                { 
                    Outgoing_msg[0]='O'; 
                    Outgoing_msg[1]='K'; 
                } 
                else 
                { 
                    Outgoing_msg[0]='K'; 
                    Outgoing_msg[1]='O'; 
                } 
                // enviar mensaje de respuesta 
                if((write_return = write(FD_socket_server_msg, Outgoing_msg,       
                             sizeof(Outgoing_msg)))!=sizeof(Outgoing_msg)){ 
                #ifdef _DEBUG_ON_MAIQNX6 
                perror("THREAD Socket Server:ERROR tratando de escribir 
respuesta"); 
                #endif 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR tratando de 
escribir                         respuesta\n") ); 
                PtLeave(0); 
                } 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf("THREAD Socket Server:Mensaje %d de respuesta enviado...%s  
                             \n",mensaje_bien ,Outgoing_msg); 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:Mensaje %s de 
respuesta                            enviado...%s \n", 
                ((mensaje_bien==1) ? "TRUE":"FALSE"),Outgoing_msg) ); 
                printf("-----------FIN MENSAJE completo-------------\n"); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:mensaje completo fin 
\n") ); 
                PtLeave(0); 
                #endif 
            } 
            /*leyo puerto y obtuvo el mensaje incompleto... lo imprime y reponde   
                         mensaje_bien=FALSE*/ 
            else 
            { 
                #ifdef _DEBUG_ON_MAIQNX6 
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                printf("---------------INICIO MENSAJE incompleto--------------\n"); 
                printf("THREAD Socket Server:mensaje descartado no se leyo completo 
\n"); 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:mensaje descartado no 
se leyo                      completo \n") ); 
                PtLeave(0); 
                #endif 
                /* construye mensaje de respuesta*/ 
                Outgoing_msg[0]='K'; 
                Outgoing_msg[1]='O';                 
                /* enviar mensaje de respuesta  */ 
                if((write_return = write(FD_socket_server_msg, Outgoing_msg,       
                             sizeof(Outgoing_msg)))!=sizeof(Outgoing_msg)){ 
                #ifdef _DEBUG_ON_MAIQNX6 
                perror("THREAD Socket Server:ERROR tratando de escribir mensaje de 
                             descartado mensaje recibido"); 
                #endif 
                PtEnter(0); 
                    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR tratando de 
escribir                         mensaje de descartado mensaje recibido \n") ); 
                    PtLeave(0); 
                } 
                #ifdef _DEBUG_ON_MAIQNX6 
                printf("THREAD Socket Server:Mensaje de respuesta 'KO' enviado...%s 
                            \n",Outgoing_msg); 
                PtEnter(0); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:Mensaje %s de 
respuesta                            enviado...%s \n", 
                ((mensaje_bien==1) ? "TRUE":"FALSE") ,Outgoing_msg) ); 
                printf("---------------FIN MENSAJE incompleto-------------------
\n"); 
                PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
                Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:mensaje incompleto fin 
\n") ); 
                PtLeave(0); 
                #endif 
            }                         
            flag_incompleto=0; 
            }while (( read_return > 0 )&&(CicloServer)); 
    } 
    if (close(FD_socket_server_msg) < 0) 
    { 
        #ifdef _DEBUG_ON_MAIQNX6 
        perror("THREAD Socket Server:ERROR no pudo cerrar FD_socket_server_msg"); 
        #endif 
        PtEnter(0); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo cerrar          
                     FD_socket_server_msg\n") ); 
        PtLeave(0); 
    } 
    if (close(FD_socket_server) < 0) 
    { 
        #ifdef _DEBUG_ON_MAIQNX6 
        perror("THREAD Socket Server:ERROR no pudo cerrar FD_socket_server"); 
        #endif 
        PtEnter(0); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
        Ahbuf, sprintf( Ahbuf, "THREAD Socket Server:ERROR no pudo cerrar 
FD_socket_server\n")          ); 
        PtLeave(0); 
    } 
    PtEnter(0); 
    #ifdef _DEBUG_ON_MAIQNX6 
    printf("THREAD Socket Server: FINAL proceso\n\n"); 
    #endif 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, 
    Ahbuf, sprintf( Ahbuf, "THREAD Socket Server: FINAL proceso\n\n") ); 
    FUNCTION_RESTABLECER_GUI_A_RECIEVE(); 
    PtLeave(0); 
    return NULL; 
    } 
 
    void FUNCTION_RESTABLECER_GUI_A_RECIEVE(void){ 
    int n; 
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    PtArg_t args[4];        // array de argumentos para cambiar elementos del GUI 
     
    PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "X", 0 ); 
    PtSetResources(ABW_PtText_IP_REMOTO, n+1, args); 
    PtSetResources(ABW_PtText_NOMBRE_REMOTO, n+1, args); 
    PtSetResources(ABW_PtText_PORT_REMOTO, n+1, args); 
        /* coloca el puerto default y vuelve a habilitar su edicion*/  
    PtSetArg( &args[n=0], Pt_ARG_NUMERIC_VALUE, PUERTO_SALIDA, 0 ); 
    PtSetArg( &args[n++], Pt_ARG_NUMERIC_FLAGS, Pt_TRUE, Pt_NUMERIC_ENABLE_UPDOWN 
); 
    PtSetArg( &args[n++], Pt_ARG_TEXT_FLAGS, Pt_TRUE, Pt_EDITABLE ); 
    PtSetArg( &args[n++], Pt_ARG_TEXT_FLAGS, Pt_TRUE, Pt_CURSOR_VISIBLE ); 
    PtSetResources(ABW_PtNumericInteger_PORT_LOCAL_MACHINE, n+1, args); 
        /* CAMBIA EL TEXTO DEL BOTTON DE CONNECTAR */ 
    PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, "START RECEIVING", 0 ); 
    PtSetResources(ABW_PtOnOffButton_RECEIVE, n+1, args); 
        /* Restable el estado del boton a no activo */ 
    PtSetArg( &args[n=0], Pt_ARG_ONOFF_STATE, "Off", 0 ); 
    PtSetResources(ABW_PtOnOffButton_RECEIVE, n+1, args); 
    } 
 
    int FUNCTION_CASE_0_POS(int * pos){ 
    int i,BUFFERLLENO;   
    USM_STRUCT_t *PUserShareMem;    // apuntador a Share Memory 
    if((PUserShareMem=usmLink("PathShareMem"))==NULL) 
    { 
        PtEnter(0); 
        PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, Ahbuf, 
sprintf( Ahbuf,          "THREAD Socket Server:FUNCION CASE 1: ERROR usmLink no 
encontro memoria                      compartida\n") ); 
        PtLeave(0); 
        printf("FUNCION CASE 1: ERROR usmLink no encontro memoria compartida\n"); 
        return -1; 
    } 
    /* AVERIGUA SI EL BUFFFER ESTA LLENO */ 
    sem_wait(&PUserShareMem->dataLock); 
    if(PUserShareMem->setpt_data.wp==PUserShareMem->setpt_data.rp-
1){BUFFERLLENO=TRUE;} 
    else if((PUserShareMem->setpt_data.wp==(GROSS_SETPOINT_BUFFER_SIZE-1)) && 
(PUserShareMem-       >setpt_data.rp==0)){BUFFERLLENO=TRUE;} 
    else{BUFFERLLENO=FALSE;} 
    sem_post(&PUserShareMem->dataLock);      
    // si el buffer esta lleno manda mensaje  
    // sino coloca la consigna en el buffer      
    #ifdef _DEBUG_ON_MAIQNX6 
    printf("buffer lleno %s", (BUFFERLLENO==0)?"FALSE":"TRUE"); 
    #endif 
    if (BUFFERLLENO==TRUE) 
    { 
 usmUnlink(PUserShareMem);      
 return -1; 
    } 
    else 
    { 
    /* pide acceso a share memory y escribe consigna de articulaciones */ 
    sem_wait(&PUserShareMem->dataLock); 
    for(i=0;i<AXES;i++) 
      { 
            PUserShareMem->setpt_data.gross_spt_buffer[PUserShareMem-              
                         >setpt_data.wp].pos[i]=((double)(pos[i])); 
            PUserShareMem->setpt_data.gross_spt_buffer[PUserShareMem-              
                         >setpt_data.wp].vcruise[i]=(double)(pos[16]); 
            PUserShareMem->setpt_data.gross_spt_buffer[PUserShareMem-              
                         >setpt_data.wp].amax[i]=(double)(pos[17]); 
        }    
        if (PUserShareMem->setpt_data.wp==(GROSS_SETPOINT_BUFFER_SIZE-1)) 
        { 
            PUserShareMem->setpt_data.wp=0; 
        } 
        else 
        { 
            PUserShareMem->setpt_data.wp=PUserShareMem->setpt_data.wp+1; 
        } 
        sem_post(&PUserShareMem->dataLock);      
        } 
        usmUnlink(PUserShareMem);      
        return 0; 
        } 
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    int FUNCTION_CASE_1_HOME(int * pos) 
    { 
    unsigned short home; 
    USM_STRUCT_t *PUserShareMem;    // apuntador a Share Memory 
    char Ahbuf[ 256 ];      // array utilizado para realizar el envio e strings a 
la ventana       GUI 
    if((PUserShareMem=usmLink("PathShareMem"))==NULL){ 
    PtEnter(0); 
    PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, Ahbuf, sprintf( 
Ahbuf,            "THREAD Socket Server:FUNCION CASE 1: ERROR usmLink no encontro 
memoria compartida\n")         ); 
    PtLeave(0); 
    printf("FUNCION CASE 1: ERROR usmLink no encontro memoria compartida\n"); 
    return -1; 
    } 
    PUserShareMem->home.flagHome=1; 
    home=1; 
    while(home==1) 
    { 
    home=PUserShareMem->home.flagHome; 
    } 
    usmUnlink(PUserShareMem);    
    return 0; 
    } 
D.2. Archivo Setup_server.c 
 
/* Y o u r   D e s c r i p t i o n */ 
/* AppBuilder Photon Code Lib */ 
/* Version 2.01  */ 
 
/* Standard headers */ 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include <string.h> 
#include <netdb.h>  
// uso de funciones de IP     
/* Local headers */ 
#include "ablibs.h" 
#include "abimport.h" 
#include "../../../inc/Maiqnx6.h" 
#include "proto.h" 
 
 
int 
SETUP_SERVER( PtWidget_t *link_instance, ApInfo_t *apinfo, PtCallbackInfo_t *cbinfo 
) 
 { 
        // array utilizado para realizar el envio e strings a la ventana GUI 
 char Ahbuf[ 256 ]; 
        // pointer a estructura structure contains either the 
        // information obtained from a name server 
 struct hostent *Ph; 
 unsigned char Ahostname[256] = "/0"; 
 PtArg_t args[4]; 
 int n; 
 
 /* imprime en la ventana de dialogo la version del socket*/ 
 PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, Ahbuf, sprintf( 
Ahbuf,                             "Proceso SERVER:ULTIMA ACTUALIZACION 
27/06/07\n") ); 
 PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, Ahbuf, sprintf( 
Ahbuf,                             "Proceso SERVER: Revisando datos de LOCAL 
MACHINE\n") ); 
 PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, Ahbuf, sprintf( 
Ahbuf,                             "Proceso SERVER: Favor esperar\n") ); 
 
 
 /* eliminate 'unreferenced' warnings */ 
 link_instance = link_instance, apinfo = apinfo, cbinfo = cbinfo; 
 
 /* encontrar IP y nombre de la maquina local */ 
        if(gethostname(Ahostname,sizeof(Ahostname))<0) { 
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  PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, Ahbuf, sprintf( 
Ahbuf,             "Proceso SERVER: ERROR getting host name\n") ); 
 return( Pt_CONTINUE ); 
    } 
    if ((Ph=gethostbyname(Ahostname)) == NULL) {  /* get the host info */ 
PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, Ahbuf, sprintf( 
Ahbuf, "Proceso SERVER: ERROR en gethostbyname\n") ); 
 return( Pt_CONTINUE ); 
     } 
 PtTextModifyText(ABW_PtMultiText_MENSAJE_PANTALLA, 0, 0, -1, Ahbuf, sprintf( 
Ahbuf,             "Proceso SERVER: Nombre de la maquina local host name 
\"%s\"\n",Ahostname) ); 
 sprintf( Ahbuf, "%s\n", Ph->h_name); 
 PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
 PtSetResources(ABW_PtText_NOMBRE_LOCAL_MACHINE, n+1, args); 
 sprintf( Ahbuf, "%s\n",inet_ntoa(*((struct in_addr *)Ph->h_addr))); 
 PtSetArg( &args[n=0], Pt_ARG_TEXT_STRING, Ahbuf, 0 ); 
 PtSetResources(ABW_PtText_IP_LOCAL, n+1, args); 
 PtSetArg( &args[n=0], Pt_ARG_NUMERIC_VALUE, PUERTO_SALIDA, 0 ); 
 PtSetResources(ABW_PtNumericInteger_PORT_LOCAL_MACHINE, n+1, args); 
 return( Pt_CONTINUE ); 
 } 
D.3. Archivo Quit_socket_server.c 
 
/* Y o u r   D e s c r i p t i o n                       */ 
/*                            AppBuilder Photon Code Lib */ 
/*                                         Version 2.01  */ 
 
/* Standard headers */ 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include <string.h> 
 
/* Local headers */ 
#include "ablibs.h" 
#include "abimport.h" 
#include "../../../inc/Maiqnx6.h" 
#include "proto.h" 
 
int 
QUIT_SOCKET_SERVER( PtWidget_t *widget, ApInfo_t *apinfo, PtCallbackInfo_t *cbinfo 
) 
 
    { 
    /* eliminate 'unreferenced' warnings */ 
    widget = widget, apinfo = apinfo, cbinfo = cbinfo; 
    /* variable de salida del ciclo del socket server puesta false y espera que 
termina            thread  */ 
    return( Pt_CONTINUE ); 
    } 
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E. Código básico de VMR VAL3. 
E.1. Archivo Start.pgx 
 
begin 
  // *************************************************************************** 
  // *   Copyright (C) 2007 by Emmanuel Nuño                                   * 
  // *   emmanuel.nuno@upc.edu                                                 * 
  // *                                                                         * 
  // *************************************************************************** 
  //This template is part of the Basic IOC Robotics Lab Software Libraries 
  //Created within the TASTRI2 Project 
  //The 'TIRoL (Templates for Ioc RObotics Lab)' is a VAL3 template aims to provide 
  //   communication and data adquisition tools for your programs 
  // *************************************************************************** 
  // *   DO NOT modify this file, write your program at yourProgram() file     * 
  // *************************************************************************** 
  // *************************************************************************** 
  // *   THIS PROGRAM DOES NOT CHECK ANY POSITION NOR VELOCITY BOUNDS          * 
  // *      ¡¡¡BE CAREFUL!!! it is up to you to check these issues             * 
  // *************************************************************************** 
  // *************************************************************************** 
  // *   KEEP IN MIND THAT YOU HAVE TO CUSTOMIZE THIS TEMPLATE AT yourProgram()* 
  // *************************************************************************** 
  // *************************************************************************** 
  // *   READ CAREFULY THE INSTRUCTIONS AT yourProgram()                       * 
  // *************************************************************************** 
  //Calling yourProgram() 
  call yourProgram() 
end 
 
E.2. Archivo Stop.pgx 
 
begin 
  // *************************************************************************** 
  // *   Copyright (C) 2007 by Emmanuel Nuño                                   * 
  // *   emmanuel.nuno@upc.edu                                                 * 
  // *                                                                         * 
  // *************************************************************************** 
  //This template is part of the Basic IOC Robotics Lab Software Libraries 
  //Created within the TASTRI2 Project 
  //The 'TIRoL (Templates for Ioc RObotics Lab)' is a VAL3 template aims to provide 
  //   communication and data adquisition tools for your programs 
  // *************************************************************************** 
  // *   DO NOT modify this file, write your program at yourProgram() file     * 
  // *************************************************************************** 
  // *************************************************************************** 
  // *   THIS PROGRAM DOES NOT CHECK ANY POSITION NOR VELOCITY BOUNDS          * 
  // *      ¡¡¡BE CAREFUL!!! it is up to you to check these issues             * 
  // *************************************************************************** 
  taskKill("Monitor") 
  taskKill("Teleoperation") 
  clearBuffer(io:ServerTele) 
  popUpMsg("Pending movement commands have been canceled") 
  resetMotion() 
end 
 
E.3. Archivo yourProgram.pgx 
 
begin 
  // *************************************************************************** 
  // *   Copyright (C) 2007 by Emmanuel Nuño                                   * 
  // *   emmanuel.nuno@upc.edu                                                 * 
  // *                                                                         * 
  // *************************************************************************** 
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  //This template is part of the Basic IOC Robotics Lab Software Libraries 
  //Created within the TASTRI2 Project 
  //The 'TIRoL (Templates for Ioc RObotics Lab)' is a VAL3 template aims to provide 
  //   communication and data adquisition tools for your programs 
  // *************************************************************************** 
  // *   THIS PROGRAM DOES NOT CHECK ANY POSITION NOR VELOCITY BOUNDS          * 
  // *      ¡¡¡BE CAREFUL!!! it is up to you to check these issues             * 
  // *************************************************************************** 
  //bool bPosMonitor  'true' if you need to use a position monitor; by defalut 
'false' 
  bPosMonitor=false 
  // **************************************************************************** 
  //NOTE: This program creates a server running on the 10020 TCP port and sends 
  //      a 128B string. 
  //      When monitoring a 'ping' program needs to be running in your 
  //      computer client. 
  //e.g.  on Windows type "Begin->Run->'cmd'" then on the command line just 
  //      type "ping 147.83.37.75 -t" 
  //The following protocol is USED: 
  //if joints commands "j1 j2 j3 j4 j5 j6@" 
  //if cartesian commands "x y z Rx Ry Rz@" where Rx Ry and Rz are Roll Pitch 
  //   and Yaw respectively 
  //***************************************************************************** 
  //FACT: Remove the '@' at your client side if you do not remove the "@"       * 
  //                  THE PROGRAM WILL NOT WORK                                 * 
  //***************************************************************************** 
  //HINT: In a C++ program use 
  // char[128] myBuffer; 
  // 
  // Receive myBuffer with your client and then: 
  // 
  //  char* val; 
  //  float value[6];                 //Container of the six values 
  //  int i=0; 
  //  val=strtok(myBuffer," "); 
  //  while (val != NULL) 
  //  { 
  //    value[i]=atof(val); 
  //    val=strtok(NULL, " "); 
  //    i++; 
  //  } 
  // *************************************************************************** 
  //bool bPosJoints  'true' if position commands are in joint space; by defalut 
'false' 
  bPosJoints=true 
  // 
***********************************************************************************
****** 
  //bool bPosUniTele  'true' if you need a unilateral teleoperation thread; by 
defalut       
  //'false' 
  bPosUniTele=true 
  // *************************************************************************** 
  //NOTE: This program creates a server running on the 10050 TCP port and sends 
  //      a 128B string. 
  // *************************************************************************** 
  //The following protocol is NEEDED: 
  //if joints commands "j1 j2 j3 j4 j5 j6@" 
  //if cartesian commands "x y z Rx Ry Rz@" where Rx Ry and Rz are Roll Pitch 
  //   and Yaw respectively (the movement is not enabled) 
  //When the arm has reached the joint comand position this string is 
  //sent to your client "OK@" 
  // *************************************************************************** 
  //FACT: If you do not add the "@" and the spaces between each value 
  //                  THE PROGRAM WILL NOT WORK 
  // *************************************************************************** 
  //bool bCartesianTele  'true' if position commands are in joint space; by defalut 
'false' 
  bCartesianTele=false 
  //num nVel  Robot velocity for teleoperation; by default '10' 
  nVel=10 
  //num nMonitorTime   (s) Time period for the Monitor task; by default '0.120' 
  nMonitorTime=0.12 
  //num nTeleTime   (s) Time period for the Teleoperation task; by default '0.120' 
  nTeleTime=0.12 
  call  
  
taskManager(bPosMonitor,bPosJoints,bPosUniTele,bCartesianTele,nMonitorTime,nTeleTim
e,nVel) 
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  // *************************************************************************** 
  // *                                                                         * 
  // *                       yourProgram() BEGINS HERE                         * 
  // *                                                                         * 
  // *************************************************************************** 
  // *************************************************************************** 
  // *                                                                         * 
  // *                       yourProgram() ENDS HERE                           * 
  // *                                                                         * 
  // *************************************************************************** 
end 
 
E.4. Archivo taskManager.pgx 
 
begin 
  // *************************************************************************** 
  // *   Copyright (C) 2007 by Emmanuel Nuño                                   * 
  // *   emmanuel.nuno@upc.edu                                                 * 
  // *                                                                         * 
  // *************************************************************************** 
  //This template is part of the Basic IOC Robotics Lab Software Libraries 
  //Created within the TASTRI2 Project 
  //The 'TIRoL (Templates for Ioc RObotics Lab)' is a VAL3 template aims to provide 
  //   communication and data adquisition tools for your programs 
  // *************************************************************************** 
  // *   DO NOT modify this file, write your program at yourProgram() file     * 
  // *************************************************************************** 
  //bool bPosMonitor  'true' if you need to use a position monitor 
  if bPosMonitor==true  
      call posMonitor(bPosJoints,nMonitorTime) 
  endIf 
  //bool bPosUniTele  'true' if you need a unilateral teleoperation thread 
  if bPosUniTele==true 
      call posUniTele(bCartesianTele,nTeleTime,nVel) 
  endIf 
end 
 
E.5. Archivo posUniTele.pgx 
 
begin 
  // *************************************************************************** 
  // *   Copyright (C) 2007 by Emmanuel Nuño                                   * 
  // *   emmanuel.nuno@upc.edu                                                 * 
  // *                                                                         * 
  // *************************************************************************** 
  //This template is part of the Basic IOC Robotics Lab Software Libraries 
  //Created within the TASTRI2 Project 
  //The 'TIRoL (Templates for Ioc RObotics Lab)' is a VAL3 template aims to provide 
  //   communication and data adquisition tools for your programs 
  // *************************************************************************** 
  // *   DO NOT modify this file, write your program at yourProgram() file     * 
  // *************************************************************************** 
  // *************************************************************************** 
  // *   THIS PROGRAM DOES NOT CHECK ANY POSITION NOR VELOCITY BOUNDS          * 
  // *      ¡¡¡BE CAREFUL!!! it is up to you to check these issues             * 
  // *************************************************************************** 
  taskCreate "Teleoperation",10,teleTask(bCartesianTele,nVel) 
end 
 
E.6. Archivo teleTask.pgx 
 
begin 
  // *************************************************************************** 
  // *   Copyright (C) 2007 by Emmanuel Nuño                                   * 
  // *   emmanuel.nuno@upc.edu                                                 * 
  // *                                                                         * 
  // *************************************************************************** 
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  //This template is part of the Basic IOC Robotics Lab Software Libraries 
  //Created within the TASTRI2 Project 
  //The 'TIRoL (Templates for Ioc RObotics Lab)' is a VAL3 template aims to provide 
  //   communication and data adquisition tools for your programs 
  // *************************************************************************** 
  // *   DO NOT modify this file, write your program at yourProgram() file     * 
  // *************************************************************************** 
  // *************************************************************************** 
  // *   THIS PROGRAM DOES NOT CHECK ANY POSITION NOR VELOCITY BOUNDS          * 
  // *      ¡¡¡BE CAREFUL!!! it is up to you to check these issues             * 
  // *************************************************************************** 
  sioLink(sioServer2,io:ServerTele) 
  mdescVel.vel=nVel 
  mdescVel.blend=joint 
  mdescVel.reach=5 
  mdescVel.leave=5 
  sok="OK" 
  if bCartesianTele==true 
    do 
      strPos=sioServer2 
      cont=0 
      do 
        strPos=toNum(strPos,p[cont],cond) 
        cont=cont+1 
      until (cont==6) 
      pPos={{p[0],p[1],p[2],p[3],p[4],p[5]},{lefty,epositive,wnegative}} 
      //movej(pPos,flange,mdescVel) 
      delay(0) 
    until false 
  endIf 
  if bCartesianTele==false 
    do 
      strPos=sioServer2 
      cont=0 
      do 
        strPos=toNum(strPos,p[cont],cond) 
        cont=cont+1 
      until (cont==6) 
      jPos={p[0],p[1],p[2],p[3],p[4],p[5]-22} 
      movej(jPos,flange,mdescVel) 
      delay(0.5) 
      wait(isSettled()==true) 
      sioServer2=sok 
      delay(0) 
    until false 
  endIf 
end 
 
Integración de visión por computador en un sistema Mano-mecánica / Robot Pág. 45 
 
F. Código interfase VMR. 
F.1. Archivo main.cpp 
 
#include <QApplication> 
#include "vmr.h" 
 
int main (int argc, char *argv[]) 
{ 
    QApplication app(argc, argv); 
    vmr interfase; 
    interfase.show(); 
    return app.exec(); 
} 
 
F.2. Archivo vmr.h 
 
/*************************************************************************** 
 *   Copyright (C) 2006 by Miquel Quesada,                                 * 
 *   miquel.quesada@gmail.com                                              * 
 *                                                                         * 
 *   This program is free software; you can redistribute it and/or modify  * 
 *   it under the terms of the GNU General Public License as published by  * 
 *   the Free Software Foundation; either version 2 of the License, or     * 
 *   (at your option) any later version.                                   * 
 *                                                                         * 
 *                                                                         * 
 *   Intel Library:                                                        * 
 *   By downloading, copying, installing or using the software             * 
 *   you agree to this license. If you do not agree to this license,       * 
 *   do not download, install, copy or use the software.                   * 
 *   Intel License Agreement For Open Source Computer Vision Library.      * 
 *   Copyright © 2000, Intel Corporation, all rights reserved.             * 
 *   Third party copyrights are property of their respective owners.       * 
 *                                                                         * 
 *                                                                         * 
 *   This program is distributed in the hope that it will be useful,       * 
 *   but WITHOUT ANY WARRANTY; without even the implied warranty of        * 
 *   MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.  See the         * 
 *   GNU General Public License for more details.                          * 
 *                                                                         * 
 *   You should have received a copy of the GNU General Public License     * 
 *   along with this program; if not, write to the                         * 
 *   Free Software Foundation, Inc.,                                       * 
 *   59 Temple Place - Suite 330, Boston, MA  02111-1307, USA.             * 
 ***************************************************************************/ 
// GUARDIA DE CABECERA 
#ifndef VMR_H 
#define VMR_H 
//INCLUDES DE QT 
#include <QWidget> 
#include <QPixmap> 
#include "ui_vmr.h" 
//LIBRERIA MT 
#include <mt/mt.h> 
//LIBRERIAS SOCKETS 
#ifdef _WIN32 
#include <winsock.h> 
#else 
#include <unistd.h> 
#include <sys/types.h> 
#include <sys/socket.h> 
#include <sys/time.h> 
#include <netinet/in.h> 
#include <arpa/inet.h> 
#include <netdb.h> 
#include <pwd.h> 
#endif 
//CINEMATICA (necesario para TXerror y Vect6) 
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#include "txrobot.h" 
#include "mai.h" 
 
//////////////////////////// DEFINICION DE CLASE ////////////////////////// 
 
enum r_envio {E_OK, ER_SEND, ER_RECV, ER_MOV}; 
enum r_circulo{C_OK, ER_CARGA, ER_VACIO, ER_DEMASIADOS}; 
 
class vmr : public QWidget, public Ui::vmr 
{ 
Q_OBJECT 
    public: 
    vmr(QWidget *parent=0); 
    ~vmr(); 
    private slots: 
    void on_pushButtonConectarMano_clicked(); 
    void on_pushButtonDesconectarMano_clicked(); 
    void on_pushButtonConectarRobot_clicked(); 
    void on_pushButtonDesconectarRobot_clicked(); 
    void on_pushButtonHome_clicked(); 
    void on_pushButtonCalcularEscala_clicked(); 
    int on_pushButtonFoto_clicked(); 
    void on_pushButtonEjecutarTarea1_clicked(); 
    void on_pushButtonEjecutarTarea2_clicked(); 
    void on_pushButtonEjecutarTarea3_clicked(); 
    void on_pushButtonEjecutarTarea4_clicked(); 
    int Conecta(const char equipo); 
    void Desconecta(const char equipo); 
    void IniciaFuncionConectar(); 
    void FinalizaFuncionConectar(); 
    void CapturaValoresCalibrar(); 
    int Mensaje(const char * titulo,const char * mensaje); 
    void IniciaTarea(); 
    void FinalizaTarea(); 
    void IniciaMensajeRobot(char * jointRobott, float q0, float q1, float q2, 
                            float q3, float q4, float q5); 
    void IniciaMensajeRobot(char * jointRobott, Vect6 q); 
    void CapturaConsignaTarea2(int * jointManoIntt); 
    void IniciaExtensionMano(int * jointManoIntt); 
    void IniciaMensajeMano(char modo, char * jointMano, int * jointManoInt); 
    void IniciaTransformacion(mt::Transform *transf, 
                                float m11, float m12, float m13, 
                                float m21, float m22, float m23, 
                                float m31, float m32, float m33, 
                                float x, float y, float z); 
    void IniciaTransformacion(mt::Transform *transf, mt::Vector3 vx, mt::Vector3 
vy,  
                                  mt::Vector3 vz, float x, float y, float z); 
    void CalculaConsignaManoTarea3(int * jointManoInt, float diam); 
    void IniciaTranformacionesTarea3 (const mt::Point3 &sphereRefPhoto,  
                                        mt::Transform &recogida, mt::Transform 
&seguridad, 
                                        mt::Transform &entrega, mt::Transform &sth, 
                                                 mt::Transform &wtp, mt::Transform 
&wtsr, 
                                        mt::Transform &htw, mt::Transform &wtse); 
    void IniciaConsignaExtensionTarea3 (Matrix4 &consigna); 
    r_envio EnviaConsigna(const char equipo, char * joint, unsigned int size); 
    r_circulo EncuentraCirculo (float * posx, float * posy, float * radio); 
    void HabilitaTarea1(const bool enable); 
    void HabilitaTarea2(const bool enable); 
    void HabilitaTarea3(const bool enable); 
     
    private: 
    r_envio envio; //variable de retorno para el envio de consignas a la mano y el 
robot 
    r_circulo circulo; //variable de retorno para la localizacion de un circulo 
    QPixmap pixmap; //variable donde se almacena la imagen que se va a mostrar 
    int conexionR, conexionM; 
    float ImgRefWorld[3]; 
    float SphereRefImg[3]; 
    float escalaImg, alpha; 
    #ifdef _WIN32 
    SOCKET socketMano; 
    SOCKET socketRobot; 
    #else 
    int socketMano; 
    int socketRobot; 
    #endif 
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    }; 
 
    #endif 
 
F.3. Archivo vmr.cpp 
 
/*************************************************************************** 
 *   Copyright (C) 2006 by Miquel Quesada,                                 * 
 *   miquel.quesada@gmail.com                                              * 
 *                                                                         * 
 *   This program is free software; you can redistribute it and/or modify  * 
 *   it under the terms of the GNU General Public License as published by  * 
 *   the Free Software Foundation; either version 2 of the License, or     * 
 *   (at your option) any later version.                                   * 
 *                                                                         * 
 *                                                                         * 
 *   Intel Library:                                                        * 
 *   By downloading, copying, installing or using the software             * 
 *   you agree to this license. If you do not agree to this license,       * 
 *   do not download, install, copy or use the software.                   * 
 *   Intel License Agreement For Open Source Computer Vision Library.      * 
 *   Copyright © 2000, Intel Corporation, all rights reserved.             * 
 *   Third party copyrights are property of their respective owners.       * 
 *                                                                         * 
 *                                                                         * 
 *   This program is distributed in the hope that it will be useful,       * 
 *   but WITHOUT ANY WARRANTY; without even the implied warranty of        * 
 *   MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.  See the         * 
 *   GNU General Public License for more details.                          * 
 *                                                                         * 
 *   You should have received a copy of the GNU General Public License     * 
 *   along with this program; if not, write to the                         * 
 *   Free Software Foundation, Inc.,                                       * 
 *   59 Temple Place - Suite 330, Boston, MA  02111-1307, USA.             * 
 ***************************************************************************/ 
 
//////////////////////// DIRECTIVAS DEL PREPROCESADOR /////////////////////// 
//INCLUDES QT 
#include <QtGui> 
#include "qvmrsleep.h" //Ejemplo QvmrSleep::msleep(4500) 
//LIBRERIAS ESTANDAR 
#include <stdio.h>  
#include <string.h>  
#include "vmr.h" 
//LIBRERIA MT Y BOOST (matemáticas) 
#include <mt/mt.h> 
#include <boost/numeric/ublas/matrix.hpp> 
//LIBRERIAS CV(Computer Vision) de Intel  
#include <cv.h> 
#include <highgui.h> 
#include <math.h> 
//LIBRERIAS SOCKETS 
#ifdef _WIN32 
#include <winsock.h> 
#else 
#include <unistd.h> 
#include <sys/types.h> 
#include <sys/socket.h> 
#include <sys/time.h> 
#include <netinet/in.h> 
#include <arpa/inet.h> 
#include <netdb.h> 
#include <pwd.h> 
#endif 
//CINEMATICA 
#include "txrobot.h" 
#include "mai.h" 
 
///////////////////////// IMPLEMENTACION DE LA CLASE////////////////////////// 
vmr::vmr(QWidget *parent) 
    : QWidget(parent),pixmap(384,288), conexionR(-1), conexionM(-1) 
{ 
    //Inicializacion de la interfase creada en el QT Designer 
    setupUi(this); 
    widgetCalibrar->hide(); 
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    layout()->setSizeConstraint(QLayout::SetFixedSize); 
    pixmap.fill(Qt::black); 
    labelImagen->setPixmap(pixmap); 
    progressBar->hide(); 
    //Inicializamos los valores de la calibracion de la camara 
    CapturaValoresCalibrar(); 
    //Inicialización de sockets 
    #ifdef _WIN32 
    WORD winsock; 
    WSADATA datos; 
    winsock=MAKEWORD(1,1); 
    if(WSAStartup(winsock, &datos)) 
    { 
        Mensaje("VMR","Error al inicializar winsock."); 
        return; 
    } 
    #endif 
    //Mostramos la dirección IP de la máquina 
    char nombreEquipo[128]; 
    struct hostent *info;  
    if((gethostname(nombreEquipo, sizeof(nombreEquipo)))==-1) 
    { 
        Mensaje("VMR","No se puede resolver el nombre del equipo"); 
        return; 
    }     
    info=gethostbyname(nombreEquipo); 
    if(info==NULL) 
    { 
        Mensaje("VMR","No se puede resolver la dirección del equipo"); 
        return; 
    } 
    labelIPMaquina->setText(inet_ntoa(*((struct in_addr *)info->h_addr))); 
} 
 
vmr::~vmr() 
{ 
    //Se cierran las conexiones que hayan podido quedar abiertas 
    #ifdef _WIN32 
    closesocket(socketMano); 
    closesocket(socketRobot); 
    WSACleanup(); 
    #else 
    close(socketMano); 
    close(socketRobot); 
    #endif 
} 
 
void vmr::on_pushButtonConectarMano_clicked() 
{ 
    labelConectividad->setText("Conectando con la Mano. Por favor, espere.."); 
    IniciaFuncionConectar(); 
    progressBar->setValue(25); 
    if(Conecta('M')==-1) 
    { 
        Mensaje("VMR","Error al conectar el socket de la Mano."); 
        FinalizaFuncionConectar();   
        return; 
    } 
    progressBar->setValue(75); 
    pushButtonConectarMano->setEnabled(false); 
    pushButtonDesconectarMano->setEnabled(true); 
    pushButtonHome->setEnabled(true); 
    FinalizaFuncionConectar(); 
} 
 
void vmr::on_pushButtonDesconectarMano_clicked() 
{ 
    Desconecta('M'); 
} 
 
void vmr::on_pushButtonConectarRobot_clicked() 
{ 
    labelConectividad->setText("Conectando con el Robot. Por favor, espere.."); 
    IniciaFuncionConectar(); 
    progressBar->setValue(25); 
    if(Conecta('R')==-1) 
    { 
        Mensaje("VMR","Error al conectar el socket del Robot."); 
        FinalizaFuncionConectar();   
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        return; 
    } 
    progressBar->setValue(75); 
    pushButtonConectarRobot->setEnabled(false); 
    pushButtonDesconectarRobot->setEnabled(true); 
    pushButtonHome->setEnabled(true); 
    FinalizaFuncionConectar();   
} 
 
void vmr::on_pushButtonDesconectarRobot_clicked() 
{ 
    Desconecta('R'); 
} 
 
void vmr::on_pushButtonHome_clicked() 
{ 
    IniciaTarea(); 
    char jointHomeRobot[]="0 0 0 0 0 0@"; 
    char jointHomeMano[96]; 
    jointHomeMano[0]='H'; 
    jointHomeMano[1]=' ';    
    bool homeRobot=false; 
    bool homeMano=false; 
    //Envio del Home robot 
    envio=EnviaConsigna('R',jointHomeRobot, sizeof(jointHomeRobot)); 
    if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)); 
    else 
    { 
        Mensaje("Home","Home robot realizado."); 
        homeRobot=true; 
    } 
    //Envio del Home de la mano 
    envio=EnviaConsigna('M',jointHomeMano, sizeof(jointHomeMano)); 
    if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)); 
    else 
    { 
        Mensaje("Home","Home Mano realizado."); 
        homeMano=true; 
    } 
    //Habilitación de la tareas en funcion de su dependencia 
    if (homeRobot)HabilitaTarea1(true); 
    if (homeMano)HabilitaTarea2(true); 
    if (homeRobot && homeMano)HabilitaTarea3(true); 
    vmr::repaint(); 
    FinalizaTarea(); 
} 
 
void vmr::on_pushButtonCalcularEscala_clicked() 
{ 
    char loc[128]="ini"; 
    float posx, posy, rad; 
    float radioReal=(float)doubleSpinBoxRadio->value(); 
    circulo=EncuentraCirculo(&posx, &posy, &rad); 
    if (circulo == C_OK) 
    { 
    sprintf(loc,"Radio en píxels encontrado: \n r: %f. \n Radio real: %f. \n ", 
rad,               radioReal); 
    Mensaje("Referencia",loc); 
    doubleSpinBoxEscalaCalibrar->setValue(radioReal/rad); 
    } 
} 
 
int vmr::on_pushButtonFoto_clicked() 
{ 
    if(system("captura")!=0) return Mensaje("Foto","Programa Captura finalizó      
                                                       anormalmente."); 
 
    if(pixmap.load("imagen.bmp", "BMP", Qt::AutoColor)==false) return 
Mensaje("Foto","No se        pudo cargar la imagen."); 
     
    pixmap=pixmap.scaled(384,288,Qt::IgnoreAspectRatio,Qt::FastTransformation); 
    labelImagen->setPixmap(pixmap); 
    return 0; 
} 
 
void vmr::on_pushButtonEjecutarTarea1_clicked() 
{ 
    IniciaTarea(); 
    char jointRobot[48]; 
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    IniciaMensajeRobot(jointRobot, (float)(doubleSpinBoxA1->value()), 
       (float)(doubleSpinBoxA2->value()), 
       (float)(doubleSpinBoxA3->value()), 
       (float)(doubleSpinBoxA4->value()), 
       (float)(doubleSpinBoxA5->value()),  
       (float)(doubleSpinBoxA6->value())); 
    //Envio del Home robot 
    envio=EnviaConsigna('R',jointRobot, sizeof(jointRobot)); 
    if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) 
    { 
        Mensaje("Tarea1","Error de conexión con el Robot." 
        "\n""Las tareas asociadas al robot no se podrán ejecutar.""\n""Revise la 
conexion."); 
        Desconecta('R'); 
    } 
    else Mensaje("Tarea 1","Movimiento realizado."); 
    FinalizaTarea(); 
} 
 
Void vmr::on_pushButtonEjecutarTarea2_clicked() 
{ 
    IniciaTarea(); 
    char jointMano[96]; 
    int jointManoInt[18]; 
     
    CapturaConsignaTarea2(jointManoInt); 
    IniciaMensajeMano('A',jointMano, jointManoInt); 
     
    envio=EnviaConsigna('M',jointMano, sizeof(jointMano)); 
    if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) 
    { 
        Mensaje("Home","Error de conexión con la Mano." 
                "\n""Las tareas asociadas a la mano no se podrán ejecutar." 
                "\n""Revise la          conexion."); 
        Desconecta('M'); 
    } 
    else Mensaje("Tarea 2","Movimiento realizado."); 
    FinalizaTarea(); 
} 
 
void vmr::on_pushButtonEjecutarTarea3_clicked() 
{ 
    IniciaTarea(); 
    CapturaValoresCalibrar(); 
    while(true) 
    { 
        float posx, posy, rad; 
        robot::TXRobot *tx; 
        robot::TXtype tipus = robot::TX90; 
        tx = new robot::TXRobot(tipus); 
        robot::config TXConf; 
        TXConf.sh = robot::lefty; 
        TXConf.el = robot::epositive; 
        TXConf.wr = robot::wnegative; 
        Vect6 qrecogida(6), qseguridad(6), qentrega(6); 
        mt::Transform recogida, seguridad, entrega, sth, wtp, wtsr, htw, wtse; 
         
        circulo=EncuentraCirculo(&posx, &posy, &rad); 
        if (circulo != C_OK) break; 
         
        mt::Point3 sphereRefPhoto(posx*escalaImg,posy*escalaImg,-rad*escalaImg); 
     
        vmr::repaint(); 
     
        IniciaTranformacionesTarea3(sphereRefPhoto, recogida, seguridad, entrega, 
sth, wtp,                                      wtsr, htw, wtse); 
         
        char menErr[]="Punto no alcanzable con la configuración actual.";         
        if(tx->invKin(seguridad, qseguridad, TXConf) != robot::SUCCESS) 
        { 
            Mensaje("TXROBOT",menErr); 
            break; 
        } 
        if(tx->invKin(recogida, qrecogida, TXConf) != robot::SUCCESS) 
        { 
            Mensaje("TXROBOT",menErr); 
            break; 
        } 
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        if(tx->invKin(entrega, qentrega, TXConf) != robot::SUCCESS) 
        { 
            Mensaje("TXROBOT",menErr); 
            break; 
        } 
         
        vmr::repaint(); 
         
        //Inicialización de los mensajes que se envian por sockets 
        char jointRobotSeguridad[48]; 
        char jointRobotRecogida[48]; 
        char jointRobotEntrega[48]; 
        char jointManoPrension[96]; 
        int jointManoPrensionInt[18]; 
        char jointManoExtension[96]; 
        int jointManoExtensionInt[18]; 
         
        IniciaExtensionMano(jointManoExtensionInt); 
        CalculaConsignaManoTarea3(jointManoPrensionInt, (-sphereRefPhoto[2])*2); 
        IniciaMensajeMano('A', jointManoPrension, jointManoPrensionInt); 
        IniciaMensajeMano('A', jointManoExtension, jointManoExtensionInt); 
        IniciaMensajeRobot(jointRobotSeguridad, qseguridad); 
        IniciaMensajeRobot(jointRobotRecogida, qrecogida); 
        IniciaMensajeRobot(jointRobotEntrega, qentrega); 
         
        //Inicio del movimiento de la recogida de la esfera 
        vmr::repaint(); 
        envio=EnviaConsigna('R',jointRobotSeguridad, sizeof(jointRobotSeguridad)); 
        if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) break; 
        if((QMessageBox::question(this, tr("Esfera"), 
                tr("Movimiento de seguridad realizado."), 
                QMessageBox::Ok | QMessageBox::Abort,  
                QMessageBox::Ok))==(QMessageBox::Abort)) break; 
         
        envio=EnviaConsigna('R',jointRobotRecogida, sizeof(jointRobotRecogida)); 
        if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) break;  
        if((QMessageBox::question(this, tr("Esfera"), 
                tr("Movimiento de recogida realizado."), 
                QMessageBox::Ok | QMessageBox::Abort, 
                MessageBox::Ok))==(QMessageBox::Abort)) break;        
         
        envio=EnviaConsigna('M',jointManoPrension, sizeof(jointManoPrension)); 
        if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) break; 
        if((QMessageBox::question(this, tr("Esfera"), 
                tr("Esfera recogida."), 
                QMessageBox::Ok | QMessageBox::Abort,            
                QMessageBox::Ok))==(QMessageBox::Abort)) break;        
         
        envio=EnviaConsigna('R',jointRobotSeguridad, sizeof(jointRobotSeguridad)); 
        if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) break; 
        if((QMessageBox::question(this, tr("Esfera"), 
                tr("Movimiento de seguridad realizado."), 
                QMessageBox::Ok | QMessageBox::Abort,  
                QMessageBox::Ok))==(QMessageBox::Abort)) break; 
                 
        envio=EnviaConsigna('R',jointRobotEntrega, sizeof(jointRobotEntrega)); 
        if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) break; 
        if((QMessageBox::question(this, tr("Esfera"), 
                tr("Movimiento de entrega realizado."), 
                QMessageBox::Ok | QMessageBox::Abort,  
                QMessageBox::Ok))==(QMessageBox::Abort)) break; 
         
        envio=EnviaConsigna('M',jointManoExtension, sizeof(jointManoExtension)); 
        if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) break; 
 
        Mensaje("Esfera","Esfera Entregada."); 
        break; 
        } 
    FinalizaTarea(); 
} 
 
void vmr::on_pushButtonEjecutarTarea4_clicked() 
{ 
    if(system("captura")!=0) 
    { 
        Mensaje("VMR","Programa Captura finalizó anormalmente."); 
        return; 
    } 
    IplImage* img; 
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    if((img=cvLoadImage("imagen.bmp", 1))!=NULL) 
    { 
        int pixelx=spinBoxPixelx->value(); 
        int pixely=spinBoxPixely->value(); 
        cvCircle( img, cvPoint(cvRound(pixelx),cvRound(pixely)), 
                  3, CV_RGB(255,0,0), 3, 8,     0 ); 
        cvSaveImage("imagenDib.bmp", img); 
        pixmap.load("imagenDib.bmp", "BMP", Qt::AutoColor); 
        pixmap=pixmap.scaled(384,288,Qt::IgnoreAspectRatio,Qt::FastTransformation); 
        labelImagen->setPixmap(pixmap); 
        return; 
    } 
    else 
    { 
        Mensaje("VMR","No se pudo cargar la imagen."); 
    } 
} 
 
///////////////PLANTILLA DE FUNCIONES QUE IMPLIQUEN MOVIMIENTO 
/////////////////////* 
void vmr::on_pushButtonEjecutarTareaN_clicked() 
{ 
    IniciaTarea(); //Impide que se actúe sobre la interfase mientras se realiza la 
tarea 
     
    char jointMano[96]; 
    int jointManoInt[18]; 
    char jointRobot[48]; 
     
    //Cálculo de las consignas e inicialización 
    IniciaMensajeMano('A',jointMano, jointManoInt); 
    IniciaMensajeRobot('R',jointRobot); 
     
    //Envio de consignas 
    envio=EnviaConsigna('Equipo',jointEquipo, sizeof(jointEquipo)); 
    if ((envio==ER_SEND)||(envio==ER_RECV)||(envio==ER_MOV)) 
    { 
        Mensaje("Tarea N","Error de conexión con el equipo." 
                "\n""Las tareas asociadas al equipo no se podrán ejecutar." 
                "\n""Revise la conexion."); 
    DesconectaEquipo(); 
    } 
    else Mensaje("Tarea N","Movimiento realizado."); 
     
    FinalizaTarea(); //Devuelve la interfase a el estado interactivo 
} 
*/ 
 
//////////////////////////// FUNCIONES DE AYUDA ////////////////////////////// 
     
int vmr::Conecta(const char equipo) 
{ 
    sockaddr_in servidor; 
    bool ok; 
    struct hostent *info; 
    servidor.sin_family=AF_INET; 
    if (equipo=='R')  
    { 
        QString *stringPuerto = new QString(lineEditPuertoRobot->text()); 
        servidor.sin_port=htons(stringPuerto->toShort(&ok,10)); 
        delete stringPuerto; 
        QString *stringHost = new QString(lineEditHostRobot->text()); 
        socketRobot=socket(AF_INET, SOCK_STREAM, 0); 
        info=gethostbyname(stringHost->toAscii()); 
        servidor.sin_addr.s_addr=(inet_addr(inet_ntoa(*((struct in_addr *)info-
>h_addr)))); 
        delete stringHost; 
    } 
    else if(equipo=='M') 
    { 
        QString *stringPuerto = new QString(lineEditPuertoMano->text()); 
        servidor.sin_port=htons(stringPuerto->toShort(&ok,10)); 
        delete stringPuerto; 
        QString *stringHost = new QString(lineEditHostMano->text()); 
        socketMano=socket(AF_INET, SOCK_STREAM, 0); 
        info=gethostbyname(stringHost->toAscii()); 
        servidor.sin_addr.s_addr=(inet_addr(inet_ntoa(*((struct in_addr *)info-
>h_addr)))); 
        delete stringHost; 
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    } 
    progressBar->setValue(50); 
    //Problemas al coincidir la función connect de Qt con la de winsock.h, 
    // ::connect hace la busqueda en el namespace global 
    if (equipo=='R') 
    { 
        conexionR=::connect(socketRobot, (struct sockaddr *)&servidor, 
sizeof(servidor)); 
        return conexionR; 
    } 
    else if (equipo=='M') 
    { 
        conexionM=::connect(socketMano, (struct sockaddr *)&servidor, 
sizeof(servidor)); 
        return conexionM; 
    } 
    else return -1; 
} 
 
void vmr::Desconecta(const char equipo) 
{ 
    if (equipo=='M') 
    { 
        #ifdef _WIN32 
        closesocket(socketMano); 
        #else 
        close(socketMano); 
        #endif 
        conexionM=-1; 
        pushButtonDesconectarMano->setEnabled(false); 
        pushButtonConectarMano->setEnabled(true); 
        HabilitaTarea2(false); //Tarea que depende de la conexión con la mano 
    } 
    else 
    { 
        #ifdef _WIN32 
        closesocket(socketRobot); 
        #else 
        close(socketRobot); 
        #endif 
        conexionR=-1; 
        pushButtonDesconectarRobot->setEnabled(false); 
        pushButtonConectarRobot->setEnabled(true); 
        HabilitaTarea1(false); //Tarea que depende de la conexión con el robot 
    } 
    //Tarea que depende de ambas conexiones 
    HabilitaTarea3(false); 
    //Tarea que puede     realizarse con una de las dos conexiones 
    if ((conexionM==-1)&&(conexionR==-1)) pushButtonHome->setEnabled(false); 
} 
 
void vmr::IniciaFuncionConectar() 
{ 
    vmr::setEnabled(false); 
    vmr::setDisabled(true); 
    progressBar->show(); 
    progressBar->setValue(0); 
    vmr::repaint(); 
} 
 
void vmr::FinalizaFuncionConectar() 
{ 
    vmr::repaint(); 
    progressBar->setValue(0); 
    progressBar->hide(); 
    labelConectividad->setText(" "); 
    vmr::setEnabled(true); 
    vmr::setDisabled(false); 
} 
 
void vmr::CapturaValoresCalibrar() 
{ 
    escalaImg=(float)doubleSpinBoxEscalaCalibrar->value(); 
    ImgRefWorld[0]=(float)doubleSpinBoxXCalibrar->value(); 
    ImgRefWorld[1]=(float)doubleSpinBoxYCalibrar->value(); 
    ImgRefWorld[2]=(float)doubleSpinBoxZCalibrar->value(); 
    alpha=(float)doubleSpinBoxAnguloCalibrar->value();   
} 
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int vmr::Mensaje(const char * titulo,const char * mensaje) 
{ 
    return QMessageBox::information(this, tr(titulo), tr(mensaje), 
    QMessageBox::Ok | QMessageBox::Default, QMessageBox::NoButton); 
} 
 
void vmr::IniciaTarea() 
{ 
    vmr::setEnabled(false); 
    vmr::setDisabled(true); 
    vmr::repaint(); 
} 
 
void vmr::FinalizaTarea() 
{ 
    vmr::setEnabled(true); 
    vmr::setDisabled(false); 
    vmr::repaint(); 
} 
 
void vmr::IniciaMensajeRobot(char * jointRobott, float q0, float q1, float q2, 
                             float q3, float q4, float q5) 
{    
    sprintf(jointRobott,"%-+7.1f", q0); 
    sprintf((jointRobott+7),"%-+7.1f", q1); 
    sprintf((jointRobott+14),"%-+7.1f", q2); 
    sprintf((jointRobott+21),"%-+7.1f", q3); 
    sprintf((jointRobott+28),"%-+7.1f", q4); 
    sprintf((jointRobott+35),"%-+7.1f", q5); 
    jointRobott[42]=' '; 
    jointRobott[43]=' '; 
    jointRobott[44]=' '; 
    jointRobott[45]=' '; 
    jointRobott[46]=' '; 
    jointRobott[47]='@'; 
} 
 
void vmr::IniciaMensajeRobot(char * jointRobott, Vect6 q) 
{ 
    IniciaMensajeRobot(jointRobott, mt::radToDeg(q[0]), mt::radToDeg(q[1]), 
                       mt::radToDeg(q[2]), mt::radToDeg(q[3]), mt::radToDeg(q[4]), 
                       mt::radToDeg(q[5])); 
} 
 
void vmr::CapturaConsignaTarea2(int * jointManoIntt) 
{    
    jointManoIntt[0]=spinBoxAnular0->value(); 
    jointManoIntt[1]=spinBoxAnular1->value(); 
    jointManoIntt[2]=spinBoxAnular2->value(); 
    jointManoIntt[3]=spinBoxAnular3->value(); 
    jointManoIntt[4]=spinBoxMedio0->value(); 
    jointManoIntt[5]=spinBoxMedio1->value(); 
    jointManoIntt[6]=spinBoxMedio2->value(); 
    jointManoIntt[7]=spinBoxMedio3->value(); 
    jointManoIntt[8]=spinBoxIndice0->value(); 
    jointManoIntt[9]=spinBoxIndice1->value(); 
    jointManoIntt[10]=spinBoxIndice2->value(); 
    jointManoIntt[11]=spinBoxIndice3->value(); 
    jointManoIntt[12]=spinBoxPulgar0->value(); 
    jointManoIntt[13]=spinBoxPulgar1->value(); 
    jointManoIntt[14]=spinBoxPulgar2->value(); 
    jointManoIntt[15]=spinBoxPulgar3->value(); 
    jointManoIntt[16]=spinBoxVelocidad->value(); 
    jointManoIntt[17]=spinBoxAceleracion->value(); 
} 
 
void vmr::IniciaExtensionMano(int * jointManoIntt) 
{ 
    for(int count=0;count<16;count++) 
    { 
        jointManoIntt[count]=0; 
    } 
    jointManoIntt[16]=5; 
    jointManoIntt[17]=5; 
} 
 
void vmr::IniciaMensajeMano(char modo,char * jointMano, int * jointManoInt) 
{ 
    if (modo=='H') 
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    { 
        jointMano[0]='H'; 
        jointMano[1]=' '; 
    } 
    else 
    { 
        jointMano[0]='A'; 
        jointMano[1]=' '; 
        for(int count=0;count<18;count++) 
        { 
            sprintf(jointMano+2+(count*5),"%-+5d",jointManoInt[count]); 
        } 
    } 
} 
 
void vmr::IniciaTransformacion(mt::Transform *transf, 
                                float m11, float m12, float m13, 
                                float m21, float m22, float m23, 
                                float m31, float m32, float m33, 
                                float x, float y, float z) 
{ 
    mt::Matrix3x3 mat; 
    mt::Vector3 vx, vy, vz; 
    mt::Vector3 vect(x, y, z); 
    mt::Scalar xx, yy, zz; 
     
    xx=m11; 
    yy=m21; 
    zz=m31; 
    vx.setValue(xx,yy,zz); 
    vx.normalize(); 
     
    xx=m12; 
    yy=m22; 
    zz=m32; 
    vy.setValue(xx,yy,zz); 
    vy.normalize(); 
     
    xx=m13; 
    yy=m23; 
    zz=m33; 
    vz.setValue(xx,yy,zz); 
    vz.normalize(); 
     
    mat.setValue(vx[0], vy[0], vz[0], 
        vx[1], vy[1], vz[1], 
        vx[2], vy[2], vz[2]); 
     
    transf->setRotation(mat); 
    transf->setTranslation(vect); 
} 
 
void vmr::IniciaTransformacion(mt::Transform *transf, mt::Vector3 vx, 
                                mt::Vector3 vy, mt::Vector3 vz, 
                                float x, float y, float z) 
{ 
    mt::Matrix3x3 mat; 
    mt::Vector3 vect(x, y, z); 
 
    vx.normalize(); 
    vy.normalize(); 
    vz.normalize(); 
     
    mat.setValue(vx[0], vy[0], vz[0], 
        vx[1], vy[1], vz[1], 
        vx[2], vy[2], vz[2]); 
     
    transf->setRotation(mat); 
    transf->setTranslation(vect); 
} 
 
void vmr::CalculaConsignaManoTarea3(int * jointManoInt, float diam) 
{ 
    jointManoInt[0]=(int)(-0.21*diam+33); 
    jointManoInt[1]=(int)(-0.18*diam+55); 
    jointManoInt[2]=65; 
    jointManoInt[3]=20; 
    jointManoInt[4]=0; 
    jointManoInt[5]=(int)(-0.18*diam+50); 
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    jointManoInt[6]=65; 
    jointManoInt[7]=20; 
    jointManoInt[8]=(int)(0.21*diam-33); 
    jointManoInt[9]=(int)(-0.39*diam+88); 
    jointManoInt[10]=65; 
    jointManoInt[11]=20; 
    jointManoInt[12]=0; 
    jointManoInt[13]=20; 
    jointManoInt[14]=10; 
    jointManoInt[15]=(int)(-0.11*diam+47); 
    jointManoInt[16]=5; 
    jointManoInt[17]=5; 
} 
 
void vmr::IniciaTranformacionesTarea3 (const mt::Point3 &sphereRefPhoto,  
                                       mt::Transform &recogida, 
                                       mt::Transform &seguridad, mt::Transform 
&entrega, 
                                       mt::Transform &sth, mt::Transform &wtp, 
                                       mt::Transform &wtsr, mt::Transform &htw,  
                                       mt::Transform &wtse) 
{ 
    mt::Point3 sphereRefWorld; 
    mt::Vector3 vx, vy, vz, centro; 
    mai::MAI mano; 
    Matrix4 consigna(4,4); 
    Matrix resultado(3,4); 
     
    //Inicialización de la transformación World To Sphere Entrega 
    vz.setValue(0,0,1); 
    vx.setValue(doubleSpinBoxEsferaX->value(), doubleSpinBoxEsferaY->value(),0); 
    vy=cross(vz,vx); 
     
    IniciaTransformacion( &wtse, vx, vy, vz, doubleSpinBoxEsferaX->value(), 
    doubleSpinBoxEsferaY->value(), doubleSpinBoxEsferaZ->value()); 
     
    //Inicialización de la transformación Sphere To Hand (Mano abierta) 
    IniciaConsignaExtensionTarea3 (consigna); 
     
    mano.fwdKin(consigna, resultado); 
     
    mt::Vector3 anular(resultado(0,0), resultado(1,0), resultado(2,0)); 
    mt::Vector3 medio(resultado(0,1), resultado(1,1), resultado(2,1)); 
    mt::Vector3 indice(resultado(0,2), resultado(1,2), resultado(2,2)); 
    mt::Vector3 pulgar(resultado(0,3), resultado(1,3), resultado(2,3)); 
     
    vz=cross((anular-pulgar),(indice-pulgar)); 
    vy=indice-anular; 
    vx=cross(vy,vz); 
    centro=(((medio-pulgar)/2)+pulgar); 
     
    IniciaTransformacion( &sth, vx, vz, vy, centro.at(0), centro.at(1), 
centro.at(2)); 
     
    sth=sth.inverse(); 
    
                             
    //Inicialización de la transformación Hand to Wrist (18mm de adaptador muñeca) 
    IniciaTransformacion( &htw, 1,   0,   0, 
                                0,   1,   0, 
                                0,   0,   1, 
                                0,   0,  -18); 
         
    //Inicialización de la transformación World To Photo según 
    //el angulo de la foto respecto al     eje -y del robot 
    IniciaTransformacion( &wtp, 
                         -mt::sin(mt::degToRad(alpha)), -
mt::cos(mt::degToRad(alpha)), 0, 
                         -mt::cos(mt::degToRad(alpha)), 
mt::sin(mt::degToRad(alpha)), 0, 
                          0, 0, -1, 
                          ImgRefWorld[0], ImgRefWorld[1], ImgRefWorld[2]); 
                                 
    //Coordenadas esfera en ref World 
    sphereRefWorld=wtp*sphereRefPhoto; 
             
    //Inicialización de la transformación World To Sphere Recogida 
    float dmax=900; 
    float dmin=400; 
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    mt::Vector3 dist(sphereRefWorld.at(0),sphereRefWorld.at(1),0); 
    float alfa=(mt::atan2(sphereRefWorld.at(1),sphereRefWorld.at(0))); 
    float beta=(dmax-dist.length())/((dmax-dmin))*(80*3.141592/180); 
     
    vz.setValue(0,0,1); 
    vx.setValue(mt::cos(alfa+beta), mt::sin(alfa+beta), 0); 
    vy=cross(vz,vx); 
     
    IniciaTransformacion( &wtsr, vx, vy, vz, sphereRefWorld.at(0), 
sphereRefWorld.at(1),            sphereRefWorld.at(2)); 
     
    //Calculo de las posiciones de paso en la referencia World, 
    //así como la cinematica inversa     de éstas. 
    recogida= wtsr*sth*htw; 
    entrega=wtse*sth*htw;     
    seguridad=recogida; 
    mt::Point3 puntoseguro(recogida.getTranslation()); 
    puntoseguro.at(2)=puntoseguro.at(2)+200; 
    seguridad.setTranslation(puntoseguro); 
} 
 
void vmr::IniciaConsignaExtensionTarea3 (Matrix4 &consigna) 
{ 
    //Anular 
    consigna(0,0)=0; 
    consigna(1,0)=0; 
    consigna(2,0)=45; 
    consigna(3,0)=0; 
    //Medio 
    consigna(0,1)=0; 
    consigna(1,1)=0; 
    consigna(2,1)=45; 
    consigna(3,1)=0; 
    //Indice 
    consigna(0,2)=0; 
    consigna(1,2)=0; 
    consigna(2,2)=45; 
    consigna(3,2)=0; 
    //Pulgar 
    consigna(0,3)=0; 
    consigna(1,3)=0; 
    consigna(2,3)=25; 
    consigna(3,3)=0; 
} 
 
r_envio vmr::EnviaConsigna(const char equipo, char * joint, unsigned int size) 
{ 
    char recvok[128]="Ini"; 
    vmr::repaint(); 
    if (equipo=='R') 
    { 
        if (send(socketRobot, joint, size, 0)==-1) 
        { 
        Mensaje("VMR","Error de conexión con el Robot." 
                "\n""Las tareas asociadas al robot no se podrán ejecutar." 
                "\n""Revise la conexion."); 
        Desconecta('R'); 
        return ER_SEND; 
        } 
        if (send(socketRobot, joint, size, 0)==-1) 
        { 
        Mensaje("VMR","Error de conexión con el Robot." 
                "\n""Las tareas asociadas al robot no se podrán ejecutar." 
                "\n""Revise la conexion."); 
        Desconecta('R'); 
        return ER_SEND; 
        } 
        if (recv(socketRobot, recvok, sizeof(recvok), 0)==-1) 
        { 
            Mensaje("VMR","Error de conexión con el Robot." 
                    "\n""Las tareas asociadas al robot no se podrán ejecutar." 
                    "\n""Revise la conexion."); 
            Desconecta('R'); 
            return ER_RECV; 
        } 
        if (recv(socketRobot, recvok, sizeof(recvok), 0)==-1) 
        { 
            Mensaje("VMR","Error de conexión con el Robot." 
                    "\n""Las tareas asociadas al robot no se podrán ejecutar." 
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                    "\n""Revise la conexion."); 
            Desconecta('R'); 
            return ER_RECV; 
        } 
        if ((recvok[0]!='O')||(recvok[1]!='K')) 
        { 
            Mensaje("VMR","Error de movimiento del Robot." 
                    "\n""Las tareas asociadas al robot no se podrán ejecutar." 
                    "\n""Revise la conexion."); 
            Desconecta('R'); 
            return ER_MOV; 
        } 
        return E_OK; 
    } 
    else 
    { 
        if (send(socketMano, joint, size, 0)==-1) 
        { 
            Mensaje("VMR","Error de conexión con la Mano." 
                    "\n""Las tareas asociadas a la mano no se podrán ejecutar." 
                    "\n""Revise la conexion."); 
            Desconecta('M'); 
            return ER_SEND; 
        } 
        if (recv(socketMano, recvok, sizeof(recvok), 0)==-1) 
        { 
            Mensaje("VMR","Error de conexión con la Mano." 
            "\n""Las tareas asociadas a la mano no se podrán ejecutar." 
            "\n""Revise la conexion."); 
            Desconecta('M'); 
            return ER_RECV; 
        } 
        if ((recvok[0]!='O')||(recvok[1]!='K')) 
        { 
            Mensaje("VMR","Error de movimiento de la Mano." 
                    "\n""Las tareas asociadas a la mano no se podrán ejecutar." 
                    "\n""Revise la conexion."); 
            Desconecta('M'); 
            return ER_MOV; 
        } 
        return E_OK; 
    } 
} 
 
r_circulo vmr::EncuentraCirculo (float * posx, float * posy, float * radio) 
{ 
    if(system("captura")!=0) 
    { 
        Mensaje("VMR","Programa Captura finalizó anormalmente."); 
        return ER_CARGA; 
    } 
    IplImage* img; 
    if((img=cvLoadImage("imagen.bmp", 1))!=NULL) 
    { 
        IplImage* gray = cvCreateImage( cvGetSize(img), 8, 1 ); 
        CvMemStorage* storage = cvCreateMemStorage(0); 
        cvCvtColor( img, gray, CV_BGR2GRAY ); 
        //smooth it, otherwise a lot of false circles may be detected 
        cvSmooth( gray, gray, CV_GAUSSIAN, 9, 9 ); 
        CvSeq* circles = cvHoughCircles( gray, storage, CV_HOUGH_GRADIENT, 2, 
                                         gray->height/4, 200, 100 );    
        if(circles->total==1) 
        { 
            float* p = (float*)cvGetSeqElem( circles, 0 ); 
            cvCircle( img, cvPoint(cvRound(p[0]),cvRound(p[1])), 
                      3, CV_RGB(0,255,0), -1, 8, 0 ); 
            cvCircle( img, cvPoint(cvRound(p[0]),cvRound(p[1])), 
                      cvRound(p[2]), CV_RGB(255,0,0), 3, 8, 0 ); 
            *posx=p[0]; 
            *posy=p[1]; 
            *radio=p[2]; 
            cvSaveImage("imagenCirculo.bmp", img); 
            pixmap.load("imagenCirculo.bmp", "BMP", Qt::AutoColor); 
            
pixmap=pixmap.scaled(384,288,Qt::IgnoreAspectRatio,Qt::FastTransformation); 
            labelImagen->setPixmap(pixmap); 
            return C_OK; 
        } 
        else if(circles->total==0) 
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        { 
            Mensaje("VMR","No se ha encontrado ningun círculo"); 
            return ER_VACIO; 
        } 
        else 
        { 
            Mensaje("VMR","Se ha encontrado mas de un círculo"); 
            return ER_DEMASIADOS; 
        } 
    } 
    else 
    { 
        Mensaje("VMR","No se pudo cargar la imagen."); 
        return ER_CARGA; 
    } 
} 
 
void vmr::HabilitaTarea1(const bool enable) 
{ 
    widgetTarea1->setEnabled(enable); 
    pushButtonEjecutarTarea1->setEnabled(enable); 
    labelTarea1->setEnabled(enable); 
} 
 
void vmr::HabilitaTarea2(const bool enable) 
{ 
    widgetTarea2->setEnabled(enable); 
    pushButtonEjecutarTarea2->setEnabled(enable); 
    labelTarea2->setEnabled(enable); 
} 
 
void vmr::HabilitaTarea3(const bool enable) 
{ 
    widgetTarea3->setEnabled(enable); 
    pushButtonEjecutarTarea3->setEnabled(enable); 
    labelTarea3->setEnabled(enable); 
} 
 
F.4. Archivo vmr.ui 
 
<ui version="4.0" > 
<class>vmr</class> 
<widget class="QWidget" name="vmr" > 
<property name="geometry" > 
<rect> 
<x>0</x> 
<y>0</y> 
<width>813</width> 
<height>639</height> 
</rect> 
</property> 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>5</hsizetype> 
<vsizetype>5</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="minimumSize" > 
<size> 
<width>0</width> 
<height>0</height> 
</size> 
</property> 
<property name="windowTitle" > 
<string>VMR</string> 
</property> 
<property name="windowIcon" > 
<iconset>recursos/icono.bmp</iconset> 
</property> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
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<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QGroupBox" name="groupBox" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>0</hsizetype> 
<vsizetype>7</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="title" > 
<string>Conectividad</string> 
</property> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>5</hsizetype> 
<vsizetype>5</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="text" > 
<string>IP Maquina:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QLabel" name="labelIPMaquina" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>0</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
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</property> 
<property name="text" > 
<string>???.???.???.???</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<widget class="Line" name="line_5" > 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelHostMano" > 
<property name="text" > 
<string>IP Mano:</string> 
</property> 
<property name="buddy" > 
<cstring>lineEditHostMano</cstring> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QLineEdit" name="lineEditHostMano" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>0</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="text" > 
<string>147.83.37.42</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelPuertoMano" > 
<property name="text" > 
<string>Puerto Mano:</string> 
</property> 
<property name="buddy" > 
<cstring>lineEditPuertoMano</cstring> 
</property> 
</widget> 
</item> 
<item> 
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<widget class="QLineEdit" name="lineEditPuertoMano" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>0</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="text" > 
<string>4242</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QPushButton" name="pushButtonConectarMano" > 
<property name="text" > 
<string>Conectar</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QPushButton" name="pushButtonDesconectarMano" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<property name="text" > 
<string>Desconectar</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<widget class="Line" name="line_4" > 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QGridLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item row="1" column="1" > 
<widget class="QLineEdit" name="lineEditPuertoRobot" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>0</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="text" > 
Integración de visión por computador en un sistema Mano-mecánica / Robot Pág. 63 
 
<string>10050</string> 
</property> 
</widget> 
</item> 
<item row="1" column="0" > 
<widget class="QLabel" name="labelPuertoRobot" > 
<property name="text" > 
<string>Puerto Robot:</string> 
</property> 
<property name="buddy" > 
<cstring>lineEditPuertoRobot</cstring> 
</property> 
</widget> 
</item> 
<item row="0" column="0" > 
<widget class="QLabel" name="labelHostRobot" > 
<property name="text" > 
<string>IP Robot:</string> 
</property> 
<property name="buddy" > 
<cstring>lineEditHostRobot</cstring> 
</property> 
</widget> 
</item> 
<item row="0" column="1" > 
<widget class="QLineEdit" name="lineEditHostRobot" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>0</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="text" > 
<string>147.83.37.76</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QPushButton" name="pushButtonConectarRobot" > 
<property name="text" > 
<string>Conectar</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QPushButton" name="pushButtonDesconectarRobot" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<property name="text" > 
<string>Desconectar</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<widget class="Line" name="line_6" > 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</widget> 
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</item> 
<item> 
<widget class="QGroupBox" name="groupBox_2" > 
<property name="title" > 
<string>Home</string> 
</property> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QPushButton" name="pushButtonHome" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<property name="text" > 
<string>Home</string> 
</property> 
</widget> 
</item> 
</layout> 
</widget> 
</item> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Vertical</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>20</width> 
<height>40</height> 
</size> 
</property> 
</spacer> 
</item> 
</layout> 
</item> 
<item> 
<widget class="Line" name="line" > 
<property name="orientation" > 
<enum>Qt::Vertical</enum> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QGroupBox" name="groupBox_3" > 
<property name="title" > 
<string>Imagen</string> 
</property> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>16</width> 
<height>288</height> 
</size> 
</property> 
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</spacer> 
</item> 
<item> 
<widget class="QLabel" name="labelImagen" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>3</hsizetype> 
<vsizetype>3</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="minimumSize" > 
<size> 
<width>384</width> 
<height>288</height> 
</size> 
</property> 
<property name="maximumSize" > 
<size> 
<width>100000</width> 
<height>100000</height> 
</size> 
</property> 
<property name="layoutDirection" > 
<enum>Qt::RightToLeft</enum> 
</property> 
<property name="autoFillBackground" > 
<bool>false</bool> 
</property> 
<property name="text" > 
<string/> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QWidget" native="1" name="widgetCalibrar" > 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_26" > 
<property name="text" > 
<string>Radio:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxRadio" > 
<property name="maximum" > 
<double>100.000000000000000</double> 
</property> 
<property name="value" > 
<double>60.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
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<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelEscalaCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="text" > 
<string>Escala:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxEscalaCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>1</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="decimals" > 
<number>3</number> 
</property> 
<property name="singleStep" > 
<double>0.010000000000000</double> 
</property> 
<property name="value" > 
<double>3.436000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<widget class="QPushButton" name="pushButtonCalcularEscala" > 
<property name="text" > 
<string>Calcula Escala</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<widget class="Line" name="line_7" > 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
</widget> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelAnguloCalibrar" > 
<property name="enabled" > 
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<bool>true</bool> 
</property> 
<property name="text" > 
<string>Angulo:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxAnguloCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="decimals" > 
<number>2</number> 
</property> 
<property name="maximum" > 
<double>45.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-45.000000000000000</double> 
</property> 
<property name="value" > 
<double>1.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelXCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="text" > 
<string>X:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxXCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="decimals" > 
<number>2</number> 
</property> 
<property name="maximum" > 
<double>1000.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-1000.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>10.000000000000000</double> 
</property> 
<property name="value" > 
<double>989.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
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<widget class="QLabel" name="labelYCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="text" > 
<string>Y:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxYCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="decimals" > 
<number>2</number> 
</property> 
<property name="maximum" > 
<double>1000.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-1000.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>10.000000000000000</double> 
</property> 
<property name="value" > 
<double>478.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelZCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="text" > 
<string>Z:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxZCalibrar" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="decimals" > 
<number>2</number> 
</property> 
<property name="maximum" > 
<double>1000.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-1000.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>10.000000000000000</double> 
</property> 
<property name="value" > 
<double>-478.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
<item> 
<spacer> 
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<property name="orientation" > 
<enum>Qt::Vertical</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>20</width> 
<height>40</height> 
</size> 
</property> 
</spacer> 
</item> 
</layout> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeType" > 
<enum>QSizePolicy::MinimumExpanding</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>166</width> 
<height>23</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QPushButton" name="pushButtonFoto" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>1</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="minimumSize" > 
<size> 
<width>100</width> 
<height>0</height> 
</size> 
</property> 
<property name="text" > 
<string>Foto</string> 
</property> 
<property name="checkable" > 
<bool>false</bool> 
</property> 
</widget> 
</item> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeType" > 
<enum>QSizePolicy::Minimum</enum> 
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</property> 
<property name="sizeHint" > 
<size> 
<width>15</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
<widget class="QPushButton" name="pushButtonCalibrar" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>1</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="minimumSize" > 
<size> 
<width>100</width> 
<height>0</height> 
</size> 
</property> 
<property name="text" > 
<string>Calibrar</string> 
</property> 
<property name="checkable" > 
<bool>true</bool> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
</layout> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<widget class="Line" name="line_2" > 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QTabWidget" name="tabWidgetDibujaPuntos" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>7</hsizetype> 
<vsizetype>5</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="currentIndex" > 
<number>2</number> 
</property> 
<widget class="QWidget" name="Tarea 3" > 
<attribute name="title" > 
<string>Esfera</string> 
</attribute> 
<layout class="QGridLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item row="0" column="0" > 
<widget class="QWidget" native="1" name="widgetTarea3" > 
<property name="enabled" > 
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<bool>false</bool> 
</property> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelTarea3" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<property name="frameShape" > 
<enum>QFrame::StyledPanel</enum> 
</property> 
<property name="text" > 
<string>Tarea que localiza una esfera 
en la zona de trabajo y la recoge 
para depositarla en la posiciÃ³n  de 
entrega definida en coordenadas 
de la referencia robot (mm).</string> 
</property> 
</widget> 
</item> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>40</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_29" > 
<property name="text" > 
<string>X:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxEsferaX" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>5</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="maximum" > 
<double>800.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-800.000000000000000</double> 
</property> 
<property name="singleStep" > 
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<double>10.000000000000000</double> 
</property> 
<property name="value" > 
<double>-110.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_30" > 
<property name="text" > 
<string>Y:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxEsferaY" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>5</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="maximum" > 
<double>800.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-800.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>10.000000000000000</double> 
</property> 
<property name="value" > 
<double>-580.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_31" > 
<property name="text" > 
<string>Z:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxEsferaZ" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>5</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="maximum" > 
<double>400.000000000000000</double> 
</property> 
<property name="minimum" > 
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<double>100.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>10.000000000000000</double> 
</property> 
<property name="value" > 
<double>100.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<widget class="QPushButton" name="pushButtonEjecutarTarea3" > 
<property name="minimumSize" > 
<size> 
<width>100</width> 
<height>0</height> 
</size> 
</property> 
<property name="text" > 
<string>Ejecutar</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</widget> 
</item> 
</layout> 
</widget> 
<widget class="QWidget" name="Tarea 1" > 
<attribute name="title" > 
<string>Joint Robot</string> 
</attribute> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QWidget" native="1" name="widgetTarea1" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelTarea1" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<property name="frameShape" > 
<enum>QFrame::StyledPanel</enum> 
</property> 
<property name="text" > 
<string>Tarea que envia un consigna 
de posiciÃ³n articular (angulos en 
grados) al robot. 
 
ATENCIÃ“N: No se realiza un control 
de colisiones.</string> 
</property> 
</widget> 
</item> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeHint" > 
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<size> 
<width>40</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QGridLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item row="2" column="0" > 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_5" > 
<property name="text" > 
<string>ArticulaciÃ³n 3:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxA3" > 
<property name="decimals" > 
<number>1</number> 
</property> 
<property name="maximum" > 
<double>142.500000000000000</double> 
</property> 
<property name="minimum" > 
<double>-142.500000000000000</double> 
</property> 
<property name="singleStep" > 
<double>1.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item row="1" column="0" > 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_4" > 
<property name="text" > 
<string>ArticulaciÃ³n 2:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxA2" > 
<property name="decimals" > 
<number>1</number> 
</property> 
<property name="maximum" > 
<double>137.500000000000000</double> 
</property> 
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<property name="minimum" > 
<double>-137.500000000000000</double> 
</property> 
<property name="singleStep" > 
<double>1.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item row="1" column="2" > 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_7" > 
<property name="text" > 
<string>ArticulaciÃ³n 5:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxA5" > 
<property name="decimals" > 
<number>1</number> 
</property> 
<property name="maximum" > 
<double>120.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-105.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>1.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item row="2" column="2" > 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_8" > 
<property name="text" > 
<string>ArticulaciÃ³n 6:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxA6" > 
<property name="decimals" > 
<number>1</number> 
</property> 
<property name="maximum" > 
<double>270.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-270.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>1.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item row="0" column="2" > 
<layout class="QHBoxLayout" > 
<property name="margin" > 
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<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_6" > 
<property name="text" > 
<string>ArticulaciÃ³n 4:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxA4" > 
<property name="decimals" > 
<number>1</number> 
</property> 
<property name="maximum" > 
<double>270.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-270.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>1.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item row="0" column="0" > 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_3" > 
<property name="text" > 
<string>ArticulaciÃ³n 1:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QDoubleSpinBox" name="doubleSpinBoxA1" > 
<property name="decimals" > 
<number>1</number> 
</property> 
<property name="maximum" > 
<double>160.000000000000000</double> 
</property> 
<property name="minimum" > 
<double>-160.000000000000000</double> 
</property> 
<property name="singleStep" > 
<double>1.000000000000000</double> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item row="1" column="1" > 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeType" > 
<enum>QSizePolicy::Maximum</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>20</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
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</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>40</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
<widget class="QPushButton" name="pushButtonEjecutarTarea1" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<property name="minimumSize" > 
<size> 
<width>100</width> 
<height>0</height> 
</size> 
</property> 
<property name="text" > 
<string>Ejecutar</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
</layout> 
</widget> 
</item> 
</layout> 
</widget> 
<widget class="QWidget" name="Tarea 2" > 
<attribute name="title" > 
<string>Joint Mano</string> 
</attribute> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QWidget" native="1" name="widgetTarea2" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelTarea2" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<property name="frameShape" > 
<enum>QFrame::StyledPanel</enum> 
</property> 
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<property name="text" > 
<string>Tarea que envia un consigna 
de posiciÃ³n articular (angulos en 
grados) a la mano. 
 
ATENCIÃ“N: No se realiza un control 
de colisiones.</string> 
</property> 
</widget> 
</item> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>21</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_9" > 
<property name="text" > 
<string>Anular 0:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxAnular0" > 
<property name="maximum" > 
<number>12</number> 
</property> 
<property name="minimum" > 
<number>-12</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
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<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_2" > 
<property name="text" > 
<string>Anular 1:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxAnular1" > 
<property name="maximum" > 
<number>90</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_10" > 
<property name="text" > 
<string>Anular 2:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxAnular2" > 
<property name="maximum" > 
<number>90</number> 
</property> 
<property name="minimum" > 
<number>45</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_11" > 
<property name="text" > 
<string>Anular 3:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxAnular3" > 
<property name="maximum" > 
<number>90</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
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</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_12" > 
<property name="text" > 
<string>Medio 0:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxMedio0" > 
<property name="maximum" > 
<number>12</number> 
</property> 
<property name="minimum" > 
<number>-12</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_13" > 
<property name="text" > 
<string>Medio 1:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxMedio1" > 
<property name="maximum" > 
<number>90</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_14" > 
<property name="text" > 
<string>Medio 2:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxMedio2" > 
<property name="maximum" > 
<number>90</number> 
</property> 
<property name="minimum" > 
<number>45</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
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<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_15" > 
<property name="text" > 
<string>Medio 3:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxMedio3" > 
<property name="maximum" > 
<number>90</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_16" > 
<property name="text" > 
<string>Indice 0:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxIndice0" > 
<property name="maximum" > 
<number>12</number> 
</property> 
<property name="minimum" > 
<number>-12</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_17" > 
<property name="text" > 
<string>Indice 1:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxIndice1" > 
<property name="maximum" > 
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<number>90</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_18" > 
<property name="text" > 
<string>Indice 2:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxIndice2" > 
<property name="maximum" > 
<number>90</number> 
</property> 
<property name="minimum" > 
<number>45</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_19" > 
<property name="text" > 
<string>Indice 3:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxIndice3" > 
<property name="maximum" > 
<number>90</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_20" > 
<property name="text" > 
<string>Pulgar 0:</string> 
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</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxPulgar0" > 
<property name="maximum" > 
<number>12</number> 
</property> 
<property name="minimum" > 
<number>-12</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_21" > 
<property name="text" > 
<string>Pulgar 1:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxPulgar1" > 
<property name="maximum" > 
<number>90</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_22" > 
<property name="text" > 
<string>Pulgar 2:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxPulgar2" > 
<property name="maximum" > 
<number>90</number> 
</property> 
<property name="minimum" > 
<number>25</number> 
</property> 
<property name="value" > 
<number>25</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_23" > 
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<property name="text" > 
<string>Pulgar 3:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxPulgar3" > 
<property name="maximum" > 
<number>90</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_24" > 
<property name="text" > 
<string>Velocidad crucero:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxVelocidad" > 
<property name="maximum" > 
<number>20</number> 
</property> 
<property name="minimum" > 
<number>5</number> 
</property> 
<property name="value" > 
<number>5</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_25" > 
<property name="text" > 
<string>AceleraciÃ³n mÃ¡xima:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxAceleracion" > 
<property name="maximum" > 
<number>10</number> 
</property> 
<property name="minimum" > 
<number>5</number> 
</property> 
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</widget> 
</item> 
</layout> 
</item> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>40</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
<widget class="QPushButton" name="pushButtonEjecutarTarea2" > 
<property name="enabled" > 
<bool>false</bool> 
</property> 
<property name="minimumSize" > 
<size> 
<width>100</width> 
<height>0</height> 
</size> 
</property> 
<property name="text" > 
<string>Ejecutar</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</item> 
</layout> 
</widget> 
</item> 
</layout> 
</widget> 
<widget class="QWidget" name="tarea4" > 
<attribute name="title" > 
<string>Dibuja Puntos</string> 
</attribute> 
<layout class="QGridLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item row="0" column="0" > 
<widget class="QWidget" native="1" name="widget" > 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>9</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelTarea2_2" > 
<property name="enabled" > 
<bool>true</bool> 
</property> 
<property name="frameShape" > 
<enum>QFrame::StyledPanel</enum> 
</property> 
<property name="text" > 
<string>Tarea que dibuja un punto 
(coordenadas en pÃ-xels) en 
una imagen actualizada. 
</string> 
</property> 
</widget> 
</item> 
<item> 
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<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>40</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
<layout class="QVBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_27" > 
<property name="text" > 
<string>Pixel x:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxPixelx" > 
<property name="maximum" > 
<number>384</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="label_28" > 
<property name="text" > 
<string>Pixel y:</string> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QSpinBox" name="spinBoxPixely" > 
<property name="maximum" > 
<number>288</number> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
<item> 
<widget class="QPushButton" name="pushButtonEjecutarTarea4" > 
<property name="minimumSize" > 
<size> 
<width>100</width> 
<height>0</height> 
</size> 
</property> 
<property name="text" > 
<string>Dibuja</string> 
</property> 
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</widget> 
</item> 
</layout> 
</item> 
</layout> 
</widget> 
</item> 
</layout> 
</widget> 
</widget> 
</item> 
<item> 
<widget class="Line" name="line_3" > 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
</widget> 
</item> 
<item> 
<layout class="QHBoxLayout" > 
<property name="margin" > 
<number>0</number> 
</property> 
<property name="spacing" > 
<number>6</number> 
</property> 
<item> 
<widget class="QLabel" name="labelConectividad" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>5</hsizetype> 
<vsizetype>5</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="text" > 
<string/> 
</property> 
</widget> 
</item> 
<item> 
<widget class="QProgressBar" name="progressBar" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>5</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="value" > 
<number>0</number> 
</property> 
<property name="textVisible" > 
<bool>false</bool> 
</property> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
</widget> 
</item> 
<item> 
<spacer> 
<property name="orientation" > 
<enum>Qt::Horizontal</enum> 
</property> 
<property name="sizeType" > 
<enum>QSizePolicy::Preferred</enum> 
</property> 
<property name="sizeHint" > 
<size> 
<width>16</width> 
<height>20</height> 
</size> 
</property> 
</spacer> 
</item> 
<item> 
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<widget class="QPushButton" name="pushButtonSalir" > 
<property name="sizePolicy" > 
<sizepolicy> 
<hsizetype>0</hsizetype> 
<vsizetype>0</vsizetype> 
<horstretch>0</horstretch> 
<verstretch>0</verstretch> 
</sizepolicy> 
</property> 
<property name="minimumSize" > 
<size> 
<width>100</width> 
<height>0</height> 
</size> 
</property> 
<property name="text" > 
<string>Salir</string> 
</property> 
</widget> 
</item> 
</layout> 
</item> 
</layout> 
</widget> 
<resources/> 
<connections> 
<connection> 
<sender>pushButtonSalir</sender> 
<signal>clicked()</signal> 
<receiver>vmr</receiver> 
<slot>close()</slot> 
<hints> 
<hint type="sourcelabel" > 
<x>802</x> 
<y>628</y> 
</hint> 
<hint type="destinationlabel" > 
<x>294</x> 
<y>219</y> 
</hint> 
</hints> 
</connection> 
<connection> 
<sender>pushButtonCalibrar</sender> 
<signal>toggled(bool)</signal> 
<receiver>widgetCalibrar</receiver> 
<slot>setVisible(bool)</slot> 
<hints> 
<hint type="sourcelabel" > 
<x>739</x> 
<y>339</y> 
</hint> 
<hint type="destinationlabel" > 
<x>741</x> 
<y>305</y> 
</hint> 
</hints> 
</connection> 
</connections> 
</ui> 
F.5. Archivo ui_vmr.h 
 
/******************************************************************************** 
** Form generated from reading ui file 'vmr.ui' 
** 
** Created: Thu 14. Jun 12:27:37 2007 
**      by: Qt User Interface Compiler version 4.2.3 
** 
** WARNING! All changes made in this file will be lost when recompiling ui file! 
********************************************************************************/ 
 
#ifndef UI_VMR_H 
#define UI_VMR_H 
 
#include <QtCore/QVariant> 
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#include <QtGui/QAction> 
#include <QtGui/QApplication> 
#include <QtGui/QButtonGroup> 
#include <QtGui/QDoubleSpinBox> 
#include <QtGui/QFrame> 
#include <QtGui/QGridLayout> 
#include <QtGui/QGroupBox> 
#include <QtGui/QHBoxLayout> 
#include <QtGui/QLabel> 
#include <QtGui/QLineEdit> 
#include <QtGui/QProgressBar> 
#include <QtGui/QPushButton> 
#include <QtGui/QSpacerItem> 
#include <QtGui/QSpinBox> 
#include <QtGui/QTabWidget> 
#include <QtGui/QVBoxLayout> 
#include <QtGui/QWidget> 
 
class Ui_vmr 
{ 
public: 
    QVBoxLayout *vboxLayout; 
    QHBoxLayout *hboxLayout; 
    QVBoxLayout *vboxLayout1; 
    QGroupBox *groupBox; 
    QVBoxLayout *vboxLayout2; 
    QVBoxLayout *vboxLayout3; 
    QHBoxLayout *hboxLayout1; 
    QLabel *label; 
    QLabel *labelIPMaquina; 
    QFrame *line_5; 
    QVBoxLayout *vboxLayout4; 
    QHBoxLayout *hboxLayout2; 
    QLabel *labelHostMano; 
    QLineEdit *lineEditHostMano; 
    QHBoxLayout *hboxLayout3; 
    QLabel *labelPuertoMano; 
    QLineEdit *lineEditPuertoMano; 
    QHBoxLayout *hboxLayout4; 
    QPushButton *pushButtonConectarMano; 
    QPushButton *pushButtonDesconectarMano; 
    QFrame *line_4; 
    QVBoxLayout *vboxLayout5; 
    QGridLayout *gridLayout; 
    QLineEdit *lineEditPuertoRobot; 
    QLabel *labelPuertoRobot; 
    QLabel *labelHostRobot; 
    QLineEdit *lineEditHostRobot; 
    QHBoxLayout *hboxLayout5; 
    QPushButton *pushButtonConectarRobot; 
    QPushButton *pushButtonDesconectarRobot; 
    QFrame *line_6; 
    QGroupBox *groupBox_2; 
    QVBoxLayout *vboxLayout6; 
    QPushButton *pushButtonHome; 
    QSpacerItem *spacerItem; 
    QFrame *line; 
    QGroupBox *groupBox_3; 
    QVBoxLayout *vboxLayout7; 
    QHBoxLayout *hboxLayout6; 
    QSpacerItem *spacerItem1; 
    QLabel *labelImagen; 
    QWidget *widgetCalibrar; 
    QVBoxLayout *vboxLayout8; 
    QVBoxLayout *vboxLayout9; 
    QHBoxLayout *hboxLayout7; 
    QLabel *label_26; 
    QDoubleSpinBox *doubleSpinBoxRadio; 
    QHBoxLayout *hboxLayout8; 
    QLabel *labelEscalaCalibrar; 
    QDoubleSpinBox *doubleSpinBoxEscalaCalibrar; 
    QPushButton *pushButtonCalcularEscala; 
    QFrame *line_7; 
    QVBoxLayout *vboxLayout10; 
    QHBoxLayout *hboxLayout9; 
    QLabel *labelAnguloCalibrar; 
    QDoubleSpinBox *doubleSpinBoxAnguloCalibrar; 
    QHBoxLayout *hboxLayout10; 
    QLabel *labelXCalibrar; 
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    QDoubleSpinBox *doubleSpinBoxXCalibrar; 
    QHBoxLayout *hboxLayout11; 
    QLabel *labelYCalibrar; 
    QDoubleSpinBox *doubleSpinBoxYCalibrar; 
    QHBoxLayout *hboxLayout12; 
    QLabel *labelZCalibrar; 
    QDoubleSpinBox *doubleSpinBoxZCalibrar; 
    QSpacerItem *spacerItem2; 
    QHBoxLayout *hboxLayout13; 
    QSpacerItem *spacerItem3; 
    QHBoxLayout *hboxLayout14; 
    QPushButton *pushButtonFoto; 
    QSpacerItem *spacerItem4; 
    QPushButton *pushButtonCalibrar; 
    QFrame *line_2; 
    QTabWidget *tabWidgetDibujaPuntos; 
    QWidget *Tarea_3; 
    QGridLayout *gridLayout1; 
    QWidget *widgetTarea3; 
    QHBoxLayout *hboxLayout15; 
    QLabel *labelTarea3; 
    QSpacerItem *spacerItem5; 
    QVBoxLayout *vboxLayout11; 
    QHBoxLayout *hboxLayout16; 
    QLabel *label_29; 
    QDoubleSpinBox *doubleSpinBoxEsferaX; 
    QHBoxLayout *hboxLayout17; 
    QLabel *label_30; 
    QDoubleSpinBox *doubleSpinBoxEsferaY; 
    QHBoxLayout *hboxLayout18; 
    QLabel *label_31; 
    QDoubleSpinBox *doubleSpinBoxEsferaZ; 
    QPushButton *pushButtonEjecutarTarea3; 
    QWidget *Tarea_1; 
    QVBoxLayout *vboxLayout12; 
    QWidget *widgetTarea1; 
    QHBoxLayout *hboxLayout19; 
    QLabel *labelTarea1; 
    QSpacerItem *spacerItem6; 
    QVBoxLayout *vboxLayout13; 
    QGridLayout *gridLayout2; 
    QHBoxLayout *hboxLayout20; 
    QLabel *label_5; 
    QDoubleSpinBox *doubleSpinBoxA3; 
    QHBoxLayout *hboxLayout21; 
    QLabel *label_4; 
    QDoubleSpinBox *doubleSpinBoxA2; 
    QHBoxLayout *hboxLayout22; 
    QLabel *label_7; 
    QDoubleSpinBox *doubleSpinBoxA5; 
    QHBoxLayout *hboxLayout23; 
    QLabel *label_8; 
    QDoubleSpinBox *doubleSpinBoxA6; 
    QHBoxLayout *hboxLayout24; 
    QLabel *label_6; 
    QDoubleSpinBox *doubleSpinBoxA4; 
    QHBoxLayout *hboxLayout25; 
    QLabel *label_3; 
    QDoubleSpinBox *doubleSpinBoxA1; 
    QSpacerItem *spacerItem7; 
    QHBoxLayout *hboxLayout26; 
    QSpacerItem *spacerItem8; 
    QPushButton *pushButtonEjecutarTarea1; 
    QWidget *Tarea_2; 
    QVBoxLayout *vboxLayout14; 
    QWidget *widgetTarea2; 
    QHBoxLayout *hboxLayout27; 
    QLabel *labelTarea2; 
    QSpacerItem *spacerItem9; 
    QVBoxLayout *vboxLayout15; 
    QHBoxLayout *hboxLayout28; 
    QVBoxLayout *vboxLayout16; 
    QHBoxLayout *hboxLayout29; 
    QLabel *label_9; 
    QSpinBox *spinBoxAnular0; 
    QHBoxLayout *hboxLayout30; 
    QLabel *label_2; 
    QSpinBox *spinBoxAnular1; 
    QHBoxLayout *hboxLayout31; 
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    QLabel *label_10; 
    QSpinBox *spinBoxAnular2; 
    QHBoxLayout *hboxLayout32; 
    QLabel *label_11; 
    QSpinBox *spinBoxAnular3; 
    QVBoxLayout *vboxLayout17; 
    QHBoxLayout *hboxLayout33; 
    QLabel *label_12; 
    QSpinBox *spinBoxMedio0; 
    QHBoxLayout *hboxLayout34; 
    QLabel *label_13; 
    QSpinBox *spinBoxMedio1; 
    QHBoxLayout *hboxLayout35; 
    QLabel *label_14; 
    QSpinBox *spinBoxMedio2; 
    QHBoxLayout *hboxLayout36; 
    QLabel *label_15; 
    QSpinBox *spinBoxMedio3; 
    QVBoxLayout *vboxLayout18; 
    QHBoxLayout *hboxLayout37; 
    QLabel *label_16; 
    QSpinBox *spinBoxIndice0; 
    QHBoxLayout *hboxLayout38; 
    QLabel *label_17; 
    QSpinBox *spinBoxIndice1; 
    QHBoxLayout *hboxLayout39; 
    QLabel *label_18; 
    QSpinBox *spinBoxIndice2; 
    QHBoxLayout *hboxLayout40; 
    QLabel *label_19; 
    QSpinBox *spinBoxIndice3; 
    QVBoxLayout *vboxLayout19; 
    QHBoxLayout *hboxLayout41; 
    QLabel *label_20; 
    QSpinBox *spinBoxPulgar0; 
    QHBoxLayout *hboxLayout42; 
    QLabel *label_21; 
    QSpinBox *spinBoxPulgar1; 
    QHBoxLayout *hboxLayout43; 
    QLabel *label_22; 
    QSpinBox *spinBoxPulgar2; 
    QHBoxLayout *hboxLayout44; 
    QLabel *label_23; 
    QSpinBox *spinBoxPulgar3; 
    QHBoxLayout *hboxLayout45; 
    QHBoxLayout *hboxLayout46; 
    QLabel *label_24; 
    QSpinBox *spinBoxVelocidad; 
    QHBoxLayout *hboxLayout47; 
    QLabel *label_25; 
    QSpinBox *spinBoxAceleracion; 
    QSpacerItem *spacerItem10; 
    QPushButton *pushButtonEjecutarTarea2; 
    QWidget *tarea4; 
    QGridLayout *gridLayout3; 
    QWidget *widget; 
    QHBoxLayout *hboxLayout48; 
    QLabel *labelTarea2_2; 
    QSpacerItem *spacerItem11; 
    QVBoxLayout *vboxLayout20; 
    QHBoxLayout *hboxLayout49; 
    QLabel *label_27; 
    QSpinBox *spinBoxPixelx; 
    QHBoxLayout *hboxLayout50; 
    QLabel *label_28; 
    QSpinBox *spinBoxPixely; 
    QPushButton *pushButtonEjecutarTarea4; 
    QFrame *line_3; 
    QHBoxLayout *hboxLayout51; 
    QLabel *labelConectividad; 
    QProgressBar *progressBar; 
    QSpacerItem *spacerItem12; 
    QPushButton *pushButtonSalir; 
 
    void setupUi(QWidget *vmr) 
    { 
    vmr->setObjectName(QString::fromUtf8("vmr")); 
    QSizePolicy sizePolicy(static_cast<QSizePolicy::Policy>(5),                    
                                        static_cast<QSizePolicy::Policy>(5)); 
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    sizePolicy.setHorizontalStretch(0); 
    sizePolicy.setVerticalStretch(0); 
    sizePolicy.setHeightForWidth(vmr->sizePolicy().hasHeightForWidth()); 
    vmr->setSizePolicy(sizePolicy); 
    vmr->setMinimumSize(QSize(0, 0)); 
    vmr->setWindowIcon(QIcon(QString::fromUtf8("recursos/icono.bmp"))); 
    vboxLayout = new QVBoxLayout(vmr); 
    vboxLayout->setSpacing(6); 
    vboxLayout->setMargin(9); 
    vboxLayout->setObjectName(QString::fromUtf8("vboxLayout")); 
    hboxLayout = new QHBoxLayout(); 
    hboxLayout->setSpacing(6); 
    hboxLayout->setMargin(0); 
    hboxLayout->setObjectName(QString::fromUtf8("hboxLayout")); 
    vboxLayout1 = new QVBoxLayout(); 
    vboxLayout1->setSpacing(6); 
    vboxLayout1->setMargin(0); 
    vboxLayout1->setObjectName(QString::fromUtf8("vboxLayout1")); 
    groupBox = new QGroupBox(vmr); 
    groupBox->setObjectName(QString::fromUtf8("groupBox")); 
    QSizePolicy sizePolicy1(static_cast<QSizePolicy::Policy>(0),                   
                                        static_cast<QSizePolicy::Policy>(7)); 
    sizePolicy1.setHorizontalStretch(0); 
    sizePolicy1.setVerticalStretch(0); 
    sizePolicy1.setHeightForWidth(groupBox->sizePolicy().hasHeightForWidth()); 
    groupBox->setSizePolicy(sizePolicy1); 
    vboxLayout2 = new QVBoxLayout(groupBox); 
    vboxLayout2->setSpacing(6); 
    vboxLayout2->setMargin(9); 
    vboxLayout2->setObjectName(QString::fromUtf8("vboxLayout2")); 
    vboxLayout3 = new QVBoxLayout(); 
    vboxLayout3->setSpacing(6); 
    vboxLayout3->setMargin(0); 
    vboxLayout3->setObjectName(QString::fromUtf8("vboxLayout3")); 
    hboxLayout1 = new QHBoxLayout(); 
    hboxLayout1->setSpacing(6); 
    hboxLayout1->setMargin(0); 
    hboxLayout1->setObjectName(QString::fromUtf8("hboxLayout1")); 
    label = new QLabel(groupBox); 
    label->setObjectName(QString::fromUtf8("label")); 
    QSizePolicy sizePolicy2(static_cast<QSizePolicy::Policy>(5),                   
                                        static_cast<QSizePolicy::Policy>(5)); 
    sizePolicy2.setHorizontalStretch(0); 
    sizePolicy2.setVerticalStretch(0); 
    sizePolicy2.setHeightForWidth(label->sizePolicy().hasHeightForWidth()); 
    label->setSizePolicy(sizePolicy2); 
 
    hboxLayout1->addWidget(label); 
 
    labelIPMaquina = new QLabel(groupBox); 
    labelIPMaquina->setObjectName(QString::fromUtf8("labelIPMaquina")); 
    QSizePolicy sizePolicy3(static_cast<QSizePolicy::Policy>(0),                   
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy3.setHorizontalStretch(0); 
    sizePolicy3.setVerticalStretch(0); 
    sizePolicy3.setHeightForWidth(labelIPMaquina-
>sizePolicy().hasHeightForWidth()); 
    labelIPMaquina->setSizePolicy(sizePolicy3); 
 
    hboxLayout1->addWidget(labelIPMaquina); 
 
 
    vboxLayout3->addLayout(hboxLayout1); 
 
    line_5 = new QFrame(groupBox); 
    line_5->setObjectName(QString::fromUtf8("line_5")); 
    line_5->setFrameShape(QFrame::HLine); 
    line_5->setFrameShadow(QFrame::Sunken); 
 
    vboxLayout3->addWidget(line_5); 
 
 
    vboxLayout2->addLayout(vboxLayout3); 
 
    vboxLayout4 = new QVBoxLayout(); 
    vboxLayout4->setSpacing(6); 
    vboxLayout4->setMargin(0); 
    vboxLayout4->setObjectName(QString::fromUtf8("vboxLayout4")); 
    hboxLayout2 = new QHBoxLayout(); 
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    hboxLayout2->setSpacing(6); 
    hboxLayout2->setMargin(0); 
    hboxLayout2->setObjectName(QString::fromUtf8("hboxLayout2")); 
    labelHostMano = new QLabel(groupBox); 
    labelHostMano->setObjectName(QString::fromUtf8("labelHostMano")); 
 
    hboxLayout2->addWidget(labelHostMano); 
 
    lineEditHostMano = new QLineEdit(groupBox); 
    lineEditHostMano->setObjectName(QString::fromUtf8("lineEditHostMano")); 
    QSizePolicy sizePolicy4(static_cast<QSizePolicy::Policy>(0),                   
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy4.setHorizontalStretch(0); 
    sizePolicy4.setVerticalStretch(0); 
    sizePolicy4.setHeightForWidth(lineEditHostMano-
>sizePolicy().hasHeightForWidth()); 
    lineEditHostMano->setSizePolicy(sizePolicy4); 
 
    hboxLayout2->addWidget(lineEditHostMano); 
 
 
    vboxLayout4->addLayout(hboxLayout2); 
 
    hboxLayout3 = new QHBoxLayout(); 
    hboxLayout3->setSpacing(6); 
    hboxLayout3->setMargin(0); 
    hboxLayout3->setObjectName(QString::fromUtf8("hboxLayout3")); 
    labelPuertoMano = new QLabel(groupBox); 
    labelPuertoMano->setObjectName(QString::fromUtf8("labelPuertoMano")); 
 
    hboxLayout3->addWidget(labelPuertoMano); 
 
    lineEditPuertoMano = new QLineEdit(groupBox); 
    lineEditPuertoMano->setObjectName(QString::fromUtf8("lineEditPuertoMano")); 
    QSizePolicy sizePolicy5(static_cast<QSizePolicy::Policy>(0),                   
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy5.setHorizontalStretch(0); 
    sizePolicy5.setVerticalStretch(0); 
    sizePolicy5.setHeightForWidth(lineEditPuertoMano-
>sizePolicy().hasHeightForWidth()); 
    lineEditPuertoMano->setSizePolicy(sizePolicy5); 
 
    hboxLayout3->addWidget(lineEditPuertoMano); 
 
 
    vboxLayout4->addLayout(hboxLayout3); 
 
    hboxLayout4 = new QHBoxLayout(); 
    hboxLayout4->setSpacing(6); 
    hboxLayout4->setMargin(0); 
    hboxLayout4->setObjectName(QString::fromUtf8("hboxLayout4")); 
    pushButtonConectarMano = new QPushButton(groupBox); 
    pushButtonConectarMano-
>setObjectName(QString::fromUtf8("pushButtonConectarMano")); 
 
    hboxLayout4->addWidget(pushButtonConectarMano); 
 
    pushButtonDesconectarMano = new QPushButton(groupBox); 
    pushButtonDesconectarMano-
>setObjectName(QString::fromUtf8("pushButtonDesconectarMano")); 
    pushButtonDesconectarMano->setEnabled(false); 
 
    hboxLayout4->addWidget(pushButtonDesconectarMano); 
 
 
    vboxLayout4->addLayout(hboxLayout4); 
 
    line_4 = new QFrame(groupBox); 
    line_4->setObjectName(QString::fromUtf8("line_4")); 
    line_4->setFrameShape(QFrame::HLine); 
    line_4->setFrameShadow(QFrame::Sunken); 
 
    vboxLayout4->addWidget(line_4); 
 
 
    vboxLayout2->addLayout(vboxLayout4); 
 
    vboxLayout5 = new QVBoxLayout(); 
    vboxLayout5->setSpacing(6); 
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    vboxLayout5->setMargin(0); 
    vboxLayout5->setObjectName(QString::fromUtf8("vboxLayout5")); 
    gridLayout = new QGridLayout(); 
    gridLayout->setSpacing(6); 
    gridLayout->setMargin(0); 
    gridLayout->setObjectName(QString::fromUtf8("gridLayout")); 
    lineEditPuertoRobot = new QLineEdit(groupBox); 
    lineEditPuertoRobot->setObjectName(QString::fromUtf8("lineEditPuertoRobot")); 
    QSizePolicy sizePolicy6(static_cast<QSizePolicy::Policy>(0),                   
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy6.setHorizontalStretch(0); 
    sizePolicy6.setVerticalStretch(0); 
    sizePolicy6.setHeightForWidth(lineEditPuertoRobot-
>sizePolicy().hasHeightForWidth()); 
    lineEditPuertoRobot->setSizePolicy(sizePolicy6); 
 
    gridLayout->addWidget(lineEditPuertoRobot, 1, 1, 1, 1); 
 
    labelPuertoRobot = new QLabel(groupBox); 
    labelPuertoRobot->setObjectName(QString::fromUtf8("labelPuertoRobot")); 
 
    gridLayout->addWidget(labelPuertoRobot, 1, 0, 1, 1); 
 
    labelHostRobot = new QLabel(groupBox); 
    labelHostRobot->setObjectName(QString::fromUtf8("labelHostRobot")); 
 
    gridLayout->addWidget(labelHostRobot, 0, 0, 1, 1); 
 
    lineEditHostRobot = new QLineEdit(groupBox); 
    lineEditHostRobot->setObjectName(QString::fromUtf8("lineEditHostRobot")); 
    QSizePolicy sizePolicy7(static_cast<QSizePolicy::Policy>(0),                   
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy7.setHorizontalStretch(0); 
    sizePolicy7.setVerticalStretch(0); 
    sizePolicy7.setHeightForWidth(lineEditHostRobot-
>sizePolicy().hasHeightForWidth()); 
    lineEditHostRobot->setSizePolicy(sizePolicy7); 
 
    gridLayout->addWidget(lineEditHostRobot, 0, 1, 1, 1); 
 
 
    vboxLayout5->addLayout(gridLayout); 
 
    hboxLayout5 = new QHBoxLayout(); 
    hboxLayout5->setSpacing(6); 
    hboxLayout5->setMargin(0); 
    hboxLayout5->setObjectName(QString::fromUtf8("hboxLayout5")); 
    pushButtonConectarRobot = new QPushButton(groupBox); 
    pushButtonConectarRobot-
>setObjectName(QString::fromUtf8("pushButtonConectarRobot")); 
 
    hboxLayout5->addWidget(pushButtonConectarRobot); 
 
    pushButtonDesconectarRobot = new QPushButton(groupBox); 
    pushButtonDesconectarRobot->setObjectName(QString::fromUtf8 
                                                 ("pushButtonDesconectarRobot")); 
    pushButtonDesconectarRobot->setEnabled(false); 
 
    hboxLayout5->addWidget(pushButtonDesconectarRobot); 
 
 
    vboxLayout5->addLayout(hboxLayout5); 
 
    line_6 = new QFrame(groupBox); 
    line_6->setObjectName(QString::fromUtf8("line_6")); 
    line_6->setFrameShape(QFrame::HLine); 
    line_6->setFrameShadow(QFrame::Sunken); 
 
    vboxLayout5->addWidget(line_6); 
 
 
    vboxLayout2->addLayout(vboxLayout5); 
 
 
    vboxLayout1->addWidget(groupBox); 
 
    groupBox_2 = new QGroupBox(vmr); 
    groupBox_2->setObjectName(QString::fromUtf8("groupBox_2")); 
    vboxLayout6 = new QVBoxLayout(groupBox_2); 
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    vboxLayout6->setSpacing(6); 
    vboxLayout6->setMargin(9); 
    vboxLayout6->setObjectName(QString::fromUtf8("vboxLayout6")); 
    pushButtonHome = new QPushButton(groupBox_2); 
    pushButtonHome->setObjectName(QString::fromUtf8("pushButtonHome")); 
    pushButtonHome->setEnabled(false); 
 
    vboxLayout6->addWidget(pushButtonHome); 
 
 
    vboxLayout1->addWidget(groupBox_2); 
 
    spacerItem = new QSpacerItem(20, 40, QSizePolicy::Minimum, 
QSizePolicy::Expanding); 
 
    vboxLayout1->addItem(spacerItem); 
 
 
    hboxLayout->addLayout(vboxLayout1); 
 
    line = new QFrame(vmr); 
    line->setObjectName(QString::fromUtf8("line")); 
    line->setFrameShape(QFrame::VLine); 
    line->setFrameShadow(QFrame::Sunken); 
 
    hboxLayout->addWidget(line); 
 
    groupBox_3 = new QGroupBox(vmr); 
    groupBox_3->setObjectName(QString::fromUtf8("groupBox_3")); 
    vboxLayout7 = new QVBoxLayout(groupBox_3); 
    vboxLayout7->setSpacing(6); 
    vboxLayout7->setMargin(9); 
    vboxLayout7->setObjectName(QString::fromUtf8("vboxLayout7")); 
    hboxLayout6 = new QHBoxLayout(); 
    hboxLayout6->setSpacing(6); 
    hboxLayout6->setMargin(0); 
    hboxLayout6->setObjectName(QString::fromUtf8("hboxLayout6")); 
    spacerItem1 = new QSpacerItem(16, 288, QSizePolicy::Expanding, 
QSizePolicy::Minimum); 
 
    hboxLayout6->addItem(spacerItem1); 
 
    labelImagen = new QLabel(groupBox_3); 
    labelImagen->setObjectName(QString::fromUtf8("labelImagen")); 
    QSizePolicy sizePolicy8(static_cast<QSizePolicy::Policy>(3),                   
                                        static_cast<QSizePolicy::Policy>(3)); 
    sizePolicy8.setHorizontalStretch(0); 
    sizePolicy8.setVerticalStretch(0); 
    sizePolicy8.setHeightForWidth(labelImagen->sizePolicy().hasHeightForWidth()); 
    labelImagen->setSizePolicy(sizePolicy8); 
    labelImagen->setMinimumSize(QSize(384, 288)); 
    labelImagen->setMaximumSize(QSize(100000, 100000)); 
    labelImagen->setLayoutDirection(Qt::RightToLeft); 
    labelImagen->setAutoFillBackground(false); 
 
    hboxLayout6->addWidget(labelImagen); 
 
    widgetCalibrar = new QWidget(groupBox_3); 
    widgetCalibrar->setObjectName(QString::fromUtf8("widgetCalibrar")); 
    vboxLayout8 = new QVBoxLayout(widgetCalibrar); 
    vboxLayout8->setSpacing(6); 
    vboxLayout8->setMargin(9); 
    vboxLayout8->setObjectName(QString::fromUtf8("vboxLayout8")); 
    vboxLayout9 = new QVBoxLayout(); 
    vboxLayout9->setSpacing(6); 
    vboxLayout9->setMargin(0); 
    vboxLayout9->setObjectName(QString::fromUtf8("vboxLayout9")); 
    hboxLayout7 = new QHBoxLayout(); 
    hboxLayout7->setSpacing(6); 
    hboxLayout7->setMargin(0); 
    hboxLayout7->setObjectName(QString::fromUtf8("hboxLayout7")); 
    label_26 = new QLabel(widgetCalibrar); 
    label_26->setObjectName(QString::fromUtf8("label_26")); 
 
    hboxLayout7->addWidget(label_26); 
 
    doubleSpinBoxRadio = new QDoubleSpinBox(widgetCalibrar); 
    doubleSpinBoxRadio->setObjectName(QString::fromUtf8("doubleSpinBoxRadio")); 
    doubleSpinBoxRadio->setMaximum(100); 
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    doubleSpinBoxRadio->setValue(60); 
 
    hboxLayout7->addWidget(doubleSpinBoxRadio); 
 
 
    vboxLayout9->addLayout(hboxLayout7); 
 
    hboxLayout8 = new QHBoxLayout(); 
    hboxLayout8->setSpacing(6); 
    hboxLayout8->setMargin(0); 
    hboxLayout8->setObjectName(QString::fromUtf8("hboxLayout8")); 
    labelEscalaCalibrar = new QLabel(widgetCalibrar); 
    labelEscalaCalibrar->setObjectName(QString::fromUtf8("labelEscalaCalibrar")); 
    labelEscalaCalibrar->setEnabled(true); 
 
    hboxLayout8->addWidget(labelEscalaCalibrar); 
 
    doubleSpinBoxEscalaCalibrar = new QDoubleSpinBox(widgetCalibrar); 
    doubleSpinBoxEscalaCalibrar->setObjectName(QString::fromUtf8 
                                                 ("doubleSpinBoxEscalaCalibrar")); 
    doubleSpinBoxEscalaCalibrar->setEnabled(true); 
    QSizePolicy sizePolicy9(static_cast<QSizePolicy::Policy>(1),                   
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy9.setHorizontalStretch(0); 
    sizePolicy9.setVerticalStretch(0); 
    sizePolicy9.setHeightForWidth(doubleSpinBoxEscalaCalibrar->sizePolicy(). 
                                    hasHeightForWidth()); 
    doubleSpinBoxEscalaCalibrar->setSizePolicy(sizePolicy9); 
    doubleSpinBoxEscalaCalibrar->setDecimals(3); 
    doubleSpinBoxEscalaCalibrar->setSingleStep(0.01); 
    doubleSpinBoxEscalaCalibrar->setValue(3.436); 
 
    hboxLayout8->addWidget(doubleSpinBoxEscalaCalibrar); 
 
 
    vboxLayout9->addLayout(hboxLayout8); 
 
    pushButtonCalcularEscala = new QPushButton(widgetCalibrar); 
    pushButtonCalcularEscala-
>setObjectName(QString::fromUtf8("pushButtonCalcularEscala")); 
 
    vboxLayout9->addWidget(pushButtonCalcularEscala); 
 
 
    vboxLayout8->addLayout(vboxLayout9); 
 
    line_7 = new QFrame(widgetCalibrar); 
    line_7->setObjectName(QString::fromUtf8("line_7")); 
    line_7->setFrameShape(QFrame::HLine); 
    line_7->setFrameShadow(QFrame::Sunken); 
 
    vboxLayout8->addWidget(line_7); 
 
    vboxLayout10 = new QVBoxLayout(); 
    vboxLayout10->setSpacing(6); 
    vboxLayout10->setMargin(0); 
    vboxLayout10->setObjectName(QString::fromUtf8("vboxLayout10")); 
    hboxLayout9 = new QHBoxLayout(); 
    hboxLayout9->setSpacing(6); 
    hboxLayout9->setMargin(0); 
    hboxLayout9->setObjectName(QString::fromUtf8("hboxLayout9")); 
    labelAnguloCalibrar = new QLabel(widgetCalibrar); 
    labelAnguloCalibrar->setObjectName(QString::fromUtf8("labelAnguloCalibrar")); 
    labelAnguloCalibrar->setEnabled(true); 
 
    hboxLayout9->addWidget(labelAnguloCalibrar); 
 
    doubleSpinBoxAnguloCalibrar = new QDoubleSpinBox(widgetCalibrar); 
    doubleSpinBoxAnguloCalibrar->setObjectName(QString::fromUtf8 
                                                 ("doubleSpinBoxAnguloCalibrar")); 
    doubleSpinBoxAnguloCalibrar->setEnabled(true); 
    doubleSpinBoxAnguloCalibrar->setDecimals(2); 
    doubleSpinBoxAnguloCalibrar->setMaximum(45); 
    doubleSpinBoxAnguloCalibrar->setMinimum(-45); 
    doubleSpinBoxAnguloCalibrar->setValue(1); 
 
    hboxLayout9->addWidget(doubleSpinBoxAnguloCalibrar); 
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    vboxLayout10->addLayout(hboxLayout9); 
 
    hboxLayout10 = new QHBoxLayout(); 
    hboxLayout10->setSpacing(6); 
    hboxLayout10->setMargin(0); 
    hboxLayout10->setObjectName(QString::fromUtf8("hboxLayout10")); 
    labelXCalibrar = new QLabel(widgetCalibrar); 
    labelXCalibrar->setObjectName(QString::fromUtf8("labelXCalibrar")); 
    labelXCalibrar->setEnabled(true); 
 
    hboxLayout10->addWidget(labelXCalibrar); 
 
    doubleSpinBoxXCalibrar = new QDoubleSpinBox(widgetCalibrar); 
    doubleSpinBoxXCalibrar-
>setObjectName(QString::fromUtf8("doubleSpinBoxXCalibrar")); 
    doubleSpinBoxXCalibrar->setEnabled(true); 
    doubleSpinBoxXCalibrar->setDecimals(2); 
    doubleSpinBoxXCalibrar->setMaximum(1000); 
    doubleSpinBoxXCalibrar->setMinimum(-1000); 
    doubleSpinBoxXCalibrar->setSingleStep(10); 
    doubleSpinBoxXCalibrar->setValue(989); 
 
    hboxLayout10->addWidget(doubleSpinBoxXCalibrar); 
 
 
    vboxLayout10->addLayout(hboxLayout10); 
 
    hboxLayout11 = new QHBoxLayout(); 
    hboxLayout11->setSpacing(6); 
    hboxLayout11->setMargin(0); 
    hboxLayout11->setObjectName(QString::fromUtf8("hboxLayout11")); 
    labelYCalibrar = new QLabel(widgetCalibrar); 
    labelYCalibrar->setObjectName(QString::fromUtf8("labelYCalibrar")); 
    labelYCalibrar->setEnabled(true); 
 
    hboxLayout11->addWidget(labelYCalibrar); 
 
    doubleSpinBoxYCalibrar = new QDoubleSpinBox(widgetCalibrar); 
    doubleSpinBoxYCalibrar-
>setObjectName(QString::fromUtf8("doubleSpinBoxYCalibrar")); 
    doubleSpinBoxYCalibrar->setEnabled(true); 
    doubleSpinBoxYCalibrar->setDecimals(2); 
    doubleSpinBoxYCalibrar->setMaximum(1000); 
    doubleSpinBoxYCalibrar->setMinimum(-1000); 
    doubleSpinBoxYCalibrar->setSingleStep(10); 
    doubleSpinBoxYCalibrar->setValue(478); 
 
    hboxLayout11->addWidget(doubleSpinBoxYCalibrar); 
 
 
    vboxLayout10->addLayout(hboxLayout11); 
 
    hboxLayout12 = new QHBoxLayout(); 
    hboxLayout12->setSpacing(6); 
    hboxLayout12->setMargin(0); 
    hboxLayout12->setObjectName(QString::fromUtf8("hboxLayout12")); 
    labelZCalibrar = new QLabel(widgetCalibrar); 
    labelZCalibrar->setObjectName(QString::fromUtf8("labelZCalibrar")); 
    labelZCalibrar->setEnabled(true); 
 
    hboxLayout12->addWidget(labelZCalibrar); 
 
    doubleSpinBoxZCalibrar = new QDoubleSpinBox(widgetCalibrar); 
    doubleSpinBoxZCalibrar-
>setObjectName(QString::fromUtf8("doubleSpinBoxZCalibrar")); 
    doubleSpinBoxZCalibrar->setEnabled(true); 
    doubleSpinBoxZCalibrar->setDecimals(2); 
    doubleSpinBoxZCalibrar->setMaximum(1000); 
    doubleSpinBoxZCalibrar->setMinimum(-1000); 
    doubleSpinBoxZCalibrar->setSingleStep(10); 
    doubleSpinBoxZCalibrar->setValue(-478); 
 
    hboxLayout12->addWidget(doubleSpinBoxZCalibrar); 
 
 
    vboxLayout10->addLayout(hboxLayout12); 
 
 
    vboxLayout8->addLayout(vboxLayout10); 
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    spacerItem2 = new QSpacerItem(20, 40, QSizePolicy::Minimum, 
QSizePolicy::Expanding); 
 
    vboxLayout8->addItem(spacerItem2); 
 
 
    hboxLayout6->addWidget(widgetCalibrar); 
 
 
    vboxLayout7->addLayout(hboxLayout6); 
 
    hboxLayout13 = new QHBoxLayout(); 
    hboxLayout13->setSpacing(6); 
    hboxLayout13->setMargin(0); 
    hboxLayout13->setObjectName(QString::fromUtf8("hboxLayout13")); 
    spacerItem3 = new QSpacerItem(166, 23, QSizePolicy::MinimumExpanding,          
                                                QSizePolicy::Minimum); 
 
    hboxLayout13->addItem(spacerItem3); 
 
    hboxLayout14 = new QHBoxLayout(); 
    hboxLayout14->setSpacing(6); 
    hboxLayout14->setMargin(0); 
    hboxLayout14->setObjectName(QString::fromUtf8("hboxLayout14")); 
    pushButtonFoto = new QPushButton(groupBox_3); 
    pushButtonFoto->setObjectName(QString::fromUtf8("pushButtonFoto")); 
    QSizePolicy sizePolicy10(static_cast<QSizePolicy::Policy>(1),                  
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy10.setHorizontalStretch(0); 
    sizePolicy10.setVerticalStretch(0); 
    sizePolicy10.setHeightForWidth(pushButtonFoto-
>sizePolicy().hasHeightForWidth()); 
    pushButtonFoto->setSizePolicy(sizePolicy10); 
    pushButtonFoto->setMinimumSize(QSize(100, 0)); 
    pushButtonFoto->setCheckable(false); 
 
    hboxLayout14->addWidget(pushButtonFoto); 
 
    spacerItem4 = new QSpacerItem(15, 20, QSizePolicy::Minimum, 
QSizePolicy::Minimum); 
 
    hboxLayout14->addItem(spacerItem4); 
 
    pushButtonCalibrar = new QPushButton(groupBox_3); 
    pushButtonCalibrar->setObjectName(QString::fromUtf8("pushButtonCalibrar")); 
    QSizePolicy sizePolicy11(static_cast<QSizePolicy::Policy>(1),                  
                                            static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy11.setHorizontalStretch(0); 
    sizePolicy11.setVerticalStretch(0); 
    sizePolicy11.setHeightForWidth(pushButtonCalibrar-
>sizePolicy().hasHeightForWidth()); 
    pushButtonCalibrar->setSizePolicy(sizePolicy11); 
    pushButtonCalibrar->setMinimumSize(QSize(100, 0)); 
    pushButtonCalibrar->setCheckable(true); 
 
    hboxLayout14->addWidget(pushButtonCalibrar); 
 
 
    hboxLayout13->addLayout(hboxLayout14); 
 
 
    vboxLayout7->addLayout(hboxLayout13); 
 
 
    hboxLayout->addWidget(groupBox_3); 
 
 
    vboxLayout->addLayout(hboxLayout); 
 
    line_2 = new QFrame(vmr); 
    line_2->setObjectName(QString::fromUtf8("line_2")); 
    line_2->setFrameShape(QFrame::HLine); 
    line_2->setFrameShadow(QFrame::Sunken); 
 
    vboxLayout->addWidget(line_2); 
 
    tabWidgetDibujaPuntos = new QTabWidget(vmr); 
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    tabWidgetDibujaPuntos-
>setObjectName(QString::fromUtf8("tabWidgetDibujaPuntos")); 
    tabWidgetDibujaPuntos->setEnabled(true); 
    QSizePolicy sizePolicy12(static_cast<QSizePolicy::Policy>(7),                  
                                        static_cast<QSizePolicy::Policy>(5)); 
    sizePolicy12.setHorizontalStretch(0); 
    sizePolicy12.setVerticalStretch(0); 
    sizePolicy12.setHeightForWidth(tabWidgetDibujaPuntos-
>sizePolicy().hasHeightForWidth()); 
    tabWidgetDibujaPuntos->setSizePolicy(sizePolicy12); 
    Tarea_3 = new QWidget(); 
    Tarea_3->setObjectName(QString::fromUtf8("Tarea_3")); 
    gridLayout1 = new QGridLayout(Tarea_3); 
    gridLayout1->setSpacing(6); 
    gridLayout1->setMargin(9); 
    gridLayout1->setObjectName(QString::fromUtf8("gridLayout1")); 
    widgetTarea3 = new QWidget(Tarea_3); 
    widgetTarea3->setObjectName(QString::fromUtf8("widgetTarea3")); 
    widgetTarea3->setEnabled(false); 
    hboxLayout15 = new QHBoxLayout(widgetTarea3); 
    hboxLayout15->setSpacing(6); 
    hboxLayout15->setMargin(9); 
    hboxLayout15->setObjectName(QString::fromUtf8("hboxLayout15")); 
    labelTarea3 = new QLabel(widgetTarea3); 
    labelTarea3->setObjectName(QString::fromUtf8("labelTarea3")); 
    labelTarea3->setEnabled(false); 
    labelTarea3->setFrameShape(QFrame::StyledPanel); 
 
    hboxLayout15->addWidget(labelTarea3); 
 
    spacerItem5 = new QSpacerItem(40, 20, QSizePolicy::Expanding, 
QSizePolicy::Minimum); 
 
    hboxLayout15->addItem(spacerItem5); 
 
    vboxLayout11 = new QVBoxLayout(); 
    vboxLayout11->setSpacing(6); 
    vboxLayout11->setMargin(0); 
    vboxLayout11->setObjectName(QString::fromUtf8("vboxLayout11")); 
    hboxLayout16 = new QHBoxLayout(); 
    hboxLayout16->setSpacing(6); 
    hboxLayout16->setMargin(0); 
    hboxLayout16->setObjectName(QString::fromUtf8("hboxLayout16")); 
    label_29 = new QLabel(widgetTarea3); 
    label_29->setObjectName(QString::fromUtf8("label_29")); 
 
    hboxLayout16->addWidget(label_29); 
 
    doubleSpinBoxEsferaX = new QDoubleSpinBox(widgetTarea3); 
    doubleSpinBoxEsferaX->setObjectName(QString::fromUtf8("doubleSpinBoxEsferaX")); 
    QSizePolicy sizePolicy13(static_cast<QSizePolicy::Policy>(5),                  
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy13.setHorizontalStretch(0); 
    sizePolicy13.setVerticalStretch(0); 
    sizePolicy13.setHeightForWidth(doubleSpinBoxEsferaX-
>sizePolicy().hasHeightForWidth()); 
    doubleSpinBoxEsferaX->setSizePolicy(sizePolicy13); 
    doubleSpinBoxEsferaX->setMaximum(800); 
    doubleSpinBoxEsferaX->setMinimum(-800); 
    doubleSpinBoxEsferaX->setSingleStep(10); 
    doubleSpinBoxEsferaX->setValue(-110); 
 
    hboxLayout16->addWidget(doubleSpinBoxEsferaX); 
 
 
    vboxLayout11->addLayout(hboxLayout16); 
 
    hboxLayout17 = new QHBoxLayout(); 
    hboxLayout17->setSpacing(6); 
    hboxLayout17->setMargin(0); 
    hboxLayout17->setObjectName(QString::fromUtf8("hboxLayout17")); 
    label_30 = new QLabel(widgetTarea3); 
    label_30->setObjectName(QString::fromUtf8("label_30")); 
 
    hboxLayout17->addWidget(label_30); 
 
    doubleSpinBoxEsferaY = new QDoubleSpinBox(widgetTarea3); 
    doubleSpinBoxEsferaY->setObjectName(QString::fromUtf8("doubleSpinBoxEsferaY")); 
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    QSizePolicy sizePolicy14(static_cast<QSizePolicy::Policy>(5),                  
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy14.setHorizontalStretch(0); 
    sizePolicy14.setVerticalStretch(0); 
    sizePolicy14.setHeightForWidth(doubleSpinBoxEsferaY-
>sizePolicy().hasHeightForWidth()); 
    doubleSpinBoxEsferaY->setSizePolicy(sizePolicy14); 
    doubleSpinBoxEsferaY->setMaximum(800); 
    doubleSpinBoxEsferaY->setMinimum(-800); 
    doubleSpinBoxEsferaY->setSingleStep(10); 
    doubleSpinBoxEsferaY->setValue(-580); 
 
    hboxLayout17->addWidget(doubleSpinBoxEsferaY); 
 
 
    vboxLayout11->addLayout(hboxLayout17); 
 
    hboxLayout18 = new QHBoxLayout(); 
    hboxLayout18->setSpacing(6); 
    hboxLayout18->setMargin(0); 
    hboxLayout18->setObjectName(QString::fromUtf8("hboxLayout18")); 
    label_31 = new QLabel(widgetTarea3); 
    label_31->setObjectName(QString::fromUtf8("label_31")); 
 
    hboxLayout18->addWidget(label_31); 
 
    doubleSpinBoxEsferaZ = new QDoubleSpinBox(widgetTarea3); 
    doubleSpinBoxEsferaZ->setObjectName(QString::fromUtf8("doubleSpinBoxEsferaZ")); 
    QSizePolicy sizePolicy15(static_cast<QSizePolicy::Policy>(5),                  
                                        static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy15.setHorizontalStretch(0); 
    sizePolicy15.setVerticalStretch(0); 
    sizePolicy15.setHeightForWidth(doubleSpinBoxEsferaZ-
>sizePolicy().hasHeightForWidth()); 
    doubleSpinBoxEsferaZ->setSizePolicy(sizePolicy15); 
    doubleSpinBoxEsferaZ->setMaximum(400); 
    doubleSpinBoxEsferaZ->setMinimum(100); 
    doubleSpinBoxEsferaZ->setSingleStep(10); 
    doubleSpinBoxEsferaZ->setValue(100); 
 
    hboxLayout18->addWidget(doubleSpinBoxEsferaZ); 
 
 
    vboxLayout11->addLayout(hboxLayout18); 
 
    pushButtonEjecutarTarea3 = new QPushButton(widgetTarea3); 
    pushButtonEjecutarTarea3-
>setObjectName(QString::fromUtf8("pushButtonEjecutarTarea3")); 
    pushButtonEjecutarTarea3->setMinimumSize(QSize(100, 0)); 
 
    vboxLayout11->addWidget(pushButtonEjecutarTarea3); 
 
 
    hboxLayout15->addLayout(vboxLayout11); 
 
 
    gridLayout1->addWidget(widgetTarea3, 0, 0, 1, 1); 
 
    tabWidgetDibujaPuntos->addTab(Tarea_3, QApplication::translate("vmr", "Esfera", 
0,                                             QApplication::UnicodeUTF8)); 
    Tarea_1 = new QWidget(); 
    Tarea_1->setObjectName(QString::fromUtf8("Tarea_1")); 
    vboxLayout12 = new QVBoxLayout(Tarea_1); 
    vboxLayout12->setSpacing(6); 
    vboxLayout12->setMargin(9); 
    vboxLayout12->setObjectName(QString::fromUtf8("vboxLayout12")); 
    widgetTarea1 = new QWidget(Tarea_1); 
    widgetTarea1->setObjectName(QString::fromUtf8("widgetTarea1")); 
    widgetTarea1->setEnabled(false); 
    hboxLayout19 = new QHBoxLayout(widgetTarea1); 
    hboxLayout19->setSpacing(6); 
    hboxLayout19->setMargin(9); 
    hboxLayout19->setObjectName(QString::fromUtf8("hboxLayout19")); 
    labelTarea1 = new QLabel(widgetTarea1); 
    labelTarea1->setObjectName(QString::fromUtf8("labelTarea1")); 
    labelTarea1->setEnabled(false); 
    labelTarea1->setFrameShape(QFrame::StyledPanel); 
 
    hboxLayout19->addWidget(labelTarea1); 
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    spacerItem6 = new QSpacerItem(40, 20, QSizePolicy::Expanding, 
QSizePolicy::Minimum); 
 
    hboxLayout19->addItem(spacerItem6); 
 
    vboxLayout13 = new QVBoxLayout(); 
    vboxLayout13->setSpacing(6); 
    vboxLayout13->setMargin(0); 
    vboxLayout13->setObjectName(QString::fromUtf8("vboxLayout13")); 
    gridLayout2 = new QGridLayout(); 
    gridLayout2->setSpacing(6); 
    gridLayout2->setMargin(0); 
    gridLayout2->setObjectName(QString::fromUtf8("gridLayout2")); 
    hboxLayout20 = new QHBoxLayout(); 
    hboxLayout20->setSpacing(6); 
    hboxLayout20->setMargin(0); 
    hboxLayout20->setObjectName(QString::fromUtf8("hboxLayout20")); 
    label_5 = new QLabel(widgetTarea1); 
    label_5->setObjectName(QString::fromUtf8("label_5")); 
 
    hboxLayout20->addWidget(label_5); 
 
    doubleSpinBoxA3 = new QDoubleSpinBox(widgetTarea1); 
    doubleSpinBoxA3->setObjectName(QString::fromUtf8("doubleSpinBoxA3")); 
    doubleSpinBoxA3->setDecimals(1); 
    doubleSpinBoxA3->setMaximum(142.5); 
    doubleSpinBoxA3->setMinimum(-142.5); 
    doubleSpinBoxA3->setSingleStep(1); 
 
    hboxLayout20->addWidget(doubleSpinBoxA3); 
 
 
    gridLayout2->addLayout(hboxLayout20, 2, 0, 1, 1); 
 
    hboxLayout21 = new QHBoxLayout(); 
    hboxLayout21->setSpacing(6); 
    hboxLayout21->setMargin(0); 
    hboxLayout21->setObjectName(QString::fromUtf8("hboxLayout21")); 
    label_4 = new QLabel(widgetTarea1); 
    label_4->setObjectName(QString::fromUtf8("label_4")); 
 
    hboxLayout21->addWidget(label_4); 
 
    doubleSpinBoxA2 = new QDoubleSpinBox(widgetTarea1); 
    doubleSpinBoxA2->setObjectName(QString::fromUtf8("doubleSpinBoxA2")); 
    doubleSpinBoxA2->setDecimals(1); 
    doubleSpinBoxA2->setMaximum(137.5); 
    doubleSpinBoxA2->setMinimum(-137.5); 
    doubleSpinBoxA2->setSingleStep(1); 
 
    hboxLayout21->addWidget(doubleSpinBoxA2); 
 
 
    gridLayout2->addLayout(hboxLayout21, 1, 0, 1, 1); 
 
    hboxLayout22 = new QHBoxLayout(); 
    hboxLayout22->setSpacing(6); 
    hboxLayout22->setMargin(0); 
    hboxLayout22->setObjectName(QString::fromUtf8("hboxLayout22")); 
    label_7 = new QLabel(widgetTarea1); 
    label_7->setObjectName(QString::fromUtf8("label_7")); 
 
    hboxLayout22->addWidget(label_7); 
 
    doubleSpinBoxA5 = new QDoubleSpinBox(widgetTarea1); 
    doubleSpinBoxA5->setObjectName(QString::fromUtf8("doubleSpinBoxA5")); 
    doubleSpinBoxA5->setDecimals(1); 
    doubleSpinBoxA5->setMaximum(120); 
    doubleSpinBoxA5->setMinimum(-105); 
    doubleSpinBoxA5->setSingleStep(1); 
 
    hboxLayout22->addWidget(doubleSpinBoxA5); 
 
 
    gridLayout2->addLayout(hboxLayout22, 1, 2, 1, 1); 
 
    hboxLayout23 = new QHBoxLayout(); 
    hboxLayout23->setSpacing(6); 
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    hboxLayout23->setMargin(0); 
    hboxLayout23->setObjectName(QString::fromUtf8("hboxLayout23")); 
    label_8 = new QLabel(widgetTarea1); 
    label_8->setObjectName(QString::fromUtf8("label_8")); 
 
    hboxLayout23->addWidget(label_8); 
 
    doubleSpinBoxA6 = new QDoubleSpinBox(widgetTarea1); 
    doubleSpinBoxA6->setObjectName(QString::fromUtf8("doubleSpinBoxA6")); 
    doubleSpinBoxA6->setDecimals(1); 
    doubleSpinBoxA6->setMaximum(270); 
    doubleSpinBoxA6->setMinimum(-270); 
    doubleSpinBoxA6->setSingleStep(1); 
 
    hboxLayout23->addWidget(doubleSpinBoxA6); 
 
 
    gridLayout2->addLayout(hboxLayout23, 2, 2, 1, 1); 
 
    hboxLayout24 = new QHBoxLayout(); 
    hboxLayout24->setSpacing(6); 
    hboxLayout24->setMargin(0); 
    hboxLayout24->setObjectName(QString::fromUtf8("hboxLayout24")); 
    label_6 = new QLabel(widgetTarea1); 
    label_6->setObjectName(QString::fromUtf8("label_6")); 
 
    hboxLayout24->addWidget(label_6); 
 
    doubleSpinBoxA4 = new QDoubleSpinBox(widgetTarea1); 
    doubleSpinBoxA4->setObjectName(QString::fromUtf8("doubleSpinBoxA4")); 
    doubleSpinBoxA4->setDecimals(1); 
    doubleSpinBoxA4->setMaximum(270); 
    doubleSpinBoxA4->setMinimum(-270); 
    doubleSpinBoxA4->setSingleStep(1); 
 
    hboxLayout24->addWidget(doubleSpinBoxA4); 
 
 
    gridLayout2->addLayout(hboxLayout24, 0, 2, 1, 1); 
 
    hboxLayout25 = new QHBoxLayout(); 
    hboxLayout25->setSpacing(6); 
    hboxLayout25->setMargin(0); 
    hboxLayout25->setObjectName(QString::fromUtf8("hboxLayout25")); 
    label_3 = new QLabel(widgetTarea1); 
    label_3->setObjectName(QString::fromUtf8("label_3")); 
 
    hboxLayout25->addWidget(label_3); 
 
    doubleSpinBoxA1 = new QDoubleSpinBox(widgetTarea1); 
    doubleSpinBoxA1->setObjectName(QString::fromUtf8("doubleSpinBoxA1")); 
    doubleSpinBoxA1->setDecimals(1); 
    doubleSpinBoxA1->setMaximum(160); 
    doubleSpinBoxA1->setMinimum(-160); 
    doubleSpinBoxA1->setSingleStep(1); 
 
    hboxLayout25->addWidget(doubleSpinBoxA1); 
 
 
    gridLayout2->addLayout(hboxLayout25, 0, 0, 1, 1); 
 
    spacerItem7 = new QSpacerItem(20, 20, QSizePolicy::Maximum, 
QSizePolicy::Minimum); 
 
    gridLayout2->addItem(spacerItem7, 1, 1, 1, 1); 
 
 
    vboxLayout13->addLayout(gridLayout2); 
 
    hboxLayout26 = new QHBoxLayout(); 
    hboxLayout26->setSpacing(6); 
    hboxLayout26->setMargin(0); 
    hboxLayout26->setObjectName(QString::fromUtf8("hboxLayout26")); 
    spacerItem8 = new QSpacerItem(40, 20, QSizePolicy::Expanding, 
QSizePolicy::Minimum); 
 
    hboxLayout26->addItem(spacerItem8); 
 
    pushButtonEjecutarTarea1 = new QPushButton(widgetTarea1); 
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    pushButtonEjecutarTarea1-
>setObjectName(QString::fromUtf8("pushButtonEjecutarTarea1")); 
    pushButtonEjecutarTarea1->setEnabled(false); 
    pushButtonEjecutarTarea1->setMinimumSize(QSize(100, 0)); 
 
    hboxLayout26->addWidget(pushButtonEjecutarTarea1); 
 
 
    vboxLayout13->addLayout(hboxLayout26); 
 
 
    hboxLayout19->addLayout(vboxLayout13); 
 
 
    vboxLayout12->addWidget(widgetTarea1); 
 
    tabWidgetDibujaPuntos->addTab(Tarea_1, QApplication::translate("vmr", "Joint 
Robot", 0,                                        QApplication::UnicodeUTF8)); 
    Tarea_2 = new QWidget(); 
    Tarea_2->setObjectName(QString::fromUtf8("Tarea_2")); 
    vboxLayout14 = new QVBoxLayout(Tarea_2); 
    vboxLayout14->setSpacing(6); 
    vboxLayout14->setMargin(9); 
    vboxLayout14->setObjectName(QString::fromUtf8("vboxLayout14")); 
    widgetTarea2 = new QWidget(Tarea_2); 
    widgetTarea2->setObjectName(QString::fromUtf8("widgetTarea2")); 
    widgetTarea2->setEnabled(false); 
    hboxLayout27 = new QHBoxLayout(widgetTarea2); 
    hboxLayout27->setSpacing(6); 
    hboxLayout27->setMargin(9); 
    hboxLayout27->setObjectName(QString::fromUtf8("hboxLayout27")); 
    labelTarea2 = new QLabel(widgetTarea2); 
    labelTarea2->setObjectName(QString::fromUtf8("labelTarea2")); 
    labelTarea2->setEnabled(false); 
    labelTarea2->setFrameShape(QFrame::StyledPanel); 
 
    hboxLayout27->addWidget(labelTarea2); 
 
    spacerItem9 = new QSpacerItem(21, 20, QSizePolicy::Expanding, 
QSizePolicy::Minimum); 
 
    hboxLayout27->addItem(spacerItem9); 
 
    vboxLayout15 = new QVBoxLayout(); 
    vboxLayout15->setSpacing(6); 
    vboxLayout15->setMargin(0); 
    vboxLayout15->setObjectName(QString::fromUtf8("vboxLayout15")); 
    hboxLayout28 = new QHBoxLayout(); 
    hboxLayout28->setSpacing(6); 
    hboxLayout28->setMargin(0); 
    hboxLayout28->setObjectName(QString::fromUtf8("hboxLayout28")); 
    vboxLayout16 = new QVBoxLayout(); 
    vboxLayout16->setSpacing(6); 
    vboxLayout16->setMargin(0); 
    vboxLayout16->setObjectName(QString::fromUtf8("vboxLayout16")); 
    hboxLayout29 = new QHBoxLayout(); 
    hboxLayout29->setSpacing(6); 
    hboxLayout29->setMargin(0); 
    hboxLayout29->setObjectName(QString::fromUtf8("hboxLayout29")); 
    label_9 = new QLabel(widgetTarea2); 
    label_9->setObjectName(QString::fromUtf8("label_9")); 
 
    hboxLayout29->addWidget(label_9); 
 
    spinBoxAnular0 = new QSpinBox(widgetTarea2); 
    spinBoxAnular0->setObjectName(QString::fromUtf8("spinBoxAnular0")); 
    spinBoxAnular0->setMaximum(12); 
    spinBoxAnular0->setMinimum(-12); 
 
    hboxLayout29->addWidget(spinBoxAnular0); 
 
 
    vboxLayout16->addLayout(hboxLayout29); 
 
    hboxLayout30 = new QHBoxLayout(); 
    hboxLayout30->setSpacing(6); 
    hboxLayout30->setMargin(0); 
    hboxLayout30->setObjectName(QString::fromUtf8("hboxLayout30")); 
    label_2 = new QLabel(widgetTarea2); 
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    label_2->setObjectName(QString::fromUtf8("label_2")); 
 
    hboxLayout30->addWidget(label_2); 
 
    spinBoxAnular1 = new QSpinBox(widgetTarea2); 
    spinBoxAnular1->setObjectName(QString::fromUtf8("spinBoxAnular1")); 
    spinBoxAnular1->setMaximum(90); 
 
    hboxLayout30->addWidget(spinBoxAnular1); 
 
 
    vboxLayout16->addLayout(hboxLayout30); 
 
    hboxLayout31 = new QHBoxLayout(); 
    hboxLayout31->setSpacing(6); 
    hboxLayout31->setMargin(0); 
    hboxLayout31->setObjectName(QString::fromUtf8("hboxLayout31")); 
    label_10 = new QLabel(widgetTarea2); 
    label_10->setObjectName(QString::fromUtf8("label_10")); 
 
    hboxLayout31->addWidget(label_10); 
 
    spinBoxAnular2 = new QSpinBox(widgetTarea2); 
    spinBoxAnular2->setObjectName(QString::fromUtf8("spinBoxAnular2")); 
    spinBoxAnular2->setMaximum(90); 
    spinBoxAnular2->setMinimum(45); 
 
    hboxLayout31->addWidget(spinBoxAnular2); 
 
 
    vboxLayout16->addLayout(hboxLayout31); 
 
    hboxLayout32 = new QHBoxLayout(); 
    hboxLayout32->setSpacing(6); 
    hboxLayout32->setMargin(0); 
    hboxLayout32->setObjectName(QString::fromUtf8("hboxLayout32")); 
    label_11 = new QLabel(widgetTarea2); 
    label_11->setObjectName(QString::fromUtf8("label_11")); 
 
    hboxLayout32->addWidget(label_11); 
 
    spinBoxAnular3 = new QSpinBox(widgetTarea2); 
    spinBoxAnular3->setObjectName(QString::fromUtf8("spinBoxAnular3")); 
    spinBoxAnular3->setMaximum(90); 
 
    hboxLayout32->addWidget(spinBoxAnular3); 
 
 
    vboxLayout16->addLayout(hboxLayout32); 
 
 
    hboxLayout28->addLayout(vboxLayout16); 
 
    vboxLayout17 = new QVBoxLayout(); 
    vboxLayout17->setSpacing(6); 
    vboxLayout17->setMargin(0); 
    vboxLayout17->setObjectName(QString::fromUtf8("vboxLayout17")); 
    hboxLayout33 = new QHBoxLayout(); 
    hboxLayout33->setSpacing(6); 
    hboxLayout33->setMargin(0); 
    hboxLayout33->setObjectName(QString::fromUtf8("hboxLayout33")); 
    label_12 = new QLabel(widgetTarea2); 
    label_12->setObjectName(QString::fromUtf8("label_12")); 
 
    hboxLayout33->addWidget(label_12); 
 
    spinBoxMedio0 = new QSpinBox(widgetTarea2); 
    spinBoxMedio0->setObjectName(QString::fromUtf8("spinBoxMedio0")); 
    spinBoxMedio0->setMaximum(12); 
    spinBoxMedio0->setMinimum(-12); 
 
    hboxLayout33->addWidget(spinBoxMedio0); 
 
 
    vboxLayout17->addLayout(hboxLayout33); 
 
    hboxLayout34 = new QHBoxLayout(); 
    hboxLayout34->setSpacing(6); 
    hboxLayout34->setMargin(0); 
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    hboxLayout34->setObjectName(QString::fromUtf8("hboxLayout34")); 
    label_13 = new QLabel(widgetTarea2); 
    label_13->setObjectName(QString::fromUtf8("label_13")); 
 
    hboxLayout34->addWidget(label_13); 
 
    spinBoxMedio1 = new QSpinBox(widgetTarea2); 
    spinBoxMedio1->setObjectName(QString::fromUtf8("spinBoxMedio1")); 
    spinBoxMedio1->setMaximum(90); 
 
    hboxLayout34->addWidget(spinBoxMedio1); 
 
 
    vboxLayout17->addLayout(hboxLayout34); 
 
    hboxLayout35 = new QHBoxLayout(); 
    hboxLayout35->setSpacing(6); 
    hboxLayout35->setMargin(0); 
    hboxLayout35->setObjectName(QString::fromUtf8("hboxLayout35")); 
    label_14 = new QLabel(widgetTarea2); 
    label_14->setObjectName(QString::fromUtf8("label_14")); 
 
    hboxLayout35->addWidget(label_14); 
 
    spinBoxMedio2 = new QSpinBox(widgetTarea2); 
    spinBoxMedio2->setObjectName(QString::fromUtf8("spinBoxMedio2")); 
    spinBoxMedio2->setMaximum(90); 
    spinBoxMedio2->setMinimum(45); 
 
    hboxLayout35->addWidget(spinBoxMedio2); 
 
 
    vboxLayout17->addLayout(hboxLayout35); 
 
    hboxLayout36 = new QHBoxLayout(); 
    hboxLayout36->setSpacing(6); 
    hboxLayout36->setMargin(0); 
    hboxLayout36->setObjectName(QString::fromUtf8("hboxLayout36")); 
    label_15 = new QLabel(widgetTarea2); 
    label_15->setObjectName(QString::fromUtf8("label_15")); 
 
    hboxLayout36->addWidget(label_15); 
 
    spinBoxMedio3 = new QSpinBox(widgetTarea2); 
    spinBoxMedio3->setObjectName(QString::fromUtf8("spinBoxMedio3")); 
    spinBoxMedio3->setMaximum(90); 
 
    hboxLayout36->addWidget(spinBoxMedio3); 
 
 
    vboxLayout17->addLayout(hboxLayout36); 
 
 
    hboxLayout28->addLayout(vboxLayout17); 
 
    vboxLayout18 = new QVBoxLayout(); 
    vboxLayout18->setSpacing(6); 
    vboxLayout18->setMargin(0); 
    vboxLayout18->setObjectName(QString::fromUtf8("vboxLayout18")); 
    hboxLayout37 = new QHBoxLayout(); 
    hboxLayout37->setSpacing(6); 
    hboxLayout37->setMargin(0); 
    hboxLayout37->setObjectName(QString::fromUtf8("hboxLayout37")); 
    label_16 = new QLabel(widgetTarea2); 
    label_16->setObjectName(QString::fromUtf8("label_16")); 
 
    hboxLayout37->addWidget(label_16); 
 
    spinBoxIndice0 = new QSpinBox(widgetTarea2); 
    spinBoxIndice0->setObjectName(QString::fromUtf8("spinBoxIndice0")); 
    spinBoxIndice0->setMaximum(12); 
    spinBoxIndice0->setMinimum(-12); 
 
    hboxLayout37->addWidget(spinBoxIndice0); 
 
 
    vboxLayout18->addLayout(hboxLayout37); 
 
    hboxLayout38 = new QHBoxLayout(); 
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    hboxLayout38->setSpacing(6); 
    hboxLayout38->setMargin(0); 
    hboxLayout38->setObjectName(QString::fromUtf8("hboxLayout38")); 
    label_17 = new QLabel(widgetTarea2); 
    label_17->setObjectName(QString::fromUtf8("label_17")); 
 
    hboxLayout38->addWidget(label_17); 
 
    spinBoxIndice1 = new QSpinBox(widgetTarea2); 
    spinBoxIndice1->setObjectName(QString::fromUtf8("spinBoxIndice1")); 
    spinBoxIndice1->setMaximum(90); 
 
    hboxLayout38->addWidget(spinBoxIndice1); 
 
 
    vboxLayout18->addLayout(hboxLayout38); 
 
    hboxLayout39 = new QHBoxLayout(); 
    hboxLayout39->setSpacing(6); 
    hboxLayout39->setMargin(0); 
    hboxLayout39->setObjectName(QString::fromUtf8("hboxLayout39")); 
    label_18 = new QLabel(widgetTarea2); 
    label_18->setObjectName(QString::fromUtf8("label_18")); 
 
    hboxLayout39->addWidget(label_18); 
 
    spinBoxIndice2 = new QSpinBox(widgetTarea2); 
    spinBoxIndice2->setObjectName(QString::fromUtf8("spinBoxIndice2")); 
    spinBoxIndice2->setMaximum(90); 
    spinBoxIndice2->setMinimum(45); 
 
    hboxLayout39->addWidget(spinBoxIndice2); 
 
 
    vboxLayout18->addLayout(hboxLayout39); 
 
    hboxLayout40 = new QHBoxLayout(); 
    hboxLayout40->setSpacing(6); 
    hboxLayout40->setMargin(0); 
    hboxLayout40->setObjectName(QString::fromUtf8("hboxLayout40")); 
    label_19 = new QLabel(widgetTarea2); 
    label_19->setObjectName(QString::fromUtf8("label_19")); 
 
    hboxLayout40->addWidget(label_19); 
 
    spinBoxIndice3 = new QSpinBox(widgetTarea2); 
    spinBoxIndice3->setObjectName(QString::fromUtf8("spinBoxIndice3")); 
    spinBoxIndice3->setMaximum(90); 
 
    hboxLayout40->addWidget(spinBoxIndice3); 
 
 
    vboxLayout18->addLayout(hboxLayout40); 
 
 
    hboxLayout28->addLayout(vboxLayout18); 
 
    vboxLayout19 = new QVBoxLayout(); 
    vboxLayout19->setSpacing(6); 
    vboxLayout19->setMargin(0); 
    vboxLayout19->setObjectName(QString::fromUtf8("vboxLayout19")); 
    hboxLayout41 = new QHBoxLayout(); 
    hboxLayout41->setSpacing(6); 
    hboxLayout41->setMargin(0); 
    hboxLayout41->setObjectName(QString::fromUtf8("hboxLayout41")); 
    label_20 = new QLabel(widgetTarea2); 
    label_20->setObjectName(QString::fromUtf8("label_20")); 
 
    hboxLayout41->addWidget(label_20); 
 
    spinBoxPulgar0 = new QSpinBox(widgetTarea2); 
    spinBoxPulgar0->setObjectName(QString::fromUtf8("spinBoxPulgar0")); 
    spinBoxPulgar0->setMaximum(12); 
    spinBoxPulgar0->setMinimum(-12); 
 
    hboxLayout41->addWidget(spinBoxPulgar0); 
 
 
    vboxLayout19->addLayout(hboxLayout41); 
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    hboxLayout42 = new QHBoxLayout(); 
    hboxLayout42->setSpacing(6); 
    hboxLayout42->setMargin(0); 
    hboxLayout42->setObjectName(QString::fromUtf8("hboxLayout42")); 
    label_21 = new QLabel(widgetTarea2); 
    label_21->setObjectName(QString::fromUtf8("label_21")); 
 
    hboxLayout42->addWidget(label_21); 
 
    spinBoxPulgar1 = new QSpinBox(widgetTarea2); 
    spinBoxPulgar1->setObjectName(QString::fromUtf8("spinBoxPulgar1")); 
    spinBoxPulgar1->setMaximum(90); 
 
    hboxLayout42->addWidget(spinBoxPulgar1); 
 
 
    vboxLayout19->addLayout(hboxLayout42); 
 
    hboxLayout43 = new QHBoxLayout(); 
    hboxLayout43->setSpacing(6); 
    hboxLayout43->setMargin(0); 
    hboxLayout43->setObjectName(QString::fromUtf8("hboxLayout43")); 
    label_22 = new QLabel(widgetTarea2); 
    label_22->setObjectName(QString::fromUtf8("label_22")); 
 
    hboxLayout43->addWidget(label_22); 
 
    spinBoxPulgar2 = new QSpinBox(widgetTarea2); 
    spinBoxPulgar2->setObjectName(QString::fromUtf8("spinBoxPulgar2")); 
    spinBoxPulgar2->setMaximum(90); 
    spinBoxPulgar2->setMinimum(25); 
    spinBoxPulgar2->setValue(25); 
 
    hboxLayout43->addWidget(spinBoxPulgar2); 
 
 
    vboxLayout19->addLayout(hboxLayout43); 
 
    hboxLayout44 = new QHBoxLayout(); 
    hboxLayout44->setSpacing(6); 
    hboxLayout44->setMargin(0); 
    hboxLayout44->setObjectName(QString::fromUtf8("hboxLayout44")); 
    label_23 = new QLabel(widgetTarea2); 
    label_23->setObjectName(QString::fromUtf8("label_23")); 
 
    hboxLayout44->addWidget(label_23); 
 
    spinBoxPulgar3 = new QSpinBox(widgetTarea2); 
    spinBoxPulgar3->setObjectName(QString::fromUtf8("spinBoxPulgar3")); 
    spinBoxPulgar3->setMaximum(90); 
 
    hboxLayout44->addWidget(spinBoxPulgar3); 
 
 
    vboxLayout19->addLayout(hboxLayout44); 
 
 
    hboxLayout28->addLayout(vboxLayout19); 
 
 
    vboxLayout15->addLayout(hboxLayout28); 
 
    hboxLayout45 = new QHBoxLayout(); 
    hboxLayout45->setSpacing(6); 
    hboxLayout45->setMargin(0); 
    hboxLayout45->setObjectName(QString::fromUtf8("hboxLayout45")); 
    hboxLayout46 = new QHBoxLayout(); 
    hboxLayout46->setSpacing(6); 
    hboxLayout46->setMargin(0); 
    hboxLayout46->setObjectName(QString::fromUtf8("hboxLayout46")); 
    label_24 = new QLabel(widgetTarea2); 
    label_24->setObjectName(QString::fromUtf8("label_24")); 
 
    hboxLayout46->addWidget(label_24); 
 
    spinBoxVelocidad = new QSpinBox(widgetTarea2); 
    spinBoxVelocidad->setObjectName(QString::fromUtf8("spinBoxVelocidad")); 
    spinBoxVelocidad->setMaximum(20); 
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    spinBoxVelocidad->setMinimum(5); 
    spinBoxVelocidad->setValue(5); 
 
    hboxLayout46->addWidget(spinBoxVelocidad); 
 
 
    hboxLayout45->addLayout(hboxLayout46); 
 
    hboxLayout47 = new QHBoxLayout(); 
    hboxLayout47->setSpacing(6); 
    hboxLayout47->setMargin(0); 
    hboxLayout47->setObjectName(QString::fromUtf8("hboxLayout47")); 
    label_25 = new QLabel(widgetTarea2); 
    label_25->setObjectName(QString::fromUtf8("label_25")); 
 
    hboxLayout47->addWidget(label_25); 
 
    spinBoxAceleracion = new QSpinBox(widgetTarea2); 
    spinBoxAceleracion->setObjectName(QString::fromUtf8("spinBoxAceleracion")); 
    spinBoxAceleracion->setMaximum(10); 
    spinBoxAceleracion->setMinimum(5); 
 
    hboxLayout47->addWidget(spinBoxAceleracion); 
 
 
    hboxLayout45->addLayout(hboxLayout47); 
 
    spacerItem10 = new QSpacerItem(40, 20, QSizePolicy::Expanding, 
QSizePolicy::Minimum); 
 
    hboxLayout45->addItem(spacerItem10); 
 
    pushButtonEjecutarTarea2 = new QPushButton(widgetTarea2); 
    pushButtonEjecutarTarea2-
>setObjectName(QString::fromUtf8("pushButtonEjecutarTarea2")); 
    pushButtonEjecutarTarea2->setEnabled(false); 
    pushButtonEjecutarTarea2->setMinimumSize(QSize(100, 0)); 
 
    hboxLayout45->addWidget(pushButtonEjecutarTarea2); 
 
 
    vboxLayout15->addLayout(hboxLayout45); 
 
 
    hboxLayout27->addLayout(vboxLayout15); 
 
 
    vboxLayout14->addWidget(widgetTarea2); 
 
    tabWidgetDibujaPuntos->addTab(Tarea_2, QApplication::translate("vmr", "Joint 
Mano", 0,                                         QApplication::UnicodeUTF8)); 
    tarea4 = new QWidget(); 
    tarea4->setObjectName(QString::fromUtf8("tarea4")); 
    gridLayout3 = new QGridLayout(tarea4); 
    gridLayout3->setSpacing(6); 
    gridLayout3->setMargin(9); 
    gridLayout3->setObjectName(QString::fromUtf8("gridLayout3")); 
    widget = new QWidget(tarea4); 
    widget->setObjectName(QString::fromUtf8("widget")); 
    hboxLayout48 = new QHBoxLayout(widget); 
    hboxLayout48->setSpacing(6); 
    hboxLayout48->setMargin(9); 
    hboxLayout48->setObjectName(QString::fromUtf8("hboxLayout48")); 
    labelTarea2_2 = new QLabel(widget); 
    labelTarea2_2->setObjectName(QString::fromUtf8("labelTarea2_2")); 
    labelTarea2_2->setEnabled(true); 
    labelTarea2_2->setFrameShape(QFrame::StyledPanel); 
 
    hboxLayout48->addWidget(labelTarea2_2); 
 
    spacerItem11 = new QSpacerItem(40, 20, QSizePolicy::Expanding, 
QSizePolicy::Minimum); 
 
    hboxLayout48->addItem(spacerItem11); 
 
    vboxLayout20 = new QVBoxLayout(); 
    vboxLayout20->setSpacing(6); 
    vboxLayout20->setMargin(0); 
    vboxLayout20->setObjectName(QString::fromUtf8("vboxLayout20")); 
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    hboxLayout49 = new QHBoxLayout(); 
    hboxLayout49->setSpacing(6); 
    hboxLayout49->setMargin(0); 
    hboxLayout49->setObjectName(QString::fromUtf8("hboxLayout49")); 
    label_27 = new QLabel(widget); 
    label_27->setObjectName(QString::fromUtf8("label_27")); 
 
    hboxLayout49->addWidget(label_27); 
 
    spinBoxPixelx = new QSpinBox(widget); 
    spinBoxPixelx->setObjectName(QString::fromUtf8("spinBoxPixelx")); 
    spinBoxPixelx->setMaximum(384); 
 
    hboxLayout49->addWidget(spinBoxPixelx); 
 
 
    vboxLayout20->addLayout(hboxLayout49); 
 
    hboxLayout50 = new QHBoxLayout(); 
    hboxLayout50->setSpacing(6); 
    hboxLayout50->setMargin(0); 
    hboxLayout50->setObjectName(QString::fromUtf8("hboxLayout50")); 
    label_28 = new QLabel(widget); 
    label_28->setObjectName(QString::fromUtf8("label_28")); 
 
    hboxLayout50->addWidget(label_28); 
 
    spinBoxPixely = new QSpinBox(widget); 
    spinBoxPixely->setObjectName(QString::fromUtf8("spinBoxPixely")); 
    spinBoxPixely->setMaximum(288); 
 
    hboxLayout50->addWidget(spinBoxPixely); 
 
 
    vboxLayout20->addLayout(hboxLayout50); 
 
    pushButtonEjecutarTarea4 = new QPushButton(widget); 
    pushButtonEjecutarTarea4-
>setObjectName(QString::fromUtf8("pushButtonEjecutarTarea4")); 
    pushButtonEjecutarTarea4->setMinimumSize(QSize(100, 0)); 
 
    vboxLayout20->addWidget(pushButtonEjecutarTarea4); 
 
 
    hboxLayout48->addLayout(vboxLayout20); 
 
 
    gridLayout3->addWidget(widget, 0, 0, 1, 1); 
 
    tabWidgetDibujaPuntos->addTab(tarea4, QApplication::translate("vmr", "Dibuja 
Puntos", 0,                                       QApplication::UnicodeUTF8)); 
 
    vboxLayout->addWidget(tabWidgetDibujaPuntos); 
 
    line_3 = new QFrame(vmr); 
    line_3->setObjectName(QString::fromUtf8("line_3")); 
    line_3->setFrameShape(QFrame::HLine); 
    line_3->setFrameShadow(QFrame::Sunken); 
 
    vboxLayout->addWidget(line_3); 
 
    hboxLayout51 = new QHBoxLayout(); 
    hboxLayout51->setSpacing(6); 
    hboxLayout51->setMargin(0); 
    hboxLayout51->setObjectName(QString::fromUtf8("hboxLayout51")); 
    labelConectividad = new QLabel(vmr); 
    labelConectividad->setObjectName(QString::fromUtf8("labelConectividad")); 
    QSizePolicy sizePolicy16(static_cast<QSizePolicy::Policy>(5), 
                               static_cast<QSizePolicy::Policy>(5)); 
    sizePolicy16.setHorizontalStretch(0); 
    sizePolicy16.setVerticalStretch(0); 
    sizePolicy16.setHeightForWidth(labelConectividad-
>sizePolicy().hasHeightForWidth()); 
    labelConectividad->setSizePolicy(sizePolicy16); 
 
    hboxLayout51->addWidget(labelConectividad); 
 
    progressBar = new QProgressBar(vmr); 
    progressBar->setObjectName(QString::fromUtf8("progressBar")); 
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    QSizePolicy sizePolicy17(static_cast<QSizePolicy::Policy>(5), 
                                  static_cast<QSizePolicy::Policy>(0)); 
    sizePolicy17.setHorizontalStretch(0); 
    sizePolicy17.setVerticalStretch(0); 
    sizePolicy17.setHeightForWidth(progressBar->sizePolicy().hasHeightForWidth()); 
    progressBar->setSizePolicy(sizePolicy17); 
    progressBar->setValue(0); 
    progressBar->setTextVisible(false); 
    progressBar->setOrientation(Qt::Horizontal); 
 
    hboxLayout51->addWidget(progressBar); 
 
    spacerItem12 = new QSpacerItem(16, 20, QSizePolicy::Preferred, 
QSizePolicy::Minimum); 
 
    hboxLayout51->addItem(spacerItem12); 
 
    pushButtonSalir = new QPushButton(vmr); 
    pushButtonSalir->setObjectName(QString::fromUtf8("pushButtonSalir")); 
QSizePolicy sizePolicy18(static_cast<QSizePolicy::Policy>(0),  
                            static_cast<QSizePolicy::Policy>(0)); 
sizePolicy18.setHorizontalStretch(0); 
sizePolicy18.setVerticalStretch(0); 
sizePolicy18.setHeightForWidth(pushButtonSalir->sizePolicy().hasHeightForWidth()); 
pushButtonSalir->setSizePolicy(sizePolicy18); 
pushButtonSalir->setMinimumSize(QSize(100, 0)); 
 
hboxLayout51->addWidget(pushButtonSalir); 
 
 
vboxLayout->addLayout(hboxLayout51); 
 
labelHostMano->setBuddy(lineEditHostMano); 
labelPuertoMano->setBuddy(lineEditPuertoMano); 
labelPuertoRobot->setBuddy(lineEditPuertoRobot); 
labelHostRobot->setBuddy(lineEditHostRobot); 
 
retranslateUi(vmr); 
 
QSize size(813, 639); 
size = size.expandedTo(vmr->minimumSizeHint()); 
vmr->resize(size); 
 
QObject::connect(pushButtonSalir, SIGNAL(clicked()), vmr, SLOT(close())); 
QObject::connect(pushButtonCalibrar, SIGNAL(toggled(bool)), widgetCalibrar,  
                   SLOT(setVisible(bool))); 
 
tabWidgetDibujaPuntos->setCurrentIndex(2); 
 
 
QMetaObject::connectSlotsByName(vmr); 
} // setupUi 
 
void retranslateUi(QWidget *vmr) 
{ 
vmr->setWindowTitle(QApplication::translate("vmr", "VMR", 0, 
QApplication::UnicodeUTF8)); 
groupBox->setTitle(QApplication::translate("vmr", "Conectividad", 0, 
                    QApplication::UnicodeUTF8)); 
    label->setText(QApplication::translate("vmr", "IP Maquina:", 0,             
                    QApplication::UnicodeUTF8)); 
    labelIPMaquina->setText(QApplication::translate("vmr", "???.???.???.???", 0,  
                            QApplication::UnicodeUTF8)); 
    labelHostMano->setText(QApplication::translate("vmr", "IP Mano:", 0,  
                            QApplication::UnicodeUTF8)); 
    lineEditHostMano->setText(QApplication::translate("vmr", "147.83.37.42", 0,  
                                QApplication::UnicodeUTF8)); 
    labelPuertoMano->setText(QApplication::translate("vmr", "Puerto Mano:", 0,  
                                QApplication::UnicodeUTF8)); 
    lineEditPuertoMano->setText(QApplication::translate("vmr", "4242", 0,  
                                QApplication::UnicodeUTF8)); 
    pushButtonConectarMano->setText(QApplication::translate("vmr", "Conectar", 0,  
                                    QApplication::UnicodeUTF8)); 
    pushButtonDesconectarMano->setText(QApplication::translate("vmr", 
"Desconectar", 0,  
                                        QApplication::UnicodeUTF8)); 
    lineEditPuertoRobot->setText(QApplication::translate("vmr", "10050", 0,  
                                    QApplication::UnicodeUTF8)); 
    labelPuertoRobot->setText(QApplication::translate("vmr", "Puerto Robot:", 0,  
Integración de visión por computador en un sistema Mano-mecánica / Robot Pág. 111 
 
                                QApplication::UnicodeUTF8)); 
    labelHostRobot->setText(QApplication::translate("vmr", "IP Robot:", 0,  
                                QApplication::UnicodeUTF8)); 
    lineEditHostRobot->setText(QApplication::translate("vmr", "147.83.37.76", 0,  
                                    QApplication::UnicodeUTF8)); 
    pushButtonConectarRobot->setText(QApplication::translate("vmr", "Conectar", 0,  
                                        QApplication::UnicodeUTF8)); 
    pushButtonDesconectarRobot->setText(QApplication::translate("vmr", 
"Desconectar", 0,  
                                            QApplication::UnicodeUTF8)); 
    groupBox_2->setTitle(QApplication::translate("vmr", "Home", 0,  
                            QApplication::UnicodeUTF8)); 
    pushButtonHome->setText(QApplication::translate("vmr", "Home", 0,  
                                QApplication::UnicodeUTF8)); 
    groupBox_3->setTitle(QApplication::translate("vmr", "Imagen", 0,  
                            QApplication::UnicodeUTF8)); 
    labelImagen->setText(QString()); 
    label_26->setText(QApplication::translate("vmr", "Radio:", 0,  
                        QApplication::UnicodeUTF8)); 
    labelEscalaCalibrar->setText(QApplication::translate("vmr", "Escala:", 0,  
                                    QApplication::UnicodeUTF8)); 
    pushButtonCalcularEscala->setText(QApplication::translate("vmr", "Calcula 
Escala", 0,  
                                        QApplication::UnicodeUTF8)); 
    labelAnguloCalibrar->setText(QApplication::translate("vmr", "Angulo:", 0,  
                                    QApplication::UnicodeUTF8)); 
    labelXCalibrar->setText(QApplication::translate("vmr", "X:", 0,  
                                QApplication::UnicodeUTF8)); 
    labelYCalibrar->setText(QApplication::translate("vmr", "Y:", 0,  
                                QApplication::UnicodeUTF8)); 
    labelZCalibrar->setText(QApplication::translate("vmr", "Z:", 0,  
                                QApplication::UnicodeUTF8)); 
    pushButtonFoto->setText(QApplication::translate("vmr", "Foto", 0,  
                                QApplication::UnicodeUTF8)); 
    pushButtonCalibrar->setText(QApplication::translate("vmr", "Calibrar", 0,  
                                    QApplication::UnicodeUTF8)); 
    labelTarea3->setText(QApplication::translate("vmr", "Tarea que localiza una 
esfera \n" 
                            "en la zona de trabajo y la recoge \n" 
                            "para depositarla en la posici\303\263n  de \n" 
                            "entrega definida en coordenadas\n" 
                            "de la referencia robot (mm).", 0, 
QApplication::UnicodeUTF8)); 
 
    label_29->setText(QApplication::translate("vmr", "X:", 0, 
QApplication::UnicodeUTF8)); 
    label_30->setText(QApplication::translate("vmr", "Y:", 0, 
QApplication::UnicodeUTF8)); 
    label_31->setText(QApplication::translate("vmr", "Z:", 0, 
QApplication::UnicodeUTF8)); 
    pushButtonEjecutarTarea3->setText(QApplication::translate("vmr", "Ejecutar", 0, 
        
                                        QApplication::UnicodeUTF8)); 
    tabWidgetDibujaPuntos->setTabText(tabWidgetDibujaPuntos->indexOf(Tarea_3),  
                                        QApplication::translate("vmr", "Esfera", 0,  
                                        QApplication::UnicodeUTF8)); 
    labelTarea1->setText(QApplication::translate("vmr", "Tarea que envia un 
consigna \n" 
                            "de posici\303\263n articular (angulos en \n" 
                            "grados) al robot.\n" 
                            "\n""ATENCI\303\223N: No se realiza un control \n" 
                            "de colisiones.", 0, QApplication::UnicodeUTF8)); 
    label_5->setText(QApplication::translate("vmr", "Articulaci\303\263n 3:", 0,   
      
                        QApplication::UnicodeUTF8)); 
    label_4->setText(QApplication::translate("vmr", "Articulaci\303\263n 2:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_7->setText(QApplication::translate("vmr", "Articulaci\303\263n 5:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_8->setText(QApplication::translate("vmr", "Articulaci\303\263n 6:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_6->setText(QApplication::translate("vmr", "Articulaci\303\263n 4:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_3->setText(QApplication::translate("vmr", "Articulaci\303\263n 1:", 0,  
                        QApplication::UnicodeUTF8)); 
    pushButtonEjecutarTarea1->setText(QApplication::translate("vmr", "Ejecutar", 0,  
                        QApplication::UnicodeUTF8)); 
    tabWidgetDibujaPuntos->setTabText(tabWidgetDibujaPuntos->indexOf(Tarea_1),     
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                                        QApplication::translate("vmr", "Joint 
Robot", 0,  
                                        QApplication::UnicodeUTF8)); 
    labelTarea2->setText(QApplication::translate("vmr", "Tarea que envia un 
consigna \n" 
                            "de posici\303\263n articular (angulos en \n" 
                            "grados) a la mano.\n""\n" 
                            "ATENCI\303\223N: No se realiza un control \n" 
                            "de colisiones.", 0, QApplication::UnicodeUTF8)); 
    label_9->setText(QApplication::translate("vmr", "Anular 0:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_2->setText(QApplication::translate("vmr", "Anular 1:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_10->setText(QApplication::translate("vmr", "Anular 2:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_11->setText(QApplication::translate("vmr", "Anular 3:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_12->setText(QApplication::translate("vmr", "Medio 0:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_13->setText(QApplication::translate("vmr", "Medio 1:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_14->setText(QApplication::translate("vmr", "Medio 2:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_15->setText(QApplication::translate("vmr", "Medio 3:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_16->setText(QApplication::translate("vmr", "Indice 0:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_17->setText(QApplication::translate("vmr", "Indice 1:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_18->setText(QApplication::translate("vmr", "Indice 2:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_19->setText(QApplication::translate("vmr", "Indice 3:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_20->setText(QApplication::translate("vmr", "Pulgar 0:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_21->setText(QApplication::translate("vmr", "Pulgar 1:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_22->setText(QApplication::translate("vmr", "Pulgar 2:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_23->setText(QApplication::translate("vmr", "Pulgar 3:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_24->setText(QApplication::translate("vmr", "Velocidad crucero:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_25->setText(QApplication::translate("vmr", "Aceleraci\303\263n 
m\303\241xima:", 0,  
                        QApplication::UnicodeUTF8)); 
    pushButtonEjecutarTarea2->setText(QApplication::translate("vmr", "Ejecutar", 0,  
                        QApplication::UnicodeUTF8)); 
    tabWidgetDibujaPuntos->setTabText(tabWidgetDibujaPuntos->indexOf(Tarea_2),  
                        QApplication::translate("vmr", "Joint Mano", 0,  
                        QApplication::UnicodeUTF8)); 
    labelTarea2_2->setText(QApplication::translate("vmr", "Tarea que dibuja un 
punto \n" 
                            "(coordenadas en p\303\255xels) en \n" 
                            "una imagen actualizada.\n" 
                            "", 0, QApplication::UnicodeUTF8)); 
    label_27->setText(QApplication::translate("vmr", "Pixel x:", 0,  
                        QApplication::UnicodeUTF8)); 
    label_28->setText(QApplication::translate("vmr", "Pixel y:", 0,  
                        QApplication::UnicodeUTF8)); 
    pushButtonEjecutarTarea4->setText(QApplication::translate("vmr", "Dibuja", 0,  
                        QApplication::UnicodeUTF8)); 
    tabWidgetDibujaPuntos->setTabText(tabWidgetDibujaPuntos->indexOf(tarea4),  
                                        QApplication::translate("vmr", "Dibuja 
Puntos", 0,  
                                        QApplication::UnicodeUTF8)); 
    labelConectividad->setText(QString()); 
    pushButtonSalir->setText(QApplication::translate("vmr", "Salir", 0,  
                                QApplication::UnicodeUTF8)); 
    Q_UNUSED(vmr); 
    } // retranslateUi 
 
    }; 
 
namespace Ui { 
class vmr: public Ui_vmr {}; 
} // namespace Ui 
 
#endif // UI_VMR_H 
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F.6. Archivo qvmrsleep.h 
 
/*************************************************************************** 
 *   Copyright (C) 2006 by Miquel Quesada,                                 * 
 *   miquel.quesada@gmail.com                                              * 
 *                                                                         * 
 *   This program is free software; you can redistribute it and/or modify  * 
 *   it under the terms of the GNU General Public License as published by  * 
 *   the Free Software Foundation; either version 2 of the License, or     * 
 *   (at your option) any later version.                                   * 
 *                                                                         * 
 *   This program is distributed in the hope that it will be useful,       * 
 *   but WITHOUT ANY WARRANTY; without even the implied warranty of        * 
 *   MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.  See the         * 
 *   GNU General Public License for more details.                          * 
 *                                                                         * 
 *   You should have received a copy of the GNU General Public License     * 
 *   along with this program; if not, write to the                         * 
 *   Free Software Foundation, Inc.,                                       * 
 *   59 Temple Place - Suite 330, Boston, MA  02111-1307, USA.             * 
 ***************************************************************************/ 
 
// GUARDIA DE CABECERA 
#ifndef QVMRSLEEP_H 
#define QVMRSLEEP_H 
 
//////////////////////////// DEFINICION DE CLASE ////////////////////////// 
 
class QvmrSleep : public QThread 
{ 
    public: 
    static void sleep(unsigned long secs) 
    { 
        QThread::sleep(secs); 
    } 
    static void msleep(unsigned long msecs) 
    { 
        QThread::msleep(msecs); 
    } 
    static void usleep(unsigned long usecs) 
    { 
        QThread::usleep(usecs); 
    } 
}; 
 
#endif 
 
F.7. Archivo vmr.pro 
 
###################################################################### 
# Automatically generated by qmake (2.01a) jue 14. jun 12:25:47 2007 
###################################################################### 
 
TEMPLATE = app 
TARGET =  
DEPENDPATH += . 
INCLUDEPATH += . 
 
# Input 
HEADERS += mai.h qvrmsleep.h txrobot.h vmr.h 
FORMS += vmr.ui 
SOURCES += mai.cpp main.cpp txrobot.cpp vmr.cpp 
 
win32{ 
    LIBS += -lwsock32 
} 
 
LIBS += -lhighgui -lcxcore –lcv 
 
 
