graph coloring is widely recognized as an effective technique for register allocation, memory demands can become quite high for large interference graphs that are needed in coloring. In this paper we present an algorithm that uses the notion of chque separators to improve the space overhead of coloring, The algorithm, based on a result by R. TarJ an regarding the colorability of graphs, partitions program code into code segments using clique separators. The interference graphs for the code partitions are constructed one at a time and colored independently.
INTRODUCTION
The problem of global register allocation is commonly formulated as a graph coloring problem in which an assignment of a color to each node in an interference graph is made such that no two nodes directly connected by an edge have the same color [Chaitin et al. 1981; Chaitin 1982; Chow and Hennessy 1984] . The nodes in an interference graph correspond to candidates for registers, and edges connect nodes that must be allocated different
This work was partially supported by National Science Foundation Presidential Young Investigator Award CCR-9 157371 and Grant CCR-9 109089 to the University of Pittsburgh. A preliminary version of this paper appeared in the 1989 SIGPLAN Conference on Programming Language Design and Implementation. Authors' current address: Department of Computer Science, Umversity of Pittsburgh, Pittsburgh, PA 15260. Permission to copy without fee all or part of this material is granted provided that the copies are not made or distributed for dmect commercial advantage, the ACM copyright notice and the title of the publication and its date appear. and notice is given that copying is by permmsion of the Association for Computing Machinery. To copy otherwise, or to republish, reqmres a fee and/or specific permission. 
Definition.
A span corresponding to a variable X is defined as an isolated group of contiguous code statements that satisfies the following conditions:
(1) There is no use of X outside the span that is reachable from a definition of X inside the span, and (2) there is no use of X in the span that is reachable from a definition of X outside the span.
Consider the flow graph in Figure  2 . . .
(ii) higher the number of edges, the more likely it is that after the removal of the node it will be possible to color other nodes in the graph. In the analysis below, n is the number of live ranges, and m is the number of program partitions created by the clique separators. We assume that nodes to be colored are chosen using a priority-based scheme.
Space complexity. The space complexity of the coloring heuristic when applied to an x-node interference graph is 0(x2), as there can be at most x(x -1) edges in the graph.
Since only the interference graph for a single code partition, consisting of 0( n/m) nodes, is constructed at any given point in time, the space required by the algorithm is 0( n2/rn 2 ). FFT 233 6, 28, 5, 2, 10, 14, 13, 14, 12, 19 60 92, 20, 10, 4, 42, 20, 15, 14, 12 Matrix Multiply 74 2, 4, 5, 4, 3, 6, 15, 10 54 34, 7, 17, 7, 17 indicate that both techniques performed about the same in terms of generating spill code. In all but one case, the same number of spills was generated. In that one case, the clique approach generated one more spill; however, since heuristics are being used in both cases, the exhaustive method could also generate more spills. Importantly, these results indicate that the quality of code produced by the two methods is similar. We are also considering the performance of using cliques when more expensive algorithms are used for coloring.
