Abstract
Introduction
Software analysis often occurs after requirements gathering, and before architectural design. Software analysis is the activity of understanding the requirements, so that decisions can be made about how to architect it. Existing methods for software analysis include data flow diagrams, state transition diagrams, and object-oriented modeling. These methods have all been applied successfully, and all have their own restrictions and limitations. In this paper, we discuss the application of agent-oriented concepts to software analysis.
Agent-oriented software engineering has become a "hot" area of research in recent years. A number of methodologies have been proposed. We will survey the analysis components of a number of agent-oriented methodologies, and examine how well they satisfy the needs of software analysis.
Software Analysis
Software analysis is an important part of the software development process. As described in [17] , while the boundary between analysis and design is not always clear, most software development life-cycles recognize a difference in purpose between them. Analysis is about building a picture of what the user requires. Design is about building a picture of how those user requirements can be fulfilled. There is often overlap in these phases, as requirements analysis leads to the early stages of architectural design.
Along similar lines, [18] describes software analysis in terms of two phases:
The first being a problem-oriented phase, where we model the important concepts of the problem domain. The second being a system-oriented phase, where models are used to determine the structure and functionality of the software system for implementation. The first phase is derived from requirements, and the second phase leads into architectural design.
As the second phase includes computational characteristics (e.g. a data flow diagram will describe the system in terms of a series of processes), the second model may begin to bind the design to a particular implementation approach. As mentioned in [18] , this often means that "it is practically impossible to change the above method 'a posteriori' without having to reanalyze the problem". For example, it is not trivial to convert a system description represented as data flow diagrams into an object-oriented design. It requires reanalysis.
As there are not yet many widely used agentoriented languages, most agent-based systems are implemented using object-oriented languages. So, with regard to applying agent-oriented concepts for software analysis, we focus on its use for the first phase, the modeling of concepts from the problem domain. However, as mentioned earlier, the line between analysis and design is blurred. The models produced may suggest some agent concepts in the software structure. (e.g. Agents. During design, the software architect may choose to implement these constructs using sets of object-oriented classes.)
With a focus on this first phase of software analysis, Hoydalsvik et al. [17] describe the information that should be captured during the analysis phase:
Objectives: the objectives that are to be fulfilled by the system in conjunction with the surrounding human organization. Application domain knowledge: the vocabulary of the application, and what it means.
Requirements on the environment: description of the behavior required from the human organization to meet the objectives.
Requirements on the computer system: getting a description of the problem and the user requirements. When evaluating the analysis components of agentoriented methodologies, we will examine how well they capture this information.
Agent-Oriented Methodologies
In this section, we examine the analysis component of a number of agent-oriented methodologies. We will look at Gaia ( [4] , [13] ), Prometheus ( [10] , [11] ) and Tropos ( [3] , [16] , [20] , [21] ).
Gaia
As described in [4] , Gaia uses the analogy of a "human organization". The number of agents involved and their organization are designed to emulate a human organization. The analysis section of the Gaia methodology includes the identification of:
The overall goals of the organization (and hence the overall software system), and how the organization may be broken down into loosely coupled sub-organizations. Suborganizations should try to achieve clearly defined sub-goals. The environment model, describing the environment that the system will exist in and need to interact with. Gaia suggests representing the environment model as tuples of data that the agents can perceive (read), effect (write/change) or consume (remove from environment). The preliminary role model, describing the basic skills required by the organization. These roles need not be completely defined, and we only describe the roles that do not force us to commit to any particular organizational structure. Preliminary roles are described using: Textual description summarizing the purpose of the protocol, and the processing that is performed by the protocol. The rules that the organization respects and enforces. This specifies constraints on how the roles and interactions may execute. Using a similar notation to liveness and safety responsibilities, these are described using:
o Liveness Rules: Rules that describe how the organization changes over time. For example, an entity only being able to play a role after it has played another role. Or, a protocol that can only be initiated after another protocol has executed. o Safety Rules: Rules that describe conditions that the organization cannot enter. For example, specifying that a role cannot be played by two entities at the same time. The Gaia methodology's analysis phase does capture the information described in [17] . It captures the Objectives in its description of the system goals. It captures the Requirements on the environment via the environment model. The Requirements on the computer system are captured by the role model, interaction model, and organizational rules. The Application domain knowledge is spread out and covered by the various models.
However, the Gaia analysis phase may capture too much computational information. Roles are specified in terms of liveness and safety responsibilities. Liveness responsibilities are expressed as sequences of activities and protocols. As a result, liveness responsibilities are specified as conditional procedures that execute differently depending on the state of the system. While the purpose of each role is described in the textual Description field, responsibilities describe one single way of fulfilling that purpose. Design decisions need to be made when specifying liveness expressions (for example, which other entity the role will retrieve information from, the order in which the role will perform actions, etc) So, Gaia's analysis phase goes beyond generating models to help us understand the problem, it is proposing a solution to the problem.
The Gaia methodology actually specifies that the role and interaction models can be incomplete during the analysis phase. This is specified to reduce the amount of design decisions needed to be made during analysis. However, the methodology does not provide any alternate constructs for use in situations with incomplete roles/interactions. Without their details, roles and interactions do not tell us much. Does a Gaia analysis model with incomplete roles/interactions still give a clear picture of the problem domain?
The Gaia methodology's analysis phase does capture the information we want during software analysis. However, creating the models may require too many design decisions. This makes the models created bound more tightly to using a particular design. As a result, the models produced may be more appropriate for the system-oriented phase of analysis rather than the problem-oriented phase. I.e. The models show us one way to build the system, rather than a more general picture of the problem we are solving.
ROADMAP
ROADMAP ( [6] , [7] ) is an agent-oriented methodology that extends Gaia to support open systems of agents. Its role model uses the same notation as used in Gaia. As a result, it has the same issues as described in the previous section.
Prometheus
The Prometheus methodology's analysis phase [19] consists of:
Specifying the system's environment in terms of percepts (information coming from the environment), actions (means by which an agent affects its environment), and external data. Interactions with other functionalities The description of "interactions with other functionalities" specifies what message the role sends and receives from other roles. This constrains how the role interacts with other agents, and constrains which other roles the given role can interact with. However, Prometheus functionalities do not specify the details of how functionalities are to be fulfilled. So, while the analysis phase of Prometheus starts to specify how functionalities relate to one another, Prometheus functionalities have less implementation bias than role specifications in Gaia.
The analysis phase of Prometheus also captures the information described in [17] . It captures the objectives of the system, the application domain knowledge, the requirements on the environment, and the requirements on the computer system. The models produced describe the requirements of the system and avoids including too many details of how the system should be implemented.
Tropos
The Tropos methodology is designed to cover all phases of software development. The Late Requirements phase uses the same constructs and models as used in the Early Requirements Phase. In the Late Requirements phase, we specify the software system itself as an entity and analyze how it interacts with other agents in the system.
The Tropos methodology starts from the goals of the stakeholders and moves to the goals of the software product itself. It facilitates the construction of a detailed model of the requirements without design information. The concepts used in Tropos are high level, specifying goals rather than the steps to achieve them.
Agent-Oriented Concepts
In the agent-oriented methodologies we've examined, a number of agent concepts have been introduced into software analysis. The agent concepts introduced that are common in all these methodologies are "roles" and "goals". (Roles are known as Facilities in Prometheus). We believe these are useful high-level concepts that can add value to software analysis. We also include these concepts in the agent-oriented analysis methodology that we propose in the next section.
Our Agent-Oriented Analysis Method
In this section, we describe an agent-oriented analysis method that we are developing. It is a rolebased methodology, and aims to provide a structure and level-of-detail that is similar to UML. (However, unlike other work (such as [1] , [5] , [9] ), our method is not designed as an extension to UML.) As we saw earlier, there are a number of AOSE methodologies that are role-based, and there is other work in AOSE related to roles (e.g. [8] , [12] ). We had two aims for our method:
We want to specify roles in a manner than is free of implementation bias. (There are other AOSE methodologies (e.g. [15] ) that also aim for this.) We also want to define the basic components of a role. (Analogous to the way OO classes are defined using methods and member variables, we want to define the basic elements that compose an Agent Role.)
In this method, we introduce the concepts of: It specifies what the role will do without specifying how the role will do it. This is like the "interface" for an agent. An agent can play multiple roles simultaneously.
Agent Class Specification:
This model is at the early architectural design level. An agent class specifies a particular way of fulfilling the requirements of a role. There can be more than one agent class for a given role, as there can be multiple ways to fulfill a role. While role specifications are deliberately high-level and are free of implementation bias, agent classes are able to capture design decisions and tradeoffs.
Agent classes also describe how groups of roles work together, specifying which other roles are used when fulfilling the role in a particular way. These groups are specified in a hierarchical manner, thus supporting structured, iterative refinement.
Agent:
Agents can play a number of roles. The roles that an agent plays determine how other agents can interact with it. Agents interact with each other via their roles.
Agents implement agent classes in order to fulfill roles. Usually an agent will implement a single agent class to fulfill a role. However, it is possible that an agent implements multiple agent classes for a single role. This would enable the agent to flexibly choose the most appropriate agent class to use for the given situation.
The steps in the methodology are: 1. Create use-cases to describe the requirements of the system. 2. Rewrite the use-cases as role specification elements. 3. Group related role specification elements together to form a number of roles for the system. 4. Create agent classes for the roles defined. As we create agent classes, we may see a need to specify additional supporting roles. 5. Iteratively specify agent classes for the supporting roles. As we create agent classes for supporting roles, we are going into more detail about the agent class, and are iteratively refining the system. We continue refining the system until the roles are simple enough that they can be easily understood and do not require the support of other roles.
Create Use-Cases
We use UML use-cases in the specification. As a notation for use-cases is specified in UML, and their application is described in other UML references [2] , we will not provide any addition detail about them.
Identify Role Specification Elements
We have three types of role specification elements:
Responsibilities Initiatives Facilities These are used to describe the details about what a role should do. Role specifications are made up of a number of role specifications elements.
These are derived from the use cases. For each use case, we look at the action being performed. Depending on what actors are involved, and whether there is autonomy involved, we specify a Responsibility, Initiative, or Facility for the use case.
Responsibilities
Responsibilities are specified as follows:
This describes the condition for activating the responsibility, the outcome that the agent's behavior should achieve, and any constraints on this responsibility.
We do not specify how the "Condition" is detected. We only state what the condition is. We want to keep this flexible at the role specification level. An agent may be able to detect this in multiple ways, and we do not want to constrain the way it does it. New methods may appear, as new agents/roles are introduced into the system. The role specification should be flexible enough to support future enhanced implementations that cannot be implemented currently. We leave the details of how it is done in the agent class specification.
We specify the expected "Outcome" required in response to the "Condition" rather than the behavior required. Again, we want to keep this flexible in the role specification. An agent may achieve the desired
Condition Outcome
Constraints outcome in a number of different ways, we do not want to constrain how an agent will achieve the required outcome. Also, specifying Responsibilities in terms of outcomes also means that an agent can change its own behaviour (e.g., through improving its performance through learning) and still satisfy the Responsibility. As with conditions, when new agents/roles are added to the system, there may be better ways available to implement the role. So, we do not want to contrain how this Responsibility is implemented. As before, we leave the details of how it is done to the agent class specification. Additionally, because an "Outcome" is usually visible, specifying responsibilities in terms of outcomes instead of behaviors enables auditing of agent behavior. As agents may perform tasks in a large variety of ways, it would be very difficult to determine whether an agent is fulfilling its role properly by observing the steps that the agent takes to achieve the task. "Outcomes" are easier to observe and verify. The ability to audit agent behavior is an important property of open agent systems; new, unfamiliar agents may be added to the system. The "Constraint" allow us to specify requirements on how the responsibility is performed. In the Indexer example above, we specified a constraint on how long before the index needed to be updated. Agents may perform better than required. The constraints are the minimal performance accepted while still satisfying the role.
Initiatives
Initiatives specify pro-active behaviours. These are specified as outcomes that the agent playing this role must ensure are true. We specify these as Outcomes with Constraints. Specifying in terms of Outcomes has the same benefits as it did for Responsibilities. The format of an Initiative is as follows:
Initiatives can be used where it is not obvious when we need to perform the task, or if it is a task that needs to be monitored constantly.
Initiative outcomes may specify conditions that we want to ensure are true. For example, "Database A is in synch with Database B." The specification does not specify the details of how it ensures this outcome is true. We leave it to the role design to specify how to ensure this holds. For example, the agent may be able to do nightly audits, or it may regularly sample entries in the databases and verify that they are in synch.
Facilities
Facilities are requests that other agents or users can ask of the agent playing this role. The agent can decide when/if/how they handle the request. A request may fail if the agent is unable to perform the task. Facilities can be for many types of requests, for example, requests for a second opinion on something. (Perhaps an agent can seek the opinion of a number of agents to help it make a decision.)
We specify Facilities as follows:
Requested-Outcome (Parameters) : Specifiable-Constraints "Specifiable-Constraints" specify what constraints the user of the facility may impose. For example, the user may request that the request be completed within a certain time period. (The request will fail if the agent implementing the role is unable to comply with the specified condition.)
As with Responsibilities and Initiatives, we specify the desired Outcome, but not how the Outcome is achieved. The details of how it is achieved are left to the agent class specification.
Assembling Role Specifications
Once we have derived a set of role specification elements from the application use cases, we group the related role specification elements into a number of role specifications. A role should serve a single cohesive purpose. A role specification is made up of a number of related role specification elements.
One way we can determine the grouping is to consider the system as a human organization, thinking of the roles as roles that a human would play. Would it make sense for a single person to perform these role specification elements?
Create Agent Classes
Agent classes specify one particular way of fulfilling the requirements of a role. They are derived during the architectural design phase. While role specifications deliberately avoid implementation bias, we begin to capture design decisions in agent class specifications. Agent class specifications describe how the functionality described by the role specification can be implemented. This description includes a high-level description of how each role specification element will be implemented, and also which other roles the agent class needs to interact with.
Outcome

Constraint
In order for an agent to play a role, an agent will implement one of the role's agent classes. This provides the agent with a particular way of playing the role. In some advanced agents, it is possible that they implement multiple agent classes for a role. This enables the agent to play the role in a number of different ways. The agent can choose the best way for the given situation.
Agent class specifications are an extension of role specifications. They are also specified in terms of Responsibilities, Initiatives and Facilities. However, agent class specifications include some additional information:
Roles that the agent class fulfills: o We specify the role specification whose requirements the agent class is designed to fulfill. Public and private role specification elements:
o Like role specifications, agent class specifications contain role specification elements. However, agent classes introduce the concept of having public and private role specification elements. o Public role specification elements are the ones inherited from the role specification that the agent class is implementing. These role specification elements are exposed, and can be used by other agents. o Private role specification elements are those that are for internal use. These cannot be accessed by other agents. These are like the "hidden" implementation details of the agent class, and are analogous to private methods in object-oriented classes. Knowledge:
o An agent class can specify what information it will store in order to fulfill the role. o These are analogous to member variables in object-oriented classes. Supporting roles used by the agent class o An agent class may use the functionality offered by other roles in order to implement its role specification elements. In effect, the agent class is specifying "positions" that it needs other agents to fill in order to function. o Different agent classes for the same role may use differing sets of supporting roles. This is one way by which an agent may determine which agent class is appropriate for the current situation.
o The details of how the supporting roles are used is described in the role specification element descriptions. o Because supporting roles provide details about how an agent class is implemented, defining supporting roles is similar to iterative refinement in structured design. o An agent class specifies positions for "Roles" that need to be filled. The position can be filled by any agent class implementing that role. This provides support for "polymorphism". Role specification element descriptions:
o For agent classes, we provide additional information describing how we might implement each role specification element. o These descriptions include how the agent class interacts with other roles. This explains how the "supporting roles" are used. o We can use a textual description, or we can use UML interaction diagrams.
Iteratively Refine Agent Classes
While specifying the agent class, we will have specified a number of supporting roles. We now specify agent agent classes for those supporting role.
We continue to specify agent classes for supporting roles, until none of the remaining roles rely on other roles, or until the roles are simple enough that they can be easily understood.
Discussion
The method proposed is role-based. The role specification method defined here avoids implementation bias, and maybe a useful construct for understanding a problem domain. The specification method also aims to break the concept of a role down to a number of base components (Responsibilities, Initiatives and Facilities). As we specify agent classes, we start to introduce more implementation bias. However, the information we include is how roles interact, but not the details of how roles achieve their required outcomes. So, in summary, the methodology supports software analysis using agent-oriented concepts without too much implementation bias.
Conclusions and Further Work
In this paper, we have discussed the requirements of software analysis, and how some current agentoriented methodologies satisfy this need. We also present a role-based agent-oriented methodology that we are developing. The methodology can be used in software analysis. We are currently working to refine the methodology, and to perform further case studies.
