This paper reports on the findings from a qualitative research study into the use of a technologyfacilitated part-complete solution method (PCSM) that was used to support the learning of computer programming. The use of part-complete solutions to programming problems is one way in which the cognitive load that students experience during learning can be reduced.
Introduction
Learning to write computer programs is not easy (e.g., du Boulay, 1986; Scholtz & Wiedenbeck, 1992) and this is reflected in the low levels of achievement experienced by many students in first programming courses. For example, Perkins, Schwartz & Simmons (1988, p.155) state that: "Students with a semester or more of instruction often display remarkable naiveté about the language that they have been studying and often prove unable to manage dismayingly simple programming problems". Also, King, Feltham & Nucifora (1994, p.18) state that: "Even after two years of study, many students had only a rudimentary understanding of programming". Some research has taken place into the use of part-complete solutions as a way of reducing the cognitive load on students in order to help them learn programming more effectively (e.g., van Merrienboer, 1990; van Merrienboer & De Croock, 1992) . These studies demonstrated the potential of such a part-complete solution method (PCSM), but its success was never realised due to the absence of suitable electronic tools to support the process.
A software tool named CORT (Code Restructuring Tool) has been built by the author to support this completion method and this paper reports on the findings from a qualitative research
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CORT: A Tool to Support the PCSM
CORT has been described in other papers (e.g., Garner, 2003 Garner, , 2005 . The interface comprises two windows as shown in Figure 1 . The right-hand window contains the part-complete solution to a given programming problem, and the left-hand window contains possible lines of code that can be used to complete the program. A CORT problem may have more lines in the left-hand window than are necessary, some lines acting as distracters to force students to think more carefully about the lines to choose.
Lines can be moved between the windows by clicking on the large arrows on the toolbar. Other buttons on the toolbar can be used to rearrange lines in the right-hand window. When a student wishes to test the code, the contents of the right-hand window are copied to the windows clipboard and then pasted into a program development environment which, in this example, is Visual BASIC. The program can then be executed and, if necessary, amended back in the CORT program.
The set of possible lines of code that is given to a learner to be used in the completion of a partcomplete program can be varied. This can be done by providing one of the following methods:
Method 1. All of the lines of code that are missing from the program are provided as options.
Method 2. All of the lines of code that are missing from the program, together with some extra lines of code that are not needed to complete the program, are provided. These extra lines act as "distracters". Method 3. Some of the lines of code that are missing from the program might be provided, however some other missing lines must be keyed-in by the learner.
The important variable that affects which of the above methods is used for a given problem is the degree of difficulty of that problem. For example, if a problem was relatively simple then method 2 might be used, whereas method 1 might be used with a more difficult problem.
Research Design
An inquiry took place to investigate the ways in which the part-complete solution method (PCSM) within the CORT system supported the learning process.
Observation and participation by the researcher were used as a major method of collecting data and an action research methodology was utilised for the study. A quasi-experimental design framework was used within the action research methodology. The design was deemed to be quasi-experimental as it was not possible to achieve "randomisation" of exposures which is essential if true experimentation is to take place (Cohen & Manion, 1994) .
The investigation took place over a period of one semester at an Australian university, a semester being 14 teaching weeks. The unit of study was in introductory programming and was for students within a school of Management Information Systems. Students are expected to gain fundamental programming knowledge in this unit including the three basic control structures, built-in functions, user-defined functions, event and general procedures, text file processing, and array processing.
A set of 17 programming problems was carefully designed in order to cover the objectives of the unit syllabus. The problems were a mixture of the three methods described earlier and were given to the students over a period of ten weeks. Eight students were observed over the period with the aim of determining patterns and trends in the usage of CORT and the part-complete solution method together with evidence of reflection and higher order thinking. The author acted as the observer and prompted students to try and make their thinking explicit when certain courses of action were undertaken.
Analysis of Results

Levels of Cognitive Strategy with the CORT System
The forms of learner cognitive strategy were tabulated and levels were identified from the forms of student activities observed. This determination of levels provided a discrete set for analyses and inquiry.
From the observations of student activities that took place by the author, five distinct levels of cognitive strategy were identified with respect to CORT. These ranged from the lowest level of cognitive strategy where a student demonstrated no planning and randomly moved lines from the left hand window into a part-complete solution, through to the highest level where a student demonstrated thorough planning and testing of a problem solution. These levels were classified by the researcher and are described in Table 1 . Some levels of consideration in their approach. For example a student:
• Thoroughly reads a part-complete solution.
• Identifies a subset of lines in the left-hand window and then chooses a line to move from that subset.
•
Moves the line with some thought to a position in the right-hand window. However this is done at a micro level such that they move the line to be adjacent to lines which look similar, e.g. the line n = 1 is in the right hand window and therefore they move n = n + 1 to be close to this line • Tests and traces their program several times. 4
High levels of consideration and some evidence of strategy. For example a student:
• Thoroughly reads and studies a part-complete solution.
• Carefully selects lines of code.
Carefully and thoughtfully places the lines into the part-complete solution.
• If a part-complete solution has more than one procedure, they work on one procedure at a time in the right hand window. Shows some evidence of testing the part-complete solution in a strategic manner, making extensive use of the Visual BASIC debugger. 5
Deliberate approach. For example a student:
• Thoroughly reads and studies a part-complete solution and the lines of code in the left-hand window.
• Demonstrates initial planning.
• Carefully selects lines of code and thoughtfully places the lines into the partcomplete solution.
• If a part-complete solution has more than one procedure, they work on one procedure at the time in the right hand window. They might thoroughly test that procedure that they have completed the code for before they work on completing the code for other procedures. Tests the part-complete solution at appropriate points to check their hypotheses about the lines and the way the program should behave.
Support Types Identified and Scaffolded by the CORT System
The students were observed to use CORT in a number of different ways in response to the difficulties they experienced while attempting the programming problems. The use of CORT helped scaffold the students to various degrees and this section describes a classification of support types and an explanation of how estimates were made of the scaffolding provided by CORT. The types of support provided by CORT were categorised as syntactical, semantic, structural, and algorithmic. These categories are standard forms within programming environments (e.g., Soloway, 1986; Winslow, 1996) . Examples of the types are shown in Table 2 . In solving an algorithm to determine the average of a set of numbers, a line of code is placed in the wrong position. For example: Do While Not EOF(1) Input #1, number Let total = total + number Loop Let count = count + 1 Let average = total / count In the above, the incrementing of the variable count should be within the loop. The CORT system helps the student identify the error.
In addition to determining the types of support that the CORT system provided for students for the problems that they attempted, it was important to determine the degree of assistance that CORT offered. Table 3 shows this classification of the scaffolding levels provided by CORT and their meanings. The CORT system provided some help in solving the problem. 3
The CORT system provided a lot of help in solving the problem.
For each of the 17 CORT problems, the support type, cognitive strategy and level of scaffolding provided were recorded for each of the observed students.
Analysis of Summary Data
The collected data were summarised in a series of tables. This section presents those tables and discusses the trends that emerged from the data. Table 4 shows a summary of the learning support data for each of the eight students that were observed and includes the support types, levels of cognitive strategy and levels of scaffolding. CORT scaffolded with an overall average of 2.6 (range 1 -3) demonstrating that it provided considerable help for students. CORT supported a level of cognitive strategy of 3.3 (range 1 -5). This revealed that students were generally engaged with CORT and that they nearly always applied some consideration in their approaches to the tasks that they attempted.
Analysis of Data by Student
The overall levels of CORT's four support types were 11%, 39%, 22%, and 28% for syntax, semantics, structure and algorithms respectively. It was expected that CORT would provide a low level of support for syntax errors as methods 1 and 2 do not require students to key in lines of code. Because of this, the possibilities of students being confronted with syntax problems is relatively low for the CORT system. The majority of difficulties that the students had, and for which CORT provided support, were semantic. The probable reason for this is that most students attempted problems within CORT, made little use of the textbook, and made use of CORT to scaffold them with respect to any semantic difficulties that they were confronted with. If they had not used CORT to try and solve their problems then they would have been forced to use other resources, such as the textbook, in order to determine the meaning of various programming statements. By using the CORT system, students were usually able to determine the meaning and semantics of statements by experimentation and consideration of the feedback that the CORT sys-tem provided them with. The levels of success achieved by students through their use of CORT confirmed the support CORT provided.
CORT also provided high levels of support for structural and algorithmic difficulties that students encountered. This is an important finding as there are generally few supports for these two areas when students learn to program using traditional techniques.
Analysis of Data by Problem Number
A summary of the data tabulated by problem number is shown in Table 5 . The table shows the support types and the levels of cognitive support and scaffolding for each of the seventeen problems that were attempted by the students during the research experiment. Two patterns clearly emerge from the data. The first concerns the instances of semantic support provided by the CORT system as shown in columns 6 and 7. In the first nine problems, problem numbers 2 -10, there were seventeen instances of semantic support for the total of twenty-five student observations that took place. In the eight remaining problems, problem numbers 11 -18, there were only seven instances of semantic support for the total of sixteen student observations that took place. These results indicate that most semantic help took place earlier in the course when students were attempting to acquire much of the necessary semantic knowledge of various programming statements. By the latter part of the course, most students had constructed much of this semantic knowledge and required less help from the system.
The second finding concerns the instances of algorithmic support provided by the CORT system. In the first nine problems, problem numbers 2 -10, there were six instances of algorithmic support for the total of twenty-five student observations that took place. In the eight remaining problems, problem numbers 11 -18, there were fourteen instances of algorithmic support for the total of sixteen student observations that took place. These results indicate that most algorithmic help took place in the latter part of the course as the problems became progressively more difficult.
These two findings suggest that the CORT system provided most support for semantic difficulties early in the course and most support for algorithmic difficulties in the latter part of the course. It could therefore be argued that the design of the 17 problems was fairly sound. The progressive increase in difficulty of the problems has ensured that most students have been supported early on in their learning of programming language semantics at a time when the algorithmic difficulties that they faced were relatively low. Later in the course there were more difficult CORT problems and students faced many more algorithmic difficulties. However they were well supported by CORT. It seems that students no longer had to be as concerned with semantic difficulties. The cognitive load had been kept low in the early part of the course by ensuring the problem solutions had relatively simple algorithms. As the course progressed, less semantic support was necessary and it had been possible to increase the level of difficulty of the algorithms that were required for solutions, whilst keeping the cognitive load steady and not overloading students. Table 6 contains the same data as that of Table 5 ; however the rows have been sorted by the "CORT Method" column which is the third column. Some properties of the data that seem to emerge from this table included the relatively large number of syntax supports that CORT had provided in method 3 type problems. Because the number of student observations varied between the three CORT methods, the data from Table 6 has been summarised in Table 7 in order to extract more meaning from the data. 
Analysis of Data by CORT Method
In Table 7 , the ratios of support instances to the number of student observations have been determined for each support type within each CORT method. Also, the overall average of levels of cognitive support and of levels of scaffolding have been determined.
The data reveals several interesting findings. Firstly, CORT has not supported syntax errors when CORT method 1 was used. This is not surprising as such errors cannot be made in method 1 type problems. CORT does however provide good syntax support for method 3 type problems when students have to key in some lines of code. The data also reveals that there is less algorithmic support for the higher CORT methods, the ratios of support instances to the number of student observations being 0.46, 0.43, and 0.33 respectively for CORT methods 1, 2 and 3. This seems to indicate that it is easier for students to determine an algorithm to solve a problem when all the required lines are available and there are no distracter lines. It is most difficult for students to determine a required algorithm when they have to key in lines and then CORT provides less support for them.
The table also shows that the levels of cognitive support were fairly even and strong across all three CORT methods. However, that level of scaffolding provided by CORT was lowest for method 3 type problems. Again, this was probably to be expected as the lines of code together with distracter lines provide strong scaffolding in methods 1 and 2. However method 3 type problems do not provide students with all the necessary line of code.
Conclusions
This paper has reported on the observations that were made of students as they engaged with the part-complete solution process through the CORT system during the semester in which a research experiment took place. The results demonstrated the following outcomes:
• The system provided strong scaffolding for student learning.
• Students engaged well with the system and generally used a thoughtful and considered cognitive strategy.
• The highest level of support was for student semantic difficulties although there was also strong support for algorithmic and structural difficulties.
• The system support for semantic difficulties was higher in the early stages of the course.
• The system support for algorithmic difficulties was higher in the latter stages of the course.
• Students mainly had syntax difficulties with method 3 type problems when they had to key in lines of code. The system did provide support, if only by indicating that a difficulty existed.
• The system provides better algorithmic support for method 1 and 2 type problems than with method 3 type problems.
• The level of scaffolding provided by the system was lowest for method 3 problems.
The data suggest that the part-complete methods used in the CORT system have a strong influence on the supports and scaffolding levels that are provided. It is probably not unexpected that students receive lower levels of scaffolding when they have to key in lines of code themselves to complete a solution rather than choose lines of code that have been provided to them. Care is therefore necessary in the design of a set of problems for an introductory programming course so that the scaffolding is reduced gradually in order to try and keep the cognitive load that students experience fairly constant.
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