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Streszczenie. W artykule przedstawiono wyniki analizy porównawczej dwóch konkurencyjnych technologii tworzenia aplikacji internetowych: 
ASP.NET MVC firmy Microsoft oraz JavaServer Faces (JSF) wspieranej przez Oracle. Badania zostały zrealizowane poprzez implementację 
dwóch aplikacji o takiej samej funkcjonalnoĞci, korzystającej z tej samej bazy danych MySQL. Do pracy z danymi wykorzystano najczęĞciej 
stosowane narzędzia typu ORMŚ Hibernate dla JSF i Entity Framework dla ASP.NET MVC. Przy porównaniu brano pod uwagę strukturę 
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1. Wstęp  
W warunkach szybkiego rozwoju technologii 
informacyjnych i szybkiej ewolucji systemów zarządzania 
informacją, najbardziej aktualne z zadań, które nieustannie 
występuję przed twórcami aplikacji, to wybór podejĞcia do 
tworzenia interfejsu. Podczas tworzenia aplikacji, deweloperzy 
często projektują interfejs, za pomocą specjalnych narzędzi do 
projektowania, przeciągając zestaw składników lub elementów 
sterowania na powierzchnię projektową [1].  
Гe względu na olbrzymią konkurencję pomiędzy 
aplikacjami o podobnym zakresie funkcjonalnoĞci, 
użytkownik wybierze tę, która będzie bardziej intuicyjna 
i przyjazna a programista w prostszy sposób będzie w stanie 
zmienić interfejs oraz wspierać aplikację.  
Do wyboru istniej dużo szkieletów programistycznych, 
bibliotek i narzędzi przeznaczonych dla różnych języków 
programowania. Ich nowe wersje pojawiają się na rynku nawet 
kilka razy w ciągu roku.  
W niniejszym artykule do porównania wybrano dwie 
konkurencyjne technologie. JavaServer Faces (JSF) dla języka 
programowania Java oraz ASP.NET MVC dla języka 
programowania C#. Obie technologie mają na celu wsparcie 
procesu implementacji aplikacji webowych. 
ASP.NET MVC, firmy Microsoft, łączy w sobie 
skutecznoĞć i dokładnoĞć architektury model-widok-kontroler 
(MVC), najnowsze pomysły i wszystko, co najlepsze 
z istniejącej platformy ASP.NET [2]. 
JavaServer Faces (JSF) zmienił sposób pisania aplikacji 
internetowych w Javie. JSF proponuje eleganckie rozwiązania 
kluczowych problemów, związanych z opracowaniem 
komercyjnych zastosowań webowych Д3]. JavaServer Faces 
opiera się również na architekturze MVC i jest standardem 
dla aplikacji Java EE. Technologię aktywnie rozwijają Oracle 
i IBM, a poza tym utworzono wiele bibliotek, które z nim 
współpracują. pozwalając wykorzystać niestandardowe 
komponenty UI, oparte na przykład na jQuery [4]. 
Obie technologie umożliwiają pracę z bazami danych za 
pomocą dedykowanych narzędzi ORM (ang. Object 
Relational Mapping) [5]. Dwa najbardziej popularne 
rozwiązania typu ORM to Hibernate dla języka Java i Entity 
Framework dla języka C#.  
W artykule przedstawiono wyniki analizy porównawczej 
opartej na dwóch, identycznych co do funkcjonalnoĞci 
aplikacjach testowych współpracujących z tą samą bazą 
danych MySQL. 
Przyjęto założenie, że przystępując do tworzenia aplikacji 
webowej, programista zna już podstawy programowania 
w języku C# i Java. 
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Postawiono następujące tezy: 
T1: Obie technologie umożliwiają stworzenie aplikacji 
współpracującej z bazą danych MySQL o tej samej 
funkcjonalności. 
T2: Technologia ASP.NET MVC jest bardziej przyjazna 
dla początkującego programisty aplikacji webowych 
w stosunku do technologii JSF. 
2. Aplikacje testowe 
Prosta aplikacja testowa do obsługi biura podróży pozwala 
na realizację podstawowych funkcjonalnoĞci typu CRUD 
(ang. Create, Read, Update, Delete). Obie aplikacje posiadają 
jednakowy, prosty interfejs przedstawiony na rysunku 1. 
Schemat bazy danych przedstawia rysunek 2. 
 
Rys. 1. Strona aplikacji z widokiem klientów biura podróży 
Schemat bazy danych przedstawiono na Rys. 2. 
 
Rys. 2. Schemat bazy danych dla aplikacji testowych 
3. Ogólne cechy obu platform 
Tabela 1 przedstawia podstawowe właĞciwoĞci 
analizowanych technologii. 
Z danych w tabeli 1 widać przewagę technologii 
ASP.NET MVC nad technologią JavaServer Faces, w kwestii 
związanej z rozwojem i ciągłym unowoczeĞnianiem 
frameworka. Technologia ASP.NET jest na bieżąco 
aktualizowana. Niemalże każdego roku wychodzą jej nowe 
wersje, które mają nowe właĞciwoĞci oraz możliwoĞci. 
Najpopularniejsza wersja technologii JSF 2.2, z której 
korzysta największa liczba osób, została wydana w 2013 
roku, a ostatnia wersja JSF 2.3 pojawiła się dopiero w roku 
2017, po 4 letniej przerwie. Developerzy frameworka 
ASP.NET MVC dodają nowe funkcje i możliwoĞci, 
zwiększając tym samym jego konkurencyjnoĞć.[6].  
Tabela 1. WłaĞciwoĞci technologii ASP.NET MVC i JavaServer Faces 
Właściwości ASP.NET MVC 5 JavaServer 
Faces 2.2 
Data 
przedstawienia 
10 grudnia 2007 1 lipca 2009 
Data ostatniej 
wersji 
ASP.NET MVC 6 — 
1.0.0 (2016) 
JSF 2.3 (2017) 
Twórca Microsoft Oracle Mojarra, 
Apache MyFaces 
Język 
programowania 
C# Java 
Open Source Komercyjna Tak 
ĝrodowisko 
programistyczne 
Visual Studio 
NetBeans, Eclipse, 
IntelliJ IDEA 
Hosting IIS  
Nie posiada 
własnego hostingu 
Technologia 
widoku 
Razor  Facelet lub JSP 
Stylizacja 
widoku 
Wbudowany Bootstrap 
Nie posiada 
wbudowanych 
narzędzi  
Standard widoku  HTML5 XHTML 1.1 
Generacja 
widoku 
wspomagana 
przez IDE 
Jest możliwoĞć generacji 
widoku z kontrolera dla 
jego wybranej metody 
Nie posiada takiej 
możliwoĞci 
Tutoriale 
Wiele oficjalnych 
informacji, wiele blogów, 
przykładów 
Dokumentacja na 
stronie Oracle, 
mało informacji 
Dedykowany 
serwer 
IIS Tomcat, GlassFish 
Współpraca z 
MySQL i inną 
bazą danych 
Jest możliwoĞć 
współpracy  
Jest możliwoĞć 
współpracy  
ORM 
wspierające 
pracę z bazą 
danych 
Entity Framework, 
NHibernate, 
DataObjects.NET, 
ADO.NET Entity 
Framework 
Hibernate, 
SpringORM 
Instalacja 
bibliotek 
Przez silnik NuGet 
Dodawanie ręcznie 
pobranych bibliotek 
z oficjalnej strony 
System 
operacyjny 
Windows  
Windows, Linux 
itp. 
4. Struktura aplikacji 
Aplikacje wytworzone w obu technologiach posiadają 
podobne struktury (Rys. 3), podzielone na trzy warstwy: 
model, widok, kontroler oraz zasoby uzupełniające w postaci 
plików CSS, skrypty JS.  
W ASP.NET MVC w Ğrodowisku programistycznym 
Visual Studio automatycznie są tworzone foldery dla modeli, 
kontrolerów, widoków, plików stylu itp. 
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W JSF występuje obowiązek samodzielnego tworzenia 
odpowiedniej struktury katalogowej. Standardem jest podział 
na pliki Java oraz pliki warstwy web. Pliki w folderze Java 
zawierają klasy modeli i kontrolerów, a pliki w folderze web -
 widoki, pliki stylów CSS oraz skrypty JS. 
 
Rys. 3. Struktura testowej aplikacji ASP.NET MVC i JSF 
Obie technologie zawierają również pliki konfiguracyjne, 
ASP.NET MVC w folderze głównym a JavaServer Faces 
w folderze web oraz pliki konfiguracji Hibernate w pakietach 
Java i plik Manifest w folderze konfiguracji. 
Przykład 1 przedstawia fragment kodu klasy modelu 
Customer reprezentującej klienta biura podróży dla JSF. 
Przykład 2 prezentuje analogiczny kod dla ASP.NET MVC. 
Г przykładów 1-2 widać, że sposób definiowania 
podstawowych metod typu get/set (wykorzystywanych 
w klasach modeli) w C# sprowadzony jest do jednego wiersza, 
co generalnie wpływa na zmniejszenie liczby wierszy w 
klasach modeli.  
Przykład 1. Fragment modelu Customer dla JSF 
 
Przykład 2. Fragment modeluCustomer dla ASP.NET MVC 
 
5. Interfejs graficzny 
W aplikacji JSF intefejs graficzny został zbudowany za 
pomocą technologii facelet, natomiast ASP.NET MVC 
korzysta z silnika widoków Razor. Interfejs obu programów 
jest jednakowy (Rys. 1), drobna różnica występuje 
w nagłówku.  
Przykład 3 przedstawia kod dodania bibliotek specjalnych, 
stylów i skryptów JavaScript dla JSF (13 linijek kodu). W celu 
podłączenia tych plików wykorzystywany jest specjalny 
znacznik biblioteki JSF, generujący nagłówek dokumentu 
HTML <h:head> oraz znacznik wskazujący źródło 
dołączanych zasobów <h:outputStylesheet>. W JSF występuje 
koniecznoĞć dodatkowego podłączenia bibliotek dla 
znaczników JSF a każdy plik stylów oraz skryptów dołączany 
jest oddzielnie. 
Przykład 3. Nagłówek pliku widoku dla JSF 
 
Przykład 4 przedstawia sposób dołączenia stylów dla 
ASP.NET MVC za pomocą funkcji silnika Razor. W tym 
wypadku nagłówek zajmuje 9 linii kodu. 
Przykład 4. Nagłówek pliku widoku dla ASP.NET MVC 
 
W ASP.NET wszystkie style podłączane są za pomocą 
jednej linii kodu. Ten framework bazuje na silniku Razor 
i czystym kodzie HTML, nie trzeba korzystać z dodatkowych 
bibliotek znaczników. Razor oferuje natomiast tzw. 
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‘pomocników’ (ang. helper) do generowania kodu HTML z 
poziomu pliku widoku. 
Przykład 5 i 6  przedstawiają odpowiednio dla JSF 
i ASP.NET MVC, fragmenty plików widoku kolumny tabeli 
z łączem do strony usunięcia elementu Customer. 
Przykład 5. Fragment widoku pojedynczej kolumny z hiperłączem dla JSF 
 
Przykład 6.  Fragment widokupojedynczej kolumny z hiperłączem dla 
ASP.NET MVC 
 
JSF do generowania widoków korzysta z technologii 
facelet i wykorzystuje specjalne znaczniki (np.  <h:column> - 
komórka tabeli z zawartoĞcią, <h:commandLink> - hiperłącze 
z możliwoĞcią wywołania akcji Delete). ASP.NET MVC 
bazuje na technologii widoków Razor i korzysta z prostych 
znaczników tabeli HTML (np. <td>) a hiperłącza 
umożliwiające wywołanie akcji Delete, wstawiane jest 
również za pomocą specjalnych „helperów” Razora (np. 
@Html.ActionLink).  
Porównując oba pliki widoków - ponownie widać, że 
zastosowanie silnika Razor skraca i upraszcza kod. 
W opinii autorki, napisanie interfejsu w technologii 
ASP.NET MVC jest łatwiejsze. ĝrodowisko programistyczne 
Visual Studio pozwala wygenerować widok do wybranej 
funkcji kontrolera, ale można też dowolnie zmienić stylizację 
lub wszystkie pliki tworzyć ręcznie. Udostepnienie gotowego 
szablon (opartego o Bootstrap), zdecydowanie ułatwia 
i przede wszystkim przyspiesza proces projektowania layoutu 
strony W przypadku JSF udostępniane są bardzo podstawowe 
szablony i cały layout strony należy projektować manualnie.  
JeĞli chodzi o komponenty GUI to również 
ASP,NET MVC oferuje więcej kontrolek. Natomiast JSF 
wymaga tu wsparcia dodatkowych bibliotek np. Prime Faces 
[7], RichFaces [8]. 
6. Współpraca z bazą danych  
Dla aplikacji JSF wymagane jest pobranie jednej 
biblioteki MySQL Connector Java z oficjalnej strony Oracla 
oraz dodanie jej do projektu. 
Dla aplikacji ASP.NET MVC dodawanie bibliotek 
MySQL jest łatwiejsze, ale potrzebne są dwie bibliotekiŚ 
MySql.Data, MySql.Data.Entity Wystarczy w Ğrodowisku 
programistycznym otworzyć pakiet NuGet oraz wybrać do 
zainstalowania te biblioteki. 
Przykład 3 przedstawia konfigurację połączenia z baza 
danych przy pomocy Entity Framework dla ASP.NET MVC. 
W pliku Web.config w znaczniku connectionString 
umieszczono parametry połączenia z serwerem bazy danych: 
nazwa użytkownika, nazwa serwera, parametry bazy danych. 
Przykład 3. Konfiguracja połączenia z bazą danych w Entity Framework 
 
Przykład 4 przedstawia konfigurację połączenia z baza 
danych przy pomocy Hibernate. Plik hibernate.cfg jest 
tworzony automatycznie przy tworzeniu pustej aplikacji. 
W tagach property jest wskazana konfiguracja połączenia do 
bazy danychŚ typ dialektu, link do serwera, użytkownik oraz 
pliki mapowanych tabel z bazy danych. 
Przykład 4. Konfiguracja połączenia z bazą danych przy pomocy Hibernate 
 
W kwestii podłączenia MySQL, można stwierdzić, że 
z jednej strony lepsza jest technologia JSF (wymagana jest 
dodatkowo jedna biblioteka, która zajmuje 2 razy mniej 
pamięci). A z drugiej strony w technologii ASP.NET MVC 
łatwiejszy jest proces instalacji bibliotek, które jednak 
zajmują więcej pamięci.  
W obu aplikacjach przez narzędzia ORM (Hibernate dla 
JSF, Entity Framework dla ASP.NET MVC), automatycznie 
mapowane są tabele bazy danych na odpowiednie klasy 
modeli. 
W obu technologiach mapowanie jest niemal jednakowe. 
Hibernate tworzy dodatkowe dwa pliki konfiguracyjne. Po 
mapowaniu tworzą się klasy z polami tabel bazy danych, 
z funkcjami dostępowymi get/set. Oba frameworki 
automatycznie generują odpowiednie kody w plikach 
konfiguracyjnych, ustawiając parametry połączenia do bazy 
danych. 
Przykład 5 przedstawia metody tworzenia listy danych 
z tabeli Deals (korzystając z modelu Deals i języka zapytań 
LINQ) przy pomocy Entity Framework. 
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Przykład 5. Formowanie listy Deals przy pomocy Entity Framework 
 
Przykład 6 przedstawia metody tworzenia listy danych 
z tabeli Deals przy pomocy Hibernate. 
Przykład 6. Tworzenie listy Deals przy pomocy Hibernate 
 
Tworzenie listy umów z klientami w ASP.NET MVC 
bazuje na odpowiednim zapytaniu LINQ wykonanym za 
pomocą jednej instrukcji. W JSF najpierw należy 
zadeklarować listę umów, następnie, uruchomić transakcję 
Hibernate i dopiero zapytanie do baz danych  
Przykład 7 przedstawia kod dodawania nowego klienta 
do tabeli Customer w ASP.NET MVC za pomocą Entity 
Framework. Przykład 8 prezentuje analogiczny kod dla 
Hibernate i JSF. 
Przykład 7. Dodawanie nowego klienta w ASP.NET MVC 
 
Przykład 8. Dodawanie nowego klienta w technologii JSF 
 
Dodawanie nowego obiektu w  ASP.NET MVC zajmuje 
mniej linii kodu. W JSF należy uzupełnić pola obiektu, 
korzystając z funkcji set. W ASP.NET MVC jest to 
realizowane automatycznie za pomocą mechanizmu Data 
Model Binding i Entity Framework - dlatego wystarczy jedna 
instrukcja do pobrania danych klienta z formularza, 
utworzenie nowego obiektu Customer i dodania go do bazy 
danych. 
Przykład 9 przedstawia metody usuwanie klienta z tabeli 
Customer w ASP.NET MVC przy pomocy Entity 
Framework.  
Przykład 9.  Usuwanie klienta w ASP.NET MVC za pomocą Entity 
Framework 
 
Przykład 10 przedstawia metody usuwanie klienta 
z tabeli Customer w JSF przy pomocy frameworka Hibernate. 
Przykład 10. Usuwanie klienta w JSF za pomocą Hibernate 
 
Usuwanie obiektów w obu technologiach jest proste 
i w zasadzie podobnie kodowane.  
Ważnym aspektem pracy z bazą danych jest czas 
wykonywania operacji bazodanowych. Tabela 2 i rysunek 4 
przedstawiają czas wykonywania podstawowych operacji na 
tabeli Customer w obu technologiach.  
Tabela 2. Czas wykonywania operacji na bazie danych 
 ASP.NET 
MVC 
JSF 
Pierwsze uruchamianie (sekundy) 34,15 74,27  
WyĞwietlanie danych klienta (sekundy) 2,13  1,63  
Dodawanie nowegoklienta (sekundy) 2,3  1,98  
Usuwanie klienta (sekundy) 1,67  2,46  
 
Rys. 4. WydajnoĞć operacji bazodanowych [s] 
7. Metryki kodu aplikacji 
Ostatnim analizowanym kryterium porównania obu 
aplikacji były podstawowe metryki kodu, które zostały 
zestawione w tabeli 3.  
Czas [s] 
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Aplikacja w technologii ASP.NET MVC zajmuje do 
5 razy więcej pamięci, i wykorzystuje więcej bibliotek.  
Porównując fizyczne linie kodu, można stwierdzić, że 
aplikacja JavaServer Faces zajmuje więcej linii kodu. Tylko 
dla widoku w obu technologiach liczba linii kodu jest 
jednakowa. 
Dla pliku modelu JavaServer Faces zajmuje półtora razy 
więcej linii kodu. Wynika to z faktu, że w ASP.NET MVC 
metody get oraz set są pisane zwykle w jednej linii. 
Tabela 3. Wybrane metryki kodu obu aplikacji 
 
JavaServer 
Faces 
ASP.NET 
MVC 
Liczba plików aplikacji 164 384 
Pliki konfiguracyjne 5 5 
Liczba bibliotek  18 26 
Waga bibliotek(MB) 11.5 68.7 
Kontroler - liczba linii 
kodu  
180 115 
Widok - liczba linii kodu 50 50 
Model - liczba linii kodu 69 43 
Waga projektu (MB) 22.3 103 
8. Wnioski 
W artykule przedstawiono najważniejsze aspekty 
analizy porównawczej technologii ASP.NET MVC oraz 
JavaSerwer Faces. Stworzone aplikacje testowe potwierdziły 
tezę 1, że obie technologie umożliwiają stworzenie aplikacji 
współpracującej z bazą danych MySQL o tej samej 
funkcjonalnoĞci.  
Na podstawie doĞwiadczenia nabytego w trakcie 
tworzenia aplikacji w obu Ğrodowiskach i przedstawionych 
wyników, można wnioskować, że to ASP.NET MVC jest dla 
początkującego programisty łatwiejszy i bardziej przyjazny. 
Oferuje możliwoĞć automatycznego generowania layoutu, 
tworzenia widoków do wybranego modelu danych, czy też do 
wskazanych akcji kontrolerów. Dodatkowo istnieje wiele 
materiałów pomocniczych udostępnianych na stronach 
Microsoft, blogach i forach dyskusyjnych. Nie wymaga też 
instalowania dodatkowych bibliotek z komponentami GUI. 
Technologia JavaServer Faces jest silnym konkurentem 
dla ASP.NET MVC, jednak oferuje zdecydowanie mniejsze 
wsparcie, jeĞli chodzi o generowanie kodu dla aplikacji 
webowej. Jej niezaprzeczalną zaletą jest dużo mniejsza waga 
gotowej aplikacji. 
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