The analysis, failure diagnosis and control of discrete event systems (DESs) requires an accurate model of the system. In this paper we present a methodology which makes the task of modeling DESs considerably less cumbersome, less error prone, and more user-friendly than it usually is. In doing so we simplify the modeling formalism of [5, 4] , proposed for obtaining valid models of complex discrete event systems, by eliminating "precedence relations", and capturing them as part of the "event occurrence rules". Under the new modeling formalism the size of the system model is polynomial in the number of signals; whereas the number of states in the commonly used automata models is exponential in the number of signals. We present automated techniques for deriving an automaton model from the model in the proposed formalism. We illustrate the modeling formalism using examples drawn from manufacturing and process control systems.
Introduction
Most man made systems are discrete event systems (DESs) owing to the manner in which they evolve: In response to events that are spontaneous, instantaneous, asynchronous (thus discrete in nature). There exist numerous types of models of DESs which include automata based models [10] , boolean models [1] , and polynomial representations [6] . [12] provides a survey of modeling and analysis methods such as Temporal Logic, Calculus of Events, Petri Nets and Minimax Algebra. Logic based systems and automatic theorem proving have been used for the development of logic controllers [2] for DESs, which uses a logic based approach to find the final state starting from an initial state.
Modeling of DESs continues to pose a challenge to control system designers. If one attempts to include all the details of the system in a single model it is generally prone to errors as the size of the state space grows exponentially with the number of signals in the system. For this reason modular construction of the system is frequently attempted where sub-models are first built, and then combined through a suitable composition mechanism in order to obtain the overall model. It is naturally desired that all the relevant detail is present in the system model obtained from the composition of these sub-models, and additionally no extraneous behavior results.
Modeling of systems is used for a variety of reasons including diagnosis. For diagnosing failures, observations of the real system are compared with the predictions of a model for identifying faulty conditions. Sampath et al. have proposed a formal language framework for studying diagnosability properties of untimed discrete event systems [11] . A template based approach for fault monitoring of automated manufacturing systems using the timing and sequencing of events has been developed by Holloway [8] .
Once a model of the system has been obtained, it can also be used for the purposes of control. Ramadge and Wonham [10] introduced supervisory control theory (SCT) for discrete event systems [9, 3] , where they employed an automaton model of the system, called a plant, and studied how another automaton, called a supervisor, can be employed to restrict its behavior. The control specifications which express the constrains that one wishes to impose on the system's behavior are modeled as automata or equivalently as formal languages. A supervisor exercises control over the system by dynamically disallowing a minimal set of controllable events so as to achieve the desired specifications. Since SCT relies exclusively on automata for representing both the system and its control specifications, developing easier techniques for obtaining accurate automata models of them is necessary.
With the use of models being essential for the purposes of fault analysis and control, devising systematic and easy methods for obtaining models of the system is a necessity. In [5, 4] , a technique for obtaining the automata models of DESs was proposed which made the task of modeling considerably easier. For a system consisting of binary valued input and output signals, in which the state of the system is determined solely by the values of input and output signals, a modeling formalism was proposed which yielded a model description polynomial in the number of signals. The model was described in terms of initial conditions, weighted sensor event occurrence rules, and precedence relations. This work simplifies the modeling formalism of [5, 4] by eliminating precedence relations among output events, by capturing them as part of the even occurrence rules. Further the procedure of automatic derivation of an equivalent automaton model is considerably simplified through to the use of interacting extended automata. The compact modeling formalism proposed here makes the modeling process considerably simpler, is less error-prone, more user-friendly, scalable, flexible and reconfigurable.
For modeling purposes we take an input/output view of the system. The input signals of the system constitute the independent variables, and output signals the dependent variables.
Input signals are permitted to change their values depending only on their own present values; whereas output signals change their values based on their own values and values of other signals. The model in our framework relies on establishing enabling or guard conditions for each event, where an event is a transition of a signal from one binary value to another. We start by establishing the initial conditions of the system signals. Next, for each of the output events of the system, we obtain event occurrence rules involving boolean constraints over all the signals of the system. In a similar way event occurrence rules for all the input events of the system are obtained, which are simply given by default rules capturing that input signals alternate between their binary values, regardless of the values of the other signals.
Once the rules for all the output and input events of the system has been obtained, we provide an algorithm for translating the rules based model into an equivalent automaton model of the system. We first represent the system as a composition of a set of 2-state interacting extended automata, one automata for each of the binary valued signals (both input and output) of the system. The enabling conditions present in the event occurrence rules are associated as guards with transitions in the 2-state extended automata models. A composition of the interacting extended automata yields the desired automaton model.
The representation of the system in our formalism is polynomial in the size of signals, in contrast to the automata models whose state space are exponential in the size of signals, and thus are immensely difficult to construct. This compactness of the proposed model, together with its intuitive nature, makes it user-friendly, less error-prone, more flexible, easily scalable, and provides canonicity of representation.
The rest of the paper is organized as follows: In Section 2 the preliminaries related to modeling DESs are discussed, which is followed by a motivating manufacturing system example in Section 3 for illustrating the issued involved in modeling DESs. Section 4 introduces the proposed rule based modeling formalism, and an algorithm is given in Section 5 for converting the rule based model to an equivalent automaton model. In Section 6 the modeling formalism is extended to model systems which have DES abstractions and the formalism in this setting is illustrated using examples drawn from process control systems. The flexibility offered by the proposed modeling formalism is illustrated by reconfiguring the process control system in various ways. Section 7 provides conclusions and directions for future research.
Notation and preliminaries
For modeling purposes the signals present in the system can be partitioned into two sets: input signals and output signals. A block diagram of a discrete event system is shown in Figure 1 (a), which has t controllable input, (n-t) uncontrollable input (disturbance) and m output signals. As the values of the inputs applied to the system change, the output signal values change as well. All the signals in the system are taken to be binary valued, and transitions between binary levels false and true are designated as events.
Input signals constitute the independent variables of the system. Their transitions occur depending solely on their own present value, i.e., their occurrence is not influenced by any other signal in the system. actuators, valves, motors of the system, in response to which the system evolves. Uncontrollable input events are those input signals which can neither be disabled nor enabled by any controller devised for the system. These can be operator push buttons, switches, as well as those faults occurring in the system which are not determined by the value of any other signal in the system.
Output signals constitute the dependent variables of the system. Their transitions occur depending on their own values and values of other signals in the system. Output events are generated by sensors, as well as by those faults occurring in the system which are dependent on the values of other signals of the system.
In Figure 1 (b), all events in the system are further classified according to the properties of these events. A controllable event is one which can be allowed to occur or prevented from occurring by an external agent, whereas no such control is possible for an uncontrollable event. An observable event is one whose occurrence can be monitored. All controllable events in the system can be monitored, and hence they are observable. On the other hand, only those output signals which have corresponding sensors connected for monitoring their event transitions can be observed. The events which cannot be sensed or monitored are termed as unobservable.
The possible sequencing of input and output events can be represented by a set of interacting automata. An overview of the automata based model of DES follows. Let Σ denote the finite set of events. A concatenation of events forms a string or a trace. A language is a collection of traces. Let Σ * be the set of all finite strings (traces) of events of Σ including the zero length string . A language is thus a subset of Σ * . A discrete event system is represented by a finite collection of automata G i . An automaton transitions from one state to another in response to the execution of an event provided a certain guard condition is satisfied. Such automata with guards are known as extended automata. Formally an extended automaton is defined as:
where X i is its finite set of states, Σ i is its finite set of events, E i is its finite set of state transitions, x 0 i ∈ X i is its initial state, and X m i ∈ X i is its set of final states. Each transition e ∈ E i is a quadruple of the form:
where x e ∈ X i is the state where the transition is executed, σ e ∈ Σ i is the event label of the state transition, y e ∈ X i is the state resulting from the execution of the transition, P e (Π i X i ) is the guard condition-a predicate over the states of the interacting automata-which must be satisfied for the transition to occur. A state transition is enabled at a state when the associated guard condition evaluates to true.
In order to obtain the overall model of the system, the synchronous composition of automata, presented in [7] , is extended to that for extended automata. Without loss of generality, we define the synchronous composition of two extended automata,
2 ), and the set of transitions E = E α ∪ E β ∪ E γ , where:
E α is the set of transitions which occur synchronously with the participation of both G 1 and G 2 , whereas E β and E γ , respectively, are the set of transitions that occur asynchronously with the participation of G 1 and G 2 only.
Motivating example: A material handling system
The following example provides the motivation for developing our modeling formalism for DESs. A transporter, shown in Figure 2 , moves both forward and backward over guide rails, between the home and extended positions. The transporter consists of a fixture that is connected to one end of a rack that is moved by a pinion powered from a gear box motor, M1.
With each circular rotation of the drive shaft the transporter advances or retracts linearly. An angle sensor, A1, mounted on the same shaft as that of the pinion, counts off the number of rotations of the axle through it, in order to determine the position of the fixture. Position 0 in Figure 2 , is the home position of the transporter, and position 1 is a particular extended position, e, corresponding to a certain number of rotations of the drive shaft in the forward direction. When the transporter leaves the home position it enters an intermediary position, i, which is a collection of all those positions that are different from home and extended positions. The slide continues to be in the intermediary position, until it reaches the extended position, sensed as a certain number of angle rotations of the angle sensor.
An electric drive delivers voltage to the transporter motor for movement in either direction. If, while the transporter is moving in a certain direction, a command to move it in the opposite one is given without first stopping the motor, then the drive disconnects power to the motor. At the same time, an electro-mechanical clutch, c, is engaged which mechanically frees the drive shaft on the gear-box of the transporter motor. If one of the two opposing direction commands is canceled, before the clutch can engage, then normal operation of the transporter can resume. After the clutch engages the system stops operation until either the forward or backward movement commands to the drive are canceled. The clutch is spring loaded so that in all the states of the system it attempts to keep the drive shaft coupled with gear-box motor. It is only when commands for movements in opposite directions appear simultaneously on the drive that it gets engaged to decouple the shaft and the gear-box motor.
The events that can occur in this system are Tfon, Tfoff, Tron, Troff, iup, idn, eup, edn. Tfon/Tfoff refers to the gear-box motor being switched on/off in the forward direction, while Tron/Troff are the corresponding events for the reverse direction. iup/idn corresponds to the transporter arriving/leaving the intermediary position, at/from the home position; and eup/edn corresponds to it arriving/leaving the extended position, to/from the intermediate one. Once the clutch is engaged, cup, no other event can occur in the system except cdn. When cdn occurs it causes the system return to the state from where the cup transition had taken place.
An automaton model of the material handling system can be manually obtained and is shown in Figure 3 .
Although the example material handling system shown is quite simple compared to modern day systems, in actual practice the development of automata models can turn out to be unmanageable, as the size of the models for real systems frequently exceeds a million states. This also makes it easy for the designer of the system to make errors in modeling. Instead of attempting to obtain a complex and potentially unmanageable automaton model for the system, we propose to derive it from the new modeling formalism presented in Section 4. Also, deriving an automaton model out of the system description is not usually immediate. Our proposed modeling methodology attempts to make the modeling process more compact and intuitive, and thereby makes the modeling process easier, less error-prone, easier to As an illustration, the model of the material handling system in our formalism is shown in Figure 4 . Using the algorithm discussed in Section 5, an equivalent automaton model can be constructed automatically, which happens to be the same as that shown in Figure 3 .
Proposed modeling formalism
The proposed modeling formalism applies to systems for which, 1. The system inputs and system outputs are binary valued, and 2. All the system states are determined by the current values of input and output signals of the system.
The system starts out with certain initial values of all its signals which is captured by the initial conditions in our modeling formalism. In the material handling system shown in Figure 5 , the initial state is given by: the forward and reverse motors are off, (T f , T r); the clutch is not engaged, c; and the transporter is at the home position, indicated by the intermediate and extended position signals taking the value of false, i.e., i, e holds.
For the input events, it suffices to know just the present value of the input signal to determine the next possible input event. This is because input signals alternate between their off and on values regardless of the values of any other signals in the system. The occurrence of output events, however, is initiated by prior occurrence of certain other events. When the transporter moves forward, (Tfon), towards the extended position, first the intermediate position sensor turns high (iup), followed by the extended position sensor turning high • Initial conditions: T f = T r = off; i = e = c = down.
• Event occurrence rules are: (eup). Thus occurrence of both iup and eup is preceded by that of T f on. Also, we see a precedence relation between the way sensors are arranged physically and the order in which their sensed values change. Such dependencies are captured through event occurrence rules in our modeling formalism. There is one such event occurrence rule per event.
In summary, a model in our formalism contains two components:
1. Initial conditions, which define initial values of all signals in the system.
2. Event occurrence rules, one for each event in the system; the consequent of each rule is a single event, whereas the antecedent is a boolean formula over the signals present in the system.
Initial Conditions
The DESs we consider for modeling purposes have a fixed initial state corresponding to the initial values of inputs and outputs of the system. This initial state is commonly the state when parts in system are least and all the actuators are turned off.
For example, the initial condition for the material handling system in Figure 5 is when the forward-reverse motors are turned off and the slide is in its home position. Thus we have: T f = T r = off; i = e = c = down. This is shown in Figure 6 -(1).
Event occurrence rules
The system model is constructed out of rules which govern how the events in the system are influenced by the values of other signals.
Input signals, being independent variables, alternate between their binary values without any additional restriction. Hence an input, which is in the off state, can be turned on, and vice-versa. These are captured as the default event occurrence rules for input signals. The right hand side of such a default rule (the consequent) is an input event, either an on or off going transition; while the left hand side of the rule (the antecedent) consists of the condition over the same input signal, under which reversal of the present value of the input signal is permitted.
For the p'th input signal i p , its default event occurrence rule takes the following form:
For a system with n input signals, there will be 2n such default rules corresponding to each of the 2n input events in the system.
There are event occurrence rules for each of the output events also. The consequent of the rule corresponds to a particular output event, either an up or dn going transition of the output signal; while the antecedent consists of a boolean condition over input and output signals. For a system with m output signals, there will be 2m such rules corresponding to each of the 2m output events in the system.
The rules for output events take on the following form for a system with m output signals, and n input ones: Rule For Rule up/dn k , the antecedent of the rule then takes the following form: For example, the event occurrence rules for the material handling system are shown in Figure 6 -(2). In it, Rule
, evaluates to true, will the iup be permitted. This event cannot occur in states where both the forward and reverse motors are switched on, since the overall boolean formula would then evaluate to false.
Examination of the structure of the rules indicates that if the same input signal combination is present in both enabling and disabling parts of the antecedent of a rule for an output event, the particular output event will never be enabled. Further in some special circumstances it is possible that either no enabling combinations exist (i.e., it is true) or no disabling combinations exist (i.e., it is false) for a particular output event. In this case the antecedent is written without that part.
If there is no rule for an output event in the system, then this means that such an event never occurs. As an example, in the material handling system of Figure 5 , if the transporter drive is not connected to the slide though the rack and pinion, then under no condition can the intermediate or the extended position go high, regardless of the power applied to the transporter drive. This situation may also be represented as: false ⇒ iup; and false ⇒ eup.
Automated derivation of an equivalent automaton model
The algorithm for automatically deriving an equivalent automaton model out of the model in the proposed formalism is given next:
1. Draw 2-state extended automata for each of the signals present in the system. Since all the signals in the system are binary valued, with each signal are associated two transitions: low (off or down)-high (on or up) and high-low. Each signal can be represented by a 2-state extended automaton, with transitions on the on/off or up/down between the two states for input or output events respectively. Use the initial conditions to determine the initial states of the individual 2-state extended automata, and use the antecedent of the rules to determine the guards of the transitions in the 2-state extended automaton. For a system with n inputs and m outputs there will be a total of (m + n) such 2-state extended automata.
2. Take a synchronous composition of extended automata using the definition given in the introduction. The size of the state space which results from this is of the order 2 (m+n) .
3. We use the event occurrence rules to prune the infeasible transitions in the composition.
Pruning is done at locations where the guard conditions associated with the output events are false. Such transitions are simply deleted from the composition. The final automaton model is obtained as the trim component of the pruned automaton. The size of the state space of the final automaton is also of the order 2 m+n .
As an illustration of the algorithm given above, let us consider the schematic of the material handling system shown in Figure 2 of Section 3. It is modeled here without the clutch mechanism in order to demonstrate the ease and rapidity with which new automata models of the system can be obtained when components in the system are modified. The events that can occur in the material handling system are: Tfon, Tfoff, Tron, Troff, iup, idn, eup, edn. Tfon/Tfoff refers to the gear-box motor being switched on/off in the forward direction, while Tron/Troff is for the reverse direction. When the transporter leaves the home position it enters an intermediary position, i, which is a collection of all those positions whose values are unimportant from the positioning point of view. The events iup/idn corresponds to the transporter arriving/leaving the intermediary position from/to the home position; and eup/edn corresponds to its arriving/leaving the extended position from/to the intermediate one. We assume that the initial state for the present system is when all the actuators are off (Troff, Tfoff) and the transporter is in home position (idn, edn).
The model of the material handling system in our formalism is given in Figure 6 . The material handling system has 2 actuators (2 input signals) and 2 sensors (2 output signals). Each signal is binary valued and hence possesses two transitions (low-high and high-low). Thus associated with each signal there are 2 events. Since there are 4 binary 1. Initial conditions: T f = T r = off; i = e = down. An equivalent automaton model of the material handling system shown in Figure 2 is derived using the algorithm described above as follows:
Event occurrence rules:
• Step 1: Draw the 2-state extended automata for each of the signals present in the system, using the initial conditions to indicate initial states, and antecedents of the event occurrence rules to indicate guards of events. This is shown in Figure 7 . There are four 2-state extended automata, one for each signal. Not all of these states may actually be reachable from the initial state, and these transitions will be pruned away in the next step. A partially drawn out automaton model of the synchronous composition is shown in Figure 8 .
• Step 3: Prune out the infeasible transitions from the composition; these transitions This overall automaton model of the transporter is shown in Figure 9 . It can be verified to be the correct model of the system.
Modeling systems with DES abstractions
The modeling methodology of the discrete event system in our formalism can be extended to model systems involving non-discrete variables for which a discrete event system abstraction is being sought, as is often the case in process control systems. Such systems possess signals that take values in a continuum such as flow rates, temperatures. However, only their discrete values are of interest for the purposes of modeling and analysis.
Proposed modeling formalism
The proposed model in our formalism for systems which possess DES abstractions is similar to that for a 'pure' discrete event system; the only difference being that now nonnegative real-valued weights are associated with the input signals.
Initial conditions: Initial conditions summarize the chosen initial values of the signals
of the system from where it begins to evolve.
Weighted event occurrence rules:
Once again event occurrence rules, one per event, govern how the events of the system can be generated. The rules for the input events are identical to those explained in Section 4. The rules are now weighted due to the fact that now the occurrence of output events is dependent on the relative influence of influencing input signals. Each input signal has associated with it a non-negative real-valued weight with regards to the output events in the system that it influences. In the tank filling example shown in Section 6.2, which consists of a tank being filled and drained by a pair of valves, a weight of +10 is associated with the filling valve indicating an inflow rate of 10 when it is on.
The rules for output events take on the following form for a system with m output signals, and n input ones: For a system with m output signals, there are 2m event occurrence rules corresponding to each of the 2m output events in the system.
The weights corresponding to the input signal combinations are obtained using either a minimum or a summation operation depending on whether the combination of the input signals is an and or an or. When the composition is based upon minimum and summation operations, the weight of a boolean formula is defined inductively as follows: For the and and or compositions it is given respectively by:
If there is no rule for an output event in the system, then implicitly such an event never occurs. As an example, if there are say only taps for filling the tank and none for emptying it, then the resultant model will not have the possibility of level sensor going low (dn).
Illustrative example from process control systems
The schematic of a tank filling application is shown in Figure 10 . This system has the following valves (inputs) and sensors (outputs) connected up:
• Tap t1 for filling the tank. Its being open/closed is denoted by t1on/t1off.
• Tap t2 for draining the tank. Its being open/closed is denoted by t2on/t2off.
• Tap t3 for filling the tank. Its being open/closed is denoted by t3on/t3off.
• Level sensors for sensing fluid nominal (n) and high (h) levels in the tank. The nominal level sensor being high/low is denoted by nup/ndn, and the high level sensor being high/low by hup/hdn. 2. Weighted event occurrence rules: Since there are 2 sensor signals, n and h, each has 2 sensor events associated with it, i.e. nup/ndn and hup/hdn respectively. So there are 4 rules for these events, plus 6 more default ones for the 3 input signals. Rule The model in our formalism is given in Figure 11 . Consider the two filling taps t1 and t3 installed in the same inlet feed line as shown in Figure 10 . Flow in the inlet will be established only when both the taps are switched on, and eventually a level sensor monitoring the level of fluid in the tank will go high, that is, the event nup will occur. If we specify the relative flow rates of the taps t1, t2, t3 to be +1, +10, +10 respectively, then the antecedent in our formalism which causes the event nup to occur is written as:
When both the taps t1, t3 are on, then the weight of this function would evaluate to min(+1, +10) = +1, indicating the net possible inflow rate. Since the taps t1 and t3 are combined using an and composition if at least one of the taps is turned off, the event nup will not occur. It can be seen that, depending on which combination of taps is switched on, the weight associated with the antecedent will change. In order to construct an equivalent automaton model, we follow the algorithm given in Section 5. For this we first draw the individual 2-state extended automata for each of the actuator and sensor signals, with the antecedent of the relevant rules attached as guards to the transitions. The initial state is when all the actuators are off (t1off, t2off, t3off) and the tank is completely drained (ndn, hdn). The tank system has 3 actuators (3 input signals) and 2 sensors (2 output signals), and so there are a total of 5 2-state extended automata.
Next we take the synchronous combination of the 2-state extended automata. Figure 12 . As can be seen, the automaton model is quite complex and potentially unmanageable to obtain directly. We are able to derive it from the proposed modeling formalism consisting of a small number of rules describing in an intuitive manner relationships among system signals.
Tank system of Section 6.2 after reconfiguration
If an additional independent filling tap t4 is added in parallel with the existing series combination of t4 and t3 to the tank shown in Figure 10 , we get the modified tank shown in Figure 13 . The tank has 4 inputs and 2 outputs, each of which can take binary values. These Drawing an automaton with up to 64 states will be required in this case (if an automaton model were to be directly constructed). In contrast, using the proposed modeling formalism the model can equivalently be represented by only 6 * 2 = 12 rules, 8 of which are default ones and can be written trivially.
The model in our formalism is given in Figure 14 and the automaton model of the system can be automatically derived from the rules of our modeling formalism using the algorithm given in Section 5.
Tank system of section 6.2 after further reconfiguration
Consider now an application which requires merely that the new filling tap t4 be used to fill the tank, and filling through taps t1, t3 is abandoned. Draining is permitted through t2 as before.
The modified tank together with the weighted event occurrence rules is shown in Figure 15(a) , and the automaton model with 12 states is given in Figure 15 (b).
1. Initial conditions: t1 = t2 = t3 = t4 = off ; n = h = down.
2. Weighted event occurrence rules: Since there are 2 sensor signals, n and h, each has 2 sensor events associated with it, i.e. nup/ndn and hup/hdn respectively. So there are 4 rules for these events, plus 8 default ones for the 4 input signals. 
Conclusion and Discussion
The rules based modeling formalism proposed in [5, 4] has been further simplified for providing an even more user-friendly, scalable, flexible, and canonical method for modeling discrete event systems (DESs). The models in the formalism can be automatically converted to their equivalent automata models, which may then be used for the purposes of further analysis and control. The proposed formalism has been demonstrated to work for a class of discrete event systems comprised of boolean valued input/output signals, whose values determine the states of the system. The manner in which models in the proposed formalism are constructed provides a solution for addressing the problem of state space explosion associated with the automata model of DESs. The model we propose is polynomial in the size of the systems signals, whereas the number of states in the automata models grow exponentially with the number of signals in the system. The compact form of the model greatly aids rapid construction and reconfiguration, debugging and validation of the model.
We next discuss briefly the main contributions of the proposed formalism as compared to our earlier work reported in [4, 5] , and also simple yet powerful ways to extend the present modeling formalism for modeling more general classes of discrete event systems.
• A simpler modeling formalism
The modeling formalism presented in the paper is simpler when compared to our prior work reported in [5, 4] . In [5, 4] , the interaction between output events was captured through precedence relations, which together with the event occurrence rules constituted the model of a system. In this paper, the precedence relations have been included in the event occurrence rules themselves, yielding a further simplification of the modeling formalism. Now, simply by examining any rule of the system in the rules based model, the states of the system which permit the event to occur can be determined.
• A simpler automaton model construction procedure Since a model in the proposed formalism consists only of event occurrence rules, and no precedence relations as in [5, 4] , the construction of an equivalent automaton is also simplified. Each rule in the system is represented as a 2-state extended automaton, with the event transitions between these states having guards which are predicates over other signals in the system. Composition of these extended automata using synchronous composition yields the overall automaton model of the system.
• Once the rules for the different events in the system have been obtained, an equivalent automaton model of the system can be obtained by combining, in the same manner as before, the individual extended automata models for all the signals in the system. In the case of signal s with k s values, its automaton model will have k s states, and the i th state will be connected to the j th state by a transition on the event s i→j with the guard condition G i→j s . The individual extended automata for multi-valued signals can be combined in exactly the same manner as that of the synchronous composition of 2-state extended automata discussed in Section 2.
• Extension to model more general causal systems using temporal logic
It is possible to extend the modeling formalism to incorporate guards that are not restricted to be the members of a predicate logic, but that of a temporal logic. Then, a transition will occur based not only on the present state information, but also based on information about the past values of the signals. This can be done by the inclusion of temporal operators in the guards.
For a causal system, only such temporal operators must be included so that a guard can be evaluated using the past history of signal values. For this, we need two temporal operators, namely, the past operator P(.), signifying some condition was true sometimes in the past, and the last operator L(.), signifying that some condition was true in the last step.
For example, in the tank system we could have a draining tap switched on, if sometime in the past a filling tap was switched on, and at the present time the draining tap is switched off. This can be represented using a rule containing a temporal logic guard as: t drain ∧ P(t f ill ) ⇒ t drain up.
• Extension to modeling real-time systems The rules based modeling formalism can be extended to model real-time systems by including guard conditions that involve clock variables which monitor the time-bounds within which events should occur. For this, we may include certain "timed guards" along with the "untimed guards" in any rule.
Consider for example the "untimed rule" for an event σ with the untimed guard condition G σ :
Here G σ is a predicate/temporal logic guard defined over the values of the signals of the system. In order to model real-time behavior of the system, the untimed guard is augmented by certain timed guards defined over a certain set of clock variables C.
The augmented rule specifying the condition under which the event σ can occur and is given by: ∃i ∈ I : G Figure 15 , there could be a timing requirement associated with the event t4up, specifying the time-bounds within which t4up must occur. If t4, with a filling rate of say 10, is permitted to stay on for a maximum of only 4 time-units, then this information can be modeled in the following way:
⇒ t4dn t4 10 ⇒ t4up, {c t4 }.
The clock set consists of a single clock c t4 , which is reset to its initial value whenever the t4up transition occurs. Within the time bounds {0 ≤ c t4 ≤ 4}, the tap can be switched off, causing the t4dn transition. A t4dn transition occurring after 4 units of time is not a part of the nominal behavior of the system, and should be considered a fault.
Thus, the rules based modeling formalism can be used in a wide variety of DES applications. Inclusion of multi-valued signals, temporal, and timing operators further enhances its expressive power, thereby making the modeling of real-time causal systems with multi-valued signals possible. Further research is needed for obtaining verification, control, and diagnosis techniques based on the models of the rules based modeling formalism, rather than their equivalent automata models.
