Online Feedback For Novice Programmers by Teague, Donna M. et al.
 281 
ONLINE FEEDBACK FOR NOVICE PROGRAMMERS 
 
 
Donna Teague, Annabel Poppleton, Peter Bancroft & Paul Roe 
Faculty of Information Technology 
Queensland University of Technology, AUSTRALIA 
d.teague, a.poppleton, p.bancroft, p.roe@qut.edu.au 
 
 
Abstract 
The Environment for Learning to Program (ELP) is a web-based, fill-in-the-
gaps programming tool, aimed at assisting Information Technology students 
to program successfully at an early stage of their learning. Programming is 
acknowledged to be a complex and difficult learning activity so the ELP was 
designed to provide a gentle introduction without the hassle of installation, 
compilation and run-time environment issues confronting novice 
programmers. ELP is accessed through web pages on the OLT and is used by 
students in both undergraduate and postgraduate units. Students generally 
enjoy using the ELP but have expressed the need for appropriate and timely 
feedback from their teachers so that they can make early progress and don't 
spend too much time on simple errors. 
 
A new and important capability is being trialled in the latest version of the 
ELP - the ELP Feedback Mechanism (ELP-FM).  Students can now annotate 
their ELP exercises in situ, in order to request context-specific help from a 
teacher. Student queries (annotated student exercise attempts) are saved in a 
database and regularly accessed by a duty tutor who can in turn annotate the 
student's work with appropriate assistance and feedback. All of this feedback 
activity is web-based and access is provided for students and tutors via the 
OLT. This paper will briefly describe how ELP-FM works and will report on 
recent trials in ITB610 (undergraduate) and ITN600 (postgraduate). 
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Introduction 
 
QUT’s Environment for Learning to Program (ELP) is an existing web-based programming tool, 
aimed at assisting Information Technology students to program successfully at an early stage of 
their learning. Given that programming is acknowledged by tertiary educators to be a complex and 
difficult intellectual activity, ELP was designed to provide a gentle introduction to programming 
without the hassle of installation, compilation and run-time environment issues confronting novice 
programmers.  As ELP is a web-based application, students do not need to install the Java 
Software Development Kit, C#’s .NET environment or any specific Integrated Development 
Environment (IDE) themselves, which often poses as an obstacle in the early weeks of an 
introductory programming unit. In this way the students are able to remain focused on the 
particular programming task required of them.   
 
Most programming units offered at QUT’s Faculty of Information Technology embrace the 
learning by doing paradigm (Ben-Ari, 2001) and incorporate hands-on activities to maintain the 
students’ focus and interest. There is a known benefit in presenting an environment in a manner 
that meets the learners’ current level of expertise and supports them in progressing to more 
sophisticated activities (Quintana, Eng, Carra, Wu & Soloway, 1999). Studies also suggest that 
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computer based training can be more effective than lectures for some learning styles (Bohlen, 
1993).    
 
ELP provides the means for students to experiment with programming in a learning environment 
which incorporates appropriate scaffolding (Quintana, 2000). A bank of fill-in-the-gaps style 
programming tasks are made available in ELP for a number of units offered at QUT’s Faculty of 
Information Technology (FIT), to supplement the course work and in some cases form part of the 
unit’s assessment. These progressively more difficult programming tasks enable students to learn 
at their own pace and accumulate an expansive set of programming skills along the way. ELP 
provides feedback at compile time and complete gap solutions if and when required, and more 
generally addresses the needs of students in terms of growth, diversity and motivation (Soloway, 
1994; Soloway 1996).   
 
As reflected by Lehman’s Law #1, which states “a program that is used in a real world 
environment must change or become less useful” (Lehman & Belady, 1985), ELP must evolve to 
continue to meet the increasing demands of its users. Those demands, as expressed by the students 
themselves, have most notably included the need for requesting and receiving timely feedback 
directly relating to the ELP exercises; therefore a new functionality was identified in the evolution 
of ELP - the need for a feedback mechanism. 
 
For a final year software engineering project, two of the authors (Teague and Poppleton) have 
developed an independent software system to allow students to annotate their work and request 
additional help from tutors. In return, tutors may access the logged student annotations from a 
database and provide assistance in the form of a tutor annotation responding to the student's 
request. The annotation system has been incorporated into the ELP and forms the basis of 
discussion in this paper. 
 
 
The Importance of Timely Feedback 
 
Many novice programming students require a significant amount of feedback from their lecturer 
and tutor in order to acquire the necessary skills to program successfully.  Students are happy to 
use the ELP system when available to them, but are dissatisfied with the lack of efficient and 
timely feedback they sometimes require, with regard to the set exercises. Some FIT units provide a 
small number of practical/tutorial sessions for students to complete ELP exercises while tutors are 
on hand to answer any questions that may arise. However, many of the ELP exercises are provided 
as complementary resources for students to complete at their own convenience. In this case, if a 
student requires assistance with an exercise, they need to seek consultation with the tutor or send 
an email, outlining the exercise task and the problem they have and most probably having to copy 
and paste the relevant code as well. From the tutor’s point of view, they may well be inundated 
with similar emails, from which they have to analyse and mentally interpret code in order to 
determine what the answer might be. 
 
This whole process can become a time-consuming and off-putting task, causing the student to have 
to postpone the exercise, or even worse, abandon it completely.  Therefore, a timely two-way 
communication between the tutor and student is important in order to maintain the student’s focus 
and interest in the task at hand, and maximise his or her learning potential. The ability to annotate 
a particular ELP exercise in situ, relating the query directly to a specific exercise (or part thereof) 
would provide an environment where both student and tutor are familiar with the task at hand as 
all necessary information is made readily available.  Therefore it would clearly facilitate the 
opportunity for timely feedback as and when required, and reduce the need for additional channels 
of communication e.g. email or face-to-face consultation. 
Feedback Mechanism 
 
ELP’s Feedback Mechanism allows a student to annotate an ELP exercise in the form of creating a 
query in order to specify the problem, then to receive feedback from a tutor.  This query may be 
attached to the exercise as a whole, or may be more specific relating to a single exercise file, or 
even just a gap. Tutors are then able to retrieve a student’s saved exercise together with its 
annotations and provide feedback as necessary on both the student’s code and their queries.  
 
Also addressed by the Feedback Mechanism is the ability to easily navigate through an exercise, 
which had also been identified as a missing component of the previous version of ELP. Rather 
than having to scroll through reams of code to locate a particular file or gap the user is now able to 
quickly identify and access these components via a tree-view of the exercise: an exercise node can 
expand to reveal files, and files can expand to reveal gaps. Clicking on any node in the tree takes 
the user directly to that part of the exercise. 
 
The tree-view also has a fundamental role pertaining to the administration of annotations. When an 
annotation has been added to an exercise component, a symbol appears in the tree-view next to the 
node for that annotated component, and users are able to determine from the symbol’s appearance 
whether annotations are new and requiring attention, as well as who wrote them. The annotations 
themselves appear in their own component of the GUI in chronological order, with colour-coded 
text depicting the author.  
 
To summarise the Feedback Mechanism, it provides a simple yet effective two-way channel of 
communication between two ELP users: a Student and a Tutor. A Student may annotate any 
component of an ELP exercise by adding a textual query. It is anticipated that students will be 
using the Feedback Mechanism to query: 
 
• ELP task requirements; 
• appropriate algorithms; 
• program syntax; 
• compiler/run-time errors 
 
Tutors login to a web-based interface designed to highlight and give access to those ELP exercises 
where students have added queries. Each listed exercise has a direct link to the ELP Applet which 
displays that student’s saved exercise attempt and annotations. By expanding the tree-view of the 
exercise the tutor can easily locate and instantly investigate the new annotations. Furthermore, as 
the annotation is attached directly to a particular component of the exercise the tutor has 
immediate access to the relevant code in the context of its complete program. As well as reading 
the student’s description of their problem, the tutor can compile and run the code duplicating any 
difficulties the student has encountered, increasing the likelihood of a timely and accurate 
response. 
 
 
Feedback Mechanism Functionality  
 
The ELP Feedback Mechanism enables a two-way transmission of text between a student and a 
tutor. This process takes place by adding comments (annotations) to selected components of the 
ELP exercise. Multiple comments, in the form of queries from a student and responses from a 
tutor, may be added to a single component collectively forming a threaded conversation between 
the two users, similar to an FAQ. 
 
It is possible to annotate any component of an ELP exercise.  For example: 
• the exercise as a whole (which may consist of one or more files) 
• a file as a whole (which may consist of one or more gaps and additional code) 
• a gap within a file. 
 
The text of each annotation is automatically appended to the author’s role (Student or Tutor) and a 
time stamp. When an annotation has been added to an exercise component, an annotation icon will 
appear in the tree-view next to the tree-node for that annotated component.  The tree-view mimics 
the functionality of Windows Explorer by displaying a hierarchical representation of the ELP 
exercise, and allowing individual nodes to be expanded and collapsed. 
 
In addition to the tree-view, the other component of ELP’s graphical user interface relevant to the 
Feedback Mechanism is the annotations feedback window. This forms part of ELP’s feedback 
tabbed panes which also include compiler feedback and results of static analysis of code. This 
panel is automatically opened when an annotated tree-node is clicked in order to display the 
threaded conversation between a student and the tutor. Users can view more text either by resizing 
the window or by scrolling up and down, and the panel includes buttons to add and delete 
annotations.   
 
Both the tree-view and the annotations feedback window can be seen in  
Figure 1 below. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 1 – Feedback Mechanism GUI components 
 
The annotation icon itself is an envelope, the appearance of which will dynamically change 
depending on two conditions:  
 
• the author of the last annotation for that component (i.e. Student or Tutor) 
 
• whether or not that annotation has been read by its recipient  
 
This means that four different annotation icons are possible: 
 
Student has added a query that has not yet been read (or replied to) by the Tutor  
 
 
Student has added a query that has been read but not yet replied to by the Tutor 
 
 
Tutor has replied to a query but the response has not yet been read by the Student 
Tree View 
Annotations Feedback Window 
 Tutor has replied to a query, the response has been read by the Student and no further 
query has been added. 
 
 
To summarise the functionality of the feedback mechanism: 
 
• Annotations can be added to an exercise or any component of an exercise via a pop-up 
window allowing the user to enter and save their comment.  
 
• New annotations that have not been read by recipient can be deleted by their author. 
 
• All annotations for a single exercise component are displayed chronologically in a scrollable 
window, providing the full history of communication relating to that component.   
 
• Annotations are colour-coded according to author: currently blue = Student, red = Tutor. 
 
• Envelope icons are displayed in the tree-view next to exercise components, illustrating those 
components which have been annotated. 
 
• Envelopes are either open or closed depicting whether the last annotation has been read, and 
either red or blue depicting the last author for that component. 
 
 
Future Enhancements 
 
It is anticipated that the Feedback Mechanism may possibly be extended in the future to 
incorporate additional users of ELP such as the existing role of Exercise Author and potential 
additional roles of Unit Co-ordinator and Peer Reviewer. Authors and Co-ordinators may find it 
useful to use the Feedback Mechanism as a means of communicating with one another and their 
tutors, as well as providing additional information to the Students about the exercises. Student Peer 
Reviewers could provide information and help to one another in order to enhance their own 
programming skills and reduce the burden on teaching staff. 
 
The Feedback Mechanism also has the potential to be utilised as an assessment tool where students 
submit exercises for formal marking and grading, establishing ELP as a forum of formative 
assessment. It is also clear that the application's usefulness is not confined to programming units. 
A stand-alone version of the Feedback Mechanism program could be used in association with any 
discipline which uses web-based approaches to learning and teaching e.g. to provide contextual 
assistance with first-draft essays which would be much easier for tutors to deal with than email. 
 
 
Evaluation  
 
In Semester 1 2005, the annotation system was introduced into two classes totalling more than 250 
students. The system is being used to provide informal feedback to students concerning 
programming exercises they undertake during the week. So far, a formal evaluation of the 
annotation system has not been undertaken but numerous, unsolicited, favourable comments have 
been received from students. It appears that students are finding the annotation system easy to use 
and intuitive. Hundreds of annotations have been made. Tutors have noted that it is a marked 
improvement over the conventional email based discussions of programming problems which 
usually arise with programming subjects. The biggest problem that has been found is ensuring that 
tutors regularly check their student lists for new questions (annotations) from students. The 
effectiveness of the system relies on frequent and timely feedback to students, and this can only 
occur if teaching staff regularly review their annotation pages. A formal evaluation of the 
annotation system is currently being undertaken in Semester 2. Questionnaires and focus groups 
will be used as well as an in-depth analysis of data logged and stored in the ELP data base. The 
results of the evaluation will be used to develop a further refinement of the ELP to be released in 
2006. A recent development is that a number of Queensland High Schools have expressed a keen 
interest in using ELP for their Information Processing Technology courses, and the availability of 
the annotation system to provide timely feedback is considered to be an important component. 
 
 
Conclusion  
 
Although ELP was an established and useful programming tool for Information technology 
students, a need for further improvements was identified.  In particular, students had expressed the 
desire to be able to request assistance and feedback on the programming tasks they were 
undertaking.  Hence, a Feedback Mechanism was developed, initially as a stand-alone component 
providing an easy-to-use mechanism for two-way communication between a student and a tutor.  
Once integrated into the latest version of ELP, students had the facility to annotate their exercises 
in situ, thereby requesting context-specific help from a teacher.   
 
Since being made available to students earlier this year, the Feedback Mechanism has proved to be 
a popular and useful addition to the Environment for Learning to Program.  Therefore, both ELP 
and the Feedback Mechanism will continue to be improved and developed in order to make their 
usefulness appeal to other users of the OLT, as well as educational environments external to QUT. 
 
 
 References  
 
Ben-Ari, M. (1998). Constructivism in Computer Science education. ACM SIGCSE Bulletin, 
30(1), 257-261. 
Bohlen, G.A. and Ferratt T.W. (1993). The effect of learning style and method of instruction on the 
achievement, efficiency and satisfaction of end-users learning computer software. New York: 
ACM Press. 
Lehman, M.M. and Belady, L. (1985). Program Evolution: Processes of Software Change. 
London: Academic Press. 
Quintana, C., Eng, J., Carra, A., Wu, H. & Soloway, E. (1999). Symphony: A case study in 
extending learner-centered design through process space analysis. In Proceedings of the 
SIGCHI conference on Human factors in computing systems: the CHI is the limit. (pp.473-
480). New York: ACM Press. 
Quintana, C., Fretz, E., Krajcik J. & Soloway, E. (2000). Evaluation criteria for scaffolding in 
learner-centered tools. In Conference on Human Factors in Computing Systems. (pp.189-190). 
New York: ACM Press. 
Soloway, E., Guzdial, M. and Hay, K.E. (1994). Learner-centered design: The challenge for HCI 
in the 21st century. Interactions,1(2), 36-48. 
Soloway, E., Jackson, S.L., Klein, J., Quintana, C., Reed, J., Spitulnik, J., Stratford, S.J., Studer, 
S., Eng, J. & Scala, N. (1996). Learning theory in practice: Case studies of learner-centered 
design. In Conference on Human Factors in Computing Systems. New York: ACM Press. 
 
 
Copyright  2005 Donna Teague, Annabel Poppleton, Peter Bancroft, Paul Roe. 
 
The author(s) assign to QUT and educational non-profit institutions a non-exclusive licence to use this 
document for personal use and in courses of instruction provided that the article is used in full and this copyright 
statement is reproduced. The author(s) also grant a non-exclusive licence to QUT to publish this document in 
full on the World Wide Web (prime sites and mirrors), publication to CD-ROM and in printed form within the OLT 
2005 conference proceedings. Any other usage is prohibited without the express permission of the author(s). 
 
Please cite as: Teague, D., Poppleton, A., Bancroft, P. & Roe, P. (2005). Online feedback for 
novice programmers. A paper presented to the OLT 2005 Conference, QUT, Brisbane, 281-286. 
https://olt.qut.edu.au/udf/olt2005/ 
 
