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1. Bevezete´s
A szoftverfejleszte´si folyamatban egyre nagyobb hangsu´lyt kap a terveze´s, a rendszer
struktura´la´sa a felelo˝sse´gi ko¨ro¨k szepara´la´snak elve, az u´jrafelhaszna´lhato´sa´g, vala-
mint a rendszer szereplo˝inek izola´ltsa´ga. Az UML [1], ezen belu¨l is a ve´grehajthato´
UML, ezen a ponton ja´tszik nagy szerepet, mert seg´ıtse´ge´vel magas szinten
le´ırhatjuk a rendszer struktu´ra´ja´t, felvehetju¨k az egyes szereplo˝ket u´gy, hogy
ma´r a rendszertervu¨nk is tesztelheto˝ve´, a ko´dgenera´la´s re´ve´n pedig ko¨zvetlenu¨l
felhaszna´lhato´va´ va´lik.
A szereplo˝k izola´la´sa e´rdeke´ben kommunika´cio´s csomo´pontokra, portokra e´s
azokat o¨sszekapcsolo´ absztrakt kommunika´cio´s protokollokra, konnektorokra van
szu¨kse´gu¨nk, melynek re´ve´n az adott szereplo˝nek nem szu¨kse´ges ismernie a kom-
munika´cio´ban re´szt vevo˝ felet. Valo´s ideju˝ rendszerek terveze´se´ne´l fontos szerepet
ja´tszanak a portok e´s konnektorok [2]
A portok e´s konnektorok ford´ıthato´sa´ga´hoz meg kell ismerni azok pontos UML
szemantika´ja´t, a szabva´ny szerinti reprezenta´cio´ja´t, valamint kell tala´lni egy olyan
C++ reprezenta´cio´t, melynek API-ja letisztult, e´rtheto˝ a felhaszna´lo´ sza´ma´ra,
ugyanakkor az egyes mu˝veletek hate´kony megvalo´s´ıta´sa´ra to¨rekszik. A ko¨vet-
kezo˝kben ezeket a megvalo´s´ıta´sokat fogjuk elemezni, egyma´ssal o¨sszehasonl´ıtani,
valamint kite´ru¨nk a szabva´nyos UML leke´peze´sre, annak proble´ma´ira is.
1.1. txtUML keretrendszer
A diplomamunka a txtUML[17] keretrendszerben ke´szu¨lt, mely egy szo¨veges,
ve´grehajthato´ e´s ford´ıthato´ modellezo˝ eszko¨z. A projekt ce´lja az UML modelleze´s
megko¨nny´ıte´se aza´ltal, hogy a felhaszna´lo´ nem grafikusan, hanem egy jo´l definia´lt,
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Java szeru˝ nyelvben ı´rhat le modelleket, melyek a ve´grehajthato´sa´g kapcsa´n helyben
verifika´lhato´ak, valamint szabva´nyos UML exporta´la´s re´ve´n ke´pes egyu¨ttmu˝ko¨dni
ma´s eszko¨zo¨kkel is. A projekt re´sze´t ke´pezi me´g egy vizualiza´cio´s eszko¨z, valamint
egy C++ ford´ıto´ komponens.
1.2. A diplomamunka ce´lja
A diplomamunka ce´lja teljes ko¨ru˝ ta´mogata´st nyu´jtani az interfe´szportokkal to¨rte´no˝
kommunika´cio´ra a txtUML keretrendszeren belu¨l. A portokat e´s azok mu˝veleteit az
eszko¨z a´ltal helyesen e´s teljesen le´ırhato´nak tekintju¨k, ennek proble´ma´ja´val nem
foglalkozunk. A diplomamunka feladata megtala´lni ennek a helyes UML repre-
zenta´cio´ja´t, mellyel a ko´dgenera´la´s tova´bb tud dolgozni, valamint a megfelelo˝ C++
ko´d reprezenta´cio´t, mely megfelelo˝ hate´konysa´gu´ e´s tisztasa´gu´. A diplomamunka
teha´t egy kora´bbi diplomamunka´t fejleszt tova´bb[4], mely megalapozta a C++ ge-
nera´tort, valamint egy szakdolgozatot [5], mely konfigura´lhato´ pa´rhuzamos´ıta´si le-
heto˝se´gekro˝l, valamint az akcio´ko´dok exporta´la´sa´ro´l szo´l. A diplomamunka re´szben
ezt fejleszti tova´bb, kisze´les´ıti a struktura´lis e´s akcio´ko´dok ta´mogata´sa´t a kom-
poz´ıcio´s elemekre. Az UML kompoz´ıcio´s szabva´ny bonyolultsa´ga miatt felmeru¨l az
ige´ny a szabva´ny alapos elemze´se´re, a megfelelo˝ reprezenta´cio´k megterveze´se´re, a
ko´dgenera´la´si strate´gia´k elemze´se´re, o¨sszehasonl´ıta´sa´ra. Portok re´ve´n leheto˝se´get te-
remt az egyes oszta´lyok teljes izola´cio´ja´ra, ı´gy jobb pa´rhuzamos´ıta´si leheto˝se´geket
tesz leheto˝ve´.
1.3. A diplomamunka fo˝bb eredme´nyei
A diplomamunka sze´les ko¨rben vizsga´lja az UML kompoz´ıcio´s elemeket, azok prec´ız
szabva´nya´t e´s C++ ko´dgenera´la´sa´t. Ennek megfelelo˝en az ala´bbi fo˝bb eredme´nyeket
e´rte el :
– Az UML szabva´ny bonyolultsa´ga miatt e´rtheto˝ magyara´zatot ad a kompoz´ıcio´s
modelleze´s eszko¨zta´ra´ra.
– Elemzi a szabva´nyt, hogy a leford´ıta´s ele´g prec´ız legyen.
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– A´ttekinte´st ad hasonlo´ ce´llal ke´szu¨lt keretrendszerekro˝l.
– Leheto˝se´geket vizsga´l meg e´s e´rte´kel ki a C++-ra ford´ıta´s terveze´si do¨nte´seivel
kapcsolatban.
– Az elemze´s eredme´nyeinek implementa´cio´val to¨rte´no˝ valida´cio´ja.
1.4. Komponensmodelleze´s fogalmai UML-ben
1.4.1. Struktura´lis elemek
Egyse´gbe za´rt elem
UML-ben az egyse´gbe za´rt elem egy olyan absztrakt fogalom, mely egyfajta mecha-
nizmust fejez ki, mellyel ke´pesek vagyunk elszigetelni az objektumot a ku¨lvila´gto´l
portok seg´ıtse´ge´vel.
Ez a fogalom nem o¨sszekeverendo˝ az UML komponenssel, mely egy specia´lis foga-
lom az UML-ben: egy egyse´gbe za´rt elem, e´s to¨bb logikai egyse´get, elemet fog o¨ssze
(mely lehet egy oszta´ly vagy egy ma´sik komponens), egy jo´l definia´lt interfe´sszel ren-
delkezik, mellyel valamilyen szolga´ltata´st nyu´jt a ku¨lvila´g fele´. A komponens fontos
tulajdonsa´ga, hogy az adott rendszerben ko¨nnyen csere´lheto˝, azonban ez ba´rmely
egyse´gbe za´rt elemre igaz, ı´gy a komponenseknek nincs ku¨lo¨no¨sebb jelento˝se´gu¨k, a
tova´bbiakban nem is foglalkozunk velu¨k.
Az UML oszta´lyok is egyse´gbe za´rt elemnek sza´mı´tanak, a diplomamunka az
oszta´lyok portjainak exporta´la´sa´t ja´rja ko¨ru¨l, ı´gy mostanto´l egyse´gbe za´rt elemek
helyett oszta´lyokro´l besze´lu¨nk.
UML Interfe´sz
UML-ben az interfe´sz egy olyan elem, melynek a szokva´nyos opera´cio´s mu˝veleteken
k´ıvu¨l specia´lis kommunika´cio´s mu˝veletei, u´gynevezett fogado´ ve´gpontjai vannak.
Ezek olyan specia´lis mu˝veletek, melyek egy eseme´nyt va´rnak, teha´t egy interfe´sz
le´ırja, milyen eseme´nyekkel kommunika´lhatunk az interfe´szeken keresztu¨l (az idegen
nyelvu˝ szakirodalom reception-nek szokta nevezni).
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UML Port
Oszta´lyok egy adattagja, amely egy kommunika´cio´s csomo´pontot reprezenta´l. A
t´ıpusa lehet egy egyszeru˝ primit´ıv t´ıpus is, de gyakoribb eset, amikor a port egy
interfe´szt valo´s´ıt meg. Ilyen esetben megku¨lo¨nbo¨ztetu¨nk szolga´ltatott e´s elva´rt
interfe´szeket. A szolga´ltatott interfe´sz a ku¨lvila´gto´l e´rkezo˝ u¨zeneteket foglalja
maga´ba, mı´g az elva´rt interfe´sz a ku¨lvila´ggal to¨rte´no˝ kommunika´cio´ra szolga´l. Arra
haszna´ljuk, hogy egy oszta´lyt fu¨ggetlen´ıtsu¨nk a ko¨rnyezete´to˝l, mivel ı´gy a ku¨lvila´ggal
valo´ kapcsolattarta´s egy bizonyos t´ıpusu´ porton keresztu¨l to¨rte´nik, nem pedig re-
ferencia birtokla´sa´val. Portok egy specia´lis fajta´ja az a´llapotge´ppel o¨sszekapcsolt
portok (Behavior Portokat), melyekro˝l az oszta´ly u¨zeneteket fogadhat.
Kompozit struktu´ra
UML-ben a kompoz´ıcio´ ero˝s tartalmaza´st jelent, mely azt jelenti, hogy az
oszta´lyoknak szerves re´szei lehetnek tova´bbi elemek. Ez azt jelenti, hogy az
e´lettartamuk o¨sszefu¨gg, a szu¨lo˝ elem hozza le´tre a gyerek elemet, e´s o˝ szu¨nteti meg.
Egy kompoz´ıcio´ban mindig van pontosan egy tartalmazo´, e´s ve´ges sza´mu´ tartal-
mazott egy adott oszta´lybo´l, melynek minden tartalmazott objektuma´hoz ku¨lo¨n
szerepet rendelhetu¨nk.
UML konnektor
Egy asszocia´cio´t realiza´l ke´t port ko¨zo¨tt, melyeknek a tartalmazo´ oszta´lyai vala-
milyen szereppel fel vannak tu¨ntetve egy kompozit struktu´ra´ban. A konnektornak
meg kell adni, milyen ke´t szereplo˝t ko¨t o¨ssze, milyen szerepekkel, a szereplo˝k
mely portja´n keresztu¨l jo¨n le´tre a kapcsolat. A konnektoroknak ke´tfe´le fajta´ja van,
assembly vagy delega´cio´s kapcsolat. A ku¨lo¨nbse´g abban van, hogy egy assembly
kapcsolat ke´t azonos szinten le´vo˝ szereplo˝t ko¨t o¨ssze a kompozit struktu´ra´ban,
mı´g a delega´cio´ a szu¨lo˝t ko¨ti o¨ssze egy gyerek oszta´llyal a kompozit hierarchia
mente´n. Interfe´szportok esete´n assembly kapcsolo´da´s olyan portok ko¨zo¨tt lehet,
melyek interfe´szei egyma´s inverzei (ami az egyiknek a szolga´ltatott interfe´sze, az
a ma´siknak az elva´rt), delega´cio´ esete´n pedig az interfe´szeknek meg kell egyeznie
(az elva´rt e´s a szolga´ltatott interfe´szek megegyeznek). Le´ırhatjuk benne tova´bba´ a
kommunika´cio´ra haszna´lt protokollt.
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1.1. a´bra. Kompozit diagram elemei
1.4.2. Akcio´ elemek
U¨zenet ku¨lde´s/fogada´s
Interfe´szportok esete´n az elva´rt interfe´sz le´ırja, hogy belu¨lro˝l milyen u¨zeneteket tu-
dunk ku¨ldeni a portnak, mely a ku¨lvila´g fele´ a´ramlik tova´bb, ezt nevezzu¨k portra
valo´ u¨zenetku¨lde´snek.
A szolga´ltatott interfe´sz pedig azt mondja meg, milyen u¨zeneteket tudunk fogadni
az adott portro´l, teha´t azt, hogy az oszta´lyon k´ıvu¨lro˝l milyen u¨zeneteket tudunk
fogadni az adott portja´n. Ezt nevezzu¨k u¨zenet fogada´snak.
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Connect mu˝velet
A connect mu˝velet alapveto˝en nem le´tezik UML-ben, txtUML-ben azonban ezt
haszna´ljuk ke´t port o¨sszeko¨te´se´re a konnektoron keresztu¨l. Ahogy ke´so˝bb la´tni fog-
juk, a CreateLink mu˝veletet fogjuk haszna´lni ugyanerre a ce´lra, mivel a szabva´ny
szerint dinamikusan csak ezen mu˝velet mente´n tudunk o¨sszeko¨tni ke´t elemet.
1.5. A txtUML kompozit elemei
1.5.1. Interfe´szek megada´sa
pub l i c i n t e r f a c e ExampleInter face extends I n t e r f a c e {
pub l i c void r e c ep t i on ( ExampleSignal1 s i g n a l ) ;
pub l i c void r e c ep t i on ( ExampleSignal2 s i g n a l ) ;
}
Ebben az esetben az ExampleSignal1 e´s az ExampleSignal2 eseme´nyeket ke´pes fo-
gadni az ExampleInterface a fogado´ ve´gpontjain keresztu¨l.
1.5.2. Portok felve´tele




pub l i c c l a s s ExamplePort extends Port<I n t e r f a c e1 , I n t e r f a c e2>
{}
Ebben az esetben az ExamplePort interfe´szei az Interface1 e´s az Interface2
1.5.3. Konnektorok
Konnektor
Mivel a portok kompoz´ıcio´k szerepei ko¨zo¨tt hu´zo´dnak, ne´zzu¨k meg, hogyan ne´z ki
egy kompoz´ıcio´ le´ıra´sa:
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c l a s s ExampleComposition extends Composition {
c l a s s a extends ContainerEnd<A> {}
c l a s s b extends End<One<B>> {}
}
Itt A a tartalmazo´ oszta´ly a szereppel van felto¨ltetve a kompoz´ıcio´ban, aki tartalmaz
egy B t´ıpusu´ oszta´lyt b szereppel.
Assembly konnektor
A-nak legyen ke´t re´sze: Comp1.b egy B t´ıpusu´ re´sze e´s Comp2.c egy C t´ıpusu´.
Legyen P B -nek egy portja e´s Q C -nek egy portja. Ekkor o¨sszeko¨thetju¨k P -t b e´s
Q b e´s c szerepek mente´n egy assembly konnektor seg´ıtse´ge´vel.
pub l i c c l a s s ExampleConnector extends Connector {
pub l i c c l a s s connEnd1 extends One<Comp1 . b , B.P> {}
pub l i c c l a s s connEnd2 extends One<Comp2 . c , C.Q> {}
}
Delega´cio´s konnektor
Ha Comp3.d egyD t´ıpusu´ re´sze A-nak, A-nak a szerepe Comp3.a, R A-nak egy
portja, S D-nek egy portja, akkor egy delega´cio´s konnektor R e´s S ko¨zo¨tt a ko¨vet-
kezo˝ke´ppen ne´zhet ki :
pub l i c c l a s s ExampleDelegation extends De legat ion {
pub l i c c l a s s connEnd1 extends One<Comp3 . a , A.R> {}
pub l i c c l a s s connEnd2 extends One<Comp3 . d , D. S> {}
}
A´tmenetek kibo˝v´ıte´se
Az az a´llapotge´pek a´tmeneteinek Trigger -e´nek megadhatunk egy port dimenzio´t,
mely azt mondja meg, hogy a value e´rte´ken szereplo˝ u¨zenetnek melyik port legyen
a forra´sa, hogy az a´tmenet ve´grehajto´djon.
@From( State1 . c l a s s ) @To( State2 . c l a s s )
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@Trigger ( port = ExamplePort . c l a s s , va lue = ExampleSignal .
c l a s s )
c l a s s ExampleTransit ion extends Trans i t i on {}
Ez esetben, ha State1 -ben vagyunk, e´s az a´llapotge´pnek ku¨ldu¨nk egy Example-
Signal -t, akkor, ha ennek forra´sa a ExamplePort, a´tle´pu¨nk a State2 a´llapotba.
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2. A´ttekinte´s
2.1. Szabva´nyok e´s keretrendszerek a´ttekinte´se
2.1.1. fUML - ALF
A Foundational UML (fUML) [7] egy Object Managment Group (OMG) a´ltal spe-
cifika´lt ve´grehajthato´ UML szabva´ny, melynek szo¨veges akcio´nyelvi szintaxisa´t az
ALF (Action Language for Foundational UML) [6] definia´lja. Mivel ALF az UML
szabva´ny egy re´szhalmaza´n alapszik, ı´gy az akcio´nyelvi elemekhez e´s a struktura´lis
elemekhez (oszta´ly, asszocia´cio´k) sze´lesko¨ru˝ ta´mogata´st nyu´jt, de az a´llapotge´pekhez
vagy a kompoz´ıcio´khoz nem definia´l szintaxist.
2.1.2. PSCS szabva´ny
A Precise Semantics of UML Composite Structures (PSCS) szabva´ny [8] szinte´n
az OMG a´ltal specifika´lt UML szabva´ny, mely kiege´sz´ıtve az fUML szabva´nyt, a
kompozit struktu´ra´k elemeihez definia´l szemantika´t. Ebben tala´lhato´ meg to¨bbek
ko¨zo¨tt az oszta´lyok, interfe´szek pontos szerepeinek le´ıra´sa a kompozit struktu´ra´kban,
valamint a portok, konnektorok e´s ahhoz kapcsolo´do´ akcio´ko´dok szemantika´ja. A
PSCS szabva´ny szorosan kapcsolo´dik a 2.2 fejezethez, melyben megvizsga´ljuk az
egyes kompozit elemek UML szabva´nya´t a megfelelo˝ modell le´trehoza´sa´hoz, valamint
a ko´dgenera´la´s szemantika´ja´hoz.
2.1.3. Umple
Az Umple [9] szo¨veges alapu´ modellezo˝eszko¨z ta´mogatja a kompozit struktu´ra´k
le´ıra´sa´t. Itt a portok egyszeru˝ adattagonke´nt jelennek meg, melyekhez u´gynevezett
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aktiva´tor meto´dusokat rendelhetu¨nk, melynek hata´sa az attribu´tum va´ltoza´sakor
e´rve´nyesu¨l. A megva´ltozott a´llapot kihat a kapcsolatban a´llo´ portokra is, a konnek-
tor ma´sik ve´ge´n a´llo´ portok a´llapota is megva´ltozik, melyre szinte´n egy aktiva´tor
fu¨ggve´ny seg´ıtse´ge´vel reaga´lhatunk. A konnektorok pedig egyszeru˝en portok
egyma´shoz ko¨te´se´vel jelennek meg (binding), konnektor struktu´ra´k e´s interfe´sz
kompatibilita´si proble´ma´k ne´lku¨l. Ezzel szemben a txtUML-ben interfe´szportokat
adhatunk meg elva´rt e´s szolga´ltatott interfe´sszel, egyszeru˝ attribu´tumokat nem,
aktiva´torok helyett pedig az a´llapotge´p a´tmenetei vannak kiege´sz´ıtve a portok
dimenzio´ja´val. Az Umple nem foglalkozik a szabva´nyos UML2-es reprezenta´cio´val,
a C++ ko´dot ko¨zvetlen a modell szo¨vege alapja´n a´ll´ıtja elo˝. Valamint saja´t
akcio´nyelvvel sem rendelkezik, hanem azt a ce´lnyelvben adhatjuk meg.
Elo˝nyei :
– Online eszko¨zke´nt is ele´rheto˝, nem szu¨kse´ges hozza´ semmit telep´ıteni.
– Letisztult, jo´l definia´lt szo¨veges szintaxisa van, belee´rtve a portokat is.
– Tartalmaz ko´dgenera´la´st.
Ha´tra´nyai :
– Nem genera´l egy szabva´nyos UML modellt a ko´dgenera´la´s elo˝tt, ko¨zvetlen a
szo¨vegre e´p´ıtkezik.
– A portokat egyszeru˝ adattagke´nt ke´pzi le a felt´ıpusoza´s alapja´n, nem lehet
megadni szolga´ltatott e´s elva´rt interfe´szeket.
– Nincs saja´t akcio´nyelve.
– Nincs leheto˝se´g testre szabni az u¨zenetku¨lde´s implementa´cio´ja´t a porton ke-
resztu¨l, nincs konfigura´cio´s le´ıra´s.
2.1.4. StartUML
A StartUML ta´mogatja a kompozit diagramok le´trehoza´sa´t, ı´gy a portokat, kon-
nektorokat e´s interfe´szeket is. Vizua´lis modellezo˝eszko¨z, a le´trehozott diagramokbo´l
C++ ko´dot tudunk exporta´lni. A Portok va´za´t exporta´lja, ahogy az interfe´szeket
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is, de primit´ıv szinten, a portok felt´ıpusoza´sa uta´n egy adattagke´nt genera´lja hozza´
az oszta´lyhoz. A konnektorokat ma´r nem exporta´lja, ahogy a portokhoz kapcsolo´do´
mu˝veleteket sem.
Elo˝nyei :
– Az UML szabva´nyos elemeivel dolgozik
– Ku¨lo¨nbo¨zo˝ kiterjeszte´sek re´ve´n tartalmaz ko´dgenera´la´st
Ha´tra´nyai :
– Az eszko¨z mellett meg kell ismerni prec´ızen az UML szabva´nyos elemeit is,
hogy fel tudjuk to¨lteni az elemek tulajdonsa´gait
– A ko´dgenera´la´s csak a va´zra terjed ki, mely tartalmazza a portokra, de az
azokkal valo´ mu˝veleteket ma´r nem.
– Nehe´zkes, vizua´lis haszna´lat, az elemeket szabadon le´trehozhatjuk, e´s ko¨nnyen
nem szabva´nyos modellt genera´lhatunk, mı´g a txtUML exportja a szabva´nyos
modellt exporta´la´s re´ve´n hozza le´tre, ı´gy kisebb leheto˝se´gu¨nk van hiba´zni.
2.1.5. BridgePoint UML
A StartUML-hez hasonlo´an az UML szabva´nyos elemeibo˝l e´p´ıthetu¨nk fel vizua´lisan
egy szabva´nyos UML diagramot, melyet kiege´sz´ıthetu¨nk aka´r nem szabva´nyos ele-
mekkel is. Azonban nem tudunk oszta´lyok ko¨zo¨tt portokkal kommunika´lni, csak
komponensek ko¨zo¨tt (melyro˝l a 1.4.1 fejezetben azt mondtuk, hogy egy kifejezetten
specia´lis elem az UML-ben), ı´gy ez a megolda´s nem ele´g a´ltala´nos. Portot, illet-
ve konnektort o¨nmaga´ban nem tudunk felvenni, az interfe´szek seg´ıtse´ge´vel tudunk
egy kapcsolatot hu´zni ke´t komponens ko¨zo¨tt, mely leke´pzo˝dik egy portta´ e´s kon-
nektorra´. Hasonlo´an a StartUML-hez, az akcio´kat aktivita´s node-ok re´ve´n ke´zzel
kell o¨sszerakni, ı´gy nehe´z szabva´nyos port mu˝veleteket le´trehozni. O¨sszesse´ge´ben
a BridgePoint-ro´l [10] is elmondhato´, hogy kezdetlegesen ta´mogatja a portokkal
to¨rte´no˝ kommunika´cio´t, az ezzel kapcsolatos re´szei elte´rnek a szabva´nyos UML-




O¨sszesse´ge´ben az figyelheto˝ meg az egyes exporta´la´si mo´dok ko¨zo¨tt, hogy a por-
tokat mindig valamilyen primit´ıv felt´ıpusozott adattagke´nt exporta´ljuk. A ma´sik
leheto˝se´gu¨nk, melyet mi is ko¨vetni fogunk, az interfe´szportokat o¨sszetett t´ıpuske´nt
exporta´lni, melyben benne van a szolga´ltatott e´s elva´rt interfe´sz. Portok o¨sszekap-
csola´sa´nak, a portokon to¨rte´no˝ kommunika´cio´ ve´grehajta´si szemantika´ja´val pedig
nem mindegyik keretrendszer foglalkozik, me´g ha re´szben ta´mogatja is a portok
exporta´la´sa´t. Ennek oka a szabva´ny nehezen e´rtheto˝se´ge´ben e´s hia´nyossa´ga´ban ke-
resendo˝. Mindebbo˝l az figyelheto˝ meg, hogy egy viszonylag u´j teru¨letro˝l besze´lu¨nk,
melyben egy teljes ko¨ru˝ ta´mogata´s e´s elemze´s referencia e´rte´ku˝ lehet ke´so˝bbi meg-
olda´sok, fejleszte´sek sza´ma´ra. A diplomamunka elemez to¨bb ku¨lo¨nbo¨zo˝, teljes ko¨ru˝
megolda´st a portok e´s interfe´szek C++ nyelvre to¨rte´no˝ exporta´la´shoz, mely maga´ban
foglalja a szabva´nyos UML modell le´trehoza´sa´t egy jo´l definia´lt le´ıro´nyelv alapja´n.
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3. Reprezenta´cio´s leheto˝se´gek
3.1. A megfelelo˝ reprezenta´cio´k megtala´la´sa
Az eddig le´ırtakbo´l kideru¨lt, hogy a szabva´nyos reprezenta´cio´ megtala´la´sa´val is
proble´ma´kba u¨tko¨zu¨nk, mely a fellelheto˝ irodalombo´l e´s eszko¨zo¨kbo˝l is csak nehezen
deru¨l ki, ı´gy kite´ru¨nk ezek ismertete´se´re is. A C++ reprezenta´cio´hoz pedig egy saja´t
port ko¨nyvta´rat e´s genera´la´si mo´dszert va´lasztunk, mely a fellelheto˝ mo´dszerek
finomı´ta´sa´bo´l e´s to¨bb ku¨lo¨nbo¨zo˝ o¨tlet elemze´se´nek alapja´n hozunk le´tre.
A tova´bbiakban a ko¨vetkezo˝ elemek reprezenta´cio´ja´val foglalkozunk:
– Interfe´szek
– Portok e´s u¨zenet ku¨lde´s/fogada´s mu˝velet
– Konnektorok e´s connect mu˝velet
3.2. Portok reprezenta´la´sa
3.2.1. UML-ben
A portok reprezenta´la´sa e´rtelemszeru˝, egy specia´lis Property-t kell felvenni az
oszta´lyon belu¨l. Amit fontos megeml´ıteni, hogy a szolga´ltatott interfe´sz seg´ıtse´ge´vel
fogjuk felt´ıpusozni.
Szemle´ltete´s oszta´lydiagrammal
A 3.1-es diagramon la´thatjuk, hogy a port lesza´rmazik a szolga´ltatott interfe´szbo˝l,
megvalo´s´ıtva azt, e´s az oszta´ly pedig tartalmazza a portot.
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3.1. a´bra. Port UML megvalo´s´ıta´sa´nak szemle´ltete´se oszta´lydiagramon
Szemle´ltete´s komponens diagrammal
Az 3.2-es a´bra´n egy oszta´ly la´thato´, mely tartalmaz egy portot, melyet a kompozit
struktu´ra´kon egy ne´gyzet jelo¨l. Nincs kapcsolatban ma´sik elemmel, de van egy
kapcsolo´da´si pontja, melyet a ko¨r jelo¨l.
3.2. a´bra. Port UML megvalo´s´ıta´sa´nak szemle´ltete´se kompozit diagramon
3.2.2. C++-ban
A portokat C++ oszta´lyok adattagjaike´nt reprezenta´ljuk. Hasonlo´an a txtUML Java
szintaxisa´hoz, felveszu¨nk egy Port t´ıpust, melyet parame´terezhetu¨nk az interfe´szek
t´ıpusa´val. A 3.4 fejezetben re´szletesen besze´lu¨nk arro´l, hogyan valo´s´ıtunk meg egy
interfe´sz portot C++-ban, e´s mie´rt erre a szintaxisra esett a va´laszta´sunk.
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A SendObjectAction ke´t parame´terbo˝l a´ll, egy ce´lobjektumbo´l e´s egy u¨zenetbo˝l. A
ce´lobjektum valamilyen InputPin, vagyis valamilyen akcio´nak az eredme´nye. Mivel
a port egy struktura´lis elem, ı´gy a referencia´ja´t egy ReadStructuralFeatureAction
akcio´val megszerezhetju¨k. A megolda´st a 3.3-as a´bra´n szemle´ltetju¨k.
– Ko¨nnyu˝ reprezenta´lni, illeszkedik a modellford´ıto´ elve´be, aki felte´telezi, hogy
egy send akcio´nak van egy ce´lobjektuma, ahova az u¨zenetet kell ku¨ldeni. Ez a
ce´lobjektum ilyenkor maga a port lesz, e´s nem az azt tartalmazo´ oszta´ly.
– Nem kell extra logika´t beiktatni a C++ ford´ıto´ba az u¨zenetku¨lde´s tere´n.
– Szintaktikailag ko¨nnyen kivitelezheto˝, azonban a PSCS szabva´ny nem ı´r ro´la
semmit, mi lesz a szemantika´ja egy ilyen konstrukcio´nak.
3.3. a´bra. U¨zenetku¨lde´s a portnak SendObject akcio´val u´gy, hogy a port a
ce´lobjektum
A PSCS szabva´ny definia´lja, hogy szintaktikailag hogyan ne´z ki egy u¨ze-
netku¨lde´se, illetve fogada´sa porton keresztu¨l, e´s mi lesz ennek a pontos szeman-
tika´ja.
Ha egy oszta´ly pe´lda´nynak a portja´n keresztu¨l szeretne´nk u¨zenetet ku¨ldeni, akkor
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a SendObjectAction-nak az OnPort adattagja´t haszna´lhatjuk a szabva´ny szerint.
Az OnPort adattag egy Port t´ıpusu´ referencia adattag, melyet ha nem adunk
meg, akkor az u¨zenetet a ce´lobjektumnak ku¨ldju¨k el, e´s az objektumnak valo´
u¨zenetku¨lde´s szemantika´ja nem va´ltozik. Azonban, ha ez ki van to¨ltve, akkor az
objektumnak a portja´n keresztu¨l tova´bb´ıtunk u¨zenetet. Ennek szemantika´ja pedig
atto´l fu¨gg, hogy milyen kontextusban hajtottuk ve´gre az akcio´t.
Ha az akcio´ ko¨rnyezete szerint az u¨zenetku¨lde´s kezdeme´nyezo˝je az az objektum,
akinek a portja´ra u¨zenetet szeretne´nk ku¨ldeni, vagyis megegyezik a target referen-
cia´val, akkor u¨zenetku¨lde´sro˝l besze´lhetu¨nk (send mu˝velet).
Ha a SendObjectAction kezdeme´nyeze´se a ce´lobjektumon k´ıvu¨lro˝l to¨rte´nt, akkor
pedig u¨zenet fogada´sro´l besze´lhetu¨nk (receive mu˝velet).
3.4. a´bra. U¨zenetku¨lde´s/fogada´s port felhaszna´la´sa´val SendObject akcio´val a
OnPort referencia kito¨lte´se´vel
3.3.2. C++-ban
C++ exporta´la´s sora´n az u¨zenetku¨lde´s ford´ıta´sa´t kell a´tdolgozni, figyelembe kell
venni az OnPort referencia´t, valamint az u¨zenetku¨lde´s kezdeme´nyezo˝je´t a sze-




Az u¨zenetku¨lde´s C++-ban egy send mu˝veletre fog fordulni, melynek elso˝ parame´tere
a port, a ma´sodik pedig a ku¨ldendo˝ u¨zenet. Az u¨zenetku¨lde´s szintaxisa ı´gy lesz a
legtiszta´bb, ı´gy ennek a szemantika´ja´t e´rdemes megvizsga´lni. A send mu˝velet azt
jelenti, hogy a portra teszu¨nk egy u¨zenetet, melyet tova´bb´ıtunk egy ma´sik egyse´g
fele´ konnektoron keresztu¨l. Ennek szemantika´ja´val a 3.5 fejezetben foglalkozunk
re´szletesen.
U¨zenetfogada´s
Valahogyan ki kell fejeznu¨nk azt is, ha egy u¨zenetet nem a ku¨lvila´g fele´ delega´lunk,
hanem a ku¨lvila´g felo˝l e´rkezett egy u¨zenet a portra, melyet fel kell dolgoznunk
a´llapotge´ppel o¨sszekapcsolt portok esete´n, vagy tova´bb delega´lunk a belso˝ kom-
ponensek fele´. Erre ke´t leheto˝se´gu¨nk van:
1. Egy teljesen u´j fu¨ggve´nyt vezetu¨nk be (nevezzu¨k ezt receive-nek)
2. Parame´terezzu¨k a send fu¨ggve´nyu¨nket egy ko¨rnyezet va´ltozo´val, melyben meg-
adhatjuk az u¨zenetku¨lde´s kontextusa´t a PSCS szabva´nyhoz hasonlo´an.
Elo˝bbi megolda´s azonban tiszta´bb, jobban e´rtheto˝ a felhaszna´lo´ sza´ma´ra, valamint
a szolga´ltatott e´s elva´rt interfe´szek kifejeze´se´ne´l is elo˝nyo¨sebb lesz. (3.4)
A 3.5-o¨s a´bra azt szemle´lteti, hogy melyik akcio´t kell lefuttatni atto´l fu¨ggo˝en,
hogy a portra valo´ u¨zenetku¨lde´s milyen kontextusban to¨rte´nt, melyik ira´nybo´l.
3.5. a´bra. U¨zenetku¨lde´s/fogada´s kontextusa
19
U¨zenetfogada´s a´llapotge´ppel o¨sszekapcsolt portok esete´n
Az a´llapotge´ppel o¨sszekapcsolt portok to¨bbfe´leke´ppen haszna´lhato´k kommu-
nika´cio´ra, de minden esetben egyfajta ravaszke´nt mu˝ko¨dik a rajtuk to¨rte´no˝
a´llapotva´ltoza´s (amikor egy a´llapotge´ppel o¨sszekapcsolt port e´rte´ke megva´ltozik,
pl. u¨zenet e´rkezik ra´). A port adattag e´rte´ke reprezenta´lja az u¨zenetet. Ennek meg-
felelo˝en a´ltala´nossa´gban ke´tfe´le megolda´s le´tezik a portokon to¨rte´no˝ kommunika´cio´
megvalo´s´ıta´sa´ra:
– Hasonlo´an az eseme´nyek feldolgoza´sa´hoz, u´gy a portokon to¨rte´no˝ u¨zenet-
fogada´st is a´tmeneti fu¨ggve´nyekkel dolgozzuk fel. Ez esetben nem e´rdekes
sza´munka a port a´llapota, az u¨zenet az objektum u¨zenetsora´ba keru¨l be, mely
majd feldolgoza´sra keru¨l hasonlo´an, mint egy norma´l u¨zenet.
3.6. a´bra. Portro´l fogadott u¨zenet feldolgoza´sa a´llapotge´ppel
– Ku¨lo¨n aktiva´tor (figyelo˝) fu¨ggve´nyeket valo´s´ıtunk meg az oszta´lyon belu¨l az
egyes portokra, melyek a portok a´llapotva´ltoza´sakor aktiva´lo´dnak. Ez esetben
sza´mı´t a portnak az a´llapota, mivel az reprezenta´lja maga´t az u¨zenetet.
Ennek megfelelo˝en ma´shogy dolgozzuk fel, mint a to¨bbi u¨zenetku¨lde´st.
Interfe´szportok esete´n a port tartalmazza a neki ku¨ldo¨tt u¨zenetet, az repre-
zenta´lja az a´llapota´t, primit´ıv esetben pedig a port e´rte´ke szolga´l erre.
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3.7. a´bra. Portro´l fogadott u¨zenet feldolgoza´sa aktiva´tor fu¨ggve´nnyel
A mi esetu¨nkben az elo˝bbi megolda´s tu˝nt ke´zenfekvo˝nek, mivel az ko¨nnyen
adapta´lhato´ a megle´vo˝ genera´la´si szaba´lyok ko¨ze´, valamint a forra´snyelv is ezt a kon-
vencio´t ko¨veti. A 3.6 fejezetben kite´ru¨nk arra, hogy az oszta´ly a´llapotge´pe pontosan
hogyan dolgozza fel az adott u¨zenetet. Nem-a´llapotge´ppel o¨sszekapcsol portok esete´n
pedig tova´bb´ıtanunk kell az u¨zenetet a belso˝ port fele´, ilyenkor az a´llapotge´pnek nem
kell reaga´lnia ra´. Ezzel a 3.5 fejezetben re´szlesen foglalkozunk.
3.4. Interfe´szek reprezenta´la´sa interfe´szportok
esete´n
3.4.1. UML-ben
Az interfe´szeket UML-ben e´rtelemszeru˝en reprezenta´ljuk, annyiban ku¨lo¨nbo¨znek
csak az oszta´lyokto´l, hogy megadhatunk neki fogada´si mu˝veleteket, u´n. fogado´
ve´gpontokat. Egy-egy ve´gpont egy olyan meto´dusnak felel meg, melynek pontosan
egy parame´tere van, egy Signal t´ıpusu´ parame´ter.
3.4.2. C++-ban
C++-ban sza´mos leheto˝se´gu¨nk van kifejezni egy UML interfe´szt.
Nincs interfe´sz
Egy lehetse´ges megolda´s az is, ha nem vesszu¨k figyelembe a szolga´ltatott e´s elva´rt
interfe´szeket akkor, mikor egy adott portot manipula´lunk, u¨zenetet ku¨ldu¨nk ra´. Ek-




– Ko´dgenera´la´s szempontja´bo´l nagyon trivia´lis megolda´s, egya´ltala´n nem
szu¨kse´ges foglalkozni az interfe´szek az interfe´szek exporta´la´sa´val C++-ban.
– Alacsony szintu˝, hate´konysa´gi ke´rde´sekben a legjobb megolda´s, mivel se futa´si
ideju˝, se ford´ıta´si ideju˝ valida´cio´ nincs.
Ha´tra´nyok:
– Ku¨lso˝ oszta´lyok, portok esete´n a felhaszna´lo´ sem tud felvenni interfe´szeket,
ilyenkor ma´r nem hagyatkozhatunk a forra´snyelv valida´cio´ja´ra, ko¨nnyen
hiba´zhatunk.
– Ha nem is vezetu¨nk be u´j komponenst, ku¨lso˝ kommunika´cio´ esete´n tetszo˝leges
u¨zenetet ku¨ldhetu¨nk a portra, ami szinte´n hiba´s lehet.
– A genera´lt ko´d keve´sbe´ lesz e´rtheto˝.
– Az interfe´szeket sehol ma´shol sem tudjuk felhaszna´lni, oszta´lyok sem tudja´k
megvalo´s´ıtani o˝ket, mely szinte´n a modellel valo´ kommunika´cio´ban jelent
ha´tra´nyt.
Van interfe´sz
Ezen belu¨l meg kell vizsga´lni az interfe´sz port szintaxisa´t, valamint a mo¨go¨ttes
ve´grehajta´si szemantika´t, illetve maga´nak az interfe´sznek a le´ıra´si mo´djait.
Ahogy azt kora´bban ı´rtuk, a port t´ıpusa az UML-ben a szolga´ltatott interfe´sz, eze´rt
ke´zenfekvo˝ megolda´s lenne felvenni egy olyan adattagot, melynek ez az interfe´sz a
t´ıpusa. Ennek azonban to¨bb ha´tra´nya is van, sokkal nehezebben tudjuk kifejezni,
milyen elva´rt interfe´sze van a portnak, valamint nem tudjuk kifejezni a port
t´ıpuson belu¨l az u¨zenetku¨lde´s ve´grehajta´si szemantika´ja´t sem, valamilyen ku¨lso˝
implementa´cio´ra ke´nyszeru¨lu¨nk. Eza´ltal bonyol´ıtjuk a megvalo´s´ıta´st, vesz´ıtu¨nk
az absztrakcio´bo´l, de a hate´konysa´got nem no¨velju¨k. I´gy a ma´sik leheto˝se´gu¨nk
bevezetni a Port t´ıpust, melynek sablon parame´tere a szolga´ltatott e´s elva´rt
interfe´sz, ahogy azt a 3.8-as a´bra´n is la´thatjuk.
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3.8. a´bra. Port az interfe´szek sablonparame´tereivel
Ezek uta´n technikailag to¨bbfe´le leheto˝se´gu¨nk van megvalo´s´ıtani a valida´cio´t :
1. Genera´ljunk egy u¨res oszta´lyt az interfe´szekbo˝l, majd a szigna´lok
sza´rmazzanak le aszerint, hogy melyik interfe´sz fogado´ mu˝veletei ko¨zo¨tt
vannak benne:
PL: UML interfe´sz neve: PingPongInterface, a fogado´ ve´gpontjai pedig a
ko¨vetkezo˝ szigna´lokat fogadja´k: Ping, Pong
Majd a portnak legyen egy send mu˝velete, ami az elva´rt interfe´sz ala´ sorolt
szigna´lokat va´rja, vagyis olyan szigna´lokat, melyek implementa´lja´k a megfelelo˝
interfe´szt. Mindezzel ford´ıta´si ido˝ben biztos´ıtjuk, hogy ne adhassunk a´t olyan
szigna´lt, melyet nem soroltunk az elva´rt interfe´sz szigna´ljai ko¨ze´. Hasonlo´an,
a receive mu˝velet olyan szigna´lokat va´r, melyek lesza´rmazottjai a szolga´ltatott
interfe´sznek (la´sd 3.9-es a´bra).
3.9. a´bra. Szigna´lok csoportos´ıta´sa lesza´rmaza´ssal
Elo˝nyo¨k:
– Egyszeru˝ megvalo´s´ıta´s, keve´s extra ko´d genera´la´sra van szu¨kse´g hozza´,
az interfe´szek le´nyege´ben csak u¨res, csoportos´ıto´ oszta´lyok.
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– Egyetlen send fu¨ggve´nnyel meg lehet oldani a valida´cio´t, ı´gy a ko´d a
leheto˝ legkisebb lesz, nem lesz redundancia.
Ha´tra´nyok:
– Nem a´ltala´nos´ıtott megolda´s. Az interfe´szt ba´rmilyen szereplo˝
haszna´lhat, e´s le is sza´rmazhat belo˝le, azonban ezzel ero˝sen por-
tokra korla´tozzuk a megolda´st, mivel a ku¨ldo˝ e´s fogado´ mu˝veletek a
portok ko´dja´ba vannak belee´getve.
2. Ezt a gondolatmenetet folytatva vizsga´ljuk meg azt az a´ltala´nos leheto˝se´get,
hogy a Port oszta´ly megvalo´s´ıtja az interfe´szt. A szintaxis nem va´ltozik,
tova´bbra is sablon parame´terke´nt szeretne´nk megadni az interfe´szeket a
portban. Mivel most a szigna´loknak nincsen interfe´sz o˝se, ı´gy minden
egyes fogada´si ve´gpont mu˝velethez kelleni fog egy-egy fu¨ggve´ny. Mivel az
u¨zenetku¨lde´s ve´grehajta´si szemantika´ja nem va´ltozik, ı´gy vezessu¨nk be egy
a´ltala´nos sendAny ve´dett meto´dust, mely ba´rmilyen szigna´lt ke´pes fogadni,
azonban a publikus interfe´szen nem la´thato´. Ezt a lesza´rmazott oszta´lyban
felu¨l tudjuk definia´lni az u¨zenetku¨lde´s szemantika´ja´to´l fu¨ggo˝en. Amikor
a sendAny tova´bb´ıtja az adott portnak a megfelelo˝ szigna´lt, a tu´loldalon
le´vo˝ port ma´r csak egy a´ltala´nos eseme´nyt la´t, nem tudjuk elleno˝rizni a
t´ıpuskonzisztencia´t. Azonban ke´t port o¨sszekapcsola´sakor tudunk gondos-
kodni ro´la, hogy ne ko¨thessu¨nk o¨ssze inkonzisztens interfe´szu˝ portokat (la´sd
re´szletesebben a 3.5 fejezetben).
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3.10. a´bra. Szigna´lok csoportos´ıta´sa send fu¨ggve´nyekkel
Elo˝nyo¨k:
– A´ltala´nos megolda´s, az interfe´szt te´nylegesen megvalo´s´ıtjuk, ı´gy ez aka´r
modell oszta´lyokra is kiterjesztheto˝
– Funkciona´lisan nem ku¨lo¨nu¨lnek el a send fu¨ggve´nyek egyma´sto´l, ı´gy a
karbantarta´si ido˝ nem no˝
Ha´tra´nyok:
– A genera´lt ko´d me´rete azonban jelento˝sen megno˝, mivel to¨bb send
fu¨ggve´ny genera´la´sra van szu¨kse´gu¨nk, melyek csak a va´rt szigna´lt´ıpusban
ku¨lo¨nbo¨znek.
3. Mint a fentiekbo˝l la´tjuk, az uto´bbi megolda´snak egy ha´tra´nya van, hogy
no¨velju¨k az interfe´sz ko´dja´t az elso˝ megolda´shoz ke´pest. Amı´g csak ge-
nera´ljuk az interfe´szt, addig ez elhanyagolhato´ te´nyezo˝, azonban, ha ke´zzel
kell hozza´adni a programunkhoz, hogy kiterjesszu¨k a modellel valo´ kommu-
nika´cio´t, ma´r proble´ma lehet. Megfigyelhetju¨k, hogy minden interfe´sz imp-
lementa´cio´ja csak abban fog ku¨lo¨nbo¨zni, hogy ku¨lo¨nbo¨zo˝ szigna´lokat tudnak
fogadni. A C++ sablon metaprogramoza´si leheto˝se´geit kihaszna´lva pro´ba´ljuk
meg az interfe´sz ko´dja´t ege´szen oda´ig szu˝k´ıteni, hogy csak fel kelljen sorolni
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egy t´ıpuslista´ba, hogy milyen szigna´lokat tudunk ku¨ldeni, illetve fogadni.
Ce´l szintaxis :
us ing PingPongInf = Genera l In t e r f a ce<Ping , Pong>
Ez azt jelentene´, hogy a PingPongInf egy olyan interfe´sz lenne, amelynek ke´t
fogado´ mu˝velete van, a Ping e´s a Pong.
Vizsga´ljuk meg a szolga´ltatott re´szt, az elva´rt ezzel analo´g. Vezessu¨nk be
egy olyan sablon send fu¨ggve´nyt, melynek a sablon parame´tere az elku¨ldendo˝
szigna´l t´ıpusa. Ezt la´tjuk a publikus interfe´szen, eszerint ba´rmilyen szigna´llal
meg tudjuk h´ıvni az adott fu¨ggve´nyt. Azonban a fu¨ggve´ny delega´lja a h´ıva´st
egy olyan ve´dett sablon fu¨ggve´nynek, mely ba´rmilyen szigna´lt ke´pes fogad-
ni, e´s rendelkezik egy logikai sablon parame´terrel : ebben adhatjuk meg,
hogy a delega´lt szigna´l re´sze-e az interfe´sznek vagy sem. Sablon specializa´cio´
seg´ıtse´ge´vel ke´tfe´le implementa´cio´t adunk ennek a fu¨ggve´nynek: Az igaz a´g,
mely ve´grehajtja a szigna´l ku¨lde´se´t, a hamis a´g pedig szemantikai ford´ıta´si
hiba´ra fut, ezzel elleno˝rizve ford´ıta´si ido˝ben, hogy ne adhassunk a´t olyan
eseme´nyt, mely nem re´sze az interfe´sznek.
A ke´rde´s ma´r csak az maradt, hogyan do¨ntju¨k el egy adott szigna´lro´l, hogy
re´sze-e az interfe´sznek. Az egyik leheto˝se´g bevezetni egy sablon oszta´lyt, mely-
nek egy adattagja megmondja, hogy szigna´lro´l besze´lu¨nk-e, mely parame´tere
egy fogada´si mu˝veletnek. Ezt alape´rtelmezetten hamisra a´ll´ıtani, e´s specia-
liza´lni igaz e´rte´kekkel a sablon oszta´lyt a megfelelo˝ szigna´lokkal.
O¨sszefoglalva az eddigieket egy a´bra´ban:
3.11. a´bra. Szigna´lok csoportos´ıta´sa IsReception sablonfu¨geve´nnyel
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Ezzel azonban me´g nem e´rtu¨k el a k´ıva´nt egyszeru˝ szintaxist, de a send
fu¨ggve´nyt legala´bb nem duplika´ltuk fo¨lo¨slegesen. A TYPELIST [12] konst-
rukcio´t haszna´lva viszont eljutunk a ce´l szintaxisig, ugyanis felsorolhatjuk a
megfelelo˝ szigna´l t´ıpusokat egy lista´ban, e´s ele´g arra vizsga´lnunk, hogy az adott
szigna´l t´ıpus re´sze-e a lista´nak.
A legutolso´ megolda´s tekintheto˝ a legelo˝nyo¨sebbnek, tartalmazza a ma´sodik
elo˝nyeit, azonban a ha´tra´nyait sikeru¨lt kiku¨szo¨bo¨lni.
3.4.3. Szolga´ltatott e´s elva´rt interfe´szek megku¨lo¨nbo¨ztete´se
UML-ben
Az UML szabva´ny szerint egy konnektor csak olyan portok ko¨zo¨tt hu´zo´dhat, mely-
nek a szolga´ltatott e´s elva´rt interfe´szei kompatibilisek egyma´ssal. A port egy kom-
munika´cio´s csomo´pontot reprezenta´l, a t´ıpusa azonban adattag re´ve´n tetszo˝leges le-
het. A modelloszta´ly sza´ma´ra a port szolga´ltata´sokat nyu´jt a szolga´ltatott interfe´sz
a´ltal, ı´gy a t´ıpusa megfelel a szolga´ltatott interfe´sznek. A modelloszta´ly azonban ki-
fele tova´bb´ıt a porton keresztu¨l informa´cio´kat, az elva´rt interfe´sz a´ltal. Hu´zzunk be
egy Using rela´cio´t a port e´s az elva´rt interfe´sz ko¨zo¨tt, mivel a modelloszta´ly a por-
tot haszna´lja u¨zenetku¨lde´sre. A proble´ma, hogy a Using rela´cio´k nem ko¨lcso¨no¨sen
egye´rtelmu˝ek, ha ke´t portnak ugyanaz a szolga´ltatott interfe´sze, ı´gy e´rdemes min-
den portnak egy saja´t interfe´szt genera´lni, amely lesza´rmazottja a szolga´ltatott in-
terfe´sznek. I´gy minden port t´ıpusa egyedi lesz, e´s a rela´cio´k is injekt´ıvek lesznek a
modellben.
C++-ban
Mivel a portra tudunk u¨zenetet ku¨ldeni e´s fogadni egyara´nt, ı´gy az interfe´szeknek
ke´t re´szu¨k lesz, az egyik a fogado´, a ma´sik a ku¨ldo˝ mu˝veleteket definia´lja. Atto´l
fu¨ggo˝en, hogy az adott interfe´szt szolga´ltatott vagy elva´rt interfe´sznek adtuk meg,
a megfelelo˝ re´szbo˝l fog lesza´rmazni az adott port. A ma´sik leheto˝se´g az lenne, ha
nem bontjuk ke´t re´szre az interfe´szt, helyette a fogado´ ve´gpontok fu¨ggve´nyeinek
egy plusz parame´tere lenne, hogy k´ıvu¨lro˝l vagy belu¨lro˝l ku¨ldu¨nk-e u¨zentet (ahogy
azt a 3.3 bekezde´sben felvezettu¨k). Ez esetben abba a proble´ma´ba u¨tko¨zne´nk, hogy
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nem tudna´nk elku¨lo¨n´ıteni a fogado´ mu˝veleteket lesza´rmaza´ssal aszerint, hogy a
port milyen szolga´ltatott e´s elva´rt interfe´sszel rendelkezik.
Interfe´sz kiterjesztett szintaxisa, konkre´t pe´lda portok esete´n
3.12. a´bra. Interfe´szek ke´t re´szre bontva u¨zenetku¨lde´s/fogada´s szerint
Az 3.12-es a´bra´n a portnak a szolga´ltatott e´s elva´rt interfe´sze is a PingPongInterface
lesz. Az interfe´sz maga nem tartalmaz egyetlen fogado´ ve´gpontot sem, helyette ke´t
ku¨lo¨nbo¨zo˝ re´szbo˝l a´ll. Az egyik re´szben az u¨zenetku¨ldo˝ fu¨ggve´nyek, a ma´sik re´szben
pedig az u¨zenetfogado´ fu¨ggve´nyek vannak felsorolva. Ha egy port szolga´ltatott in-
terfe´sze´nek adjuk meg az adott interfe´szt, akkor az u¨zenetfogado´ re´szto˝l (Provided-
Part) o¨ro¨kli meg az egyes mu˝veleteket. Ha elva´rt interfe´sznek adjuk meg a Ping-
PongInterface-t, akkor pedig a RequiredPart-to´l o¨ro¨ko¨lju¨k meg az egyes u¨zenetku¨ldo˝
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mu˝veleteket. A konkre´t pe´lda´ban azt la´thatjuk, hogy a Port a PingPongInterface
fogado´ e´s ku¨ldo˝ mu˝veleteit is o¨ro¨kli, mivel az elva´rt e´s szolga´ltatott interfe´sze meg-
egyezik.
3.5. Konnektorok, o¨sszekapcsola´s mu˝velet repre-
zenta´la´sa
Az interfe´szeket (3.4) e´s portokat ma´r tudjuk exporta´lni UML-ben, illetve megfelelo˝
C++ reprezenta´cio´t is tala´ltunk. A konnektorokat ezek seg´ıtse´ge´vel ma´r ki tudjuk
fejezni.
Mivel txtUML-ben 1-1 kapcsolatokat tudunk csak le´ırni, ı´gy a mi megolda´sainkat is
erre korla´tozzuk. Elo˝szo¨r megvizsga´ljuk, mi lehet a szabva´nyos reprezenta´cio´ UML-
ben, majd kite´ru¨nk a ku¨lo¨nbo¨zo˝ megolda´sokra C++-ban.
Mielo˝tt me´g tova´bb megyu¨nk, eleven´ıtsu¨k fel, mik is azok a konnektorok e´s mely
re´szei e´rdekesek sza´munkra. A konnektorok egy kompozit struktu´ra´ban szerepeket
ko¨tnek o¨ssze, amik olyan oszta´lyokat fejeznek ki, melyek rendelkeznek porttal. A
konnektor egyfajta absztrakcio´t fejez ki ke´t szereplo˝ portja ko¨zo¨tt, le´ırja, a szereplo˝
mely ke´t portja kapcsolo´dik o¨ssze, delega´cio´val vagy assembly kapcsolattal vannak-e
o¨sszeko¨tve. A delega´cio´ szu¨lo˝-gyerek portok ko¨zo¨tt jo¨het le´re, ilyenkor egy portra
valo´ u¨zenetku¨lde´st delega´lunk a tu´loldalon le´vo˝ portra, mely tova´bbku¨ldi a belso˝
oszta´ly fele´, vagy a ma´sik ira´ny esete´n a ku¨lvila´g fele´, az oszta´lyon k´ıvu¨lre. Assemb-
ly o¨sszekapcsola´s esete´n ke´t egyenrangu´ oszta´lyok portja ko¨zo¨tt jo¨n le´tre kapcsolat,
ko¨lcso¨no¨s, oda-vissza kommunika´cio´val. Fontos, hogy szu¨lo˝-gyerek oszta´lyok ko¨zo¨tt
nem lehet assembly kapcsolat, illetve egyenrangu´ szereplo˝k ko¨zo¨tt delega´cio´s kap-
csolat.
Konnektor reprezenta´cio´ UML-ben
A szabva´ny szerinti reprezenta´cio´ e´rtelemszeru˝, egy Connector UML elemet kell
le´trehozni, a ve´gpontoknak megadni a kompoz´ıcio´ szereplo˝ portjait, bea´ll´ıtani, hogy
Assembly vagy Delega´cio´s o¨sszekapcsola´s van-e ko¨zo¨ttu¨k. A Connector elemnek van
egy Asszocia´cio´ t´ıpusa, mivel a szabva´ny szerint a Connector egy Asszocia´cio´ egy
konkre´t realiza´cio´ja. Hogy mi legyen ez a t´ıpus, azzal ke´so˝bb foglalkozunk.
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O¨sszekapcsola´s mu˝velet reprezenta´cio´ja UML-ben
A connect akcio´ kifejeze´se UML-ben ma´r keve´sbe´ egye´rtelmu˝, mivel connect ak-
cio´ nem le´tezik explicit a szabva´nyban. To¨bb leheto˝se´get is megvizsga´ltunk, mire
eljutottunk a helyes reprezenta´cio´hoz.
1. Mivel a port adattagok az UML-ben (Propertyk) ı´gy ke´t portot ko¨lcso¨no¨sen
e´rte´ku¨l adhatunk egyma´snak. Ez egy leheto˝se´g arra, hogy kifejezzu¨k UML-
ben az o¨sszekapcsolo´ mu˝veletet, szabva´nyos modell keletkezik, de me´gsem ez
a helyes szabva´nya portok o¨sszekapcsola´sa´nak. A proble´ma ugyanis az, hogy
ba´rmilyen ke´t portot o¨sszekapcsolhatunk, konkre´t konnektor realiza´cio´ ne´lku¨l.
2. A PSCS szabva´ny szerint, ha egy opera´cio´ egy konstruktor h´ıva´snak felel
meg (Create sztereot´ıpia´val van ella´tva), e´s nem adunk meg hozza´ konkre´t
meto´dusto¨rzset, mint akcio´t, akkor az oszta´ly kompozit struktu´ra´ja´t va-
lamilyen alape´rtelmezett konstrukcio´s strate´gia mente´n fogja le´trehozni
(Ezt nevezi a szabva´ny DefaultConstruction-nek). Mivel a Connector egy
asszocia´cio´ pe´lda´ny, ı´gy ma´r egy konkre´t, le´trejo¨tt kapcsolatro´l besze´lhetu¨nk,
az alape´rtelmezett konstrukcio´s strate´gia pedig megmondhatja, hogyan kell
o¨sszeko¨tni a portokat. Ebbo˝l ado´do´an a kompoz´ıcio´ struktu´ra´ja´bo´l ko¨vet-
keztethetu¨nk az o¨sszekapcsolt portokra. Azonban ez megszor´ıta´sokkal ja´rna,
ha pe´lda´ul egy szu¨lo˝nek ke´t azonos t´ıpusu´ gyereke van, de csak az egyikkel
szeretne delega´cio´ re´ve´n kommunika´lni, nem lehet hozza´ ko¨tni mindke´t gyerek
porthoz a szu¨lo˝ portja´t.
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3.13. a´bra. Proble´ma a statikus o¨sszekapcsola´ssal
3. Nem maradt ma´s leheto˝se´g, mint a dinamikus o¨sszekapcsola´s, teha´t meg kell
mondani egy konkre´t meto´dusban, hogyan inicializa´ljunk fel egy struktu´ra´t.
Szintaktikailag sincs ma´r ma´s leheto˝se´g, mint a CreateLinkAction haszna´lata,
melyet a PSCS szabva´ny defin´ıcio´ja is kimond. Ehhez ke´t dologra van szu¨kse´g:
ve´gpontokra (LinkEndData), valamint arra az asszocia´cio´ra, melyet haszna´lni
szeretne´nk az o¨sszekapcsola´shoz. Az asszocia´cio´ ve´gpontok egye´rtelmu˝ek,
felhaszna´lhatjuk a konnektor ve´gpontjait. Mint kora´bban la´ttuk, a kon-
nektorok fel vannak t´ıpusozva egy Association t´ıpussal. E´rtelemszeru˝ lenne
ezt fo¨lhaszna´lni az o¨sszekapcsola´shoz, a ke´rde´s csak az, mi legyen ez az
asszocia´cio´. A szabva´ny biztos´ıt neku¨nk egy alape´rtelmezett asszocia´cio´t (Ge-
nericAssociation), melyet haszna´lhatunk abban az esetben, ha a konnektornak
nincs t´ıpusa. Arra is van leheto˝se´gu¨nk, hogy saja´t asszocia´cio´t genera´ljunk a
modellbe. Asszocia´cio´ t´ıpusok ko¨zo¨tt hu´zhato´, a port o¨nmaga´ban nem t´ıpus,
hanem egy adattag, de ennek re´ve´n rendelkeznek t´ıpussal, a szolga´ltatott
interfe´sze´nek a t´ıpusa´val. Vegyu¨k ke´t port interfe´sze´t, nevezzu¨k ezeket
t1 -nek, illetve t2 -nek. Megtehetju¨k, hogy genera´lunk t1 e´s t2 ko¨zo¨tt egy
a1 asszocia´cio´t, melyet a konnektor realiza´l a portok o¨sszekapcsola´sa´val.
I´gy a CreateLinkAction-be be tudjuk tenni asszocia´cio´ke´nt az a1 -et, mint
a konnektor t´ıpusa´t, ami mente´n o¨sszekapcsolunk, nem kell haszna´lnunk a
GenericAssociation-t. Ezzel egy szabva´nyos UML-t genera´lunk, e´s a konnek-
torokat sem hagyjuk figyelmen k´ıvu¨l ke´t port o¨sszekapcsola´sa´na´l.
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3.14. a´bra. Konnektor t´ıpusa´nak megada´sa
Az 3.14-es a´bra´n la´thato´, hogy a p1 e´s p2 portnak a t´ıpusa az t1 e´s t2 in-
terfe´szbo˝l sza´rmazik, melyek ko¨zo¨tt hu´zo´dik egy a1 asszocia´cio´. Ezek uta´n a
c1 konnektor type referencia´ja´ba az a1 asszocia´cio´ keru¨l bele.
3.5.1. O¨sszekapcsolt portok reprezenta´cio´ja C++-ban
A szabva´ny szemantika´ja szerint, amikor egy u¨zenet ku¨ldu¨nk a send mu˝velettel
egy adott portra, annak tova´bb´ıtania kell ezt a vele kapcsolatban a´llo´ port fele´.
Ehhez egy referencia´t kell ta´rolni a kapcsolt portra. Ezt alapveto˝en ke´tfe´leke´ppen
e´rthetju¨k el :
1. Egy globa´lis adatszerkezetben, pe´lda´ul egy asszociat´ıv to¨mbben megmondjuk,
melyik porthoz ki kapcsolo´dik. Ennek elo˝nye, hogy a port ko´dja fu¨ggetlen ma-
rad a kapcsolatokto´l, nem kell beleko´dolni a kapcsolatok kifejeze´se´hez u´j adat-
tagokat. Ha´tra´nya az, hogy egy pa´rhuzamos ko¨rnyezetben egy globa´lis adat-
szerkezetet kell manipula´lni, mely sok szinkroniza´cio´t ige´nyel, minek ko¨vet-
kezte´ben cso¨kken a hate´konysa´g.
2. A ma´sik leheto˝se´gu¨nk, hogy a port ko´dja´ban ko¨zvetlen referencia´t ta´rolunk a
kapcsolt portra. Mivel az nem lesz e´rdekes az u¨zenetku¨lde´s szemantika´ja´ban,
hogy pontosan melyik konnektoron keresztu¨l kapcsolo´dnak az adott portok
egyma´shoz (annak t´ıpusa azonban sza´mı´tani fog), e´s csak 1-1 kapcsolatot
32
valo´s´ıtunk meg, ı´gy a port ko´dja´t nem kell a modell alapja´n genera´lnunk, nem
fog bo˝vu¨lni, e´s hate´konyabb megolda´st e´rhetu¨nk el szekvencia´lis ko¨rnyezetben
is, mint a globa´lis adatszerkezettel.
Az u¨zenetku¨lde´s szemantika´ja´hoz ma´r megvan a referencia´nk, azonban ez
o¨nmaga´ban me´g nem ele´g. Figyelembe kell vennu¨nk azt is, hogy milyen t´ıpusu´ kon-
nektoron keresztu¨l kapcsolo´dtak az adott portok. Ma´ske´pp kell a´tadni az u¨zenetet,
ha Delega´cio´ro´l van szo´, e´s ma´ske´pp, ha Assembly kapcsolatro´l. Delega´cio´s kapcso-
lat esete´n, ha u¨zenetet ku¨ldu¨nk k´ıvu¨lro˝l egy adott portra (send mu˝velet), akkor
a szemantika szerint az u¨zenetku¨lde´su¨nk ekvivalens a kapcsolt portra valo´ belso˝
u¨zenetku¨lde´ssel. Assembly kapcsolat esete´n azonban ez az u¨zenetku¨lde´s a kapcsolt
portra valo´ ku¨lso˝ u¨zenetku¨lde´ssel lesz ekvivalens (receive mu˝velet). I´gy tudnunk
kell, hogy a referencia´nk milyen kapcsolatban a´ll a portunkkal. Ke´t leheto˝se´gu¨nk
van ennek kifejeze´se´re, a va´laszta´s nem egye´rtelmu˝:
1. Virtualiza´cio´ haszna´lata, Port t´ıpusu´ referencia helyett Connection t´ıpusu´ re-
ferencia, melynek absztrakt mu˝velete eldo¨nti, a kapcsolt port melyik mu˝velete´t
kell megh´ıvni. Ez egy tiszta´bb implementa´cio´, azonban a virtualiza´cio´ nem ele´g
hate´kony.
3.15. a´bra. Connection absztrakt oszta´ly haszna´lata
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2. Delega´cio´ jelzo˝ haszna´lata: Marad a Port t´ıpusu´ referencia, maga a port
do¨nti el, melyik mu˝velet h´ıva´sa´ra van szu¨kse´g a jelzo˝ alapja´n. Ez a megolda´s
keve´sbe´ letisztult, de hate´konyabb.
3.16. a´bra. Delegatiom flag haszna´lata
Hasonlo´an az interfe´szek megolda´sa´hoz, itt is az a megolda´s lenne hate´konyabb,
mely mindke´t megolda´s elo˝nyeit kombina´lja, teha´t nem vesz´ıtu¨nk a hate´konysa´gbo´l,
de megtartjuk a tiszta implementa´cio´t. Ha dolgozhatna´nk lesza´rmaza´ssal, ugyan-
akkor nem ke´ne virtualiza´cio´t haszna´lni. Erre egy ke´zenfekvo˝ megolda´s az len-
ne, ha a lesza´rmaza´skor megadna´nk az interfe´sznek sablon parame´terben, ki a
lesza´rmazottja.
Ce´l szintaxis :
c l a s s DelegateConnect ion : pub l i c Connection<
DelegateConnection>
Majd definia´lna´nk a specia´lis implementa´cio´kat, az interfe´sz implementa´cio´ pe-
dig statikus konverzio´val a specializa´lt Connection oszta´lyra konverta´lna´ o¨nmaga´t,
e´s megh´ıvna´ a megfelelo˝ mu˝veletet. Ehhez ford´ıta´si ido˝ben tudni kell, hogy egy
adott porthoz milyen t´ıpusu´ kapcsolaton keresztu¨l fog le´trejo¨nni a referencia (As-
sembly vagy Delega´cio´).
A portokat akkor kapcsoljuk o¨ssze, mikor le´trehozzuk a rendszer struktu´ra´ja´t.
Minden port 1-1 kapcsolattal kapcsolo´dik egyma´shoz. Ami azt jelenti, hogy egy
a´llapotge´ppel o¨sszekapcsolt port esete´n egy referencia´nk lesz egy ma´sik portra, me-
lyet valamilyen ismert kapcsolaton keresztu¨l ko¨tu¨nk majd hozza´. A´ltala´nos port
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esete´n pedig ke´t referencia´nk lesz, az egyik biztosan egy delega´cio´, a ma´sik pedig
ugyanazon az e´rvek mente´n ismert, amit az elo˝bb ta´rgyaltunk. Ebbo˝l ko¨vetkeztet-
ve u´gy tu˝nik, hogy ha a pontos o¨sszekapcsola´st nem is ismerju¨k, de a potencia´lis
o¨sszekapcsola´sok t´ıpusait igen, akkor ford´ıta´si ido˝ben el tudjuk do¨nteni egy adott
kapcsolatro´l, milyen t´ıpusu´. Az is lehetse´ges, hogy egy fe´lke´sz, vagy hiba´s modell
exporta´la´sa esete´n egya´ltala´n nem adunk meg konnektort ke´t port ko¨zo¨tt. Ilyenkor
exporta´la´si hiba´t nem ce´lszeru˝ adni, mivel lehetse´ges, hogy a felhaszna´lo´t tudatosan
e´rdekel egy ilyen modellnek a C++ ko´dja, helyette inka´bb bevezetu¨nk egy NoCon-
nection t´ıpusu´ lesza´rmaza´st, melynek mu˝veleteinek szemantika´ja megegyezik az u¨res
utas´ıta´ssal. Aka´r sablon specializa´cio´val is dolgozhatunk, mely aze´rt is lesz elo˝nyo¨s,
mert a Connection o˝soszta´lyban a´ltala´nosan ta´rolunk egy port referencia´t, melyeket
a lesza´rmazottak mego¨ro¨ko¨lnek, ı´gy ezt az adattagot megspo´rolhatna´nk.
Megolda´s szemle´ltete´se
1. NoConnection lesza´rmaza´ssal :
3.17. a´bra. Connection oszta´ly lesza´rmazott sablonparame´terrel
Ebben az esetben a NoConnection oszta´ly lesza´rmazik az IConenction-bo˝l, ı´gy
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tartalmazza a Port t´ıpusu´ connected referencia´t.
2. NoConnection specializa´cio´val :
3.18. a´bra. Connection oszta´ly lesza´rmazott sablonparame´terrel, NoConnection
specializa´cio´val
Ebben az esetben a NoConnection oszta´ly csak egy szereposzta´ly, mellyel spe-
cializa´ljuk az IConnection oszta´lyunkat, ı´gy elhagyhatjuk belo˝le a Port t´ıpusu´
referencia´t is.
3.5.2. Ku¨lo¨nbo¨zo˝ port t´ıpusok megvalo´s´ıta´sa C++-ban
Az u¨zenetku¨lde´s megvalo´s´ıta´sa uta´n vizsga´ljuk meg az u¨zenetfogada´s (receive)
szemantika´ja´t is. A fogada´s mu˝velet ve´grehajta´si szemantika´ja atto´l fu¨gg, hogy
a´llapotge´ppel o¨sszekapcsolt portro´l (BehaviorPort) besze´lu¨nk-e vagy a´ltala´nos
portro´l. Elo˝bbi esete´n egy objektum a´llapotge´pe´hez futnak be az u¨zenetek, a ma´sik
esetben pedig a szu¨lo˝ komponens portja delega´lja az u¨zenetet a gyerek oszta´ly
portja´ra. Ennek megvalo´s´ıta´sa´ra szinte´n a kora´bban eml´ıtett leheto˝se´geink vannak,
a lesza´rmaza´s e´s virtualiza´cio´s technolo´gia, illetve a behavior jelzo˝. Egy Behavior-
Port esete´n nem csak a receive mu˝velet to¨rzse ku¨lo¨nbo¨zik, de ma´s-ma´s adattagokkal
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dolgozik a ke´t port. A´llapotge´p o¨sszekapcsola´s esete´n referencia´t kell ta´rolnunk az
a´llapotge´pet birtoklo´ objektumra, egye´b esetben pedig a gyerek oszta´ly portja´ra. Ez
ku¨lo¨nbo¨zo˝ adattagokat ige´nyel, az adat redundancia miatt a lesza´rmaza´s egy ke´zen
fekvo˝ va´laszta´s. Union t´ıpus seg´ıtse´ge´vel azonban el lehetne keru¨lni a redunda´ns
ta´rola´st, ami egy hate´konyabb, de nehezebben olvashato´ ko´dot eredme´nyez.
1. Lesza´rmaza´ssal :
3.19. a´bra. Ku¨lo¨nbo¨zo˝ t´ıpusu´ portok kezele´se lesza´rmaza´ssal
Az 3.19-es a´bra´n a ke´t specia´lis port la´thato´ ku¨lo¨nbo¨zo˝ adattagokkal.
2. Behavior jelze´ssel :
3.20. a´bra. Ku¨lo¨nbo¨zo˝ t´ıpusu´ portok kezele´se adattaggal
Az 3.20-as a´bra´n az a megolda´s la´thato´, hogy minden adatot egy oszta´lyon
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belu¨l elta´rolunk, e´s a behavior adattag do¨nti el a port t´ıpusa´t. A ma´sik le-
heto˝se´g lehetne, hogy az alapja´n do¨ntu¨nk a t´ıpusro´l, hogy melyik adattag van
kito¨ltve, bevezethetne´nk aka´r egy Optional t´ıpust is.
3. Unio t´ıpussal :
3.21. a´bra. Ku¨lo¨nbo¨zo˝ t´ıpusu´ portok kezele´se unio t´ıpusu´ adattaggal
Itt mindenke´ppen kell a behavior jelzo˝, hogy el tudjuk do¨nteni, pontosan me-
lyik adattagra hivatkozhatunk az unio t´ıpusu´ adattagbo´l.
3.5.3. Konnektorok reprezenta´la´sa C++-ban
A konnektorok reprezenta´la´sa´ra is to¨bb leheto˝se´gu¨nk van, ezeket fogjuk most meg-
vizsga´lni
1. Itt is felmeru¨l a leheto˝se´g, hogy teljesen figyelmen k´ıvu¨l hagyjuk a konnek-
torokat. Ezt akkor tehetju¨k meg a legegyszeru˝bben, ha a referencia ta´rola´st
va´lasztjuk a fentiekben az o¨sszekapcsolt portok reprezenta´la´sa´na´l. Ennek
elo˝nye szinte´n az egyszeru˝se´g lesz, a genera´lt ko´d me´rete kisebb lesz. Ha´tra´nya
pedig a valida´cio´ teljes hia´nya, ba´rmilyen ke´t portot o¨sszekapcsolhatunk C++-
ban. Az interfe´szekne´l arra jutottunk, hogy szu¨kse´ges a valida´cio´, ı´gy ez nem
a legjobb megolda´s.
2. A ma´sik leheto˝se´gu¨nk bevezetni egy Connector oszta´lyt, e´s o¨sszekapcsola´sa´na´l
erre az oszta´lyra hivatkozunk. Ebben a struktu´ra´ban le´ırhatna´nk a porto-
kat, melyek potencia´lisan kapcsolo´dnak egyma´shoz, e´s ezt haszna´lhatjuk va-
lida´cio´ra. Ennek elo˝nye egy tiszta reprezenta´cio´ lesz, ha´tra´nya viszont az, hogy
egy redunda´ns megolda´st kapunk, ha a referencia´kat a portokon belu¨l ta´roljuk,
a konnektoroknak semmi szerepu¨k nincsen a valida´cio´n k´ıvu¨l,
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3. A Konnektorokhoz genera´lt asszocia´cio´ t´ıpust haszna´ljuk fel a valida´cio´ra.
Ennek elo˝nye, hogy az asszocia´cio´kat musza´j kigenera´lni, fu¨ggetlenu¨l a kon-
nektorokto´l, ı´gy nem ige´nyel tova´bbi struktura´lis ko´dgenera´la´st. Azonban a
t´ıpusvalida´cio´ro´l gondoskodik, nem enged o¨sszekapcsolni olyan ke´t portot,
melyhez nem tartozik megfelelo˝ t´ıpusu´ asszocia´cio´. Ha´tra´nya, hogy nem ele´g
konkre´t, nem kell megfelelni a konkre´t szerepeknek a struktu´ra´n belu¨l, ele´g,
ha az interfe´szeik megfelelnek egyma´snak.
4. A legoptima´lisabb megolda´s most is az uto´bbi ke´t megolda´s elo˝nyeinek az
o¨sszekevere´se´bo˝l lesz. A 3.5.1 fejezetben mega´llap´ıtottuk, hogy ford´ıta´si ido˝ben
ke´pesek vagyunk eldo¨nteni egy adott portro´l, hogy az milyen t´ıpusu´ kapcso-
latban a´llhat a referencia´ban le´vo˝ porttal (assembly vagy delega´cio´), mivel
az UML modellben megtala´lhato´ak ezek a konnektor struktu´ra´k, melyekbo˝l
egye´rtelmu˝en el tudjuk do¨nteni, potencia´lisan milyen kapcsolat jo¨het le´tre a
ke´t port ko¨zo¨tt. Ha nem tudna´nk eldo¨nteni, egy nem egye´rtelmu˝, hiba´s mo-
dellt ı´rna´nk, mellyel most nem foglalkozunk. A konnektorbo´l nem csak annak
t´ıpusa´t, de a szerepnevet is ki tudjuk nyerni, mely meg fog egyezni a genera´lt
asszocia´cio´ szerepneveivel. A C++ Connection referencia t´ıpusa´ban pedig nem
csak azt ko´dolhatjuk bele, milyen t´ıpusu´ kapcsolatban a´ll az adott porttal, ha-
nem azt is, hogy az a´tellenes port milyen szereppel van jelen. A referencia´k
bea´ll´ıta´sa pedig csak egy olyan t´ıpusu´ Connectiont enged bea´ll´ıtani, ami meg-
felel a port szerepe´nek, melyet a port sablonparame´tere´ben adhatunk meg. Ha
egy hia´nyos modellben nincs kapcsolatban egy port egy adott Connector -on
keresztu¨l senkivel, akkor megadhatna´nk egy extrema´lis NoRole szerepet, de
itt ma´r egye´rtelmu˝en e´rdemes sablonspecializa´cio´val dolgozni, e´s a 3.5.1 feje-
zetben eml´ıtett mo´don egyszeru˝en haszna´lni a NoConnection-re specializa´lt
verzio´t.
Elo˝nyo¨k:
– Tova´bbra is ele´g csak asszocia´cio´kat genera´lni a megfelelo˝ szerepekkel.
– A t´ıpus e´s szerep valida´cio´ro´l is gondoskodunk, nem engedu¨nk ke´t olyan
portot o¨sszekapcsolni, melyek ko¨zo¨tt nincsen Connector.
Ha´tra´nyok:
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– Azonban a portok ko´dja elbonyolo´dik sablonparame´terekkel, mely ku¨lso˝
ko´d esete´n nem optima´lis.
Pe´lda: A pe´lda´ban van ke´t portunk (p1 e´s p2 ), r1 e´s r2 szerepekkel, melyek
assembly kapcsolatban a´llnak egyma´ssal (la´sd 3.22-es a´bra):
( p1 ) r1 <−> ( p2 ) r2
3.22. a´bra. Pe´lda kompozit struktu´ra´ja
3.23. a´bra. Megolda´s objektumdiagramja
Ekkor az a´bra´n azt la´thatjuk, hogy a p1 port - mely a kapcsolatban r1 sze-
reppel a´ll - tartalmaz egy kapcsolt portot r2 szereppel, e´s ford´ıtva. A Connec-
tion objektumok pedig e´rtelem szeru˝en a szerepu¨knek megfelelo˝ portot tartal-
mazza´k. Amikor pedig bea´ll´ıtjuk a megfelelo˝ kapcsolatot, akkor csak a megfe-
lelo˝ t´ıpusu´ e´s megfelelo˝ szerepu˝ ve´gpontot adhatjuk meg (a p1 portnak csak
assembly ve´gpontot r2 szereppel), egye´bke´nt pedig ford´ıta´si hiba´t kapna´nk.
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3.6. Kommunika´cio´ megvalo´s´ıta´sa C++-ban
Ve´gu¨l me´g e´rdemes ne´ha´ny szo´t ejteni a kommunika´cio´s szemantika´ro´l. Ennek nagy
re´sze´t ma´r tiszta´ztuk. Megvizsga´ltuk a portra valo´ u¨zenetku¨lde´s szemantika´ja´t az
oszta´lyon belu¨lro˝l. Ekkor az u¨zenetet kifele tova´bb´ıtjuk, egy ma´sik port fogja meg-
kapni. Ebben a fejezetben csak az lesz az e´rdekes, hogy az u¨zenet tova´bb´ıta´sok
ve´ge´n, amikor eljut az u¨zenet egy a´llapotge´phez, hogyan fogjuk feldolgozni. I´gy csak
az a´llapotge´ppel o¨sszekapcsolt portok fogado´ (receive) mu˝veletei lesznek e´rdekesek
sza´munkra ebben a fejezetben. A port tartalmaz egy referencia´t az a´llapotge´pre,
ı´gy tudja neki tova´bb´ıtani az u¨zenetet. A 3.2.2 fejezetben la´ttuk, hogy a por-
tokkal valo´ kommunika´cio´t hasonlo´an fogjuk kezelni, mint ahogy eddig az u¨ze-
netku¨lde´st kezeltu¨k, teha´t tova´bb´ıtjuk az u¨zenetet az a´llapotge´p fele´. Azonban a
nyers tova´bb´ıta´s keve´s lenne, mivel egy objektum a´llapotge´pe egy adott porton
to¨rte´no˝ a´llapotva´ltoza´sra kell reaga´ljon. I´gy az u¨zenet feldolgoza´sakor tiszta´ban
kell lennu¨nk azzal, melyik portto´l kaptuk meg az u¨zenetet. Az UML szabva´nyban
egy adott a´tmenetne´l felsorolhatjuk az u¨zenet lehetse´ges forra´sportjait. txtUML-ben
csak egy portot adhatunk meg, vagy jelezhetju¨k, hogy az adott u¨zenet ba´rhonnan
e´rkezhet, porton k´ıvu¨lro˝l is, vagy ba´rmely portro´l (AnyPort extrema´lis e´rte´k). Ennek
megfelelo˝en a megle´vo˝ a´llapot-a´tmenet ta´bla´t e´rdemes kibo˝v´ıteni egy u´j dimenzio´val :
Megadni, hogy az a´tmenetben szereplo˝ u¨zenetnek mely portok lehetnek a forra´sai.
Eddig (eseme´ny,a´llapot) kulcsu´ ta´bla´nk volt, melynek e´rte´kei ez alapja´n megadta´k,
melyik a´tmenetnek kell ve´grehajto´dnia. Ennek re´szleteze´se´vel egy kora´bbi diploma-
munka foglalkozik[4]. Most vizsga´ljuk meg, hogyan tudjuk kiterjeszteni ezt a ta´bla´t.
1. A kulcsait kibo˝v´ıtju¨k egy port t´ıpusinforma´cio´val, ı´gy (a´llapot,eseme´ny,port)
ha´rmasokat fog tartalmazni az a´tmenet ta´bla´nk. Mielo˝tt egy port tova´bb´ıtja
az a´llapotge´pnek az u¨zenetet, bea´ll´ıtja az eseme´nyen a port info´t, ı´gy tudni
fogjuk, ki a forra´s portja. Ez a txtUML esete´ben jo´l fog mu˝ko¨dni, mivel csak
egyfe´le portro´l jo¨het az u¨zenet. Azonban, ha azt adjuk meg, hogy ba´rmelyik
portro´l e´rkezhet az u¨zenet, ma´r proble´ma´kba u¨tko¨zu¨nk, mivel ilyenkor nincs
megadva port dimenzio´ a ta´bla´ban, az u¨zenetben viszont igen. Ezt specia´lisan




Eseme´ny A´llapot Port A´tmenet-O˝rfelte´tel
Event1 State1 Port1 Ttransition1-Guard1
... ... ... ...
EventN StateN PortN TtransitionN-GuardN
3.24. a´bra. Port dimenzio´val kiege´sz´ıtett a´bra
2. A´ltala´nosabb megolda´s, ha a port helyett megadhatna´nk egy maszkban
azokat a portokat, melyek lehetse´ges forra´sai lehetnek egy a´tmenetnek. Mivel
egy u¨zenet tova´bbra is csak egy helyro˝l e´rkezhet, ı´gy ele´g lenne csak azt
vizsga´lnunk, hogy az (a´llapot,eseme´ny) kulcs alapja´n megkeresett a´tmenet
e´rte´k portjai ko¨zo¨tt szerepel-e a az a port, melyro˝l az u¨zenet e´rkezett. Itt a
port dimenzio´ a ta´bla´zat e´rte´kei ko¨zo¨tt jelenik meg. A ta´bla´bo´l, hasonlo´an
az eddigiekhez, (a´llapot,eseme´ny) pa´r alapja´n keresu¨nk, melybo˝l megkapjuk
az a´tmenet fu¨ggve´nymutato´t, az o˝rfelte´telt, valamint a megfigyelt portokat.
Ekkor azt az a´tmenetet hajtjuk ve´gre, melynek forra´sportjai ko¨zo¨tt szerepel
az u¨zenet forra´sportja. Azt az esetet, amikor egy u¨zenet forra´sa nem port, egy
extrema´lis NoPort specia´lis e´rte´kkel jelezhetju¨k. AnyPort esete´n az oszta´ly






3.25. a´bra. Port maszkkal kiege´sz´ıtett ta´bla
42
4. Portok felhaszna´la´sa a model-
leze´sben
4.1. FMU modellek genera´la´sa
A portok alapveto˝en a ko¨rnyezetto˝l valo´ szepara´cio´ ige´nye miatt jo¨ttek le´tre, mely
elo˝seg´ıti a komponens-alapu´ fejleszte´st. Ebben a vila´gban egy komponens ba´rmilyen
komplexita´su´ lehet, aka´r az ege´sz modellt tekinthetju¨k egy komponensnek, mely-
nek van egy belso˝ mu˝ko¨de´se, e´s portokon keresztu¨l kommunika´l a ku¨lvila´ggal,
hozza´ko¨thetu¨nk ma´s, hasonlo´ elven fele´p´ıtett modelleket. Ennek az elke´pzele´snek
egy szabva´nya az FMI (Functional Mockup Interface) [13], mely kommunika´cio´s
interfe´szt ı´r le funkciona´lis egyse´gek, modellek ko¨zo¨tt. Ezeket nevezzu¨k FMU-nak
(Functional Mockup Unit), mely alatt egy olyan egyse´get e´rtu¨nk, mely az FMI
szabva´ny seg´ıtse´ge´vel tud kommunika´lni a ku¨lvila´ggal, illetve ma´s egyse´gekkel. Az
FMU funkcionalita´sa le´ırhato´ egy diszkre´t modellke´nt a´llapotge´ppel, mely input
adatok hata´sa´ra megva´ltoztatja a belso˝ a´llapota´t. Az FMI szabva´ny rendelkezik a
DoStep mu˝velettel, melyben megadjuk az aktua´lis input adatokat, e´s ve´grehajtjuk
a megfelelo˝ a´llapotva´ltoza´st. Ezek olyan folytonos modellekkel vannak o¨sszeko¨tve,
melyek logika´ja´t differencia´legyenletekkel lehet le´ırni, melyek folyamatosan me´rik
a ku¨lvila´g a´llapotva´ltoza´sa´t (pl. egy fu˝te´srendszerne´l, hogy mennyi a ho˝me´rse´klet
e´s egye´b ku¨lso˝ te´nyezo˝ket), ezeket adott ido˝ko¨zo¨nke´nt tova´bb´ıtja´k egy FMU-nak a
DoStep mu˝veleten keresztu¨l, mely megfelelo˝en reaga´l a va´ltoza´sra (pl. abbahagyja a
radia´tortest meleg´ıte´se´t). Ezek kommunika´cio´ja nem trivia´lis, felmeru¨l pe´lda´ul az a
ke´rde´s, hogy milyen ido˝ko¨zo¨nke´nt kapjon inputot a diszkre´t modell, amikor a ku¨lso˝
te´nyezo˝k va´ltoza´sa a´ltala´ban nem linea´ris. (pl. ha egyre nagyobb u¨temben va´ltozik
a ho˝me´rse´klet egy kabinban, lehet, tu´l ke´so˝n reaga´lunk az a´llapotva´ltoza´sra, mely
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embere´letekbe keru¨lhet.)
A portok, interfe´szek az OpenCPS [15] nemzetko¨zi projektben is hasznosnak bizo-
nyultak, melyben a txtUML seg´ıtse´ge´vel ı´rtunk meg egy FMU diszkre´t modellt,
majd genera´ltunk belo˝le a szabva´nynak megfelelo˝ C++ ko´dot, ı´gy a modellt o¨ssze
lehet ko¨tni ma´s modellekkel. Az FMI egy C -ben ı´rt szabva´ny, ı´gy a C++ a´ltal ge-
nera´lt modell o¨sszecsomagolhato´ egy FMU-va´. [14]
Ezt az ala´bbi mo´don valo´s´ıthatjuk meg: le´trehozunk egy FMUEnvironment ku¨lso˝
oszta´lyt, mely implementa´lja az FMI szabva´nyt. A ko¨rnyezetet egy asszocia´cio´
seg´ıtse´ge´vel hozza´ko¨thetju¨k a modellu¨nk egy oszta´lya´hoz, melynek el tudja ku¨lde-
ni az input adatokat feldolgoza´sra, e´s megkapja to˝le az output adatokat. Ehhez az
FMUEnvironment-nek ismernie kell a modellben egy oszta´lyt, mellyel o¨sszekapcsol-
juk, e´s az oszta´lynak is ismernie kell az FMUEnvironment-et.
Az asszocia´cio´ helyett azonban portokkal is dolgozhatunk. Egy FMU -t felfoghatunk
egy olyan struktura´lis rendszernek, melynek ke´t eleme van:
1. Az FMUEnvironment, mely megvalo´s´ıtja az FMI-t. (pl. aDoStep mu˝veletet)
2. Az FMU mu˝ko¨de´se´t le´ıro´ txtUML modell.
Ezek uta´n a ko¨rnyezetet e´s a modellt egy assembly kapcsolat seg´ıtse´ge´vel
o¨sszeko¨tju¨k. I´gy a ko¨rnyezetnek nem kell ismernie a specia´lis kontroll oszta´lyt,
mellyel asszocia´cio´ban van, de me´g a modell-re sem kell referencia´t birtokolnia,
csak a saja´t portja´t kell ismernie. A modell oszta´ly pedig az input u¨zenetet
tetszo˝leges gyereke´nek delega´lhatja, az elo˝zo˝ekben eml´ıtett kontroll oszta´lynak is.
Az o¨sszekapcsola´sokat pedig a legfelso˝ oszta´ly ve´gzi el, mely o¨sszefogja az ege´sz
rendszert. Ele´g ennek az egy szereplo˝nek ismernie a modellt e´s a ko¨rnyezetet.
Szemle´ltetve az egyes megolda´sokat
4.1. a´bra. Asszocia´cio´val megvalo´s´ıtott o¨sszekapcsola´s
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4.2. a´bra. Portokkal megvalo´s´ıtott o¨sszekapcsola´s
Elo˝nyo¨k:
– A modellt fu¨ggetlen´ıteni tudjuk a ko¨rnyezetto˝l.
– Eddig, ha FMU kompatibilisen ı´rtuk meg a modellu¨nket, akkor fel kellett ven-
ni egy asszocia´cio´t, melynek az egyik oszta´lya az FMUEnvironment. Ha ennek
ellene´re nem szerettu¨nk volna FMU genera´la´sa´t, akkor a genera´lt ko´dban meg-
jelent egy ismeretlen oszta´lyke´nt az FMUEnvironment referencia. Mivel az u´j
megolda´sban a modell egy olyan egyse´g, aminek csak interfe´sz fu¨ggo˝se´gei van-
nak a portok re´ve´n, ı´gy egyszeru˝en genera´lhatunk egy fordulo´ modellt akkor
is, ha nem szeretne´nk FMU csomagola´st. Ilyenkor ele´g az interfe´szeket kige-
nera´lni az FMUEnvironment helyett.
– Tiszta´bb struktu´ra e´rheto˝ el, ko¨nnyebbe´ va´lik ba´rmilyen ku¨lso˝, modellto˝l
fu¨ggetlen ko´dot hozza´ko¨tni a modellhez.
Ha´tra´nyok:
– Nehezebb le´ırni ezt a struktura´lis fele´p´ıte´st txtUML-ben.
Azonban a ha´tra´ny kiku¨szo¨bo¨lheto˝ azzal, hogy ha a felhaszna´lo´ bea´ll´ıtja, hogy ha
szeretne FMU -t genera´lni a modellbo˝l, akkor minden szu¨kse´ges struktura´lis ko´dot
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legenera´lhatunk automatikusan, mivel a modell teljesen fu¨ggetlenedett az FMUEn-
vironment-to˝l, ı´gy azt txtUML modellben fel sem kell tu¨ntetni, csak konfigura´cio´na´l
kell megadnunk, mely portja szolga´l majd a ku¨lvila´ggal to¨rte´no˝ kommunika´cio´ra.
4.2. Ku¨lso˝ szereplo˝k beko¨te´se a modellbe
A´ltala´nossa´gban elmondhato´, hogy ha szeretne´nk egy ku¨lso˝ szereplo˝t beko¨tni
a modellu¨nkbe ane´lku¨l, hogy a genera´lt ko´dot ke´zzel meg ke´ne va´ltoztatni (pl.
felvenni valamely oszta´lya´ban referenciake´nt a ku¨lso˝ oszta´lyt), akkor a portok nagy
szerepet ja´tszanak ebben. Ele´g csak felvenni egy csatlakoza´si pontot a modellben,
meghata´rozni, hogy milyen interfe´szen keresztu¨l kommunika´lhatunk a ku¨lvila´ggal,
e´s k´ıvu¨lro˝l hozza´csatlakozni az adott porthoz. I´gy, a genera´lt ko´d teljesen fu¨ggetle-
nedik a ke´zzel ı´rt ko´dto´l, u´jragenera´la´s uta´n csak arra kell figyelnu¨nk, hogy a ku¨lso˝
kommunika´cio´s port neve ne va´ltozzon, az interfe´sze ne szu˝ku¨ljo¨n.
4.2.1. Szemle´ltetve
4.3. a´bra. Ku¨lso˝ elemek beko¨te´se a modellbe portokon keresztu¨l
4.3. Pa´rhuzamos´ıta´si leheto˝se´gek kiterjeszte´se
A diplomamunka´nak nem ce´lja a modellekbo˝l to¨rte´no˝ pa´rhuzamos vagy elosztott
alkalmaza´sok ko´dja´nak genera´la´sa. A portok haszna´lata azonban egy fontos le´pe´s
ezen ce´l ele´re´se´ben, mivel portok seg´ıtse´ge´vel u´gy tud egyma´ssal ke´t oszta´ly
kommunika´lni, hogy nem ta´rolnak egyma´sra referencia´t, melynek ko¨szo¨nheto˝en
nem tudnak szinkron h´ıva´st kezdeme´nyezni egyma´s meto´dusaira, nem tudja´k
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ele´rni egyma´s publikus adattagjait sem, egyedu¨l aszinkron u¨zenetku¨lde´ssel tudnak
kommunika´lni egyma´ssal. Ennek ko¨vetkezte´ben egy meto´dus ve´grehajta´sna´l egy
oszta´ly csak a saja´t adattagjait olvashatja, ı´rhatja felu¨l, vagy a meto´dus to¨rzse´ben
le´trehozott loka´lis va´ltozo´kat. I´gy nem lehet interferencia egy adattag ele´re´sekor
akkor sem, ha a portokkal kommunika´lo´ oszta´lyokat ku¨lo¨n sza´lak vagy processzek
futtatja´k. Ehhez arra is szu¨kse´gu¨nk van, hogy egy szigna´l ne tartalmazzon refe-
rencia e´rte´ke´ket, csak lema´solt, vagy primit´ıv objektumokat. Tova´bba´ statikus
fu¨ggve´nyh´ıva´sokra e´s va´ltozo´ele´re´sekre sem szabad leheto˝se´get adni az egyes
oszta´lyoknak, vagy ezen ele´re´seket szinkroniza´lni kell.
Ezen primit´ıv szaba´lyokat betartva elmondhato´, hogy ke´t azonos szinten le´vo˝, as-
sembly kapcsolattal kommunika´lo´ oszta´ly porton keresztu¨l kommunika´lva nem fog
interferencia´ba keveredni egyma´ssal. Szu¨lo˝-gyerek kapcsolat esete´n azonban nem
ilyen szerencse´s a helyzet, mivel a szu¨lo˝ kompoz´ıcio´ban a´ll a gyereke´vel, ı´gy referen-
cia´t ta´rol ra´ a szabva´ny szerint. I´gy ezen oszta´lyok pa´rhuzamos´ıta´sa egy nehezebb
feladat, e´s mivel a pa´rhuzamos´ıta´s te´ma´ja tu´lmutat a diplomamunka te´mako¨re´n, ı´gy
ezt sem vizsga´juk re´szletsebben.
4.4. Testre szabhato´ protokoll
Egy portra valo´ u¨zenetku¨lde´s megvalo´s´ıta´sa´t tetszo˝legesen kicsere´lhetju¨k, a send
mu˝velet megvalo´s´ıta´sa aka´r egy, a modell melle´ ı´rt konfigura´cio´to´l is fu¨gghet. Ha ke´t
oszta´lyt szeretne´nk ku¨lo¨nbo¨zo˝ sza´lakra helyezni, akkor valamilyen sza´lbiztos meg-
valo´s´ıta´st kell alkalmaznunk. Ha az ege´sz modellu¨nk egy sza´lon fut, aka´r valamilyen
szinkron h´ıva´st is megvalo´s´ıthatunk a ha´tte´rben. Ke´t oszta´ly aka´r ku¨lo¨nbo¨zo˝ pro-
cesszben is futhat, ez esetben a portoknak valamilyen interprocessz kommunika´cio´t
kell implementa´lnia. Ezen leheto˝se´gek re´szletes elemze´se szinte´n tu´lmutat a diplo-
mamunka te´mako¨re´n.
4.5. Az UML szabva´ny egyszeru˝bb szemle´ltete´se
Amikor komponensekro˝l, szereplo˝k izola´cio´ja´ro´l, elva´rt e´s szolga´ltatott in-
terfe´szekro˝l, konnektorokro´l besze´lu¨nk az UML kapcsa´n, aka´r egy egyetemi elo˝ada´s
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kerete´ben, akkor a txtUML portjai, annak szemantika´ja´nak demonstra´la´sa egy mo-
dellen, e´s C++ megvalo´s´ıta´sok elemze´se hasznos anyag lehet, hogy a hallgato´khoz
ko¨zelebb keru¨ljenek ezek a fogalmak. I´gy a ke´so˝bbiekben a rendszerek terveze´se´ne´l
nem csak egyma´ssal asszocia´cio´ban le´vo˝ oszta´lyokban fognak gondolkodni, hanem




A dolgozatban nem csak elemeztu¨k a lehetse´ges megolda´sokat, hanem
kiva´lasztottunk egy lehetse´ges megolda´st, melyet leprogramozva demonstra´lni tud-
juk a dolgozat eredme´nyeit. A tova´bbiakban ennek a demonstra´cio´s programnak a
ro¨vid felhaszna´lo´i e´s fejleszto˝i dokumenta´cio´ja ko¨vetkezik.
5.1. Felhaszna´lo´i interfe´sz terveze´s
A dolgozat a txtUML keretrendszerre e´pu¨l, melynek re´szletes felhaszna´lo´i doku-
menta´cio´ja megtala´lhato´ annak hivatalosan honlapja´n [17].
A dolgozat szempontja´bo´l a Portok, Interfe´szek, Konnektorok le´ıra´sa a legfonto-
sabb, valamint az exporta´la´s e´s ford´ıta´s.
5.1.1. Szu¨kse´ges eszko¨zo¨k
Az exporta´la´shoz az ala´bbi eszko¨zo¨kre van szu¨kse´gu¨nk:
– Java
– Eclipse IDE az exporter dialo´gus ele´re´shez, minden szu¨kse´ges fu¨ggo˝se´g
leto¨lto˝dik a txtUML pluginnal.
A ford´ıta´shoz az ala´bbiakra van szu¨kse´gu¨nk:
– CMake seg´ıtse´ge´vel legenera´lhatjuk a sza´munkra tetszo˝ ford´ıta´si ko¨rnyezetet
– GCC vagy Clang
– A genera´lando´ ford´ıta´si ko¨rnyezet (MinGW, Ninja, MSVC, stb.).
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5.1.2. Genera´la´s e´s futtata´s
Ko´dot genera´lni legegyszeru˝bben Eclipse-bo˝l tudunk egy txtUML modell meg´ıra´sa
e´s egy kihelyeze´si konfigura´cio´ alapja´n. A ko´dgenera´la´s eredme´nyeke´nt ku¨lo¨nfe´le
ko´dok keletkeznek, ku¨lo¨nbo¨zo˝ szerepekkel, ku¨lo¨nbo¨zo˝ helyeken, melyek ke´t nagy
csoportra bonthato´k. A runtime mappa´ban az elo˝re meg´ırt fa´jlokat ma´soljuk,
mely tartalmazza´k to¨bbek ko¨zo¨tt a Port oszta´lyt is, az o¨sszekapcsolo´ mu˝veleteket,
e´s azok szemantika´ja´t. Ezek a ko´dok keretrendszerke´nt funkciona´lnak, minden
modellne´l megegyeznek. A konkre´t port pe´lda´nyokat, konnektorokat, interfe´szeket
pedig a runtime mappa´n k´ıvu¨l genera´ljuk az input modell alapja´n.
A genera´lt ko´dot ford´ıtani a cmake, valamint a kiva´lasztott ford´ıta´si ko¨rnye-
zet parancsa´val tudunk. A cmake parancs elhagyhato´, ha az exporter dialo´guson
kiva´lasztjuk a megfelelo˝ ko¨rnyezetet. Ford´ıta´s uta´n pedig ma´r futtathatjuk a main
futtathato´ a´lloma´nyunkat.
5.2. Rendszerarchitektu´ra
A program a txtUML keretrendszer C++ ford´ıto´ e´s exporta´lo´ komponense´t
fejleszti tova´bb, enne´l fogva Java nyelven ke´szu¨lt. A Java modellt JDT seg´ıtse´ge´vel
ja´rjuk be, e´s az EMF keretrendszert haszna´ljuk a szabva´nyos modell le´trehoza´sa´hoz.
5.2.1. Szerkezeti fele´p´ıte´s
A program ne´gy jo´l elku¨lo¨n´ıtheto˝ re´szbo˝l a´ll, mind a ne´gy re´szt ki kellett ege´sz´ıteni
a Portok, Interfe´szek, Konnektorok exporta´la´shoz
1. A Java modellt UML modellre leke´pzo˝ algoritmusok. Ezek nem tiszta Java-
ban, hanem Xtend keretrendszerben ke´szu¨ltek. A struktura´lis elemekhez fel
kellett venni a PortExporter.xtend, InterfaceExporter.xtend, Connec-
torExporter.xtend e´s a ConnectorEndExporter.xtend fa´jlokat. Az ak-
cio´elemekhez pedig felvettu¨k a port referencia´t kiolvaso´ PortReference-
Exporter.xtend fa´jlt, az u¨zenetku¨lde´shez a SendToPortActionExport-
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er.xtend, az o¨sszekapcsola´sokhoz a AssemblyConnect.xtend valamint a
DelegateConnect.xtend fa´jlokat.
2. Az UML modellt feldolgozo´ algoritmusok. Itt hozza´ kellett adni a Port-
Exporter.java e´s az InterfaceExporter.java oszta´lyokat, melyek ezek
struktu´ra´ja´nak az exporta´la´sa´e´rt felelnek. A send e´s a connect mu˝veletek ex-
porta´la´sa ve´gett hozza´ kellett nyu´lni az ActivityExporter.java oszta´lyhoz,
mely az akcio´ko´dok exporta´la´sa´e´rt felelo˝s.
3. C++ ko´dgenera´la´si sablonok. Itt bevezettu¨k az InterfaceTemplates.java e´s
PortTemplates.java fa´jlokat a struktura´lis elemek sablonja´hoz. Az Associ-
ationTemplates.java az o¨sszekapcsola´shoz szu¨kse´ges sablonokro´l gondosko-
dik.
4. Elo˝re meg´ırt C++ fa´jlok. Itt le´nyege´ben a PortUtils.hpp fa´jl tartalmaz
minden portokhoz szu¨kse´ges elo˝re meg´ırt elemet: A portok t´ıpusa´t, a kap-
csolatokat, az o¨sszekapcsola´sokat. Az IEvent.hpp-be is bele kellett nyu´lni
az eseme´nyfeldolgoza´s megva´ltoza´sa miatt. Valamint az InterfaceUtils.hpp
tartalmazza az interfe´szek sablonja´t e´s az u¨res interfe´szt, a Association-
Utils.hpp pedig az o¨sszekapcsola´shoz szu¨kse´ges asszocia´cio´k sablonja´t.
Ezek a modulok jo´l elku¨lo¨n´ıtheto˝k e´s csere´lheto˝ek.
5.2.2. Tesztele´s
A demonstra´cio´s program ne´ha´ny tesztesete´t szedju¨k o¨ssze az ala´bbi fejezetben.
1. Regresszio´ tesztele´se: Portok ne´lku¨li modell le´trehoza´sa, melyben azt va´rjuk,
hogy az eredme´ny maradjon az, ami eddig volt.
2. Egyoszta´lyos modell le´trehoza´sa egy darab porttal :
a) U¨res interfe´szekkel, send mu˝velet kipro´ba´la´sa, mely hiba´s lesz
b) Nem-u¨res interfe´sszel, send mu˝velet kipro´ba´la´sa olyan szigna´llal, melyet
tartalmaz az interfe´sz. Nincs ford´ıta´si hiba, de nincs hata´sa sem. Majd egy
olyannal, mely nem re´sze az interfe´sznek, ekkor ford´ıta´si hiba´t kapunk.
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c) Nem-u¨res interfe´sszel, a´llapotge´ppel o¨sszekapcsolt portot hozunk le´tre.
Az oszta´ly egy a´tmenete tartalmazza az adott portot. A receive mu˝velet
kipro´ba´la´sa megfelelo˝ eseme´nnyel.
3. Ke´toszta´lyos modell le´trehoza´sa, egy szu¨lo˝ oszta´ly, melynek van egy belso˝
oszta´lya. Mindketto˝nek van egy-egy portja.
a) Kompatibilis interfe´szekkel hozzuk le´tre o˝ket, delega´cio´val o¨sszekapcsol-
juk o˝ket, majd send mu˝velet kipro´ba´la´sa a belso˝ oszta´lyon. Ezuta´n a
receive mu˝velet a ku¨lso˝ komponensen.
b) Assembly kapcsolattal o¨sszekapcsoljuk o˝ket, mely ford´ıta´si hiba´t jelez.
c) Inkompatibilis interfe´szekkel hozzuk le´tre o˝ket, majd delega´cio´val meg-
pro´ba´ljuk o¨sszekapcsolni, mely szinte´n ford´ıta´si hiba´t jelez.
4. Demonstra´cio´s ce´lu´ modell le´trehoza´sa: Egy ping-pong ja´te´k struktu´ra
le´trehoza´sa, mely tartalmaz egy ta´bla´t, valamint egy b´ıro´t. Ezek tartalmaznak
egy-egy portot, melyek assembly kapcsolattal vannak o¨sszeko¨tve. A ta´bla tar-
talmaz ke´t ja´te´kost, melyek ke´t portot tartalmaznak, egy ping-pong portot,
valamint egy olyan portot, melyro˝l a ja´te´k kezde´se u¨zenetet va´rja´k. A ping-
pong portok egyma´ssal vannak o¨sszeko¨tve, ezen keresztu¨l passzolgatnak egy
szigna´lt oda-vissza a ja´te´kosok egyma´s ko¨zt, az elso˝ ja´te´kos pedig delega´cio´val
hozza´ van ko¨tve a ta´bla´hoz. A ja´te´k indula´sakor a b´ıro´ lead egy ja´te´k kezde´se
szigna´lt a ta´bla´nak, melyet tova´bb delega´lunk a kezdo˝ ja´te´kosnak, e´s o˝ elind´ıtja
az elso˝ szerva´la´st.
A genera´lt ko´dok megfelelo˝ek, a modellek pedig az elva´rt mu˝ko¨de´snek megfe-
lelo˝en mu˝ko¨dnek.
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6. A diplomamunka eredme´nyei
Ve´gu¨l foglaljuk o¨ssze a diplomamunka fo˝bb eredme´nyeit !
6.1. UML kompoz´ıcio´s szabva´ny a´ttekinte´se,
e´rtelmeze´se
A kompoz´ıcio´s elemek az UML-nek keve´sbe´ ismert e´s letisztult re´szei ko¨ze´ tartoz-
nak, melyet ma´r struktura´lis szinten is bonyolult e´rtelmezni. A diplomamunka egy
alap eszko¨zta´rat nyu´jt a bevezete´sben az UML kapcsolo´do´ fogalmaira. A portokkal
kapcsolatos fogalmakat, az elva´rt e´s szolga´ltatott interfe´szeket, az u¨zenetku¨lde´s e´s
fogada´s szemantika´ja´t, portok o¨sszekapcsola´sa´e´rt felelo˝s konnektorokat e´s konnektor
mu˝veletek helyes UML reprezenta´cio´ja´t e´s annak szemantika´ja´t mind elemzi a dip-
lomamunka. A helyes leke´peze´s elemze´se´re a szabva´nyos modell elo˝a´ll´ıta´sa´hoz van
szu¨kse´gu¨nk, mı´g annak szemantika´ja´ra a helyes C++ ko´d genera´la´sa´hoz.
6.2. Modellezo˝ keretrendszerek, UML szabva´nyok
a´ttekinte´se
Az elemze´sek elo˝tt a diplomamunka megvizsga´lja, milyen szabva´nyok seg´ıtenek
neku¨nk megtala´lni a megfelelo˝ UML reprezenta´cio´kat az egyes elemekhez, e´s mi
az elemek pontos szemantika´ja. Majd a´ttekint ku¨lo¨nbo¨zo˝ modellezo˝ keretrendsze-
reket, melyek mindegyike tartalmaz valamilyen ko´dgenera´la´st, e´s megvizsga´lja a
kompoz´ıcio´s elemek exporta´la´sa´t. Itt arra jutunk, hogy a legto¨bb kertrendszer a
kompoz´ıcio´s elemeket (portokat, konnektorokat) csak nagyon kezdetleges mo´don
ta´mogatja, vagy nem foglalkozik a prec´ız UML szabva´nnyal.
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6.3. C++ ford´ıta´si leheto˝se´gek elemze´se
A diplomamunka egyik legfontosabb eredme´nye a C++ ford´ıta´si leheto˝se´gek
elemze´se, melyben az UML elemek prec´ız szemantika´ja´nak tudata´ban megvizsga´lja,
milyen leheto˝se´gek vannak megvalo´s´ıtani C++ nyelven a kompoz´ıcio´s elemeket. Itt
a hate´konysa´got e´s a mine´l tiszta´bb e´s to¨mo¨rebb ko´dot tartjuk szem elo˝tt. A ko´d
tisztasa´ga´ra aze´rt helyezu¨nk hangsu´lyt, mert felte´telezzu¨k, hogy a genera´lt ko´dhoz a
felhaszna´lo´ C++-ban ad kiege´sz´ıte´st, integra´lva egy megle´vo˝ projektbe, felhaszna´lva
azt az API -t, melyet a genera´la´s sora´n is haszna´lhatunk (pl. egy u¨zenetku¨lde´sne´l).
Az elemze´sek ve´ge´n megvizsga´ljuk azt is, hogy a kompoz´ıcio´s modelleze´s milyen
esetben va´lhat a hasznunkra.
6.4. Protot´ıpus ke´sz´ıte´se a megle´vo˝ elemeze´sek
alapja´n
A diplomamunka´hoz a le´ırtak alapja´n implementa´cio´t is ke´sz´ıtettu¨nk, mely az
eredme´nyek demonstra´la´sa´ra, az UML szabva´ny konkre´t pe´lda´kon valo´ mege´rte´se´re
is alkalmas lehet. Tova´bba´ az implementa´cio´ seg´ıtse´ge´vel elleno˝rizhetju¨k az
elemze´seink helyesse´ge´t, e´s hate´konysa´ga´t. Az implementa´cio´t felhaszna´lva le-




Szeretne´k ko¨szo¨netet mondani mindazoknak, akik seg´ıtettek abban, hogy a diploma-
munka le´trejo¨jjo¨n. A txtUML egykori e´s jelenlegi csapata´nak, akik lefektette´k a keret-
rendszer e´s modellford´ıto´ alapjait. Ku¨lo¨n ko¨szo¨net De´vai Gergelynek, aki a txtUML
o¨tletgazda´ja e´s a diplomamunka´m te´mavezeto˝je volt. Ve´gu¨l szeretne´k ko¨szo¨netet
mondani bara´taimnak, csala´domnak, ku¨lo¨no¨ske´pp nejemnek, akik mellettem voltak
egyetemi tanulma´nyaim sora´n, e´s ta´mogattak elve´gze´se´ben.
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