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今回の研究では，explicit-time method を使用して LMNtal でリアルタイムシステム
の例題を記述して，SLIMでモデル検査が行えることを確認した．その結果，この手法を
LMNtal に適用する際に現在の LMNtal 言語仕様では記述できない部分があることがわ
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リアルタイムシステムのモデリングには，大きく分けて implicit-time method と
















モデル検査器 SLIM[4]の上での explicit time methodによるリアルタイムモデル検査に
ついて，方式の検討と評価を行うことである．Explicit time method によるモデル検査




本論文では第 2章に LMNtal 言語の概要に付いて述べ，第 3章で LMNtal 実行時処理
系である SLIM とそのモデル検査機能について述べる．第 4 章で explicit-time method
についてモデルへの導入方法とモデル検査への適用についての考え方を説明する．第 5章
では，explicit-time method を LMNtal プログラムで記述するために用意した LMNtal
拡張言語の仕様を説明する．そして，第 6章で，explicit-time methodを使用したリアル
















(プロセス) P := 0 | p(X1, . . . , Xm) | P, P | {P} | T :- T








0 は中身のないプロセス，p(X1, . . . , Xm) は m 価のアトム，P, P はプロセスの並列
合成である．{P}はセルと呼び，プロセスを膜 { } によってグループ化したものである．











• 0価のアトムの括弧 ()は省略できる．たとえば a()は aと略記できる．
• 木構造のデータを他言語と同様に記述するための項記法が用意されており，アトム
a の第 k 引数として，(リンク名のかわりに) 最終引数を省略したアトム b を書く
と，aの第 k 引数と bの最終引数とがリンク接続されているものとみなす．たとえ
ば f(a,b)は a(A),f(A,B),b(B) と等しい．

























はその整数値が正であることを求めている．条件 $n>0 は条件 int($n) を含意するので
後者は省くことができる．さらに型付きプロセス文脈をリンクと同じ記法で書くことも認
















































spec [formals, locals ]
アトムや膜を保持する配列のサイズを仮引数を formals ，実引数を locals として
設定する．初期化作業であるため，spec 命令は命令列の先頭部に生成される．


































にセットすることで表現される．タイマーには 3 種類あり，それぞれ expiration timer,
countdown timer, count-up timer と呼ばれる．Expiration timer は，タイマーの値は
Tick によって変化することはなく，now の値と now + τ の値が等しくなったときにタ
イムアウトとする．Countdown timer は Tick によって値がデクリメントされていくタ
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イマーでその値が 0になったときに，タイムアウトとする．Count-up timerは Tick に
よって値がインクリメントしていくタイマーである．このタイマーは 0にセットされ，値
が τ と等しくなったときに，タイムアウトが起きる．タイマーは使用されないときは非ア
クティブ化される．無効化された count-up timerと countdown timerは Tick により更
新されない．非アクティブ状態を示す値としては，0，∞,−∞が使用される．選択するタ
イマーの種類は，モデル検査器によっては countdown timerか count-up timerである必
要があると述べられてる [5].
あるシステム中のアクション (トランジション・イベント)に関する時間制約は上限制
約と下限制約の 2種類からなる．下限制約は，アクション Aに関する発生条件が最低 τ
単位時間真でありつづけるまで，アクション Aが起きてはいけない．上限制約は，Aの
発生条件が τ 単位時間真でありつづけるならば，Aが起きなくてはいけない．
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できる．対称性に基づく状態空間削減手法 (symmetry reduction)とは，ある状態空間 S
上に同値関係が定義されているとき，状態の同値類をとることによってより小さい状態空
間 E を構築し，E に対してモデル検査を行うことである．E の構築は，ある状態につい
て，その状態と同値な状態がまだ E に存在しないときのみ，その状態を E に追加するこ
とで行われる．この E に対するモデル検査は，次の性質を満たすとき通常のモデル検査
と等しい．
S1. (a) 対称な状態 sと tについて sが初期条件を満たせばば，tも初期状態を満たす.
(b) または,初期条件を満たす状態はただひとつである．





きに限り，対称であるとする」というものである．まず，状態空間 S 上に関数 Td を定義
する．Td は全ての状態 sと全ての実数 dと eについて次の性質をみたす．
• Td(s).now = s.now + d
• T0(s) = s
• Td + e(s) = Td(Te(s))
これを使用して time translationによる対称性は「ある実数 dについて s = Td(t) を満た
すとき，またそのときに限り sと tは対称である」と定義できる．節 4.2.1よりこの対称
性に対応する通常のモデル検査と等しくなるための条件は次のようになる．
T1. (a) Td(s)が初期条件を満たすならば，またそのときに限り sも満たす
(b) 初期条件を満たす任意の状態 sと tに関して s.now = t.now
T2. sと Td(s)について，sの遷移先 tがあれば，Td(s) の遷移先であり tと対称な Td(t)
が必ず存在する．
関数 Td について，Explicit-time であるモデル中の全ての変数に対して定義をしなく
てはいけない．変数は now，タイマー，そして Tick により更新されない通常の変数が
ある．通常の変数の値を変えることはないので，Td(s).v = s.v でなくてはならない．
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Countdown timer や count-up timer の値 ct は，タイムアウトまでの時間を示すため
Td(s).ct = s.ctである必要がある．Expiration timer etの場合はタイムアウトまでの時




対するモデル検査と結果が変わらないと言える．v1, . . . , vm を通常の変数と countdown
timer変数と count-up timer変数として，et1, . . . , etnを expiration timerとすれば，time





Explicit-time method を使用したリアルタイムシステムを LMNtal で記述する上で，










##[[ process | set ]]##




であり，process 中では頭に %をつけて記述する．set は置換指定子を specifier，集合の
要素を e1, . . . , en とすると，
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specifier in { e1, . . . , em}
のように記述することができる．整数の集合の場合，比較演算子=<,<,>=,>を用いて n1
<=specifier<= n2 (n1, n2 ∈ Z) のように変域で記述しても良い．また，整数の変域は,























これは式中に書かれた LMNtalルール guardrule,rule0 . . . rulem の中間命令列の制御命




引数とする．この branch命令を instructions′i とする．次に，guardrule,rule0 . . . rulem
の中で spec 命令の仮引数値が最大であるものでそれぞれ guardrule の spec 命令の仮
引数値で置換して，最後の proceed命令を除き，guardrule’を得る．最後に，guardrule’
と instructions1 . . . instructionsm を連結し，最後に proceed命令を加える．
このように，書き変えると，guardrule と rule1, . . . , rulem が全体で 1stepで実行され
る一つのルールように扱われる．その上で，guardrule は全体の実行をガード条件的な









が書かれている部分を LMNtal ソースコードから抜き出す．抜き出した部分を LMNtal
コンパイラに渡し，出力された中間命令列を拡張言語処理系にて構文解析し，書き換え
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の 4つの命令文 (a,b,c,cs)を実行していく．共有変数 xは，クリティカルセクションに入
るスレッドの IDを表す変数であり，どのスレッドも割り当てられないときは，−1が値




• bは aの最大 δ 秒後に実行される (上限制約)










##[[t(%i,a)]]| i in 0..5##.
//ubTimer[N] and lbTimer[N]. 1000 represents infinity.
##[[ubTimer(%i)=1000]]| i in 0..5##.








x(X), t(ID1,b), ubTimer(ID2)=T1, lbTimer(ID3)=T2:-
ID1=:=ID2, ID1=:=ID3, int(T1), int(T2), int(X)|














##[[ubTimer(%i)=T%i]]| i in 0..5 ## , \ :- ##[[T%i>1]]|i in 0..5 ##| .
#Then
##[[ (ubTimer(%i)=T1 :- T1=\=1000, T2=T1-1| ubTimer(%i)=T2),
(lbTimer(%i)=T1 :- T1>0, T2=T1-1 | lbTimer(%i)=T2)
]]| i in 0..5##.
#End If
図 6.1 fischer.lmn
a : wait until x = −1;
b : x := ThreadID;
c : if x 6= ThreadID then goto a;






LMNtal で記述した Fischer のアルゴリズムを図 6.1 に示す. LMNtal で now のよう
な大域変数を表現するときは，変数名を表す単項アトムと変数値を表す単項数値アトム
とを結びつけた now(now) のような構造を用いることとする．また，各スレッドの制御




で記述される．例えば，ステートメント a の実行は以下のようなルール stmtA@@で記述
する
stmtA@@
t(ID1,a), ubTimer(ID2)=T1, x(-1) :-
ID1=:=ID2, int(T1) |
t(ID1,b), ubTimer(ID2)="δ", x(-1).
このルールでは，ある aを実行をしているスレッドは，次の bの実行が δ 秒以内である
という制約があるので，ルールの Body 部でスレッドの ID番号と等しい ubTimerの添
字の値に δ をセットしている．次にステートメント bを表すルール stmtB@@を示す．
stmtB@@
x(X), t(ID1,b), ubTimer(ID2)=T1, lbTimer(ID3)=T2 :-
ID1=:=ID2, ID1=:=ID3, int(T1), int(T2), int(X) |
x(ID1), t(ID1,c), ubTimer(ID2)=1000, lbTimer(ID3)="ε".
ルールのボディ部に注目すると，cの実行には，時間の上限制約はないので，ubTimerは
非アクティブを表す値 1000でリセットしている．同時に，cの実行まで ε秒遅延をとるた




if (∀t ∈ Thread (ubTimer[t] > d)) then
atomic {
now = now + d;
foreach(t)
if (ubTimer[t] = ∞) then
ubTimer[t] = ∞;
else ubTimer[t] = ubTimer[t] − d;
foreach(t)
lbTimer[t] = max(lbTimer[t] − d, 0);
}




ルールのヘッド部で，lbTimer の値が 0 のときに適用されるようになっており，ステー
トメント bが実行されてから，Tickにより ε以上デクリメントされてから c実行される




プロセス Tickを表すルール Tickを用意する．プロセス Tickのアルゴリズムについて
6.3に示す．1行目のガード条件は，上限制約を表している．全てのスレッドの ubTimer

































timer ノードがタイムアウトするまでの値を示す countdown timer
メッセージmsgを受信したノードは hopフィールドを見て，その時点での自分の ldr への
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ノードにフィールド ldr が自分のノード IDであるメッセージmsgを送信し，自分の timer
を Periodにセットする．このとき，msgがMsgDelay秒内にノードに受信されるように，
msg中の rcvT imerへ値をセットする．以上の説明から計算すると，ノード nがメッセー
ジを受信したときに，timer を Period+ToDelay+ distanceToLeader(n)×MsgDelay秒
以上にセットすれば，アルゴリズムは安定状態になる．
6.2.1 LMNtalでの記述
LMNtalで記述した leader election protocolを図 6.4に示す. これは，文献 [5]に掲載





た際の処理を表している．Leader election protocol の場合，タイミングの制約の上限
値と下限値が等しいことから，上界値用タイマーと下界値用タイマーを一つにまとめて
使っている．Leader election protocolの場合も Fischerのアルゴリズムと同様，ルール
Tick を複数の LMNtal ルールの中間命令列を連結することにより実装した．図 6.5 は




このモデルでは Fischerのアルゴリズムと違い時刻を表す変数 now が検証したい性質
に関係している．このような場合，同値関係 ∼を以下のように定義し，性質を対称性に
基づく状態空間削減を行って検証する．任意の状態 sと tについて，s.now と t.now が等
しいかあるいはどちらも Σ より大きいならば，s ∼ tとする．ここで Σはすべてのノー
ド n に対する Period + ToDelay + distanceToLeader(n) × MsgDelay の最大値である．
LMNtalでは，時間が Σ + 1 までしか進まなくするために，LMNtalのルール Tick@@に





PAR Protocol, FDDI Protocolである．Train-gateは公開版 UPPAALのサンプルプロ
グラムから，FDDI protocol は同じく UPPAAL のベンチマーク*1から,PAR Protocol
は Spin のリアルタイム拡張である DTSpin[3] のサンプルプログラムからそれぞれエン










if (∀n ∈ Node (timer[n] + ToDelay ≥ d)
∧ ∀ms ∈ Message (ms.rcvTimer ≥ d)) then
atomic { now = now + d;
foreach(n) timer [n] = timer [n] − d;
foreach(ms)
ms.rcvTimer = ms.rcvTimer − d;
}




LMNtal で explicit-time method を使って記述したリアルタイムシステムの例題のう
ち Fishcerのアルゴリズムと leader election protocolについて，SLIMと他のモデル検査
ツールで時間性能の測定を行い比較した．比較に使用したモデル検査ツールは，UPPAAL









CPU AMD Opteron(tm) Processor 6176 SE，
48CPUs
メモリ容量 256GB




表 7.2 Fischerのアルゴリズムの safetyの状態数と実行時間 [s]
SLIM TLC UPPAAL
δ 状態数 1コア 2コア 24コア 48コア 状態数 実行時間 実行時間
3 155976 10.72 5.74 0.62 0.46 155976 11 0.10
4 450407 31.38 16.97 1.72 1.16 450407 28 0.10
5 1101072 78.85 42.64 4.34 2.87 1101072 66 0.10
6 2388291 177.34 93.10 9.27 6.09 2388291 141 0.10
7 4731824 350.60 186.72 18.62 11.74 4731824 278 0.10
8 8730831 661.29 348.24 35.70 23.04 8730831 518 0.10
9 15208872 1152.07 623.04 61.42 39.14 15208872 954 0.10
10 25263947 1963.40 1061.05 110.33 71.59 25263947 1674 0.10
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表 7.3 Fischerのアルゴリズムの livenessの状態数と実行時間 [s]
SLIM TLC UPPAAL
δ 状態数 1コア 2コア 26コア 48コア 状態数 実行時間 実行時間
3 221066 17.49 10.46 2.57 3.07 155976 52 9.33
4 644437 53.69 33.00 8.09 9.84 450407 150 9.33
5 1585794 137.80 84.54 21.79 41.74 1101072 379 9.33
6 3456482 312.07 190.00 49.18 63.90 2388291 890 9.33
7 6874066 639.91 396.80 109.59 139.38 4731824 1966 9.33
8 12721851 1211.93 760.30 211.64 269.81 8730831 6031 9.33
9 22215962 2161.37 1371.13 367.85 516.92 — — 9.33
10 36979984 3659.02 2319.09 651.41 865.87 — — 9.33
11 59127162 5992.05 3685.87 1094.61 1459.43 — — 9.33
の測定に使用したモデルは文献 [5]に掲載しているコードを書き起こしたものである．以
上のモデルに対して safetyと livenessの検証を行った．safetyは csにおけるスレッドの
排他制御が正しく行われていることについて，livenessは bに着いたスレッドがいつか必
ず cに至ることについて検証した．[5]と同様の実験を行うため，パラメータは同じもの
を使用し，モデル中のスレッド数を 6本に設定し，δ = εとして δ を 3から 11の間で動
かして検証を行った．safetyの実験結果を表 7.2と図 7.1に，livenessの実験結果を表 7.3
と図 7.2に示す．
表 7.2より，SLIMと TLCの状態数が一致していることから，LMNtalへのエンコー
ドが正しく行われているといえる．また，図 7.1より，TLCと SLIMの実行時間が δ の
増加に従い，同様に推移していることから，SLIMへの explicit-time methodによるリア
ルタイムシステムのモデル検査が妥当に行われたといえる．リアルタイムモデル検査器で
ある UPPAALは，δ に依存せずごく短い時間で検査できる一方，explicit-time method
による検査は δが大きくなると，状態数が増加するので，時間も増加する．TLCと SLIM
の逐次性能を比較すると SLIMは TLCの幾何平均 0.85倍の時間性能となっている．図
7.1 から，SLIM は使用するコア数に大まかに比例した時間性能がでているように見え
る．SLIMの並列効果は，48コア使用した場合は、1コア使用した場合の幾何平均 28倍
の時間性能となっている．さらに，スレッドを 6本に固定したまま δ を増加させていき，
SLIMで 48コアを使用して時間の測定を続けた結果，最大 δ = 18まで測定することがで
き，このとき状態数は 505083291，実行時間は 1482.25秒であった．
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いて，最も高い時間性能を出す使用コア数をパラメータ δ = 3で調べた結果、26コア使
用時であった．これは閉路探索を行っているアルゴリズム OWCTY[2]の問題である．
次に，δ の値を 3で固定し，スレッドの本数を 5から 10の間で変化させ測定した．(実
験結果を書く予定)
7.0.3 Leader election protocolの実験
この実験で使用した leader election protocol は 6.2 節で解説したものである．TLC
の測定に使用したモデルは，文献 [5] から書き起こしたものである．UPPAAL の測定




表 7.4 Leader election protocolの safetyの状態数と実行時間 [s]
パラメータ SLIM TLC UPPAAL
Period MsgDelay ToDelay 状態数 1コア 2コア 24コア 48コア 状態数 実行時間 実行時間
3 1 1 1838 0.32 0.18 0.05 0.08 1898 2 1.98
1 2 1 146107 49.85 25.53 2.34 1.25 240931 22 —
1 2 2 605364 195.69 100.20 9.19 4.94 605416 51 —
2 2 1 5974 0.98 0.52 0.10 0.13 6579 1 —
3 2 1 5366 0.91 0.48 0.08 0.09 5760 2 16.27
3 2 2 20394 3.55 1.83 0.21 0.14 20572 3 24.31
5 2 5 81698 14.14 7.44 0.72 0.46 82105 7 4.61
5 3 1 12434 2.14 1.12 0.14 0.14 13214 2 2.28
5 3 5 262002 47.99 25.12 2.29 1.30 264225 15 68.68
5 4 1 24910 4.40 2.29 0.26 0.19 30167 3 16.2
5 4 5 844970 168.56 87.36 8.16 4.45 871384 51 84.25
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表 7.4と図 7.3に実験結果を示す．表 7.4をみると，この例題では SLIMと TLCで状
態数が一致していない．これは多重集合の減算について，TLA+では同じ値の元を一度に
除去することができるが，LMNtalではそれができないために，状態数の差が発生してい
ると考えられる．UPPAALの測定結果の中で，3つのケースで out of memoryにより検
証中止になっている．そのようなケースでも SLIM を始めとする explicit-time method
による検査は 200 秒以内で検証できた．全体的にみても UPPAAL の時間性能をほとん
どのパラメータで SLIMや TLCが上回ることができた．SLIMの 1コアと TLCで比較







今回実験で使用した 2 題の他に，train-gate で SLIM と UPPAAL の比較を行った．
UPPAAL での実行時間が 1 秒未満から 200 秒程度のサイズのモデルについて，2 つの





ら，Fischerのアルゴリズムでも，livenessの検証で δ = 3 や δ = 4のとき UPPAALよ
り実行時間が短くなっている．Leader election protocolの実験では，SLIMの少ないコ
ア数では TLC の時間性能を下回った．
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*ubTimer is countdown timer for upper bound.
*lbTimer is countdown timer for lower bound.
*/
##[[train(%i)=safe. ubTimer(%i)=1000. lbTimer(%i)=0. ]]|i in 0..6 ##
bridge(free). /*bridge(state)*/
num(7). /*the number of train*/
q=[]. /*queue*/
Appr1@@ /*The birdge is free.*/
train(ID)=safe, ubTimer(TID)=TIME, lbTimer(TID2)=TIME2, bridge(free), q=[] :-
ID=:=TID, ID=:=TID2, int(TIME), int(TIME2)|
train(ID)=appr, ubTimer(TID)=20, lbTimer(TID2)=10, bridge(occupied), q=[ID].
Appr2@@




train(ID)=appr, lbTimer(TID)=0, ubTimer(TID2)=TIME :-
ID=:=TID, ID=:=TID2, int(TIME) |
train(ID)=cross, lbTimer(TID)=3, ubTimer(TID2)=5.
LetGo@@
train(ID)=stopped, ubTimer(TID)=TIME, lbTimer(TID2)=TIME2, q=[HEAD|L1], bridge(free) :-
ID=:=TID, ID=:=TID2, ID=:=HEAD, int(TIME), int(TIME2) |
train(ID)=start, ubTimer(TID)=15, lbTimer(TID2)=7, q=[HEAD|L1], bridge(occupied).
StartCross@@
train(ID)=start, lbTimer(TID)=0, ubTimer(TID2)=TIME :-




train(ID)=cross, lbTimer(TID)=0, ubTimer(TID2)=TIME, q=[L0|L1] ,bridge(occupied):-
ID=:=TID, ID=:=TID2, int(TIME), int(L0)|
train(ID)=safe, lbTimer(TID)=0, ubTimer(TID2)=1000, q=L1, bridge(free).
#If
Tick@@
##[[ubTimer(%i)=TIME%i]]|i in 0..6 ##, \ :- ##[[TIME%i > 0]]| i in 0..6## | .
#Then
##[[(lbTimer(%i)=TIME :- TIME>0, NEWTIME=TIME-1 | lbTimer(%i)=NEWTIME),





*Parallel Acknowledgment with Retransmission Protocol from DTSpin’s sample
*/
dk(3). /*delay along channel K*/
dL(3). /*dealy along channel L*/
dR(1). /*message proccessing delay at receiving*/
to(9)./*Timeout Period*/
max(8).




timerXK(1000)./*delay of channel K*/
timerXL(1000)./*delay of channel L*/
timerRC(1000). /*delay of sender*/
timerRC2(0).
me(1). /*expected message*/
esn(0). /*expected sequence number*/
sendNewMs. /*the initial state*/
SendNewMessage@@
sendNewMs, sn(SN), mt(MT), max(MAX), dk(DK), timerSC(0) :-
int(SN), MT2=(MT+1) mod MAX|
message(mt(MT2),sn(SN)), sn(SN), mt(MT2), max(MAX), dk(DK), timerSC(0).
TransmitNewMessage2@@/*channel K*/
message(mt(MT),sn(SN)), timerXK(XK),timerTO(TTO), to(TO), dk(DK):-
int(TTO), int(TO), int(XK),int(DK)|
recieveMessage(mt(MT),sn(SN)), timerXK(DK), timerTO(TO), to(TO), dk(DK).
ReceiveACK_OK@@
receiveACK, timerXL(0), timerSC(0), sn(SN), timerTO(TO):-
NEWSN=1-SN, int(TO)|
sendNewMs, timerXL(1000), timerSC(1), sn(NEWSN), timerTO(1000).//SendNewMessage に戻るまでに一秒以上遅
延をとる
ReceiveACK_ERR@@
receiveACK, timerXL(0), sn(SN), mt(MT),timerTO(TO) :-
int(SN), int(MT), int(TO)|
recieveMessage(mt(MT),sn(SN)), timerXL(1000), sn(SN), mt(MT), timerTO(1000).
Timeout@@
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timerTO(0), sn(SN), mt(MT),timerXK(XK), dk(DK) :-
int(SN), int(MT), int(XK), int(DK)|
timerTO(1000), timerXK(DK), recieveMessage(mt(MT),sn(SN)), sn(SN), mt(MT), dk(DK).
Recieve_corrMsg_Seq@@
recieveMessage(mt(MR), sn(RSN)), timerRC(RC), timerRC2(0), timerXK(0), esn(ESN), dR(DR):-
RSN=:=ESN, int(DR), int(RC),int(MR)|
transmitACK, timerRC(DR), timerRC2(0), timerXK(1000), esn(ESN), dR(DR), corrReceived(MR).
Recieve_corrMsg_wroSeq@@
recieveMessage(mt(MR), sn(RSN)), timerRC2(0), timerXK(0), esn(ESN):-
RSN=:=1-ESN, int(MR)|
transmitACK, timerRC2(0), timerXK(1000), esn(ESN).
Recieve_ErrMsg@@




transmitACK, timerRC(0), timerRC2(RC2),timerXL(XL), dL(DL), esn(ESN), me(ME), max(MAX), corrReceived(MR):-
int(XL), int(DL), int(RC2), NEWME=(ME+1) mod MAX, NEWESN=1-ESN, int(MR)|
timerRC(1000), timerRC2(1),timerXL(DL), receiveACK, dL(DL), esn(NEWESN), me(NEWME), max(MAX).
#If
Tick@@
##[[timer%name(%name)]]| name in {TO, XK, XL, RC}## , \:-
##[[%name>0]]| name in {TO, XK, XL, RC}## | .
#Then
##[[ timer%name(VALUE):-VALUE>0, NEWVALUE=VALUE-1| timer%name(NEWVALUE). ]]| name in {TO, XK, XL, RC}##





*encoded from UPPAAL’s benchmark
*スケジュール ((Target Token Lotation Time)=20+50*(ステーション数)) より
*早くトークンがきたとき→ synchronous frame(高優先度) → asynchronous frame(低優先度) を送る
*遅くトークンがきたとき→ synchronous frame だけ送る
*/
/*station(ID,state).
*sa...time to send a synchronous frame
*now and next measure TRT(Token Rotation Time)
*now...countdown timer which is set when a previous token is arrived
*next...countdown timer which is set when a token is arrived
*/
##[[station(%i,idle). sa(%i)=1000. now(%i)=1000. next(%i)=17. ]]| i in 0..2 ##
ring(ring_to(0))./*current token location*/
delay=0. /*delay for transportation between stations. This model doesn’t have it.*/トークンのステーシ
ョン間の転送にかかる遅延, このモデルでは遅延なし
tt@@//take token If the timer is 0. タイマーが 0 になっていたら SA 秒だけ増やしてごまかす
station(SID0,idle), sa(SID1)=SA, now(SID2)=NOW, next(SID3)=NEXT, ring(ring_to(SID4)),delay=DELAY:-
SID0=:=SID1, SID0=:=SID2, SID0=:=SID3, SID0=:=SID4, int(NOW), int(SA), NEXT < 2, NEWNEXT=NEXT+2, int(DELAY)|
station(SID0, transmit_sync), sa(SID1)=2, next(SID2)=17, now(SID4)=NEWNEXT, ring(ring(SID4)), delay=1000.
tt@@//take token
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station(SID0,idle), sa(SID1)=SA, now(SID2)=NOW, next(SID3)=NEXT, ring(ring_to(SID4)),delay=DELAY:-
SID0=:=SID1, SID0=:=SID2, SID0=:=SID3, SID0=:=SID4, int(NOW), int(SA), NEXT >= 2, int(DELAY)|
station(SID0, transmit_sync), sa(SID1)=2, next(SID2)=17, now(SID4)=NEXT, ring(ring(SID4)), delay=1000.
send_asy@@ //send asynchronous frame
station(SID0, transmit_sync), sa(SID1)=0, now(SID2)=NOW:-
SID0=:=SID1, SID0=:=SID2, NOW > 0 |
station(SID0, transmit_async), sa(SID1)=1000, now(SID2)=NOW.
rt_a@@//return token
station(SID0, transmit_async), ring(ring(SID1)), delay=DELAY, now(SID2)=NOW:-
SID0=:=SID1, SID0=:=SID2, SID4=(SID1+1) mod 3, int(DELAY), NOW>=0|
station(SID0, idle), ring(ring_to(SID4)), delay=0, now(SID2)=1000.
rt_s@@//return token
station(SID0, transmit_sync), sa(SID1)=0, now(SID2)=0, ring(ring(SID3)), delay=DELAY :-
SID0=:=SID1, SID0=:=SID2, SID0=:=SID3, SID4=(SID3+1) mod 3, int(DELAY)|
station(SID0, idle), sa(SID1)=1000, now(SID2)=1000, ring(ring_to(SID4)), delay=0.
#If
Tick@@
##[[now(%i)=NOW%i, sa(%i)=SA%i]]| i in 0..2##, delay=DELAY, \:-
##[[NOW%i>=1, SA%i>=1 ]]| i in 0..2##, DELAY>=1 | .
#Then
##[[(now(%i)=TIME :- TIME=\=1000, NEWTIME=TIME-1 | now(%i)=NEWTIME),
(next(%i)=TIME :- TIME>0, NEWTIME=TIME-1 | next(%i)=NEWTIME)
]]|0..2##.
delay=TIME :- TIME=\=1000, NEWTIME=TIME-1 | delay=NEWTIME.
#End If
