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this theory as a tool, the definition of a semantics for recursion indeed becomes 
quite easy, as the interpretation of a term (ret x.2) can be given as the least fixpoint 
in some complete partial order (or Z-domain). However, such a short definition is 
not very appealing without much intuition or routine in partial order theory. So it 
would be advisable to present a much more informal definition, when standing in 
front of a class of students. 
Nevertheless, the notion of testing which is developed (and of which an important 
part is due to the author himself) is very illuminating and intuitive. Chapter 2 of 
the book, which concerns various notions of testing equivalence, may be considered 
one of the better parts in presentation, much better than the introduction and the 
first chapter, which-especially for the beginner-are now and then confusing and 
hard to follow. 
The introduction is illustrated with figures (“flow graphs”) which-according to 
the author- “. . . do not convey all the information inherent in the corresponding 
definition.” This turns out to be quite an understatement, since the graphs only 
capture a very small part of the behaviour of the processes in consideration, namely 
their initial behaviour. This is quite confusing, since the corresponding formulas 
later turn out to represent processes with only infinite computations. 
The first chapter is a mix of introductions in mathematics (especially logic) and 
presentations of some first concepts of equivalence between (finite) processes. 
Because of all the preliminary material in this chapter, it is not always clear to the 
reader what is the point of all the philosophical comtemplations. For example, the 
definition of fur1 abstractness definitely needs much more explanation than just a 
formal definition in terms of partial orders, and it is not clear what it is needed for 
or why it may become important. An exception is the introduction of pre$x closed 
subsets (PS) and rooted trees (RT) as a first attempt to establish suitable distinctions 
between processes. They form a clear illustration of what is the subject of the whole 
book. 
As a very instructive survey, this book can be recommended as a reference book 
to all people who are interested in process algebra and its recent developments. 
However, it does not seem very suitable as a text book for educational purposes, 
due to the comprehensive amount of theoretical tools used in statements and 
definitions, without many clarifying explanations. 
W. Peter WEIJLAND 
University of Amsterdam 
Amsterdam, Netherlands 
Software Engineering Mathematics. By Jim Woodcock and Martin Loomes. Pitman 
Publishing, Southport, United Kingdom, 1988, Price 210.95 (paperback), ISBN 
O-213-02673-9. 
This is an enjoyable and ambitious book. 
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The title is, perhaps, a little misleading, since the subject matter is by no means 
all of the mathematics relevant to software engineering. The book deals with the 
mathematical basis of formal specifications, mainly those written in the model-based 
style of VDM and 2, although algebraic methods are also discussed. It is narrower 
even than the subtitle, “Formal Methods Demystified”, implies, since it does not 
cover the mathematics needed for development once a specification has been written. 
On the other hand, the approach to the material is an ambitious one. The authors 
obviously enjoy mathematics, and believe that software engineers should enjoy 
mathematics too. This book will certainly encourage them to do so. The presentation 
is excellent and the authors are fluent and effective teachers. However, they tackle 
some subtle ideas, and I do suspect that there will be some people for whom their 
approach is a little too sophisticated, and who would be able to use formal methods 
without having to acquire all the understanding that this book offers. 
The first four chapters of the book are devoted to a metamathematical discussion 
of formal languages, logic and the nature of mathematical theories. This is very 
clearly presented, but it would certainly be tough going for someone completely 
new to formal methods. For anyone already familiar with the rudiments of the 
subject, however, it offers a lot of insight in a short space. In keeping with the 
emphasis on specifications, the notions of consistency and completeness are treated, 
but there is no mention of computability or decidability. 
The central chapters present the core material of set theory and the modelling of 
more complex data types such as relations, functions and sequences. The book uses 
the notation of Z, and these chapters cover the basic library of Z and make some 
use of the schema notation. As the authors emphasise, however, this is by no means 
just a textbook of Z, and the material presented could easily be used in other 
contexts. Again, these chapters are much more than a bare presentation of the 
notation: throughout the text there are realistic examples, based on the authors’ 
actual experience, and a strong emphasis on the use of proofs. There are also 
occasional discussions of the rationale behind the selection of some of the data 
types, which I found provided an illuminating reflection of the constant refinement 
that is needed to present a minimal, clear and useful set of mathematical constructs. 
This section is followed by two chapters using the notation in a more extensive 
way. The first, a case study of a telephone exchange, is extremely good and should 
stand as a model of how a formal specification should be presented and reasoned 
about. It also serves as an illustration of how effective formal methods are at 
capturing the essence of complex systems in a manageable way. The other chapter 
illustrates the development of a small theory, in this case of clocks. This is no more 
than an amusing mathematical diversion, and does not add much to the book. 
The remainder of the book suffers from trying to cram too much material into 
far too little space. There is a chapter on algebras which is admirably well written 
and clear, but treats the material at such a rate that I find it hard to imagine that 
anyone starting with no knowledge at all of the topic would be able to follow it. 
The book concludes with a chapter entitled “Formal Methods”, and by this time 
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the pace has become so furious that Clear, ACT ONE, OBJ, Larch, the notion of 
Institutions, CCS, CSP and Modal Logics are all dealt with in twenty hectic pages. 
I can sympathise with the authors’ dilemma: to leave all this out might give a 
misleading impression of the field, but to include it requires several more volumes. 
I have some minor complaints about the book. It is a shame that there are one 
or two unnecessary and irritating discrepancies between the notation presented and 
the recently published Z Reference Manual; although perhaps it would be unfair 
to assume that this is solely the authors’ fault, it would be nice to see more consistency 
between the different Z practitioners at Oxford. There are a few of the apparently 
inevitable minor typographical errors and infelicities of layout which automatic text 
processing seems to have brought in its wake. There is also one definite mathematical 
error (the assertion that the successor function is a bijection on the natural numbers, 
closely followed by the asertion that zero is not in its range) which should give 
pause to those who would have us believe in the infallibility of mathematical 
methods. 
These are quibbles, though. Overall, this is an excellent book. I would whole- 
heartedly recommend it for anyone who wants to learn how to write and think about 
formal specifications, and also for anyone who is familiar with the notation at a 
superficial level and would like a little more insight into the underlying ideas. While 
it does assume a certain mathematical inclination on the part of the reader, for 
anyone who is capable of enjoying mathematics this is one of the best texts available 
on this important subject. 
Anthony HALL 
Praxis Systems Plc 
Bath, United Kingdom 
Software Productivity. By Harlan D. Mills; Foreword by Gerald M. Weinberg. Dorset 
House, New York, 1988, distributed by Wiley, Chichester, United Kingdom, Price 
X19.85 (paperback), ISBN o-932633102. 
This collection of essays was first published by Little, Brown in 1983, and is now 
republished in soft cover. The essays were written between 1967 and 1981, when 
Mills was at IBM striving to persuade the company’s management to embrace the 
ideas of structured programming as he understood them. The core of these ideas is 
programming without GO TO statements and top-down design, programming, and 
testing. The software that concerned him was being developed for IBM OS/360 
machines, the “languages” were OS JCL, OS Utilities Control Statements, Linkage 
Editor statements, PL/I, and S/360 Assembler Language. 
Mills had no illusions about the quality of this environment. He describes PL/I 
as “an ad hoc hodgepodge whose origins are exterior pragmatics rather than any 
deep theoretical synthesis of user needs and computing realities”; the facilities of 
