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RESUMEN (máximo 50 lineas)
Dado que no está destinado al gran público, o consumidores sino que tiene
la finalidad puramente académica, no se ha hecho demasiado hincapié en 
los aspectos medioambientales.
A pesar de ello, en el proceso de elaboración del diseño, se ha realizado 
todo a nivel teórico/simulado, antes de montar nada. Consiguiendo realizar 
cada  una  de  las  placas  con  un  mínimo  de  criterios  razonables  para  no 
incurrir en un error de fabricación de las mismas.
Dado que la experiencia ha sido un éxito, he dotado la memoria técnica para 
aprender primero en el simulador Proteus y luego probarse en el circuito 
práctico.  Ahorrando  recursos  a  la  entidad  educadora,  y  evitando  inducir 
errores  que  puedan llevar  al  deterioro  de las  placas  de  circuito  impreso 
entrenador.
En la búsqueda de los componentes para el desarrollo de las prácticas, una 
de las premisas ha sido buscar el no encarecimiento del sistema, dotando 
cada placa con un mínimo de recursos para hacerla funcional y cumpliendo 
su  finalidad.  Otra  premisa  es  que  el  componente  exista  en el  simulador 
Proteus, para poder simular el ejercicio al completo.
_____________________
Describo los aspectos medioambientales tenidos en cuenta:
•  Utilizar en lo posible soldadura con estaño sin plomo para que el circuito 
  tenga un impacto ambiental mínimo
•  Utilizar fuentes de alimentación conmutadas para la alimentación de
    las placas de circuito impreso dado su alto rendimiento energético
•  Ciclo de vida útil, los microcontroladores tienen una duración de:
10.000 ciclos de escritura/lectura de flash (programa)
10.000.000 ciclos de escritura/lectura de la eeprom (memoria no volátil)
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Introducción
Pretendiendo contribuir a mejorar las asignaturas de la carrera SDI2 y LSDI, hablé 
con mi tutor de  PFC José Matas Alcalá y le expuse hacer un entrenador de 
microcontroladores. Para que los alumnos puedan probar los programas en un 
hardware especifico para esa asignatura. 
Queriendo ampliar los conocimientos de programación de alumnado, me decanto por 
hacer los algoritmos de los microcontroladores en lenguaje C. Dado que mi 
experiencia en este entorno, me ha enseñado que se pueden realizar muy buenos 
programas utilizando las librerías que aporta dicho compilador. Pudiéndose exportar 
dichos algoritmos con pequeños cambios a diferentes fabricantes de 
microcontroladores. Para ello aprenderemos el manejo de librerías.
Bajo este contexto nosotros aprenderemos el manejo de pantallas LCD, teclado 
matricial, convertidores A/D (analógico/digital), timers y comunicaciones USB.
Todas estas prácticas han sido probadas/simuladas en las versiones descritas:
• Sistema operativo windows 7 (32bits)
• Proteus 7.8 sp2
• CCS compiler 4.109
• MPLAB 8.80 (sólo para volcar el código en el microcontrolador)
El programador/debugador probado en el puerto ICSP del entrenador es el pickit 3.
 * Nota: Es recomendable consultar para el seguimiento de las prácticas utilizar el 
    siguiente libro:
    Compilador C CCS y simulador Proteus para microcontroladores PIC.
    Editorial: Marcombo, S.A.
    ISBN: 9788426714954
   Práctica 1: El coche fantástico
Entrenador microcontroladores (Lenguaje C)
En esta primera práctica nos familiarizaremos con el entorno Proteus y CCS Compiler.
Al ser una práctica introductoria daremos todos los pasos para realizar el circuito y se explicará 
detalladamente tanto el manejo de proteus, como del entorno de programación CCS Compiler.
En esta práctica se trata de encender uno a uno los leds y cuando llegue al ultimo led, cambie el 
sentido de encendido y apagado. Como se describe en el siguiente diagrama:
Comenzaremos montando el circuito con proteus:
1) Abrimos ISIS proteus:
            Inicio + proteus 7 profesional + Isis 7 proteus
2) Una vez dentro del entorno, crearemos un esquema nuevo de la siguiente manera:
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3) Ahora buscaremos los componentes a colocar:
   
    
                 +     
Añadimos en el campo Keywords los componentes que necesitemos uno a uno. Hasta tener el 
siguiente listado completado:
4) Colocar y distribuir el circuito como esta indicado en el esquema que está al principio de la 
práctica.
11
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          Para colocar las fuentes de alimentación:
Hacer doble click sobre el icono de la fuente en continua y podréis 
editar las propiedades. Añadir 5 Voltios.
5) Recordar editar el valor de todos los componentes tal y como están marcados en el circuito 
anteriormente mencionado
6) Por último configuraremos el clock de simulación del microcontrolador y cargaremos el 
firmware que compilaremos con CCS Compiler.
Para ello iremos a las propiedades del microcontrolador de la siguiente manera:
    Doble click encima del     
PIC16F84A.
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Nos aparecerá la siguiente ventana:
   La velocidad del clock será de 4MHz y el fichero habrá que especificarle la ruta en program file, 
pero aun no tenemos ningún fichero que añadir.
Explicación de los diferentes bloques del circuito:
1) Clock del sistema:
 En este modelo de microcontrolador no existe la
 posibilidad de seleccionar clock interno, y tendremos
que añadir nosotros un clock externo.
Dicho clock esta formado por un cristal de cuarzo de 
4Mhz  y dos condensadores de 15pF.
Utilizando esta frecuencia de reloj obtenemos tiempos
de computación de 1uS. Consiguiendo una buena base
de tiempos para hacer cálculos de las funciones implementadas.
2) Reset del sistema:
Podemos apreciar que el pin nº4 indica MCLR
(master clear), que en definitiva es el reset del sistema.
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Como podemos observar el puerto A consta 
de 5 pines, desde RA0 hasta RA4, de los 
cuales sólo utilizaremos el pin A0 como 
entrada y con un pulsador para poner en 
marcha y parar el sistema.
Ponemos una resistencia de pull-up de 10k 
para que el puerto pueda interpretar 
correctamente los estados de 1 y 0.
Nivel 0 = 0 volts es masa (GND),
Nivel 1 = 5 volts en continua.
4) Puerto B:
En el puerto B están todos los pines configurados como salida. Estas 
salidas pueden suministrar como máximo 20mA. Se ha determinado las 
resistencias de 470 ohm para que trabajen 10,6mA cada led.








Práctica 1: El coche fantástico
A continuación veremos como generar el firmware en hexadecimal en el entorno CCS Compiler.
1) Abrimos el entorno CCS C:
Inicio + PIC-C + PIC C Compiler.
2) Generaremos un fichero nuevo tipo código fuente:
Lo guardaremos como “1-Coche fantastico.c”.
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3) Añadiremos el siguiente código fuente a la hoja que se ha creado:
// Practica 1: El coche fantastico 
// ** Directivas del microprocesador
#include <16f84a.h>                  // Incluimos la libreria del microcontrolador utilizado
#use delay(clock=4000000)       // Fijamos la frecuencia del clock del sistema
#use standard_io(B)                   // Esta directiva nos genera que el puerto pueda declararse
                                                   // como entrada o salida
#fuses  NOWDT,XT,PUT,NOPROTECT  // NOWDT:no watchdog, XT:Tipo de oscilador,
                                                                    // PUT:Temporizado de arranque,NOPROTECT:No proteje el codigo
#byte PORTB = 0x06                 // Direccion en hexadecimal a la cual apunta a puerto B
// ** Definiciones **
#define PULSADOR pin_a0         // Definicion para llamar PULSADOR al pin a0
// ** Variables globales **
short antipulsacion=0,inicio=0,direccion=0;   // Declaracion de variables globales. Estas
                                                                         //  pueden ser consultadas en cualquier funcion
int led_on=0x00;                                             //  Short es de tipo booleana. Int de tipo entera
                                                                         //  desde 0 a 255.
// ** Prototipo funciones **
void izquierda(void);                        // Aqui generamos la cabecera o prototipo de las
void derecha(void);                          // funciones que iremos llamando desde la funcion main
// ** Funcion principal **
void main(void)
{
SET_TRIS_A(0b00001);    // Configuramos el puerto A:Ra0 como entrada y el resto como salidas
SET_TRIS_B(0x00);          // Configuramos el puerto B:Todos son salidas.
PORTB=led_on;                 // Cargamos el valor de la variable led_on, que esta a cero.
                                            // Apaga todos los leds.
while(true) {                       // Bucle infinito
if ((input(PULSADOR)==1)&&(antipulsacion==1)) {                   // Comprobacion de si no existe pulsacion
                                               antipulsacion=0;                                // Ponemos la bandera de antipulsacion a cero,
                                              }                                                          // asi permitimos volver a pulsar
                                              
else if ((antipulsacion==0)&&(input(PULSADOR)==0)){             // Comprobacion de nueva pulsacion
                                                   delay_ms(6);                                  // Pausamos 6 ms (antirebote),
                                                   if ((input(PULSADOR)==0)&&(inicio==0)) // y volvemos a comprobar si continua pulsado
                                                     {
                                                      antipulsacion=1;                          // Ponemos a uno la bandera de antipulsacion
                                                      inicio=1;                                      // Ponemos en marcha la rotacion de los leds
                                                      direccion=1;                                // Asignamos que vaya hacia la derecha
                                                      led_on=0x01;                              // Cargamos el bit de menor peso a 1 en la variable led_on
                                                      PORTB=led_on;                         // Cargamos el puerto con el bit de menor peso
                                                     }
                                                   else if ((input(PULSADOR)==0)&&(inicio==1)) //Ahora apagaremos el sistema
                                                     {
                                                      antipulsacion=1;    // Se activa la antipulsacion
                                                      inicio=0;                // Apagamos el sistema
                                                      led_on=0x00;        // Ponemos a cero la variable led_on
                                                      PORTB=led_on;   // Ponemos a cero el puerto B. Apagando todas los leds
                                                     }
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                                                   }
else  {if ((inicio==1)&&(direccion==0)) derecha();         // Si el sistema esta encendido, comprobamos la direccion y rotamos
       else if ((inicio==1)&&(direccion==1))izquierda();   // Si el sistema esta encendido, comprobamos la direccion y rotamos
       else delay_us(1);                                                        // Si esta apagado el sistema, esperamos 1uS.




void derecha(void)       // Funcion que rota hacia la derecha
{
PORTB=led_on;            // Cargamos el puerto B con la ultima rotacion
rotate_right(&led_on,1); // y rotamos a la derecha el contenido de la variable led_on
delay_ms(50);            // esperamos 50 ms 
if (bit_test(led_on,0)==1) direccion=1; // Comprobamos si es el ultimo bit y si es asi
}                                       // cambiamos de direccion 
void izquierda(void)     // Funcion que rota hacia la izquierda
{
PORTB=led_on;            // Cargamos el puerto B con la ultima rotacion
rotate_left(&led_on,1);  // y rotamos a la izquierda el contenido de la variable led_on
delay_ms(50);            // esperamos 50 ms
if (bit_test(led_on,7)==1) direccion=0; // Comprobamos si es el ultimo bit y si es asi
}                                       // cambiamos de direccion
4) Compilamos el código fuente.
Nos mostrará el siguienet resultado:
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Comprobar en la carpeta donde se encuentre el código fuente tiene que haber dos ficheros 
nuevos:
1) 1-Coche fantastico.hex (Firmware que cargaremos en el pic)
2) 1-Coche fantastico.cof  (Fichero para depuración en proteus)
Ahora podremos pasar a simular el programa en proteus.
Simulación en proteus:
1) Cargamos nuestro proyecto en el Proteus ISIS de la siguiente manera:
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2) Ahora cargaremos el firmware del microcontrolador. Para ello haremos doble click encima 
del PIC16F84A, nos aparecerá la ventana de edicion del componente, iremos al apartado 
siguiente y especificaremos la ruta donde tengamos guardado el firmware:
          Fichero con extensión *.hex para simulación solamente y *.cof para depuración.
3) Por último pondremos en marcha el simulador para comprobar que funcione el programa 
cargado en el pic.
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Práctica 1b: El coche fantastico (timers)
Se trata de realizar la misma práctica utilizando una función externa para la rotación del encendido 
y apagado de los leds. Esta será llamada por el timer0 del pic cuando se desborde cada 50ms.
Dado que ya habremos hecho todos la práctica introductoria, ahora ya sabemos como funcionan el 
compilador y el simulador. Comenzaremos introduciendo el concepto de desbordamiento de timer.
TIMER 0
¿Que es un TIMER?
No deja de ser nada mas que un contador o registro de 8 bits, que se incrementa por hardware y es 
programable. Pudiendo hacer cuentas desde 0 hasta 255 con incrementos constantes de tiempo 
programables.
Puede utilizarse de dos maneras: 1) Contador: contando los eventos externos (pin RA4/TOCK1)
2) Temporizador: cuenta los pulsos internos de reloj
Para configurar los diferentes tiempos entre cuentas se suele utilizar un divisor de frecuencia o 
normalmente llamado preescaler. Puede dividir entre 2,4,8,16,32,64,128 o 256.
El tiempo de desbordamiento se calcula de la siguiente manera:
Donde TCM es el ciclo máquina que se puede calcular de la siguiente manera:
Para configurar el TIMER0 se hará de la siguiente manera:
setup_timer_0 (RTCC_INTERNAL|RTCC_DIV_256);





      set_timer0 (0x3C); // Recarga de 50ms
}//fin_timer_0
Para que el timer0 deje de contar, sólo tenemos que inhabilitar las interrupciones:
disable_interrupts(global); 
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Diagrama de flujo del programa “coche fantástico (timers)”:
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 va a derecha?
SI
NO
Esquema placa entrenador: 16f84a
Esquema placa entrenador: leds y pulsadores
Práctica 1b: El coche fantastico (timers)
Dado que el entrenado no sigue el esquema utilizado en la simulación, tendremos que 
hacer diferentes cambios en el programa para adaptarlo al entrenador.
Para ello revisaremos los esquemas anteriores buscando las diferencias entre el 
circuito de simulación y el circuito de prueba.
Concluyendo, el alumno deberá realizar las modificaciones en el código simulado, y 
deberá probar escribiendo en el microcontrolador utilizando el puerto ISCP.
Para la programación ISCP deberá utilizar el pickit 3.
   Teniendo especial atención
    en el conexionado.
    Procurar conectar el cable donde
    tiene la franja roja, en el pin 1.
    Marcado en el pickit 3 con una
    flecha blanca.
   Esquema de conexionado para el 
   circuito del coche fantástico.
    Recordar poner los jumpers en el
    lugar que corresponda.
     Utilizar el pulsador de la      
     izquierda (RB0) para la
     puesta en marcha y paro del 
     sistema.
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Manejo de MPLAB para programación del microcontrolador por ISCP:
Vamos a Inicio => Programas => Microchip => Mplab IDE => 
Conectaremos el pickit3 al puerto USB del pc y al puerto ISCP del entrenador.
Ahora vamos a detectar el pickit 3, pulsamos en la pestaña programmer y 
seleccionamos el programador, en nuestro caso es el número 6.
Seleccionaremos el microcontrolador a programar de la siguiente manera:
     
    Pincharemos sobre “select device”
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 Ahora buscaremos el dispositivo a programar:
El siguiente paso será importar el firmware del microcontrolador que hemos creado 
en el ccs compiler.
       
         Buscaremos el fichero *.hex 
         que en este caso es el del coche 
fantástico.
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      Ahora tenemos diferentes opciones:
Program = Programa y verifica el chip
 Verify = Verifica que este bien programado
Read = Lee el contenido del microcontroladores
Black check all = Chequeo del borrado
Erase flash device = Borra el chip
Por último, existen dos maneras de alimentar el chip a la hora de ser programado:
1) Directamente desde el pickit 3 por el puerto ISCP activando la siguiente 
opción:
2) Alimentándolo desde la placa entrenadora en el conector molex de 4 pines:
      Aconsejo alimentar el microcontrolador, en esta 
      modalidad, dado que si estas haciendo muchos
      ensayos de prueba y error, te será más fácil, dejar 
      conectados ambos cables ( ISCP y Alimentación)
      para ir chequeando las pruebas de tus programas. 
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Entrenador microcontroladores (Lenguaje C)
En esta segunda práctica vamos a ver como generar un contador desde 0 a 99, que se incrementará 
en una unidad cada vez que pulsemos el pulsador.
Dicho pulsador también encenderá y/o apagará el sistema si lo mantenemos apretado durante 3 
segundos.
En esta práctica aprenderemos el manejo de displays 7 segmentos, lectura y escritura de memoria 
eeprom interna, y utilizar el watchdog (perro guardián) para evitar posibles fallos de sistema, como 
bloquearse.
Comenzaremos explicando como funciona el display 7 segmentos:
Display 7 segmentos
Hay que diferenciar dos tipos, ánodo común (+) y cátodo común (-).  El display trabaja encendiendo 
los diferentes leds que forman cada segmento. Para ello nosotros cargaremos el puerto donde este 
conectado el display con su nivel de tensión para que encienda o apague el segmento en función de 
si usamos ánodo o cátodo común.
Utilizaremos un vector de constantes para llamarlos y obtener el carácter deseado.
Ánodo común:
byte CONST DISPLAY[10] = {0x40,0x79,0x24,0x30,0x19,0x12,0x02,0x78,0x00,0x10};
Cátodo común:
byte CONST DISPLAY[10] = {0x3f,0x06,0x5b,0x4f,0x66,0x6d,0x7d,0x07,0x7f,0x6f};
Para cargar el puerto con dicho dígito utilizaremos la siguiente sintaxis:
OUTPUT_B(DISPLAY[digito]);
Donde dígito es una variable tipo entero y apunta a la constante que deseemos desde 0 hasta 9.
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Lectura y escritura de la eeprom interna
La eeprom interna, es una memoria de 64 bytes de tipo no volátil. Cada byte puede albergar un 
número de tipo entero. 
Esta memoria, es necesaria para guardar variables que modificamos y después de apagar el sistema 
queremos volver a recuperar tal y como la dejamos la última vez que escribimos en ella.
Utilizaremos la siguiente sintaxis:
1) Para recuperar el contenido de la memoria eeprom y volcar lo en una variable local: 
variable tipo int = read_EEPROM(posición de memoria);
ejemplo: unidades = read_EEPROM(0);  // Leemos la posición 0 de la eeprom y guardamos en la 
        // variable entera unidades
2) Para escribir el contenido de una variable local en la memoria eeprom:
write_eeprom(posición de memoria,variable tipo int);
delay_ms(20);
ejemplo: write_eeprom(0,unidades);  // Escribimos la variable unidades en la posición 0 de la 
   delay_ms(20);                       // eeprom y esperamos 20ms para que termine de escribirse
Watchdog (perro guardián)
El perro guardián es empleado para posibles cuelgues del sistema, pudiendo reiniciar el sistema de 
forma autónoma y poder seguir funcionando el programa. 
¿Cómo se consigue esto? Utilizando el timer0, este si termina su secuencia reinicia el 
microcontrolador, pero nosotros iremos reseteando el contador en los puntos del programa que 
creamos oportuno consiguiendo que si el programa deja de resetear el timer0, este terminará su 
conteo y reiniciará el microcontrolador. Solucionando posibles cuelgues del sistema.
Utilizaremos la siguiente sintaxis:
#fuses  WDT // Habilitaremos el Watch Dog Timer
setup_wdt(WDT_2304MS); // Dentro de la función MAIN incluiremos la configuración
// del watchdog, en este caso es de 2,3 segundos
restard_wdt(); // Cada vez que necesitemos resetear dentro de nuestro 
//  programa el watchdog podremos este comando
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Diagrama de flujo del programa “su turno”:
*Refresca display: es una función que escribe en el dígito 
                               en el display de 7 segmentos
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Esquema placa entrenador: 16f84a
Esquema placa entrenador: display 7 Segmentos
Práctica 2: Su turno
Reiteramos como en el ejercicio anterior (coche fantástico) que el entrenador no 
sigue el esquema utilizado en la simulación, tendremos que hacer diferentes cambios 
en el programa para adaptarlo al entrenador.
Para ello revisaremos los esquemas anteriores buscando las diferencias entre el 
circuito de simulación y el circuito de prueba.
Concluyendo, el alumno deberá realizar las modificaciones en el código simulado, y 
deberá probar escribiendo en el microcontrolador utilizando el puerto ISCP.




En esta tercera práctica vamos a aprender a utilizar el timer como contador, el manejo de displays 
alfanuméricos y a utilizar una interrupción externa.
La práctica tiene como objetivo medir con la interrupción del pin RB0 la anchura del pulso y 
multiplicarla por dos. Dado que utilizaremos un duty cycle del 50%. Y así obtener la frecuencia de 
la señal.
Para obtener mayor precisión a la hora de tomar la medida, esperaremos a tomar 40 muestras y 
haremos una media aritmética para obtener el resultado más ajustado.
Comenzaremos explicando como funciona el display alfanumérico:
Tendremos que incluir la siguiente directiva para que funcionen los comandos de imprimir pantalla:
#include <C:\Entrenador UPC\CCS\3-Frecuenciometro\Librerias\LCD_PORTC.C> 
Para imprimir en pantalla tendremos que utilizar la siguiente linea:
printf(lcd_putc,"Pulso= %g uS\nFrecu= %g Khz ",AP,FR);
(Nota: Para que el sistema sea preciso en frecuencias 
menores a 1 Khz, el display deberá mostrar en HZ
el valor medido.)
Para utilizar el timer como contador, lo haremos de la siguiente manera:
Cada vez que haya un flanco de subida y luego otro de bajada el microcontrolador deberá de llamar 
a la siguiente función. Esta devolverá el conteo en la variable TFB.
#int_ext                            
void funcion_ext_int()
{
    if (cambio==0){             
           set_timer1(0);
                   ext_int_edge(0,H_TO_L);
         cambio=1;  
            }
    else {                           
  TFB=get_timer1();
           ext_int_edge(0,L_TO_H);
             cambio=0;
             if(nuevopulso==0) nuevopulso=1; 
         }
}
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*Podéis ayudaros del ejemplo 4, página 106 que aparece en el libro Compilador C CCS y simulador 
PROTEUS para microcontroladores PIC (Edición 1ª). Este ejemplo muestra como medir la anchura 
de un pulso.
Diagrama de flujo del programa “Frecuenciómetro”:
Función interrupción externa:
                    ¿Ascendente?
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¿Nuevo pulso==0?   Si Nuevo_pulso=1;






















    Guardamos
    la muestra.
    Contador+1;
   Contador=0;
   Hacemos
   media aritmética
¿Anchura
de pulso
  < 1000?
    Si
N
 o
    Período= Anchura de pulso*0,000002.
    Frecuencia = 1/Período.
    Imprimimos por pantalla el resultado
    en (Hz).
Periodo=Anchura de pulso*0,002.
Frecuencia=1/Período.
Imprimimos por pantalla el resultado
en (Khz).
Esquema placa entrenador: 16f876
Esquema placa entrenadora: Bnc y regleta
Entrenador microcontroladores (Lenguaje C)
Para este ejercicio de ensayo no necesitaremos retocar el programa, dado que el 
esquema utilizado es fiel a la simulación. 
Para la prueba utilizaremos el generador de frecuencia del laboratorio.
Deberemos configurar lo en modo señal cuadrada y dutty cycle del 50%.
Se deberá de hacer la prueba en torno a las frecuencias diseñadas y dentro de los 
límites del microcontrolador.
Utilizaremos el siguiente esquema de conexionado:
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Entrenador microcontroladores (Lenguaje C)
En esta cuarta práctica vamos a aprender a utilizar el timer como temporizador y el manejo de un 
teclado matricial.
La práctica tiene como objetivo generar una señal cuadrada, pudiéndose variar la frecuencia 
tecleando el valor con el teclado matricial.
Dicha frecuencia deberá ajustarse entre 8Hz y 7Khz. Si se teclea una frecuencia fuera de rango, 
deberá mostrar un mensaje de error por pantalla.
El teclado dispone de dos teclas no numéricas, que asignaremos para la siguientes funciones:
“*” - Borrará el ultimo dígito introducido.
“#” - Se utilizará para finalizar y puesta en marcha del generador.
Si queremos pararlo deberemos introducir el valor 0.
En primer lugar explicaremos como secuenciar el programa:
Utilizaremos 3 estados y diferentes funciones para cada tarea. Un ejemplo de como quedará el bucle 
infinito de la función principal, quedará así: 
while(1){
               if (estado==0) lectura_teclado();
              else if (estado==1) calcula_numero(); 
                 else if (estado==2) { reinicia_variables();refresca_lcd();}
                 else delay_us(1);
      
              }  //fin_while





Práctica 4:Generador de frecuencia
Incluiremos la librería para operar con cadenas de caracteres:
#include <stdio.h> 
Iniciaremos desde la función principal el uso del teclado:
kbd_init();
Utilizaremos las resistencias internas de pull-up: 
PORT_B_PULLUPS(TRUE);
Para almacenar las pulsaciones utilizaremos la siguiente función:
pulsado=kbd_getc(); 




    output_toggle(SALIDA);
                           set_timer1(65535-pulso);
  }




































































































Salir de la función






















Salir de la función
Esquema placa entrenador: 16f876
Esquema placa entrenador: Bnc y regletas
Práctica 4:Generador de frecuencia
Para este ejercicio de ensayo no necesitaremos retocar el programa, dado que el 
esquema utilizado es fiel a la simulación. 
Para la prueba utilizaremos el osciloscopio del laboratorio.
Se deberá de hacer la prueba en torno a las frecuencias diseñadas y dentro de los 
límites del microcontrolador.
Utilizaremos el siguiente esquema de conexionado:
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Práctica 5: Voltímetro
En esta quinta práctica vamos a aprender a usar el convertidor analógico-digital del 
microcontrolador.
La práctica tiene como objetivo medir un voltaje entre 12v y -12v, para posteriormente, mostrar el 
valor de dicha amplitud y el nivel cuantificado en el display alfanumérico.
Para conseguir aumentar la escala de medida que por defecto viene dado dese 0 hasta 5V (tensión 
de alimentación), se consigue poniendo en +Vref y – Vref las tensiones máxima y mínima de 
referencia.
Incluiremos en las directivas del microcontrolador el convertidor a 10 bits:
#device adc=10
Para configurar el microcontrolador con dichas referencias pondremos:
setup_adc_ports(AN0_VREF_VREF);
setup_adc(ADC_CLOCK_INTERNAL);
Para hacer la captura de la amplitud a medir pondremos:
 set_adc_channel(X);              // Donde X sera el numero de canal que asignemos, por ejemplo 0.
 delay_us(20);                         // Esperamos a que realice la muestra
variable_adc = read_adc();     // Guardamos la lectura del convertidor en la variable adc
Por último reescalaremos la medida con la siguiente fórmula, para hacerlo mas inteligible:
volts =(-Vref)+(24*adc/1024);   // Reescalamos el valor, para hacerlo inteligible
• Nota: Esta práctica no podrá implementarse físicamente dado que los microcontroladores se 
queman si en la entrada del A/D ponemos una tensión negativa.
Ejercicio opcional: Rehacer el código para que acepte tensiones únicamente positivas desde 0 a 
12v, simularlo y montarlo prácticamente.
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Diagrama de flujo del “Voltímetro”:
Función principal:
• Nota: Podéis ayudaros a la elaboración de este ejercicio con el libro Compilador C CCS y 








   No
Configuramos el canal a muestrear;
Esperamos a que realice la muestra;
  Guardamos la lectura del convertidor en la variable;
Reescalamos el valor, para hacerlo inteligible;
Mostramos por pantalla;
Espera 100 ms para realizar la
siguiente muestra;
Esquema placa entrenador: 16f876
Esquema placa entrenador: Bnc y regletas
Práctica 5: Voltímetro
Para este ejercicio de ensayo no necesitaremos retocar el programa, dado que el 
esquema utilizado es fiel a la simulación. 
Para la prueba necesitaremos un potenciómetro y cableado para enlazar los bornes de 
tensión.
Deberemos realizar la prueba con tensiones únicamente positivas, tal y como se 
explicó en la nota adjunta en el apartado de simulaciones.
Utilizaremos el siguiente esquema de conexionado:
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Práctica 6: Osciloscopio digital con captura de señal y comunicación por puerto USB
En esta sexta y última práctica vamos a aprender a utilizar displays matriciales y comunicaciones 
usb.
Partiremos de la ayuda del código que nos proporciona el libro “compilador C CCS y simulador 
Proteus para microcontroladores PIC” página 151 de la 1ª edición.
Simularemos el programa con el microcontrolador con el pic 16f877 para que todo funcione 
correctamente, y posteriormente haremos la migración al microcontrolador al 18f4550 para que nos 
proporcione funciones de comunicaciones USB.
Comenzaremos explicando, ¿como se codifica la señal para ser transmitida por el usb?
La pantalla se divide en 128 píxeles en el eje X y 64 píxeles en el eje Y.
En la solución se propone guardar en un vector de 128 posiciones, la coordenada Y.
Quedará tal que así:    int captura[128];    // Declaramos un vector de 128 posiciones 
captura[0]=ya;      Siendo “ya” el valor escalado de 1 a 64.
Posteriormente, una vez capturados los 128 datos, para enviarlos, deberemos hacer una lectura del 
vector y lo enviaremos por el puerto USB, de la siguiente manera:
Ejemplo de envio de tramas del usb.
if (usb_enumerated()) {
            for (contador=0;contador<128;contador++){      // Transmitiremos 128 tramas 
printf(usb_cdc_putc,"%i,%i\n"contador,captura[contador]); 
            }
            printf(usb_cdc_putc,"#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n##\n#\n#\n#\n#\n#\n#\n#\
n#\n#\n#\n#\n#\n#\n#"); //Relleno
            transmitido=1; // Fin de transmision
            }
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Existen dos maneras de programar el puerto de comunicaciones USB:
1) Propósito general
Hay que asignarle un V.I.D y un P.I.D para identificarlo en el pc al conectarlo.
2) USB CDC (Communication Device Class)
Trabaja en modo RS-232 virtual. Realiza una conversión de USB a COM.
Para facilitar esta práctica, vamos a programar el sistema en modo CDC.
Para ello deberemos utilizar:
#FUSES HSPLL,PLL5,PUT,BROWNOUT,NOWDT,CCP2C1,NOLVP,NODEBUG,USBDIV
• Importante trabajar con HSPLL dado que tenemos que subir de frecuencia el clock 
proporcionado por elc ristal de cuarzo de 20Mhz a 48Mhz. Para que trabaje bien el puerto 
USB.
#define USB_CON_SENSE_PIN PIN_B7
• Para identificar que el usb este conectado, deberemos asignar un pin del Microcontrolador 
para detectar la tension de alimentación.
#include <usb_cdc.h>  
• Incluimos el driver para trabajar en modo CDC.
Dentro de la funcion main:
            usb_cdc_init();                                       // Configuramos el puerto usb en modo CDC
            usb_init();                  //  Iniciamos el usb
usb_task();  //Iniciamos la detección del usb
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Esquema placa entrenador: 18f4550
Esquema placa entrenador: Osciloscopio
Práctica 6: Osciloscopio digital con captura de señal y comunicación por puerto USB
Para este último ejercicio de ensayo no necesitaremos retocar el programa, dado que 
el esquema utilizado es fiel a la simulación. 
Para la prueba necesitaremos el generador de funciones del laboratorio. Se deberá
ajustar como máximo a 2,5v de amplitud.
Podremos ver representadas las diferentes funciones periódicas en el display matricial 
del entrenador. Tanto senoidal, cuadrada y triangular.
Utilizaremos el siguiente esquema de conexionado:
63
Entrenador microcontroladores (Lenguaje C)
Práctica 1b: El coche fantástico (timers)
// Practica 1b: El coche fantastico (Timers) 
// ** Directivas del microprocesador
#include <16f84a.h>                 // Incluimos la libreria del microcontrolador utilizado
#use delay(clock=4000000)      // Fijamos la frecuencia del clock utilizado
#use standard_io(B)                  // Esta directiva nos genera que el puerto pueda declararse
                                                  // como entrada o salida
#fuses NOWDT,XT,PUT,NOPROTECT  // NOWDT:no watchdog, XT:Tipo de oscilador (cuarzo),
                                                                   // PUT:Temporizado de arranque,NOPROTECT:No proteje el codigo
#byte PORTB = 0x06                                // Direccion en hexadecimal que apunta el puerto B
// ** Definiciones **
#define PULSADOR pin_a0        // Definicion para llamar PULSADOR al pin a0
// ** Variables globales **
short antipulsacion=0,inicio=0,direccion=0; // Declaracion de variables globales. Estas
                                                                       // pueden ser consultadas en cualquier funcion
int led_on=0x00;                                           // Short es de tipo booleana. Int de tipo entera
                                                                      // desde 0 a 255.
// ** Prototipo funciones **
void izquierda(void);                       // Aqui generamos la cabecera o prototipo de las
void derecha(void);                         // funciones que iremos llamando desde la funcion timer0
// ** Subrutina TIMER 0 **
#int_TIMER0                                 // Interrupcion del timer0, llamada siempre 
void TIMER0_isr(void)                 // que se se desborda el timer0
{
set_timer0 (0x3C);                          // Recarga de 50ms del timer0
if (direccion==0) derecha();         // Comprueba direccion y salta a la funcion
else izquierda();                            // derecha si es 0 e izquierda si es 1
}//fin_timer_0
// ** Funcion principal **
void main(void)
{
SET_TRIS_A(0b00001);                        // Configuramos el puerto A:Ra0 como entrada y el resto como salidas
SET_TRIS_B(0x00);                              // Configuramos el puerto B:Todos son salidas
PORTB=led_on;
setup_timer_0(RTCC_INTERNAL|RTCC_DIV_256);  // Configuramos timer0 con el reloj interno y un preescaler de 256
enable_interrupts(global);                                                // Habilitamos todas las interrupciones
while(true) {                                                                     // Bucle infinito
 
if ((input(PULSADOR)==1)&&(antipulsacion==1)) {   // Comprobacion de si no existe pulsacion
                                               antipulsacion=0;                // Ponemos la bandera de antipulsacion a cero,
                                              }                                        // asi permitimos volver a pulsar
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else if ((antipulsacion==0)&&(input(PULSADOR)==0)){                              // Comprobacion de nueva pulsacion
                                                   delay_ms(6);                                                   // Pausamos 6ms (antirebote),
                                                   if ((input(PULSADOR)==0)&&(inicio==0)) // y volvemos a comprobar si continua pulsado 
              // (Enciende)
                                                     {
                                                      antipulsacion=1;                       // Ponemos a uno la bandera de antipulsacion
                                                      direccion=1;                              // Fijamos la direccion hacia la izquierda
                                                      led_on=0x01;                            // Cargamos el bit de menor peso a 1 en la variable led_on
                                                      PORTB=led_on;                       // Cargamos el puerto con el bit de menor peso
                                                      set_timer0 (0x3C);                    // Cargamos a 50ms el timer0
                                                      enable_interrupts(INT_TIMER0);      // Habilitamos todas las interrupciones
                                                      inicio=1;                                    // Ponemos en marcha la rotacion de los leds
                                                     }
                                                   else if ((input(PULSADOR)==0)&&(inicio==1)) // y volvemos a comprobar si continua pulsado 
     // (Apaga)
                                                     {
                                                      antipulsacion=1;                                   //Ponemos a uno la bandera de antipulsacion
                                                      disable_interrupts(INT_TIMER0);     // Deshabilitamos todas las interrupcines
                                                      led_on=0x00;                                       // Ponemos a cero led_on
                                                      PORTB=led_on;                                  // Apagamos el puerto B
                                                      inicio=0;                                              // Paramos la rotacion de los leds
                                                     }
                                                   }
else delay_us(1);                         // Pausa de 1us




void derecha(void)                                  // Funcion de rotacion a la derecha
{
PORTB=led_on;                                      // Cargamos el puerto B con la ultima rotacion
rotate_right(&led_on,1);                          // y rotamos a la derecha el contenido de la variable led_on
if (bit_test(led_on,0)==1) direccion=1;   // Comprobamos si es el ultimo bit y si es asi
}                                                               // cambiamos de direccion 
void izquierda(void)                                // Funcion que rota hacia la izquierda
{
PORTB=led_on;                                     // Cargamos el puerto B con la ultima rotacion
rotate_left(&led_on,1);                           // y rotamos a la izquierda el contenido de la variable led_on
if (bit_test(led_on,7)==1) direccion=0;  // Comprobamos si es el ultimo bit y si es asi
}   
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Práctica 2: Su turno
// Practica 2: Su turno
// ** Directivas del microprocesador **
#include <16f84a.h>                             // Incluimos la libreria del microcontrolador utilizado
#use delay(clock=4000000)                  // Fijamos la frecuencia del clock utilizado
#fuses  WDT,XT,PUT,NOPROTECT  // WDT:utilizamos watchdog, XT:Tipo de oscilador (cuarzo),
                                                              // PUT:Temporizado de arranque,NOPROTECT:No proteje el codigo
#USE fast_IO (A)                                 // Esta directiva se utiliza para optimizar el código generado
#USE fast_IO (B)                                 // por el compilador cuando se utilizan funciones de entrada y salida
// ** Definiciones **
#define PULSADOR pin_a0       // Definimos algunas etiquetas para hacer mas 
#define TRT_UNI  pin_a1            // legible el codigo fuente
#define TRT_DEC  pin_a2
// ** Variables globales **
short antipulsacion=0,cambio=0,encendido=0;  // Creacion de variables globales tipo booleana
int unidades=0,decenas=0,contador=0;         // Creacion de variables globales tipo entero
byte CONST DISPLAY[10] = {0x40,0x79,0x24,0x30,0x19,0x12,0x02,0x78,0x00,0x10}; // Vector de constantes
// ** Prototipo funciones **
void refresca_display(void);           // Cabecera para crear la funcion externa de refresco de display
// ** Funcion principal **
void main(void)
{
SET_TRIS_A(0b00001);       // Configuramos el puerto A:Ra0 como entrada y el resto como salidas
SET_TRIS_B(0x00);          // Configuramos el puerto B:Todos son salidas
setup_wdt(WDT_2304MS);     // Configuramos el watchdog para que cuente 2,3seg y reinicie
encendido=0;               // Bandera que indica al sistema que empieza apagado
output_high(TRT_UNI);      // Apagamos el digito de las unidades
output_high(TRT_DEC);      // Apagamos el digito de las decenas
output_b(0xff);            // Cargamos el puerto b todo a 1, para borrar el digito a mostrar
unidades = read_EEPROM(0); // Cargamos el ultimo digito de las unidades leido desde la eeprom
decenas = read_EEPROM(1);  // Cargamos el ultimo digito de las decenas leido desde la eeprom
if (unidades>9 || decenas>9) {unidades=0,decenas=0;       // Reiniciamos el sistema a cero
                              write_eeprom(0,unidades);   // si detectamos algun error
                              delay_ms(20);               // a la hora de hacer la lectura
                              write_eeprom(1,decenas);    // de la eeprom
                              delay_ms(20);
                             }
while(true) {                                                                                                      // Bucle infinito
                    restart_wdt();                                                                                    // Reiniciamos el perro guardian
             if (input(PULSADOR)==0 && antipulsacion==0 && encendido==0) {        // Detectamos pulsacion y comprobamos si esta encendido
                                                                           contador=0;                                         // Inicializamos el contador,cuenta 3 segundos y enciende
                                                                           antipulsacion=1;                                  // Bandera de antipulsacion
                                                                           while (input(PULSADOR)==0 && contador<60)  //Mientras este pulsado, cuenta hasta 59
                                                                                                                    {
                                                                                                                     contador++;   // Incrementa en una unidad el contador
                                                                                                                     delay_ms(50); // Base de tiempos de 50ms. 50ms*60veces= 3 segundos
                             restart_wdt();  // Reiniciamos perro guardian
                                                                                                                    }
                                                                                                                    
                                                                           if (contador==60) encendido=1;   // Si cumple los 3 segundos, encendemos el sistema
                                                                          
                                                                           else encendido=0;                // Si no cumple, no lo encendemos
                                                                           
                                                                          }
             
           
  else if (input(PULSADOR)==0 && antipulsacion==0 && encendido==1)   {               // Detectamos pulsacion y comprobamos si esta encendido
                                                                                 contador=0;                // Inicializamos el contador,cuenta 3 segundos y enciende
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                                                                                 antipulsacion=1;  // Bandera de antipulsacion 
                                                                                 while (input(PULSADOR)==0 && contador<60) //Mientras este pulsado, cuenta hasta 59
                                                                                                                           {
                                                                                                                            refresca_display(); // Refrescamos display, utilizandolo
                                                                                                                            contador++;           // como base de tiempos para contar 3 seg
restart_wdt();         // Reiniciamos perro guardian
                                                                                                                           }
                                                                                 if (contador!=60) {                                       // Si contador diferente de 60, sumamos un turno
                                                                                    
                                                                                                    if ((unidades<9)) {unidades++;// Comprobamos que las unidades sean menor a 9 e 
                          //  incrementamos
                                                                                                                       write_eeprom(0,unidades);   // Guardamos en la eeprom
                                                                                                                       delay_ms(20);               // Esperamos 20ms para que complete la escritura
                                                                                                                      }
                                                                                               
                                                                                                    else {                          
                                                          
                                                                                                          if (decenas<9){                         // Comprobamos las decenas sean menor a 9 
                                                                                                                         unidades=0;                // Iniciamos las unidades a 0
                                                                                                                         decenas++;                 // Incrementamos las decenas
                                                                                                                         write_eeprom(1,decenas); // Guardamos en la eeprom
                                                                                                                         delay_ms(20);             // Esperamos 20ms para que complete la escritura
                                                                                                                        }
                                                                                 
                                                                                                          else {
                                                                                                                unidades=0;      // Si desbordamos las unidades y las decenas, ponemos a cero
                                                                                                                decenas=0;       // los turnos.
                                                                                                               }
                                                                         
                                                                                                          }
                                                                                                    }
                                                                                                
                                                                                 else {
                                                                                       encendido=0; // Apagamos el sistema si pulsamos durante 3 segundos
                                                                                      }
                                                                                }
             else  {
                    if (input(PULSADOR)==1) antipulsacion=0; // Si dejamos de pulsar, actualizamos la bandera de actipulsacion
      
                    if (encendido==1) refresca_display();    // Si esta encendido el sistema, refrescamos el display
       
                    else {                                   // Si esta apagado el sistema, volvemos a apagarlo
                          output_high(TRT_UNI);
                          output_high(TRT_DEC);
                          output_b(0xff);
                         }
                    }
                             
              }//fin_bucle infinito
}//fin_main
// ** Funciones **
void refresca_display(void)
{
if (cambio==0 && decenas!=0) {
                              cambio=1;               // Alternamos el refresco entre unidades y decenas
                              output_low(TRT_UNI);    // Apagamos las unidades
                              output_low(TRT_DEC);    // Apagamos las decenas
                              OUTPUT_B(DISPLAY[decenas]);   // Cargamos el puerto con el valor de las decenas
                              output_high(TRT_DEC);   // Encendemos las decenas
                              delay_ms(5);            // Esperamos 5ms para que no haya parpadeo en el display
                              output_low(TRT_DEC);    // Apagamos las decenas
                             }
else {
      cambio=0;               // Alternamos el refresco entre unidades y decenas
      output_low(TRT_UNI);    // Apagamos las unidades
      output_low(TRT_DEC);    // Apagamos las decenas
      OUTPUT_B(DISPLAY[unidades]);  // Cargamos el puerto con el valor de las unidades
      output_high(TRT_UNI);   // Encendemos las unidades
      delay_ms(5);            // Esperamos 5ms para que no haya parpadeo en el display
      output_low(TRT_UNI);    // Apagamos las unidades
     }
}
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Práctica 3: Frecuenciómetro
//Practica 3:Frecuenciometro (hasta Freq_max=7Khz o T_max=2x65us)
// ** Directivas del microprocesador
#include <16f876.h>                 // Incluimos la libreria del microcontrolador utilizado
#use delay(clock=4M)                // Fijamos la frecuencia del clock utilizado
#fuses  NOWDT,XT,NOPROTECT          // NOWDT:no utilizamos watchdog, XT:Tipo de oscilador (cuarzo),
                                    // NOPROTECT: no proteje el codigo
#include <C:\Users\valerio\Desktop\Entrenador UPC\CCS\3-Frecuenciometro\Librerias\LCD_PORTC.C> // Libreria display
                                                                     // Recordar de poner bien la ruta o direccion
#define MAXIMO 40                   // Definicion para máximo de muestras
// ** Variables globales **
Int8  contador=0,contador_2=0;      // Variables tipo entera 8 bits (desde 0 a 254)
Int16 TFB=0,FRECUENCIAS[MAXIMO];    // Variables tipo entero 16 bits (desde 0 a 65535)
float AP=0,FR=0;                    // Variables tipo coma flotante 32 bits
short nuevopulso=0,cambio=0;        // Variables tipo booleana 1 bit
// ** Funcion interrupcion **
#int_ext                            // Funcion interrupcion externa
void funcion_ext_int(){             // Esta es llamada cada vez que el pin RB0 tiene un flanco
                                    // ascendente o descendente, dependiendo como este configurado
   if (cambio==0){                  // Comprobamos que tipo de flanco toca (recordar ascendente o descendente)
      set_timer1(0);                // Iniciamos la cuenta del timer 1 desde 0
      ext_int_edge(0,H_TO_L);       // Cambiamos el tipo de flanco de alto a bajo, descendente
      cambio=1;                     // Ponemos la variable cambio a 1 para saber que se ha actualizado el flanco
      }
   
   else {                           
         TFB=get_timer1();               // Capturamos el tiempo del timer1 y la guardamos en la variable TFB
         ext_int_edge(0,L_TO_H);         // Cambiamos el tipo de flanco de bajo a alto, ascendente
         cambio=0;                       // Ponemos la variable cambio a 0 para saber que se ha actualizado el flanco
         if(nuevopulso==0) nuevopulso=1; // Comprobamos que exista un nuevo pulso
        }
}
// ** Funcion principal **
void main(void)
{
lcd_init();                               // Cargamos la funcion del display
setup_timer_1(T1_INTERNAL|T1_DIV_BY_1);   // Configuramos timer1 con el reloj interno y un preescaler de 1
ext_int_edge(0,L_TO_H);                   // Configuramos el primer flanco de subida
cambio=0;                                 // Ponemos la variable cambio a 0 para saber que se ha actualizado el flanco
enable_interrupts(int_ext);               // Habilitamos las interrupciones externas del pin RB0
enable_interrupts(global);                // Habilitamos las interrupciones globales
while(true) {                                                        // Bucle infinito
               if (nuevopulso==1){                                   // Comprobamos que exista un pulso nuevo
                                  nuevopulso=0;                      // Paramos el pulso                                                  
                                  if (contador<MAXIMO){              // Obtenemos muestras hasta llegar al maximo
                                                       contador++;   // Incrementamos contador en una unidad
                                                       frecuencias[contador]=TFB;   // Guardamos la muestra en el vector
                                                       delay_us(1);  // Esperamos 1us 
                                                      }
                                 
                                  else {
                                        contador=0;   // Inicializamos el contador
                                        AP=0;         // Inicializamos la Anchura del Pulso (AP)
                                        for (contador_2=0;contador_2<MAXIMO;contador_2++)       // Recorremos todo el vector
                                                                                {
                                                                                 AP+=frecuencias[contador_2];  // Sumamos
                                                                                } // todas las frecuencias individuales
                                        AP=(AP/MAXIMO);  // Dividimos entre numero maximo, para obtener la media aritmetica
                                        
                                        if (AP<1000){                    // Representacion en pantalla en dos escalas HZ y KHZ
                                                     FR=(AP*0.002);      // Anchura de pulso por 2 y pasado de us a ms
                                                     FR=(1/FR);          // Invertimos el periodo de la señal para obtener la frecuencia
                                                     printf(lcd_putc,"Pulso= %g uS\nFrecu= %g Khz ",AP,FR); // Imprimimos por pantalla
                                                    }
68
Soluciones propuestas
                                                                      
                                        else {
                                              FR=(AP*0.000002);         // Anchura de pulso por 2 y pasado de us a segundos
                                              FR=(1/FR);                // Invertimos el periodo de la señal para obtener la frecuencia
                                              printf(lcd_putc,"Pulso= %g uS\nFrecu= %g Hz  ",AP,FR);  // Imprimimos por pantalla
                                             }
                                            
                                       }
                                    }
              else delay_us(1);  // Pausa de 1us
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Práctica 4: Generador de frecuencia
//Generador de frecuencia
// ** Directivas del microprocesador
#include <16f876.h>                                       // Incluimos la libreria del microcontrolador utilizado
#use delay(clock=4000000)                            // Fijamos la frecuencia del clock utilizado
#fuses  NOWDT,XT,NOPROTECT,NOLVP // NOWDT: no utilizamos watchdog, XT: Tipo oscilador (cuarzo)
                                                                        // NOPROTECT: no proteje el codigo, NOLVP:No utiliza voltaje bajo de programacion
#define use_portb_kbd TRUE                        // Defines portb para teclado matricial
#include <kbd.c>                                            // Incluimos libreria para teclado matricial
#include <C:\Users\valerio\Desktop\Entrenador UPC\CCS\4-Generador de frecuencia\Librerias\LCD_PORTC.C> // Incluimos libreria para display
#include <stdio.h>                                          // Incluimos libreria estandard de entrada y salida de datos
#include <math.h>                                          // Incluimos libreria de calculos matematicos
#use standard_io(a)                                         // Directiva que permite al compilador crear entradas y salidas segun convenga
//Definiciones
#define DIGI_MAX 4                  // Numero de digitos maximos 5.
#define SALIDA PIN_A0            // Definimos pin de la salida de nuestro generador de frecuencia
// ** Variables globales **
int cont=0,cont_2=0,cont_3=0,posicion=0,estado=0;  // Variables tipo entera 8 bits (desde 0 a 254)
char pulsado,frec_individual[DIGI_MAX];                 // Variables tipo char, continen el codigo ascii del caracter a guardar
int16 aux=0,frec=0,pulso=0;                                         // Variables tipo entero 16 bits (desde 0 a 65535)
// ** Protipo funciones **
void refresca_lcd(void);             // Funcion de actualizar datos de la pantalla LCD alfanumerica
void lectura_teclado(void);        // Funcion que permite leer las teclas que se presionan en el teclado matricial
void calcula_numero(void);       // Junta las 5 pulsaciones de numeros individuales en un numero unico
void reinicia_variables(void);    // Pone  cero las variables de entorno
// ** Funcion interrupcion **
#int_TIMER1
void TIMER1_isr(void)             // Funcion interrupcion Timer1
{
output_toggle(SALIDA);           // Invierte el estado de la salida del generador de frecuencias
set_timer1(65535-pulso);           // Recarga el timer con el valor del pulso deseado
}
// ** Funcion refresco display **
void refresca_lcd(void)            // Funcion refresca display alfanumerico
{
 switch (cont_2){                     // Mostramos por pantalla la frecuencia y los digitos introducidos hasta el momento
                  case 0:                               // Caso 0
                  printf(lcd_putc,"\fFrec:%Lu(Hz)\nIntro:_",frec);   // Ningun digito introducido
                  break;                                                                      // Termina la funcion
                              
                  case 1:                                                                                                 // Caso 1
                  printf (lcd_putc,"\fFrec:%Lu(Hz)\nIntro:%c_\n",frec,frec_individual[0]); // 1er digito introducido.
                  break;                                                                                                 // Termina la funcion
                                       
                  case 2:                                                                                                   // Caso 2
                  printf (lcd_putc,"\fFrec:%Lu(Hz)\nIntro:%c%c_\n",frec,frec_individual[0],frec_individual[1]); // 1º y 2º introducidos.
                  break;                                                                                                 // Termina la funcion
                                      
                  case 3:                                                                                                                              // Caso 3
                  printf (lcd_putc,"\fFrec:%Lu(Hz)\n\nIntro:%c%c%c_\n",frec,frec_individual[0],frec_individual[1],frec_individual[2]); // 1º,2º y 3º.
                  break;                                                                                                                // Termina la funcion
               
                 case 4:                                                                                                             // Caso 4
                 printf (lcd_putc,"\fFrec:%Lu(Hz)\n\nIntro:%c%c%c%c\n",frec,frec_individual[0],frec_individual[1],frec_individual[2],frec_individual[3]); 
 // 1º,2º,3º y 4º.
                  break;                                                                                                                                    // Termina la funcion
                                 
                  default:
                  printf (lcd_putc,"\fError!"); // Muestra error por pantalla
                  delay_ms(250);                // Retardo de 1 segundo. 250ms * 4
                  delay_ms(250);
                  delay_ms(250);
                  delay_ms(250);
                  reinicia_variables();         // Reinicia las variables
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                  break;                        // Termina la funcion
                }
}//Fin refresca_lcd
// ** Funcion principal **
void main(void)
{
// Carga de funciones 
lcd_init();                 // Carga la funcion del display alfanumerico
kbd_init();                // Carga la funcion del teclado matricial
PORT_B_PULLUPS(TRUE);     // Utilizamos las resistencias de pull_up puerto B
printf(lcd_putc,"\fGenerador\nde funciones");  // Mensaje de bienvenida




refresca_lcd();                                  // Refrescamos el display
reinicia_variables();                            // Ponemos las variables a cero
setup_timer_1(T1_internal|T1_DIV_BY_1);     // Iniciamos Timer 1. Oscilador interno y preescaler por 1
disable_interrupts(int_timer1);       // No habilitamos las ionterrupciones del timer1
enable_interrupts(global);            // Si habilitamos las interrupciones globales
while(1){                                                  // Bucle infinito
         if (estado==0) lectura_teclado();               // Estado 0, leemos teclado matricial
         else if (estado==1) calcula_numero();       // Estado 1, une los diferentes numeros individuales
         else if (estado==2) {reinicia_variables();  // Estado 2, reinicia las variables
                              refresca_lcd();}                     // Refrescamos display
         
         else delay_us(1);                                        // Esperamos 1us
         
        }//fin_while
}//fin_main
//Funciones
void lectura_teclado(void)                                 // Funcion lectura teclado matricial
{
   pulsado=kbd_getc();                                      // Captura de la pulsacion y guardado para posteriormente verificar
                                                                          // si es correcta la pulsacion dada
   
   if (cont_2==DIGI_MAX) {estado=1;refresca_lcd();}   // Verificamos si es la ultima pulsacion y cambiamos de estado si es asi
                  
   else if ((pulsado=='0')||(pulsado=='1')||(pulsado=='2')||(pulsado=='3')||(pulsado=='4')||(pulsado=='5')||(pulsado=='6')||(pulsado=='7')||(pulsado=='8')||
(pulsado=='9'))
                                                                            // Filtramos para comprobar que sea un numero comprendido entre el 1 y el 9
            {
               frec_individual[cont_2]=pulsado;       // Guardamos el dato en el vector de frecuencias individuales
               cont_2++;                                            // Incrementamos en una undiadd el contador 2
               refresca_lcd();                                     // Refrescamos el display
            }
                                
   else if (pulsado=='*') {if (cont_2!=0) {cont_2--;refresca_lcd();} // Filtramos para comprobar que se ha pulsado la tecla "*" y retrocedemos 
                          }                                                                              // un digito            
                                    
   else if (pulsado=='#') {estado=1;refresca_lcd();}     // Filtramos para comprobar que se ha pulsado la tecla "#" y pasamos
                                                                                     // al siguiente estado
      
   else delay_us(1);                                                       // Pausamos 1us
}
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void calcula_numero(void)   // Calcular frecuencia a partir de pulsaciones individuales
{
 posicion=1;                           // Iniciamos las variables para hacer el calculo 
 aux=frec;                              // Guardamos en la variable auxiliar la frecuencia anterior
 frec=0;                                  // Ponemos a cero la frecuencia
 
 for (cont_3=0;cont_3<DIGI_MAX;cont_3++)  // Recorrido desde 0 a digi_max=5 para colocar en el lugar correspondiente  
                                                                             // cada digito individual
              {
               frec+=(frec_individual[cont_3]-48)*(pow(10,(DIGI_MAX-posicion-(DIGI_MAX-cont_2))));   // Formula para calculo de la posicion
               posicion++;
               frec_individual[cont_3]=48;   //Inicializamos vector frec_individual; Codigo ascii(48) = 0
              }
 estado=2;                                                         // Cambiamos el estado
 if (frec==0) {disable_interrupts(int_timer1);  // Si la frecuencia es 0 paramos la salida.
               output_low(SALIDA);}                    // Colocamos la salida a nivel logico 0.
 
                                                                          // Filtramos para que la frecuencia seleccionada este entre 8 y 7KHz
                                                  
 else if ((8<=frec)&&(frec<=7000)) { pulso=(500000/frec);     // 10·10^6/2 Pasar a uS y hacemos dos semiperiodos 
                                     set_timer1(65535-pulso);                      // Iniciamos el conteo del timer1
                                     enable_interrupts(int_timer1);}             // Habilitamos las interrupciones
 
 else { frec=aux;                                                                          // Devolvemos la frecuencia almacenada en la variable auxiliar
        printf (lcd_putc,"\fError!!\n8<= Valor <=7000");              // Mostramos error en el display
        delay_ms(250);                                                                   // Retardo de 1 segundo. 250ms * 4 
        delay_ms(250);
        delay_ms(250);
        delay_ms(250);
      }
refresca_lcd();                                                                             // Refrescamos el display
}
void reinicia_variables(void)                                                      // Reiniciamos las variables
{
for (cont=0;cont<DIGI_MAX;cont++){                                   
                              frec_individual[cont]=48;
                                              delay_us(1);
                                                              }






//Voltimetro digital, desde -12v hasta 12v.
// ** Directivas del microprocesador
#include <16f876.h>                                  // Incluimos la libreria del microcontrolador utilizado
#device adc=10                                          // Configuramos el convertirdor A/D a modo 10 Bits
#use delay(clock=4000000)                       // Fijamos la frecuencia del clock utilizado
#fuses  NOWDT,XT,NOPROTECT          // NOWDT: no utilizamos watchdog, XT: Tipo oscilador (cuarzo)
                                                                   // NOPROTECT: no proteje el codigo
#include <C:\Users\valerio\Desktop\Entrenador UPC\CCS\3-Frecuenciometro\Librerias\LCD_PORTC.C> // Incluimos libreria para display
// ** Funcion principal **
void main(void)
{
int16 adc=0;                                                    // Variables tipo entero 16 bits (desde 0 a 65535)
float volts=0;                                                   // Variable tipo coma flotante 
setup_adc_ports(AN0_VREF_VREF);          // Configuramos el convertidor A/D como entrada AN0, VREF+ y VREF- para trabajar con
                                                                        // voltajes entre +12V y -12V
setup_adc(ADC_CLOCK_INTERNAL);      // Configuración del oscilador interno del convertidor A/D
lcd_init();                                                        // Iniciar LCD
while(true) {                                                  // Bucle infinito
             set_adc_channel(0);                         // Configuramos el canal a muestrear, en este caso canal 0
             delay_us(20);                                    // Esperamos a que realice la muestra
             adc = read_adc();                             // Guardamos la lectura del convertidor en la variable adc
             volts =(-12.0)+(24*adc/1024);        // Reescalamos el valor, para hacerlo inteligible
             printf (lcd_putc,"\fADC = %4ld\nVoltage= %fV",adc,volts);  // Mostramos por pantalla dicho voltaje
                                                                                                                // y su valor de muestra Digital
             delay_ms(100);                                                                          // Espera 100 ms para realizar la
                                                                                                                // siguiente muestra
            }//fin_bucle infinito
}//fin_main
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Práctica 6: Osciloscopio digital con captura de señal y comunicación por puerto USB
//Osciloscopio digital con captura de señal y comunicacion por puerto USB
// ** Directivas del microprocesador **
#include <18f4550.h>                                                // Incluimos la libreria del microcontrolador utilizado
#device adc=10                                                          // Configuramos el convertirdor A/D a modo 10 Bits
#FUSES HSPLL,PLL5,PUT,BROWNOUT,NOWDT,CCP2C1,NOLVP,NODEBUG,USBDIV
#use delay(clock=48M)                                             // Fijamos la frecuencia del clock utilizado
#define PULSADOR PIN_B6
#define USB_CON_SENSE_PIN PIN_B7               // Pin_B7 para reconcer conexion por hardware
#include <usb_cdc.h>                                               // Libreria para añadir un puerto com virtual sobre 
                                                                                  // USB en modo CDC
#include <string.h>
#include <HDM64GS12.C>                                   // Incluimos libreria para display matricial (128x64)
#include <graphics.c>                                             // Incluimos libreria de graficos





#int_ad                                                                      // Funcion lectura del convertidor A/D
void ad_int(){
              valor=read_adc(ADC_READ_ONLY);     // Guardamos la lectura del convertidor en la variable adc
              set_timer1(0);                                             // Iniciamos el timer_1
             }
// ** Funcion principal **
void main() {
            int8 xa=128,ya=0,captura[128];                        // Declaracion de variables locales
            
            CHAR text1[]="Modo captura";                          // Declaracion de textos a mostrar por pantalla
            CHAR text2[]="Presiona pulsador";
            
            glcd_init(ON);                                                          // Habilitamos el display
            disable_interrupts(global);                                        // Deshabilitamos las interrupciones globales
            setup_adc_ports(AN0);                                             // Habilitamos el canal AN0 para tomar las muestras del convertidor A/D
            setup_adc(ADC_CLOCK_INTERNAL);                 // Configuración del oscilador interno del convertidor A/D
            set_adc_channel(0);                                                   // Configuramos el canal a muestrear, en este caso canal 0
            setup_ccp2(CCP_COMPARE_RESET_TIMER);    // CCP2 modo comparaion y disparo especial
   
            setup_timer_1(T1_INTERNAL | T1_DIV_BY_1);  // Configuracion timer 1
            set_timer1(0);                                                             // Puesta a 0
            ccp_2=1000;                                                              // Muestreo cada 200 us a 20 MHz
            enable_interrupts (int_ad);                                        // Habilitamos interrupciones A/D   
            enable_interrupts (global);                                        // Habilitamos interrupciones globales
            
            usb_cdc_init();                                                          // Configuramos el puerto usb en modo CDC
            usb_init();                                                                  // Iniciamos el usb
            
            glcd_fillscreen(0);                                                    // Borrado de pantalla
            glcd_line(1,64,1,1,1);                                               // Pintamos las lineas x e y
            glcd_line(1,31,128,31,1);                                   
            do{
               if ((input(PULSADOR)==0)&&(antipulsacion==0)&&(modocaptura==0)) {  // Si pulsamos el pulsador pausaremos la señal
                                                                                                                                           delay_ms(6);
                                                                                                                                            if (input(PULSADOR)==0){                  
                                                                                                                                                                                           antipulsacion=1;  
                                                                                                                                                                                           pause=1;          
                                                                                                                                                                                          } 
                                                                                                                                         }
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               else if ((input(PULSADOR)==0)&&(antipulsacion==0)&&(modocaptura==1)){ // Si pulsamos el pulsador comenzara a dibujar la señal
                                                                                                                                                delay_ms(6);
                                                                                                                                                 if (input(PULSADOR)==0){
                                                                                                                                                                                                antipulsacion=1;
                                                                                                                                                                                                 pause=0;
                                                                                                                                                                                                 modocaptura=0;
                                                                                                                                                                                                 transmitido=0;
                                                                                                                                                                                               }
                                                                                                                                               }
                                                                                   
               else if ((input(PULSADOR)==1)&&(antipulsacion==1)) antipulsacion=0; // Una vez despulsado pulsador quitamos bandera de 
            // antipulsacion
               
               else if (modocaptura==0){                                           // Pintamos la señal si estamos en modocaptura=0
                                        tension=(valor*5.0)/1024.0;                // Vin en volts (de 0 a 5v)
                                        ya=1.0+12.6*tension;                       // Escalado de Vin, y de 1 a 64 (y=1+64/5*Vin) 
                                       captura[xa]=ya;                            // Pasamos dato al vector, para posterior envio del señal por usb
                                      glcd_pixel(xa,ya,1);                       // Pintamos el pixel en el display matricial
                                                         xa--;                                      // Desplazamos el eje X en una unidad (pintamos de derecha a izquierda)
   
                                                        if ((xa<2)&&(pause==0))  {                          // Evitamos se limpie la pantalla si habilitamos el pause
                                                                                                     xa=128;                   // Iniciamos la posicion de las x's al lado derecho
                                                                                                      glcd_fillscreen(0);       // Borramos la pantalla
                                                                                                      glcd_line(1,64,1,1,1);    // Pintamos las lineas de los ejes x e y
                                                                                                     glcd_line(1,31,128,31,1);
                                                                                                     }
                                         
                                                       else if ((xa<2)&&(pause==1)) {
                                                                                                           modocaptura=1;         // Habilitamos modo captura
                                                                                                         }
                                                       } 
               
                else if (transmitido==0){                                                                      // Trasmitimos los datos recopilados de la señal
                                                          glcd_text57(10,40,text1,1,1);                      // Imprimimos el mensaje text1
                                                          glcd_text57(10,50,text2,1,1);                      // Imprimimos el mensaje text2
                                          
                                                          usb_task();                                                   // Iniciamos el usb
                      
                  if (usb_enumerated()) {
 for (contador=0;contador<128;contador++){           // Transmitiremos 128 tramas
                                    printf(usb_cdc_putc,"%i,%i\n"contador,captura[contador]); 
                                                                                                                                                                       }                                                          
      printf(usb_cdc_putc,"#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n##\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n#\n# "); //Relleno
                                    transmitido=1; // Fin de transmision
                                     }
                                  }                
               }while (TRUE);
}
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Bibliografía y soporte digital
Libro:  Compilador C CCS y simulador Proteus para microcontroladores PIC.
Foros de apoyo y consulta: http://www.gemixstudio.com/forums/ 
Forero que me ayudo a terminar la interfaz del osciloscopio del pc: Erkosone.
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