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Náplní této práce je návrh a implementace informačního systému pro telemarketingovou společnost. 
Systém je implementován v jazyce PHP s použitím Zend Frameworku. Použitý framework je v práci 
důkladně popsán a jsou vysvětleny přístupy s ním spjaté jako softwarový vzor MVC a návrhový vzor 








Thesis contains design and implementation of information system for Telemarketing Company. 
System is implemented in PHP language supported by Zend Framework. Used framework is properly 
described in this thesis, as well as related software pattern MVC and design pattern Front Controller. 
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Cílem této práce je implementace informačního systému pro telemarketing. Telemarketing je 
v současnosti velice oblíbenou formou nabídky služeb a produktů. Stěžejním pro podnikání v této 
oblasti je efektivní zpracování velkého množství dat ve formě databází klientů. Zpracování spočívá 
především v přidělování hovorů jednotlivým operátorům a následném uložení dosažených výsledků 
při hovoru s klientem. 
Pro implementaci je použit Zend Framework. Jedná se o jeden z nejrozšířenějších frameworků 
pro PHP nabízející širokou škálu funkcí pro vývoj webových aplikací. Čtenář se seznámí se 
softwarovým vzorem MVC a návrhovým vzorem Front Controller, na kterých je Zend Framework 
postaven. Podrobně je popsáno zpracování požadavku na stránku v tomto frameworku.  
Jednotlivé kapitoly práce, korespondují s fázemi vývoje projektu, jak ho známe 
ze softwarového inženýrství s výjimkou kapitoly 6, jenž tvoří závěr práce. 
Kapitola 2 pojednává o analýze požadavků. Jsou zde popsány způsoby, jakými lze požadavky 
získávat a podrobněji vypsány ty, které byli použity pro tento systém. Výsledkem je strukturovaný 
seznam požadavků. 
Cílem kapitoly 3, je navrhnout informační systém s přihlédnutím k požadavkům získaným při 
analýze požadavků. Návrh je ve formě ER diagramu a jeho následné transformaci na databázové 
tabulky. Pro pochopení logiky systému a usnadnění návrhu uživatelského prostředí, je zde uvedeno 
několik případů užití. 
Náplní kapitoly 4 je vlastní implementace systému s využitím Zend Frameworku a jeho 
blokový popis. 
Testování a návrhy na rozšíření systému je popsáno v kapitole 5. 
Náplní kapitoly 6 je zhodnocení dosažených výsledků a přínosu použití frameworku pro vývoj 
webového informačního systému. 
2. Analýza požadavků 
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2 Analýza požadavků 
Cílem této kapitoly, potažmo fáze vývoje systému, je vymezení požadavků pro navrhovaný systém. 
V úvodu jsou vypsány metody získávání požadavků a zvláště je pak věnována pozornost těm 
metodám, které byly použity právě pro tento projekt. Následuje analýza získaných požadavků a 
shrnutí do strukturovaného seznamu rozděleného dle rolí uživatelů systému.  
2.1 Způsoby získávání požadavků 
Identifikace požadavků na systém je důležitou součástí vývoje systému. Je nutné určit, kdo bude se 
systémem pracovat, jaké jsou požadavky na funkčnost, uživatelské rozhraní, výkon a prostředky které 
bude systém moci využívat. Tyto informace lze získat různými způsoby, z nichž některé jsou zde 
popsány. Čerpáno bylo z [2] a [3].  
Podrobněji jsou pak popsány metody, které byly použity pro získání požadavků pro tento 
projekt a to těmi jsou: orientační interview a analýza existujícího softwarového systému. 
2.1.1 Interview 
V praxi se používá interview buď strukturované, nebo orientační. Strukturované interview je vedeno 
podle předepsané osnovy, tak aby byl dotazovaný co nejvíce veden k přesným odpovědím, zatím co 
volné interview si lze představit jako volný hovor o navrhovaném systému. Interview by mělo být 
vedeno se všemi stranami zainteresovanými do projektu. Psanou formou Interview je dotazník, který 
zde, jako metodu pro získávání požadavku, nebudeme samostatně uvádět.   
V případě tohoto projektu jsem měl možnost komunikovat pouze s lidmi, kteří pracovali nebo 
stále pracují na úrovni operátorů v různých telemarketingových společnostech. Výsledkem byli 
především informace o vzhledu a funkčnosti, kterou takový systém nabízí z pohledu operátora.  
Poměrně překvapivým pro mě bylo zjištění, že menší a někdy i středně velké telemarketingové 
společnosti vůbec nepoužívají specializovaný software, ale pouze tabulkovým editor s databází 
klientů.  
2.1.2 Analýza existujícího softwarového systému a studium 
dokumentů 
Metoda spočívá ve studiu zdrojových kódů nebo dokumentace již fungujícího systému. 
Předpokladem využití této metody je tedy přístup k takovému systému. 
V tomto případě jsem měl možnost vyzkoušet si podobný informační systém. Tento byl též 
implementován v Zend Frameworku. Bohužel jsem neměl přístup ke zdrojovým kódům. Výsledkem 
bylo především prohloubení povědomí o logice uživatelského rozhraní a ukázka možností takovéhoto 
systému. Inspirací pro funkčnost systému byla ukázka průběhu hovoru a obsluha pokynů pro 
rozhovor (v prostředí telemarketingu známé jako call-script). 
2. Analýza požadavků 
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2.1.3 pozorování prací u zákazníka nebo přímá účast na 
pracích zákazníka 
Tento způsob analýzy požadavků je často používán při přechodu z již fungujícího systému na jeho 
novou verzi. 
Pracovník odpovědný za analýzu sleduje uživatele při práci se stávajícím systémem, popřípadě 
po zaškolení přímo jeho práci vykonává. Výsledkem je pak pochopení zvyklostí uživatele při práci se 
systémem a navržení aplikace tak, aby se uživatel nemusel příliš tyto návyky měnit a aby práce se 
systémem byla efektivnější. 
I přes moji snahu se mi bohužel nepodařilo dostat do žádné telemarketingové společnosti, která 
by podobný systém používala. 
 
2.2 Strukturovaný seznam požadavků 
Poznatky získané z interview a studia funkčně podobného systému jsou shrnuty v následujícím 
seznamu požadavků rozdělených podle jednotlivých rolí uživatelů, jež budou se systémem aktivně 
pracovat: 
• Supervizor – zastává funkci správce informačního systému a má tedy právo 
manipulovat se všemi jeho součástmi. 
• Administrátor – má stejná práva jako supervizor s tím rozdílem, že může editovat a 
mazat i uživatele se stejným oprávněním a smazané uživatele může obnovit. 
• Operátor má možnost obvolávat klienty, přihlašovat se na školení, odhlašovat se ze 
školení a nahlížet na výsledky školení.  
U požadavků je uvedena odhadovaná a skutečná náročnost na implementaci, kde 5 je 
nejnáročnější a 1 je nejsnazší. V závorce za skutečnou náročností je v některých případech uveden 
komentář. Obsahem komentářů je zdůvodnění skutečné náročnosti a jsou zde uvedeny komponenty 
Zend Frameworku, které implementaci ulehčili. Pro přesné pochopení těchto vysvětlení je potřeba se 
seznámit s kapitolou 4, zabývající se komponentami Zend Frameworku a použitými návrhovými 
vzory. 
Dále je zde slovně uvedena priorita, odrážející potřebu dokončení této části pro nasazení do 
provozu.  
2.2.1  Supervizor 
Požadavek 1: správa uživatelů 
Supervizor bude mít možnost přidávat operátory a další supervizory. Editovat informace a mazat 
bude moct pouze operátory. Pro operátora bude možné vygenerovat off-line databázi, tu následně 
vytisknout a doplnit výsledky telefonátů. Supervizor bude mít možnost nahlížet do on-line databáze 
operátora a přidávat mu nebo odebírat klienty pro obvolávání. 
Priorita: vysoká 
Odhadovaná náročnost: 4 
Skutečná náročnost: 4 (udržování dat o přihlášeném uživateli zajišťuje Zend_Auth, ovšem musela být 
naimplementována kontrola oprávnění na manipulaci s daty jiného uživatele. Použitý Zend_Acl nemohl být pro 
tento účel použit, protože jsme požadovali různá oprávnění na přístup v rámci jedné akce.) 
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Požadavek 2: přidání uživatele 
O uživateli budou uloženy základní osobní a kontaktní údaje včetně e-mailu, který bude sloužit 
k oznamování změn, které se ho nějakým způsobem týkají. Operátor bude přidán jako nezaškolený a 
tudíž nebude mít možnost obvolávat žádnou kampaň. 
Priorita: vysoká 
Odhadovaná náročnost: 3 
Skutečná náročnost: 2 (komponenta Zend_Form usnadňuje tvorbu formulářů a kontrolu formulářových dat. 
Použití návrhového vzoru Data Mapper usnadnilo ukládání dat do databáze.) 
 
Požadavek 3: editace uživatele 
Editovat bude možné pouze účty operátorů. O operátorovi lze editovat všechny údaje zadané při 
přidání s výjimkou uživatelského jména. Supervizor má práva povýšit roli operátora na supervizora. 
Priorita: střední 
Odhadovaná náročnost: 4 
Skutečná náročnost: 2 (návrhový vzor Data Mapper usnadňuje získání informací o uživateli z databáze a 
jejich následné uložení) 
 
Požadavek 4:  smazání uživatele 
Operátor bude vyřazen ze seznamu operátorů, ale z databáze odstraněn nebude, aby bylo možné na 
něho i nadále odkazovat z jiných částí systému, například z historie volání. 
Priorita: vysoká 
Odhadovaná náročnost: 2 
Skutečná náročnost: 2 (při odstranění je nutné odebrat operátorovi přiřazené hovory, které ještě nebyly 
obvolány) 
 
Požadavek 5:  off-line databáze 
Pro každého operátora bude možno vygenerovat off-line databázi klientů pro obvolávání. Klienty 
půjde z databáze odebírat, přidávat nebo vyplnit záznam o hovoru. Počet klientů pro generovanou 
databázi bude možno zadat před vygenerováním. U výpisu offline databáze operátora je možné 
vytisknout pokyny pro rozhovor pro jednotlivé kampaně v databázi a listy klientů pro off-line volání. 
Databázi lze smazat čímž budou neobvolaní klienti uvolněni a budou tak moci být zařazeni do jiné 
databáze. 
Priorita: nízká 
Odhadovaná náročnost: 3 
Skutečná náročnost: 2 (komponenta Zend_Pdf usnadnila práci při vytváření dokumentů pro off-line 
obvolávání) 
 
Požadavek 6: on-line databáze 
Operátorovi bude automaticky generována databáze klientů pro obvolávání a to na základě kampaně, 
na kterou je proškolen (může jich být i více) a data posledního volání klientům (klienti kteří mají být 
voláni znovu v určitý den a čas budou do databáze generováni přednostně). Do databáze operátora 
bude možné klienty přidávat a také je odebírat. Na výsledek hovoru je následně možné nahlédnout ve 
výpisu klientů dané kampaně. Supervizor má možnost zrušit operátorovu databázi a tím uvolnit 
neobvolané klienty, aby mohli být zařazeni do databáze jiného operátora. 
Priorita: vysoká 
Odhadovaná náročnost: 5 
Skutečná náročnost: 2 (využití action helpru, který je dostupný pro všechny kontroléry a rozšiřuje jejich 
funkčnost) 
2. Analýza požadavků 
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Požadavek 7: statistiky operátorů 
Při provedení hovoru bude záznam s datem a výsledkem telefonátu uložen do databáze. Stejně tak 
budou uloženy výsledky hovorů provedených off-line a následně vložených supervizorem. Z takto 
uložených dat bude následně možné získat statistiky o počtu a úspěšnosti hovorů za určité časové 
období. 
Priorita: nízká 
Odhadovaná náročnost: 2 
Skutečná náročnost: nebylo implementováno v prvním cyklu vývoje 
 
Požadavek 8: školení 
Možnost vypsat, editovat a zrušit školení. Školení bude vypisováno s termínem konání, kapacitou a 
kampaní, které se týká. Souběžně se může konat i více školení. Na školení se operátor může přihlásit 
přes systém nebo může být přihlášen supervizorem. Supervizor po absolvování školení zadá u 
jednotlivých operátorů výsledek školení (absolvoval úspěšně, neabsolvoval úspěšně, nezúčastnil se). 
Priorita: vysoká 
Odhadovaná náročnost: 3 
Skutečná náročnost: 2 (především díky návrhovému vzoru Data Mapper, který zjednodušil manipulaci 
s informacemi o školení a javascriptovému kalendáři pro zadávání data a času) 
 
Požadavek 9: přidání školení 
Při přidávání školení bude zadáno datum a čas začátku a konce konání školení, kampaň, na kterou je 
školení vypsáno a kapacita. Po přidání školení bude možné se na něho zapsat nebo být zapsán 
supervizorem. Zapsat se lze pouze na školení týkající se kampaně, na kterou ještě operátor nebyl 
proškolen. 
Priorita: vysoká 
Odhadovaná náročnost: 2 
Skutečná náročnost: 1 
 
Požadavek 10: editace školení 
Supervizor může přihlásit nebo zapsat operátory a změnit termín konání. Pokud dojde ke změně 
termínu konání, budou o tom zapsaní operátoři informováni prostřednictvím e-mailu. Stejně tak bude 
obeslán e-mailem uživatel, který bude zapsán nebo odhlášen supervizorem. 
Priorita: vysoká 
Odhadovaná náročnost: 3 
Skutečná náročnost: 1 
 
Požadavek 11: zrušení školení 
Pokud bude školení zrušeno, budou zapsaní operátoři informováni e-mailem. Školení lze zrušit pouze 
do data před začátkem školení. Školení, které již proběhlo nebo právě probíhá, nelze zrušit. 
Priorita: nízká 
Odhadovaná náročnost: 2 
Skutečná náročnost: 2
2. Analýza požadavků 
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Požadavek 12:  kampaně 
Pokud bude kampaň aktivní, budou klienti v této kampani obvoláváni. Klienty bude do kampaně 
možno přidat v editaci kampaně nebo prostřednictvím modulu pro správu klientů. Kampaň bude mít 
přiřazeny pokyny pro rozhovor. 
Priorita: vysoká 
Odhadovaná náročnost: 4 
Skutečná náročnost: 4 
 
Požadavek 13: pokyny pro rozhovor 
Pokyny pro rozhovor slouží operátorovi jako vodítko při hovoru s klientem. Jedny pokyny bude moci 
sdílet i několik kampaní. Budou mít formu stromu, kde rodič bude otázka/sdělení a přes volbu se 
dostaneme k potomkům, jenž budou představovat další otázku/sdělení. Počet odpovědí/voleb by 
neměl být omezen tak aby bylo možné se dotazovat například na věkové rozpětí a podobně. Pokyny 
pro rozhovor bude možné vytisknout pro potřeby off-line obvolávání klientů. 
Priorita: vysoká 
Odhadovaná náročnost: 4 
Skutečná náročnost: 2 (využití funkce redirect objektu regest, sloužícího pro přesměrování na jinou stránku, 
v tomto případě na nově vytvořenou volbu) 
 
Požadavek 14:   přidání kampaně 
Přidání kampaně bude obnášet zadání jejího jména, statusu zda je aktivní nebo neaktivní výběr 
předlohy pro volání. Před vlastním přidáním bude možné přidat nové pokyny pro rozhovor. 
Priorita: vysoká 
Odhadovaná náročnost: 2 
Skutečná náročnost: 1 
 
Požadavek 15: editace kampaně 
Umožní editovat název kampaně, informaci o tom zda je kampaň aktivní, přidávat klienty do 
kampaně, odebírat klienty z kampaně a změnit přiřazené pokyny pro volání. V seznamu klientů také 
bude uveden stav jejich hovoru. 
Priorita: střední 
Odhadovaná náročnost: 3 
Skutečná náročnost: 3 
 
Požadavek 16: aktivace/deaktivace kampaně 
Pokud bude kampaň aktivní, budou její klienti obvolávání, bude možné do kampaně přidávat klienty 
a vypisovat na kampaň školení. Při deaktivaci bude možné pouze editovat informace o kampani. 
Priorita: střední 
Odhadovaná náročnost: 2 
Skutečná náročnost: 2 (při deaktivaci je nutné odstranit z databází operátorů hovory, které doposud nebyly 
provedeny)
2. Analýza požadavků 
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Požadavek 17:  správa klientů 
Supervizor bude mít možnost vidět kompletní databázi klientů. Bude moci editovat všechny 
informace o klientech. Klienti budou moci být zařazeni do černé listiny, popřípadě z tohoto seznamu 
vyřazeni. U klientů bude uvedena databáze, z které byla data o nich získána. 
Priorita: vysoká 
Odhadovaná náročnost: 4 
Skutečná náročnost: 2  
 
Požadavek 18: přidání klienta 
O klientovi budou vedeny osobní a kontaktní informace. Klienta bude možnost přidat jak manuálně 
tak prostřednictvím importu databáze.  
Priorita: vysoká 
Odhadovaná náročnost: 4 
Skutečná náročnost: 4 (import databáze byl obohacen i o mapování polí vstupního souboru na pole databáze) 
 
Požadavek 19:  editace klienta 
Supervizor má možnost editovat veškerá osobní klienta. Klienty je možné přidat do aktivní kampaně 
nebo je z kampaně odebrat. Hovor klientovi je možné přiřadit do databáze (on-line, off-line) 
operátora nebo z této databáze vyjmout.  
Priorita: střední 
Odhadovaná náročnost: 3 
Skutečná náročnost: 2 (využití action helpru pro práci s databází klientů pro jednotlivé operátory) 
 
Požadavek 20: smazání klienta 
Smazání klienta povede k jeho zařazení do černé listiny a tím bude zároveň vyřazen z dalšího 
obvolávání. Klienta nelze fyzicky odstranit z databáze, protože je nutné, aby záznam o něm byl 
dostupný s ohledem na návaznost na již uskutečněné hovory. Klient může být z černé listiny přesunut 
zpět do databáze tak aby bylo možné ho znovu obvolávat a přidávat do kampaní. 
Priorita: střední 
Odhadovaná náročnost: 2 
Skutečná náročnost: 1 
 
Požadavek 21: výběr klientů 
Pro potřeby hromadné práce s klienty (přidání do kampaně, smazání, import atd.), bude možno vybrat 
více klientů a s nimi provést požadovanou operaci. Dále bude možné klienty filtrovat podle všech 
informací uvedených ve výpisu klientů v systému. 
Priorita: střední 
Odhadovaná náročnost: 1 
Skutečná náročnost: 1 
 
Požadavek 22: černá listina 
Pokud bude klient zařazen do černé litiny, bude vyloučen z jakéhokoli dalšího obvolávání. Tento 
seznam bude přístupný z databáze klientů a bude možné klienta znovu přesunout mezi aktivní klienty. 
Priorita: nízká 
Odhadovaná náročnost: 1 
Skutečná náročnost: 1
2. Analýza požadavků 
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Požadavek 23: směny 
U směny bude zadán začátek včetně data, pokud půjde o jednorázovou směnu nebo pouze časový 
údaj začátku, popřípadě den v týdnu, půjde-li o směnu opakovanou. Dále bude zadána kapacita, délka 
směny v hodinách a u opakovaných směn četnost opakování (denně, týdně, měsíčně). Supervizor 
bude mít možnost nahlížet na obsazenost směn na aktuální a následující týden, přidávat operátora na 
směnu nebo mu směnu zrušit. Pokud bude směna jakýmkoli způsobem změněna, je o tom přihlášený 
operátor informován prostřednictvím e-mailu. 
Priorita: nízká 
Odhadovaná náročnost: 4 
Skutečná náročnost: nebylo implementováno v první iteraci vývojového cyklu 
2.2.2 Administrátor 
Požadavek 24:  práva 
Administrátor bude mít všechny práva a možnosti práce se systémem shodné s uživatelem v roli 
supervizora s rozdíly uvedenými v následujících požadavcích. 
Priorita: vysoká 
Odhadovaná náročnost: 3 
Skutečná náročnost: 2 
 
Požadavek 25:  správa uživatelů 
Administrátor bude mít právo editovat, přidávat a mazat uživatele typu Administrátor, Supervizor, 
Operátor. 
Priorita: vysoká 
Odhadovaná náročnost: 3 
Skutečná náročnost: 2 (pomocí Zend_Auth uchováváme informace o roli přihlášeného uživatele a porovnáním 
práv s uživatelem editovaným získáme informaci, zda máme na operaci oprávnění) 
 
Požadavek 26: smazání zaměstnance 
Administrátor bude mít právo smazat všechny typy zaměstnanců. 
Priorita: nízká 
Odhadovaná náročnost: 1 
Skutečná náročnost: 1 
 
Požadavek 27: obnovení zaměstnance 
Administrátor bude mít možnost obnovit zaměstnance. Toto bude použito například při znovu přijetí 
zaměstnance, tak aby nemusel znovu absolvovat školení, které již úspěšně absolvoval. 
Priorita: nízká 
Odhadovaná náročnost: 1 
Skutečná náročnost: 1




Požadavek 28: seznam klientů 
Seznam klientů bude operátorovi generován automaticky ve chvíli, kdy nemá žádné klienty 
k obvolávání a upravován supervizorem nebo administrátorem. Operátor si z tohoto seznamu může 
vybrat klienta a tomu následně volat. Pokud je s klientem uskutečněn hovor je z on-line databáze 
operátora vyřazen. 
Priorita: vysoká 
Odhadovaná náročnost: 4 
Skutečná náročnost: 2 (využití helpru pro práci s databází klientů pro obvolávání) 
 
Požadavek 29: volání 
Při volání musí mít operátor následující možnosti: prohlížet/editovat informace o klientovi, 
zaznamenat výsledek hovoru, prohlížet/procházet předlohu pro volání a volat dalšího klienta. 
Priorita: vysoká 
Odhadovaná náročnost: 5 
Skutečná náročnost: 2 (pro generování a procházení byla využita technologie ajax s využitím funkcí 
javascriptového frameworku JQuery) 
 
Požadavek 30: editace informací o klientovi 
Základní informace o uživateli budou zobrazeny na obrazovce volání. Tyto informace lze přímo 
editovat a uložit nezávisle na výsledku hovoru.  
Priorita: střední 
Odhadovaná náročnost: 3 
Skutečná náročnost: 1 
 
Požadavek 31: pokyny pro rozhovor 
Při volání se operátor řídí pokyny pro rozhovor přidělenými dané kampani. Pokyny budou fungovat 
tak, že operátor čte otázky/sdělení a označuje odpověď, kterou obdržel od klienta. Na základě 
odpovědi je zobrazena další otázka/sdělení. V průběhu procházení pokyny bude možné se vrátit 
k předchozí otázce pro případ, že by se operátor spletl při zadání odpovědi nebo si klient odpověď 
rozmyslel. 
Priorita: vysoká 
Odhadovaná náročnost: 3 
Skutečná náročnost: 1 
 
Požadavek 32: záznam výsledku hovoru 
Operátor uloží informace o tom, zda se podařilo klienta kontaktovat, zda má zájem o produkt 
popřípadě datum a čas kdy má být znovu kontaktován. Pokud se nepovedlo klientovi dovolat 
z důvodu neplatného telefonního čísla nebo si nepřeje být již kontaktován, bude zařazen do černé 
listiny. 
Priorita: vysoká 
Odhadovaná náročnost: 2 
Skutečná náročnost: 2 (je nutné provést další akce související se zadaným výsledkem hovoru)
2. Analýza požadavků 
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Požadavek 33:  školení 
Zde bude operátor spravovat svá školení. Školení budou seřazena tak aby nejnovější byla první. 
Seznam školení bude rozdělen na dvě části. V prvním seznamu budou školení, které operátor již 
absolvoval nebo které má právě zapsané. V tomto výpisu bude také záznam o stavu školení 
(absolvoval úspěšně, neabsolvoval úspěšně, nezúčastnil se). Ze školení které ještě neproběhlo, se 
bude možné odhlásit. Druhý seznam budou školení nabízená k zapsání. 
Priorita: vysoká 
Odhadovaná náročnost: 3 
Skutečná náročnost: 2 
 
Požadavek 34: přihlášení na školení 
Seznam dostupných školení. U každého školení bude zobrazen termín konání, kampaň, na kterou se 
školení vztahuje, kapacita a počet přihlášených. Seznam budou tvořit pouze školení na kampaně, 
v kterých operátor doposud proškolen nebyl. Po přihlášení bude výsledek školení označen jako 
nezadáno. 
Priorita: vysoká 
Odhadovaná náročnost: 2 
Skutečná náročnost: 2 
 
Požadavek 35: výsledek školení 
Ze školení, která se ještě nekonala, bude možné se odhlásit. Výsledek školení bude moct být nastaven 
na následující: absolvoval úspěšně, neabsolvoval úspěšně nebo nezúčastnil se. Pokud uživatel školení 
absolvuje úspěšně, bude moci obvolávat klienty dané kampaně. 
Priorita: vysoká 
Odhadovaná náročnost: 2 
Skutečná náročnost: 1 
 
Požadavek 36: směny 
Výpis zapsaných směn s časovým vymezením. Odhlašovat se lze pouze ze směn v následujícím týdnu 
směny v aktuálním týdnu operátor odhlašovat nemůže. 
Priorita: nízká 
Odhadovaná náročnost: 2 
Skutečná náročnost: nebylo implementováno v první iteraci vývojového cyklu 
 
Požadavek 37:  přihlašování na směny 
Na směnu se operátor přihlašuje vždy na následující týden. Před přihlášením vybere délku směny (4,6 
nebo 8 hodin) a následně označí začátek směny. Nelze se přihlásit na více směn probíhajících 
součastně nebo na směnu týkající se kampaně na kterou nebyl operátor proškolen. 
Priorita: nízká 
Odhadovaná náročnost: 3 





Cílem této kapitoly je zpracovat návrh systému na základě požadavků definovaných v kapitole 2. Pro 
návrh aplikačních entit a jejich vztahů nám poslouží ER diagram. Pro pochopení práce se systémem si 
definujeme několik případů užití. Tyto ukázkové úlohy, zachycující běžné pracovní úkony se 
systémem, nám pomohou především při návrhu uživatelského rozhraní a jeho logiky. V této kapitole 
bylo čerpáno především z [2] a [3] 
3.1 ER diagram 
Na obrázku 3.1 můžeme vidět ER diagram vycházející z požadavků z kapitoly 2.  V následujících 
odstavcích si popíšeme jak byly transformovány některé požadavky, tak aby se minimalizoval počet 
entit a s tím potažmo i množství tabulek v databázi. Schéma výsledné databáze je v příloze B.  
3.1.1 Černá listina 
S černou listinou není v systému potřeba pracovat jako se samostatnou entitou. Namísto toho je 
modelována pouze jako atribut entity klient. Tento atribut bude také fungovat pro označení klienta 
jako smazaného. Tyto dva případy lze spojit, protože klient smazaný i zařazený do černé listiny 
nemohou být obvolávání ani nebudou zobrazeni ve výpisu. 
3.1.2 Mazání 
Některé z entit v systému není možné odstranit z důvodu možného porušení integrity dat. Pro tyto 
speciální případy je zde uvedeno řešení. 
Zaměstnanec nemůže být fyzicky z databáze odstraněn, neboť je vázán na již provedené 
hovory a školení, na která se přihlásil (byl přihlášen). Smazání ze systému tedy spočívá v jeho 
označení za smazaného nastavením atributu deleted entity zaměstnanec. 
V případě smazaní klienta stojíme před podobným problémem jako u zaměstnance. Zde pro 
označení klienta jako smazaného slouží atribut inGlobalBlacklist, tak jak bylo popsáno v kapitole 
3.1.1. 
Školení lze odstranit z databáze, ale pouze pokud ještě nebylo uskutečněno, respektive nemá 
nikdo z klientů v tomto školení nastaven jiný stav než registrovaný. Pokud je tato podmínka splněna, 
budou při smazání školení klienti do něho zaregistrovaní, odhlášeni. 
Kampaně mazat nelze, jedinou možností je kampaň nastavit jako neaktivní. Následkem toho 
jsou zrušeny všechny neprovedené hovory v této kampani a nelze na ni vypsat školení. I u neaktivní 
kampaně je však možné přidávat a odebírat klienty. 
3.1.3 Pokyny pro rozhovor s neomezeným množstvím voleb 
Z požadavků plyne, že v pokynech pro rozhovor mohou být otázky typu „Do jaké z následujících 
věkových skupin spadáte?” s možnostmi odpovědi: 8 – 15, 15 – 30, 30 – 60 atd. Tuto situaci lze 
vyřešit pomocí dvou entit. První ponese informaci o názvu pokynů a odkaz na entitu reprezentující 
otázky/ pokyny. Tato druhá entita má následující atributy: text reprezentující otázku nebo pokyn, 
option což je znění volby vedoucí na tuto otázku/pokyn a parent tedy odkaz na předchozí 




Obrázek 3.1: ER diagram 
3.1.4 Výsledek hovoru 
Pro rozlišení jak hovor dopadl, slouží atribut callStatus v entitě telefonát. Podle zvoleného výsledku 
může být klient zařazen do černé listiny a to v případě, že volané číslo neexistuje nebo nepatří 
danému klientovi. Pokud klient telefonát nepřijme, bude kontaktován znovu. Další možností je že si 
klient přeje být kontaktován jindy. V takovém případě bude uložen požadovaný datum a čas. 
3. Návrh 
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3.1.5 Zařazení klienta do kampaně 
V rámci systému bude pro tento případ sloužit entita telefonát s patřičným nastavením atributů. Toto 
řešení nahradí tabulku, která by udržovala informaci o tom který klient je zařazen do jaké kampaně a 
zároveň umožňuje udržovat historii hovorů. 
3.1.6 Adresy 
Uchování adresy je požadováno jak u zaměstnanců, tak u klientů a z tohoto důvodu je prezentována 
samostatnou entitou. Díky tomu řešení je možné adresu spravovat jednotným způsobem. Další 
výhodou tohoto řešení je flexibilita pro případ, že v budoucnu bude požadováno uložení více adres 
k jednomu klientovi popřípadě zaměstnanci.  
3.1.7 Školení a uložení výsledků 
U školení je potřeba udržovat informace o začátku a konci školení, kampani, na kterou je školení 
vypsáno a kapacitě. Tyto souhrnné informace jsou zastřešeny entitou školení. Dále zde je entita 
stavŠkolení, která slouží pro udržování informace o tom, kteří klienti jsou na školení zapsáni 
popřípadě, jak školení absolvovali. Obě tyto funkce plní atribut status. 
3.1.8 Uživatelské role 
Pro uživatelskou roli, tak aby se dala použít pro komponentu Zend_Acl, je nutné znát její 
identifikátor, předka a pořadí. Pořadí odráží, na jakém místě v hierarchii uživatelných oprávnění bude 
tato role stát. Atribut parent (předek) určuje, od které uživatelské role budou oprávnění zděděna. 
Pokud není atribut parent nastaven, bude jeho hodnota null. 
 
3.2 Use-case 
Následující modelové případy užití slouží jako ukázka činností, které bude uživatel v systému 
provádět. Toto následně poslouží jako pomůcka při návrhu uživatelského rozhraní a jeho logiky tj. 
přechodů mezi obrazovkami a umístění a typy ovládacích prvků. Případy užití jsou rozděleny do dvou 
skupin podle rolí uživatelů systému. 
3.2.1 Operátor 
Volání libovolného klienta 
1. Výběr položky volat v menu 
2. Procházení pokyny pro volání 





Volaní konkrétního klienta z databáze 
1. Výběr položky klienti v menu 
2. Výběr požadovaného klienta 
3. Vybrání volby volat 
4. Dále postupujeme jako v předchozím případě 
Přihlášení na školení  
1. Výběr volby školení z menu 
2. Výběr vhodného termínu a kampaně ze seznamu nabízených školení 
3. Zapsání na školení 
Změna termínu školení 
1. Výběr volby školení v menu 
2. Vyhledání školení na kampaň, které máme právě zapsané v seznamu přihlášených školení 
3. Odhlášení ze školení 
4. Vyhledání vhodného termínu v seznamu nabízených školení přihlášení na termín 
3.2.2 Supervizor 
Přidání nového operátora 
1. Výběr položky zaměstnanci v menu 
2. Výběr volby přidat uživatele 
3. Vyplnění požadovaných údajů o uživateli 
4. Uložení informací 
Příprava pro off-line obvolávání 
1. Výběr položky zaměstnanci v menu 
2. Vyhledání požadovaného operátora 
3. Výběr volby off-line databáze 
4. Zadání počtu klientů, které budou operátorovi přiděleni 
5. Vygenerování databáze 
6. Tisk pokynů pro rozhovor a klientských listů 
Zadání výsledků off-line obvolávání (kroky 4-6 se opakují pro všechny obvolané klienty) 
1. Výběr položky zaměstnanci v menu 
2. Vyhledání požadovaného operátora 
3. Výběr volby off-line databáze 
4. Výběr hovoru 
5. Zadání výsledku hovoru 
6. Uložení informací 
Přidání kampaně 
1. Výběr položky kampaně v menu 
2. Výběr volby přidat novou kampaň 
3. (volitelně) Výběr volby pokynů pro rozhovor 
4. Vložení informací o kampani 
5. Uložení informací o kampani 
3. Návrh 
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Přidání klientů, kteří byli získání z určité databáze, do kampaně 
1. Výběr položky kampaně v menu 
2. Vyhledání požadované kampaně  
3. Editace kampaně 
4. Volba přidat klienty 
5. Výběr klientů, kteří byli získání z dané databáze (použití filtru) 
6. Volba označit všechny 
7. Přidat do kampaně 
8. Uložit kampaň 
Přidání klientů, kteří byli získání z určité databáze, do kampaně (alternativní postup) 
1. Výběr položky klienti v menu 
2. Výběr klientů, kteří byli získání z dané databáze (použití filtru) 
3. Volba vybrat vše 
4. Výběr kampaně u volby přidat do kampaně 
5. Volba přidat do kampaně 
Registrace operátora na školení 
1. Výběr položky školení v menu 
2. Volba editovat 
3. Volba registrovat operátora 
4. Výběr daného operátora (lze i více) 




Náplní kapitoly je vysvětlení funkce Zend Frameworku, který byl pro implementaci systému zvolen. 
Informace jsou čerpány především z [9] a [1]. Dále jsou vysvětleny návrhové vzory Front Controller 
a Data Mapper. První jmenovaný spolu se softwarovým vzorem MVC, který je v této kapitole také 
rozebrán, tvoří architekturu Zend Frameworku. 
Podrobněji bude rozebráno přihlašování do systému a správa přístupu ke zdrojům. 
V části 4.4 je systém popsán na jednotlivých kontrolérech, tvořících bloky systému. U každého 
kontroléru jsou uvedeny akce, které tvoří funkčnost popisovaného bloku. 
V závěru jsou uvedeny zdroje, potřebné pro realizaci a běh navrhovaného systému. 
4.1 Zend Framework 
Zend Framework je framework určený pro vývoj aplikací v PHP šířený pod licencí new BSD. Za jeho 
vývojem stojí společnost Zend Technologies tím je zaručeno, že tento framework bude i nadále 
vyvíjen a podporován. Na webových stránkách Zend Frameworku [9] je dostupná velice kvalitně 
zpracovaná dokumentace v anglickém jazyce v podobě referenční příručky a API.  
Framework je postaven na softwarovém vzoru MVC který je popsán v kapitole 4.1.1. Použití 
Zend Frameworku, přináší výhodu, oproti použití samotného PHP, především u středních a větších 
projektů. Díky použití softwarového vzoru MVC a s tím související předepsané adresářové struktuře 
je takový projekt snadno udržovatelný a rozšířitelný. Zend Framework obsahuje velké množství 
komponent běžně potřebných pro vývoj webové aplikace. Zde jsou uvedeny některé z komponent, 
které byly využity v tomto systému: Zend_Mail (vytváření a odesílání e-mailu), Zend_Pdf 
(vytváření a úprava dokumentů ve formátu Pdf), Zend_Form (snadné vytváření formulářů a jejich 
validace), atd. Zend Framework také nabízí podporu pro často používané javascriptové frameworky 
jQuery nebo DoJo a spoustu dalších. 
Při vytváření této kapitoly bylo čerpáno z webových stránek projektu [9]. 
4.1.1 MVC (Model-view-controller) 
MVC [6] je softwarový vzor, který od sebe odděluje prezentační vrstvu, logiku řízení aplikace a práci 
s daty. Díky tomu separování jednotlivých částí, například přechod na jiný typ prezentace dat obnáší 
pouze minimální zásahy do zbytku aplikace. Schéma spolupráce jednotlivých komponent je 
zachyceno na obrázku 4.1. Zdrojem informací zde bylo především [6]. 
 




Model představuje abstrakci nad daty. V tomto případě se jedná o vrstvu, která slouží pro manipulaci 
s daty uloženými v databází MySQL. Model jako jediná součást nemá vazby na ostatní komponenty. 
View 
View je část aplikace, která obstarává prezentaci dat modelu uživateli, tedy vrstvu uživatelského 
rozhraní. Pro tento systém se jedná jazyk HTML ve spojení s CSS a javascriptem. View má přímou 
vazbu na model, tak aby mohla být zobrazena jeho data. 
Controller 
Controller je spojovacím článkem mezi view a modelem. Jeho úlohou je reagovat na události ve view 
a v závislosti na nich upravovat model. Nově získaná data modelu jsou následně prezentována 
uživateli prostřednictvím view. Kontrolér má přímou vazbu na model, aby mohl upravovat jeho data. 
V Zend Frameworku existuje i vazba kontroléru na view. 
4.1.2 Popis činnosti Zend Frameworku při zpracování 
požadavku 
Zend Framework využívá při zpracování požadavku návrhový vzor Front Controller. Front 
Controller představuje centralizovanou formu řízení zpracování požadavku, protože všechny 
požadavky jsou pomocí webového severu přesměrovány právě na tento kontrolér. Z tohoto místa je 
pak řízeno zpracování dotazu, až k jeho odeslaní ve formě vykreslení požadované stránky. Tento 
proces je znázorněn na obrázku 4.2 [12]. 
V první fázi dojde k vytvoření objektu Zend_Controller_Request_Http, což je objekt 
reprezentující požadavek získaný z webového prohlížeče a objekt odpovědi na dotaz třídy 
Zend_Controller_Response_Http. 
Další fází je routing. Do češtiny by se routing dal přeložit jako mapování. Zde dojde ke 
zpracování url požadavku a jeho rozdělení podle pravidel nastavených v routeru. Ve výchozím 
nastavení je url mapována jako http://doména/kontrolér/akce/parametr/hodnota, 
kde dvojice parametr hodnota se může opakovat vícekrát. Takto získané parametry a hodnoty 
parametrů odeslaných metodou get nebo post, jsou uloženy do objektu 
Zend_Controller_Request_Http. Routing se při každém požadavku provede pouze jedenkrát. 
Následuje fáze nazvaná dispatching. V této fázi je z objektu požadavku přečteno jméno 
kontroléru a akce. Podle jména kontroléru je vytvořena konkrétní instance třídy 
Zend_Controller_Action. Poté je volána metoda dispatch této třídy, která provede požadovanou akci 
kontroléru. Na rozdíl od routingu se dispatching může provádět i opakovaně a to dokud není nastaven 
atribut dispached objektu požadavku na logickou hodnotu pravda. 
Poslední fází procesu zpracovaní požadavku je odeslaní obsahu shromážděného v objektu 
odpovědi do prohlížeče. 
Zpracování požadavku lze ovlivnit pomocí zaregistrovaných helperů a pluginů. Pluginy jsou 
dostupné napříč celým procesem zpracováním požadavku a lze jimi ovlivnit zpracování v těchto 
fázích: před routingem, po skončení routingu, před vstupem do smyčky dispatchingu, před 





Helpery naproti tomu zasahují pouze v rámci zpracování konkrétní akce, tedy při každém 
volání dispatch metody kontroléru ve smyčce dispatchingu. Helpery slouží k rozšíření funkcionality 
kontroléru napříč aplikací a jsou volány před provedením dispatch metody pro konkrétní akci a po 
jejím provedení. Helpery jsou odvozovány od třídy Zend_Controller_Action_Heelper_Abstract. 
 
 
Obrázek 4.2: průběh zpracování požadavku v Zend Frameworku 
 
4.1.3 Adresářová struktura projektu 
Zend Framework má doporučenou adresářovou strukturu projektu. Díky tomu je snadné projekt 
v budoucnu jednoduše udržovat popřípadě rozšiřovat. Dodržování doporučené adresářové struktury 
také odstraňuje potřebu vkládání nově vytvořených tříd do projektu. O nahrání potřebných tříd se 
postará Zend Framework prostřednictvím autoloadingu, který požadovanou třídu hledá právě 




Kořenovým adresářem aplikace je složka application. Zde nalezneme i komponenty 
softwarového vzoru MVC a to ve složkách, odpovídacích jejich anglickým označením. Složka public 
slouží pro uložení souborů přímo dostupných ze stránek tedy: stylů, obrázků a souborů javascriptu. 
Složka library obsahuje knihovny Zend Frameworku a případně další uživatelské knihovny. 
Adresářová struktura našeho projektu je zobrazena na obrázku 4.3.  
 
 
Obrázek 4.3: adresářová struktura projektu s použitím Zend Frameworku 
4.2 Data Mapper 
Data Mapper [10] je návrhový vzor řešící problém rozdílného přístupu k práci s daty v objektově 
orientovaném jazyce a relační databázi. 
 
Obrázek 4.4: blokové schéma návrhového vzoru Data Mapper[10] 
 
Na obrázku 4.4 je zobrazeno schéma Data Mapperu. Vlevo je objekt zaměstnanec, jehož 
atributy představují informace, s kterými se bude pracovat. Funkce objektu slouží pro manipulaci 
hodnot jeho atributů. Třída mapper, nacházející se uprostřed, implementuje základní databázové 
funkce a přímo komunikuje jak s třídou zaměstnance tak databázovým systémem zobrazeným vpravo. 
Díky tomuto je třída zaměstnance naprosto oproštěna od vazby na databázový systém a může být 
abstrakcí i nad několika tabulkami. Výhodou pak je, že při změně struktury databáze nebo přechodu 
na jiný databázový systém stačí změnit pouze třídu mapperu.  
Náplní tohoto odstavce je implementace tohoto návrhového vzoru v Zend Frameworku. 
Samotný framework prostředek pro tvorbu Data Mapperu nenabízí, a proto bylo nutné základní třídy 
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pro mapper a model vytvořit. Třída objektu reprezentující entitu v systému je odvozena od třídy 
CallCenter_Model_Model. Atributy jsou typu protected a pro jejich manipulaci slouží funkce set a 
get. Dále jsou přetíženy standardní funkce PHP __get a __set, tak aby se k atributům přistupovalo 
vždy přes jejich metody set a get. Třída také odkazuje na třídu mapperu popsanou dále. Mapper je 
odvozen od třídy CallCenter_Model_Mapper. Mapper má vazbu na jeden nebo více objektu třídy 
Zend_Db_Table. Zend_Db_Table je standardní třída Zend Frameworku, sloužící pro práci 
s tabulkou v databázi. 
4.3 Přihlašování a řízení přístupu ke zdrojům 
Implementovaný systém je určen pouze pro uživatele, kteří se přihlásí a mají tedy práva k jeho 
používání. Uživatelé jsou navíc rozděleni do tří hierarchicky uspořádaných rolí s rozdílnými 
oprávněními. Z toho tedy plyne, že je potřeba zajistit aby se uživatel mohl do systému přihlásit a 
zajistit mu přístup pouze k prostředkům, které mu jsou určeny. 
4.3.1 Přihlášení uživatele 
Pokud uživatel přistoupí jako nepřihlášený na doménu, na níž je systém provozován, je automaticky 
přesměrován na přihlašovací obrazovku. Zde je formulář třídy Default_Form_Auth_Login 
odvozený od třídy Zend_Form, který nabízí uživateli možnost zadat uživatelské jméno a heslo.  
Přihlašovací údaje jednotlivých uživatelů jsou uloženy v databázi. Zend Framework pro tento 
případ nabízí řešení a to ve formě třídy Zend_Auth_Adapter_DbTable. Při vytváření instance této 
třídy je do konstruktoru předán objekt databázového adaptéru Zend_Db_Adapter_Abstract, jméno 
tabulky s uživatelskými informacemi, jméno sloupce s uživatelským jménem a heslem a vzor metody 
zabezpečení hesla (pro zabezpečení hesla využíváme salt v podobě spojení hesla a křestního jména 
uživatele a následné zakódování metodou MD5). Poté pomocí metod setIdentity a setCredential třídy 
Zend_Auth_Adapter_DbTable uložíme uživatelé jméno a heslo získané z přihlašovacího formuláře.  
Pro autentifikaci a udržování dat o přihlášeném uživateli je v Zend Frameworku použita třída 
Zend_Auth. Jedná se o singleton (může existovat pouze jediná instance této třídy v rámci aplikace) a 
získáme jej pomocí statické metody této třídy getInstance. Zend_Auth nám nabízí funkci 
authenticate, do které je jako parametr předán objekt třídy Zend_Auth_Adapter_DbTable, který 
byl popsán výše. Na výsledek autentifikace je možné se dotázat metodou isValid.  
4.3.2 Řízení přístupu ke zdrojům 
V systému budou uživatelé vystupovat ve třech rolích a to: administrátor, supervizor, operátor. 
Operátor má nejnižší práva a administrátor má práva nejvyšší.  
Řízení přístupu v Zend Framework je řešeno pomocí třídy Zend_Acl. Zjištění, zda má uživatel 
práva k provedení nějaké akce, je zajištěno metodou isAllowed. Metoda pracuje se třemi parametry, 
z nichž první je role uživatele, další parametr je zdroj, ke kterému uživatel přistupuje a posední je typ 
oprávnění, tedy akce jakou chce se zdrojem provést. V následujícím odstavci je popsáno, jak je řízení 
přístupu ke zdrojům implantováno v tomto systému. 
 Uživatelské role jsou uloženy v tabulce databáze s následujícími sloupci: název role, rodič a 
pořadí v hierarchii uživatelských rolí. Pro načtení uživatelských rolí je určena třída CallCenter_Acl 
odvozená od Zend_Acl. Konstruktor třídy CallCenter_Acl  je přetížen, tak aby se při vytvoření 
instance třídy byly vytvořeny uživatelské role z informací uložených v databázi. 
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Jako zdroje jsou použity jednotlivé kontroléry a jako typ oprávnění akce kontrolérů. Aby 
nebylo nutné při každém požadavku vytvářet všechny zdroje, typy oprávnění a pravidla pro ně, je 
vytvořen action helper třídy CallCenter_Controller_Action_Helper_Acl s implementovanou 
metodou preDispatch. Tento helper při každém požadavku na stránku a před provedením akce 
vytvoří, pouze jeden zdroj a to kontrolér na který je požadavek směřován a jeden typ oprávnění a to 
požadovanou akci. Při vytváření instance je do atributu _acl uložena instance třídy CallCenter_Acl. 
To umožňuje přímo v kontroléru přes tento helper přidávat a odebírat oprávnění jednotlivým rolím 
pomocí metod allow a deny. 
4.4 Blokové schéma systému 
Jako bloky sytému budou použity kontroléry. Kontrolér řídí zpracování požadavku, jak je zachyceno 
na obrázku 4.5. Funkce modulu jsou reprezentovány akcemi kontroléru. Každá akce představuje 
nějakou funkci systému a většinou je zobrazena jako jedna stránka uživatelského rozhraní. 
  
 
Obrázek 4.5: zpracování požadavku a využití komponent Zend Frameworku 
4.4.1 PrihlaseniController 
Tento kontrolér spravuje autentifikaci uživatelů v systému a zobrazení chybové stránky, pokud se 
uživatel snaží přistoupit k obsahu, ke kterému nemá oprávnění. 
Akce prihlasitAction 
Uživatel se do systému přihlašuje prostřednictvím http autentifikace. Zde je s výhodou použita 
komponenta Zend_Auth. Více o této komponentě a jejím využití pro tento systém bylo popsáno 
v kapitole 4.3.1. Pokud jsou přihlašovací údaje v pořádku je do Zend_Auth_Storage uloženo 
uživatelské jméno, id a role uživatele. 
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Pokud se operátor přihlásil úspěšně, je mu pomocí metody grantNextCalling helperu database 
(třídy CallCenter_Controller_Action_Helper_Database), přidělen hovor, který měl být volán před 
aktuálním datem nebo má být volán v následující půlhodině. 
nepovolenypristupAction 
Tato akce je volána v případě, že se uživatel snaží přistupovat k obsahu, k němuž nemá práva. 
Výsledkem je hlášení a možnost přihlášení se jako jiný uživatel. 
odhlasitAction 
Odhlášení uživatele je provedeno pomocí metody clearIdentity instance třídy Zend_Auth. Pokud se 
jedná o operátora, jsou mu odejmuty hovory, které mají být znovu obvolávány a mají tedy nastaveno 




Výpis zaměstnanců. Z výpisu je možné přidat nebo smazat zaměstnance, přejít na editaci osobních 
informací nebo v případě, že je zaměstnanec operátorem, spravovat jeho off-line a on-line databázi. 
pridatAction 
Formulář pro přidání zaměstnance. Pro vytvoření formuláře je použita třída Zend_Form. Pro validaci 
formuláře slouží funkce isValid této třídy. Přidat lze zaměstnance stejného nebo nižšího oprávnění 
než je oprávnění přihlášeného uživatele, což zajišťuje volání funkce rights třídy 
Default_Model_UserRole. 
upravitAction 
Formulář je vytvořen stejně jako v předchozím případě s tím rozdílem, že je inicializován hodnotami 
z databáze. Hodnoty pro formulář jsou získány metodou find třídy Default_Model_Employee. 
Upravit nebo smazat lze uživatele s nižšími právy, než je aktuálně přihlášený. Výjimkou je uživatel 
s právy administrátora, který může spravovat všechny typy zaměstnanců. 
skoleniAction 
Zobrazení operátorů, které je možné přidat do školení a možnost je do školení přidat. Výběr je 
proveden pomocí metody selectEmployeeNotInTraining třídy Default_Model_Employee. 
4.4.3 KlientiController 
Obsluha veškeré činnosti spojené s klienty v systému. Klienty je možné přidávat jednotlivě přes 
formulář i hromadně za pomoci importu. Systém umožňuje i export vybraných klientů a editaci nebo 
mazání jednotlivých klientů. 
indexAction  
Výpis klientů. Ve výpisu je možné přepínat mezi klienty aktivními a klienty smazanými, tedy 
zařazenými do černé listiny. S aktivními klienty je možno provést několik operací a to: filtrovat je 
podle kritérií odpovídajících sloupcům výpisu, exportovat vybrané klienty, smazat vybrané klienty a 
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přidat je do kampaně. Pro práci s klienty je použita třída Default_Model_Client popřípadě třída 
Default_Model_Phonecall, která se zajišťuje přidání klientů do kampaně. Pro export je použita 
metoda export helperu klient (třídy CallCenter_Controller_Action_Helper_Client). 
pridatAction 
Jako u kontroléru zaměstnanců 4.4.2 je i zde přidání provedeno za pomoci formuláře odvozené od 
třídy Zend_Form, po jehož úspěšné validaci je daty inicializován objekt třídy 
Default_Model_Client a následně uložen do databáze metodou save. 
upravitAction 
Formulář inicializujeme daty získanými z objektu třídy Default_Model_Client voláním metody find. 
Pokud jsou data ve formuláři upravena a odeslána jsou nově zadaná data uložena metodou save. 
importAction 
Slouží pro import klientů do databáze. První fází importu je upload souboru a načtení jeho struktury 
metodou getTextNodes helperu helperu client, která vrací názvy textových uzlů. V další fázi jsou 
textové uzly nabídnuty pro namapování na třídu Default_Model_Client, která reprezentuje klienta. 
Mapování je nepovinné, pakliže názvy elementů v XML souboru a názvy atributů třídy 
Default_Model_Client jsou totožné. V tomto případě zvolíme volbu importovat bez mapování. 
Poslední fází je vlastní import do systému pomocí metody import helpru client. 
4.4.4 KampaneController 
Správa kampaní. Prostřednictvím kontroléru lze kampaně do systému přidávat a editovat stávající. 
Mazání kampaní není možné, ale kampaň lze nastavit na neaktivní prostřednictvím atributu isActive 
na hodnotu Default_Model_Campaign::$_inactive. 
indexAction 
Slouží pro výpis kampaní v systému s informací o jejich stavu (aktivní/neaktivní) a je vstupním 
bodem k editaci kampaně. Kampaně jsou vybrány metodou fetchAll třídy 
Default_Model_Campaign. 
pridatAction 
Informace o nové kampani jsou zadány prostřednictvím formuláře třídy 
Default_Form_Kampane_Add. Pokud jsou data odeslána a jsou validní, následuje jejich uložení do 
databáze pomocí metody save objektu třídy Default_Model_Campaign, který je těmito daty 
inicializován. 
upravitAction 
Formulář je inicializován daty, která jsou výsledkem metody find třídy Default_Model_Campaign. 
Zde je možné editovat název kampaně, přidělené pokyny pro rozhovor a měnit aktivitu kampaně. 
4.4.5 DatabazeController 
Veškeré operace spojené s voláním klientů jsou spravovány prostřednictvím tohoto kontroléru. Akce 
zde obsažené umožňují: prohlížet operátorovu on-line a off-line databázi, přidávat do těchto databází 




Výsledkem této akce je výpis hovorů, které má operátor přiděleny v on-line databázi a hovory které 
mají být volány znovu. Seznam hovorů je získán pomocí metody selectDatabase třídy 
Default_Model_Phonecall. Pokud operátor nemá v databázi žádného klienta, je mu vygenerována 
nová databáze pomocí helperu database a jeho metody generateDatabase. Seznam klientů, kteří mají 
být je vrácen metodou selectNextCalls třídy Default_Model_Phonecall. 
volatAction 
Voláni klientovi je řízeno touto akcí. Zobrazí se zde dva formuláře. První z nich třídy 
Default_Form_Volani_EditClient slouží pro editaci pro editaci informací o klientovi a je 
inicializován daty, která jsou získána voláním metody find třídy Default_Model_Client. Druhý 
z nich třídy Default_Form_Volani_EditPhonecall slouží pro uložení výsledku hovoru. V závislosti 
na výsledku hovoru jsou provedeny další kroky. Pokud klient neodpovídá je z databáze operátora 
vyřazen metodou releaseFromDatabase třídy Default_Model_Phonecall a bude moct být znovu 
volán. Stane-li se, že volané číslo neexistuje je klient zařazen do černé listiny, voláním metody delete 
třídy Default_Model_Client. Přeje-li si klient být volán jindy, je podle jeho požadavku zaznamená 
datum a čas příštího volání.  
pridatAction 
Přidání hovorů do jedné z operátorových databází (on-line, off-line). Pomocí metody 
selectPossibleDatabase třídy Default_Model_Phonecall jsou vybrány hovory, které může daný 
operátor obvolávat. Pokud jsou vybrány hovory a odeslán formulář je každý hovor upraven a přiřazen 
tak operátorovi. Úprava probíhá tak že je vytvořen nový objekt třídy Default_Model_Phonecall a je 
inicializován id hovoru, id operátora a typem databáze. Následně je volána metoda save tohoto 
objektu. Pokud je při vykonávání metody save zjištěno že je nastaveno id hovoru dojde v databázi 
k update ne k insert akci. Po upravení všech hovorů dojde k přesměrování zpět na patřičný typ 
databáze daného operátora. 
ulozAction 
Uložení výsledku hovoru z offline databáze operátora. Pro výsledky hovoru platí stejné podmínky 
jako pro uložení výsledku hovoru, popsaném ve volatAction tohoto kontroléru. Po uložení výsledku 
hovoru dojde k přesměrování zpět na výpis off-line databáze operátora. 
onlineAction 
Seznam hovorů v on-line databázi operátora. Výběr hovorů je proveden pomocí metody 
selectDatabase třídy Default_Model_Phonecall. Hovory je z databáze možné uvolnit a to jednotlivě 
metodou releaseFromDatabase nebo hromadně všechny metodou releaseAllFromDatabase helpru 
database. 
4.4.6 CallscriptController 
Přidávání a úpravy pokynů pro rozhovor. Tento kontrolér je zodpovědný za vytváření pokynů pro 
rozhovor, které jsou následně použity pro jednotlivé kampaně. 
indexAction 




Vyplněním formuláře třídy Default_Form_Callscript_Add a jeho odesláním, dojde k vytvoření 
nové sady pokynů pro rozhovor. Tato je vytvořena voláním metody save objektu třídy 
Default_Model_Callscript inicializovaného daty z formuláře. Vytvořením novách pokynů pro 
rozhovor zároveň dojde k vytvoření volby, jenž je reprezentována třídou 
Default_Model_Callscriptoption. Id takto vytvořené volby je do objektu 
Default_Model_Callscript přidáno jako atribut entry, tedy první volba těchto pokynů. 
pridatvolbuAction 
Volba je přidána do pokynů pro rozhovor vyplněním formuláře třídy 
Default_Form_Callscriptoption_Add. Po odeslání formuláře mohou nastat dvě situace. První 
možností je, že nebylo vyplněno pole přidat volbu (newOption) a jedná se pouze o editaci stávající 
volby, která se provede pomocí metody save třídy Default_Model_Callscriptoption. Pokud však 
pole přidat volbu vyplněno je, dojde nejdříve k uložení stávající volby a následně vytvoření nové 
volby a přesměrování na ní. 
mapaAction 
Zobrazení mapy pokynů pro rozhovor. 
4.4.7 skoleniController 
Kontrolér umožňuje vytvářet a editovat školení. Do školení je možné přihlašovat zaměstnance, ze 
školení je odhlásit nebo nastavit jak školení absolvovali. 
indexAction 
Zobrazení školení v systému seřazených podle data od nejnovějších. Seznam školení je získán jako 
výsledek volání metody fetchAll  třídy Default_Model_Training. 
pridatAction 
Přidání školení do systému je provedeno prostřednictvím formuláře třídy 
Default_Form_Skoleni_Add s validními daty. Odeslanými daty je následně inicializován objekt 
třídy Default_Model_Training a do systému metodou save. 
upravitAction 
Formulář třídy Default_Form_Skoleni_Edit je inicializován daty získanými metodou find třídy 
Default_Model_Training. Data ve formuláři je možné upravit a uložit. Pokud jsou data validní, je 
jimi inicializován objekt třídy Default_Model_Training a pomocí metody save jsou data v systému 
upravena. Dále jsou zde vypsáni zaměstnanci, kteří jsou na školení zapsáni. Jejich je získán jako 
výsledek volání metody selectEmployeeInTraining třídy Default_Model_Employee. Zaměstnance 
je možné ze školení odebrat. K tomuto účelu slouží metoda delete třídy 
Default_Model_Trainingstatus. 
seznamAction 
Zobrazení školení pro operátora. Výsledkem jsou dva seznamy, z nichž první osahuje zapsaná školení 
a druhý školení nabízená. Seznam zapsaných školení je výsledkem metody selectTrainingsHistory 
třídy Default_Model_Training a seznam nabízených školení je získán voláním metody 
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selectPossibleTrainings stejné třídy. Přihlášení nebo odhlášení ze školení se provede metodou save, 
pro přihlášení nebo delete, pro odhlášení, třídy Default_Model_Trainingstatus. 
zrusitAction 
Zrušení školení. Školení je zrušeno metodou delete třídy Default_Model_Training. Po zrušení 
školení dojde k přesměrování na indexAction tohoto kontroléru. 
4.5 Prostředky pro realizaci a běh systému 
Pro běh realizovaného systému je použit WAMP [15]. Jedná se o balíček určený pro vývoj webových 
aplikací pod operačním systémem Windows. Nachází se zde interpret jazyka PHP, webový server 
Apache a databázový systém MySQL. Výhodou tohoto řešení, oproti instalaci jednotlivých 
komponent, je jednoduchost instalace a nastavení. Tento balíček je nainstalován pomocí instalátoru a 
všechny komponenty jsou nastaveny tak aby společně spolupracovali. Pokud by verze některé 
z komponent nevyhovovala požadavkům, je možné doinstalovat jinou verzi dané komponenty. 
Balíček WAMP obsahuje také nástroj pro správu Mysql databáze PHPMyAdmin [5], napsaný 
v jazyce PHP. Jedná se tedy o webovou aplikaci, což se projevuje na nižším uživatelském komfortu 
daném především pomalejší odezvou. Pro této projekt tedy byla využita desktopová aplikaci Toad for 
MyQSL [16]. Tato aplikace samozřejmě nabídne veškerou základní funkcionalitu pro správu MySQL 
databáze, jsou zde však k nalezení i funkce jako například: vizuální tvorba SQL dotazů, tvorba ER 
diagramu z databáze a tak dále. 
Systém nebude dostupný široké veřejnosti, a proto není nutné řešit zpětnou kompatibilitu pro 
webové prohlížeče. Systém bude tedy testován a vyvíjen na nejběžnějších prohlížečích v součastné 
době a to Mozzila Firefox ve verzi 3.6 a Internet Explorer verze 8. 
Pro vývoj aplikace v Zend Frameworku, potažmo PHP, je použita aplikace NetBeans for PHP 
[4]. Toto vývojové prostředí neobsahuje přímou podporu pro projekty v Zend Frameworku, ale 
s přilinkováním knihoven Zend Frameworku se tento problém minimalizuje. Toto moderní vývojové 
prostředí nabízí řadu funkcí, které usnadňují a urychlují vývoj. Pro ladění projektu je použita 
knihovna xDebug [7].  
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5 Testování a návrhy na rozšíření 
v dalším cyklu vývoje 
5.1 Testování 
V této kapitole je popsáno, jakým způsobem byl systém testován a to jak z pohledu funkcionality, tak 
uživatelského rozhraní. Dále jsou prezentovány možnosti, které pro testování nabízí Zend Framework 
doplněný o PHPUnit. 
Projekt je provozován a byl testován na lokálním webovém serveru Apache verze 2.2.11 s PHP 
verze 5.2.11, Mysql databází ve verzi 5.1.41. Jako webový dohlížeč je použit  Mozzila Firefox 3.5 a 
3.6 a testování probíhalo také na Internet Exploreru verze 8. 
5.1.1 Testování funkcionality a uživatelského rozhraní 
Systém byl testován třemi uživateli, z nichž všichni měli praktické zkušenosti ze společností 
zabývajících se telemarketingem. Testování probíhalo po naimplementování každé části systému, 
které odpovídají kontrolérům. Při tomto testování šlo především o nalezení funkcionálních chyb. Po 
dokončení celého systému a jeho vytvoření grafiky, bylo otestováno i uživatelské rozhraní.  
V uživatelském rozhraní se odladilo především grafické zpracování, tvar a umístění ovládacích 
prvků. Dále byla pomocí javascriptu upravena, popřípadě doplněna funkčnost, tak aby se snížil počet 
kroků pro provádění běžných činností se systémem (např.: označení všech položek jedním tlačítkem). 
Testování bylo také zaměřené na chybové a limitní stavy s cílem zabránit chybám při prázdném 
výpisu a podobně. 
5.1.2 Prostředky pro testování Zend Framework 
Dalším prostředkem, který je možné použít pro funkcionální testování systému implementovaného 
v Zend Frameworku je PHPunit [13]. Tyto testy, jak název napovídá, slouží k testování samostatných 
částí programu. Testy lze aplikovat na všechny části MVC softwarového vzoru. Pro tyto testy je Zend 
Framework vybaven třídami PHPUnit_Extensions_Database_TestCase a 
Zend_Test_PHPUnit_ControllerTestCase. První jmenovaná třída slouží pro testování modelů a druhá 
k testování kontrolérů. 
 Pro testování se využívají aserce. Zend Framework nabízí řadu těchto asercí uzpůsobených 
tak, aby pokryli celou škálu testovatelných případů. Lze testovat i výstupní HTML kód na počet 
popřípadě i obsah jednotlivých tagů. 
PHPUnit nabízí také grafické uživatelé prostředí PHPUnit Web Interface, které lze do PHPUnit 
doplnit. Toto uživatelské rozhraní využívá technologie AJAX. Umožňuje zobrazit procentuální 
pokrytí jednotlivých zdrojových souborů testy. Další možností je zobrazení pokrytí testy přímo na 
zdrojovém souboru barevným zvýrazněním řádků.  
5.2 Návrhy na rozšíření systému 
Systém je v součastné podobě schopen posloužit jako podpora pro potřeby menších a středních 
telemarketingových společností. Tato kapitola pojednává o rozšířeních, kterými lze systém 
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v budoucnu doplnit, tak aby práce s ním byla pohodlnější a splňovala požadavky na moderní webové 
aplikace. Mezi rozšířeními jsou i moduly pro statistiky a plánování směn, které byli zmíněny 
v analýze požadavků, ale v systému nakonec implantovány nebyly. Zajímavým a velice přínosným 
rozšířením by bylo propojení s projektem asterisk, jenž by umožnilo automatizaci volání. Více o 
tomto rozšíření v kapitole 5.2.3. 
5.2.1 Plánování směn 
Plánování směn by z pohledu administrátora a supervizora mělo nabídnout možnost, přidat směny 
různých délek. Směna by vždy byla zaměřena na některou z aktivních kampaní a bylo by možné 
zvolit, jak často se tato směna bude opakovat, tedy například týdně. Dále by zde měla být možnost 
spravování operátorů, to znamená zapsat je nebo odhlásit ze směny. Následující týden by pak byl 
zobrazen i graficky jako týdenní kalendář s hodinovým krokem, tak aby bylo možné vizuálně 
posoudit rozvržení směn a popřípadě je upravovat. 
Druhou částí tohoto modulu by byla část zobrazená operátorovi. Ten by viděl graficky 
znázorněný aktuální týden, tak jak bylo popsáno v předchozím odstavci a v něm směny na které se 
zapsal. Následující týden by byl zobrazen stejným způsobem, ale zde by byli směny, na které se může 
operátor přihlásit a to na základě školení která absolvoval.  
5.2.2 Statistiky 
Statistiky by pokrývali především hovory. Důležitým aspektem, který by měli zachytit, by byla 
úspěšnost hovorů jednotlivých operátorů. Úspěšnost hovorů slouží v telemarketingových 
společnostech jako měřítko schopnosti prodat nabízený produkt. Pracovníci, kteří nedosahují určitého 
procenta úspěšných hovorů, bývají propuštěni. Jako motivace pak slouží finanční bonusy za dosažení 
nadprůměrného procenta úspěšnosti. 
V systému by statistiky byly zpracovány jak formou tabulky se sledovanými hodnotami, tak ve 
formě grafu, jenž by sledoval vývoj úspěšnosti v čase. Systém by také měl nabízet možnost 
vygenerovat statistiky za vybraný časový úsek. 
5.2.3 Propojení se projektem asterisk 
Asterisk [8] je kompletní softwarová ústředna (PBX). Projekt je vyvíjen pod licencí GPL, je psán 
v jazyce C a určen pro operační systémy s jádrem UNIX. 
Poskytuje široké množství služeb jako například: hlasová pošta s adresářem, konferenční 
hovory, podporuje protokoly ADSI, SIP a H.323. Ve spojení s VoIP navíc nepotřebuje žádný další 
hardware.  
Pro tento projekt je nejdůležitější vlastností asterisku, přímá podpora pro call-centra. Asterisk 
tvoří prostředníka mezi telefonním hardware a libovolným telefonním software. Propojením 
funkčnosti asterisku a tohoto systému by tak bylo možné dosáhnout automatizace obvolávání klientů. 
5.2.4 Import dat v dalších formátech 
Databáze klientů si společnosti šíří v různých formátech. Systém je nyní schopen importovat klienty 
ze souboru XML a to i s uživatelským mapováním XML elementů na sloupce tabulky. Formát XML 
je v posední době velice rozšířený a PHP [14] nabízí podporu pro jeho zpracování přímo ve svém 
jádře. Jednak zde jsou prostředky pro práci s DOM, ale i jednoduchou komponentu pro práci s XML 
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soubory simpleXML. Rozšíření by mohlo spočívat například v rozšíření možností importu na další 
formáty jako csv nebo xls, které jsou pro ukládání a šíření databází klientů běžné. 
5.2.5 Využití javascriptového frameworku 
Dnešní webové aplikace se snaží přiblížit aplikacím desktopovým a to především na úrovni 
uživatelského rozhraní. Hlavním problémem webové aplikace je především udržování kontextu mezi 
jednotlivými částmi systému a aktualizace stránky po každé provedené akci. Tento problém lze 
vyřešit pomocí technologie AJAX, přímo spjaté s javascriptem. 
Zend Framework nabízí podporu pro dva nejrozšířenější javascriptové frameworky a to DoJo a 
JQuery [11]. Oba frameworky nabízí širokou škálu funkcí, které usnadňují práci při tvorbě 
uživatelského rozhraní webové aplikace a jeho logiky. Frameworky nabízí podporu pro AJAX, 
manipulaci se strukturou DOM, animace při změnách HML prvků, kalendář a podobně. 
V našem projektu jsme využili některé funkce z frameworku JQuery, a to při tvorbě práci 
s pokyny pro rozhovor v modulu pro obvolávání klientů. Déle by bylo možné využití frameworku 
například při ukládání výsledku off-line hovoru, tak aby se z výpisu hovorů operátora nemuselo 





Cílem práce bylo naimplementovat systém pro telemarketingovou společnost ve skriptovacím jazyce 
PHP s použití frameworku dle vlastního výběru. 
Výsledný systém byl implementován s ohledem na usnadnění a zefektivnění práce uživatelů a 
tím snížení požadavků na lidské zdroje popřípadě čas. Rozsah implementace vycházel z požadavků 
uvedených v kapitole 2 s výjimkou modulu pro statistiky a směny. Systém je schopen nabídnout řadu 
funkcí, které automatizují nebo ulehčují běžné úkony jako: automatické generování databáze hovorů, 
přidělování hovorů, jenž mají být obvolávány v daném dni a čase, automatické zjištění potřebných 
pokynů pro rozhovor v off-line databázi a provedení potřebných operací po uložení výsledku hovoru. 
Použití frameworku sebou přineslo výhody i nevýhody. Mezi výhody jistě patří množství 
funkcí a komponent, které pokrývají celou škálu požadavků na implementaci a testování webového 
informačního systému. Další výhodou je jistě použití softwarového vzoru MVC, díky kterému je 
systém do budoucna snadno udržovatelný a rozšířitelný. 
Jako nevýhoda při použití frameworku může být vnímána delší odezva, než u projektu psaného 
v čistém PHP. Za tímto zpomalením stojí režie vnitřních procesů frameworku. Další nevýhodou je 
množství a velikost souborů tvořících framework. Proto se použití frameworku doporučuje u 
středních a větších projektů kde je poměr velikosti frameworku a vlastních zdrojových souborů 
projektu v příznivějším poměru. S velikostí a množstvím souborů souvisí i poslední nevýhoda a tou je 
čas potřebný k pochopení a naučení se frameworku. 
Přínosem této práce je seznámení se s prostředím telemarketingu, jeho požadavků na systém a 
porozumění Zend Frameworku, softwarovému vzoru MVC a návrhovým vzorům Front Controller a 
Data Mapper. 
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