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IntroductIon
Databases are a very important component in computer systems. Because of their increasing number and volume, good and accurate accessibility to a database becomes even more important. A lot of research has already been done to improve database access. In this research, many aspects have been dealt with, among which we mention file organization, indexing, querying techniques, query languages, and other data access techniques.
In this chapter, we give an overview of the main research results on the development of flexible querying techniques that are based on fuzzy set theory (Zadeh, 1965) and its related possibility theory (Dubois & Prade, 1988; Zadeh, 1978) . The scope of the chapter is further limited to an overview of those techniques that aim to enhance database querying by introducing fuzzy preferences (Bosc, Kraft, & Petry, 2005) . Other techniques not dealt
Other techniques not dealt with in this chapter include:
• Self-correcting querying systems that can correct syntactic and semantic errors in query formulations.
• Navigational querying systems that allow intelligent navigation through the database.
• Cooperative querying systems that support "indirect" answers like summaries, conditional answers, and contextual background information for (empty) results. (Gaasterland, Godfrey, & Minker, 1992) We will assume a simplified view of the database query as a combination of a number of conditions that are to be met by the data sought. The introduction of fuzzy preferences in queries can be done at two levels: inside query conditions and between query conditions. Fuzzy preferences are introduced inside query conditions via flexible search criteria and allow to express that some values are more desirable than others in a gradual way. Fuzzy preferences between query conditions are expressed via grades of importance assigned to particular query conditions indicating that the satisfaction of some query conditions is more desirable than the satisfaction of others. Because of the use of fuzzy preferences and the central role of fuzzy set theory, the flexible querying approaches dealt with in this chapter will be called fuzzy querying in the remainder of the chapter.
The research on fuzzy querying already has a long history. It has been inspired by the success of fuzzy logic in modeling natural language propositions. The use of such propositions in queries, in turn, seems to be very natural for human users of any information system, notably the database management system. Later on, the interest in fuzzy querying has been reinforced by the omnipresence of network based applications, related to buzzwords of modern information technology, such as e-commerce, e-government, and so forth. These applications evidently call for a flexible querying capability when users are looking for some goods, hotel accommodations, and so forth, that may be best described using natural language terms like cheap, large, close to the airport, and so on. Another amplification of the interest in fuzzy querying comes from developments in the area of data warehousing and data mining related applications. For example, a combination of fuzzy querying and data mining interfaces (Kacprzyk & Zadrożny, 2000a , 2000b or fuzzy logic and the or fuzzy logic and the OLAP (Online Analytical Processing) technology (Laurent, 2003) may lead to new, effective, and more efficient solutions in this area.
The remainder of the chapter is organized as follows. In the next section, some preliminaries are presented. In Fuzzy Querying of Crisp Relational Fuzzy Querying of Crisp Relational Databases section, the results on fuzzy querying in section, the results on fuzzy querying in the results on fuzzy querying in classical relational databases are presented, while the Fuzzy Querying of Fuzzy Relational Databases and Object-Oriented Approaches sections deal with the same issues for fuzzy and object oriented cases, respectively. Finally, some concluding reFinally, some concluding remarks are given.
Other chapters in this volume also deal with some particular cases of fuzzy querying. Among the most relevant ones, we want to mention here the chapters written by:
• 
PreLIMInArIes
In order to review and discuss main contributions to the research area of fuzzy querying, we have to introduce the terminology and notation related to the basics of database management and fuzzy logic. A relational database may be meant in an abstract sense as a collection of relations or, informally, of tables (Codd, 1970) which represent them, comprising rows and columns. Each relation R-or relational variable R (Date, 2004) -is defined via the relation schema:
where the A i 's are the names of attributes (columns) and Dom(A i )'s are their associated domain.
Each relation (table) represents a class of objects (meant as in common parlance rather than in the object-oriented paradigm) essential for a part of the real world modeled by a given database. A tuple (row) of such a relation represents a particular object of such a class. The most interesting operation on a database, from this chapter's perspective, is the retrieval of data satisfying certain conditions. Usually, to retrieve data, a user forms a query specifying these conditions (criteria). The retrieval process may be meant as the calculation of a matching degree for each tuple of relevant relation(s). Classically, a row either matches the query or not; that is, the concept of matching is binary. In the context of flexible criteria, a degree of matching is considered.
Usually two general formal approaches to the querying are assumed: the relational algebra and the relational calculus. The former has a procedural character: a query consists here of a sequence of operations on relations that finally yield requested data. These operations comprise five basic ones: union, difference, projection, selection, and cross product that may be combined to obtain some derived operations such as intersection, division, and join. The latter approach, known in two flavors as the tuple relational calculus (TRC) or the domain relational calculus (DRC), is of a more declarative nature. Here a query just describes what information is requested, but how it is to be retrieved from a database is left to the database management system.
The exact form of queries is not of utmost importance for our considerations, as we focus on the condition part of queries. However, some reported research in this area directly employs the de-facto standard querying language for relational databases, that is, SQL (Structured Query Language) (cf., Melton & Simon, 2002; Ramakrishnan & Gehrke, 2000) . Thus, we will also sometimes refer to the SELECT instruction of this language and its WHERE clause, where query conditions are specified.
We will use the following concepts and notation concerning fuzzy logic. A fuzzy set FS in the universe U is characterized by a membership function:
For each element U x ∈ , m FS (x) denotes the membership grade or extent to which x belongs to FS. On the one hand, fuzzy sets make it possible to represent vague concepts like "tall man," in an appropriate way, taking into account the graduality of such a concept. On the other hand, a fuzzy set that is interpreted as a possibility distribution can be used to represent the uncertainty about the value of a variable, for example, representing the height of a man (Dubois & Prade, 1988; Zadeh, 1978) . Possibility distributions are denoted by π. The notation π X is often used to indicate that the distribution concerns the variable X:
where X takes values from a universe U.
Possibility and necessity measures can provide for the quantification of such an uncertainty. These measures are denoted by Π and N, respectively, that is:
where ( ) 
Sometimes, the interval [N X (FS), Π X (FS)] is used as an estimate of the possibility that the actual value of X comes from FS. The possibility (necessity) that two variables X and Y, the values of which are given by possibility distributions, π X and π X , are in relation θ, for example, equality, is computed as follows. The joint possibility distribution, π XY , of X and Y on U U × (assuming non-interactivity of the variables) is given by:
Relation θ may be fuzzy and represented by a fuzzy
. The possibility (resp. necessity) measure associated with π X will be denoted by XY Π (resp. N XY ). Then, we calculate the measures of the variables in relation θ as follows:
Knowing the possibility distributions of two variables X and Y, one may be interested on how these distributions are similar to each other. Obviously, Equations (8) through (9) may provide some assessment of this similarity, but other indices of similarity are also applicable. This leads to a distinction, proposed by Bosc, Duval, and Pivert (2000) , between representation-based and value-based comparisons of possibility distributions. We will discuss this later in the Fuzzy Querying of Fuzzy Relational Databases section.
As an alternative for possibility and necessity measures, extended possibilistic truth values (EPTVs) can be used to quantify uncertainty (de Tré, 2002 ). An EPTV is defined as a possibility distribution in the universe
that consists of the three truth values T (true), F (false), and ⊥ (undefined), that is:
where P denotes the universe of all propositions. In general, the EPTV ) ( * p t of a proposition P p ∈ has the following format: is the possibility that some elements of p are not applicable, undefined, or not supplied. EPTVs extend the approach of possibility and necessity measures with an explicit facility to deal with the inapplicability of information as can, for example, occur with the evaluation of query conditions.
In Table 1 , some special cases of EPTVs are presented.
These cases are verified as follows: Assume again that all we know about the value of a variable X is a possibility distribution π X , defined over a universe U. Then the EPTV of the proposition "X is FS" that expresses to which extent the value of X is compatible with the value represented by a given fuzzy set F in U can be calculated by:
where U ⊥ represents a special "undefined" element of U that is used to model cases where a regular element of U is not applicable (cf. Prade & Testemale, 1984) .
Fuzzy QueryIng oF crIsP reLAtIonAL dAtAbAses
In this case, a classical crisp relational database is assumed, while queries are allowed to contain natural language terms in their conditions. The main lines of research include the study of the idea of modeling linguistic terms in queries using elements of fuzzy logic (Tahani, 1977) ; enhancements of the fuzzy query formalism with flexible aggregation operators (Bosc & Pivert, 1993; Kacprzyk, Zadrożny, & Zió�kowski, Zadrożny, & Zió�kowski, , 1989; Kacprzyk & Zió�kowski, 1986) , and practical problems with embedding fuzzy constructs in the syntax of the standard SQL (Bosc, 1999; Bosc & Pivert, 1992a , 1992b , 1995 de Tré, Verstraete, Hallez, Matthé, & de Caluwe, 2006; Galindo, Medina, Pons, & Cubero, 1998; Galindo, Urrutia, , 1998; Galindo, Urrutia, Urrutia, & Piattini, 2006; Kacprzyk & Zadrożny, 1995; , 2006; Kacprzyk & Zadrożny, 1995; Umano & Fukami, 1994) . Tahani (1977) was the first to propose the use of fuzzy logic to improve the flexibility of crisp data- is a linguistic (fuzzy) term (e.g., "YOUNG"), the value of the function g is:
Fuzzy Preferences Inside Query conditions
where x is t [A] ; that is, the value of tuple t for attribute A and m l is the membership function of the fuzzy set representing the linguistic term l.
The matching function g for complex conditions, exemplified by "age = YOUNG AND (salary = HIGH OR empyear = RECENT)," is obtained by applying the semantics of the fuzzy logical connectives; that is:
where P, Q are conditions. The min and max operators may be replaced by, for example, t-norm and t-conorm operators (Klement, Mesiar, & Pap, 2000) to model the conjunction and disjunction connectives, respectively. The classical querying formalisms of the relational data model were also studied from the perspective of the fuzzy querying purposes. The relational algebra may be fairly easily adapted. However, for some operations, multiple fuzzy versions have been proposed. One such operation lacking a clear, widely accepted fuzzy counterpart is the division of relations which has been studied by many researchers, including Yager (1991) , Dubois and Prade (1996) , and Galindo, Medina, Medina, Cubero, and Garcia (2001) ; see also a chapter by (2001); see also a chapter by Bosc et al. in this volume.
The relational calculus attracted much less attention. One of the earliest contributions in this area is the work of Takahashi (1995) where he proposes the FQL (Fuzzy Query Language), meant as a fuzzy extension of the domain relational calculus (DRC). A more complete approach has been proposed by Buckles, Petry, and Sachar (1989) . Even if it was developed in the framework of a fuzzy database model it covers all aspects relevant for the fuzzy relational calculus. Also Zadrożny and Kacprzyk (2002) proposed to interpret elements of DRC in terms of a variant of fuzzy logic. This approach also makes it possible to account for preferences between query conditions in an uniform way.
Fuzzy Preferences between Query conditions
The next step is to distinguish simple (fuzzy) conditions composing a query with respect to their importance. To model the relative importance of conditions, weights are associated with them. Usually, a weight w i is represented by a real number of the unit interval, that is,
. Hereby, as extreme cases, w i = 0 models "not important at all" and w i = 1 represents "fully important." A weight w i is associated with each (fuzzy) condition P i . Assume that the matching degree of a condition P i with an importance weigh w i is denoted by ( )
. In order to be meaningful, weights should satisfy the following requirements (Dubois, Fargier, & Prade, 1997 ):
• In order to have an appropriate scaling, it must hold that at least one of the associated weights is 1, that is, max i w w i = 1. . • If w i = 1 and the matching function equals 0 for P i , that is, g(P i , t) = 0, then the impact , then the impact of the weight should be 0, or ( ) 0
. In other words, if P i is not satisfied at all and P i is fully important, then the weight should not modify the matching degree. .
• If w i = 1 and the matching function equals 1 for P i , or g(P i , t) = 1, then the impact of the , then the impact of the weight should be 1, or ( ) 1
. In other words, if P i is completely satisfied and P i is fully important, then the weight should not modify the matching degree. . • Lastly, if w i = 0, then the result should be such , then the result should be such as if P i would not exist.
The impact of a weight can be modeled by first matching the condition as if there is no weight and then modifying the resulting matching degree in accordance with the weight. A modification function that strengthens the match of more important conditions and weakens the match of less important conditions is used for this purpose. Different interpretations are possible.
From a conceptual point of view, a distinction can be made between static weights and dynamic weights. Static weights are fixed, known in advance, and can be directly derived from the formulation of the query. These weights are independent of the values of the record(s) on which the query criteria act and are not allowed to change during query processing. A further, orthogonal distinction can be made between static weight assignments, where it is also known in advance with which condition a weight is associated (e.g., in a situation where the user explicitly states preferences) and dynamic weight assignments, where the associations between weights and conditions depend on the actual attribute values of the record(s) on which the query conditions act (e.g., in a situation where most criteria have to be satisfied, but it is not important which ones).
Static weights. In most approaches, static weights are used. As discovered, some of the most practical interpretations of static weights may be formalized within a universal scheme. Namely, let us assume that query condition P is a conjunction of weighted elementary query conditions P i (for a disjunction a similar scheme may be offered). Let us denote by g(P i , t) the matching degree for a tuple t of such an elementary condition P i without any importance weight assigned. Then, propose to use the following formula to compute the matching degree, ( ) 1
, of an elementary condition P i with an importance weight
where ⇒ is an operator modeling a fuzzy implication connective. The overall matching degree of the whole query composed of the conjunction of conditions P i is calculated using the standard min-operator. Depending on the type of the fuzzy implication operator used, we get various interpretations of importance weights. For example, using the Dienes implication, we obtain from Equation (19):
For a small importance (w i close to 0), the satisfaction of elementary condition P i does not bear on the satisfaction of the overall query. On the other hand, with w i close to 1, the satisfaction of the elementary condition is essential for the matching of the overall query P. Consequently, the requirements for weights, proposed by and mentioned in the item list above, are satisfied.
For the G�del implication, Equation (19) turns into:
This is the interpretation presumably first discussed by Yager (cf. for a reference . The importance weight w i is here treated as a threshold: if condition P i is satisfied to a degree greater than this threshold, then the weighted condition * i P is considered to be fully satisfied. Otherwise the matching degree for * i P equals that for P i .
Finally, another interpretation of importance is obtained when the Goguen implication is used in Equation (19):
In fact, here we still have a threshold-type interpretation, as in the previous case, but the undersatisfaction of the condition is treated in a more continuous way. For still another interpretation of importance, see Zadrożny (2005) . The use of importance weights indirectly leads to an unconventional aggregation of partial matching degrees.
Dynamic weights. The approach described for static weights, based on Equation (19), has been refined depending on the matching degree of the associated elementary condition. For example, in a specific context, it may be useful to assume w i to be constant for a relatively high satisfaction of the elementary condition, but an extremely low satisfaction should be more strongly reflected in the overall matching by automatically increasing the weight w i . For instance, when we want a car of a moderate price, if a particular car has a very high price, the price criterion becomes more important (w i = 1) in order to reject that car.
More generally, when using dynamic weights and dynamic weight assignments, neither the weights nor the associations between weights and criteria are known in advance. Both the weights and their assignments then depend on the attribute values of the record(s) on which the query criteria act. This kind of flexibility is required to avoid some unnatural behavior of the query evaluation in cases where, for example, a condition is of limited importance only within a given range of values such as if the condition "high salary" is not important, unless the salary value is extremely high.
Other approaches. Other flexible schemes of aggregation are also a direct subject of research in the framework of flexible fuzzy logic based querying. In Kacprzyk and Zió�kowski (1986) and Kacprzyk et al. (1989) , the aggregation of partial queries (conditions) to be guided by a linguistic quantifier has been first described. In such approaches, conditions of the following form are considered:
where Ψ is a linguistic (fuzzy) quantifier and P i is an elementary condition to be aggregated. For example, in the context of a U.S.-based company, one may classify an order as troublesome if it meets most of the following conditions: "comes from outside of USA," "its total value is low," "its shipping costs are high," "employee responsible for it is John Doe (known to be not completely reliable)," "the amount of order goods on stock is not much greater than ordered amount," and so forth.
The overall matching degree may be computed using any of the approaches used to model linguistic quantifiers. In Kacprzyk and Zió�kowski (1986) and Kacprzyk et al. (1989) , first the linguistic quantifiers in the sense of Zadeh (1983) and later the OWA operators (Yager, 1994) are used (cf. Kacprzyk & Zadrożny, 1997) . Such approaches make it also possible to take into account the importance of conditions to be aggregated. There are many works on this topic studying various possible interpretations of linguistic quantifiers for the flexible querying purposes such as Bosc, Pivert, and Lietard (2001), Bosc, Lietard, and Pivert (2003) , Galindo et al. (2006) , Vila, Cubero, Medina, and Pons (1997) .
Practical Approaches
More practical approaches to flexible fuzzy querying in crisp databases are well represented by SQLf (SQLfuzzy) (Bosc & Pivert, 1995) and FQUERY (FuzzyQUERY) for Access (Kacprzyk & Zadrożny, 1995) . The former is an extension of SQL introducing linguistic (fuzzy) terms wherever it makes sense, and the latter is an example of the implementation of a specific "fuzzy extension" of SQL for Microsoft Access®, a popular desktop DBMS (database management system). Also, Galindo et al.'s (1998) FSQL (FuzzySQL) features the capability of fuzzy querying of a, in principle, crisp database. However, as it is a more comprehensive approach, it will be considered in the section on fuzzy databases. Moreover, in another chapter by Urrutia, Tineo, and Gonzalez in this volume, the reader can find a comparison of SQLf and FSQL.
FQUERY.
In Kacprzyk and Zadrożny (1995) , an extension of the Access SQL language, with the linguistic terms in the spirit of the approaches discussed earlier, has been presented. The following types of linguistic terms have been considered: fuzzy values (e.g., "YOUNG"); fuzzy relations (fuzzy comparison operators) (e.g., "MUCH GREATER THAN"); and fuzzy quantifiers (e.g., "MOST"). The matching degree is calculated according to the previously discussed semantics of fuzzy predicates and linguistically quantified propositions. This extension to SQL has been implemented as an add-in, FQUERY for Access, to Microsoft Access, thus extending the native Access's querying interface with the capability of manipulating linguistic terms.
In FQUERY for Access, the user composes a query using a QBE (query-by-example) type user interface provided by the host environment, that is, Microsoft Access. The resulting rows are ordered decreasingly with respect to the matching degree. FQUERY has been one of the first implementations demonstrating the usefulness of fuzzy querying features for a crisp database. In addition to the syntax and semantics of the extended SQL, the authors have also proposed a scheme for the elicitation and manipulation of linguistic terms to be used in queries.
The SQLf. So far we have only discussed the "fuzzification" of conditions appearing in the WHERE clause of the SQL's SELECT instruction. In Bosc and Pivert (1992b), Bosc and Pivert (1995) , and Bosc and Pivert (1997a), a new language, called SQLf, has been proposed. This language is a much more comprehensive and complete "fuzzy" extension of the crisp SQL language. In SQLf, linguistic terms may appear as fuzzy values, relations, and quantifiers (associated with aggregation operators) in the WHERE clause and other clauses. The linguistic quantifiers may be used together with subqueries. This is called by Bosc et al. the vertical quantification in contrast to the horizontal quantification when a quantifier plays the role of an aggregation operator and replaces the AND or OR connectives in a condition as in (23).
All the operations of the relational algebra (implicitly or explicitly used in SQL's SELECT instruction) are redefined to properly process fuzzy relations that appear when parts of a fuzzy query are processed. Other operations typical for SQL are also redefined, including the partition of relations (GROUP BY clause) and the operators "IN" and "NOT IN" used along with subqueries. All the features of SQL have been redefined in such a way so as to preserve the equivalences that occur in the "crisp" SQL. A number of pilot implementations of SQLf have been developed (e.g., Gonçalves & Tineo, 2001a , 2001b .
Other approaches. Other approaches and implementations for the flexible querying of crisp relational databases, based on similar principles as explained above, exist. Among these, we should mention the PRETI-platform that is intended as an experimental environment for the exchange of expertise (de Calmès, Dubois, Hüllermeier, Prade, & Sedes, 2002) and the approach based on EPTVs (de Tré, de Caluwe, Tourné, & Matthé, 2003; de Tré et al., 2006) .
Fuzzy QueryIng oF Fuzzy reLAtIonAL dAtAbAses
Fuzzy databases intend to grasp imperfect information about a modeled part of the world and represent it directly in a database. The most straightforward application of fuzzy logic to the classical relational data model is by assuming that the relations in a database themselves are also fuzzy. Each tuple of a relation (table) is associated with a membership degree. This approach is often neglected because the interpretation of the membership degree is unclear. On the other hand, it is worth noticing that fuzzy queries, as discussed in the previous section, in fact produce fuzzy relations.
Two leading approaches to the representation of imperfect information in relational databases are the possibilistic model (Prade & Testemale, 1984 , 1987 and the similarity relation based model (Buckles & Petry, 1982; Petry, 1996) . More recently, an extended possibilistic approach, based on EPTVs has been proposed (de Tré & de Caluwe, 2003) . The main idea behind the possibilistic data model is to represent the imprecisely known value of an attribute via a possibilistic distribution on the domain of this attribute. For example, if all that is known about the age of a suspect in a criminal investigation is that he is "young," then in a corresponding database, this information may be represented by a suitable possibility distribution on, for example, the interval [1, 100] . This calls for some special measures both in data representation and querying, which will be described in the next section.
The similarity based approach is rooted in the observation that by specifying the search conditions of a query, the user actually looks not only for tuples exactly satisfying them but also for similar tuples. Thus, a similarity relation on the attribute domain is assumed. The values taken by a similarity relation are in the unit interval [0,1], where 0 corresponds to "totally different" and 1 to "totally similar." It is a fuzzy binary relation such that its membership function expresses the similarity degree between the pairs of the domain elements. Similarity relations are usually provided by the user. The extended possibilistic approach is an extension of the possibilistic approach. It explicitly deals with the inapplicability of information during the evaluation of the query conditions: if some part of the query conditions are inapplicable, this will be reflected by the model.
We briefly discuss the main concepts of fuzzy querying as proposed for both leading models of fuzzy databases. Next, fuzzy querying in the extended possibilistic approach, as well as in some hybrid approaches, is briefly described.
the Possibilistic Approach Prade and Testemale (1984) proposed an algebra for retrieving information from a fuzzy possibilistic relational database. The principles of this algebra can be illustrated by an example of the selection operator. The syntax of the condition is more or less the same as previously, but the attributes may take possibilistic distributions as values. Two types of elementary conditions are considered: 
A(t) and B(t)).
In case of (i), it is the set, crisp or fuzzy, of the elements from the domain of A in relation θ with a constant a. In the second case
(ii), it is the subset of the Cartesian product of domains of A and B containing only the pairs of elements being in relation θ. In this case, a joint possibility distribution over the Cartesian product of the domains of A and B is used.
Formally, the matching degree for case (i) is computed as follows. Let us denote by FS the set (in general fuzzy) whose possibility and necessity measures have to be computed. Its membership function for the elements of the domain of A is as follows:
where m a is the membership function of the constant a. The possibility and necessity measures of the set FS with respect to the possibility distribution π A(t) (the value of the attribute A for the tuple t) are computed as in Equations (2)-(3).
For the second form of atomic condition (ii), the set F comprises the pairs of elements
Thus, its membership function is identical to that of θ and the possibility and necessity measures are computed as in Equations (8) through (9). Baldwin, Coyne, and Martin (1993) have implemented a system for querying a possibilistic relational database using semantic unification and the evidential logic rule. The queries are composed of one or more conditions, the importance of each condition, a "filtering" function (similar to the notion of quantifier), and a threshold. The particularity of their work is the process, semantic unification, used for matching the fuzzy values of the criteria with the possibility distributions of the attributes of a tuple. As a result, one obtains an interval [n, p] where, similar to the previous case, n (necessity) is the certain degree of matching and p (possibility) is the maximum possible degree of matching. However, this time the calculations are based on the mass assignments theory developed by Baldwin et al. Bosc and Pivert (1997b) "Find tuples such that more than n values are possible to a degree higher than λ for attribute A."
The matching degree for such queries is computed using the formula: The tuples such that more than such that more than n values are possible to a degree higher than λ for attribute A are retrieved using the condition:
where
and λ is a value in the interval [0,1].
These basic queries and the scheme for computing their matching degree may then be used to process more complex queries like:
"Find the tuples where for attribute A the value d 1 is more possible than the value d 2 "; "Find the tuples where for attribute A only one value is completely possible."
There are other works on fuzzy querying in the possibilistic approach (de Caluwe, 2002; Umano, 1982; Umano & Fukami, 1994; Zemankova-Leech & Kandel, 1984) .
the similarity relation based Approach
The research on querying in similarity relation based fuzzy databases has been summarized in Buckles and Petry (1985) , Buckles et al. (1989) , and Petry (1996) . A complete set of operations of the relational algebra has been defined for the similarity relation based model. These operations result from their classical counterparts by the replacement of the concept of equality of two domain values with the concept of similarity of two domain values. The conditions of queries are composed of crisp predicates as in a regular query language. Additionally, a set of level thresholds may be submitted as a part of the query. A threshold may be specified for each attribute appearing in the query's condition. Such a threshold indicates what degree of similarity of two values from the domain of given attribute justifies in considering them equal. The concept of threshold level plays also a central role in the definition of the redundancy concept for this database model. Two tuples are redundant if the values of all corresponding attributes are similar (to a level higher than a selected degree).
There are also a number of hybrid models proposed in the literature. Takahashi (1993) has proposed a model for a fuzzy relational database assuming possibility distributions as attribute values. Additionally, fuzzy sets are used as tuple truth-values. For example, a tuple t may express that "It is quite true that John's age is nearly 40." Medina, Pons, and Vila (1994) propose a fuzzy database model, GEFRED (Generalized Fuzzy Relational Database), trying to integrate the advantages of both the possibilistic and similarity based models. The data are stored as generalized fuzzy relations that extend the relations of the relational model by allowing imprecise information and a compatibility degree associated with each attribute value. They also define an algebra, called a generalized fuzzy relational algebra, to manipulate information stored in such a fuzzy database. Galindo, Medina, and Aranda (1999) have extended the GEFRED model with a fuzzy domain relational calculus (FDRC). The GEFRED model has been implemented using the crisp commercial DBMS Oracle (Galindo et al., 1998) . The implementation supports FSQL, a "fuzzy" SQL. This fuzzy extension to SQL includes the linguistic labels (terms; fuzzy values) and fuzzy comparison operators (relations) that have been discussed in the previous sections. Each condition could be as-
) requiring that this condition has to be satisfied at least to a degree a (thus, in some sense, changing a fuzzy condition to a crisp one). In Galindo, Medina, Medina, Cubero, and Garcia (2000) , the fuzzy quantifiers (2000), the fuzzy quantifiers have been included into their FDRC language. Some applications of the FSQL are reported (Barranco, Campaña, Medina, & Pons, 2004; Galindo et al., 2006 ).
An extended Possibilistic Approach
In the extended possibilistic approach, the computed matching degree of an elementary condition against a tuple t is expressed by an EPTV. This EPTV represents the extent to which it is (un)certain that t belongs to the result of a flexible query. Let us again denote by FS the set (in general, fuzzy) whose EPTV with respect to the possibility distribution π A (t) has to be computed. Then the computation of the EPTV can be done as in Equations (12) through (14). In case of composed query conditions, the resulting EPTV can be obtained by aggregating the EPTVs of the elementary conditions. Hereby, generalizations of the logical connectives of the conjunction (∧), disjunction (∨), negation (¬), implication (⇒), and equivalence (⇔) can be applied (de Tré, 2002; de Tré & de Baets, 2003) .
The extended possibilistic approach is an extension of the possibilistic approach based on possibility and necessity measures presented in Prade and Testemale (1984) . It offers additional facilities to cope with the inapplicability of information at the logical level: if some of the query conditions are inapplicable for a given tuple t, this will be explicitly reflected in the EPTV representing the matching degree for the tuple (de Tré, de Caluwe, de Caluwe, & Prade, in press) .
, in press).
object-orIented APProAches
With object-oriented databases becoming mature, research on "fuzzy" object-oriented databases has drawn a lot of attention. Nowadays, several fuzzy object-oriented database models exist. Based on some of them, prototypes have already been implemented. The majority of the presented models do not conform to a single underlying object data model which is a logical consequence of the present lack of (formal) object standards. The most recent version of the ODMG (Object Data Management Group) proposal (Cattell & Barry, 2000) offers the best perspectives, although it still suffers from some shortcomings such as the absence of formal semantics and does not have the status of an official standard (Alagić, 1997; Kim, 1994) .
Informally, an object database is a collection of objects that are instances of classes and typically have their own identity. Each class is characterized by its structure, usually specified by a finite number of attributes A i : Dom(A i ) as in the relational model and by its behavior specified by a finite number of operations. Classes are interrelated via association relationships which allow to associate objects with other objects, and via inheritance relationships which allow sharing characteristics among classes.
Research on fuzzy object-oriented databases can also be subdivided into two main approaches: those based on a possibilistic model and those based on a similarity relation based model. Furthermore, an extended possibilistic approach and some other alternative approaches have been proposed. Most research interest has been in the development of semantically richer data modeling facilities. Fuzzy querying of fuzzy object-oriented databases has in most cases been performed using similar techniques as described in the previous sections of this chapter. Zadeh's (1975) extension principle, are provided to compare instances of fuzzy classes and to support flexible querying.
The FOOD model of Bordogna et al. (1994 Bordogna et al. ( , 1999 is based on a visualization paradigm that supports the representation of data semantics and the direct browsing of information. It has been defined as an extension of a graph-based object model in which both the database scheme and instances are represented as directed labeled graphs. A database manipulation language has been described in terms of graph transformations. A prototype of the model has been implemented (Bordogna, Leporati, Lucarella, & Pasi, 2000) .
, 2000). The fuzzy algebra of Rocacher and Connan (1996) is an extension of the so-called EQUALalgebra which is part of the object-oriented database model ENCORE (Shaw & Zdonik, 1990 ). The extension is based on an early version of the ODMG data model (Cattell & Barry, 2000) and is aimed at the modeling and manipulation of fuzzy data. The extended operators are "union," "intersection," "difference," "select," "image" (to invoke functions on objects), "project," "join," "flatten," "nest," and "unnest." Additionally, specific operators have been provided to generate and to compare fuzzy sets.
The UFO model of Van Gyseghem (1998) has been an attempt to extend an object-oriented database model as generally as possible in order to be able to deal with fuzziness as well as with uncertainty. Different concepts of the object orientation have been extended (attributes, methods, objects, classes, inheritance, instantiation, etc.). A specific feature of this approach is the use of "role" objects to properly deal with the manipulation of uncertain data.
In the approach of Na and Park (1997) , a fuzzy object-oriented data model has been built by means of fuzzy classes and fuzzy associations. A fuzzy database is represented by a fuzzy schema graph at schema level and a fuzzy object graph at object instance level. Data manipulation is handled by means of a fuzzy association algebra which consists of operators that can operate on the fuzzy association patterns of homogeneous and heterogeneous structures. As the result of these operators, truth values are returned with the patterns.
The FIRMS model of Mouaddib and Subtil (1997) can deal with fuzzy, uncertain, and incomplete information. At the base of the model are the concepts of a "nuanced value" and "nuanced domain." Furthermore, a fuzzy thesaurus is used to restrict the allowed domain values of discrete attributes. A formal grammar is used to generate the characteristic membership functions of the thesaurus terms. In the FIRMS model, no class hierarchies are supported.
The FOODM model of Marín et al. (2000) illustrates how different sources of vagueness can be managed over a regular object-oriented database model. It is founded on the concept of a "fuzzy type" where properties are ranked in different levels of precision according to their relationship with the type. Objects are created using a-cuts of their fuzzy type. Architecture of a prototype implementation of the model has been presented in Berzal, Mar�n, Pons, and Vila (2003) . Mar�n, Pons, and Vila (2003) .
.
similarity relation based Models George (1992) and George, Yazici, Petry, and Buckles (1997) have proposed an object-oriented database model, which facilitates an enhanced representation of different types of imprecision and utilizes a similarity relation to generalize equality to similarity. Similarity permits to represent imprecision in data and imprecision in inheritance. An object algebra based on extensions of the five traditional operators (union, difference, product, projection, and selection) and three operators to handle nested class data have been provided to support querying.
other Approaches
In the "rough" object-oriented database of Beaubouef and Petry (2002) , an indiscernibility relation and approximation regions of rough set theory are used to incorporate uncertainty and vagueness into the database model. As is the case for fuzzy relational databases, the EPTVs have also been applied in fuzzy object-oriented databases. The database model of the constraint based approach of de Tré, de Caluwe, and Van der de Caluwe, and Van der Cruyssen (2000) and de Tré and de Caluwe (2005) (2000) and de Tré and de Caluwe (2005) is consistent with the ODMG data model (Cattell & Barry, 2000) . Both the data(base) semantics and the flexible querying criteria are expressed by generalized constraints. A many-valued possibilistic logic based on EPTVs is used in order to be able to explicitly cope with missing information and to express query satisfaction.
concLudIng reMArks
In this chapter, we have presented an overview of some of the most important contributions in two main sub-areas of fuzzy querying: in crisp and fuzzy databases. We have discussed the first sub-area in more detail because it still seems to be more promising. Both the relational and the object-oriented database modeling and querying approaches have been described.
de Calmès, M., Dubois, D., Hüllermeier, E., Prade H., & Sedes, F. (2002) . A fuzzy set approach to A fuzzy set approach to flexible case-based querying: methodology and experimentation. 
