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RESUME 
Le sujet de ce mémoire est une interface de développement 
entité-association . Nous avons développé une interface de programmation 
et un dictionnaire de données basés sur un modèle entité-association . La 
machine virtuelle ainsi réalisée se base sur une couche physique, le SGBD 
PYRAMIDE, réalisé par D .  Rossi dans le mémoire intitulé "PYRAMIDE, a 
Physical Engine for the Management of Entity-Relationship Databases." . 
Nous avons développé cette machine dans l'objectif de fournir une 
première étape vers un Système de Gestion de Bases de Données 
Entité-association . C'esf,. pourquoi notre système est conçu de manière à 
pouvoir être étendu. éêhaines de ces extensions ·sont étudiées dans ce 
travail, dont la génération dynamique de schémas par l'utilisateur. Le 
système offre néanmoins un langage de manipulation et d'interrogation 
d'une base de données entité-association complet . 
ABSTRACT 
The subject of this dissertation is an entity-relationship 
development interface. We have developed a programmation interface and a 
data dictionary based on an entity-relationship· mode! . The realized virtual 
machine is based on a physical layer, the PYRAMIDE DBMS, realized by D .  
Rossi in the memoire entitled "PYRAMIDE, a Physical Engine for the 
Management of Entity-Relationship Databases ." . We developed this machine 
with the objective to provide a first step towards an Entity-Relationship 
Data Bases Management System. This is why our system is conceived so as 
to be extensible. Sorne of these extensions are studied in this work, such 
as dynamic generation of schemas by the user . The system provides 
nevertheless a com plete entity-relationship database query and 
manipulation language. 
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Introduction 
Lors de la réalisation d�applications informatiques, un 
concepteur est quasi toujours amené, d'une manière ou d'une autre, à devoir 
structurer, modéliser l'ensemble des informations pertinentes pour le 
problème considéré. Depuis de nombreuses années, des modèles de 
structuration des informations ont été développés pour faciliter ces 
tâches conceptuelles de structuration des informations. Leur fonction est 
d'apporter une aide et un support à la définition précise des informations 
de l'organisation. Une fois les informations structurées selon un de ces 
modèles, on o 1ent ce qu'on appelle un "schéma de données" de 
l'application. 
Le plus célèbre de ces modèles est sans doute le modèle 
relationnel. Il existe cependant un autre modèle beaucoup plus puissant, 
surtout au niveau de la représentation de la sémantique des informations, 
c'est le mo dèle entité-associati on appelé aussi parfois modèle 
entité-relation. Ses concepts principaux sont ceux d'�ntité et d'association 
(ou relation) entre des entités. 
L'étape suivante pour le concepteur sera "d'entrer" son 
schéma de données dans l'ordinateur et d'écrire les programmes qui vont 
travailler sur les données. Il utilisera pour ce faire ce qu'on appelle un 
Système de Gestion de Bases de Données (SGB_D). Celui-ci offre 
également un ensemble d'opérations qui permettent à l'utilisateur de 
manipuler ses données. Mais entrer un schéma de données dans l'ordinateur 
à l'aide d'un SGBD demande souvent de transformer le schéma , les 
concepts utilisés par le SGBD étant différents de ceux du modèle de 
structuration employé (le modèle physique du SGBD est différent du 
modèle conceptuel). Cela signifie également que les opérations que le 
concepteur voulait exécuter sur son schéma de données devront être 
converties en un ensemble d'opérations à exécuter sur le schéma physique 
des données du SGBD et dont le résultat devra être équival4nt au résultat 
attendu sur le schéma de départ. Le concepteur trouve/ait cependant 
intéressant de pouvoir développer ses applications directement avec son 
schéma de données, ç'est-à-dire en utilisant les concepts relatifs au 
modèle de structuration employé. 
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Pour le modèle relationnel, il. existe de nombreux SGBD dont 
le modèle physique de représentation des données est équival/nt ou du 
moins très proche du modèle relationnel (la représentation physique des 
données est la même que la représentation conceptuelle de ces mêmes 
données). On les appelle d'ailleurs des SGBD relationnels. Ils sont 
toujours accompagnés d'un langage, d'une interface qui permet de 
travailler directement sur les données. Les opérations que l'on souhaite 
effectuer sur les données conceptuelles seront donc plus ou moins 
identiques à celles réellement effectuées sur les données (physique). 
En ce qui concerne le modèle entité-association, - on 
s'aperçoit qu'il n'existe pas encore grand chose de semblable. En effet, on 
ne trouve pas encore beaucoup de SGBD dont le modèle physique de 
représentation des données soit le modèle entité-association. Bien 
souvent, les SGBD que l'on dit e ntité-association se basent sur un 
modèle physique qui est relationnel ou parfois entité-association "réduit". 
Il faut donc, dans ce cas, convertir les schémas de données conceptuels en 
des schémas de données physiques. De plus, les opérations que le 
concepteur voudra effectuer sur son schéma de données dans le cadre de 
son application devront être convertres en un ensemble d'opérations sur le 
schéma de données physiques. Ces transformations seront dans certains 
SGBD réalisées automatiquement et dans d'autres devront l'être 
manuellement. 
Certains SGBD offrent une autre caractéristique importante; 
c'est le d y na mis me. Le dynamisme est la possibilité donnée au 
concepteur de modifier son schéma de données (qu'il soit conceptuel ou 
physique selon les SGBD) au sein même d'un programme et plus 
précisément lors de son exécution. Il est donc nécessaire lors de cette 
exécution de pouvoir accéder à une description du schéma de données qui 
doit bien entendu être constamment mise-a-Jour. Contenir cette 
description est un des rôles remplis par ce que l'on appelle un 
dictionnaire d e  données. 
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Le travail que nous avons· réalisé s'insère dans le cadre 
général du développement d'un SGBD entité-association complet. Son 
objectif est de définir et de réaliser une machine virtuelle 
entité-ass ociation destinée aux développeurs d'applications 
informatiques. Cela signifie que l'on va donner à un développeur qui a 
modélisé les informations nécessaires à une application à l'aide du modèle 
entité-association la possibilité de travailler directement sur sa 
modélisation. Cela sera possible au moyen d'une interface , (ou un langage), 
de programmation entité-association. 
Cette machine sera réalisée en deux couches. La première- est 
constituée d'un moteur physique réalisé dans le cadre du mémoire de D. 
Rossi intitulé "Pyramide: a physical engine for the management of 
entity-relationship databases. ". 
Les caractéristiques demandées à la machine virtuelle sont 
les suivantes: 
- offrir au développeur un modèle · conceptuel des données qui soit plus 
puissant que le modèle physique des données sous-jacent au SGBD 
Pyramide. Ce modèle sera appelé modèle EAC (pour Entité-Association 
Complet). 
- offrir un langage de programmation complet et simple d'utilisation au 
concepteur et basé sur le modèle entité-association. Il sera appelé 
Langage Entité-Association (LEA) 
- les transformations nécessaires pour le passage de la machine virtuelle 
au SGBD physique seront automatiques et transparentes au concepteur 
- le dynamisme sera étudié. 
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Le travail réalisé se compose de six parties: 
1 ère partie : le modèle entité-association théorique. 
Oil y fait un rap pel des conce pts du modèle 
entité-association d'après F. Bodart. [BODA83] 
2ème partie : analyse des besoins. 
Cette partie présente l'état actuel du développement 
d'applications informatiques et ses carences qui ont mené à diverses 
tentatives pour com pléter le modèle entité-association d'une partie 
permettant de manipuler ses concepts (un langage entité-association). 
Certains des travaux déjà réalisés sont étudiés et comparés. Leurs 
manques mènent à l'élaboration d'un certain nombre de choix et d'objectifs 
pour la réalisation du système LEA . 
3 ème partie : le système LEA. 
On y décrit d'une manière complète le système LEA qui sera 
réalisé, aussi bien au point de vue de son environnement que du langage 
LEA propremen_t dit. 
4 ème partie : le précompilateur. 
Cette partie plus technique concerne l'implémentation du 
système LEA. 
5ème partie : l'extension dynamique d'un schéma. 
Cette partie a pour objectif de définir le problème de 
l'extension dynamique d'un schéma, et les modifications à apporter au 
système afin qu'il bénéficie de cette facilité. 
5ème partie : conclusion et extensions possibles 
Cette partie présente les extensions à apporter au système 
LEA afin d'en faire un réel SGBD entité-association . 
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9 
Int ro d u ction 
Cette part ie a object i f  d e  rappe le r  les concepts 
qu i  so nt  à la base d u  modèle ent ité-associat ion  ( modè le  EA) , défi n i  de 
man ière théor ique et générale d'après [BODA83] . 
1 . 1 .  Obj ectifs et utilité 
d 'ex p r i m e r  
véh icu lab les 
mécan isme 
Se lon  F .  Bodart, le modèle EA est u n  modè le  qu i  permet 
l a  s é m a n t i q u e  des i n f o r m at i o n s  m é m o r i s a b l es et/o u 
à l 'a ide des concepts d'enti té , assoc iat io n , att r ibut ,  et _ du  
des contra intes d ' i ntég rité . 
L' o bj ect i f  essen t i e l  d ' u n  · modè l e d e  s t ructu rat i o n  des 
info rmations ,  tel l e  modèle EA, consiste à fou rn i r  une  a ide et un  support à 
la  déf i n i t i on  préc ise des i nfo rmat ions  de l ' o rg a n i sat i o n .  La tâche de 
déf i n i t i o n  s ' i n tèg re dans la fonct ion de g esti o n  de ·  l ' i n fo rmation . Cette 
fonction est i nhérente à la prise de co nscience par l 'o rgan isat ion que son 
efficacité dépe nd en partie de la qual ité de so n systèm e  d ' i nformation .  
Le modè le  EA est  un  modè le co nceptu e l .  I l  pe rmet de 
représe nter l a  sémanti q u e  des i nfo rmat io n s .  To u s  l es  p rob lèmes de 
représentation  physique  des don nées so nt exc lus de cette rep résentation .  
1 .2 .  Les concepts du modèle 
1 . 2 . 1 .  Le concept d'entité 
Une entité est une  chose du rée l  perçu qu ' un  i ndiv idu ou un 
g ro u pe déc ide  de co n s id é re r  co mme un é l é m e n t  auto n o m e ,  afi n 
d'en reg istrer des i nfo rmations à son propos. Par exemp le ,  une  personne,  un  
cou rs ,  u n  employé,  . . .  12euvent être considérés comme des  entités. Une  entité 
peut avo i r  des nbu  _ <J <") ' ' 
Dans u n  processus de descripti on ,  on  s' i n té ressera p lutôt à 
des c lasses d 'é léments qu 'à chaque é lément i nd iv idue l l ement .  On parlera 
donc p lu tôt d' u n  type d'entité que d 'une entité . U n  type  d 'ent ité (TE) est 
caractér isé par son  nom ,  la défi n it ion co nstitut ive d u  type , la classe de 
to utes les  ent ités poss ib les  vér i f iant la défi n i t ion  co n st i tut ive du type.  
Ces entités dev iennent  alors des occurrences du type générique .  
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Par exemple, on peut caractér iser le type d'entité client par 
-son nom: client, 
-sa déf in i t ion const itut i ve :  toute personne 
phys ique ou morale dont au moins un ordre de 
commande passé à la f i rme a perm is de 
l ' i dent i f ier ,  
-sa classe : toutes les entités poss ibles vér if iant 
cette définit ion . 
{J 
1 . 2 . 2 .  Le concept d'assoc iat ion 
Une assoc iat ion est une correspon deux ou 
plus ieurs ent ités (non nécessairement distinctes), ù chacune assume un 
rôle donné, et à propos de laquelle on
� 
e , istrer de l' information 
Une assoc iat ion peut posséder des attr ibuts . Par exemple, l'achat 
(assoc iat ion) de la vo iture de numéro 1 (eoti é) par le client de nom 
Durant (ent ité) dans le garage de nom Dupond (ent ité) . On aura donc une 
assoc iat ion ternaire entre les tro is ent ités, dans laquelle les rôles sont 
"achète" pour le cl ient Durant, "est_achetée" pour la vo iture 1 234, et 
"vend" pour le garage Dupond . 
De même que pour le concept d'ent ité, on dist ingue le type 
d'assoc iation (TA) qui est la classe de toutes les associat ions poss ibles du 
réel perçu vér if iant la défin it ion const itut ive du type, et qui est donc 
également caractér isé par son nom, la déf init ion, et la classe de ses 
éléments. Ces éléments sont donc des associations ou occurrences du type 
d'assoc iat ion . Le degré d'un TA est le nombre de TE non nécessairement 
dist incts, sur lesquels le TA est défini .  
1 . 2 .3 .  Le concept d'attr ibut 
Un attr ibut est une caractér ist ique d'une ent ité ou d'une 
association.  Il peut prendre un(e) ou plusieurs valeurs ou groupe de valeurs. 
L'attr ibut est caractér isé entre autres par un nom. Par exemple, l'attr ibut 
nom_personne de l'ent ité personne prend la valeur "Durant" ;  l'attr ibut 
prénom_personne prend les valeurs "Georges" et "Albert " ;  l'attr ibut 
adresse_personne prend le groupe de valeurs ( 1 4, rue du pré fleuri, 5000, 
Namur) . Un attr ibut est s imple si  pour une ent ité ou une association, il ne 
peut prendre qu'une valeur. Il est répétitif s ' il peut en �rendre plus ieurs du 
même type . 
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Un attribut est décomposable s i, à une ent ité ou une 
association, il fa it correspondre un groupe de valeurs de types différents, 
et peut être décomposé en autant d'attr ibuts qu' il y a de types différents 
dans le groupe de valeurs . Par exemple, l'attribut adresse_personne peut 
être décomposé en les attributs numéro, rue, code_postal , localité . Un 
attribut non décomposable est dit élêmenta ·re . Un attribut est obligatoire 
s'il doit prendre une valeur pour toute accu ence du type qu'il caractér ise . 
I l  est facultatif s' il peut ne pas prendr de valeur pour certa ines 
occur�nces du type qu'il caractérise . 
Les notions de ré pétitivité et facultat iv ité s·ont 
représentées par le concept de répétitivité d'un attribut. La répét itivité 
est un couple de valeurs qui peut prendre les valeurs suivantes : 
attribut simple obligatoire : 1 - 1 
attribut simple facultatif : Q.., 1 
attribut répétitif obligatoire : 1 -n 
attribut répétitif facultatif : 0 -n 
On peut introduire la valeur "inconnu" lorsqu'une valeur d'un 
attribut existe pour une accu nce mais est inconnue lors de l'observation . 
1 . 2 . 4. L es contraintes d'inté grité 
Une contrainte d'intégrité ( C l )  est une propriété non 
représentée par les concepts de base du modèle, mais que doivent 
satisfaire les informations stockées . 
F .  Bodart considère que les contraintes de connect ivité .et 
d'identif ication sont des C l  obligatoires . 
1 . 2 . 4. 1 . Contraintes de connectivité 
Une contrainte de connectivité est représentée par un couple 
d'entiers : (connectivité minimale , connect iv ité max imale) . La connectivité 
minimale (maximale) indique le nombre minimum (maximum) de fois que, à 
tout moment', toute ent ité do it assumer un rôle dans une assoc iat ion, 
1 
c'est-à-dire le nombre minimum (maximum) d'assoc iat ions auquel toute 
entité doit partic iper . 
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1.2 . 4.2 . Contraintes d'identifiant 
Identification d'un type d'entité 
Un identifiant d'un TE est un groupe d'attributs et/ou de rôles 
tel que à chaq_ue combinaison de valeurs prises par ce groupe correspond au 
plus une occur'ènce de ce TE . Un TE peut être doté de plus d'un identifiant. 
F .  Bodart distingue 4 cas d'identification d'un TE : 
- l'identifiant est formé de un ou plusieurs attributs du TE à 
identifier . Un attribut identifiant ne peut pas être facultatif . 
Il est déconseillé de considérer un attribut pouvant prendre 
la valeur " inconnu" comme identifiant ; 
- "un TE peut être identifié par les rôles assumés par des TE 
dans le cadre de TA auxquels participe le TE à identifier . Ce 
TA est considéré comme identifiant . Pour des raisons de 
simplicité et d 'efficacité , le T A  identifiant qui 
relie le TE à identifier et le TE dont le rôle est identifiant 
est un TA non-cyclique et la connectivité du rôle du TE à 
identifier au sein du TA identifiant est ( 1 , 1 )" ; 
- le TE est identifié par un groupe formé �e un ou plusieurs 
de ses attributs et par un ou plusieurs rôles ; 
- si un TE ne peut pas être identifié, ou qu'on ne veuille pas 
l'identifier par un fait de l'organisation, on peut néanmoins I '  
identifier par un attribut substitut du TE ." La valeur de 
cet attribut correspondra à n 'importe quel signe du 
système susceptible d ' individual iser  de façon 
permanente l'existence d'une entité dans le système · 
d'informations " .  
Identification d'un type d'association 
L'dentification d'un TA est considérée comme implicite . En 
effet , une association est identifiée par les rôles assumés par les entités 
sur lesquelles elle est définie, puisque son existence leur est contingente. 
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1 . 2 . 4 . 3 .  C o n t ra i nt e s  fac u l tat ives  
F .  Bodart aborde également d'autres contra intes qu' il 
cons idère comme facultat ives : 
- Cl d'existence : la val id ité de l'ex istence d'une occurence 
d'un TE ou d'un TA est l iée à d'autres éléments de la 
structure de données ; 
- Cl d' inclus ion, exclus ion, égal ité de rôles : s i  une ent ité 
assume un rôle, elle do it aussi assumer les rôles inclus, elle 
ne peut assumer les rôles exc lus, elle doit aussi assumer - les 
rôles égaux et réc iproquement ; 
- Cl d' inclus ion, exclus ion , égalité d'assoc iat ion : le pr incipe 
est le même que pour les rôles, si ce n'est que cette fo is ce 
sont toutes les accu r'è nces de T .E part ic ipant aux 
assoc iat ions qui sont v isés par la contrainte ; 
- Cl de sous-typage : correspond à l,a I assoc iat ion de 
généralisat ion entre de·s TE ; 
- Cl de valeur : restr iction de l'ensemble des valeurs que peut 
prendre un attr ibut d'un TE ou d'un TA ; 
- dépendances fonctionnelles : étant donné un TE ou un TA, un 
attr ibut B dépend fonct ionnellemnt d'un attr ibut A si, à tout 
moment, à chaque valeur de A correspond au plus une valeur 
de B ;  on peut étendre cette · not ion aux dépendances 
fonct ionnelles entre rôles ; 
- dépendances mult ivaluées : correspond à une dépendance 
d'un attr ibut s imple ou d'un groupe d'attr ibuts simp les vers 
un attr ibut répét it i f  
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1 .2 .5 .  Le concept de schéma 
Bien que ce concept ne soit pas défini dans le modèle 
théorique de F. Bodart, et qu'i l constitue un concept centra l de ce travail, 
i l  nous semble uti le de l'introduire à ce niveau . Le lecteur peut considérer 
ce concept comme une extension apportée au modè le entité-association de 
F. Bodart . 
Un schéma est l'agrégation des TE et TA, ainsi que de leurs 
attributs ,  identifiants ,  des rô les et connectivités de toute participation 
d'un TE à un TA , modélisant le réel perçu par le concepteur dans le cadre 
de son app lication . Un schéma est caractérisé par un nom, et l'agrégation 
des concepts qui le constituent. 
1 .3 .  Représentat i o n  g rap h iq u e  
I l  est courant de donner au modèle entité-association une 
repré sentation graphique , qui a pour objectif de faci l iter la 
communication . Cette représentation graphique est incomp lète et doit être 
accompagnée de la spécification textuel le des éléments représentés . Nous 
adopterons les conventions décrites dans [BODA83] aux pages 1 7 , 29 , 33 .  
On trouvera à la page suivante un exemple représentant le 
schéma de l'app lication suivante : 
Une us ine est identifiée par son nom . El le fabrique des produits ayant 
chacun un numéro .  Un produit est toujours fabriqué par au moins une usine. 
Le coût de fabrication est dépendant de l'usine qui le fabrique. 
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USINE 
f\Ov1 1 - n 
FABRICATION 
fabrique  COUT_FABR 









type d'entité de 
nom A possédant 
un attribut de nom 
x, par lequel il 
est identifié 
u - v 
r 
r est un nom de 
rôle joué par A 




type de relation de nom 
8 possédant un attribut 
de nom y 
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Il . Analyse des besoins 
INTRODUCTION 
L'objectif de cette partie est de montrer pourquoi nous avons 
choisi de concevoir le système LEA . On y trouvera donc les sources de nos 
mot ivations . 
Nous allons d'abord présenter un aperçu du développement 
actuel des applications info rmatiques. Nous rappel le rons succinctement 
une méthode courante de déve loppement d'applications . Notre objectif ne 
sera pas de rappeler dans les détails cette méthode , mais plutôt d'en 
présenter les grandes étapes , leurs produits et leur enchaînement . N_ous 
mett rons en évidence les problèmes liés à l'utilisation de cette méthode . 
Nous verrons que la base de ces problèmes est l'inexistence d'un Système 
de Gest ion de Bases de Données suppo rtant le modèle · conceptue l ,  
c'est-à-di re le modè le entité-association dans not re cas . En effet , un 
travail important du développeur d'applications consistera à t ransformer 
les produits de sa spécification en produits exécutables . Il sera pour cela 
nécessai re de t ransformer le schéma modélisant l'app lication , ainsi que 
les traitements sur les données modélisées, d'un modèle vers un · autre . Une 
étape importante d'une méthode de développement sera donc une étape de 
t raduction qui pou rra prendre beaucoup de temps se lon l'ampleur de 
l'application modélisée . 
Nous comparerons ensuite diffé rents t ravaux menés afin de 
résoudre ce p roblème. L'objectif commun à la base de ces t ravaux est 
d'augmenter le modèle entité-association d'une pa rtie de manipulation 
permettant d'agir sur les concepts modélisés . 
. / 
Nous ve rrons que ces t ravaux ne sont pas entiè rement 
con�incants dans le contexte du développement d'applications . Ceux-ci 
auront en effet souvent des objectifs particuliers qui parfois ne seront 
pas en accord avec notre optique de réaliser un réel outil de développement . 
d'applications. 
Nous arriverons à la conclusion que ces travaux ont des 
objectifs différents de ce que nous voulons fa i .re ,  en l'occurr_ence, réaliser 
une p remiè re étape rep résentative ve rs un SGBD entité-association 
complet . 
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1 1. 1. A s p e c t s  du  dévelo p pement  act u e l  · d 'ap pli cations 
i nf o rm at i q u e s  
Ce projet s'insère dans le cadre général du développement 
d'applications de gestion de bases de données . 
Le développement d'applications informatiques est une tâche 
complexe qui nécessite l'utilisation d'une méthode . Notre objectif n'est pas 
de répéter une nouvelle fo is les arguments favorables à l'emp loi d'une 
méthode de développement, ni d'en décrire une quelconque . Le lecteur peu 
fa milier avec ce domaine pourra consulter [LA MS87], [HAIN86-a], et 
[BO0A83] . / 
Toutefois ,  il est nécessaire de r r certaines choses 
pour la bonne compréhen · ce trav · . L'information est évidemment 
la base de processus de tra item - communication de 
��ans une organisation . La qualité et l'efficacité de ces 
s- vo�t dépendre de la qualité des informations utilisées . On 
constate d'ailleurs de plus en plus l'émergence d'un souci de gestion de 
cette ressource que devient l'information pour l'organisation qui la 
possède . Ce souci sse 'né'l'ita:bte11renr pa:r -a néees-sit-é - de- déf · de fa on 
rigoureuse les informations de la mémoire du s stème _:info ations de 
l'organisation (ensembte des lrrformations, et des t�aitements qui lui sont 
appliqués par des processeurs) . Un point important est _donc de modéliser 
les informations et leur structure, afin de fournir une représentation 
conceptuelle, sémantique des informations de l'organ_isation, et de leurs 
structurations . 
Cette représentation possède certains avantages 
- à l'analyse et à la conception : elle met en évidence _la 
signification donnée par l'organisation à ses données (rappelons qu'une 
donnée à laquelle on donne une signification devient une information, une 
donnée ne dispose donc pas de sens en soi) ; 
- à la réalisation du système d'informations (S.I .) :  elle aide à 
la compréhension de cette signification pour · construire un S .I .  efficace; 
- à l'exp loitation et à la maintenance: elle procure une 
définition prec 1 se des informations manipulées et de leurs conditions 
d'uti lisation, elle constitue donc une documentation très appréciable . 
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Pour fournir cette représentat ion des informat ions, il faut 
ut i l iser un modèle de structuration des informat ions. Celu i-ci doit 
posséder certaines qualités. Il doit permettre d'expr imer le sens des 
informations à l'exclusion de tout problème de représentation physique. 
Cette représentat ion do it être cla ire, l isible et structurée. Le modèle 
entité-associaüon (modèle EA) décrit dans la première partie possède ces 
qual ités. 
De même qu' il est nécessaire de modéliser la structure des 
informat ions de l'organ isat ion dans une démarche de concept ion 
d' appl icat ions informat iques, il faut auss i modéliser les tra itements 
propres à l'application à effectuer sur ces informations. e ec eur pourra 
se reporter aux références déjà citées dans ce chapitre pour les modèles 
de représentation des traitements. 
A ce po int du développement, on possède donc une 
représentat ion conceptuelle des informat ions manipulées par l'application 
et de leur structur_e a insi que d'une représentation modélisée des 
tra itements à leur appliquer. 
Dans toute démarche de développement d'applications, on 
trouve év idemment aussi une étape d' implémentation de I' ion. 
L'object if est de fournir une · version exécutable de 1 '8:pplicat ion sur une 
machine. Pour cela, on a souvent recours à _ un logiciel spécialisé :  le 
système de gestion de bases de données (SGBD). Ce type de logiciel offre 
en général trois grands types de fonctionnalités. Il permet 
- de définir la structure, le format des données manipulées 
dans l'application ; le résultat de cette opération est appelé la atalogue 
des données, et représente la structure que prendra la base de années, qui 
contiendra les données manipulées par l'application ;  
- de stocker des données dans l a  base conformément au 
format préalablement défini, et de modifier ou effacer ces données; 
- d'accéder aux données dans la base en faisant référence à 
leur structure ou leur format. 
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Le fo rmat utilis� . pour défini r les- structures des données 
dans la base dépend du SGBD utilisé, et. plus particulièrement du modèle 
supporté par cet outil. Par exemple , un SGBD relation nel ne permettra de 
déf inir  des don nées que sous forme de relations ou tables relationnelles . 
On ne pourra donc insérer dans la base que des don nées sous forme de 
tables . De même , on pourra accéder aux données en faisant référence à leur 
structure tabulai re et aux diffé rents éléments permettant  de mettre en 
relatio n ces tables entre elles (contraintes référentielles, par exemple). 
Il n 'existe pas encore à l'heure actuelle de véritable SGBD 
supportant un  modèle EA qui so it  satisfaisant dans  un  cadre tout à fa it 
général . U ne conséquence immédiate est qu' il ne ·sera pas poss ible de 
passer d i rectement de la représentat ion conceptuelle des i nfo rmations., et 
des tra i tements sur ces info rmations, à l ' implémentation de l'application 
prop rement dite. En effet, le modèle util i sé à la conception est différent 
du modèle qui sera util isé · à l' implémentation .  
Au n iveau de la méthodolog ie employée pour développer 
l'applicat ion,  cela s ig n if ie qu' il faudra séparer les· d iffé rentes phases . 
Durant l'analyse conceptuelle , on construira la représentation conceptuelle 
des info rmations (ou schéma), et les traitements sur cette représentation . 
Aux phases de conception log ique et physique, il faudra transformer les 
produits de l'analyse conceptuelle en p roduits exécutables, c'est-à-dire 
notamment conformes au modèle supporté par le SGBD . On util ise pour cela 
le pri ncipe des transformations . 
Dans une premiè re phase, · appelée conception logique, on 
transforme les produits de l'analyse conceptuelle en "p rodu its log iques" , 
c' est-à-d i re e n  une solution exécutable sur une machine abstraite , non 
réelle . Cette solution est constituée du schéma des accès possibles 
exprimé dans le modèle d'accès gé néral isé , [HA I N86-a), et issu de la 
transfo rmatio n du schéma conceptuel, ainsi que d'une a rchitecture· de 
modules de traitement avec leur algorithme exprimé en _ _LDA (Langage ·de 
Description d'Algorithme) [HAIN86-a], issue de la d sc ripion onceptuelle 
des traitements . Cette solution doit être correcte : le schéma es données 
doit rep rendre toute la sémantique du schéma p ncept el , et les 
algo rithmes doivent  satisfai re à la spéciJication  modules de 
traitement  conceptuel . Elle doit aussi être efficace: les accès · aux données 
doivent être optimisés . 
I l .  4 
l i . Analyse des Besoins 
La deuxième phase va consister à ·produi re une solution qu i 
au ra les mêmes caractérist iques que - la solut ion logique (correcte,' 
efficace), mais qui sera exécutable sur une machine réelle. Il faudra donc 
. transformer le schéma et les algor ithmes logiques pou r qu' ils soient 
conformes au modèle du SGBD et aux autres outi ls de développement 
util isés (compilateurs, ... ). 
Il faut donc fai re subi r au schéma et aux traitements 
conceptuels deux ser ies de t ransfo rmat ion. Ces p rocessus de 
transformation produ isent une solution exécutable, mais beaucoup moins 
cla i re et lisible que la solution conceptuelle. Par exemple, pour  maintenir 
la sémantique du schéma conceptuel dans le schéma transformé, il faudra 
souvent ajoute r des contra intes d' intégr i té qui vont alou rd i r - la 
représentation. 
Ces processus alou rdissent aussi la conception et la 
maintenance. Ils nécess itent en effet la manipulat ion de plus ieurs 
versions d'une même solution,  la connaissance de nombreux formalisme 
(EA, MAG, modèle du SGBD, formalisme de représentation conceptuell ds 
traitements, LDA, langage de programmation, interface de programmation 
du SGBD, . . . ). Lors de la maintenance, si un changement intervient au niveau 
conceptuel, i l  faud ra connaître les t ransformations effectuées à la 
conception pour répercuter le changement sur la solution physique. 
Il va de soi que plus le schéma conceptuel _ est complexe, que 
ce soit au niveau du nombre des structures représentées ou de leur 
richesse (récu rsiv ité, .. . ) ,  plus les tâches de t ransformation seront longues 
et donc coûteuses, et moins le schéma transformé en sera lisible. Il va 
auss i de soi que plus un schéma s'alourdit, et plus l'expression des 
traitements t ransformés pou r se conforme-r à ce nouveau schéma 
s'alourdissent également. 
Toutefois, étant donné que les processus de transformations 
de schémas sont systématiques, il a déjà été envisagé de t radu i re un 
schéma de données dans les diffé rents formai -ismes de manière 
quasi-automatique. Cependant , ces outi ls ne permettent pas èncore de 
fai re su ivre aux traitements les processus de transformations associés. · 
Nous constatons donc que la démarche actuelle de conception 
d'applications informatiques, bien qu'ayant le mér ite de fonct ionner, n.'est 
pas ent ièrement sat isfaisante, et nécess ite énormément de t ravail de 
traduction et de. programmation de la part du développeur. 
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L' approche que nous al lons suivre consiste · à construire un 
SGBD supportant un modèle conceptuel , en l'occùrrence, le modèle EA . Le 
développeur aura ainsi à sa disposit ion un outil lui permettant 
- de définir la structure des données directement dans le 
forma lisme EA ; 
- de stocker les données dans ce formalisme, des les 
modif i er, et de les supprimer 
- d'accéder aux données stockées dans la base en faisant 
explic itement référence au formalisme EA . 
Il ne lui sera donc plus nécessaire de transformer le schéma 
des données. Le développeur pourra produire à part ir de l'analyse 
conceptuelle des traitements des algorithmes qui travail leront 
directement sur le formalisme EA . La so lut ion conceptuelle sera une 
solution quasiment exécutable par la machine EA . La conception sera donc 
plus efficace . Le développeur devra passer moins de temps à la traduct ion 
de sa solut ion pour passer plus de temps à la spécification . De plus , la 
so lut ion f inale , déduite directement de la so lution conceptuelle, sera 
1sible lus rapidement . 
Cette solution . semb le très prometteuse: Cependant , el le 
n'est va lable que dans le cas où le développeur dispose d'un SGBD 
supportant un réel modèle EA , avec toute . sa capacité d'expression 
sémantique . Cette voie a déjà été suivie . Nous présentons dans la part ie 
suivante les principaux efforts déjà accomplis dans ce domaine. 
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1 1.2. Etat de l'art sur les langages ent ité-associat ion. 
I n t ro d uc t i on. 
Tout modèle se doit de permettre deux tâches importantes. I l 
doit permettre de capturer les caracté ristiques du rée l, propres à une 
application particulière. I l  doit aussi permettre la manipulation des 
concepts qui le composent. Le modèle comprend donc non seulement une 
dimension de description, mais également une dimension d'action sur les 
concepts. Le modèle entité-association s'est imposé comme la tête de pont 
parmi les modèles sémantiques permettan t  une description conceptue lle 
du réel. Cependant, son essor est bloqué par le manque d'une partie de 
manipulation .  On peut suppose r  que la p rochaine étape dans le 
déve loppemen t  des systèmes de gestion de bases de don nées serait la 
réalisation d'un SGBD basé sur le modèle entité-association .  Cette étape 
passe d'abord par la conception d'un langage de manipulation, au moins 
théorique, qui soit unanimement reconnu comme satisfaisant par la 
communauté informatique. De nombreuses propositions ont  déjà été faites 
dans ce domaine, mais aucune d'elles n'a encore obtenu la satisfaction de 
tous les intéressés. Notre objectif ici est de présenter  un  certain nombre 
de travaux ou langages représentatifs qui ont déjà été réalisés dans cette 
matiè re . 
On t rouvera  dans ce  chapitre d'abord u n e  approche 
synthétique . Un certain nombre de caracté ristiques communes des langages 
sont dégagées, et sont comparées au niveau de chacun des langages. 
Le propre d'un langage est de permettre la manipulation de 
données. On t rouvera donc comme première partie la description des 
différents types de modèle entité-association employés. 
Une seconde partie compare entre e l les les différentes 
phi losophies mises en oeuvre, et sous-jacentes au développement des 
diffé rents langages. 
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On t rouvera enfin la description comparée des grandes 
fonctionnalités des langages. Afin de mainteni r une certaine uniformité 
dans cette étude, nous avons d'abord essayé de regrouper les aspects 
communs aux langages dans une approche algébrique. Nous présentons donc 
une série d'opérateurs de manipulation, de type projection , sélection, 
jointure, . . .  , avec pour chacun d'eux ce qu'il permet de réaliser dans chaque 
langage. Une deuxième partie reprend les caractéristiques propres à 
certains langages, telles que la définition de vues, la manipulation de 
méta-données. 
Nous avons porté en annexe une description analytique de 
chaque langage étudié. Le lecteur désirant approfondir son étude d'un 
certain langage trouvera dans cette annexe une description plus développée 
des langages avec aspects syntaxiques et exemples d'utilisation. 
Nous voudrions enfin souligner certains aspects de l'étude de 
langages. La condition idéale d'étude d'un langage est évidemment de 
pouvoir s'en servir .  I l  faut pour cela disposer d'une version exécutable de 
ce langage, ainsi que d'une bonne documentation. Nous n'avons pas bénéficié 
de ces conditions, étant donné que bien souvent les langages E/A ne sont 
pas développés, ou sont en cours de développement. De plus, la plupart de 
ceux qui sont développés le sont sur des machines spécifiques. On est donc 
bien souvent contraint d'étudier un langage par l'intermédiaire de sa 
syntaxe ou des exemples . Cela risque évidemment d'entraîner un certain 
manque d'information. Nous espérons tout de même avoir pu souligner les 
principaux aspects de ces langages. 
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11.2 . 1  Modèles de t rava il. 
I l  n'existe pas encore à l'heure actuelle une norme 
permettant d'établir un consensus sur les concepts qui doivent être 
intégrés au modèle entité-association . Cela se reflète dans le manque 
d'uniformité des modèles employés par les concepteurs de langage. Une 
seconde raison vient du fait que les chercheurs emploient des modèles 
conformes à leurs objectifs . Ceux-ci sont f'DUltiples. Certains concepteurs 
visent d'abord la simplification, ce qui leur permet de développer des 
langages offrant moins de fonctionnalités mais étant plus faciles à 
implémenter ,  et pouvant être étendus par la suite à des concepts plus 
élaborés. C'est le cas pour H IQUEL, GORDAS, EXL, R RA,  ERROL, le langage 
relationnellement complet , CLEAR ,  QBD. D'autres , plus rares, veulent 
d'emblée établir un cadre théorique complet , c'est le cas de ERC. Certains 
se définissent un modèle propre à une application particuliè re , c'est le cas 
de LAM BDA, avec le modèle T IGR E .  Certains, enfin , se préoccupent de 
soucis d'efficacité, comme LMD. 
De tous les langages rencontrés , c'est E RC qui nous semble 
offrir le modè le le plus complet. En effet , il permet les associations 
n-aires cycliques, les rôles , les contraintes de connectivité. Son apport 
principal est de permett re les attributs optionnels , mu ltivalués et 
récursivement complexes. De plus, la théorie des amas empl9tée pour ce 
modè le permet la manipulation d'ensembles contenant dé�currences 
identiques. Les notions de généralisation et de spécia lisation y sont 
également introduites. Ce type de modèle sera évidemment plus complexe à 
mett re en oeuvre que des modèles plus simplifiés. 
Le langage LAM BDA se distingue par l'emploi d'un modèle 
particulier TIGR E .  Il inclut ,outre les notions de rô le et de connectivité, la 
notion de documents . structurés. TIG R E  peut être considéré comme un 
modèle externe, spécifique pour des applications précises , mais il peut 
être transformé en modèle entité-association général avec des att ributs 
complexes et multivalués . 
La préoccupation d'efficacité de L M D  se retrouve dans le 
modèle employé, qui est proche d'une implémentation physique. On y définit 
en effet des st ructures d'accès indexées , h achées , . . .  On y emploie 
également des mécanismes introduisant de la redondance. 
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Parmi les langages basés sur un modèle plus simple, GORDAS 
est celui qui offre le plus de possibilités . En effet , bien que le modèle de 
base soit assez simplifié (il ne comprend pas les notions de rôle et de 
connectivité) , plusieurs versions étendues sont développées. Ainsi , dans 
l 'extension graphique de GORDAS sont inclues les notions de rôle et de 
connectivité. Il existe aussi des versions incluant la généralisation et les 
structures IS-A (généralisation) . 
QBD inclut d'emblée les structures IS-A mais ne supporte pas 
la notion de rôle .  C LEAR accepte les rôles et les connectivités, tout comme 
HIQUEL, qui est cependant réduit aux associations binaires. 
E X L , modifié pour satisfaire la propriété de complétude 
simplifiée ,  ne prend pas en compte les notions de rôle et de connectivité. 
Le modèle entité-association sous-jacent au langage de 
manipulation DESPATH reprend la notion de signification d'une association 
(elle est déterminée en fonction des rôles joués par les entités 
participantes à l'association. ) .  De plus, une association peut être vue 
comme une entité mais avec des propriétés spéciales. Cela permet d'avoir 
le concept d'obj ectification des associations (On transforme une 
association en une entité avec de nouvelles associations plus primitives). 
On a également les concepts d'associations hiérarchiques (binaires de type 
1 -N )  et sous-typées (généralisation, spécialisation). 
Finalement , certains langages se basent sur la th éorie 
relationnelle . R RA, support sémantique d'ERROL, s'en inspire directement. 
[ATZ81 ]  se base sur la complétude relationnelle. Ces modèles incluent donc 
des concepts facilitant le lien entre le modèle entité-association et le 
modèle relationnel . C es concepts sont ceux de "surrogate keys" et de 
correspondance .  RRA admet la notion de rôle et admet les types de relation 
récursifs . 
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11 .2 .2. Phil osophie du l angage. 
Parmi les langages p roposés ,  plus ieurs démarches 
différentes sont explorées. Chacune a ses avantages et ses inconvénients. 
On ne peut les dissocier des objectifs de leurs auteurs. 
U n  premier objectif consiste à vouloir d'abord développer un 
cadre théorique et formel précis, sans considération sur la forme future du 
langage, du point de vue de sa syntaxe ou de son implémentation. Les 
auteurs suivant cette démarche sont amenés à développer des calculs (EXL 
modifié), ou des algèbres, comme R RA,  E RC,  le langage relation nellement 
complet. On pourra par la suite, en se basant sur une algèbre ou un calcul 
bien déf i n i ,  développer un  langage sat isfaisant certa i ns cr i tères de 
convivialité et d'efficacité .  Cela a été réalisé dans le cas d' E R ROL, basé 
sur R RA, et EXL,  basé sur le calcul déf ini dans [ATZ81  ]. 
E n  ce qui concerne les algèbres, R RA souffre d'un gros défaut. 
Cette algèbre n'est en fait qu'une reformulation de l'algèbre relationnelle, 
avec des ajouts pou r  sat is fa i re aux co n cepts du modèle 
entité-associ at io n .  Dès lors, la richesse du modèle est sacr ifiée à la 
simplicité. L'approche E RG nous paraît plus intéressante car elle se base 
sur un modèle complet et permet de manipuler des concepts plus élaborés. 
U n  gros défaut de ERG est qu'à chaque application d'un opérateur ,  un 
nouvelle entité est c réée, qui hé rite s associ ations des opérandes. 
L'approche E RG ne conserve donc pas le base de données dans son état 
initial. A ce point de vue, l'algèbre prop ' e  dans [CAM83] a la propriété de 
conservation .  
U n  aut re objectif est de fourni r  d i rectement un langage 
sat isfa isant des critères d'efficac ité (LM D), ou de conv iv ialité (QBD, 
CLEAR, H IQU EL, GOR DAS). Un inconvén ient de cette approche est que les 
auteu rs manquent d'un cadre formel. Dès lors, le langage est bien souvent 
défi n i  par sa syntaxe ou par des exemples. Un avantage est que l'utilisateur 
dispose de suite d'un langage convivial. De plus, plusieurs de ces langages 
ont déjà été implémentés ou sont en cours d' implémentation. 
Dans cette approche, beaucoup de concepteurs t i rent parti de 
la représentation graphique du modèle ent ité-association .  Ces langages 
travaillent sur base de schémas. Nous les désignerons par langages de 
mapping. Parmi ceux-ci , on en  trouve où l'utilisateur exprime ses 
i nterrogations e n  manipulant directement des schémas, comme QBD .  
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D 'autres impo sent l 'e x i s tence d 'une re p ré sentat ion 
schématique de la base de données, et permettent à l'uti l i sateur d'écri re 
ses requêtes dans un langage donné, comme CLEAR et GORDAS. 
Le désavantage de GORDAS par rapport aux autres langages de 
ce · ty pe e s t  q u' i l  impose la t rans fo rmat ion du diag ramme 
entité-assoc iation en une représentation qui lui est p ropre , appelée graphe 
du schéma . I l  faut noter ,  toujours pour GOR DAS, qu'une extension est 
étudiée dans [ ELM85] permettant à l'uti l isqteur d'exprimer ses requêtes 
par manipulation de schémas, tout comme QBD.  
I l  existe d'aut res langages se basant su r le système 
query-by-examp le, et  sur une rep résentat ion tabu la i re du modèle 
entité-association, c'est le cas d'H IQUEL . 
On trouve également des langages qui s'inspi rent di rectement 
de SQL, en offrant les mêmes p rimitives, mais en les modif iant pour 
inclure le concept d'association. C'est le cas de D ESPATH ,  LAM BDA et 
CLEAR. 
E R ROL se caractérise par une approc he l inguist ique . Ce 
langage tente de reprodui re les mécanismes du langage nature l par des 
concepts , tel celui des symboles de corrélation . 
Enf in, i l  faut noter que la plupart des langages rencontrés 
permettent d'exprimer des requêtes ,  mais  pas de man ipuler la base de 
données . LM D permet la manipulation de concepts du modèle E R ,  mais i l  ne 
permet pas d'expr imer des requêtes pui ssantes . LAM B DA permet la 
manipulation du concept de document structuré . Le seul langage que nous 
ayons rencontré et qui permette à la fo is  la mani pu lation et l' interrogation 
d'une base de données est DESPATH . 
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1 1 .2.3. Les fonctionnal ités 
Comme il a déjà été dit , il existe plusieurs types de langages 
basés sur le modèle entité-association. Notre problème dans ce chapitre, 
est d'aborder les fonctionnalités de ces langages, tout en essayant de 
dégager certaines d'entre elles que tout langage de manipulation basé sur 
le modèle entité-association devrait reprodu ire. A notre avis ,  une bonne 
façon d'y arriver est de se baser sur les . composantes algébriques des 
langages, en faisant abstraction de la façon dont elles sont exprimées. On 
trouvera donc dans une première part ie une sér ie d'opérateurs algébriques, 
avec pour chacun une comparaison au niveau des di fférents langages. Dans 
une seconde part ie, nous analyserons d'autres possibilités (manipulation 
de vues, de méta-données, . . .  ) offertes seulement par quelques langages. 
1 1 . 2 .3 . 1 . Les o pérateurs a l gébr iques .  
Une première remarque doit être fa ite à leur sujet. En effet, 
ces opérateurs sont complètement cachés au programmeur dans certains 
langages. On y explique comment on peut effectuer une requête sur un 
schéma souvent à part ir d'exemples. Il n'est donc pas toujours facile à 
partir des articles lus de découvr ir toutes leurs possibil ités et donc tous 
les opérateurs algébriques sous-jacents à ces langages ( I ls sont cachés 
derrière des instructions du genre SELECT ... FROM . . .  WHERE ... ). 
a) L 'u n io n ,  l ' i ntersect ion ,  l a  d i fférence.  
Nous considérons comme opérateurs d'union, de di fférence ou 
d'intersection, les opérateurs qu i réal isent l'union, la d ifférence ou 
l' i  nte rsect io n :  
- soit de deux ent ités ou de deux associations (compatibles). Cela peut 
signif ier la création d'une nouvelle entité ou d'une nouvelle association qu i 
contiendrait l'union, la différence ou l'intersection des occurrences des 
deux entités ou associations de départ . 
R RA permet l'union, l' intersect ion et la di fférence de deux 
relations. Etant donné que dans le cadre de cette algèbre, les relations 
sont aussi util isées pour représenter les concepts du modèle EA,  RRA 
permet l'union, l'intersection et la différence d'entités indirectement (par 
l'intermédia ire des relat ions qu i les représentent) . 
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Cependant, on ne retrouve pas clairement ces opérateurs dans ERROL qui 
est basé sur cette algèbre. 
L'algèbre ERC, qui est une algèbre d'entités, permet l'union et 
la différence sur des types d'entités compatib les. 
Le langage d'interrogation re lation nellement complet offre 
é g a l e m e n t  d e u x  o p é r at e u r s  a d d -r e l a t i o n s h i p- u n io n et 
add-re l ationship-difference qui permettent de réaliser l'un ion  ou la 
différence de deux types d'entités compatibles. 
- soit de deux sous-ensemb les d'occurrences (compatibles) définis par des 
sous-requêtes. Les opérateurs sont implémentés sous l a  forme de 
con necteurs logiques "AND" et "OR". C'est le cas des langages tels que QBD , 
CLEAR, GORDAS, EXL, LAMBDA et DESPATH. Dans leur cas, ces opérateurs 
sont en réalité cachés derrière une instruction plus vaste qui permet 
d'exprimer une requête complète . On entend ici par sous-requête, une 
requête dans laquelle on accède à partir du concept d'intérêt, à un autre 
concept pour comparer des attributs des deux concepts ou former une 
condition sur le concept d'arrivée. Ce sont donc des con necteurs "AND" et 
"OR" plus généraux que ceux liant des sous-conditions dans une condition 
de sélection portant sur les attributs du concept d'intérêt . 
ex : les clients qui ont une voiture de nom="GOLF" et qui sont mariés. On 
considèrera qu'il y a un opérateur d'i n tersection entre les deux 
sous-ensem b les d 'occurrences de c l ients défi n is p ar les deux 
sous-requêtes. 
EXL, GORDAS et ERROL permettent aussi la négation, ou la 
possibilité de considérer le complémentaire du sous-ensemble défini par 
une sous-requête. Notons que QBD emploie la notation ensemb liste U, 
p lutôt que les con necteurs logiques. 
b) La projection. 
R RA permet évidemment la projection puisqu'il reprend les 
opérateurs relation nels en les adaptant aux modifications apportées au 
modèle pour supporter les concepts EA. 
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C LE A R et le langage d'inter rogation relationnellement 
complet permettent également la projection d'une entité ou d'une 
association sur un sous-ensemble d'attributs , tout comme l'algèbre ERG et 
H IQU EL  (seulement sur les entités). Ce dernier offre aussi la possibilité de 
conserver ou non les doubles. EXL n'offre pas la projection. 
LM D permet de défini r une entité ou une association "fictive " 
qui contient un sous-ensemble des att ributs d'une entité ou d'une 
association . 
Les autres langages offrent la projection dans le cadre d'une 
sélection (dans le sens de la définition d'une requête complète) . GORDAS, 
QBD ,  E R ROL et LAM BDA permettent de ne considérer qu'un sous-ensemble 
des att ributs dans le sous-ensemble d'occurrences sélectionné lo rs d'une 
requête. D ESPATH possède une instruction d'affichage qui permet de ne 
conserver que certains att ributs (elle s'applique sur une sélection). 
c) Le p rodu it cartés ien .  
Le seul langage offrant cette fonctionnalité est H IQU EL . 
d) La d iv is ion .  
Seul R R A  offre cette possibilité .  
e )  La  j o i nture .  
La jointure apparaît dans R R A .  C L E A R  permet aussi 
l'ex pression de la jointure naturelle ent re des entités . H I QUEL  offre 
également des fonctionnalités analogues à une jointure externe et une 
jointure naturelle entre des entités . 
E R C  offre deux jointures : une r-jointure et un produit . La 
r-jointure pemet de joindre à une occurrence d'un type d'entité toutes les 
occurrences d'un autre type d'entité qui lui sont liées par un type d' 
association donné R. Le produit permet d'adjoindre à chaque occurrence 
d'un type d'entité E ,  toutes les occurrences d'un autre type d'entité .  C'est le 
complément logique de la r-jointure . 
Q B D ,  GOR DAS ,  EXL ,  E R ROL, D ESPATH et LAM BDA ne 
connaissent pas la jointure au sens de l'existence d'une instruction 
particuliè re pour la réaliser. Cependant dans ces différents langages , on 
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re trouve dans la  sélect ion la possibi l i té d'expr imer des jointures 
"implici tement". En effet ,  contrairement au relationnel où pour exprimer 
des conditions sur deux relations il faut les regrouper par une jointure, on 
peut avec l e  modèle enti té-association se servir de l ' information des 
associations qui ex istent dans le schéma pour connecter des entités (ex : 
cli e·nt qui est re l i é  à voiture). La connection entre les deux enti tés ayant 
été déf inie dans l e  schéma, i l  suff i t  de la nommer. Cela se fait  de 
plusieurs manières: 1 )  en utilisant un nom de connection comme GORDAS ou 
le nom de l'association comme QBD, 2) le nom des rôles uniquement comme 
H JQUEL, EXL, ERROL. CLEAR utilise les deux.' D ESPATH et LAMBDA utilisent 
le nom d'une entité et  l e  nom du rôle joué par l'autre dans l'association 
entre l es deux . Mais i ls permettent aussi d'utiliser l e  nom de l'association 
dans certains cas. 
De  p lus D ESPATH ,  QBD et LAMBDA permettent également 
d'effectuer une jointure entre des ent i tés non connectées par une 
association dans le  schéma de départ. On pourra dès lors comparer des 
attr ibuts de ces deux entités. Cette jointure est également cachée dans 
l'opération générale  de sélection. 
f} La réd u ct ion ,  l a  compression,  le renommage et l a  
s i m p l i f i cat i o n .  
Ces opérateurs sont propres à l'algèbre ERC. 
g)  L a  sé lect i o n .  
L a  sé l ect ion est l e  seul opérateur fourni par tous les 
langages (sauf LM D). Cela est tout à fait  normal étant donné qu'ils sont 
tous des langages de requête. 
Le LM D est différent. Etant donné qu' il ex iste des structures 
d'accès définies par l 'util isateur , le seul moyen d'accéder aux éléments 
c'est de demander directement l'accès au premier élément , au suivant, au 
dernier (accès séquentie l) ou un accès par une valeur de clé. 
Le véritable opérateur de sélection permet à partir d'un 
ensemb l e  d'occurrences et  de condi t ions sur celu i-c i  produire un 
sous-ensemble d'occurrences inclus dans l 'ensemble de départ et  
satisfaisant l es conditions. Mais que peut être cet ensemble de départ ? I l  
peut être :  
- l'ensemble des occurrences d'une entité ou d'une association, 
Il. 1 6 
Il. Analyse des besoins 
- le résultat d'une autre sélection, 
- le résultat d'une jointure implicite ou non entre deux enti tés 
- le résultat de l'u nion , de la d i fférence ou  de l' intersect ion de 
sous-ensembles d'occurrences compatibles. 
I l  faut  dist inguer deux types de sélection . Il ex iste un 
l'opérateur de sélection simple comme dans E R G ,  R RA et le langage 
relationnellement complet qu i  permet de ne garder d'un type d'entité ou 
d'association (dans le langage relationnellement complet) que certaines 
occurrences en fonction d'un critère (défini par un préd icat sur les 
attr ibu ts du type opérande) . Dans le cas où cet opérateur est u tilisé, 
l'ut i lisateur doit  explici tement nommer les autres opérateurs du langage 
comme la projection,  la jointure, . . . pour créer un nouveau type d'entité ou 
d'association sur lequel on effectuera une sélection. Mais il y a aussi un 
opérateur de sélection beaucoup plus complexe et qu i  apparaît dans la 
plupart des langages (comme dans DESPATH ,  LAM BDA, ... ). Cet opérateur 
permet de sélectionner des occurrences d'un ou de plusieurs types 
d'entités et/ou d'associat ion, de ne garder que certains attr ibuts ,  en 
exprimant des contraintes de sélection non seulement sur les attributs des 
types opérandes mais aussi sur ceux de types liés par des TA ou non. En 
résumé ,  cette sélection mêle plusieurs opérateurs à la fo is comme la 
project ion, la jointure (souvent implicite) , l'union, . . .  
On peut  voir tro is étapes dans l'opérateur de sélection 
général : 
- le choix des types de données sur lequel va porter l'opérateur de 
sélection. 
- l'expression des condit ions de sélection 
- simples 
- sur des jointures implicites ou non 
- la combinaison de conditions de sélection ("and", "or") 
- la sélection des attr ibuts que l'on veut conserver 
1 )  Le choix des opérandes (TE ou TA). 
Certains langages permettent de sélectionner plusieurs 
concepts à la fois comme GORDAS , DESPATH , LAM BDA et E R ROL. QBD, 
CLEAR,  EXL ne permettent de sélectionner des données que sur un type à la 
fo is . Tous ces langages offrent la sélection sur des types d'ent ités ainsi 
que sur des types d'association, sauf H IQUEL. 
1 1 . 1 7 
I l .  Analyse des besoins 
2) Les condit ions de  sélecti on .  
A )  Cond i t ions i nternes au  concept. (sé lections  s imp les) 
Tous les langages permettent d 'exprime r  d es cond it ions 
s i m p les  s u r  les va l e u rs d 'attr i bu ts d u  o u  des  co ncepts 
sé lection nés (= ,  >, < ,  >=, <=) . LAM BDA permet de spécif ier des 
part ies de  stri ng  ( *model*  pou r  mode ler ,  rem ode ler ,  . . .  ) .  On 
retro uve  éga lement  parto u t  l a  p rése nce de co n n ecte u rs 
log iques entre des conditions s imp les (and ,  o r , not) . Pour  les 
langag es permettant  la sé lection  de p l us ieurs objets , on  a la 
possib i l i té de compare r des attr ibuts de  ces objets entre eux 
( j o i n t u re ) . 
8) Cond itions  avec des objets non  sélectionnés .  
Le p rob lème est  ic i  de  savo i r  s i  l e  langage  permet 
d 'expri mer  des co ndi ti ons  de sé lectio n m ettan t  en jeu des 
objets rattachés ou pas à des autres par des associations .  I l  
s u ff it p o u r  c e  fa i re d 'exp r i m e r  u n  p réd icat d e  jo i ntu re 
i m p l ic ite (s i  la jo i ntu re ex i ste) e ntre les  d i ffé re nts objets 
(vo i r  j o i n tu re i m p l ic i te) . 
I l  faut auss i  s igna ler  qu ' un  certa i n  nombre de langages 
ne  permettent pas la comparaison d'obj ets non  connectés.  Ce 
sont CLEAR, H IQUEL, EXL, GORDAS et ERROL. QBD, DESPATH, 
LAM B DA le permettent  (vo i r  la jo i ntu re) . 
C)  Combinaison de  cond itions .  
U n  autre point est de savo i r  s i  l e  langage permet de l ier 
des  c o n d i t i o n s  e n tre e l l e s .  I l  e x i ste p o u r ce l a  d ivers 
mécan ismes.  Le branchement à l 'a ide de  connecteurs logiques 
"AN D" ,  "OR" .  Tou s  les langages le  permettent .  Le deux ième 
mécan isme est l ' i mbricat ion (des termes d ' un  préd icat font 
appe l  a u x  résu ltats de  sous- req u êtes , p o u r  obte n i r  le 
r é s u l tat d e  la req u ête i l  f a u t  d ' a b o r d  éva l u e r  la 
sous-requête) . I l  est offert par QBD ,  CLEAR , GOR DAS,  EXL ,  
E R ROL, DESPATH et  LAM BDA . Le tro is ième mécan isme est le 
chaînage  des requêtes o ù  l 'ensemb le  objet d' u n e p rem ière 
requête est le  sujet de la su ivante , . . .  ( l a  deux ième requête se 
base su r  le  résu ltat de la  p rem ière) . 
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Il est offert par EXL et ER ROL. 
3) Le choix des attributs . 
Une autre possibilité est  celle de pouvoi r  p rojeter le 
résultat sur un sous-ensemble des attributs des objets sélectionnés. EXL 
et D ESPATH ne permettent de sélectionner que l'entité ou l'association en 
entier. Dans le cas de DESPATH ,  il suffirait d'appliquer sur la sélection 
l'o pérateur de p rojection ( retrieval). 
Une fonctionnalité intéressante est la p résence dans le 
langage de manipulateurs d'ensembles (ex : includes ,  ... ). GORDAS possède 
des opérateurs fondamentaux de création et de manipulation d'ensembles. 
QBD n'en a pas. H IQU EL, CLEAR, EXL et ERROL, DESPATH , LAMBDA, ERC et 
l'extens ion graphique de GORDAS en possèdent également. Cela permet en 
général de comparer une valeur à un ensemble ou deux ensembles entre eux. 
Les opérateurs de comparaison sont = ,  > (contient) , < (inclus),  I N ,  
INCLU D ES ,  o u  < >. LAM BDA permet même l'indexation des ensembles en 
utilisant le principe de correspondance. E RC et l'extension graphique de 
GORDAS permettent d'inclure des quantificateurs dans leurs ensembles et 
donc dans leurs requêtes. GORDAS et E RROL expriment la quantification à 
partir de manipulateurs d'ensembles. 
Un autre point est la présence de fonctions agrégées. Elles 
sont présentes dans QBD,  H IQUEL, GORDAS, LAMBDA, DESPATH, LMD, ERC, 
ERROL et CLEAR. 
Il est intéressant également de pouvoi r ecnre des formules 
agébriques liant les attributs des différents objets dans la condition de 
sélection. Cela est possible pour QBD.  Ce dernier offre même la possibilité 
de définir de nouveaux termes ainsi dérivés e t  de les inclure comme 
nouveaux attributs de l'objet sélectionné. 
GOR DAS permet aussi de définir de nouveaux termes dans un 
autre contexte : on peut définir un nouvel attribut dans une entité, qui est 
dérivé de la participation de l'entité à une association. 
ex : ajout du nom de la ville connectée au client dans le client même. 
H IQU EL permet aussi l'écriture de fo rmules  algébriques. Les autres 
langages n'ont pas cette facilité . 
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Plusieurs langages permettent de présente r l es résultats de 
manière g roupée ou ordonnée .  CLEAR et GOR DAS le font implicitement . 
H IQUEL utilise pour cela le  splitting. DESPATH permet de définir un ordre 
sur un attribut ( lors de l'affichage). 
Lors de  l 'utilisation d'un langage se pose inévitablement le 
probl ème d es réfé rences. C e lui-ci est réso lu p a r  l'introduction de 
variables (EXL, R RA, ERROL, DESPATH, LAMBDA, ERC). Dans LAM BDA, ERC et 
DESPATH les ensembles peuvent contenir des variables de  désignation. 
D'autres ne résolvent pas le problème (QBD, GORDAS, CLEAR). 
En conclusion: 
L'opérateur qui apparaît comme le  p lus important dans les 
langages est celui  de  sé lection . Ces langages n'ont d'ai l l eurs dans la 
p lupart des cas qu'un pouvoir d'interrog ation, mais pas rée l l ement de 
manipulation. Peu d'entre eux (GORDAS, R RA,  DESPATH et LMD) permettent 
de définir un schéma EA ou de le modifier sauf par l'intermédiaire de vues 
(ce la sera abordé plus loin). 
D ESPATH est le seul l ang age étudié où nous sont présentés 
effectivement l es aspects d'inte rrogation e t  de  manipul ation. On peut 
affich e r  (en sé lectionnant l es att ributs e t  l'ord re d 'affichage), effacer, 
modifier (comme en SQL). Ces différentes opérations s'effectuent sur une 
sé lection. On peut également insérer une entité ou une association entre 
des sous-ensembles d'entités. 
1 1 . 2 . 3 . 2 .  A u t r e s  fo n ct i o n n a l i tés .  
a) La déf in it ion  d e  vues.  
Une vue est une représentation externe du schéma conceptue l 
central de  la  base de données , ou d'une partie de celui-ci, propre à un 
uti lisateur, ou à une application particuliè re. I l  existe deux mécanismes 
pe rmettant la  définition de vues : 
- en se servant du Data Definition Language pour définir 
des sous-schémas 
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- en définissant des concepts dérivés d u  schéma conceptuel 
avec le Data Manipulation Language. 
Despath u ti l ise une mixtu re de ces deux méthodes . QBD 
permet également la définition de vues. En effet ,  l ' u ti l isateu r  peut se 
définir des sous-schémas, via la phase de sélection (premier mécanisme) , 
qu'il peut  par la  suite modifier via un langage de transformation (deuxième 
mécanisme) . L'objectif final dans ce langage est pou r  l 'uti lisateu r de 
définir un schéma entité-association qui soit une représentation graphique 
de la  requête qu'i l  veut formu ler. Les autres langages qui permettent la 
définition de vues (Hiquel et Gardas) leu r  donnent une forme hiérarchique. 
L'expression de requêtes su r des schémas externes nécessite 
différentes étapes. Ces étapes peuvent être entachées de contraintes de 
succession, comme dans Hiquel et Ga rdas. El les peuvent aussi se dérou ler 
dans l 'ordre que l'u ti lisateur  voudra bien leu r donner ,  selon son besoin, 
comme dans QBD .  L'utilisateur  a de plus la  possibil ité d'interrompre une 
étape pou r  passer à une autre, et d'y revenir ensuite au  point où il l 'avait 
qui ttée. 
Parmi ces étapes, on retrouvera toujours la sé lection , q ui 
permet à l'u t i lisateu r de garder les concepts q u'il considère pertinents par 
rapport à sa tâche, c'est-à-dire à la  requ ête qu' i l  veut formu ler. Dans 
Hiquel, cette étape se fait par des choix dans des menus. Dans Gardas, cela 
se fait par désignation sur le schéma. QBD permet en plus la sélection en 
ex pr imant des requêtes sur le schéma de départ , en sé lectionnant des 
chemins , ou  tous les concepts autour d ' un autre, en accédant à des 
libra iries de schémas personnels, ou  de schémas de raffinements 
successifs histo riques .  Q B D  permet également beauco u p  p lus de 
possibi lités a u  niveau de la transformation d u  schéma contenant les 
concepts retenus par l 'uti lisateu r .  Les auteu rs ont défini un langage de 
transfo rmation permettant d'act iver les d i ffé rentes pr imit ives de 
transformation de schéma. Gardas et Hiquel ,  en-dehors des primitives de 
base tel les que count ,  . . . qui permettent de définir de nouveaux attributs 
comme d é rivés de l 'agrégation d 'aut res , ne permettent pas la  
transformation de schémas.  
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Vues hiérarchiques 
Les langages offrant le concept de h iérarchie permettent à 
l'ut i l i sateur d'expr imer des requêtes de la manière suivante. Il définit 
d'abord un concept central. Ensuite , la requête s'articule autour de ce 
concept , en nav iguant au travers des associat ions et en exprimant des 
condit ions sur les attributs des enti tés rattachées. Les langages offrant 
ce service t irent parti de leur représentation graphique : H iquel , Gardas. 
Pour ce dernier, nous considérons l'extension , qui ne fait que donner un 
support graphique à l'espri t  hiérarchique qui ex iste déjà dans le langage de 
base.  
Les systèmes hiérarchiques offrent d'autres étapes, outre la 
sélection et la transformation, afin de construire une vue hiérarchique. La 
première est la sélection d'un concept central. Gardas est plus complet 
qu'H iquel à ce point de vue. Il offre, outre la sélection par dés ignation, la 
poss i b il i té de sélectionner le type d'enti té qui a le plus d'attr i buts à 
afficher, . . .  H iquel et  Gardas (version étendue) ne permettent la sélection 
que d'un seul concept central , alors que Gardas (version de base) permet de 
sélectionner plus ieurs concepts centraux dans la même requête. 
La deux i ème étape cons i ste à poser des condit ions de 
sélection sur les attributs du concept central. Un désavantage d'H iquel par 
rapport à Gordas est l'obligation de mettre les conditions composées sous 
forme d isjonctive normale . 
La tro is ième étape consiste à naviguer du TE-racine vers les 
TE-feuilles reliées par des TA. Ces deux langages permettent l'affichage 
de la structure hiérarchique des requêtes .  Pour H iquel, celu i -c i  se fait au 
fur et à mesure de la sélection des concepts par l'ut il i sateur . Gardas 
accepte d'abord un schéma entité-association sans structure hiérarchique , 
mais  le réarrange selon cette structure dès que l'uti l isateur a chois i  un 
concept central. Lors de la construction des hiérarchies ,  les deux systèmes 
intègrent d'office les attributs des TA l iant le TE central aux TE feuilles 
dans ces dernières .  Ces deux systèmes ne permettent malheureusement que 
l'emploi de TA binaires. De plus , ils ne permettent d'exprimer des requêtes 
que sur des objets rel iés par des TA. En effet ,  l e  mécanisme de 
hiérarchisat ion n'est poss ible que par l'ut il i sation des TA l iant les TE. 
Deux TE reliés par un TA de type 1 : 1  sont toujours assimilés à un seul TE. 
Dans H iquel,  cela a pour effet de mettre ces deux types d'ent ité sur le 
même niveau h iérarchique. 
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Les tables déc rivant les types d'ent ité sont a i ns i  acollées , do n nant à 
l' ut il isateu r  l' imp ressio n d'une table un ique . Da ns G a rdas, le système 
regrou pe dans le type d'entité les att ributs des deux types de départ . 
La dern ière étape consiste à spéc i f ier des cond i t ions de 
sélect ion  s u r  les TE-feuilles. 
U n  avantage des systèmes h iérarch iques est de pouvo i r  plus 
fac ilement exprimer qu'une condit ion doit être rempl ie dans I' ensemble 
des ent ités-feuilles pou r  sélection ner  des occur rences de l'ensemble des 
ent ités-rac i nes. L'util isateur peut exprimer des requêtes d u  type :  
"sélect ion ne r  ent ité- rac i ne s i  toutes les (au moi ns une des , aucune des) 
ent ités-feuilles satisfo nt la condit ion p"  
Les deux langages permettent cette fac il ité : Go rdas en 
ut ilisant des comparaisons d'ensemble , H iquel par des quantificateurs .  
b) La manipulation de méta-données. 
U ne poss ib ilité i ntéressante offerte par le langage DESPATH 
est la man ipulat ion des méta-données ( i .e. les don nées qui décrivent le 
schéma ent ité-assoc iat ion  sur lequel o n  t rava ille) par les pr imit ives 
standards du langage. Le schéma peut donc être mod i f ié de man ière 
i nc rémentale et dynamique. Les méta-don nées sont pour ce fa i re stockées 
dans la base de données . 
c) Le respect de contraintes d'intégrité. 
D ESPATH est le seul langage à assu rer la vérif icat ion des 
co ntrai ntes d ' i n tég r ité im plic ites (dans le sc héma) q u'elles so ient 
stat iques ou dynam iques et des contra i ntes d'i ntégr ité expl ic ites déf in ies 
par l'util isate u r  de deux man iè res possibles : par formulat ion d'assert ions 
comme e n  S Q L  ou pa r l'ut il isat ion  de p rocédu res de - mod i f icat io n 
prédéfin ies (concept semblable à celui de type de données abstrait) 
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1 1 . 3  Conc l us ion  
N o u s  avo ns  pu  constater du rant no tre étude d e s  langages 
e n t i té -assoc iat i o n  q u e  peu  de  c e u x-c i  s e m b l a i e n t  avo i r  rée l l e men t  
� ·mp lémentés .  Les  l angages q u i  l 'ont  été o nt souvent  été conçus su r  du 
matér i e l  s péc i f iq u e .  · En o ppos i t i o n  à cet état de  fa i t ,  n o u s  vou l ons 
co n stru i re  u n  systèm e  de  déve loppement  d 'app l i cat i o n s  i n fo rmat iq ues 
ut i l i sab les l e  p l u s  largement  poss ib le .  Ce systèm e  sera donc  i mp lémenté 
su r  d u  matér ie l  standard et répandu . La so lut ion la p l u s  acceptab le nous 
semb le  être l ' env i ro n nement  Ord i nate u r  Perso n n e l .  P o u r  ce qui  est du 
log ic ie l ,  nous  ut i l i serons  PASCAL. Nous espérons  de  cette façon bénéficier 
de l 'étendue de ces out i ls .  
De p l us ,  la p lupart des docu ments que nous avon s  consu ltés 
présentent u n  langage .  Nous nous s ituerons dans le cadre p lus  général d 'un 
p rototy pe de  S G B D  e nt ité-associati o n ,  dont l e  langage se ra u n e  partie 
parmi d'autres ,  q u i  sero nt déta i l lées dans la su ite de ce travai l .  
U n  premier  po i nt sera de s e  défi n i r  u n  modèle supporté par 
notre système .  Nous  cho is i rons  u n  modèle que nous  cons idérerons comme 
une  bo n n e  base pou r  la réa l isation  d ' un  prototype .  Nous  ne  s imp l i f ierons 
donc pas trop ce modèle ,  mais nous n ' i mplémenterons pas non  p lus tous les 
aspects q u e  peu t  reco uv r i r  le modè le  e n t i té -assoc iat i o n .  Ce la  sera 
pa rt i c u l i è re m e n t é v i d e n t  p o u r  l e s  co n t ra i n t e s  d ' i n tég r i té  e t  l es  
ident i f iants.  Ces  aspects seront  re lég ués aux  extens ions d u  système .  
De  nombreux travaux se l i m itent à l 'é labo rati on  d ' un  cad re 
théor ique b i en  p réc is .  Ce la  débouche s u r  l ' é labo rat ion  d 'a lgèbres ou  de 
calcu l s  q u i  déf i n i ssent  un env i ro n n ement  fo rme l  de m a n i p u lation  des 
concepts d u  modè le  e nt ité-associat io n .  
A l 'opposé,  d'autres travaux réa l isent  de vér i tables langages 
e nt ité-associati o n  dans  u n  rée l  souc i  de conv iv ia l i té ,  sans  se défi n i r  au 
préalable u n  cadre théorique  p réci s .  Nous  avons  opté pou r  la  réal isat ion 
d' u n  langage ,  p l utôt que d 'une  algèbre ou  d'un calcu l .  La réal i sat ion d' u ne  
algèbre au ra i t  e u  p l u s  d ' i n té rêt en  ce  qu i  co ncerne l 'app roche théor ique . 
Cependant ,  notre so uc i  est d 'abord de  réal iser  u n  système ut i l i sab le .  Or ,  
l ' imp léme ntatio n  d' une  alg èbre nous au rait  posé certa ins  p rob lè mes assez 
complexes . C ito ns notamment le problème de la conservat ion de l 'état de la 
base de données. 
I l .  24 
1 1 .  Analyse des Besoins 
D a n s  l e  cadre d e  la réa l i sat io n  de  n otre l angag e ,  la  
conv iv ial ité ne  sera pas notre premier  souci . Comme nous  manquerons du 
cadre fo rme l  q u 'au rait pu nous  fou r n i r  u n e  a lgèbre o u  u n  calcu l ,  nous 
devro ns  po rter notre attent ion à deux critè res i mportants : 
- l e  langage devra permettre de man ipu le r  tous  les co ncepts 
du modèle ,  
- i l  devra être non ambig u .  
Ces aspects sero nt développés dans la  partie propre a u  langage .  
U n  po i nt qu i  es t  rarement abo rdé  pour  les  langag es non  
i nteractifs es t  de  savo i r  s i  l e  langage devra être ut i l i sé seu l ,  o u  s' i l  devra 
être ut i l isé co m me complément d 'un  autre langage .  Comme nous  vou lons 
con stru i re un système ut i l isab le ,  nous devro ns auss i  abo rde r  cet aspect 
des choses .  N o u s  avon s  cho is i  u n  langage  co mp lément  d u  langage de 
prog rammation  PASCAL. I l  faudra donc déf i n i r  complètement comment vo nt 
s'effectue r  les i nteractions  entre ces deux langages .  Un  de  nos critères est 
que le système soit  l e  p lus  s imp le poss ib le  à ut i l i ser .  
En  ce qu i  concerne le langage ,  le  pr incipe sera le  même.  Nous 
proposeron s  les opérateu rs de base pou r  man ipu le r  les concepts de  notre 
mod è l e .  D 'autres fo nctio n nal i tés pou rro nt être ajou tées  par  la  s u i te . I l  
s'ag i ra en effet d'abord de vo i r  s i  notre p rototype est satisfaisant dans un  
env i ron nement d idactique .  Une fo is  ce  fait acqu is ,  on  pou rra l 'étendre af in 
d'en fa i re u n  rée l  SGBD e ntité-association .  
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I n t r o d u ct i o n  
L'object i f  de cette part ie est de d éf in ir comp lètement le 
système LEA .  
Nous commencerons par donner un aperçu généra l du système 
et de son arch itecture en deux couches . Nous donnerons les rô les de chaque 
couche dans le système . 
La première couche sera constituée du SGB D  PYRAMIDE . Nous 
rappel lerons donc dans une première étape les concepts de PYRAMIDE  et de 
son interface de programmat ion . Nous rappe l lerons également quelques 
é léments qui nous sont uti les pour l'ut i l isat ion de ce SG B D . Notons que 
nous ne donnerons que les é léments ayant un intérêt pour le système LEA 
en ent ier . Pour les aspects plus part icul iers à PYRAM I D E, le lecteur pourra 
se reporter au mémoire de D .  Rossi . 
Nous aborderons ensuite la deuxième couche de l'arch itecture 
qu i fa it l'objet de ce trava i l . Nous donnerons d'abord la descr i pt ion du 
modèle de données supporté par cette couche . Ce sera évidemment un 
mo d è l e  ent i t é-assoc i at ion , d é f i n i  par  r a p port au modè le  
ent ité-assoc iat ion théor ique de F .  Bodart . 
Nous d écr irons ensu ite le moyen par leque l le système 
permet le stockage d'un schéma conforme à ce modèle . Ce moyen sera le 
d ict ionnaire de données dont la structure de méta-schéma sera expl iquée 
en déta i l .  
Ensuite seront abordés les mécanismes de base de ce travai l :  
les transformations . On verra pourquoi et comment i l  est possible, à part ir 
de la descr i pt ion d'un schéma conforme à notre modè le dans le 
méta-schéma, de produire un schéma équivalent conforme à PYRAMIDE . 
Nous déf in irons ensuite l' interface de programmat ion du 
système LEA . Les concepts du langage LEA seront définis . Nous donnerons 
des exemp les d'ut i l isat ion de cette interface. 
En conc lus ion, nous décr irons le fonct ionnement · généra l du 
système LEA ,  c'est-à-d ire les d i fférentes étapes de l 'ut i l isat ion du 
système, et pour chacune, la marche à suivre, les produits, et un aperçu du 
fonctionnement interne du système . 
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1 1 1 . 1 . Archit ect ure en deux couches 
La machine virtuelle LEA est constituée de deux couches. La 
première est le SGBD PYRAMI DE ,  développé par D. Rossi, dans le mémoire 
:"PYRAMIDE  : A Physical Engine for the Management of Entity-Relationship 
Databases". La deuxième couche est l'interface de développement 
entité-association , développée dans le cadre de ce mémoire. 
Nous avons choisi une architecture en deux couches af in 
d'obtenir deux parties plus ou moins indépendantes au niveau de leur 
réalisation. 
Ainsi , PY RAM I D E  a été conçu de façon à garder la 
compatibilité avec le SGBD NDBS, déjà développé par D .  Rossi. Les concepts 
manipulés et l'interface de programmation sont semblables. Ce travail a pu 
être réalisé avec des critères assez indépendants de la couche supérieure. 
PYRAMI D E  est de plus réutilisable pour d'autres travaux. 
D'autre part, la réalisation d'une interface de développement 
EA est facilitée par le fait du modèle supporté par PYRAMI D E, qui facilite 
le processus de transformation de la couche supérieure vers PYRAMIDE. Une 
deuxième raison est donc que nous ne voulions pas partir de rien pour 
réaliser un véritable SGBD ent ité-association, et non plus une machine 
virtuelle. PYRAMI D E  nous est donc apparu comme une bonne base vu la 
prox imité du modèle qu'il supporte, avec notre modèle entité-association. 
De plus, la couche supérieure ne fait appel qu'à l'interface de 
programmation de PYRAMI DE, qui est assez simple d'util isation, et à rien 
d'au tre. 
1 1 1 . 1. 1. Rôles de la prem i ère couche: le SGBD PYR AMIDE 
Nous allons d'abord rappeler br ièvement ce qui constitue 
l'environnement PYRAMIDE. 
P Y R A M I D E  est u n  SGBD s u pportant u n  modèle 
ent i té-association restreint, notamment à des associations binaires sans 
attribut . Ce type de modèle est souvent appelé modèle de type réseau . 
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Pour manipuler les concepts du modèle qu'il supporte, 
PYRAM ID E offre une interface de programmation. Celle-ci est constituée 
d'un ensemble de primitives PASCAL pouvant être insérées dans tout 
programme écrit avec ce langage. Une primitive manipule une seule entité 
à la fois .  Ces primitives sont entièrement conformes à la syntaxe PASCAL . 
Elles constituent donc un ensemble de procédures PASCAL accessibles 
dans le programme d'application par des appels. Pour ces appels, il est 
nécessaire d'avoir recours à des paramètres. Ceux-ci sont des constantes, 
des variables directement issus de la phase de production d'une base de 
données opérationnelle par PYRAM IDE (voir plus bas pour cette phase). 
Pour pouvoir utiliser PYRAM IDE dans un programme PASCAL, l'utilisateur 
doit donc y insérer l'unité "PYRAM IDE", contenant la déclaration des 
procédures de PYRAM IDE. Il devra aussi insérer le fichier des types de 
données et constantes PASCAL, suffixé par .TYP. Ces types permettront à 
l'utilisateur de déclarer des variables qu'il pourra passer en paramètre aux 
primitives de PYRAM IDE. Une variable dbstatus permet de recevoir un code 
de retour suite à l'exécution d'une primitive de PYRAM IDE. 
L'utilisation de PYRAM IDE requiert évidemment, avant de 
travailler sur la base que celle-ci existe .  Le processus à suivre pour créer 
une base de données opérationnelle sera abordé plus loin dans le cadre du 
fonctionnement g énéral du système. 
Quand la base de données est créée, l'utilisateur peut 
manipuler les données au moyen des primitives de PYRAM IDE. Celles-c i 
permettent 
- d'ouvrir une ou plusieurs bases de données en même temps, 
de les fermer ; 
- d'accéder séquentiellement à toutes les entités d'un type ; 
- d'accéder directement à une entité par sa référence 
("adresse où elle est stockée dans la base"), ou par une valeur d'identifiant ; 
- d'accéder séquentiellement aux entités liées à une autre 
par une association (chemin) ; 
- de créer , effacer , modifier une entité d'un type ; 
- d'insérer, enlever une entité dans un chemin ; 
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- de manipuler des variables d'entité ou de référence ; 
- d'ouvrir ,  fermer, annuler une transaction. 
PYRAM IDE permet donc de manipuler des données dans une 
base par l'intermédiaire de son interface de programmation. I l  reste à voir 
comment i l  est possible de créer une base de données au moyen de 
l'environnement PYRAM IDE. 
Tout d'abord, pour assurer le stockage de la  description d'un 
schéma entité-association, PYRAM IDE gère une structure de dictionnaire 
de données. Celui-ci est structuré de façon à permettre le stockage de la 
description de schémas EA, qu'ils soient dans une modèle restreint , comme 
celui supporté par PYRAM IDE, ou dans une modèle EA, comme celui supporté 
par l a  couche supérieure. Le dictionnai re de données est st ructuré 
lui-même sous forme d'un schéma EA réduit , c'est-à-di re une agrégation de 
types d'entité (dbschema, entity-type , . . .  ) et de types d'association les 
liant. C'est pourquoi cette structure est nommée méta-schéma, c'est un 
schéma contenant des renseignements ( les méta-données) sur le schéma de 
l 'uti l isateu r. 
Une particularité de la gestion du dictionnai re de données par 
PYRAMI DE  est que celui-ci est inclus dans toute base de données. Une base 
de données PYRAMI DE  n'est donc jamais vide, el le contient toujours un 
noyau. Ce noyau est constitué du dictionnai re de données qui cont ient la 
descr iption de schémas ent ité-association (notamment , celui de la base de 
données). Notons que ce dictionnai re n'est lui-même jamais vide, puisqu' i l  
cont ient toujours la définit ion du méta-schéma. Un effet immédiat est que 
toute base de données à l 'exploitation contiendra aussi bien les 
méta-données que les données. Ces méta-données seront donc accessibles 
par un programme d'application manipulant la  base de données, au même 
titre que les données de l'ut i lisateur. 
PYRAM IDE est spécifié de façon à permettre la  mise a Jour 
des méta-données, à tout moment dans un programme d'application. Cette 
fonctionnalité est souvent appelée extension dynamique du schéma de la 
base de données. E l le implique qu'à tout moment, les données peuvent être 
réorganisées dans la  base afin de se conformer au nouveau schéma. Cette 
fonctionnalité n'est cependant pas implémentée. Si l 'utilisateur modif ie le 
schéma de la base de données lors de son exploitation, une nouvel le base de 
données vide est créée avec le nouveau schéma. Les anciennes données se 
trouvent toujours dans l 'ancienne base , dont l 'extension est ch angée. 
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L'ut i l isateur devra lu i-même adapter les anc iennes données au nouveau 
schéma . 
Le stockage d'un schéma EA dans le dict ionnaire de données 
do it s'effectue r à l'a ide d'un p rogramme d' app l ic at ion , en ut i l isant 
l ' inte rface de p rog rammat ion de PYRA M I D E .  Cel le-c i est d'a i l leu rs 
st rictement ident ique , que le programme agisse sur les données ou les 
méta-données , le seule di fférence se s ituant au n iveau des types de 
données manipulés .  
S i  le méta-schéma cont ient la  desc r ipt ion d'un schéma 
conforme au modèle de PYRAMIDE, un ut i l ita i re (métacomp) permet de le 
compi ler pour p rodui re une base de données opérat ionnel le conforme à ce 
schéma, a ins i que le f ichier de types de données (suff ixé par .TYP) qu' i l  
faudra insérer dans tout p rogramme d'app l icat ion t ravai l l ant sur cette 
base , et faisant usage de l ' interface de programmation de PYRAMI D E .  Ces 
types de données sont la t raduction sous fo rme de types PASCAL des 
structures définies dans le dict ionnai re de données . 
Outre le fa it de pouvoi r  stocker le schéma de la base, le 
dictionna i re de données a une autre fonction. I l  est ut i le à l' interface de 
programmation de PYRAM ID E  pour contrô ler les opérat ions et transformer 
les opérat ions logiques de PYRAM IDE (sur des ent ités, assoc iations , . . .  ) en 
opérat ions ag issant d i rectement sur la st ructure physique de la  base de 
données . 
En résumé, le rô le de PYRAMIDE  sera d'assurer la gest ion 
physique de la base de données, à part i r  d'un schéma entité-assoc iation 
rédu it dont la descr iption est contenue dans le d ict ionna i re de données . 
Cette gest ion p hysique comprend donc la gest ion du d ict ionnai re de 
données, la c réation d'une base de données opérat ionne l le conforme au 
schéma t ransformé dont la descr ipt ion est stockée dans le dict ionnai re de 
données. PYRAM I D E  se charge enfin d'exécuter effectivement les opérations 
sur les données dans l a  base. Ces opérat ions sont spéc if iées dans la 
syntaxe de l ' interface PYRAMIDE , et p rennent donc la forme d'appels à des 
p rocédures PYRA M I D E .  Ces appe ls résu ltent des p rocessus de 
transformation mis en jeu dans la couche supérieure. 
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1 1 1 .1.2. Rôles de la deux ième couche 
Le rôle principal de la couche supeneure est d'offr ir une 
interface de développement d'appl ications supportant un modèle 
entité-association plus complet que le modèle restreint. 
C e  modèle comporte les même concepts que le modèle 
supporté par PY RAM I D E ,  mais les contraintes d'utilisation sont moins 
strictes. Par exemple ,  une association pourra avoir un degré supér ieur à 
deux et pourra posséder des attributs. Ce modèle sera nommé par la suite 
modèle EA complet (EAC) ,  pour plus de facilité. 
Une première fonctionnalité de la couche LEA est donc de 
permettre à l'utilisateur le stockage d'un schéma EA conforme à ce modèle. 
Cette fonction est assurée par le dictionnaire de données de PYRAMI DE. En 
effet ,  celui-c i peut contenir la descr iption de plus ieurs schémas non 
nécessairement restreints. Donc, la couche LEA doit permettre la mise à 
jour du dictionnaire de données de PYRAM IDE. 
Notons que le dictionnaire de données est légèrement modifié 
par la couche supérieure. Le méta-schéma contient en effet toujours sa 
description dans un formalisme conforme au modèle du niveau supérieur. 
Le fich ier standard.dtb qui contenait donc le dictionnaire de données (vide 
de toute description de schéma) est donc augmenté automatiquement dans 
le système LEA de telle sorte que le dictionnaire de données contienne sa 
propre description dans un formalisme plus complet. Cela est nécessaire 
de façon à ce que l'utilisateur puisse travailler dans le même formalisme 
(EAC) ,  aussi bien pour son propre schéma que pour le méta-schéma. 
Pour assurer cette fonction de stockage ,  l'utilisateur doit 
ecnre un programme d'applicat ion utilisant l' interface de programmation 
LEA. Cette interface est composée d'une série d'ordres permettant de 
manipuler de la même façon les concepts du méta-schéma et ceux du 
schéma de l'application. Tout comme pour PYRAM IDE, la seule différence 
intervient au niveau des types de donées manipulés. Ces ordres doivent 
être insérés dans un programme écrit en PASCAL. Les particularités de 
l' in terface de programmation seront détaillées dans la partie qui lui est 
propre. 
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L'interface avec le programme hôte est assu ré par des 
variables d'entité ou  d'association, qui doivent êt re déclarées par 
l'utilisateu r  grâce à un ordre du langage. Ces variables permettent au 
programme d'application de passer ou recevoi r des valeurs d'attribut et/ou 
de réfé rencer une entité ou une association. Les erreu rs à l'exécution 
peuvent être détectées par le programme en consultant la variable 
erstatus, qui sert de code de retou r  suite à l'exécution de tout ordre LEA. 
Les diffé rentes valeu rs que peut prendre cette variable ainsi que leu r 
signification sont données dans la partie consacrée au langage. 
L'analyse des ordres du langage, ainsi que les processus de 
transformation sont assurés par un précompilateu r. La tâche principale de 
ce programme est de transformer tout ordre du langage LEA dans un 
programme PASCAL en une séquence d'instructions PASCAL et des appels 
aux primitives de PYRAMIDE. Cette séquence devra évidemment notamment 
produire l'effet attendu par l'u ti lisateu r de l'ordre LEA. 
Pour transformer les ordres LEA en primitives de PYRAMIDE , 
il est aussi nécessaire de transformer le schéma EAC vers un schéma EA 
équivalent supporté par PYRAMIDE. Le précompilateu r  fait appel pou r ce 
processus au principe des transformations. Le schéma transformé sera 
lui-aussi stocké dans le dictionnaire de données. Les transformat ions n'y 
sont donc pas stockées. Celui-ci ne contient que le schéma de départ (EAC) , 
et son équivalent transformé. Les transformations pou r  passer de l' un à 
l' autre ne sont connues que du précompilateu r. Cela est possible du fait de 
la proximité des deux modèles, et de la relative simplicité pou r  
transformer un  schéma EAC en un schéma supporté par PYRAMIDE . 
Nous avons choisi un processus de précompilation pou r  
permettre au  langage EA de dépasser la syntaxe de PASCAL, et offr ir des 
ordres aux fonctionalités étendues , qui au raient compliqué fortement le 
passage des paramètres. Par exemple, l'ordre de création, pou r assu rer le 
respect des connectivités minimales non nulles , doit pouvoir permettre de 
créer un nombre non fixe d'entités et de relations, selon la st ructu re à 
créer. Ce problème de la propagation des mises-à-jou r  est abordé plus 
longuement dans la partie consacrée au langage. 
De plus,  comme le précompilateu r a seul la connaissance des 
transformations qui ont été réalisées pou r  passer du schéma EAC au 
schéma correspondant dans le modèle de PYRAMIDE. Il peut se charger de 
gérer  le passage d'un ordre travaillant su r  le schéma EAC vers les 
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primitives de PY RA M ID E ,  qui ne  doit donc pas mémoriser ces 
renseignements,  et est donc plus performant. 
Le précompilateur se charge aussi de vérifier la conformité 
du schéma EAC par rapport au modè l e  de la couche supérieure ,  en 
consultant l e  dictionnaire de données. I l  produit aussi le  code permettant 
de vérifier la cohérence de la base de données suite à l'exécution des 
ordres du langage. 
à 
En résumé, les rô les de la couche supérieure consistent donc 
assurer la gestion du langage LEA, au niveau de sa 
syntaxe,  de son dia logue avec l e  programme 
d'application, . . . 
assurer la cohérence des ordres par rapport à la 
description du schéma EAC stocké dans le méta-schéma, 
assurer le  processus de transformation des opérations 
sur un schéma EAC vers des opérations sur un schéma 
transformé 
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1 1 1 . 2 .  Le SGBD Pyramide. 
I n t r o d u ctio n 
Co m m e  i l  a déj à é té signa lé, la mac hine vir tue l l e  
entité-association réalisée s'appuye sur un moteur physique, le SGBD 
PYRAMIDE. 
I l  es t  donc nécessai re de rappe l e r  ce rtaines choses 
concernant ce lui-ci . Nos rappe ls  se limiteront aux éléments qui nous sont 
indispensables pour pouvoir uti liser PYRAMIDE  comme couche inférieure de 
la machine vi rtue l le. 
L'objectif de ce chapître est donc d'étudie r  rapidement les 
caractéristiques de ce moteur physique, et ce à deux niveaux, 
- son modèle de données sous-jacent (en vue de connaître les concepts 
suppo rté s), 
- son interface de p rogrammation . 
Pour p lus de détai ls  sur ce SGB D  on pourra consul ter  le 
mémoi re de D .  R OSS I intitu lé "PY RAM I D E :  a physical engine fo r the 
management of entity-re lationship databases" . 
1 1 1.2.1 .  Modèle de données supporté par le SGBD PYRAMIDE 
Le modèle de données supporté par le SGBD PYRAMIDE est un 
sou_s-ensemble du modè le  e nt i té-assoc iat io n ( modè le  en tité-assoc iat ion 
réduit) . En effet, c'est un modèle binai re. Ce modèle réduit est inspi ré du 
modèle d'accès généralisé décrit dans [HAIN86-a]. On y retrouve les mêmes 
concepts que dans le modèle entité-association, à savoi r ceux de schéma, 
de type d'entité, de type d'association, d'attribut et d'iden t ifian t, mais 
avec, cependant, des contraintes relatives à leur uti lisation qui y sont plus 
s t ri c te s . 
Ces contraintes sont les suivantes :  
- un type d'entité a un  nom unique dans un schéma donné . 
- un type d'association a un nom unique dans un schéma donné . 
- un attribut a un nom unique dans un type d'entité ou d'association 
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- type d'association 
Da ns le  mod è le e nt ité -assoc iat ion  rédu it, l e  type 
d'assoc iat ion ne peut êt re que b i na i re (ent re deux types d'ent ité non 
nécessai rement d ist i ncts) et sans att ribut. De p lus, u n  type d'assoc iat ion 
ne peut êt re que de type 1 -N ( et N-1  dans l'ordre i nverse) . 
Supposons les deux types d'entité CLIENT et VOITU RE. Si le 
type d'association P ROPR IETA I RE est de type 1 -N (one to many) de CLIENT 
vers VOITURE, cela s ignifie que chaque entité CLIENT peut êt re associée 
avec n'importe quel nombre (appelé N) d'ent ités VOITU RE, et que chaque 
entité VOITU RE peut être assoc iée avec seulement une entité CLIENT . Il 
correspond donc au type d'entité CLIENT des connectivités (0, N) et au type 
d'ent ité VOITU RE des connectiv ités (0, 1 ). Ce sont les seules con nect iv ités 
possib les dans le modèle entité-association réduit. E lles sont "cachées" 
derrière le terme "type d'association de type 1 -N". 
Le point important est la "position" de chaque type d'entité 
par rapport au type d'association. En effet, parler de type d'association de 
type 1 -N de CLIENT vers VOITURE est différent de type d'association de 
type 1 -N de VOITU RE vers CLIENT . Dans le p remier cas, les connectiv ités 
de CLIENT et de VOITURE sont respect ivement (0, N) et (0, 1 ). Dans le second 
cas, elles sont i nversées, (0, 1 )  pour CLIENT et (0, N) pour VOITURE. Pour 
év iter toute confus ion on  d i ra que CLIENT est le type d'ent ité origine du 
type d'assoc iation P ROPR IETAI RE (con nect iv ités (0, N)) et VOITURE en est 
le type d'ent ité c ib le (con nect iv ités (0, 1 )) . Ce la ne s ig n ifie nu l lement que 
l'on ne puisse p lus accéder au CLIENT à part i r  de VOITURE. U n  type d'ent ité 
or ig i ne d'un type d'assoc iation aura donc toujours des con nect iv ités de 
(0,N) et un  type d'ent ité c ible, des con nect iv ités de (0, 1 ). L'accès dans les 
deux sens reste toujours possible . 
Au l ieu de parler de type d'assoc iat ion de type 1 -N d'un type 
d'ent ité (CLIENT) vers un autre (VOITU RE), on peut tout aussi bien parler de 
type d'assoc iat ion de type N-1 d'un type d'ent ité (VOITU RE) vers un aut re 
(CLIENT). La s ign if icat ion est st rictement identique . VOITURE en serait 
l'ent ité or igine et CLIENT l 'ent ité c ib le . Dans le modè le entité-assocat ion 
réduit, on défi n i ra les types d'associat ion un iquement de type 1 -N en en 
spécif iant l'ent ité or ig i ne et l'entité cible . 
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- type d 'un a ttribut. 
Tout att ribut peut êt re simp le ou répétitif, élémentaire ou 
décomposable . Un att ribut ne peut êt re facultatif. I l  sera donc toujours 
ob ligatoi re ( "mandatory") .  
Un att ribut élémentaire peut êt re de type entier, caractè re, 
booléen, réel et chaîne de caractères . 
- les identifian ts .  
On ne peut définir des identifiants que sur des types d'entité . 
Un type d'entité ne peut avoir qu'au plus un identifiant. Un identifiant est 
composé d'un et d'un seul attribut du type d'entité sur lequel i l  est défini. 
Cet attribut doit être simp le et élémentaire (et obligatoire). 
Représenta tion:  
Voici les conventions p rises pour la représentation graphique 
des différents concepts de ce modèle : 
- un type d 'entité avec ses att ributs sera représenté de la manière 
suivante ( représentation identique à celle du modèle ent ité-association): 





Figure 1 1 1 .2.1 : représentation d'un type d'entité. 
- un type d'a ociation (de type 1 - N) ent re deux types d'entité sera 
représenté de I manière suivante: 
Soit les types d'entité CL I E N T  et VOITU R E  et le type d 'association 
PROPR I ETA I R E  de type 1 -N de CLIENT vers VOITU R E . CL IENT est l'entité 
origine et VOITU R E  est l 'entité cible de ce type d'association . . En voici la 
rep résentation : 
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figure 111.2.2: représentation d'un type d'association de type 1-N. 
Le tr iang le symbol ise la "d irect ion" du type d'assoc iat ion de 
type 1 -N .  Le sommet indique l 'ent ité or ig ine, CLI ENT, (côté 1 du type 
d'associat ion) et la base, l 'ent ité c ib le, VOITU R E  (côté N du type 
d'assoc iat ion) . 
1 1 1 . 2 . 2. Les pri mit i ves off ertes par l e  SG B D  PY RAM ID E  
L' interface de programmat ion offerte par PY RAM I D E  est 
dest inée aux programmeurs d'appl icat ion travai l lant en Pascal tel qu' i l  
apparaît dans la vers ion 5 de Turbo-Pascal . En effet, e l le est const ituée 
d'un ensemble de procédures Pascal génér iques inc luses dans une "Unit" 
Turbo-Pascal .  I l  suff it donc pour pouvo ir ut i l iser ces pr imit i ves d' inc lure 
cette "Unit" dans le programme d'appl ication par un ordre "Uses Pyramide ;" . 
L' interface se soumettant aux règles Pascal ,  e l le do it également se 
soumet
?ffe
r ,  es types de données. On trouvera donc également au début de 
tout p r,  ga me ut i l isant l ' interface un ordre " (*$ 1  f i le-name .typ*)" ,où 
fi le-na e est un nom de f ich ier . Ce f ich ier permet de d isposer de 
l 'ensem le des types Pasca l correspondant aux types d'ent ité et 
d'assoc iat ion du schéma ent ité-assoc iat ion rédu it considéré . Ce fich ier 
".typ" résulte d'un mapping des structures de données du SGBD PYRAMIDE 
vers les structures de données Pascal correspondantes et sur lesquel les 
travai l leront les pr im it ives de l ' interface. Ce mapping est réal isé par un 
ut i l itaire du SGBD, le METACOMP ILATEU R .  C'est lui qu i génère le fich ier 
" .typ" à part ir de la descr ipt ion d'un schéma ent ité-associat ion rédu it .  
Les procédures de l ' interface permettent d'ouvr ir et de 
fermer une ou p lusieurs bases de données en même temps, d'accéder à des 
ent ités d'un type donné séquent ie l lement ou d irectement sur base d'une 
valeur d' ident i f iant, d'accéder séquent iel lement à des ent ités l iées à 
d'autres v ia une assoc iat ion, de modif ier, créer, suppr imer des ent ités et 
des associat ion et de manipuler des var iables . 
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Les concept s généraux de l ' i nterface sont ceux de :  
- référence de base de données:  po i nteu r  qu i  référence une  base de don nées 
qu i  a été ouverte . I l  permet de sélection ner  l o rs de l 'ouvertu re s imu ltanées 
de p l us i eu rs bases de données ce l le su r  laque l l e  o n  veu t effect ivemen t 
t rav a i l l e r .  
- référence: type d e  d o n nées ( Db Ref) dont l a  val e u r  peut dés i gner  une 
ent ité .  La valeu r  N ULL s i gn if ie qu'aucune en t ité n'est référencée. 
- variable de référence: variab le Pascal de type DbRef.  E l l e  peut dés igner  
une en ti té de  n ' importe que l  type .  En  effet , chaque e nt i té est ident i f iée par 
une  val e u r  ( référence) système u n ique (su rrog ate-key) .  
- var iab le entité: var iab le  P asca l d 'u n des types d e  var iab le  d 'en t i té 
générés au to m at i quement par l e  métacompi lateu r  dans l e  f ich ier  " .typ" .  
-désignateur: l e  type d'ent ité ou  d'associat i on  su r  l eque l  u n e  pr i m itive ag it 
est dés i g né  par  son  n o m .  Ce lu i -c i  est en  réal i té u n e  con stan te en t iè re 
défi n ie  au n iveau d u  f ich ier  " .TYP" .  
Les argument s des procédu res sont les su ivants : 
- 0ataBase: c'est u n  str ing ou  une  constante don nant l e  nom sans extens ion 
d 'une base de données ( i ncluant éventuel lement un chem in) . 
- 0b0esc: c'est u ne variable de type 008.  
- Entjty type: c'est une  express i on  en t iè re don nan t l e  code n u menque d'un 
type d 'ent i té val ide de la  base de données . Ces codes son t générés dans le 
f ich ie r  " . typ"  sous l a  forme de co nstan tes e n t iè res p rédéf i n ies nommées 
se lon  les types d'ent ité qu 'e l les dés i gnen t . 
- Path type: c'est une  express i on  ent iè re donnant l e  code n u menque d 'un  
type d 'associat i o n  val ide de  l a  base de données . Ces codes so nt générés 
dans l e  f ic h i e r  " . typ "  so us fo rme d e  consta ntes e n t iè re� p rédéf i n i es 
nommées se lon  l es types d'associati on  qu 'e l les dés i gnen t . 
- Ent var: va r iab le  e n t i té d e  type T E n t i ty_type_n a m e .  C e  type est 
prédéf i n i  dans l e  f ich ie r  " .TYP" et permet de passer  au SGBD les va leurs 
d'attr ibu ts et/ou la  référe nce · de  l 'ent i té su r  laque l le  ag i t l a  p r im it ive .  
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Ex : tclient = record 
xxkey : dbref; 
xxcode : char ;  
name : string[30] ; 
end; 
var cli : tclient; (cli est une "Ent_var") 
- Orjg j n; var iable ent ité de type TEntity _type_name désignant une ent ité 
or igine du type d'associat ion , ç'est-à-dire l'ent ité à part ir de laquelle 
l'ut ilisateur a décidé de "traverser" le type d'associat ion. 
- Target; variable entité de type TEntity_type_name désignant une entité 
c ible du type d'associat ion ç'est-à-dire l'ent ité vers laquelle on a décidé 
d'aller en "traversant" le type d'association. 
- Ref Var; var iable de référence de type Dbref. 
- R/E Var; désigne soit une Ref_ Var soit une Ent_var. 
L'exécut ion des procédures de l ' inte rface provoque la 
mise-a-Jour d'un code de retour contenu dans une var iable d'e r reur 
Dbstatus qui indique comment la procédure s'est terminée. En voici les 
valeurs possibles et leur signif icat ion : 
0 : opération bien terminée. 
1 : objet requis (entité, associat ion, base de données) introuvable . 
2 : v iolat ion d'une contrainte d'ident ifi ant 
1 0  : code de type d'ent ité incorrect 
1 1  : code de type d'association incorrect 
30 : valeur de référence donnée en entrée incorrecte 
70 : mémoire principale insuffisante 
80 : espace disque insuffisant 
90 : base de données corrompue 
99 : e rreur système ou d'entrée-sort ie 
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Les procéd u res  de l' interface sont les su ivantes : 
- ouverture et fermeture d'une base de données 
D BOPEN (Database, var dbdesc) : ouvre la base de données et 
p lace sa référence dans dbdesc. 
DBCLOSE (var dbdesc) : ferme la base de données référencée 
par dbdesc. 
- accès séquentiel sur un type d'entité 
DBF IRST (Entity_type, var Ent_var) : recherche la première 
entité du type Entity_type et la p lace dans la variab le Ent_var .  
D BLAST (Entity_type, var Ent_var) : recherche la dernière 
entité du type Entity_type et la p lace dans la variab le Ent_var .  
D B N E XT (Entity_type, va r Ent_va r) : accède à l'ent ité 
suivante à cel le référencée par Ent_var et de type Entity_type . E l le est 
stockée dans Ent_var .  Si Ent_var ne référence aucune entité, l'opération 
est équiva lente à un dbfi rst. 
D BP R IO R  (Entity_type, var Ent_var) :  accède à l'entité 
p récédant cel le référencée par Ent_var et de type Entity_type . E l le est 
stockée dans Ent_var. Si Ent_var ne référence aucune entité, l'opération 
est équ ivalente à un dbfirst . 
- accès à une entité par sa valeur d' identifiant 
D B I D  (Entity_type, var Ent_var) : accède à l'entité de type 
Enti ty_type identifiée par la va leur identi fiante stockée dans la variab le 
Ent_var. 
- accès direct à une entité 
D B D I R ECT (Entity_type, var Ent_var, var R/E_var) : accède à 
l'entité de type Entity_type référencée par la variab le Ent_var ou par la 
variab le de référence R/E_var et stocke ses va leu rs dans la va riab le 
Ent_va r. 
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- parcours d'un type d'association 
DBF PATH (var target ,  var ongi n ,  Path_type) : accède à la 
prem ière ent i té con nectée à l 'en t i té or ig i n v ia  le type d' assoc iation 
Path_type. Ses valeurs d'attr i buts et sa référence son t  stockées dans 
targ et. 
DBLPATH (var target, var ongi n, Path_type) : accède à la 
dern ière en t i té con nectée à l 'en t i té orig i n v i a  le type d 'associ ation 
Path_type. Ses valeurs d'attr i buts et sa référence son t  stockées dans 
targ et. 
DBNAPTH (var target, var ong in, Path_type) : accède à 
l'ent i té qui suit l'ent i té target parmi cel les qui son t  con nectées à l'entité 
origi n v ia  le  type d'assoc iat ion Path_type. Ses valeurs d'attr ibuts et sa 
référence sont stockées dans target. 
DBP PATH (var target, var or igi n ,  Path_type) : accède à 
l 'ent i té qui précède l 'ent i té target parmi cel les qui son t  con nectées à 
l'ent ité origi n v ia le type d'associat ion Path_type. Ses valeurs d'attr ibuts 
et sa référence sont stockées dans target. 
Rema rque : une valeur négative pour Path_type s ignifie qu'au l ieu de se 
d i r iger de l'ent i té qui joue le rôle "OR IG IN "  du type d'assoc iat ion vers 
l 'ent ité qui joue le rôle "TARG ET", on se dirige du type d'entité "TARG ET" 
vers le type d'entité "OR IG IN"  du type d'association . On "traverse" le type 
d'association dan s  le sen s i nverse (N-1 ). 
- création d'une ent i té 
DBC R EATE (E ntity_type, var Ent_var) : i nséra une ent ité de 
type désigné par E nt i ty_type dont les valeurs sont contenues dans  la 
variable Ent_var. La référence de l'entité créée est stockée dans Ent_var. 
- suppression d'une ent i té 
DBD ELETE ( Ent ity_type, var Ent_var) : efface l'ent ité de type 
Entity_type dés ignée par la var iable Ent_var. La référence contenue dans 
Ent_var est mise à la  valeur N ULL (Ent_var ne référence plus d'entité dans 
la base de don nées). 
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- modi f icati o n  d' u n e  e ntité 
DBMOD I FY (Entity_type,  var Ent_var) : modif ie l 'ent i té de type 
Entity_type désignée par Ent_var avec les valeu rs contenues dans Ent_var .  
- création  d' u n e  con nection  
D B I N S E RT (var  targ et ,  var  ong m ,  Path_type) : co nnecte 
l 'entité réfé rencée par target à l 'entité référencée par o r ig i n  v ia  l e  type 
d:associat i o n  Path_type .  
- suppress ion d' u ne connect ion 
D BR EMOV E (var target ,  var o r ig i n , Path_type)  : efface la 
co n n ectio n  q u i  ex i stait  e ntre l 'en t ité référencée par  target et  l 'e nt ité 
référencée par or ig in  via le type d'association  Path_type .  
- fonctions  de  d iagnostic 
DBFOUND et DBNOTFOUN D  : boolean 
pr im itive exécutée s'est bien tem inée ou non .  
- man ipu lat ion de  var iables 
i ndique s i  la  dern ière 
D BC LEAR (var E nt_var) 
Ent_var à NULL. 
met la référe nce de la variable 
D BCOPYATT (Entity_type ,  var Ent_var1 , var Ent_var2) : cop ie 
les valeurs de tous  les attributs co ntenus  dans Ent_var1 vers Ent_var2 . La 
réfé rence et l e  type restent i nchangés . 
DBCOPYALL (Entity_type,  var Ent_var1 , var Ent_var2) cop ie 
ent ièrement la variab le  Ent_var1 vers Ent_var2.  
DBCOPYREF (var Ent_var1 , var Ent_var2) copie la référence 
contenue  dans la  variable Ent_var1 vers Ent_var2. 
D BEQUAL (var Ent_var1 , var Ent_var2) boo lean teste si les 
références contenues dans Ent_var1 et Ent_var2 sont égales .  
DBNULL (var En t_var) : boo lean  : teste s i  l a  référe nce 
contenue dans Ent_var vaut NULL.  
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- man ipu lation  de p lus ieurs bases de données 
DBSELECT (dbdesc) : la base de données référencée par dbdesc 
devie nt la base active . 
- i n tég r i té  
DBBGTR (var ta_id : i nteger) une  transact ion est commencée 
et son identifiant  est p lacé dans ta_id .  
DBENDTR (ta_id : i nteger) : la transaction  identif iée par ta_id 
a ins i  que  toutes ses transactions  "descendantes" so nt c lotu rées.  
DBABTR (ta_id : i nteger) : la t ranscatio n ident if iée par ta_id 
a ins i  que  toutes ses transact ions "descendantes" sont  an nu lées.  
R e m a r q u e :  ces pr im it ives concernant l ' in tég rité de la base de données ne 
pas imp lémentées dans la vers ion actue l le  de Pyram ide. 
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1 1 1 . 3 .  Le mod è le  e ntité-association comp let 
1 1 1 . 3 . 1 . U ti l it é  
Il n'existe pas de norme qui permette de défi n i r  u n  modèle 
ent i té-association commun à tous . A i nsi ,  e n  géné ral , les développeurs 
commencent par défi n i r  leur p ropre modèle . Comme o n  l'a déjà vu dans 
l'état de l'a rt ( chap itre 1 1 .2 .  ) ,  cette défin i tion est l iée à un  objectif . Si 
l'objectif est la simpli fication ,  le modèle qui sera util isé sera un  modèle 
astrein t  à ce rtaines co ntraintes sur l'ut ilisation de ses concepts . Par 
exemple , pour le langage Hiquel , le modèle entité-association est réduit à 
un modèle binaire ,  avec des associations sans attribut . Le modèle est donc 
en susbstance un modèle de type réseau. Cela a évidemment comme effet la 
perte d'une pa rtie importan te de la puissance séma ntique du modèle 
en ti té-as sociatio n.  
U ne autre app roc he est  de défi ni r  un modèle étendu . 
L'objectif est alo rs l'inverse du p récédent ,  c'est-à-dire , fournir un  outil 
basé sur u n  modèle puissant intég rant  généralement  des structures qui 
sont cons idérées comme des extensions  du modèle entité-association .  Par 
exemple , le modèle ERC ,  servant de base à l'algèbre du même nom intègre 
des structu res de généralisation/spécialisation ,  des structures d'att ributs 
complexes ,  multivalués ,  . . . Le p roblème se situe alors au niveau de 
l'implémentation qui est évidemment d'autant plus complexe que l'est le 
modèle. 
On  voit donc que la première chose à fai re est de se donner 
un cadre de travail , c'est-à-dire un  modèle entité-association ,  d'une part 
au niveau des concepts qui le composeront ,  et d'autre part au niveau des 
contrain tes que l'on imposera sur l'utilisation de ces concepts . Avant cela, 
il convient de se fixer un objectif. 
Notre objectif est de fou rni r  u n  p ro to type d'outil de 
prog rammation i n tég rant  les concepts du modèle entité-association .  Le 
modèle doit donc être tel que sa puissance sémantique soit suffisante pour 
que l'on puisse le qualifier d'outil en tité-association .  Par · exemple , le 
modèle ne rédui ra pas les assoc iations au seul degré b i nai re .  Cependant, la 
vocation de prototype du langage qui devra se baser sur ce modèle engendre 
ce rta i nes  co n séque nces. Ai n si ,  certa i nes  con st ructio n s  qui sont  
considérées comme des extensions au modèle ne seront  pas implémentées. 
Da n s  c e s  e x te n si o n s ,  o n  t rouve ra le s s t ruc tu re s de 
spécialisation/g é n é ralisatio n ,  certaines contra i n tes d'i ntég r i té , . . .  
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1 1 1 . 3.2 Part icular ités par rapport au modèle t héorique 
1 1 1.3.2 . 1 . Le concept de schéma 
On peut  con s idérer  q u e  la tâche  de modé l i sati o n  d 'une  
appl icatio n en  uti l i sant l e  modèle EA cons iste à concevo i r  un  schéma. Dès 
lo rs , i l est i nd i spensable  que  le  modèle i nc l ue  la not ion de schéma,  afin 
que  l ' u t i l i sate u r  pu isse accéder à un schéma q u' i l  a conçu ,  c'est-à-d i re à 
tous  les  type d'entité et type d'association  qu i  le  composent .  
Un schéma possède un nom ob l igato i re ,  et u n e  déf in it ion 
facu ltative . Deux schémas ne peuvent avo i r  le même nom .  Un schéma peut 
être constitué d 'un  ensemble vide de TE et TA. 
1 1 1 .3.2.2. Le concept d'ent ité 
U n  type d'enti té est caracté r isé par u n  n o m  ob l igato i re ,  et 
u n e  d éf i n i t io n facu l tat ive q u i  est la déf i n i t i o n  con st i tut ive d u  type . 
P lus ieurs types d'entité d' u n  même schéma ne  peuvent avo i r  le même nom. 
1 1 1 . 3.2.3 .  Le concept d'associat ion 
U n  type d'  association  rel ie  au moins deux ,  et au p lus n types 
d'entité ( n n'étant l im ité que par les possib i l i tés du SGBD) . U n  même type 
d'entité peut  être re l i é  p lus ieurs fo is au même type d'association . Un type 
d'associati o n  possède u n  nom ob l i gato i re ,  et u n e  déf i n i t io n facu l tat ive. 
P lus ieurs types d'associat ion d'un même schéma ne peuvent  avo i r  le  même 
nom .  Le modè le  ne gère pas les contrai ntes et les mécan ismes d'héritage 
l i és  à d e s  st ructu res de  g é n é ral i sati on  e n tre type d 'e n t i té o u  type 
d 'assoc iat i o n .  
Dans l 'ensemble des noms de TE et TA d' u n  schéma,  i l  n e  peut 
ex ister deux  noms identiques .  
1 1 1.2.3.4. Le concept d'attr ibut 
U n · attr· ut possède u n  nom ob l igato i re .  U n  type d 'ent i té ou 
d'association  peu t ne  pas avo i r  d'attribut .  S i  un TE ou un TA possède nt 
p lus ieurs attr ibuts ,  les attr ibuts à l ' i ntérieur  de ce T E  o u  de ce TA doivent 
être de nom un ique .  
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Plusieurs types d'entité peuvent avoir u n  attr ibut de même 
nom, ainsi que plusieurs types d'association, et qu'u ne combinaison de 
types d'entité et de types d'association .  Un  attrib ut peut être simple , 
répétitif,. élémentaire, ou  déco m posable . I l  peut être obligatoire ou 
fac u ltatif . 
U n  attrib ut possède également u ne défi nition facu ltative, 
ai nsi q u' u n  ty pe de valeur, qui  vaudra 'gro u p' po ur  u n  attr ibut 
décomposable, et qui pourra prendre les va leurs suivantes sinon: 
c (n), avec n compris entre 1 et 256 pour les valeurs de 
type texte, où n est la lo ng ueur de la chaîne de 
caractères 
n (i,j), pour les va leurs n umériques, i représente le 
nombre de chiffres avant la virgule , et j représente le 
nombre de chiffres après la virgu le (u ne valeur entière 
sera donc représentée par n (4,0) 
date pouvant prendre une va leur valide pour u ne date 
selon le format annéemoisjo ur (par exemple,760 1 23) 
Un attribut ne peut pas prendre la valeur inconnue .  
1 1 1 .3 .2. 5. Rôles et connecti vi tés 
La participation d'un  type d'entité à u n  type d'association est 
caractérisée par l'existence d'un  rôle, d'une con nectivité minimale et d'une 
con nectivité maximale. U n  rôle possède u n  nom . Le nom d'u n  rôle est 
identifiant d'u n  rô le, à l'i ntérieur d'u n  schéma . Les con nectivités sont 
représentées par deu x  valeurs . Dans tous les cas de fig ure, ces valeurs 
doivent vérifier les contraintes suivantes : 
-connectivité minimale: O ou  1 
-con nectivité maximale : 1 ou n ( n n'est limité que par les 
possibilités du SGBD) 
111. 3 .2.6. Cont raintes d'identifiant 
U n  type d'entité ou d'association peut être identifié par un de 
ses attrib uts , q ui doit être obligatoire , simp le ,  et éléme ntaire . Sa 
répétitivité doit donc être de 1 - 1 . Tout type d'entité o u  d'association ne 
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peut posséder qu'un seul identifiant au maximum . Rappelons que le 
dictionnaire de données permet le stockage de structures plus complètes 
(par exemple, identifiant comprenant des rôles , plusieurs identifiants par 
type d'entité ou d'association) .  L'utilisateur ne devra cependant pas 
stocker de telles structures non admises par le modèle entité-association 
complet, sous peine de voir la précompilation annulée . 
Pour ce type de contrainte, nous avons choisi de nous limiter 
aux fonctionnalités de PYRAM ID E .  En effet , tout identifiant ou structure 
d'identifiant non gérés par PY RAMID E  devrait l'être par la couche 
supérieure . Cette gestion des valeurs identifiantes se résumerait à deux 
choses : 
- un accès séquentiel sur le TE ou TA identifié avec test sur 
la valeur identifiante pour simuler un accès direct à l'entité ou 
l'association identifiée , 
- le refus d'accepter une valeur déjà présente pour l'attribut 
identi fiant . 
Ces deux fonctionnalités n'apporte lL-,!da-&=1�1.lW�oup du point 
de vue des performances et sont fa · ment bles par 
l'utilisateur .  Nous avons donc estimé que I apport 'était pas 
suffisant pour inclure ces extensions au èl L' ur pourra 
néanmoins facilement simuler par exemple un iden secondaire pour 
un TE ou un TA . 
Notre choix de n'accepter que les attributs obligatoires, 
simples, et facultatifs comme identifiant vient du fait que PY RAM I D E  
n'accepte que cette structure . Si le modèle acceptait u n  attribut 
décomposable ou répétitif comme identifiant, la couche supérieure devrait 
transformer cet identifiant en une structure acceptée par PYRAMIDE ,  or ce 
mécanisme de transformation serait assez complexe , étant donné les 
manques de PYRAMIDE à ce niveau. 
D .  Rossi ne donne pas d'indication sur la possibilité d'étendre 
PYRAMIDE pour accepter des attributs décomposables ou répétitifs dans un 
identifiant . Il ne nous est donc pas possible d'assurer que le système LEA 
peut être étendu pour accepter ces fonctionnalités .  
Ici aussi donc , l'utilisateur devra transformer ses identifiants afin de les 
conformer au modèle entité-association complet . 
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nous avons choisi de ne stocker dans le dictionnaire 
/que des str ures cceptées par le modèle EAC . Cela faci lite le travail du 
( précompi lateur. P r exemple, s'i l était permis de stocker p lusieurs 
\ identifiants par ou TA dans le dictionnaire, sachant qu'un seu l sera 
ransform é I l · faudrait déterminer · un moyen qui permette au 
precompi lateur de choisir l'identifiant à transformer . I l  serait possib le 
d'ajouter un "signe" dans le dictionnaire indiquant l 'identifiant à 
transformer, cependant , ce la aurait pour effet d'ajouter au dictionnaire 
des éléments propres au processus de transformation . Cela va à l'encontre 
de notre c hoix de limiter le _processu� de transformation au 
précompilateu a1 possib le aussi d'ajouter es conventions te l les 
que g exemple le premier identifiant transformé_.,_.est le premier stocké 
dan le dictionnaire. Ce
�
h ·x ne n�t pas intéressant, car il 
ajouterai au- p-reee-mJ9+late - r'éments qui n'auraient pour effet que de 
le compliquer inuti lement . , 1 
(' 
� 
Notons que d'après . Rossi, i l  serait possib le . assez 
facilement que PYRAM I DE gère plusieurs identifiants . I l  serait alors aussi 
faci le de modifier la couche supérieure pour r écupérer cette 
fonctionnalit é .  
1 11 . 3 .2 .7.  Contra intes non inc luses dans le modè le 
Etant donné la vocation de prototype du système LEA, il nous 
a semb l é  risqué d'inc lure dans le modèle les contraintes facultatives du 
modè le t h éorique . Si l 'uti lisateur désire bénéficier de ce type de 
contraintes , i l  pourra les programmer dans le cadre de son application . 
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1 1 1.4 .  Le m éta-s ch é m a  
l ntr,od u cti on 
L'objectif de cette partie est de présente r le mécanisme 
utilisé par le système LEA pour permettre le stockage de schémas EAC. Ce 
mécanisme est le dictionnai re de données, dont la structure est celle d'un 
méta-schéma. On va d'abord voir comment il est possible de stocker les 
concepts du modèle EAC aussi bien que les concepts du modèle 
entité-association réduit grâce aux concepts du méta-schéma. 
Comme le dictionn aire de données est au départ une 
ocmposante de PYRAM IDE ,  on verra les rôles et la gestion du méta-schéma 
pour PYRAM IDE. 
On verra e nfin de quelle façon est généralisée la notion de 
méta-schéma pour le système LEA. 
1 1 1.4 . 1. R ô l e  principa l  d 'un  méta-schém a 
La fonction esse ntielle d'un méta-schéma est de pouvoir 
conte nir  la desc ription de schémas de don nées d'applications .  U n  
méta-schéma est donc un "super" schéma dont les données constituent la 
description de schémas. Ces données sont appelées des méta-don nées. En 
particulier ,  un méta-schéma peut contenir sa propre description. 
1 1 1.4.2. Les concepts du méta-schéma 
Chaque co n cept du modèle EA C ,  e t  du modè le 
e ntité-association réduit ,  sera considéré individuellement. On verra 
comment on peut représenter chacun d'entre eux dans un schéma conforme 
au modèle réduit (le méta-schéma) . Ces concepts sont ceu� de schéma, 
d'entité , d'association avec les notions de rôle e t  de connectivité, 
d'attribut d'une association ou d'une entité, et d'identifiant. 
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1 1 1 .4 .2 . 1 . Le concept de  schéma 
Le concept central est celui de schéma. Un schéma est 
identifié par un nom unique (pour permettre de distinguer plus ieurs 
schémas dans le méta-schéma). Il peut également avoir une description 
dont la longueur en nombre de caractères n'est pas limitée. 
Représentation dans le méta-schéma : 
On trouve dans le méta-schéma un type d'entité de nom 
DBSCHEMA qui a un attribut de nom NAME de type string de 32 caractères. A 
un schéma correspond une occurrence de ce type d'entité dont la valeur de 
l'attribut NAME est égale au nom du schéma. Comme au niveau 
entité-association il faut obligatoirement donner un nom à un schéma, il 
est donc obligatoire que l'attribut NAME du type d'entité DBSCHEMA ait une 
valeur. De  plus, un méta-schéma pouvant contenir la description de 
plusieurs schémas , il est donc indispensable de pouvoir distinguer les 
occurrences du type d'entité DBSCHEMA. Pour cela , l'attribut NAME est 
identifiant. 
On a également un type d'entité de nom DB_D ESC avec un 
attribut de nom D ESCR I PTO R  de type string de 80 caractères .  Le type 
d'entité DBSCH E MA sera lié au type d'entité DB_D ESC par un type 
d'association de type 1 -N appelé DB_DBDESC. Les valeurs de l'attribut 
DESCR IPTOR du type d'entité DB_DESC sont égales à des morceaux de 80 
caractères de la description du schéma. Cette façon de procéder permet de 
disposer pour une occurrence du type d'entité DBSCH E MA d'un nombre 
quelconque d'occurrences du type d'entité DB_DESC et donc ainsi d'avoir une 
description d'un schéma aussi longue que l 'on veut tout en minimisant la 
p lace occupée sur le disque (la taille stockée est plus ou moins égale à la 
taille de la description). A une occurrence du type d'entité DBSCH EMA 
correspondent de O à N occurrence(s) du type d'entité DB_DESC. A une 
occurrence du type  d'entité DB_DESC correspond une et une seule 
occurrence du type d'entité DBSCHEMA. 
DB_DESC DB_DBDESC DBSCHEMA 
Descriptor -- Name 
figure 111.4,1: Représentation du concept de schéma dans le méta-schéma. 
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La représentat ion d'un schéma conforme au modèle 
ent ité-assoc iat ion réduit sera ident ique à la représentat ion d'un schéma 
conforme au modèle EAC. 
R e m a rq u e :  il faut noter que pour des raisons techniques (entre autre pour 
pouvoir d ist inguer un schéma EAC de son schéma entité-assoc iation réduit 
correspondant) le nom d'un schéma EAC sera préfixé automat iquement du 
caractère "$" . Cela est réalisé automat iquement par le précompilateur (voir 
4ème part ie). 
1 1 1 . 4 .2 .2 .  Le con cept d 'ent ité 
Dans un schéma EAC on peut trouver un ensemble de types 
d'ent ité. C haque type d'ent ité est ident i f ié par un nom unique dans le 
schéma. On peut donc, dans le méta-schéma, représenter l'ensemble des 
types d'ent ité d'un schéma ent ité-assoc iat i on par un type d'ent ité 
ENTITY _ TYPE dont un attr ibut est NAME de type str ing de 32 caractères. A 
chaque type d'ent ité d'un schéma EAC correspond une occurrence du type 
d'entité ENTITY _ TYPE dont la valeur de l'attr ibut NAME est égale au nom du 
type d'entité dans le schéma EAC. 
Au n iveau du schéma EAC, un type d'entité peut également 
avo ir une descr ipt ion. Elle est représentée dans le méta-schéma de la 
même manière que la descr ipt ion d'un schéma (vo ir 1 1 1 .4. 1 ) .  On a donc un 
type d'ent ité ET_DESC avec un attr ibut DESCR IPTOR de type string de 80 
caractères. Un type d'assoc iat ion ET _ETDESC de type 1 -N rel ie le type 
d'entité ENT ITY _ TYPE au type d'ent ité ET _DESC. A chaque occurrence du 
type d'entité ENT ITY _ TYPE correspondent de O à N occurrence(s) du type 
d'entité ET _DES C .  A chaque occurrence du type d'entité ET _D ESC correspond 
une et une seule occurrence du type d'entité ENTITY _ TYP E .  
U n  problème est qu'un méta-schéma peut conten ir la 
descr ipt ion de plus ieurs schémas en même temps (au mo ins celles du 
schéma EAC et du schéma ent ité-associat ion réduit correspondant) . Il n'est 
donc plus possible d' ident i f ier les types d'ent ité uniquement par leur nom. 
Deux types d'ent ité de deux schémas d ifférents peuvent avoir des noms 
ident iques. Il faut donc, pour pouvoir ident i f ier les d i fférents types 
d'ent ité, relier chaque type d'ent ité au schéma auquel il appart ient. Pour 
ce faire, le méta-schéma cont ient un type d'assoc iat ion de type 1 -N appelé 
D BSCH EMA_ET entre le type d'ent ité DBS C H E MA et le type d'ent ité 
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E N T ITY _ TY P E .  A chaque occurrence du type d'ent i té DBSCH EMA 
correspondent de O à N occurrence(s) du type d'entité E NTITY TYPE. A 
chaque occurrence du type d'entité E NTITY _ TYPE correspond une et une 
seule occurrence du type d'entité DBSCHEMA. Toutes les occurrences du 
type d'entité ENT ITY _ TYPE l iées à la même occurrence du type d'entité 
DBSCH EMA ont toutes une valeur de leur attribut NAM E différente (c'est la 
notion d'identif iant par rapport à un schéma). 
DBSCHEMA 
Name 
DBSCHEMA_ET .4 � 
ET_DESC ET_ETDESC 
ENTITY _ TYPE 
--
De scriptor ....... Name 
figure 111.4,2: Représentation du concept de type d'entité dans le méta-schéma. 
Pour un type d'entité d'un schéma conforme au modèle 
ent i té-associ at ion rédu i t ,  c'est exactement la même chose. Il lui 
correspondra une occurrence du type d'ent ité E N T ITY TYPE l iée à 
l'occurrence du type d'entité DBSCH EMA correspondant au schéma auquel il 
appartient. Des occurrences du type d'entité ET _ETDESC peuvent être liées 
à cette occurrence de ENTITY _ TYPE. 
1 1 1 . 4 . 2 . 3 .  L e  c o n ce pt d 'assoc iat ion  
On peut également trouver dans un schéma EAC un ensemble 
de types d'association. Chaque type d' association est identif ié par un nom 
unique au schéma et est rel ié  à deux ou plusieurs types d'entité non 
nécessairement dist incts avec pour chacun un rôle et  des connectivités 
min imales et  maximales. 
On peut représenter dans le méta-schéma l'ensemble des 
types d'association d'un schéma EAC par un type d'entité R EL_ TYPE dont un 
attr ibut est NAM E de type str ing de 32  caractères. A chaque type 
d'associat ion dans le schéma EAC,  identif ié par un nom, correspond une 
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occurrence d u  type d'entité REL_ TYPE dont la valeur de NAM E  est égale au 
nom du type d'association dans le schéma. 
A u  niveau du  schéma EAC , un type d'association peut 
également avoir une description. E l le  est représentée dans le  méta-schéma 
de la même manière que cel le d'un schéma ou d'un type d'entité (voir 1 1 1.4. 1  
o u  1 1 1 .4.2). On a donc u n  type d'entité R T  _DESC avec u n  attribut DESC Rl PTOR 
de type string de 80 caractères. Un type d'association de type 1 -N appelé 
RT _RTDESC re lie le type d'entité REL_ TY PE au type d'entité RT _D ESC. A 
chaque  occurrence d u  type d'entité REL_ TYPE correspondent de O à N 
occurrence (s) du  type d'entité RT _D ESC. A chaque  occurrence du type 
d 'entité RT _D ESC correspond une et une seu le ocurence du type d'entité 
REL TYPE. 
Comme pour les types d 'entité d 'un schéma i l  fau t  pouvoi r 
distinguer des types d'association ayant des noms identiqu es mais dans des 
schémas différents. Pour  ce faire ,  on a un  type d'association 
DBSCH EMA_RT de type 1 -N du type d'entité DBSCHEMA vers le type d'entité 
R EL_ TYPE .  A chaque occurrence du  type d'entité DBSCHEMA correspondeont 
de O à N occurrence(s) du  type d'entité R EL_ TYPE .  A chaque occurrence du 
type d'entité R EL_ TYP E  correspond une et une seu l e  occurrence du type 
d'entité DBSCH EMA. Toutes les occurrences du type d'entité R EL_ TYPE liées 
à une même occurrence du type d'entité DBSCHEMA ont une valeur de NAM E 
différente (notion d'identifiant par rapport à un schéma). 
DBSCHEMA 
Name 




D e scriptor ....... Name 
Figure 111,4,3: Représentation du concept de type d'association dans le méta-schéma 
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I l  faut également représenter la part ic ipat ion des différents 
types d'entité non nécessairement distincts à un type d'assoc iation . Ce fa it 
est modél isé par le concept de rô le. Le méta-schéma cont ient donc un type 
d'ent ité appelé ROLE qui est composé de trois  attr ibuts 
- NAM E  de type string de 32 caractères dont la valeur représente un nom de 
rô le dans le schéma 
- M I N_CON de type ent ier dont la valeur représente la connect iv ité 
m inimale du rô le 
-' M A X_CON de type entier dont la valeur représente la connect ivité 
maximale du rô le. 
On a un type d'associat ion de type 1 -N appelé ET _ROLE entre 
les types d'ent ité ENTITY _ TYP E  et ROLE et un autre appelé RT _ROLE entre 
les types d'entité R E L_ TYP E  et ROLE . Pour chaque rôle d'un schéma EAC ·on 
tro_uve une occurrence du type d'entité ROL E  qu i y correspond (valeur de 
l'attr ibut NAM E égale au nom du rô le) . E l le est l iée via le type d'association 
ET _ROLE à l'occurrence de ENTITY _ TYPE correspondant au type d'entité qui 
joue ce rô le et v ia le type d'assoc iat ion RT _ROLE à l'occurrence de 
REL_ TYPE qui correspond au type d'association pour lequel ce rôle est joué. 
A c haque occurrence du type d'ent i té E NT I TY _ TYP E 
correspondent de O à N occurrence(s) du type d'entité ROL E . A chaque 
occurrence du type d'entité REL_ TYPE correspondent de 2 à N occurrences 
du type d'ent ité ROL E . A chaque occurrence du type d'ent ité ROLE 
correspondent une et une seule occurrence du type d'entité ENTITY _ TYPE et 
une et une seule occurrence du type d'entité R EL_ TYPE. 
Cette manière de procéder résoud le prob l ème des types 
d'entité qui part ic ipent p lus ieurs fo is  à un même type d'association (ex : 
type d'assoc iat ion père-fi l s  entre le type d'entité personne et le type 
d'entité personne) . En effet, une contrainte d'uti l i sation du modèle EAC est 
que s i  le même type d'ent ité part ic i pe p lus ieurs fo i s  au même type 
d'assoc iation, i l  y joue des rô les différents . Entre une même occurrence du 
type d'ent ité ENT ITY _ TYP E et une même occurrence du type d'ent ité 
REL_TYPE on peut avoir deux occurrences du type d'entité ROLE . Chacune de 
ces occurrences du type d'entité ROLE est caractér isée par la valeur unique 
de son attr ibut NAM E .  
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Name -- Name --- Name 
► Min_con 
Max_con 
figure 111.4.4: Représentation de la notion de rôle dans le méta-schéma. 
Pour un type d'association d'un schéma conforme au modèle 
entité-association réduit, la représentation est pratiquement identique .  I l  
lui correspond une occurrence du type d'entité REL_ TYPE liée à l'occurrence 
du type d'entité DBSCHEMA correspondant au schéma auque l  il appartient. 
Des occurrences du type d'entité RT _RTD ESC peuvent être  liées à cette 
occurrence de REL_ TYPE . 
La seule différence se situe au niveau du type d'entité ROLE. 
En effet, l e  typ e  d'association ne peut être que binaire, entre deux types 
d'entité qui jouent des rô les bien spécifiques à savoir ORI G I N  et TARGET 
(qui indiquent la "direction" du type d'association de type 1 -N) et dont les 
connectivités sont respectivement (0, N) et (0, 1 ) .  Toute occurrence du type 
d'entité ROLE a donc soit pour valeur de l'attribut NAME la va leur "ORIGIN" 
et dans ce cas les valeurs des attributs MIN_CON et MAX_CON seront 0 et N, 
soit pour valeur de l'attribut NAME la valeur "TARG ET" et dans ce cas les 
valeurs des attributs M I N_CON et MAX_CON sont O et 1 .  A une occurrence du 
type d'association sont toujours l iées deux et seu lement deux occurrences 
du type d'entité ROLE . 
111 .4.2.4 . Le concept d'attribut 
Un autre concept du modèle est ce lui d'attribut, que ce soit 
d'un type d'entité ou d'un type d'association . En effet, à chaque type d'entité 
ou d'association d'un schéma EAC peuvent être associés de O à N attributs. 
On peut représenter dans le  méta-schéma un attribut par un 
type d'entité appe lé  ATTRI BUTE dont l es attributs sont NAM E  de type 
string de 32 caractères , VAL_ TYPE de type caractère , VAL_LENGTH de type 
entier, DEC  de type entier, M IN_REP et MAX_REP de type entier. A chaque 
attribut d'un type d'entité ou d'association dans l e  schéma EAC correspond 
une occurrence du type d'entité ATTRI BUTE dont la va leur des attributs est 
fonction de la description de l'attribut dans le  schéma EAC . 
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Voici la signification des différents attributs du TE ATTR IBU TE:  
- NAM E représente le nom de l'attribut 
- VAL_ TYP E  représente le type de valeur que peut contenir l'attribut. Les 
types de valeur possibles sont C (caractère), B (booléen) , N (numérique) et 
G (g roup). Cette valeur G indique que l'attribut est décomposable. 
- VAL_LENGTH représente la longueur maximale de l'attribut. 
DEC représente le nombre de décimales d'un attribut de type numérique 
- M IN_R E P  représente la répétitivité minimale de l'attribut 
- MAX_R E P  représente la répétitivité maximale de l'att ribut 
On a également un type d'association de type 1 -N appelé 
ET ATT entre les types d'entité ENTITY _ TYP E  et ATTR IBUTE, un type 
d'association de type 1 -N appelé RT _ATT entre les types d'entité REL_ TYPE 
et ATTRIBUTE et un type d'association de type 1 -N appelé ATT _ATT entre 
le type d'entité ATT R IBUTE et lui-même . Ils pe rmettent de lie r une 
occurrence de ATTR IBUTE soit à une occurrence de ENTITY _ TYP E  (attribut 
d'un type d'entité), soit à une occurrence du type d'entité R EL_ TYP E 
(attribut d'une association), soit à une occur rence du type d'entité 
ATTR IBUTE (attribut fils d'un attribut décomposable) .  
A chaque occurrence du type d'entité ENT ITY _ TYP E  ou 
R EL_ TYP E  correspondent de O à N occurrence(s) du type d'entité ATTRIBUTE. 
A une occurrence du type d'entité ATTR IBUTE peuvent être 
liées de O à N occurrence(s) du type d'entité ATTR IBUTE (0 si attribut non 
décomposable et de 1 à N si attribut décomposable). c'est-à-dire avoir de O 
à N descendant(s). S'il y a des descendants la valeur de l'attribut VAL_ TYPE 
de l'occurrence du type d'entité ATTR IBUTE qui a des descendants est égale 
à G. 
Toute occurrence du type d'entité ATTR IBUTE liée à une autre 
occurrence de ce type d'entité (attribut fils d'un attribut décomposable) 
est liée à la même occurrence du type d'entité ENTITY _ TYPE ou REL_ TYPE 
que l'attribut "père" .  
On peut donc di re que chaque occurrence du type d'entité 
ATTR IBUTE est liée 
- soit à une et une seule occurrence du type d'entité ENTITY _ TYP E  (attribut 
"direct" d'un type d'entité) 
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- soit à u ne et u ne seule occu rrence du type d'enti té R E L_ TYPE (attribut 
"d i rect" d'un type d'assoc iat ion) 
- so it à une et une seule occurrence du type d'ent i té ATTR I BUTE dont la 
valeu r de l 'attribut VAL_ TYP E est égale à G (att r ibut desce ndant d'un 
attribut décomposable) et à une occu rrence du type d'ent i té ENTITY _ TYP E 
ou REL_ TYPE (la même que celle à laquelle est l iée l'attribut "père") . 
Au n iveau du schéma EAC, un  type  d'attribut peut également 
avo i r  une descr iption .  Elle est représentée au n iveau du méta-schéma de la 
même man iè re que celle d'un schéma , d'un type d'enti té ou d'un type 
d'assoc iat ion (vo ir 1 1 1 .4. 1 ,  1 1 1 . 4 . 2 ,  ou 1 1 1 .4 .3) . On a donc u n  type d'entité 
ATT _DESC avec un attribut DESCRIPTOR de type stri ng de 80 caractères . Un 
type d 'associat ion appelé ATT _ATTDESC de type 1 -N relie le type d'entité 
ATTR I BUTE au type d'entité ATT _DESC . A chaque occurrence du type 
d'entité ATTR IBUTE correspondent de O à N occurrence(s) du type d'entité 
ATT_DESC. A chaque occurrence du type d'entité ATT_DESC correspond une 





-- Name -Name -- -- Name Val_type 
Val_length 
Dec 
ATT_DESC ..... M i n_rep --- M ax_rep .4 ... ATT_ATT 
Descr iptor  ATT _ATTDESC 
1 
figure 111,4.5: Représentation du concept d'attribut dans le méta-schéma. 
Dans le cas d'un attribut d'un schéma confo rme au modèle 
enti té-association  rédui t ,  le p r i nc ipe  est iden tique m i s  à part le · fa it 
qu'une occurrence du type d'entité ATTR I BUTE ne peut pas être l iée à une 
occurre nce du type d'ent i té R EL_ TYP E car da ns  ce modèle un type 
d'assoc iat ion ne peut pas avo i r  d'attribut . 
1 1 1 . 4 . 2 . 5. Le c oncept d'identifiant 
On peut également trouver dans un schéma EAC un ensemble 
d' ide nt if ian ts . Cela est représenté dans  le méta-schéma pa r un  type 
d'ent ité de nom IDENTI F IANT. 
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R emarque: Pour pouvoi r intégrer le schéma dans un cadre plus général  ce 
type d'entité sera en  réalité appelé GROUP. 
A chaque identifiant du schéma EAC cor respond une 
occurrence du type d'entité GROUP dans le méta-schéma. 
U n  identifiant pouvant êt re aussi bien défini  sur un  type 
d'entité que sur u n  type d'association, il faut i ndiquer dans le méta-schéma 
pour chaque identifiant le type d'entité ou d'association  sur lequel i l  est 
défini. Pour ce fai re, o n  uti lise deux types d'association de type 1 -N :  
- le p remier va du type d'entité ENTITY _ TYPE vers le type d'entité GROUP et 
est appelé ET_GROUP. 
- le second va du type d'entité REL_ TYPE vers le type d'entité G ROUP et est 
appelé RT_G ROUP.  (voir figure 1 1 1.4 .6) 
On peut donc di re qu'à chaque occurrence du type d'entité 
G ROUP représentant un  identifiant du schéma EAC correspond une et une 
seule occurrence 
- soit du type d'entité ENTITY _ TYPE représentant un type d'entité. 
- soit du type d'entité REL_ TYPE représentant un  type d'association . 
A chaque occurrence du type d'entité ENTITY _ TY PE ou 
REL  TYP E  peuvent correspondre de O à N occurrence(s) du type d'entité 
G ROUP car dans un  schéma EAC un type d'entité ou d'association peut avoi r 
de O à N identifiant(s). I l  faut donc pour une même occurrence du type 
d'entité E NTI TY _ TYP E  ou REL_ TYP E pouvoi r disti nguer les diffé rentes 
occurrences du type d'entité G ROU P qui lui sont liées . Pour ce fai re , on 
place dans le type d'entité GROUP un attribut NUMBER de type entier. Toutes 
les occurrences du type d'entité GROUP liées à la même occurrence du type 
d'entité ENTITY _ TYPE ou REL_ TYPE ont une valeur de leur att ribut NUMBER 
di f fé re nte . 
Dans  le contexte d'un modè le entité-association général , tout 
identifiant peut êt re composé d'att ributs et de rô les. Chaque identifiant 
est donc composé d'un certai n nombre de composants. Chacun de ses 
composa nts est soit u n  att ribut , soit u n  rô le. Pour pouvoi r l ier un 
identifiant (occur re nce du type d'e ntité G ROUP) avec les att ributs 
(occurrence du type d'entité ATTR IBUTE) et les rôles (occurrences du type 
d'entité ROLE) qui le constituent , on  dispose d'un type d'entité appelé 
COMPONENT. Un type d'association de type 1 -N appelé G R_COMP lie le type 
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d'entité GROUP au type d'entité COM PONENT, un type d'association de type 
1 -N appel é  ROLE_COM P lie l e  type d'entité ROLE avec le  type d'entité 
COM PON ENT et un type d'association de type 1 -N appelé  ATT _COM P lie le 
type d'entité ATTRIBUTE avec le type d'entité COM PONENT. 
A une occu rrence du type d'entité GROUP correspondent de 1 à 
N occu rrence(s) du  type d'entité COM PON E NT (au moins une car un 
identifiant possède au moins un attribut  ou un rôle), une occu rrence par 
composant de l'identifiant . 
A chaque occurrence du type d'entité COM PON ENT correspond 
une et une seu le occurrence du type d'entité GROUP. 
A chaque occurrence du type d'entité COM PON ENT correspond 
une et une seu le occu rrence, soit du type d'entité ATTRI BUTE,  soit du type 
d'entité ROLE. 
A chaque occu rrence du type d'entité ATTR IBUTE et du type 
d'entité ROLE peuvent correspondre de O à N occurrence(s) du type d'entité 
C0\'1PONENT. 
Pou r  distinguer  les diffé rentes occu rrences du type d'entité 
COM PON ENT liées à la même occu rrence du type d'entité GROUP, on ajoute 
au type d'entité COM PONENT un attribut N UMBER de type entier. Les valeurs 
de cet att ribu t  sont diffé rentes pou r tou tes l es  occu rrences du type 
d'entité COM PONENT liées à la même occurrence du type d'entité GROUP. 
Chaque identifiant est  composé d'un  ce rtain nombre de 
composants.  Chacun de ses composants est , soit un attribut, soit  un rôle. 
A une occu rrence du type d'entité GROUP correspondent de 1 à N 
occu rrence(s) du type d'entité COM PON ENT (au moins une car un identifiant 
possède au moins un attribut ou un rôle). 
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ATTRIBUTE 
ENTITY_TYPE REL_TYPE FOLE Name 
Val_type 
Name Name Name Val_length 
M in�con Dec 
Max_con M i n_re p 
Ef_G ROUP Max_rep 
� llti.. RT_GROUP 
� � 
.11111 � ROLE_COMP 
1 � � ATT_COM p 
GR_COMP COMPO--JENT --
N u mber  -- N umber 
figure 111.4,6 ; Représentation du concept d'identifiant dans le méta-schéma 
Le concept d'identif iant dans le méta-schéma est beaucoup 
plus général que ce qui est réellement permis par le modèle EAC. En effet, 
on ne peut, dans la version actuelle, stocker qu'un et un seul identifiant par 
type d'enti té ou type d'association. Celui-ci ne peut être composé que d'un 
seul attr ibut s imple , • élémenta ire et  obl igato i re. Cet attr ibut do i t  
appartenir au TE ou TA qu'il identifie. On a donc pour chaque occurrence de 
ENTITY _ TYPE ou de REL_ TY PE au plus une occurrence du type d'entité 
GROUP. Pour chaque occurrence du type d'entité GROUP on a une et une seule 
occurrence du type d'entité COMPONENT. Chaque occurrence du type d'entité 
COMPON E NT est l iée à une et une seule occurrence du type d'entité 
ATTRI BUTE. De plus, un identifiant ne peut comprendre de noms de rôle. 
Chaque occurrence c;lu TE COMPON ENT ne peut donc être l iée à une 
occurrence du TE ROLE par le TA ROLE_COMP. 
Dans le cas d'un identif iant d'un type d'entité d'un schéma 
conforme au modèle entité-association réduit ,  le principe est le même que 
c i-dessus. 
1 1 1 .4 .2 .6 .  Schéma PY RAMIDE d u  méta-schéma 
Le schéma général du méta-schéma exprimé dans le modèle 
enti té-associat ion réduit est représenté à la page suivante: 
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DB_DESC DB_DBDESC DBSCHEMA 
D e scr iptor -- Name 
ET_DESC RT_RTDESC 
DBSCHEMA_ET .. � .. Il.. DBSCHEMA_RT 
Descr i pto r Descr ipto r 
ET _ETDESC �, ... , RT_RTDESC 
ENTITY _ TYPE FOLE REL_TYPE 
- -










.1111 � ET_GROUP 
Val_length 
M i n  _rep 
Max_rep � � ATT_ATT 




N u mbe r ---- Number RT_GROUP A 
figure 111,4.7 : Schéma entjté-assocjatioo réduit du méta-schéma. 
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111 . 4.2 . 7 .  E xem pi es 
Les exemples suivants , qui sont extraits de l'exemple donné 
dans l'annexe Il, vont nous permettre de montrer comment ce schéma peut 
être stocké dans le méta-schéma. 
ORDRE_DE_ 






1 - N heure_debut 
h e u re_f i n  
MECANICIEN 
oompose 0 - 1 
est_effectuee 
0 - N  
OPERATION_ 
STANDARD 
0 - N  composit ion 
est_oompose_de 
Eioure 111,4.8 : exemples de schémas EAC 
R emarq ue: on représente dans les figures suivantes les différentes 
occurrences contenues dans les différents types d'ent i té du méta-schéma. 
Pour chaque occurrence , on donne les valeurs de ses différents attributs 
dans le type d'entité. Une ligne reliant deux occu rrences indique  l'existence 
d'une occurrence du type d'association qui relie les deux types d'entité 
dans le méta-schéma. Chaque tableau représente un type d'entité. Chaque 
colonne représente un attribut. Chaque ligne des tableaux représente une 
occurrence.  
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Par exemple dans la figu re 1 1 1 .4 . 9 :  
Représentons dans le méta-schéma la définition du schéma de l'exemple: 
Soit le type d'entité DBSCH EM A  qui a un attribut NAM E. On a pou r  ce type 
d'entité une occur rence dont la valeu r de l'attribut NAM E est égale à 
"$garage". Elle est liée à une occurrence du  type d'entité D B_DESC dont la 






$Garage ---+--------T- Schéma décrivant. . .  
Eioure 111.4,9 : description du schéma EAC 
Représentons les 4 TE de l'exemple: 
Soit le type d'entité ENTITY _ TYPE avec l'attribut NAM E. On a pou r  ce type 
d'entité qu atre occu rrences dont les valeu rs de l'att ribut NAM E sont 
respectivement "OR D R E_D E_R E PARATION" ,  "P IECE",  "M ECAN IC I EN"  et 
"OP ERATION_STAN DAR D". Elles sont liées à l'occu rrence du type d'entité 
DBSCHEMA dont la valeu r de I' attribut NAM E est "$GARAG E" . Deux de ces 
occurrences (ordre_de_reparation et piece) sont liées à quatre occurrences 
du type d'entité ATTR IBUTE dont les valeurs des attributs NAME et TYPE 
sont respectivement ( "n umero_or", "N") ,  ("date_or", "D") ,  ("code_piece",  "N") 
et ("descr iption", "C"). Ce sont les différents attributs de ces deux types 
d'ent i t é .  
DBSCHEMA ENTITY _ TYPE ATTRIBUTE 
NAME NAME NAME TYPE . . .  
lGarage _ ... ord re_de_reparation 
numero_OR N 
date_OR D ' r--. piece � mecanicien code_piece N 
\ operation_standard description C 
Figure 111.4,1 o : description des types d'entité EAC avec leurs attributs 
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Représentons les 2 TA de l'exemple : 
Soit type d'entité REL_ TYPE avec l'attribut NAME . On a pour ce type d'entité 
deux occurrences dont les valeurs de l'attribut NAME sont respectivement 
"COMPOS ITION" et " R EALISATION". E l les sont liées à l'occurrence du type 
d'entité D BS CH EMA qui a pour valeur de son attribut NAME "$GARAGE" . 
L'occurrence " REALISATION" est liée à deux occurrences du type d'entité 
A TTR I B U TE don t  les valeu rs des attributs N A M  E et TYP E  sont  
respectivement  ( "heure_debut" , "N") e t  (" heure_fin "  , "N "). Ce sont les deux 
attributs du type d'association "R EALISATION" dans le schéma EAC. 
DBSCHEMA REL_TYPE ATTRIBUTE 
NAME NAME 
NAME TYPE . . .  
_i, composit ion _,,,,, 
.,,. heure_debut N 
�Garage �!'- real isat ion heure_fin N 
figure 111.4.11 : description des types d'association EAC avec leurs attributs 
Représento ns les participations des TE aux TA de l'exemple : 
Soit le type d'entité ROLE avec les attributs NAME,  M I N_CON et MAX_CON . 
On a pour ce type d'entité cinq occurrences dont les valeu rs des attributs 
so n t  respecti veme n t  ( "compose " , 0 , 1 ) , ( "es t_compose_de ", 0, N ) ,  
( "demande" , 1 , N) ,  ( "effectue" , 2 , N) e t  ( "est_effectuee" ,  0, N). Les deux 
premières occurrences sont liées à l 'occurrence "COMPOS IT ION" du type 
d'entité REL_ TYPE et à l'occurrence "PI ECE" du type d'entité ENTITY _ TYPE. 
"COMPOS ITION" est dans le schéma EAC une association  binai re entre le 
type d'entité " P I E C E" et lui-même (association  récursive) qui y joue les 
rô les "COMPOSE" et "EST_COMPOSE_DE".  Les trois dernières occurrences du 
type d'entité ROLE sont liées à l'occurrence " REALISATION" du type d'entité 
REL_ TYP E  (association  ternaire) et sont chacune liée à une occurrence du 
type d'entité ENTITY _ TYP E  (type d'entité qui joue ce rôle dans le type 
d'assoc iati o n " R E A L I S AT IO N ") ,  à savoi r " D E M A N D E "  l i é  à 
"O R D R E_ D E_R E P A R ATIO N " , " E F F E CTU E "  l ié  à " M E CA N I C I E N "  et 
"EST_EFFECTUEE" lié à "OPERATION_STANDARD" . 
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ENTITY _ TYPE FU.E 
NAME NAME MIN_CON MAX_CON REL_TYPE 
piece -i.- compose 0 �" 
NI\ME 
ord re_de_reparatio i--.. est_compose_de 0 composition 
mecanicien I' demande 1 
� f  real isat ion operation_standard ._ effectue � est_effectuee 0 
Eioure 111.4,12 : description des rôles EAC 
Représentons l'identifiant du TE  de nom pièce: 
Soit les types d'entité G ROUP et COMPONENT avec les attributs NUMBER 
pour chacun . On a pour le type d'entité GROUP une occurrence dont la valeur 
est " 1  " .  E l le est liée à l 'occurrence "P IECE" du type d'entité ENTITY _ TYPE. 
Cela représente l'existence d'un identifiant pour le type d'entité P IECE dans 
le schéma EAC . Cette occurrence du type d'entité G ROUP est liée à une et 
une seule occurrence du type d'entité COMPONENT dont la valeur est " 1  " .  
Cela signifie que l'identifiant est composé d'un seul é lément . L'occurrence 
du type d'entité COMPONENT est liée à l'occurrence "CODE_P IECE" du type 
d'entité ATT R I BUTE. Cela signifie que l'identifiant du type d'entité P I ECE 
est basé sur l'attribut COD E_P I ECE . Cette occurrence du type d'entité 
ATT R I BUTE est liée à l 'occurrence "P IECE" du type d'entité ENTITY _ TYPE. 
Cela signifie que CODE_PI ECE est un attribut du type d'entité P IECE dans le 
schéma EAC . 
ENTITY _ TYPE ATTRIBUTE 
NAME NAME TYPE . . .  
piece numero_OR N 
o rdre_de_reparation date_OR D 
mecanicien -- code_piece N 




Eioure 111.4,13 : description des identifiants EAC 
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111 .4 .3 . Gestion du méta-schéma par PYRAMIDE 
Une des particular ités de Pyramide est que chaque base de 
données inclut, dans son schéma, le méta-schéma qui contient des données 
décrivant aussi bien le schéma de l'utilisateur (à partir duquel la base de 
données est construi te) que le méta-schéma. Chaque base de données 
contient donc sa propre descri ption. Par exemple, dans le cas de schémas 
conformes au modèle ent i té-assoc i at ion rédu i t, les méta-données 
spéci f ieront qu' il y a dans le schéma de l'util isateur des types d'entité 
''.CL IENT" et "VOITURE", que le type d'association "PROPR IETAIRE" est défini 
entre ces deux types d'entité, que "NOM" est un attribut de "CLIENT", ... 
Un schéma de base de données inclut donc les objets du 
méta-schéma (par exemple, "ENTITY _ TYP E", "REL_ TYP E", . . .  ) plus ceux du 
schéma utilisateur (par exemple, "CLIENT", "VOITU R E", . . . ) qui sont décrits 
par les méta-données. Une base de données contient donc des méta-données 
et des données utilisateurs. 
Au niveau de Pyramide, il n'y a pas de différence technique 
entre les méta-données et les données utilisateurs, hormis qu'elles sont de 
types différents. Les méta-données peuvent donc être accédées par un 
programme d'appl icat ion en ut i l isant l ' interface de programmation 
standard de Pyramide. Il est donc indispensable que les objets de ce 
méta-schéma so i ent conformes au modèle ent i té -assoc i at ion rédui t  
sup porté par Pyramide. Il faut pour cela que les données et les 
méta-données soient conformes au même modèle. C'est pourquoi le 
méta-schéma est déf in i  conformément au modèle ent i té -assoc iat ion 
réduit. I l  est donc consti tué de types d'entité, de types d'associat ion de 
type 1 - N bina ires e t  sans attr ibut, d'attr ibuts de types d'ent i té ,... Le 
méta-schéma étant à l'origine défini au niveau de Pyramide, il permet donc 
de stocker la description de schémas entité-association réduit. 
Un intérêt du méta-schéma au niveau de Pyramide est de 
permettre la génération automatique d'une base de données opérationnelle 
en fonction du schéma décrit dans le méta-schéma. Cela est possible via 
l'ut il i ta ire M ETACOMP du SGBD Pyramide. Ce méta-schéma permet 
également une m ise-à-jour dynamique du schéma qui provoque une 
restructuration de la base de données. Actuellement, cette restructuration 
provoque la perte de toutes les données utilisateurs. L'anc ienne base de 
données est cependant conservée dans un f ichier ".odb", produi t  par 
PYRAMIDE. 
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1 1 1 . 4. 4. G énéra l i sat i on du méta- schéma a u  sy stè me LEA 
M ais il est nécessai re de géné ra lise r l a  notion de 
méta-schéma à la couche  supérieure . Cette généra lisation implique la 
nécessité de pouvoir stocker des schémas EAC dans le méta-schéma. Cela 
sera t rès simple puisque le méta-schéma est conçu de façon à pouvoir 
stocker des schémas conformes à des modèles plus complets que EAC. 
1 11. 4. 4.1 .  Schéma EAC du méta- schéma 
Pou r  assurer un plus grand par  al lé lisme entre les deux 
couches, nous avons choisi de représenter, tout comme Pyramide, les 
méta-données et les données de la  même façon au niveau EAC (pas de 
différence technique). Tout comme pour l a  couche inférieure, nous avons 
donc dû transformer le méta-schéma pour qu'i l  soit conforme au modèle 
EAC. Ce choix se justifie aussi par le fait que cette transformation de l'un 
vers l 'autre est évidente . . Il a suff i t  de rajouter des noms de rôles et 
d'adapter éventuell ement les connectivités qui sont gérées par la  couche 
supérieure et  non par le SG BD Pyramide. L'uti l isateur de l a  couche 
supérieure et donc du langage LEA ne devra utiliser que le schéma EAC du 
méta-schéma. 
L 'utilisateur pou r ra  de  ce tte  façon manipu ler  les 
méta-données aussi bien que les données avec les ordres standards du 
langage LEA ,  et exactement de la même manière. 
1 1 1 . 4. 4. 2. R ô l es du méta- schéma 
La fonction essentielle du méta-schéma dans le système LEA 
est de permettre I '  accès par le précompilateur à la description du schéma 
EAC de l'utilisateur. Cet accès permet 
- d'assurer le "mapping" entre les deux couches,  ç'est-à-di re ,  la traduction 
des ordres LEA en des appels aux primitives de Pyramide . Cette traduction 
nécessite aussi d'assurer la transformation d'un schéma exprimé dans le 
modèle EAC vers son cor respondant exp rimé dans le modèle 
entité-association réduit , 
- de vérifier que les ordres du langage LEA sont corrects , ç'est-à-dire 
qu'ils portent sur des types d'entité ,  d'association, sur des attributs qui 
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ET DESC DBSCHEMA 
Descr i ptor 
ENT I TY TYPE 1.- 1. o-tl . .  -� c .. -,, ,.. 
t----------t- --< .: : �--'-''...'.:. -----t 
,•.;-, ;-:,, ;--; 






Min con  
Max con 
DB DESC 




F:T �DLE ,,__�-_ll_t---------1 
F:O_IN_RT F:O OF F:T Narne 
RT DESC E:Y 
-i-1. I::ESC:_OF_FT 






M i n_rep 
Max_rep 
ATT_DE'3C_BY Descriptor 
o-�  ATT_OF_ATI ATT _ ATIT.fSC 
1. ATT DESC 
ATT_:N_ATT 





Figure 11 1.4,14 : Schéma EAC du méta-schéma. 
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ex isten t  b ie n  da ns le schéma déf i n i  pa r l 'ut i l isateu r ou dans le 
méta-schéma , 
- de vérif ier les contra i ntes d' i ntégrité (con nect iv ités m i n ima les). 
U n  autre i nté rêt important du méta-schéma est de fac i l iter 
la modif icat ion dynamique d' un schéma entité-assoc iation . 
1 1 1 . 4.4.3. C ontenu du méta- sché ma 
Le contenu du méta-schéma est augmenté du fa it de son 
utilisation dans le système LEA : 
Le méta-schéma EAC cont ient 
- au départ , ç'est-à-di re quand la base de données est v ide de tout schéma 
ut i l isateur ,  des méta-don nées déc r ivant le méta-schéma d'une man ière 
co nfo rme au modè le e nt ité-assoc iat ion  rédu it de Pyram ide et d'une 
man ière conforme au modèle EAC, 
- quand la base de do n nées cont ient un schéma ut i l isateu r ,  les 
méta-don nées déjà c itées p lus des méta-don nées décrivant le schéma de 
l'ut i l isateur sous forme EAC et sous forme entité-assoc iat ion réduit . 
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1 1 1 .5 .  Transformation de schémas 
Introduct ion 
L'object i f  du chapitre est de déf inir les processus de 
transformat ion qui vont être mis  en jeu par le précompilateur pour 
transformer un schéma exprimé dans le modèle EAC vers un schéma 
exprimé d ans le modèle entité-association réduit .  
Nous donnerons d'abord nos objectifs et les cho ix qui ont 
gu idés ces processus . On verra par après comment chaque concept est 
transformé. 
On donnera pour terminer un exemple de fonctionnement 
prat ique. 
1 1 1 . 5 . 1 . Obj e ct i fs et c h o i x  
Comme il a déjà été signalé à de nombreuses reprises , il va 
fallo ir assurer le "mapping" entre la couche virtuelle ent ité-association et 
la couche physique de Pyramide. Ce "mapping" va consister à traduire les 
ordres LEA qui sont basés sur le modèle de données EAC en un ensemble de 
pr imit ives Pyramide qui sont basées sur le modèle ent i té-association 
réduit. I l  est donc ind ispensable avant de pouvo ir traduire les ordres du 
langage de savoir comment va s'effectuer le passage d'un modèle vers 
l'autre. C'est donc l 'objectif de ce chapitre que de définir de telles règles 
de transformation. Elles ne concernent ue la transformation d'un schéma 
AC vers un schéma entité-associati on réduit et en aucune maniera a 
transformation des ordres du angage 
Ces règles de transformat ion do ivent nous permettre 
d'obtenir automatiquement et de manière univoque, à partir d'un schéma 
EAC , un schéma entité-association réduit qui lui correspond et qui n'a 
d'autres propriétés que d'être correct et le plus proche possible du schéma 
d 'orig ine. Ces règles seront les plus s imples poss ibles. Elles seront 
connues uniquement du précompilateur qui les utilisera pour effectuer la 
traduction des ordres LEA en des ordres Pyramide (caractère automatique 
de la transformat ion) .  En effet ,  pour effectuer le "mappingf le 
précompilateur ne peut pas se contenter du schéma entité-association de 
départ et du schéma entité-association réduit correspondant. Il do i t  savo ir 
ce qui a été transformé et comment , mais auss i  ce qui n'a pas été 
transformé. Il serait poss ible de stocker les règles de transformation dans 
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le méta-schéma,  mais nous n'avons pas choisi cette solution du mapping 
physique. Nous voulons en effet que le méta-schéma soit indépendant de 
tout p rocessus de t ransformat ion , qui sont plutôt  p rop res au 
précompilateu r .  
Les règles de t ransformation n'étant pas connues du 
méta-schéma, et comme il est indispensable à PYRAM IDE de disposer dans 
le méta-schéma de la version ent i té-association rédui te du schéma de 
départ pour pouvoi r  en utilisant l'utilita i re M ETACOM P produi re une base de 
données opérat ionnelle , il faut que le schéma entité-association réduit 
soit généré d'une manière ou d'une autre. Il le sera par le précompilateur. 
Celui-c i , lorsqu' i l  t radu i ra des ordres de c réat ion , modif icat ion, 
suppression de méta-données (ordres détectés par le nom des objets sur 
lesquels ils t ravaillent et qui sont différents pour les données et les 
méta-données), provoquera la génération du code Pyramide nécessaire à la 
fois pour effectuer ces opérations au niveau du schéma entité-association 
dans le méta-schéma mais également au niveau de son correspondant 
ent i té-assoc iat ion rédu i t. l i  le fera en appl iquant les règles de 
t ransfo rmat ion.  
• l i  faut noter qu' il y a deux sortes de transformat ion 
possib les: 
- les t ransformations sans perte de sémantique et qui peuvent êt re 
réversibles ou non 
- les transformations réduites avec perte de sémantique. 
C'est cette dernière sorte de t ransformation que l'on 
retrouve ici . En effet , hormis la perte des noms de rôles lors de la 
transformation , qui ne peut pas être considérée comme une véritable 
perte sémantique , on perd surtout lors des t ransformations de la 
sémantique au niveau des connectiv ités et des identif iants. 
Pour les identif iants, il n'y a cependant aucune perte dans la 
version actuelle . En effet , la notion et l'uti l isat ion d'identif i ants sont 
st r ictement ident iques pour le modèle ent i té-associ ation rédui t  et le 
modèle EAC ,  dans cette version du système LEA. 
En ce qu i concerne les connect i v i tés , le modèle 
enti té-associat ion rédui t  ne permet que des types d'associat ion binai res 
avec des connectivités ( 0 ,N) et (0 ,  1 ) .  Toutes les valeurs de connect ivi tés 
d'un schéma EAC sont donc convert ies en de telles valeurs . On verra 
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cependant que l'on peut conserver malgré tout ces informations dans le 
schéma enti té-associat ion rédu it ,  ce que nous n'avons pas fait pour ce 
système .  
C ette perte de  sémantique nous posait donc un problème 
face auquel deux solutions se présentaient : 
- ne pas gérer les connectivités minimales 
- gérer les connectivités minimales au niveau de la couche supérieure (via 
le précompilateur). 
C'est cette deux ième solution qui a été choisie mais en l imitant toutefois 
la valeur de la connectivité minimale testée à 1 (contrainte d'existence). 
Cela est du à des raisons de performance et de facilité d'implémentation. 
Les règles de transformation énoncées ne g arantissent donc 
nullement la réversibil i té .  A partir d'un schéma f inal enti té-association 
rédu i t ,  on peut retrouver une sér i e  de schémas ent i té-associ at ion 
orig inaux parmi lesquels on retrouvera le schéma de départ .  
R e m a rq u e :  on peut vérif ier aisément que le passage du méta-schéma 
entité-associ ation au méta-schéma entité-associat ion rédui t  respecte ces 
règles de transformation. 
111 .5 .2 .  Transformat ion du concept de schéma 
Ce concept est identique pour les deux modèles. Il ne sera 
donc pas modifié. 
1 1 1 . 5 .3. Transformat ion d u  concept d 'ent ité 
Ce concept est identique pour les deux modèles. Il ne  sera 
donc pas modifié par le processus de transformation. 
1 1 .5.4. Transformation du concept d'assoc iat ion 
Le concept d'association diffère entre les deux modèles. En 
effet ,  le  modèle enti té-associat ion rédui t  ne permet que d es types d' 
associat ion binaires et sans attribut. I l faut de plus que les connectivités 
liées à ces types d'associat ion soient respectivement 0-N et 0-1 . Il faut 
donc transformer les types d'association d'un schéma EAC qui ne satisfont 
pas ces condit ions. Pour ce faire, il faut dist inguer deux cas : 
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- les types d 'assoc iation b ina i res et sans attribut avec des connectivités 
égales à (0 , 1 )  ou ( 1 , 1 )  et (0 ,N) ou ( 1 ,N), 
- les autres . 
1 )  Les types d'assoc iation b ina i res sans attribut avec des connectiv ités 
égales à (0 , 1 ) ou ( 1 , 1 )  et (0,N) ou ( 1 , N). 
Soit deux types d'entité A et B rel ié  par une association R. 
A joue le rô le AR  avec des connectivités (0 ,N)  
B joue le rôle BR avec des connectivités ( 1 ,  1 )  
( AR �  BR ) 
Figure Ill .s.1: type d'association conforme à EAC 
Figure 111.s.2: type d'association conforme au modèle entité-association réduit 
On a dans ce cas un type d'association conforme au modèle 
entité-association rédui t .  Le rô le A R  est remp lacé par le rôle "OR I G I N" et 
le rô le BR pa r le rôle "TARG ET" . Cer rô les ind iquent la pos i tion du type 
d'entité par rapport au type d'assoc iation et par conséquent détermine les 
connectiv ités qui sont (0,N)  pour le rô le "OR I G I N" et (0, 1 )  pour le rô le 
"TARG ET" . Pour que la transformation so it complète, i l  faut ajouter des 
contra intes d' intég rité d'ex istence dans le schéma conforme au modè le 
ent ité-assoc iat ion rédu i t :  
- s i  la  connectivité min imale de A vaut 1 ,  i l  faut que toute entité de A soit 
l iée à au moins une entité de B 
- si la connectivité minimale de B vaut 1 ,  i l  faut que toute entité de B so it 
l iée à une et une seule entité de A .  
Toutefois , Pyramide ne les gérant pas , e l les sont données à titre 
info rmatif.  On pourra it conserver ces contraintes dans le méta-schéma 
pour assurer la complétude de la transformation . Comme l 'uti litai re du 
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SG B D  PY R A M I DE ,  qui à pa rti r de la desc riptio n d'un sché ma 
entité-association  réduit p roduit une base de don nées opération nel le ,  ne 
considè re pas la valeur des con nectivités minimale et maximale (attributs 
M I N_CON et MAX_CON du type d'entité ROLE du méta-schéma) car i l  les 
considère toujours égales à 0 et à N pour un rô le ORIG I N  et à 0 et à 1 pour 
un rôle TARGET, o n  peut placer les contraintes d'intégrité d'existence dans 
ces att ributs .  
Par exemp le: o n  a da ns u n  schéma entité-associatio n  réduit u n  type 
ci'entité A (OR IG I N) lié par un type d'association de type 1 -N appelé REL au 
type d'entité B (TARGET) 
avec des cont rai ntes d'intégrité d'existence : 
- toute entité de B est liée à au moins une entité de A 
On aurait dans le méta-schéma: 
- une occurrence de ROLE ayant le groupe de valeurs (OR lG I N ,0, N) l iée à 
l'occurrence A de ENTITY _ TYPE et à l'occurrence REL de REL_ TYPE 
- une occurrence de ROLE ayant le groupe de va leurs (TARGET, 1 ,  1 )  l iée à 
l 'occurrence B de ENTITY _ TYPE et à l'occurrence REL de REL_ TYPE 
R e m ar q u e :  o n  a perdu les noms de rô les A R  et B R . Pour les ret rouver i l  
faudrait avoir une règle systématique pour leur const ruction .  OR,  le modèle 
EAC ne réduit pas le choix des noms de rô les à u ne tel le règ le . La 
t ransformatio n  n'est donc pas réversible . 
2) Les aut res types d'association (et/ou ternai res , et/ou avec att ributs, 
et/ou de connectivités différentes de (0 , 1 )  ou ( 1 , 1 )  et (0 , N) ou ( 1 , N)) . 
Soit R un type d'association de degré N ,  
Soit E1 .. . En les types d'entités de REL 
Soit R 1 ... R n les rô les joués par les types d'entités dans R 
. S'i l  existe k et I tel que Ek = E1 alors Rk * R1 
S oit E 1 u n  des types d'e ntité pa rtici pant au type 
d'associatio n  R 
R 1 le rô le joué par Ei  dans le type d'association  R 
la connectivité de R1 est i-j avec i=0 ou1 et j= 1 ou N 
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E1 
( 0 ,  1 )  R1 
E2 R2 R3 E3 { R / (0 , N) ( 1  , N) 
( 1 , 1 ) R4 
E4 





E2 ◄ .... E4 ...-
R2 R4 
figure 111.5.4: type d'association conforme au modèle entité-association réduit 
La transformation provoque la création d'un nouveau type 
d'entité. Le nom de ce type d'entité sera R . On aura la création pour chaque 
A 1 participant au type d'association R d'un type d'association de type 1 -N 
(type d'association du modèle entité-association réduit) de nom "R i"  (nom 
du rôle joué par par E 1 dans le TA R du schéma EAC) entre le type d'entité 
f I (joue le rôle "ORIGIN") et le type d'entité R (joue le rôle "TARGET"). Cela 
justifie le fait que les noms des types d'entité , des types d'association et 
des rôles doivent être uniques au schéma entité-association. En effet , de 
cette façon, le précompilateur ne crée pas de TE ou de TA avec un nom 
existant déjà dans le schéma réduit. 
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On peut également rajouter à titre informatif des 
contraintes d'intégrité d'existence pour que la transformation soit 
complète : 
- si i>0 , il faut que toute entité de A1 soit liée à au moins une entité de R, 
- si j <N ,  i l  faut que toute entité de A1 soit liée à au plus j entité(s) de R. 
1 1 1 . 5 . 5 .  Tran sfo r m at i o n  d u  con cept d 'att r ibut  
Le concept est identique pour les deux modèles, mais dans le 
modèle entité-association réduit un attribut ne peut être attribut que d'un 
type d'entité. Il n'y a pas de problème pour la transformation étant donné 
que tout type d'association avec des attributs devient un type d'entité. Les 
attributs de type d'association dans le modèle EAC deviennent des 
attributs de type d'entité dans le modèle entité-association réduit. 
1 1 1 . 5 .6 .  Tran sfo rm at i o n  d u  c o n cept  d ' i d en t i f i a nt 
Le modèle entité-association réduit n'autorise que les 
identifiants sur les types d'entité , composés d'un et d'un seul attribut du 
T E  qu'il identifie. Cet attribut doit être obligatoire , simple , et 
élémentaire . On ne peut définir qu'un et un seul identifiant par type 
d'entité. On ne pourra donc conserver lors de la transformation qu'une 
partie des identifiants définis sur le schéma EAC. Les autres qui ne seront 
pas conservés devront être gérés par l'inteface EAC sans pour autant que 
l'util isateur ne doive le programmer. C'est donc le précompilateur qui 
générera ce qui est nécessaire pour satisfaire cette notion. 
Actuellement, le modèle EAC n'accepte que les ident ifiants 
supportés par le modèle entité-association réduit. Le processus de 
transformation est donc simplifié pour la version actuelle du système LEA. 
1 1 1 .5 .7 .  Fonct i o n n e m e nt prat i q ue et e x e m p l e s  
D'un point de vue pratique, la  transformation d'un schéma 
EAC en un schéma entité-association réduit s'effectue directement au sein 
du méta-schéma et est automatique. Quand un utilisateur décrit son 
schéma EAC (description stockée dans le méta-schéma) , 'un schéma 
entité-association réduit correspondant est automatiquement produit 
(description également stockée dans le méta-schéma) . Il faut noter que 
lors de cette transformation, les informations concernant les descriptions 
du schéma, des types d'entité, des types d'association et des attributs , 
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descr ip t ions contenu es dans les types d'ent ité DB_DESC, ET _DESC, 
RT _DESC et ATT _DESC ne sont pas reprises dans le schéma rédu it. 
Exemple : 
Cet exemple complète celu i du po int 1 1 1.4.2.7.  , il décrit le 
stockage dans le méta-schéma du schéma EAC et de sa transformation en 
un schéma entité-association rédu it. 
L' util isateur stocke dans le méta-schéma un schéma EAC de 
nom "GARAGE" avec une description "Schéma décrivant. .. ". On trouvera dans 
le méta-schéma deux occurrences du type d'entité DBSCH EMA: "$Garage" et 
"Garage". La première occurrence est l iée à une occurrence de DB_DESC: 
"Schéma décrivant. . .  ". 
DBSCHEMA DB_DESC 
NAME DESCRIPTOR 
�Garage Schéma décrivant . . .  
Garage 
figure 111.5,5: description du schéma 
L ' u t i l i s a t e u r  s t o c k e  t r o i s t y p e s  d ' e n t i t é : 
ordre_de_reparation, mecanic ien et operat ion_standard. On aura dans le 
type d'entité ENTITY _ TYPE six occurrences dont les valeurs de l'attribut 
NAM E seront "mecanicien", "ordre_de_reparat ion", "operat ion_standard", 
"mecanic ien", "ordre_de_reparation" et "o perat ion_standard". Les tro is 
premières seront liées à l'occurrence "$Garage" de DBSCH EMA et les tro is 











figure 111.5,6: description des types d'entité 
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L' u t i l i sate u r  stocke u n e  associ ati o n  " rea l i sat io n "  avec les 
at t r i b u t s  " h e u r e_d e b u t " et " h e u re_f i n "  e n t r e  l e s  t y p e s  d ' e n t i té 
"mecan ici e n " ,  "o rdre_de_reparati on "  et "operat ion_standard " :  
- "ordre_de_reparat ion"  joue le  rôle "demande" avec u n e  con nectivité 1 -N 
- "mecan ic ien"  jou e  l e  rô le  "effectue" avec u n e  connectivité 0-N 
- "operat io n_standard" joue l e  rô le "est_effectuee" avec u n e  co n nectivité 
0 - N  
S i  on  t ra nsfo rme cette associat ion ,  o n  au ra u n  nouveau type d'enti té dans 
1�  schéma e nt i té-associat io n  réd u i t :  " real i sati on "  et t ro i s  no uveaux types 
d'associati o n  "est effectuee" "demande" et "effectue"  - ' 
DBSCHEMA REL_lYPE ATTRIBUTE 
NAME NAME NAME lYPE . . .  
,Garage real isat ion heure_debut N r-- heure_fin N 
Garage� 
1 heure_debut N ENTllY _ lYPE )/ heure_fi n N 
NAME 
realisation 
Eioure 111.5,7: description du type d'association avec ses attributs 
Le type d'associat ion "real isat ion"  est transfo rmé en  u n  type 
d 'ent i té " rea l i sat io n "  dans le schéma en ti té-assoc iati o n  réd u i t .  
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ENTITY _ TYPE FOE 
NAME NAME MIN_CON MAX_CON REL_TYPE 
ordre_de_reparation NAME demande 1 N mecanicien effectue 1 N operation_standard est_effectuee 0 N real isati on 
ordre_de_reparat ion origin 1 N 
target 1 1 
mecanicien origin -1 N demande 
target 1 1 
effectuee 
operation_standard origin  0 N est_effectuee 
target 1 1 
real isation 
Figure 111.s.a: description des rôles 
Rem a rque : les occu rrences de la p remiè re partie des types d'entités 
ENTITY _ TYPE et REL_ TYPE sont rattachées à l'occurrence du type d'entité 
DBSCHEMA dont la va leur de l'attribut NAME est égale à "$Garage. "  (schéma 
EAC). Les autres sont rattachées à l'occurrence du type d'entité DBSCHEMA 
d o nt la vale u r  de l'att ribut NAME est égale à "Ga rage" (schéma 
entité-associatio n  réduit). 
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1 1 1 . 6 .  Déf in i t i on  de l ' i nterface de prog ramm at ion  LEA 
I n t ro d u ct i o n  
L' objectif de cette partie est de défin i r une interface de 
programmation permettant de manipu ler les concepts du modèle EAC. On va 
d'abo rd donner les objectifs propres à la définition de cette interface. On 
défini ra ensu ite q uelques notat i ons uti l isées pou r  défin i r  l ' interface et 
queleques convent ions concernant son uti l isat ion. On défin i ra ensu ite les 
concepts de cette interface de programmation, c'est-à-d i re les types et 
variables, les codes de reto u r  et enfin le langage de manipu lat ion des 
concepts du modèle EAC. 
1 1 1 . 6. 1 . Les cho ix de base 
Nous a l lons d'abo rd donner les object ifs que nous avons 
assignés au langage LEA,  qu i  est composé d'une série d'o rdres permettant 
. la manipu lat ion des concepts du modèle EAC. 
Le premier object if t ient évidemment au cho ix de notre 
architectu re en deux couches. Comme LEA se base sur PYRAM ID E, et que 
to ut ce q u i  n'est pas géré par PY RAM ID E  devra l 'être par la couche 
supér ie u re, no us devrons évidemment no us l imiter ,  af in de ne pas 
surcharger la couche supérieure et que les transformations à effectuer par 
le précomp ilateu r  pour  passer de LEA vers PYRA M ID E  ne so ient pas trop 
complexes. 
Le langage doit en outre être non ambigu. En d'autres termes, 
chaque o rdre du langage doit être défini de façon à ce que son effet soit 
défini de manière précise et so it univoque. Il ne doit pas être possible de 
trouver dans le langage un ordre dont l'expression mène à une confusion 
concernant sa sémantique. 
Le langage do it être complet. Ce qu i  veut di re que l 'ensemble 
des o rdres doit permettre : 
- d'assurer le stockage dans le dict ionnai re de données de 
toute descript ion de schéma conforme au modèle EAC, 
a insi que sa modificat ion ;  
- de créer, modifier, effacer dans une base de données 
toute occurrence de types définis dans le dict ionnaire ;  
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- d'accéder à toute structure préalablement stockée dans 
la base de données, et donc également dans le 
dictionnaire de données . 
LEA doit assurer la cohérence de la base de données par 
rapport à sa définition. Notons que le méta-schéma se définissant 
lui-même, il faudra aussi assurer la cohérence des modifications sur le 
méta-schéma par rapport à sa définition . On aura donc que, si avant 
l'exécution d'un ordre LEA, la base est cohérente, elle le sera également 
après, à moins q'une erreur grave ne soit intervenue pendant son exécution, 
mais dans ce cas l'exécution de l'ordre ne s'est pas terminée. LEA ne gère 
pas le "crash recovery" .  Il nous semble en effet que cette gestion est d'un 
niveau trop physique que pour pouvoir être prise en charge par le couche 
supérieure . 
Un autre objectif pour LEA est la simplicité d'utilisation . 
Comme PYRAMIDE doit être utilisé dans un environnement PASCAL, ce qui 
facilite la programmation des applications, il nous a semblé adapté de 
reprendre cette caractéristique . Les ordres du langage devront donc être 
insérés dans des programmes PASCAL . L'utilisateur dispose ainsi, en même 
temps que d'un langage de manipulation de bases de données, de toutes les 
facilités qu'offre PASCAL pour la programmation . 
L'implémentation d'un précompilateur nous a permis de 
dépasser la syntaxe PASCA L .  Cela est surtout vrai pour la désignation des 
éléments de la base de données sur lesquels on veut agir . Pour les 
opérations d'accès et de manipulation, nous sommes malgré tout restés 
assez proches des structures algorithmiques de PASCAL (assignation, 
boucle d'accès, . .. ). Ce qui facilite de nouveau l'utilisation du langage . 
Pour assurer la communication entre PASCAL et LEA, nous 
avons eu recours au même mécanisme que PY R A M ID E, c'est-à-dire 
l'utilisation de variables .  Celles-ci, ainsi que les types de données sont 
évidemment adaptés à LEA,  mais peuvent être facilement transformés vers 
PYRAMIDE par le précompilateur. 
Le langage est également simplifié par l'absence de courants 
ou d'arguments implicites .  Si l'utilisateur désire bénéficier de courants, il 
devra les déclarer lui-même, au niveau du programme d'application, et en 
assurer la gestion . 
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Dans une optique de simplification du langage, nous avons 
également  spécifié le langage de façon à ce que les manipulations des 
concepts du schéma de l'application et du méta-schéma soient strictement 
identiques . Celles-ci se feront donc au moyen des mêmes ordres, et de la 
même faço n,  la seule différence in tervenant  au niveau des types 
manipulés . De cette façon, l'utilisation d'un ordre est définie de manière 
standard, quelque soit l'objet manipulé . Rappelons  que la manipulation du 
méta-schéma consiste à définir le structure de la base de don nées . LEA est 
donc aussi un langage de définition de données, tout en étant conçu comme 
un langage de manipulation de données . 
Etant do n né que PYRAM I DE est co nçu pour être assez 
performant, notamment en ce qui co ncerne les accès à la mémoire 
secondaire, il serait dommage que le système LEA gâche cet atout. Nous 
porterons  donc à l'implémentation notre attention sur ce problème des 
performances . De cette façon, le système LEA pourrait être employé pour 
des applications  d'ingénierie, pour lesquelles le modèle entité-assodation 
semblerait bien adapté. On se reportera au mémoire de D Rossi pour une 
argumentation plus précise de ce point . 
Enfin ,  un dernier objectif est que le système LEA soit 
utilisable dans  les limitations des ordinateurs person nels actuellement 
dispo nibles. 
1 1 1 .6.2. N otation s  e t  con ven tions  
Pour définir le langage, on utilisera les notations suivantes . 
< S trin g> signification :  
s i  s tri n g  re pré se n te u n e  s truc ture quelc o nque 
connue du langage, <string> représente la d é s ig n a ti o n de 
cette structure et sera remplacé au niveau du langage par 
une i nstanciation quelconque de cette structure conforme au 
langage. 
string  sig nification :  
si string représente une suite de caractères ,  cette suite sera 
réécrite au niveau du langage . string représente alors un mot 
réservé du langage. 
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<S tring> = liste sig nification : 
la dés ignation <Stri ng> peut être remp lacée par la l iste . 
Cette liste peut prendre une des formes suivantes : 
- liste formée d'opérateurs ET et OU : 
a 1 1  · · · a 1 n la2 1  · · · a 2 m l • • • l ap 1  . . . apq • avec n , m ,p ,q�1 . 
et pour tout i ,j ,  aij = <Stringij> ou stri ngij ; 
on  aura alors au niveau du la ngage qu'une 
i nsta nciation de < Stri n g >  correspondra à I' 
instanciation ou à la recopie de (a 1 1 , et de .. . , et de 
a1 n) • ou de ( a2 1 , et de . . .  , et de a2m) • ou de ... , ou de 
(ap 1 , et de . . .  , et de apq) ; 
- on a les cas particuliers d'une liste formée par 
l'opérateur ET si p = 1 et q = n ;  et par l'opérateur 
OU si n = m = . . .  = q = 1 
R emarque: l'opérateur ET utilisé ici comporte une notion d'ordre, il faut 
l'assimiler à un  opérateur du type "suivi de " .  
[ string1 < S tring2> . . .  ] s ig n i ficatio n :  
au niveau du langage , l'instanciation de <string2> 
et la réécriture de string 1 ou de toute combinaison 
de stri ngj et de <Stringi> est possible , mais non 
ob ligatoire. Si les i nstanciations et réécritures 
sont faites, elles le sont peut tous les éléments 
entre [ et ] 
Nous don nons da ns la suite les diverses conventions 
d'uti lisation de LEA . 
Tout ordre du langage LEA (Langage E ntité-Association) 
devra être précédé par le caractère suivant: $ 
Tout é lément d'un ordre de LEA est séparé par au moins un 
espace des autres é léments .  
Les différents mots d'un nom composé doivent être séparés 
par "_" . 
I l l .  5 8 
1 1 1 .  Le Système LEA 
Les convent ions PASCAL (; en f in d' instruction , . . .  ) do ivent 
être respectées au sein du langage . 
La portée d'un opérateur ou d'un connecteur quelconque du 
langage sera assurée par des parenthèses, lorsque cela est nécessaire pour 
empêcher une ambiguïté . 
L'ut i l isateur ne peut redéf in ir dans un ordre LEA un 
quelconque mot réservé de LEA ou de PASCAL. 
1 1 1 . 6.3 . Types et variables 
Nous introdu isons dans cette partie les con e 
--✓ 
types de 
g ue entre les données et de var iables util isés par LEA pour assurer le 
ordres du langage et PASCAL. 
Afin de pouvoir manipuler les concepts du schéma de la base 
de données (méta-schéma et schéma de l 'applicat ion) dans un programme, 
l'ut il isateur d ispose d 'un type de données pour chaque TE et TA 
apparaissant dans ce schéma . Ces types de données sont prédéfin is , et ne 
peuvent pas être ut i l isés com me nom de var iable . I ls peuvent être 
cons idérés com me des mots réservés du langage. L'ut i l isateur peut ains i ,  
pour chacun des TE  et TA , qu' ils appart iennent au schéma de l 'application, 
ou au méta-schéma ,  déc larer des var iables pouvant conten ir des 
occurrences pour ces TE  et TA . 
Les types de données associes aux T E  sont d irectement 
dér ivés des types de données PYRAMI D E  se trouvant dans le f ichier suff ixé 
par .TYP . Les types associés aux TA sont d ifférents des types de PYRAMIDE,  
ils doivent donc être être créés par le précom pilateur dans un f ich ier 
suff i xé par . V AR . Ce f ich ier cont ient également la déc larat ion des 
var iables interméd ia ires nécessaires au précomp i lateur pour assurer les 
processus de transformat ion . 
On appe l lera var iab le d'entité (d'assoc iat ion) toute var iable 
déclarée d'un des types de données correspondant à un T E  (TA) du schéma . 
Une var iable ne peut être déc larée que d'un seul type à la fois . Par exemple, 
la var iab le nom mée "varent" ne peut être déclarée à la fo is de type voiture 
et de type cl ient . L'ut i l isat ion de ces var iab les permet au programme 
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d'app lication d'accéder ou de transmettre à LEA des renseignements 
(référence ou va leurs d'attr ibuts, ou entités liées à une assoc iation) sur 
les objets manipulés . 
1 11 .6. 3.1.  Typ e  de données associ é à un TE  
Pour un TE, le type de données automatiquement déclaré dans 
le programme PASCAL précomp ilé est d irectement dér ivé du su ivant . 
L'ut il isateur peut cons idérer pour manipuler ses variables que le type qu i 
f igure dans les déclarations est conforme à cette syntaxe: 
type <nom du type d'ent ité> = record 
<nom attribut 1 > :  <type 1 > ;  
<nom attr ibut 2>: <type 2>;  
<nom attr ibut n>: <type n> 
end ; 
où pour tout i <nom attribut i> désigne le nom d'un attribut du TE dont le 
nom est désigné par <nom du type d'entité>, et <type i> désigne la 
traduction PASCAL du type associé à l'attribut . 
Les processus de transformation des types de données par le 
précompilateur seront abordés dans la quatrième partie 
1 1 1 .6 .3 .2 Type de données associé à un  TA 
Pour un TA, le type de données déclaré est directement 
dérivé de ce type. L'utilisateur peut considérer que le type déclaré est le 
su ivant : 
type <nom du type d'association> = record 
<nom attribut 1 > :  <type 1 > ;  
<nom attribut 2> : <type 2> ; 
<nom attribut n>:  <type n> ; 
R<nom de rôle 1 > : <nom de TE 1 > ; 
R<nom de rôle 2>: <nom de TE 2> ; 
R<nom de rôle n>:  <nom de TE n> 
end; 
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où pour tout i <nom attribut i> désigne un attribut du TA dont le nom est 
désigné par <nom du type d'association> ,  et <type i> désigne la traduction 
PASCAL du type associé à l'attribut ;<nom de rôle i> _ désigne un nom de rôle 
joué da·ns le cadre de l'association ,  <nom de TE i> désigne le nom du TE 
jouant ce rôle. 
Il est nécessaire de préfixer les noms de rôles car lors du 
processus de transformation ,  chaque nom de rôle est employé comme nom 
pour le TA dans le schéma transformé vers PYRAM ID E .  Or , ces noms de TA 
sont déclarés comme des constantes de désignation dans le fichier suffixé 
par .TYP,  et inclus dans le programme précompilé. 
1 1 1.6. 3. 3  Tra d u ction des types d 'attri but 
Si un  attribut est répétitif , son type PASCAL sera un tableau 
do nt la taille sera égale à la répétitivité maximale de l'attribut. 
Si un attribut est décomposable, son type PASCAL sera un 
record portant le nom de l'attribut , et dont les éléments seront les 
attributs qui le composent avec leur type correspondant . 
Les types d'attribut simples so nt traduits de la manière 
suivante: 
type E/A 
n (i ,j) avec j=0 et i � 4 
n'i ,j) avec j<>0 ou i>4 
c(n) avec n=1  







str i n g [n ]  
str i n g  [6 ]  
boolean 
La valeur facultative est traduite de la manière suivante : 
pour u n  type numérique (entier ou réel): constante P A SCAL de nom 
NO_VALUE.n 
pour u n  type caractère(s) (char ou stri ng [n]) : constante PASCAL de nom 
NO_VALU E .s 
I l l .  6 1  
I l l .  Le Système LEA 
1 1 1 . 6 . 3 . 4  Exem p les  
type client = record 
n um éro_id_c l  i ent : i nteger ; 
nom_cli :str ing [20)  ; · 
descript if_cl ient = record 
prénoms_c lient: array [1 :n] of str ing [ 40] ; 
adresse_cl ient = record 
numéro:integer ; 
rue :str ing[20] ; 
code_postal : integer ; 




location = record 
end; 
date_location :str ing [6] ; 
Rpossède:client ; 
Rest_possédée_par :voiture ; 
1 1 1 .6 .4 .  Codes de retour  erstatus 
Après qu'un ordre du exécuté par un 
programme d'appl ication ,  la variab le  entière le de nom e r s t at u s  
indique comment l'opération s'est effectuée. No oétai l l erons par après le 
fonctionnement de chaque ordre ,  mais , étant donné que les codes de retour 
ont le p lus souvent la même signification, nous donnons ici la liste des 
valeurs poss ib l es pour la variable erstatus, et  leur sign if ication 
co rrespo ndan te . 
0 :  l'ordre a été correctement exécuté 
1 : l'objet demandé n'a pas été trouvé 
2: v iolat ion d'une contrainte d' identif icat ion lors d'une 
opérat ion de  m ise -à-jou r; l 'op ér at ion n'est pas 
effectuée 
1 4: i l  n'y a pas de sch éma actif ; l 'op érat ion n'est pas 
effectuée  
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1 9 :  l'exécution de cette o pération entraînerait une 
incohérence de la base de données par rapport à sa 
définition ;  l'opération n'est pas effectuée 
20 : il existe déjà un schéma actif ; l'opération d'ouverture 
d'un nouveau schéma n'a pas fonctionné 
80 : l'espace de la mémoire secondaire est dépassé 
9 0 :  la base de données est incohérente; PYRAMIDE a détecté 
une référence incorrecte 
99 : erreur système ou d'entrée/sortie 
Comme on peut le voir , plus la valeur contenue dans la 
variable est grande , plus l'incident intervenu est grave . Les codes à un 
chiffre définissent des conditions de déroulement normales . Les tro is 
premiers codes à deux chiffres définissent des situations où  l'utilisateur 
tente d'effectuer une manipulation non permise par le système . Les trois 
derniers codes à deux chiffres définissent des situations où une grave 
erreur externe est intervenue, que le système est incapable de prendre en 
. charge. 
1 1 1 .6 .5 .  Définition du langage 
Nous allons dans cette partie décrire chacun des ordres du 
langage, c'est-à-dire leur syntaxe , la description de leurs effets , dans une 
situation normale ou pas, et les codes de retour associés. 
Nous donnerons pour chaque ordre un exemple d'utilisation 
très simple et volontairement incomplet . Notre objectif est ici de donner 
une aide pour la compréhension de la syntaxe de l'ordre . Le lecteur pourra 
trouver des exemples représentatifs dans la partie 1 1 1 .6.6. 
Certa ins éléments de syntaxe sont communs à plusieurs 
ordres du langage, nous les décrirons donc ici. 
<var_name> représente un nom de variable conforme à PASCAL 
<var_ent_name> représente un nom de variable d'entité conforme à 
PASCAL ,  et associé à un type d'entité du méta-schéma 
ou du schéma de l'application 
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< attr _name> 
<var _id_trans> 
représente un nom de var iable d'association conforme à 
PASCAL, et associé à un type d'assoc iat ion du 
méta-schéma ou du schéma de l'application 
représente un nom de type d'entité du méta-schéma ou 
du schéma de l'application, ent_type est donc une 
valeur de type string de 1 à 32 caractères 
représente un nom de type d'assoc i at ion du 
méta-schéma ou du schéma de l'application, rel_type 
est donc une valeur de type string de 1 à 32 caractères 
représente un nom de base de données, db_name est 
donc une expression ou une va leur du type str ing 
PASCAL conteant de 1 à 32 caractères, pouvant contenir 
un chemin, sans extension 
représente un nom de schéma, sch_name est donc une 
valeur de type string de 1 à 3 2  caractères, sans 
extension 
représente une valeur de type string, entier, réel, ou 
booléen 
représente un nom de constante conforme à PASCAL 
représente un nom d'attribut d'un TE ou TA du 
méta-schéma ou du schéma de l'appl ication, attr_name 
est donc une valeur de type string conteant de 1 à 32 
caractères 
représente le nom d'une variable conforme à PASCAL, de 
type entier 
Les éléments entre syntaxe autres que ceux repris plus haut 
seront définis par la suite. Notons qu'ils ne le seront qu'une seule fois. 
S'ils apparaissent dans la syntaxe de plusieurs ordres, ils sont définis 
uniquement au niveau du premier ordre où i ls apparaissent. Les différences 
d'utilisation de ces éléments apparaissant dans plusieurs ordres seront 
données dans les descriptions. 
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1 1 1 .6.5. 1 . Déclaration des variables 
A) Syntaxe 
$ [VAR] <list_var> : ENTITY <ent_type> 
$ [VAR] <list_var> : RELATION <rel_type> ; 
<l ist_var> = <var_name> [,<l ist_var>] 
B) Descr ipt i on  
Toute variable d'entité ou d'associatio n  utilisée par le 
programme d'application doit être déclarée dans ce programme au moyen 
de l'ordre LEA de déclaration. Une variable ne peut être déclarée que d'un 
seul type au sein d'un programme . La déclaration est généralisable aux 
procédures et fonctions, il suffit pour cela de faire précéder la déclaration 
de la procédure ou de la fonction par $ .  Pour cette déclaration, tous les 
paramètres doivent être déclarés en une seule ligne, sinon, chaque ligne ne 
peut contenir la déclaration que d'un seul paramètre (voir exemples) . 
Quand la variable a été déclarée d'un type correspondant à un 
TE ou un  TA du méta-schéma ou du schéma de l'utilisateur, elle peut 
recevoir du SGBD la référence et les valeurs d'attributs d'un élément du 
type à la fois. La référence est un  concept de PYRAMI DE. Il permet 
d'accéder directement à cet élément , la référence sert de "surrogate key" 
à PYRAM I DE .  Ce concept sert également au langage LEA, uniquement dans 
certains contextes, qui seront vus plus tard . Le langage ne permet pas à 
l'utilisateur de manipuler directement le concept de référence . Tout 
comme l'écrit D .  Rossi, cela ne devrait de toute façon être manipulé que 
par le SGB D. Toutefois, l'utilisateur peut manipuler ces références dans 
son programme d'aplication en  insérant des primit ives de PYRAM I DE .  Les 
concepts de PYRAM I D E  sont toujours accessibles avec LEA, même si le 
langage ne permet pas leur manipulation .  Notons que les primitives de 
PYRAMI D E, si elles apparaissent dans le programme d'application ,  ne 
do ivent pas être préfixées par $ .  Ce genre de manipulation n'est toutefois 
pas conseillé ,  à moins d'avoir une bonne connaissance des deux couches et 
de leurs i nteractions. 
Le langage, tel qu'il est conçu dans cette version, ne permet 
pas à l'ut il isateur de défin ir des types PASCAL contenant des types de 
don nées associés à des TE ou TA. L'utilisateur peut néanmoins obtenir le 
même effet. Il doit pour cela d'abord se définir un  type intermédia ire, qui 
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est la reproduction de la définition du type à insérer dans un type pl us 
complexe . I l  devra par après s'assurer que les modifications faites sur le 
type associé au TE ou au TA sont répercutées sur ce type intermédiai re .  I l 
est évident que ces types intermédiaires ne peuvent être uti lisés avec des 
ordres du langage LEA . 
C) Exemples 
program const_array_c l i ;  
type e lt_c li = record 
end; 
number : integer ; 
name: string [20] 
tab_cli = array [1 . .  1 00] of elt_cli ;  
$ var c li :  ENTITY c lient ; 
num:integer; 
$ propr : RELATION proprietaire ; 
$ voit 1 ,  voit2: ENTITY voiture; 
tabclient :tab_cli ; 
$ procedure exemple1 (ind :integer ; $c li : entity c lient ; ... ) ;  $ procedure exemple2 (ind2 :integer ; 
begin 
$cli2 :  entity c lient ; 
. . .  ); 
(* on trouve ici un ordre du langage accédant à une entité c lient et rangeant ses valeurs d'attribut dans la variable c li *) tabclient[1 ] .number:=c li .number; 
end. 
tabclient[1 ] .name:=cli .name; 
write (cli .name); 
write(tabcl ient[1 ] . name); 
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1 1 1 . 6 .5 .2 .  Spéc i f i cat ion du  sch éma de t rava i l  
A)  Syntaxe 
$ USES DATABASE '<db_name>' [SCHEMA ·'<sch_name>'] ; 
B) Descri pt i on 
Cet ordre es t nécessa ire vu l'implémentation du 
précompilateur. Nous avons. en effet choisi un compilateur en une passe. Ce 
qui veut dire que le précompilateur ne parcourt qu'une seule fo is le fichier 
à compiler pour produire le fichier compilé. Le précompilateur doit donc 
connaître dès le début du programme quelle base de données , et quel 
schéma seront ouverts par le programme. L'absence d'un nom de schéma 
signifie que le programme travaille uniquement sur le méta-schéma. 
Cet ordre doit être la première instruction du programme 
d'appl ication. Il doit figurer directement après l'instruction de déclaration 
du nom du programme de PASCAL . Il ne peut f igurer qu'une seule fois dans 
un programme . 
Notons que le nom de la base de données et le nom du schéma 
peuvent être identiques . 
1 1 1 . 6 .5 .3 .  Ouve rtu re d ' u n  schéma 
A) Syntaxe 
$ OPEN DATABAS E '<db_name>' [SCHEMA '<sch_name>'] ; 
B) Descri pt i on 
Cet ordre est nécessaire afin que la couche supérieure puisse 
signaler à PYRAMI D E  la base de données qui doit être ouverte, et afin de 
savoir quel schéma est modifié ou consulté par le programme d'application . 
S i  l 'ordre ne contient pas de c lause de dés ignation d'un 
schéma, le méta-schéma est de toute façon ouvert pour entrer la 
définition d 'un nouveau schéma . Sinon, le schéma d 'application dont 
l'utilisateur donne le nom est ouvert et les données vérifiant la définition 
de ce schéma peuvent être modifiées. Le méta-schéma est alors 
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uniquement accessible en lecture. Dans ces cas, le système a donc trouvé 
la base de données et le schéma et les ouvre , erstatus vaut alors o .  
Si le système ne trouve pas la base de données nommée, ou 
s'il trouve la base mais pas le schéma, erstatus vaut 1 ,  et il n'y a pas de 
schéma ouvert. Si une erreur système ou d'E/S intervient , erstatus vaut 
99 , et il n'y a pas de schéma accessible. 
Pour des raisons de facilité d'implémentation, la couche LEA 
ne permet l'ouverture que d'une seule base de données et d'un seul schéma 
dans un p rogramme, si l'utilisateur tente cette manipulation, elle est 
refusée et erstatus vaut 20. PYRAMIDE permet d'ouvrir plusieurs bases de 
données à la fois. L'utilisateur peut bénéficier de cet avantage, mais il 
doit pour cela insérer lui-même dans le programme d'application les 
appels à PYRAMIDE pour gérer cette deuxième base. Ces manipulations 
doivent être totalement t ransparentes pour la couche supérieure, et donc 
pour le précompilateur .  Le lecteur intéressé pourra se reporter au mémoire 
de D. Rossi pour les primitives de PYRAMIDE et leur utilisation. 
C) Codes de ret our 
erstatus = O; tout s'est bien passé, la base de données et le schéma sont 
ouverts 
erstatus = 1 ;  le schéma ou la base de données portant ce nom n'a pas été 
trouvé, il n'y a pas de schéma ouvert 
erstatus = 20 ; il y a déjà une base de données et un schéma ouverts 
erstatus = 99 ; erreur système ou d'entrée/sortie 
D) Exemple 
prog ram ouverture_schema ; 
$ USES DATABASE 'garage'; 
(* ouverture en modification du méta-schéma de la BD 'garage'*) 
begin 
$ OPEN DATABASE 'garage' ; 
end. 
if erstatus <> O then trt_err_open; 
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1 1 1 .6.5.4 .  Fe rme ture d' un schéma 
A) Syntaxe 
$ CLOSE; 
B) De scription 
La base de données active est fermée (et donc aussi tous les 
schémas qu'elle contient), et toutes les modificat ions faites après le 
dernier OP EN sont effectives ; il n'y a plus de schéma actif pour le 
programme, et erstatus vaut O .  S'il y a eu une erreur système ou 
d'entrée/sortie, erstatus vaut 99, et le système n'offre aucune garant ie 
sur l'état de la base de données qui était ouverte . 
C) C ode s  de re tour 
erstatus = O ;  la BD est fermée, il n'y a plus de BD active 
erstatus = 1 ;  il n'y avait pas de BD ouverte 
erstatus = 99 ; erreur système ou d'entrée/sortie 
D) Exe mple 
program fermeture_schema; 
$ USES DATABAS E 'garage' SCHEMA 'garage' ; 
(* ouverture en modificat ion du schéma 'garage' de la BD 'garage' 
et en accès du méta-schéma de la BD *) 
begin 
end. 
$ OPEN DATABASE 'garage' SCHEMA 'garage' ; 
if erstatus <> 0 then trt_err_open; 
$ C LOSE;  
if erstatus <> O then trt_err_close; 
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1 1 1 . 6. 5.5. L a  sél ect ion 
Remarquons d'abord que cet opérateur  n'est pas un véritab le 
opérateur  de sélection .  I l  ne peut être uti lisé te l quel dans u n  prog rammé 
d'applicatio n.  Cet opérateur sert p l utôt à désig ner les é léments auxquels 
on veut  accéder . Pou r  y accéder effectivement, i l  faudra uti liser un 
opérateur  d'assig nation ou de boucle d'accès (pour accéder successivement 
à tous les é léments désignés) . L'accès est donc inspiré de LDA [HAIN86-a] . 
Ce mécanisme nous a semblé plus adapté dans une optique de langage 
emboîté, en l'occurrence dans PASCAL. En effet, de cette façon, la syntaxe 
LEA reste proche de cel le de PASCAL, et la communication entre LEA et 
PASCAL s'effectue très simplement à l'aide de variables. 
La clause de sélection est de type navigationne l . E l le permet 
de spécifier l'objet auquel on  veut accéder en  citant ses qualités, 
c'est-à-dire ses valeurs d'attributs, et/ou les entités auquel i l  est lié par 
des associations. 
A) S ynt axe 
<selection-entite> = <ent_type> [<var_ent_name>] 
[WITH <attr_value_spec>] 
(THAT <rel_cond_spec>] 
<rel_cond_spec> = <rel_cond_spec> <Oplog> <rel_cond_spec> 1 
< role_ent_name> [L INKED _ TO <ent_cond_spec>] 
[THROUGH <rel_spec>] 
<rel_spec> = < re l_type> WITH <attr_value_spec> 
<rel_type> <var_rel_name> 
<Selection -association >  = < rel_type> [<var_re l_name>] 
[WITH <attr_value_spec>] 
[BETWEEN <ent-cond-spec>] 
<ent_cond_spec> = <ent_cond_spec> AND <ent_cond_spec> 1 
<Selection_entite> 
<att r _va lue_s pec>=  <attr _va l ue_s pec> < o p l o g >  <att r_va l ue_spec> 
1 <attr _name><0pco mp><value> 
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<oplog> = ANDIOR 
<opcomp> = < 1 > 1 <= 1 >= 1 =I <> (l'opérateur doit être compatible avec la 
valeur du type d'attribut désigné par <attr-name>) 
<value> = <var_name> 1 <Const_name> 1 <valeur> 1 NO_VALU E 
<role_ent_name> désigne un nom de rôle joué par <ent_type> 
B) Desc r ipt ion 
Désigne l'ensemble des occurrences du type d'entité ou 
d'association vérifiant la clause de sélection sur lequel une des opérations 
suivantes pourra être effectuée : assignation , modification , effacement .  
Nous allons d'abord signaler quelques considérations 
concernant l'uti lisation de variables dans la clause de sélection . 
Toute variable apparaissant dans une clause de sélection doit 
référencer une entité ou une association dans la base de données, elle doit 
donc préalablement avoir été assignée ou utilisée pour une création ou une 
modif ication . 
Toute variable d'entité ou d'association contient la référence 
de la dernière entité ou association assignée à cette variable , ou de la 
dernière entité ou association créée ou modifiée à l'aide de cette variable 
dans un ordre de création ou de modification . Une variable peut ne pas 
contenir de référence s i  elle n'a pas encore été utilisée dans ce contexte . 
I l  est donc possible dans une c lause de sélection de 
référencer directement une entité ou une association, pour peu qu'el le soit 
référencée par une variable. Cela permet de rendre les c lauses de sélection 
plus lisib les ,  et de travailler directement avec des objets que l'on peut 
désigner ( la dernière entité d'un type qui a été créée dans le programme, . .. ). 
Cela est aussi avantageux du point de vue des performances. En effet, le 
concept de r éférence est uti l i sé  comme c l é  i dentifiante interne à 
PYRAM I D E. Si la c lause de sélection contient donc une variab le contenant 
une référence, le précompilateur pourra transformer cette partie en un 
accès direct pour PYRAM I DE .  
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La réfé rence des variab les utilisées dans la sélection n'est 
pas modifiée lors de cette opération . Par contre, les valeurs d'att ributs de 
l'objet réfé rencé par la variable peuvent être mises à jou r  dans cette 
variable. Cela est dû au fait que lorsque PYRAMIDE accède à un élément, il 
range automatiquement ses valeurs d'attributs dans la variab le qui lui est 
passée en paramètre . 
Nous allons maintenant prendre un à un chaque élément d'une 
clause . 
I l  faut d'abord citer le nom du TE ou TA sélectionné . Ce nom 
de type doit toujours apparaître . On peut après donner un nom de variable 
si e l le contient une réfé rence Cette variab le doit évidemment être 
déc larée du type qui p récède . L'uti lisateu r peut donner des valeurs 
d'attributs de l'entité ( et en p lus réfé rencer les entités participantes pour 
une association) à la fois à l'aide d'une variab le et de c lauses W ITH et 
BETWEEN.  Si ces deux moyens sont uti lisés en même temps, ce sont les 
renseignements donnés dans les c lauses qui sont retenus par le 
p récompi lateu r .  
La c lause W ITH est nécessai re pou r donner les valeu rs 
d'att ributs de l'élément sélectionné, s'il y a lieu de les donner. 
La clause THAT est uti le si l'uti lisateur veut spécifier une 
c l ause de s é lect ion contenant des p r édicats navigationne ls 
(< rel_cond_spec>), en citant les entités attachées à cel le sélectionnée. 
Pour ce type de p rédicat, l'uti lisateur doit d'abord citer le 
nom du rôle joué par l'entité selectionnée. La c lause L I N K ED_ TO est uti le 
s'i l est nécessai re de spécifie r l'entité-cib le dans le p rédicat 
navig ationne l . Toutes les entités-cib les spécifiées après cette c lause 
doivent êt re liées à l'entité sé lectionnée par la m ême association. Si I' 
uti lisateur veut t raverser p lusieu rs associations à parti r de l'entité 
sé lectionnée, i l  faudra répéter le p rédicat navigationnel au moyen de 
connecteurs logiques . La c lause THROUGH est nécessai re si l'uti lisateur 
veut stipu ler des valeurs d'att ribut de l'association t rave rsée dans le 
p rédicat navigationnel . 
La c lause B ETW E EN est nécessai re s i  l'uti lisateur veut 
spécifier certaines entités liées à l'association sélectionnée. 
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La valeur NO_ VALUE ne peut être utilisée qu'avec l'opérateur 
de comparaison = .  
Voyons maintenant si la clause de sé lection permet de lever 
les ambiguïtés possib les . 
I l  existe d'abord des ambiguïtés propres à la syntaxe de 
l'ordre . E lles doivent être résolues par l'utilisateur à l'aide de parenthèses . 
Un deuxième type d'ambiguïté existe si un des types d'entité 
intervenant dans la sélection exerce p lusieurs rô les dans un type 
d'association apparaissant dans la sélection . Pour lever cette ambiguïté , 
l 'uti lisateur devra citer le nom du rô le concerné par la sé lection . 
Par exemple, si un TA R lie le TE A avec le rôle RA au TE B 
avec les rôles RB 1 et RB2 .  Une sé lection pourrait être A THAT RA 
LIKNKED_TO B .  Cette clause est ambigüe car 8 participe à R avec les _ rôles 
. RB1 et RB2 . On lève l'ambiguïté en écrivant A THAT RA L INKED_TO 8 THAT 
RB1 (ou R82) . 
De même R BETWEEN B est ambigu . On lève l'ambiguïté en 
écrivant R BETWEEN 8 THAT RB1 (ou RB2) . 
D) E xempl es 
Pour des exemp les voir assignation, boucle d'accès, 
effacement et modification . 
1 11 .6.5.6. L'assignation 
A) Syntaxe 
$ <var_name> .- (<selection_entite> 1 <Selection_association>) 
B) Description 
Si la c lause de sélection désigne un é lément, sa référence et 
ses valeurs d'attributs sont rangées dans la variab le assignée, et erstatus 
vaut O .  
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S'il existe dans la base plusieurs occurrences vérifiant la 
clause de sélection . Après l'opération , la variable contiendra les 
informations concernant la première occurrence que le système a trouvée 
dans la base. 
Le type de la variable assignée doit évidemment être 
compatible avec le TE ou le TA sélectionné. 
Si son contenu a reçu une référence , la variable peut être 
util isée dans une sélection pour référencer une entité liée à l'ent ité 
sélectionnée , pour une opération de suppression , de modification , de 
création , de la même façon que pour la sélection . 
C) Codes de retour 
erstatus = O ;  la variable contient une occurrence 
erstatus = 1 ;  il n'y a pas d'occurrence vérifiant la clause de sélection 
erstatus = 99 ; erreur système ou d'entrée/sortie 
D) Exemples 
program assignation ; 
$ var cli : ENTITY client ; 
$ loc :RELATION location ; 
begin 
$ c l i := c l ient WITH (name = ' Dupont') o r  (name = 'Marcel ') 
T H A T ( p o s s e d e  L I N K E D  T O  v o i t u r e W I T H 
numero_plaque <> 'AA24BB ' ) ;  
(* accède à un client de nom Dupont ou  Marcel qui possède une voiture de 
numéro de plaque différent de AA24BB*) 
if erstatus <> 0 then trt_err_assign; 
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loc:= location BETW EEN ( clie nt W ITH name =' Dupont' ) 
AND ( voiture W ITH numero_ plaque <> ' AA2488'  ) ;  
(*accède à une location du client de nom Dupont pour la voiture dont le 
numéro de plaque est différent de AA2488*) 
if erstatus <> 0 then trt_err_assign; 
loc: : location BETW EEN ( clie nt W ITH name = 'Dupont' THAT 
achète voiture W ITH numero_ plaque <> ' AA2 48 B' ) ;  
(*accède à une location du client de nom Dupont qui achète la voiture dont 
le numéro de plaque est différent de AA24BB*) 
if erstatus <> O then trt_err_assign; 
end . 
1 1 1 .6.5.7. Boucle d'accès 
L'assignation ne permet de considérer qu'une seule 
occurrence d'un type donné à la fois. Or, un critère de sélection peut être 
satisfait par plusieurs occurrences . Pour accéder à ces occurrences, le 
langage utilise une structure de boucle d'accès. 
A) Syntaxe 
$ FOR <var_name> := (<selection_entite> 1 <Selection_association>) DO 
<sequence> 
$ ENDFOR; 
<Sequence> est une suite d'instructions PASCAL et/ou LEA 
B) De scription 
La sémantique est la généralisation de l'assignation dans le 
sens où  toute occurrence vérifiant le critère de sélection sera assignée 
successivement à la variable, ainsi que sera exécutée la  suite 
d'instructions désignée par <Séquence>. 
C) Code s  de re tour 
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erstatus = O ;  tout s'est bien passé 
erstatus = 1 ;  pas d'occurrence vérif iant le cr itère de sélection 
erstatus · = 99 ; ·erreur système ou d'entrée/sort ie 
D) Exemp l es 
program boucle_d'acces ; 
$ var cli : ENTITY client ; 
$ loc :RELATION location ; 
begin 
$ FOR cli:=client DO 
(*accède à tous les clients*) 
$ ENDFOR ; 
if erstatus > 1 then trt_err_boucle; 
$ FOR cli :=client WITH name ='Marcel' 
THAT possede L INKED_TO voiture DO 
(*accède à tous les clients de nom Marcel possèdant une voiture*) 
$ ENDFOR ; 
if erstatus > 1 then trt_err_boucle; 
$ FOR loc:=location BETWEEN ( client WITH name =-'Marcel' THAT loue) 
AND ( voiture THAT est_louee_par) DO 
(*accède à toutes les locations d'une voiture du client de nom Marcel*) 
end. 
$ ENDFOR; 
if erstatus > 1 then trt_err_boucle; 
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1 1 1 .6.5.8. Création 
A) Syntaxe 
$ CREATE (<creation_entite> 1 <creation_:association>) 
<creation_association> = <rel_type> <Var_re l_name> 
[WITH <attr_value_spec>] 
[BETWEEN <ent_cond_create>] 
<Creation_entite> = <ent_type> <var_ent_name> 
[WITH <attr_value_spec>] 
[THAT <rel_cond_create>] 
<rel_cond_create> = <rel_cond_create> <0plog> <rel_cond_create> 1 
<ro le_ent_name> [L INKED_ TO <ent_cond_spec>] 
[THROUGH <rel_spec>] 
<rel_spec> = <rel_type> <var_rel_name> W ITH <attr_value_spec> 1 
<rel_type> <var_re l_name> 
<ent_cond_create> = <ent_cond_create> <0plog> <ent_cond_create> 
<creatio n_entite> 
<ro le_ent_name> désigne un nom de rô le joué par <ent_type> 
B) Descr i pt i o n  
Cet ordre est nécessaire pour créer des é léments dans la 
base de données. 
Nous avons choisi de spécifier un ordre de création assurant 
la cohérence de la base de données par rapport à sa définition. Ce qui veut 
dire que le système doit pouvoir détecter toute incohérence dans l 'ordre de 
création avant son exécution .  U ne grande partie des incohérences possibles 
peuvent être détectées par le précompilateur lorsqu'il analysera la syntaxe 
de l'ordre , notamment  l'utilisation d'un rô le incon nu ,  la propagation des 
mises-à-jour, ... (voir la quatrième partie pour toutes les erreurs détectées 
à la précompi lation ) . D'autres incohérences ne sont  détectables qu'à 
l'exécution .  Par exemp le, si l 'uti lisateur ne don ne pas de va leur à un 
attribut ob ligatoire (s'i l assig ne le contenu d'une variab le à l'attribut) . 
Tout ordre susceptible d'entraîner une incohérence n 'est pas exécuté et 
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erstatus vaut 1 9 .  I l faudra aussi vér if ier à l'exécution l 'usage des va leurs 
d' identi f iant . Si l 'ut i l i sateur commet une erreur dans une manipu lation 
d' identif iants , l'rdre n'est pas exécuté, et erstatus vaut 2 .  
Un cas important dans lequel i l  faut garantir le maintien de 
la cohérence est ce lu i de la propagation des mises-à-jour . 
Supposons que l 'ordre de création ne permette de créer qu'un 
seu l é lément à la fo is ,  entité ou association . Si l 'ut i l i sateur désire créer 
une entité E 1  jouant dans une association non encore créée (car s inon une 
assoc iation ex istera it sans entité part ic i pante) un rô le de connectiv ité 
min ima le à 1 .  Cette opération serait refusée pu isque s i  l 'on admetta it la 
création de E 1 ,  i l  pourra it ex ister dans la base de données une entité 
exerçant un rô le de connectiv ité minimale à 1 ,  mais  n'étant pas encore 
créée . La contrainte de connectiv ité minimale sera it v io lée . 
On pourra it résoudre le prob lème de la façon suivante . I l  
faudra it supposer que l 'entité attachée à E 1 ,  c'est-à-d ire E2 · par 
l 'assoc iation ex iste déjà . Dès lors, i l  suffira it de spéc if ier un ordre de 
création permettant de créer une entité avec ces rô les, et en même temps 
les assoc iations qui la l ient à d'autres ent ités . Ains i ,  moyennant le fa it 
que E2 ex iste déjà ,  l'uti l i sateur écr ira it l'ordre pour créer E 1 , a insi que 
son rô le de connectiv ité minimale à 1 ,  et l'associat ion dans le cadre de 
laquel le E 1  exerce ce rôle, qu' i l  l iera it à E2 . 
Cependant, cette solution fait l'hypothèse que E2 existe déjà. 
Or , s i  E2 partic i pe à . l'association la l iant à E 1 , e l le aussi avec un rôle de 
connect iv i té m in imale à 1 ,  i l  aura it fa l lu avec la même solution, pour 
créer E2,  supposer que E 1  existait déjà .  Or , pour créer E 1 , i l  faut supposer 
que E 2  ex iste . Cette solut ion n'est pas praticable. Or , on ne peut 
restre indre le modèle à un seu l  TE  exerçant un rô le de connectivité 
m in imale à 1 par TA. En effet, la s ituation opposée peut se présenter 
souvent . L'exemp le typ ique est ce lu i  des l ignes de commande . Une 
commande comprend au moins une l igne, et toute l igne appartient à une 
commande. Commande exerce donc un rô le de connectiv i té ( 1  ,n) dans 
l'associat ion la l iant à l igne , et l igne une connect iv i té ( 1 , 1 )  dans 
l'association la l iant à commande. 
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La seule manière de résoudre ce problème est donc d'offrir un 
ordre de création permettant de créer plusieurs entités et associations . 
Ainsi, l'utilisateur en consultant le schéma de la base de données peut 
écrire l'ordre de création correct pour que toutes les contraintes de 
connectivité minimale à 1 soient respectées, de manière récursive (car il 
est évident que dans notre exemple E2 pourrait également exercer des 
rôles de connectivités minimales à 1 ). L'utilisateur pourra donc, dans notre 
exemple, écrire l'ordre créant à la fois E1 , E2, et l'association les liant . 
L'utilisateur peut reprendre la description des ordres WITH , 
THAT, . . .  dans la sélection. Leur principe est le même ici . Toutefois, leur 
utilisation est légèrement différente. 
Pour l'ordre de création, il est obligatoire de citer un nom de 
variable pour chaque type manipulé, sauf pour les types d'association. Pour 
ces derniers, l'utilisateur devra citer une clause TH ROUGH s'il veut insérer 
dans l'ordre une variable référençant l'association créée ou désignant une 
association par sa référence. 
Si des variables référençant déjà des objets dans la base de 
données sont utilisés dans l'ordre, ces objets ne sont pas recréés . Ces 
variables serviront plutôt pour désigner les objets qui doivent être mis en 
correspondance avec les objets à créer. Pour ces objets déjà référencés, i l  
n'est pas nécesaire d'insérer des clauses WITH, THAT, BETWWEN, puisque 
ceux-ci sont désignés univoquement par leur référence. 
P ar contre ,  les variables utilisées dans l'ordre qui ne 
référencent pas encore d'objets dans la base, référencent après exécution 
de l'ordre les objets créés par l'ordre. Pour les entités citées dans l'ordre 
et associées à des variables ne contenant pas de référence, il est possible 
mais non conseillé d'utiliser une clause WITH. Notons que si l'utilisateur 
entre des renseignements contradictoires pour les valeurs d'attributs dans 
la variable et dans la clause WITH, ce sont ceux contenus dans la clause 
WITH qui seront retenus par le précompilateur. Le mécanisme est identique 
pour les associations dans le cas des clauses WITH et BETWEEN. 
L'utilisation de la clause <attr_value_spec> est restreinte à 
l'opérateur de comparaison = 
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C) Codes de r et our 
erstatus = O ;  tout s'est bien passé 
erstatus = 2 ;  contrainte d'identifiant violée, pas de création effectuée 
erstatus = 1 4 ; pas de schéma actif, pas de création effectuée 
erstatus = 1 9 ; 1 'exécution de cette opération entraînerait une incohérence 
par rapport à la définition du schéma de la base de données ; 
l'opération n'est pas effectuée 
erstatus = 80 ; espace mémoire dépassé 
erstatus = 90 ;  le schéma est incohérent 
• erstatus = 99 ; erreur système ou d'entrée/sortie 
D) Exemp les 
program creation ; 
$ var cli : ENTITY client ;  
$ loc :RELATION location ; 
$ voit :ENTITY voiture ; 
begin 
$ CREATE client cli WITH (numero_id_client = 1 234) AN D (name = 
' Dupont') ; 
(*crée un client de numéro 1 234 et de nom Dupont, et range sa référence 
dans cli*) 
if erstatus <> 0 then trt err create ; - -
voit.numero chassis :-1 2345; 
voit.numero_plaque:-'1 2AA24' ; 
$ CREATE voiture voit; 
(*crée une voiture de numéro de châssis 1 2345 et de numéro de plaque 
1 2AA24, et range sa référence dans voit*) 
if erstatus <> O then trt_err_create: 
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$ CREATE location lac BETWEEN (client cli) 
AN D (voiture voit) ; 
(* crée une association de location entre les entités référencées par cli et 
voit, et range sa référence dans lac*) 
if erstatus <> O then trt_err_create ; 
end . 
1 1 1 . 6. 5.9 .  Suppr ession 
A) Syn taxe 
$ D EL ETE ( <selection_entite> 1 <Selection_association>) 
B) Descr iption 
Cet ordre est nécessaire pour pouvoir effacer des objets 
dans la base de données . 
L'ordre de suppression est de type e nsembliste . Son 
exécution entraî ne la suppression dans la base de tous les élé ments 
vérifiant la clause de sélection .  
Les é léments désignés dans la clause de sélection du fait de 
leurs relations avec l'objet sélection né ne sont effacés que si cela est 
nécessaire afin d'assurer le maintien de la cohérence de la base de 
don nées. Sont auss i effacés tous les é léments n'appara issant  pas dans la 
clause de sélect io n ,  mais dont la suppression est également  nécessaire 
pour assurer le maint ien de la cohérence de la base de données . 
De cette faço n ,  le prob l è me de la propagatio n des 
suppressions d 'une ent ité ou association à toutes les ent ités attachées par 
des rôles de con nectivité minimale à 1 ,  et des assoc iat ions les l iant est 
géré récurs ivement de façon automat ique lors de l 'exécut io n  de l'ordre de 
suppress io n .  La BD est donc cohérente après exécut ion  de cet ordre. 
La description  de la clause de sélection est toujours valable 
ic i . 
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Après l'exécution de l'ordre , les variables qu i référençaient 
des objets dans la base, qui ont été effacés, ne référencent plus rien, mais 
elles contien nent toujours les valeurs d'attr ibuts des objets effacés . 
C) Codes de retou r 
erstatus = 0 ;  tout s'est bien passé 
erstatus = 1 ;  il n'ex iste pas de telle occurrence dans le schéma 
erstatus = 1 4 ; pas de schéma actif, pas de suppress ion effectuée 
erstatus = 90 ; le schéma est incohérent 
erstatus = 99 ; erreur système ou d'entrée/sortie 
D) Exemp les 
program effacement ;  
beg i n  
$ DEL E TE client WI TH numero id client = 1 234 ; 
i f  erstatus <> 0 then trt_err_remove; 
end . 
1 1 1 .6.5.1 O. Modification 
A) Syntaxe 
$ MODI FY <Se lection_entite> U SING <attr_value_spec> 
$ MOD I FY <Selection_association>  U SING <attr_value_spec> 
B) Descr ipt i o n  
Cet o pérateur est n écessaire pour pouvoir mod i fier les 
valeurs d'attributs d'entités ou d'associations dans la base de données. 
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Pour changer les entités partic ipant à une associat ion , i l  
faut effacer l'association et la recréer entre les entités adéquates . 
Après exécution de l'ordre, toutes les entités ou associations 
vérifiant la clause de sélection ont leurs valeurs d'att ributs modifiées par 
celles contenues dans la clause USING. L'ordre ne modifie que les valeurs 
d'attributs pour les attributs cités dans la clause USING. 
Dans <att r_value_spec> dans la clause US I NG,  le seul 
opérateur de comparaison permis est = 
C) Codes d e  retour  
erstatus = O ;  tout s'est bien passé 
erstatus = 1 ;  il n'existe pas de telle occurrence dans le schéma 
erstatus - 2 ;  contrainte d'identifiant violée, pas de modification effectuée 
erstatus = 1 4 ; pas de schéma actif, pas de modification effectuée 
erstatus = 1 9 ; la modification de cette occurrence entraînerait une 
incohérence dans le schéma, pas de modification effectuée 
erstatus = 80 ; espace mémoire dépassé, pas de modification effectuée 
erstatus = 90 ;  le schéma est incohérent 
erstatus = 99 ;  erreur système ou d'entrée/sortie 
D) Exemp le 
program modification ; 
begin 
$ MODIFY client WITH numero_id_client = 1 234 
US ING client WITH name • 'Marcel' ; 
(*l'attribut NAM E du client de numéro 1 234 devient 'Marcel'*) 
if erstatus <> O then trt_err_modify ; 
end. 
I l l .  8 3  
Il l .  Le Système LEA 
1 1 1 . 6 . 5 . 1 1 .  Gest i on  des t ransact ions  
Le langage LEA comprend les ordres nécessaires à la gestion 
des transactions. Cette gestion est di rectement dérivée de PYRAMIDE . 
Cependant, ce lle-ci n'étant pas implémentée dans PYRAMIDE, elle ne le 
sera pas non plus pour LEA . Toutefois , la couche supérieure est conçue de 
façon à ce que dès que PYRAMIDE permettra cette fonctionnalité, LEA 
puisse l'offrir également moyennant quelques modifications minimes dans 
le précompilateur. 
LEA reprend donc le système des transactions emboîtées de 
PYRA MIDE . Chaque transaction est com posée d'un ense mble de 
transactions-filles, qui doivent com mencer après, et se terminer avant 
leur transaction- m ère . Les transactions e mboîtées per mettent de 
distribuer le travail entre les transactions-filles et d'en annuler un 
nombre limité . 
A) Dém arrage d 'une transact ion 
Syn taxe 
$ BEGIN_ TRANS <var_id_trans> ;  
Descrip tion 
Dans la base de données ouverte, une transaction est com mencée comme 
unité de cohérence, synchronisation, et récupération . Si l 'opérat ion 
réussit , la variab le d'identification de la transaction reçoit une va leur . Si 
la transaction est com mencée dans une transaction déjà en cours, e l le est 
considérée com me sa transaction-fille . 
Codes de retour 
erstatus = O ;  une nouvel le transaction est com mencée 
erstatus = 30 ; i l  est intervenu un prob lème lors de l 'ouverture de la 
transaction , e l le n'est pas ouverte 
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B) C lôtu re d'une transact ion 
Syn taxe 
$ END TRANS <var id trans> ; - - -
Descrip tion 
Da ns la base de do n nées ouverte , la tra nsaction  identif iée pa r 
<var_id_trans> est clôturée, ainsi que toutes ses tra nsactio ns-filles . 
Après que l'o pération se soit termi née correctemen t, toutes les 
modifications effectuées dans la base de données depuis l'ouverture de la 
transact ion clôturée sont effectifs . 
Codes de retour 
erstatus = 0 ;  une nouvelle transaction est terminée 
erstatus = 90 ; i l  est i ntervenu un problème lors de la clôture de la 
transaction ,  elle n'est pas fermée 
C) Annu lat ion d'une t ransact ion 
Syn taxe 
$ ABORT TRANS <var id trans>; - - -
Descrip tion 
Dans la base de don nées ouverte , la tra nsaction  ident i fiée par 
<var_id_trans> est an nulée , a i ns i  que toutes ses transactio ns-f i lles en 
défa isant toutes les modifications effectuées depuis le commencement de 
la transaction an nulée 
Codes de retour 
erstatus = O ;  une nouvelle transaction est an nulée 
erstatus = 9 0 ; i l  est i n tervenu un  problème lors de l'an nu latio n de la 
transaction, e lle n'est pas an nulée 
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I I I . 6 . 6 .  Exemples 
I I I . 6 . 6 . 1 .  Etude du cas ' GARAGE ' 
Ces exemp les se basent sur 
l ' annexe I� - Ce sont des progr ammes 
les poss i bi l i tés o f fer tes par l e  
déf i n i . 
l ' app l i c at i o n déf i n ie dans 
types c omplets q u i  montrent 
langage ent i té - assoc i at i o n  
program selection_association ; 
( *  ce progr amme a f f i che l es heures de début et de 
occur rences du type d ' assoc i a t i on rea l i s a t ion  qui  sont  
des opérat io ns stand ards de  numéro éga l  à 3 ou  à 4 , ou 
méc a n i c i ens de nom ' Marcel ' ou ' Nes tor ' * ) 
$ USES DATABASE ' gar age ' SCHEMA ' garage ' 
$ var varrea l : RELAT I ON rea l i s a t i on ; 
procedure t r t_er r_ope n ; 
begin  
end ; 
procedure trt  err  c l ose ; 
beg i n  
end ; 
procedure trt  err for ; 
beg i n  
end ; 
begi n  
$ OPEN DATABASE ' ga r age ' SCHEMA ' garage ' ; 
i f  ers ta tus < >  0 then trt_err_open ; 
f i n  des 
l i ées à 
à des 
$ FOR va rea l : =  rea l i s a t i on BETWEEN ( o per a t i o n_s t a ndard 
end . 
W I TH ( numero_standard = 3 )  OR ( numero s ta nd ard = 4 ) ) 
OR ( mec a n i c ien 
W I TH ( nom = ' Marcel ' )  OR ( nom = ' Nestor ' ) )  DO 
w r i te ( va r rea l . heure_debu t , ' ' ,  varrea l . heure_ f i n ) ; 
$ ENDFO R ; 
i f  erstatus > 1 then t r t_err_for ; 
$ CLOSE ; 
i f  erstatus  < >  0 t hen t r t_err_c l ose ; 
prosram recherche ; 
( *  ce programme a f f i c he le nom des c l ients dont l a  vo i ture a été 
réparée a près le 0 1 /0 1 / ! 989 . Le progr amme fa i t  cel a  de deux 
mani ères d i f férentes * )  
$ USES DATABASE ' ga r age ' SCHEMA ' garage ' ; 
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$ var varcl i :  ENT ITY  c l ient ; 
$ varvoi t :  ENT I TY vo i tu re ;  
procedure tr t_err_open ; 
beg i n  
end ; 
procedure trt  err c l os e ; 
beg i n  
end ; 
procedure trt_err_for ; 
beg i n  
end ; 
beg i n  
$ OPEN DATABASE ' gar age ' SCHEMA ' garage ' ; 
i f  erstatus  < > 0 t hen tr t_err_open ; 
$ FOR varc l i  : =  c l ient 
THAT possede 
L I NKED_TO vo i ture THAT suj ette a 
w r i t e  ( varc l i . nom_c l i ) ; 
$ ENDFOR ; 
i f  erstatu s  > 1 t hen t rt_err_fo r ; 
L I NKED_TO ordre_de_reparat ion 
W I TH ( date_OR > ' 0 1 0 1 1 989 ' ) DO 
$ FOR varvo i t  . - vo i ture THAT s u j ette a 
L INKED_TO ordre_de_repa r a t i o n  
W I TH ( da te_OR > ' 0 1 0 1 I 989 ' ) DO 
$ FOR var c l i  . - c l i ent  THAT pos sede 
end . 
L INKED_TO vo i ture varvo i t  DO 
wr i te ( varc l i . nom_c l i ) ; 
wr i te ( varvo i t . nurnero_pl aque ) ;  
$ ENDFOR ; 
i f  erst atus > 1 t hen tr t_err_for ; 
$ ENDFO R ; 
i f  erst atus > 1 t hen tr t_err for ; 
$ CLOSE ; 
i f  erst atus  < > 0 t hen t rt_er r_c l ose ; 
pro1ram creation_d_occurrence■ ; 
( *  ce programme s a i s i t  au c l av ier des données de l ' ut i l is a teur 
pour c réer des occurr ences des types d ' ent i té c l ient e t  vo i ture  
et  du type d ' assoc i a t i o n  propr ieta ire * )  
$ USES DATABASE ' ga rage ' SCHEMA ' garage ' ; 
$ var varvo i t : ENT I TY vo i ture ; 
$ var c l i :  ENT I TY c l ient ; 
$ varprop : R ELAT I ON propr iet a i re ; 
i : i nteger ; 
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procedure tr t_er r_open ; 
begi n  
end ; 
procedure tr t_err c l ose ; 
beg i n  
end ; 
procedure tr t err create ; 
beg i n  
end ; 
beg i n  
end . 
$ OPEN DATABASE ' ga r age ' SCHEMA ' garage ' ; 
i f  er status  < > 0 then tr t_err_open ; 
wr i te ( ' Num . id . c l ient : ' ) ;  read ( varc l i . numero_id_ c l ient ) ;  
whi le  var c l i . numero id c l ient < >  0 do 
beg i n  
end ; 
wr i te ( ' Nom du c l ient : ' ) ;  
wr i te ( ' ?renoms du c l ient : 
i : = l ;  
repea t 
beg i n  
read 
' ) ;  
( varc l i . nom c l i ) ; 
read ( varc l i . des c r i pt i f_c l ient . prenorns_c l i ent [ i ] ) ;  
i : = i + l ; 
end ; 
u n t i l  ( i > S )  or  ( va r c l i . descr i pt i f_ c l ient . prenoms_c l ient [ i ]  = 
wr i te ( ' Adresse : ) ;  
read ( varc l i . descr i pt i f_c l ient . adresse_c l ient . rue ) ; 
wr i te ( ' numero : ' ) ;  
read ( varc l i . des c r i pt i f_c l i ent . adres se_c l ient . numero ) ;  
wr i te ( ' code pos ta l : ' ) ;  
read ( va r c l i . des c r i p t i f_c l ient . adresse_c l i ent . code_posta l ) ;  
$ CREATE c l i ent varc l i ; 
i f  ers t a tus < >  0 then t rt_err_create ; 
wr i t e  ( ' Num chas s i s  de l a  voi ture : ' ) ;  
read ( varvo i t . numero_chass i s ) ; 
whi le varvo i t . numero c ha s s i s  < >  
beg i n  
O do 
w r i te ( ' Nurnero  de p l aque : 
$ C R EATE vo i ture varvo i t  
' ) ;  read ( varvo i t . numero_pl aque ) ;  
THAT est_possedee_par 
L I NKED_TO c l i ent varc l i  
THROUGH propr i et a i re varpro p ; 
i f  ersta tus < > 0 t hen tr t_err_crea te ; 
w r i te ( ' Propr i ét a i re : ' ) ;  
wr i te l n  ( varprop . r possede . nom_c l i ) ; 
w r i te ( ' Nurn chas s i s  de l a  vo i ture : ' ) ;  
read ( va r vo i t . nurnero_chas s i s ) ; 
end ; 
wr i te ( ' Nu m . id . c l i ent : ' ) ;  read ( va rc l i . nurnero_id_c l ient ) ;  
$ CLOSE ; 
i f  ersta tus < > 0 t hen t r t_err_c l ose ; 
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program l i stage_des_TE_et_des_TA ; 
( *  ce progr amme l i s te les types d ' en t i té 
schéma ' ga r age ' avec pour chaque type 
attr i buts * )  
$ USES DATABASE ' garage ' ; 
$ var va r s c h : ENT I TY dbsc hema ; 
$ varent : ENT I TY ent i ty_type ; 
$ va r re l : ENT I TY rel  _type ; 
$ varatt : ENT I TY attr i bute ; 
$ varrole : ENT I TY role ; 
i : i nteger ; 
procedure t r t_er r_open ; 
t:ieg i r1 
end ; 
procedure t r t_er r_cl ose ; 
. beg i n  
end ; 
procedure t r t_er r_ass i gn ; 
beg i n  
end ; 
procedure t rt_err_fo r ; 
beg i n  
end ; 
et d ' assoc i a t ion  
l ' ensemble de 
$ procedure l i re at t_dec ( $  va r a t t l :  ENT I TY at t r i bute ) ; 
$ var va r a t t 2 : ENT I TY a t t r i bute ; 
beg i n  
$ FOR v a r a t t 2  : =  a t t r i bute THAT att_in_att  
L I NKED_TO a t t r i bute var a t t l  
du 
ses 
THAT a t t  of a t t  DO 
end ; 
beg i n  
w r i te ( varatt2 . name ) ; 
i f  varatt2 . val_type : = ' G '  t hen l i re att  dec ( varatt2 ) ;  
$ ENDFOR ; 
i f  erstatus  > 1 t hen trt_err_fo r ; 
$ OPEN DATABASE ' ga r age ' ; 
i f  erstatu s  < >  0 t hen t r t_err_open ; 
$ varsch : =  dbschema W I TH ( name = ' ga r age ' ) ;  
i f  erstatu s  > 1 t hen t rt_err_as s ign ; 
w r i te ( ' Nom du  s c hém a : ' ,  varsch . name ) ; 
$ FOR varent : =  ent i ty_type THAT et_in_db 
L I NKED_TO dbschema varsch  DO 
wr i te ( varent . name ) ; 
$ ENDFOR ; 
i f  e r s t a tu s  > 1 t hen t r t_err_for ; 
$ FOR varrel  : =  rel_type THAT r t  i n  d b  
L INKED_TO dbschema varsch  DO 
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end . 
wr i te ( varrel . name ) ; 
$ FOR varrole : =  role  THAT ro_in_rt 
L I NKED TO rel _type varrel DO 
w r i te ( varrole . name ) ; 
w r i te ( varrole . m i n_con ) ;  
wr i te ( varrole . max_con ) ;  
$ varent : =  ent i ty_type THAT ro_o f_et 
L I NKED TO role varrole ; 
i f  er s t atus > 1 then tr t_err_as s i gn ; 
w r i te ( varent . name ) ; 
$ ENDFOR ; 
i f  ers tatus > 1 then tr t_err for ; 
$ ENDFOR ; 
i f  ers t a tus > 1 t hen tr t _err_for ; 
$ FOR varent : =  enti ty_type THAT et i n  d b  
L I NKED TO dbschema varsch  DO 
wr i te ( varent . name ) ; 
$ FOR varatt  : =  attr i bute THAT att  i n  et 
L I NKED TO enti ty_type varent DO 
w r i te ( varat t . name ) ; 
i f  va ratt . val _type : = ' G '  t hen l i re a t t  dec ( varatt ) ;  
$ ENDFOR ; 
i f  erst atus > 1 then trt_er r_for ; 
$ ENDFOR ; 
i f  ers tatus 1 t hen trt_er r_for ; 
$ FOR varrel  : =  rel_type THAT r t  i n  db  
L I NKED TO  dbs chema varsch DO 
wr i te ( varrel . name ) ; 
$ FOR varatt  : =  a t t r i bute THAT att_i n_rt 
L I NKED_TO rel_type varrel DO 
wr i te ( varatt . name ) ; 
i f  varatt . va l_type : = ' G '  t hen l i re_at t_dec ( va r a t t ) ;  
$ ENDFOR ; 
i f  ers tatus > 1 t he n  trt_er r_for ; 
$ ENDFOR ; 
i f  ers t a tus > 1 then t r t_err_fo r ; 
$ CLOSE ; 
i f  erstatus  < >  0 t he n  t rt_err_c l ose ; 
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I I I . 6 . 6 . 2 .  Manipulations du méta-schéma 
program description_du_schéma ; 
( •  ce progr amme cons t i tue u ne b i b l i othèque de p r i m i t ives qui  
permettent. au programmeur de  déc r i re son schéma plus fac i lement * )  












s c hcour : ENT I TY dbschema ; 
des c rschc ou r : ENT I TY db desc ; 
entcou r : ENT I TY ent i ty_t ype ; 
des crentcour : ENT I TY et des c ; 
relcou r : ENT I TY rel_type ; 
des c r re l cour : ENT ITY  r t  desc ; 
ro lecour : EN T I TY role ; 
attcour , attperec ou r : ENT I TY attr i bute ; 
descrattcou r : ENT I TY at t_des c ; 
idcour : EN T I TY group ; 
c ompc our : ENT I TY c omponent ; 
procedure t r t_err_open ; 
begi n  
end ; 
procedure tr t_er r_c l ose ; 
beg i n  
end ; 
procedure t r t  e r r  c reate ; 
beg i n  
�nd ; 
procedure t r t_err_as s i gn ; 
beg i n  
end ; 
$ procedu re CREATE_SCH ( $var var s c h : EN T I TY dbschema ) ;  
beg i n  
$ CREATE dbs c hema varsch ; 
i f  erstatus < >  0 then trt_err_create ; 
end ; 
$ procedure CREATE_DB_DESC ( $varsch : ENT I TY dbsc hema ; 
begi n  
end ; 
$var vardescrsch : ENT I TY d b_des c ) ;  
$ C REATE d b  desc vardescrsch  THAT desc o f_db 
L I NKED_TO dbscherna vars c h ; 
i f  e r s t a tu s  < > 0 t hen t rt_err_create ; 
$ procedure CREATE_ET ( $varsch : ENT I TY dbschema ; 
$var varent : ENT I TY enti ty_type ) ;  
beg i n  
end ; 
$ C REATE ent i ty_type varent THAT et_in_db 
L I NKED_TO dbsc hema varsch ; 
i f  erstatus  < > 0 t hen t rt _err_create ; 
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( * '« :IC '« :IC :IC :IC :1< '1( '1( :1( :1( '1( '1( '1( '1( '1( :l( 'l( :l( :l( 'l( 'l( 'l( 'l( 'l( :1( '1( 1< ) 
$ pro cedure CREATE_ET_DESC ( $varent : ENT I TY ent i ty_type ; 
$var vardes cret : ENT I TY et desc ) : 
beg i n  
$ CREATE e t  desc vardesc ret THAT desc o f  et 
L I NKED TO ent i ty_type varent ; 
i f  erst atus < >  0 then tr t_er r_create ; 
end ; 
( '« :1C :1< :1< :IC :IC 1< :IC :IC :1< :IC 1< 1< 1< * 1' 1' '« :IC :1C :IC '« 'IC :IC M :IC :IC 1< 1< ) 
$ procedure CREATE_RT ( $varsc h : ENT I TY dbs c herna ; 
$varre l : ENT I TY rel_type ) ; 
begi n  
$ CP.EATE rel _type varrel THAT rt  in_db 
L I NKED TO dbsc herna varsc h ;  
i f  erstatus < > 0 then tr t_err_c reate ; 
end ; 
$ procedure CREATE_ROLE ( Svarsc h : ENT I TY dbschema ; 
$va r rel : ENT I TY rel_type ; 
$var varrole : ENT I TY r o l e ; 
ent name : s t r i ng [ 3 2 ] ) ;  
$ var v a rent : ENT I TY enti ty_type ; 
::.eg i n  
$ varent : =  enti ty_type W I TH name = ent name 
THAT et_i n_db L I NKED_TO dbschema vars ch ; 
i f  erstatus  < > 0 then tr t_er r_ass ign ; 
end ; 
$ CREATE r o l e  varrole  THAT ( ro i n_et L I NKED_TO ent i ty_type 
AND 
varent ) 
( ro i n  r t  L I NKED TO 
varre l ) ; 
i f  ersta tus < > 0 then tr t_e r r_crea te ; 
rel_type 
$ procedure CREATI_RT_OISC ( $varrel : ENT I TY rel_type ; 
beg i n  
end ; 
$var  vardes c r r t : ENT I TY r t_desc ) ;  
$ CREATE r t_des c vardes c r r t  THAT desc_o f_rt  
L I NKED_TO rel_type varre l ; 
i f  erstatus  < >  0 t hen t r t_er r_create ; 
$ procedure CRIATI_ATT_IT ( $varent : ENT I TY enti t y_ type ; 
$ var  var a t t : ENT I TY a t t r i bu te ) ; 
begi n  
end ; 
$ CREATE a t t r i bute var a t t  THAT att_i n_et 
L I NKED_TO ent i ty_type varent ; 
i f  erstatu s  < > 0 t hen t rt_err_create ; 
( * .. • • • • • * • • • • • • • • * • • • • • * • • 'I( * • • ) 
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$ pr ocedure CREATE_ATT_RT ( $va r r el : ENT I TY rel _type ; 
$ var va ratt : ENT I TY a t t r i bu te ) ;  
beg i n  
end ; 
$ CREATE a t t r i bute varatt THAT a t t  i n  r t  
L I NKED_�O rel_type varrel ; 
i f  erst� tus < >  O then tr t_er r_create ; 
( 1( 1( :t' l: 'lt '« '« '« '« -« J'. * * -« :1< -« :1< :« :l< * 'l< 'l< '« :l< -« * -« * • )  
$ procedure CREATE_ATT_ATT ( $varattpere : ENT I TY attr i bute ; 
$ var varat t : ENT I TY at t r i bute ) ;  
beg i n  
$ CREATE attr i bute v a r a t t  THAT att  in att  
L INKED TO  a t t r i bute varattpere ; 
i f  erstatus < > 0 then tr t_er r_c reate ; 
end ; 
$ pro c edure CREATE_ATT_DESC ( $varatt : ENT I TY attr i bute ; 
$var vardes crat t : ENT I TY at t_des c ) ;  
beg i n  
$ CREATE att desc va rdesc r att THAT desc of_att 
L I NKED TO attr i bute varatt ; 
i f  er s t atus < > O then t r t_err_create ; 
end ; 
$ procedure CREATE_I D_ET ( $varent : EN T I TY ent i ty_type ; 
$va ratt : ENT I TY a t t r i bute ; 
$var varid : ENT I TY group ; 
$var varcomp : ENT I TY component ) ;  
beg i n  
$ CREATE group var id THAT ( gr_i n_et 
L I NKED TO ent i ty_type varent ) 
AND ( comp_o f_gr 
L I NKED_TO component va r comp 
THAT ( comp_ i n_att 
L I NKED_TO attr i bute varatt ) ) ;  
i f  erstatus < > O then t r t_err_create ; 
end ; 
$ procedure CRIATI_ID_RT ( $varrel : ENT I TY rel_type ; 
$varat t : ENT I TY a tt r i bu te ; 
$var var id : ENT I TY group ; 
$var varcomp : EN T I TY component ) ;  
beg i n  
$ CREATE group v a r i d  THAT ( gr_in_rt 
L I NKED TO rel_type varrel ) 
AND ( comp_o f_gr 
L I NKED_TO component v a rcornp 
THAT ( cornp_ i n_att 
L I NKED_TO a t t r i bute varat t ) ) ;  
i f  erst atus  < >  0 then t rt_er r_crea te ; 
end ; 
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var tes t i d , i : i n teger ; 
beg i n  
c l r scr ; 
gotoxy ( 2 3 , 1 )  ; wr i te ( ' CREAT I ON D '  ' UN SCHEMA ' ) ;  
goto xy ( 23 , 2 ) ; wr i te ( ' - - - - - - - - - - - - - - - - - - - - 1 ) ;  
( *  créa t i o n  d ' un schéma de nom * )  
gotoxy ( 5 , 3 ) ; wr i te ( ' nom du schéma : ' ) ;  
read l n  ( s chcour . name ) ; 
CREATE SCH ( s c hcour ) ;  
gotoxy ( 5 , 4 ) ; w r i te ( ' desc r iption  du schéma : ' ) ;  
gotoxy ( 1 ,  5 )  ; 
read l n  ( descrschcour . descr ) ; 
whi le des c r s c hc our . desc r ( , ' '  do  
beg i n  
C REAT E_ DB_DESC ( s chcour , des crs chcour ) ;  
gotoxy ( 5 ,  4 )  ; w r i  te ( ' desc r ipt ion du s c héma : ' )  ; 
gotoxy ( 1 , 5 ) ; write  ( '  ' ) ;  
gotoxy ( l , 5 ) ; 
read l n  ( descrs chcour . desc r ) ; 
end · . ' 
( *  créat ion des types d ' ent i té * )  
go toxy  ( 5 , 6 ) ; wr i te ( nom du TE : 
read l n  ( entcour . name ) ; 
) . ,
wh i le entcour . name < > ' '  do 
beg i n  
CREATE_ET ( schcour , entcour ) ;  
go toxy ( 5 ,  7 ) ; wr i te ( nom d ' a t t r i bu t : ' ) ;  
read l n  ( a ttcour . name ) ; 
whi le a t tcour . name < > ' '  do 
beg i n  
gotoxy ( 5 , 8 ) ; wr i te ( ' type : ' ) ;  
read l n  ( a ttcour . va l_type ) ; 
gotoxy ( 5 , 9 ) ; wr i te ( ' l ongueur : ' ) ;  
read l n  ( a ttcour . val_length ) ;  
gotoxy ( 5 ,  1 0 ) ; wr i te ( ' dec . : ' ) ;  
read l n  ( a ttcour . dec ) ; 
gotoxy ( 5 , 1 1 ) ; wri te ( " mi n_rep : ' } ;  
read l n  ( attcour . m i n_rep ) ;  
gotoxy ( 5 , 1 2 ) ; wr i te ( ' max_rep : ' ) ;  
read l n  ( a ttcour . max_rep ) ;  
gotoxy ( 3 0 , 1 2 ) ; wr i te ( ' id :  ' )  ; 
read l n  ( test id ) ; 
CREATE_ATT_ET ( entcour , attcour ) ;  
i f  tes t id < > 0  t hen 
beg i n  
idcour . number : = tes t id ; 
c ompcour . number : = 1 ;  
CREATE_I D_TE ( entcour , at t cour , id c ou r , c ompcour ) ;  
end ; 
i f  a t tcour . va l�type = ' G '  t hen 
beg i n  
a t t perecour : = attcour ; 
gotoxy ( 8 , 1 3 ) ; wr i te ( nom d ' attr i bu t : ' ) ;  
read l n  ( at tcour . name ) ; 
w h i l e  a t tcour . name < > ' '  do  
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end ; 
end ; 
beg i n  
end ; 
end ; 
gotoxy ( 8 . 1 4 ) ; wr i te ( ' type : 
read l n  ( a ttcour . va l_type ) ; 
go toxy ( 8 , 1 5 ) ; w r i te ( ' l o ngueu r : 
read l n  ( a ttcour . val_ length ) ;  
gotoxy ( 8 , 1 6 ) ; w r i te ( ' dec . : 
read l n  ( a ttcour . dec ) ; 
' ) ; 
' ) ;  
1 ) ; 
gotoxy ( 8 ,  1 7 )  ; wr i te ( ' mi n_rep : ' ) ; 
read l n  ( attcour . m i n_rep ) ; 
gotoxy ( 8 ,  1 8 ) ; wr i te ( ' rnax_ rep : ' ) ;  
read l n  ( a ttcou r . max_rep ) ; 
CREATE_ATT_ATT ( a t tperec our , a ttcour ) ;  
gotoxy ( 3 0 , 1 8 ) ; wr i te ( ' id : ' ) ;  
read l n  ( tes t i d ) ; 
i f  tes t id c ) Q  then 
beg i n  
idcour . number : : tes t id ; 
cornpcou r . nurnber : = 1 ;  
CREATE_ I D_TE ( entcour , at tcour , idcou r , compcour ) ;  
end ; 
go toxy ( 28 , 1 3 ) ; wr i te ( '  ' ) ;  
read l n  ( a ttcour . narne ) ; 
gotoxy ( 25 , 7 ) ; wr i te ( '  
read l n  ( a ttcour . name ) ; 
' ) ; 
gotoxy ( l S , S l ; wr i te ( '  ' ) ; 
gotoxy ( 1 6 , 6 ) ; read l n  ( entcour . name ) ; 
( *  c réa t i o n  de types d ' asso c i a t i on * )  
for  i : =  6 t o  1 8  do  
beg i n  
end ; 
gotoxy ( 1 , i ) ; 
w r i  te ( ' 
gotoxy ( 5 , 6 ) ; wr i t e  ( ' nom du TA : ' ) ;  
read l n  ( re l c o u r . name ) ; 
w h i l e  relcour . narne c > ' '  do  
beg i n  
CREATE_RT ( sc hcour , relcour ) ;  
gotoxy ( 5 , 7 ) ; w r i te ( nom d ' a t t r ibut : ' ) ;  
read l n  ( at t cour . name ) ; 
whi l e  attcour . name < > ' ' do  
beg i n  
gotoxy ( 5 , 8 ) ; w r i te ( ' type : ' ) ;  
read l n  ( a ttcour . va l_type ) ; 
gotoxy ( 5 , 9 ) ; w r i te ( ' l o ngueu r : ' ) ; 
read l n  ( a ttcou r . va l_length ) ;  
gotoxy ( 5 ,  1 0 ) ; wr  i te ( ' dec . : ' ) ; 
read l n  ( a ttcour . dec ) ; 
got oxy ( 5 , 1 1 ) ; wr i te ( ' m i n_rep : ' ) ;  
read l n  ( a t tcour . rn i n_rep ) ; 
gotoxy ( 5 , 1 2 ) ; w r i te ( ' max_rep : ' ) ; 
r ead l n  ( a ttcour . max_rep ) ;  
gotoxy ( 3 0 , 1 2 )  ; wr i te ( ' id :  ' ) ; 
read l n  ( tes t id ) ; 
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CREAT E_ATT_RT ( r el cour , a t tcour ) ;  
i f  tes t id < > 0  then 
beg i n  
idcour . nurnber : = idtes t ; 
cornpcour . number : = 1 ;  
CREATE_ I D_TA ( re l cour , a tt c our , i dcour , c ompcour ) ;  
end ; 
i f  attcour . val _type = ' G '  then 
begi n  
end ; 
attperecour : = attcour ; 
gotoxy ( 8 ,  1 3 ) ; wr i te ( nom d ' attr i but : ' ) ;  
read l n  ( a t tcour . narne ) ; 
whi le at tcour . name c > ' '  do 
beg i n  
end ; 
gotoxy ( 8 , 1 4 ) ; wr i te ( ' type : ' ) ;  
read l n  ( a ttcour . val_type ) ; 
gotoxy ( 8 , 1 5 ) ; write  ( ' l ongueur : ' ) ; 
read l n  ( a ttcour . val_length ) ;  
gotoxy ( 8 ,  1 6 ) ; wr i te ( ' dec . : ' ) ;  
read l n  ( a ttcour . dec ) ; 
gotoxy ( 8 , 1 7 ) ; wr i te ( ' m i n_rep : ' ) ; 
read l n  ( attcour . m i n_rep ) ; 
gotoxy ( 8 , 1 8 ) ; write  ( ' rnax_rep : ' ) ;  
read l n  ( at tcour . max_rep ) ;  
CREATE_ATT_ATT ( attperecour , a t tcour ) ;  
gotoxy ( 3 0 , 1 8 ) ; wr i te ( ' id : ' ) ;  
read l n  ( tes t id ) ; 
i f  tes t id c > 0  then 
begi n  
idcour . nurnber : = tes t id ; 
compcour . number : = l ;  
C REATE_ I D_TA ( rel cour , a t tcour , idcour , compcour ) ;  
end ; 
gotoxy ( 28 , 1 3 )  ; wr i te ( ' ' ) ; 
read l n  ( a t tcour . name ) ; 
gotoxy ( 25 , 7 ) ; w r i te ( '  
read l n  ( attcour . name ) ; 
' ) ; 
gotoxy ( 5 , 20 ) ; wr i te ( ' nom du rôle : ' ) ;  
read l n  ( ro l ecour . name ) ; 
w h i le  r o l ec ou r . name < > ' ' do 
begi n  
end ; 
gotoxy ( 5 , 2 1 )  ; wr i te ( ' m i n_con : : ' ) ;  
read l n  ( ro lecour . m i n_con ) ;  
gotoxy ( 30 , 2 1 ) ; wr i te ( ' ma x_co n : ' ) ;  
read l n  ( ro lecour . max_con ) ;  
gotoxy ( 5 , 22 ) ; wr i t e  ( ' nom de l ' ent i té ' ) ;  
read l n  ( en t narne ) ; 
CREATE_ROLE ( re lcour , ro lecour , entname ) ; 
gotoxy ( 1 8 , 20 ) ; w r i te ( '  ' ) ;  
read l n  ( ro l ecour . name ) ; 
go toxy ( 1 6 , 6 ) ; w r i te ( '  
gotoxy ( 1 6 , 6 ) ; read l n  ( relcour . na rne ) ; 
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1 1 1 .7 . Fonct ionnement généra l du système LEA 
Nous  fe rons  dans la  su ite de cette part ie réfé rence à 
l 'exemp le  de la  page su ivante , afi n de  c lar i f ier  l ' exposé . L'app l icatio·n 
modél isée est la su ivante : 
Une us ine est toujours caractérisée par un  nom,  un  produ it par son numéro .  
Une us ine  fabrique  au moins u n  produ i t .  U n  produ it est to ujou rs fabriqué 
par au moins une us ine .  Le coût de fabrication  est dépendant de l 'us ine qui 
le  fabr ique .  
Le problème de l 'extension dynamique du schéma au n iveau de 
la co uche LEA sera d i scuté p lus lo i n .  Cette fonctio n n 'est cependant pas 
imp lémentée .  Dès l o rs ,  l 'u t i l isati on  du  système se fe ra en deux phases 
d i s t i nc te s :  
- création  d 'une base vide de données, 
- man i pu lat i on  de la base avec poss i b i l ité d 'accès à la 
défi n ition  des données dans le d iction naire de données . 
1 1 1 .7 . 1 . Création d'une base de données 
a) l ' u ti l i sateu r  do i t  cop ie r  le  f ich ie r  standard .dtb dans son 
fich ier  de trava i l ;  par exemple :  copy standard.dtb fabric.dtb. De cette 
façon ,  fabr ic .dtb co nt ient  u n  d ict i onna i re de  don nées opérati o nne l ,  qu i  
l u i -même cont ient u ne descri ptio n  du  méta-schéma confo rme au  modèle 
EAC. 
b) i l  faut ensu ite garn i r  le  méta-schéma avec la  description 
du schéma EAC de l 'app l icati o n .  Pou r  ce la ,  l ' u t i l i sateu r  do it écr i re u n  
prog ramme PASCAL contenant des ord res LEA nécessai res à cette tâche , 
dans u n  f ich ie r  suff ixé par . lea (par exemp le ,creer  _fabr i c .lea ) .  Notons 
que ce p rogramme travai l le sur le  schéma EAC décrivant l e  méta-schéma, 
en manipu lant des occu rrences pou r  les méta-types . I l  ne peut pas encore 
travai l le r  su r  les concepts du  schéma de l 'app l icat ion  car i l  n 'ex i ste pas 
encore de base de données opérationne l le conforme à ce schéma. 
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USINE 
t-Ov1 1 - n 
fabrique 
cout_fabr est 
s imple ,  
élémentaire et 
facu l tat i f  
FABRICATION 
COUT_FABR 





nom est simple, élémentaire et 
obl i gato i re 
numero est s imple ,  élémentaire 
et obl igatoire 
schéma de nom FABRIC exprimé dans le formalisme du modèle EAC 
US INE 
cout_fabr est 
si mple ,  
élémentaire et 
ob l ig ato i re  
PRODUIT 
nom est s imple,  élémentaire et 
ob l•ig a to i re 
numero est s imple , é lémentaire 
et obl igatoire 
FABRICATION 
COUT_FABR 
schéma transformé équivalent exprimé dans le formalisme 




type d'entité de nom 
A possédant un 
attribut de nom x 
A 
X 
type d 'entité de nom 
A possédant un 
ttribut de nom x 
u - v  
r 
r est un nom de 
rôle joué par A 




type de relation de 
nom B possédant un 
attribut de nom y 
représente un type 
d'association de nom B, et 
de connectivité 0-n dans 
le sens 
A O (orig ine) 
U n (destination) 
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c) u ne fo is le prog amme écr i t ,  i l  faut la ncer le 
précomp ilateur de LEA (par exem e :  re comp i  c reer _fab ric). Celu i-c i 
va générer un programme PASCA ob- t ut ordre du langage LEA aura été 
transformé en  une séquence d' i nst uct' ns PASCAL,. avec des pr imit ives de 
PYRAM I D E  (pa'r exemple : c ree r_f a b ric . pas). Dans ce programme sont 
i nclus par le précompilateur la clause d'i nclusion de la un it "PYRAMIDE" ,  
a i ns i  que le fich ier de types de PYRAMI D E  (standard .typ), le fich ier des 
types assoc iés aux TA, les déclarat ions des variables des types assoc iés 
aux TE et aux TA, et des var iables générées par le précompilateur 
(creer_fabr ic.var). L'effet de ce programme sera de c harger da ns le 
méta-schéma les descr ipt ions du schéma EAC, et du schéma transformé 
correspondant . S i  le schéma de l'ut il isateur cont ient une structure non 
conforme au modèle EAC, la précompilat ion est refusée, un diagnostic est 
renvoyé avec le numéro de la l igne d'erreur dans le programme source . La 
l iste des d iag nost ics est do n née dans la part ie  co nsacrée au 
précomp ilateur . 
Fonction nement du précompi lateu r  
Le précompi lateur  ouvre l e  fich ier source en lectu re.  I l  crée un  fich ier suffixé 
par .pas dans lequel i l  va écrire le programme transformé .  Il y i nsère d'abord 
l 'ordre d ' i nc lus ion  de la  u n i t " PYRAM I D E" ,  a i ns i  que  du f ichier 
STANDARD.TYP ,  et du fich ier CRE ER_FABRIC .VAR.  Toute déclaration de 
variable rencontrée est transformée pour  être compatible avec les types de 
PYRAMIDE et insérée dans le fichier CREER_FABRIC.VAR. 
Le précompilateur recopie toutes les lignes ne contenant pas d'ordre LEA. Pour 
les autres, i l  analyse d'abord la conformité de la ligne par rapport à la syntaxe 
de LEA,  et aux structures du méta-schéma, en consultant le dictionnaire de 
données. C'est ici qu' i l  détectera par exemple un  nom de rôle inconnu pour le 
méta-schéma dans l'ordre LEA. 
Il va ensuite produire le code nécessaire au stockage du schéma EA de nom 
fabric dans le dictionnaire. En analysant les ordres, il détecte les structures à 
créér. Par exemple, le précompilateur  va constater que l'association de nom 
fabrication contient un attribut. Il sait que dans ce cas i l doit transformer cette 
structure pou r  produ ire le schéma transformé (voi r  schéma) .  I l  va donc 
produire le code pour  stocker dans le dict ionnaire le schéma transformé. Le 
préco mpi lateur produ it aussi le code pour gérer les erreurs à l'exécution 
( mise-à-jou r  de la variable erstatus) . 
d )  i l  f au t  e n su i te co m p i l er c e  pro gr a m m e  avec 
TURBO-PASCAL et l'exécuter, afi n  de charger les descr i pt ions des deux 
schémas dans le d ict ionnaire de données . 
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e )  i l  reste e n f i n  à l ance r  l ' u t i l i ta i re de PYRAM I D E  
( m e t a co m p) .  Ce lu i-ci va s e  charge r  d e  créer u n e  base d e  don nées 
opérationne l l e  à partir de la descript ion du schéma con fo rme à son modèle 
conte n u e  dans  le d ict i on na i re de don nées . Le f ich i e r  de l ' ut i l i sateu r 
( fab r i c . d tb )  est d o nc étendu  po u r  conte n i r  u n e  base d e  don nées 
opérati onne l l e  conforme à son schéma de don nées .  Cette phase produit 
aussi  un  f ich ier  de types de don nées PASCAL (par exemp le ,  fab ric. ty p) à 
i nc l u re dans  to ut  p rog ramme d 'app l icat ion  travai l l ant  s u r  l a  base de 
données.  
1 1 1 . 7 .2. Man ipuler la b ase · de donn ées 
a)  l ' u t i l i sate u r  d o i t d ' abo rd é c r i re u n  p r o g r a m m e  
d'appl icat ion PASCAL man ipu lant l a  base de  données à l 'a ide de l ' i nterface 
de  p rog ram mat ion  LEA,  dans u n  f ich ie r  suff ixé par  . lea  (par exemple ,  
man ip_ f ab ric .  l ea) 
b) par l e  même processus qu 'en A) (par exemp le ,  pr ecompi 
man i p_ fab r i c), l e  p réco m p i l ateu r  t ran sfo rme  l e  prog ramme en  u n  
prog ram m e  PASCAL( man ip_ fab ric. pas) confo rme  à PYRAM I D E ,  où  ont été 
i nc l us  l e  f ich i e r  des  types (par exemp le ,  fabr ic . typ) , et l e  f ich ie r  des 
variab les (par exemp le ,  man ip_fabric.var) , a i ns i  que  l ' o rd re d ' i nc lus ion  de 
la un it "PYRAMID E" .  
Fonctionnement du précompi lateur 
Le précompilateur fonctionne de la même façon que lors de la  création d'une 
base de données. I l  transforme les ordres LEA manipu lant le schéma EAC, en 
une séquence PASCAL avec des appels à PYRAMIDE, travail lant sur le schéma 
transformé.  
Ainsi ,  par exemple si un ordre LEA contient une boucle d'accès aux produits 
d'une usine, le précompilateur, en consultant le dictionnaire va constater que 
le type d'association fabrication l iant ces deux types d'entité contient un 
attribut. Il sait que cette structure a été transformée en un type d'entité de 
même nom que le type d'association de départ, et que les noms des chemins liant 
ces types d'entité au type d'entité intermédiaire sont les noms de rôle contenus 
dans le schéma EAC. A partir de là, i l  peut donc transformer la structure 
d'accès de départ en deux boucles d'accès: accès aux fabrications de l'usine, et 
pour  chaque fabrication au produit l ié par le chemin . 
c)  i l  s u ff i t  e n f i n  d e  co m p i l e r  ce  p ro g ra m m e  avec 
TU RBO-PASCAL et de l 'exécuter. 
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Les schémas des pages suivantes représentent les étapes 
successives de l'utilisation du système ainsi que leurs fichiers en entrée 
et sortie, les interactions avec la BD sont également signalées . 
Tout produit en entrée d'un processus se retrouve également 
inchangé en sortie (par exemple, suite à la compilation d'un fichier sont 
présents en sortie le fichier compilé, mais aussi le fichier source). Ce fait 
n'est pas représenté sur les schémas afin de les alléger . 
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A )  C ré a t i o n  d ' u n e  B D  
LEGENDE: 
cree r_ 
fabr ic, leâ 
.. 
fabr ic .  typ 
1 
f ich i e r  
creer_ 
fabr ic .var  







l 'ut i l i sateu r  




fabr ic. exe 
r�-entre 2 1c 1ers: 
inclusion du fichier 
orig ine dans le 
fichier destination 
entre un processus et 
un fich ier: production 
ou util isation du fichier 




de la BD 
B )  Man i pu l a t i on  d ' u n e  
B D  
manip_ 
fabr ic . leâ 
manip_ 
fabr ic .  va r  
(créé par le 
préco mp.) 
fabr ic . typ  
(présent sur  
le  disque) 
+ 
standard.typ 
base de données 
fabric.dtb 




fabr ic .exe 
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Int roduct ion  
La précompilatio n est la phase d e  transformation d'u n 
prog ramme écrit en langage symbolique en un programme compi lab le . Ce 
procédé est souvent employé pour pe rmettre l'extension de langages de 
haut niveau à l'aide de constructions syntaxiques n'appartenant pas au 
langage o rigi nal , mais qui peuvent être traduites automatiquement en 
termes de celui-ci. 
C'est ce qui est réalisé dans ce t ravail . En  effet , au langage 
Pascal de départ a été ajouté un ensemble d'ordres LEA qui sont des 
constructions syntaxiques qui lui sont ét rangè res . Elles sero nt t raduites 
en des termes Pascal (étendu par les primitives du SGBD Pyramide) . Cela a 
donc mené à la réalisation d'un précompilateur LEA appelé PRECOMPI .  
Ce qui sera décrit ici n'a pas pour but de déta tller la 
conception du précompilateur ,  mais d'en donner les lig nes essentielles 
aussi bien pour son uti lisateur ( "mode d'emploi ") que pour celui qui serait 
cha rgé de son évolution (p rincipes généraux de l'implémentation) . On ne 
trouvera donc pas ici un " listing Pascal " commenté du précompilateur LEA . 
I V . 1 .  Architecture du p récompi lateur. 
Cette étude de l'architecture du précompilateur se fera à 
deux niveaux 
- au niveau logique 
- au niveau physique. 
I V. 1 . 1 .  L'a rchitecture logique. 
L'architecture  logique [voir LAMS87] est con stituée d'un 
ensemble de composants et de relations entre ceux-ci . U n  composant ainsi 
que l'ensemble des re lations  qui le lient à d'autres constituent un  module. 
Un modu le sera une unité de travai l pour l'analyste ,  une unité d'affectation, 
de répartition  du travail. Un  module est donc  différent d'une procédure ou 
d'un sous-programme . Les re lations  entre les composants peuvent être de 
différents types ("utilise", "précède" ,  "déclenche" ,  .. . ) .  
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Défin i r  l'a rchitecture logique co nsiste à structu rer le 
système de maniè re h iérarch ique ,  ç'est -à-d ire l'o rganiser en n iveaux 
diffé rents et o rdonnés, pour obten i r une structure maitr isable. 
On a une structure hiérachisée si et seulement si 
il ex iste une et une seule relat ion R entre ses composants telle que : 
n iv0 = { A I i l  n'existe pas de B : R(A, B) } 
nivi = { A I il ex iste B appartenant au n iveau n iv i _ 1 : R(A ,B) 
et [il ex iste C : R(A , C) = >  C est de n iveau n iv i _ 1 ou 
inférieur ] }. 
La hiérarchie cho isie se fonde sur une relation "ut ilise" entre 
les composants. On d ira que R(A , B), ç'est-à-dire "A util ise 8 " (A et 8 
composants) , si et seulement s i la val id ité de A dépend de la dispon ib i l ité 
d'une version correcte du point  de vue de sa spéc ification et de sa 
conception de 8 [LAMS87] . 
Le niveau 1 est composé des modules trt_err_synt et 
trt_err_sem, le niveau 2 des modules analyseur_syntax ique et 
analyseur_semant ique, le n iveau 3 du module selection, le n iveau 4 du 
module assig natio n ,  le niveau 5 des modules tra nsactions , uses , 
trt_err_lex icale, declar_var , o pe n_close, de lete, c reate, mod ify et 
for _endfor , le niveau 6 des modules MOTE UR, lire_ecrire_lig ne et 
analyseur_lexical qui constituent un  tout . 
(voir schéma page suivante) 
Remarque : Les f lèches sont de types différents uniquement pour 
clarifier le schéma. E l les ont toutes la même sig nification , à savo ir 
matérialiser une relation entre deux modules . 
I l  faut noter que tous ces modu les "uti lisent" Pasca l et 
certains même Pyramide. Pascal et Pyramide seraient donc des modules de 
niveaux encore inférieurs . I ls sont absents du  schéma pour des raisons de 
c larté . 
La relation entre le modu le analyseur_lexical et les modules 
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IV . 1 . 2 .  L 'arc h itectu re physique .  
L'arch itecture phys ique est constituée de  modu les qu i sont 
des unités de travai l  pour la mach ine . Chaque modu le physique est donc une 
unité d'exécut ion , de compi lat ion textue l le . Les relations possibles entre 
les modules phys iques sont des relat ions de type "appel" ou "déclenche". 
Un module log ique ne provoquera pas nécessairement la 
conception d'un module physique correspondant . Un module logique peut en 
effet donner naissance à un ou plus ieurs modules physiques . Un module 
physique peut résulter de un ou p lus ieurs modules logiques . 
L'arch i tecture phys ique est en réa l i té l'arch i tecture du 
programme f inal (dans notre cas P R ECOMPI). Elle diffère de l'arch itecture 
log ique pr inc ipa lement au n iveau des modu les log iques d'analyse 
sémantique et syntax ique . Ceux-c i  ont en effet pour des raisons de faci l ité 
d' implémentat ion été éc latés phys iquement et se retrouvent dans les 
modules phys iques dec lar_var, open_close, .. . qu i tra itent les d ifférents 
ordres du langage ainsi que dans le modu le phys ique de sélect ion . Il faut 
noter également que le tra i tement des d ifférents types d'erreur a été 
regroupé en un seul module phys ique . 
Le programme PRECOMP I  se présente de la manière suivante : 
i l  est éc laté en c inq f ich iers  d i st inct s ;  un f ic h i er pr inc i pal 
(precompi .pas) et quatre f ich iers secondaires (dec larat .pas, trt_orer . pas , 
trt_d ive .pas et  trt_err .pas) . 
Une fo i s  compi lé, on obt ient un f ich ier princ ipal precompi .exe et quatre 
fich iers . TPU (qu i sont des "unités" Pascal) . Ces c inq f ich iers f inaux 
doivent être présents sur la d isquette pour que le programme P R ECOMPI 
so it complet. 
- le f ich ier principal precomp i .pas correspond aux modu les log iques 
MOTEUR et ANALYSEUR LEXICAL . Ses fonctions sont de 
+ sélectionner le programme à précomp i ler 
+ parcourir l igne par l igne celu i-ci 
S i  ce n'est pas un ordre LEA,  i l faut la recopier te l le  qu'el le 
dans le f ich ier f inal . 
S inon, i l  "appelera" le module (la procédure) correspondant 
à l'ordre LEA rencontré. 
+ clôturer le programme. 
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- le fichier declarat . pas contient la description de toutes les constantes , 
de tous les types et de toutes les variab les nécessaires au programme. 
- le fichier trt_orer . pas correspond aux modules logiques qui traitent les 
ordres du langage ai nsi que les modu les d'analyse sémantique et 
syntaxique. Ses fonctions sont donc de 
+ analyser syntaxiquement et sémantiquement les ordres 
LEA. 
+ générer le code Pascal (étendu par Pyramide) correspondant 
dans le fichier final. 
- le fichier trt_dive. pas constitue une bib liothèque de primitives qui sont 
nécessaires au fonction nement du reste du programme . On y trouve 
pri ncipa leme nt 
centrale 
+ les primitives qui gèrent le méta-schéma 
(voir ordre USES). 
= + les primitives d'analyse sy txi ue + les primitives d'analyse sé a ique. 
dans la mémoire 
- le fichier trt_err.pas a pour seule fonction de produire à partir d'un code 
qui lui est four ni le message d'erreur correspondant et de clôturer le 
programme. 
On peut représenter l 'architecture du programme de la 
manière suivante 
Rem a rq u e :  dire que A "uti lise" B dans l 'architecture physique signifie que 
B constitue une "unité" Pascal qui est "uti lisée" par le programme ou 
! "unité" A. 
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declarat .pas 
precompi l . pas trt_orer 
trt_err 
A -----t►• B signifie que A uti l ise ("uses") B 
fic IY,2, : l'architecture physigue, 
I V  .2 . Fonctionnement du p récompi lateur 
I V  .2. 1 .  Fichiers nécessaires. 
trt_dive 
P o u r  pouvo i r  u t i l i se r  l e  p réco m p i l ate u r  LEA ,  appe lé  
PRECOM P I ,  i l  faut que soient présents su r  le d isque  et  dans le même 
d i recto ry les f ich iers su ivants : 
- PRECOMPl .exe 
- declarat. tpu  
- t rt_o rer .  tpu 
- trt_d ive .  tpu 
- trt_e r r . tpu  
- PYRAM I DE .tpu (pr im itives du  SGBD Pyramide) . 
Mais i l  faut auss i :  
- le fich ier  suff ixé par " .LEA" que l 'on veut précompi le r  (ex : cree_sch . lea) 
- la base de données suffixée par " . DTB" sur  laque l le  o n  veut travai l ler  (ex : 
garage .dtb) 
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- le fichier  standard.typ qui sera inclus dans tout programme fi nal et qu i  
cont ient la déclaration des types permettant de manipuler le  méta-schéma 
- éventuellement (pour travailler sur un schéma déjà décrit) le fichier 
".TYP" généré par l'utilitaire de Pyramide M ETACOMP (ex : garage.typ). 
I V .2 .2 . Ut i l isation . 
Pour exécute r le précompilateur, il suffit de lancer le 
programme PRECOMPI. Un écran de présentation apparaît alors. Il est 
demandé à l'utilisateur d'entrer le nom de son fichier de départ dans lequel 
est le programme qu'il veut précompiler. 
Program name (without extension) 
Il doit entrer ce nom sans le suffixe r  (ex : cre e_sch) Il sera 
automatiquement suffixé par LEA (ex : cree_sch.lea). 
Si le fichier cité n'est pas présent dans le d i rectory, le 
message "Unfound file-program cree_sch.lea" sera affiché et un nouveau 
nom de fichier sera demandé. 
Pour sortir du programme , il suffi t  de donner un nom de 
fichier  vide , ç'est-à-dire taper simplement un "return". 
S i  le f ichie r  cité existe , le message " Found f ile-p rogram 
cree_sch. lea" apparaît. Il est alors vérif ié si le fich ier  résultat de la 
précompilation, dans lequel se trouve ra le programme transformé, et qu i 
aura pour nom le  nom du fichier de départ suffixé par ". PAS" existe déjà ou 
non dans le di rectory (ex : cree_sch.pas). 
Si le fich ie r  résultat existe déjà, il sera alo rs demandé à 
l'utilisateur s' i l  veut oui ou non réécri re sur ce fichie r .  
File c ree_sch.pas already exist. Overwrite (y/n) ? 
Si la réponse est négative ,  la précompilation sera arrêtée (programme 
stoppé), sinon elle se poursuivra. 
Si le f ichie r résultat n'existe pas, la p récompilation se 
poursuit normalement. 
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La précompilation se fait jusqu'à ce que :  
- le program me de départ ait été entièrement précompilé .  On constate 
alors l'apparition d'un ou de deux fichiers supplémentaires sur le disque . 
Un fichier de nom du fichier de départ suffixé par " .PAS" (ex: crée_sch.pas) 
et un autre de nom du fichier de départ mais suffixé par ".VAR" (ex: 
cree_sch .var). I l  sera inclus dans le progra m me final lors de sa 
compi lation définitive . Il contient un ensemble de déclarations de types et 
de variables générés par le précompilateur et nécessaires au programme 
finel (voir IV .2.3 .) .  
- une erreur soit détectée dans les ordres LEA (voir IV.2 .3 .) .  
IV .2 .3. Les codes d' err eur. 
Chaque fois qu'une erreur est détectée dans les ordres LEA 
ana lysés dans le program me de départ, qu'e l le soit syntaxique ou 
sémantique, la précompilation est arrêtée . 
Il est alors affiché à l'écran le numéro de la ligne et la ligne 
incr i m inee dans le program me de départ , ç'est-à-dire la ligne pendant 
l'analyse de laque l le le préco mpilateur a détecté l'erreur, ainsi qu'un 
message d'erreur exp licatif . 
Voici les différentes erreurs possib les à la précompi lation 
et leur signification 
- 1 : ordre du langage LEA inconnu . 
- 2 : absence de l'ordre "US ES" en début de programme . 
- 3 : élément de la syntaxe d'un ordre manquant ou erroné . 
- 4 : base de données de nom <dbname> .dtb inaccessible. 
- 5 : schéma de nom <schname> introuvable dans la base de données 
s pécifiée .  
- 6 : création du fichier <fi le-name> .var impossible (erreur p hysique) . 
- 7 : incompatibi lité entre ordre "USES" et ordre "OPEN" du point de vue 
du nom de la base de données <dbname>. 
- 8 : i ncompatibi lité entre ordre "USES" et ordre "OPEN"  du point de vue 
du nom du schéma <Schname>. 
- 9 : " ; ", ",", ")", " (", ou "DO" absent dans l'ordre . Cela provoque une syntaxe 
incorrecte . 
- 1 O : type d'entité ou d'association n'existant pas dans le méta-schéma 
et/ou le schéma spécifié . 
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1 1  variable existant déjà d'un autre type. 
1 2  variable non définie . 
1 3  rô le incorrect . 
1 4  "chemin" ("path") navigationnel incorrect . 
- 1 5  : vio lation de la cohérence du méta-schéma ou du schéma possible . 
- 1 6  .: attribut inexistant . 
I V . 3 .  I mplé me ntatio n 
IV .3 . 1 .  I nitialisatio n  ( o rd re " U SES")  
Voici pour rappel la  syntaxe de l'ordre "USES" 
$ USES DATABASE <dbname> SCHEMA <schname> ;  
Comme déjà signalé ,  l'ordre "U SES" est un ordre qui sert 
uniquement au précompilateur . I l  lui permet de connaître , dès le début du 
program me qu'il précompile , la base de données et éventuel lement le 
schéma sur lequel le program me travai l le .  Dans la version actue lle , un 
programme ne peut travail ler que sur une seule base de données et sur un 
seul schéma de cel le-ci à la fois . 
Sachant sur que l le base de données et quel schéma le 
programme travail le, le précompi lateur pourra connaître les descriptions 
du méta-sché ma et du schéma et ainsi vérifier la cohérence et la 
sémantique des ordres LEA présents dans le programme par rapport à ces 
descriptions . 
La nécessité de l'ordre "USES" provient de ce que l'ordre LEA 
"OPEN DA TABASE <dbname> [SCHEMA <Schname>]" ne sera pas forcément le 
premier ordre LEA du program me .  I l  peut y avoir des déc larations de 
procédures et de fonctions le précédant et dans lesquel les on peut trouver 
des ordres LEA . Le précompi lateur travail lant en une seule passe doit 
pourtant pouvoir analyser ces ordres LEA rencntrés avant le 'OPEN". I l  lui 
est donc indispensable de savoir sur que l le base de données et sur quel 
schéma il devra se baser pour travai l ler dès le début de la précompi lation . 
L'ordre " USES" provoque la génération dans le fichier f inal de 
plus ieurs lignes de code Pascal .  Ce sont les lignes 
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- "Uses Pyramide ; "  : qui permet d'inc l ure ! ' " unité" Pyramide dans le 
programme et donc d'autoriser l 'accès à ces primitives .  
- " (*$ 1  _ standard .typ*)" : fichier qui contient la  déc laration des types 
Pasca l permettant de travai ller dans le méta-schéma . Cette déc laration 
sera présente dans tout fichier fina l produit par P RECOMPI .  Cela autorise , 
pour n'importe quel programme, la manipu lation des méta-données. 
- " ( *$ 1  <dbname> . typ*)" : fichier qui contient la déc laration des types 
Pascal permettant de travai l ler dans le schéma . Cette instruction ne sera 
présente que si un nom de schéma est présent dans l 'instruction "USES" .  
- " ( *$ 1  <fi le-progr-name> .var*)" : fichier de déc laration de types et de 
variab les généré par le précompilateur et inc l us  à la compilation fina le . 
(voir I V .3 .2) .  
Dans l e  so uci d 'amé l iorer l es  performance s du 
précompi lateur, la description du méta-schéma et éventue l lement du 
schéma uti lisateur (s'il y en a un de spécifié dans l 'ordre "USES") sera 
stockée en mémoire centra le . L'analyse par le précompilateur de l 'ordre 
" USES" provoquera donc le chargement en mémoire centrale de la 
descri ption 
- du méta-schéma stockée dans le méta-schéma de la base de données 
<dbname> avec une valeur de l'attribut NAME du type d'entité DBSCHEMA 
égale à "META-SCHEMA". 
- du schéma de nom <Schname> stockée dans le méta-schéma de la base de 
données <dbname> avec une va leur de l 'attribut NAME du  type d'entité 
DBSCHEMA égale à <SChname>. 
On dispose pour le stockage des descriptions d'une structure 
de données interne au  précompi lateur qui est p l us  o u  moins dynamique 
(usage de pointeurs) pour pouvoir s'adapter à la "tai l le" des descriptions .  
El le permet surto ut de ne pas devoir décrire les informations deux fois . 
Par exemp le, pour stocker un attribut , i l  ne faudra pas l 'accompagner du 
nom du TE a uq ue l  il appartient . Le TE étant stocké ail leurs ,  i l suffit de 
faire pointer le TE vers ses attributs.  Cela permettra aussi d'avoir des 
accès relativement rapide. 
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Légende: 
-----.rn 
pointeur vers un élément de type B .  
fig, IY.3, : légende a. 
1 A 1 1 , . . . , Il 
sign ifie que A est un 
tableau de pointeurs 
fig, IY.4, ; légende b, 
EL 
le type EL est un record 
composé des éléments A ,  . . .  , Z 
fjg, IY,5, : légende C, 
Représentation de la structure: 
Les types tent et tre l sont constitués d'un tab lea u de 
pointeur vers des éléments ter . 
Un type ter permet de représenter un type d'entité ou  un type 
d'association du méta-schéma ou  du schéma . 
tent  
l e  
nbrent  
fig, IY,6, 
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t r e 1 
1 r 
n b r r e l  
fig, IY,Z, 
t e r  
name 
l a  
n b ratt 
fig, IY,8, 
Le type ta permet de représenter un  attr ibut d 'un  TE ou d'un  
TA. 
Le type tro permet de représente r u n  rô l e  et de  le  rel ie r  au 
TE qu i  le joue  et au TA pou r  lequel  i l  est joué.  
Le type t id permet de représenter un identif iant  d' un  TE ou 
d' un  TA et de  le  l ier  aux attributs et/ou rô les qui  le composent .  
ta 
fig, IY,9, 
t r o  
name 
fig, IY,1 o. 
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l a  
n b rro l e  
Ug, IY,11, 
Une extension possible et intéressante de l'ordre "USES " 
serait de permettre la spécification de plusieurs base de données et de 
plusieurs schémas . Cela per mettrait alors dans un progra m me de 
transférer des données d'un schéma vers un autre , ce qui n'est pas possible 
actuellement. Cette extension est réalisable sans trop de difficultés . Il 
suffit principalement d'adapter la structure de données interne en ajoutant 
par exemple la structure suivante 
fig, IY,12, 
Il est vra i que l'on peut également transformer la structure 
de données interne, pour gagner de la place mémoire et éviter le . problème 
de dépassement de capacité des tableaux , en une structure totalement 
dynamique. I l  suffit de remplacer les tableaux par des listes chaînées qui 
sont de tai l le variable . 
Par exemple 
t e r  
l e rs u iv  
t e r  
t e r  
-------.t� 1 e r s  u i v □ 
fia, IY,13, 
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IV. 3.2. Déclaration de variab les . 
IV . 3. 2.1. Variab les générées par le précompilateur . 
La précompi lation d'ordres LEA en des ordres Pasca l et 
Pyrar:nide peut nécessiter la définition de variab les et de types Pasca l 
supplémentaires à ceux définis par l'uti lisateur dans son programme de 
départ . 
Il suffit par exemple de considérer le cas d'une association 
de type N-N entre deux types d'ent ité (A et C) pour l'uti l i sateur . E l le sera 
transformée pour le précompilateur en trois types d'entité (A, B et C) avec 
deux types d'assoc iation de type 1 -N .  Un entre A et B et un entre C et B .  
L'accès de A vers C de l'uti lisateur sera transformé par le précompi lateur 
en un accès de A vers B, suivi d'un accès de B vers C .  Cela nécessite une 
variab le intermédiaire qui permettra de référencer B avant d'accéder à C .  
La déc larat ion de cette var iab le sera générée par le 
précompi lateur . Or toute déc larat ion de var iab le Pascal doit se fa ire au 
début du programme (ou de la procédure ou de la fonction) où la variable 
apparaît . Le précompi lateur ne détectant le besoin de cette variable qu'au 
mi lieu d'un programme et ne travai l lant qu'en une seule passe, i l  lui est 
d iffic i le de réinsérer cette déc laration de variab le au début du programme 
f ina l sous peine de devoir recopier ent ièrement ce dernier . I l  a donc fal lu 
trouver une solut ion .  Dans tout programme résultat d'une précompi lation, 
on trouvera un ordre " (*$1  <fi le-prog-name> .var*)" (voir IV .3 .1 .) permettant 
d'inc lure le f ich ier <f i le-prog-name> .var à la compi lat ion f ina le . Celui-ci 
sera garni, au fur et à mesure de la précompi lat ion, des déc larations de 
variab le nécessaires pour le programme f inal . 
IV . 3.2.2 . Variab les LEA 
Comme i l  a déjà été s ignalé, i l  existe des variables de deux 
types part icu l iers en L E A :  des var iab les d 'ent i té et des var iab les 
d'assoc iat ion .  
La déc laration d'une variable d'entité ne pose aucun problème 
au précompilateur . Sa traduct ion se fera de la manière suivante 
Soit une variable entité déclaré de la manière suivante 
$ var c l i :  ENTITY c l ient; 
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Elle sera traduite par 
var cli : tclient; 
On a donc que ENTITY <no m-type-entité> est traduit par 
T <no m-type-entité> .  Ce type final se trouve déclaré dans le fichier " .  TYP " 
généré par METACOMP et inclus dans tout programme Pascal final (voir 
IV .3 .1 .). 
Pour une variable d'association, la traduction n'est pas aussi 
si mple . En effet, il n'existe pas de type correspondant dans le f ichier 
" .TYP " .  Ce sera donc au précompilateur a générer le type nécessaire à la 
traducti on.  
La déclaration d'une variable d'association, 
$ var <nom-var> : RELATION <nom-type-association> ;  
sera traduite de la manière suivante 
$ var <nom-var> : TR <nom-type-association> ; 
Le précompilateur générera le type TR <nom-type-association> qui sera 
TR <nom-type-association> = record 
xxkey : dbref ; 
xxcode : char; 
<nom-att 1 > : <type-att1 > ;  
<nom-attn> : <type-attn> ;  
R<role1 > : T <nom-ent1 > ;  
R<rolem> : T <nom-entm> ;  
end; 
où  < role1 > représente le rôle joué par le type d'entité <nom-ent1 > dans le 
type d'association. 
L'ensemble des types générés par le p réco mpilateur se 
retouve pour les mêmes raisons que pour les variables dans le fichier 
".VAR" 
Re m arque : i l  faut noter que d'un point de vue pratique les déclarations 
des types sont stockées pendant la précompilation dans un fichier " .TTP " .  A 
la fin de celle-ci, les fichiers " .VAR" et " .TTP"  sont fusionnés en un seul 
fichier " .  VA R "  qui contient, dans l'o rdre, la déclaration des types et la 
déclaration des variables générées par le précompi lateu r .  
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I l  n'est pas permis de créer plusieurs fois le même type TR 
dans un programme. Le précompilateur garde donc en mémoire la liste des 
types TA qu'i l a déjà créé . Avant d'en créer un nouveau , i l  peut donc 
vérifier s' i l  n'existe pas encore. 
Voici la structure de données interne qui conserve la liste des types. C'est 




représente une variable 







types u iv □ 
Le précompilateur conserve également la liste de toutes les 
variables déc larées avec leur type. La structure de don nées interne est une 




p e  
e 
v o  
fig, IY,15, 
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Cette structure permet au précompilateur de 
- vérif ier qu'une variable n'est pas déclarée dans le programme de deux 
types différents 
- d'assurer la compatibi l ité des types lors d'une ass ignat ion . 
Par exemple : $ cli := cl ient WITH name = 'DUPONT' ; 
Le précompilateur peut vér if ier que cli est b ien du type c l ient . 
- d'assurer la compat ibi lité des types à l 'intér ieur d'un ordre . 
Par exemple : $ create c l ient cl i ;  
Le précompilateur peut vér if ier que cli est bien du type client . 
I V.3.3. Gest ion des t ransact ions 
Ces ordres sont implémentés dans le précompi lateur, dans le 
sens o ù  celu i -c i  produ it l 'ordre Pyramide correspondant . Cependant les 
ordres Pyram ide résultant ( dbbgtr, dbendtr, dbabtr) ne sont pas 
implémentés . Le programme final ne pourra donc pas être actuel lement 
compi lé définit ivement . I l  ne faut donc pas ut i liser ces ordres LEA _dans 
cette vers ion . 
I V  . 3. 4. Sélect ion 
La sélect ion se trouve dans les ordres LEA suivants 
- assignation (ex :  c li := cljent WIIH name = 'DUPONT' ;) 
- boucle d'accès (ex :  FOR c li := client DO ... ENDFOR;) 
- suppression (ex : DELETE client WITH name = 'DUPONT' ;) 
- modif ication (ex :  MOD I FY client WIJH name = 'DUPONT' US ING name = 
'DUPOND';) 
D'une manière générale, on peut résumer le principe de la 
transformation d'un ordre LEA de la manière suivante: 
1 )  analyse syntax ique 
2) analyse sémantique (en paral lè le avec 1 )  
3) génération du code final résultant de la transformation 
Tous les ordres cités plus haut étant tous composés d'une 
part ie sé lect ion, nous avons cho isi de regrouper l'analyse syntaxique et 
l'analyse sémantq iue de leur partie sé lection dans une seule primit ive . El le 
vérifie la syntaxe et la sémantique de la part ie sé lect ion des ordres et 
garnit une structure de données interne au précompilateur qui représente 
une découpe de la part ie sé lection. C'est à partir de cette découpe et en 
fonct ion de l'ordre LEA à tradu ire que le précompilateur générera le code 
final . 
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select_type 
e ntra i t  e 
entre lname 





l i s t w i t h  
l i s t  t ha t  
l ist_between  
select_type 
entreltype: vaut E ou R et indique si le select_type représente un TE ou un TA. 
entrelname: nom du TE ou du TA. 
varentrelname: nom de la variable associée au TE ou au TA dans l'ordre LEA. 
niveau: indique le n iveau de parenthèses du select_type. 
oplog : représente l'opérateur logique qui suit le select_type .  
select_su iv :  pointeur vers le select_suiv l ié par le connecteur logique. 
l ist_with :  pointeur vers la l iste des éléments du WITH. 
l ist_that :  pointeur vers la l iste des éléments qui suivent le THAT. 







re l name 
varre name w i th  s u iv 
n iveau 
op og 
1 s t  w select_type 
that_type 
l ist_linked_to: pointeur  vers la l iste des éléments qui suivent le LINKED_ TO. 
fig, IY.18. 
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R e ma r q u e: - Etant don né que la gestion des transactions n'est pas 
implémentée par Pyramide, on ne peut pas en faire usage dans le code 
généré dans le programme final . Cela signifie qu'il n'est pas possib le de 
grouper l'ensemble des ordres correspondant à un  ordre LEA en une 
transaction. On ne peut donc pas garantir la durabilité des traitements 
effectués et la cohérence de la base de données. On ne peut donc pas 
garantir non plus qu'un ordre LEA soit exécuté comme un tout ou pas du 
tout . 
- L'ordre DELETE nécessite une analyse supplémentaire à 
celle réalisée dans le cadre de l'analyse de la sélection. Il faut en effet , 
pour pouvoir traduire cet ordre, rechercher dans la descriptio n du 
méta-schéma ou du schéma l'ensemble des entités et des associations qui 
doivent également être effacées pour garantir la cohérence de la base de 
don nées (respect des con nectivités min imales) . 
Exemple : Un  type d'association ACHAT est défini entre un type d'entité 
CL IENT qui joue le rôle ACH ETE et à des con nectivités ( 1 , N) et le type 
d'entité VOITURE qui joue le rôle est_achete_par et à des con nectivités 
( 1 , 1 ) . 
L'ordre DELETE client WITH name = 'DUPONT' devra provoquer la suppression 
de: 
- l'entité client dont l'attribut name vaut 'DUPONT' 
- les associations achat qui lient le client 'DUPONT' à des voitures 
- les entités voiture liées par achat au client 'DUPONT'. 
IV.3 . 5. Création .  
O n  trouve dans l'ordre LEA de création  une  partie se 
rapprochant fortement de la partie "sélection "  des autres ordres L EA. Cette 
partie de l'ordre CREATE sera donc analysée par la même primitive que 
pour les autres ordres LEA. La génération du code final sera différente . 
Il faut lors d'une création vérifier que l'o n  crée, dans cet 
ordre, tout ce qui est nécessaire pour assurer la cohérence de la base de 
don nées. 
Exemple (voir exemple de la sélection en IV.3.4.): 
L'ordre $ CREATE client W ITH name = 'DUPONT' est i ncomplet . L'ordre 
correct serait : 
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$ CREATE client WITH name = 'DUPONT' 
THAT achete LINKED_ TO voiture voit 
WITH (numero_plaque = 'AAB1 24') ; 
I l  faut faire attention au fait que dans un ordre CREATE on 
peut à la fois référencer des é léments qui existent déjà (i l s  se ront  
ob ligatoi rement référencés par des variables contenant leurs réfé rences 
physiques) et avoi r des é léments qui n'existent pas encore . I l  suffi ra de 
produire le code qui teste si une variab le contient une référence d'un 
é lément ou pas .  Dans la négative, i l  faudra créer cet é lément dans la base 
de données. 
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V. L'extension Dynamique d'un Schéma 
V . 1 . Défi n it ion  d u  prob lème 
Dynamisme signifierait, dans le cas présent, pouvoir dans le 
même program me travai l ler à la fois sur le schéma des données (le créer , 
le modifier) et sur les données e l les-mêmes (les créer et les modifier). 
Par exemple : -soit un type d'entité client  avec les attributs 
nom et prénom, 
-on a des occurrences pour ce type d'entité dont 
les groupes de va leurs sont . (" Dupont", "Marcel") et ( "Dardenne", "Jules") . 
Dan s  un  même programme, le dy namisme permettrait 
d'ajouter un  attribut adresse au type d'entité c lient tout en supprimant 
l'attribut prénom de ce type d'entité . Tout cela se ferait en  conservant 
l'i ntégralité des occurrences de ce type d'entité. E l les seraient adaptées au 
changement intervenu dans le schéma des don nées (le type d'entité client 
est modifié) dan s  le sens où  toutes les va leurs de ces occurrences 
correspondant à l 'attribut prénom seront supprimées . 
Supposons que l'on modifie les occurrences en  don nant une 
adresse à Dupont et à Dardenne .  On aurait dans le type d'entité c lient des 
occurrences dont les groupes de va leurs seraient (" Dupont", "5, rue des 
Fleurs, 5000 Namur") et ("Darden ne", " 1 3  rue des Rys, 1 000 Bruxel les"). 
V.2.  Etat actue l  et prob lèmes 
Dans l'état actuel du système LEA, un  tel dynamisme n'est 
pas possible et ce pour p lusieurs raisons :  
1)  modifier un schéma de données implique une modification de la base de 
don nées physique correspondante . 
Actuel lement, pour modifier la base de don n ées physique, i l  
faut emp loyer un uti litaire du SGBD (M ETACOMP) qui ,  à partir de la 
description d 'u n  schéma de données conforme au modèle EA réduit dans le 
méta-schéma produit une base de données physique correspondante.  Cette 
base de données est cependant vide des données de l 'appl ication .  Toutes les 
anciennes don nées ont  donc été perdues . I l  faut les réi n troduire . I l  faut 
noter que l'ancien ne base est conservée tel le qu'e l le éta i t  dans  u n  autre 
fichier suffixé par ".odb" .  On peut alors transférer les don n ées d'un fichier 
(d'une base de don nées) vers l'autre en les adaptant. Ce travail est à charge 
de l'uti lisateur. 
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2) pour employer cet uti litaire i l  faut actuel lement sortir du programme 
d'app lication, car i l  n'est pas possib le de lancer M ETACOMP à partir d'un 
programme. On ne peut donc pas modifier un  schéma définissant des 
données · et travai l ler sur les données décrites dans le même programme. 
3) à chaque base de données physique produite par l'uti litaire du SGBD est 
associé un  fichier de types PASCAL ("<database_name> .typ") . I l  est généré 
par le métacompilateur lors de la compilation d'un schéma de do nnées . Ces 
types Pascal résultent d'un mapping des structures de données du SGBD 
PYRAMI D E. Pour pouvoir utiliser les primitives de Pyramide, ce fichier doit 
être inc lus dans le programme Pascal avant la compi latio n  finale. C'est 
encore une raison  qui impose la séparatio n de la modificatio n  d'un schéma 
de don nées et du travai l  sur cel les-ci en deux programmes distincts. Le 
deuxième programme ne pourra être compi lé définitivement que quand le 
premier (modificatio n  de schéma) aura été exécuté ainsi que l 'utilitaire 
METACOMP. 
En effet, le  premier programme modifie pendant  so n 
exécution la description du schéma de données. U ne fois cette exécution 
terminée, on  lance l 'uti litaire M ETACOMP qui produit la base de données 
vide des do n n ées de l 'app licatio n et le fichier des types Pascal 
correspo ndant . C'est seu lement alors qu 'i l peut être i nc lus dans le 
programme qui travai l le sur les données pour le compi ler définitivement .  
Le fonction nement actuel du système à déjà été exp liqué en 
1 1 1 . 7 .  
V.3 Fon ct ionnement souha ité 
Voic i le fonctio n nement du système que l'on voudrait voir 
possible (fonction nement  dynamique) 
1 )  l 'uti l isateur écrit u n  programme con te n an t  des ordres L EA de 
description ou de modification  d'un schéma de données et en  même temps 
qui travai l le sur les do n n ées de ce schéma (créatio n, suppressio n ,  
modificatio n ,  c o nsu ltation) .  
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2) l 'utilisateur précompi le son programme d'app lication, le précompi lateur 
produit un  programme Pascal conforme à Turbo- Pascal .  C'est le programme 
de départ dans lequel les ordres propres au langage LEA ont été remplacés 
par une suite d'appe ls à des prim itives de Pyramide et d'instructions 
standards Pascal .  
3) l 'uti lisateur compile ce dernier programme Pascal obtenu . On a un 
programme exécutable . 
4) l'exécution de ce programme a pour résultat 
- de créer ou de modifier la description du schéma dans le méta-schéma et 
donc aussi la base de données physique correspondante ,  sans perdre de 
données et en les adaptant si nécessaire au nouveau schéma. 
- de créer , modifier, supprimer des données dans le nouveau schéma. I l  est 
à remarquer que la structure définitive par exemp le d'un type d'entité 
(l'ensemble de ses attributs et de leurs types) n'est pas forcément  con nue 
à la compilation vu que le type d'entité peut être modifié à l 'exécution .  
V .4 .  So lutions 
I l  est évident que les so lutions devront être apportées au 
niveau de PYRAM I D E  et de la couche supérieure. En effet, il est impossible 
pour la couche supérieure d'assurer le dynamisme si la couche inférieure 
(PYRAM I D E) n'est pas dynamique. Nous al lons donc aborder les solutions à 
apporter aux deux niveaux du système LEA. Nous ne dégagerons pas 
clairement les deux couches car nous considérons le système LEA comme 
un tout. PYRAMI D E  n'est considéré qu'en tant que composante du système 
final ,  et non comme u n  outil indépendant. 
V.4 .1 .  L'uti l itai re METACOMP 
I l  faudrait tout d'abord que cet uti litaire soit appelab le 
directemen t  dans u n  programme Pasca l (comme u ne primitive) , 
ç'est-à-dire que lors de l 'exécution d'un programme Pascal o n  puisse 
demander l'exécution de METACOM P sur un  schéma de données inclus dans 
le méta-sch éma. L'uti litaire modifierait la base de don nées physique 
correspondant  à ce schéma de don nées en fonction des modifications qui 
lui ont  été apportés (voir fonction nement actue l du système). Mais i l  
faudrait aussi que l'uti litaire conserve les don nées incluses dans la base 
de don n ées avan t  la modification de son sch éma. I l  devrait pouvoir les 
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adapter (Par exemp le :  suppression d'un  attribut, changement de son 
type, . .. ) .  La solution à ces problèmes pourrait être la suivante :  
- mettre l'uti litaire M ETACOMP dans une u nit Pascal qu'il suffirait 
d'inclure au début du programme 
- étant don né que M ETACOMP conserve l'ancienne base de don nées dans un 
fichier " .008" lors de sa modification, il suffirait de reprendre les données 
dans celui- ci et de les transférer vers le nouveau fichier " .  0TB" en les 
adaptant . C'est justement cette adaptation des données qui risque de poser 
bien des problèmes. 
V. 4.2. Les iden tifian ts physiques de PYR AM IDE 
Comme on l'a vu, dans la base de données, i l  existe des types 
d'entité et des types d'association de type 1 - N  en tre ceux-ci .  Ces 
différents types d'entité et d'asso ciatio n  sont  iden tifiés au niveau 
physique de la base de don nées. Dans le cas de Pyramide, ces identifiants 
sont des entiers. Les types d'entité et d'associatio n  sont  identifiés d'une 
manière distin cte. 
Par exemple: le type d'entité CLI ENT sera identifié au niveau physique par 
l'entier 1 et VOITU R E  par l'entier 2 .  
le type d'association  ACHAT sera lui identifié par l'entier 1 .  
Ces identifiants sont cachés dans le programme Pascal 
derrière des constantes prédéfinies au début du programme (in cluses dans 
le fichier " .TYP" générés par M ETACOMP). 
Lors de l'uti lisatio n  d'une primitive de PYRAMI D E, il faut 
uti liser ces constantes pour désig ner le(s) type (s) d'enti té et/ou 
d'associatio n  auque l  appartien nent les objets manipu lés. 
Par exem ple : 
const clien t  - 1 ; 
vo iture -2;  
achat - 1 ;  
var cli : tclient ;  
dbfirst (clie n t, cli ) ; 
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Le problème, au point de vue du dynamisme, est que les 
identifiants physiques des différents types d'entité et d'association ne 
seront pas forcément con nus avant la compi latio n. I ls peuvent, en effet, 
être défi nis au cours de l'exécution du programme . L'identifiant physique 
ne sera seulement connu que lors de la· création  du type à l'exécution .  Il 
n 'est donc plus possible de définir une constante au début du programme, 
comme ce la était fait avant. 
Par exemple :  soit l'ordre LEA suivant: 
$ CREA TE client cli W ITH name = 'DUPON T' ;  
Il peut être traduit e n  des ordres Pascal (étendu par Pyramide) par 
cli .name := 'DUPON T' ;  
dbcreate (c lient,c l i) ;  
CL I E N T est ici u ne co nstante numériq ue représentant  l 'identifiant 
physique du type d'entité. Avec le dynamisme, la traduction devrait être: 
cli .name := 'DUPON T' ;  
dbcreate (1 ,cl i) ;  
En effet, les identifiants physiques n'étant pas toujours 
con nus à la compi lation, on  ne peut p lus définir des constantes qui les 
représentent. U ne solution peut consister à uti liser u ne variab le de type 
entier qui prendra la bon ne valeur à l'exécution . 
typeentite :=  1 ;  
c li .name :=- 'DUPON T' ;  
dbcreate (typeentite,c li ) ; 
Le prob lème est alors d'obtenir la valeur de cet identifiant 
physique à l'exécution .  
U ne solution consiste à ajouter dans le méta-sch éma un 
attribut I D TE de type entier au type d'entité EN TI TY _ TYP E  dans lequel le 
métacompilateur p lacerait, après la création  physique d'u n  type d'entité , la 
valeur de son identifiant physique. E l le devrait être p lacée dans le schéma 
entité-association réduit  correspondant au sch éma EAC de l 'uti lisateur . 
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On aurait a lors :  
c li. name : =  'DUPONT' ; 
sch.name := 'GARAGE'; 
dbid (dbschema,sch) ; 
(* les méta-types n 'étant pas modifiab les dynamiquement, leur identifiant 
physique peut fai re l 'objet d'une déc laration de constante au début du 
programme *) 
dbfpath (ent, sch, dbschema_et) ; 
while (dbfound) and (ent. name<>'CLI ENT') do 
dbnpath (ent, sch, dbschema_et) ; 
if dbfound then typeentite .- ent .idte ; 
dbc reate (typeentite,c l i) ; 
Le p ri ncipe est identique pour les types d'association . On 
ajoute au méta-schéma un attribut I OTA dans le type d'entité REL_ TYPE qui 
sera garni, comme pour IDTE, par METACOMP. 
On aurait dans le programme final : 
sch .name := 'GARAGE' ; 
dbid (dbschema,sch) ; 
dbfpath (rel, sch, dbschema_rt) ; 
while (dbfound) and (rel .name<>'ACHA T') do 
dbn path (rel, sch, dbschema_rt); 
if dbfound then typeassociation  :=  rel .idta ; 
dbfpath (voit, c li, typeassociation) ; 
Cette so lutio n apporte u n  c ha ngement  au niveau du 
métacompilateur M ETACOMP qui doit "ga rni r" les attributs IDTE et I OTA, 
mais également au niveau du précompi lateur. Celui-ci doit en effet générer 
le code Pascal et Pyramide pour li re la valeur de l 'identifiant physique et 
l 'assigner à la variable typeentite ou typeassociation. Ces deux variables 
étant  des variab lès générées par le p récompi lateur, o n  t rouvera leur 
déc laration dans le fichier " .VAR" produit par celui-ci . 
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En résumé, la solution jusqu'à présent consiste à :  
_ pour l'utilisateur , faire précéder tout ordre manipulant les 
données d'un appel au métacompilateur , si cet ordre suit des ordres de 
manipulàtion dU méta-schéma . Le métacompilateur met à jour les 
attributs I DTE et I OTA des nouveaux objets créés ,  et se charge de 
modifier la base de données conformément à la nouvelle description 
contenue dans le méta-schéma . 
- pour le précompilateur , à generer le code nécessaire pour 
obtenir à l'exécution l'identifiant physique d'un TE ou d'un TA (voir 
ci -dessus) . 
V.4.3. Les types dynamiques 
Au niveau du langage LEA, il est possible de définir des 
variables d'entité ou d'association. 
Par exemple : $ VAR cli : ENTITY client; 
La variable cli est une variable d'entité de type client . Le 
type client est dérivé directement de la description du type d'entité 
CL IENT dans le méta-schéma, plus précisément de l'ensemble des attributs 
de ce type d'entité et de leurs caractéristiques. 
Ainsi, soit le TE CLI ENT avec les attributs NOM = S(30) et P RENOM = S(30) 
Il lui correspond donc un type de données client qui permet de déclarer des 
variables pour manipuler des occurrences du type d'entité CLI ENT: 
type client .. record 
NAM E : string [30] ; 
PRENOM : string [30] ; 
end; 
En pratique, le type client est dérivé d irectement du fichier 
des types Pascal générés par METACOMP (fichier .TYP) . On a dans celui-ci 
le type tclient qui a la structure suivante: 
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type tclient = record 
xxref : dbkey ; 
xxcode : char ;  
NAME : string [30] ; 
PRENOM : string [30] ; 
end; 
Les attr ibuts xxref et xxcode servent un iquement aux 
pr imitives du SGBD Pyramide et au précompilateur mais pas directement 
aux ordres LEA. Le programmeur peut donc ignorer leur présence. 
Le processus de traduction de la déclarat ion d'une variable 
d'ent ité est donc: 
$ VAR cli : ENTITY client est traduit par 
V AR cli : tclient ; 
Pour les variables d'associat ion,  la transformat ion est un 
peu plus complexe. En effet , le fich ier des types Pascal .TYP ne contient 
pas nécessairement la déclaration d'un type associé à un TA. On trouvera 
un type associé à un TA seulement si celui-ci a été transformé en un TE 
dans le schéma ent ité-associat ion réduit. De plus, au niveau du système 
LEA ,  les types de var iables d'associat ion cont iennent des informat ions 
supplémentaires sur les ent ités l iées. 
Soit le type d'associat ion ACHAT, contenant un attribut , entre C LI ENT et 
VOITURE. 
Ce TA étant transformé en un TE suite au processus de transformation de 
schémas, i l  lui correspondra dans le f ich ier .TYP le type de données 
su ivant : 
type tachat .. record 
xxref : dbkey; 
xxcode : char; 
date : string[6] ; 
end ; 
Si le TA n'est pas transformé en un TE ,  il ne lu i  correspond 
aucun type de données dans le fich ier .TY P. En effet , le M ETACOM P ne 
génère des types de données que pour les TE. 
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La déc laration d'un e  variab le d'association suivante , au niveau du langage 
LEA: 
$ VAR ach : RELATION achat; 
sera traduite par le précompilateur en : 
VAR ach : TRachat ; 
Le type TRachat aura la forme suivante : 
type TRachat = record 
xxref : dbkey; 
xxcode : char; 
date : string[6] ;  
Racheta : tclient ; 
Rest_achetée_par : tvoiture; 
end; 
Ce type sera généré par le précompilateur . I l  se trouvera 
dans le fichier . VAR. La première partie de ce type est dérivée directement 
du type tachat déclaré dans le fichier . TYP. Lorsqu'il ne correspond pas de 
type de données pour un TA dans le fichier .TYP, la première partie du type 
TR (éléments xxref, xxcode et les attributs du TA) est absente. 
Le  préco mpi lateur doit donc se c harger d'assurer la 
correspondance entre les manipulations  de variab les de types TR ... par 
l'uti l i sateur, et l 'appel  à des primitives PYRAM I D E  qui ,  e l les, uti lisent des 
variables des types T.. .  Le prob lème est que ces processus de traduction 
supposent  que les types PYRAM I DE ex i stent  avant  la précompilation du 
programme d 'app l ication travai l lan t  sur les don nées. S i  l e  program me 
permet de modifier le contenu du méta-schéma durant son exécution, i l  est 
impossib le  de d i sposer avant  la précompi lat ion  des types de don nées 
correspondants à des TE ou TA créés pendant l 'exécutio n .  Ceux-ci ne sont 
pas access ib les, même s i  créés lors de l 'appe l au m étacomp ilateur , à 
moins de recompi ler le  programme en inc luant le nouveau f ich ier .TYP. Cela 
serait absurde pu isque le program me est en phase d 'exécution .  
C o m m e  tout T E  e s t  susceptib le d 'ê t re  m odifié 
dynamiquement, u n e  so lut ion co nsiste à définir u n  typ e  de don nées 
standard, valab le pour stocker les occurrences de n 'importe que l  TE , et ce 
indépenda m ment  de sa structure. Ce type est  appelé type d'entité 
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dynamique (TED). De même, pour les TA, on aura u n  type standard appelé 
type d'association dynamique (TAO). 
Outre les é léments propres à PYRAMI D E ,  ce type ne contient 
qu'un  seu l  élément capable de stocker les valeurs de tous les attr ibuts du 
TE qu ' i l  référence. La structure de ce type est: 
type TED = record 
sera :  
xxref : dbkey; 
xxcode : char ; 
att : string (255] ; 
end; 
La traduction de la déclaration d'une var iab le d'entité : 
$ VAR cl i : ENTITY client ; 
VAR c l i  : TE D ;  (au lieu de c l i  : tclient) 
L'élément att reprend les attributs NOM et PRENOM du type 
d'entité CL I ENT. On avait avant c l i .name = ' D U PONT' et c l i.prenom = 
'MARCEL'. On aura après c l i.att = 'DUPONT MARCEL' ;  
Pour les types d'association ,  on  a u n  é lément att qu i  reprend 
l'ensemb le des attr ibuts du type et u n  é lément ra ie ,  qu i  reprend l'ensemble 
des rôles des TE l iés au TA: 
type T AD ,. record 
xxref : dbkey; 
xxcode : char ; 
att : str ing [255] ; 
raie : array (1 .. maxrole] of record 
end;  
rolen ame : str ing[32] ; 
roletype : TED;  
end; 
Ces types pourraient être générés par M ETACO M P  dans le 
fichier .TY P ,  i ls sont de toute façon défi n i  u ne  fois pour toutes . 
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L'uti lisation  de types de données standards pour manipu ler 
les occurrences de tous les TE et TA ne va cependant pas sans poser 
que lques prob lèmes. En  effet ,  i l  n'est p l u s  possib l e  de référe ncer 
directement lors de l 'uti lisation  d 'une va.riab le  u n  nom d'attribut, pu isque 
celui-ci n'est p l us  défini . 
I l  faudra donc rétablir dynamiquement la concordance entre 
l 'é lément att unique et les différents attributs du TE ou  du TA. On aura par 
exemple pour le  type d'entité CLIENT la valeur de l'attribut  NAME entre la 
1 ère et la 30ème position de ATT et pour l'attribut PRENOM entre la 31 ème 
et la 60ème. 
Pour décomposer dynamiquement cet é lément, i l  faut donc 
savoir pour chaque attribut la position correspondante dan s  l'é lément ATT. 
Il suffit de con naître la première position dans  ATT et la long ueur de 
l'attribut .  On ajoutera donc u n  attribut RANG au type d'entité ATTRI BUTE 
dans  le  méta-schéma. On y mettra la valeur de la première position de 
!.'attrib ut dan s  l 'é l ément ATT. E l l e  sera garnie à l 'exécutio n par le 
métacompi lateur lors de la création ou  de la modificatio n  d' u n  attribut 
dans le méta-schéma. 
Lorsqu e  l 'uti lisateur manipu lera des valeurs d'attributs par 
l'i ntermédiaire d'u n e  variab le ,  le  précompi lateur devra donc générer le  
code afin  d'assurer la  concordance entre l'é l ément att ,  et les attrib uts 
stockés dans le méta-schéma. Pour cela, le  langage LEA sera augmenté de 
deux ordres :  u n  pour obtenir une valeur d'u n  attribut, u n  pour transmettre 
une valeur à u n  attribut. 
D'abord, pour obtenir la valeur d'u n  attribut :  
On pouvait avant déc larer c li :  
$ VAR c li :  ENTITY c lient; 
Si c li référencai t  u n  c lient dans  la base de don n ées,  i l  s uffisait de faire 
WRITE (cli . name) pour afficher la valeur de son attribut NAME. 
Avec la  nouve l l e  sol ution pour l es  types ,  ce la n'est p l us  
possib l e. Faire WRI TE (c li .att) affiche la valeur de  tous  les  attributs à la 
suite les  u ns  des  autres . On doit donc ajouter u n  ordre au langage LEA qui 
permette d'accéder à un  attribut d'un  TE ou  d'u n  TA: 
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S yntaxe : $ < v ar_name> : = <att name> O F  <enti ty_type_name> 
<var_name_ TED> ; 
<var_name> est de type string 
<vàr_name_ TED> est de type TED 
<att_name> est le nom de l'attribut dont on veut la valeur 
Par exemple: $ name_cli :=  name OF client cli ; 
Cet ordre serait traduit par une fonction Pascal G IVEATT qui 
renverrait comme résultat dans la variable assignée un string (même pour 
les entiers, les booléens, . . ) qui correspondrait à la valeur de l'attribut 
dans la variable de type TED considérée, et qui référence une entité . On 
trouverait la déc laration de cette fonction au début de chaque programme 
précom pilé . 
<var_name> := G IVEATT(<att_name>,<entity_type_name>,<var_name_ TED>); 
La traduction de l'ordre LEA précedant serait donc: 
name_cli .- G IVEATT (name, c lient, cli ) ;  
Voici le  principe de fonctionnement de la fonction 
Pascal GIVEATT: 
- accéder au bon type d'entité ou d'association dans le méta-schéma, 
- accéder au bon attribut . On en obtient la longueur et la position dans 
l 'é l ément ATT, en consultant les attributs val_length, et rang du type 
d'entité ATTR I BUTE dans le méta-schéma, 
-transformer la  valeur dans TED en une valeur en caractères et la 
transf érer . 
Pour transmettre une valeur à un attribut : 
I l  n'est p lus possib le avec le  d ynam isme d 'effectuer 
l'opération suivante: 
cli .name:- 'DUPONT' ;  
$ CREATE client c l i ;  
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Si l'on veut rendre cela possible, i l  faut  ajouter u n  ordre au 
langage LEA qui permette de donner une valeu r  à un attribut.  Cet ordre 
aurait la fo rme : 
$ <att_name> OF <entity_type_name> <var_name>:= <Value> ;  
Cet ordre serait traduit par une procédure PASCAL qui aurait 
la forme suivante :  
CREATE ATT (<att_name>, <entity_type_name>,  <var_name>, <Value> ) ;  
Cette procédure va donc se charger de don ner à l'attribut <att_name> du 
type d'entité <entity_type_name> référencé par la variable du type TED 
<var_name> la valeur <value> .  
Cette procédure sera déclarée au début de tout programme précompilé . 
Par exemple :  CR EATEATT (name, c l ient,cli , 'DUPONT); 
En conc lusion, pour tout ordre du langage LEA, deux cas sont possibles: 
- soit l 'uti l isateur référence un  attribut par son nom . Dans ce cas, le 
précompi lateur peut effectuer les transformations n écessaires et produ i re 
le code pour stocker ou accéder aux bonnes valeurs aux bons endroits. 
- soit i l  u ti lise des variables. Dans ce cas, i l  doit d'abord uti l iser les deux 
ordres du langage définis c i -dessus afi n  de les garnir confo rmément à la 
structure décrite dans le méta-schéma (position correcte des d iffé rents 
attr ibuts dans l'é l ément  att des variab les). 
Cas des variables d'association: 
D an s  une variable d 'associat io n ,  on dis pose de 
renseignements concernant les enti tés l i ées par l 'association référencée 
par la variab le .  
Par exemp le :  
var ach : R ELATION achat; 
(entre c l ie nt et voit ure) 
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On aura ach.Rachete qui contient tous les renseignements sur  
l 'enti té  c l ie n t  et ac h. Rest_ac hete_par qui c ontient tou s les 
renseignements sur l'entité voiture. 
Pour les types dynamiques, cela sera légèrement différent. 
On ne peut pas connaître le nom des rô les toujours avant l'exécution. Le 
principe doit donc être modif ié. 
On aura: 
Raie :  array [1 .. maxrole] of record 
end ; 
rolename : string[32] ; 
roletype : TED ;  
Quand o n  sélectionnera une association par un ordre LEA et 
qu'elle sera affectée à une variab le association, i l  faudra garnir celle-ci 
convenablement . 
Sans le dynamisme, il suffisait au programmeur pour obteni r  
d'une variable <var_name> les renseignements concernant une entité liée y 
jouant un  rôle précis <role_name> (par exemple : le client qui achète), de 
spécifier <var_name>.R<ro le_name> pour les obtenir. 
Avec le dynamisme, le type de données associé à un TA est 
différent. I l  faudr a pour obtenir ces mêmes renseig n ements réaliser la 
série d'opérations su ivantes: 
- soit u n  nom de rô le  <ro le_name> et une variab le  référençant une 
associat ion <var_name> . <var_name> est de type TAO. 
- rec h ercher d ans  l e  tab leau ra ie  de la  variab l e  <var name> 
(<var_name>.ro le) l 'é lément dont ro lename v aut <role_name>. O n  obtient 
ainsi l'indice i de cet é lément dans le tableau .  
- accéder aux renseignements demandés dans <var_name>.role[i].roletype. 
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V.4 .4 .  Vérificat ion séman t i q u e  
Dans u n  contexte dy namique, u n  certain nombre de 
vérifications sémantiques ne peuvent plus se faire à la précompilation . En 
effet, comment vérifier à la précompilation qu'un type d'entité existe bien 
dans ·la base de données si celui-ci n'est créé qu'à l'exécution. Ces 
vérifications devront donc être effectuées à l'exécution. Le précompilateur 
devra se charger de générer le code nécessaire à ces opérations. 
Dans l'imp lémentation non dynamique, nous avons décidé de 
créer une structure interne de données capable d'accueil lir la descr iption 
d'un schéma contenue dans le méta-schéma, afin  d'optimiser le travail du 
précompilateur . Pour une implémentation dynamique, un choix doit être 
fait. Soit on  abandonne cette structure, et dans ce cas tous les contrô les 
devront se faire par accès direct au méta-schéma. Soit on  garde cette 
structure, et dans ce cas, quelques adaptations doivent être opérées. 
D'abord, i l  faudra modifier cette structure afin  qu'e l le puisse 
accueil lir les nouveaux attributs définis précédemment (idte, idta, rang) . 
Ensuite, comme les contrô les se feront à l'exécution, cette structure devra 
faire partie intégrante du programme précompilé . Enfin, i l  faudra disposer 
d'une série de primitives permettant de charger cette structure interne, à 
partir de la description co ntenue dans le méta-sch éma, ainsi que de 
primitives permettant de la consu lter . I l  suffira ainsi que le 
précompilateur, dès qu'i l détecte un appel au métacompi lateur inséré par 
l'utilisateur, traduise cet appel, et le fasse suivre d'appels aux primitives 
qui se chargeront, à l 'exécution, d'adapter la structure interne à la 
nouvel le description dans le méta-schéma. 
Ces primitives de chargement et d'accès à la structure 
interne existent déjà dans le précompilateur. I l  suffira de les adapter aux 
modifications faites à la structure de données. 
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VI . Conclusion et Extensions possibles 
Nous espérons avo ir réa l isé dans ce travai l  ce que l'on 
pourra it appeler un prototype de SGBD entité-association . 
Ce · prototype dispose néanmoins de fonctionnal ités qu i en 
font un out i l  utilisable pour le développement d'appl ications informatiques 
sur PC. Citons notamment la gestion d'un dictionnaire de données stocké 
dans la base de données même, le support d'un modèle entité-association 
déjà assez complet . 
Toutefo is, de nombreuses extensions pourrai ent être 
apportées au système LEA afin d'en faire un réel SGBD entité-association . 
Ces extensions pourraient être de deux types. 
Vl . 1 .  Extens ions au modèle supporté 
Comme le lecteur a pu le constater, le  modèle EAC comprend 
tous les concepts de base du modèle enti té-association. Certaines 
extensions pourraient cependant lu i être apportées. 
Vl . 1 . 1 . Extens ion  de l 'ut i l i sat ion  des ident if iants 
Des quatre cas d' identif ication de F. Bodart (voir première 
part ie), nous n'en avons conservé que le premier, étant donné les 
limitations de PYRAM I DE .  I l  ne serait pas d iff ic i le  d'étendre le . système 
LEA pour qu' i l  accepte p lusieurs identifiants par TE ou TA. En effet, d'après 
D .  Rossi , PYRAM I D E  pourrait l'admettre sans grosses modif ications. I l  est 
clair que si PYRAMIDE  gère plusieurs identifiants par TE , l e  système LEA 
peut faci lement en g.é er autant par TE et TA. 
/ Pour ce qu est de la composition des identifiants, nous ne 
corinaissons pas les pos b i l ités d'extensions de PYRAM I D E  à ce n iveau. I l  
senai t  probabl em ent ssib l e  de gérer des identif ian ts comp lexes au 
niveau de I c he  supér ieure ,  mais les performances ne seraient 
certainement pas aussi intéressantes que si cette foncti on était  re léguée 
à PYRAMIDE .  
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Vl . 1 .2 .  Extensio n  d e  l 'util isat ion des co nnectivités 
Nous nous sommes également restreints à la gestion des 
con nectivités minimales égales à u n .  Il serait intéressant  d'étendre cette 
notion afin de gérer les con nectivités minimales dont la va leur  ne serait · 
pl us !imitée à u n. I l  faudrait alors généraliser le travai l qui a été fait su r 
la propagation des mises-à-jo u r .  
V l . 1 .3 .  Autres c o ntraintes  
Enfin, l e  modèle entité-association théorique  comprend de 
nombreux autres types de contraintes d'intégrité (voi r p remière partie), 
que EAC ne  reprend pas. Il serait évidemment i ntéressant que le SGBD 
entité-association permette la gestion automatique  d'au  moins certains 
d'entre eux.  Par exemple, si le  système devait être uti lisé pou r  des 
applicatio ns d'ingénie rie , i l  serait in té ressant  qu'i l p uisse gérer les 
contraintes associées aux mécanismes de généralisation/spécialisation .  
Vl .2 .  Extensions au système LEA 
Vl .2. 1 .  Extension dynam ique  d 'un schéma 
La p lupa rt des SGBD actuels considérant encore la définition 
des don nées comme étant statique. La modification du schéma des données 
entraîne énormément de modifications à apporter  aux don nées déjà créées, 
et est donc une  tâche que l'on évitera le p lus possible .  
Ainsi ,  dans la p lupart des systèmes existants, les structu res 
de don nées sont  définies complètement, et ne peuvent être modifiées par 
après. Certains SGBD permettent de modifier l e  schéma des don nées à la 
condition que ces modifications soient compatib les avec les don nées déjà 
créées. 
L'extension dynamique d 'un schéma et des don nées suppose 
q u e  l ' u ti l isate u r  p uisse a ccéde r  a u  dictio n nai re ,  e t  l e  modifie r  
dynamiquement.  
Le p remier point  est déjà possible avec le  système existant .  
Le p roblème de la modification dynamiqu e  du diction naire est étudié de 
manière théoriqu e . Le  système L EA n e  pe rmet pas e n co re cette 
fonction nalité , mais pou r  peu que  PYRAM I D E l e  permette ,  l'extension ne 
devrait pas poser de p roblème. Le langage est de tou te façon spécifié de 
façon à être compatible avec cette extension future. 
Vl .2 
VI . Conclusion et Extensions possibles 
Vl .2 .2.  La gest ion  des transact ions  
Cette fonctionnal ité s'appu ie ent ièrement s u r  PYRAM I DE .  La 
co uche supérieu re est spécif iée de façon à ce que ,  dès que  PYRAM IDE  
perm ettra cette fac i l i té , e l l e  pu isse être récupérée pa r  l a  co uche 
supeneu re sans prob lème . Les o rd res sont déjà spécif iés ,  et le  code pour  
les  transfo rmer est  écri t .  
Vl.2.3. Pu issance d 'expression du  langage 
Le langage ne comprend pas la n ot ion  de quanti f icateur  
permettant  de  man ipu ler  des cond it ions de sélectio n su r  des ensembles 
d'occu rrences. I l  ne permet pas non p l us  la négati o n ,  ni les fonct ions 
ag régées. Tous ces aspects pou rraient être ut i les dans u ne vers ion éte_ndue 
du système LEA. 
Vl .3 .  Conc lus ion  
I l  reste donc  enco re du  travai l  afi n  de  d i sposer d' u n  vrai 
SGBD ent ité-associatio n .  Le système LEA est néanmo ins  u n  p rem ier pas, 
que nous espérons  convaincant. 
. Vl .3 
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