J ADE 1 is an open source software framework to make easy the development of agent applications in compliance with the FIPA (Foundation for Intelligent Physical Agents) 2 specifications for interoperable intelligent multi-agent systems (MAS). The goal of JADE is to ease the development of MAS and reduce the time-to-market for developing distributed multi-agent applications while ensuring standard compliance through a comprehensive set of ready and easyto-use system services and agents. JADE already numbers a vast and varied quantity of uses, both in the academic and in the industrial world, with some cases of commercial exploitation. JADE was produced from a project developed in Telecom Italia Lab 1 and is able to provide all the features needed by a totally distributed peer-to-peer system to operate correctly. In addition it characterises by high efficiency in terms of footprint in the target system. This article aims to introduce JADE from a user's point of view and may encourage more people to use JADE in their MAS development. The rest of the paper is organised as follows. Multi-agent technologies are first introduced in order to fully understand what an agent is and what MAS can do. Then the architecture and features of JADE are described, followed by two examples to illustrate agent behaviours and communication features. The future development of JADE is summarised in the conclusion section.
Environment: Agents have to deal with environments that can be either static or dynamic. Single-agent systems have been developed for static environments because these are easier to handle. In a MAS, the mere presence of multiple agents makes the environment appear dynamic from the point of view of each agent. Control: Contrary to single-agent systems, the control in a MAS is typically decentralised. This means that there is no central process that collects information from each agent and then decides what action each agent should take. The decision-making of each agent lies to a large extent within the agent itself. Communication: Interaction is often associated with some form of communication. Communication in a MAS is a two-way process, where all agents can potentially be senders and receivers of message. Communication can be used in several cases, for instance, for co-ordination among co-operative agents or for negotiation among selfinterested agents. Network protocols are chosen in order for the exchanged information to arrive safely and timely, and language the agents must speak is specified in order to understand each other.
Applications of MASs in software engineering
It is difficult to anticipate the full range of applications where MASs can be used. MAS technology is viewed as a novel and promising software building paradigm. A complex software system can be treated as a collection of many small-size autonomous agents, each with its own local functionality and properties, and where interaction among agents enforces total system integrity. Internet enabled MASs allow heterogeneous software agents travel over the Internet and come and go. In such an environment, MAS technology can be used to develop agents that act on behalf of a user and are able to negotiate with other agents in order to achieve their goals. E-commerce is such an example. One can also think of applications where agents can be used for distributed data mining and information retrieval.
JADE
In order to reduce the time-to-market for developing distributed multi-agent applications such as MAS, various agent platforms 7 such as JADE, JXTA, FIPA-OS, JACK, and V-NET have been developed. Only JADE is introduced in this article since JADE is pure java based and applicable to all java environments such as J2SE, J2EE and J2ME. JADE can be considered as an agent middleware that implements an agent platform and a development framework. It deals with all those aspects that are not peculiar to the agent internals and that are independent of the applications, such as message transport, encoding and parsing, or agent life-cycle. In detail, JADE contains 1 : G A runtime environment where JADE agents can "live" and that must be active on a given host before one or more agents can be executed on that host. G A library of classes that programmers have to/can use (directly or by specialising them) to develop their agents. G A suite of graphical tools that allows administrating and monitoring the activity of running agents.
Agent platform architecture in JADE
JADE agent platform Architecture is fully compliant with FIPA. The standard model of an agent platform, as defined by FIPA, is represented in Figure 1 .
Agent Management System (AMS) is an agent that is responsible for managing the operation of an Agent Platform (AP), such as the creation of agents, the deletion of agents and overseeing the migration of agents to and from the AP.
Directory Facilitator (DF) is an agent that provides the default yellow page service in the platform. It stores descriptions of the agents and the services they offer.
Message Transport Services (MTS) is a service that uses the information provided by the AMS to route messages between agents either within or agents that reside on other platforms. MTSs do not need user's management and run on their own.
Containers and platforms
Each running instance of the JADE runtime environment is called a Container as it can contain several agents. The set of active containers is called a Platform. A single special Main Container must always be active in a platform and all other containers register with it as soon as they start. It follows that the first container to start in a platform must be a main container while all other containers must be "normal" (i.e. non-main) containers and must "be told" where to find (host and port) their main container to register with. If another main container is started somewhere in the network, it constitutes a different platform to which new normal containers can possibly register. Figure 2 illustrates the above concepts through a simple scenario showing two JADE platforms. One platform has a main container, the other has a normal container. JADE agents are identified by a unique name and, provided they know each other's name, they can communicate transparently regardless of their actual location.
Format of a software agent
Software agents in JADE are a subclass of Agent class. Agent class must be imported into this subclass before defining the body of the subclass. The setup( ) method is designed to initialise the agent. The detail can be found from the JADE primer 8 and Grimshaw tutorials 9 . The framework of a JADE agent, named as 'Hello' is illustrated in Figure 3 .
Remote management agent
Remote Management Agent (RMA) is a special agent with a graphical interface shown in Figure 4 . It allows administrating and monitoring the activity of running agents. The RMA contains many tools to start new agents, kill running agents, or to trace messages sent between agents. Figure 4 shows that the agent platform is running at the machine with the address co-rs-coha. '1099/JADE' immediately after the address is the default CORBA port number used in the machine. The unique names of agents are presented as a "nickname" followed by an address separated by the @ sign. For example, RMA@co-rs-coha:1099/JADE is an agent with a nickname RMA at the address.
The main container of the platform is in a folder called "Main-Container" which contains the running agent Hello along with three other standard agents created by JADE. These three agents are: G RMA: the Remote Management Agent with a graphical interface that shows all participating agents and containers. G ams: the agent management service -the core agent which keeps track of all JADE programs and agents in the system. G df: the Directory Facility, a yellow page service, where agents can publish their services.
Mobility and security in JADE
Agent mobility is the ability of an agent to migrate or to make a copy (clone) of itself across one or multiple network hosts. With a JADE framework, it is possible to build agents powering these abilities. However, the current version of JADE supports only intra-platform mobility, that is, an agent can move only within the same platform from container to container (could be in different machines). The support for mobility in JADE consists of a set of API classes and methods that allow an agent to perform the required actions on its own or via the AMS. In order to satisfy the security requirements, a JADE add-on was developed named: JADE-S (i.e. Secure JADE), which can be plugged to normal JADE platforms in order to provide it with security mechanisms such as encryption/decryption of messages. Using security implies adding some overhead at run-time and at configuration time. Therefore, JADE-S as an add-on can be used as an option in the development of MAS.
Using JADE in the development of MAS
Defining the behaviours of individual agents and making them capable of communicating with each other and obtaining necessary information required in completing assigned tasks are two essential issues in the development of MAS. In this section we discuss these two issues in detail.
Agent behaviours in JADE
Behaviours implement tasks, or intentions, of an agent. They are logical activity units that can be composed in various ways to concurrently achieve complex execution patterns. Application programmers define agent operations by writing behaviours and interconnecting them to form agent execution paths. The actual job an agent has to do is typically carried out within "behaviours".
A behaviour is implemented as an object of a class that extends jade.core.behaviours.Behaviour and it assigned to an agent using the addBehaviour() method. Each class extending the class Behaviour must implement the action() method, that actually defines the operations to be performed when the behaviour is in execution and the done() method, that specifies whether or not a behaviour has completed and has to be removed from the pool of behaviours an agent is carrying out. A framework of a simple behaviour of a JADE agent, named as 'Simple', is illustrated in Figure 5 .
Agent communication in JADE
Agent communication is based on message passing, where agents communicate by formulating and sending individual messages to each other. The FIPA ACL (Agent Communication Language) specifies a standard message language by setting out the encoding, semantics and pragmatics of the messages. The standard does not set out a specific mechanism for the internal transportation of messages. Instead, since different agents might run on different platforms and use different networking technologies, FIPA only specifies how transporting and encoding of the messages between different remote platforms should be implemented.
From the programmer's point of view, communication between agents simply means calling the method send(meg) and the method meg=receive(). However, the internals of JADE select the most appropriate transport protocol for the following three different situations as shown in Figure 6 : G If the receiver agent lives on the same agent container, the Java object representing the ACL message is passed to the receiver by using an event object, without any message translation. G If the receiver agent lives on the same JADE platform but within a different container, the ACL message is sent by using Java Remote Method Invocation (RMI). Apart from performance, the agent receives a Java object, just like intra-container messaging. G If the receiver lives on a different agent platform, the CORBA IIOP protocol is involved to translate ACL message object into a character string and then perform a remote invocation using IIOP as middleware protocol.
Illustrative example
In order to illustrate the use of JADE in the development of MAS -we build two stand-alone agents first and then make them talk to each other in this section.
Sending messages
Sending a message to another agent is as simple as filling the fields of an ACLMessage object and then call the send() method of the Agent class. The code of Figure 7 informs an agent whose nickname is Peter that today it's raining. Before setting the message content the ACLMessage object requires the receiver agent ID (AID in Figure 7) , the language and the ontology the message used.
Receiving and acknowledging messages
The JADE runtime automatically posts messages in the receiver's private message queue in terms of the receiver ID as soon as they arrive. A receiver agent can pick up the message from its message queue by means of the receive() method. This method returns the first message in the mes-sage queue and then removes the message from the queue. If the message queue is empty, the receive() method immediately returns. In order to acknowledge the received message, the sending part shown in Figure 7 should be included after the receive() method. Figure 8 shows the code of receiving and acknowledging a message in JADE.
Complete version of the sender agent
In order to receive the acknowledgement the message sender shown in Figure 7 should also invoke the receive() method. Figure 9 gives the complete version of the code in JADE for this sender agent. The sender sends the message 'Do you hear me?' to the agent Peter in English and uses a simple-dialogue-ontology in the message. The sender also receives an acknowledgement from the receiver. The receiver agent receives the message sent by the sender and sends the acknowledgement back to the sender as shown in Figure 8 .
Running the MAS
To run the above MAS we need to specify the names for the agents Sender and Receiver and run them in a java environment in the format: java jade.Boot Jack:Sender Peter:Receiver
The output will be: Jack sent a message: Do you hear me? Peter replied to Jack by: Yes Jack: I got your reply which is Yes
Conclusions
The JADE programming platform saves a lot of effort in agent programming by means of hiding all the complicated jobs behind users. Easy-to-use is one of the most significant features of JADE. It has been designed to simplify the management of communication and message transfer by making transparent to the developer the management of the different communication layers used to send a message from an agent to another agent. The effect of this feature is to make faster the development of applications. JADE reduces the application development time in relation to the time necessary to develop the same application by using only Java standard packages.
This article describes the basic concept of JADE and illustrates the use of JADE in the development of MAS. There are many other features of JADE not described in this article, reply.setContent( "Yes" ); reply.addReceiver( msg.getSender() ); msg.setLanguage("English"); msg.setOntology("SimpleDiaglogue-ontology"); send(reply); System.out.println(getLocalName()+"reply to"+msg. getSender()+"by: Yes"); } but which are equally significant. For example, JADE simplifies the development of applications that require negotiation and co-ordination among a set of agents (JADE DF and AMS), where the resources and the control logics are distributed in the environment. Another example is that JADE agents can be easily programmed to initiate the execution of actions without human intervention, but just on the basis of a goal and state changes (JADE Behaviours). This feature makes JADE a suitable environment for the realisation of machine-to-machine applications, for example, for industrial plant automation, traffic control and communication network management. JADE provides a homogeneous set of APIs that are independent of the underlying network and Java version. It in fact provides the same APIs both for the J2EE, J2SE and J2ME environments. This feature allows application developers to reuse the same application code for a PC, a PDA or a mobile phone.
As described by FIPA communities, 10, 11 many issues need further investigation to be carried out on the FIPA standard and then possibly to JADE, such as agent modelling, agent methodology and security. Since JADE is an open-source that involves contributions from JADE developers and the JADE user community, this user-driven approach will guarantee its usefulness. We believe that JADE will become more powerful and more popular in the agent communities.
