Biomedical signals are stored in many different data formats. Most formats have been developed for a specific purpose of a specialized community for ECG research, EEG analysis, sleep research, etc. So far none of the existing formats can be considered a general purpose data format for biomedical signals. In order to solve this problem and to unify the various needs of the various biomedical signal processing fields, the so-called General Data Format for biomedical signals" (GDF) is developed. This GDF format is fully described and specified. Software for reading and writing GDF data is implemented in Octave/Matlab and C/C++ and provided through BioSig -a free and open source software library for biomedical signal processing. BioSig provides also converters from various data formats to GDF, and a viewing and scoring software.
INTRODUCTION
Biosignals are currently stored in a wide variety of different data-formats. BioSig -an open source software library -supports approximately 50 different data formats [1] . Many data formats have been developed by commercial companies, research groups and standardization organizations. Furthermore, some scientific data formats like HDF, netCDF and CDF should be mentioned, however these are not sufficient to store biomedical signals in an unambiguous manner. An overview is provided at [2, 21] . The BioSig project [1] supports more data formats (currently ca. 40) than any other software project in the field, and provides also converters for a number of data formats [16] . A detailed comparison of about 20 data formats for biomedical signals (those with an public available specification) is available, too [20] .
Most of the data formats addressed just some specific needs, but none was flexible enough to address new needs in the field of EEG recordings and Brain-Computer Interface research. Therefore, version 1 of the General Data format (GDF) [3] has been developed, and was successfully implemented and used in BCI research. It provides a common coding scheme for events, and supports many useful features (different sampling rates and calibration values for different channels, an automated overflow detection, support of different data types, encoding of filter settings etc.), that are only partly implemented in other formats. Within the recent years, new requirements became apparent. In this report, Version 2 of the GDF is described. Briefly, it addresses the need for
• Subject specific information (gender, age, impairment, etc)
• Recording location, identification of recording software, etc.
• Possibilities for storing the electrode positions in spatial coordinates, electrode impedances, etc.
• More efficient encoding of date and time, physical dimensions, filter information • Non-equidistant (sparse) sampling The structure of GDF v2.0 is similar to EDF [4] , GDF1.x [3] and EDF+ [5] , all of them have a fixed header with 256 bytes and a variable header with 256 times "number_of_channels". Moreover, GDF v2.0 supports storing events (annotations and markers) and non-equidistant (sparsely) sampled data. Based in the version identification field (first 8 bytes), it is easy to write software supporting all formats simultaneously. This is also demonstrated by the BioSig project [1] , which provides the prototype implementation for Octave/Matlab as well as C/C++. Support for other programming languages (like Python and Java) is under consideration.
With GDF v2.1 the (free header) has been changed to a structured header (Header 3). The structure of header3 is based on a Tag-Length-Value structure and contains optional fields, not defined in any of the other fields. Each tag may occur at most once. Currently, the description of the userspecified description of event codes (tag=1) and information related to the BCI2000 system (tag=2) are defined; tag=255 can be used for arbitrary information (former free header). All other flags are reserved for future use (Table 10) .
SPECIFICATION
The general data structure is defined in Table 9 (see Annex) . An GDF file consists of the following five components: the fixed header or header 1 (with 256 bytes) is mandatory, the variable header or header 2 containing channel-specific information (number-of-channels times 256 bytes), the TLV header or header 3 contains optional information, the data section, and the table of events. Header 2 can be empty, in case that no channel information is stored (e.g. in pure event files). 
<=1
The sections are described in more detail in Table 9 (see Annex). The issues were considered during the design of the data format.
1. Data is stored in little endian format. However, BioSig [1] supports also big-endian platforms by converting the data internally. 2. The Version field is of type char [8] and is stored at the beginning of the file. The present specification requires "GDF 2.10". This field is used to provide upwards compatibility with past and future versions of GDF. 3. The patient identification field is 66 bytes long (instead of 80 bytes in EDF [4] , EDF+ [5] and GDF 1.x [3] ). This fact is justified, because in EDF and GDF 1.x rarely all 80 bytes are used. In EDF+ [5] 14 bytes of this field are used for encoding Gender and Birthday; GDF 2.0 stores this information elsewhere (the gender is encoded in byte 88 and the Birthday is binary encoded in bytes 177-184). Therefore, the PID field is reduced by 14 bytes. The remaining 66 bytes contain the patient identification code, the patient name, the patient classification. The use of any remaining bytes is not specified. Each field is separated by and must not contain a space (ASCII 32) character. Empty fields are encoded by the single letter "X"; For reasons of privacy protection, we recommend not to include the real patient name. . Jan 0000. Jan 1 st , 1970 is day number 719 529. Conversion of this integer into a double (with 52 bits mantissa) does not result in round-off errors for the next 800 years. Only in the year 2800, the last bit will be lost which results in a time resolution of 40µs instead of 20µs for another 2800 years. Accordingly, this date/time format sufficiently accurate for storing the starting time and birthday information. The starting time of the recording is stored n bytes 169-176, the birthday of the subject is stored in bytes 177-184 for obtaining the subjects age at recording time. However, for privacy protection, the birthday could have been modified up to 1 year. The date-time conversion can be implemented in the following way:
11. The length of the header is defined in the field "number of blocks (each 256 bytes) in the header record". The number of blocks must be at least (1+NS). The number of data blocks beyond (NS+1) are used for header 3. 12. Equipment Provider Identification is is defined as 8 byte code. Application for codes should be addressed to the author. 13. Technician ID and Lab ID have been moved to header 3 (tag 6 and 7). The IP address of the recording equipment is also included in header 3 (tag 5). 15 . A "record" is a data segment with a fixed length as indicated in the field "Duration". The number of data records is of type int64 (8byte); the duration of data records in seconds is a rational number consisting of the numerator (uint32) and a denominator (uint32) (together 8byte). The number of channels is of type uint32 (4byte). 16. The field "NS" indicates the number of channels. 17. The "label"-field contains the description for each channel. It is recommended that the labels follow existing standards (e.g. [11, 12] ) whenever possible. The transducer type describes the sensor type. There exist already some standards for encoding of the channels and transducers (e.g. EN1064 [10] and [11, 12] ). Currently, the encoding scheme is not complete. Therefore, these fields are ASCII-encoded. However, this might change in future. 18. The Physical Dimensions are encoded with a 16 bit integer number according to The Annex of the File Exchange Format (FEF) for Vital signs [11, 12] . The Physical Dimensions are encoded according to [11] ( Table 5 . The decimal factors are encoded as offsets (using the 5 least significant bits) according to Table 6 . For example, the physical dimension "µV" (microVolt) is encoded as 4256 (Volt) + 19 (micro) = 4275. 19. Physical minimum and maximum are stored as IEEE floating point numbers with double precision (8 bytes) instead of char [8] (=8*ASCII).
20. Digital minimum (DigMin) and maximum (DigMax) are of type "float64" and shall not exceed the range of the data type (see Table 7 ). This field has 52 bits significants, therefore all integer numbers up to 52 bits are stored in its full precision. In order to support quality control and support an automated overflow detection [6] , the value of digital minimum and maximum should indicate the overflow (saturation) values of the recording system. Moreover, a sample value not within the interval between DigMin and DigMax indicates an invalid measurement Table 7 ) of each channel is stored in the variable header after "number of samples per record".
25. The X-Y-Z coordinates of the EEG electrodes are included in the variable header. The coordinates of the references and ground electrodes are included in the fixed header from bytes 213-224 and 225-236, respectively. All positions should be stored in a coordinate system according to [9] . 26. With GDF version 2.19, the last 20*NS in the variable header 2 (bytes 256+236*NS .. 256+256*NS) are redefined. For version < 2.19 the impedance of the electrode will be stored in compressed form in 1 byte. For this purpose, the digital value will correspond to the impedance according to the following formulas.
This allows to store the value of the electrode impedance with less than +-5 % relative error. DIGVAL is 255, if the impedance is undefined or larger than 2^(254/8)=3.9 GOhm.
With version 2.19 and later, this area is used for context-and channel specific information (see Table 8 ). If the channel stores voltage data, (physical unit with base code 4256), the impedance of the electrode will be stored in float32 number. If the channel contains impedance values (physical unit "Ohm, physical dimension with base code 4288), the probe frequency is stored as a float32 number. Unknown values should use NaN (not-a-number). The unused bytes of header2 are reserved for future use. Table 5 ). 32. The next four bytes contain a floating point number representing the sample rate associated with the event position. Dividing the event position (and duration) by this value yields the position (duration) in seconds. 33. Then the position of all events is saved in 32-bit integers using a one-based indexing (position of first sample is 1, not 0), followed by the event type as 16-bit integers. The encoding of the various event types is defined in Table 11 (see Annex) . If the mode of the event table has value 1, each event is defined by the event type and position {TYP,POS}. In case the mode of the event table is 3, the channel number associated with each event (a value of 0 indicates the event refers to all channels) and the duration of the event are included too {TYP,POS,DUR,CHN}. If the channel number refers to a non-equidistant (sparsely) sampled channel and the event type is 0x7fff, instead of the duration the value of a the sparsely sampled channel is represented. The scaling (Physical and digital minimum and maximum) applies to the sample value. 34. The information about the recording device is stored in the header 3 (tag=3) contains the name of the manufacturer, the model name, the model version, and the serial number. Each of these for fields are a zero-terminated string. If some field is not used, only the terminating zero is stored. 35. Some sensor (like MEG) have not only a position but require also an orientation for its full characterization. The orientation of such sensors can be stored (header3, tag=4) as an 3 x NS array of float32 [IEEE754]. 36. The time zone information can be stored in bytes 254 and 255 as int16 number starting from Version 2.40. This field is mandatory for V2.50 and later. The time zone information is stored as time offset in minutes to UTC, e.g. for Berlin, its +60 in winter and +120 in summer. It applies to the startdate/time as well as to the timestamp information in the event table. The starttime and all timestamps are stored in the GDF representation of its localtime. This is comparable to SCP-ECG (see [10] , section 1, tag 34). 37. In order to provide a lossless conversion of data in SCP format [10] ,. GDF v2.50 and later can store the SCP Section 7-11 in the optional GDF Header 3 (tags 9-13)(see Table 10 ). The SCP sections are stored without its 16 byte "Section ID Header". The detailed specification of these sections is described in [10] . 38.
Table 8: Sensor-specific information. Depending on the data/transducer/sensor, the following information is added in the sensor-specific field (last NS*20 bytes in header 2). The context is determined by the physical dimension (see

Type of data
RECOMMENDATIONS AND REMARKS:
GDF v.1 defined also data types of bit lengths e.g. bit 1, bit7, bit 4 etc. However, this has not been much of use. Furthermore, it complicated software development. Therefore, the use of bit-types is discouraged in GDF v.2.
The event table is defined only, if the number of records is known. Consequently, no event table can be stored in an ongoing recording, because the number of records is usually not known (NRec = -1). The event table can be only written to the GDF file, once the recording length (i.e. data size, number of records) is known (often only after the end of the data acquisition).
The begin and end of an event can be stored in two different ways, either in {TYP, POS} (event table mode=1) or with {TYP,POS,DUR,CHN}. In the former case, the begin and the end is stored in two separate event entries, while the end (offset) of the event is encoded with the highest bit set, i.e. or-ing the type of the start event with 0x8000.In the latter case, the end of the event is at the position POS+DUR.
Non-equidistant sampled data can be stored, too. For this purpose, an additional channel header must be defined, and the corresponding sampling rate must be set to zero. The actual samples are stored in the event table, and the channel information must contain the corresponding channel number, then the 32 bit duration field is used for the actual sample value. T he data type must correspond to the value of GDFTYP of the respective channel, and must not contain more than 32 bits. Preferably, the data type should be of type uint32. Intermittently sampled data (on/off periods) can be stored either as non-equidistant sampled data (described above), or as fully sampled data where the values is not within the interval between DigMin and DigMax when the sensor is off. The format definition of GDF is nearly as simple as the definition of EDF [4] , as can be seen in Table 9 . The use of binary encodings enables a more compressed representation; accordingly, more information can be stored within the header information. This enables a higher accuracy (e.g. in date and time information) and additional information can be stored without extending the header size.
The proposed format specification was successfully implemented in C/C++ as well as an M-file which can be used with Octave (>2.9.12) and Matlab® (>6.5). The software implementation requires only minor changes to upgrade from EDF, BDF or earlier GDF to GDF 2.2x. The software is available "online" (see BioSig -an open source software library for biomedical signal processing [1] ) and is "free" under the terms of the "General Public License" (GPL) [7] . BioSig demonstrates also how different data formats can be simultaneously supported. This demonstrated how a smooth upgrade to the more feature-rich GDF file format can be implemented, without breaking backwards compatibility and without additional workload for the user.
DISCUSSION AND CONCLUSION
It is reasonable to say that GDF provides a superset of features from many other data formats. GDF v2.10 includes support for, user-specified event description (like in EDF+ and BrainVision format), manufacture information (like in SCP [10] and MFER [19] ), and the orientation of MEG are supported. Accordingly, GDF v2.x is (upwards) compatible to most other data formats; this means biosignal data from other formats can be converted to GDF without loss of information. Routines Table 7 ) 256+220*NS NS*4 uint32*NS Sensor Position XYZ added 256+224*NS NS*12 float32*NS*3 Sensor specific information (see Table 8 ECG events 0x0501 ecg:Fiducial point of QRS complex 0x0502 ecg:P-wave 0x0503 ecg:Q-point 0x0504 ecg:R-point 0x0505 ecg:S-point 0x0506 ecg:T-point 0x0507 ecg:U-wave ### 0x____ OTHER 0x0000 No event 0x7FFF non-equidistant sampled value
