This issue includes seven research papers that deal with a range of software quality topics. The first three papers deal with the related and crucial issues of failure recovery, defects and testing. This is followed by papers on design patterns and process patterns. The final two papers in this issue are concerned with the disparate topics of Web applications and research methodologies.
evolving software systems', Clemente Izurieta and James M. Bieman report on the ageing of design patterns in three object-oriented systems. The authors found no evidence of design pattern rot in the systems they studied but did find considerable evidence of pattern decay due to grime. They suggest that refactoring techniques could be used to contain grime and so reduce or alleviate design decay.
Continuing with the theme of patterns, the paper 'Practical experiences in modeling software engineering practices: The project patterns approach' by Javier García Guzmán, Diego Martín, Julián Urbano and Antonio de Amescua presents a framework for managing process patterns. The framework can be used to record previous experience, development methodologies, reference frameworks and lessons learnt. The authors suggest that knowledge of process work flow and product flow facilitates the learning and adoption of new practices.
Much of the software development performed nowadays is concerned with Web applications. In 'Hierarchical availability analysis of multi-tiered Web applications', Jijun Lu and Swapna S. Gokhale propose an analysis methodology to determine application availability. The authors suggest that the methodology could be particularly valuable to Web sites for which discontinuity of service is unacceptable, such as e-commerce sites.
The final paper in this issue deals with research methodology. In 'Influence of confirmation biases of developers on software quality: an empirical study', Gül Ç alıklı and Ayşe Başar Bener explore the tendency of people to seek evidence to confirm their hypotheses rather than to falsify them. This implies (they suggest) that developers tend to perform unit tests to show that their programs work rather than to show that they do not. This finding has ramifications for the allocation of staff during systems' testing.
As there is such a wide range of topics in this issue, I do hope that you will find articles of interest. The diversity of articles is partly due to the decision of our publisher, Springer, to increase the number of pages in each issue. This should shorten the publication turnaround. I would like to encourage you to take advantage of this reduced publication lag and submit your research for publication in future issues of the Software Quality Journal.
Another change that I am happy to report is that in future the Software Quality Journal will publish a number of short invited impact papers which will present updates on specific topics and recent associated challenges in the field. I believe these papers will be both influential and will offer great value to the wider community of computer science academics and our industrial colleagues. I would also like to encourage more submissions of systematic literature reviews. Such reviews have been undertaken very diligently during the past decade thanks to Professor Barbara Kitchenham's work on raising awareness of the processes involved. It is clear that systematic literature reviews can be very illuminating and offer new insights which other analyses may miss.
As always, I would be interested to know whether you have any suggestions or comments on this issue. Please send your thoughts to rachel.harrison@brookes.ac.uk.
