Web-enabled databases developed in the late 1990s to help organise large web sites and allow data capture via browser-based forms. By enabling users outside a closed network access to a central database, they permit greater flexibility than traditional 'client-server' systems. Accordingly, web-enabled databases introduce a new tool for epidemiologists, permitting direct data capture at source and thus avoiding many of the delays and errors arising from paper forms and manual data entry. In addition, real-time data collection permits sophisticated decision support and reporting, and thus improved project co-ordination and participation. Nevertheless, the technology is complex and the development of a web-application requires an attention to information technology project management equal to that of the scientific trial or investigation. The potential and problems of web database applications are illustrated by a bespoke system ('PathMan') developed by the Veterinary Laboratories Agency of the United Kingdom Department for Environment, Food and Rural Affairs to manage a large multi-site study investigating the pathogenesis of bovine tuberculosis in England and Wales.
Introduction
A persistent difficulty in animal health investigations is their management when they involve a large number of participants and sites. A common example of such complex, multi-site studies are intervention or clinical trials, where data is collected ('captured') at the farm or clinic level. Traditionally this occurs through specifically designed paper forms, which are completed by the farmer/veterinarian/owner who then returns them to the study organiser. The data on these forms are then manually entered into a computer, either directly into a spreadsheet or into the fields of a specifically designed database form.
Although this is a tried and tested methodology, it does carry several practical problems, the most serious of which is the inability to detect errors in the completed paper forms until during or after they are entered into the database. Many times these errors are simply due to a minor misunderstanding on the part of the person completing the form, but for whatever reason, they may seriously degrade the worth of the particular study. This is particularly so if the errors are not detected until several years after the form has been completed, and thus it is impossible to make corrections due to, for example, memory lapses, loss of records or changes in staff. Even if the errors are identified in time, there is still the considerable waste of effort and resources in returning the form to its source, and clarifying any problems.
Currently in England and Wales there is substantial research being undertaken into the causes and control of Post-mortem examination bovine tuberculosis (BTB), and more particularly, into the relative roles of infected badgers and cattle in the persistence of the problem in herds in certain parts of the country (3) . The main activity is a large field trial in which the effect of three badger removal treatments on the local incidence of BTB is being compared. In addition, a number of specific research projects have been commissioned, many of which focus upon the pathogenesis of the disease in cattle (5) . While most of these are based upon experimentally infecting animals, complementary field investigations to examine naturally infected cattle are also being undertaken. The first of the latter, which began in 2002, is examining in detail 400 infected or suspect animals, and from them a wealth of epidemiological, pathological, immunological, bacteriological and clinical pathological data is being recorded. The complex logistics and multi-disciplinary nature of the project require that activities be undertaken at a number of laboratories, and in 
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The difficulties of undertaking such a complex study, both in terms of data capture and project co-ordination, were identified even before the project was first proposed. Consequently an innovative approach was sought, one which organised the project round a 'web-enabled database'. Here the authors describe the technology behind such databases, illustrating this with a description of a bespoke application ('PathMan') developed by the United Kingdom Veterinary Laboratories Agency (VLA) to manage the BTB pathogenesis project.
Web-enabled databases -key concepts
Web versus client-server database systems
The basic concept and the advantages of web database systems can best be illustrated by describing the evolution of the main database systems (Fig. 2) . The first of these was 'one-tiered' whereby terminals connected users directly to a central mainframe computer. These terminals had direct connections to the mainframe, but lacked any processing capacity, being simply a console and a keyboard, and therefore 'dumb'. Such systems thus placed a great burden on the central computer, not only to run the programs and manage the data, but also to carry out a significant amount of work on behalf of the terminal, such as formatting data for display. In the 1980s, two technical developments -the introduction of personal computers (PCs) and high-speed data transmission along established cabling -meant that both processing and access could be 'decentralised' via a local area network. The mainframe could therefore be replaced with a smaller (and cheaper) 'server' and the terminals with a network of PCs ('clients') ( Fig. 2b) .
Client-server database systems differ from the one-tiered mainframe-terminal architecture in that the client's workstation or PC does not have a permanent connection to the database server, but must first establish a connection over the network. Furthermore, the client machine has processing capacity, and undertakes pre-processing of the data, to a greater or lesser extent, before transmission to the server. If a considerable amount of 'client-side' processing is undertaken (a 'thick' client), such as applying validation rules, then the client machine has to have loaded a specific application, which needs to be kept up-to-date and must have adequate processing capacity to support this. Both of these problems can be avoided by having the database server undertake all the validation and 'business logic', but this puts a lot of strain on the database server,
875 a) One-tiered mainframe based systems with all component parts closely integrated and users accessing the database directly through terminals without processing capacity b) Two-tiered client-server systems with the database management system resident on a dedicated server that delivers the required data following a request that has been pre-processed on a client personal computer or workstation c) Three-tiered web database system in which the transfer of data is handled by a web server, and in which the data transfer is over either the Internet or a secure Intranet whose processing speed and capacity can become a serious bottleneck, making this an impractical option for all but the smallest networked databases.
This intrinsic weakness of the two-tiered client-server architecture became more and more apparent in the late 1990s as database systems began to deploy hundreds (or thousands) of end-users. This problem of 'enterprise scalability' led to the development of a three-tiered architecture, whereby the majority of the processing of the data performed on the client machine in two-tiered architecture is given to an intermediate tier, the 'application' server. This means that the client machine only requires handling the user interface, and thus does not overload the database server. The development of three-tiered design occurred almost simultaneously with the enormous growth of the World Wide Web. Quickly it was appreciated that this architecture maps naturally to the web environment, with the web browser acting as a 'thin' client, and a web server acting as an application server (Fig. 2c) .
Nevertheless, web-based database systems have a considerable number of disadvantages, particularly the relative crudity of the browser as a user interface, which was initially designed to display only text and raster images; the latter cannot be scaled (resized) up without loss of apparent quality. A further problem is that the interaction between the browser and the web server is 'stateless', meaning that after the latter sends a browser a file, it 'forgets' this transaction and moves onto the request from the next browser in the queue. This is problematic for the database server, where the preferred interaction is the 'session', where the client logs on and has an open communication with the database until logging-off.
Because of these problems, web-enabled databases would have been, on their technical merit alone, an unlikely choice as the preferred three-tiered solution. Nevertheless, they possess one over-riding advantage over traditional client-server systems, in potentially enabling access to the database to users outside the network of an organisation. This allows enterprises to develop a single database system which is accessible for employees within the network (via an 'intranet'), as well as permitting access to other organisations and individuals outside of it, who become 'extranet' users. Currently one of the most common methods for extranet users to gain access to web-databases is via a password protected 'dial-up network', using the telephone system by means of a modem. Whilst this is a secure system, it is nevertheless slow and restricts users to a 'stand-alone' machine that is not on their own internal network. Methods of enhanced extranet access, using, for example, Extensible Markup Language (XML), are currently one of the main areas of web development.
From web pages to web database applications
Although building a full web database application to manage a project is an ambitious undertaking, requiring advanced computing skills, understanding the principles of the technology is not difficult. As with the previous discussion of database architecture, this is best done schematically, demonstrating the problems which web-databases resolve as compared to simple web pages (Fig. 3 ).
The simplest web sites consist of one or more independent pages, each being a separate file, identified by a '*.html' suffix. These pages are written in Hypertext Markup Language (HTML), a simple high-level language that was designed for the display of text and 'hypertext'. The essence of HTML is the use of 'tags' that tell the browser how to display the text. Thus, text surrounded by the 'H2' tag will be displayed as a second-level header, probably of bold type and a medium size font, though not as large as text with an 'H1' tag. Similarly, the Hypertext Reference ('HREF') displays the text as underlined hypertext, and contains a reference to another web page identified by a universal resource location, the familiar http://www.…/. If the hypertext is clicked, then the browser will request a download from this second page, using 'hypertext transfer protocol' (HTTP). The HTTP is a very simple protocol, operating on a basic 'request-response' communication between the browser (which requests a page) and the web server, which responds by sending the HTML document over the quickest available network for display. One of the reasons that this is a very efficient means of information transfer is that the web server needs no 'memory' of previous requests, each request from the same browser is treated as a new one, even if it is only several seconds after the previous one.
One of the earliest challenges to simple web sites occurs when the pages contain information that is constantly changing, such as the prices of laboratory tests. Although the task of updating the HTML is easy if all the prices are contained together in a table on a single page, the process becomes more difficult if the price data is interspersed, such as at the bottom of a description of each test. It becomes even more problematic when different people in an organisation author each page, because some of them may update the pricing information more assiduously than others. The obvious answer lies in keeping this data in a central file, which may simply be a spreadsheet, wherein the relevant cell containing the specific price is referenced within the page (Fig. 3a) . Thus, each time a change is made in the spreadsheet, it automatically 'updates' the web page. This separation of the data presentation layer (i.e. the web page) from the data itself is one of the key concepts of web-databases.
Irrespective of whether a web page is drawing information from a data-store or not, in the example discussed above, the display of the information will only be affected by the type of browser. A refinement is to modify the content, customising it according to the specifics of the client machine, such as their location or whether they have accessed the site before. For example, an international laboratory supplier based in Mexico might want to automatically show prices in the local currency, and not in pesos. Even without requesting the viewer of the page to provide information about their locale, it is possible to obtain a best guess by having the web-page check the default settings of the browser. Thus, if its default language is 'English (United Kingdom)' then the prices need to be converted to pounds. The current rates of exchange between pesos and a range of currencies could be stored and updated in a file (such as another Excel spreadsheet) and sent to the browser where a piece of code ('script') might determine the correct currency into which the prices should be converted for the display. Executing code, (i.e. carrying out the sequence of instructions that the code represents) within the browser is referred to as 'client-side scripting', the alternative being if it is run on the web server, i.e. 'server-side' scripting.
In the example of a web page showing prices, all the information flow is one-way, from server to client. During the early development of the Web, the requirements of e-commerce for on-line booking and purchases gave impetus to the development of techniques for capturing data from browser users. Constructing a form with input text boxes is relatively easy in HTML, but without checks ('validation'), many errors will occur, due to misunderstandings and poor typing. This validation may occur on the client side when the 'submit' button is pressed, such as checking that mandatory fields have been completed, and that dates of birth are not in the future. Nevertheless, client side validation requires that the browser has the capacity to run ('interpret') the code, and this exposes one of the weaknesses of the Web, in that if the client machine has a browser that cannot handle the code, then the process cannot proceed. This is an advantage of server-side validation, wherein there is no dependence on the type and version of the browser. An example of the use of client-side scripting is an on-line form, such as might be used to register delegates wishing to attend a conference or course (Fig. 3b) . The form is downloaded and completed and then submitted back to the web server where validation checks are run. If everything is in order, then a specific script on the web server will send the data to a data-store, which can be a database, but could be a simple text-based file system. However, if errors are found, then the form is automatically returned to the browser, with the correct fields populated from the data source, with a message indicating that the user only needs to complete anew the empty fields.
a) a simple static web page in which information is displayed in the browser after it is 'requested' from the web server b) a more sophisticated web page which enables users to enter data into a browser displayed form and 'submit' this to the web server, after which it is stored as text-based files c) a true web 'application' in which the pages for display are threaded together and can draw their content from the database before being sent to the browser. Integration into the email system is an example of an optional 'enhancement' which makes the application more functional The four processes already mentioned, i.e. reading from and writing to a database and client-and server-side validation, are the same building blocks that are needed for a web-database, and if few users are anticipated, one might be constructed as indicated. However, if there is a large number of users and/or number of pages, then a more sophisticated approach is required, one that threads the individual web-pages together and prevents excessive delays in reading and writing to the database. This is precisely the concept of a 'database-driven website' or a 'web-database application', which makes extensive use of client-side scripting to achieve these ends (Fig. 3c) . For example, a web-database application must include a method of identifying that a single user making repeated requests for pages and submitting forms is a single 'session'. The application must also frequently inter-link with the email system to send out messages, such as alerting users to check a web-site for updates.
Once the main concepts of web-databases were defined, progress was rapid and by the late 1990s several alternative, but relatively mature, technologies for their development and implementation were available. The ones that have proved most enduring are 'active server pages' (ASP) (*.asp) and 'hypertext pre-processor' (PHP) (*.php).
Both are based upon client-side scripting with the code embedded in the HTML, but ASP is commercial and PHP is open source (i.e. available to the general public free of charge) and they also differ in their preferred operating systems (Windows versus Unix) and preferred scripting language (VBScript versus PHP). Each has its advocates, but as is so often the case with software-use decisions, more will depend on the local information technology infrastructure and support than the actual technical advantages of competing products.
The PathMan decision support system
The construction of a web-based application permitting on-line data capture was planned as an essential component of the VLA BTB pathogenesis project, such that no processing of animals and samples was to commence until it was in place. Although the application was developed pragmatically, basically it followed the 'rapid application development' (RAD) paradigm, based upon prototyping and early user evaluation (4). This was considered the most appropriate development strategy as this was then new technology for users, and it was felt critical to obtain their feedback as early as possible, using this to guide modifications to the prototype. In accordance with the RAD approach, a small team carried out the development with the continuous close involvement of the scientific project leader, who was considered the 'owner' of the application. Four phases are identifiable in the 'life-cycle' of the application, shown schematically in Figure 4 .
Phase 1: Requirements planning and process mapping
The first phase involved detailed 'requirements planning', aiming to clearly establish the purpose of the application, and to relate it to the physical processes of the project. This phase closely involved key representatives of the main components of the core parts of the project, the preferred method being a series of structured workshops in which a process -such as the identification of an animal suitable for the study -was tracked and the critical stages identified. These workshops were kept as small as possible, and did not always involve all users, especially if sample processing was relatively straightforward. Nevertheless, their input was sought, through a number of face-to-face meetings.
The output of these planning meetings was a number of flow-charts ('process maps') identifying the actual steps of animal or sample processing and inter-relating this to the data that needed to be captured by the system. An important design feature was to work within established procedures, and wherever possible not replicate data entry. For example, the processing of tissues for culture of Mycobacterium bovis is complex, as it extends over two months and requires a sophisticated process control. Nevertheless, for the purpose of the project, the only data required was when the samples began to be processed and after the culture was complete (Fig. 5) .
A second objective of the planning phase was to obtain from potential users details of the nature of the data to be captured (numeric, character, binary, date etc.), 'best guesses' as to permissible values of the data, and opinions of the 'look and feel' of the on-line forms. This was then used to construct 'mock-ups' for the data capture forms, both on paper, and then as a final step, as prototype HTML pages.
Phase 2: Application construction
The second phase involved the construction of the database and the coding of the application. The core entities of the data model were a hierarchy of farmanimal -sample test, and the resulting database was implemented in Microsoft Structured Query Language (SQL) Server 7.0 (http://www.microsoft.com/sql/). This was chosen over, for example Access, on account of the number of concurrent users, the requirements for a high level of data security and integrity and the more efficient handling of queries resulting in reduced network traffic.
The application was developed using ASPs, to run on an internet information server, a web server designed to run under Windows NT 4.0. The default browser was assumed to be Internet Explorer 5.0, as it was found in the planning stage that this was either used or was intended to be used by the majority of application users. Visual InterDev 6.0 was the principal development tool for coding the application.
The development of the application took place over four months and involved a team of four persons: a (scientific) project leader, a lead developer, an assistant developer and a system tester. Prototype ASP pages were quickly constructed based upon the details provided in the planning stage (Fig. 6) . This prototype was then rigorously tested for system errors by 'seeding' the database with data about a hypothetical animal and following its processing through all stages. Simultaneously, requirements were re-evaluated in light of progress and the potential of the technology, but suggested changes were only implemented if they did not impact excessively on the prototype. In general, the development of the application proceeded well and was substantially completed within three-months. The major difficulty encountered was when inadequate or incorrect details were obtained during the planning phase. For example, the handling of the tissue samples for histology proved more complex than initially realised and additional meetings were required to clarify these processes.
During the development of PathMan in 2001, animal selection and processing was delayed by the United Kingdom foot and mouth disease (FMD) epidemic. This did, however, provide an opportunity to enhance the system by expanding the decision support functions of the application. Originally these were to be restricted to critical steps where rapid decisions by project participants were required, e.g. the 'booking' of a post-mortem examination of experimental animals and re-sampling of blood from animals when delivery to the processing laboratory was not possible within 24 h. It was, however, possible to expand the decision support to all the project activities, so that project participants would be 'guided' through the processing of animals and samples within their area of activity. 'PathMan' screenshot, showing the 'overview' screen which acts as a decision support system, in that it prompts the user when a decision needs to be made at each stage of the processing of the samples Clicking on the 'GO TO' symbols takes the user to the appropriate data entry page, and the red rather than the yellow colour indicates that data entry is overdue For example, graphical symbols were introduced to identify when a task was required or when data was overdue for entry. An example of this decision support is shown in Figure 7 .
Phase 3: Application deployment, user evaluation and training
The third phase involved the deployment of the final prototype (the 'working' version) onto the network to enable end-user evaluation. This, nevertheless, proved to be problematic. Firstly, web-databases were then new technology to the IT Department at the VLA, and deployment required the introduction of a web server and the adaptation of some existing network procedures, especially those involving network security. Secondly, a major group of users (the State Veterinary Service) were still coping with the FMD crisis and were undergoing a major IT system upgrade. Finally, persistent problems were encountered in establishing stable dial-up connections for the two extranet users. The end result was that over six months elapsed before all the components of the application were fully functional. This disrupted user evaluation, which had been planned to occur in a systematic manner following a small number of animals in real time through initial identification to final sample processing. Although various attempts were undertaken to overcome this, ultimately full user evaluation was only possible during training sessions and once the project went 'live' in April 2002.
Phase 4: Maintenance and enhancement
A number of problems were encountered with the system during the first six months. Some of these may have been avoidable if user evaluation had been more successful, but many application problems only became apparent as hidden complexities in the processes of the project became apparent. A considerable amount of effort for fine-tuning the application was therefore required in the first months of the project. However, a fully stable system was achieved within six months, with only minor modifications required during the subsequent course of the project. Many of these were enhancements providing, for example, feedback reports of key results to project participants (Fig. 8) and a facility to allow 'uploading' of digital photos of lesions, which can be displayed alongside their pathological description.
Discussion
The two main database systems used in animal health are the animal health information system (AHIS) for storing disease-related data at farm or owner level, and the laboratory information system (LIMS) for clinical submissions and test results. Although these systems may range in size from large national databases to small practice or university-based ones, the great majority currently in operation have the traditional client-server architecture. Generally, these systems are tightly built and maintained and seldom have the flexibility to permit modifications to input forms or reports so that they match the needs of a specific investigation or trial. Accordingly, the trend has been to use PC-based database management systems (e.g. 'Access' or 'dBase') to develop project specific databases. Although such systems are an effective solution, it is not particularly efficient, because it may mean that a large organisation has twenty or thirty desktop database systems, each one carrying out many overlapping tasks, such as validating ear-tag numbers and developing look-up tables for breeds of animals. Web-based applications potentially represent a middle course, providing the structure and rigour of a fully developed client-server system, but being able to be customised to the needs of specific users and projects. This proved to be the case with the PathMan system, such that it is difficult to envisage that a scientific project of such scale and complexity could have been effectively managed without it.
Nevertheless, building and maintaining web-enabled database systems is a complex undertaking, and project managers need to carefully consider the advantages and disadvantages before deciding to invest time and money in their development. One of the biggest problems is that the technology is rapidly changing, and any system planned now will almost certainly be out of date within three to four years. Thus, when the idea of using a web-database to manage the BTB pathogenesis study was proposed in 1999, both the concept and its implementation using ASPs were novel (2) . By 2001 web-based systems had become commonplace technology, and by 2003 the ASP solution was already becoming out of date. This pace of change means that developers are frequently learning a new technology whilst they build applications, potentially taking the risk that code will need to be modified many times. Even if experienced developers are employed for an application, problems related to integrating new systems into the existing IT infrastructure are likely to arise. These are all solvable, but impact on delivery times and/or costs. Clearly, building a web-based system to a complex user specification with a tight-delivery date is in many ways a high-risk strategy, with a high probability of failure.
The problem of failed IT projects is not unique to webbased systems, and was a well-recognised phenomenon long before their introduction. Indeed, a highly influential survey conducted in 1994 found that only about 16% of IT projects succeeded (a successful project was defined as one which met the requirements of users and which was delivered on-time and within budget) (1) . Of the rest, 53% were completed and operational, but 'challenged' and a staggering 31% were cancelled. Similar results have been found in later surveys, and indeed, analysing IT project failure has even become an area of considerable research (6) . Such reviews have consistently showed that failure is not principally the result of technical problems, but is instead due to the lack of user involvement, management support and/or inadequate requirements planning. Even with recognition that people and processes are more important than the technology, project failure persists as a reminder that developing web-enabled applications is not an easy task and that there is a high risk that a project will not be successful.
This puts the emphasis back upon a careful assessment of user requirements, such that the focus must be on the project developing an effective 'data management system' rather than a database system, be it web-based or not. Even though this article began with the disadvantages of paper forms and centralised data-entry, for many projects, this may in fact represent the best system of data management. Similarly, in many situations, a client-server system may represent a better solution than a web-based system, such as if all the users are within a network, the data being captured is relatively stable, and the IT Department of the organisation is highly skilled at developing and applying the former.
If, after careful consideration, a web-enabled database system is decided upon as the most appropriate one for the needs of the project, the key issue then must be how to make it succeed, and in this the PathMan project serves as a good model. Critically, the project went through detailed requirements planning before any coding, had a high degree of user input and was developed iteratively (i.e. making improvements in response to user requirements, getting feedback, then modifying accordingly) using a small team with clear lines of responsibility. Nevertheless, mistakes were made in defining end-user requirements, especially as regards the decision-support functions, which entailed costly revisions of the code and a resulting complexity making application maintenance more difficult than it should have been. Furthermore, although the application was developed ontime and within budget, the problems of integrating it within the existing IT system delayed its implementation for an extended period. Indeed, if the start date had not been extended as a result of the FMD epidemic, the network problems would have resulted in the project commencing without the application, placing it within the group of 'challenged' rather than 'successful' applications.
In conclusion, web-enabled databases must be rated an important innovation, considerably expanding the scope of investigators to undertake large and complex projects and therefore to make their research more realistic and practical. It is also, at the present time, a difficult and highrisk technology and its implementation should only be considered if its use has a strong (possibly overwhelming) business case, and project managers are prepared to invest the necessary time and energy to make it succeed. Nevertheless, this is an area of rapid progress, and already one of the biggest difficulties in applying web-databases in their early years -the lack of development tools -is increasingly no longer a constraint. Similar developments, such as the integration of web-systems with existing LIMS and AHIS and the use of recyclable application components, are likely to occur in the future, which will make the technology more and more accessible in the coming years.
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Résumé Les bases de données Internet ont été mises au point vers la fin des années 1990 pour faciliter la structuration des grands sites Web et autoriser la saisie des données à partir de formulaires exploitables avec les navigateurs. Ces systèmes procurent plus de souplesse que les systèmes « client-serveur » traditionnels dans la mesure où ils permettent à des utilisateurs extérieurs à un réseau fermé d'accéder à une base de données centrale. Par conséquent, les bases de données Internet fournissent un nouvel outil aux épidémiologistes grâce auquel ils pourront introduire directement leurs données à la source, évitant de la sorte les innombrables retards et erreurs dus à l'utilisation de formulaires imprimés et à la saisie manuelle. En outre, la collecte en temps réel des données donne la possibilité de créer un système efficace d'aide à la décision et de déclaration des maladies. Elle entraîne dès lors une participation plus active aux projets et un renforcement de la coordination entre ces derniers. La technologie est toutefois complexe. La conception d'une application Internet exige que l'on porte la même attention à la gestion de projets de technologie de l'information qu'à un essai ou une recherche scientifique. Les avantages et les problèmes inhérents aux bases de données Internet sont illustrés par un système qui a été conçu sur mesure (« PathMan ») par l'Agence des laboratoires vétérinaires du ministère britannique de l'environnement, de l'alimentation et des affairs rurales, pour gérer une vaste étude multisite sur la pathogénie de la tuberculose bovine en Angleterre et au pays de Galles. 
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