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Abstract 
Formal specification-based testing is considered as a 
promising approach to automatic testing of programs, 
but it faces a challenge in automatically translating test 
cases generated from the specification into a form 
suitable for testing the program. In this research, we 
address this problem by proposing an automatic test 
script generation method and building its supporting 
tool.  Using the method, a test script including necessary 
test cases in a suitable form and a driving module can be 
automatically generated for running the target program 
under test. We describe and discuss various rules for 
translating abstract test cases in the SOFL formal 
notation into concrete test cases in the programming 
language C#, and explain how they can be actually 
applied in practice with examples. We also discuss the 
tool we have built to support the generation method, 
which includes three major functions: (1) analysis of the 
abstract test cases and the target program, (2) automatic 
generation of a test script for running the target 
program with the test cases, and (3) collection of the test 
results for test result evaluation. Finally, we conclude 
the paper and point out future research directions. 
1. 序論 
高信頼性が求められるようなソフトウェア開発プロジ
ェクトでは多大なコストがかかる．その中でもテストの
占める割合は新規開発の中で統合テストと総合テストを
合わせると全行程の約 30%を占める[1] . また，IPAの形
式手法の適用事例[2][3]から，形式手法を設計の次に多く
テストで利用していることがわかる．形式手法で記述さ
れる形式仕様ではソフトウェアの仕様が数学的，論理的
に記述されるので，テストケースや期待されるテスト結
果を具体的に導出することができる．そのため，形式仕
様が正しく要件定義を表現していると判断されたとき，
その仕様を基にテスト対象のソフトウェアをテストする
ことで，そのソフトウェアが要件を満たしているかどう
かテストすることができる． 
テストのコストを下げるためには，手動で行っている
作業を自動化する必要がある．普通，テストケースの生
成や，予想されるテスト結果の導出は仕様の曖昧性によ
り人手で行うしかない．しかし，形式的に記述された仕
様であれば，仕様の事前条件や事後条件からテストケー
スやテスト結果を導き出すことができる． 
先行研究[4]では，形式仕様からテストケースの生成と
予想されるテスト結果の導出を行う手法を提案している．
その研究ではテストの実行については考慮されておらず，
実際にテストを行うためには手動でテスト対象プログラ
ムを実行する必要があった． 
本論文では[4]の手法で生成されたテストケースをテス
ト対象プログラムに入力し，テストを実行してテスト結
果を出力するテストスクリプトの生成手法の提案，また，
[4]の手法とテストスクリプト生成手法を統合して実装し
たテスト支援ツールについて説明する．  
テストスクリプト生成では，(1)抽象テストケースのテ
スト対象プログラムへの入力，(2)テストの実行，(3)テス
ト結果の回収が課題となる．(1)に対してはテストケース
とテスト対象プログラムの入力の型や構造を解析して比
較する．(2),(3)ではテスト対象プログラムに対して制約
を作ることで対処した． 
本論文では，利用する形式仕様を SOFL形式仕様[5]と
する．また，仕様から実装されたソフトウェアは C#で記
述されているものとする． 
 
2. SOFL 
SOFL(Structured Object-oriented Formal Language)は，プ
ログラムの仕様を数理的，論理的に記述できる形式仕様
言語である．SOFLで記述された仕様では，プログラム
の入出力の型の定義，制約，事前条件，事後条件などが
形式的に記述されるので，これを利用することでプログ
ラムのテストケースの生成や，テスト結果の評価を行う
ことができ，プログラムが仕様に記述された要件を満た
しているかを確認することができる． 
 
 
図１ : モジュールの例 
 
上図では，型とプロセスが一つずつ定義されている． 
 プロセス Payは入力 cの型が PayingCardという新たに
定義された型であり，その型の実態を知るためには type
句の定義を確認する．すると PayingCardは string型と
nat0型の複合型であることがわかる． 
 
3. 先行研究 
 先行研究[4]では SOFL 形式仕様を用いたテストケース
の生成とテスト結果の評価手法を提案している．本研究
で実装したツールのテストケース生成とテスト結果評価
はこの手法を用いている． 
 
3.1. テストケース生成 
テストケースは各プロセスに対して生成される．ここ
では図 1 のプロセス Pay に対してテストケース生成の例
を示す．テストケース生成の際は，入力に関する条件で
ある Guard 条件を取り出す．プロセス Payの Guard 条件
は c.buffer > 100000 and price > 0である．これを満たすよ
うにテストケースを生成すると，例えば，入力 c は
["AAA", 150000]，priceは 10000などになる． 
 
3.2. テスト結果評価 
テスト結果評価では出力に関する条件の Defining 条件
を取り出す． 
図１のプロセス Payの Defining条件は payout = c.buffer 
- price である．前節のテストケースをテスト対象プログ
ラムに入力し，テスト結果として payout = 140000が出力
されたとき，Defining 条件を満たし，プログラムは仕様
通りに実装されたと考えられる． 
 
4. テストスクリプト生成手法 
 先行研究では生成したテストケースを用いたテストの
実行を手動で行わなければならなかった．そのため，テ
ストを自動実行するためには，テスト用プログラムであ
るテストスクリプトが必要になる． 
 
 
図２：テストスクリプトの例 
 
 テストスクリプトの処理は(1)テストケースの入力，(2)
テストの実行，(3)テスト結果の出力に分けられる．図２
の例では１行目と２行目で 3.1節で例に出した(1)テスト
ケースが入力されており，２行目で(2)テストの実行が行
われ，３行目で(3)テスト結果が出力されている． 
 (1)から(3)の処理をするためにはそれぞれ課題がある． 
 (1)ではテストケースが初め，仕様と対応した抽象的な
形式であるため，そのままプログラムに入力できないと
いう問題がある．これを解決するために，生成されたテ
ストケースとテスト対象プログラムの解析をして，入力
の仕様型とプログラム型を取得し，それを比較すること
で，テストケースをプログラムに入力できるか，またど
のように入力するかを判断する． 
 (2)と(3)では，テスト対象プログラム中のどこにテスト
すべきメソッドがあるか，テスト結果が保持されている
かという問題がある．これにはテスト対象プログラムの
記述に制限を加えることで対処する． 
 
4.1. テストケース入力 
 テストケースをプログラムに入力するためにテストケ
ースとプログラムの解析とテストケース入力用のプログ
ラム作成を行う必要がある．次節からそれぞれ解説する． 
 
4.1.1. テストケースとプログラムの解析 
 生成したテストケースをテスト対象プログラムに入力
するためには，テストケースの仕様型とプログラムの入
力の型が正しく対応している必要がある．それを確認す
るためにテストケースとテスト対象プログラムの解析を
する． 
 先行研究の手法では，テストケースはプロセス名，入
力名，型名，テストデータをセットにしてまとめられる．
以下の表に各仕様型のテストデータの表記をまとめる． 
 
表１：テストデータの表記 
型名 仕様型 テストデータ 
数値型 int,nat0,nat,real -1, 0, 100, 2.3 
文字型 char 'a', 'あ', '$' 
文字列型 string "Alice", "Bob" 
真理値型 bool true, false 
列挙型 {<Red>,<Blue>} <Red>, <Blue> 
集合型 set of int {3, 2, 4} 
列型 seq of bool [true, false] 
写像型 mat string to int {"Alice" -> 30, 
"Bob" -> 47} 
複合型 
 
conposed of 
  name : string 
  age : int 
end 
["Alice", 30] 
組型 string * int ["Bob", 44], 
 
 テストケースの解析ではまず，プロセスの各入力に対
して生成されたテストデータの構造を調べる．表１の仕
様型のうち，数値型，文字型，文字列型，真理値型，列
挙型のテストデータはこれ以上分解できない．しかし，
それ以外の型は複数の要素が括弧によってまとめられて
おり，どの値が何に対応したものか分解して調べる必要
がある．テストデータの構造解析は以下の処理に分けら
れる． 
 
 1) テストデータの型が分解できる型か調べる．でき
なければ終了． 
 2) テストデータをカンマによって分解する．（ネス
トに注意する．） 
 3) 集合型，列型の場合は分解して得た各要素を保持
して 1に戻る．写像型の場合は，各要素を-->によってキ
 ーと値に分けて保持し，1に戻る．複合型と組型の場合
は各要素をそれぞれの仕様型の要素名と対応させて保持
し 1に戻る．（表１の複合型の例では"Alice"を nameと
30を ageという要素名と対応させる） 
 
 次にテストデータの型を調べる．表１に記述された仕
様型の場合は問題ないが，それ以外の型だった場合は，
図１の PayingCard 型のように新たに定義された型なので，
仕様を確認して実際の型を調べる．PayingCard型の実際
の型は複合型である．この際，仕様の型定義のデータが
必要となるので，あらかじめ仕様の構造を解析しておく
必要がある． 
 次はテスト対象プログラムの構造を調べる．解析する
プログラムは dllファイルとしてライブラリ化されてい
るものとする．dllファイルにまとめられた C#プログラ
ムの構造を動的に得るためには C#のリフレクションを利
用する。リフレクションの機能は System.Reflectionにま
とめられており、これを利用すると、アセンブリ(dllフ
ァイル)のロード、アセンブリ内のクラスやメソッド、メ
ソッドの入出力の型情報などを参照することができる。 
System.Reflection.Assembly.LoadFile(ファイル名)を実行す
るとアセンブリのメタ情報が得られる。 
 テストケースとテスト対象プログラムの構造を解析し
たら，プロセスの入力の仕様型とそれを実装したメソッ
ドの入力 C#型を比較して，テストケースが入力できるか
確認する．  
 表２のうち，列挙型，複合型，組型はプログラムの実
装の際に新たに作成される型と対応する．列挙型の場合，
仕様に列挙された要素をすべて持つような C#列挙型でな
いとテストケースを入力できない．同じように複合型，
組型に関しても，仕様に定義された要素をフィールドと
して持つ C#型が実装されていなければならない． 
 
4.1.2. テストケース入力プログラムの作成 
 テストケースをプログラムに適応するために対応する
C#型に応じて変換する． 表３にテストケースの変換規則，
表４に変換例を示す． 
 表３のうち，集合型より下の型は，プログラム内で要
素を格納するためのオブジェクトを生成する文が必要で
ある． 表４の写像型の例は列型とのネストになっている．
各要素について見ていくと，キーの型は stringなので変
換無し，値の型は List<int>なのでオブジェクト生成文に
変換する．List<int>への変換で，要素は intなので変換無
しとなる．よって写像型のテストデータの二つの要素の
値をオブジェクト生成文に変換し，最後に写像型と対応
する Dictionariy 型のオブジェクト生成文に変換している． 
 複合型の例では各要素の変換が必要なく，コンストラ
クタを用いたオブジェクト生成文一行に変換している． 
 変換したテストデータはテストを実行する文に直接使
用するが，表３の集合型以下の型ではオブジェクトを保
持している変数名を使う．表４の写像型の例では dic，複
合型では perを使う． 
4.2. テスト実行とテスト結果回収 
 テストの実行とテスト結果回収には以下の問題がある． 
 ・プロセスを実装したメソッドがどこにあるか 
 ・テスト対象メソッドを実行できるか 
 ・テスト結果の格納場所はどこか 
 以上の問題を解決するために， 
 ・プロセスを実装したメソッドが所属するクラス名と
名前空間をそのプロセスを定義するモジュール名と同名
にする 
 ・テスト対象メソッドが修飾子に public staticを持つ 
 ・テスト結果はテスト対象メソッドが所属するクラス
のグローバル変数に格納する．その変数の修飾子は
public static とする．変数名はプロセス名_出力名とする． 
 という制約を設け，テスト対象メソッドの実行とテス
ト結果の回収を確実にできるようにした．テストを行う
際には引数として，前節で変換したテストケースを利用
する． 
 テスト結果を格納する変数の型とプロセスの出力の型
は表２の通りでなければならない．これは，テスト結果
は評価する際に仕様の条件と比較するため，仕様型に変
換する必要があるからである．そのためテスト結果は回
収後に表１のテストデータと同じ形式に変換する． 
 
表２: 仕様型と C#型の対応表 
表３：テストケースの変換表 
仕様型 C#型 変換後の例 
int, nat0, nat,  
char, string, bool 
* 変換無し 
real double 変換無し 
 decimal 2.3m 
 float 2.3f 
列挙型 C#列挙型 Color.Red 
集合，列，写像
複合，組型 
 要素を変換後，オブジ
ェクト生成文に変換 
型名 仕様型 対応する C#型 
数値型 int int, sbyte, long, short, 
double, decimal, float 
 nat0, nat int, sbyte, long, short, 
double, decimal, float, 
byte, uint, ulong, ushort 
 real double, decimal, float 
文字型 char char 
文字列型 string string 
真理値型 bool bool 
列挙型 {<Red>, 
<Blue>} 
定義された全要素を持つ
C#列挙型 
集合型 set of int HashSet, SortedSet, 配列, 
List, LinkedList, Queue,    
Stack 
列型 seq of bool 配列, List, LinkedList, 
Queue, Stack 
写像型 map string 
to int 
Dictionary, 
SortedDictionary 
複合型，組型  複合型（組型）が持つ全
要素をフィールドに持
ち，コンストラクタで初
期化可能な C#型 
 表４：写像型と複合型の変換例 
仕様型：map string to seq of int 
C#型：Dictionary<string, List<int>> 
テストデータ {"Bob" -> [4, 9, 5], "Alice" -> [3, 3, 3]} 
変換後  var d_1 = new List<int> {4, 9, 5}; 
var d_2 = new List<int> {3, 3, 3}; 
var dic = new Dictionary<string, List<int>> { ["Bob"] = d_1, 
["Alice"] = d_2, }; 
仕様型： composed of name : string age : nat0 end 
C#型：実装された新たな C#型 
テストデータ ["Bob", 25] 
変換後 var per = new Person("Bob", 25); 
 
5. テスト支援ツールの実装 
 先行研究[4]での形式仕様を用いたテストケース生成と
テスト結果評価手法と，本論でのテストスクリプト生成
手法を用いてテスト支援ツールを実装した． 
  
 
図３ : テスト支援ツールの構造 
 
 図３はツールの構造を示している．スクロールマーク
は入力，四角は処理，丸は処理で得られるデータを表す．  
 本ツールは XML形式の SOFL形式仕様の FModuleフ
ァイルと，テスト対象プログラムを入力として，テスト
ケース生成，テストスクリプトの生成と実行，テスト結
果の評価を行うことができる．ツールは各機能に対して
フォームを持つ． 
 テストケース生成フォームでは，テストケースの生成
と編集ができる． 
 テストスクリプト生成フォームではテストスクリプト
の生成と，各プロセスに対するテスト用メソッドの編集
ができる． 
 図４のテストスクリプト実行フォームでは右側のボタ
ンでテストスクリプトの実行ができ，実行ログが表示さ
れる．実行時に文法エラーがあった場合は，左側のテキ
ストボックスでテストスクリプトを編集して修正する． 
 図５のテスト結果評価フォームでは，テストスクリプ
ト実行で得られたテスト結果を仕様の条件と比較し，評
価した結果が各プロセス毎に表示され，確認することが
できる． 
 
 
 
 
図４：テストスクリプト実行フォーム 
 
 
図５：テスト結果評価フォーム 
 
 
6. 結論と今後の課題 
本研究ではテスト用プログラムであるテストスクリプ
ト生成手法を提案し，先行研究で実装されたプログラム
と組み合わせて，テスト支援ツールを実装した． 
実装した支援ツールの問題点として，C#のプログラム
のテストにしか対応できない点が挙げられる．SOFL 形
式仕様は Javaや C++などの他の言語で実装される可能性
もあるので，支援ツールが読み込むテスト対象プログラ
ムの種類に応じて生成するテストスクリプトの言語を変
更できるようにしたい． 
また，仕様型と対応する C#型を基本的なものに限定し
てしまっているので，より多くのプログラムをテストす
るためには，さらに多くの型の対応を作るか，型の対応
を動的に増やせるようにする必要がある． 
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