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osting by EAbstract We introduce an inclusion-ﬁeld technique for fast detection of collisions between a highly
deformable object and another object with limited deformations. We mainly target the cloth simu-
lation application where cloth (highly deformable) collides with deforming skin of a moving human
model (has limited deformation as skin stretches and compacts within ﬁnite spacial and temporal
limits speciﬁed by the bending angle and speed). Our technique intermixes concepts from space
voxelization and distance ﬁelds to make use of the limited deformation nature of human skin.
The technique works by discretizing the space containing the object into cells, and giving each cell
an inclusion property. This property speciﬁes whether this cell lies inside, outside, or on the surface
of the deforming object. As the object deforms, the cells’ inclusion properties are updated to main-
tain the correctness of the collision detection process. We tested our technique on a generally
deforming Bezier surface, and on cloth simulation to detect collisions between cloth and several
articulated and deforming human body parts. Results showed that the inclusion ﬁeld allows real-
time collision detection between cloth and limited deformable objects on a standard PC. The tech-
nique is simple and easy to implement.
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lsevierIntroduction
Collision detection for deformable objects is a challenging
problem that greatly inﬂuences the simulation performance.
Collision detection techniques are required for applications
like cloth simulation and surgery simulation. Some deformable
objects can be classiﬁed as highly deformable -like cloth. Other
objects like human skin, muscles, and internal organs have lim-
ited deform bounds. For example, human skin at joints only
stretches and compacts within ﬁnite spacial and temporal lim-
its related to and speciﬁed by the joint’s bending angle and
bending speed. So generally we can say that deformable
objects vary in terms of ‘‘deformation’s temporal and spacial
limits.’’
246 A.A. ElBadrawy et al.Different techniques have been used to deal with collision
detection for deformable objects like bounding volume hierar-
chies [1–5], adaptive distance-ﬁelds [6–9], and space discretiza-
tion (voxelization) techniques [10–12]. These techniques can
handle collisions between deformable/deformable objects and
between deformable/rigid objects. However, thy do not take
into account the variations between deformable objects in
terms of ‘‘deformation limits’’. Instead, each technique treats
all deformable objects the same way, whether it is a highly
deformable piece of cloth, or just a human joint covered with
deforming skin. The work [13–15] made use of the deformation
limits to increase the collision detection performance for their
application domains. However, their assumptions are valid for
very limited deformations or deformations for musculoskeletal
contact concerned with objects with high spacial constraints on
deformation. For applications like cloth colliding with deform-
ing human skin, their techniques are not quite suitable as it will
be further discussed in Section ‘‘Related work’’.
In this work, we introduce an inclusion-ﬁeld technique that
targets deformable objects with some deformation limits like
human skin. The goal of this work is to develop a collision
detection algorithm for such objects, taking advantage of their
deformation limits to increase the performance of the overall
collision detection process. The strength of our technique
comes from space discretization and using the cell’s inclusion
property instead of computing a distance value for each point
in the object space. Cell inclusion property is updated more
efﬁciently compared to exact distance value. Our technique
works on deformable objects with less limitation on deforma-
tion compared to those presented before [13–15]. It was tested
on cloth simulated over an articulated human model to detect
the collisions between cloth and deforming human skin at the
joints. It was also applied to a deforming Bezier surface collid-
ing with a cloth sheet. Results showed that our technique
works in real time.
The rest of this paper is organized as follows: Sec-
tion ‘‘Related work’’ discusses related research work. Section
‘‘Inclusion-ﬁeld technique’’ presents the proposed inclusion ﬁeld
technique. Section ‘‘Cost analysis’’ presents a comparative cost
analysis for the proposed technique. Section ‘‘Experimental re-
sults’’ presents and discusses the experimental results. Sec-
tion ‘‘Conclusions and future work’’ concludes the paper and
discusses future work.
Related work
Different collision-detection algorithms for deformable objects
were introduced in the last few decades [5,8,11,16–19]. The dis-
tance-ﬁeld technique [6–9] was used to detect collisions
zbetween a rigid body and another deformable object. This
technique gives robust collision detection, since it divides the
space containing the object into inside (assigned ve values)
and outside (assigned +ve values) regions. To detect whether
an arbitrary mass particle has collided with the rigid body, we
just need to check whether this particle lies in a point in space
that has a non-positive distance value. So the collision detec-
tion process takes constant time regardless of the object shape
and the particle location. The pre-computed normal vectors
also make the computation of the collision response efﬁcient.
To apply the distance-ﬁeld approach to a deformable object,
the distances from the surface of the deforming object needto be updated each time the object deforms. This process is
computationally exhaustive which makes it not suitable for
interactive applications like cloth simulation.
Fisher and Lin [8] tried to improve the performance of dis-
tance ﬁeld techniques by being more selective about which parts
to update in the distance-ﬁeld. However, the results were still
not suitable for interactive applications. Sud et al. [20] intro-
duced interactively computed distance-ﬁelds using linear fac-
torization. The algorithm was implemented as a hardware
(GPU) solution to maximize performance. It was applied to
deforming models interactively, and was able to come out with
interactive computation rates of (3–12) frames per second. Lau-
terback et al. [21] proposed parallel algorithms for collision
detection and distance calculations for deformable objects on
multi-core GPUs and CPUs. Their parallelization techniques
managed to achieve interactive simulation rates. Selle et al.
[22] introduced parallelism to the work done by Bridson et al.
[7] to make use of the multiple CPU and GPU cores to increase
performance. Spatial division techniques [10–12] and BVH
techniques [1–5] were also used to detect collisions with deform-
able objects in interactive applications like cloth simulation.
The main problem with these techniques is that they did not
take advantage of the different deformation limits of the differ-
ent deforming objects in the cloth simulation problem. This
problem mainly considers two deforming objects: cloth, which
is highly deformable, and human skin, which deforms within
pre-known spacial and temporal limits as the human body is
animated.
James and Pai [13] proposed the BD-Tree –which is based
on BVH techniques- to detect collisions for reduced deformable
models. BD-Tree works for simple and limited deformations. It
was applied to a group of plastic chairs falling to the ground,
and a piece of cloth curtain being hit by a small rigid ball. Schv-
artzman et al. [23] introduced BN-Trees -also based on BVH
techniques- to detect self-collisions for reduced deformable
models. Maciel et al. [14] considered the different deformation
limits of different deformable objects through spherical sliding
contact. The technique was applied to biomedical joint simula-
tions where bones and cartridges are colliding under permanent
contact. Their results outperformed the technique proposed by
Teran et al. [15] which was also concerned with musculoskeletal
system simulation. However, this technique worked on ‘‘a pair
of deformable meshes in layered permanent contact and sliding
against each other’’ as the authors described their technique.
Their technique was suitable for contact between bones and
soft tissues, or between cartilages. Their assumptions are not
suitable for the collisions between cloth and deforming human
skin because the cloth is not always in direct contact with the
human skin, and because cloth and human skin deformations
are larger than those of internal joint bones, tissues and carti-
lages. Harmon et al. [24] also emphasized the simulation of
deformable objects in contact scenarios. They utilized event-
based asynchronous time-discretization with a safe contact
model and managed to simulate highly deformable models in
complex contact situations.
Inclusion-ﬁeld technique
The goal of this work is to develop a technique for detecting
collisions between cloth – which is a highly deformable object
– and deforming human skin at the joints; taking advantage of
Rapid collision detection for deformable objects 247the spatial and temporal deformation-limitations of the human
skin. Spatial limitation means that the skin at the joint area has
limited stretching and compression directly related to the
joint’s rotation angle, which is limited by its nature. Temporal
limitation means that the deformation occurs with a certain
ﬁnite rate depending on the walking speed of the model. For
the sake of simplicity, 2D diagrams and examples are used in
illustrating and evolving the technique then generalize it to
3D case.
The proposed technique consists of an initialization and an
inclusion-update phase. The initialization phase is invoked
once for each deforming object considered for collision detec-
tion. The inclusion update method is invoked each time the
object deforms, before detecting collisions.
Initialization phase
This phase consists of two steps. Firstly, each object in the
scene that is considered for collision detection (like different
human body parts in the cloth simulation application) is sur-
rounded by a bounding box. The bounding box is discretized
into a group of tiny cubic cells in the 3D space. Secondly,
the inclusion properties and the normal vectors are computed
for the cells. The inclusion property determines whether this
cell lies inside, outside, or on the surface of the object. Surface
cells are assigned a zero value and are called the zero cells. All
internal cells are assigned a (1) value, while all external cells
are assigned a (+1) values. An internal cell is by deﬁnition to-
tally surrounded by internal or surface cells, and is not in con-
tact with any external cells. Typically in a distance-ﬁeld
technique, an exact distance value is computed for each point
in the ﬁeld. But for the sake of performance, our technique
does not compute the exact distance-value for each cell; it only
maintains the ‘‘‘inclusion’’’ property. If at least one of the ver-Fig. 1 Left: an arbitrary shape enclosed in a grid. Right: The
shape after deformation.
Fig. 2 Left: vertices move away from each other due to surface defor
new cells.tices representing the object mesh lies inside a cell, then it is
considered a surface cell and assigned a zero inclusion value.
After setting the inclusion properties for all cells, the body
becomes strictly divided into internal, external, and surface
cells. At this point each vertex in the object mesh is accompa-
nied with one cell: the cell that this vertex lies within its bounds.
We call this the ‘‘vertex-cell registration’’ process. Each cell
should keep track of its registered vertices. This information
will be used in updating the cell information when the object de-
forms. The normal vectors of zero cells are computed using the
normal vectors of the vertices composing the object’s mesh. A
cell’s normal is computed as the average value of all the normal
vectors to the vertices that lie inside this cell. If a surface cell
does not contain any vertices, its normal vector is computed
as a weighted average of the normal vectors of the surrounding
surface cells.
After successful initialization, the collision detection pro-
cess is straight forward. After each simulation time step, we
check for the position of each cloth particle relative to the
bounding box of each object. Penetration/contact is detected
if the particle lies in an internal/surface cell. The collision
detection/response system works exclusively on the object’s
bounding box and the cells information. It is totally indepen-
dent of the original object and the vertices composing its sur-
face. Even when the object transforms in the three dimensional
space, we can apply the same transformations to the bounding
box surrounding the object. This way we maintain the correct-
ness of the information encoded in the cells, and accordingly
the correctness of the collision detection/response process.
Inclusion ﬁeld update phase
As the joint skin of a moving human model deforms, the posi-
tions of the skin surface vertices relative to each other change
as illustrated in Fig. 1. The left side of Fig. 1 shows an arbi-
trary object enclosed in a grid. The right side of the ﬁgure
shows the same object after it deformed. This deformation af-
fected the information of the shaded cells. Thus some of the
surface vertices of the object have left their zero cells and
moved to other adjacent cells. This is illustrated in Fig. 2-left
in which some vertices maintained their positions, while other
vertices moved to adjacent internal and external cells. We need
to update the inclusion property of the zero cells and some of
their surrounding cells, and update the normal vectors.
The zero cells approximate the surface of the object which
is assumed to be a closed surface. Thus the zero cells should be
adjacent with no holes or gaps between them. But if the surface
vertices deform away from each other, as if the object surfacemations. Right: gaps emerging due to trivial update of the old and
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tween the zero cells as shown in Fig. 2-right. Presence of gaps
means that the zero cells are not correctly representing the sur-
face. This will fail the collision detection process in the next
time steps. We need to adjust the information of these gap cells
to eliminate them. Therefore, the inclusion ﬁeld update mech-
anism should be able to:
(1) Update the inclusion property of the cells according to
deformation.
(2) Update the normal vectors of the zero cells.
(3) Fill emerging gaps between the zero cells to maintain the
correctness of surface representation.
First, for each vertex whose position has changed due to
deformation, we should invoke the ‘‘vertex-cell registration’’
method to re-register this vertex to its new cell, and update
the new cell’s information. The new cell should now be consid-
ered a zero cell. The normal vector to this cell should be
updated after updating the normal vector of the vertex itself.
We also need to update the information of the old cell that this
vertex was registered to. We must take some points into
consideration:
(1) A vertex might move to an adjacent zero cell.
(2) Updating the information of the new and old cells only
might result in the presence of gaps in-between the sur-
face cells as illustrated in Fig. 2.
If you check all the new cells that the moving vertices have
reached, you will notice that there are gaps emerging in-be-
tween them. When a vertex moves from one cell to another
one, it is not enough to update the inclusion properties of the
old and new cells only. The inclusion properties of all the cells
that intersect with the lines connecting that moving vertex with
all its neighboring vertices need to be updated as well. This con-
cept is illustrated in 2D in Fig. 3. In this ﬁgure, we assume that
the vertex V is connected to two neighboring vertices, v1 and v2.
The vertex V moved from position Vold to position Vnew. The
values of the cells that lie on the line connecting v1 to Vold,
and the line connecting v2 and Vold should be updated. Accord-
ing to the ﬁgure, the cells lying on the line v1–Vold should be set
as external cells as they will lie outside the surface of the objectFig. 3 Updating cells on lines v1–vold, v2–vold according to new
position Vnew of vertex V and normal vectors to the lines v1–vnew,
v2–vnew.after V moves. While the cells that lie on the line v2–Vold should
be set as internal cells. So we need a simple way to determine the
new value for the cells that intersect with the line connecting
two adjacent vertices. Let’s take for example the cells that inter-
sect with line v2–Vold. Given that the normal to this line points
to the outside of the object’s surface as shown in Fig. 3, if we
substitute the point Vnew in the equation of the line v2–Vold,
the result will be positive. This is because the point Vnew lies
above this line (with respect to the normal to the line). But if
we substitute Vnew in the equation of the line v1–Vold- given
that the normal to that line points to the outside of the object
as shown in the ﬁgure- the result will be negative. From this
argument we can deduce that Vnew lies in the positive cell region
with respect to the line v2–Vold. Therefore, all cells intersecting
the line v2–Vold should be given a negative value as they are
considered internal cells. As for the cells lying on the line
v1–Vold, they should be given a positive value as they are con-
sidered external cells, because Vnew lies in the negative cell re-
gion with respect to the line v1–Vold. It is clear that this
method will work correctly in case a vertex moved from one
surface cell to another one. This is because what we actually
do is determine the relative location of the updated vertex posi-
tion with respect to the lines connecting old vertices positions.
We call this the Inclusion-Update technique that is used to up-
date the inclusion property of a cell.
Generalizing the technique to the 3D case, the cells will be
cubic not squared. We assume that the surface of the object is
composed of a triangular mesh. Therefore, each vertex is con-
nected to its neighboring vertices by triangular planes. So
when we move one vertex in 3D, we should update the values
of the cubic cells that intersect with the triangular planes -
rather than the lines- connecting this vertex to its neighboring
vertices. This results in two differences from the 2D case:
(1) Instead of substituting Vnew in the equation of a line, we
substitute in the equation of a plane, and
(2) Instead of setting the values of the square cells that inter-
sect with a line, we set the values of the cubic cells that
intersect with a triangle.
In order to traverse all the cells that intersect with a triangle
in the 3D space, we use a technique that is illustrated in Fig. 4.Fig. 4 Traversing cells intersecting the triangle connecting the
vertices v0, v1, and v2.
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three vertices (v0, v1, v2) and the cells that intersect with this
triangle in Grey. This ﬁgure shows the illustration of one
way to traverse all the cells that intersect with the triangle. This
traverse method starts at v0, and moves step by step until
reaching the destination point v1. Then the new destination
point is set to the cell D1, and start again from v0 until we
reach D1. Then we repeat this process with destination points
D2, D3, D4, until reaching the ﬁnal destination cell D8. We call
this the Grid-Traverse technique. One can notice that the tra-
versing problem can be considered as a rasterization problem.
A lot of efﬁcient rasterization methods exist, including GPU
implementations, which can be used to achieve better perfor-
mance as in Lauterback et al. [21] and Galoppo et al. [28].
The Inclusion-Update and Grid-Traverse techniques are
applied to each vertex whose position has changed due to
deformation. In the cloth-skin collision problem, all the posi-
tions of the human skin vertices at the joints are changed
due to deformation. So we apply these steps once for each ver-
tex to update the whole grid incrementally. In the Inclusion-
Update step, we consider two positions for each vertex; the
old position before deformation, and the new position after
deformation. We update the grid according to the position
change of one vertex at a time, then discard this vertex’s old
position and move to its neighbor and repeat the same proce-
dure with its neighbor. This incremental update procedure
guarantees correct grid update even if some vertices move to
internal cells while their neighboring vertices move to external
cells.
Once the information of the old cells -that the vertices were
registered to- have been updated, we update the information of
the new cells -that the vertices are now registered to- after
deformation occurred. The new cells are considered surface
cells, and are assigned zero value. So we apply Grid-Traverse
technique to the triangular mesh connecting the vertices after
their positions have changed. All the visited cells are consid-
ered surface cells, and are assigned zero values. The normal
vectors to all these zero cells are computed as well.
After correctly detecting collisions and penetrations, a suit-
able collision response must be applied. We used the collision
response described in Fuhrmann et al. [9].Cost analysis
The inclusion-ﬁeld technique is compared to two main tech-
niques used to detect collisions for deformable objects: Bound-
ing Volume Hierarchies and Spatial Division Techniques.
The spatial division collision detection performs the follow-
ing steps with each simulation time step:
(1) Register each cloth particle to a cell.
(2) Register each body vertex to a cell.
(3) For each cell, detect collisions given an appropriate
intersection test.
As for our inclusion-ﬁeld technique, with each time step: If the
shape deformed, we apply inclusion update according to the
following steps:
(1) Traverse all updated vertices and update their old and
new cells.(2) Register each cloth particle to its cell and detect colli-
sions directly.
Now we compare the two techniques based on the follow-
ing two assumptions:
(1) Given n2 mass particles and x voxels, assume we have
p particles per voxel where:p ¼ n
2
x
ð1Þ(2) Given vertices and x voxels, assume we have q vertices
per voxel where:q ¼ m
x
ð2ÞAt each time step, for each cell, we test all its particles
against all its triangular meshes represented by the vertices in
this voxel; where each vertex participates in t triangles approx-
imately-neglecting additional comparisons for vertices near the
voxel edges. So the computations per time step would be of
order:
O t  n
2
x
 m
x
 x
 
¼ Oðt  p  mÞ ð3Þ
For the inclusion-ﬁeld technique, we assume that:
(1) Number of updated vertices = (all vertices are updated).
(2) Number of cells per triangle = g.
Since for each updated vertex we update all the triangles
that this vertex participates in t, so the number of triangle up-
dates would be t. Accordingly, the number of updated cells
would be:
Oðt  m  gÞ ð4Þ
Comparing the performance of the inclusion-ﬁeld technique
to the spatial-division performance, using Eq. (3) and (4), we
can see that the inclusion-ﬁeld performance is better than the
spatial-division performance when t  m  g < t  p  m, which
can be simpliﬁed to: g < p. This means that the inclusion-ﬁeld
technique performs better as long as the number of cells pro-
cessed per triangle in the inclusion-ﬁeld technique is less than
the number of particles processed per voxel in the spacial-divi-
sion technique. In the inclusion ﬁeld technique, we found in our
experiments that the number of cells per triangle varied be-
tween 1 and 9 for a generally deforming Bezier surface; while
it was between 1 and 2 cells per triangle for deforming human
skin. For a typical voxeliztion technique, the voxel size contains
a large amount of cloth particles and vertices. Also vertices
existing near the corners of a voxel are tested with collisions
with triangles within the same voxel and within the adjacent
voxels as well. Even with a very small voxel size as proposed
in Zhang and Yuen [12] – where we can consider each voxel
as a small cell – each edge is tested with the triangles that exist
within 4 surrounding cells, where an edge occupies 4 cells and a
triangle occupies 6 cells.
In BVH techniques, when deformation occurs, the hierarchy
of bounding volumes should be updated. If we have vertices
contributing to f faces, the number of leaves in the hierarchy is
Table 1 Experimental details. All times are in microseconds.
Bezier Surface Pants Skirt
No. cloth particles 200 1470 884
No. surface vertices 6561 14,520 14,520
No. deforming vertices 6561 1200 1200
Cell dimension (cm) 0.1 0.05 0.05
Initialization time 0.3 0.031 0.032
Grid update time 0.15 0.003 0.003
Collision detection time 0.003 0.016 0.014
250 A.A. ElBadrawy et al.typically equal to the f. Updating the hierarchy means updating
all the BVs around the leaves and going up the tree updating
each node until reaching the root. This process is of order f.
The grid update process of the inclusion-ﬁelds technique is also
of order f. So far the inclusion update cost is equivalent to the
hierarchy update cost of theBVH technique. The collision detec-
tion time for BVH is of order Oðlog fÞ OðBVoerlaptestÞ, while
collision detection using inclusion-ﬁelds takes a constant time.
Accordingly, we can conclude that collision detection using
inclusion-ﬁelds with grid update is more efﬁcient than using
BVH in cases of limited deformations.
Experimental results
The proposed approach was tested on a machine with an Intel
Pentium M735A Processor, Intel Graphics Media Accelerator
900 with Shared Memory of up to 128 MB, 1 GB of RAM,
Windows XP operating system, and OpenGL/C++ for graph-
ics rendering. In this section we present experiments for apply-
ing inclusion ﬁelds for collision detection on a generally
deforming Bezier surface and at deforming human skin at the
joints.
Collision detection for a generally deforming Bezier surface
In this experiment the inclusion ﬁeld technique was applied to
a general Bezier surface. The surface curvature is controlled by
the locations of sixteen different control points. The curve is
represented by a two dimensional square matrix with number
of rows and columns equal to divs. The divs parameter controls
the density of the surface vertices. Surface deformation was
performed by changing the locations of the sixteen control
points that control the curve shape to give different deformed
surfaces. The deformation rate was controlled by controlling
the displacement of each control point in a time step. The dis-
placement was adjusted so that the deformation rate is not
greater than one cell width per time step. The general deform-
ing surface is detected for collisions with a cloth sheet that fallsFig. 5 Shape of the surface beunder the effect of gravity. The cloth sheet is represented by a
conventional mass-spring model [25,26]. We simulate internal
cloth forces like tension, sheer, and bending forces. The cloth
drapes under the effect of the external force due to gravity,
and air damping force. We use Verlet Integration with velocity
approximation for time integration as in Jakobsen [27].
Fig. 5 shows the initial surface curvature, and the deformed
version of this surface. The right parts of the ﬁgures show how
collisions were detected successfully for each deformed version
of the surface. The control points of the Bezier surface are con-
nected by the red straight lines that appear clearly in the four
ﬁgures. Table 1 summarizes the experiment details including
the number of deforming surface vertices and performance
timing results.
Collision detection for cloth simulation
The proposed algorithm was tested on a human body model
wearing a skirt and wearing pants. The method was invoked
for the model’s knee and hip joints. Performance details of
these two runs are shown in Table 1. Snapshots of the simula-
tions are shown in Fig. 6.
The human body model was passed to the grid update algo-
rithm as a group of body parts. A body part is a portion of the
body whose vertices’ relative positions remain constant with
respect to each other as the body is animated. For example,fore and after deformation.
Fig. 6 (a) Human model wearing a skirt and (b) human model wearing a pant.
Rapid collision detection for deformable objects 251a human leg is divided into three parts like upper leg (non-
deforming), knee (deforming), and lower leg (non-deforming).
As the joints rotate, the grid update function is called for the
joint parts. The other non-deforming parts of the model only
undergo the initialization phase as they do not deform.
Discussion of the results
Experiments showed that the inclusion ﬁeld performance
depends on:
(1) The maximum distance between two adjacent vertices on
the surface,
(2) The inclusion ﬁeld cell width, and
(3) The rest length of the cloth particle mesh.
If the distance between two adjacent vertices exceeds the cell
width, simple initialization will not yield a correct grid. Gaps
will exist in-between the surface cells. To overcome this prob-
lem we need to run the Grid-Traverse technique after initializa-
tion to ﬁll in any gaps that might have emerged in-between the
surface cells. The same point applies if a vertex moved (due to
deformation) a distance greater than the cell width. In general,
decreasing the cell width yields higher accuracy for representing
the surface, but requires more storage. Increasing the value rest
length beyond the distance between adjacent surface vertices
would result in poor cloth appearance.Conclusions and future work
The paper presented a fast, easy to implement inclusion-ﬁeld
technique for collision detection for deformable objects. The
proposed technique encloses the object with a box divided into
cells. Each cell is given a value for its inclusion property. As
the object deforms, the cells’ inclusion properties are updated,
as well as the normal vectors. This technique can work on a re-
duced deformable object colliding with another highly-deform-
able object.
Results have shown the applicability of the technique to a
general deforming surface and to cloth simulations with artic-
ulated body models, where the technique was applied to clothcolliding with deforming skin at the joints. The proposed tech-
nique preserved correct representation of the skin as it
deformed in interactive time on a standard PC. Generally,
the proposed technique is efﬁcient in handling limited defor-
mations in cases of no self-collisions. An example on such
cases is deforming human skin colliding with cloth.
The proposed technique can be modiﬁed to allow for detect-
ing self-collisions and to increase the limit on the deformation
rate per time step. This would increase the range of objects that
the technique can be applied to. The modiﬁcations require
performing more checks for self-collision detection, and per-
forming multiple Grid-Traverse steps to allow for higher defor-
mation rates. The inclusion ﬁeld update process shows high
susceptibility to parallelism. It can be implemented on multi-
core GPU’s as proposed in Selle et al. [21] to obtain higher
speed. The Grid-Traverse step can also be carried out efﬁciently
on GPU’s.Acknowledgment
The authors would like to thank Gehad Ahmed for providing
them with her library that models and animates the human
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