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Abstract
The integration of algorithm animations into hypertext is seen as an important topic today. This paper
will present a prototype algorithm animation viewer implemented purely using HTML and JavaScript. The
viewer is capable of viewing animations in Xaal (eXtensible Algorithm Animation Language). This solution
is extremely suitable to be used in hypertext learning material.
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1 Introduction
Online learning material that students use by themselves is one of the typical usages
of algorithm animation (AA). Thus, the integration of algorithm animations into
hypertext is seen as an important topic today. The hope is that by making it easier
to use AA in hypertext, algorithm animations will become more widely adopted
in teaching. This could then solve the problem AA has been fighting for years:
teachers believe that AA is beneficial but they do not use it in their teaching [9]. In
2006, a working group titled Merging interactive visualizations with hypertextbooks
and course management convened at ITiCSE 2006 to consider how algorithm visu-
alizations could and should be merged with hypertext. In the working group report,
the features seen important included seamless visualization integration, increasing
student engagement, providing a richer learning environment, integration of CMS
features, and aesthetics. [15]
The technologies for building interactive web applications have evolved fast in
the past few years. This has made it possible to implement complex applications
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online. As a result, we have seen a surge of many typical desktop applications being
implemented as rich internet applications (or, RIAs). These applications include
mail clients, office software, and even photo-editing software. The main benefits of
online applications are the ease of which they can be taken into use and the ease of
maintenance from the developers perspective.
When the goal is to seamlessly merge algorithm visualizations with hypertext,
a natural future direction for algorithm animation systems is to implement them
as RIAs. This paper introduces one such solution. We will present a prototype
algorithm animation viewer implemented purely using HTML and JavaScript. The
viewer is capable of viewing animations in Xaal (eXtensible Algorithm Animation
Language), a language designed to allow easy transformation of AAs between vari-
ous formats [3]. This solution is extremely suitable to be used in hypertext learning
material. In the end, our goal is to create an interactive system integrated with
hypertext that supports several current algorithm animation description languages.
The paper is organized as follows. First, Section 2 introduces related research.
Section 3 discusses the requirements for algorithm animation systems. Section 4
in turn describes the implementation of the new AA viewer. Finally, Section 5
discusses the suitability of this new approach and Section 6 provides conclusions
and some possible future directions.
2 Related Work
Algorithm animation has been an active area of research. From the perspective of
this paper, the most important research directions are merging AA and hypertext
and developing a common, XML-based algorithm animation language.
Early work on algorithm visualization in hypertextbooks has been done by
Ross [13]. In Ross’s hypertextbooks, the inclusion of visualizations is done us-
ing Java applets. This is currently a common way also used in, for example,
TRAKLA2 [4], ViLLE [12], WinHIPE [11], and a number of topic-specific visu-
alizations. Another popular method at the moment is Java WebStart where users
launch Java applications from the web. This approach is used, for example, in
Animal [14], Jeliot [5], and JHAVE´ [7].
In ITiCSE 2006, a working group considered how algorithm visualizations should
be merged with hypertext. The group considered visualization based hypertext-
books an important factor in promoting algorithm animation adoption in teaching.
In the working group report, the features of such hypertextbooks the working group
considered important were seamless visualization integration, increasing student en-
gagement, providing a richer learning environment, integration of CMS features, and
aesthetics. [15]
Another related research topic is the integration of algorithm animation systems.
One possible way to achieve this integration has been taken in the JHAVE´ algo-
rithm visualization environment. JHAVE´ allows AA system developers to add their
systems as visualization plugins into JHAVE´. This way a common user interface
for the end-user (typically, a student) is achieved. Another approach to integra-
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tion, focusing on the teacher’s point of view, is developing a common format for
the algorithm animation systems. In AV scope, this problem has been discussed in
another ITiCSE working group. The group’s report gives examples of a common
AA language and suggestions on an architecture to implement it [10].
One implementation of the ideas of the group is Xaal (eXtensible Algorithm
Animation Language) [3]. Xaal supports describing animations on different levels
of abstraction: using graphical primitives and transformations on them, or using
data structures and operations on them. The goal of Xaal and the tools supporting
it has been to allow easy transformation of AAs between various formats/systems.
The import and export features of visualization systems is a significant research
problem even in the wider scope of Software Visualization [1].
From the purely technical point of view, several rich internet application (or,
RIA) technologies have been introduced lately. These technologies allow creating
complex applications that run in web browsers. In this work, we will focus on
JavaScript. However, we will introduce some alternatives in Section 4. On the
field of JavaScript, a multitude of libraries aiding in web development have been
developed, and new ones are popping up constantly. Some of the most well-known
libraries include Dojo, mootools, Prototype, Scriptaculous, jQuery, and Google Web
Toolkit, just to mention a few.
When discussing algorithm animation in the context of education 2 , one cannot
ignore the importance of user engagement. It has been shown that when users
interact with algorithm animations, it has a positive impact on their learning [2].
The levels of engagement were specified by Naps et al. by introducing a taxonomy
of engagement [8]. The levels are viewing, responding, changing, constructing, and
presenting. Viewing is passive watching of an animation where a student only
controls the visualization execution. In responding, the student is engaged by asking
questions about the visualization. Changing requires the student to modify the
visualization, for example, by changing the input data. In constructing, the student
is required to construct his/her own algorithm animation. At the highest level,
presenting, the student presents a visualization for an audience.
3 Requirements for an Algorithm Animation System
Over the years, a lot of research on the requirements of algorithm animation sys-
tems has been carried out. Ro¨ßling and Naps introduced pedagogical requirements
for algorithm visualizations (AV) [16]. In another article, they provide more guide-
lines for AV systems [17]. The following summarizes the requirements of these two
articles. We have numbered the requirements to help referring to them later in the
article.
• The system’s platform should be chosen to allow the widest possible target audi-
ence. [R1]
• The system should support visualization rewinding so that users can return to
2 In fact, the most common application area for algorithm animation lies in context of education [1].
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the place where they lost track of the content. [R2]
• Learners should be able to adapt the display to their current environment. This
includes the choice of display background color to account for diverse lighting
situations, transition speed and display magnification. [R3]
• The AA system should preferably be a general-purpose system instead of a topic-
specific system due to the chance for reuse and better integration into a given
course. The main benefit of general-purpose systems is the ability to offer a
common interface to a large number of animations. [R4]
• The user should be offered the choice between smooth visualization transitions
and discrete steps. A break between consecutive steps, or at least a pause button,
should also be provided. [R5]
• The visualizations should include documentation that accompany the visualiza-
tion. There are several types of documentation: static documentation, dynamic
documentation aware of the algorithm’s state, and pedagogically dynamic docu-
mentation that is aware of the algorithm’s state as well as the expertise of the
student. [R6]
• Asking questions about the algorithms behavior in following states should be
supported. The questions should incorporate feedback. [R7]
• The system should be integrated with a database for course management facilities.
The database can be used, for example, to store the points received by answering
questions. [R8]
• The system should allow users to provide custom input to the algorithm. [R9]
• The visualization should offer a structural view of the algorithm’s main parts that
can also be used to jump to associated visualization steps. [R10]
The articles also include two more requirements. One system requirement is that
for the visualization author, the system should make it possible to group questions
based on the question topic area and to assign a certain number of points to each
question and inform the learners on their progress. Another requirement is to
include reusable visualization modules, thus aiding in the authoring of AV. Since
both of these are requirements for the author, we do not consider it relevant in this
case when building an algorithm animation viewer.
4 Implementation
Based on the requirements for an algorithm animation viewer, we implemented a
prototype of such a system using only HTML and JavaScript. As the whole viewer
will be running inside the user’s browser without any additional plugins, every
computer equipped with a modern browser can use the viewer (requirement R1).
The implemented prototype can be easily incorporated into web material using
Xaal animations as the source data. The following describes the implemented
features and, for the interested reader, the technologies used.
Figure 1 shows the animation viewer in the Safari browser. In the figure, arrow 1
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Fig. 1. Xaal viewer in browser showing an animation and related documentation.
points to the surrounding HTML document. This document can contain any HTML.
Arrow 2 points to the animation controls. Here, we have the controls to rewind
and move backwards and forwards in the animation (fulfilling requirement R2).
Arrow 3 points to the actual animation window where the contents of the animation
are visualized. Arrow 4, in turn, indicates the settings panel for the animation
viewer. Finally, arrow 5 points to the HTML documentation that is included in the
Xaal document and shown next to the visualization. The appearance of the viewer
can be easily changed using a different CSS stylesheet. Through CSS, one can also
change the positions and sizes of the various parts of the viewer (partially fulfilling
R3). To completely fulfill the requirement, features like speed and magnification
changing should also be supported.
Listing 1 gives an example on how to add a Xaal animation into an HTML
document. As can be seen, it is quite simple and requires only a few lines of code.
Multiple animations can be embedded on the same page by repeating lines 1 and 5
of Listing 1 with different data.
1 <div id="animation" class="jsxaal"></div>
2 ...
3 <script type="text/javascript">
4 Event.observe(window, ’load’, function() {
5 new JSXaalViewer("slides.xml", "animation", { showNarrative: true });
6 });
7 </script>
Listing 1: Example of including a Xaal animation in hypertext.
In addition to the code in Listing 1, the JavaScript files for the viewer need to be
loaded, which adds another couple of lines. Listing 2 shows these requirements. The
first five lines of these are libraries used by the viewer (see Section 4.1 for details
about the libraries), while the last line is the actual Xaal viewer.
1 <script src="lib/prototype/prototype.js" type="text/javascript"></script>
2 <script src="lib/pgf/pgf-core-min.js" type="text/javascript"></script>
3 <script src="lib/pgf/pgf-renderer-min.js" type="text/javascript"></script>
4 <script src="lib/scriptaculous/scriptaculous.js" type="text/javascript"></script>
5 <script src="lib/scriptaculous/effects.js" type="text/javascript"></script>
6 <script src="dist/jsxaal-core-min.js" type="text/javascript"></script>
Listing 2: Example of loading the libraries required to add a Xaal animation in
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hypertext.
The graphical primitives of Xaal make it possible to use the viewer not only for
animation of data structures and algorithms, but everything that can be visualized
using graphical primitives. Thus, requirement R4 is met.
As mentioned in the previous section, smooth animation should be optional for
the end-user. Thus, our viewer includes the option for smooth animation to be
toggled on or off. This can be done using one of the viewer settings (arrow 4 in
Figure 1). This was requirement R5.
Since the whole animation viewer is based on HTML, integration with hypertext
is simple and natural. Static documentation can be provided outside the viewer. As
Listing 1 showed, including Xaal animations in hypertext requires only a couple of
lines of HTML and JavaScript. There is also another method of including hypertext
when using Xaal animations; each step in the animation is allowed to include
a description that can be arbitrary XHTML. Documentation added this way is
shown in area labeled 5 in Figure 1. This documentation is dynamic in nature,
as it is different for every state of the animation. The only unsupported type
of documentation mentioned in the requirements (R6) is dynamic documentation
based on user’s experience.
Requiring users to respond to questions during the animation was another re-
quirement for an AA viewer (R7). Currently, the viewer supports some typical
question types such as true/false questions and multiple choice questions. Since
Xaal has no way to specify questions, we have implemented support for the ques-
tion specification of the GaigsXML algorithm animation language [6]. To connect to
a database to submit the students’ responses, AJAX (or, Asynchronous JavaScript
And XML) calls can be made. Thus, requirement R8 is easy to implement on the
client-side. However, it requires some interface on the server side which we haven’t
considered in this paper.
Allowing users to specify their own input was requirement R9. Again, since
we are working with HTML and JavaScript, allowing users to specify their own
input data for the viewer is extremely simple in cases where the animation is using
data structures. This is because any scripts included in the HTML document can
interact with the animation viewer. For example, Listing 3 gives an example how
to add a textfield to an HTML page that adds the user-given data into the binary
search tree in the animation.
1 <input id="insValue" type="text"></input>
2 <button id="insButton">Insert</button>
3 ...
4 <script type="text/javascript">
5 Event.observe($(’insButton’), ’click’, function() {
6 var bst = viewer.dsStore.get("bst");
7 bst.insert($(’insValue’).value);
8 bst.draw(viewer.renderer);
9 </script>
Listing 3: Example of allowing user input for algorithms.
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4.1 Underlying Technologies
The implementation of the viewer is based on three JavaScript libraries. The lowest
level of these libraries is Prototype 3 , which offers, for example, Ajax support as
well as advanced features for dynamically manipulating the client-side HTML. The
visualizations are drawn using Prototype Graphic Framework (PGF) 4 , a Prototype-
based framework that allows drawing arbitrary data on various browsers. PGF sup-
ports multiple rendering technologies for different browsers: Scalable Vector Graph-
ics (SVG), HTML Canvas element, and Vector Markup Language (VML). These
different renderers can be used through one programming interface. The animation
features in our viewer use Scriptaculous 5 , a Prototype-based animation framework.
The animation is achieved by extending Scriptaculous’s effects to modify graphical
objects drawn using PGF.
When discussing web applications, the size of the files and the loading time are
essential. Table 1 shows the load times and file sizes of the different components
used to implement the Xaal viewer. The total size is slightly over 400 kilobytes.
This size can be reduced by minimizing and compressing the files.
Table 1
Load times and file sizes of the different components needed for the viewer.
Component Load time (in ms) Size (in kb)
Prototype 107 124.1
Scriptaculous 177 124.7
Prototype Graphic Framework 72 88.7
Xaal viewer 48 64.7
Total 404 402.2
5 Discussion
The viewer supports the Xaal specification only partially. At the moment of writ-
ing, all the graphical primitives and data structures are supported. However, not
all animation operations of the specification are supported.
Some of the requirements are not implemented at this point. Some user inter-
face components should be added. These include the options to change the speed
and magnification of the visualization (R3) as well as visualizing the algorithm’s
structure (R10). All these could be implemented with reasonable effort.
Connecting to a database to course management facilities (R8) can be done
using AJAX calls. This, however, requires server-side support as well. An inter-
esting new technology that could make implementing this quite simple, is Aptana
3 http://www.prototypejs.org
4 http://prototype-graphic.xilinus.com/
5 http://script.aculo.us
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Jaxer 6 . Jaxer is an AJAX server that allows running the same JavaScript code
and manipulating the same DOM both on server-side and client-side.
There are still some problems unsolved. First, platform specific problems do
arise, although the JavaScript libraries make writing browser independent code a
lot easier. Currently, the implementation has been used in Firefox, Safari, Opera,
and SeaMonkey but does not work in Internet Explorer. However, there should not
be any major impediments in fixing this in IE. In addition, using JavaScript libraries
other than Prototype in the HTML document can cause problems. However, this
is not usual in current learning environments. Another problem is that due to the
nature of JavaScript, all the source code is available to the student. Thus, any
client-side assessment results cannot be trusted if such a system is to be used in
evaluating students.
5.1 Alternative RIA Technologies
When building rich internet applications, JavaScript is not the only choice. In fact,
there is an increasing number of promising technologies available. The discussion
of all of these is not possible in the scope of this paper. However, the following
mentions some of the most potential candidates.
Adobe’s Flash and Flex provide technology for building cross-platform RIAs.
The tools for developing applications are quite sophisticated and powerful. How-
ever, the tools are commercial software products developed by Adobe. Another
rising technology is Microsoft Silverlight, which uses a lot of the same technologies
as the .NET framework making it suitable for developers familiar with .NET. How-
ever, Silverlight is not cross-platform compatible. Finally, we mention JavaFX, a
family of products from Sun Microsystems based on Java technology. However, this
technology is not ready for production use at the moment. On a positive side, Sun
plans on releasing parts of the JavaFX family as open source.
So, why did we choose the JavaScript road? First, by using JavasScript we
do not depend on software provided by any corporation but are using open source
libraries. Second, JavaScript works on all platforms without any plugins, whereas,
for example, Silverlight is not available on Linux at the time of writing. In addition,
our approach can use any server side components. Finally and most importantly,
for the JavaScript approach, the technology is mature, widely used, and supported
by an ever-growing number of useful libraries.
6 Conclusions and Future Research
In this article, we have introduced a solution for using algorithm animations in
hypertext online material. Our solution is a pure HTML and JavaScript implemen-
tation of an algorithm animation viewer that fulfills most of the requirements for an
AV system. In the future, we hope to be able to use this system in actual material
used by learners. At this point, we are not aware of any similar systems being
6 http://www.aptana.com/jaxer
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implemented and we see this as an important step towards the seamless merging of
AV and hypertext called for by the ITiCSE 2006 working group.
There are naturally many more possible features that could be implemented.
Implementing the rest of the requirements and to support the complete Xaal spec-
ification are high on our wish list. However, the nature of HTML and JavaScript
offers some unusual possibilities. The following is a list of the most interesting
future development ideas.
• In the current version, there is already support for drawing annotations on the
animation. In the future, we could store these annotations and then later show
them for the same student, or even share the annotations between students.
• We could support opening animations in different formats directly in the browser.
• Due to the nature of JavaScript, replacing functions on the fly is trivial. This
would allow creation of automatically assessed exercises where the student is re-
quired to code some algorithm using the data structures in the viewed animation.
• The current solution requires internet access if used in evaluation. However,
with cutting edge technologies like Google Gears or Dojo.Oﬄine, oﬄine usage of
animations where assessment/results are submitted when the student is online,
could be developed.
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