Mobile agent technology has gained increasing importance in recent years. However, little work has been done in defining notations/languages to capture and model mobile agent applications. This paper presents extensions of UML activity diagrams for modelling mobile agent applications, which capture specific features of mobile agents such as mobility, cloning and communications.
INTRODUCTION
A mobile agent is a computing entity that can move around different hosts on the network while carrying its state and procedures. Mobile agent technology can be deployed for distributed systems such as ecommerce, distributed information retrieval and some other services such as personal assistance and telecommunication network services.
Industry has made a lot of effort to implement mobile agent programming languages. However most of the works only address implementation issues and do not address design issues on the development of mobile agent applications.
In this paper, we present an effective new approach to model specific features of mobile agents by extending UML. UML can also be extended or adapted to a specific method, organization, or user by the built-in extension mechanisms. Its wide acceptance in industry is one of our main reasons to adopt UML as our base language.
UML is also widely accepted in Agent Oriented Software Engineering (AOSE). Unfortunately UML cannot be used in a straightforward way for modelling agent-based systems, since it lacks basic notion of agenthood. Hence it needs to be extended by incorporating new structural elements which could enhance the base language's expressive power. Agent UML (AUML) (Bauer, et. al., 2001 ) is one of those approaches which synthesize a growing concern for agent-based software methodologies with increasing acceptance of UML for objectoriented software development.
The notion of locality is a key concept in mobile agent languages and systems (Taguchi and Dong, 2002) , which poses constraints on communications between agents and how they can move around locations. For instance, in the agent-place model, which is the basic computational model of Telescript (White, 1996) , communications between agents are only allowed at the same location, which means that an agent must move to a certain location where the agent can communicate with other agent.
In this paper, we extend activity diagrams in UML to model mobile agent applications. Activity diagrams are mainly used for modelling business process and are also good at modelling algorithmic behaviour of a computation. The major extension is to give a new structural meaning to swimlanes to model behaviours of mobile agents. This visual representation makes it easy to capture mobility of agents. Since moving from one location to another is simply represented by a transition between two swimlanes. A metamodel is a model of models. It aims at modelling, visualizing the system, specifying the structure and the behaviour of the system and helping in building the system, documenting the decisions made while building the system (Booch, 1999) . We use the UML metamodel to model the syntax of our extension in this paper.
In order to demonstrate applicability of our notation, we designed an electronic auction system in our proposed notation and implemented it in Java Agent DEvelopment (JADE) programming language (Bellifemine, et. al., 1999) . This paper is organised as follows: the next section presents our new approach by extending UML activity diagrams to model mobile agent applications. The syntax of the extended activity diagram is defined by using UML metamodel in section 3. We then compare related works and finally conclude our work and explain our future plan of our work.
OUR APPROACH
We will use UML Activity diagrams to model dynamic behaviour of mobile agent applications.
UML has extension mechanisms such as tagged values, stereotypes and constraints. Tagged values are mainly used to show extra information. Stereotype allows us to extend the UML elements that already exist by decorating them with extra semantics. It is presented within a pair of matched guillemots.
Specific features of mobile agents, which we model, are mobility, cloning, messaging between agents, and the concept of nested places.
We introduce a new stereotype << Host >> + parameter for swimlane, which represents the location. The parameter is the unique name (address) of the location. It should be noted that this is just a conventional extension of UML. Moving between hosts can be now captured by a transition between swimlanes. A transition is represented by an activity "go to host" (see (1) in the figure 1). Now we introduce a new notation, Subswimlane that is not realised by the built-in extension mechanisms in UML. A subswimlane is also shown as a swimlane with an icon in the higher right corner representing a nested swimlane (see (2) in the figure  1 ). An example of subswimlane is given in (5) in figure1 in which Shopping Centre accommodates Directory Service, Ticket Shop and Flower Shop.
Mobile agents may travel among these shops gathering information or making trade.
We use signal sending and signal receipt in UML Activity diagram to enable agents to exchange messages. A new rule is added, which is that whenever an agent would like to send a message to another agent, the parameters(message description) inside these icons must be exactly the same between signal sending and expecting signal receipt. For example, a user defined "Query" type signal send, must have the same type in the expecting signal receipt (see (3) in the figure 1).
Cloning is another important behaviour of mobile agents, which includes several subactivities. This activity allows an agent to clone itself first, then to send the cloned agent to another host. This behaviour could be repeated in order to send the required number of clones. We use subactivity notation to include subactivities and use Dynamic Concurrency State to show iterations without having to construct a loop (see (4) in the figure 1).
We designed and implemented an electronic English auction system in JADE (Bellifemine, et. al., 1999) . JADE is a FIPA-compliant Agent Platform. In JADE, the communication between agents will use the ACLMessage class, in which several message types are provided so that agents could understand what kind of message, e.g., INFORM, REQUEST CONFIRM, they need.
Our system consists of two agents, an auctioneer agent and a bidder mobile agent. The auctioneer agent resides at seller's host and manages an interface to the seller to show the state of the auction and controls the whole process. The bidder mobile agent will circulate round potential bidders while gathering bids by displaying it on GUI to bidders. There are several repeated activities such as querying for available bidders' locations from management agent (AMS in JADE) in main platform, querying auction information from auctioneer agent and bidding with bidders and so on.
So "Get Available Locations" and "Bid" are modelled as two subactivitites in a swimlane depicted in figure 2.
UML METAMODEL FOR OUR NEW MODEL ELEMENTS
In the previous section, we have defined a new stereotype <<Host>> + parameter in order to capture the notion of location. This is defined in the metamodel in (1) in the figure 3. Another element we define is subswimlane, which is syntactically defined in (2) in the figure 3. The swimlane is also syntactically defined as in (3) in the figure 3. We use stereotype and tagged value to present the syntax of moving from host 1 to host 2 of a mobile agent. We use two tagged values, "Go", which is defined in (4) in the figure 3 and "Clone" (see (6) in the figure 3) to represent the syntax of move and clone behaviours ((5) and (7) in the figure 3) respectively. 
RELATED WORK
The most relevant work is the FIPA modelling standard in deployment and mobility of multi-agent systems (FIPA Modeling TC, 2003) , which uses activity diagrams and deployment diagrams as part of AUML. AUML deployment diagrams statically models movement of agents by incorporating a new association with a stereotype <<moves>> and nods in a network in which agents are modelled as software components. Algorithmic behaviour of an agent is modelled in an ordinary Activity diagram, but movement is captured by using symbols for a node and a decision which an agent will take in order to migrate different nodes in a network.
Lind adopted UML Activity diagrams to model agent interaction protocol without introducing any new modelling elements (Lind, 2002) . He used swimlane as a construct which denotes a role of an agent and synchronous communications by giving new stereotypes. However, as mobile agent systems being inherently multi-agent, it is hard to use his notation for more complex communication patterns, which require more channels between different agents.
The most recent approach (Baumeister, et. al., 2002) related to ours is an extension of UML class diagram and activity diagrams to model mobile system. Their notation, which is based on a mobile calculus mobile ambient (Cardelli and Gordon, 1998) , assumes both mobile objects and locations could migrate to another location. The crucial difference between ours and theirs is that we use a different mobility model in which we do not allow a location to move to another location while some agents running in parallel.
The biggest advantage of our work is its straightforward visual representation of mobility of agent, which helps to capture dynamic and algorithmic behaviour of mobile agents and to understand how they interact with each other in terms of locality.
CONCLUSION AND FURTHER WORK
In this paper, we presented extensions to activity diagram for modelling mobile agent applications. A new stereotype <<Host>> + parameter for swimlane, which represents the location is introduced in order to capture mobility of agents. Other specific features of agents such as communications, cloning are defined by existing model elements with a new rule of subactivities. We also proposed a new notation subswimlane in order to model nested places. One of drawbacks is that an activity diagram basically models a single multi-threaded agent. Even our proposed notation clearly visualize locality and communications between agents, it is hard to verify all communications and movement are eventually synchronized between agents. The best way to overcome this drawback is to translate activity diagrams into some other formalism such as process algebra, which provide verification procedure of the model. Fortunately our concept of location can be easily mapped into mobile calculi, such as mobile ambient, which provides verification procedure as well as semantic foundations of our notation.
