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Abstract
We revisit the classic task of finding the shortest tour of n points in d-dimensional Euclidean
space, for any fixed constant d > 2. We determine the optimal dependence on ε in the running
time of an algorithm that computes a (1 + ε)-approximate tour, under a plausible assumption.
Specifically, we give an algorithm that runs in 2O(1/ε
d−1)n log n time. This improves the pre-
viously smallest dependence on ε in the running time (1/ε)O(1/ε
d−1)n log n of the algorithm by
Rao and Smith (STOC 1998). We also show that a 2o(1/ε
d−1)poly(n) algorithm would violate
the Gap-Exponential Time Hypothesis (Gap-ETH).
Our new algorithm builds upon the celebrated quadtree-based methods initially proposed by
Arora (J. ACM 1998), but it adds a simple new idea that we call sparsity-sensitive patching. On
a high level this lets the granularity with which we simplify the tour depend on how sparse it is
locally. Our approach is (arguably) simpler than the one by Rao and Smith since it can work
without geometric spanners. We demonstrate the technique extends easily to other problems, by
showing as an example that it also yields a Gap-ETH-tight approximation scheme for Rectilinear
Steiner Tree.
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1 Introduction
The Euclidean Traveling Salesman Problem (Euclidean TSP) is to find a round trip of mini-
mum length for a given set of n points in Euclidean space. While its simple statement and clear
applicability make the problem very attractive, work on it has been immensely influential and inspi-
rational. In particular, the Gödel-prize-winning approximation schemes due to Arora [Aro98] and
Mitchell [Mit99] are among the most prominent results in approximation algorithms. Because of
their elegance, they serve as evergreens in graduate algorithms courses, textbooks on approximation
algorithms or optimization [Vaz04; WS11; KV12], and more specialized textbooks [Har11; NS07].
After the publication of these results, an entire research program with many strong results
consisting of improvements, generalizations and different applications of the methods from [Aro98;
Mit99] was conducted by many authors (see e.g. the survey [Aro03]). The technique is now known
to be useful for a whole host of geometric optimization problems (see the related work paragraph).
The most natural goal within this research direction is to improve the running times to be
optimal, i.e. to improve and/or provide evidence that further (significant) improvements do not
exist. In the last 25 years only two such results were obtained (focusing on R2 for now):
1. Rao and Smith [RS98] used geometric spanners to improve the n(log n)O(1/ε) time approxi-
mation scheme of Arora [Aro98] to run in only (1/ε)O(1/ε) · n log n time.1
2. Bartal and Gottlieb [BG13] used a tailor made ‘hierarchical spanner’ to reduce the dependence
on n even to linear, getting rid of the final logarithmic factor, although at the cost of a larger
dependence on 1/ε in the exponent when compared to [RS98].
Note that both of these improved algorithms significantly extend the techniques of [Aro98; Mit99]
by introducing some notion of a spanner. Given the prominence of the results, one may wonder
whether this is really required or whether there is a more direct way to get improved algorithms.
Additionally, while these results settle the optimal dependence on n, we are not aware of other
papers that studied the (much faster growing) dependence on ε. This is in stark contrast with
a current trend in modern fine-grained algorithmic research. In particular, in the last decade a
powerful toolbox for determining the (conditionally) optimal exponential running times has been
developed. See for example [LMS11] for a survey on lower bounds or [FKLM20] for a survey on
lower bounds and (exponential time) approximation algorithms.
For example, for solving Euclidean TSP exactly in d-dimensional Euclidean space (henceforth
denoted by Rd) for some constant d > 2, there is now an algorithm with running time 2O(n1−1/d),
which is matched by a lower bound of 2Ω(n1−1/d) [BBKK18] under the Exponential Time Hypothesis
(ETH). Moreover, for several problems on planar graphs we have 2O(1/ε)nO(1) time approximation
schemes and know that they cannot be improved to run in 2o(1/ε)nO(1) time, unless the Gap-
ETH [Din16; MR17] fails (see e.g. [Mar07]). We aim for a similar result regarding the complexity
of various approximation schemes in Euclidean geometry.
Goal: Improve approximation schemes for optimization problems in Euclidean geometry rely-
ing on techniques of [Aro98] to have conditionally optimal running time dependence on ε.
We focus on Euclidean TSP and (Rectilinear) Steiner Tree in Rd and give algorithms with
a Gap-ETH-tight dependence on ε. The simpler version of our approach is a direct extension of the
approach from [Aro98], and avoids spanners (at the cost of logO(1) n factors in the running time).
1For dimension d, [RS98] claimed (1/ε)O(1/ε)
d−1
n+O(n logn), however the full details have not yet been published.
See Chapter 19 of [NS07] for a detailed description of an algorithm with (1/ε)O(1/ε
d2 )n logn expected running time.
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1.1 Our contribution
Our simple modification to Arora’s scheme [Aro98] makes it a provably much more efficient al-
gorithm. The resulting algorithm runs in near-linear time, and also improves the running time
dependence on ε all the way to conditional optimality: we show that an EPTAS with an asymp-
totically better dependence on ε in the exponent is not possible under Gap-ETH, for constant
dimension d. The simpler result for d = 2 reads as follows:
Theorem 1.1. There is a randomized (1 + ε)-approximation scheme that solves Euclidean TSP
in two dimensions in 2O(1/ε)n polylog(n) time.2 The algorithm does not make use of spanners.
Thus, we improve the previously best (1/ε)O(1/ε) dependence of ε in the running time of [RS98]
down to 2O(1/ε). We believe that the algorithm is simpler than the approach from [RS98; BG13]
(though our analysis of the promised approximation guarantee is less direct than [Aro98]).
Our algorithm also naturally extends to higher dimensions, but one needs to track the connec-
tivity requirements of the dynamic programming solutions more carefully, using representative sets
and the rank-based approach [BCKN15; CKN18]. This gives a running time of 2O(1/ε)d−1n logO(1) n
for any fixed dimension d > 2. Note that here and in the sequel our big-O notation hides factors that
depend only on d since it is assumed to be constant. Our procedure introduces extra logarithmic
factors in n, but these can be removed by incorporating the use of spanners as done by Rao and
Smith [RS98]. Precisely, we obtain the following general result:
Theorem 1.2 (Main result). For any integer d > 2 there is a randomized (1 + ε)-approximation
scheme for Euclidean TSP in Rd that runs in 2O(1/ε)d−1n+ poly(1/ε) · n log n time.2 Moreover,
this cannot be improved to a 2o((1/ε)d−1) · poly(n) time algorithm, unless Gap-ETH fails.
Our lower bound for Euclidean TSP is derived from an construction for Hamiltonian Cycle
in grid graphs [Ber+20] in combination with Gap-ETH [Din16; MR17] (see Section 5).
Our approximation scheme inherits many properties from the approximation scheme of [Aro98].
Our running times are double exponential in the dimension d, which is expected because of Trevisan’s
lower bound [Tre00], and can be derandomized at the cost of an extra nd factor in the running time.
Applicability for other geometric problems Another property that our approximation scheme
inherits from [Aro98] is that it can be readily employed for several different geometric optimization
problems. For brevity we will not explore all these problems in this work, and merely focus in detail
on another famous geometric optimization problem: the (Rectilinear) Steiner Tree problem.
Theorem 1.3. For any integer d > 2 there is a randomized (1 + ε)-approximation scheme for
(Rectilinear) Steiner Tree in Rd that runs in 2O(1/ε)d−1n + poly(1/ε) · n polylog(n) time.2
Moreover, the algorithm for Rectilinear Steiner Tree cannot be improved to a 2o((1/ε)d−1) ·
poly(n) time algorithm, unless Gap-ETH fails.
An interesting aspect is that to make the techniques of [RS98] work for Steiner Tree, a
stronger variant of spanner called ‘banyan’ is needed. Our method also circumvents this complica-
tion. Nevertheless, banyans might allow a further decrease in the logarithmic factors of n in the
running time in the above algorithm.
The lower bound for Rectilinear Steiner Tree is more involved, since there is no known
ETH-based lower bound for the exact version of the problem. Our construction is based on a reduc-
tion from Grid Embedded Connected Vertex Cover from [Ber+20] and gadgets proposed
by [GJ77] (see Section 5).
2Our results hold in the word-RAM model in which we assume all point coordinates can be stored in a single word
(similarly as in [Aro98]).
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1.2 The existing approximation schemes and their limitations
The approximation scheme from Arora [Aro98] serves as the basis of our algorithm and we assume
that the reader is familiar with its basics (see [WS11; Vaz04] for a comprehensive introduction to
the approximation scheme). In this section we consider d = 2 for simplicity.
In a nutshell, Arora’s strategy in the plane is first to move the points to the nearest grid points
in an L×L grid where L = O(n/ε). This grid is subdivided using a hierarchical decomposition into
smaller squares (a quadtree, see definition in Section 2), where on each side of a square O((log n)/ε)
equidistant portals are placed. Arora proves a structure theorem, which states that there is a tour
of length at most (1 + ε) times the optimal tour length that crosses each square boundary O(1/ε)
times, and only through portals. This structure theorem is based on a patching procedure, which
iterates through the cells of the quadtree (starting at the smallest cells) and patches the tour such
that the resulting tour crosses all cell boundaries only O(1/ε) times and only at portals, and it
does it in such a way that the new tour is only slightly longer. While such a promised slightly
longer tour does not necessarily exist for a fixed quadtree, a randomly shifted quadtree works with
high probability. The algorithm thus proceeds by picking a randomly shifted quadtree, and by
performing a dynamic programming algorithm on progressively larger squares and the bounded set
of possibilities in it to find a patched tour.
The first improvement to Arora’s algorithm was achieved by Rao and Smith [RS98] (see [NS07,
Chapter 16] for a modern description of their methods). Recall that Arora placed equidistant
portals. Rao and Smith’s idea is to use light spanners to “guide” the approximate TSP tour and
select portals on the boundary not uniformly. They show that it is sufficient to look for the shortest
tour within a spanner, or more precisely, they patch the given spanner such that the resulting graph
has 1/εO(1) crossings with each quadtree cell, while still containing a (1 + ε)-approximate tour.
Similarly to Arora’s algorithm, it is sufficient to consider tours that cross each square boundary
O(1/ε) times, but now the number of portals is (1/ε)O(1). Consequently, the algorithm of Rao and
Smith needs only
(
(1/ε)O(1)
)O(1/ε)
= 2O((1/ε)·log(1/ε)) subsets of portals to consider for each square
in their corresponding dynamic programming algorithm.
Why do known techniques fail to get better running time? To get the dependence on ε
in the running time down to 2O(1/ε), the bottleneck is to get the number of candidate sets of where
the tour crosses a cell boundary down to 2O(1/ε).3
One could hope to improve Arora’s algorithm by decreasing the number of portals fromO(log n/ε)
to O(1/ε), but this is not possible: the structure theorem would fail even if the optimal tour is a
square (with n− 4 input points on its sides).
Another potential approach would be to improve the spanners and the spanner modification
technique of Rao and Smith to get a graph that contains a (1 + ε)-approximate tour, while having
onlyO(1/ε) crossings on each side of each square. Such an improvement seems difficult to accomplish
as even with Euclidean Spanners [LS19] of optimal lightness or the more general Euclidean Steiner
Spanners [LS20]. Le and Solomon [LS19] gave a lower bound of Ω̃(1/ε) on the lightness of Euclidean
Steiner Spanners in d = 2. Even with that optimal spanner, the patching method of Rao and Smith
yields a guarantee of only Õ(1/ε2) crossings per square and it is not clear if one can even get
O(1/ε1.99) potential crossings per square.
3To properly solve all required subproblems, the dynamic programming algorithm also needs to consider all
matchings on such a candidate set, but this can be circumvented by invoking the rank-based approach from [BCKN15]
that allows one to restrict attention to only 2O(1/ε) matchings as long as the candidate set has cardinality O(1/ε).
3
Figure 1: On neighboring cells of the quadtree, one must ensure that the tour crosses only at most 1/ε times, chosen
from a limited set of portals. Left: Arora’s structure theorem snaps the tour to one of O( logn
ε
) equally spaced portals.
Right: The number of possible portal locations depends on the number of crossings; the fewer portals are used, the
more precisely they are chosen. Both techniques use the Patching Lemma between the bottom two cells as their
shared boundary is crossed more than 1/ε times.
1.3 Our technique: Sparsity-Sensitive Patching
We introduce a new patching procedure. Slightly oversimplifying and still focusing on 2 dimensions,
it iterates over the cells of the quadtree like Arora, but it processes a cell boundary as follows:
Sparsity-Sensitive Patching: For a cell boundary that is crossed by a tour at 1 < k 6 O(1/ε)
crossings, modify the tour by mapping each crossing to the nearest portal from the set of g
equidistant portals. Here g is a granularity parameter that depends on k as g = Θ(1/(ε2k)).
This can be used in combination with dynamic programming to prove Theorem 1.2 since it produces
a tour for which the number of possibilities for the set of crossings of the tour with a cell boundary is∑
k
(O(1/(ε2k))
k
)
= 2O(1/ε) (see Claim 2.9). Because it is only a slight extension of Arora’s procedure,
we believe it will be (almost) as general in scope of applicability as Arora’s approach.
Bounding the patching cost. The main challenge is to analyze the patching cost of the Sparsity-
Sensitive Patching procedure. We will informally describe how we do this next. Similarly to the
patching cost analysis of Arora’s patching procedure, our starting point is that the total number of
crossings that an optimal tour π will have with all horizontal (and vertical) lines aligned at integer
coordinates is proportional to the total weight of the tour (Lemma 2.2). Since we can afford an
additional cost of ε · wt(π), it is enough to show that each such crossing incurs (in an amortized
sense) at most O(ε) patching cost.
Let PC(k, `) be the patching cost of a horizontal quadtree-cell side of length ` with k crossings.
Since we connect each crossing to a portal that is of distance at most `/g, and the total patching
cost is never greater than O(`) (since we can just “buy” an entire line), we obtain PC(k, `) 6
O(min{`, k`/g}). The amortized patching cost per crossing is then
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PC(k, `)
k
= O
(
min{`, k `g}
k
)
= O
(
`
k
min{1, (kε)2}
)
, (1)
and this is maximized when k = 1/ε, for which it is ε`.
Because we consider a random shift of the quadtree, a crossing of π with a fixed horizontal line
h will end up in a cell side of length L/2i with probability at most 2i−1/L, for each 0 6 i 6 logL
(Lemma 2.3). Letting αi(x) be the (amortized) patching cost due to the crossing x on line h if h
has level i, x incurs
logL∑
i=0
2i−1
L
· αi(x) (2)
amortized patching cost in expectation. Naively applying (1) for each i to get αi 6 εL/2i and
putting this bound into (2), gives an undesirably high cost of O(ε logL).
To get this cost down to O(ε), we need to use a more refined argument. Intuitively, we exploit
that in the worst case the bound αi(x) 6 εL/2i is tight only for a single i = i∗. Subsequently, we
show that for levels above and below i∗ we have a geometrically decreasing series of costs, which
will show that the cost in (2) is bounded by O(ε). In our proof we formalize this with a charging
scheme based on the distance of the crossing to the next crossing on the horizontal line.
1.4 More related work
The framework of Arora [Aro98] and Mitchell [Mit99] was employed for several other optimization
problems in Euclidean space such as Steiner Forest [BKM15], k-Connectivity [CL98], k-
Median [KR07; ARR98], Survivable Network Design [CLZ02]. We hope our techniques will
also find some applications in them.
The original results from [Aro98; Mit99] was also applied or generalized to different settings. The
state-of-the-art for the Traveling Salesman Problem in planar graphs is now very similar to the
Euclidean case. [GKP95] gave the first PTAS for TSP in planar graphs, which was later extended by
[Aro+98] to weighted planar graphs. Klein [Kle08] proposed a 2O(1/ε)n time approximation scheme
for TSP in unweighted planar graphs, which later was proven by Marx [Mar07] to be optimal
assuming ETH. Klein [Kle06] also studied a weighted subset version of TSP that generalizes the
planar Euclidean case and gave a PTAS for the problem.
The literature then generalized the metrics much further. Without attempting to give a full
overview, some prominent examples are the algorithms in minor free graphs [DHK11; BLW17; Le20],
algorithms in doubling metrics [BGK16; CJ18], and algorithms in negatively curved spaces [KL06],
each of which is at least inspired by the result of Arora [Aro98] and Mitchell [Mit99].
Recently, Gottlieb and Bartal [GB19] gave a PTAS for Steiner Tree in doubling metrics.
Moreover, they proposed a 2(1/ε)O(d
2)
n log n time algorithm for Steiner Tree in d-dimensional
Euclidean Space with a novel construction of banyan.
There is also a vast literature concerning Euclidean Spanners (see the book [NS07] for an
overview). Very recently Le and Solomon [LS19] proved that greedy spanners are optimal and
in [LS20] they gave a novel construction of light Euclidean Spanners with Steiner points. Many
such results mention approximation schemes for Euclidean TSP as a major motivation.
1.5 Organization
This paper is organized as follows. In Section 2 we define the building blocks of Arora’s approach
that we use, state our structural theorem, and informally prove Theorem 1.1. Section 3 proves
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the Structure Theorem, and in Section 4.1 we show how to use it in combination with dynamic
programming to establish the algorithmic parts of Theorem 1.2 and Theorem 1.3. In Section 5 the
matching lower bounds are presented, and in Section 6 we conclude the paper.
2 Arora’s Technique and our Sparsity-Sensitive Patching Extension
In this section we explain our new Sparsity-Sensitive Patching technique in more detail and focus,
for the sake of exposition, mostly on the special case d = 2. In order to do so, we first introduce
ingredients from the previous approach from [Aro98]. We formally describe these ingredients for
general dimension d in order to be able to refer to them in later sections as well.
2.1 Ingredients from Arora’s approach
In the following we assume an instance of Euclidean TSP is given by a point set P ⊆ Rd. By
using a standard O(n log n) time4 perturbation step as preprocessing (see e.g. [NS07, Section 19.2]),
we may assume that P ⊆ {0, . . . , L}d for some integer L = O(n
√
d/ε) that is a power of 2.
A salesman path will be a closed path that visits all points from P but may make some digres-
sions. The following folklore lemma, is typically used to reduce the number of ways a salesman path
can cross a given hyperplane.
Lemma 2.1 (Patching Lemma [Aro98]). Let h be a hyperplane, π be a closed path, and I(π, h) be
the set of intersection of π with h. Suppose T be a tree that spans I(π, h). Then, for any point
p in T there exist line segments contained in h whose total length is at most O(wt(T )) and whose
addition to π changes it into a closed path that crosses I(π, h) at most twice and only at p.
Dissection and Quadtree. Now we introduce a commonly used hierarchy to decompose Rd
that will be instrumental to guide our algorithm. Pick a1, . . . , ad ∈ {1, . . . , L} independently and
uniformly at random and define a := (a1, . . . , ad). Consider the hypercube
C(a) :=
d
×
i=1
[−ai + 1/2, 2L− ai + 1/2].
Note that C(a) has side length 2L and each point from P is contained in C(a) by the assumption
P ⊆ {0, . . . , L}d.
Let the dissection D(a) of C(a) to be the tree T that is recursively defined as follows: With
each vertex of T we associate a hypercube in Rd. For the root of T this is C(a) and for the leaves
of T this is a hypercube of unit length. Each non-leaf vertex v of T with associated hypercube
×di=1[li, ui] has 2d children with which we associate×di=1 Ii, where Ii is either [li, (li + ui)/2] or
[(li + ui)/2, ui]. We refer to such a hypercube that is associated with a vertex in the dissection as
a cell of the dissection.
The quadtree QT (P,a) is obtained from D(a) by stopping the subdivision whenever a cell has
at most 1 point from the input point set P . This way, every cell is either a leaf that contains 0 or
1 input points, or it is an internal vertex of the tree with 2d children, and the corresponding cell
contains at least 2 input points. We say that a cell C is redundant if it has a child that contains the
same set of input points as the parent of C. A redundant path is a maximal ancestor-descendant
path in the tree whose internal vertices are redundant. The compressed quadtree CQT (P,a) is
obtained from QT (P,a) by removing all the empty children of redundant cells, and replacing the
4By using a different computational model, this is counted as O(n) time in [BG13].
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redundant paths with edges. In the resulting tree some internal cells may have a single child; we
call these compressed cells. It is well-known and easy to check that compressed quadtrees have O(n)
vertices.
A grid hyperplane is a point set of the form {(x1, . . . , xd : xi = 1/2 + j)} for some integer j. For
a set of line segments S we define I(S, h) as the set of line segments from S that cross h. Note that
for every face F of every cell in D(a), there is a unique grid hyperplane that contains F .
The following simple lemma relates the number of crossings with grid hyperplanes with the total
length of the line segments.
Lemma 2.2 (c.f., Lemma 19.4.1 in [NS07]). If S is a set of line segments in Rd, then∑
h:grid hyperplane
|I(S, h)| 6
√
d · wt(S)
For a grid hyperplane h we define the level of h to be the smallest integer i such that D(a)
contains a cell with sides of length 2L/2i, one of whose faces is contained in h.
Lemma 2.3 (Lemma 19.4.3 [NS07]). Let h be a grid hyperplane, and let i be an integer satisfying
0 6 i < 1 + logL. Then the probability that the level of h is equal to i is at most 2i−1/L.
2.2 The patching procedure of Arora
We now briefly describe the building blocks from [Aro98], because it will be useful to contrast it to
our new approach.
Definition 2.4 (m-regular set). An m-regular set of portals on a d-dimensional hypercube C is an
orthogonal lattice grid(C,m) of m points in the cube. Thus, if the cube has side length `, then the
spacing between the portals is `/m1/d.
Definition 2.5 (r-light). A set of line segments S is r-light with respect to the dissection D(a) if
it crosses each face of each cell of D(a) at most r times.
Theorem 2.6 (Arora’s Structure Theorem). Let P ⊆ {0, . . . , L}d, and let wt(OPT ) be the min-
imum length of a salesman tour visiting P . Let the shift vector a be picked randomly. Then with
probability at least 1/2, there is a salesman path of cost at most (1 + ε)wt(OPT ) that is r-light with
respect to D(a) such that it crosses each facet F of a cell of D(a) only at points from grid(F,m),
for some m = (O((
√
d/ε) logL))d−1 and r = (O(
√
d/ε))d−1.
The algorithmic usefulness of Theorem 2.6 lies in the fact that the promised tour can be found
relatively quickly with a dynamic programming algorithm. The table entries are indexed by a cell
of CQT (P,a) and all possible ways the tour can enter and leave the cell. The number of such
possibilities is
(
m
r
)
2O(r), which for d = 2 is roughly (log n)O(1/ε)n.5
The proof of Theorem 2.6 (and its later extensions) uses a so-called patching procedure that
modifies an (optimal) tour to a tour with the desired properties, but without increasing the length
by too much. For example, for Theorem 2.6 a patching procedure iterates over each facet F of a
cell and rewires each crossing to a “portal” from grid(F,m).
Such patching procedures can be analysed via bounding the expected cost cost(h) of the crossings
of the tour with a fixed hyperplane h. By Lemma 2.2, it is sufficient to show that a fixed crossing
incurs only O(ε) cost (for d = 2). The analysis of the above patching procedure for proving
5This uses the well-known fact that the number of non-crossing matchings on r endpoints is at most 2O(r).
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Theorem 2.6 in two dimensions is relatively direct since the connection to a point from grid(F,m)
costs O(L/(2im)) and the probability that h gets level i is 2i−1/L by Lemma 2.3.
To ensure r-lightness, one can use the following patching procedure:6 Let us assume for simplicity
that h is a horizontal line, and c1 < c2 < . . . < ck are the x-coordinates of the k = |I(G, h)| crossings.
Define the proximity of the j-th crossing as pro(cj) = cj − cj−1 (for j = 1, use c0 = −∞). The
patching procedure works as follows: If pro(cj) 6 L2ir then connect cj to cj−1, and run Lemma 2.1
on the obtained components to reroute all connections. It is easy to see that the obtained tour is
r-light since each cell boundary contained in h is of length L/2i and thus contains at most r points
with proximity more than L/(2ir). To see that the total length of the added connections is at most
|I(π, h)|/r, note that a single crossing x incurs patching cost at most
logL∑
i=0
2i−1
L
[
pro(x) 6
L
2i · r
]
pro(x) =
θ∑
i=0
2i−1
L
pro(x) 6
2θ
L
pro(x) 6
1
r
, (3)
where the brackets denote an indicator function and θ := log
(
L
r·pro(x)
)
.
2.3 A new structure theorem and how to use it
Now we present and discuss the main structure theorem that allows us to prove Theorem 1.2.
Definition 2.7 (r-simple salesman tour). A tour π in Rd is r-simple if for every face F of every
cell in D(a), either
(a) π crosses F at only one point, or
(b) π crosses F at most m times, and only at points from grid(F, g), for g 6 r2d−2/m.
Moreover, for any point p on a hyperplane h, π′ can cross h at most twice via p.
Note that m 6 2g since each portal from grid(F, g) is visited at most twice, and therefore it
holds that m 6 2rd−1.
Theorem 2.8 (Structure Theorem). Let a be a random shift and let π be a salesman path that
visits P ⊆ Rd. For any large enough integer r there is an r-simple salesman path π′ visiting P such
that both
(1) Ea[wt(π′)− wt(π)] 6 O(d2 · wt(π)/r), and
(2) if π crosses a face F of a hypercube of D(a) at only one point, then π′ crosses F at the same
point.
Now, we explain why the structure theorem is useful to get fast algorithms. Let us informally
describe how it can be used to prove Theorem 1.1. We set r = O(1/ε). If we find an r-simple tour
of lowest weight, then by property (i) of Theorem 2.8 guarantees that is (1 + ε)-approximation of
an optimal TSP. Similarly to Arora [Aro98] we can use dynamic programming to find such a tour.
The number of possible ways in which the tour can enter and leave a cell of the quadtree is at most(O(1/(ε2m))
m
)
2O(m)nO(1), since there are at most nO(1) possibilities for the location of crossing if there
is at most one crossing.5 The number of table entries can then be upper bounded with 2O(1/ε)nO(1)
via the following claim:
6The patching procedure we describe here is non-standard and functions as warm-up towards our new patching
procedure that establishes Theorem 2.8.
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Figure 2: Construction of a set of line segments T ′F in d = 2. The tour π is colored red. Green portals denote the
points in grid(F, r2/|G|). The leftmost point and the points with pro(x) > L/(2i/r) form a set G and are connected
to closest portal from the grid by a green arrow. Points with pro(x) 6 L/(2ir) form set N are connected to its parent
by a black arrow. The set of line segments T ′F is indicated with a collection of black and green arrows.
Claim 2.9. For every 1 6 a 6 b, it holds that
(
b/a
a
)
6 e
√
b/e.
Proof. If a >
√
b, then
(
b/a
a
)
= 0 and the inequality follows. If a 6
√
b, then by the standard upper
bound
(
n
k
)
6 (n·ek )
k we have that
(
b/a
a
)
6
(
b·e
a2
)a. In the interval a ∈ [1,√b], the latter expression is
maximized for a =
√
b/e, where it equals e
√
b/e.
To get the nO(1) factor in the running time down to logO(1) n, note we can first apply Theorem 2.6
with smaller ε to ensure there are logO(1)(n) possibilities for the case where the tour crosses a face
at a single point.
Theorem 1.1 now follows from the correctness of our Structure Theorem.
2.4 Sparsity-Sensitive Patching
We now describe on an intuitive level how Theorem 2.8 is established in R2; a formal proof of the
general version is postponed to Section 3. From the analysis of Subsection 2.2, and in particular (3),
it appears that crossings in a cell with at least r crossings contribute only O(1/r) to the expected
patching cost (note that in the algorithm we set r = O(1/ε)). We must keep the number of possible
ways in which the tour can cross a cell of the dissection to 2O(r), but we also need to decrease the
patching cost significantly in case of less than r crossings.
Our Sparsity-Sensitive Patching technique achieves this by taking each cell C of the dissection
and each side F of C with at least two crossings, and connecting each crossing x on F as follows
(see Figure 2).
1. Let N be the set of “near” crossings, that is, N is the set of crossings of π and F satisfying
pro(x) 6 L
2ir
, where i is the level of the line of F in the dissection.
2. Let G be the set of remaining crossings of π with F .
3. Create a set of line segments7 T ′F by connecting each vertex from N to its successor and, if
|G| > 1, connecting each vertex from G to the closest point in grid(F, r2/|G|).
4. Apply Lemma 2.1 to each set of touching line segments of T ′F to obtain a new tour π
′ that
crosses F only at |G| points of grid(F, r2/|G|), and at most twice at each of these points.
7The notation T ′F may not be intuitive at first, but it is chosen to match the notation of the full proof in Section 3.
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Note that if |G| = 1, then we do not guarantee that the single crossing is in grid(F, r2/|G|) (and
this is also not promised in Theorem 2.1). The reason that we do this is that the one crossing in
G may have arbitrary large proximity, and the proximity of all other crossings can be arbitrarily
small, and therefore we cannot ‘charge’ the patching cost to a vertex in the analysis that follows.
Therefore we can focus on |G| > 1.
Similarly to Subsection 2.2, we bound the expected patching cost that a single patching incurs
in terms of its proximity. By Lemma 2.1 the increase of π′ is proportional to wt(T ′F ). Since each of
the connections at Step 3. are of length at most L|G|
2ir2
, we thus we have
wt(T ′F ) 6
∑
x∈N
pro(x) +
∑
x∈G
L|G|
2ir2
6
∑
x∈N
pro(x) +
L|G|2
2ir2
, (4)
so we need to bound |G|2 in terms of the proximities of the vertices in G. Let ρ denote the crossing
with the minimum x-coordinate. Thus
∑
x∈G\{ρ} pro(x) 6 L/2
i since all crossings in G are in an
interval of length L/2i. By the AM-HM inequality8 we therefore have that
|x ∈ G \ {ρ}|2 6
 ∑
G\{ρ}
pro(x)
(∑
x∈G
1
pro(x)
)
6
L
2i
∑
x∈G
1
pro(x)
. (5)
and combining with (4) gives that
wt(T ′F ) 6
∑
x∈N
pro(x) +
(
L
2ir
)2 ∑
x∈G
1
pro(x)
.
Next, for a fixed hyperplane h of level i we attribute the cost to the crossing x ∈ I(π, h) as follows.
If x ∈ N , then the cost of the crossing x ∈ I(π, h) is αi(x) := pro(x). Otherwise if x ∈ G, the cost
is αi(x) := ( L2ir )
2 1
pro(x) . Now, for a fixed grid hyperplane h and x ∈ I(π, h) the expected patching
cost due to x is:
logL∑
i=0
Pr[h has level i] · αi(x) = O
(
θ∑
i=0
2i
L
pro(x) +
logL∑
i=θ+1
L
2i
1
r2pro(x)
)
,
where θ := log Lr·pro(x) (recall that x ∈ G when pro(x) >
L
2ir
and x ∈ N otherwise). The right
hand side is at most O(1/r) by the convergence of sums of geometric progressions. Thus the total
patching cost is at most
∑
h
∑
x∈I(π,h)
logL∑
i=0
Pr[h has level i] · αi(x) 6
∑
h
O(|I(π, h)|/r) 6 O(wt(π)/r)
by Lemma 2.2, as required.
3 The proof of the Structure Theorem in Rd
In this section we formally prove the Structure Theorem in d-dimensional Euclidean space. Before
we prove it, we first show the existence of a certain ‘base-line tree’ in d-dimensional Euclidean
8If x1, . . . , x` are positive integers, then
∑`
i=1
1
xi
> `
2∑`
i=1 xi
.
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space. This tree will be a subset of a hyperplane and parts of it will be used via the invocation
of the patching routine from Lemma 2.1 to reduce the number of crossings of the tour with the
hyperplane. In R2, this tree is just an entire line segment, but in higher dimensions this is less
direct. Similar trees were also used for the case d > 2 by a previous algorithm (see [RS98]), but
we use it in a slightly different way. Crucially, the base-line tree determines the proximities of the
crossings and whether a given crossing point will be connected to a point from a grid or not.
3.1 The base-line tree
The following Lemma is based on [NS07, Lemma 19.5.1]. There are however two important differ-
ences. First, we do not need an efficient construction and only need to prove the existence of such
a tree T . Second, [NS07, Lemma 19.5.1] does not guarantee a property (ii) in Lemma 3.1.
Lemma 3.1. Let D(a) be a dissection in Rd. Then there is a tree T of V such that
(a) T is 1-light with respect to D(a), and
(b) for each cell C of the dissection D(a) with side-length ` and Q ⊆ C, it holds that the subtree
T ′ of T that spans Q satisfies wt(T ′) 6 4d`|Q|1−1/d.
Proof. For convenience we extend the dissection D(a) to an infinite dissection D′(a) as follows:
For an infinite number of iterations, each smallest hypercube is split into 2d axis-parallel smaller
hypercubes of equal size in the unique way.
The construction of T is as follows. For a hypercube C in the dissection D′(a) we define the
skeleton of C to be the graph whose vertex set consists of the 2d corners of C and whose edge set
consists of the d2d−1 edges of C. We define cor(C) to be the corner of C of which all coordinates are
the smallest possible. We construct a tree T that only crosses each C of the dissection at cor(C).
To do so, for each C we add a spanning tree of the skeleton of C rooted at cor(C) with depth at
most d; this tree is denoted by TC . Note that different trees TC have overlaps. The cell C has a
unique child C? where cor(C) = cor(C?); we identify these root points in TC and TC? . If C ′ 6= C?
is a child of C, then we identify the root of TC′ and the same point in TC? . The result is a tree T
(with overlaps) that spans all vertices of all cells in D′(a).
By construction, the tree T only crosses each cell C of the dissection at cor(C) and therefore
the tree is 1-light. It thus remains to show that it satisfies property (b).
We now represent T as a (non-geometric) 2d-ary tree T ′ whose vertices are the cells of the
dissection D′(a) and an edge from a cell C ′ to its parent cell C corresponds to either a path from
cor(C ′) to cor(C) that either has length 0 or it is a path in TC? where C? is a sibling of C ′. We
define the level of a vertex in T ′ to be the distance to the root. Note that in T ′ the weight of an
edge from level i− 1 to level i is at most Ld/2i. The lemma is now a consequence of applying the
following claim on general weighted trees to T ′.
Claim 3.2. Let T ′ be a (potentially infinite) tree in which each vertex has at most 2d children and
each edge from level i − 1 to level i has weight 1/2i. Then for any set of vertices Q, the minimum
subtree of T ′ that spans Q has weight at most 4 · |Q|1−1/d.
Proof. Let k be the integer such that
2k 6 |Q|1/d < 2k+1.
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hF1 F2
F3 F4
T
T ′F
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Figure 3: Constriction of the forests T ′F in four faces in a plane h of level 1 in the quadtree. The green (thin and
thick) edges are a schematic picture of T (note that the actual edges consist only of axis-parallel segments), and the
thick (red and green) edges indicate the forests T ′F .
From level i− 1 to level i we have at most 2di edges and each such edge has weight 1/2i. We have
that the total weight of all edges from level 0 to k is at most:
k∑
i=1
2di
2i
6 2 · 2k(d−1) 6 2 · (|Q|1/d)d−1 = 2 · |Q|1−1/d.
On the other hand, the length of a path from a vertex q ∈ Q that has level at least k to its ancestor
at level k is at most
∑∞
i=k+1 1/2
i = 1/2k. Thus the total length of all such paths is at most
|Q|/2k < 2|Q|1−1/d. Altogether, the weight of the subtree is less than 4|Q|1−1/d.
This concludes the proof of Lemma 3.1.
With Lemma 3.1 in hand, we are ready to prove Theorem 2.8. We start with describing the
desired travelling salesman path π′.
3.2 Constructing the patched path π′ and analyzing its crossings
We construct the path π′ by iteratively processing all crossings per grid hyperplane. Fix a grid
hyperplane h and let I(π, h) be the set of intersections of π with h. Suppose that h fixes the j-th
coordinate (so h = {(x1, . . . , xd) : xj = 1/2 + zh} for some integer zh). We apply the (d − 1)-
dimensional version of Lemma 3.1 to the set of crossings I(π, h) ⊆ h with dissection D(a′), where a′
is obtained from a by omitting the j-th coordinate. We obtain a tree T that spans I(π, h) and that
is 1-light with respect to D(a′). Rooting this tree at an arbitrarily chosen vertex r, we interpret the
tree as a directed tree with edges from vertex x to its parent p(x).
Suppose that h has level i, and let us fix a facet F of a cell at level i in D(a) that is contained
in h. Note that F is a (d−1)-dimensional hypercube, so F is actually a cell in the dissection D(a′).
The side length of F is L/2i. Next, we will change π to obtain π′ that satisfies condition (a) or (b)
from Definition 2.7 for F : If the path already satisfies (a) we do not have to do anything, so let us
assume for now that it does not satisfy (a) for the facet F .
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Construction of T ′F . Let G be the set of (intuitively distant) vertices x ∈ I(π, h) ∩ F such that
p(x) /∈ F , or the length of the line segment from x to p(x) is strictly greater than L/(2ir). We will
now connect the vertices from G to the nearest points on a grid with granularity g. Specifically, let
q be a positive integer such that (q − 1)d−1 < r2d−2/|G| 6 qd−1, and let g = qd−1 (since r > 4 such
q exists). Thus
r2d−2
|G|
6 g <
(2r)2d−2
|G|
, (6)
where the second inequality follows, since we assumed r > 4 and |G| 6 m 6 (2r)d−1. Let TF := T∩F
be the tree T restricted to the cell F . We change TF to get a forest T ′F as follows. For each z ∈ G,
remove the edge from z to its parent in TF (if such an edge exists), and subsequently connect such
a z to the nearest point in grid(F, g). See Figure 3 for a schematic illustration of the construction
for d = 3.
Patching along T ′F . Next, we change the salesman path by applying Lemma 2.1 for all the
connected components of T ′F in order to restrict the tour to cross the hyperplane h only at |G|
points from grid(F, g). Additionally, if there is a point p ∈ h and the path π′ crosses h more than
twice at p, we apply Lemma 2.1 with X = T = {p} and reduce the number of crossings at p to at
most two without increasing the length of π′. This finishes the description of the construction of π′
promised by the theorem.
π′ crosses h as required. To see that the obtained path π′ is r-simple, note that if π crosses a
facet F of some cell in more than 1 point then we alter it to make it cross at most |G| times at
points from grid(F, g). Since g < (2r)2d−2/|G|, it follows that π′ is 2r-simple. By exchanging r with
r/2 in the whole proof, we therefore get an r-simple tour.
3.3 Analysis of the expected length of π′
Let cost(h) denote the increase of the salesman path during the iteration corresponding to the
hyperplane h. Our main effort will lie in proving that E [cost(h)] 6 O(d
√
d
r · |I(π, h)|). This would
be sufficient to prove the theorem since it allows us to conclude that∑
h:grid hyperplane
E [cost(h)] 6
∑
h:grid hyperplane
O
(
d
√
d · |I(π, h)|
r
)
= O(d2 · wt(π)/r), (7)
where the second inequality is by Lemma 2.2.
Setting up amortized patching costs. For a point x ∈ I(π, h), let pro(x) be the proximity
of x, which is defined as the length of the path from x to its parent p(x) in T (the proximity of
the root r of T is defined as ∞ for convenience). With each x ∈ I(π, h) we associate the following
coefficients αi(x) that represent the amortized expected patching cost due to x if the level of h is i:
αi(x) =

pro(x) · 2i/L, if pro(x) 6 L/(2ir),
d
√
dL
pro(x) · 2ir2
, if L/(2ir) < pro(x) 6 L/2i,
0, if L/2i < pro(x).
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We will first show that the expected cost of patching from Lemma 2.1 for a fixed cell F whose
hyperplane has level i is at most O(L/2i ·
∑
x∈F∩I(π,h) αi(x)). If |F ∩ I(π, h)| 6 1, then this is true
since Lemma 2.1 is not applied or applied only on a single point. For the other case it remains to
analyse E [wt(T ′F )], which we do next.
The expected weight of T ′F . Now we use the special properties of T guaranteed by Lemma 3.1
to show the following.
Lemma 3.3. It holds that:
E[wt(T ′F )] = O
L
2i
·
∑
x∈F∩I(π,h)
αi(x)
 .
Proof. Let ρF be the root of TF . Consider the following subset of F ∩ I(π, h):
N :=
{
x ∈ F ∩ I(π, h) : pro(x) 6 L
2ir
}
\ {ρF }.
Therefore N is a set of (near) vertices with small proximity. As G consists of vertices with large
proximity (i.e., it consists of ρF and all vertices in z ∈ I(π, h)∩F that satisfy pro(z) > L/(2ir)) we
have that I(π, h) ∩ F = N ∪G.
Consider first the case |G| = 1 (so G = {ρF }): Then
wt(T ′F ) = wt(TF ) =
∑
x∈N
pro(x) =
L
2i
∑
x∈N
αi(x),
and the lemma follows. Thus, we may assume from now on that |G| > 1. We bound wt(T ′F ) from
above by upper bounding the weight of the edge from x to the parent of x in T ′F in different ways
depending on whether x ∈ N or x ∈ G. If x ∈ G, then x is connected in T ′F to the nearest point
from grid(F, g), and the length of this connection is at most
L
√
d− 1
2ig1/(d−1)
<
√
dL
2ir2
|G|1/(d−1) (8)
by the first inequality in (6). Let TGF be the subtree of TF that connects G. By using Property
(b) from Lemma 3.1 of T with set Q := G and cell F , we have that wt(TGF ) <
dL
2i
|G|1−1/(d−1). Let
G′ := G \ {ρF }. By the 1-lightness of T , for every z ∈ G′ the edge from z to the parent p(z) of z in
TF is also present in TGF , and thus we have that
∑
z∈G′ pro(z) 6 wt(T
G
F ) <
dL
2i
|G|1−1/(d−1). By the
HM-AM inequality9 we therefore have that
|G′|2 6
(∑
z∈G′
pro(z)
)
·
(∑
z∈G′
1
pro(z)
)
<
dL
2i
|G|1−
1
d−1 ·
(∑
z∈G′
1
pro(z)
)
.
Because |G′| > 1, we have that |G|2 = (|G′| − 1)2 6 4|G′|2 and we conclude that
|G|d/(d−1) < 4dL
2i
∑
z∈G
1
pro(z)
. (9)
9If x1, . . . , x` are positive integers, then
∑`
i=1
1
xi
> `
2∑`
i=1 xi
.
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Now we bound the weight of the tree T ′F as follows:
wt(T ′F ) <
∑
y∈N
pro(y) +
∑
z∈G
√
dL
2ir2
· |G|1/(d−1) (by (8))
=
∑
y∈N
pro(y) +
√
dL
2ir2
· |G|
d
d−1
<
∑
y∈N
pro(y) + 4d
√
d
(
L
2ir
)2∑
z∈G
1
pro(z)
(by (9))
=
L
2i
· O
∑
y∈N
2i
L
· pro(y)
+(∑
z∈G
d
√
d
r2
L
2i
1
pro(z)
)
= O
L
2i
∑
x∈I(π,h)∩F
αi(x)
 .
Wrapping up the expected patching cost analysis. Recall that by Lemma 2.3, the hyper-
plane h gets level i with probability 2i−1/L. Thus we have
E[cost(h)] =
logL∑
i=0
2i−1
L
∑
F is facet of C in h,
level of C and h is i
E
[
wt(T ′F )
]
= O
 ∑
x∈I(π,h)
logL∑
i=0
αi(x)
 . (10)
On the other hand, for a fixed x ∈ I(π, h) we have that
logL∑
i=0
αi(x) =
θ1∑
i=0
αi(x) +
θ2∑
i=θ1+1
αi(x) 6
2
r
+
2d
√
d
r
<
3d
√
d
r
, (11)
where we set θ1 := log( Lpro(x)·r ) and θ2 := log(
L
pro(x)), and used the bound on a sum of geometric
series twice. Combining (10) and (11) implies E[cost(h)] = O(d
√
d|I(π,h)|
r ), and thus the theorem
follows from (7).
4 Approximate TSP in Rd
In this section we prove Theorem 1.2. The first few steps of the algorithm are the same as in Arora’s
algorithm [Aro98], as outlined in Section 2.
In Step 1, we perturb points and assume that P ⊆ {0, . . . , L}d for some integer L = O(n
√
d/ε)
that is a power of 2. Then in Step 2 we pick a random shift a ∈R {0, . . . , L}d and construct a
compressed quadtree.
In Step 3 we use the following result by Rao and Smith [RS98] (the result can also be obtain by
applying the procedure PATCH from [NS07] to the graph obtained from [NS07, Lemma 19.3.2]).
Lemma 4.1. There is a poly(1/ε)n log n time algorithm that, given point set P and the random
offset a of the dissection, computes a set of line segments S such that
1. if OPT ′ is the shortest tour of P among the tours that use only edges from S, then Ea[wt(OPT ′)−
wt(OPT )] = O(ε · wt(OPT )).
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2. S is 1/εO(d)-light with respect to D(a)
The algorithm also stores for each face F of each cell C of CQT (P,a) all crossings of S and F .
Let π be the optimum TSP tour on the perturbed point set P . Lemma 4.1 gives us the set S
with the property that (i) there exist πS that uses only edges from S, and (ii) in expectation the
extra weight of πS is only O(ε ·wt(π)), and (iii) πS crosses every cell of the quadtree at most 1/εO(d)
times. This summarizes all the steps from previous work that we will use in the algorithm.
Now, in the Step 4 (that we describe in full detail in the next section) we find the optimal tour
that satisfies the properties of Theorem 2.8. Similarly to Arora (and to the description in Section 2)
we use a dynamic programming algorithm for this. There are however two crucial changes. First, we
cannot bound on the number of matchings in d > 2 the same way as we did for d = 2, since we used
the non-crossing property for this. For this reason, we will combine the dynamic programming with
the the rank-based approach [BCKN15]. Second, we present a more efficient O(n log(n)) running
time dependence on n. To achieve that we will use a portal set consisting of all crossings with the
cell boundary and the set of line segments S from Lemma 4.1 when the tour has only one crossing
point in a given facet.
Finally, in Step 5 we will trim the edges of the obtained salesman path (just as [Aro98]) to make
it a proper solution to the TSP problem. This can only decrease the weight of the solution and is
straightforward. In the Section 4.1 we explain Step 4 of our procedure. In Section 4.2 we analyse
the total running time and the approximation ratio.
4.1 Dynamic Programming
We use a dynamic programming algorithm to find an O(1/ε)-simple salesman tour with respect to
the shifted quadtree (in a similar fashion to Arora [Aro98]). With high probability, this salesman
tour has weight (1 + ε) · wt(OPT). The running time of this step is 2O(1/εd−1)n.
The dynamic programming algorithm works as follows. It iterates through the compressed
quadtree in a bottom-up fashion: We start with the quadtree smallest cells on the lowest level and
based on them compute the minimum solution one level higher. In subproblems that correspond
to non-compressed internal vertices of the quadtree, we are no longer searching for a shortest tour
that connects all points inside, but rather for a collection of paths that connect neighboring cells
of a quadtree in the prescribed manner. For a given quadtree cell C let ∂C denote its boundary.
The Structural Theorem (Theorem 2.8) guarantees the existence of some set of portals B ⊆ ∂C
that will be traversed by the tour. In our subproblem we fix such a B and are also given a perfect
matching M on B. We say that a collection P := {π1, . . . , π|B|/2} of paths realizes M on B if for
each (p, q) ∈M there is a path πi ∈ P with p and q as endpoints.
For each facet F there is a unique maximum facet ex(F ) that is the boundary of a cell in the
compressed quadtree that contains F . Note that when considering the cell C and one of its facets
F , we will place the portals according to the grids of ex(F ), or potentially at some point in F ∩ S.
We say that B is fine with respect to S if for all facets F of C we have that either (i) B ∩ F = {p}
and p ∈ S ∩ F , or (ii) B ⊂ grid(ex(F ), r2d−2/mF ) where |B ∩ F | 6 mF 6 rd−1. Note that the
first option is needed because in Definition 2.7 we often need a perfect precision on faces that are
crossed exactly once.
The subproblems are defined as follows (cf., r-multipath problem in Arora [Aro98]).
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r-Multipath Problem
Input: A nonempty cell C in the shifted quadtree, a portal set B ⊆ ∂C that is fine with S,
and a perfect matching M on B.
Task: Find an r-simple path collection PB,M of minimum total length that satisfies the fol-
lowing properties.
• The paths in PB,M visit all input points inside C.
• PB,M crosses ∂C only through portals from B.
• PB,M realizes the matching M on B.
Arora [Aro98] defined the multipath problem in a similar way. The main difference is that
he considers all B ⊆
⋃
F grid(ex(F ), r
2d−2), while our structural Lemma enables us to select
B ⊆
⋃
F grid(ex(F ), r
2d−2/m) of size m (apart from the special case with 1 crossing on the facet).
Arora [Aro98] showed how to use dynamic programming to solve r-Multipath Problem in time
O(n ·mO(r)) (for d = 2) which is already too expensive in our case for m, r = O(1/ε). Here and
below, the union is taken over all facets F of the given cell C.
Before we explain our approach in detail, let us explain the natural dynamic programming
algorithm for d = 2 and why it is not fast enough for d > 2. The dynamic programming builds
a lookup table that contains the costs of all instances of the Multipath Problem that arise in the
quadtree (exactly the same as in Arora [Aro98]). When the table is built, it is enough to output
the entry that corresponds to the root of the quadtree. The number of non-empty cells in the
compressed quadtree is O(n). For each facet F of the cell C, we guess an integer mF 6 1/εd−1 that
is the number of times the O(1/εd−1)-simple salesman tour crosses it. Then, we select a set |B| = m
by selecting a set of size m from
⋃
F grid(ex(F ), r
2d−2/mF ), where
∑
F mF = m. There are at most∏
F
(
r2d−2/mF
mF
)
6 22d·O(r
d−1) 6 2O(r
d−1) possible choices for the portal set B by Claim 2.9, since the
number of facets F of C is at most 2d. Unfortunately, the number of perfect matchings on m points
is 2O(m logm). This would lead to a running time of 2O(1/εd−1 log(1/ε)), which has an extra log(1/ε)
factor in the exponent compared to our goal. Recall that in d = 2 we could use that an optimal
TSP tour is crossing-free and it was efficient to look for “crossing-free matchings” (and their number
is at most 2O(m)). To reduce the number of possible matchings in d > 2 we will use the rank-based
approach.
Rank-based approach Now we describe how the rank-based approach [BCKN15; CKN18] can be
applied in this setting. We will heavily build upon the methodology and terminology from [BCKN15],
and describe the basics here for the unfamiliar reader. We follow the notation from [BBKK18].
Let C be the cell of the quadtree and let B ⊆ ∂C be the set of portals on its boundary with
|B| = m (note that m is even). We define the weight of a perfect matching M of B to be the total
length of the solution to the Multipath Problem on (C,B,M), and denote it by wt(M). A weighted
matching on B is then a pair (M,wt(M)) for some perfect matching M . LetM(B) denote the set
of all weighted matchings on B.
We say that two perfect matchings M1,M2 fit if their union is a Hamiltonian Cycle on B. For
some set R[B] ⊆M(B) of weighted matchings and a fixed perfect matching M we define
opt(M,R[B]) := min
{
weight(M ′) : (M ′,weight(M ′)) ∈ R[B] and M ′ fits M
}
Finally, we say that the set R[B] ⊆ M(B) is representative if for any matching M , we have
opt(M,R[B]) = opt(M,M(B)). The crucial theorem behind the rank-based approach is the fol-
lowing result.
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Lemma 4.2 (Theorem 3.7 in [BCKN15]). There exists a set R?[B] of 2|B|/2−1 weighted matchings
that is representative of M(B). There is an algorithm Reduce that given some representative set
R[B] ofM(B) computes a set R? in |R?[B]| · 2O(|B|) time.
In the following, R :=
⋃
B{R[B]} for B ⊆ ∂C that are with S. For convenience, we say that
the family R is representative if every R[B] ∈ R is representative.
Now, we are ready to describe the solution to the r-Multipath Problem (see Algorithm 2 for
global pseudocode). The algorithm is given a quadtree cell C and a set of line segments S. The
task is to output the union of sets R?[B] for every B ⊆ ∂C, where B has size m and it is fine with
S, and R?[B] is representative of M(B). We start the description of the algorithm with a case
distinction based on which type the given cell of the quad tree has. In the base case we consider
the case where cell has only one or none points. Next we consider another special case, i.e., the
compressed case, when the given cell has only one child in the compressed quadtree. After that,
we show how to combine 2d children in the paragraph non-compressed non-leaf case, and conclude
with combining all cases.
Base case We start with the base case, where the cell C is a leaf of the quadtree and contains at
most one input point. In the base case we consider all possible sets B that are fine with S. Then
we are left with an instance of at most |B| + 1 points and we can use an exact algorithm to get a
set R?[B] in time 2O(|B|). We can achieve that with a standard dynamic programming procedure:
Let us fix B and let p be the only input point inside C (if it exists). For every X ⊆ B we will
compute a table BC[X] that representsM(X) for every X ⊆ B. Initially BC[∅] = {(∅, 0)} and if p
exists, then for every a, b ∈ B let BC[a, b] := {{(a, b)},dist(a, p) + dist(p, b)}, which means that p
is connected to the portals a, b ∈ B. Next, we compute BC[X] for every X ⊆ B with the following
dynamic programming formula.
BC[X] := reduce
 ⋃
u,v∈X
u6=v
{(
M ∪ {(u, v)},wt(M) + dist(u, v)
) ∣∣∣ (M,wt(M)) ∈ BC[X \ {u, v}]}

For a fixed B this algorithm runs in O(|R?[B]| ·2O(|B|)) time and correctly computes BC[B] = R?[B]
(cf., [BCKN15, Theorem 3.8] for details of an analogous dynamic programming subroutine).
Compressed case In this case we are given a large cell Cout and its only child Cin. From the
dynamic programming algorithm we know the solution to Cin for all relevant Bin ⊆ ∂Cin and the
task is to connect these portals to the portals Bout ⊆ Cout. We do dynamic programming similar to
the one seen in the base case. We say that a pair Bin, Bout where Bout ⊂ ∂Cout and Bin ⊂ ∂Cin are
fine with S if they are individually fine with S, and if ∂Cout∩∂Cin 6= ∅ then Bout ⊃ Bin∩∂Cout. For
each fixed pair Bout, Bin that are fine with S, we compute a table DBC[X] (mnemonic fordummy base
case) that representsM(X) (where the paths need not cover any input points) for every multiset
X ⊆ Bout ]Bin. Note that the cell Cout can be regarded as the disjoint union of Cin and a dummy
leaf cell that has region Cout \ Cin. Initially, we set DBC[∅] = {(∅, 0)}. We can then compute the
values for the dummy base cases DBC with the same formula as for the base case.
DBC[X] := reduce
 ⋃
u,v∈X
u6=v
{(
M ∪ {(u, v)},wt(M) + dist(u, v)
) ∣∣∣ (M,wt(M)) ∈ DBC[X \ {u, v}]}

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LetR? be the index table of these sets for all Bout, Bin that are fine with S, i.e., R?[X] = DBC(X)
for all X ⊆ Bout∪Bin. In order to get representative setsR[Bout] ofM(Bout) for every Bout ⊂ ∂Cout
that is fine with S, we can combine the representative set R?in of Cin and R? (see Algorithm 1).
Algorithm: CompressedCase(Cin, Cout,R?in). Cout is a compressed cell and Cin its child
1 Let R?dummy[X]← DST(X) for every relevant X ⊆ Bin ∪Bout
2 foreach Min ∈ R?in,Mdummy ∈ R?dummy do
3 if Min, Mdummy are compatible then
4 Let Mout ← Join(Min,Mdummy)
5 Let Bout ← ground set of Mout // Note that Bout ⊂ ∂Cout
6 if Bout is fine with respect to S then
7 Insert
(
Mout, wt(Min) + wt(Mdummy)
)
into R[Bout]
8 foreach Bout ⊂ ∂Cout that is fine with S do
9 R[Bout]← reduce(R[Bout])
10 return R
Algorithm 1: Pseudocode for compressed cells
The algorithm and the analysis is similar to the dynamic programming algorithm (hence we skip
the description and formal analysis). For a fixed Bout and Bin this algorithm runs in O(|R?[Bout]| ·
|R?[Bin]| · 2O(|Bout|+|Bin|)) time and correctly computes the distances and matchings for every that
are Bout ⊆ ∂Cout, Bin ⊆ ∂Cin that are fine with S.
Non-compressed non-leaf case For non-compressed non-leaf cells C we combine the solutions
of cells of one level lower. Let C1, . . . , C2d be the children of C in the compressed quadtree. Also,
let Ri be the solution to the r-Multipath Problem in cell Ci that we get recursively. Next we iterate
over every M1 ∈ R1, . . . ,M2d ∈ R2d and check if matchings M1, . . . ,M2d are compatible. By this,
we mean that (i) for every neighboring cell Si, Sj the endpoints of matchings on their shared facet
are the same and (ii) combining M1, . . . ,M2d results in a set of paths with endpoints in ∂C.
Next, if the matchings M1, . . . ,M2d are compatible, we join them (join can be thought of as
2d − 1 joins of matchings defined in [BCKN15]). This operation will give us the matching obtained
fromM1∪ . . .∪M2d by contracting degree two edges if no cycle is created, and gives us matchings on
the boundary (i.e., set B) and information about connection between these points (i.e., a matching
M on the set B).
If B is fine with S, then we insert M into R[B] with weight being the sum of the weights of
matchings M1, . . . ,M2d . At the end we will use the operation reduce to decrease the sizes of all
R[B] and still get a representative set of size 2O(|B|). The corresponding pseudo-code is given in
Lines 5 to 13 of Algorithm 2.
Overall Algorithm
Lemma 4.3. For a cell C and a fixed B that is fine with respect to S, the set R[B] computed in
Algorithm 2 is representative ofM(B).
Proof. The proof is by induction on |C∩P |. For |C∩P | 6 1 the lemma follows from the correctness of
the base case. Next we assume that |C ∩P | > 1 and has some children C1, . . . , C2d in the quadtree.
Let us fix some B ⊆ ∂C of size m that is fine with respect to S, a matching M on B and an
optimal solution, i.e., collection of r-simple paths OPT (S,B,M, r) = {π1, . . . , π|B|/2} with distinct
endpoints in B that realize matching M . Because OPT (S,B,M, r) is r-simple, there exists B1 ⊆
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Algorithm: MultipathProblem(C, S, r)
Output : Family R, which is the union of sets R[B] of weighted matchings that
representM(B) for each B that is fine with S
1 if |C ∩ P | 6 1 then R ← base case with one or no points
2 else if C is compressed then
3 Let C+ be the only child of C and R+ solution on C+
4 R ← CompressedCase(C,C+,R+)
5 else
6 Let C1, . . . , C2d be the children of C
7 Let Ri ← MultipathProblem(Ci, S, r)
8 foreach M1 ∈ R1, . . . ,M2d ∈ R2d do
9 if M1,M2. . . and M2d are compatible then
10 Let M ← Join(M1, . . . ,M2d), let B ← ground set of M
11 if B is fine with respect to S then
12 Insert
(
M, wt(M1) + . . .+ wt(M2d)
)
into R
13 foreach B ⊂ ∂C that is fine with S do
14 R[B]← reduce(R[B])
15 return R
Algorithm 2: Pseudocode of the dynamic programming for the Multipath Problem
∂C1, . . . , B2d ⊆ ∂C2d that are fine with respect to S and matchings M1, . . . ,M2d on B1, . . . , B2d
such that OPT (S,B,M, r) crosses boundaries between C1, . . . , C2d exactly in B1, . . . , B2d and the
matchings M1, . . . ,M2d are compatible and their join is M . Hence in Line 10, Algorithm 2 finds
B and the matching M . Next we will insert it with the weight wt(OPT (S,B,M, r)) to the set
R[B]. Since the join operation preserves representation (see [BCKN15, Lemma 3.6]), the set R[B]
is a representative set. Finally, by Lemma 4.2 we assert that the reduce algorithm also outputs a
representative set. An analogous argument shows that the sets R[B] computed for compressed cells
are also representative.
Lemma 4.4. Algorithm 2 runs in time O(n · |R|2O(d) · 2O(|B|)), where n is the number of points
in C.
Proof. In the algorithm, we use a compressed quadtree, therefore the number of cells to consider
is O(n). Algorithm 2 in the base case runs in time
∑
B |R|2O(|B|) = |R|O(1)2O(|B|). The for loop
in Line 8 of Algorithm 2 has |R1| · · · |R2d | = O(|R|)2
d many iterations, and the analogous for loop
in the compressed case has |Rin| · |R?empty|2O(|B|) = 2O(|B|)|R|O(1) iterations. Checking whether
matchings M1, . . . ,M2d are compatible and joining them takes poly(r, 2d) time. Moreover, checking
whether B is fine with respect to the set S can be checked in rO(d) time because Lemma 4.1
guarantees us that access to these points can be achieved through the lists. The for loop in Line 13
of Algorithm 2 has at most |R| many iterations. In each iteration we invoke reduce procedure that
takes |R| · 2O(|B|) time according to Lemma 4.2. Note that the running times in the compressed
case can be bounded the same way. This yields the claimed running time.
Claim 4.5. |R| · 2O(|B|) 6 2O(rd−1)
Proof. First, note that |B| 6 2drd−1 by the bound in Definition 2.7. Next, we bound the num-
ber of possible sets B. We select sets B ∩ F of size bF , where the points can be chosen from
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grid(ex(F ), r2d−2/mF ) where |B∩F | 6 mF 6 rd−1 or (when some point crosses one of the 2d facets
exactly once) it can also be chosen from S ∩ F .
Hence, there are at most
(
|S ∩ ∂C|
2d
)
·
∏
F
(2r)d−1∑
mF =1
mF∑
bF =1
(
r2d−2/mF
bF
)
possible choices for B. Recall, that there is at most 2O(d) possible facets F . Moreover, Lemma 4.1
guarantees that S crosses each face at most 1/εO(d) times, hence |S ∩ F | 6 1/εO(d) and
(|S∩∂C|
2d
)
6
r2
O(d) . By Claim 2.9,
(r2d−2/mF
bF
)
is bounded by 2O(rd−1). Therefore the number of possible choices
for B is at most
r2
O(d) ·
∏
F
(2r)d−1∑
mF =1
mF∑
bF =1
2O(r
d−1)
 = 2O(rd−1).
Next we bound R[B] for a fixed B. Note that in Algorithm 2, we always use subroutine reduce to
reduce the size of R[B]. Lemma 4.2 guarantees that this procedure outputs a set R?[B] of size at
most 2|B|−1. Multiplying all these factors gives us the desired property.
Combining all of the above observations gives us the following Corollary.
Corollary 4.6. Suppose we are given a compressed quadtree Q and a point set P of cardinality n
and a set S of segments that crosses each full facet of Q in at most rO(d) points. Let πS ⊆ S be the
shortest salesman path of P within S. Then in n · 2O(rd−1) time we can find the shortest r-simple
salesman path π′ that (i) visits all the points in P , and (ii) if πS crosses any face of Q exactly once,
then π′ crosses it at the same point.
4.2 Proof of Theorem 1.2
In this Section we analyse the running time and approximation ratio of Theorem 1.2. For the
running time observe that Step 1, 2, 3 and 5 take poly(1/ε) · n log n time. In Step 4 we set r to
O(d2/ε) and by Corollary 4.6 we get an extra n · 2O(d2/ε)d−1 factor. Overall, this gives the claimed
running time.
For the approximation ratio, assume that π is the optimal solution. Note that Step 1 perturbs
the solution by at most O(ε · wt(π)). In Step 3, by the Lemma 4.1 we are guaranteed that there
exists a tour πS of weight O(ε ·wt(π)) larger than π (in expectation). Next in Step 4, Corollary 4.6
applied to the set S, guarantees that that we find a salesman path π′ that satisfies the condition
of Structural Theorem 2.8 for πS . It means that Ea[wt(π′)− wt(πS)] = O(ε · wt(π)) and wt(π′) =
(1 + O(ε))wt(π). Applying Step 5 on π′ can only decrease the total weight of π′. This concludes
the proof of Theorem 1.2.
It is easy to see that the algorithm can be derandomized by trying all possibilities for a.
4.3 Extension to Euclidean and Rectilinear Steiner Tree
As already seen for Arora’s algorithm [Aro98], these portal-based algorithms extend easily to other
problems. In this subsection, we consider extensions to two variants of Steiner Tree: Euclidean
Steiner Tree and Rectilinear Steiner Tree. As most techniques work the same way for these
problems, we only sketch the differences between the algorithms.
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Arora’s patching procedure and structure theorem both seamlessly extend to optimum trees both
for the Euclidean and the rectilinear versions, and the same holds for our patching and structure
theorem. It is therefore only the algorithm that needs adjusting. Since spanners are more compli-
cated for Steiner tree problems (one would require so-called banyans), we only extend the simpler
algorithm where one uses a grid precisions of O(log n/ε)d−1 in case of single crossings. Consequently,
we say that a portal set B ⊂ ∂C is valid if for each face F of C we have B ⊂ grid(ex(F ), r2d−2/mF )
where |B ∩ F | 6 mF 6 rd−1.
Additionally, we need to track connectivity requirements with partitions instead of matchings.
A partition M of B is realized by a forest if for any b, b′ ∈ B we have that b and b′ are in the same
tree of the forest if and only if they are in the same partition class of M . The problem we need to
solve in cells is the following.
r-Simple Steiner Forest Problem
Input: A nonempty cell C in the shifted quadtree, a portal set B ⊆ ∂C that is valid, and a
partition M on B
Task: Find an r-simple forest PB,M of minimum total length that satisfies the following
properties.
• The forest PB,M spans all input points inside C.
• PB,M crosses ∂C only through portals from B.
• PB,M realizes the partition M on B.
The rank-based approach [BCKN15; CKN18] was originally conceived with partitions in mind,
and therefore we can still use representative sets and the reduce algorithm as before (although the
upper bound on R?[B] of 2|B|/2−1 from Lemma 4.2 needs to be increased to 2|B|−1).
The main difference between TSP and Steiner Tree is the handling of leaf and dummy leaf cells
(i.e., the base case and the dynamic programming in the compressed case).
Leaves and dummy leaves for Rectilinear Steiner Tree. Consider now a point set
Q ⊂ Rd. The Hanan-grid of Q is the set of points that can be defined as the intersection of d
distinct axis-parallel hyperplanes incident to d (not necessarily distinct) points of Q. By Hanan’s
and Snyder’s results [Han66; Sny92], the optimum rectilinear Steiner tree for a given point set Q
lies in the Hanan-grid of Q. In particular, in a leaf cell our task is to find a representative set for
a fixed set of k = O(1/ε)d−1 terminals (which includes the input point in case of a non-empty leaf
cell.) Note that for each fixed B this task can be done in the graph G defined by the Hanan-grid
of B ∪ (C ∩ P ), where the edge weights correspond to the `1 distance. The graph G has poly(1/ε)
vertices and edges. Let H be the set of vertices in the Hanan-grid of B, i.e., the set of possible
Steiner Points for the terminal set B, where B is the set of portals on the boundary of the cell.
To solve the base case efficiently, we will use a dynamic programming subroutine inspired by
the classical Dreyfus-Wagner algorithm [DW71]. Let ST[D, v] be the minimum possible weight of a
Steiner Tree for D ∪ {v}, for all D ⊆ B and v ∈ H. In the base case ST[{b}, v] = ‖b− v‖1. We can
compute it efficiently with the following dynamic programming formula:
ST[D, v] := min
u∈H
∅6=D′⊂D
{
ST[D′, u] + ST[D \D′, u] + ‖u− v‖1
}
.
This algorithm correctly computes a minimum weight Steiner Tree that connectsD ⊆ B and runtime
of this algorithm is 2O(|B|) · poly(1/ε) (see [DW71]). Finally, let ST[X] := minv ST[X, v].
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Next, we take care of all partitions of B. This involves a similar dynamic programming as in the
base case of TSP. Let SF(X) be the set R?[X] that represents every partition of X ⊆ B. Namely,
for every Steiner Forest F with connected components B1, . . . , Bk, such that B1 ] . . . ] Bk = X
there exists M ∈ R?[X], such that the union of F and a forest FM whose connected components
correspond to M gives a tree that spans X. At the beginning, we set SF[∅] = {∅, 0}. Next, we use
the following dynamic programming to compute SF[X] for all X ⊂ B:
SF[X] := reduce
 ⋃
Y⊆X
{
(M ∪ {Y },wt(M) + ST[Y ])
∣∣∣ (M,wt(M)) ∈ SF[X \ {Y }]}

The number of table entries SF[X] is 2|B|. To compute each entry we need 2O(|B|)|R?| time. Because
procedure reduce guarantees that |R?| 6 2O(|B|) we can bound the runtime of dynamic program-
ming algorithm by 2O(|B|). We know that |B| 6 O(1/εd−1) and the runtime for the base case follows.
The correctness follows from the correctness of the procedure reduce for partitions (see [BCKN15])
and the fact that ST[Y ] is an optimal Steiner tree on terminal set Y ⊆ B.
Leaves and dummy leaves for for Euclidean Steiner Tree. In case of Euclidean
Steiner tree, we can pursue a similar line of reasoning. First, notice that in leaf and dummy
leaf cells, it is sufficient to compute a (1 + O(ε))-approximate forest for τ ′ ∩ C, as these forests
are a subdivision of τ ′. By the grid perturbation argument within C, it is sufficient to consider
forests where the Steiner points lie in a regular d-dimensional grid of side length O(1/ε). Let VC
be the set of O(1/ε)d grid points obtained this way, and let G be the complete graph on VC where
the edge weights are defined by the `2 norm. Then the minimum Steiner forest of B for a given
partition M is equal to the corresponding forest within G. In particular, it is sufficient to compute
the representative set of all partitions of B in G. To achieve that we use exactly the same dynamic
programming as in the base case for rectilinear Steiner Tree. We only need to change the distance
in the procedure ST to be `2 distance. Note that ST works in 2O(|B|) · poly(|VC |) and the runtime of
dynamic programming for SF is bounded by 2O(|B|) · poly(|VC |).
Putting the above ideas together proves Theorem 1.3.
5 Lower bounds
Our starting point is the gap version of the Exponential Time Hypothesis [Din16; MR17], which is
normally abbreviated as Gap-ETH. The hypothesis is about the Max 3SAT problem, where one
is given a 3-CNF formula with n variables and m clauses, and the goal is to satisfy the maximum
number of clauses.
Gap Exponential Time Hypothesis (Gap-ETH) (Dinur [Din16], Manurangsi and Raghaven-
dra [MR17]). There exist constants δ, γ > 0 such that there is no 2γm algorithm which, given a
3-CNF formula φ on m clauses, can distinguish between the cases where (i) φ is satisfiable or (ii)
all variable assignments violate at least δm clauses.
Let Max-(3,3)SAT be the problem where we want to maximize the number of satisfied clauses
in a formula φ where each variable occurs at most 3 times and each clause has size at most 3. (Let
us call such formulas (3,3)-CNF formulas.) Note that the number of variables and clauses in a
(3,3)-CNF formula are within constant factors of each other. Papadimitriou [Pap94, pages 315–318]
gives an L-reduction from Max-3SAT to Max-(3,3)SAT, which immediately yields the following:
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Corollary 5.1. There exist constants δ, γ > 0 such that there is no 2γn algorithm that, given a
(3,3)-CNF formula φ on n variables and m clauses, can distinguish between the cases where (i) φ
is satisfiable or (ii) all variable assignments violate at least δm clauses, unless Gap-ETH fails.
5.1 Lower bound for approximating Euclidean TSP
In this subsection we prove the following Theorem:
Theorem 5.2. For any d there is a γ > 0 such that there is no 2γ/εd−1poly(n) time (1 + ε)-
approximation algorithm for Euclidean TSP in Rd, unless Gap-ETH fails.
We show that the reduction given in [Ber+20] from (3,3)-SAT to Euclidean TSP (see also
the equivalent reduction for Hamiltonian Cycle in [Kis19]) can also be regarded as a reduction
from Max-(3,3)SAT, and it gives us the desired bound. We start with the short summary of the
construction from [Ber+20].
The construction of [Ber+20] heavily builds on the construction of [IPS82] for Hamiltonian
Cycle in grid graphs and [Ple79] for Hamiltonian Cycle in planar graphs. A basic familiar-
ity with the lower bound framework [Ber+20] as well as the reductions in [Ple79] and [IPS82] is
recommended for this section.
Overall, the construction of [Ber+20] takes a (3, 3)-CNF formula φ as input, and in polynomial
time creates a set of points P ⊂ Rd where each point has integer coordinates, and P has a tour
of length |P | if and only if φ is satisfiable. The set P can be decomposed into gadgets, which are
certain smaller subsets of P .
We will use a notation proposed by [Mar07] to describe properties of gadgets. We say that a set
of walks is a traversal if each point of a given gadget is visited by at least one of the walks. Note
that for a given gadget a TSP tour induces a traversal simply by taking edges adjacent to the points
of a gadget.
Each gadget G has a set of visible points S ∪ T ⊆ G. A state q of gadget G with visible points
S∪T ⊆ G is a collection of pairs (sqi , t
q
i ) for i ∈ [k] where s
q
i ∈ S and t
q
i ∈ T . We say that a traversal
W = {W1, . . . ,Wk} represents state q if walk Wi starts in sqi and ends in t
q
i for each i ∈ [k].The
set of allowed states form the state space Q of the gadget. Finally, for a given TSP tour π and a
gadget G we say that a traversal induced on G by an (bidirected) tour π has the following weight.
wt(T,G) :=
∑
p∈G,
(p,x)∈π
‖p− x‖2
2
− |G|,
where (p, x) are ordered pairs, i.e., edges induced by G are counted twice. Hence if a traversal visits
all vertices exactly once and all edges are of length 1, then the weight of the traversal is 0. Note
that the input/output edges contribute 1/2 to the weight of the traversal.
Recall that in the construction developed in [Ber+20], the points are placed on a grid of integral
coordinates. The tour that traverses a gadget in a “bad” way (i.e., in a way that does not correspond
to a state of the gadget) has to either visit a point more than once or it must use some diagonal
edge of length at least
√
2. Hence a weight of a traversal that does not represent any state of the
gadget needs to have weight at least
√
2−1
2 .
Observation 5.3. Every gadget G with state space Q developed in [Ber+20] has two properties:
(i) for every state q ∈ Q there exists a traversal Wq of weight 0 that represents q, and
(ii) any traversal W that does not represent any q ∈ Q is of weight at least
√
2−1
2 .
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Now, we are ready to describe more concretely the gadgets in [Ber+20]. There are size-3 and
size-2 clause gadgets with state spaces Q3 = Z32 \ (0, 0, 0) and Q2 = Z22 \ (0, 0) respectively. Both
types of clause gadgets consist of a constant number of points with integer coordinates in {0, . . . , c0}d
(translated appropriately). Clause gadgets are used to encode clauses of the Max-(3,3)SAT in-
stance. Similarly, [Ber+20] developed a Variable Gadget for state space Q = Z2, that is used to
encode the values of variables in the Max-(3,3)SAT instance.
A wire is a constant width grid path with state space Z2. It is used to transfer information from
a Variable gadget to a Clause Gadget (note that a wire does have a constant number of points).
In 2-D [Ber+20] define a crossover gadget that has state space Z2 × Z2 that is able to transfer
information both horizontally and vertically. It is added in the junction of two crossing wires in
order to enable a smooth transfer of information. We and [Ber+20] do not need crossing gadgets in
higher dimensions.
In the reduction of [Ber+20] Clause Gadgets are connected with Variable Gadgets by wires.
When a gadget and a wire are connected, then they always share a constant number of points.
Clauses are connected to Variables in the natural way: Namely, let TOPT be the optimal TSP path.
Any clause gadget φ = x∗1 ∧ x∗2 ∧ x∗3 where x∗i ∈ {xi,¬xi} (i = 1, 2, 3) is connected by a wire to the
variable gadgets x1, x2, x3. Moreover if a subpath of the optimal tour TOPT goes through a clause
gadget φ and represents a state (y1, y2, y3), then the traversal of P inside the wire connecting φ
with xi represents state yi, and the traversal of TOPT inside the gadget of xi represents state yi if
xi has a positive literal in this clause and ¬yi if it has a negative literal there.
The final detail that [Ber+20] needs is to place all the gadgets along a cycle. They add a “snake”
(a width 2-grid path based on [IPS82]) through variable and clause gadgets (see [Kis19, Figure 8.10]
for a schematic picture of construction in 3-dimensions). A snake is used to represent a long graph
edge. It has two states, corresponding to the long edge being in the Hamiltonian Cycle or not. Note
that every point in the construction is part of one gadget or gadget and a wire or a gadget and a
snake, and distinct gadgets have distance more than 1.
We are now ready to prove the lower bound for Euclidean TSP.
Proof of Theorem 5.2. We use a reduction from Max-(3,3)SAT. For an input point set P let OPT
denote the minimum tour length. Suppose for the sake of contradiction that for every γ > 0 there is
an algorithm that for any point set P and ε > 0 returns a traveling salesman tour of length at most
(1 + ε)OPT in 2γ/εd−1poly(n) time. Fix some integer d > 2, and let φ be a (3,3)-CNF formula, and
apply the construction of [Ber+20] to obtain a point set P ⊂ Rd satisfying Observation 5.3. Note
that P has a TSP tour of length |P | if and only if φ is satisfiable. Let c be such that |P | = cnd/(d−1).
Suppose now that P has a TSP tour Tapx of length (1 + ε)|P |. We mark a gadget G to be
destroyed if the traversal of Tapx does not represent any state of the gadget. By the properties
of the gadget, such a traversal has weight at least
√
2−1
2 . Therefore, there can be at most
4ε|P |√
2−1
destroyed gadgets (note that 1 edge of Tapx can be a part of at most 2 traversals).
For a fixed variable x let Vx be the variable gadget that encodes it. We will mark a variable x
“bad” if one of the following conditions holds:
• The gadget Vx is destroyed, or
• Any of the wires or snakes connecting to Vx is destroyed, or
• A crossover gadget on one of the wires of Vx is destroyed, or
• Any clause that is connected to Vx is destroyed.
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Consequently, one destroyed gadget may result in up to 3 variables being marked bad (in case the
destroyed gadget corresponds to a size-3 clause). Since there are at most 4ε|P |√
2−1 destroyed gadgets,
we can have at most 12 ε|P |√
2−1 < 30ε|P | bad variables. Therefore, for all variables that have not
been marked “bad”, as well as the connected wires, snakes, crossovers, and clause gadgets only have
incident edges of length 1. Just as in the original construction, we can use the length 1 edges of the
tour in these variable gadgets to define a partial assignment for the non-bad variables. This partial
assignment is guaranteed to satisfy all the clauses that contain only non-bad variables. Since each
variable occurs in at most 3 clauses, we have at most 90ε|P | clauses that have a bad variable, so the
partial assignment for the non-bad variables will satisfy at least m− 90ε|P | =
(
1− 90εcnd/(d−1)m
)
m
clauses.
We can now set ε = δm
90cnd/(d−1)
. Since m = Θ(n), we have that ε = Θ(1/n1/(d−1)). We can now
apply the approximation algorithm for Euclidean TSP with the above ε on P . As a result, we can
distinguish between a satisfiable formula (and thus a tour of length |P |) and a formula in which all
assignments violate at least δm clauses, where therefore any tour has length more than (1 + ε)|P |.
Since the construction time of P is polynomial in n, the total running time of this algorithm is
2γ/ε
d−1
poly(n) = 2γc
′n for some constant c′. The existence of such algorithms for all γ > 0 would
therefore violate Gap-ETH by Corollary 5.1.
5.2 Lower bound for approximating Rectilinear Steiner tree
Theorem 5.4. For any d > 2 there is a γ > 0 such that there is no (1+ε)-approximation algorithm
for Rectilinear Steiner Tree in Rd that has running time 2γ/εd−1poly(n), unless Gap-ETH
fails.
The proof of Theorem 5.4 has three stages. In the first stage, we give a reduction (in several
steps) from Max-(3,3)SAT, which converts a (3, 3)-CNF formula φ to a variant of connected vertex
cover on graphs drawn in a d-dimensional grid. In the second stage, given such a connected vertex
cover instance, we create a point set P ⊂ Rd in polynomial time. A satisfiable formula φ will
correspond to a minimum connected vertex cover, which will correspond to minimum rectilinear
Steiner tree. The harder direction will be to show that from a (1 + ε)-approximate rectilinear
Steiner tree T we can find a good connected vertex cover and therefore a good assignment to φ.
Before we can define a connected vertex cover based on a the tree T , we need to show that we can
canonize T , i.e., to modify parts of T in a manner that does not lengthen T , and at the same time
makes its structure much simpler. In the final stage, we use the canonized tree T and an argument
similar to the one seen for Euclidean TSP above to wrap up the proof.
5.2.1 From Max-(3,3)SAT to Connected Vertex Cover
The construction begins in a slightly different manner for d = 2 and for d > 3, but the resulting
constructions will share enough properties so that we will be able to handle d > 2 in a uniform way
in later parts of this proof.
Let φ be a fixed (3, 3)-CNF formula on n variables, and let G be its incidence graph, i.e., G has
one vertex for each variable and one vertex for each clause of φ, and a variable vertex and clause
vertex are connected if and only if the variable occurs in the clause.
A grid cube of side length ` is a graph with vertex set [`]d where a pair of vertices is connected
if and only if their Euclidean distance is 1. We say that a graph is drawn in a d-dimensional grid
cube of side length ` if its vertices are mapped to distinct points of [`]d and its edges are mapped to
vertex disjoint paths inside the grid cube.
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x1
x2x3
Figure 4: Left: incidence graph of φ = (x1 ∨ ¬x2 ∨ x3) ∧ (x1 ∨ x2) ∧ (x2 ∨ ¬x3) drawn in a grid. Middle: an instance
of Vertex Cover where variables are replaced with length-6 variable cycles, and size-3 clauses are replaced with
triangles. Right: adding a skeleton (see [GJ77]) to get an instance of Connected Vertex Cover.
Given a graph G = (V,E), a vertex subset S ⊂ V is a vertex cover if for any edge e ∈ E there
is a vertex incident to e in S. The set S is a connected vertex cover if S is a vertex cover and
the subgraph induced by S is connected. The Vertex Cover problem is to find the minimum
vertex cover of a given graph on n vertices, while Connected Vertex Cover seeks the minimum
connected vertex cover. If G is restricted to be in the class of graphs that can be drawn in an n×n
grid, then the corresponding problems are called Grid Embedded Vertex Cover and Grid
Embedded Connected Vertex Cover. (Note that the graph itself may have up to n2 vertices
in these grid embedded problems.)
Grid embedding in R2 Given φ, [Ber+20] constructs a CNF formula φ′ on O(n2) variables such
that the incidence graph G′ of φ′ is planar and it can be drawn in [cn]2 for some constant c, and
each variable of φ′ occurs at most 3 times, and each clause has size at most 4. By introducing a
new variable for each clause of size 4, we can replace a clause (x1 ∨ x2 ∨ x3 ∨ x4) with the clauses
(x1∨x2∨y)∧(¬y∨x3∨x4), and this corresponds to dilating the original clause vertex and subdividing
it with the variable vertex of y in G′. One can then modify the drawing of G′ accordingly. (The
drawing of G′ may need to be refined, i.e., scaled up by a factor of 3, while keeping the underlying
grid unchanged, to provide enough space for the new vertices.) As a result, we get a (3, 3)-CNF
formula φ2 whose incidence graph G2 is planar and has a drawing in the grid [cn]2 for some constant
c.
Lemma 5.5. The formula φ is satisfiable if and only of φ2 is satisfiable. If φ2 has an assignment
that satisfies all but t clauses, then φ has an assignment that satisfies all but 6t clauses.
Proof. The first statement follows from the construction. See also [Ber+20; Lic82]. For the second
statement, we simply restrict the assignment to the set of variables that are also present in φ; let
us call these original variables. Note that an unsatisfied clause within a crossing gadget of φ2 might
make two variables “bad” (see the proof of Theorem 5.2 for a similar argument). Since each variable
occurs at most 3 times, this means that up to 6 clauses may become unsatisfied. As all clauses
either occur in a crossing gadget or are inside φ itself, having t unsatisfied clauses in φ2 means that
there can be at most 6t clauses that are unsatisfied by the assignment.
Initially, we mostly follow the first few steps of the connected vertex cover construction in
[Ber+20]. Namely, refine this grid drawing by a factor of 4, that is, we scale the drawing from
the origin by a factor of 4 while keeping the underlying grid unchanged. This allows us to replace
the vertices corresponding to variables with cycles of length 6, where the selection of odd or even
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vertices on the cycle corresponds to setting the variable to true or false. We connect graph edges
corresponding to true literals to distinct even vertices and graph edges corresponding to false literals
to distinct odd vertices. Each vertex corresponding to the size 3 clause is replaced by a cycle of
length 3, with one incoming edge for each of the literals. For vertices corresponding to the size 2 we
subdivide one of the incident edges into a path of length 3. Finally, vertices corresponding to the
clauses of size one can be removed in a preprocessing step. Let G∗2 be the resulting graph, which is
drawn in an O(n)×O(n) grid. In particular, if G∗2 has n∗2 vertices, then n∗2 = O(n2).
Note that each variable cycle needs at least 3 of its vertices in the vertex cover, each size-3
clause needs at least two vertices of its triangle in the vertex cover, and each size-2 clause needs
at least two internal vertices of its path in the vertex cover. A size 3-clause should be satisfied by
some literal, which would mean that the edge corresponding to this literal would be covered from
the variable cycle, and therefore it is sufficient to select the other two vertices of the triangle. In a
size-2 clause at least one of the contained literals should be true, which exactly corresponds to the
fact that one of the endpoints of the corresponding edge has to be selected. Since there is a path of
length 5 connecting these two vertices, we need to select the two odd or even index internal vertices
from it. With these at hand, the following is a simple observation.
Lemma 5.6. The formula φ2 has a satisfying assignment if and only if G∗2 has a vertex cover of
size k∗2 = 3n
′+ 2m′ = O(n2), where n′ and m′ are the number of variables and size-3 clauses in φ2.
If G∗2 has a vertex cover of size k
∗
2 + t, then φ2 has an assignment that satisfies all but at most 9t
clauses.
Proof. If φ2 is satisfiable, then we select the true or false vertices on the variable cycles according
to the assignment. In each clause, there is at least one literal that is true; we select the vertices on
the clause cycle that correspond to the other two literals. The resulting set is clearly a vertex cover.
On the other hand, every vertex cover must have at least 3n′+ 2m′ vertices, as in order to cover the
variable cycles and the clause triangles individually, one needs at least 3 vertices per variable cycle
and at least 2 vertices per clause triangle. Such a vertex cover in addition will select only even or
odd vertices from variable cycles, which yields a variable assignment that satisfies φ2.
If G∗2 has a vertex cover of size k∗2 + t, then there can be at most t variable cycles or clause
triangles where the number of vertices selected is more than 3 (respectively, 2). Therefore we can
mark "bad" any variable whose cycle has more than 3 vertices or that appears in size-3 clause whose
triangle has all vertices selected. Consequently, we have at most 3t bad variables. Since 3t variables
can appear in at most 9t clauses, all but at most 9t clause triangles will have exactly two vertices
selected. One can check that the assignment on the non-bad variables will then satisfy all but 9t
clauses.
As a final step for the planar construction, we introduce the skeleton described by Garey and
Johnson [GJ77]; this again requires that we refine the drawing by a constant factor. The procedure
subdivides each edge of the graph twice, using nsub new vertices, and also adds nskel skeleton
vertices. An important property of the skeleton is that the number of newly added vertices is
nskel +nsub = Θ(|V (G∗2)|+ |E(G∗2|) = O(n2). The resulting graph is drawn in an O(n)×O(n) grid.
We use a final 4-refinement to ensure that inside the `1-disk of radius 4 around each vertex v the
only grid edges being used are on the horizontal or vertical line going through v. Let G2 denote the
resulting plane graph (i.e., the graph together with its embedding in the plane).
Lemma 5.7. The graph G∗2 has a vertex cover of size k
∗ if and only if G2 has a connected vertex
cover of size k2 := k∗ + (nskel + nsub)/2. If G2 has a connected vertex cover of size k2 + t, then G∗
has a vertex cover of size k∗ + t.
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Proof. The construction of Garey and Johnson [GJ77] has the properties that (i) any connected
vertex cover of G2, when restricted to the vertices of G∗2, is a vertex cover of G∗2, and (ii) one can
add (nskel + nsub)/2 vertices among the subdivision and skeleton vertices to any vertex cover of G∗2
to get a connected vertex cover of G2. The first claim follows directly from the above properties.
For the second claim, we note that the nskel skeleton vertices come in pairs, where one vertex in
the pair has degree one and is connected only to the other vertex. Therefore, at least one vertex in
each pair must be selected in every vertex cover. Similarly, the vertices in nsub also come in pairs,
each pair being connected to each other, therefore one must select at least one vertex from each
pair into any vertex cover. Now consider a connected vertex cover of size k2 + t in G2. Since there
must be at least (nskel +nsub)/2 vertices selected among the vertices newly introduced in G2, there
can be at most k2 + t− (nskel +nsub)/2 = k∗+ t vertices selected among the original vertices in G∗2.
It follows that G∗2 has a vertex cover of size k∗ + t.
Grid embedding in Rd for d > 3. We again start with the incidence graph G of φ, and let
L = |E(G)| denote the number of literal occurrences in φ. Let G∗ be the graph where variable
vertices are replaced with variable cycles and clause vertices by triangles (or for size 2 clauses,
paths) in the same manner as seen in G∗2. We will now define a different type of skeleton for these
graphs. First, we subdivide each edge of G∗ twice, that is, we remove the edge vw, add the vertices
u′, v′, and add the edges uu′, u′v′, and v′v. Let G∗∗ be the resulting graph, and let n∗∗ denote the
number of its vertices. Consider the disjoint union of G∗∗ and the cycle graph C∗ with n∗∗ vertices.
For each vertex v of G∗∗, we can associate a distinct vertex v′ in the cycle, and we also create a
new vertex v′′. Finally, we add the edges vv′ and v′v′′. It is routine to check that the resulting
graph has O(n) vertices and O(n) edges, and it has maximum degree 4. Therefore, we can apply
the following theorem, which is paraphrased from [Ber+20].
Theorem 5.8 (Cube Wiring Theorem [Ber+20]). There is a constant c such that for any d > 3
it holds that any graph G of maximum degree 2d on n vertices can be drawn in a d-dimensional
grid cube of side length cn1/d−1. Moreover, given G and d the embedding can be constructed in
polynomial time.
Since the graph has maximum degree 4 < 2d and O(n) vertices and edges, the resulting drawing
is in a grid cube of side length O(n1/(d−1)). For a vertex v, let `1(v) and `2(v) be the lines that are
parallel to the first and second coordinate axis respectively and pass through v. We use a constant-
refinement and reorganize the neighborhood of each vertex v in the grid drawing so that the grid
edges used by the drawing in the `1-ball of radius 4 around v all fall on `1 and `2. Let Gd denote
the resulting graph together with the obtained grid drawing.
One can prove the analogue of Lemma 5.6 for G∗ (with φ instead of φ2), and also the analogue
of Lemma 5.7 for Gd.
Putting Lemmas 5.5, 5.6 and 5.7 together, and putting the higher dimensional analogues of
Lemmas 5.6, 5.7 together, we get the following corollary, which is all that we will need from this
subsection for the proof.
Corollary 5.9. For each d > 2 the following holds. Given a (3, 3)-CNF formula φ on n variables,
we can generate a graph Gd of degree at most 4 drawn in a d-dimensional grid of side length
O(n1/(d−1)) in polynomial time such that (a) if φ is satisfiable then Gd has a connected vertex cover
of size kd = O(nd/(d−1)) and (b) if Gd has a connected vertex cover of size kd + t, then φ has an
assignment satisfying all but O(t) clauses.
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Halo of Pu,v
Figure 5: Construction of components from [GJ77] in R2. Dotted edges are edge components, and the red rotated
squares are the cutouts. The blue object represents the halo of the edge component Pu,v in the top-right corner. Blue
(thin and thick) edges correspond to the edges of a canonical Steiner tree.
5.2.2 Construction and canonization
Given any graph Gd that is drawn in a d-dimensional grid, we construct a point set Pd the following
way.
1. Refine the drawing ofGd by a factor of 137. (The constant 137 will be justified in Lemma 5.13.)
2. Add all grid points that are internal to edges of Gd to Pd.
3. Remove any point from Pd that is at distance strictly less than 2 from a vertex of Gd.
We call the set of points in Pd that fall on an edge of Gd edge components, and the l1 balls of
radius 2 around vertices of Gd are the cutouts. (The cutouts are cubes of diameter 4 whose diagonals
are axis-parallel; i.e., they are regular “diamonds” in R2.)
The resulting set Pd is our construction for Rectilinear Steiner Tree. The following lemma
can be found in [GJ77], but we provide a proof for completeness.
Lemma 5.10 (Garey and Johnson [GJ77]). If Gd has a connected vertex cover of size kd, then Pd
has a rectilinear Steiner tree of total length `d := L + 2|E(Gd)| + 2(kd − 1), where L is the total
length of the edge components.
Proof. Given a connected vertex cover S of size kd, we construct a Steiner tree T the following way.
First, we add all length 1 edges connecting neighboring vertices in edge components to T ; these
have total length L. Since S induces a connected graph, it has a spanning tree that has kd − 1
edges. The total length of these edges is 4(kd − 1). On each such edge component, we add the
length 2 edges that connect to the incident cutouts on both ends. Furthermore, on each edge e of
Gd that is not an edge of this spanning tree, there is at least one endpoint s of e that is in S as S
is a vertex cover. We add a length 2 cutout edge connecting the edge component of e to the center
of the cutout of s. These edges have a total length of 2(|E(Gd)| − kd + 1). The result is a tree T on
Pd that has total length
L+ 4(kd − 1) + 2(|E(Gd)| − kd + 1) = L+ 2|E(Gd)|+ 2(kd − 1).
In the remainder of this subsection, we will canonize an approximate Steiner tree of Pd in order
to prove the following lemma.
Lemma 5.11. If Pd has a rectilinear Steiner tree of length `d + `′, then Gd has a connected vertex
cover of size kd + `′/2.
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Canonization We say that a Steiner tree of Pd is canonical if (i) every length 1 edge in edge
components is included in T and (ii) all other segments in T have length 2 and connect the center
of some cutout to the nearest point in one of the incident edge components.
A Steiner point of T is a point that has degree at least 3. The vertices of T are its Steiner points
and Pd. An edge of T is a curve connecting two vertices. It follows that T has at most |Pd| − 2
Steiner points.
For a fixed constant d > 2 we can change each edge of T so that it is a minimum length path in
the `1 norm between these two vertices, by moving parallel to the x1 axis, then to the x2 axis, etc.
until we arrive at the destination. The resulting tree consists of O(|Pd|) axis-parallel segments.
Lemma 5.12. For any approximate Steiner tree T on Pd there is a Steiner tree T ′ so that it
contains all length-1 edges in edge components and all of its edges have length at most 4, and T ′ is
no longer than T .
Proof. Recall that the Hanan-grid [Han66] of Pd is the set of points Hd ⊂ Rd that can be defined as
the intersection of d distinct axis-parallel hyperplanes incident to d (not necessarily distinct) points
of Pd. Snyder [Sny92] shows that there exists a minimum rectilinear Steiner Tree whose Steiner
points are on the Hanan-grid. In fact, he proposes modifications that are local, and can be applied
also to a non-optimal Steiner tree, i.e., affect only a vertex of a Steiner tree and its neighbors,
and result in a tree whose Steiner points lie on the Hanan-grid. None of the local modifications
lengthen the tree. Moreover, each type of local modification either shortens T by removing at least
one segment, or it does not shorten the tree but it can be repeated no more than O(|Pd|) times.
Consequently, given a tree T , we can use the local modifications of Snyder exhaustively to get a
tree that is not longer than T , and whose Steiner points lie in the Hanan-grid of Pd.
Suppose now that T is a rectilinear Steiner tree of Pd whose Steiner points are in Hd. Notice
that the minimum distance between points of Hd is 1, and the minimum distance between points
from two distinct edge components is at least 4. Suppose that there is an edge uv of length 1 in an
edge component that is not in T . Then adding uv to T creates a cycle, and that cycle has at least
one edge e that has either length more than 1, or e has length exactly one but its endpoints are not
covered by any edge component. Replacing e with uv therefore results in a tree that is no longer
than T and has one more length-1 edge that is inside an edge component. Repeating the above
check O(|Pd|) times results in a tree T that contains all length-1 edges in edge components. Suppose
now that T has an edge uv of length more than 4. Removing the edge uv from T creates a forest
of two trees. Suppose that one tree spans P ⊂ Pd and the other spans Q ⊂ Pd. Note that P and Q
are non-empty, disjoint, and their union is Pd. Observe that there exists p ∈ P and q ∈ Q such that
‖p− q‖1 6 4. Now the shortest edge connecting p and q is shorter than e was, therefore by adding
this edge the created tree is not longer than the original. As each such modification decreases the
number of edges of length more than 4 and there are only O(|Pd|) edges in T , we can remove all
edges longer than 4 in O(|Pd|2) time. The resulting tree T ′ satisfies the required properties.
Lemma 5.13. For any approximate Steiner tree T ′ on Pd that contains all length-1 edges in edge
components and no edges longer than 4, there is a canonical tree T ′′ that is no longer than T ′.
Proof. A full Steiner subtree of T is a subtree of T whose internal vertices are Steiner points of T ,
and whose leaves are points of Pd. Let F be a full Steiner subtree of T ′ with k leaves. The halo of
an edge component Puv is the set of points in Rd whose `1-distance from Puv is at most 68. The
refinement step of the construction of Pd (see step (i)) ensures that two halos intersect if and only
if the corresponding edges are incident to the same vertex.
Since T ′ contains all length-1 edges in edge components, the role of F is to connect a certain
set of edge components; each edge component contains at most one leaf of F (as otherwise there
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would be a cycle). Let γ be the number of edge components adjacent to F in the tree, that is, F
has γ leaves. Let β be the number of Steiner points in F . Notice that β < γ.
First, we show that the leaves of F are in edge components that are incident to the same cutout.
Let µ be the number of pairs (p,H) where p is a Steiner point of F , and H is a halo for one of
the edge components connected to F , and moreover p ∈ H. On one hand, every Steiner point can
be contained in at most 4 halos, since that is the maximum overlap achieved by the halos. This
is a consequence of the fact that halos corresponding to non-incident edge components are disjoint
so any set of intersecting halos must correspond to the neighborhood of a single vertex, and the
maximum degree of a vertex in Gd is 4. Therefore, we have that µ 6 4β.
On the other hand, since the maximum degree of Gd is 4, there is a set E of at least γ/4 pairwise
non-incident edge components; in particular, there is a point r in F that is outside all the closed
halos corresponding to edge components in E. Let r be the root of F , and for an edge component
Puv ∈ E, consider the unique path in F from the leaf in Pu,v to r. This path must intersect the
halo of Puv at some point, and the portion of this path within the halo of Puv has length at least
68. Notice that these paths are disjoint for each edge component of F . Since edges of F have length
at most 4, there must be at least 68/4− 1 = 16 Steiner points on each such path, so altogether we
have µ > (γ/4) · 16 = 4γ. Putting the upper and lower bound on µ together, we have that 4γ 6 4β.
But this contradicts the fact that β < γ.
Consider now a full Steiner subtree F that is connecting γ ∈ {2, 3, 4} adjacent edge components.
Then F could have length 2γ, as we can connect the point associated with the common vertex v
from the point set P1 with length two segments to the nearest vertex of all the edge components
connected by F . We show that this is the shortest possible tree for γ edge components. Notice that
any pair of edge components have `1-distance exactly four, so the shortest path in the rectilinear
Steiner tree between any pair of components is at least four. Now consider the geometric graph that
we get by doubling every segment in the tree, so that we get parallel edges everywhere. This graph
has an Euler tour (since every degree is even); on such an Euler tour, the length required between
any pair of tree leaf vertices is at least the length of a shortest path between them, which is at least
4. Since the length of the tour is exactly twice the length of the tree, we get that the tree has total
length at least 4γ/2 = 2γ, as claimed. Therefore, we can exchange each full Steiner subtree with a
canonical connection. The resulting tree T ′′ is canonical and no longer than T ′.
We can now prove the correspondence between an approximate rectilinear Steiner tree and a
connected vertex cover.
Proof of Lemma 5.11. Let T be a Steiner tree of Pd of length `d + `′. Using Lemma 5.12 and
Lemma 5.13, we can create a canonical tree T ′′ in nO(1) time of length at most `d + `′. Let k be
the number of non-empty cutouts. Observe that the vertices of Gd corresponding to the non-empty
cutouts form a connected vertex cover.
Consider the subtree U of T ′′ that is spanned by the centers of the non-empty cutouts. Every
edge component in U must be connected to the centers of both neighboring cutouts, and U contains
k − 1 edge components. Furthermore, every edge component outside U must be connected to
the center of at least one of the neighboring cutouts. Consequently, the length of T ′′ is at least
L+ 4(k − 1) + 2(|E(Gd)| − k + 1) = L+ 2|E(Gd)|+ 2(k − 1). Therefore, we have
L+ 2|E(Gd)|+ 2(k − 1) 6 `d + `′ = L+ 2|E(Gd)|+ 2(kd − 1) + `′,
and thus k 6 kd + `′/2, as required.
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5.2.3 Concluding the proof of Theorem 5.4
Proof of Theorem 5.4. Putting Corollary 5.9 and Lemmas 5.10 and 5.11 together, we have that if
a (3, 3)-CNF formula φ on n variables has a satisfying assignment then Pd has a rectilinear Steiner
tree of length `d = O(nd/(d−1)). Let c1 be such that `d = c1nd/(d−1). Additionally, if Pd has a
rectilinear Steiner tree of length `d + `′, then φ has an assignment that satisfies all but c2`′ clauses,
where c2 is a constant.
Suppose that there is a 2γ/εd−1poly(n) algorithm for Rectilinear Steiner Tree for all γ > 0.
Given a formula φ, we create the set Pd in polynomial time, and we run the above algorithm
with ε = δm
c1c2nd/(d−1)
, where m is the number of clauses in φ. Since m = Θ(n), we have that
ε = Θ(1/n1/(d−1)). We can now distinguish between a satisfiable formula (when a rectilinear Steiner
tree on Pd is of length `d) and a formula in which all assignments violate at least δm clauses (when
any rectilinear Steiner tree on Pd has length greater than (1 + ε)`d). Since the construction time of
Pd is polynomial in n, the total running time of this algorithm is 2γ/ε
d−1
poly(n) = 2γcn for some
constant c. The existence of such algorithms for all γ > 0 would therefore violate Gap-ETH by
Corollary 5.1.
6 Conclusion and Open Problems
In this article we gave a randomized (1 + ε)-approximation algorithm for Euclidean TSP that
runs in 2O(1/ε)d−1n log n time and randomized (1 + ε)-approximation algorithms for Euclidean
and Rectilinear Steiner Tree that run in 2O(1/ε)d−1n logO(1) n time. In case of Euclidean
TSP and Rectilinear Steiner Tree, we have shown that 2o(1/ε)d−1poly(n) algorithms are not
possible under Gap-ETH. We achieve the improved algorithm by extending the method from [Aro98]
with a relatively simple and new technique: Sparsity-Sensitive Patching.
As mentioned in the beginning of this paper, the methods from [Aro98; Mit99] have been greatly
generalized and extended to various other problems by several authors. A natural direction for
further research would be to see whether Sparsity-Sensitive Patching can also be employed to obtain
improved (and possibly, Gap-ETH-tight) approximation schemes for these problems. Examples of
problems where such a question can be studied include
• Euclidean versions of Matching, k-TSP and k-Steiner Tree [Aro98], Steiner For-
est [BKM15], k-Connectivity [CL98], k-Median [KR07; ARR98] and Survivable Net-
work Design [CLZ02],
• versions of some of the above problems in other metric spaces (e.g., doubling, hyperbolic), and
in planar, surface-embedded and minor free graphs (see Section 1.4 for such studies for TSP).
There are several open questions worth exploring further. The ideal algorithm for Euclidean
TSP would have a running time of 2O(1/ε)d−1n, and it would be deterministic. However, achieving
this running time with a randomized algorithm is already a challenging question. The most natural
way to pursue this would be to try and unify Bartal and Gottlieb’s techniques [BG13] with ours. Is
it possible to get this running time without spanners by using some new ideas to handle singletons
(e.g., crossings that appear on their own on a facet of a quadtree cell)?
One could also pursue a (1 + ε)-approximation algorithm that uses f(1/ε)nO(1) time and only
poly(1/ε, n) space, but this would likely require an algorithm that is not based on dynamic pro-
gramming. Is such an algorithm possible (say, for d = 2)?
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