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Resumen y Abstract VII 
 
Resumen 
En esta investigación se propone un método de análisis para evaluar las condiciones de 
estabilidad de un talud en suelo compresible y viscoplástico, y para calcular, en caso de 
estar en condición de falla, los desplazamientos, las velocidades y las aceleraciones de 
la cuña de falla que se desliza sobre una superficie de falla en forma de espiral 
logarítmica. Adicionalmente, el método propuesto permite establecer la geometría de la 
masa deslizada para diferentes intervalos de tiempo, y las influencias de la geometría 
inicial del talud y de los parámetros geo-mecánicos del suelo, en la cinética del 
movimiento.  
Para hacer los cálculos y apreciar los resultados del método propuesto, se diseñó un 
programa de computador en lenguaje Java ©. El software está constituido por dos 
módulos principales; el modulo estático y el módulo dinámico. El primer módulo avalúa el 
margen de seguridad de un talud mediante el método del equilibrio límite; esto es: 
estableciendo la espiral logarítmica que conduzca al mínimo factor se seguridad. Si por 
alguna causa el factor de seguridad llega a ser inferior a la unidad entonces el módulo 
dinámico permite evaluar la geometría de la cuña de falla y las variables del movimiento 
– posición, velocidad y aceleración – durante el deslizamiento.  
Para el logro de estos objetivos la cuña deslizante se hizo equivalente a un sistema de 
unidades reológicas viscoelásticas sostenidas por unidades reológicas viscoplásticas 
dispuestas a lo largo de la espiral logarítmica. Es decir, se asumió que la masa del suelo 
es viscoelástica y que en la superficie de falla se moviliza una resistencia viscoplástica.  
La solución de ese sistema conduce a un conjunto de ecuaciones no lineales que el 
módulo dinámico resuelve escribiendo las ecuaciones en diferencias finitas y 
resolviéndolas mediante el Método Multivariable de Newton – Raphson.  
 
Palabras claves: Espiral logarítmica, viscoplástico, viscoelástico, Método de Diferencias 
Finitas (FDM), Método Multivariable Newton - Raphson, posición, velocidad, aceleración, 
geometría del talud. 




In this research, an analysis method is proposed in order to evaluate the stability 
conditions of a slope composed by compressible viscoplastic soil and to calculate, if it is 
in a fault condition, displacements, velocities, and accelerations of the wedge fault that 
slips over a failure surface logarithmic spiral. Additionally, the proposed method allows 
defining the geometry of mass slid in different time intervals, the influences of the slope 
initial geometry and the geo-mechanical soil features in the kinetic motion. 
In order to compute and visualize the proposed method results, a computer software was 
designed using Java ©. The program is constituted by two main modules; static module, 
and dynamic module. The first module evaluates the safety condition of a slope by the 
limit equilibrium method; that is, identifying the logarithmic spiral that leads to a minimum 
safety factor. whether for any reason the safety factor it becomes less than unity then the 
dynamic module evaluates the geometry of the failure wedge and motion variables - 
position, speed, and acceleration - during the slip. 
To achieve these objectives the sliding wedge was made equivalent to a system with 
viscoelastic rheological units supported by viscoplastic rheological units arranged along 
the logarithmic spiral. That is, it is assumed that the soil mass is viscoelastic and in the 
failure surface, a viscoelastic resistance is mobilized. 
The solution of this system leads to a set of nonlinear equations that the dynamic module 
solves writing those equations in finite-difference method (FDM) and solves them by 
Multivariable Newton – Raphson Method. 
 
Keywords: Logarithmic spiral, viscoplastic, viscoelastic, Finite Difference Method (FDM), 
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El principal propósito de esta investigación es aportar en el estudio de la dinámica de 
taludes y en la modelación de los movimientos de masas de suelos deslizándose. Lo 
anterior, entre otras cosas con la finalidad de colaborar en el estado del arte y contribuir 
en estudios próximos de análisis de riesgos por deslizamientos y en dinámica de taludes. 
 
Los análisis comunes de estabilidad de taludes evalúan el factor de seguridad para una 
condición estática y suponen una cuña deslizante rígida que si llegara a presentarse un 
deslizamiento esta aproximación ya no es válida.  Para estudiar el movimiento habría que 
considerar con mayor detenimiento las condiciones de resistencia en la superficie de falla  
y el modelo constitutivo de la masa de suelo movilizable. Sin esos elementos sería 
imposible predecir los cambios en la forma de la masa y sus variables de movimiento 
durante el deslizamiento. 
 
En esta tesis se pretende (justamente), concebir, diseñar y programar un método de 
análisis que permita evaluar la variación de la geometría, de la posición, la velocidad y la 
aceleración de la masa movilizada a lo largo del tiempo que demore el movimiento. 
 
El desarrollo de un trabajo como el presente es de una importancia crucial en los 
estudios de amenaza, vulnerabilidad y riesgo que exigen las políticas de desarrollo 
territorial y las de conservación del medio ambiente natural. Efectivamente, la 
delimitación del área de exposición en que se ubican los elementos en riesgo, la 
vulnerabilidad de estos elementos y los riesgos asociados a los deslizamientos solo 
podrán ser cuantificados  analíticamente si se conocen los desplazamientos de la masa y 
las fuerzas que induce, valoradas a través de las aceleraciones.  De la misma forma, 
estos elementos teóricos sirven de instrumento para implementar medidas efectivas que 
ayuden a minimizar los efectos que generan los procesos de inestabilidad y su impacto 
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sobre los elementos en riesgo y sobre el medio ambiente, incluyendo pérdidas de vidas, 
daños materiales y perjuicios económicos. 
 
Se ha desarrollado un buen número de métodos simplificados para evaluar el 
desplazamiento de taludes fallados pero fundamentados en muchos elementos 
cualitativos y eminentemente empíricos,  una formulación que ha resultado ser efectiva 
son los métodos integrales analíticos propuestos por Oldrich Hugrt aunque no incluye el 
modelo constitutivo completo de la masa que se desliza. Por ese motivo el área curricular 
de Ingeniería Civil de la Universidad Nacional de Colombia, y su programa de Maestría 
en Ingeniería Geotecnia ha venido desarrollando una línea de investigación en dinámica 
de taludes, que ha sido abordada en varias tesis de grado y que tiene como objetivo el 
análisis del movimiento, a partir de la solución de métodos de análisis propuestos, de 
masas de suelo deslizándose sobre diferentes superficies de falla, recurriendo a 
modelaciones basadas en elementos reológicos.  
 
Dentro de dichas investigaciones resalta la tesis de Maestría en Geotecnia de Ximena 
Basto “Desplazamientos viscoplásticos de taludes fallados” la cual consintió en proponer 
un método de análisis basado en relaciones constitutivas viscoplásticos para predecir la 
geometría de la cuña movilizada, los desplazamientos, velocidades y aceleraciones para 
una superficie de falla circular. Otra investigación a destacar es la realizada por Carolina 
Mora titulada “Contención de taludes en estado viscoplástico” la cual se centró en cálculo 
de los desplazamientos, velocidad, aceleración y los empujes que desarrollaría la masa 
en un muro de gravedad, esto mediante un método de análisis que se basó en la 
integración de las ecuaciones constitutivas del suelo, la ecuación de movimiento de 
Newton evaluando una superficie plana.  
 
El presente trabajo de investigación se enmarca dentro de la línea de investigación 
anteriormente citada y tiene como aportes notables, dentro del método de análisis 
propuesto, la evaluación de múltiples superficies de falla espiral logarítmica y la inclusión 
de la aceleración centrípeta y centrifuga en las ecuaciones de movimiento, lo que 
involucra matemáticamente la solución de sistemas de ecuaciones no lineales definidas a 
partir de relaciones constitutivas viscoelásticas de la masa movilizada y viscoplásticas en 
la superficie de falla. Asimismo, se propone una aproximación matemática para 
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establecer los desplazamientos de la masa deslizada, a partir de una relación hiperbólica 
entre la velocidad inicial del movimiento, el tiempo y la distancia última o máxima. 
 
Por otra parte, los métodos convencionales de la mecánica de suelos aplicada permiten 
evaluar las condiciones en que se alcanza el equilibrio límite en taludes valiéndose de 
criterios de plastificación del suelo. Sin embargo, no se pueden predecir con precisión las 
deformaciones generadas en las masas de suelo.  
 
El metodo de análisis propuesto para modelar el movimiento permite establecer los 
patrones de desplazamiento de las masas de suelo que conforman las cuñas de falla en 
un talud de suelo compresible y viscoplástico, mediante la programación en computador 
empleando en lenguaje JAVA ® a fin de establecer: 
 
• Las variables de movimiento: posición, velocidad, aceleración.  
• La geometría de los taludes fallados.  
 
El procedimiento de análisis prepuesto, permite solucionar numéricamente el sistema de 
ecuaciones que describen el comportamiento dinámico de un talud, y así, determinar la 
distancia que recorre, la velocidad, la aceleración. Para tal propósito se simula el talud 
mediante una analogía con unidades reológicas, es decir que el modelo reológico 
discreto se traducirá en un modelo constitutivo para un continuo. Para ello, además de 
las propiedades elásticas, plásticas y friccionales se formulará un plano límite que 
representa la superficie de falla, definida como una curva espiral logarítmica. 
 
En cuanto al contenido, este documento se encuentra compuesto por antecedentes, 
fundamentos teóricos, definición del modelo matemático que describe el movimiento de 
masa deslizada y la solución matemática y numérica del mismo mediante la elaboración 





1. Capítulo 1 Antecedentes de la investigación  
En esta sección se consignan los trabajos previos que son relevantes en el desarrollo de 
la presente investigación, dentro de los cuales se pueden mencionar los trabajos de 
Oldrich Hungr [1] especialista en la evaluación de deslizamientos rápidos, Claudia 
Ximena Basto [2] quien trabajó deslizamientos viscoplásticos y en la modelación de una 
masa movilizada sobre un superficie de falla circular y el trabajo de investigación de 
Carolina Mora [3] que consistió en el desarrollo de un método de análisis para calcular 
los empujes en un muro de gravedad afectado por el movimiento de una masa 
viscoplástica.  
1.1 Método de Hungr  
El trabajo de Oldrich Hungr se ha enfocado en el desarrollo de métodos para analizar 
deslizamientos rápidos como flujos de detritos y avalanchas. El modelo empleado por 
Hungr en sus investigaciones se basa en la solución de la ecuación Lagrangiana del 
movimiento, en coordenadas curvilíneas, y en una discretización de la masa deslizante 
en tajadas, es decir que la masa de las avalanchas se representa por una serie de 
bloques rígidos en contacto [1]. 
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En cada uno de los bloques se plantea la ecuación de movimiento obteniéndose un 
sistema de ecuaciones que se resuelve empleando el método de las diferencias finitas. 
 
Sobre la pared de cada bloque actúa una fuerza motriz neta, 𝐹, la cual está compuesta 
por la componente tangencial del peso, la componente de la fuerza resistente en la base 
del bloque (𝑇) y la resultante interna de presiones (𝑃) como se presenta en la Figura 1-2. 
 




La fuerza motriz neta se define según la Ecuación 1 y el área del boque se formula de 
acuerdo con la Ecuación 2. 
 
𝐹 = 𝛾𝐴𝑖
𝑏Δ𝑠 ∗ sin(𝛼) + 𝑃 − 𝑇 Ecuación 1 
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𝐴𝑖
𝑏 = 𝐻𝑖 ∗ 𝐵𝑖 Ecuación 2 
 
De lo anterior se tiene que: 𝛾 es el peso unitario del material, Δ𝑠 es la longitud del bloque, 
 es el ángulo de inclinación de la superficie de falla, 𝐴𝑖
𝑏 es el área del bloque. La nueva 
velocidad en cada bloque se obtiene por integración numérica de la segunda Ley de 







 Ecuación 3 
 
Es decir que al integrar se obtiene una expresión para calcular los desplazamientos 𝑆𝑖 








 Ecuación 4 
 
donde 𝑆𝑖
′ son los desplazamientos en el tiempo inicial (lo cuales son asumidos) o los 
desplazamientos en el tiempo anterior. Como se conoce la nueva posición de los bloques 
y los volúmenes del material entre ellos, la profundidad promedio en el bloque ℎ𝑗 se 




(𝑆𝑖+1 − 𝑆𝑖)(𝐵𝑖+1 − 𝐵𝑖)
 Ecuación 5 
 
Entonces, la nueva altura 𝐻𝑖 es el promedio de las profundidades de los bloques 





 Ecuación 6 
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1.2 Aproximación Viscoplástica de Ximena Basto  
En el trabajo de investigación de Ximena Basto [2], se propone un método de análisis 
basado en un modelo viscoplástico que permite calcular la geometría de una cuña de 
falla que se moviliza sobre una superficie de falla circular, además se predice su 
desplazamiento y velocidad para incrementos de tiempo hasta que la cuña se estabiliza 
de nuevo. La masa movilizada es discretizada en cuñas radiales y en cuñas verticales en 
la parte final del talud [2]. 
 




A continuación de la Figura 1-4 a la Figura 1-7 se detallan las características 
geométricas de la cuña de transición y las fuerzas actuantes en la tajada radial, vertical y 
cuña de transición. Donde, 𝑊𝑗 es el peso del suelo, 𝑃𝑗  son las cargas concentradas en la 
corona, 𝑞𝑗 son las cargas distribuidas en la corona, 𝑄𝑗 cargas debidas a efectos 
sísmicos, y 𝑈𝑗, 𝑈𝑖 y 𝑈𝑖+1 las fuerzas del agua. 
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2 + 𝐾1𝑉𝑡 = 𝐾𝑡  Ecuación 7 
 
En la anterior expresión se tiene que: 
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 Ecuación 8 
 




 Ecuación 9 
 
𝐾𝑡 = 𝐾𝑤 − 𝐾Δ𝐸Δ𝐸 − 𝐾𝐸𝐸 − 𝐾𝑤(𝑐
′ − 𝜇𝑤𝑡𝑎𝑛𝜙







[𝑐𝑜𝑠(𝜍𝑖 + 𝜃 2 + 𝜙
′⁄ ) + 𝑎. 𝑠𝑒𝑛(𝜍𝑖 + 𝜃 2 + 𝜙







𝑐𝑜𝑠(𝜃 2 − 𝜙′⁄ )
𝑐𝑜𝑠𝜙′
 Ecuación 12 
 






 Ecuación 13 
 
En consecuencia se tiene que; 𝑉𝑡 es la velocidad tangencial de la tajada y 𝐾1, 𝐾2 y 𝐾𝑡 son 
constantes que dependen de la viscosidad del suelo η, de la carga sísmica 𝑎, el radio de 
curvatura de la trayectoria 𝑅, la geometría de la cuña 𝜃, el peso 𝑊, el ángulo de fricción 
del material 𝜙′, y el incremento del empuje Δ𝐸, entre otros. 
Separando variables en la Ecuación 13 e integrando desde 𝑉𝑡𝑓 hasta 𝑉𝑡0 y 𝑡𝑡𝑓 hasta 𝑡𝑡0, 




















| = −𝐾2Δ𝑡 Ecuación 14 
 
Cuña de transición La ecuación del movimiento de Newton para la cuña de transición se 
expresa como:  
 




+ 𝐾1𝑉𝑡 + 𝐾2𝑉𝑡
2 = 𝐾𝑡
′ Ecuación 15 
 
En la anterior expresión se tiene que: 
 









 Ecuación 16 
 




 Ecuación 17 
 
𝐾𝑡
′ = 𝐾𝐸Δ𝐸 − 𝐾Δ𝐸Δ𝐸 − 𝐾𝑤 − 𝐾𝑢(𝑐
′ − 𝜇𝑤𝑡𝑎𝑛𝜙







[𝑐𝑜𝑠(𝜍𝑖 + 𝜃 2 + 𝜙
′⁄ ) + 𝑎. 𝑠𝑒𝑛(𝜍𝑖 + 𝜃 2 + 𝜙







𝑐𝑜𝑠(𝜃 2 − 𝜙′⁄ )
𝑐𝑜𝑠𝜙′
 Ecuación 20 
 






 Ecuación 21 
 
𝐾𝐸 =







 Ecuación 22 
 






 Ecuación 23 
 






 Ecuación 24 
 
Donde; 𝑉𝑡 es la velocidad tangencial de la tajada y 𝐾1, 𝐾2 y 𝐾𝑡
′ son constantes que 
dependen de la viscosidad del suelo η, de la carga sísmica 𝑎, el radio de curvatura de la 
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trayectoria 𝑅, la geometría de la cuña 𝜃, el peso 𝑊, el ángulo de fricción del material, y el 
incremento del empuje Δ𝐸. 




+ 𝐾1𝑉𝑡 = 𝐾3 Ecuación 25 
 





 Ecuación 26 
 








Δ𝐸 Ecuación 27 
 
 
Las constantes 𝐾1 y 𝐾3 están en función de la viscosidad del material η, de la longitud de 
la tajada Δ𝑥, la aceleración generada por la fuerza sísmica 𝑎, el ángulo de fricción del 
material 𝜙′, el peso 𝑊 y el incremento del empuje Δ𝐸.  






| = −𝐾1Δ𝑡 Ecuación 28 
 
Ahora, considerando que en la superficie de falla plana la viscosidad es igual a cero, 




= 𝐾3 Ecuación 29 
 
Nuevamente separando las variables e integrando la ecuación anterior desde 𝑉𝑡𝑓 hasta 
𝑉𝑡0 y 𝑡𝑡𝑓 hasta 𝑡𝑡0 se obtiene: 





= 𝐾3 Ecuación 30 
 
En resumen, a partir de las Ecuación 25 a la Ecuación 27, la Ecuación 28 a la 
Ecuación 30 y la ecuación de equilibrio de empujes, se constituye un sistema de 
ecuaciones no lineales. Este sistema se resuelve empleando métodos numéricos 
obteniendo las variables de interés; el desplazamiento, la velocidad y el empuje. 
 
1.3 Trabajos Analíticos de Carolina Mora  
En esta investigación se desarrolló un método de análisis que permite calcular los 
empujes en un muro de gravedad afectado por el movimiento de una masa viscoplástica, 
además del cálculo de los desplazamientos, velocidad y aceleración que desarrollaría la 
masa. El método también permite determinar la longitud crítica de la masa en movimiento 
que conduzca al desbordamiento por encima del muro [3]. En ese sentido se propusieron 
expresiones que representan los empujes, 𝐸𝑗−1 y 𝐸𝑗 entre tajadas, como lo muestra la 
Figura 1-8.  
 




Los empujes en la tajada i están dados según la Ecuación 31. 
 
𝐸𝑗−1 = 𝐾𝑗−1(𝑢𝑖−1 − 𝑢𝑖) + 𝜂𝑗−1
𝑑
𝑑𝑡
(𝑢𝑖−1 − 𝑢𝑖) Ecuación 31 
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𝐸𝑗 = 𝐾𝑗(𝑢𝑖 − 𝑢𝑖+1) + 𝜂𝑗
𝑑
𝑑𝑡
(𝑢𝑖 − 𝑢𝑖+1) 
 
Con la finalidad de evaluar las condiciones de frontera del método propuesto, se 
proponen diferentes ecuaciones para la tajada inicial (Figura 1-9), una tajada central tipo 
(Figura 1-10) y la tajada final (Figura 1-11). En cuanto a las ecuaciones de movimiento 
se definió para la primera tajada la Ecuación 32.  
 












= ?̅? + 𝐴?̅?𝑖−1 − 𝐾𝑗−1𝑢𝑖−1 + 𝐾𝑗−1𝑢𝑖  Ecuación 32 
 
Para la tajada central se precedió de la misma manera hasta obtener la expresión de la 
ecuación de movimiento (Ecuación 33). 
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= ?̅? + 𝐴?̅?𝑖 + 𝐾𝑗−1𝑢𝑖−1 − (𝐾𝑗−1 + 𝐾𝑗)𝑢𝑖 + 𝐾𝑗𝑢𝑖+1 Ecuación 33 
 
De igual manera para la última tajada se determinó la expresión que gobierna el 
movimiento y se define según la Ecuación 34. 
 
















= ?̅? + 𝐴?̅?𝑖 + 𝐾𝑗𝑢𝑖 − (𝐾𝑗 + 𝐾𝑗+1)𝑢𝑖+1 Ecuación 34 
 
De las anteriores expresiones las incógnitas son, en cada tiempo, los desplazamientos 
de las tajadas en que se divide la masa. Debido a la complejidad del sistema para ser 
resuelto analíticamente, fue necesario recurrir al  método numérico de las diferencias 
finitas, obteniendo los desplazamientos, velocidades y aceleraciones.  
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Por otra parte, en lo referente a la geometría del talud de análisis, se evaluó el 
movimiento a partir de una condición inicial, Figura 1-12, y su variación con el tiempo con 
el propósito de modelar a partir de las anteriores expresiones prepuestas  
 




El perfil del terreno para cada intervalo de tiempo, se conforma a partir de las 
coordenadas de los puntos superiores de las tajadas y la nueva forma del material 
movilizado dependerá de la altura de los bloques deslizados como se puede apreciar en 
la Figura 1-13.  
 




En consecuencia al correr el programa propuesto, se obtiene el perfil final del terreno y 
su variación para diferentes intervalos de tiempo. En Figura 1-14 se puede observar el 
resultado final de la modelación de un movimiento en el trasdós de un muro. 
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2. Capítulo 2 Marco Teórico Conceptual  
La cinemática es esa parte de la mecánica dedicada al estudio del movimiento de las 
partículas y de los sólidos rígidos sin considerar las causas del mismo, en ese orden de 
ideas se puede considerar la cinemática como la geometría del movimiento. Por otra 
parte el estudio de la relación entre los factores que causan el movimiento y el propio 
movimiento se denomina dinámica. [5] 
Recordemos que el movimiento de un objeto varía cuando presenta interacción con otros 
cuerpos. Esos cambios dependen directamente de las propiedades del cuerpo y del 
medio que lo rodea. Las expresiones matemáticas que gobiernan el movimiento de dicho 
cuerpo sometido a la influencia de ciertas interacciones se pueden expresar mediante la 
aplicación de La Segunda Ley de Newton, formulación de trabajo – energía, cantidad de 
movimiento y momento angular. Es esta caso se trabajará con la Segunda Ley de 
Newton. 
 
2.1 Sistema de un grado de libertad 
 
Se considera que un sistema dinámico está en equilibrio cuando las fuerzas que actúan 
en el sistema, incluyendo la fuerza de inercia, cumplen con equilibrio estático para cada 
instante de tiempo [6]. La ecuación de equilibrio para un modelo dinámico de un grado de 
libertad puede escribirse como: 
 
𝐹𝑖(𝑡) − 𝐹𝑒(𝑡) − 𝐹𝑎(𝑡) = 0 Ecuación 35 
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Donde 𝐹𝑖(𝑡), 𝐹𝑒(𝑡) y 𝐹𝑎(𝑡) son fuerzas de inercia, elásticas y de amortiguamiento. La 
fuerza de inercia que actúa sobre la masa 𝑚 está originada por la aceleración total de la 
masa.  
 
𝐹𝑖(𝑡) = −𝑚 [
𝑑2𝑥
𝑑𝑡2
+ 𝑎(𝑡)] Ecuación 36 
 
En ella, 𝑎(𝑡) es la aceleración que actúa sobre el cuerpo en movimiento.  
 
Para la fuerza de amortiguamiento se admite la hipótesis de Voigt, según la cual el 





 Ecuación 37 
 
La fuerza elástica es proporcional al desplazamiento de la masa 𝑚, y a la rigidez 𝑘 del 
modelo.  
 
𝐹𝑒(𝑡) = 𝑘𝑥(𝑡) Ecuación 38 
 








+ 𝑘𝑥(𝑡) = −𝑚𝑎(𝑡) = 𝐹(𝑡) Ecuación 39 
 
La anterior expresión puede particularizarse para dos casos de sistemas [7]. A un 








+ 𝑘𝑥 = 0 Ecuación 40 
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Mientras que para sistemas libres no amortiguados, que corresponden a modelos 





+ 𝑘𝑥 = 0 Ecuación 41 
 




2.2 Movimiento sobre una espiral logarítmica  
 
En esta sección se presenta el planteamiento que se consideró para la formulación 
analítica del movimiento de una partícula sobre la superficie de falla. En tal sentido, se 
escriben las expresiones matemáticas en función de las componentes intrínsecas, esto 
es, en función de parámetros geométricos de la trayectoria definida como una espiral 
logarítmica.   
Evaluando el movimiento de una partícula, Figura 2-3, que se desplaza desde una 
posición 𝑠 para el tiempo (𝑡) hasta una posición 𝑠 + ∆𝑠 para el tiempo (𝑡 + 1) , donde el 
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cambio de posición ∆𝑠 es muy pequeño. La velocidad ?⃗?  en este cambio se establece de 
la siguiente manera: 
 














 𝑡  
Ecuación 43 
 










 Ecuación 45 
 






 Ecuación 46 
 













Considerando los vectores tangentes cuando una partícula se desplaza desde  𝑡(𝑠) 
hasta  𝑡(𝑠 + ∆𝑠), se puede decir que la relación entre los vectores normal y tangente a la 





 Ecuación 48 
 













 𝑛  
Ecuación 49 
 





 𝑡  
Ecuación 50 
 










 𝑛 Ecuación 51 
 
En lo que concierne a la espiral logarítmica, la ecuación que la define es: 
𝑟 = 𝑟𝑜𝑒
𝜃 tan∅ Ecuación 52 
 
Mientras que la longitud de la espiral logarítmica se define como  







𝑑𝜃 Ecuación 53 
 
Al integrar desde 𝜃 = 0 hasta un ángulo 𝜃 = 𝛩  del cual se desea conocer la longitud de 





[eΘ tan∅ − 1.0] Ecuación 54 
 
La anterior Ecuación 54 se utiliza para determinar la posición sobre la espiral logarítmica 
de cualquier elemento, llámese bloque o partícula, en un instante de tiempo dado, 
conocidos los valores de r𝑜, 𝛩. 
 
Otra característica de la espiral logarítmica es el radio de curvatura 𝑅, que de acuerdo 
con la geometría mostrada por Figura 2-4 converge en un punto denominado centro de 
curvatura  𝐶𝐶 . Dicho radio de curvatura se define como: 
 
𝑅𝑑𝜃 = 𝑑𝑠 Ecuación 55 
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 Ecuación 57 
 
Por consiguiente el radio de curvatura 𝑅 de una espiral logarítmica se representa 











3. Capítulo 3 Viscoplasticidad y 
viscoelasticidad 
La Viscoplasticidad es un modelo teórico planteado por la mecánica de medios continuos 
para describir el comportamiento de un material, dependiente del tiempo y la velocidad, 
que ha sobrepasado el rango de las deformaciones elásticas, encontrándose en falla y 
regido por las leyes de la viscosidad y la fricción. La principal diferencia entre los 
materiales plásticos y viscoplásticos es que estos últimos no solo presentan 
deformaciones permanentes después de la aplicación de las cargas, sino que también 
continúan desarrollando un movimiento denominado “creep” el cual es función del tiempo 
y se debe principalmente a la respuesta viscosa del material ante la carga aplicada. 
 
3.1 Modelo Bingham - Fluido Viscoplástico 
 
Eugene Bingham [8] propone un modelo, de comportamiento viscoso y fluencia, donde la 
fuerza resistente es función de los parámetros de fluencia y de viscosidad [8]. 
Equivalente del suelo y se expresa según la Ecuación 59: 
 
𝜏 = 𝜏𝑦 + 𝜂
𝜕𝑣
𝜕𝑧
 Ecuación 59 
 
De acuerdo con lo anterior: τ es el esfuerzo cortante, τy es el esfuerzo de fluencia,  η  es 
la viscosidad y v es la velocidad. 
La distribución de las velocidades con la profundidad en un canal abierto se define de 
acuerdo con la Ecuación 60: 
 











 Ecuación 60 
 
Donde 𝐻 representa la altura desde el fondo hasta el punto donde el esfuerzo cortante 
aplicado es igual a la resistencia a la fluencia. Debido a que el cortante sobre la altura 𝐻 
es menor que τy, la pared superior debería ser rígida y flotar sobre el fluido viscoso. Esto 
es conocido como “plug” y tiene un espesor (ℎ − 𝐻) que es igual a: 
 
(ℎ − 𝐻) =
𝜏𝑦
[𝜎𝑐 + (1 − 𝐶)𝜌]𝑔 ∗ 𝑠𝑒𝑛𝜃
 Ecuación 61 
 
De acuerdo con la ecuación anterior, cuando 𝐻 es igual a ℎ , no se presenta un esfuerzo 
de fluencia, dando como resultado un fluido Newtoniano simple. La velocidad media en la 





[𝜎𝑐 + (1 − 𝐶)𝜌]𝑔 ∗ 𝑠𝑒𝑛𝜃 Ecuación 62 
 
La estimación de la velocidad por este modelo requiere los valores de τy y de η. Cabe 
aclarar que lo anterior ha sido propuesto para materiales puramente arcillosos. 
 
3.2 Modelo Perzyna  
 
El modelo de Piotr Perzyna [9] es de uso común para caracterizar comportamiento 
viscoso o creep de materiales térreos utilizando diferentes modelos de plasticidad. El 
principio de dicho modelo se basa en la hipótesis de la descomposición de la 
deformación total en la deformación elástica y la deformación plástica y en la relación 




𝑣𝑝 Ecuación 63 
 






 Ecuación 64 
 
En la anterior expresión se tiene; 𝑖𝑗 , 𝑖𝑗
𝑒 y 𝑖𝑗
𝑣𝑝 que representan las derivadas respecto 
al tiempo de la deformación total, elástica y viscoplástica, respectivamente; 𝜎𝑖𝑗 es la 
derivada de la tensión respecto al tiempo y 𝐸𝑒 es el operador matricial elástico. Los 
subíndices 𝑖𝑗 indican la orientación de las deformaciones y de las tensiones. 
 
Perzyna define el flujo de deformación viscoplástica como un tensor dependiente de la 
viscosidad, de la resistencia máxima del suelo proporcionada por la función de fluencia y 
de la variación del potencial viscoplástico respecto al tensor de esfuerzos, como se 









 Ecuación 65 
 
En ella, 𝜇 es la viscosidad del material durante la deformación viscoplástica, 𝐹 es la 
función de fluencia del material la cual depende del estado de esfuerzos, la historia de las 
deformaciones plásticas y de las propiedades mecánicas. La función ∅ es una función 
arbitraria de 𝐹, 𝑄 es el potencial viscoplástico y 𝜎𝑖𝑗 el tensor de esfuerzos. 














𝐹 > 0 Ecuación 66 
 
La Ecuación 66 indica que si la función de fluencia es menor o igual a cero, no existirán 
deformaciones viscoplásticas; por el contrario, si la función es mayor que cero, las 
deformaciones viscoplásticas se estimarán de acuerdo con la formulación de Perzyna 
(Ecuación 66). Para que la función de fluencia sea mayor que cero, el desviador debe 
superar la envolvente de resistencia del suelo. Con la finalidad de determinar la función 
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de fluencia, se utilizan los criterios de resistencia expresados en función de las 
invariantes de los desviadores de esfuerzos [9]. 
 
Ahora, si se considera flujo asociado (𝑄 = 𝐹) donde el potencial viscoplástico es igual a 
la función de fluencia, se puede obtener el gradiente del potencial viscoplástico 𝜕𝑄 𝜕𝜎𝑖𝑗⁄  . 
Finalmente, los componentes de la Ecuación 66 están totalmente definidos y así las 
cosas es posible calcular la variación de las deformaciones en el tiempo. 
 
3.3 Modelo Coulomb - Viscoso  
 
Este modelo asume que el valor del esfuerzo de fluencia de la formulación anterior es 
igual al esfuerzo cortante de falla dado por el criterio de resistencia de Mohr Coulomb. La 




′ 𝑡𝑎𝑛𝜙′ + 𝜂
𝜕𝑢
𝜕𝑧
 Ecuación 67 
 
Dónde: c′ es la cohesión efectiva, σn
′  es el esfuerzo normal efectivo y ϕ′ es el  ángulo de 
fricción interna del suelo. 
 
3.4 Modelo Reológico Cuadrático de O’ Brien y Julien  
 
Se propone una adición al modelo Coulomb Viscoso, al cual se le suma un término que 
contempla los efectos de la turbulencia. En consecuencia  el criterio de Brien y Julien [10] 
es: 
 








 Ecuación 68 
 
Dónde: τ es el esfuerzo cortante, η es la viscosidad dinámica, ε es el parámetro 
turbulento dispersivo y ∂u ∂y⁄  el gradiente de velocidades normal a la dirección del flujo. 
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El último término de la ecuación anterior representa los efectos de la turbulencia y del 
esfuerzo dispersivo inducido por las colisiones entre las partículas de sedimento y se 





2 Ecuación 69 
 
En que 𝜌𝑠 es la densidad de los sólidos, 𝜆 es un coeficiente de concentración 
aproximadamente igual 0.615, 𝑑𝑠 𝑒s el diámetro de las partículas de sedimento, 𝑙𝑚 es la 





4. Capítulo 4 Geometría y discretización 
En este capítulo se hace especial énfasis en la configuración geométrica del talud, en la 
discretización de la masa deslizada en bloques denominados “tajadas” y en la definición 
de la expresión matemática adoptada para tener en cuenta la presencia de agua, a 
través de la posición de nivel freático. Lo anterior como información de entrada para el 
planteamiento matemático y numérico que se sugiere en esta investigación como método 
de análisis para la determinación de las características principales del movimiento de una 
masa fallada deslizándose sobre una superficie de falla con la forma de una espiral 
logarítmica.  
4.1 Definición del problema  
En primer lugar se debe hacer una definición clara del objeto de estudio y de las 
variables involucradas en este análisis. Como se ha mencionado, el problema a resolver 
se focaliza al análisis del movimiento de una masa deslizada sobre una superficie de falla 
espiral logarítmica, de manera que se busca evaluar los desplazamientos, velocidades, 
aceleraciones y cambio de forma. Para llevar a cabo dicho análisis del movimiento es 
importante, para empezar, definir las características geométricas de la masa deslizada 
mediante la discretización del talud y de las fuerzas actuantes en el problema. 
4.1.1 Características del suelo deslizado 
En cuanto al material deslizado este se considera como un medio homogéneo e 
isotrópico que presenta propiedades elásticas, friccionales y viscosas constantes a lo 
largo de la superficie de falla. Dichas propiedades son: 
 
• Peso unitario total [kN/m³]: 𝛾𝑡 
• Cohesión efectiva [KPa]: 𝑐′ 
• Ángulo de fricción interna efectivo [º]: 𝜙′ 
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• Viscosidad dinámica [KPa.s]: 𝜂 
• Módulo de Elasticidad [KPa]: E 
 
▪ Selección de los parámetros 
Adicionalmente, con el propósito de establecer el rango y un criterio de escogencia de los 
parámetros a ingresar para el análisis dinámico, en especial la viscosidad, y la 
representatividad de estos datos de entrada respecto a los valores reales, se acude a la 
teoría de la consolidación unidimensional, donde los asentamientos para un suelo 











) Ecuación 70 
 
En ese mismo sentido, la unidad reológica de la Figura 4-1 que representa la interacción 
entre tajadas, permite deducir las deformaciones del suelo de acuerdo con la Ecuación 
71. Por consiguiente, haciendo una analogía entre los asentamientos según la teoría de 
consolidación unidimensional de la Ecuación 70 y las deformaciones del modelo 
reologico de la Ecuación 71, con la finalidad de definir un rango de los valores de 
entrada de la viscosidad conociendo las propiedades elásticas del suelo, se puede decir 
que Sc ≅ δ. 
 




De la anterior unidad reologica Figura 4-1, luego de hacer equilibrio y establecer 
compatibilidad de deformaciones a partir de las ecuaciones constitutivas del elemento 
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viscoso η y del elemento elástico k, se tiene que la deformación está dada por la 










) Ecuación 71 
 


















0.43 ∗ 𝑘𝑡 Ecuación 73 
 
Al expresar la ecuación como una ecuación lineal se obtiene: 
𝑦 = 𝑙𝑜𝑔 |
𝑃
𝑃 − 𝛿𝑘
| Ecuación 74 
 
𝑥 = 0.43 ∗ 𝑘𝑡 Ecuación 75 
 
• Donde el intercepto para 𝑡 = 0 , según la ecuación es igual 1.0, es decir que al 
organizar términos la expresión final linealizada es: 
 
De la Ecuación 76 se puede despejar el valor de la viscosidad η conocidos los valores 





𝑥 + 1.0 Ecuación 76 
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A partir de anterior Ecuación 76 obtenemos la gráfica, Figura 4-2, que relaciona el 
tiempo t la rigidez k y la fuerza de empuje P. 
 




Igualmente el valor de la viscosidad η se puede determinar según la Ecuación 77, si se 
tienen varios datos Δσz
´  y se obtiene la curva asentamientos S vs t. El procedimiento 
consiste en graficar para varios valores de tiempo t del asentamiento S o de la 






∑ (1 − 𝑦𝑖)
𝑚
𝑖=1




4.2 Discretización del talud de análisis 
Para los análisis y métodos que se desarrollan en el presente trabajo de investigación, se 
considerará un talud simple, de una altura 𝐻, con inclinación 𝛽 de la cara inferior del talud 
y con inclinación 𝜉 de la cara superior o corona y un nivel freático aflorante en la cara del 
talud a una altura 𝐻𝑤 medida desde la pata del talud.  
La discretización del talud de análisis se aproxima dividiendo la cuña de falla, la cual se 
define como la región que se genera entre la superficie del talud, es decir, entre los 
puntos A; B y C y la superficie de falla, en 𝑛 partes denominadas tajadas de paredes 
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verticales, identificadas por la letra 𝑗, delimitadas por 𝑚 paredes identificadas por la letra 
𝑖, como se puede ver en la Figura 4-3. 
 




La curva empleada como superficie de falla es una espiral logarítmica definida según la 
Ecuación 78. Como hipótesis de análisis, se plantea que la superficie de falla en la parte 
superior arranca con un ángulo 𝜋 2⁄  o menor con pendiente negativa respeto al eje 𝑥 y 
termina horizontal en la pata del talud, como lo enseña la Figura 4-4. 
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La expresión matemática de la espiral logarítmica se define como: 
 
𝑟𝑁 = 𝑟𝑜𝑒
𝜃 tan∅ Ecuación 78 
 
A partir de la Ecuación 78 y de las coordenadas del origen de la espiral logarítmica 
(X0, Z0), se pueden determinar las coordenadas (XN, ZN) de cualquier punto Z sobre las 
superficie de falla. 
 
𝑋𝑁 = 𝑋𝑜 − 𝑟𝑁 cos(𝜃 + 𝛼𝑜)   ;   𝑋𝑁 = 𝑋𝑜 − 𝑟𝑜𝑒
𝜃 tan∅ cos(𝜃 + 𝛼𝑜) Ecuación 79 
 
𝑍𝑁 = 𝑍𝑜 − 𝑟𝑁 sen(𝜃 + 𝛼𝑜)   ;   𝑍𝑁 = 𝑍𝑜 − 𝑟𝑜𝑒
𝜃 tan∅ sen(𝜃 + 𝛼𝑜) Ecuación 80 
 
Con la intención de determinar el peso de cada tajada, se acude al peso unitario y al área 
de las tajadas, la cual se calcula por medio de las coordenadas de las esquinas 
(𝑥𝑠𝑎 ,  𝑧𝑠𝑎), (𝑥𝑠𝑏 ,  𝑧𝑠𝑏) que son los puntos en la superficie del talud y (𝑥𝑒𝑎 ,  𝑧𝑒𝑎), (𝑥𝑒𝑏 ,  𝑧𝑒𝑏) 
que corresponde a las esquinas de las tajadas en la superficie de falla, según la Figura 
4-5. 
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Para el cálculo de la geometría de la cuñas después de iniciar el movimiento se acude a 
principio de conservación del volumen, considerando también que las caras planas de las 
paredes 𝑖 permanecen planas. Es decir que las cuñas podrán cambiar de forma 
alargándose o acortándose dentro de dos paredes verticales pero conservando el mismo 
volumen.  
 












) 𝑏𝐽 Ecuación 81 
 










} = 𝑉𝐽 Ecuación 82 
 
De igual manera, en la Figura 4-7 para la geometría (𝑎) y (𝑏), se puede apreciar el 
cambio de forma de las tajadas con el movimiento de la cuña de falla. Adicionalmente, 
una vez la masa deslizada supera el punto 𝐵 se moviliza sobre una geometría horizontal, 
despareciendo la componente normal de la aceleración. 
 





4.3 Definición del nivel freático 
En el talud de análisis es posible que se presente agua, la cual para efectos de este 
modelo se maneja como una superficie de agua libre o nivel freático al interior del talud, 
en tal caso, se considerará un nivel freático abatido en forma de curva parabólica, 
conocida como la parábola de Dupuit [11], desde el punto 𝑃 hasta el punto 𝑄, en 
dirección de la cara del talud, como se aprecia en la Figura 4-8. Claro está, partiendo de 
la hipótesis que el gradiente hidráulico es constante en la vertical e igual a la pendiente 
de la línea de superficie de infiltración 𝐿𝑆𝐼 [11]. 
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La altura para cuando el nivel freático es horizontal 𝐻𝑁𝐹 se define como la distancia 
medida desde la pata del talud, el punto 𝐵 según la Figura 4-8, hasta la parte horizontal 
de la línea de superficie de infiltración 𝐿𝑆𝐼 en el punto 𝑃, 𝑑 es la distancia horizontal 
desde la pata del talud hasta el punto 𝑃.  Así mismo, el gradiente hidráulico se estima 
acorde con lo ilustrado en la Figura 4-9.  
 




Para definir el gradiente hidráulico se procede de la siguiente manera: 
 





          𝑖 ≈
𝑑ℎ
𝑑𝑥





ℎ Ecuación 84 
 











 Ecuación 85 
 




[ℎ2 − 𝑎2 sen2 𝛽] =
𝑄
𝐾
[𝑥 − 𝑎 cos 𝛽] Ecuación 86 
 
De la anterior expresión se consigue la ecuación de una parábola: 
 
ℎ2 = 𝑎2 sen2 𝛽 +
2𝑄
𝐾
[𝑥 − 𝑎 cos 𝛽] Ecuación 87 
 
En el punto 𝑄 de la Figura 4-9, el caudal se expresa de la siguiente manera: 
 





 Ecuación 89 
 
Al reemplazar en la Ecuación 87 se consigue que: 
 
ℎ2 = 𝑎2 sen2 𝛽 − 2𝑎2 sen2 𝛽 + 2𝑎
sen2 𝛽
cos 𝛽
𝑥 Ecuación 90 
 





𝑥 − 𝑎2 sen2 𝛽 Ecuación 91 
 












 Ecuación 92 
 















 Ecuación 93 
 
A partir de la distancia 𝑎 es viable determinar la ubicación de la línea de la superficie de 
infiltración 𝐿𝑆𝐼  o nivel freático en el talud de análisis, según la Figura 4-10, e igualmente 
se pueden establecer las presiones de poros en las paredes 𝑖 de las tajadas, haciendo 
ℎ = H𝑁𝐹 y 𝑥 = 𝑑 y despejandoℎ: 
 
ℎ = √2𝑎 (
sin2 𝛽
𝑐𝑜𝑠𝛽
)𝑥 − 𝑎2 sin2 𝛽 Ecuación 94 
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La anterior expresión matemática y la línea de superficie de infiltración 𝐿𝑆𝐼 ayudan a 
determinar las fuerzas del agua que actúan en las paredes y en la base de las tajadas, 
como se indica a continuación: 
 





[𝛾𝑤 ∗ (ℎ𝑖 − 𝑍𝑖) ∗ 𝑐𝑜𝑠(𝛼𝑖)
2](ℎ𝑖 − 𝑍𝑖) 
Ecuación 95 
 





[𝛾𝑤 ∗ (ℎ𝑖+1 − 𝑍𝑖+1) ∗ 𝑐𝑜𝑠(𝛼𝑖+1)
2](ℎ𝑖+1 − 𝑍𝑖+1) 
Ecuación 96 
 




([𝛾𝑤 ∗ (ℎ𝑖 − 𝑍𝑖) ∗ 𝑐𝑜𝑠(𝛼𝑖)
2] + [𝛾𝑤 ∗ (ℎ𝑖+1 − 𝑍𝑖+1) ∗ 𝑐𝑜𝑠(𝛼𝑖+1)






5. Capítulo 5 Análisis de Estabilidad y Método 
Numérico  
El análisis de estabilidad para efectos del modelo de la evaluación propuesto en este 
trabajo es estrictamente necesario ya que se debe establecer la condición de estabilidad 
del talud de análisis, representada por la superficie de falla más crítica obtenida en 
condición estática. Para estos efectos se recurrió a métodos de análisis de equilibrio 
límite de amplio uso en la práctica de la geotecnia.  
Por otra parte, se desarrolla un método de análisis que permite describir los aspectos 
más importantes; como la posición, velocidad y aceleraciones, del movimiento de una 
cuña de falla sobre la superficie de falla definida, es este caso, la espiral logarítmica  
5.1 Método de análisis para calcular el factor de 
seguridad 
 
Para las evaluaciones de las condiciones de estabilidad del talud y con el propósito de 
definir la superficie de falla crítica en condición estática, a la cual se le aplicará el método 
de análisis dinámico propuesto, se emplea en esta tesis el método de Janbu Simplificado. 
Con base en éste, se evalúan superficies de falla factibles, como lo enseña la Figura 5-1, 
tomando varias posiciones del origen "𝑜" de la espiral logarítmica, moviéndolo sobre un 
eje con una inclinación "𝜙" respecto de la vertical y que parte de la pata del talud, es 
decir el punto 𝐵, donde la espiral llega horizontal. Esto se hace con el objetivo de obtener 
de las superficies evaluadas, la crítica, es decir la del mínimo factor de seguridad. 
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5.1.1 Janbu Simplificado  
 
Este método se basa en el procedimiento original de Janbu, sin incluir las fuerzas 
cortantes en las paredes de las tajadas [12]. Empleando este método se procedió a 
determinar el factor de seguridad del talud de análisis. En consecuencia, se estableció el 
número de ecuaciones que se pueden determinar a partir de la tajada j, la cual se 
presenta en la Figura 5-2 y también se determinó el número de incógnitas. 
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De acuerdo con lo anterior, en la Tabla 5-1 se resume el número de ecuaciones e 
incógnitas del sistema.  
 






⏟      
∗𝑡𝑎𝑗𝑎𝑑𝑎𝑠
                →                    2 ∗ 𝑛 
𝐸1 +∑∆𝐸𝑗 = 𝐸𝑛+1          →           1 
 
𝑁𝑗      →      𝑛 
Δ𝐸𝑗      →      𝑛 
𝐹𝑆     →      1 
TOTAL  2 ∗ 𝑛 + 1 TOTAL  2 ∗ 𝑛 + 1 
 
El Procedimiento para determinar el factor de seguridad 𝐹𝑆, comienza estableciendo el 
equilibrio de fuerzas normales y tangenciales a la superficie de falla.  
 
Sumatoria de fuerzas normarles a la superficie de falla: 
 
∑𝐹𝑛 = 0 
 
   𝑁𝑗
′ = 𝑊𝑗[cos 𝛼𝑗 − 𝑎 sin 𝛼𝑗] − [(𝑈𝑖 − 𝑈𝑖+1) sin 𝛼𝑗 + 𝑈𝑗] + ∆𝐸𝑗 sin 𝛼𝑗 Ecuación 98 
 
Posteriormente se hace sumatoria de fuerzas tangenciales a la superficie de falla: 
 







) + ∆𝐸𝑗 cos 𝛼𝑗 = 𝑊𝑗[sin 𝛼𝑗 + 𝑎 cos𝛼𝑗] + [𝑈𝑖 − 𝑈𝑖+1] cos 𝛼𝑗 −
𝑐𝑗
′  𝑏𝑗 sec 𝛼𝑗
𝐹𝑆
 Ecuación 99 
 
Luego al reemplazar la Ecuación 98 en la Ecuación 99 se obtiene: 
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+ ∆𝐸𝑗 cos 𝛼𝑗 = 
𝑊𝑗[sin 𝛼𝑗 + 𝑎 cos 𝛼𝑗](𝑈𝑖 − 𝑈𝑖+1) cos 𝛼𝑗 −
𝑐𝑗















(𝑈𝑖 − 𝑈𝑖+1) (cos 𝛼𝑗 + sin 𝛼𝑗
tan𝜙𝐽
′





′ 𝑏𝑗 sec 𝛼𝑗
𝐹𝑆







Dividiendo en cos 𝛼𝑗: 
 
∆𝐸𝑗 =




























De la anterior expresión se obtiene el factor  𝑛𝜙𝑗 definido como: 
 




 Ecuación 103 
 
∆𝐸𝑗 =
















La sumatoria de los incrementos de empujes se obtiene a partir de la siguiente expresión: 
 
∑∆𝐸𝑗 = (𝐸𝑛+1 − 𝐸1) Ecuación 105 
 














(𝐸1 − 𝐸𝑛+1) ∑ {







De acuerdo con la anterior ecuación implícita, es necesario usar un procedimiento 
iterativo para obtener el valor del Factor de Seguridad 𝐹𝑆. El procedimiento consta de los 
siguientes pasos: 
 
1. Suponer un factor de seguridad 𝐹𝑆𝑆 
2. Calcular    𝑛𝜙𝑗 
3. Mediante la Ecuación, obtener el factor de seguridad calculado 𝐹𝑆𝐶 
4. Verificar la condición: 𝐹𝑆𝑆 = 𝐹𝑆𝐶, si no se cumple, volver al paso 1 haciendo que 
𝐹𝑆𝐶  →  𝐹𝑆𝑆. Si la condición se cumple continuar con el paso 5. 
5. El factor de seguridad es 𝐹𝑆 = 𝐹𝑆𝑆 = 𝐹𝑆𝐶 
 
5.2 Análisis de taludes en suelos compresibles 
viscoplásticos 
 
En lo que refiere al objetivo de la presente investigación, el problema a resolver consiste 
en el análisis de la cinética del movimiento de un talud en estado de falla. En ese sentido 
se busca encontrar las expresiones matemáticas y método de análisis que permitan 
resolver las ecuaciones de movimiento de una masa de suelo deslizándose sobre una 
espiral logarítmica. Por consiguiente, para realizar dicho análisis se acude a una analogía 
con unidades reológicas, es decir, que el modelo reológico discreto se traducirá en un 
modelo constitutivo para un continuo, por lo tanto, el talud se dividirá en tajadas de 
masas 𝑚𝑗 unidas en las paredes por un elemento viscoelástico (modelo Kelvin Voigt), 
mientras que en la superficie de falla, es decir en la base, se dispondrá un elemento 
viscosoplástico, como se ilustra en la Figura 5-3. 
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5.3 Modelo matemático de taludes en suelos 
compresibles viscoplásticos 
 
En esta sección se desarrolla el modelo matemático que se propone para describir el 
movimiento de una cuña de falla que se desliza sobre la superficie espiral. La masa 
fallada es representada por tajadas o bloques en contacto entre sí. Las tajadas a su vez 
se representan como partículas en movimiento equivalentes a un modelo mecánico 
representado por una masa concentrada soportada lateralmente en las paredes por el 
modelo viscoelástico de Kelvin Voigt y en la superficie de falla por un elemento friccional 
y un elemento viscoso individual, es decir un modelo viscoplástico,Figura 5-4. 
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El desarrollo matemático de las partículas en movimiento se formula, para este sistema, 
empleando la segunda Ley de Newton. En Figura 5-5 se ilustra la representación de la 
masa concentrada y las fuerzas que actúan en ella.  
 




Sumatoria de fuerzas normales a la superficie de falla SF 
 
𝛴𝐹𝑛 = 0 
𝑁𝑗











− 𝑈 Ecuación 107 
 
Sumatoria de fuerzas tangentes a la SF  
 
𝛴𝐹𝑡 = 0 
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Reemplazando la Ecuación 107 en la Ecuación 108. 















= 𝑊𝑗[(𝑠𝑒𝑛 𝛼𝑗 − 𝑐𝑜𝑠 𝛼𝑗 𝑡𝑎𝑛 𝜙
′) + 𝑎(𝑐𝑜𝑠 𝛼𝑗
+ 𝑠𝑒𝑛 𝛼𝑗 𝑡𝑎𝑛 𝜙





















+ (𝜂𝑖 + 𝜂𝑖+1 + 𝜂𝑗)
𝑑𝑆𝑗
𝑑𝑡




























] + 𝑈 𝑡𝑎𝑛𝜙′ 
Ecuación 110 
 





 Ecuación 111 
 
𝑁 = (𝜂𝑖 + 𝜂𝑖+1 + 𝜂𝑗) Ecuación 112 
 
𝐾 = (𝑘𝑖+1 + 𝑘𝑖) Ecuación 113 
 
𝐷 = (1 − ?̅?) 𝑡𝑎𝑛 𝜙′𝑀 ∗
1
𝑅𝑗
 Ecuación 114 
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] Ecuación 115 
 
Se recurre al método de diferencias finitas con aproximación centrada, uno de los más 
utilizados para encontrar aproximaciones a soluciones numéricas de ecuaciones 
diferenciales, para básicamente, reemplazando las derivadas por aproximaciones en 
diferencias finitas, hallar la solución de las ecuaciones. En consecuencia se tiene que el 
valor de la derivada y segunda derivada, respecto al tiempo, se pueden expresar de la 
siguiente manera:  
 







 Ecuación 116 
 





𝑆𝑗,(𝑡−1) − 2𝑆𝑗,(𝑡) + 𝑆𝑗,(𝑡+1)
∆𝑡2
 Ecuación 117 
 
Rescribiendo la ecuación en términos de diferencias finitas se obtiene lo siguiente: 
 
𝑀 [
𝑆𝑗,(𝑡−1) − 2𝑆𝑗,(𝑡) + 𝑆𝑗,(𝑡+1)
∆𝑡2












]   




= 𝑃 + 𝑈 𝑡𝑎𝑛𝜙′ 
Ecuación 118 
 
La anterior expresión generaliza el movimiento de la masa deslizada y con base en ella 
es posible determinar los desplazamientos de las tajadas. No obstante, es necesario 
singularizarla, es decir, adaptarla para diferentes condiciones de frontera. En ese sentido, 
el movimiento de la masa deslizada se individualiza en dos movimientos; el primer 
movimiento hace referencia al cambio de la posición de reposo a una condición activa o 
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de desplazamiento y el segundo movimiento corresponde a cambio de posición después 
del primer del movimiento hasta que la masa deslizada se detiene.  
 
5.3.1 Primer movimiento 
Para el primer movimiento las diferencias finitas se plantean alrededor del tiempo 𝑡 = 𝑡0, 
es decir, desde la condición inicial de reposo, donde es conocida la posición de las 
tajadas sobre la superficie de falla. En este caso el tiempo 𝑡−1  es un tiempo ficticio ya 
que no es posible tener un tiempo negativo o antes del movimiento. El esquema de 
diferencias finitas en el primer movimiento se conceptualiza según como lo ilustra la 
Figura 5-6: 
 




Las condiciones de frontera que se establecen en este caso son: 
 
𝑆𝑗 = 𝑆𝑗0 Ecuación 119 
𝑣𝑗 = 0 Ecuación 120 
𝑠𝑖 𝑣𝑗 = 0  →   𝑆𝑗,(𝑡−1) = 𝑆𝑗,(𝑡+1) Ecuación 121 
 
Entonces, conocidas las condiciones de frontera, se obtiene la siguiente expresión de los 





] + 𝐾[𝑆𝑗,(𝑡)]  −  𝑘𝑖[𝑆𝑗−1,(𝑡)]−𝑘𝑖+1 [𝑆𝑗+1,(𝑡)]
= 𝑃 + 𝑈 𝑡𝑎𝑛𝜙′ 
Ecuación 122 
 
Capítulo 5 69 
 
De acuerdo con la anterior en la ecuación Ecuación 122 se tiene como incógnita 𝑆𝑗,(𝑡+1) 








[𝑆𝑗,(𝑡)] − 𝐾[𝑆𝑗,(𝑡)] +  𝑘𝑖[𝑆𝑗−1,(𝑡)]+ 𝑘𝑖+1[𝑆𝑗+1,(𝑡)] + 𝑃 + 𝑈 𝑡𝑎𝑛𝜙
′]
  Ecuación 123 
 








− 𝐾) [𝑆𝑗,(𝑡)] + 𝑘𝑖[𝑆𝑗−1,(𝑡)]+ 𝑘𝑖+1[𝑆𝑗+1,(𝑡)] + 𝑃 + 𝑈 𝑡𝑎𝑛𝜙
′]
  Ecuación 124 
 
De esta manera al terminar el cálculo, se tienen todos los valores de 𝑆𝑗,(𝑡+1) para y 𝑡 =
𝑡1 . 
 
5.3.2 Segundo movimiento 
Para el segundo movimiento, con el objeto de obtener los desplazamientos en el tiempo 
(𝑡 + 2), se conocen las posiciones iniciales de las tajadas, es decir, en el reposo y de 
igual manera se deben conocer los desplazamientos calculados del primer movimiento. 
En este caso las diferencias finitas se plantean alrededor del tiempo (𝑡 + 1), como lo 
muestra la Figura 5-7. 
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La ecuación para el segundo movimiento será: 
 
𝑀 [
𝑆𝑗,(𝑡0) − 2𝑆𝑗,(𝑡) + 𝑆𝑗,(𝑡+1)
∆𝑡2












]   




= 𝑃 + 𝑈 𝑡𝑎𝑛𝜙′ 
Ecuación 125 
 




















= 𝑃 + 𝑈 𝑡𝑎𝑛𝜙′ −
2𝑀
∆𝑡2
[𝑆𝑗,(𝑡0) − 𝑆𝑗,(𝑡)] − 𝐾[𝑆𝑗,(𝑡)]
+  𝑘𝑖[𝑆𝑗−1,(𝑡)]+𝑘𝑖+1[𝑆𝑗+1,(𝑡)] 
Ecuación 126 
 











































+ 𝑘𝑖[𝑆𝑗−1,(𝑡)]−𝐾[𝑆𝑗,(𝑡)] + 𝑘𝑖+1[𝑆𝑗+1,(𝑡)] 
Ecuación 127 
 
Al agrupar términos conocidos se definen los siguientes términos constantes para cada 
intervalo de tiempo, Sin bien las siguientes expresiones son constantes para el segundo 





) Ecuación 128 






















 Ecuación 131 
 
𝐸𝐽 = 𝑃 + 𝑈 𝑡𝑎𝑛𝜙

















) [𝑆𝑗,(𝑡0)]) [𝑆𝑗,(𝑡0)] − (
𝜂𝑖+1
2∆𝑡
) [𝑆𝑗+1,(𝑡0)] Ecuación 133 
 
𝐹𝐽 = ?̂?[𝑆𝑗−1,(𝑡0)] + (?̂? − (
2𝑀
∆𝑡2
)) [𝑆𝑗,(𝑡0)] + ?̂?[𝑆𝑗+1,(𝑡0)] Ecuación 134 
 
𝐺𝐽 = 𝑘𝑖[𝑆𝑗−1,(𝑡)]−𝐾[𝑆𝑗,(𝑡)] + 𝑘𝑖+1[𝑆𝑗+1,(𝑡)] Ecuación 135 
 
𝐻𝐽 = 𝐸𝐽 + 𝐹𝐽 + 𝐺𝐽 Ecuación 136 
 
Rescribiendo y agrupando términos, la ecuación general del segundo movimiento se 
define según la Ecuación 137: 
 
𝐴𝐽[𝑆𝑗−1,(𝑡+1)]  + 𝐵𝐽[𝑆𝑗,(𝑡+1)]+𝐶𝐽[𝑆𝑗+1,(𝑡+1)] + 𝐷𝐽[𝑆𝑗,(𝑡+1)]
2
− 𝐻𝐽  = 0 Ecuación 137 
 
La anterior Ecuación 137 representa las posiciones 𝑆 de las tajadas 𝐽 − 1, 𝐽, 𝑗 + 1 para el 
instante de tiempo 𝑡 + 1 conocidas las posiciones para el instante de tiempo 𝑡. Cabe 
agregar que se trata de una ecuación no lineal, por consiguiente al aplicar esta ecuación 
a todas las tajadas se obtiene un sistema de ecuaciones no lineales. Los sistemas de 
ecuaciones no lineales rigen la mayor cantidad de problemas físicos y mecánicos, ya que 
los sistemas lineales son en esencia excepciones de un sistema no lineal [13]. 
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En ese orden de ideas la Ecuación 137 para el segundo movimiento, escrita 
matricialmente se expresa de acuerdo según la Ecuación 138. 
 
 




}  = 𝐻𝐽 Ecuación 138 
 
En este caso se tiene un sistema compuesto 𝑛 ecuaciones no lineales que representan 
cada tajada.  
El anterior sistema se puede rescribir de la siguiente manera: 
 
[𝐾]    {𝑆𝑡+∆𝑡} =  {𝐻} Ecuación 139 
 
Puesto que los sistemas de ecuaciones no lineales son de difícil solución, para 
resolverlos generalmente se acude a métodos numéricos, en este trabajo se empleó el 
Método de Newton – Raphson Multivariable [14], que se expresa de la siguiente manera.  
 
𝐽[𝐾𝑘]    {𝑆𝑘+1 − 𝑆𝑘} =  {𝐻(𝑆𝑘)} Ecuación 140 
 
En donde: 𝐽[𝐾𝑘] se define como matriz Jacobiana del sistema. Al despejar el 
desplazamiento 𝑆𝑘+1 se tiene lo siguiente: 
 
𝑆𝑘+1 = 𝑆𝑘 − [𝐽[𝐾𝑘]]
−1
{𝐻(𝑆𝑘)},     𝑘 = 0, 1, 2…. Ecuación 141 
 





6. Capítulo 6 Desarrollo y características del 
programa 
Con el propósito de efectuar el cálculo del factor se seguridad del talud de análisis y de 
encontrar la solución numérica del sistema de ecuaciones no lineales que describen el 
movimiento de la masa fallada que se desplaza sobre una superficie espiral logarítmica, 
se diseñó un programa de computador, con la finalidad de obtener soluciones de manera 
rápida y eficiente, empleando la herramienta Java ® la cual es de uso libre y que se 
fundamenta en el paradigma de programación orientada a objetos, lo que permite entre 
otras cosas ejecutar subrutinas o módulos para optimización del algoritmo y facilitar el 
mantenimiento del código.  
A continuación se presenta una descripción del desarrollo del programa el cual se divide 
en dos módulos principales. El primer módulo, análisis estático, se encarga de la 
definición de la geometría del talud y del cálculo del mínimo factor se seguridad estático 
evaluando múltiples superficies de falla. El segundo módulo denominado dinámico, 
objetivo principal de investigación del presente trabajo, se enfoca en la determinación de 
los desplazamientos, velocidades y aceleraciones de una masa deslizada sobre una 
superficie la superficie de falla. En la Figura 6-1 se representa la interacción entre los 
módulos estático y dinámico. Cabe mencionar que se tienen tres subrutinas: Escribir, 
Leer e Interfaz Dinámico cuya función es transferir los datos de salida y de entrada entre 
los módulos estático y dinámico.  
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6.1 Análisis estático, geometría y evaluación del factor 
de seguridad 
El algoritmo diseñado para calcular el factor de seguridad estático y para definir las 
características geométricas del talud, se basa en un proceso iterativo donde se evalúan 
diferentes superficies reales de falla y a las cuales mediante el método de Janbu 
Simplificado se les determina el factor se seguridad estático. Posteriormente, de la 
superficie de falla critica, es decir la que tiene el menor valor de factor de seguridad, se 
obtienen las características geométricas y estáticas que sirven a su vez como datos de 
entrada para el análisis dinámico.  
El programa para el análisis estático está compuesto por cuatros secciones principales: 
datos de entrada, el ciclo para evaluar múltiples superficies de falla, cálculo de factor de 
seguridad y la sección de los datos de salida. 
 
6.1.1 Datos de entrada  
Las variables se ingresan al programa a través de una interfaz gráfica, la cual mediante 
una pantalla de entrada lista los valores necesarios para iniciar el análisis estático, como 
lo ilustra la Figura 6-2. Dentro de las variables solicitadas se tienen: 
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• Configuración geométrica del talud: se debe ingresar la altura del talud  en metros 
(m) 𝐻, la inclinación 𝛽 de la superficie inferior del talud y la inclinación 𝜉 de la 
superficie superior del terreno, en grados. 
• Parámetros del suelo: en este aparte se ingresa el ángulo de fricción efectivo 𝜙′, 
la cohesión efectiva 𝑐′ y el peso unitario total del suelo 𝛾. 
• Fuerzas externas: es posible ingresar también la aceleración símica horizontal, 
dada como fracción de la aceleración de la gravedad. De igual manera se tiene 
como dato de entrada la lámina de agua, esta se ingresa a partir de la altura 𝐻𝑊 
que corresponde al afloramiento del nivel freático en la superficie inferior del talud. 
• Discretización: corresponde al número de tajadas  𝑛 en el cual se discretizará la 
cuña de falla. 
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6.1.2 Evaluación de múltiples superficies de falla 
Mediante un ciclo se definen múltiples superficies de falla reales, basándose en 
procedimientos matemáticos para igualar las ecuaciones de la superficie del talud, de la 
superficie de falla y del nivel freático con el objeto de obtener los datos de entrada para el 
cálculo de factor se seguridad. Los cálculos en esta etapa se resumen en los siguientes 
pasos: 
• Determinación de las coordenadas: se determinan las características geométricas 
de las superficies de falla a analizar y se obtienen los puntos de intersección con 
la superficie del talud y la lámina de agua.  
• Cálculo de variables necesarias para el cálculo del factor se seguridad: se 
discretiza el talud de acuerdo con el número de divisiones que corresponde a la 
cantidad de tajadas establecido como variable de entrada. Esto con la finalidad de 
calcular las variables necesarias para las evaluaciones del factor de seguridad 
estático, tales como: pesos de las tajadas, ángulos de inclinación entre otras. 
6.1.3 Cálculo del factor se seguridad 
Posterior a la definición de la configuración geométrica de las superficies de falla se 
evalúa el factor de seguridad mediante un ciclo iterativo. Este procedimiento se realiza 
para todas las posibles superficies, usando el método de Janbu Simplificado, con el 
objetivo de obtener la de menor factor se seguridad teniendo en cuenta los siguientes 
pasos principales:  
• Estimación del factor de seguridad: se requiere en esta etapa efectuar un proceso 
iterativo para cada una de las superficies reales de falla, arrancando con un factor 
de seguridad inicial y calculando el siguiente hasta que converjan los valores.  
• Determinación del factor se seguridad mínimo y cálculo de empujes: una vez 
calculado el factor de seguridad para cada superficie de falla, se toma el menor y 
a la superficie que le corresponde dicho valor se le capturan las características 
geométricas y se estiman para cada tajadas los empujes en las paredes 
6.1.4 Datos de salida 
Las variables y datos de salida se resumen en los siguientes: 
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• Factor de seguridad mínimo: se obtiene del anterior análisis el valor del factor de 
seguridad mínimo que corresponde a la superficie de falla crítica estática.  
• Configuración geométrica de la superficie de falla crítica: se obtienen las 
características geométricas de la mencionada superficie de falla para realizarse 
posteriormente el análisis dinámico. Este paso se ejecuta imprimiendo en un 
archivo de texto (.txt) con los datos de entrada a la modelación dinámica 
 
La concepción del módulo para el análisis estático y la estructura del algoritmo se puede 
apreciar en el diagrama de flujo general que se presenta en la Figura 6-3. 
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6.2 Análisis dinámico 
El módulo de análisis dinámico tiene por objeto solucionar las ecuaciones de movimiento 
que describen el deslizamiento de una cuña de falla sobre una superficie de falla espiral 
logarítmica. El algoritmo diseñado en esta sección se concentra en gran medida en la 
solución de un sistema no lineal de ecuaciones diferenciales, el cual se abordó por el 
método de diferencias finitas para obtener aproximaciones a las derivadas. No obstante, 
al emplear este método, no se elimina la no linealidad del sistema de ecuaciones. En 
consecuencia se adopta una metodología para la solución de sistemas no lineales, en 
este caso se implementó el método multidimensional de Newton-Raphson, en la Figura 
6-5 se ilustra el diagrama de flujo que describe la lógica de este módulo. 
El programa diseñado para análisis dinámico se compone de una secuencia ordenada de 
cuatro pasos principales que se enumeran y describen a continuación: 
 
6.2.1 Datos de entrada  
Las variables de entrada son las mismas variables de salida del análisis estático e 
ingresan a través de la lectura del archivo de texto (.txt) generado en esa sección. 
Adicional a estas variables se deben ingresar los valores de los parámetros que 
caracterizan el comportamiento elástico y viscoso utilizados en las ecuaciones de 
movimiento, a través de la interfaz gráfica Figura 6-4. Como principales variables de 
entrada se puede mencionar las siguientes: 
• Configuración geométrica del talud y de la superficie de falla crítica: son las 
coordenadas de las tajadas, nivel del agua en la superficie de falla. 
• Empujes iniciales y ángulos de inclinación de las tajadas: son las variables que 
describen la condición de las tajadas antes de iniciar el movimiento.  
• Variables de los elementos elásticos y viscosos: estos valores se ingresan 
mediante una ventana o interfaz gráfica que permite digitar los datos que se 
desean evaluar. 
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6.2.2 Evaluación de los primeros movimientos 
Empleando las ecuaciones que aquí se proponen para evaluar el primer y el segundo 
movimiento, se estiman los desplazamientos iniciales de las tajadas que conforman la 
masa movilizada. 
• Determinación de la posición de las tajadas antes del primer movimiento: se 
determinan las características geométricas de las tajadas al instante antes del 
movimiento, para de esta forma establecer las condiciones de frontera del análisis 
dinámico.  
• Posiciones de las tajadas en el primer movimiento: luego del primer movimiento 
se calculan las posiciones de las tajadas, y los ángulos de inclinación. 
 
6.2.3 Cálculo de los segundos movimientos  
Posterior al cálculo de los primeros movimientos se estiman los siguientes movimientos 
mediante la solución del sistema de ecuaciones no lineales mediante el método 
multidimensional de Newton-Raphson.  
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• Es necesario conocer las posiciones de las tajadas, el primer movimiento, como 
punto de entrada. Luego mediante un proceso iterativo usando el método 
multidimensional de Newton-Raphson se determinan las posiciones de las tajadas 
en el segundo movimiento. 
• Con la intención de conocer las posiciones de las tajadas para cada incremento 
de tiempo se repite el método multidimensional de Newton-Raphson para los 
siguientes movimientos. El cálculo termina hasta que no se evidencia cambio de 
las posiciones de las tajadas con el incremento del tiempo, es decir cuando la 
velocidad sea cero o muy cercana a cero 
6.2.4 Datos de salida 
Los datos de salida se resumen en los siguientes: 
• Posiciones de las tajadas para cada incremento de tiempo: al resolver el sistema 
de ecuaciones no lineales escritas en diferencias finitas, se encuentran las 
posiciones de las tajadas sobre la superficie de falla y de esta manera se puede 
calcular los desplazamientos, las velocidades y las aceleraciones. 
• Ángulos de las tajadas con respecto a la horizontal y ángulo theta de las 
posiciones de las tajas: estos datos se estiman a partir de los movimientos de las 
tajadas y son a su vez datos de entrada para graficar el movimiento de la masa 
movilizándose en función del tiempo. 
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7. Capítulo 7 Resultados y ejemplo de 
aplicación  
En este capítulo se presentan los resultados de varias puestas en marcha del algoritmo, 
para diferentes escenarios. Esto con la intención de validar el programa diseñado y con 
el propósito de ejemplificar el análisis con casos de aplicación. En consecuencia, para 
empezar se analizó el talud 1, cuyas dimensiones se ilustran en la Figura 7-1, 
compuesto por un material con las siguientes características; ángulo de fricción interna 
de 30° y peso unitario de 18 kN/m³ la modelación se realizó para varios escenarios, 
condición estática y para diferentes valores de aceleración sísmica horizontal. En cuanto 
a los módulos de rigidez y los valores de viscosidad necesarios para la modelación en el 
módulo dinámico estos se registran en la Tabla 7-1. 
 
Figura 7-1: Geometría del Talud de análisis 1 
 
 
7.1 Evaluación de estabilidad talud 1 
En primera medida se evaluaron las condiciones de estabilidad para los diferentes 
escenarios de análisis y se obtuvieron los factores de seguridad estáticos, cuyos valores 
se registran en la Tabla 7-1. 
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Tabla 7-1: Escenarios de análisis Talud 1 
 

























Escenario 1 0.2g 30 15 18 0.86 1,00E+04 1,00E+06 1,00E+06 
Escenario 2 Estático 30 0 18 0.54 1,00E+04 1,00E+06 1,00E+06 
Escenario 3 0.1g 30 0 18 0.41 1,00E+04 1,00E+06 1,00E+06 
Escenario 4 0.2g 30 0 18 0.30 1,00E+04 1,00E+06 1,00E+06 
 
 
7.2 Dinámica del movimiento 
7.2.1 Cálculo de los desplazamientos 
Posterior a la valoración de estabilidad del talud y empleando el programa de computador 
diseñado, se procedió a calcular los desplazamientos de la masa movilizada discretizada 
en 𝑛 tajadas. En la Figura 7-2 se observa el deslizamiento y la forma de la masa 
deslizada en tres instantes de tiempo. 
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7.2.2 Cálculo de las velocidades 
Posterior de calcular los desplazamientos de la masa movilizada, discretizada en tajadas, 
se obtienen las velocidades que toman las tajadas al desarrollase el movimiento de la 
cuña fallada desplazándose sobre la superficie de falla espiral logarítmica. En razón a lo 
anterior y con la intención de ilustrar los resultados, se graficaron las velocidades para las 
diferentes condiciones de análisis como se ilustra de la Figura 7-3 a la Figura 7-5: 
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7.2.3 Cálculo de las aceleraciones 
De igual manera se procedió a graficar la variación de las aceleraciones de las tajadas, 
que se calcularon una vez determinadas las velocidades.  
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7.2.4 Análisis de resultados 
Según los desplazamientos obtenidos para instantes de tiempo a los 0.5, 1.75 y 7.0 
segundos, es evidente que la masa deslizada se deforma a media que se desarrolla el 
movimiento hasta un punto donde se estabiliza de nuevo y el movimiento se detiene.  
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En relación con las gráficas de las velocidades anteriores, se presenta una marcada 
tendencia al aumento a medida que se crece el valor de la aceración sísmica horizontal, 
lo que desde el punto de vista dinámico, es completamente razonable ya que el 
incremento de las fuerzas detonantes favorece el movimiento.  
Por otra parte, en lo que se refiere a variación de las velocidades mientras se desarrolla 
en movimiento de la masa deslizada, las gráficas muestran un aumento bastante 
pronunciado de las velocidades en los segundos iniciales, producto de las fuerzas 
desestabilizantes, hasta alcanzar un punto de inflexión donde el movimiento alcanza el 
valor de la velocidad máxima. Inmediatamente después de este punto, las velocidades 
decrecen hasta que la masa fallada se detiene.  
En cuanto a las aceleraciones y de acuerdo con las gráficas, el movimiento describe una 
aceleración en los primeros instantes de tiempo hasta un valor máximo desde el cual se 
desacelera para luego estabilizarse hasta el punto donde no se presenta aceleración en 
razón a la que la velocidad no varía, en este caso se debe a que la masa alcanzó valores 
muy cercanos a cero o es cero, en otras para hasta que la masa movilizada se detiene.  
 
7.3 Evaluación de estabilidad talud 2 
Adicional al anterior análisis se evaluaron otros escenarios, los escenarios 5 al 10, para 
un talud con las mismas inclinaciones pero de altura H de 20 metros, con la geometría 
dada en la Figura 7-9, en un material con ángulo de fricción interna de 25°, peso unitario 
de 18 kN/m³, cohesión de 0,0kPa y con 0.2g como valor de aceleración sísmica 
horizontal.  
El propósito de esta evaluación es analizar el efecto que tiene la variación de la 
viscosidad y del módulo de rigidez en el movimiento de la masa deslizada. En tal sentido, 
se fijó un módulo de rigidez de 10MPa (1,0E+04kPa) para los escenarios 5, 6 y 7 
variando los valores de la viscosidad, mientras que para los escenarios 8, 9 y 10 se fija la 
viscosidad y se varía el módulo de rigidez.  
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Las condiciones de análisis para los escenarios 5 al 10 se resumen en la Tabla 7-2, el 
cual se presentan variables de entrada tanto para el módulo estático como para el 
módulo dinámico, y donde se registra también el factor de seguridad obtenido de la 
valoración de la condición de estabilidad. 
 
Tabla 7-2: Escenarios de análisis Talud 2 
 

























Escenario 5 0.2g 25 0 18 0,29 1,00E+04 1,00E+05 1,00E+05 
Escenario 6 0.2g 25 0 18 0,29 1,00E+04 5,00E+05 5,00E+05 
Escenario 7 0.2g 25 0 18 0,29 1,00E+04 1,00E+06 1,00E+06 
Escenario 8 0.2g 25 0 18 0,29 1,00E+04 1,00E+05 1,00E+05 
Escenario 9 0.2g 25 0 18 0,29 2,00E+04 1,00E+05 1,00E+05 
Escenario 10 0.2g 25 0 18 0,29 4,00E+04 1,00E+05 1,00E+05 
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7.3.1 Influencia de la viscosidad 
▪ Calculo de los desplazamientos 
Se calcularon los deslazamientos de la masa movilizada en el talud 2, como se muestra 
en la Figura 7-10, donde además se puede ver la deformación en tres instantes de 
tiempo para el escenario de análisis 5. 
 




▪ Cálculo de velocidades 
Con los resultados de los desplazamientos obtenidos de la modelación, e igual que en 
los escenarios anteriores, se calcularon las velocidades de las tajadas al moverse sobre 
la superficie de falla. Posteriormente, con el objetivo de verificar el efecto del cambio de 
los valores de la viscosidad sobre la cinética del movimiento, se graficaron las 
velocidades para los diferentes valores de viscosidad, como se muestra en lo siguiente.  
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▪ Cálculo de las aceleraciones 
Posterior al cálculo de las velocidades se calcularon las aceleraciones que desarrollan 
las tajadas en el movimiento de la masa deslizándose sobre la superficie de falla. 
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7.3.2 Influencia de la rigidez 
▪ Cálculo de velocidades 
Con los resultados de los desplazamientos obtenidos de la modelación, e igual que en 
los escenarios anteriores, se calcularon las velocidades de las tajadas al moverse sobre 
la superficie de falla. Luego, con la intención de verificar el efecto del cambio de los 
valores de los módulos de rigidez sobre la cinética del movimiento, se graficaron las 
velocidades para los distintos valores de viscosidad, como se muestra de la Figura 7-17 
a la Figura 7-19.  
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▪ Cálculo de las aceleraciones 
Posterior al cálculo de las velocidades se determinaron las aceleraciones que desarrollan 
las tajadas en el movimiento de la masa deslizándose sobre la superficie de falla, 
variando los módulos de rigidez y fijando un valor de viscosidad, como se ilustra de la 
Figura 7-20 a la Figura 7-22. 
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7.3.3 Análisis de resultados 
De acuerdo con los anteriores resultados de la modelación del talud 2, donde en primer 
lugar se buscó la posible influencia que tiene la viscosidad en el movimiento de la cuña 
de falla, se encontró que a medida que se aumenta el valor de la viscosidad disminuye el 
desplazamiento, como enseña la Figura 7-23.  
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Por otra parte, en relación con las velocidades se notó una ligero incremento en el valor a 
medida que se disminuye la viscosidad, como lo detalla la Figura 7-24 donde se 
graficaron las velocidades promedio de la masa deslizada para los escenarios 5, 6 y 7, 
escenarios en los cuales se varia el valor de la viscosidad fijando un valor de rigidez.  
El anterior comportamiento se explica en gran parte con la hipótesis de Voigt, que de 
acuerdo con la Ecuación 142, para un mismo esfuerzo 𝐹𝑎 , dada la relación lineal, al 





 Ecuación 142 
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Análogamente, en lo que hace referencia a la influencia del módulo de rigidez en la 
dinámica del movimiento los resultados muestran, según la Figura 7-25, que la masa se 
desplaza una distancia ligeramente mayor al disminuir la rigidez del suelo.  
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De la misma manera se calcularon las velocidades y se encontró que estas aumentan 
siempre que se disminuye el valor de la rigidez de la masa de suelo deslizada, tal como 
se puede observar en la Figura 7-26. 
 




Adicionalmente, en cuanto al comportamiento de la masa deslizada, se observa en los 
resultados que las gráficas de los desplazamientos se pueden aproximar a una hipérbola 
como se detalla en la Figura 7-27.  
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La aproximación a una curva hipérbola de la variación del desplazamiento, de acuerdo 






















𝑡 Ecuación 144 
 
La anterior Ecuación 144 permite, de una forma aproximada, modelar el comportamiento 
en función del tiempo de los desplazamientos de la masa deslizada, conociendo la 
velocidad inicial 𝑣0 y el desplazamiento último o máximo 𝛿𝑢. En consecuencia, el 
comportamiento de los deslizamientos se puede graficar de forma lineal como lo muestra 
la Figura 7-28. 
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Por último, en cuanto a las velocidades, se obtuvieron valores pico del orden de 1.75m/s, 
como lo muestra la Figura 7-24 y la Figura 7-26. Si bien son valores altos según los 
sugeridos por Cruden & Varnes [20], estas velocidades se desarrollan en un intervalo de 
alrededor de 2.0 segundos que es el momento desde que genera la falla hasta empieza 
el movimiento. Por otra parte, si se promedian las velocidades para obtener un valor que 
represente la velocidad media para todo el movimiento, la velocidad sería del orden 
0.3m/s, que es todavía clasificada dentro de los deslizamientos muy rápidos según 
Cruden & Varnes, Figura 7-29. 
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8. Conclusiones y recomendaciones 
8.1 Conclusiones 
 
Para comenzar vale mencionar que el método de análisis que se propone en esta 
investigación está compuesto por dos secciones principales el módulo estático y el 
módulo dinámico. El primer módulo permite valorar las condiciones de estabilidad del 
talud evaluando múltiples superficies de falla con la ayuda del método de análisis 
simplificado propuesto por Janbu, el cual se basa en el equilibrio límite, pero sin 
considerar los cortantes en las paredes de las tajadas. Se evidencío durante la aplicación 
del programa diseñado que Janbu para superficies de falla espiral logarítmica arroja 
resultados de manera rápida y consistente. El segundo gran componente es el módulo 
dinámico, el cual permite calcular el desplazamiento de la masa movilizada resolviendo 
un sistema de ecuaciones no lineales que gobiernan el movimiento de la cuña de falla 
que se desliza sobre la superficie de falla. Los resultados obtenidos de la modelación 
mostraron que este módulo permite calcular de manera bastante fiel a la realidad los 
desplazamientos de la masa movilizada, debido a que el método propuesto contempla 
dentro de la formulación matemática la aceleración normal y tangencial de la cuña de 
falla. 
 
El propósito del módulo estático es establecer la superficie de falla crítica, es decir, la de 
menor factor de seguridad. En consecuencia y con la finalidad de evitar una zona 
convexa de la superficie de falla al aflorar en el talud, se adoptó la hipótesis que las 
superficies de falla analizadas afloran horizontales en la pata del talud.  
 
En lo referente a los resultados que se obtienen en el módulo estático, si en la evaluación 
de estabilidad el mínimo factor de seguridad es menor a la unidad el talud está en 
condición de falla y el movimiento de la cuña es eminente, en tal virtud, se precede a 
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realizar el análisis dinámico mediante módulo dinámico. Se obtiene en esta sección, 
además del factor de seguridad mínimo, los empujes iniciales que actúan en las paredes 
de las tajadas, los radios de curvatura, los ángulos de inclinación respecto a la horizontal, 
entre otras variables. Como resultado de la aplicación del módulo estático se alcanzaron 
resultados bastante razonables, es decir, valores del factor de seguridad dentro de 
rangos esperados dadas las condiciones y características de los taludes analizados. 
 
En cuanto el módulo dinámico, este tiene por objetivo resolver el sistema de ecuaciones 
no lineales compuesto por las ecuaciones de movimiento de las tajadas. Las expresiones 
matemáticas del movimiento de las tajadas se establecen mediante equilibrio dinámico y 
la segunda ley de Newton, considerando el movimiento de una masa deslizándose sobre 
una espiral logarítmica. En ese sentido, se incluye dentro de las expresiones 
matemáticas del movimiento la aceleración normal a la superficie de falla y la aceleración 
perpendicular. Adicionalmente, las tajadas se supusieron como una masa concretada 
sobre la superficie de falla, por tal razón no se tuvo en cuenta la posición real del centro 
de masa de las tajadas y tampoco se consideró en detalle la rotación de las tajadas en 
cuanto a la energía cinética que producen. De ahí que se ve necesario para 
planteamientos futuros incorporar el efecto de la rotación dentro de la dinámica de las 
tajadas. 
 
La aplicación de la metodología propuesta para el análisis dinámico permite calcular el 
desplazamiento de la cuña de falla, en función del tiempo. Gracias a esto se puede 
establecer la posición de las tajadas a medida que se desarrolla el movimiento y definir la 
nueva forma de la masa movilizada, partiendo de la hipótesis de la conservación del 
volumen de las tajadas, de la condición de verticalidad y de caras planas de las paredes. 
Adicionalmente, en lo que atañe a los resultados obtenidos de los desplazamientos, se 
observa que el método de análisis propuesto, tiene la capacidad de simular de muy 
buena forma el movimiento y la naturaleza física del problema.  
 
De igual manera la puesta en marcha del algoritmo del módulo dinámico mostró que las 
velocidades, con el tiempo, al principio del movimiento tienen un crecimiento pronunciado 
desde la condición inicial de reposo hasta un valor máximo. Posterior a  esto se presenta 
un decrecimiento menos marcado de las velocidades hasta que el movimiento termina, lo 
que indica que la masa después de la velocidad máxima tiende a estabilizase, debido 
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indudablemente a las condiciones cada vez más estables de la masa movilizada hacia el 
final del movimiento. 
 
Como lo han mostrado los resultados al aplicar el programa para valores diferentes de 
viscosidad se nota que al aumentar el valor en el rango de análisis, entre 1,0E+05kPa.s y 
1,0E+06kPa.s, los desplazamientos disminuyen y se obtienen velocidades promedio 
menores. Esto revela una intervención de la viscosidad en la dinámica del movimiento. 
Igualmente, se evidencia que el módulo de rigidez tiene cierta influencia es los 
desplazamientos de la masa deslizada, puesto que al aumentar los valores del módulo 
de rigidez en un rango definido entre 1,0E+04kPa y 4,0E+04kPa el desplazamiento 
decrece. No obstante, no se genera un cambio considerable en las velocidades y la más 
probable causa de esto se debe a que el movimiento se desarrolla relativamente rápido y 
la masa se estabilízala al entrar a la superficie horizontal. 
 
El método propuesto calcula los desplazamientos de las cuñas y permite simular de 
manera muy acertada la superficie del terreno a medida que el movimiento se desarrolla. 
Lo se significa una gran ventaja para nuevos trabajos de investigación enfocados en el 
cambio de la topografía por efecto de deslizamientos de taludes compuestos por suelos 
viscoplásticos.  
 
Es preciso insistir que el método propuesto es consistente en razón a que el análisis de 
la masa deslizándose refleja de manera muy fiel la dinámica del movimiento. Además, la 
modelación permite calcular la deformación de la cuña de falla a medida que se mueve y 
definir las velocidades y aceleraciones. Del mismo modo, a medida que la masa en 
movimiento supera la superficie de falla y entra al plano horizontal pierde velocidad y el 
movimiento se desacelera, de ahí que las modelaciones muestran que la masa deslizada 
se estabiliza de nuevo relativamente rápido a diferencia de lo que puede suceder para en 








En la presenta investigación las formulaciones planteadas y el método de análisis 
sugerido para el estudio de la cinética del movimiento se basó en la segunda ley de 
Newton.  
Es posible también y podría ser objeto de estudio para abordar el objetivo de esta tesis 
mediante las siguientes teorías: 
 
• Formulación trabajo energía (modelos conservativos y modelos no conservativos) 
• Formulación impulso – cantidad de movimiento vectorial 
• Momento angular 
 
Los resultados obtenidos y la modelación demuestran que esta investigación podría ser 
utilizada para próximos proyectos de tesis enfocados en el análisis de riesgo por 
deslizamientos y de esta forma proponer metodologías para definir áreas en condición de 
amenaza, por lo que los desplazamientos y velocidades de los deslizamientos pueden 
ser utilizados para definir niveles de amenaza, a partir del impulso y de la cantidad de 
movimiento.  
 
A fin de optimizar el modelo planteado, se puede complementar la dinámica del 
movimiento incluyendo el efecto de la rotación de las tajadas y la energía cinética que 
este genera, el cual no se consideró en la presente tesis. En ese caso se podría lograr 
dicha mejora al trabajar con tajadas radiales aunque surgirán dificultades matemáticas 
para alcanzar equilibrio si se adopta la espiral logarítmica como superficie de falla.  
Igualmente, se ve conveniente en cuanto a los parámetros geomecánicos del suelo, es 
decir el ángulo de fricción interna y la cohesión, una vez ocurre la falla, ajustar su valor 











A. Anexo: Método Multidimensional 
de Newton - Raphson 
Las ecuaciones propuestas en el presente documento para describir el movimiento de la 
cuña de falla, requieren la implementación de una metodología para solucionar sistema 
de ecuaciones no lineales. Dentro de las técnicas existentes en la bibliografía se 
encuentra el Método Multidimensional de Newton – Raphson. Del cual se describe sus 
principios de la siguiente manera: 
 
Se tiene un sistema de 𝑛 ecuaciones simultáneas se puede escribir así: 
 
𝑓1(𝑥1,  𝑥2, …       𝑥𝑛, ) = 0 
 
𝑓2(𝑥1,  𝑥2, …       𝑥𝑛, ) = 0 
 
𝑓3(𝑥1,  𝑥2, …       𝑥𝑛, ) = 0 
 
𝑓𝑛(𝑥1,  𝑥2, …       𝑥𝑛, ) = 0    (1) 
Ecuación 145 
 
En principio de método se trata de encontrar el conjunto de valores 𝑥 que satisfaga el 
conjunto de ecuaciones. 
Una aproximación para resolver el sistema de ecuaciones se basa en la versión 
multidimensional del método de Newton-Raphson. Para tal efecto, cada ecuación del 
sistema se expande a una serie de potencias de Taylor. Por ejemplo para la ecuación 𝑙  
se tiene: 
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𝑓𝑛,𝑖+1 = 𝑓𝑛,𝑖 + (𝑥1,𝑖+1 − 𝑥1,𝑖)
𝜕𝑓𝑙.𝑖
𝜕𝑥1










En el que el subíndice, 𝑙, representa la ecuación o incógnita y el segundo subíndice 
indica si el valor de la función en cuestión está en el valor presente (𝑖) o en el siguiente 
(𝑖 + 1). 
Se escriben ecuaciones como la Ecuación 146 para cada una de las ecuaciones no 
lineales del sistema. Luego, todos los términos 𝑓𝑛,𝑖+1 se hacen cero, como debería 























Las incógnitas son los términos en, 𝑖 + 1. En ecuaciones como la Ecuación 147 se arma 
un conjunto se ecuaciones simultáneas lineales que debe solucionase: para expresar 
todo matricialmente, la matriz de coeficientes es: 
 






































𝑇 = [𝑥1,𝑖 ,  𝑥2,𝑖 , …       𝑥𝑛,𝑖] 
{𝑥1+1}




𝑇 = [𝑓1,𝑖 ,  𝑓2,𝑖 , …       𝑓𝑛,𝑖] Ecuación 149 
 
[𝑍]{𝑥1,𝑖+1} = −{𝐹1} + [𝑍]{𝑥1} Ecuación 150 
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La ecuación para el segundo movimiento 
 
𝐴𝐽[𝑆𝑗−1,(𝑡+1)]  + 𝐵𝐽[𝑆𝑗,(𝑡+1)]+𝐶𝐽[𝑆𝑗+1,(𝑡+1)] + 𝐷𝐽[𝑆𝑗,(𝑡+1)]
2
− 𝐻𝐽  = 0 Ecuación 151 
 
 La ecuación para el segundo movimiento matricialmente es: 
 




}  = 𝐻𝐽 Ecuación 152 
 
Sistema de ecuaciones 𝑛 ∗ 𝑛  donde, 𝑛 corresponde al número de tajadas, en este caso 









D1,1(S1,(t+1))+B1,1 C1,2 − − − − −
− − − − − − −
− − − − − − −
− − AJ+1,J DJ+1,J+1(Sj+1,(t+1))+BJ+1,J+1 CJ+1,J+2 − −
− − − − − − −
− − − − − − −































































El anterior sistema se pude rescribir de la siguiente manera: 
 
[𝐾]    {𝑆𝑡+∆𝑡} =  {𝐻} Ecuación 153 
 
Para solucionar el sistema de ecuaciones lineales se acude al método multidimensional 
de Newton Raphson,  
 
𝐽[𝐾𝑘]    {𝑆𝑘+1 − 𝑆𝑘} =  {𝐻(𝑆𝑘)} Ecuación 154 
 
Teniendo que: 𝐽[𝐾𝑘] se define como matriz Jacobiana del sistema,  
Al despejar el desplazamiento 𝑆𝑘+1 se tiene lo siguiente: 
 
𝑆𝑘+1 = 𝑆𝑘 − [𝐽[𝐾𝑘]]
−1
{𝐻(𝑆𝑘)},     𝑘 = 0, 1, 2…. Ecuación 155 































0 0 0 0 0 0
… … … … … … … … …









0 0 0 0 0 0 0 0 0
… … … … … … … … …








































𝐷1,1 0 0 0 0 0 0 0 0
0 𝐷2,2 0 0 0 0 0 0 0
… … … … … … . … … …
0 0 0 𝐷𝐽−1,𝐽−1 0 0 0 0 0
0 0 0 0 𝐷𝐽,𝐽 0 0 0 0
0 0 0 0 0 𝐷𝐽+1,𝐽+1 0 0 0
… … … … … … … … …
0 0 0 0 0 0 0 𝐷𝑛−1,𝑛−1 0

















∗ 𝐴𝑑𝑗[𝐽[𝐾𝑘]] Ecuación 156 
 
𝑆𝑘+1 = 𝑆𝑘 − (
1
|𝐽[𝐾𝑘]|
∗ 𝐴𝑑𝑗[𝐽[𝐾𝑘]]{𝐻(𝑆𝑘)}) ,     𝑘 = 0, 1, 2… .𝑁 Ecuación 157 
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 * @author rmoreno 
 */ 
public class GeometriaTalud extends javax.swing.JFrame { 
 
    public GeometriaTalud() { 
        initComponents(); 
        this.setDefaultCloseOperation(EXIT_ON_CLOSE); 
    } 
 
 
   // INICIO  CÓDICO INTERFAZ DINÁMICA 
 
    @SuppressWarnings("unchecked") 
    // <editor-fold defaultstate="collapsed" desc="Generated Code">                           
    private void initComponents() { 
 
        jPanel1 = new javax.swing.JPanel(); 
        jPanel2 = new javax.swing.JPanel(); 
        JPBackGround = new javax.swing.JPanel(); 
        JPSubtitulosUnal = new javax.swing.JPanel(); 
        JLUniversidad = new javax.swing.JLabel(); 
        JLFacultad = new javax.swing.JLabel(); 
        JLDepartamento = new javax.swing.JLabel(); 
        JLMiniEscudo = new javax.swing.JLabel(); 
        JPTituloGeometria = new javax.swing.JPanel(); 
        JLTituloGeometria = new javax.swing.JLabel(); 
        JPFirma = new javax.swing.JPanel(); 
        JLFirma = new javax.swing.JLabel(); 
        JPImagenTalud = new javax.swing.JPanel(); 
        JLImagenTalud = new javax.swing.JLabel(); 
        JPDatosSalida = new javax.swing.JPanel(); 
        JPFactorDeSeguridad = new javax.swing.JPanel(); 
        JTFFactorDeSeguridad = new javax.swing.JTextField(); 
        JBCalcularCoordenadasOrigenO = new javax.swing.JButton(); 
        JPLDatosEntrada = new javax.swing.JPanel(); 
        JPDatosEntradaGeometria = new javax.swing.JPanel(); 
        JLAlturaTalud = new javax.swing.JLabel(); 
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        JLAnguloBeta = new javax.swing.JLabel(); 
        JLAnguloXi = new javax.swing.JLabel(); 
        JTFAlturaTalud = new javax.swing.JTextField(); 
        JTFAnguloBeta = new javax.swing.JTextField(); 
        JTFAnguloXi = new javax.swing.JTextField(); 
        JPDatosEntradaMaterial = new javax.swing.JPanel(); 
        JLAnguloFriccion = new javax.swing.JLabel(); 
        JTFAnguloFriccion = new javax.swing.JTextField(); 
        JLCohesion = new javax.swing.JLabel(); 
        JTFCohesion = new javax.swing.JTextField(); 
        JLPesoUnitario = new javax.swing.JLabel(); 
        JTFPesoUnitario = new javax.swing.JTextField(); 
        JBLimpiarDatosEntrada = new javax.swing.JButton(); 
        JPDiscretizacionNumeroTajadas = new javax.swing.JPanel(); 
        jLabel1 = new javax.swing.JLabel(); 
        JSNumeroDeTajadas = new javax.swing.JSpinner(); 
        JPCoeficAceleacionSismica = new javax.swing.JPanel(); 
        JLCoeficienteAceleracionHorizontalPico = new javax.swing.JLabel(); 
        JSCoeficienteAceleracionHorizontalPico = new javax.swing.JSpinner(); 
        JPNivelFreatico = new javax.swing.JPanel(); 
        JLAlturaNivelFreatico = new javax.swing.JLabel(); 
        JTFAlturaNivelFreatico = new javax.swing.JTextField(); 
        jPanel3 = new javax.swing.JPanel(); 
        jButton1 = new javax.swing.JButton(); 
 
        javax.swing.GroupLayout jPanel1Layout = new javax.swing.GroupLayout(jPanel1); 
        jPanel1.setLayout(jPanel1Layout); 
        jPanel1Layout.setHorizontalGroup( 
            jPanel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGap(0, 100, Short.MAX_VALUE) 
        ); 
        jPanel1Layout.setVerticalGroup( 
            jPanel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGap(0, 100, Short.MAX_VALUE) 
        ); 
 
        javax.swing.GroupLayout jPanel2Layout = new javax.swing.GroupLayout(jPanel2); 
        jPanel2.setLayout(jPanel2Layout); 
        jPanel2Layout.setHorizontalGroup( 
            jPanel2Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGap(0, 100, Short.MAX_VALUE) 
        ); 
        jPanel2Layout.setVerticalGroup( 
            jPanel2Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGap(0, 100, Short.MAX_VALUE) 
        ); 
 
        setDefaultCloseOperation(javax.swing.WindowConstants.EXIT_ON_CLOSE); 
        setTitle("Cinética de Taludes en Suelos Compresibles Viscoplásticos"); 
        setAutoRequestFocus(false); 
        setBackground(new java.awt.Color(255, 204, 255)); 
        setCursor(new java.awt.Cursor(java.awt.Cursor.DEFAULT_CURSOR)); 
        setResizable(false); 
 
        JPBackGround.setBackground(new java.awt.Color(204, 255, 255)); 
 
        JPSubtitulosUnal.setBackground(new java.awt.Color(230, 255, 255)); 
 
        JLUniversidad.setFont(new java.awt.Font("Arial", 2, 10)); // NOI18N 
        JLUniversidad.setForeground(new java.awt.Color(0, 102, 102)); 
        JLUniversidad.setText("UNIVERSIDAD NACIONAL DE COLOMBIA\n\n"); 
 
        JLFacultad.setFont(new java.awt.Font("Arial", 2, 10)); // NOI18N 
        JLFacultad.setForeground(new java.awt.Color(0, 102, 102)); 
        JLFacultad.setText("FACULTAD DE INGENIERÍA,SEDE BOGOTÁ "); 
 
        JLDepartamento.setFont(new java.awt.Font("Arial", 2, 10)); // NOI18N 
        JLDepartamento.setForeground(new java.awt.Color(0, 102, 102)); 
        JLDepartamento.setText("DEPARTAMENTO DE INGENIERÍA CIVIL Y AGRÍCOLA - MAESTRÍA INGENIERÍA 
GEOTECNIA "); 
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        JLMiniEscudo.setForeground(new java.awt.Color(255, 255, 255)); 
        JLMiniEscudo.setIcon(new javax.swing.ImageIcon(getClass().getResource("/geometria/ESCUDO UN mini2.jpg"))); // 
NOI18N 
 
        javax.swing.GroupLayout JPSubtitulosUnalLayout = new javax.swing.GroupLayout(JPSubtitulosUnal); 
        JPSubtitulosUnal.setLayout(JPSubtitulosUnalLayout); 
        JPSubtitulosUnalLayout.setHorizontalGroup( 
            JPSubtitulosUnalLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, JPSubtitulosUnalLayout.createSequentialGroup() 
                .addContainerGap(25, Short.MAX_VALUE) 
                .addGroup(JPSubtitulosUnalLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING) 
                    .addComponent(JLFacultad) 
                    .addComponent(JLUniversidad) 
                    .addComponent(JLDepartamento)) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addComponent(JLMiniEscudo) 
                .addContainerGap()) 
        ); 
        JPSubtitulosUnalLayout.setVerticalGroup( 
            JPSubtitulosUnalLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPSubtitulosUnalLayout.createSequentialGroup() 
                .addGroup(JPSubtitulosUnalLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING) 
                    .addGroup(JPSubtitulosUnalLayout.createSequentialGroup() 
                        .addContainerGap() 
                        .addComponent(JLMiniEscudo)) 
                    .addGroup(javax.swing.GroupLayout.Alignment.LEADING, JPSubtitulosUnalLayout.createSequentialGroup() 
                        .addGap(24, 24, 24) 
                        .addComponent(JLUniversidad) 
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                        .addComponent(JLFacultad) 
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                        .addComponent(JLDepartamento))) 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
        ); 
 
        JPTituloGeometria.setBackground(new java.awt.Color(255, 255, 255)); 
        
JPTituloGeometria.setBorder(javax.swing.BorderFactory.createBevelBorder(javax.swing.border.BevelBorder.LOWERED)); 
 
        JLTituloGeometria.setBackground(new java.awt.Color(255, 255, 255)); 
        JLTituloGeometria.setFont(new java.awt.Font("Arial", 3, 16)); // NOI18N 
        JLTituloGeometria.setText("GEOMETRÍA DEL TALUD"); 
 
        javax.swing.GroupLayout JPTituloGeometriaLayout = new javax.swing.GroupLayout(JPTituloGeometria); 
        JPTituloGeometria.setLayout(JPTituloGeometriaLayout); 
        JPTituloGeometriaLayout.setHorizontalGroup( 
            JPTituloGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, JPTituloGeometriaLayout.createSequentialGroup() 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                .addComponent(JLTituloGeometria) 
                .addContainerGap()) 
        ); 
        JPTituloGeometriaLayout.setVerticalGroup( 
            JPTituloGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addComponent(JLTituloGeometria, javax.swing.GroupLayout.DEFAULT_SIZE, 26, Short.MAX_VALUE) 
        ); 
 
        JPFirma.setBackground(new java.awt.Color(230, 255, 255)); 
        JPFirma.setBorder(new javax.swing.border.SoftBevelBorder(javax.swing.border.BevelBorder.RAISED, new 
java.awt.Color(204, 204, 204), new java.awt.Color(204, 204, 204), new java.awt.Color(204, 204, 204), new 
java.awt.Color(204, 204, 204))); 
 
        JLFirma.setBackground(new java.awt.Color(204, 204, 204)); 
        JLFirma.setFont(new java.awt.Font("Arial", 2, 12)); // NOI18N 
        JLFirma.setForeground(new java.awt.Color(0, 102, 102)); 
        JLFirma.setHorizontalAlignment(javax.swing.SwingConstants.RIGHT); 
        JLFirma.setText("Autor: rhmorenom"); 
 
        javax.swing.GroupLayout JPFirmaLayout = new javax.swing.GroupLayout(JPFirma); 
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        JPFirma.setLayout(JPFirmaLayout); 
        JPFirmaLayout.setHorizontalGroup( 
            JPFirmaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, JPFirmaLayout.createSequentialGroup() 
                .addContainerGap(89, Short.MAX_VALUE) 
                .addComponent(JLFirma, javax.swing.GroupLayout.PREFERRED_SIZE, 105, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addContainerGap()) 
        ); 
        JPFirmaLayout.setVerticalGroup( 
            JPFirmaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, JPFirmaLayout.createSequentialGroup() 
                .addGap(0, 0, Short.MAX_VALUE) 
                .addComponent(JLFirma)) 
        ); 
 
        JPImagenTalud.setBackground(new java.awt.Color(230, 255, 255)); 
        
JPImagenTalud.setBorder(javax.swing.BorderFactory.createTitledBorder(javax.swing.BorderFactory.createTitledBorder(""), 
"Geometría", javax.swing.border.TitledBorder.CENTER, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 
16))); // NOI18N 
        JPImagenTalud.setForeground(new java.awt.Color(255, 255, 255)); 
 
        JLImagenTalud.setIcon(new javax.swing.ImageIcon(getClass().getResource("/geometria/TAJADASmini2.jpg"))); // 
NOI18N 
 
        JPDatosSalida.setBackground(new java.awt.Color(230, 255, 255)); 
        JPDatosSalida.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Datos Salida", 
javax.swing.border.TitledBorder.CENTER, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 14), new 
java.awt.Color(0, 102, 102))); // NOI18N 
        JPDatosSalida.setForeground(new java.awt.Color(0, 102, 102)); 
 
        JPFactorDeSeguridad.setBackground(new java.awt.Color(204, 255, 255)); 
        JPFactorDeSeguridad.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Factor de Seguridad", 
javax.swing.border.TitledBorder.LEFT, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 14))); // NOI18N 
        JPFactorDeSeguridad.setPreferredSize(new java.awt.Dimension(324, 131)); 
 
        JTFFactorDeSeguridad.setHorizontalAlignment(javax.swing.JTextField.CENTER); 
        JTFFactorDeSeguridad.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JTFFactorDeSeguridadActionPerformed(evt); 
            } 
        }); 
 
        JBCalcularCoordenadasOrigenO.setBackground(new java.awt.Color(204, 204, 204)); 
        JBCalcularCoordenadasOrigenO.setFont(new java.awt.Font("Arial", 3, 14)); // NOI18N 
        JBCalcularCoordenadasOrigenO.setText("CALCULAR"); 
        JBCalcularCoordenadasOrigenO.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JBCalcularCoordenadasOrigenOActionPerformed(evt); 
            } 
        }); 
 
        javax.swing.GroupLayout JPFactorDeSeguridadLayout = new javax.swing.GroupLayout(JPFactorDeSeguridad); 
        JPFactorDeSeguridad.setLayout(JPFactorDeSeguridadLayout); 
        JPFactorDeSeguridadLayout.setHorizontalGroup( 
            JPFactorDeSeguridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPFactorDeSeguridadLayout.createSequentialGroup() 
                .addGap(34, 34, 34) 
                .addComponent(JBCalcularCoordenadasOrigenO) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 45, Short.MAX_VALUE) 
                .addComponent(JTFFactorDeSeguridad, javax.swing.GroupLayout.PREFERRED_SIZE, 86, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addGap(44, 44, 44)) 
        ); 
        JPFactorDeSeguridadLayout.setVerticalGroup( 
            JPFactorDeSeguridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPFactorDeSeguridadLayout.createSequentialGroup() 
                .addContainerGap() 
                .addGroup(JPFactorDeSeguridadLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
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                    .addComponent(JBCalcularCoordenadasOrigenO) 
                    .addComponent(JTFFactorDeSeguridad, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addContainerGap(15, Short.MAX_VALUE)) 
        ); 
 
        javax.swing.GroupLayout JPDatosSalidaLayout = new javax.swing.GroupLayout(JPDatosSalida); 
        JPDatosSalida.setLayout(JPDatosSalidaLayout); 
        JPDatosSalidaLayout.setHorizontalGroup( 
            JPDatosSalidaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addComponent(JPFactorDeSeguridad, javax.swing.GroupLayout.DEFAULT_SIZE, 328, Short.MAX_VALUE) 
        ); 
        JPDatosSalidaLayout.setVerticalGroup( 
            JPDatosSalidaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPDatosSalidaLayout.createSequentialGroup() 
                .addComponent(JPFactorDeSeguridad, javax.swing.GroupLayout.PREFERRED_SIZE, 77, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addGap(0, 0, Short.MAX_VALUE)) 
        ); 
 
        javax.swing.GroupLayout JPImagenTaludLayout = new javax.swing.GroupLayout(JPImagenTalud); 
        JPImagenTalud.setLayout(JPImagenTaludLayout); 
        JPImagenTaludLayout.setHorizontalGroup( 
            JPImagenTaludLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPImagenTaludLayout.createSequentialGroup() 
                .addContainerGap() 
                .addComponent(JLImagenTalud, javax.swing.GroupLayout.DEFAULT_SIZE, 565, Short.MAX_VALUE)) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, JPImagenTaludLayout.createSequentialGroup() 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                .addComponent(JPDatosSalida, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addGap(98, 98, 98)) 
        ); 
        JPImagenTaludLayout.setVerticalGroup( 
            JPImagenTaludLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPImagenTaludLayout.createSequentialGroup() 
                .addComponent(JLImagenTalud) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addComponent(JPDatosSalida, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
        ); 
 
        JPLDatosEntrada.setBackground(new java.awt.Color(230, 255, 255)); 
        JPLDatosEntrada.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Datos de Entrada", 
javax.swing.border.TitledBorder.CENTER, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 16))); // 
NOI18N 
        JPLDatosEntrada.setForeground(new java.awt.Color(255, 255, 255)); 
 
        JPDatosEntradaGeometria.setBackground(new java.awt.Color(204, 255, 255)); 
        JPDatosEntradaGeometria.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Datos Geometría", 
javax.swing.border.TitledBorder.LEFT, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 14))); // NOI18N 
 
        JLAlturaTalud.setFont(new java.awt.Font("Arial", 2, 14)); // NOI18N 
        JLAlturaTalud.setText("Altura H (m)"); 
 
        JLAnguloBeta.setFont(new java.awt.Font("Arial", 2, 14)); // NOI18N 
        JLAnguloBeta.setText("Ángulo Beta (°)"); 
 
        JLAnguloXi.setFont(new java.awt.Font("Arial", 2, 14)); // NOI18N 
        JLAnguloXi.setText("Ángulo XI (°)"); 
 
        JTFAlturaTalud.setBackground(new java.awt.Color(153, 255, 153)); 
        JTFAlturaTalud.setHorizontalAlignment(javax.swing.JTextField.CENTER); 
        JTFAlturaTalud.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JTFAlturaTaludActionPerformed(evt); 
            } 
        }); 
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        JTFAnguloBeta.setBackground(new java.awt.Color(153, 255, 153)); 
        JTFAnguloBeta.setHorizontalAlignment(javax.swing.JTextField.CENTER); 
        JTFAnguloBeta.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JTFAnguloBetaActionPerformed(evt); 
            } 
        }); 
 
        JTFAnguloXi.setBackground(new java.awt.Color(153, 255, 153)); 
        JTFAnguloXi.setHorizontalAlignment(javax.swing.JTextField.CENTER); 
        JTFAnguloXi.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JTFAnguloXiActionPerformed(evt); 
            } 
        }); 
 
        javax.swing.GroupLayout JPDatosEntradaGeometriaLayout = new 
javax.swing.GroupLayout(JPDatosEntradaGeometria); 
        JPDatosEntradaGeometria.setLayout(JPDatosEntradaGeometriaLayout); 
        JPDatosEntradaGeometriaLayout.setHorizontalGroup( 
            JPDatosEntradaGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPDatosEntradaGeometriaLayout.createSequentialGroup() 
                .addGap(22, 22, 22) 
                
.addGroup(JPDatosEntradaGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                    .addComponent(JLAlturaTalud) 
                    .addComponent(JLAnguloBeta) 
                    .addComponent(JLAnguloXi)) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                
.addGroup(JPDatosEntradaGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false) 
                    .addComponent(JTFAlturaTalud, javax.swing.GroupLayout.DEFAULT_SIZE, 65, Short.MAX_VALUE) 
                    .addComponent(JTFAnguloBeta) 
                    .addComponent(JTFAnguloXi)) 
                .addGap(25, 25, 25)) 
        ); 
        JPDatosEntradaGeometriaLayout.setVerticalGroup( 
            JPDatosEntradaGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPDatosEntradaGeometriaLayout.createSequentialGroup() 
                
.addGroup(JPDatosEntradaGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(JLAlturaTalud) 
                    .addComponent(JTFAlturaTalud, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                
.addGroup(JPDatosEntradaGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(JLAnguloBeta) 
                    .addComponent(JTFAnguloBeta, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                
.addGroup(JPDatosEntradaGeometriaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(JLAnguloXi) 
                    .addComponent(JTFAnguloXi, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
        ); 
 
        JPDatosEntradaMaterial.setBackground(new java.awt.Color(204, 255, 255)); 
        JPDatosEntradaMaterial.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Datos Material", 
javax.swing.border.TitledBorder.LEFT, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 14))); // NOI18N 
 
        JLAnguloFriccion.setFont(new java.awt.Font("Arial", 2, 14)); // NOI18N 
        JLAnguloFriccion.setText("Ángulo de Fricción (°)"); 
 
        JTFAnguloFriccion.setBackground(new java.awt.Color(153, 255, 153)); 
        JTFAnguloFriccion.setHorizontalAlignment(javax.swing.JTextField.CENTER); 
        JTFAnguloFriccion.addActionListener(new java.awt.event.ActionListener() { 
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            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JTFAnguloFriccionActionPerformed(evt); 
            } 
        }); 
 
        JLCohesion.setFont(new java.awt.Font("Arial", 2, 14)); // NOI18N 
        JLCohesion.setText("Cohesión (kN/m2)"); 
 
        JTFCohesion.setBackground(new java.awt.Color(153, 255, 153)); 
        JTFCohesion.setHorizontalAlignment(javax.swing.JTextField.CENTER); 
        JTFCohesion.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JTFCohesionActionPerformed(evt); 
            } 
        }); 
 
        JLPesoUnitario.setFont(new java.awt.Font("Arial", 2, 14)); // NOI18N 
        JLPesoUnitario.setText("Peso Unitario Total (kN/m3)"); 
 
        JTFPesoUnitario.setBackground(new java.awt.Color(153, 255, 153)); 
        JTFPesoUnitario.setHorizontalAlignment(javax.swing.JTextField.CENTER); 
        JTFPesoUnitario.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JTFPesoUnitarioActionPerformed(evt); 
            } 
        }); 
 
        javax.swing.GroupLayout JPDatosEntradaMaterialLayout = new javax.swing.GroupLayout(JPDatosEntradaMaterial); 
        JPDatosEntradaMaterial.setLayout(JPDatosEntradaMaterialLayout); 
        JPDatosEntradaMaterialLayout.setHorizontalGroup( 
            JPDatosEntradaMaterialLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPDatosEntradaMaterialLayout.createSequentialGroup() 
                .addGap(22, 22, 22) 
                .addGroup(JPDatosEntradaMaterialLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                    .addComponent(JLCohesion) 
                    .addComponent(JLAnguloFriccion) 
                    .addComponent(JLPesoUnitario)) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                .addGroup(JPDatosEntradaMaterialLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                    .addComponent(JTFCohesion, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, 64, javax.swing.GroupLayout.PREFERRED_SIZE) 
                    .addComponent(JTFAnguloFriccion, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, 64, javax.swing.GroupLayout.PREFERRED_SIZE) 
                    .addComponent(JTFPesoUnitario, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, 64, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addGap(21, 21, 21)) 
        ); 
        JPDatosEntradaMaterialLayout.setVerticalGroup( 
            JPDatosEntradaMaterialLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPDatosEntradaMaterialLayout.createSequentialGroup() 
                .addGroup(JPDatosEntradaMaterialLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(JLAnguloFriccion) 
                    .addComponent(JTFAnguloFriccion, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addGroup(JPDatosEntradaMaterialLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(JLCohesion) 
                    .addComponent(JTFCohesion, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addGroup(JPDatosEntradaMaterialLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(JLPesoUnitario) 
                    .addComponent(JTFPesoUnitario, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))) 
        ); 
 
        JBLimpiarDatosEntrada.setFont(new java.awt.Font("Arial", 3, 10)); // NOI18N 
        JBLimpiarDatosEntrada.setForeground(new java.awt.Color(255, 0, 0)); 
        JBLimpiarDatosEntrada.setText("BORRAR DATOS"); 
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        JBLimpiarDatosEntrada.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JBLimpiarDatosEntradaActionPerformed(evt); 
            } 
        }); 
 
        JPDiscretizacionNumeroTajadas.setBackground(new java.awt.Color(204, 255, 255)); 
        JPDiscretizacionNumeroTajadas.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Discretización", 
javax.swing.border.TitledBorder.LEFT, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 14))); // NOI18N 
 
        jLabel1.setFont(new java.awt.Font("Arial", 2, 14)); // NOI18N 
        jLabel1.setText("Número de Tajadas (n)"); 
 
        JSNumeroDeTajadas.setFont(new java.awt.Font("Arial", 0, 12)); // NOI18N 
        JSNumeroDeTajadas.setModel(new javax.swing.SpinnerNumberModel(20, 20, 100, 1)); 
        JSNumeroDeTajadas.addChangeListener(new javax.swing.event.ChangeListener() { 
            public void stateChanged(javax.swing.event.ChangeEvent evt) { 
                JSNumeroDeTajadasStateChanged(evt); 
            } 
        }); 
 
        javax.swing.GroupLayout JPDiscretizacionNumeroTajadasLayout = new 
javax.swing.GroupLayout(JPDiscretizacionNumeroTajadas); 
        JPDiscretizacionNumeroTajadas.setLayout(JPDiscretizacionNumeroTajadasLayout); 
        JPDiscretizacionNumeroTajadasLayout.setHorizontalGroup( 
            JPDiscretizacionNumeroTajadasLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPDiscretizacionNumeroTajadasLayout.createSequentialGroup() 
                .addGap(20, 20, 20) 
                .addComponent(jLabel1) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                .addComponent(JSNumeroDeTajadas, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addContainerGap()) 
        ); 
        JPDiscretizacionNumeroTajadasLayout.setVerticalGroup( 
            JPDiscretizacionNumeroTajadasLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPDiscretizacionNumeroTajadasLayout.createSequentialGroup() 
                
.addGroup(JPDiscretizacionNumeroTajadasLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(jLabel1) 
                    .addComponent(JSNumeroDeTajadas, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addGap(0, 4, Short.MAX_VALUE)) 
        ); 
 
        JPCoeficAceleacionSismica.setBackground(new java.awt.Color(204, 255, 255)); 
        JPCoeficAceleacionSismica.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Coeficiente de Aceleración 
Sísmica", javax.swing.border.TitledBorder.LEFT, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 14))); 
// NOI18N 
 
        JLCoeficienteAceleracionHorizontalPico.setFont(new java.awt.Font("Arial", 2, 14)); // NOI18N 
        JLCoeficienteAceleracionHorizontalPico.setText("Aceleración Horizontal Pico Aa "); 
 
        JSCoeficienteAceleracionHorizontalPico.setModel(new javax.swing.SpinnerNumberModel(0.0d, 0.0d, 0.5d, 0.01d)); 
 
        javax.swing.GroupLayout JPCoeficAceleacionSismicaLayout = new 
javax.swing.GroupLayout(JPCoeficAceleacionSismica); 
        JPCoeficAceleacionSismica.setLayout(JPCoeficAceleacionSismicaLayout); 
        JPCoeficAceleacionSismicaLayout.setHorizontalGroup( 
            JPCoeficAceleacionSismicaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPCoeficAceleacionSismicaLayout.createSequentialGroup() 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                .addComponent(JLCoeficienteAceleracionHorizontalPico) 
                .addGap(18, 18, 18) 
                .addComponent(JSCoeficienteAceleracionHorizontalPico, javax.swing.GroupLayout.PREFERRED_SIZE, 56, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addContainerGap()) 
        ); 
        JPCoeficAceleacionSismicaLayout.setVerticalGroup( 
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            JPCoeficAceleacionSismicaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            
.addGroup(JPCoeficAceleacionSismicaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                .addComponent(JLCoeficienteAceleracionHorizontalPico) 
                .addComponent(JSCoeficienteAceleracionHorizontalPico, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
        ); 
 
        JPNivelFreatico.setBackground(new java.awt.Color(204, 255, 255)); 
        JPNivelFreatico.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Nivel Freático", 
javax.swing.border.TitledBorder.LEFT, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial", 2, 14))); // NOI18N 
 
        JLAlturaNivelFreatico.setFont(new java.awt.Font("Arial", 2, 12)); // NOI18N 
        JLAlturaNivelFreatico.setText("Altura Nivel Freático Ha (m)  (Ha<H)"); 
        JLAlturaNivelFreatico.setCursor(new java.awt.Cursor(java.awt.Cursor.DEFAULT_CURSOR)); 
 
        JTFAlturaNivelFreatico.setBackground(new java.awt.Color(153, 255, 153)); 
        JTFAlturaNivelFreatico.setHorizontalAlignment(javax.swing.JTextField.CENTER); 
        JTFAlturaNivelFreatico.setToolTipText(""); 
        JTFAlturaNivelFreatico.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                JTFAlturaNivelFreaticoActionPerformed(evt); 
            } 
        }); 
 
        javax.swing.GroupLayout JPNivelFreaticoLayout = new javax.swing.GroupLayout(JPNivelFreatico); 
        JPNivelFreatico.setLayout(JPNivelFreaticoLayout); 
        JPNivelFreaticoLayout.setHorizontalGroup( 
            JPNivelFreaticoLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPNivelFreaticoLayout.createSequentialGroup() 
                .addContainerGap() 
                .addComponent(JLAlturaNivelFreatico) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.UNRELATED) 
                .addComponent(JTFAlturaNivelFreatico, javax.swing.GroupLayout.PREFERRED_SIZE, 65, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addContainerGap(22, Short.MAX_VALUE)) 
        ); 
        JPNivelFreaticoLayout.setVerticalGroup( 
            JPNivelFreaticoLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPNivelFreaticoLayout.createSequentialGroup() 
                .addGroup(JPNivelFreaticoLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(JTFAlturaNivelFreatico, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                    .addComponent(JLAlturaNivelFreatico, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
        ); 
 
        javax.swing.GroupLayout JPLDatosEntradaLayout = new javax.swing.GroupLayout(JPLDatosEntrada); 
        JPLDatosEntrada.setLayout(JPLDatosEntradaLayout); 
        JPLDatosEntradaLayout.setHorizontalGroup( 
            JPLDatosEntradaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPLDatosEntradaLayout.createSequentialGroup() 
                .addGroup(JPLDatosEntradaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                    .addComponent(JPDiscretizacionNumeroTajadas, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                    .addComponent(JPCoeficAceleacionSismica, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                    .addComponent(JPDatosEntradaGeometria, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                    .addComponent(JPDatosEntradaMaterial, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                    .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, JPLDatosEntradaLayout.createSequentialGroup() 
                        .addGap(0, 0, Short.MAX_VALUE) 
                        .addComponent(JBLimpiarDatosEntrada)) 
                    .addComponent(JPNivelFreatico, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
                .addContainerGap()) 
        ); 
        JPLDatosEntradaLayout.setVerticalGroup( 
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            JPLDatosEntradaLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPLDatosEntradaLayout.createSequentialGroup() 
                .addComponent(JPDatosEntradaGeometria, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addGap(5, 5, 5) 
                .addComponent(JPNivelFreatico, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addComponent(JPDatosEntradaMaterial, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addComponent(JPCoeficAceleacionSismica, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addComponent(JPDiscretizacionNumeroTajadas, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addComponent(JBLimpiarDatosEntrada, javax.swing.GroupLayout.PREFERRED_SIZE, 23, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addContainerGap(30, Short.MAX_VALUE)) 
        ); 
 
        jPanel3.setBackground(new java.awt.Color(236, 255, 255)); 
        jPanel3.setBorder(javax.swing.BorderFactory.createTitledBorder(javax.swing.BorderFactory.createTitledBorder(null, 
"Modelación Dinámica", javax.swing.border.TitledBorder.LEFT, javax.swing.border.TitledBorder.TOP, new 
java.awt.Font("Arial Narrow", 2, 18), new java.awt.Color(0, 102, 0)), "", 
javax.swing.border.TitledBorder.DEFAULT_JUSTIFICATION, javax.swing.border.TitledBorder.DEFAULT_POSITION, new 
java.awt.Font("Tahoma", 2, 14))); // NOI18N 
 
        jButton1.setBackground(java.awt.Color.lightGray); 
        jButton1.setFont(new java.awt.Font("Arial Narrow", 2, 18)); // NOI18N 
        jButton1.setText("Dinámico"); 
        jButton1.setActionCommand("DINÁMICO"); 
        jButton1.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                jButton1ActionPerformed(evt); 
            } 
        }); 
 
        javax.swing.GroupLayout jPanel3Layout = new javax.swing.GroupLayout(jPanel3); 
        jPanel3.setLayout(jPanel3Layout); 
        jPanel3Layout.setHorizontalGroup( 
            jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(jPanel3Layout.createSequentialGroup() 
                .addGap(84, 84, 84) 
                .addComponent(jButton1, javax.swing.GroupLayout.PREFERRED_SIZE, 149, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
        ); 
        jPanel3Layout.setVerticalGroup( 
            jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(jPanel3Layout.createSequentialGroup() 
                .addContainerGap() 
                .addComponent(jButton1) 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
        ); 
 
        javax.swing.GroupLayout JPBackGroundLayout = new javax.swing.GroupLayout(JPBackGround); 
        JPBackGround.setLayout(JPBackGroundLayout); 
        JPBackGroundLayout.setHorizontalGroup( 
            JPBackGroundLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(JPBackGroundLayout.createSequentialGroup() 
                .addContainerGap() 
                .addGroup(JPBackGroundLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false) 
                    .addComponent(JPLDatosEntrada, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                    .addComponent(jPanel3, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
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                .addGroup(JPBackGroundLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                    .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, 
JPBackGroundLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                        .addGroup(JPBackGroundLayout.createSequentialGroup() 
                            .addComponent(JPTituloGeometria, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                            .addGap(136, 136, 136) 
                            .addComponent(JPFirma, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                        .addComponent(JPImagenTalud, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                    .addComponent(JPSubtitulosUnal, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.PREFERRED_SIZE)) 
                .addGap(83, 83, 83)) 
        ); 
        JPBackGroundLayout.setVerticalGroup( 
            JPBackGroundLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, JPBackGroundLayout.createSequentialGroup() 
                .addContainerGap() 
                .addGroup(JPBackGroundLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING) 
                    .addGroup(JPBackGroundLayout.createSequentialGroup() 
                        .addGroup(JPBackGroundLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                            .addComponent(JPTituloGeometria, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                            .addComponent(JPFirma, javax.swing.GroupLayout.PREFERRED_SIZE, 20, 
javax.swing.GroupLayout.PREFERRED_SIZE)) 
                        .addGap(24, 24, 24) 
                        .addGroup(JPBackGroundLayout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING, false) 
                            .addComponent(JPLDatosEntrada, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                            .addComponent(JPImagenTalud, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
                        .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED, 32, Short.MAX_VALUE) 
                        .addComponent(JPSubtitulosUnal, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                    .addGroup(JPBackGroundLayout.createSequentialGroup() 
                        .addGap(0, 0, Short.MAX_VALUE) 
                        .addComponent(jPanel3, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE))) 
                .addContainerGap()) 
        ); 
 
        javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane()); 
        getContentPane().setLayout(layout); 
        layout.setHorizontalGroup( 
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addComponent(JPBackGround, javax.swing.GroupLayout.PREFERRED_SIZE, 962, Short.MAX_VALUE) 
        ); 
        layout.setVerticalGroup( 
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addComponent(JPBackGround, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
        ); 
 
        pack(); 
        }// </editor-fold>                         
 
    private void jButton1ActionPerformed(java.awt.event.ActionEvent evt) {                                          
 
        InterfazDinamico id = new InterfazDinamico(); 
        id.setVisible(true); 
 
    }                                         
 
    private void JTFAlturaNivelFreaticoActionPerformed(java.awt.event.ActionEvent evt) {                                                        
 
    }                                                       
 
    private void JSNumeroDeTajadasStateChanged(javax.swing.event.ChangeEvent evt) {                                                
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    }                                               
 
    private void JBLimpiarDatosEntradaActionPerformed(java.awt.event.ActionEvent evt) {                                                       
 
        JTFAlturaTalud.setText(""); 
        JTFAnguloBeta.setText(""); 
        JTFAnguloXi.setText(""); 
        JTFAlturaNivelFreatico.setText(""); 
        JTFAnguloFriccion.setText(""); 
        JTFCohesion.setText(""); 
        JTFPesoUnitario.setText(""); 
        JTFFactorDeSeguridad.setText(""); 
        JTFAlturaTalud.requestFocus(); 
    }                                                      
 
    private void JTFPesoUnitarioActionPerformed(java.awt.event.ActionEvent evt) {                                           
    }                                                
 
    private void JTFCohesionActionPerformed(java.awt.event.ActionEvent evt) {                                             
     }                                            
 
    private void JTFAnguloFriccionActionPerformed(java.awt.event.ActionEvent evt) {                                                    
    }                                                  
 
    private void JTFAnguloXiActionPerformed(java.awt.event.ActionEvent evt) {                                             
    }                                            
 
    private void JTFAnguloBetaActionPerformed(java.awt.event.ActionEvent evt) {                                               
    }                                              
 
    private void JTFAlturaTaludActionPerformed(java.awt.event.ActionEvent evt) {                                                
    }                                               
 
    @SuppressWarnings({"empty-statement", "UnusedAssignment"}) 
     
 
// FIN  CÓDICO INTERFAZ DINÁMICA 
 
 
private void JBCalcularCoordenadasOrigenOActionPerformed(java.awt.event.ActionEvent evt) {                                                              
 
        double xoo = 0,zoo = 0,zii,xii,punitt; 
        int xb = 1000; 
        int zb = 1000; 
        int H; 
        double xa = 0, za = 0, xc, zc, xo = 0, zo = 0, d, ro; 
        double xi = 0, zi = 0; // Coordenadas de la  intersección entre la cuña espiral y el talud 
        double anguloBeta, Betarad; 
        double anguloXi, Xirad; 
        double anguloPhi, Phirad; 
        double aNiFreatico;  //Altura nivel freatico 
        double cohesion; 
        double pUnit; //Peso unitario del suelo 
        double pUnitAgua = 10; 
        double Tetarad, Alpharad; // Alpharad ES EL ANGULO ALPHA DE LA ESPIRAL 
        int NumTajadas; 
        double DeltaTheta; // Para Discretizar en  DetalTheta = cte 
        double coefAcelHorPico; // Coeficiente de aceleracion horizontal pico 
        double factDeSegurInicial = 1.0; // Factor de seguridad inicial 
        double factDeSegurCalculadoDF = 0; 
        double xha, zha; 
 
        // Capturar los datos de entrada 
        H = Integer.parseInt(JTFAlturaTalud.getText()); 
        anguloBeta = Double.parseDouble(JTFAnguloBeta.getText()); 
        anguloXi = Double.parseDouble(JTFAnguloXi.getText()); 
        anguloPhi = Double.parseDouble(JTFAnguloFriccion.getText()); 
        aNiFreatico = Double.parseDouble(JTFAlturaNivelFreatico.getText()); 
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        if (H > aNiFreatico) { 
            cohesion = Double.parseDouble(JTFCohesion.getText()); 
            pUnit = Double.parseDouble(JTFPesoUnitario.getText()); 
            NumTajadas = (int) Double.parseDouble(JSNumeroDeTajadas.getValue().toString()); // Capturar del spring el 
número de tajadas 
            coefAcelHorPico = (double) Double.parseDouble(JSCoeficienteAceleracionHorizontalPico.getValue().toString()); // 
Capturar del spring 
 
 
            double[] AlpahCordList = new double[NumTajadas]; 
            double[] UjList = new double[NumTajadas]; 
            double[] mPesoSecoList = new double[NumTajadas]; 
            double[] MinAlpahCordList = new double[NumTajadas]; 
            double[] MinUjList = new double[NumTajadas]; 
            double[] MinmPesoSecoList = new double[NumTajadas]; 
 
 
            double prePorosi[] = new double[NumTajadas]; 
            double Ui[] = new double[NumTajadas]; 
 
            double prePorosi1[] = new double[NumTajadas]; 
            double Ui1[] = new double[NumTajadas]; 
 
double matFactorDeSeg[] = new double[NumTajadas]; // Matriz Para Calcular el factor de seguridad FS 
double sumJanbuA[] = new double[NumTajadas];  // Para hacer lo sumatoria en el método Janbu Numerador Expresión 
double sumJanbuB[] = new double[NumTajadas];  // Para hacer lo sumatoria en el método Janbu Denomidador Expresión 
B 
double MPesoSeco[] = new double[NumTajadas]; 
double alphaCord[] = new double[NumTajadas]; // Matriz ds el ángulo alpha calculado a apartir de las coordenas obtneidad 
en la SF 
double deltaEj[] = new double[NumTajadas]; //  Matriz de los Delta de los empujes 
 
            double ThetaPi[] = new double[NumTajadas]; // Matriz de los ángulos Theta en la Pared i 
            double ThetaPi1[] = new double[NumTajadas]; // Matriz de los ángulos Theta en la Pared i+1 
            double ThetaTj[] = new double[NumTajadas]; // Matriz de los ángulos Theta en la Tajada j 
 
            double radioTajadaR[] = new double[NumTajadas]; // Radio de cada tajada 
            double[] Uj = new double[NumTajadas]; // fuerza del agua debajo de la tahada 
 
            double[] Minradios = new double[NumTajadas]; 
            double[] MindeltaEmpuje = new double[NumTajadas]; 
            double[] MinUPi = new double[NumTajadas]; 
            double[] MinUPi1 = new double[NumTajadas]; 
            double[] MinanguloTethaPi = new double[NumTajadas]; 
            double[] MinanguloTethaPi1 = new double[NumTajadas]; 
            double[] MinanguloTethaTj = new double[NumTajadas]; 
            double[] anchoB = new double[NumTajadas]; 
            double Minrii = 0; 
 
            double[] radiosList = new double[NumTajadas]; 
            double[] deltaEmpujeList = new double[NumTajadas]; 
            double[] UPiList = new double[NumTajadas]; 
            double[] UPi1List = new double[NumTajadas]; 
            double[] anguloTethaPiList = new double[NumTajadas]; 
            double[] anguloTethaPi1List = new double[NumTajadas]; 
            double[] anguloTethaTjList = new double[NumTajadas]; 
            double[] anchoBjList = new double[NumTajadas]; 
            double[] cordXeaList = new double[NumTajadas]; 
            double[] cordZeaList = new double[NumTajadas]; 
            double[] cordXebList = new double[NumTajadas ]; 
            double[] cordZebList = new double[NumTajadas ]; 
            double[] XhwList = new double[NumTajadas]; 
            double[] ZhwList = new double[NumTajadas]; 
 
            double[] minCordXea = new double[NumTajadas]; 
            double[] minCordZea = new double[NumTajadas]; 
            double[] minCordXeb = new double[NumTajadas]; 
            double[] minCordZeb = new double[NumTajadas ]; 
            double[] minXhw = new double[NumTajadas]; 
            double[] minZhw = new double[NumTajadas]; 
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double MCoordXea[] = new double[NumTajadas + 1];  // Matriz de coordenadas del punto xea,zea en                    la 
superficie de falla SF 
double MCoordZea[] = new double[NumTajadas + 1]; 
 
double MCoordXeb[] = new double[NumTajadas + 1];  // Matriz de coordenadas del punto xeb,zeb en la superficie de falla 
SF 
double MCoordZeb[] = new double[NumTajadas + 1]; 
 
double MCoordZsa[] = new double[NumTajadas + 1];  // Matriz de coordenadas del punto zsa en la superficie del terreno 
double MCoordZsb[] = new double[NumTajadas + 1];  // Matriz de coordenadas del punto zsb en la superficie del terreno 
 
double XHw[] = new double[NumTajadas]; // Matriz de abcisas del nivel Freatico 
double ZHw[] = new double[NumTajadas + 1]; // Matriz de alturas del nivel Freatico 
 
double MXd[] = new double[NumTajadas]; // matriz de coordenada X del nivel freatico 
double disA = 0; // Distancia "a" es longitud de nivel freatico sobre la car del talud 
 
double rii = 0; 
double[] Nphi = new double[NumTajadas]; 
double[] anchoBj = new double[NumTajadas]; 
 
            double ri; 
            double ErrorFS = 1; 
 
            double deltaL[] = new double[NumTajadas];  // Delta L , es la logitud de la base de cada tajada 
            double factDeSegurCalculado[] = new double[NumTajadas]; 
 
     // Convertir los ángulos de los datos de entrada de Grados a Radianes 
            Betarad = Math.toRadians(anguloBeta); 
            Xirad = Math.toRadians(anguloXi); 
            Phirad = Math.toRadians(anguloPhi); 
            Tetarad = (Math.PI) / 2; 
 
      // Coordenadas punto C 
            xc = xb - (H / Math.tan(Betarad)); 
            zc = zb + H; 
 
            double min = Double.MAX_VALUE; 
 
            // ciclo que permite analizar diferentes superficies de falla variando “d” en cantidades de” 0.10d” 
            for (double dl = 1.0; dl <= 4.0; dl = dl + 0.1) { 
 
                for (int i = 0; i < NumTajadas; i++) {  // ciclo para calcular el factor de seguridad está haciendo iterar el número de 
tajadas 
 
      if (ErrorFS > 0.005); 
              { 
                    d = dl * Math.round(H / (Math.sin(Betarad))); // se sugiere como valor inicial 
                     ro = d / (Math.exp(Tetarad * Math.tan(Phirad))); // se calculó el radio para el Theta y d dados 
 
                    // Coordenadas punto O 
                     xo = xb - (d * Math.sin(Phirad)); 
                     zo = zb + (d * Math.cos(Phirad)); 
 
                     // Coordenadas punto A 
                    xa = xo - (ro * Math.sin(Tetarad - Phirad)); 
                    za = zo - (ro * Math.cos(Tetarad - Phirad)); 
 
// Sentencias para verificación de cálculos 
              System.out.println("   "); 
               System.out.println("El valor inicial de d : " + d); 
 
int xea, xeb, a;  // Columnas: xea representa las coordenadas x del punto i, xeb representa las coordenadas x del punto i+1 
de las paredes de las tajadas en la SF. 
                         
int zea, zeb;    // Columnas: zea representa las coordenadas z del punto i, zeb representa las coordenadas z del punto i+1 
de las paredes de las tajadas en la SF. 
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 int xsa, xsb;    // Columnas: xsa representa las coordenadas x del punto i, xsb representa las coordenadas x                   del 
punto i+1 de las paredes de las tajadas en la cara del talud. 
                        
 int zsa, zsb;    // Columnas: zsa representa las coordenadas z del punto i, zsb representa las coordenadas z del punto i+1 
de las paredes de las tajadas en la cara del talud. 
 
double xp, zp; // Coordenadas de la proyección vertical del punto A en el terreno 
                                  // ri es el radio de la cuña espiral que se genera en la intersección con el talud 
 
//varaibles a usar en el método de Newton - Raphson 
                double TetaIni = Tetarad / 1.5; 
                double Tetai1; 
                double f; 
                double df; 
                double Error; 
 
 // Ángulo Apharad inicial 
    Alpharad = Math.acos((xo - xa) / ro); 
 
// Evaluar la posición del Punto A. Si está por encima o por debajo de la cara superior del talud 
                        zp = ((Math.tan(Xirad) * xc) + zc) - (Math.tan(Xirad) * xa);  
 
// Ya que la proyección es vertical xa = xp. Entoces se evalua xa en la ecuación de la cara superior del talud 
 
  if (zp < za) // Si zp<za, el Punto A está por encima de la cara superior del talud 
    { 
 




 f = ((Math.exp(TetaIni * Math.tan(Phirad)) * (Math.tan(Xirad) * (Math.cos(TetaIni + Alpharad)) + (Math.sin(TetaIni + 
Alpharad)))))  - ((zo + (xo * Math.tan(Xirad)) - (((Math.tan(Xirad)) * xc) + zc)) / (ro));     //f(Tetai) 
 
df = ((Math.exp(TetaIni * Math.tan(Phirad))) * ((Math.tan(Phirad)) * ((Math.tan(Xirad) *  (Math.cos(TetaIni +    Alpharad))) + 
(Math.sin(TetaIni + Alpharad)))))  + ((Math.cos(TetaIni + Alpharad)) - (Math.tan(Xirad) * (Math.sin(TetaIni + Alpharad))));      
//f'(Tetai) 
 
                        Tetai1 = TetaIni - (f / df); 
                        Error = (Math.abs(TetaIni - Tetai1)); 
                        TetaIni = Tetai1; 
 
   } while (Error > 0.00001); 
 
                 DeltaTheta = (Tetarad - TetaIni) / NumTajadas; 
                  ri = d / (Math.exp((Tetarad - TetaIni) * Math.tan(Phirad))); 
 
//VERIFICAR ES ri O ES ro 
                    
  xi = xo - (ri * (Math.exp((TetaIni) * (Math.tan(Phirad)))) * Math.cos((Alpharad + TetaIni)));  
          }  
          else { 
                    DeltaTheta = (Tetarad / NumTajadas); 
                     ri = ro; 
                    TetaIni = 0; 
                    xi = xa; 
               } 
 
    //Discretización 
              xha = (xb - (aNiFreatico * (Math.tan((Math.PI / 2) - Betarad)))); 
              zha = (aNiFreatico + zb); 
 
// Para las superficies  se busca que estas se corten con el terreno para desarrollar los demás cálculos correspondientes 
 
 if (xa < xc && xi < xc) { 
 
for (xea = 0, zea = 0, xeb = 1, zeb = 1, zsa = 0, zsb = 0, a = 0; xea < MPesoSeco.length; xea++, zea++, xeb++,   zeb++, 
zsa++, zsb++, a++) { 
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MCoordXea[xea] = xo - (ri * (Math.exp((DeltaTheta * xea) * (Math.tan(Phirad)))) * Math.cos((Alpharad +   TetaIni) + 
(DeltaTheta * xea))); 
 
MCoordZea[zea] = zo - (ri * (Math.exp((DeltaTheta * zea) * (Math.tan(Phirad)))) * Math.sin((Alpharad + TetaIni) + 
(DeltaTheta * zea))); 
 
MCoordXeb[xeb] = xo - (ri * (Math.exp((DeltaTheta * xeb) * (Math.tan(Phirad)))) *                                
Math.cos((Alpharad + TetaIni) + (DeltaTheta * xeb))); 
 
MCoordZeb[zeb] = zo - (ri * (Math.exp((DeltaTheta * zeb) * (Math.tan(Phirad)))) * Math.sin((Alpharad + TetaIni) + 
(DeltaTheta * zeb))); 
 
  if (MCoordXea[xea] < xc) { 
 
//Ecuación de la cara superior del talud C al inicio 
   MCoordZsa[zsa] = ((Math.tan(Xirad) * xc) + zc) - (Math.tan(Xirad) * MCoordXea[xea]); 
 
 }  
else { 
 
//Ecuación de la cara inferior del talud BC 
   MCoordZsa[zsa] = ((Math.tan(Betarad) * xc) + zc) - (Math.tan(Betarad) * MCoordXea[xea]);                                  } 
 
if (MCoordXeb[xeb] < xc) { 
 
//Ecuación de la cara superior del talud C al inicio 
    MCoordZsb[zsb] = ((Math.tan(Xirad) * xc) + zc) - (Math.tan(Xirad) * MCoordXeb[xeb]);      
}  
else { 
                                   
//Ecuación de la cara inferior del talud BC 
MCoordZsb[zsb] = ((Math.tan(Betarad) * xc) + zc) - (Math.tan(Betarad) * MCoordXeb[xeb]);  } 
 
 
 // Cálculo de los ángulos Theta en la Pared i                               
 ThetaPi[a] = TetaIni + (DeltaTheta * xea);  
 
 // Cálculo de los ángulos Theta en la Pared i+1                               
ThetaPi1[a] = TetaIni + (DeltaTheta * xeb);  
  
// Cálculo de los ángulos Theta en la Tajada j                          
 ThetaTj[a] = 0.5 * (ThetaPi[a] + ThetaPi1[a]);  
          
// Cálculo del radio de cada tajada 
radioTajadaR[a] = (ri * (Math.exp((ThetaTj[a]) * Math.tan(Phirad)))) / (Math.cos(Phirad));  
 
// cálculo de los pesos secos de las tajadas, mediante coordenadas 
 
MPesoSeco[a] = (0.5 * (((MCoordZsa[zsa] * MCoordXeb[xeb]) + (MCoordZsb[zsb] * MCoordXeb[xeb]) 
                              + (MCoordZeb[zeb] * MCoordXea[xea]) + (MCoordZea[zea] * MCoordXea[xea])) 
                               - ((MCoordXea[xea] * MCoordZsb[zsb]) + (MCoordXeb[xeb] * MCoordZeb[zeb]) 
                               + (MCoordXeb[xeb] * MCoordZea[zea]) + (MCoordXea[xea] * MCoordZsa[zsa])))) *           pUnit; 
 
 
      MXd[a] = (xb - MCoordXea[xea]); //Distancia desde Xb hasta el punto xea, es decir "d" 
      disA = (aNiFreatico / (Math.sin(Betarad))); 
 
      ZHw[a] = (Math.sqrt((disA * (Math.pow(Math.sin(Betarad), 2)))  
                        * ((2 * MXd[a] / (Math.cos(Betarad))) - disA))) + zb; 
 
     XHw[a] = MCoordXea[xea]; 
 
      if (ZHw[a] < MCoordZsa[zsa]) { 
 
           if (ZHw[a] >= MCoordZea[zea] && XHw[a] < xha) { 
                        ZHw[a] = ZHw[a]; 
                    } else { 
                        if (XHw[a] >= xha) { 
                            ZHw[a] = MCoordZsa[zsa]; 
                        } else { 
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                            ZHw[a] = 0; 
                        } 
                    } 
                } else { 
                    ZHw[a] = MCoordZsa[zsa]; 
                } 
 
             zi=MCoordZea[0]; 
 
                //se calcula el ángulo alpha de cada tajada 
                    alphaCord[a] = (Math.atan((MCoordZea[zea] - MCoordZeb[zeb])  
                                            / (MCoordXeb[xeb] - MCoordXea[xea])));   
 
                if (ZHw[a] > 0) { // cálculo de la presión de poros 
 
                 prePorosi[a] = (pUnitAgua * (ZHw[a] - MCoordZea[zea]))  
                                 * (Math.pow(Math.cos(alphaCord[a]), 2)); // se calcula la presión de poros en la pared i 
                    Ui[a] = (prePorosi[a] * (ZHw[a] - MCoordZea[zea]) / 2);  
 
                  prePorosi1[a] = (pUnitAgua * (ZHw[a] - MCoordZeb[zeb]))  
                                 * (Math.pow(Math.cos(alphaCord[a]), 2)); // se calcula la presión de poros en la pared i+1 
 
   
                        Ui1[a] = (prePorosi1[a] * (ZHw[a] - MCoordZeb[zea]) / 2);  
 
                    } 
                     else { 
                        prePorosi[a] = 0; 
                        Ui[a] = Math.abs((prePorosi[a] *  
                                (ZHw[a] - MCoordZea[zea]) / 2)); 
 
                        prePorosi1[a] = 0; 
                        Ui1[a] = Math.abs((prePorosi1[a] *  
                                (ZHw[a] - MCoordZeb[zea]) / 2)); 
 
                      } 
 
                    deltaL[a] = Math.pow((Math.pow((MCoordZea[zea] -  
                                MCoordZeb[zeb]), 2)+Math.pow((MCoordXeb[xeb] -  
                                MCoordXea[xea]), 2)), 0.5); 
 
                    Uj[a] = ((prePorosi[a] + prePorosi1[a]) / 2) * deltaL[a]; 
 
                    anchoBj[a] = (MCoordXeb[xeb] - MCoordXea[xea]); 
 
                    Nphi[a] = (1 + ((Math.tan(alphaCord[a]) * Math.tan(Phirad)) 
                                    / factDeSegurInicial)); 
 
      // Se determina el factor de seguridad usando el  
      // Método de janbu, dividiendo la expresión en numerador y denominador 
                    
           sumJanbuA[i] += (((((MPesoSeco[a]) * (1 - coefAcelHorPico  * Math.tan(alphaCord[a])))- (Uj[a] *  
                                  (1 / Math.cos(alphaCord[a])))) * Math.tan(Phirad))  + (cohesion * (anchoBj[a]) *  
                                  (Math.pow((1 / Math.cos(alphaCord[a])), 2))))  / (Nphi[a]); 
 
           sumJanbuB[i] +=(((((MPesoSeco[a]))*(Math.tan(alphaCord[a])+   coefAcelHorPico))) + 
                                  ((Ui[a] - Ui1[a]) *  (1 + ((Math.tan(alphaCord[a]) * Math.tan(Phirad))  
                                   / factDeSegurInicial)))) / (Nphi[a]); 
 
 
            deltaEj[a] = ((((MPesoSeco[a]) * (Math.tan(alphaCord[a]) +   coefAcelHorPico)) +  
                           ((Ui[a] - Ui1[a])* Nphi[a])) -   ((1 / factDeSegurInicial) * ((((MPesoSeco[a] *  
                          (1 - coefAcelHorPico * Math.tan(alphaCord[a]))) -   (Uj[a] *  
                          (1 / Math.cos(alphaCord[a])))) *   Math.tan(Phirad)) 
                    +(cohesion*(anchoBj[a])*(Math.pow((1/Math.cos(alphaCord[a])) 
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matFactorDeSeg[i] = sumJanbuA[i] / sumJanbuB[i]; 
factDeSegurCalculado[i] = matFactorDeSeg[i]; 
ErrorFS = Math.abs(factDeSegurCalculado[i] - factDeSegurInicial); 






if (ErrorFS < 0.005) { 
 
    factDeSegurCalculadoDF = factDeSegurCalculado[i]; 
 
    for (int k = 0; k < NumTajadas; k++) { 
        AlpahCordList[k] = alphaCord[k]; 
        UjList[k] = Uj[k]; 
        mPesoSecoList[k] = MPesoSeco[k]; 
        radiosList[k] = radioTajadaR[k]; 
        deltaEmpujeList[k] = deltaEj[k]; 
        UPiList[k] = Ui[k]; 
        UPi1List[k] = Ui1[k]; 
        anguloTethaPiList[k] = ThetaPi[k]; 
        anguloTethaPi1List[k] = ThetaPi1[k]; 
        anguloTethaTjList[k] = ThetaTj[k]; 
        rii = ri; 
        anchoBjList[k] = anchoBj[k]; 
        cordXeaList[k] = MCoordXea[k]; 
        cordZeaList[k] = MCoordZea[k]; 
        cordXebList[k] = MCoordXeb[k]; 
        cordZebList[k] = MCoordZeb[k]; 
        XhwList[k] = XHw[k]; 
        ZhwList[k] = ZHw[k]; 
 
        } 
        break; 
 
        } 
        } 
 
        if (factDeSegurCalculadoDF < min && factDeSegurCalculadoDF > 0) { 
            min = factDeSegurCalculadoDF; 
            Minrii = rii; 
            xoo=xo; 
            zoo=zo; 
            xii=xi; 
            zii=zi; 
            for (int k = 0; k < NumTajadas; k++) { 
                MinAlpahCordList[k] = AlpahCordList[k]; 
                MinUjList[k] = UjList[k]; 
                MinmPesoSecoList[k] = mPesoSecoList[k]; 
                Minradios[k] = radiosList[k]; 
                MindeltaEmpuje[k] = deltaEmpujeList[k]; 
                MinUPi[k] = UPiList[k]; 
                MinUPi1[k] = UPi1List[k]; 
                MinanguloTethaPi[k] = anguloTethaPiList[k]; 
                MinanguloTethaPi1[k] = anguloTethaPi1List[k]; 
                MinanguloTethaTj[k] = anguloTethaTjList[k]; 
                anchoB[k] = anchoBjList[k]; 
                minCordXea[k] = cordXeaList[k]; 
                minCordZea[k] = cordZeaList[k]; 
                minCordXeb[k] = cordXebList[k]; 
                minCordZeb[k] = cordZebList[k]; 
                minXhw[k] = XhwList[k]; 
                minZhw[k] = ZhwList[k]; 
 
            } 
        } 
 
System.out.println(" /*******************************/     "); 
System.out.println(" FACTOR DE SEGURIDAD CALCULADO " + factDeSegurCalculadoDF); 
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System.out.println(" /*******************************/     "); 
System.out.println (" xo  " + xo + " zo " + zo ); 
        } 
 
System.out.println("---***************************************************---"); 




        JTFFactorDeSeguridad.setText 
        (String.valueOf(new DecimalFormat("##.###").format(min))); 
 
try { 
            Escritor.Escribir(MinAlpahCordList, MinUjList, MinmPesoSecoList,  
                 Phirad, coefAcelHorPico,Minradios, MindeltaEmpuje, MinUPi,  
                 MinUPi1, MinanguloTethaPi, MinanguloTethaPi1,MinanguloTethaTj,  
                 Minrii, min, anchoB, cohesion,xoo, zoo, xb, zb, xi, zi, xc,  
                 zc, anguloXi, anguloBeta, H, aNiFreatico,minCordXea, 
                 minCordZea,minCordXeb,minCordZeb,minXhw,minZhw,pUnit); 
            JOptionPane.showMessageDialog(null, "Archivo de Salida Generado..."); 
        } catch (IOException ex) { 
            Logger.getLogger(GeometriaTalud.class.getName()).log(Level.SEVERE, null, ex); 
        } 
        } else { 
            JOptionPane.showMessageDialog(null, "Altura Nivel freatico debe " 
                    + "ser menor a la altura del talud"); 
        } 
    }                                                             
 
    private void JTFFactorDeSeguridadActionPerformed(java.awt.event.ActionEvent evt) {                                                      
        // TODO add your handling code here: 
    }                                                     
 
 
    /** 
     * @param args the command line arguments 
     */ 
    public static void main(String args[]) { 
        /* Set the Nimbus look and feel */ 
        //<editor-fold defaultstate="collapsed" desc=" Look and feel setting code (optional) "> 
        /* If Nimbus (introduced in Java SE 6) is not available, stay with the default look and feel. 
         * For details see http://download.oracle.com/javase/tutorial/uiswing/lookandfeel/plaf.html  
         */ 
        try { 
            for (javax.swing.UIManager.LookAndFeelInfo info : javax.swing.UIManager.getInstalledLookAndFeels()) { 
                if ("Nimbus".equals(info.getName())) { 
                    javax.swing.UIManager.setLookAndFeel(info.getClassName()); 
                    break; 
                } 
            } 
        } catch (ClassNotFoundException ex) { 
            java.util.logging.Logger.getLogger(GeometriaTalud.class.getName()).log(java.util.logging.Level.SEVERE, null, ex); 
        } catch (InstantiationException ex) { 
            java.util.logging.Logger.getLogger(GeometriaTalud.class.getName()).log(java.util.logging.Level.SEVERE, null, ex); 
        } catch (IllegalAccessException ex) { 
            java.util.logging.Logger.getLogger(GeometriaTalud.class.getName()).log(java.util.logging.Level.SEVERE, null, ex); 
        } catch (javax.swing.UnsupportedLookAndFeelException ex) { 
            java.util.logging.Logger.getLogger(GeometriaTalud.class.getName()).log(java.util.logging.Level.SEVERE, null, ex); 
        } 
        //</editor-fold> 
 
        /* Create and display the form */ 
        java.awt.EventQueue.invokeLater(new Runnable() { 
            public void run() { 
                new GeometriaTalud().setVisible(true); 
            } 
        }); 
    } 
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    // Variables declaration - do not modify                      
    private javax.swing.JButton JBCalcularCoordenadasOrigenO; 
    private javax.swing.JButton JBLimpiarDatosEntrada; 
    private javax.swing.JLabel JLAlturaNivelFreatico; 
    private javax.swing.JLabel JLAlturaTalud; 
    private javax.swing.JLabel JLAnguloBeta; 
    private javax.swing.JLabel JLAnguloFriccion; 
    private javax.swing.JLabel JLAnguloXi; 
    private javax.swing.JLabel JLCoeficienteAceleracionHorizontalPico; 
    private javax.swing.JLabel JLCohesion; 
    private javax.swing.JLabel JLDepartamento; 
    private javax.swing.JLabel JLFacultad; 
    private javax.swing.JLabel JLFirma; 
    private javax.swing.JLabel JLImagenTalud; 
    private javax.swing.JLabel JLMiniEscudo; 
    private javax.swing.JLabel JLPesoUnitario; 
    private javax.swing.JLabel JLTituloGeometria; 
    private javax.swing.JLabel JLUniversidad; 
    private javax.swing.JPanel JPBackGround; 
    private javax.swing.JPanel JPCoeficAceleacionSismica; 
    private javax.swing.JPanel JPDatosEntradaGeometria; 
    private javax.swing.JPanel JPDatosEntradaMaterial; 
    private javax.swing.JPanel JPDatosSalida; 
    private javax.swing.JPanel JPDiscretizacionNumeroTajadas; 
    private javax.swing.JPanel JPFactorDeSeguridad; 
    private javax.swing.JPanel JPFirma; 
    private javax.swing.JPanel JPImagenTalud; 
    private javax.swing.JPanel JPLDatosEntrada; 
    private javax.swing.JPanel JPNivelFreatico; 
    private javax.swing.JPanel JPSubtitulosUnal; 
    private javax.swing.JPanel JPTituloGeometria; 
    private javax.swing.JSpinner JSCoeficienteAceleracionHorizontalPico; 
    private javax.swing.JSpinner JSNumeroDeTajadas; 
    private javax.swing.JTextField JTFAlturaNivelFreatico; 
    private javax.swing.JTextField JTFAlturaTalud; 
    private javax.swing.JTextField JTFAnguloBeta; 
    private javax.swing.JTextField JTFAnguloFriccion; 
    private javax.swing.JTextField JTFAnguloXi; 
    private javax.swing.JTextField JTFCohesion; 
    private javax.swing.JTextField JTFFactorDeSeguridad; 
    private javax.swing.JTextField JTFPesoUnitario; 
    private javax.swing.JButton jButton1; 
    private javax.swing.JLabel jLabel1; 
    private javax.swing.JPanel jPanel1; 
    private javax.swing.JPanel jPanel2; 
    private javax.swing.JPanel jPanel3; 
    // End of variables declaration     
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 * @author rmoreno 
 */ 
public class ModeloDinamico { 
 
    private double[] alphaCord; 
    private double[] uj; 
    private double[] mPesoSeco; 
    private double phirau; 
    private double coefAceHorPico; 
    private double[] radios; 
    private double[] deltaEmpuje; 
    private double[] UPi; 
    private double[] UPi1; 
    private double[] anguloTethaPi; 
    private double[] anguloTethaPi1; 
    private double[] anguloTethaTj; 
    private double[] anchoB; 
    private double ri; 
    private double cohesion; 
    private double fs; 
    private double punit; 
 
    private int n; 
 
    private double Xo; 
    private double Zo; 
    private double Xb; 
    private double Zb; 
    private double Xa; 
    private double Za; 
    private double Xc; 
    private double Zc; 
    private double angXi; 
    private double angB; 
    private double altH; 
    private double altHw; 
    private double[] cordXea; 
    private double[] cordZea; 
    private double[] cordXeb; 
    private double[] cordZeb; 
    private double[] Xhw; 
    private double[] Zhw; 
        double etaI = 00; //100000000kPa.s 
        double etaI1 = 00; //100000000kPa.s 
        double etaJ = 000; //100000000kPa.s 
 
        double kI = 000000; //100kPa 
        double kI1 = 000000; //100kPa 
 
    Double[] Sjt0Out; 
     
   // Expresiones para el tiempo t+1, primer movimiento 
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   Double[] Sjt1Out;  
    
    // Vector con los valores de los desplazamientos iniciales para el SEGUNDO MOVIMIENTO 
    Double[] Sjt2Out;        
    Double[] Sjt2bOut; 
    Double[] Sjt2cOut; 
    Double[] ScalOut; 
    double[] fanalOut; 
    Double[] alphaCordClone; 
 
    Double[] anguloTethaTjT2clone; 
 
    Double[] etaiOut; 
    Double[] etai1Out; 
    Double[] etajOut; 
    Double[] KiOut; 
    Double[] Ki1Out; 
 
    Double[] alphaCordOut0; 
    Double[] alphaCordOut1; 
 
    Double[] anguloTethaOutTjT0; 
    Double[] anguloTethaOutTjT1; 
    Double[] anguloTethaOutTjT1i; 
     
    private double deltaTOut; 
    private double deltaT2Out; 
    private double deltaT3Out; 
 
    ArrayList<Double[]> Sjt2cOutList = new ArrayList<Double[]>(); 
    ArrayList<Double[]> ScalOutList = new ArrayList<Double[]>(); 
    ArrayList<Double[]> alphaCordOutList = new ArrayList<Double[]>(); 
 
    ArrayList<Double[]> anguloTethaTjT1Outlist = new ArrayList<Double[]>(); 
 
    double theta0; 
    private double[] s; 
 
    public ModeloDinamico(double[] alphaCord, double[] uj, double[] mPesoSeco,  
           double phirau, double coefAceHorPico) { 
            this.alphaCord = alphaCord; 
            this.uj = uj; 
            this.mPesoSeco = mPesoSeco; 
           this.phirau = phirau; 
           this.coefAceHorPico = coefAceHorPico; 
          this.n = alphaCord.length; 
    } 
 
    public ModeloDinamico(double[] alphaCord, double[] uj, double[] mPesoSeco, 
           double phirau, double coefAceHorPico,double[] radios,  
           double[]deltaEmpuje, double[]UPi, double[]UPi1,double[] anguloTethaPi, 
           double[] anguloTethaPi1, double[] anguloTethaTj, double ri, double fs,  
           double[] anchoB, double cohesion, double Xo, double Zo, double Xb,  
           double Zb, double Xa, double Za, double Xc, double Zc, double angXi,  
           double angB, double altH, double altHw, double[] cordXea,  
           double[] cordZea, double[] cordXeb, double[] cordZeb,  
           double[] Xhw, double[] Zhw,double punit) { 
 
        this.alphaCord = alphaCord; 
        this.uj = uj; 
        this.mPesoSeco = mPesoSeco; 
        this.phirau = phirau; 
        this.coefAceHorPico = coefAceHorPico; 
        this.radios = radios; 
        this.deltaEmpuje = deltaEmpuje; 
        this.UPi = UPi; 
        this.UPi1 = UPi1; 
        this.anguloTethaPi = anguloTethaPi; 
        this.anguloTethaPi1 = anguloTethaPi1; 
        this.anguloTethaTj = anguloTethaTj; 
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        this.ri = ri; 
        this.n = alphaCord.length; 
        this.anchoB = anchoB; 
        this.cohesion = cohesion; 
        this.fs = fs; 
        this.Xo = Xo; 
        this.Zo = Zo; 
        this.Xb = Xb; 
        this.Zb = Zb; 
        this.Xa = Xa; 
        this.Za = Za; 
        this.Xc = Xc; 
        this.Zc = Zc; 
        this.angXi = angXi; 
        this.angB = angB; 
        this.altH = altH; 
        this.altHw = altHw; 
        this.cordXea = cordXea; 
        this.cordZea = cordZea; 
        this.cordXeb = cordXeb; 
        this.cordZeb = cordZeb; 
        this.Xhw = Xhw; 
        this.Zhw = Zhw; 
        this.punit=punit; 
    } 
 
    public void solucionar() throws IOException { 
        System.out.println(" "); 
        System.out.println("+++=========================================+++"); 
        System.out.println("+++**************   DINÁMICO   *************+++"); 
        System.out.println("+++=========================================+++"); 
        System.out.println(" "); 
 
        System.out.println("ang Alpha" + Arrays.toString(alphaCord)); 
        System.out.println("Uj " + Arrays.toString(uj)); 
        System.out.println("Pesos " + Arrays.toString(mPesoSeco)); 
        System.out.println("phi " + Math.toDegrees(phirau)); 
        System.out.println("coef " + coefAceHorPico); 
        System.out.println("Radios " + Arrays.toString(radios)); 
        System.out.println("delta Empj " + Arrays.toString(deltaEmpuje)); 
        System.out.println("UPi " + Arrays.toString(UPi)); 
        System.out.println("UPi1 " + Arrays.toString(UPi1)); 
        System.out.println("ang ThtaPi " + Arrays.toString(anguloTethaPi)); 
        System.out.println("ang ThtaPi1 " + Arrays.toString(anguloTethaPi1)); 
        System.out.println("ang TetaJ " + Arrays.toString(anguloTethaTj)); 
        System.out.println("ri " + ri); 
        System.out.println(" "); 
 
        Sjt0Out = new Double[n]; 
         
       // Expresiones para el tiempo t+1, primer movimiento 
       Sjt1Out = new Double[n];         
       
       // Vector con los valores de los desplazamientos iniciales para el SEGUNDO MOVIMIENTO 
        Sjt2Out = new Double[n];    
        Sjt2bOut = new Double[n]; 
        Sjt2cOut = new Double[n]; 
        ScalOut = new Double[n]; 
        fanalOut = new double[n]; 
 
        etaiOut = new Double[1]; 
        etai1Out = new Double[1]; 
        etajOut = new Double[1]; 
        KiOut = new Double[1]; 
        Ki1Out = new Double[1]; 
 
        alphaCordOut0 = new Double[n]; 
        alphaCordOut1 = new Double[n]; 
 
        anguloTethaOutTjT0 = new Double[n]; 
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        anguloTethaOutTjT1 = new Double[n]; 
        anguloTethaOutTjT1i = new Double[n]; 
         
        double[] Sit = new double[n]; 
        double[] Si1t = new double[n]; 
        double[] Sjt0 = new double[n]; 
        double[] Sjt1 = new double[n]; 
 
       // Vector con los valores de los desplazamientos iniciales para el         SEGUNDO MOVIMIENTO 
        double[] Sjt2 = new double[n];            
       double[] Sjt1b = new double[n]; 
        double[] Sjt2b = new double[n]; 
        double[] Sjt2c = new double[n]; 
        double[] Sjt2temp = new double[n]; 
 
        double[] alphaCordGradosIni = new double[n]; 
        double[] alphaCordGrados = new double[n]; 
        double[] Scal = new double[n]; 
        double[] anguloTethaTjGrados = new double[n]; 
 
        double[] diff = new double[n]; 
        double[] diffb = new double[n]; 
        double[] diffc = new double[n]; 
        double[] VelJ = new double[n]; 
        double[] AceJ = new double[n]; 
        double[] VelJb = new double[n]; 
        double[] AceJb = new double[n]; 
        double[] VelJc = new double[n]; 
        double[] AceJc = new double[n]; 
        double[] STheta = new double[n]; 
        
       // valor del ángulo Theta para el tiempo "cero" 
        double[] ThetaTiemT0 = new double[n];         
        
       // valor del ángulo Theta para el tiempo "t" 
        double[] anguloTethaTjT1 = new double[n];  
        double[] anguloTethaTjT2i = new double[n]; 
         
        // valor del ángulo Theta para el tiempo "t"  
        double[] anguloTethaTjT2 = new double[n];  
        double[] anguloTethaTjT2Grados = new double[n]; 
 
        //Definir las constantes 
        double g = 9.81; 
        double Au = (1 / 3); 
 
        double M[] = new double[n]; 
        double D[] = new double[n]; 
        double P[] = new double[n]; 
        double N; 
        double KT; //100kPa     
 
        double A2; 
        double B2[] = new double[n]; 
        double C2; 
        double D2[] = new double[n]; 
        double E2[] = new double[n]; 
        double F2[] = new double[n]; 
        double G2[] = new double[n]; 
        double H2[] = new double[n]; 
 
 // Vector con los valores calcualdos en la funcion para el SEGUNDO MOVIMIENTOS con desplazamientos iniciales 
iniciales I  
        double[] vectorFi = new double[n];      
 
// Vector con los valores calcualdos en la funcion para el SEGUNDO MOVIMIENTOS con desplazamientos iniciales 
iniciales I    
        double[] vectorFib = new double[n];    
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// Vector con los valores calcualdos en la funcion para el SEGUNDO MOVIMIENTOS con desplazamientos iniciales 
iniciales I  
        double[] vectorFic = new double[n];      
 
// Matriz que contine las derivadas parciales evaliadas para desplazamientos iniciales I 
        double mJacob[][] = new double[n][n];  
         
        double Nphi[] = new double[n]; 
        double dEmpujesT[] = new double[n]; 
        int a; 
 
        etaiOut[0] = etaI; 
        etai1Out[0] = etaI1; 
        etajOut[0] = etaJ; 
        KiOut[0] = kI; 
        Ki1Out[0] = kI1; 
 
        double deltaT = 0.550; 
        double deltaT2 = .775; 
        double deltaT3= 1.00; 
 
        deltaTOut = deltaT; 
        deltaT2Out = deltaT2; 
        deltaT3Out = deltaT3; 
 
        double[] Avalues = new double[n]; 
        double[] Bvalues = new double[n]; 
        double[] Cvalues = new double[n]; 
 
        double errorMaxSisEcu = 0.1; 
        double errorSisEcu; 
        double errorSisEcub; 
        double errorSisEcuc; 
        double SumaI; 
        double Sumai1; 
        double Coeficiente_r = 2; 
 
        double[] anguloTethaTjN = new double[n]; 
        double[] radiosT2 = new double[n]; 
        double[] alphaCordT2 = new double[n]; 
        double[] alphaCordT1 = new double[n]; 
 
        imprimirVector(Sjt2, n, "Vector Entrada SJT2"); 
 
        for (int x = 0; x < n; x++) { 
            anguloTethaTjGrados[x] = Math.toDegrees(anguloTethaTj[x]); 
 
        } 
        imprimirVector(anguloTethaTjGrados, n, "anguloTethaTjGrados Inicial"); 
 
        for (int x = 0; x < n; x++) { 
            alphaCordGradosIni[x] = Math.toDegrees(alphaCord[x]); 
 
        } 
        imprimirVector(alphaCordGradosIni, n, "AnguloApha Inical"); 
 
        for (int i = 0; i < n; i++) { 
            STheta[i] = (ri / Math.sin(phirau)) * (Math.exp(((anguloTethaTj[i]) 
                    *(Math.tan(phirau)))) - Math.exp(((anguloTethaPi[0]) *  
                     (Math.tan(phirau))))); 
        } 
        imprimirVector(STheta, n, " STheta "); 
 
        for (a = 0; a < mPesoSeco.length; a++) { 
 
            Nphi[a] = (1 + ((Math.tan(alphaCord[a]) * Math.tan(phirau)) / fs)); 
 
            dEmpujesT[a] = ((((mPesoSeco[a]) * (Math.tan(alphaCord[a]) +  
                                       coefAceHorPico)) + ((UPi[a] - UPi1[a])* Nphi[a])) -  
                                       ((1 / fs) * ((((mPesoSeco[a] * (1 - coefAceHorPico *  
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                                       Math.tan(alphaCord[a])))-(uj[a]*(1/Math.cos(alphaCord[a]))))  
                                      *Math.tan(phirau)) + (cohesion * (anchoB[a]) * (Math.pow((1/  
                                       Math.cos(alphaCord[a])), 2)))))) / (Nphi[a]); 
 
            ThetaTiemT0[a] = (1 / Math.tan(phirau)) * (Math.log(radios[a]  
                                          * Math.cos(phirau) / ri)); 
 
            // CONDICION INICIAL  
            Sjt0[a] = (ri / Math.sin(phirau)) * (Math.exp(((anguloTethaTj[a])  
                          * (Math.tan(phirau)))) 
                          - Math.exp(((anguloTethaPi[0]) * (Math.tan(phirau))))); 
         
                       clonar(alphaCord, alphaCordOut0); 
                       clonar(anguloTethaTj, anguloTethaOutTjT0); 
 
        } 
        imprimirVector(alphaCord, n, "alphaCord 0"); 
          
        for (a = 0; a < mPesoSeco.length; a++) { 
 
            // CONDICION DEL PRIMER MOVIMIENTO 
            M[a] = (mPesoSeco[a] / g); 
            D[a] = (1 - Au) * (Math.tan(phirau) * M[a] * (1 / radios[a])); 
            P[a] = mPesoSeco[a] * (((Math.sin(alphaCord[a] - phirau))  
                    / Math.cos(phirau)) + coefAceHorPico *  
                    ((Math.cos(alphaCord[a] - phirau))/ Math.cos(phirau))); 
 
            if (a == 0) { 
                Sjt1[a] = ((Math.pow(deltaT, 2) / (2 * M[a])) * (((P[a] +  
                        (uj[a] * Math.tan(phirau)))))) + Sjt0[a]; 
 
            } else { 
                if (a > 0 && a < (mPesoSeco.length - 1)) { 
                    Sjt1[a] = ((Math.pow(deltaT, 2) / (2 * M[a])) *  
                            (((P[a] + (uj[a] * Math.tan(phirau)) + (0))))) +  
                            Sjt0[a]; 
 
                } else { 
                    if (a == mPesoSeco.length - 1) { 
                        Sjt1[a] = ((Math.pow(deltaT, 2) / (2 * M[a])) *  
                                (((P[a] + (uj[a] * Math.tan(phirau)))))) +  
                                Sjt0[a]; 
                    } 
                } 
            } 
 
            anguloTethaTjT1[a] = (anguloTethaPi[0]) + ((1 / Math.tan(phirau)) *  
                    (Math.log(((Math.sin(phirau) / ri) * Sjt1[a]) + 1.0))); 
             
            alphaCordT1[a] = (Math.PI / 2) - (anguloTethaTjT1[a]); 
 
            if (alphaCordT1[a] > 0) { 
 
                alphaCordT1[a] = (alphaCordT1[a]); 
 
            } else { 
                alphaCordT1[a] = (alphaCordT1[a]); 
 
            } 
 
            alphaCord[a] = alphaCordT1[a]; 
            clonar(alphaCord, alphaCordOut1); 
            clonar(anguloTethaTjT1, anguloTethaOutTjT1); 
        } 
 
        imprimirVector(alphaCord, n, "alphaCord 1"); 
                         
for (a = 0; a < mPesoSeco.length; a++) { 
 
            Nphi[a] = (1 + ((Math.tan(alphaCord[a]) * Math.tan(phirau)) / fs)); 
Anexo B. Código del Programa 145 
 
 
            dEmpujesT[a] = ((((mPesoSeco[a]) * (Math.tan(alphaCord[a]) + coefAceHorPico)) + ((UPi[a] - UPi1[a]) 
                                    * Nphi[a])) - ((1 / fs) * ((((mPesoSeco[a] * (1 - coefAceHorPico *          Math.tan(alphaCord[a])))  -  
(uj[a] * (1 / Math.cos(alphaCord[a])))) * Math.tan(phirau)) 
                                   + (cohesion * (anchoB[a]) * (Math.pow((1 / Math.cos(alphaCord[a])), 2)))))) 
                                   / (Nphi[a]); 
 
                } 
               
 
        do { 
            for (a = 0; a < mPesoSeco.length; a++) { 
               
                // CONDICION DEL SEGUNDO MOVIMIENTO  
                KT = (kI + kI1); 
                N = (etaI + etaI1 + etaJ); 
                
                A2 = -(etaI / (2 * deltaT)); 
                B2[a] = (1 / deltaT) * (((M[a] / deltaT) + (N / 2)) -  
                        ((D[a] / deltaT) * Sjt0[a])); 
                C2 = -(etaI1 / (2 * deltaT)); 
                D2[a] = (D[a] / (4 * Math.pow(deltaT, 2))); 
                E2[a] = P[a] + (uj[a] * Math.tan(phirau)); 
 
                if (a == 0) { 
 
                    F2[a] = (A2*0)+((B2[a] - (2 * M[a] / Math.pow(deltaT, 2)))  
                            * Sjt0[a]) + C2 * Sjt0[a + 1]; 
                    G2[a] = kI * Sjt1[a] - KT * Sjt1[a] + kI1 * Sjt1[a + 1]; 
                    H2[a] = E2[a] + F2[a] + G2[a]; 
                } else { 
                    if (a > 0 && a < (mPesoSeco.length - 1)) { 
 
                        F2[a] = (A2 * Sjt0[a - 1]) + ((B2[a] - (2 * M[a]  
                                / Math.pow(deltaT, 2))) * Sjt0[a]) + C2 *  
                                Sjt0[a + 1]; 
                        G2[a] = kI * Sjt1[a - 1] - KT * Sjt1[a] + kI1 *  
                                Sjt1[a + 1]; 
                        H2[a] = E2[a] + F2[a] + G2[a]; 
                    } else { 
                        if (a == mPesoSeco.length - 1) { 
 
                            F2[a] = (A2 * Sjt0[a - 1]) + ((B2[a] - (2 * M[a]  
                                    / Math.pow(deltaT, 2))) * Sjt0[a]) + 0; 
                            G2[a] = kI * Sjt1[a - 1] - KT * Sjt1[a] +  
                                    kI1 * Sjt1[a]; 
                            H2[a] = E2[a] + F2[a] + G2[a]; 
                        } 
                    } 
                } 
 
                // System.out.println("STetha   " + STheta[a]); 
                Sjt2[a] = Sjt1[a] + ((Sjt1[a] - Sjt0[a]) * 0.5); 
 
                anguloTethaTjT2i[a] = (anguloTethaPi[0]) +  
                        ((1/Math.tan(phirau))*(Math.log(((Math.sin(phirau)/ri)  
                                * Sjt2[a]) + 1.0))); 
 
                if (a == 0) { 
                    vectorFi[a] = (A2 * 0) + (B2[a] * Sjt2[a]) +  
                            (C2 * Sjt2[a + 1]) + (D2[a] *  
                            (Math.pow(Sjt2[a], 2))) - H2[a]; 
                } else { 
                    if (a > 0 && a < (mPesoSeco.length - 1)) { 
                        vectorFi[a] = (A2 * Sjt2[a - 1]) + (B2[a] * Sjt2[a])  
                                +(C2* Sjt2[a+1])+(D2[a]*(Math.pow(Sjt2[a],2)))  
                                - H2[a]; 
                    } else { 
                        if (a == mPesoSeco.length - 1) { 
                            vectorFi[a] = (A2 * Sjt2[a - 1]) + (B2[a] *  
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                                    Sjt2[a]) + (C2 * 0) + (D2[a] *  
                                    (Math.pow(Sjt2[a], 2))) - H2[a]; 
                        } 
                    } 
                } 
 
                Avalues[a] += A2; 
                Bvalues[a] += B2[a] + (2 * D2[a] * Sjt2[a]); 
                Cvalues[a] += C2; 
    
            } 
 
            for (int i = 0; i < n; i++) { 
                mJacob[i][i] = Bvalues[i]; 
                if (i + 1 < n) { 
                    mJacob[i + 1][i] = Avalues[i + 1]; 
                    mJacob[i][i + 1] = Cvalues[i + 1]; 
                } 
            } 
 
            double[] invJxVecF = new double[n]; 
 
            for (int i = 0; i < n; i++) { 
                invJxVecF[i] = vectorFi[i]; 
            } 
 
            solve(invJxVecF, n, Avalues, Bvalues, Cvalues); 
            restarVector(n, Sjt2, invJxVecF, diff); 
            errorSisEcu = 0; 
 
            for (int i = 0; i < n; i++) { 
                errorSisEcu += Math.abs(Sjt2[i] - diff[i]); 
            } 
            //     if (errorSisEcu >= errorMaxSisEcu) { 
            for (int i = 0; i < n; i++) { 
                Sjt2[i] = diff[i]; 
            } 
 
            primeraDerivada(n, deltaT, Sjt2, Sjt0, VelJ); 
            segundaDerivada(n, deltaT, Sjt0, Sjt1, Sjt2, AceJ); 
 
             
        } while (errorSisEcu >= errorMaxSisEcu); 
 
        imprimirVector(VelJ, n, "Velocidad Sjt2"); 
         
        alphaCordClone = new Double[n]; 
        clonar(alphaCord, alphaCordClone); 
        alphaCordOutList.add(alphaCordClone); 
        System.out.println(""); 
 
        anguloTethaTjT2clone = new Double[n]; 
        clonar(anguloTethaTjT1, anguloTethaTjT2clone); 
        anguloTethaTjT1Outlist.add(anguloTethaTjT2clone); 
        System.out.println(""); 
 
        System.out.println("deltaT" + deltaT + ""); 
 
        primeraDerivada(n, deltaT, Sjt2, Sjt0, VelJ); 
        imprimirVector(VelJ, n, "Velocidad Sjt2"); 
 
        imprimirVector(alphaCord, n, "alphaCord"); 
 
        do { 
 
            for (int b = 0; b < n; b++) { 
 
                anguloTethaTjT2[b]=(anguloTethaTj[0])+(1 / Math.tan(phirau))  
                        * (Math.log(((Math.sin(phirau)/ri) * Sjt2[b]) + 1.0)); 
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                anguloTethaTjT2Grados[b] = Math.toDegrees(anguloTethaTjT2[b]); 
                deltaT = deltaT2; 
                alphaCordT2[b] = (Math.PI / 2) - (anguloTethaTjT2[b]); 
 
                if (alphaCordT2[b] > 0) { 
                    alphaCordT2[b] = (alphaCordT2[b]); 
 
                } else { 
                    alphaCordT2[b] = (alphaCordT2[b]); 
 
                } 
 
                alphaCord[b] = alphaCordT2[b]; 
                 
  
            for (a = 0; a < mPesoSeco.length; a++) { 
 
            Nphi[a] = (1 + ((Math.tan(alphaCord[a]) * Math.tan(phirau)) / fs)); 
 
            dEmpujesT[a] = ((((mPesoSeco[a]) * (Math.tan(alphaCord[a]) + coefAceHorPico)) + ((UPi[a] - UPi1[a]) 
                    * Nphi[a])) - ((1 / fs) * ((((mPesoSeco[a] * (1 - coefAceHorPico * Math.tan(alphaCord[a]))) 
                    - (uj[a] * (1 / Math.cos(alphaCord[a])))) * Math.tan(phirau)) 
                    + (cohesion * (anchoB[a]) * (Math.pow((1 / Math.cos(alphaCord[a])), 2)))))) 
                    / (Nphi[a]); 
 
                } 
                                
                alphaCordGrados[b] = Math.toDegrees(alphaCord[b]); 
                M[b] = (mPesoSeco[b] / g); 
                D[b] = (1 - Au) * (Math.tan(phirau) * M[b] * (1 / radios[b])); 
                P[b] = mPesoSeco[b] * (((Math.sin(alphaCord[b] - phirau))  
                        / Math.cos(phirau))+ coefAceHorPico *  
                        ((Math.cos(alphaCord[b] - phirau))/Math.cos(phirau))); 
 
                N = (etaI + etaI1 + etaJ); 
                KT = (kI + kI1); 
 
                if (b == 0) { 
                    Sjt1b[b] = ((Math.pow(deltaT, 2) / (2 * M[b])) * (((P[b]  
                            + (uj[b] * Math.tan(phirau)))))) + Sjt1[b]; 
 
                } else { 
                    if (b > 0 && b < (mPesoSeco.length - 1)) { 
                        Sjt1b[b] = ((Math.pow(deltaT, 2) / (2 * M[b])) *  
                                (((P[b] + (uj[b] * Math.tan(phirau)) + (0)))))  
                                + Sjt1[b]; 
 
                    } else { 
                        if (b == mPesoSeco.length - 1) { 
                            Sjt1b[b] = ((Math.pow(deltaT, 2) / (2 * M[b])) *  
                                    (((P[b] + (uj[b] * Math.tan(phirau)))))) +  
                                    Sjt1[b]; 
                        } 
                    } 
                } 
 
                A2 = -(etaI / (2 * deltaT)); 
                B2[b] = (1 / deltaT) * (((M[b] / deltaT) + (N / 2)) -  
                        ((D[b] / deltaT) * Sjt1[b])); 
                C2 = -(etaI1 / (2 * deltaT)); 
                D2[b] = (D[b] / (4 * Math.pow(deltaT, 2))); 
                E2[b] = P[b] + (uj[b] * Math.tan(phirau)); 
 
                if (b == 0) { 
 
                    F2[b] = (A2 * 0) + ((B2[b] - (2 * M[b] /  
                            Math.pow(deltaT, 2))) * Sjt1[b]) + C2 * Sjt1[b + 1]; 
                    G2[b] = kI * Sjt1b[b] - KT * Sjt1b[b] + kI1 * Sjt1b[b + 1]; 
                    H2[b] = E2[b] + F2[b] + G2[b]; 
                } else { 
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                    if (b > 0 && b < (mPesoSeco.length - 1)) { 
 
                        F2[b] = (A2 * Sjt1[b - 1]) + ((B2[b] -  
                                (2 * M[b] / Math.pow(deltaT, 2))) * Sjt1[b]) +  
                                C2 * Sjt1[b + 1]; 
                        G2[b] = kI * Sjt1b[b - 1] - KT * Sjt1b[b] +  
                                kI1 * Sjt1b[b + 1]; 
                        H2[b] = E2[b] + F2[b] + G2[b]; 
                    } else { 
                        if (b == mPesoSeco.length - 1) { 
 
                            F2[b] = (A2 * Sjt1[b - 1]) + ((B2[b] -  
                                    (2 * M[b] / Math.pow(deltaT, 2))) *  
                                    Sjt1[b]) + C2 * 0; 
                            G2[b] = kI * Sjt1b[b - 1] - KT * Sjt1b[b] +  
                                    kI1 * Sjt1b[b]; 
                            H2[b] = E2[b] + F2[b] + G2[b]; 
                        } 
                    } 
                } 
 
                Sjt2b[b] = Sjt1b[b] + ((Sjt1b[b] - Sjt1[b]) * 0.5); 
 
                if (b == 0) { 
                    vectorFib[b] = (A2 * 0) + (B2[b] * Sjt2b[b]) +  
                            (C2 * Sjt2b[b + 1]) + (D2[b] *  
                            (Math.pow(Sjt2b[b], 2))) - H2[b]; 
                } else { 
                    if (b > 0 && b < (mPesoSeco.length - 1)) { 
                        vectorFib[b] = (A2 * Sjt2b[b - 1]) + (B2[b] * Sjt2b[b])  
                                + (C2 * Sjt2b[b + 1]) + (D2[b] *  
                                (Math.pow(Sjt2b[b], 2))) - H2[b]; 
                    } else { 
                        if (b == mPesoSeco.length - 1) { 
                            vectorFib[b] = (A2 * Sjt2b[b - 1]) + (B2[b] *  
                                    Sjt2b[b]) + (C2 * 0) + (D2[b] *  
                                    (Math.pow(Sjt2b[b], 2))) - H2[b]; 
                        } 
                    } 
                } 
 
                Avalues[b] += A2; 
                Bvalues[b] += B2[b] + (2 * D2[b] * Sjt2b[b]); 
                Cvalues[b] += C2; 
 
            } 
 
            for (int i = 0; i < n; i++) { 
                mJacob[i][i] = Bvalues[i]; 
                if (i + 1 < n) { 
                    mJacob[i + 1][i] = Avalues[i + 1]; 
                    mJacob[i][i + 1] = Cvalues[i + 1]; 
                } 
            } 
 
            double[] invJxVecFb = new double[n]; 
 
            for (int i = 0; i < n; i++) { 
                invJxVecFb[i] = vectorFib[i]; 
            } 
 
            solve(invJxVecFb, n, Avalues, Bvalues, Cvalues); 
            restarVector(n, Sjt2b, invJxVecFb, diffb); 
            errorSisEcub = 0; 
 
            for (int i = 0; i < n; i++) { 
                errorSisEcub += Math.abs(Sjt2b[i] - diffb[i]); 
            } 
            //     if (errorSisEcu >= errorMaxSisEcu) { 
            for (int i = 0; i < n; i++) { 
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                Sjt2b[i] = diffb[i]; 
            } 
 
            primeraDerivada(n, deltaT, diffb, Sjt1, VelJb); 
            segundaDerivada(n, deltaT, Sjt1, Sjt1b, diffb, AceJb); 
 
            for (int i = 0; i < n; i++) { 
                Scal[i]=(ri/Math.sin(phirau))*(Math.exp(((anguloTethaTjT2[i])  
                        - anguloTethaPi[0]) * (Math.tan(phirau))) 
                        - 1.0); 
            } 
 
            clonar(anguloTethaTjT2i, anguloTethaOutTjT1i); 
             
        } while (errorSisEcub >= errorMaxSisEcu); 
 
        alphaCordClone = new Double[n]; 
        clonar(alphaCord, alphaCordClone); 
        alphaCordOutList.add(alphaCordClone); 
 
        anguloTethaTjT2clone = new Double[n]; 
        clonar(anguloTethaTjT2, anguloTethaTjT2clone); 
        anguloTethaTjT1Outlist.add(anguloTethaTjT2clone); 
 
        System.out.println("  "); 
        System.out.println("EL  MOVIMIENTO b "); 
        System.out.println("  "); 
        System.out.println("deltaT" + deltaT + ""); 
        imprimirVector(Sjt0, n, "Vector Sjt0"); 
        clonar(Sjt0, Sjt0Out); 
        imprimirVector(Sjt1, n, "Vector Sjt1"); 
        clonar(Sjt1, Sjt1Out); 
        imprimirVector(Sjt2, n, "Vector Sjt2"); 
        clonar(Sjt2, Sjt2Out); 
        imprimirVector(Sjt2b, n, "Vector Sjt2b"); 
        clonar(Sjt2b, Sjt2bOut); 
        primeraDerivada(n, deltaT, Sjt2b, Sjt1, VelJb); 
        imprimirVector(VelJb, n, "Velocidad J Sjt2b"); 
 
        double errort = 2; 
        int counter = 4; 
 
        for (int y = 0; y < 20; y++) {            
            counter = counter + 1; 
 
            do { 
                for (int c = 0; c < n; c++) { 
 
                    anguloTethaTjT2[c]=(anguloTethaTj[0])+(1/Math.tan(phirau))  
                            *(Math.log(((Math.sin(phirau)/ri)*Sjt2b[c])+ 1.0)); 
                    anguloTethaTjT2Grados[c]=Math.toDegrees(anguloTethaTjT2[c]); 
                    deltaT = deltaT2; 
                    alphaCordT2[c] = (Math.PI/2) - (anguloTethaTjT2[c]); 
 
                    if (alphaCordT2[c] > 0) { 
                        alphaCordT2[c] = (alphaCordT2[c]); 
 
                    } else { 
                        alphaCordT2[c] = (alphaCordT2[c]); 
 
                    } 
 
                    alphaCord[c] = alphaCordT2[c]; 
                    alphaCordGrados[c] = Math.toDegrees(alphaCord[c]); 
                    M[c] = (mPesoSeco[c] / g); 
                    D[c] = (1-Au)*(Math.tan(phirau) * M[c] * (1/radios[c])); 
                    P[c] = mPesoSeco[c] * (((Math.sin(alphaCord[c] - phirau))  
                        / Math.cos(phirau)) + coefAceHorPico *  
                        ((Math.cos(alphaCord[c] - phirau)) / Math.cos(phirau))); 
                    N = (etaI + etaI1 + etaJ); 
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                    KT = (kI + kI1); 
 
                    if (c == 0) { 
                        Sjt2b[c] = Sjt2b[c]; 
 
                    } else { 
                        if (c > 0 && c < (mPesoSeco.length - 1)) { 
                            Sjt2b[c] = Sjt2b[c]; 
 
                        } else { 
                            if (c == mPesoSeco.length - 1) { 
                                Sjt2b[c] = Sjt2b[c]; 
 
                            } 
                        } 
                    } 
 
                    A2 = -(etaI / (2 * deltaT)); 
                    B2[c] = (1 / deltaT) * (((M[c] / deltaT) + (N / 2)) -  
                            ((D[c] / deltaT) * Sjt1b[c])); 
                    C2 = -(etaI1 / (2 * deltaT)); 
                    D2[c] = (D[c] / (4 * Math.pow(deltaT, 2))); 
                    E2[c] = P[c] + (uj[c] * Math.tan(phirau)); 
 
                    if (c == 0) { 
 
                        F2[c] = (A2 * 0) + ((B2[c] - (2 * M[c] /  
                                Math.pow(deltaT, 2))) * Sjt1b[c]) + C2 *  
                                Sjt1b[c + 1]; 
                        G2[c] = kI * Sjt2b[c] - KT * Sjt2b[c] + kI1 *  
                                Sjt2b[c + 1]; 
                        H2[c] = E2[c] + F2[c] + G2[c]; 
                    } else { 
                        if (c > 0 && c < (mPesoSeco.length - 1)) { 
 
                            F2[c] = (A2 * Sjt1b[c - 1]) + ((B2[c] - (2 * M[c]  
                                    / Math.pow(deltaT, 2))) * Sjt1b[c]) +  
                                    C2 * Sjt1b[c + 1]; 
                            G2[c] = kI * Sjt2b[c - 1] - KT * Sjt2b[c] +  
                                    kI1 * Sjt2b[c + 1]; 
                            H2[c] = E2[c] + F2[c] + G2[c]; 
                        } else { 
                            if (c == mPesoSeco.length - 1) { 
 
                                F2[c] = (A2 * Sjt1b[c - 1]) + ((B2[c] -  
                                        (2 * M[c] / Math.pow(deltaT, 2))) *  
                                        Sjt1b[c]) + C2 * 0; 
                                G2[c] = kI * Sjt2b[c - 1] - KT * Sjt2b[c] +  
                                        kI1 * Sjt2b[c]; 
                                H2[c] = E2[c] + F2[c] + G2[c]; 
                            } 
                        } 
                    } 
 
                    Sjt2c[c] = Sjt2b[c] + ((Sjt2b[c] - Sjt1b[c]) * 0.5); 
 
                    if (c == 0) { 
                        vectorFic[c] = (A2 * 0) + (B2[c] * Sjt2c[c]) +  
                              (C2 * Sjt2c[c + 1]) + (D2[c] *  
                              (Math.pow(Sjt2c[c], 2))) - H2[c]; 
                    } else { 
                        if (c > 0 && c < (mPesoSeco.length - 1)) { 
                            vectorFic[c] = (A2 * Sjt2c[c - 1]) + (B2[c] *  
                                  Sjt2c[c]) + (C2 * Sjt2c[c + 1]) + (D2[c] *  
                                  (Math.pow(Sjt2c[c], 2))) - H2[c]; 
                        } else { 
                            if (c == mPesoSeco.length - 1) { 
                                vectorFic[c] = (A2 * Sjt2c[c - 1]) +  
                                      (B2[c] * Sjt2c[c]) + (C2 * 0) +  
                                      (D2[c] * (Math.pow(Sjt2c[c], 2))) - H2[c]; 
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                            } 
                        } 
                    } 
 
                    Avalues[c] += A2; 
                    Bvalues[c] += B2[c] + (2 * D2[c] * Sjt2b[c]); 
                    Cvalues[c] += C2; 
                    Sjt2temp[c] = Sjt2c[c]; 
 
                } 
                
                for (int i = 0; i < n; i++) { 
                    mJacob[i][i] = Bvalues[i]; 
                    if (i + 1 < n) { 
                        mJacob[i + 1][i] = Avalues[i + 1]; 
                        mJacob[i][i + 1] = Cvalues[i + 1]; 
                    } 
                } 
 
                double[] invJxVecFc = new double[n]; 
 
                for (int i = 0; i < n; i++) { 
                    invJxVecFc[i] = vectorFic[i]; 
                } 
 
                solve(invJxVecFc, n, Avalues, Bvalues, Cvalues); 
                restarVector(n, Sjt2c, invJxVecFc, diffc); 
                errorSisEcuc = 0; 
 
                for (int i = 0; i < n; i++) { 
                    errorSisEcuc += Math.abs(Sjt2c[i] - diffc[i]); 
                } 
 
                for (int i = 0; i < n; i++) { 
                    Sjt2c[i] = diffc[i]; 
                } 
                Sjt2cOut = new Double[n]; 
                clonar(Sjt2c, Sjt2cOut); 
 
                segundaDerivada(n, deltaT, Sjt1b, Sjt2b, Sjt2c, AceJc); 
        
                for (int i = 0; i < n; i++) { 
 
                    Scal[i] = (ri / Math.sin(phirau)) *  
                            (Math.exp(((anguloTethaTjT2[i]) -  
                            anguloTethaPi[0]) * (Math.tan(phirau))) 
                            - 1.0); 
 
                } 
                ScalOut = new Double[n]; 
                clonar(Scal, ScalOut); 
 
            } while (errorSisEcuc >= errorMaxSisEcu); 
 
            alphaCordClone = new Double[n]; 
            clonar(alphaCord, alphaCordClone); 
            alphaCordOutList.add(alphaCordClone); 
 
            anguloTethaTjT2clone = new Double[n]; 
            clonar(anguloTethaTjT2, anguloTethaTjT2clone); 
            anguloTethaTjT1Outlist.add(anguloTethaTjT2clone); 
 
            System.out.println("  "); 
            System.out.println("EL  MOVIMIENTO c "); 
            System.out.println("  "); 
            System.out.println("deltaT" + deltaT + ""); 
 
            imprimirVector(alphaCord, n, "alphaCord"); 
            primeraDerivada(n, deltaT, Sjt1b, Sjt2c, VelJc); 
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            primeraDerivada(n, deltaT, Sjt2c, Sjt2, VelJc); 
            imprimirVector(VelJc, n, "Velocidad Sjt2c"); 
 
            SumaI = 0; 
            Sumai1 = 0; 
 
            for (int i = 0; i < n; i++) { 
 
                SumaI += Sjt2b[i]; 
            } 
 
            for (int i = 0; i < n; i++) { 
                Sumai1 += Sjt2c[i]; 
            } 
 
            errort = Math.abs(SumaI - Sumai1); 
 
            double Sumax = 0; 
            double Sumay = 0; 
            double Sumamultpx_y = 0; 
            double Sumaxcuad = 0; 
            double Sumaycuad = 0; 
            double m = 0; 
            double b = 0; 
 
            for (int i = 0; i < n; i++) { 
 
                Sumax += Sjt2b[i]; 
                Sumay += Sjt2c[i]; 
                Sumamultpx_y += (Sjt2b[i] * Sjt2c[i]); 
                Sumaxcuad += (Sjt2b[i] * Sjt2b[i]); 
                Sumaycuad += (Sjt2c[i] * Sjt2c[i]); 
            } 
 
            m = ((n * Sumamultpx_y) - (Sumax * Sumay)) /  
                    ((n * Sumaxcuad) - Math.pow(Sumax, 2)); 
            b = ((Sumaxcuad * Sumay) - (Sumax * Sumamultpx_y)) /  
                    ((n * Sumaxcuad) - Math.pow(Sumax, 2)); 
 
            Coeficiente_r = ((n * Sumamultpx_y) - (Sumax * Sumay)) 
                    / (Math.sqrt((n * Sumaxcuad) - (Math.pow(Sumax, 2)))  
                    * Math.sqrt((n * Sumaycuad) - (Math.pow(Sumay, 2)))); 
 
            for (int i = 0; i < n; i++) { 
                Sjt1b[i] = Sjt2b[i]; 
 
            } 
 
            for (int i = 0; i < n; i++) { 
                Sjt2b[i] = Sjt2temp[i]; 
 
            } 
 
            imprimirVector(Scal, n, " Scal "); 
            ScalOutList.add(ScalOut); 
            Sjt2cOutList.add(Sjt2cOut); 
            imprimirVector(Sjt2c, n, "Posición FINAL " + counter); 
            System.out.println(punit); 
 
        } 
        escribir(); 
         
        JOptionPane.showMessageDialog(null, "Fin."); 
    } 
 
    static double determinante(double M[][], int n) { 
        double aux = 0; 
        if (n == 1) { 
            aux = M[0][0]; 
        } else if (n == 2) { 
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            //determinante para matriz de 2 por 2 
            aux = M[0][0] * M[1][1] - M[0][1] * M[1][0]; 
        } else { 
            //determinante para matriz de tama�o mayor a 2 
            for (int i = 0; i < n; i++) { 
                aux += M[0][i] * cofactor(0, i, M, n); 
            } 
        } 
 
        return aux; 
    } 
 
    static double cofactor(int i, int j, double M[][], int n) { 
        boolean fil = false; 
        boolean col = false; 
        double r[][] = new double[n][n]; 
 
        for (int k = 0; k < n - 1; k++) { 
            col = false; 
            if (k == i) { 
                fil = true; 
            } 
            for (int l = 0; l < n - 1; l++) { 
                if (l == j) { 
                    col = true; 
                } 
 
                r[k][l] = M[fil ? k + 1 : k][col ? l + 1 : l]; 
            } 
        } 
 
        return (double) (Math.pow(-1, i + j) * determinante(r, n - 1)); 
    } 
 
    static void inversa(double M[][], int n, double inv[][]) { 
        double adjunta[][] = new double[n][n]; 
        double aux; 
        for (int i = 0; i < n; i++) { 
            for (int j = 0; j < n; j++) { 
 
                aux = cofactor(j, i, M, n); 
 
                adjunta[i][j] = aux; 
 
            } 
        } 
        mulExM(determinante(M, n), adjunta, n, inv); 
 
    } 
 
    public void clonar(double[] a, Double[] b) { 
        for (int i = 0; i < a.length; i++) { 
            b[i] = a[i]; 
        } 
    } 
 
    static void mulExM(double e, double adjunta[][], int n, double inv[][]) { 
        double aux; 
        for (int i = 0; i < n; i++) { 
            for (int j = 0; j < n; j++) { 
                aux = adjunta[i][j] / e; 
                adjunta[i][j] = aux; 
                inv[i][j] = aux; 
            } 
        } 
    } 
 
    static void mulExV(double e, double vectorA[], int n, double vectorB[]) { 
        for (int i = 0; i < n; i++) { 
            vectorB[i] = e * vectorA[i]; 
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        } 
    } 
 
    static void imprimirMatriz(double M[][], int m, int n, String fuente) { 
        System.out.println(fuente); 
        for (int c = 0; c < m; c++) { 
            for (int d = 0; d < n; d++) { 
                if (d == 0) { 
 
                    System.out.print("|"); 
                } 
                System.out.print(M[c][d]); 
                if (d != n - 1) { 
                    System.out.print("  "); 
                } 
                if (d == n - 1) { 
                    System.out.print("|"); 
                } 
            } 
            System.out.println(); 
        } 
    } 
 
    static void imprimirVector(double M[], int n, String fuente) { 
        System.out.println(fuente); 
        for (int d = 0; d < n; d++) { 
            if (d == 0) { 
                System.out.print(""); 
            } 
            System.out.print(M[d]); 
            if (d != n - 1) { 
                System.out.print(" "); 
            } 
            if (d == n - 1) { 
                System.out.print(""); 
            } 
        } 
        System.out.println(); 
    } 
 
    static void sumar(int m, int n, int k, int l, double[][] R,  
            double[][] A, double[][] B) { 
        for (int i = 0; i < m; i++) { 
            for (int j = 0; j < n; j++) { 
                R[i][j] = A[i][j] + B[i][j]; 
            } 
        } 
    } 
 
    static void restar(int m, int n, int k, int l, double[][] R,  
            double[][] A, double[][] B) { 
        for (int i = 0; i < m; i++) { 
            for (int j = 0; j < n; j++) { 
                R[i][j] = A[i][j] - B[i][j]; 
            } 
        } 
    } 
 
    static void restarVector(int n, double[] A, double[] B, double[] R) { 
        for (int i = 0; i < n; i++) { 
            R[i] = A[i] - B[i]; 
        } 
    } 
 
    static void primeraDerivada(int n, double delta, double[] St2,  
            double[] St0, double[] V) { 
        for (int i = 0; i < n; i++) { 
            V[i] = (St2[i] - St0[i]) / (2 * delta); 
        } 
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    } 
 
    static void segundaDerivada(int n, double delta, double[] St0,  
            double[] St1, double[] St2, double[] Ace) { 
        for (int i = 0; i < n; i++) { 
            Ace[i] = (St0[i] - (2 * St1[i]) + St2[i]) / (Math.pow(delta, 2)); 
        } 
    } 
 
    static void multiplicar(int m, int n, int k, int l, double[][] R,  
            double[][] A, double[][] B) { 
        for (int y = 0; y < m; y++) { 
            for (int z = 0; z < l; z++) { 
                R[y][z] = 0; 
            } 
        } 
        for (int r = 0; r < m; r++) { 
            for (int s = 0; s < l; s++) { 
                for (int p = 0; p < n; p++) { 
                    R[r][s] += A[r][p] * B[p][s]; 
                } 
            } 
        } 
    } 
 
    double[] mulVxM(double[] a, double[][] b, int n) { 
        double[] salida; 
 
        salida = new double[n]; 
        //pone la salida en 0 
        for (int i = 0; i < n; i++) { 
            salida[i] = 0; 
        } 
        //hace el producto y la suma posicion a posicion   } 
        //hace el producto y la suma posicion a 
        for (int i = 0; i < n; i++) { 
            for (int j = 0; j < n; j++) { 
                salida[i] += b[i][j] * a[j]; 
            } 
 
        } 
        return salida; 
    } 
 
    static void multiplicarXReal(int m, int n, int k, int l, double v,  
            double[][] R, double[][] A) { 
        for (int i = 0; i < m; i++) { 
            for (int j = 0; j < n; j++) { 
                R[i][j] = A[i][j] * v; 
            } 
        } 
    } 
 
    static void trasponer(int m, int n, int k, int l, double[][] R,  
            double[][] A) { 
        for (int i = 0; i < m; i++) { 
            for (int j = 0; j < n; j++) { 
                R[j][i] = A[i][j]; 
            } 
        } 
    } 
 
    void solve(double x[], int N, double a[], double b[], double c[]) { 
 
        /* 
        c[0] = c[0] / b[0]; 
        x[0] = x[0] / b[0]; 
 
        /* loop from 1 to N - 1 inclusive */ 
        for (int i = 1; i < N; i++) { 
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            double m = 1.0f / (b[i] - a[i] * c[i - 1]); 
            if (i < (N - 1)) { 
                c[i] = c[i] * m; 
            } 
            x[i] = (x[i] - a[i] * x[i - 1]) * m; 
        } 
 
        /* loop from N - 2 to 0 inclusive */ 
        for (int i = N - 2; i-- > 0;) { 
            x[i] = x[i] - c[i] * x[i + 1]; 
        } 
    } 
 
    static void minimosCuadrados(int n, double[] x, double[] y, double coefr) { 
        double Sumax = 0; 
        double Sumay = 0; 
        double Sumamultpx_y = 0; 
        double Sumaxcuad = 0; 
        double Sumaycuad = 0; 
        double m = 0; 
        double b = 0; 
 
        for (int i = 0; i < n; i++) { 
            Sumax += x[i]; 
            Sumay += y[i]; 
            Sumamultpx_y += (x[i] * y[i]); 
            Sumaxcuad += (x[i] * x[i]); 
            Sumaycuad += (y[i] * y[i]); 
        } 
 
        m = ((n * Sumamultpx_y) - (Sumax * Sumay)) / ((n * Sumaxcuad) -  
            Math.pow(Sumax, 2)); 
        b = ((Sumaxcuad * Sumay) - (Sumax * Sumamultpx_y)) /  
            ((n * Sumaxcuad) - Math.pow(Sumax, 2)); 
        coefr = ((n * Sumamultpx_y) - (Sumax * Sumay)) /  
                (Math.sqrt((n * Sumaxcuad) - (Math.pow(Sumax, 2))) *  
                Math.sqrt((n * Sumaycuad) - (Math.pow(Sumay, 2)))); 
 
    } 
 
    public double[] getAnchoB() { 
        return anchoB; 
    } 
 
    public void setAnchoB(double[] anchoB) { 
        this.anchoB = anchoB; 
    } 
 
    public double getCohesion() { 
        return cohesion; 
    } 
 
    public void setCohesion(double cohesion) { 
        this.cohesion = cohesion; 
    } 
 
    public double getFs() { 
        return fs; 
    } 
 
    public void setFs(double fs) { 
        this.fs = fs; 
    } 
 
    public double[] getRadios() { 
        return radios; 
    } 
 
    public void setRadios(double[] radios) { 
        this.radios = radios; 
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    } 
 
    public double[] getDeltaEmpuje() { 
        return deltaEmpuje; 
    } 
 
    public void setDeltaEmpuje(double[] deltaEmpuje) { 
        this.deltaEmpuje = deltaEmpuje; 
    } 
 
    public double[] getUPi() { 
        return UPi; 
    } 
 
    public void setUPi(double[] UPi) { 
        this.UPi = UPi; 
    } 
 
    public double[] getUPi1() { 
        return UPi1; 
    } 
 
    public void setUPi1(double[] UPi1) { 
        this.UPi1 = UPi1; 
    } 
 
    public double[] getAnguloTethaPi() { 
        return anguloTethaPi; 
    } 
 
    public void setAnguloTethaPi(double[] anguloTethaPi) { 
        this.anguloTethaPi = anguloTethaPi; 
    } 
 
    public double[] getAnguloTethaPi1() { 
        return anguloTethaPi1; 
    } 
 
    public void setAnguloTethaPi1(double[] anguloTethaPi1) { 
        this.anguloTethaPi1 = anguloTethaPi1; 
    } 
 
    public double[] getAnguloTethaTj() { 
        return anguloTethaTj; 
    } 
 
    public void setAnguloTethaTj(double[] anguloTethaTj) { 
        this.anguloTethaTj = anguloTethaTj; 
    } 
 
    public double getRi() { 
        return ri; 
    } 
 
    public void setRi(double ri) { 
        this.ri = ri; 
    } 
 
    public ModeloDinamico() { 
 
    } 
 
    public double[] getAlphaCord() { 
        return alphaCord; 
    } 
 
    public void setAlphaCord(double[] alphaCord) { 
        this.alphaCord = alphaCord; 
    } 
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    public double[] getUj() { 
        return uj; 
    } 
 
    public void setUj(double[] uj) { 
        this.uj = uj; 
    } 
 
    public double[] getmPesoSeco() { 
        return mPesoSeco; 
    } 
 
    public void setmPesoSeco(double[] mPesoSeco) { 
        this.mPesoSeco = mPesoSeco; 
    } 
 
    public double getPhirau() { 
        return phirau; 
    } 
 
    public void setPhirau(double phirau) { 
        this.phirau = phirau; 
    } 
 
    public double getCoefAceHorPico() { 
        return coefAceHorPico; 
    } 
 
    public void setCoefAceHorPico(double coefAceHorPico) { 
        this.coefAceHorPico = coefAceHorPico; 
    } 
 
    public double[] getS() { 
        return s; 
    } 
 
    public void setS(double[] s) { 
        this.s = s; 
    } 
 
    public int getN() { 
        return n; 
    } 
 
    public void setN(int n) { 
        this.n = n; 
    } 
 
    public double getXo() { 
        return Xo; 
    } 
 
    public void setXo(double Xo) { 
        this.Xo = Xo; 
    } 
 
    public double getZo() { 
        return Zo; 
    } 
 
    public void setZo(double Zo) { 
        this.Zo = Zo; 
    } 
 
    public double getXb() { 
        return Xb; 
    } 
 
    public void setXb(double Xb) { 
        this.Xb = Xb; 
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    } 
 
    public double getZb() { 
        return Zb; 
    } 
 
    public void setZb(double Zb) { 
        this.Zb = Zb; 
    } 
 
    public double getXa() { 
        return Xa; 
    } 
 
    public void setXa(double Xa) { 
        this.Xa = Xa; 
    } 
 
    public double getZa() { 
        return Za; 
    } 
 
    public void setZa(double Za) { 
        this.Za = Za; 
    } 
 
    public double getXc() { 
        return Xc; 
    } 
 
    public void setXc(double Xc) { 
        this.Xc = Xc; 
    } 
 
    public double getZc() { 
        return Zc; 
    } 
 
    public void setZc(double Zc) { 
        this.Zc = Zc; 
    } 
 
    public double getAngXi() { 
        return angXi; 
    } 
 
    public void setAngXi(double angXi) { 
        this.angXi = angXi; 
    } 
 
    public double getAngB() { 
        return angB; 
    } 
 
    public void setAngB(double angB) { 
        this.angB = angB; 
    } 
 
    public double getAltH() { 
        return altH; 
    } 
 
    public void setAltH(double altH) { 
        this.altH = altH; 
    } 
 
    public double getAltHw() { 
        return altHw; 
    } 
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    public double getPunit() { 
        return punit; 
    } 
 
    public void setPunit(double punit) { 
        this.punit = punit; 
    } 
 
    public void setAltHw(double altHw) { 
        this.altHw = altHw; 
    } 
 
    public double[] getCordXea() { 
        return cordXea; 
    } 
 
    public void setCordXea(double[] cordXea) { 
        this.cordXea = cordXea; 
    } 
 
    public double[] getCordZea() { 
        return cordZea; 
    } 
 
    public void setCordZea(double[] cordZea) { 
        this.cordZea = cordZea; 
    } 
 
    public double[] getCordXeb() { 
        return cordXeb; 
    } 
 
    public void setCordXeb(double[] cordXeb) { 
        this.cordXeb = cordXeb; 
    } 
 
    public double[] getCordZeb() { 
        return cordZeb; 
    } 
 
    public void setCordZeb(double[] cordZeb) { 
        this.cordZeb = cordZeb; 
    } 
 
    public double[] getXhw() { 
        return Xhw; 
    } 
 
    public void setXhw(double[] Xhw) { 
        this.Xhw = Xhw; 
    } 
 
    public double[] getZhw() { 
        return Zhw; 
    } 
 
    public void setZhw(double[] Zhw) { 
        this.Zhw = Zhw; 
    } 
 
    public void escribir() throws IOException { 
      FileWriter fw = new FileWriter(new File("salidaDinamico.txt")); 
      BufferedWriter bf = new BufferedWriter(fw); 
 
      bf.write("Phi " + phirau + " Cohesion " + cohesion + "  ri " + ri + 
                "  ThetaPi0 " + anguloTethaPi[0] + " ThetaTj0 " +  
                anguloTethaTj[0] + " ThetaPi10 " + anguloTethaPi1[0]); 
         
      bf.newLine(); 
      bf.write("etaI " + Arrays.toString(etaiOut) + " etaI1 " +  
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             Arrays.toString(etai1Out) + " etaj " + Arrays.toString(etajOut)); 
         
     bf.newLine(); 
     bf.write("Ki " + Arrays.toString(KiOut) + " Ki1Out " +  
                Arrays.toString(Ki1Out)); 
         
     bf.newLine(); 
     bf.write("Xo " + Xo + "   punit " + punit+ "  N Tajad " + n   
                +  " H talud " + altH); 
         
     bf.newLine(); 
     bf.write("Zo " + Zo); 
         
     bf.newLine(); 
     bf.write("Xb " + Xb + " deltaT1 " + deltaTOut + " deltaT2 " +  
                deltaT2Out+ " deltaT3 " + deltaT3Out); 
         
     bf.newLine(); 
     bf.write("Zb " + Zb); 
     bf.newLine(); 
         
     bf.write("Xa " + Xa + "   FS " +fs); 
     bf.newLine(); 
 
     bf.write("Za " + Za+ "  Coef " + coefAceHorPico); 
     bf.newLine(); 
 
     bf.write("Xc " + Xc); 
     bf.newLine(); 
 
     bf.write("Zc " + Zc); 
     bf.newLine(); 
 
     bf.write("angXi " + angXi); 
     bf.newLine(); 
 
     bf.write("angB " + angB); 
     bf.newLine(); 
 
     bf.write("altH " + altH); 
     bf.newLine(); 
 
     bf.write("altHw " + altHw); 
     bf.newLine(); 
 
     bf.write("cordXea "); 
        for (int i = 0; i < cordXea.length; i++) { 
            bf.write(cordXea[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.write("cordZea "); 
        for (int i = 0; i < cordZea.length; i++) { 
            bf.write(cordZea[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.write("cordXeb "); 
        for (int i = 0; i < cordXeb.length; i++) { 
            bf.write(cordXeb[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.write("cordZeb "); 
        for (int i = 0; i < cordZeb.length; i++) { 
            bf.write(cordZeb[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.write("Xhw "); 
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        for (int i = 0; i < Xhw.length; i++) { 
            bf.write(Xhw[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.write("Zhw "); 
        for (int i = 0; i < Zhw.length; i++) { 
            bf.write(Zhw[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.newLine(); 
     bf.write("Sjt0Out "); 
        for (int i = 0; i < Sjt0Out.length; i++) { 
            bf.write(Sjt0Out[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.write("Sjt1Out "); 
        for (int i = 0; i < Sjt1Out.length; i++) { 
            bf.write(Sjt1Out[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.write("Sjt2Out "); 
        for (int i = 0; i < Sjt2Out.length; i++) { 
            bf.write(Sjt2Out[i] + " "); 
        } 
     bf.newLine(); 
 
     bf.write("Sjt2bOut "); 
        for (int i = 0; i < Sjt2bOut.length; i++) { 
            bf.write(Sjt2bOut[i] + " "); 
        } 
     bf.newLine(); 
 
     for (int i = 0; i < Sjt2cOutList.size(); i++) { 
            bf.write("Sjt2cOutList "); 
            for (int j = 0; j < Sjt2cOutList.get(i).length; j++) { 
                bf.write(Sjt2cOutList.get(i)[j] + " "); 
            } 
            bf.newLine(); 
        } 
       bf.write("Tamaño Sjt2cOutList" + Sjt2cOutList.size()); 
       bf.newLine(); 
 
       bf.newLine(); 
       bf.write("alphaCordOut0 "); 
        for (int i = 0; i < alphaCordOut0.length; i++) { 
            bf.write(alphaCordOut0[i] + " "); 
        } 
 
       bf.newLine(); 
       bf.write("alphaCordOut1 "); 
        for (int i = 0; i < alphaCordOut1.length; i++) { 
            bf.write(alphaCordOut1[i] + " "); 
        } 
 
       bf.newLine(); 
        for (int i = 0; i < alphaCordOutList.size(); i++) { 
            bf.write("alphaCordOutList "); 
            for (int j = 0; j < alphaCordOutList.get(i).length; j++) { 
                bf.write(alphaCordOutList.get(i)[j] + " "); 
            } 
            bf.newLine(); 
        } 
       bf.write("Tamaño alphaCordOutList: " + alphaCordOutList.size()); 
       bf.newLine(); 
 
       bf.newLine(); 
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       bf.write("anguloTethaOutTjT0 "); 
        for (int i = 0; i < anguloTethaOutTjT0.length; i++) { 
            bf.write(anguloTethaOutTjT0[i] + " "); 
        } 
        
       bf.newLine(); 
       bf.write("anguloTethaOutTjT1 "); 
        for (int i = 0; i < anguloTethaOutTjT1.length; i++) { 
            bf.write(anguloTethaOutTjT1[i] + " "); 
        } 
                
       bf.newLine(); 
       bf.write("anguloTethaOutTjT1i "); 
        for (int i = 0; i < anguloTethaOutTjT1i.length; i++) { 
            bf.write(anguloTethaOutTjT1i[i] + " "); 
        } 
 
       bf.newLine(); 
        for (int i = 1; i < anguloTethaTjT1Outlist.size(); i++) { 
            bf.write("anguloTethaTjT1Outlist "); 
            for (int j = 0; j < anguloTethaTjT1Outlist.get(i).length; j++) { 
                bf.write(anguloTethaTjT1Outlist.get(i)[j] + " "); 
            } 
            bf.newLine(); 
        } 
       bf.write("Tamaño anguloTethaTjT1Outlist: "  
               + anguloTethaTjT1Outlist.size()); 
       bf.newLine(); 
 
       bf.write("PESOS "); 
        for (int i = 0; i < mPesoSeco.length; i++) { 
            bf.write(mPesoSeco[i] + " "); 
        } 
       bf.newLine(); 
        
       bf.close(); 
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 * @ author rmoreno 
 */ 
public class Escritor { 
 
    public static void Escribir(double[] alphaCord, double[] Uj, double[] mPesoSeco, 
            double phirad, double coefAceHorpico, double[] radios, double[] deltaEmpuje, 
            double[] UPi, double[] UPi1, double[] anguloTethaPi, double[] anguloTethaPi1, 
            double[] anguloTethaTj, double ri, double fs, double[] anchoB, double cohesion, 
            double Xoo, double Zoo, double Xb, double Zb, double Xi, double Zi, double Xc, double Zc, 
            double angXi, double angB, double altH, double altHw, 
            double[] cordXea, double[] cordZea, double[] cordXeb, double[] cordZeb, 
            double[] Xhw, double[] Zhw,double punit 
    ) throws IOException { 
        FileWriter fw = new FileWriter(new File("out.txt")); 
        BufferedWriter bf = new BufferedWriter(fw); 
 
        for (int i = 0; i < alphaCord.length; i++) { 
            bf.write(alphaCord[i] + " "); 
        } 
        bf.newLine(); 
        for (int i = 0; i < Uj.length; i++) { 
            bf.write(Uj[i] + " "); 
        } 
        bf.newLine(); 
        for (int i = 0; i < mPesoSeco.length; i++) { 
            bf.write(mPesoSeco[i] + " "); 
        } 
 
        bf.newLine(); 
        for (int i = 0; i < radios.length; i++) { 
            bf.write(radios[i] + " "); 
        } 
 
        bf.newLine(); 
        for (int i = 0; i < deltaEmpuje.length; i++) { 
            bf.write(deltaEmpuje[i] + " "); 
        } 
 
        bf.newLine(); 
        for (int i = 0; i < UPi.length; i++) { 
            bf.write(UPi[i] + " "); 
        } 
 
        bf.newLine(); 
        for (int i = 0; i < UPi1.length; i++) { 
            bf.write(UPi1[i] + " "); 
        } 
 
        bf.newLine(); 
        for (int i = 0; i < anguloTethaPi.length; i++) { 
            bf.write(anguloTethaPi[i] + " "); 
        } 
 
        bf.newLine(); 
        for (int i = 0; i < anguloTethaPi1.length; i++) { 
            bf.write(anguloTethaPi1[i] + " "); 
        } 
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        bf.newLine(); 
        for (int i = 0; i < anguloTethaTj.length; i++) { 
            bf.write(anguloTethaTj[i] + " "); 
        } 
 
        bf.newLine(); 
        bf.write(phirad + ""); 
        bf.newLine(); 
        bf.write(coefAceHorpico + ""); 
        bf.newLine(); 
        bf.write(ri + ""); 
        bf.newLine(); 
        bf.write(fs + ""); 
        bf.newLine(); 
        for (int i = 0; i < anchoB.length; i++) { 
            bf.write(anchoB[i] + " "); 
        } 
        bf.newLine(); 
        bf.write(cohesion + ""); 
        bf.newLine(); 
 
        bf.write(Xoo + ""); 
        bf.newLine(); 
 
        bf.write(Zoo + ""); 
        bf.newLine(); 
 
        bf.write(Xb + ""); 
        bf.newLine(); 
 
        bf.write(Zb + ""); 
        bf.newLine(); 
 
        bf.write(Xi + ""); 
        bf.newLine(); 
 
        bf.write(Zi + ""); 
        bf.newLine(); 
 
        bf.write(Xc + ""); 
        bf.newLine(); 
 
        bf.write(Zc + ""); 
        bf.newLine(); 
 
        bf.write(angXi + ""); 
        bf.newLine(); 
 
        bf.write(angB + ""); 
        bf.newLine(); 
 
        bf.write(altH + ""); 
        bf.newLine(); 
 
        bf.write(altHw + ""); 
        bf.newLine(); 
 
        for (int i = 0; i < cordXea.length; i++) { 
            bf.write(cordXea[i] + " "); 
        } 
        bf.newLine(); 
 
        for (int i = 0; i < cordZea.length; i++) { 
            bf.write(cordZea[i] + " "); 
        } 
        bf.newLine(); 
 
        for (int i = 0; i < cordXeb.length; i++) { 
            bf.write(cordXeb[i] + " "); 
        } 
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        bf.newLine(); 
 
        for (int i = 0; i < cordZeb.length; i++) { 
            bf.write(cordZeb[i] + " "); 
        } 
        bf.newLine(); 
 
        for (int i = 0; i < Xhw.length; i++) { 
            bf.write(Xhw[i] + " "); 
        } 
        bf.newLine(); 
 
        for (int i = 0; i < Zhw.length; i++) { 
            bf.write(Zhw[i] + " "); 
        } 
        bf.newLine(); 
        bf.write(punit+""); 
        bf.newLine(); 
        bf.close(); 
    } 
 
    public static void Escribir(double[] alphaCord, double[] Uj, double[] mPesoSeco, double phirad, double coefAceHorpico) 
throws IOException { 
        FileWriter fw = new FileWriter(new File("out.txt")); 
        BufferedWriter bf = new BufferedWriter(fw); 
 
        for (int i = 0; i < alphaCord.length; i++) { 
            bf.write(alphaCord[i] + " "); 
        } 
        bf.newLine(); 
        for (int i = 0; i < Uj.length; i++) { 
            bf.write(Uj[i] + " "); 
        } 
        bf.newLine(); 
        for (int i = 0; i < mPesoSeco.length; i++) { 
            bf.write(mPesoSeco[i] + " "); 
        } 
        bf.newLine(); 
        bf.write(phirad + ""); 
        bf.newLine(); 
        bf.write(coefAceHorpico + ""); 
        bf.newLine(); 
        bf.close(); 
    } 
 
    static void Escribir(double[] MinAlpahCordList, double[] MinUjList, double[] MinmPesoSecoList, double[] 
MinmRadioTajadas, double Phirad, double coefAcelHorPico) { 
        throw new UnsupportedOperationException("Not supported yet."); //To change body of generated methods, choose 
Tools | Templates. 
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 * @author rmoreno 
 */ 
public class Lector { 
 
    public ModeloDinamico leer(String name) throws FileNotFoundException { 
 
        ModeloDinamico m = new ModeloDinamico(); 
        Scanner scan; 
        if (name.equals("")) { 
            scan = new Scanner(new File("out.txt")); 
        } else { 
            scan = new Scanner(new File(name)); 
        } 
 
        String alphacord; 
        String uj; 
        String mpesoSeco; 
        String phirad; 
        String coefAce; 
        String radios; 
        String deltaEmpuje; 
        String UPi; 
        String UPi1; 
        String anguloTethaPi; 
        String anguloTethaPi1; 
        String anguloTethaTj; 
        String anchoB; 
        String fs; 
        String cohesion; 
        String ri; 
 
        String Xo_; 
        String Zo_; 
        String Xb_; 
        String Zb_; 
        String Xi_; 
        String Zi_; 
        String Xc_; 
        String Zc_; 
 
        String angXi_; 
        String angB_; 
        String H_; 
        String Hw_; 
 
        String cordXea_; 
        String cordZea_; 
        String cordXeb_; 
        String cordZeb_; 
        String Xhw_; 
        String Zhw_; 
        String punit; 
 
        alphacord = scan.nextLine(); 
        uj = scan.nextLine(); 
        mpesoSeco = scan.nextLine(); 
        radios = scan.nextLine(); 
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        deltaEmpuje = scan.nextLine(); 
        UPi = scan.nextLine(); 
        UPi1 = scan.nextLine(); 
        anguloTethaPi = scan.nextLine(); 
        anguloTethaPi1 = scan.nextLine(); 
        anguloTethaTj = scan.nextLine(); 
        phirad = scan.nextLine(); 
        coefAce = scan.nextLine(); 
        ri = scan.nextLine(); 
        fs = scan.nextLine(); 
        anchoB = scan.nextLine(); 
        cohesion = scan.nextLine(); 
        Xo_ = scan.nextLine(); 
        Zo_ = scan.nextLine(); 
        Xb_ = scan.nextLine(); 
        Zb_ = scan.nextLine(); 
        Xi_ = scan.nextLine(); 
        Zi_ = scan.nextLine(); 
        Xc_ = scan.nextLine(); 
        Zc_ = scan.nextLine(); 
 
        angXi_ = scan.nextLine(); 
        angB_ = scan.nextLine(); 
        H_ = scan.nextLine(); 
        Hw_ = scan.nextLine(); 
 
        cordXea_ = scan.nextLine(); 
        cordZea_ = scan.nextLine(); 
        cordXeb_ = scan.nextLine(); 
        cordZeb_ = scan.nextLine(); 
        Xhw_ = scan.nextLine(); 
        Zhw_ = scan.nextLine(); 
        punit = scan.nextLine(); 
 
        int n = alphacord.split(" ").length; 
        double[] alphaCordValues = new double[n]; 
        double[] ujValues = new double[n]; 
        double[] mPesoSecoValues = new double[n]; 
        double[] radiosValues = new double[n]; 
        double[] deltaEmpujeValues = new double[n]; 
        double[] UPiValues = new double[n]; 
        double[] UPi1Values = new double[n]; 
        double[] anguloTethaPiValues = new double[n]; 
        double[] anguloTethaPi1Values = new double[n]; 
        double[] anguloTethaTjValues = new double[n]; 
        double phiradValue = new Double(phirad); 
        double coefAceValue = new Double(coefAce); 
        double riValue = new Double(ri); 
        double[] anchoBValues = new double[n]; 
        double fsValue = new Double(fs); 
        double cohesionValue = new Double(cohesion); 
 
        double Xo = new Double(Xo_); 
        double Zo = new Double(Zo_); 
        double Xb = new Double(Xb_); 
        double Zb = new Double(Zb_); 
        double Xi = new Double(Xi_); 
        double Zi = new Double(Zi_); 
        double Xc = new Double(Xc_); 
        double Zc = new Double(Zc_); 
 
        double angXi = new Double(angXi_); 
        double angB = new Double(angB_); 
        double H = new Double(H_); 
        double Hw = new Double(Hw_); 
 
        String[] splitValues = new String[n]; 
        splitValues = alphacord.split(" "); 
        for (int i = 0; i < n; i++) { 
            alphaCordValues[i] = new Double(splitValues[i]); 
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        } 
 
        splitValues = uj.split(" "); 
        for (int i = 0; i < n; i++) { 
            ujValues[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = mpesoSeco.split(" "); 
        for (int i = 0; i < n; i++) { 
            mPesoSecoValues[i] = new Double(splitValues[i]); 
        } 
 
        /** 
         * 
         */ 
        splitValues = radios.split(" "); 
        for (int i = 0; i < n; i++) { 
            radiosValues[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = deltaEmpuje.split(" "); 
        for (int i = 0; i < n; i++) { 
            deltaEmpujeValues[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = UPi.split(" "); 
        for (int i = 0; i < n; i++) { 
            UPiValues[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = UPi1.split(" "); 
        for (int i = 0; i < n; i++) { 
            UPi1Values[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = anguloTethaPi.split(" "); 
        for (int i = 0; i < n; i++) { 
            anguloTethaPiValues[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = anguloTethaPi1.split(" "); 
        for (int i = 0; i < n; i++) { 
            anguloTethaPi1Values[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = anguloTethaTj.split(" "); 
        for (int i = 0; i < n; i++) { 
            anguloTethaTjValues[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = anchoB.split(" "); 
        for (int i = 0; i < n; i++) { 
            anchoBValues[i] = new Double(splitValues[i]); 
        } 
 
        double[] cordXea = new double[n]; 
        double[] cordZea = new double[n]; 
        double[] cordXeb = new double[n]; 
        double[] cordZeb = new double[n]; 
        double[] Xhw = new double[n]; 
        double[] Zhw = new double[n]; 
        double puunint = new Double(punit); 
        splitValues = cordXea_.split(" "); 
        for (int i = 0; i < n; i++) { 
            cordXea[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = cordZea_.split(" "); 
        for (int i = 0; i < n; i++) { 
            cordZea[i] = new Double(splitValues[i]); 
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        } 
 
        splitValues = cordXeb_.split(" "); 
        for (int i = 0; i < n; i++) { 
            cordXeb[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = cordZeb_.split(" "); 
        for (int i = 0; i < n; i++) { 
            cordZeb[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = Xhw_.split(" "); 
        for (int i = 0; i < n; i++) { 
            Xhw[i] = new Double(splitValues[i]); 
        } 
 
        splitValues = Zhw_.split(" "); 
        for (int i = 0; i < n; i++) { 
        } 
 
        m = new ModeloDinamico(alphaCordValues, ujValues, mPesoSecoValues,  
                phiradValue, coefAceValue,radiosValues, deltaEmpujeValues,  
                UPiValues,UPi1Values,anguloTethaPiValues,anguloTethaPi1Values,  
                anguloTethaTjValues, riValue, fsValue, anchoBValues,  
                cohesionValue, Xo, Zo, Xb, Zb, Xi, Zi, Xc, Zc, angXi, angB, 
                H, Hw, cordXea, cordZea, cordXeb, cordZeb, Xhw, Zhw, puunint); 
        return m; 
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 * @author rmoreno 
 */ 
public class InterfazDinamico extends javax.swing.JFrame { 
 
    public InterfazDinamico() { 
        initComponents(); 
    } 
 
    @SuppressWarnings("unchecked") 
    // <editor-fold defaultstate="collapsed" desc="Generated Code">                           
    private void initComponents() { 
 
        jPanel1 = new javax.swing.JPanel(); 
        jPanel2 = new javax.swing.JPanel(); 
        jLabel6 = new javax.swing.JLabel(); 
        jPanel3 = new javax.swing.JPanel(); 
        etaitf = new javax.swing.JSpinner(); 
        etai1tf = new javax.swing.JSpinner(); 
        etaij = new javax.swing.JSpinner(); 
        kitf = new javax.swing.JSpinner(); 
        ki1tf = new javax.swing.JSpinner(); 
        jLabel1 = new javax.swing.JLabel(); 
        jLabel2 = new javax.swing.JLabel(); 
        jLabel3 = new javax.swing.JLabel(); 
        jLabel4 = new javax.swing.JLabel(); 
        jLabel5 = new javax.swing.JLabel(); 
        jButton1 = new javax.swing.JButton(); 
        jLabel7 = new javax.swing.JLabel(); 
 
        setDefaultCloseOperation(javax.swing.WindowConstants.EXIT_ON_CLOSE); 
        setResizable(false); 
 
        jPanel1.setBackground(new java.awt.Color(204, 255, 255)); 
        jPanel1.setToolTipText("00"); 
 
        jPanel2.setBackground(new java.awt.Color(255, 255, 255)); 
        jPanel2.setBorder(new javax.swing.border.SoftBevelBorder(javax.swing.border.BevelBorder.RAISED)); 
        jPanel2.setForeground(new java.awt.Color(204, 204, 204)); 
 
        jLabel6.setBackground(new java.awt.Color(204, 255, 255)); 
        jLabel6.setFont(new java.awt.Font("Arial Narrow", 2, 18)); // NOI18N 
        jLabel6.setText("INTERFAZ DINÁMICA"); 
 
        javax.swing.GroupLayout jPanel2Layout = new javax.swing.GroupLayout(jPanel2); 
        jPanel2.setLayout(jPanel2Layout); 
        jPanel2Layout.setHorizontalGroup( 
            jPanel2Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, jPanel2Layout.createSequentialGroup() 
                .addContainerGap(53, Short.MAX_VALUE) 
                .addComponent(jLabel6) 
                .addGap(47, 47, 47)) 
        ); 
        jPanel2Layout.setVerticalGroup( 
            jPanel2Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, jPanel2Layout.createSequentialGroup() 
                .addContainerGap() 
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                .addComponent(jLabel6, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE) 
                .addContainerGap()) 
        ); 
 
        jPanel3.setBackground(new java.awt.Color(236, 255, 255)); 
        jPanel3.setBorder(javax.swing.BorderFactory.createTitledBorder(null, "Datos de Entrada", 
javax.swing.border.TitledBorder.LEFT, javax.swing.border.TitledBorder.TOP, new java.awt.Font("Arial Narrow", 2, 16), new 
java.awt.Color(0, 102, 0))); // NOI18N 
        jPanel3.setForeground(new java.awt.Color(51, 102, 0)); 
 
        etaitf.setModel(new javax.swing.SpinnerNumberModel(0.0d, 0.0d, 1000000.0d, 10000.0d)); 
        etai1tf.setModel(new javax.swing.SpinnerNumberModel(0.0d, 0.0d, 1000000.0d, 10000.0d)); 
        etaij.setModel(new javax.swing.SpinnerNumberModel(0.0d, 0.0d, 1000000.0d, 10000.0d)); 
        kitf.setModel(new javax.swing.SpinnerNumberModel(0.0d, 0.0d, 1.0E9d, 10000.0d)); 
        ki1tf.setModel(new javax.swing.SpinnerNumberModel(0.0d, 0.0d, 1.0E9d, 10000.0d)); 
 
        jLabel1.setText("ETAI"); 
        jLabel2.setText("ETAI+1"); 
        jLabel3.setText("ETAI-J"); 
        jLabel4.setText("KI"); 
        jLabel5.setText("KI+1"); 
 
        jButton1.setText("EJECUTAR"); 
        jButton1.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                jButton1ActionPerformed(evt); 
            } 
        }); 
 
        javax.swing.GroupLayout jPanel3Layout = new javax.swing.GroupLayout(jPanel3); 
        jPanel3.setLayout(jPanel3Layout); 
        jPanel3Layout.setHorizontalGroup( 
            jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(jPanel3Layout.createSequentialGroup() 
                .addContainerGap(29, Short.MAX_VALUE) 
                .addGroup(jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                    .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, jPanel3Layout.createSequentialGroup() 
                        .addGroup(jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.TRAILING) 
                            .addComponent(jLabel5) 
                            .addComponent(jLabel4, javax.swing.GroupLayout.PREFERRED_SIZE, 11, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                            .addComponent(jLabel3) 
                            .addComponent(jLabel2) 
                            .addComponent(jLabel1)) 
                        .addGap(33, 33, 33) 
                        .addGroup(jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                            .addComponent(etaitf, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, 194, javax.swing.GroupLayout.PREFERRED_SIZE) 
                            .addComponent(etai1tf, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, 194, javax.swing.GroupLayout.PREFERRED_SIZE) 
                            .addComponent(etaij, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, 195, javax.swing.GroupLayout.PREFERRED_SIZE) 
                            .addComponent(kitf, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, 196, javax.swing.GroupLayout.PREFERRED_SIZE) 
                            .addComponent(ki1tf, javax.swing.GroupLayout.Alignment.TRAILING, 
javax.swing.GroupLayout.PREFERRED_SIZE, 196, javax.swing.GroupLayout.PREFERRED_SIZE)) 
                        .addContainerGap()) 
                    .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, jPanel3Layout.createSequentialGroup() 
                        .addComponent(jButton1) 
                        .addGap(107, 107, 107)))) 
        ); 
        jPanel3Layout.setVerticalGroup( 
            jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(jPanel3Layout.createSequentialGroup() 
                .addContainerGap() 
                .addGroup(jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(etaitf, javax.swing.GroupLayout.PREFERRED_SIZE, 22, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                    .addComponent(jLabel1)) 
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                .addGap(18, 18, 18) 
                .addGroup(jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(etai1tf, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                    .addComponent(jLabel2)) 
                .addGap(18, 18, 18) 
                .addGroup(jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(etaij, javax.swing.GroupLayout.PREFERRED_SIZE, 22, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                    .addComponent(jLabel3)) 
                .addGap(40, 40, 40) 
                .addGroup(jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(kitf, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                    .addComponent(jLabel4)) 
                .addGap(18, 18, 18) 
                .addGroup(jPanel3Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.BASELINE) 
                    .addComponent(ki1tf, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                    .addComponent(jLabel5)) 
                .addGap(66, 66, 66) 
                .addComponent(jButton1, javax.swing.GroupLayout.PREFERRED_SIZE, 37, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addContainerGap(javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE)) 
        ); 
 
        jLabel7.setIcon(new javax.swing.ImageIcon(getClass().getResource("/dinamico/Modelo Reologico 2 pequeñó.png"))); 
// NOI18N 
        jLabel7.setText("jLabel7"); 
 
        javax.swing.GroupLayout jPanel1Layout = new javax.swing.GroupLayout(jPanel1); 
        jPanel1.setLayout(jPanel1Layout); 
        jPanel1Layout.setHorizontalGroup( 
            jPanel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(jPanel1Layout.createSequentialGroup() 
                .addContainerGap() 
                .addComponent(jPanel3, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addComponent(jLabel7, javax.swing.GroupLayout.PREFERRED_SIZE, 0, Short.MAX_VALUE) 
                .addContainerGap()) 
            .addGroup(jPanel1Layout.createSequentialGroup() 
                .addGap(435, 435, 435) 
                .addComponent(jPanel2, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addGap(0, 450, Short.MAX_VALUE)) 
        ); 
        jPanel1Layout.setVerticalGroup( 
            jPanel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addGroup(javax.swing.GroupLayout.Alignment.TRAILING, jPanel1Layout.createSequentialGroup() 
                .addGap(23, 23, 23) 
                .addComponent(jPanel2, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
                .addPreferredGap(javax.swing.LayoutStyle.ComponentPlacement.RELATED) 
                .addGroup(jPanel1Layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
                    .addComponent(jPanel3, javax.swing.GroupLayout.DEFAULT_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, Short.MAX_VALUE) 
                    .addGroup(jPanel1Layout.createSequentialGroup() 
                        .addComponent(jLabel7, javax.swing.GroupLayout.PREFERRED_SIZE, 496, 
javax.swing.GroupLayout.PREFERRED_SIZE) 
                        .addGap(0, 0, Short.MAX_VALUE))) 
                .addContainerGap()) 
        ); 
 
        javax.swing.GroupLayout layout = new javax.swing.GroupLayout(getContentPane()); 
        getContentPane().setLayout(layout); 
        layout.setHorizontalGroup( 
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addComponent(jPanel1, javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.DEFAULT_SIZE, 
Short.MAX_VALUE) 
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        ); 
        layout.setVerticalGroup( 
            layout.createParallelGroup(javax.swing.GroupLayout.Alignment.LEADING) 
            .addComponent(jPanel1, javax.swing.GroupLayout.PREFERRED_SIZE, 
javax.swing.GroupLayout.DEFAULT_SIZE, javax.swing.GroupLayout.PREFERRED_SIZE) 
        ); 
 
        pack(); 
    }// </editor-fold>                         
 
    private void jButton1ActionPerformed(java.awt.event.ActionEvent evt) {                                          
 
        double Stemp[];   
         Lector l=new Lector(); 
        ModeloDinamico m = null; 
        try { 
            m=l.leer(""); 
            JOptionPane.showMessageDialog(null, "Archivo Leido. "); 
            m.etaI=new Double((double) etaitf.getValue()); 
            m.etaI1=new Double((double) etai1tf.getValue()); 
            m.etaJ=new Double((double) etaij.getValue()); 
            m.kI=new Double((double) kitf.getValue()); 
            m.kI1=new Double((double) ki1tf.getValue()); 
             Stemp=new double[m.getN()]; 
            double z=m.getAlphaCord()[2]; 
                         
            m.setS(Stemp); 
            m.solucionar(); 
             
        } catch (FileNotFoundException ex) { 
            Logger.getLogger 
            (InterfazDinamico.class.getName()).log(Level.SEVERE, null, ex); 
        } catch (IOException ex) { 
            Logger.getLogger 
            (InterfazDinamico.class.getName()).log(Level.SEVERE, null, ex); 
        }  
    }                                         
 
     // Variables declaration - do not modify                      
    private javax.swing.JSpinner etai1tf; 
    private javax.swing.JSpinner etaij; 
    private javax.swing.JSpinner etaitf; 
    private javax.swing.JButton jButton1; 
    private javax.swing.JLabel jLabel1; 
    private javax.swing.JLabel jLabel2; 
    private javax.swing.JLabel jLabel3; 
    private javax.swing.JLabel jLabel4; 
    private javax.swing.JLabel jLabel5; 
    private javax.swing.JLabel jLabel6; 
    private javax.swing.JLabel jLabel7; 
    private javax.swing.JPanel jPanel1; 
    private javax.swing.JPanel jPanel2; 
    private javax.swing.JPanel jPanel3; 
    private javax.swing.JSpinner ki1tf; 
    private javax.swing.JSpinner kitf; 
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