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Hampir pada setiap video game, AI (Artificial Intelligence) dibuat untuk 
menghadapi dan menantang pemain untuk mengalahkannya. Namun pada game 
strategi, AI dibuat dengan menggunakan pertimbangan sederhana. Seperti 
pertimbangan apakah jarak unit lawan masuk pada jangkauan serang, seberapa 
kuatkah unit lawan yang ada pada jarak. Sehingga pola pergerakan dari lawan lebih 
mudah ditebak dan dieksplotasi. Algoritme genetik adalah algoritme yang dapat 
memberikan solusi pada masalah yang diberikan dengan hasil yang lebih beragam. 
Sehingga pada penelitian ini, AI pada game strategi dibuat dengan menggunakan 
algoritme genetik untuk mengontrol pergerakan lawan. Pergerakan unit akan 
dievaluasi dengan bermacam-macam pertimbangan seperti potensi ancaman 
yang akan diterima atau yang diberikan, jarak setiap unit pada titik pusat dari 
keseluruhan unit, dan jarak menuju markas lawan. Dari hasil penelitian ini dapat 
disimpulkan bahwa dengan menggunakan algoritme genetik untuk mengontrol 
pergerakan unit pada game strategi menyebabkan pola pergerakan setiap unit 
menjadi lebih acak dan lebih susah ditebak, namum masih tetap berusaha untuk 
mencapai tujuan yang diberikan dengan mempertimbangkan pertimbangan-
pertimbangan yang telah diberikan. 
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Artificial Intelligence in video games is made to offer a challenge for the 
players. However, most of the AI only use simple rules to decide where to move. 
Those simple rules are the distance between the other opponent’s unit, attack 
range, unit’s power, etc. This kind of behavior is usually predictable and tend to 
be exploited easily. Genetic algorithm is an algorithm that provides various 
solutions to a certain problem. Thus, in this research, we use a genetic algorithm 
to control the unit movements. The algorithm will evaluate various factors before 
it is going to decide on where to move, such as the potential damage, potential 
loss, the distance of each unit, and the distance to the enemy main headquarter. 
Based on the research result, we can conclude that using a genetic algorithm as 
an artificial intelligent agent prove that the movement pattern of the units are less 
predictable. Additionally, they will still try to satisfy the goal that is given to them. 
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BAB 1 PENDAHULUAN 
1.1 Latar belakang 
Permainan komputer (Computer Game) telah berkembang menjadi banyak 
macam genre yang masih terus berkembang. Game strategi adalah salah satu dari 
game yang dimainkan oleh pemain. Game tipe ini adalah game yang 
membutuhkan pemikiran dan perencanaan yang matang agar pemain dapat 
memenangkan game tersebut (Adams, E. 2013). Turn-Based Strategy adalah salah 
satu macam dari game strategi yang ada. Pada tipe game ini pemain mendapat 
giliran, dimana pada setiap gilirannya pemain diberikan kesempatan untuk 
menggerakkan unit. Satu gerakan unit dapat mempengaruhi seluruh jalannya 
permainan. Sehingga kesalahan dapat berakibat fatal. 
Setiap game memiliki kecerdasan buatan yang telah diterapkan pada unit 
dalam game tersebut untuk menantang pemain. Namun pada kebanyakan game 
komersil, kecerdasan buatan dibuat dengan menggunakan aturan atau 
pertimbangan yang sederhana (El Rhalibi, Wai Wong, Price, Marc. 2009). Seperti, 
unit akan bergerak menuju unit pemain yang terdekat. Desain AI pada game dapat 
dibuat dengan sempurna dan akan menjamin kekalahan lawan. Beberapa pemain 
memang menginginkan tantangan saat memainkan game (Adams, E. 2013), 
namun hal tersebut tidaklah diinginkan karena pemain tidak mau kalah setiap 
saat. Tantangannya adalah bagaimana membuat AI pada game yang dapat 
membuat pemain merasa ditantang namun masih dapat memenangkan 
permainan tersebut sehingga pemain merasa mendapat sebuah prestasi (Davis, 
Ian Lane. 1999). 
Salah satu contoh dari game strategi yang pernah dipublikasikan oleh Nintendo 
pada tahun 2001 yang berjudul Advance Wars (ign.com, 2001). Pada game ini 
pemain mengontrol sejumlah pasukan. Peta permainan terdiri berdasar petak dan 
setiap unit pasukan menempati petak. Setiap unit memiliki kemampuan untuk 
bergerak dengan jarak beberapa petak tergantung pada jenis unit tersebut. Saat 
unit berhadapan dengan lawan, unit dapat menyerang lawan dan mengurangi 
nyawa dari unit lawan. Pemain dapat menggerakkan seluruh unit mereka 
sebanyak satu kali pada saat giliran pemain tersebut. Pada game ini, AI pada lawan 
dibuat dengan menggunakan pertimbangan sederhana. Jika lawan menemukan 
unit pemain yang rentan akan serangan, maka lawan akan menyerang unit 
tersebut. Hal ini membuat gerakan AI lawan lebih mudah diprediksi (IGN Advance 
Wars Wiki Guide: Enemy AI, 2014). 
Dengan pergerakan AI yang terpaku pada pola tertentu, permainan menjadi 
kurang dinamis. Pemain yang sudah terbiasa dengan pola pergerakan dapat 
melakukan hal yang sama pada stage yang sama untuk memenangkan permainan. 
Sehingga tidak ada rencana cadangan jika gagal. Beberapa game strategi seperti 
XCOM: Enemy Within dan Battle For Wesnoth menggunakan faktor peluang untuk 
membuat permainan menjadi lebih dinamis. Seperti peluang apakah serangan 




diberikan. Jika pemain tidak beruntung, maka pemain dipaksa untuk memikirkan 
rencana cadangan. Namun faktor keberuntungan adalah faktor yang tidak disukai 
oleh kebanyakan pemain (Grant, Elyot. Gamasutra.com, 2014). Untuk mencegah 
faktor keberuntungan pada game strategi yang mempengaruhi keberhasilan 
serangan, penelitian ini dilakukan untuk mengalihkan faktor keberuntungan pada 
hal lain. Yaitu pada pergerakan unit yang dikenalikan oleh AI.  
Pada penelitian ini digunakan algoritme genetik untuk mengatur pergerakan 
unit dengan mempertimbangkan faktor-faktor seperti posisi dan potensi ancaman 
dari pihak lawan untuk membuat permainan menjadi dinamis. Algoritme genetik 
adalah algoritme yang cocok untuk digunakan pada lingkungan dengan cakupan 
yang luas dan tidak menentu (Sivanandam, S.N. and Deepa, S.N. 2008). Algoritme 
genetik mampu membuat solusi yang dinamis dengan lingkungan yang berubah-
ubah. Sehingga algoritme genetik cocok diterapkan pada game strategi yang 
memiliki lingkungan yang terus berubah setiap saat. 
1.2 Rumusan masalah 
Berdasarkan uraian di atas maka dapat dirumuskan rumusan masalah sebagai 
berikut: 
1. Bagaimana menjadikan sebuah game strategi menjadi lebih menantang 
namun tidak mustahil untuk dimenangkan? 
2. Bagaimana menjadikan sebuah game strategi menjadi lebih dinamis 
sehingga setiap sesi permainan memberikan pengalaman yang berbeda? 
1.3 Tujuan 
Tujuan dari penelitian ini adalah sebagai berikut: 
1. Menerapkan algoritme genetik pada game turn-based strategy untuk 
menjadikan sebuah game strategi menjadi lebih menantang namun tidak 
mustahil untuk dimenangkan. 
2. Mengevaluasi hasil dari algoritme genetik dalam memutuskan pergerakan 
unit pada game strategi. 
1.4 Manfaat 
Penelitian yang dilakukan diharapakan dapat memberikan manfaat bagi 
berbagai pihak diantaranya yaitu, penulis sendiri, pembaca ataupun pihak yang 
berkepentingan. Manfaat-manfaat yang diharapkan antara lain: 
1. Bagi penulis  
a. Sebagai media untuk implementasi ilmu pengetahuan dan teknologi pada 
bidang teknologi informasi khususnya di bidang Game Artificial 
Intelligence. 
b. Mendapatkan pengetahuan dan wawasan mengenai cara membuat AI 





2. Bagi pembaca 
a. Memberikan solusi alternatif kepada perancang game strategi untuk 
menerapkan AI pada unit musuh. 
b. Mendapatka informasi bagaimana AI pada game strategi dibuat dan 
dievaluasi. 
1.5 Batasan masalah 
Dari permasalahan yang ada maka diperlukan adanya sebuah batasan untuk 
memudahkan dalam melakukan penelitian. Batasan masalah tersebut antara lain: 
1. Penelitian hanya dilakukan pada game turn-based strategy. 
2. Game disimulasikan dengan menggunakan petak (grid). 
3. Perancangan game tidak sampai tahap dapat dimainkan (playable) 
1.6 Sistematika pembahasan 
Sistematika Penelitian ini menggunakan kerangka penulisan sebagai berikut: 
 
1. BAB I  Pendahuluan  
Memuat latar belakang, rumusan masalah, batasan masalah, 
tujuan  penelitian, manfaat penelitian, sistematika penulisan 
dan jadwal penelitian. 
2. BAB II  
 
Landasan Kepustakaan 
Menguraikan kajian pustaka dan dasar teori yang berkaitan 
dengan game dan metode-metode desain AI pada game 
yang pernah diteliti. 
3. BAB III  
 
Metodologi Penelitian 
Membahas metodologi yang akan digunakan dalam 
penelitian yang akan diterapkan pada game turn-based 
strategy. 
4. BAB IV  
 
Pengembangan Sistem 
Membahas tentang perancangan sistem, implementasi yang 
telah dirancang, dan pengujian. 
5. BAB V  
 
Kesimpulan dan saran  
Berisi kesimpulan berdasarkan hasil penelitian yang telah 







BAB 2 LANDASAN KEPUSTAKAAN 
Pada bab ini diuraikan mengenai kajian pustaka dan dasar teori diantaranya 
tentang algoritme yang akan dikaji dalam penelitian ini. Diantaranya: 
2.1 Strategy Video Games 
Strategy Video Games adalah genre dari permainan video (video game) yang 
membutuhkan pemikiran yang mahir dan perencanaan yang matang untuk 
mencapai kemenangan. Pemain akan ditantang untuk memikirkan serangkaian 
aksi untuk mengatasi satu atau lebih lawan yang dihadapinya, yang umumnya 
yang menjadi tujuannya adalah untuk mengurangi jumlah kekuatan lawan dengan 
mengurangi unit yang dimiliki oleh lawan. Kemenangan diraih dengan 
perencanaan matang, dan sedikit dipengaruhi oleh peluang. Pada mayoritas video 
game strategi pemain dapat melihat seluruh keadaan peta permainan, 
mengontrol pergerakan unit baik secara langsung atau tidak langsung, 
pertimbangan taktis terhadap peta dan tata letak unit kawan dan lawan, dan 
pemain akan ditantang dengan memanajemen ekonomi yang diberikan oleh game 
tersebut. 
2.1.1 Desain Unit 
Unit adalah bidak yang berada pada arena permainan. Unit mampu melakukan 
perintah dari pemain seperti bergerak ke tempat tertentu, menyerang, atau 
mempertahankan suatu daerah. Game strategi lain dapat memiliki pilihan yang 
lebih banyak tergantung sebagaimana pengembang game tersebut mendesain 
game mereka. Seperti unit pemimpin yang mampu memberikan bonus kepada 
unit sekitarnya jika unit lain ada di dekatnya. Beberapa unit juga mampu untuk 
melewati daerah-daerah yang tidak dapat dilalui oleh unit lain. 
Game strategi memiliki tujuan untuk menciptakan kembali situasi taktis pada 
medan pertempuran. Seperti menyerang pada titik buta, membuat kekacauan 
untuk mengalihkan perhatian, atau menghancurkan tempat persediaan. Beberapa 
game strategi juga memanfaatkan medan perang sebagai keuntungan. Seperti 
unit pemanah akan memiliki keuntungan pada daerah yang lebih banyak 
pohonnya. Dan unit berkuda akan memiliki keuntungan lebih pada daerah 
terbuka. 
2.1.2 Manajemen Dan Ekonomi 
Game strategi menantang pemainnya untuk mengatur perekonomian. Hal ini 
dapat mencakup hal seperti mengatur populasi, membangun bangunan, 
meningkatkan kualitas bangunan, atau memulihkan unit yang terluka. Kuantitas 
dan jenis sumber daya yang ada pada game strategi bervariasi dari setiap judul 
game. Game strategi pada umumnya memperbolehkan pemain untuk 
mengakumulasikan sumber daya yang nantinya dapat dipergunakan untuk 





Gambar 2.1 Game strategi Battle for Wesnoth (sumber: wesnoth.org) 
Pada gambar 2.1 adalah Battle For Wesnoth, salah satu game strategi. Game 
tersebut menggunakan sistem ekonomi yang sederhana. Yaitu uang dari pemain 
akan bertambah pada setiap giliran ditujukkan pada bagian kanan atas. 
2.1.3 Real-Time versus Turn-Based 
Game strategi dapat dikategorikan menjadi dua macam berdasarkan apakah 
game tersebut menawarkan sebuah permainan yang berkelanjutan atau dibagi 
menjadi giliran. Permainan yang berkelanjutan disebut sebagai Real-Time Strategi 
(RTS). Pada game RTS, semua pemain bergerak bersamaan. Pemain ditantang 
untuk memikirkan strategi dalam waktu yang terus berjalan. Berbeda dengan 
Turn-Based Strategy (TBS). Pada game TBS, setiap pemain memiliki giliran. Dan 
saat giliran telah habis, maka akan berganti pada pemain berikutnya.  
 
Gambar 2.2 Starcraft. Salah satu contoh dari game RTS (sumber: starcraft.com) 
Pada gambar 2.2 adalah game Starcraft, salah satu dari game RTS. Pada game 




2.2 Game Artificial Intelligence 
Kecerdasan buatan (Artificial Intelligence) adalah cara bagaimana membuat 
komputer dapat berpikir dan melakukan pekerjaan seperti yang dapat dilakukan 
oleh manusia maupun hewan (Ian Millington, John Funge. 2009). Sedangkan Game 
AI adalah cara bagaimana komputer dapat berpikir untuk memainkan sebuah 
game. 
Terlepas dari jenis video game strategi, permainan strategi yang dimainkan 
oleh satu pemain membutuhkan agen AI yang bagus untuk mengendalikan unit 
lawan. Dalam konteks ini, kata “bagus” yang dimaksud adalah sebagai berikut: 
1. Agen AI tersebut dapat memainkan permainan sehingga pemain 
manusia tidak mudah untuk mengalahkan agen AI.  
2. Terkesan nyata (believable). Dalam artian, aksi yang dilakukan oleh agen 
AI tersebut kemungkinan juga akan dilakukan jika itu dilakukan oleh 
pemain manusia. 
3. Menarik dan/atau adaptif. Dalam artian, agen AI tersebut dapat bermain 
sesuai gaya pemain manusia yang dilawannya. 
Agen AI yang kekurangan unsur-unsur di atas akan dirasa agen AI tersebut 
seperti dibuat-buat, mudah ditebak, dan terlalu susah atau terlalu mudah. Hal 
tersebut dapat membuat pemain dapat menghentikan permainan terlalu awal 
(Mahlmann, et al. 2014). 
2.3 Algoritme Genetik 
Algoritme genetik adalah algoritme pencarian heuristik yang adaptif. Ide ini 
didasarkan pada teori evolusi pada makhluk hidup dimana alam adalah tempat 
terjadinya seleksi alami dan penurunan genetik kepada generasi berikutnya (Ruan, 
Chongwu. 2017). Algoritme ini didesain dengan mensimulasikan evolusi dan 
faktor-faktor yang mempengaruhinya seperti penurunan generasi, mutasi, dan 
seleksi alam. Individual dari setiap generasi akan diseleksi untuk dipilih yang layak 
bertahan dengan kualifikasi tertentu. 
Pada algoritme komputer, algoritme ini merepresentasikan setiap solusi untuk 
memecahkan sebuah masalah pada sebuah individu, dimana dalam setiap individu 
memiliki solusi yang dibuat secara acak direpresentasikan sebagai kromosom. 
Algoritme ini akan membuat sejumlah individual sebanyak populasi yang telah 
ditentukan. Populasi ini akan disebut sebagai generasi pertama. Generasi pertama 
ini akan dievaluasi setiap solusinya dan diseleksi mana yang layak untuk 
melanjutkan ke generasi berikutnya. Evolusi akan terjadi secara acak pada 
generasi berikutnya dengan cara penurunan generasi pada generasi pertama yang 
berhasil “bertahan hidup”. Sedemikian sehingga setiap generasi akan selalu meuju 
ke kualitas solusi yang lebih baik. 
Pada penelitian yang dilakukan oleh Kristo Radion Purba, Liliana, dan Johan 
Pranata yang berjudul “Optimization of Units Movement in Turn-Based Strategy 




algoritme genetik pada game strategi menghasilkan hasil yang lebih optimal. 
Penelitian tersebut dilakukan dengan cara membandingan AI random dengan AI 
algoritme genetik dan dihadapkan dengan pemain. AI yang menggunakan 
algoritme genetik memiliki nilai efisiensi yang lebih tinggi dan berhasil mengalakan 
pemain manusia. 
 
Gambar 2.3 tabel hasil perbandingan AI random dengan algortime genetik 
Pada gambar 2.3 ditunjukan tabel hasil perbandingan antara kedua jenis AI 
pada penelitian tersebut. Dinyatakan pada baris winner adalah pemenang dari 
permainan tersebut. Unit yang dikendalikan oleh algortima genetik dapat 
memenangkan permainan melawan manusia dibandingkan dengan AI random 
dengan nilai yang lebih optimal pada aspek-aspek penilaian pada tabel tersebut. 
Dikarenakan perbedaan jumlah giliran, maka dilakukan normalisasi nilai pada 
tabel AI random yang dituliskan di dalam kurung. Sehingga diasumsikan keduanya 
memerlukan jumlah giliran yang sama. Aspek-aspek pada penilaian tersebut 
diantara lain: 
• Unit yang diciptakan. Agen algoritma genetik dapat menciptakan unit 
banyak dan membuat pemain menciptakan unit lebih sedikit 
• Unit yang kalah. Agen algortima genetik dapat meminimalisir kehilangan 
unit 
• Agen algoritma genetik menggunakan uang lebih banyak 
• Agen algoritma genetik mampu mendapatkan pemasukan lebih banyak 
• Agen algortima genetik dapat memberikan damage lebih besar dan 
menerima damage lebih kecil. 
2.3.1 Komponen, Struktur, dan Terminologi 
Karena algoritme genetik didasarkan pada proses biologis, maka terminologi 
yang digunakan juga berasal dari istilah biologis. Namun penggunaan dalam 
bidang ini lebih sederhana dibandingkan dengan penggunaan sesungguhnya 
dalam biologi. Komponen dasar dari sebuah algoritme genetik adalah sebagai 
berikut: 
• Fungsi untuk menentukan fitness. 
• Populasi dari sejumlah kromosom. 




• Perkawinan (crossover) dari dua kromosom untuk menghasilkan generasi 
berikutnya. 
• Mutasi acak pada generasi baru. 
Fungsi fitness adalah fungsi dimana algoritme ini akan berusaha untuk 
mengoptimasikan hasilnya. Kata fitness yang berarti “kebugaran” jika 
diterjemahkan secara literal, dan secara istilah dari kata bahasa inggris “fit” yang 
berarti kecocokan adalah mengacu kepada seberapa cocoknya sebuah individu 
dengan sebuah solusi yang dicari. Fungsi fitness berperan paling penting untuk 
menentukan solusi akhir. 
Istilah kromosom pada konteks ini adalah mengacu pada sebuah kumpulan 
nilai yang merupakan kandidat dari solusi. Populasi dari sejumlah kromosom 
berarti sebuah populasi yang mengandung kandidat-kandidat dari solusi yang 
dicari. Solusi tersebut biasanya distrukturkan sebagai sebuah array. 
2.3.2 Algoritme Genetik Untuk Pergerakan Unit 
Untuk perencanaan pergerakan setiap unit pada game strategi (termasuk 
untuk menyerang unit lawan), algoritme genetik digunakan untuk menentukan 
keputusan akhir. Output yang diharapkan adalah mengoptimalkan potensi 
damage yang dapat diberikan kepada lawan selagi meminimalisir potensi damage 
yang akan diterima. Oleh karena itu, output dari algoritme genetik memiliki 
kriteria yang harus dievaluasi sebagai berikut: 
1. Potensi damage yang dapat diberikan kepada lawan. 
2. Potensi damage yang kemungkinan diterima dari lawan. 
3. Jarak rata-rata setiap unit kepada centroid (titik pusat) dari semua unit. 
4. Jarak rata-rata setiap unit kepada bangunan markas lawan. 
Alasan dari dipilihnya kriteria diatas adalah untuk memberikan damage yang 
besar kepada lawan sehingga AI mampu meraih kemenangan lebih cepat. Potensi 
damage dari lawan juga menjadi perhitungan sehingga unit dapat hidup lebih 
lama. Unit diharuskan untuk berjalan sebagai grup, sehingga jika lawan 
menyerang, bantuan dari unit lain ada pada jarak terdekat. 
(Unit ID) (Move Pos) (Atk pos) (Unit ID) (Move Pos) (Atk pos) Dst… 
Gambar 2.4 Pola Kromosom Algoritme Genetik Untuk Game Strategi 
Pada gambar 2.4 ditunjukkan bahwa sebuah gen dari kromosom memiliki tiga 
attribut. Yaitu “Unit ID” yang merepresentasikan satu dari sekian unit yang dimiliki 
karena setiap unit memiliki unit ID yang unik. “Move pos” adalah attribut yang 
menentukan kemana unit tersebut akan berjalan. Sedangkan “Atk pos” adalah 
pada posisi mana unit akan melancarkan serangan. Sebuah kromosom memiliki 
sejumlah gen tergantung kepada seberapa banyak unit yang dimiliki. Sehingga jika 





3 [1,5] [2,5] 2 [3,3] [3,4] 1 [3,5] [2,5] 
Gambar 2.5 Contoh Kromosom Algoritme Genetik Untuk Game Strategi 
Gambar 2.5 adalah contoh desain dari sebuah kromosom individu yang 
merepresentasikan hal berikut: 
1. Tiga petak pertama merepresentasikan gen pertama yang mempunyai 
informasi mengenai unit ID 3. Tiga Kotak berikutnya merepresentasikan 
unit ID 2. 
2. Pada gen pertama, angka [1,5] menunjukan bahwa, unit ID 3 akan berjalan 
menuju koordinat [1,5] dan menyerang unit pada posisi [2,5]. 
3. Gen kedua merepresentasikan unit ID 2. Unit ini akan berjalan menuju ke 
koordinat [3,3] setelah unit ID 3 menyelesaikan pergerakannya dan 
menyerang unit yang ada di posisi [2,5] 
Gen ketiga yang merepresentasikan unit ID 1 kemudian menyusul. Sehingga 
urutan genetik pada kromosom juga menentukan unit yang akan bergerak dahulu. 
2.3.3 Alur Algoritme Genetik 
Algoritme genetik dieksekusi dengan menggunakan alur yang digambarkan 
pada gambar 2.6 
 






1. Penciptaan Generasi Pertama (Generate Initial Population) 
Generasi pertama merupakan sebuah generasi yang diciptakan dengan acak 
dengan jumlah tertentu sehingga kumpulan solusinya tidak menentu. Pada game 
strategi, generasi pertama akan diciptakan sebanyak 10 individu. Setiap individu 
akan dibuat dengan mengacak urutan unit yang akan berjalan terlebih dahulu dan 
yang akan berjalan pada giliran terbelakang. Kemudian memilih koordinat tujuan 
secara acak. 
Untuk menentukan target, setiap unit akan dievaluasi apakah unit akan 
mampu menarget unit lawan pada koordinat dimana unit akan berpindah. Jika 
ada, maka unit akan menentukan lokasi koordinat target. 
2. Evaluasi fitness (Evaluate Fitness) 
Pada generasi pertama yang telah dibuat, akan dilakukan uji fitness pada 
setiap individu. Beberapa faktor yang dapat mempengaruhi nilai fitness dari setiap 
individu yang dibuat diantara lain adalah: 
a. Jarak Rata-rata Menuju Bangunan Lawan 
Tujuan dari game adalah untuk menghancurkan bangunan lawan. Sehingga, 
jarak rata-rata dari setiap unit menuju ke bangunan markas lawan digunakan 
sebagai salah satu faktor nilai fitness. Semakin jauh sebuah unit menuju ke 
bangunan lawan, maka nilai fitness akan semakin berkurang. Jarak menuju ke 
bangunan musuh dirumuskan dengan menggunakan jarak Euclidian Distance 
sebagai berikut (Kristo Radion Purba, Liliana, Johan Pranata. 2016): 
𝐷𝑖𝑠𝑡 =  






• n = Total unit 
• xi dan yi = Posisi (x,y) dari sebuah unit 
• xb dan yb = Posisi (x,y) dari bangunan markas lawan 
 
b. Jarak Rata-rata ke Titik Tengah 
Faktor fitness berikutnya adalah jarak rata-rata setiap unit kepada titik pusat 
dari setiap unit (centroid) dirumuskan dengan rumus berikut ini (Kristo Radion 
Purba, Liliana, Johan Pranata. 2016): 
𝐴𝑣𝑔𝐷𝑇𝑜𝐶 =  






• n = Total unit 
• xi dan yi = Posisi (x,y) dari sebuah unit 
• xc dan yc = Posisi (x,y) dari centroid dihitung dari nilai rata-rata posisi X dan 





c. Potensi Ancaman 
Faktor ketiga yaitu potensi ancaman yang diterima dan yang diberikan. Potensi 
ancaman disini akan dihitung dengan menggunakan attack range. Attack range 
adalah jarak efektif dimana sebuah unit dapat menyerang dalam satu giliran 
dengan asumsi tidak ada unit lain yang ngehalanginya. 
Satu unit akan berkontribusi nilai sebanyak atribut attack meskipun satu unit 
tersebut dapat menarget banyak unit. Sebaliknya jika ada satu unit yang dapat 
ditarget oleh banyak unit, maka nilai potential damagenya akan ditambah 
sebanyak seberapa unit yang dapat menarget satu unit tersebut. 
 
d. Fungsi Fitness 
Kalkulasi fitness dari setiap individual yang diciptakan dihitung dengan formula 
seperti berikut ini (Kristo Radion Purba, Liliana, Johan Pranata. 2016): 
𝑓 =
1 + 10𝑥𝑃𝑜𝑡𝐷𝑎𝑚𝑎𝑔𝑒
5𝑥𝐷𝑖𝑠𝑡 + 0.2𝑥𝑃𝑜𝑡𝐿𝑜𝑠𝑠 + 2𝑥𝐴𝑣𝑔𝐷𝑇𝑜𝐶
 [2,3] 
 
Formula ini dapat menjelaskan beberapa hal berikut ini: 
• PotDamage, merepresentasikan potensi ancaman yang dapat diberikan 
pada lawan setelah semua unit bergerak. Dikalikan 10 berarti variabel ini 
bernilai paling tinggi. 
• Dist, merepresentasikan jarak rata-rata antara unit menuju ke markas 
bangunan musuh. Nilai ini akan semakin berkurang dengan semakin 
dekatnya keseluruhan unit menuju ke bangunan lawan. 
• PotLoss, merepresentasikan potensi ancaman yang diterima dari pihak 
lawan. Faktor ini adalah faktor pengurang nilai fitness. Semakin besar nilai 
PotLoss menunjukkan semakin beresikonya posisi unit. 
• AvgDToC, merepresentasikan jarak rata-rata unit menuju ke titik pusat dari 
keseluruhan unit. Faktor ini merupakan faktor pengurang nilai fitness. Jika 
jarak dari setiap unit terlalu jauh, maka akan lebih susah sebuah unit untuk 
mendapat bantuan dari unit lain. 
Semakin tingginya nilai fitness dari sebuah individu, maka semakin baiknya 
individu tersebut. 
3. Roulette selection 
Pada Roulette selection, setiap individu mempunyai peluang untuk terpilih. 









Seleksi ini digunakan untuk menyeleksi setiap individu yang digunakan untuk 
proses crossover. Dalam proses seleksi ini bisa dimungkinkan satu individu 
mendapat dua kali seleksi karena mempunyai peluang lebih banyak. Prosess 
crossover membutuhkan dua individu, dan dua individu tersebut akan 
menghasikan dua keturunan. Sehingga seleksi berlangsung dengan melakukan 
seleksi dua invididu untuk di-crossover. Sehingga mencapai jumlah populasi 
generasi sebelumnya. Berikut ini adalah pseudocode dari Roulette selection 
(Skinner, Michael. 2001). 
for all members of population 
    sum += fitness of this individual 
end for 
     
for all members of population 
    probability = sum of probabilities + (fitness / sum) 
    sum of probabilities += probability 
end for 
     
loop until new population is full 
    do this twice 
       number = Random between 0 and 1 
       for all members of population 
           if number > probability but less than next probability  
                then you have been selected 
       end for 
    end 
    create offspring 
end loop 
 
Pada game strategi, untuk mempercepat seleksi, dari setiap populasi yang 
diciptakan akan dipilih 5 individu terbaik (setengah dari total populasi yang 
terdapat). Seleksi roulette akan memilih 10 individu untuk menuju ke tahap 
berikutnya.  
Dikarenakan hanya ada 5 individu yang masuk seleksi dan diharuskan memilih 
10 individu untuk masuk ke tahap selanjutnya, maka 1 dari 5 individu mempunyai 
kemungkinan untuk dipilih lebih dari satu kali. Sebagai contoh, individu yang 
terpilih bisa jadi seperti: 3,4,1,2,1,0,0,1,2,3. 
4. Crossover 
Dalam proses crossover, dua induk dari generasi sebelumnya bertukar 
sebagian dari kromosom mereka sehingga kedua keturunannya mempunyai 
identitas dari kedua induknya. 
Pada game strategi, crossover akan dilakukan dengan memilih nilai integer 
random dengan nilai maksimalnya adalah sesuai dengan panjang kromosom atau 





Dikarenakan setiap individu memiliki susunan gen yang berbeda yang berarti 
setiap individu memiliki cara mereka sendiri untuk menentukan unit mana yang 
akan bergerak terlebih dahulu, maka crossover akan dilakukan dengan menukar 
informasi posisi unit dan target mereka. 
 
Gambar 2.7 Proses Crossover 
Gambar 2.7 menjelaskan bagaimana prosess crossover dilakukan. Semisalkan 
angka integer yang terpilih adalah 4, maka akan dilakukan crossover sebanyak 4 
gen. Dari pasangan pertama akan dipilih 4 gen pertama untuk ditukarkan. 
Pasangan kedua memiliki susunan unit index yang berbeda. Unit index dari 
pasangan pertama adalah 4,5,1, dan 7. Pada pasangan kedua, unit tersebut ada di 
urutan lain. Sehingga, crossover akan terjadi dengan hanya menukarkan informasi 
posisi unit berjalan dan targetnya tanpa mengubah urutan unit index pada 
kromosom. 
5. Mutasi (Mutation) 
Proses mutasi adalah proses dimana kromosom akan mengubah sedikit dari 
data dirinya sendiri secara acak. Proses mutasi diperlukan untuk membuat 
generasi berikutnya tetap memiliki keragaman kromosom. Pada game strategi ini, 
mutasi pertama dilakukan dengan memilih salah satu individu, kemudian 
mengacak lagi posisi dan targetnya. Mutasi kedua dilakukan dengan mengacak 
urutan unit index dengan memilih dua index yang kemudian ditukar posisinya. 
Proses mutasi digambarkan pada gambar 2.8: 
Sebelum mutasi 
3 [1,5] [2,5] 2 [3,3] [3,4] 1 [3,5] [2,5] 
 
Setelah mutasi 
3 [1,5] [2,5] 2 [2,2] - 1 [3,5] [2,5] 
 
Gambar 2.8 Proses Mutasi 
Ada kemungkinan setelah melakukan crossover dan mutasi posisi target 
bergerak salah satu atau beberapa unit tidak dapat dilalui. Seperti salah satu petak 




Untuk mencegah hal ini, unit yang menuju ke petak yang tidak dapat dilalui akan 
kembali diacak lagi posisinya. 
6. Elitism 
Elitisim adalah proses dimana sebagian kecil dari individu yang mempunyai 
nilai fitness terburuk akan digantikan oleh individu dengan nilai fitness tertinggi 
dari generasi sebelumnya tanpa diganti. Sehingga setiap generasi dijamin akan 
memiliki kualitas terbaik dari generasi sebelumnya. 
7. Iterasi 
Proses dari seleksi sampai elisitasi akan diulang sebanyak jumlah maksimum 
120 kali. Namun proses perulangan akan terhenti jika sebanyak 15 kali perulangan 
mendapat nilai fitness tertinggi yang stabil. Angka 120 dipilih karena hasil individu 
dapat mencapai kualitas optimum dengan sekian banyak perulangan namum tidak 
terlalu memberatkan kinerja CPU. Angka 15 dipilih karena jika nilai fitness telah 





BAB 3 METODOLOGI PENELITIAN 
3.1 Studi Literatur 
Tahap studi literatur merupakan tahap untuk mempelajari teori-teori yang 
terkait dengan masalah penelitian untuk memahami topik dan menyusun dasar 
teori. Penelusuran pengentahuan ini bersumber dari jurnal internasional dan 
website resmi yang berkaitan dengan informasi yang dibutuhkan. Pengetahuan 
dan teori yang dicari antara lain adalah:  
1. Definisi game strategi.  
2. Artificial Intelligence pada game strategi. 
3. Algoritme Genetik. 
3.2 Pengembangan Algoritme 
Metodologi pengembangan algoritme ini yaitu dilakukan dengan cara 
melengkapi komponen-komponen dari yang dibutuhkan oleh algoritme genetik 
untuk penerapan pada game turn-based strategy.  
 
Gambar 3.1 Alur pengembangan algoritme generik 
Pada gambar 3.1 digambarkan bagian-bagian yang dibutuhkan oleh 




3.2.1 Analisis Kebutuhan Algoritme 
Pada tahap ini lebih banyak menganalisi kebutuhan apa saja yang dibutuhkan 
untuk menerapkan algoritme genetik pada sebuah game turn-based strategy.  
Seperti yang telah digambarkan pada gambar 3.1, algoritme genetik terdiri 
dari beberapa fungsi yang bekerja bersama, sehingga kebutuhan fungsional agar 
algoritme genetik dapat berjalan adalah sebagai berikut: 
1. Fungsi penciptaan generasi pertama. 
2. Fungsi untuk mengukur jarak rata-rata unit menuju bangunan lawan. 
3. Fungsi untuk mengukur jarak rata-rata unit pada titik pusatnya. 
4. Fungsi untuk menghitung potensi damage. 
5. Fungsi untuk mengevaluasi fitness. 
6. Fungsi untuk melakukan crossover. 
7. Fungsi untuk melakukan mutasi. 
8. Fungsi untuk melakukan proses elitism. 
9. Fungsi untuk mengiterasi keseluruhan proses fungsi di atas untuk 
beberapa kali. 
3.2.2 Perancangan Algoritme 
Pada tahap ini lebih banyak merancangan bagaimana cara kerja setiap 
bagian dari kebutuhan yang terlah ditentukan pada tahap analisis kebutuhan dan 
bagaimana setiap fungsi akan berinteraksi satu sama lain. Hasil rancangan akan 
digambarkan dengan flowchart. Adapun urutan pembuatannya adalah sebagai 
berikut: 
1. Pembuatan fungsi penciptaan generasi pertama. 
2. Pembuatan fungsi-fungsi komponen untuk menghitung fitness 
diantaranya, fungsi jarak menuju ke bangunan musuh, fungsi jarak ke titik 
tengah, fungsi potensi damage dan potensi kerugian. 
3. Menggabungkan komponen2 yang telah dibuat pada langkah 2 menjadi 
satu fungsi fitness. 
4. Pembuatan fungsi roulette selection. 
5. Pembuatan fungsi mutasi untuk sebuah individu. 
6. Pembuatan fungsi iterasi, untuk mengulang keseluruhan proses dalam 
jumlah tertentu. 
3.2.3 Implementasi Algoritme 
 Apabila rancangan sistem telah diperoleh, maka tahapan yang akan dilakukan 




mengacu pada tahap perancangan yang dilakukan sebelumnya. Pada tahap 
implementasi akan dibuat struktur pseudocode-nya. 
3.2.4 Pengujian Algoritme 
Pada tahap pengujian, algoritme akan diuji apakah setiap komponen pada 
algoritme tersebut berjalan sesuai dengan yang diharapkan. Pengujian dilakukan 
dengan menggunakan perhitungan manual yang hasilnya akan dibandingan 
dengan keluaran dari setiap komponen tersebut.  
Setelah memverifikasi kerja dari setiap komponen dari algoritme tersebut, 
akan dilakukan pengujian dengan menggunakan kasus uji. Pengujian dengan 
menggunakan kasus uji ini dimaksudkan untuk memastikan apakah keluaran dari 
algoritme sesuai dengan yang diharapkan. Berikut ini adalah parameter yang akan 
jadi bahan evaluasi algoritme genetik yang dibuat: 
1. Apakah jarak rata-rata unit menuju bangunan musuh semakin mendekat? 
2. Apakah jarak rata-rata unit menuju titik pusat semakin berkurang? 
3. Bagaimana perubahan nilai potensi damage dan potensi kehilangan? 
4. Bagaimana keseluruhan faktor tersebut dapat mempengaruhi nilai fitness? 
5. Apakah algoritme yang telah dirancang memiliki konsistensi jika diulang 
beberapa kali pada kasus uji yang sama? 
3.3 Penarikan Kesimpulan dan Saran 
Penarikan kesimpulan dapat dilakukan setelah semua tahapan sebelumnya 
dilakukan, yang meliputi perancangan, implementasi, dan pengujian sistem.  
Kesimpulan diambil dari hasil pengujian berserta analisisnya terhadap sistem yang 
telah dibangun.  Kemudian tahapan akhir yang dilakukan adalah penulisan saran. 
Penulisan saran dimaksudkan agar penelitian berikutnya mampu memperbaiki 
kekurangan-kekurangan yang terjadi, menyempurnakan penulisan, serta 





BAB 4 HASIL DAN PEMBAHASAN 
4.1 Perancangan 
Bagian ini akan menampilkan perancangan sistem dengan menggunakan 
flowchart beserta dengan penjelasannya. 
4.1.1 Penciptaan Generasi Pertama 
Penciptaan generasi pertama adalah langkah awal untuk memulai proses 
algoritme genetik. Generasi pertama adalah titik mulai dari evolusi yang akan 
terjadi pada algoritme ini. Generasi pertama diciptakan sebanyak 10 individu yang 
data kromosomnya diciptakan secara acak. 
Setiap individu pada generasi ini adalah sekumpulan data yang setiap data 
yang ada pada kromosomnya merepresentasikan pergerakan setiap unit yang ada. 
Sehingga jika ada 10 individu berarti ada 10 kemungkinan kombinasi pergerakan 
setiap unit. 
 
Gambar 4.1 Flowchart penciptaan generasi pertama 
Pada gambar 4.1 menggambarkan bahwa proses penciptaan generasi 
pertama adalah sebagai berikut: 
1. Membuat variabel bernama “population” untuk menampung individu 




2. Melakukan loop sebanyak 10 kali untuk menciptakan 10 individu. 
3. Satu individu diciptakan, urutan unit yang akan bergerak diacak.  
4. Lakukan loop sebanyak unit yang ada. Setiap unit mengambil pergerakan 
secara ajak yang kemudian data pergerakan tersebut dimasukkan ke 
variabel individu. 
5. Setelah semua unit memilih pergerakan dan data dimasukkan pada 
variabel individu, variabel individu kemudian dimasukkan ke variabel 
“population” 
6. Ulang langkah 3 sampai 5 sebanyak 10 kali. 
4.1.2 Jarak Rata-rata Unit Pada Bangunan Lawan 
Jarak rata-rata unit pada bangunan lawan adalah salah satu dari faktor 
penentu nilai fitness yang akan dievaluasi pada algoritme genetik.  
 
Gambar 4.2 Flowchart jarak rata-rata 
Pada gambar 4.2 menggambarkan bahwa jarak rata-rata unit pada bangunan 
lawan dihitung dengan menjumlah seluruh jarak setiap unit dibagi dengan jumlah 





4.1.3 Jarak Rata-rata Unit Menuju Ke Titik Pusat 
Jarak rata-rata unit menuju ke titik pusat adalah salah satu dari faktor 
penentu nilai fitness yang akan dievaluasi pada algoritme genetik. Titik pusat yang 
dimaksud disini adalah titik tengah dari keseluruhan unit. 
 
Gambar 4.3 Flowchart jarak rata-rata dari titik pusat 
Pada gambar 4.3 menggambarkan bahwa jarak rata-rata unit menuju ke titik 
tengah dihitung dengan menjumlah seluruh jarak setiap unit ke titik tengah dibagi 
dengan jumlah unit yang ada. Sedangkan titik tengah sendiri dihitung dengan 
menjumlahkan koordinat dari keseluruhan unit dibagi dengan jumlah unit. 
4.1.4 Perhitungan Potensi Damage 
Potensi damage adalah salah satu dari faktor yang mempengaruhi nilai akhir 
fitness. Potensi damage dihitung dua sisi. Potensi damage yang dapat diberikan ke 
lawan dan potensi damage yang diterima dari lawan. Namun kedua perhitungan 
tersebut menggunakan rumus yang sama, sehingga hanya memerlukan satu 





Gambar 4.4 Flowchart potensi damage 
Pada gambar 4.4 menggambarkan bagaimana perhitungan damage dihitung. 
Setiap unit akan dievaluasi satu per satu. Apakah unit tersebut dapat menyerang 
salah satu unit lawan. Jika unit tersebut dapat melakukan serangan pada giliran 
berikutnya, maka nilai akan bertambah. 
4.1.5 Roulette selection 
Roulette selection adalah metode seleksi untuk menentukan individu mana 
yang akan lolos seleksi. Seleksi ini menggunakan bobot fitness. Untuk 
mempercepat proses, individu akan dipilih 5 individu yang memiliki niat fitness 
tertinggi. Kelima individu tersebut akan dipilih sebanyak 10 kali sehingga satu 





Gambar 4.5 Flowchart Roulette selection 
Pada gambar 4.5 menggambarkan bagaimana proses Roulette selection 
dijalankan. Berikut ini adalah tahapan bagaimana proses seleksi berjalan: 
1. Variabel “fitsum” adalah total dari keseluruhan jumlah fitness dari 
seluruk individu yang ada di populasi yang sedang ada. 
2. Variabel “probsum” adalah akumulasi dari probabilitas setiap individu 
yang akan digunakan untuk proses pemilihan. 
3. Variabel “roulette” adalah untuk menyimpan nilai-nilai probabilitas 
untuk menentukan seleksi. 
4. Melakukan perulangan sebanyak sejumlah individu yang ada.  
5. Variabel “probsum” ditambah dengan fitness individu tersebut dibagi 
dengan fitness total. Hasil nilai dimasukkan kepada array “roulette”. 
Sehingga struktur array “roulette” menjadi seperti [0.1, 0.2, 0.3 … 1.0] 
6. Setelah perulangan selesai, membuat array baru untuk menampung 
populasi baru. 
7. Melakukan perulangan sampai jumlah populasi yang baru mencapai 10. 
8. Memilih individu dengan menggunakan bilangan random. Individu dipilih 




9. Hasil crossover dari dua individu dimasukkan kedalam populasi baru. 
10. Jika populasi baru telah mencapai 10 individu, proses seleksi selesai. 
4.1.6 Crossover 
Proses Crossover adalah proses untuk menggabungkan kedua individu 
terpilih untuk menciptakan individu baru. Pada proses ini, informasi kromosom 
pada kedua individu akan ditukar dan hasilnya akan menjadi individu baru. 
 
Gambar 4.6 Flowchart crossover 
Pada gambar 4.6 menggambarkan bagaimana informasi dari kedua individu 
ditukar. Langkah-langkahnya adalah sebagai berikut ini: 
1. Input kedua individu yang akan dilakukan crossover 
2. Duplikasi kedua individu tersebut menjadi object yang berdiri sendiri. 




3. Pilih angka secara acak dengan nilai maksimum adalah panjang dari 
kromosom individu. Angka yang terpilih menentukan berapa kali akan 
dilakukan perulangan. 
4. Setelah menentukan angka, melakukan perulangan sebanyak angka 
tersebut. Pada perulangan ini dilakukan pertukaran informasi 
5. Setelah perulangan selesai, setiap individu baru melakukan mutasi 
6. Setelah mutasi selesai, proses crossover selesai 
4.1.7 Mutasi 
Proses mutasi adalah proses dimana salah satu dari kromosom mengubah 
informasi dirinya sendiri. Proses mutasi bertujuan untuk menjaga keseragaman 
individu pada populasi baru. 
 
 
Gambar 4.7 Flowchart mutasi 
Proses mutasi dilakukan dengan cara yang sederhana. Pada gambar 4.7, 
proses mutasi dilakukan dengan memilih salah satu unit pada individu, kemudian 
koordinat tujuan pada unit tersebut diubah secara acak. 
4.1.8 Elitism 
Proses elitism adalah proses untuk menjaga kualitas individu pada populasi 
berikutnya. Dikarenakan proses crossover tidak selalu menghasilkan individu yang 
lebih baik, namun juga individu yang lebih buruk nilai fitnessnya. Elitism adalah 
proses untuk mengambil individu terbaik dari populasi sebelumnya kemudian 
dimasukkan ke populasi baru untuk mengganti individu yang memiliki nilai fitness 





Gambar 4.8 Flowchart elitism 
Pada gambar 4.8 menggambarkan bagaimana proses elitism berjalan. 
Langkah-langkahnya adalah sebagai berikut ini: 
1. Variabel “i1” adalah index individu yang memiliki nilai fitness tertinggi 
dari populasi sebelumnya. 
2. Variabel “i2” adalah index individu yang memiliki nilai fitness terburuk 
dari populasi baru. 
3. Jika individu “i1” memiliki nilai lebih besar dari individu “i2” maka 
individu “i2” akan diganti dengan individu “i1” 
4.1.9 Iterasi 
Proses iterasi adalah proses untuk mengulang keselurusan proses. Mulai dari 
penciptaan generasi pertama, dan pembuatan generasi berikutnya dan berhenti 
sampai titik yang telah ditentukan. Proses ini akan berhenti jika telah melakukan 
perulangan sebanyak 120 kali atau jika 15 populasi baru memiliki nilai fitness 





Gambar 4.9 Flowchart iterasi algoritme genetik 
Pada gambar 4.9 digambarkan bagaimana proses iterasi berlangsung. Proses 
ini mencakup keseluruhan proses dari penciptaan generasi pertama dan 




1. Penciptaan generasi pertama. Membuat variabel untuk menyimpan nilai 
fitness pada generasi sebelumnya, seberapa kali nilai fitness yang sama 
keluar, dan berapa kali iterasi telah dilakukan.  
2. Membuat generasi baru, tambah 1 nilai pada variabel yang merekan 
berapa kali iterasi telah dilakukan 
3. Cek apakah sudah terjadi 120 perulangan, jika sudah maka iterasi 
diberhentikan. Jika belum maka, cek nilai fitness pada populasi yang ada 
4. Cek apakah nilai fitness tertinggi pada populasi baru sama dengan 
populasi sebelumnya. Jika sama, cek apakah sudah terjadi 15 kali. Jika 
telah terjadi 15 kali, maka iterasi berhenti. Jika belum, ulang lagi untuk 
membuat generasi baru. 
4.2 Implementasi 
4.2.1 Penciptaan Generasi Pertama 
Generasi pertama adalah generasi awal yang dibutuhkan untuk memulai 
algoritme genetik. Individu pada generasi ini diciptakan melalui perulangan. Setiap 
individu diciptakan pada setiap iterasi pada perulangan tersebut dan disimpan 
pada sebuah variabel array. 












population ← [] 
loop 10 times do 
  individual ← [] 
  shuffle units order 
 
  foreach units as u 
    individual.push(u.pick_random_movement) 
  end-foreach 
 
  population.push(individual) 
end-loop 
Pada tabel 4.1 merepresentasikan kode program untuk pembuatan generasi 
pertama dengan alur program sebagai berikut: 
1. Variabel “population” didefinisikan sebagai object array 
2. Program melakukan looping sebanyak 10 kali untuk menciptakan 
individu sebanyak 10 instansi yang akan dimasukkan pada variabel 
“population” 
3. Individu diciptakan sebagai object array. 
4. Urutan unit diacak sebelum dilakukan penentuan pergerakan setiap unit. 
5. Iterasi setiap unit yang telah diacak. Setiap unit akan menentukan 





6. Array “individu” kemudian dimasukkan ke dalam populasi. Proses ini 
berulang sebanyak 10 kali. 
4.2.2 Roulette selection 
Setelah melewati tahap penciptaan generasi pertama, proses selanjutnya 
adalah pemilihan dengan menggunakan roulette selection untuk menyeleksi 
individu dipilih untuk proses selanjutnya.  
































population ← select the best half of the population 
 
fitsum ← 0 
foreach population as indv 
  fitsum ← fitsum + indv.fitness 
end-foreach 
 
probsum ← 0 
wheel ← [] 
foreach population as indv 
  prob ← (indv.fitness / fitsum) 
  wheel.push(prob + probsum) 
  probsum ← probsum + prob 
end-foreach 
 
new_pop ← [] 
loop until new_pop.size >= 10 do 
  loop twice 
    c ← Math.random() 
    i ← 0 
    loop do 
      break if wheel[i] <= c 
      i ← i+1 
    end-loop 
 
    select population[i] 
  end-loop 
 
  crossover two selected individual 
  new_pop.push(two new individuals) 
end-loop 
Pada tabel 4.2 merepresentasikan kode program bagaimana proses roulette 
selection dijalankan dengan alur kode sebagai berikut: 
1. Untuk mempercepat proses, ambil setengah dari jumlah populasi yang 
memiliki nilai fitness tertinggi. 
2. Deklarasi variabel “fitsum” untuk mencatat total nilai fitness dari 
keseluruhan populasi. 
3. Deklarasi variabel “probsum” untuk menghitung probabilitas setiap 
individu. 





5. Iterasi setiap individu dari populasi yang ada. Pada setiap iterasi, 
dilakukan kalkukasi untuk menentukan kemungkinan individu tersebut 
dipilih. Hasil akan dimasukkan pada array “wheel”. 
6. Deklarasi variabel “new_pop” untuk menampung populasi baru. 
7. Setelah itu melakukan looping sampai jumlah populasi baru sama 
dengan jumlah populasi lama. 
8. Pada looping tersebut, memilih dua individu untuk dilakukan crossver. 
Cara pemilihannya adalah dengan memilih angka secara acak dengan 
menggunakan Math random, kemudian mengecek individu mana yang 
terpilih dari angka tersebut. 
9. Setelah dua individu terpilih, lakukan proses crossover. 
10. Hasil dari crossover tersebut kemudian dimasukkan ke dalam populasi 
baru. 
11. Perulangan akan dihentikan jika jumlah populasi sama dengan populasi 
lama. 
4.2.3 Crossover 
Setelah dua individu dipilih melalui proses seleksi, dua individu tersebut 
melakukan crossover dengan cara menukarkan informasi kromosom mereka. 


















function crossover(mate1, mate2) 
  clone1 ← copy of mate1 
  clone2 ← copy of mate2 
 
  i1 ← random number based on max size 
  count ← 0 
  loop i1 times do 
    unit_id ← mate1[count].unit_id 
    i2 ← mate2.get_index_of_unit_id(unit_id) 
    clone1[i1] ← mate2[i2] 
    clone2[i2] ← mate1[i1] 
    count++ 
  end-loop 
 
  mutate both clones 
  return both clones 
end-function 
Pada tabel 4.3 merepresentasikan kode program bagaimana proses 
crossover dijalankan dengan alur kode sebagai berikut: 
1. Membuat instansi individu baru yang serupa dari masing-masing dari dua 
individu. 
2. Deklarasi variabel i1 dengan menggunakan angka acak dengan nilai 
maksimumnya adalah panjang dari array individu. Jika terdapat 15 unit, 




3. Lakukan perulangan sebanyak nilai i1. Catat setiap perulangan pada 
variabel “count”. Sehingga pada setiap perulangan, nilai “count” akan naik 
4. Dalam perulangan, ambil id unit dari pasangan pertama pada index yang 
ditunjukkan pada variabel “count”. Kemudian cari unit pada pasangan 
kedua yang memiliki id sama. Dari kedua tersebut kemudian diturunkan 
pada individu baru 
5. Lakukan mutasi sebelum proses selesai. 
4.2.4 Mutasi 
Setelah melakukan proses crossover, dua individu baru yang telah tercipta 
melakukan mutasi. Mutasi dilakukan untuk memperbanyak keragaman solusi 
pada populasi yang baru. 






  i ← random number based on max size 
  units[i].pick_random_movement 
end-function 
Pada tabel 4.4 merepresentasikan kode fungsi bagaimana proses mutasi 
dijalankan. Proses tersebut dilakukan dengan cara mengambil salah satu unit dari 
array individu, kemudian diacak koordinat tujuannya. 
4.2.5 Elitism 
Setelah proses crossover dan mutasi dilakukan, untuk menjaga kualitas dari 
populasi yang baru, individu yang mempunyai nilai fitness tertinggi dari populasi 
yang lama akan digunakan untuk mengganti individu dengan fitness terburuk pada 
populasi yang baru. 










i1 ← index of the worst fitness value in new population 
i2 ← index of the best fitness value in old population 
 
worst_individual ← new_pop[i1] 
best_individual ← old_pop[i2] 
 
if worst_individual.fitness < best_individual.fitness 
  new_pop[i1] ← best_individual 
end-if 
Pada tabel 4.5 merepresentasikan kode program bagaimana proses elitism 
dijalankan. Proses elitism adalah proses untuk mempertahankan individu yang 
memiliki nilai fitness terbaik pada generasi sebelumnya dengan cara mengganti 
individu terburuk pada generasi baru. Alur program adalah sebagai berikut: 
1. Ambil index dari unit yang memiliki nilai fitness terburuk pada populasi 
baru. Catat index tersebut pada variabel “i1”. 
2. Ambil index dari unit yang memiliki nilai fitness terbaik pada populasi lama. 




3. Ambil masing-masing individu tersebut 
4. Jika nilai individu terburuk pada populasi baru nilai fitnessnya kurang dari 
individu terbaik pada generasi sebelumnya, maka tukar. 
4.2.6 Iterasi 
Untuk hasil yang lebih optimal, keseluruhan proses harus diulang secara 
berkali-kali. Proses iterasi adalah proses untuk mengulang keseluruhan proses 
kecuali proses penciptaan generasi pertama. Penciptaan generasi pertama hanya 
dilakukan sekali, namun dari populasi pertama yang diciptakan pertama akan 
terus berubah sebanyak iterasi yang dijalankan. 
























population ← generate first population 
 
last_fitness ← 0 
similar_fitness_count ← 0 
 
loop 120 times do 
  loop until new population size = 10 
    do roulette selection 
    do crossover 
  end-loop   
  do elitism 
  current_fitness ← new population best fitness   
 
  if last_fitness = current_fitness 
    similar_fitness_count += 1 
  else 
    similar_fitness_count ← 0 
    last_fitness ← current_fitness 
  end-if 
  population ← new population 
 
  break loop if similar_fitness_count >= 15 
end-loop 
Pada tabel 4.6 merupakan kode program yang menggambarkan bagaimana 
keseluruhan proses iterasi berlangsung dijalankan dengan alur sebagai berikut: 
1. Sebelum iterasi dimulai, generasi pertama dibuat dan dimasukkan ke 
dalam variabel “population”. 
2. Buat variabel untuk mencatat nilai fitness terakhir pada variabel 
“last_fitness” dan berapa kali nilai fitness yang sama terulang pada 
proses iterasi pada “similar_fitness_count”. 
3. Iterasi dimulai, dan dilakukan sebanyak maksimum 120 kali 
4. Buat populasi baru dengan melakukan roulette selection dan crossover 
sampai populasi yang baru mencapai 10 individu. 
5. Elitism dilakukan setelah proses seleksi dan crossover berlangsung. 




7. Jika nilai fitness terbesar sama dengan nilai “last_fitness”, tambah nilai 
variabel “similar_fitness_count”. 
8. Jika nilai fitness tidak sama dengan nilai “last_fitness”, set nilai 
“similar_fitness_count” kembali ke 0. Dan catat nilai fitness tersebut ke 
“last_fitness”. 
9. Jika nilai fitness terulang 15x, maka hentikan iterasi. 
4.3 Pengujian Dan Analisis 
Pada bagian ini akan dibahas pengujian dari algoritme genetik. Pengujian 
akan dilakukan dengan menggunakan data uji yang menggunakan “peta sampel” 
sebagai tempat uji coba. 
4.3.1 Peta Sampel 
Untuk menguji algoritme genetik yang telah dirumuskan, diperlukan simulasi 
permainan strategi seperti yang sebenarnya. Pada bagian ini akan dijelaskan peta 
sampel yang akan mensimulasikan permanian strategi. 
 
Gambar 4.10 Peta Sampel 
Keterangan: 
• Peta disimulasikan dengan peta petak yang berukuran 25x15. 
• Unit yang berwarna hijau adalah milik pemain. 
• Unit yang berwarna merah adalah unit milik AI. 
• Petak yang berisi bangunan pada posisi [2,4] adalah bangunan milik pemain. 
• Petak yang berisi pegunungan adalah petak yang tidak dapat dilalui. 
• Setiap unit memiliki kemampuan berjalan 5 petak. Dan setiap unit memiliki daya 




Berdasar Gambar 4.10, maka posisi setiap unit dapat digambarkan pada tabel 
sebagai berikut: 
 
Tabel 4.7 Data Sampel Posisi Unit 
Unit ID 
Unit Lawan (Merah) Unit Pemain (Hijau) 
Posisi X Posisi Y Posisi X Posisi Y 
1 20 10 2 4 
2 21 6 12 10 
3 20 1 4 7 
4 17 9 4 9 
5 15 12 14 6 
6 22 9 5 8 
7 20 13 - - 
4.3.2 Perhitungan Manual 
Dari data uji pada tabel 4.7, perhitungan fitness dapat dilakukan. Adapun 
perhitungan fitness berdasar data pada tabel tersebut adalah sebagai berikut: 
1. Perhitungan Jarak Rata-rata Menuju Bangunan Lawan 
Jarak rata-rata menuju bangunan lawan dihitung dengan rumus Euclidian 
Distance. Bangunan lawan terletak pada koordinat [2,4] sehingga perhitungan 
dilakukan seperti berikut ini: 
𝐷𝑖𝑠𝑡𝑢1 =  √(20 − 2)2 + (10 − 4)2 = 18.97 
𝐷𝑖𝑠𝑡𝑢2 =  √(21 − 2)2 + (6 − 4)2 = 19.10 
𝐷𝑖𝑠𝑡𝑢3 =  √(20 − 2)2 + (1 − 4)2 = 18.24 
𝐷𝑖𝑠𝑡𝑢4 =  √(17 − 2)2 + (9 − 4)2 = 15.81 
𝐷𝑖𝑠𝑡𝑢5 =  √(15 − 2)2 + (12 − 4)2 = 15.26 
𝐷𝑖𝑠𝑡𝑢6 =  √(22 − 2)2 + (9 − 4)2 = 20.61 
𝐷𝑖𝑠𝑡𝑢7 =  √(20 − 2)2 + (13 − 4)2 = 20.12 
Setelah diketahui jarak masing masing setiap unit menuju ke bangunan lawan, 
maka akan dihitung rata-ratanya: 
𝐷𝑖𝑠𝑡 =  




=  18.30 
2. Perhitungan Jarak Rata-rata Menuju Titik Pusat 
Penentuan titik pusat ditentukan dengan menghitung posisi rata-rata dari 
setiap posisi unit yang ada. Setelah ditemukan posisi titik pusat, maka perhitungan 




dengan menggunakan titik pusat yang telah ditemukan sebagai tolak ukur. Berikut 
ini adalah perhitungan untuk pencarian titik pusat. 
𝐶𝑒𝑛𝑡𝑒𝑟𝑦 =











Setelah ditemukan titik pusat yang berada pada posisi [19,8], selanjutnya 
dilakukan perhitungan jarak rata-rata dari setiap unit menuju ke titik pusat 
tersebut. 
𝑇𝑜𝐶𝑢1 =  √(20 − 19.28)2 + (10 − 8.57)2 = 1.60 
𝑇𝑜𝐶𝑢2 =  √(21 − 19.28)2 + (6 − 8.57)2 = 3.09 
𝑇𝑜𝐶𝑢3 =  √(20 − 19.28)2 + (1 − 8.57)2 = 7.60 
𝑇𝑜𝐶𝑢4 =  √(17 − 19.28)2 + (9 − 8.57)2 = 2.32 
𝑇𝑜𝐶𝑢5 =  √(15 − 19.28)2 + (12 − 8.57)2 = 5.48 
𝑇𝑜𝐶𝑢6 =  √(22 − 19.28)2 + (9 − 8.57)2 = 2.75 
𝑇𝑜𝐶𝑢7 =  √(20 − 19.28)2 + (13 − 8.57)2 = 4.48 
Setelah ditemukan jarak masing-masing unit menuju titik pusat, maka 
dihitung jarak rata-rata tersebut. 
𝐴𝑣𝑔𝐷𝑇𝑜𝐶 =  




=  3.90 
3. Perhitungan Potensi Ancaman Yang Diberikan 
Perhitungan potensi ancaman yang diberikan dihitung dengan seberapa 
banyak unit yang dapat menyerang pada satu giliran. Setiap satu unit yang dapat 
menyerang, nilai akan ditambahkan dengan daya serang unit tersebut. Dengan 
asumsi setiap unit dapat berjalan sejauh 5 (lima) petak, maka jarak serang 
efektifnya adalah 6 (enam). Dan daya serang setiap unit memiliki nilai yang sama, 
yaitu 10. 
Dari data sampel pada tabel 4.1, diketahui bahwa ada dua unit yang dapat 
menyerang dalam satu giliran. Maka dapat disimpulkan bahwa: 
𝑃𝑜𝑡𝐷𝑚𝑔 = 20 
4. Perhitungan Potensi Ancaman Dari Pihak Lawan 
Perhitungan potensi ancaman dari pihak lawan memilik perhitungan yang 
sama. Namun perspektif perhitungan dilakukan dari pihak pemain. Sehingga hal 
yang ditanyakan adalah “Seberapa banyak unit hijau yang dapat menyerang?”. 
Dari data sampel pada table 4.1, diketahui bahwa ada dua unit yang dapat 




𝑃𝑜𝑡𝐿𝑜𝑠𝑠 = 20 
5. Perhitungan Total Fitness 














 𝑓 = 1.945 
4.3.3 Hasil Uji Coba Fitness 
Uji coba nilai fitness dilakukan dengan melakukan penciptaan generasi baru 
sebanyak 100 (seratus) kali tanpa pemberhentian. Dan perhitungan dilakukan 
dengan rumus tersebut. Kemudian diambil individu terbaik dari populasi yang 
dihasilkan untuk diambil nilai fitness dan data lainnya. Pengujian ini dilakukan 
sebanyak tiga kali dengan menggunakan posisi unit awal yang sama untuk melihat 
konsistensi. Hasil dari uji coba tersebut terlampir pada tabel 4.8, 4.9, dan 4.10: 
Tabel 4.8 Hasil Uji Coba Nilai Fitness Pertama 
Uji 
Coba 
Posisi Tujuan Unit Evaluasi 
Unit 1 Unit 2 Unit 3 Unit 4 Unit 5 Unit 6 Unit 7 Dist ADToC PLoss PDmg Fit 
1 [17,10] [20,4] [17,1] [17,8] [11,11] [18,10] [16,14] 15.81 4.177 20 40 4.387 
10 [15,10] [20,4] [17,1] [17,8] [10,12] [18,10] [15,13] 15.336 4.393 20 50 5.6 
20 [18,8] [17,5] [15,1] [15,9] [10,12] [18,10] [15,13] 14.716 4.109 20 70 8.171 
30 [18,8] [17,5] [15,1] [13,8] [11,11] [18,10] [15,13] 14.41 4.153 20 70 8.31 
40 [18,7] [16,6] [15,1] [13,8] [11,11] [18,10] [15,13] 14.253 3.993 20 70 8.42 
50 [18,7] [16,6] [15,1] [13,8] [11,11] [18,10] [15,13] 14.253 3.993 20 70 8.42 
60 [18,7] [16,6] [15,1] [13,8] [11,11] [18,10] [15,13] 14.253 3.993 20 70 8.42 
70 [15,10] [17,5] [16,2] [13,8] [11,11] [18,10] [15,13] 14.214 3.829 20 70 8.473 
80 [15,10] [17,5] [16,2] [13,8] [11,11] [18,10] [15,13] 14.214 3.829 20 70 8.473 
90 [15,10] [17,5] [16,2] [13,8] [11,11] [18,10] [15,13] 14.214 3.829 20 70 8.473 






Tabel 4.9 Hasil Uji Coba Nilai Fitness yang Kedua 
Uji 
Coba 
Posisi Tujuan Unit Evaluasi 
Unit 1 Unit 2 Unit 3 Unit 4 Unit 5 Unit 6 Unit 7 Dist ADToC PLoss PDmg Fit 
1 [19,7] [21,9] [16,2] [20,11] [12,12] [17,9] [19,11] 16.767 3.655 20 40 4.215 
10 [19,7] [21,9] [16,2] [17,5] [12,12] [20,9] [19,11] 16.565 3.869 20 40 4.24 
20 [18,12] [18,6] [16,2] [15,10] [12,12] [17,9] [17,11] 15.378 3.416 20 60 6.851 
30 [16,11] [18,6] [16,2] [13,8] [11,11] [17,9] [17,11] 14.484 3.575 20 70 8.388 
40 [16,11] [17,6] [16,2] [13,10] [11,11] [17,9] [15,13] 14.355 3.682 20 70 8.432 
50 [16,11] [17,6] [16,2] [13,10] [11,11] [17,9] [15,13] 14.355 3.682 20 70 8.432 
60 [16,11] [17,6] [16,2] [13,10] [13,9] [17,9] [15,13] 14.452 3.351 20 70 8.45 
70 [16,11] [17,7] [16,2] [13,10] [13,9] [17,9] [16,12] 14.52 3.1 20 70 8.466 
80 [16,11] [17,7] [16,2] [13,8] [11,11] [17,9] [16,12] 14.305 3.442 20 70 8.506 
90 [16,11] [17,7] [15,1] [13,8] [11,11] [17,9] [16,12] 14.191 3.605 20 70 8.532 
100 [16,11] [17,7] [15,1] [13,8] [11,11] [17,9] [16,12] 14.191 3.605 20 70 8.532 
 
Table 4.10 Hasil Uji Coba Nilai Fitness yang Ketiga 
Uji 
Coba 
Posisi Tujuan Unit Evaluasi 
Unit 1 Unit 2 Unit 3 Unit 4 Unit 5 Unit 6 Unit 7 Dist ADToC PLoss PDmg Fit 
1 [22,8] [17,5] [20,1] [16,5] [18,12] [18,9] [16,12] 16.927 3.959 20 30 3.117 
10 [19,13] [19,8] [20,1] [16,5] [12,11] [18,8] [16,12] 16.258 4.122 20 40 4.287 
20 [20,6] [17,5] [15,1] [14,8] [15,8] [18,9] [15,13] 15.044 3.562 20 60 6.96 
30 [15,10] [16,6] [15,1] [14,8] [13,9] [18,10] [16,12] 14.249 3.195 20 70 8.587 
40 [15,10] [16,6] [15,1] [14,8] [13,9] [18,8] [16,12] 14.164 3.128 20 70 8.646 
50 [15,10] [16,6] [15,1] [14,8] [13,9] [18,8] [16,12] 14.164 3.128 20 70 8.646 
60 [15,10] [16,6] [15,1] [14,8] [13,9] [18,8] [16,12] 14.164 3.128 20 70 8.646 
70 [15,10] [16,6] [15,1] [14,8] [13,9] [18,8] [16,12] 14.164 3.128 20 70 8.646 
80 [15,10] [16,6] [15,1] [14,8] [13,9] [18,8] [16,12] 14.164 3.128 20 70 8.646 
90 [15,10] [16,6] [15,1] [14,8] [13,9] [18,8] [16,12] 14.164 3.128 20 70 8.646 
100 [15,10] [16,6] [15,1] [14,8] [13,9] [18,8] [16,12] 14.164 3.128 20 70 8.646 
 
4.3.4 Analisis Hasil 
Pada aspek nilai fitness, ketiga tabel tersebut memperlihatkan bahwa ketiga 
uji coba tersebut menghasilkan nilai fitness yang terus bertambah setelah 
melakukan seratus kali iterasi. Dengan pertambahan nilai fitness, hal ini diartikan 
bahwa pergerakan unit mendekati tujuan yang telah didefinisikan oleh rumus 
fitness, yaitu diantara lain: 
• Variabel jarak menuju ke bangunan utama lawan yang direpresentasikan 




menunjukkan unit mampu memilih arah tujuan untuk mendekati 
bangunan utama lawan 
• Variabel jarak menuju ke titik pusat dari setiap unit yang 
direpresentasikan oleh kolom “ADToC” semakin berkurang pada setiap 
iterasi. Hal ini menunjukkan bahwa unit mampu memilih arah tujuan yang 
selain untuk mendekat ke bangunan utama lawan, juga untuk mendekati 
unit kawannya satu sama lain. 
• Variabel ancaman yang direpresentasikan oleh kolom “Ploss” dan “PDmg” 
yang berganti. Pada ketiga tabel tersebut, nilai “PDmg” mencapai 70 yang 
berarti pada giliran berikutnya, AI dapat melancarkan serangan sebesar 
70. Nilai “Ploss” tidak berubah dikarenakan faktor ini memiliki prioritas 
terendah dengan kelipatan 0.2x. 
Namun, meski hasil dari tiga uji coba tersebut berhasil untuk meningkatkan 
nilai fitness pada setiap iterasi, hasil akhir pada setiap uji coba tersebut berbeda. 
Sebagai contoh, pada tabel 4.8 memiliki nilai fitness “8.49” sedangkan pada tabel 
4.9 memiliki hasil fitness “8.532”. Disamping itu, tujuan akhir setiap unit memiliki 
perbedaan. Jika unit 1 pada percobaan pertama memiliki koordinat tujuan (15,10), 
unit 1 pada percobaan kedua memiliki koordinat tujuan (16,11). 
Dengan adanya perbedaan hasil akhir dari setiap uji coba, dapat diartikan jika 
hasil dari algortima genetik untuk pergerakan unit adalah acak namun masih 
mengarah ke tujuan dari rumus fitness. Dengan adanya faktor acak ini 
memungkinkan untuk menghasilkan hasil yang dinamis dan tidak terpaku pada 
suatu pola yang pasti. Sehingga memungkinkan pada setiap sesi permainan baru, 
pemain dapat perasakan pengalaman yang berbeda dikarenakan pergerakan unit 




BAB 5 PENUTUP 
5.1 Kesimpulan 
Berdasarkan dari hasil dan pembahasan pada penelitian ini, maka dapat 
diambil kesimpulan sebagai berikut: 
Penerapan algoritme genetik pada game strategi dapat dilakukan dengan 
cara menentukan bagaimana nilai fitness dihitung. Yaitu dengan cara memadukan 
perhitungan jarak rata-rata seluruh unit kawan menuju lokasi bangunan utama 
lawan, potensi ancaman dari pihak kawan maupun lawan, dan jarak rata-rata unit 
menuju titik pusatnya. Nilai fitness akan bertambah jika jarak rata-rata menuju 
bangunan lawan semakin kecil dan nilai ancaman dari lawan semakin kecil. 
Sebaliknya, nilai fitness akan berkurang jika jarak rata-rata unit menuju titik pusat 
semakin besar dan nilai ancaman dari musuh lebih besar. 
Perkembangan yang terlihat dalam penggunaan algoritme genetik dalam 
menangani AI pada game strategi yaitu, dengan sifat solusi dari algoritme genetik 
yang relatif acak dalam memberikan solusi, pergerakan unit lawan menjadi lebih 
acak namun terstruktur karena mengikuti pola fitness yang telah ditentukan. Hal 
ini dapat menyebabkan pola pergerakan unit lebih dinamis dan berbeda pada 
setiap sesi permainan. 
5.2 Saran 
Adapun saran-saran yang dapat dilakukan untuk mengembangkan penelitian 
ini lebih lanjut yaitu sebagai berikut: 
1. Menerapkan algoritme genetik pada game strategi dengan tipe unit yang 
lebih bervariasi. Seperti unit yang mampu menyerang unit lain pada jarak 
jauh. 
2. Mengubah formula penentuan nilai fitness. Seperti mengubah koefisien nilai 
dari formula yang telah dijabarkan. Sehingga konfigurasi algoritme genetik 
dapat menghasilkan hasil yang bermacam-macam. Seperti konfigurasi 
algoritme genetik yang memprioritaskan serangan (aggresif) atau 
memprioritaskan untuk menghindar (pasif). 
3. Memadukan algoritme genetik dengan metode lain seperti metode fuzzy 
dan/ atau neural network sehingga hasil dari solusi keluaran dapat lebih 
optimal. 
4. Percobaan pada permainan sesungguhnya dengan cara mengadu AI yang 
dibuat menggunakan algoritme genetik dengan pemain manusia yang 
sebenarnya dan/ atau mengadu dengan algoritme lain, kemudian mencatat 
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