Document imaging and transmission systems (typically MFPs) require both effective and efficient image rendering methods that support standard data formats for a variety of document types, and allow for real time implementation. Since most conventional raster formats (e. g. TIFF, PDF, JPEG) are designed for use with either black and white text, or continuous-tone images, more specialized rendering methods are often required for representing mixed content documents. The baseline TIFF format supports a few binary compression options: PackBits, CCITT G3 and G4. Conventionally, halftoning algorithms, such as error diffusion, can be used to create a binary representation of a document image in the TIFF format. However, PackBits, CCITT G3 and G4 compression generally do not produce desired compression on halftone images.
INTRODUCTION
Over the past few years, multifunction products (MFPs) have been increasingly used in many document imaging and distribution environments due to their low cost and high productivity. The typical document sending functions of MFPs such as scan-to-email, scan-to-fax and scan-to-folder are designed to automatically scan documents, convert them to desired file formats, and route them to desired destinations using existing communication protocols. These functions generally need to support both a variety of document types (e. g. text, mixed and picture) and standard data formats (e. g. TIFF, MTIFF, PDF and JPEG) with reasonably low memory usage and high processing speed.
Since most conventional raster formats are designed for use with either black and white text, or continuoustone images, 1 more specialized rendering methods are often required for representing mixed content documents, which typically include a mixture of text, graphics, halftone regions and image data. TIFF is a widely used format 2 in MFPs for document transmission. However, the baseline TIFF format only supports a few binary compression options, CCITT G3/G4 (fax compression) 3, 4 and PackBits compression, a simple byte-oriented run length scheme.
2 Conventional halftoning algorithms, such as error diffusion, 5 can be used to create a binary representation of a continuous-tone image. Such an image can be subsequently compressed using PackBits, G3 and G4 compression. However, CCITT G3/G4 is poorly suited to the compression of halftone images, 6 and particularly poorly suited to the compression of images halftoned using error diffusion. In fact, CCITT G3/G4 compression can actually expand the file size of error diffused halftones. This is problematic because error diffusion is a method for producing high quality binary representations when the sampling resolution is limited (e. g. 300 dpi). Alternatively, PackBits compression is a run length encoding algorithm which is more effective at compressing error diffused halftones than G3/G4. However, the size of PackBits compressed files is still larger than is desirable for fast document transmission.
In this paper, we propose a method called PackBits Optimized Error Diffusion (POED) for producing efficient binary representations of documents with enhanced run length encoding efficiency. The POED method is a modified form of error diffusion which is designed to produce halftones that can be more efficiently compressed using PackBits compression, but preserve much of the desirable quality of conventional error diffusion. This approach is particularly suitable for documents that are scanned and transmitted as Email attachments.
The PackBits compression is a simple byte-oriented run-length compression scheme in which all repeated bytes are encoded as one or more replicate runs. The POED method includes an adaptive error diffusion algorithm which takes advantage of the byte-oriented run-length structure of PackBits to encourage repetition of bytes in the resulting binary image. To maintain the text quality, a simple binary segmentation algorithm 7 is combined with the error diffusion algorithm to control the separate processing of text regions and background regions. Both the error diffusion and segmentation algorithm can be optimized to produce the best rate-distortion tradeoff.
The rest of the paper is organized as follows. In Section 2, a threshold modulation error diffusion algorithm is proposed. Section 3 describes the entire POED procedure that combines the binary segmentation algorithm and the threshold modulation error diffusion algorithm. In Section 4, a parameter optimization procedure is developed. In Section 5, the experimental results of the proposed POED method are shown and compared with the conventional error diffusion method. Finally, Section 6 summarizes the conclusions of the paper. Figure 1 illustrates a threshold modulation error diffusion algorithm that is the critical part of the PackBits Optimized Error Diffusion method. Notice that the figure without the threshold modulation module is exactly the diagram of conventional error diffusion. In order to enforce a periodic pattern in the binary output, the threshold modulation technique is applied to the conventional error diffusion algorithm. In particular, the quantizing threshold of each pixel is modulated by the binary output that occurred 8 pixels earlier in the scan order of the error diffusion. The 8 pixel delay corresponds to the 8 bits in a single byte, so this adaptive threshold modulation results in byte sequences that tend to repeat.
THRESHOLD MODULATION ERROR DIFFUSION
Note that in threshold is greater than 0.5. Intuitively, a smaller threshold encourages a "1" value at the output of quantizer, while a larger threshold encourages a "0" value at the output. So b(i, j) tends to repeat the value of b(i, j − 8). Fig. 2 shows an example result for comparison of the threshold modulation error diffusion and the conventional error diffusion. As shown in the example, the threshold modulation error diffusion algorithm creates a periodic pattern in the gray level background. This typically reduces the PackBits compressed image size over conventional Floyd Steinberg error diffusion, while maintaining decent overall visual quality. Notice that in the text regions of the example, the threshold modulation error diffusion process is switched off and the Floyd Steinberg error diffusion process is switched on. This separate processing is done by using a binary segmentation bitmap, which we will describe in the next section. 
PACKBITS OPTIMIZED ERROR DIFFUSION
While the threshold modulation error diffusion algorithm performs well in the background region, it can also produce some undesirable noise around the text edges. Consequently, it is necessary to switch off the threshold modulation error diffusion in the text regions, and to switch on the conventional error diffusion in these regions. For this purpose, we apply a simple binary segmentation algorithm to control the switching process. Fig. 3 illustrates the overall structure of the PackBits optimized error diffusion algorithm. The binary segmentation algorithm separates the input image into two regions, text and non-text. In the text region, The Floyd Steinberg error diffusion coefficients are applied and the threshold modulation is turned off, while in the non-text region, the threshold modulation is turned on and a different set of error diffusion coefficients (w 0 , w 1 , w 2 and w 3 ) are applied. All these weights are optimized for the best tradeoff of bit rate and distortion. In addition, the combined weights of both error diffusion processes are adjusted by a parameter β in [0, 1], which is also optimized. Fig. 4 shows how the binary segmentation algorithm works. The input grayscale image is first smoothed by using a 5 × 5 Gaussian low pass filter with the standard deviation σ to remove noise. A local activity measure is then computed for the filtered output using the following formula.
where g(i, j) is the filtered output value at pixel (i, j) from the Gaussian low pass filter. A binary threshold block compares the value of l(i, j) to a predefined threshold, T b , at each pixel and creates the binary segmentation map. If the local difference is larger than the threshold, the output is set to "1", and the pixel is classified as non-text; otherwise, the output is set to "0" and the pixel is classified as text.
PARAMETER OPTIMIZATION
The POED method is optimized by searching for the value of the vector θ = [β, w 0 , w 1 , w 2 , w 3 ] where each element falls in [0, 1] and the value of α is fixed. Note that the four error diffusion weights are also normalized to sum to 1 before they are used in the error diffusion algorithm. The search strategy is designed to minimize the cost function defined as:
where B is the PackBits compressed file size in Kbytes, D is the distortion measure in mean square error, and λ is a predefined weight that controls the balance between B and D. We used 30 as the value of λ in all our experiments. The distortion measure D is computed as follows. First, an error image is taken by comparing the grayscale input image and the halftoned image. Next, the error image is processed by using a 5 × 5 Gaussian low pass filter. Finally, the mean square error is computed by taking the average of the squared values of all the pixels in the filtered error image.
The optimization of θ is done by sequentially perturbing the elements of the vector θ using an iterative coordinate decent (ICD) strategy. The starting point is always set at [1.0, 0.4375, 0.0625, 0.3125, 0.1875] where the four error diffusion weights are exactly the Floyd Steinberg error diffusion coefficients. Each perturbation is made using a step size of ±δ which is initialized to the value δ = 0.2 . The decision to perturb each component by ±δ or to leave it unchanged is made based on the value of the mean square error computed for the documents in the training set. If the mean squared error does not decrease with the perturbation of every element of the parameter vector, then the size of the perturbation is automatically reduced using the formula δ ← δ/2. Coordinate descent optimization is stopped when the perturbation value is less than 0.02 . ;rttngoolooto-alI io00nIooishlntrhahIrh,Iosrrtotorn.
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EXPERIMENTAL RESULTS
In this experiment, we used a scanned document as the test image to evaluate the performance of the POED method by comparing it to the conventional error diffusion method. The test image is shown in Fig. 5 . We used another scanned document as the training image for parameter optimization. Both images were scanned at 300 dpi and 24 bits per pixel (bpp), and stored in TIFF format. The grayscale image of each document was obtained by taking the grayscale mode of the color image in Adobe Photoshop. Table 1 lists all the parameters that are used by the POED algorithm. We choose these parameters because we found that they worked well for a wide variety of documents. Notice that the four error diffusion weights are slightly different at different α and β values, and are close to the standard Floyd Steinberg error diffusion weights. Fig. 6(c) shows the binary segmentation result created in the POED process (in Fig. 4 ). The POED results in Fig. 6(d), Fig. 6(e), Fig. 6(f) and Fig. 6(g) show decreasing overall quality and increasing PackBits compression ratios as the value of α is increased. Compared to the Floyd Steinberg error diffusion result in Fig. 6(b) , the POED result in Fig. 6(f) with α = 0.4 achieves a much higher compression ratio while still maintaining good visual quality. Fig. 6 . Furthermore, the text regions in all the POED results retain sharpness that is very close to the Floyd Steinberg error diffusion result. This is just because the binary segmentation algorithm provides an adaptive control on the error diffusion processes at a pixel level. Notice that the binary segmentation map in Fig. 7(c) contains larger strokes which are used to protect the text from being damaged by the threshold modulation error diffusion process. 
CONCLUSIONS
We have proposed a binary representation method for scanned documents that is suitable for the baseline TIFF PackBits compression. This method includes an efficient threshold modulation algorithm that encourages a periodic pattern in the binary output. The method applies a simple binary segmentation algorithm to control the error diffusion processes in order to maintain the sharpness of text. The POED method with the PackBits compression yields significant higher compression ratios than the conventional error diffusion method, while maintaining desirable visual quality with low computational and memory requirements. 
