Homework checker for Moodle by Kozlevčar, Nejc
Univerza v Ljubljani
Fakulteta za racˇunalniˇstvo in informatiko
Nejc Kozlevcˇar
Preverjanje pravilnosti nalog z
uporabo sistema Moodle
DIPLOMSKO DELO
UNIVERZITETNI SˇTUDIJSKI PROGRAM
PRVE STOPNJE
RACˇUNALNISˇTVO IN INFORMATIKA
Mentor: doc. dr. Tomazˇ Dobravec
Ljubljana, 2016

Fakulteta za racˇunalniˇstvo in informatiko izdaja naslednjo nalogo:
Tematika naloge:
V diplomskem delu se osredotocˇite na podrocˇje avtomatskega ocenjevanja
racˇunalniˇskih programov. Preglejte obstojecˇe programe za preverjanje pravil-
nosti in kakovosti programov ter opiˇsite podobnosti in razlike. V diplomskem
delu razvijte tudi samostojen modul sistema Moodle za ocenjevanje oddanih
programov v razlicˇnih programskih jezikih. Modul naj omogocˇa enostavno
administracijo za izvajalca predmeta in pregledno uporabo za sˇtudenta. Mo-
dul naj bo tesno povezan s sistemom Moodle in naj omogocˇa vpis ocen
direktno v redovalnico. Izdelajte tudi namestitveni program za enostavno
vkljucˇitev modula v obstojecˇ sistem Moodle.

Izjava o avtorstvu diplomskega dela
Spodaj podpisani Nejc Kozlevcˇar, z vpisno sˇtevilko 63120211, sem avtor diplom-
skega dela z naslovom:
Preverjanje pravilnosti nalog z uporabo sistema Moodle
IZJAVLJAM
1. da sem pisno zakljucˇno delo sˇtudija izdelal samostojno pod mentorstvom
doc. dr. Tomazˇa Dobravca;
2. da je tiskana oblika pisnega zakljucˇnega dela sˇtudija istovetna elektronski
obliki pisnega zakljucˇnega dela sˇtudija;
3. da sem pridobil/-a vsa potrebna dovoljenja za uporabo podatkov in avtorskih
del v pisnem zakljucˇnem delu sˇtudija in jih v pisnem zakljucˇnem delu sˇtudija
jasno oznacˇil/-a;
4. da sem pri pripravi pisnega zakljucˇnega dela sˇtudija ravnal/-a v skladu z
eticˇnimi nacˇeli in, kjer je to potrebno, za raziskavo pridobil/-a soglasje eticˇne
komisije;
5. soglasˇam, da se elektronska oblika pisnega zakljucˇnega dela sˇtudija uporabi
za preverjanje podobnosti vsebine z drugimi deli s programsko opremo za
preverjanje podobnosti vsebine, ki je povezana s sˇtudijskim informacijskim
sistemom cˇlanice;
6. da na UL neodplacˇno, neizkljucˇno, prostorsko in cˇasovno neomejeno prenasˇam
pravico shranitve avtorskega dela v elektronski obliki, pravico reproducira-
nja ter pravico dajanja pisnega zakljucˇnega dela sˇtudija na voljo javnosti na
svetovnem spletu preko Repozitorija UL;
7. dovoljujem objavo svojih osebnih podatkov, ki so navedeni v pisnem za-
kljucˇnem delu sˇtudija in tej izjavi, skupaj z objavo pisnega zakljucˇnega dela
sˇtudija.
V Ljubljani, dne 7. september 2016 Podpis avtorja:

Kazalo
Povzetek
Abstract
1 Uvod 1
1.1 Motivacije . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.2 Cilji . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.3 Metodologije . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
2 Primerjava z obstojecˇimi sodniˇskimi sistemi 3
2.1 Sphere online judge . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2 CodeChef . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 TopCoder . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3 Uporabljene tehnologije in jeziki 11
3.1 Docker . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3.2 PHP . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
3.3 Moodle . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
4 Preverjanje pravilnosti nalog 21
4.1 Uporaba . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.2 Realizacija . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
5 Zakljucˇek 35

Seznam uporabljenih kratic
kratica anglesˇko slovensko
SPOJ Sphere online judge Sphere online judge
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HTML Hyper Text Markup Language Jezik za oznacˇevanje nadbesedila
SQL Structured Query Language Strukturirani povprasˇevalni jezik
IP Internet Protocol Internet protokol
MB Megabyte Megabyte
GB Gigabyte Gigabyte
IIS Internet Information Server Internetni informacijski strezˇnik
URL Uniform Resource Locator Enolicˇni krajevnik vira

Povzetek
Naslov: Preverjanje pravilnosti nalog z uporabo sistema Moodle
V okviru nasˇega diplomskega dela ustvarimo sodniˇski sistem primeren za
uporabo na fakulteti. Sistem je namenjen preverjanju pravilnosti domacˇih
nalog napisanih v programskem jeziku Java. Uporablja se na spletni ucˇilnici
Moodle. Sistem smo realizirali v programskem jeziku PHP, z uporabo plat-
forme Docker povecˇamo varnost sistema.
Na zacˇetku na spletu najdemo nekaj podobnih sistemov, jih opiˇsemo in
nasˇtejemo prednosti in slabosti.
V teoreticˇnem delu opiˇsemo in predstavimo glavne platforme, ki smo jih
uporabili za realizacijo sistema. V nadaljevanju podrobno opiˇsemo delovanje
in realizacijo programa. V diplomsko nalogo vkljucˇimo tudi nekaj izsekov
programske kode in opiˇsemo njeno delovanje.
Ker je nasˇ sistem vkljucˇen v Moodle, lahko izdelek testiramo kar znotraj
Moodla. Izgled samega sistema prikazˇemo s pomocˇjo zaslonskih slik.
Kljucˇne besede: Moodle, pravilnost nalog, sodniˇski sistem, Docker, PHP.

Abstract
Title: Homework checker for Moodle
Throughout our thesis we implement a judge system suitable for faculty
application. The system is intended for checking the correctness of ho-
meworks written in Java programming language. It is used in combination
with learning management system Moodle. The system is written in PHP
programming language and with the use of the platform Docker we enhance
its security.
At first we find some similar systems, describe them and list their streng-
ths and weaknesses.
In the theoretical part we describe and introduce the main platforms that
we used for the implementation of the system. In continuation we thoroughly
describe the functionality and implementation of the program. In the thesis
we also include some parts of the source code and explain its functionality.
Because our system is included in Moodle, we can test the product from
within. The system’s appearance is illustrated with the help of screenshots.
Key words: Moodle, homework checker, judge system, Docker, PHP.

Poglavje 1
Uvod
1.1 Motivacije
Na fakulteti za racˇunalniˇstvo in informatiko je veliko predmetov, kjer je za
domacˇo nalogo potrebno narediti nek program. Pravilnost teh nalog profe-
sorji pregledujejo na vecˇ razlicˇnih nacˇinov. Nekateri zahtevajo ustni zagovor
vsakega posameznika, kar je dokaj zamudno in s tem profesor oz. asistent
izgubi vsaj 1 termin vaj za predavanje snovi. Spet drugi imajo na svojem
strezˇniku postavljen sistem za avtomatsko preverjanje teh nalog. Problem
teh sistemov je, ker v vecˇini niso uporabniku ali skrbniku prijazni. Na fakul-
teti ni nekega univerzalnega sistema, ki bi ga lahko vsi enostavno uporabljali
preko spletne ucˇilnice - Moodle.
Moodle je odprto kodna programska oprema, namenjena izobrazˇevalnim
ustanovam. Vsak profesor je zadolzˇen za urejanje svojih predmetov, kjer
so vpisani sˇtudenti, ki ta predmet opravljajo. Moodle omogocˇa enostavno
oddajanje domacˇih nalog in komunikacijo med sˇtudenti in profesorjem oz.
asistentom.
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1.2 Cilji
Cilj diplomske naloge je narediti nek splosˇen sistem za preverjanje program-
skih nalog in ga vkljucˇiti v sistem Moodle. To bo bistveno olajˇsalo tocˇkovanje
domacˇih nalog tako za sˇtudente kot za profesorje. Sˇtudentje bodo tako lahko
nalogo samo oddali na spletno ucˇilnico. Naloga se bo nato avtomatsko pre-
verila, dosezˇene tocˇke pa se bodo samodejno vpisale v sistem.
Zdajˇsnji sistemi so bili za skrbnike neprijazni, saj je administracija mozˇna
le preko konzole in ne preko uporabniˇskega vmesnika. Z nasˇim sistemom
omogocˇimo skrbniku enostavno dodajanje in odstranjevanje testnih prime-
rov. Sˇe vedno pa je mozˇno nalogo rocˇno preveriti in po potrebi spremeniti
tocˇke.
1.3 Metodologije
Prva faza diplomske naloge je sestavljena iz prakticˇnega dela. Na zacˇetku se
lotimo realizacije samega sistema, ki ga nato povezˇemo s sistemom Moodle.
Sistem spiˇsemo v programskem jeziku PHP, ker ga je najlazˇje povezati z
Moodlom.
V drugi fazi smo se osredotocˇili bolj na teorijo izdelanega sistema in ga
podrobneje opisali. Opisali bomo delovanje in spisali kratka navodila za
uporabo, da ga bojo uporabniki lazˇje usvojili.
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Primerjava z obstojecˇimi
sodniˇskimi sistemi
Sodniˇski sistemi so sistemi za testiranje pravilnosti programske kode. Sistem
kodo prevede in zazˇene na prilozˇenih testih. Izhod programa se preveri s
pravilnimi izhodi, ki so bili definirani pred zagonom nalozˇenega programa.
Test je pravilen, cˇe se oba izhoda popolnoma ujemata. Na spletu je mogocˇe
najti kar nekaj takih sodniˇskih sistemov. Vseh ne moremo analizirati in
testirati, zato bomo to storili zgolj za izbrane sisteme [1]. Osredotocˇili se
bomo na naslednje tri sisteme:
• Sphere online judge,
• Code Chef,
• Top Coder.
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2.1 Sphere online judge
Sphere Online Judge (SPOJ) je sodniˇski sistem dostopen preko spleta. Za
uporabo sistema ni potrebno namestiti dodatne programske opreme. Upo-
raba sistem je brezplacˇna, potrebna je zgolj prijava. Na SPOJ je registrira-
nih preko 200 000 uporabnikov, ki imajo na voljo 20 000 nalog za resˇevanje.
Naloge pripravlja za to zadolzˇena skupnost - obicˇajno so vzete iz koncˇanih
programerskih tekmovanj. SPOJ omogocˇa tudi organizacijo tekmovanj. Tek-
movanje lahko tecˇe pod poljubnimi pravili, ki jih zastavi ustvarjalec tekmo-
vanja. Sistem omogocˇa tudi forum, kjer lahko programerji komunicirajo med
seboj [2][3].
Ko se prijavimo v sistem, se nam pokazˇe seznam problemov za resˇevanje.
Poleg problema je napisana tezˇavnost, odstotek pravilno oddanih nalog in
sˇtevilo uporabnikov, ki je to nalogo resˇevalo. S klikom na zˇeljen problem se
nam pokazˇejo navodila naloge s primerom.
Slika 2.1: Prikaz navodil (SPOJ) [4]
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SPOJ ima na spletni strani vgrajen tudi preprost urejevalnik besedila, ka-
mor piˇsemo kodo. Ko izberemo zˇeljen programski jezik, se nam v urejevalnik
izpiˇse ogrodje programa. Sistem nam sam ustvari razred in metodo main.
Cˇe nam ponujeni urejevalnik ne ustreza, lahko kodo piˇsemo v poljubnem
programu in datoteko s programom nato nalozˇimo na portal.
Slika 2.2: Urejevalnik besedila (SPOJ) [5]
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Ko napiˇsemo program, ga lahko oddamo v testiranje. Sistem nato na
nasˇem programu izvede vse teste. Po koncˇanem testiranju se nam izpiˇse
pravilnost programa. Cˇe so bili vsi testi pravilni, se nasˇa oddaja obarva
zeleno, drugacˇe pa oranzˇno.
Slika 2.3: Prikaz pravilno resˇenega problema (SPOJ) [6]
Slabost sistema SPOJ je v slabem urejevalniku besedila, ki ga ponujajo na
spletni strani. Najvecˇja pomankljiovst urejevalnika je ta, da kode ni mogocˇe
sproti prevesti in zagnati.
2.2 CodeChef
CodeChef je neprofiten izobrazˇevalni sistem, ki ga je razvilo podjetje Directi.
CodeChef podpira preko 50 programskih jezikov in je sprva ciljal predvsem
na indijske sˇtudente in programerje. CodeChef ima veliko bazo programerjev,
ki pomagajo sˇtudentom izboljˇsati znanje programiranja. CodeChef trenutno
uporablja vecˇ kot 300 000 uporabnikov. Vsak mesec gosti tudi 3 tekmovanja,
kjer zmagovalcem podarijo nagrade. [7].
Tako kot za prej opisani SPOJ tudi za CodeChef velja, da si za uporabo
tega sistema ni potrebno nalozˇiti dodatne programske opreme. CodeChef ima
probleme razvrsˇcˇene v tezˇavnostne kategorije. Tako imamo na voljo katego-
rije za zacˇetnike, lahko, srednjo in tezˇko kategorijo ter kategoriji izzivov in
problemov, ki so bili na univerzitetnih tekmovanjih. Ko izberemo kategorijo
se nam prikazˇejo vsi problemi, ki so na voljo v tej kategoriji.
S klikom na problem se nam pokazˇe besedilo naloge in primer pravil-
nega para vhodnih in izhodnih podatkov. S klikom na gumb
”
submit“
lahko zacˇnemo z resˇevanjem naloge. Prikazˇe se nam prostor za oddajo
resˇitve naloge. Tudi tukaj imamo na voljo dve mozˇnosti - v testiranje lahko
oddamo datoteko ali pa nalogo kopiramo v prilozˇen urejevalnik besedila.
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Namen vgrajenega urejevalnika je zgolj kopiranje izvorne kode vanj, ker
podpira malo dodatnih funkcionalnosti. Ima pa CodeChef na drugi pove-
zavi(https://www.codechef.com/ide) prav poseben urejevalnik, ki podpira
mnogo vecˇ funkcij. Kodo lahko prevedemo in zazˇenemo kar v brskalniku.
Kot parameter k izvajanju lahko dodamo poljuben vhod. Omogocˇa pa tudi
funkcijo
”
auto-complete“, ki nam ponuja predloge pri pisanju kode.
Slika 2.4: Urejevalnik namenjen pisanju kode (CodeChef) [8]
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Ko smo s svojim programom zadovoljni in menimo, da je pravilen, ga
oddamo v testiranje. Sistem nasˇ program prevede in na njem izvede vse
definirane teste. Kot odgovor nam sistem izpiˇse ”Odgovor je pravilen”, cˇe so
bili testi uspesˇni ali ”Odgovor je napacˇen”, cˇe so bili testi neuspesˇni.
Slika 2.5: Pravilno delujocˇ program (CodeChef) [9]
2.3 TopCoder
TopCoder je sistem namenjen povezovanju podjetij s programerji. Vsebuje
probleme s podrocˇij razvoja, oblikovanje in obdelave podatkov. Uporabniki
si z resˇevanjem realnih problemov izboljˇsujejo znanje programiranja, hkrati
pa lahko zasluzˇijo tudi nekaj denarja. TopCoder ima trenutno preko 1 000
000 registriranih uporabnikov [10].
Na spletni strani lahko izberemo na katerem natecˇaju bomo sodelovali
in poskusˇali osvojiti kaksˇno nagrado. Na voljo imamo tri kategorije: obli-
kovanje, razvoj programske opreme in analiza podatkov. Ko izberemo eno
kategorijo se nam izpiˇsejo vsi izzivi, ki so sˇe vedno odprti. S klikom na
izbran izziv se nam odpre opis problema in denarne nagrade za najboljˇsa
mesta. Na dolocˇene izzive se lahko prijavimo samo pod pogojem, da imamo
dovolj visoko oceno.
TopCoder ima tudi tako imenovano tekmovalno areno, kjer so na voljo
nekoliko manj zahtevne naloge. Te naloge so bolj podobne nalogam, ki jih
uporabljata prej opisana sodniˇska sistema (SPOJ in CodeChef). Vsaka na-
loga je vredna dolocˇeno sˇtevilo tocˇk. Ko izberem nalogo za resˇevanje, se nam
v ozadju vklopi sˇtevec, ki meri porabljen cˇas za resˇevanje naloge. Glede na
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porabljen cˇas in vrednost naloge nam sistem dodeli koncˇno sˇtevilo tocˇk. Tudi
sam sistem pisanja naloge je tukaj nekoliko drugacˇen kot pri ostalih dveh sis-
temih. Pri SPOJ in Code Chef sistemu se preverja izpis programa. Tukaj
pa je potrebno logiko programa napisati v prej definirani metodi. Izhod pro-
grama pri testiranju nima vpliva na pravilnost. Urejevalnik besedila, ki nam
ga ponudi TopCoder je popolnoma osnoven urejevalnik in nima nobenih do-
danih funkcionalnosti. Na voljo imamo nekaj vnaprej definiranih testov, ki
jih lahko kadar koli izvedemo in kot odgovor dobimo podrobnosti tega testa.
Za TopCoder obstaja kar nekaj vticˇnikov (ang. plugin) za nekatera najbolj
priljubljena razvojna okolja (Eclipse, Intellij IDEA,...).
Slika 2.6: Primer izpisa testov (TopCoder)[11]
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Poglavje 3
Uporabljene tehnologije in
jeziki
V spodnjem poglavju predstavimo tehnologije in programske jezike, ki smo
jih uporabili za realizacijo nasˇega sodniˇskega sistema. Orodje Docker smo
uporabili predvsem zaradi varnosti. Opiˇsemo tudi kaksˇne vrste zasˇcˇite se v
njem uporabljajo. Nasˇ sistem je v vecˇini realiziran v programskem jeziku
PHP. Jezik je namenjen razvoju spletnih aplikacij. Tudi Moodle je napisan
v programskem jeziku PHP, zato je bila vkljucˇitev nasˇega sistema v Moodle
lazˇja. Opiˇsemo zgodovino nastanka in na kratko opiˇsemo nekatere sintakticˇne
lastnosti jezika. Moodle je sistem za postavitev spletne ucˇilnice, ki se upora-
blja tudi na nasˇi fakulteti. Na kratko opiˇsemo postopek namestitve Moodla.
Navedemo tudi minimalne zahteve, ki je predpisuje.
3.1 Docker
Docker je brezplacˇno orodje namenjeno ustvarjanju, razvijanju in poganjanju
aplikacij z uporabo tehnologije zabojnikov [12] (ang. container technology).
Zabojniki razvijalcu omogocˇajo zdruzˇevanje delov, kot so knjizˇnice in apli-
kacije v eno neodvisno celoto. S tem dobimo zagotovilo, da bo aplikacija
delovala na poljubni napravi, ne glede na nastavitve naprave [13][14].
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Docker je na nek nacˇin podoben programom za uporabo navideznih racˇunalnikov.
Razlika med Dockerjem in programi za uporabo navideznih racˇunalnikov je v
tem, da Docker ne zgradi celotnega operacijskega sistema, pacˇ pa le omogocˇi
aplikaciji uporabo istega jedra kot sistem, na katerem aplikacijo poganjamo.
To pospesˇi delovanje aplikacije in zmanjˇsa njeno velikost. Ker je Docker od-
prto kodni progam, lahko vsak doda svojo dodatno funkcionalnost. Docker
je uporaben tako za razvijalce, kot tudi za administratorje aplikacij. Razvi-
jalec se lahko popolnoma osredotocˇi na pisanje programske kode in se mu ni
potrebno ukvarjati s kaksˇnim sistemom bo imel opravka. Administratorjem
doda prilagodljivost in potencialno zmanjˇsa sˇtevilo potrebnih sistemov [15].
3.1.1 Docker in varnost
Nasˇ sistem se bo uporabljal na spletni ucˇilnici na fakulteti, kjer so datoteke
in ostale informacije uporabnikov ucˇilnice skupne in zbrane na enem mestu.
Zato moramo poskrbeti za ustrezno varnost sistema. Z uporabo Dockerja se
sˇtudentske naloge izvajajo povsem locˇeno od ostalih datotek, ki so shranjene
v Moodlu. Tako ni bojazni, da bi lahko kaksˇno od teh datotek pobrisali oz.
spremenili. Docker nam torej prinese veliko mero varnosti.
Zasˇcˇita datotek
Za boljˇso zasˇcˇito so bile v okolje dodane nekatere Linuxove sistemske dato-
teke, ki pa imajo zgolj bralne pravice. Na srecˇo vecˇina aplikacij nikoli ne
potrebuje pisanja v te datoteke, zato to ne predstavlja vecˇjih tezˇav. Dodane
so bile naslednje datoteke:
• . /sys,
• . /proc/sys,
• . /proc/sysrq-trigger,
• . /proc/irq,
• . /proc/bus.
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Z dodajanjem teh sistemskih datotek, ki so na voljo samo za branje,
privilegirani procesi ne morajo pisati v njih. Tako ne morajo vplivati na
originalen sistem. Blokirana je bila tudi pravica za spreminjanje pravic teh
datotek.
Docker uporablja tudi tako imenovan
”
copy-on-write“ datotecˇni sistem.
Tako lahko vsi zabojniki uporabljajo enako datotecˇno sistemsko sliko kot
osnovnik. Ko zabojnik piˇse vsebino v sliko, se ta vsebina zapiˇse v datotecˇni
sistem namenjen tocˇno temu zabojniku. To preprecˇi, da en zabojnik vidi
spremembe drugega, tudi cˇe sta pisala po isti datoteki. To pomeni tudi, da
zabojnik ne more pisati po datotekah drugih zabojnikov [16].
Imenski prostor
Docker uporablja tudi nekaj svojih imenskih zakonov, ki zagotovijo dodatno
varnost. Docker skrije vse procese, ki tecˇejo na sistemu, z izjemo teh, ki tecˇejo
na nasˇem trenutnem zabojniku. S tem onemogocˇimo napade na procese, ki
niso vidni. Tudi PID (identifikator procesa) 1, ki je ponavadi rezerviran za
korenski proces, je proces, ki tecˇe samo na trenutnem zabojniku.
Dodatno zasˇcˇito zagotavlja tudi imenski prostor omrezˇja. Administrator
lahko nastavi pravila usmerjanja omrezˇja za zabojnik. Nastaviti je mogocˇe
celotno IP tabelo, da lahko zabojnik uporablja zgolj dolocˇeno vrsto omrezˇja.
3 najbolj pogoste nastavite:
• dovoljeno je komunicirati zgolj na javnem omrezˇju,
• dovoljeno je komunicirati zgolj na privatnem omrezˇju,
• eden lahko komunicira z ostalima dvema, posreduje sporocˇila v obe
smeri med zabojniki, toda blokira neprimerno vsebino [16].
3.2 PHP
PHP je trenutno rekurzivna kratica za
”
PHP Hypertext Preprocessor“. Iz-
virno pa je bil akronim za
”
Personal Home Page Tools“, kar po slovensko
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pomeni orodje za osebno domacˇo stran. PHP je programski jezik za razvoj
spletnih aplikacij. Uporablja se na zalednih sistemih. Ima obicˇajno sin-
takticˇno strukturo, najvecˇ podobnosti pa najdemo s programskima jezikoma
C in Perl. Ta podobnost ni nakljucˇna, saj so zacˇetki povezni s prav tema
dvema jezikoma. Avtor jezika je Rasmus Lerdorf, na Grenlandiji rojen pro-
gramer. Jezik je bil napisan leta 1994 v programskem jeziku C kot skupina
CGI(
”
Common Gateway Interface“) programov.
PHP interpreter, ki ga poganja Zend Engine, je prosto dostopna program-
ska oprema in jo je mogocˇe nalozˇiti na skoraj vsak spletni strezˇnik. Podprt
je za skoraj vse operacijske sisteme in platforme. Programski jezik PHP se je
do letu 2014 razvijal brez formalno specificiranega standarda. Po leto 2014
pa se je delalo na tem, da se razvijejo formalene PHP specifikacije [17].
3.2.1 Razvoj
Zgodnje izdaje
Razvoj PHP-ja se je zacˇel leta 1995, ko je Rasmus Lerdorf napisal nekaj
CGI-programov v programskem jeziku C. Lerdorf jih je nadgradil tako, da
je bila mogocˇa komunikacija s podatkovno bazo. Omogocˇil pa je tudi delo
s spletnimi formami, zato se je ta implementacija imenovala
”
PHP/Form
Interpreter“ ali krajˇse PHP/FI. Lerdorf je 8. junija 1995 objavil to imple-
mentacijo kot prvo verzijo jezika PHP. Prva razlicˇica je uporabljala enak
nacˇin klicanja spremenljivk in upravljanje form kot Perl. Omogocˇala pa je
tudi mozˇnost vgradnje HTMLja. Sintaksa je bila podobna Perl-ovi, toda bolj
preprosta, bolj omejena in manj konsistentna[18].
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PHP 3 in 4
Zeev Suraski in Andi Gutmans sta leta 1997 ponovno napisala prevajalnik in
postavila osnove za PHP 3. Spremenila sta tudi ime jezika v PHP: Hypertext
Preprocessor. Po javnem testiranju je bil PHP 3 uradno izdan junija 1998.
Leta 1999 sta Suraski in Gutmans ponovno zacˇela pisati novo PHP jedro.
Maja 2000 je bil izdan PHP 4, ki ga je poganjal Zend Engine 1.0. Avgusta
2008 je bila zadnja verzija 4.4.9 in PHP 4 se je prenehal razvijati, prenehale
so prihajati tudi varnostne posodobitve za to razlicˇico[18].
PHP 5
PHP 5 je bil izdan 14. julija, 2004. Poganjal ga je nov Zend Engine II. PHP
5 je podpiral nove funkcionalnosti, kot so objektno pragramiranje, PHP Data
Objects (PDO), ki definira lahkoten in konsistenten vmesnik za dostop do
podatkovne baze in sˇtevilne druge izboljˇsave. PHP 5 je postala edina stabilna
verzija v razvoju. Verziji 5.3 in 5.4 sta bili na voljo samo za 32-bitne Windows
sisteme, kar so z naslednjo verzijo (5.5) popravili in dodali podporo tudi za
64-bitne Windows sisteme[18].
PHP 7
V verziji 6 je bila nacˇrtovana Unicode podpora, vendar ta verzija ni bila
nikoli izdana. Tako je bila naslednja velika nadgradnja verzija 7. Verzija se
imenovala tudi phpng, kar pomeni PHP new generation. Avtorji te verzije
so bili Dmitry Stogov, Xinchen Hui in Nikita Popov. Osredotocˇili so se
predvsem na optimizacijo Zend Engine-a. Spremembe v tej verziji so bile
narejene tako, da so nadgradnje v prihodnosti lazˇje[18].
Trenutna zadnja stabilna verzija je verzija 7.0.10, ki je bila izdana avgusta
2016. Na voljo pa je tudi razlicˇica 7.1.0 beta 3.
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3.2.2 Sintaksa
PHP ima obicˇajno sintakticˇno strukturo, podobno kot C ali Java. Bloki kode
so locˇeni z zavitimi oklepaji. Beli presledki pa na kodo nimajo vpliva. Vsaka
vrstica kode pa se mora zakljucˇiti s podpicˇjem.
Najvecˇja razlika med programskima jezikoma PHP in C je v tem, da
se spremenljivke zacˇnejo z znakom dolar ($). Ta lastnost se je prevzela po
programskem jeziku Perl. Nizi se v PHP-ju zdruzˇujejo z znakom pika (.).
Vsaka PHP skripta se mora zacˇeti z nizom <?php in koncˇati koncˇati z ?>.
PHP kodo lahko vkljucˇimo tudi v HTML dokument. To storimo tako, da del
PHP kode vpiˇsemo med znakoma <?php in ?>. Z ukazom echo izpisujemo
zˇeljen tekst v HTML dokument [19].
1 < !DOCTYPE html>
2 <html>
3 <head>
4 < t i t l e>PHP Naslov</ t i t l e>
5 </head>
6 <body>
7 <?php echo ’<p>Danes j e l ep dan</p> ’ ; ?>
8 </body>
9 </html>
Izsek kode 3.1: PHP znotraj HTML dokumenta
PHP razlikuje dve razlicˇni vrsti narekovaja, enojni in dvojni. Cˇe upo-
rabimo enojne narekovaje, potem nam niz razume dobesedno. Pri dvojnih
narekovajih pa bo prevajalnik spremenljivko zamenjal z dejansko vrednostjo.
1 <?php
2 $ime = ” Nejc ” ;
3 // Enojni na r ekova j i
4 echo ’ Moje ime j e $ime . ’ ; // IZPIS : Moje ime j e $ime .
5 // Dvojni na r ekova j i
6 echo ”Moje ime j e $ime . ” ; // IZPIS : Moje ime j e Nejc .
Izsek kode 3.2: Preprost PHP program - primer z narekovaji
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Ker PHP podpira tudi objektno programiranje, je mogocˇe v kodi upo-
rabljati tudi objekte. Razred naredimo tako kot smo navajeni pri ostalih
jezikih. Razred se zacˇne z rezervirano besedo class, nato sledi ime razreda
in logika, ki je obkrozˇena z zavitimi oklepaji. Atribute in metode objekta
klicˇemo z znakom pusˇcˇice (->).
1 <?php
2 c l a s s Oseba {
3 pub l i c $ime ;
4 pub l i c $pr i imek ;
5
6 pub l i c func t i on c o n s t r u c t ( $ime , $pr i imek = ’ ’ ) {
7 $th i s−>ime = $ime ;
8 $th i s−>pri imek = $pri imek ;
9 }
10 }
11 $o = new Oseba ( ” Nejc ” , ” Kozlevcar ” ) ;
12 echo $o−>ime ; // I z p i s : ” Nejc ”
13 echo $o−>pri imek ; // I z p i s : ” Kozlevcar ”
14 ?>
Izsek kode 3.3: Primer objektnega programiranja
3.3 Moodle
Moodle je najbolj uporabljen sistem za postavitev spletne ucˇilnice v Sloveniji.
Napisan je v programskem jeziku PHP. Po svetu je aktivnih 70569 strani v
232 drzˇavah. V Sloveniji je prijavljenih 323 spletnih strani, ki uporabljajo
sistem Moodle [20]. Moodle je primeren za uporabo na razlicˇnih ravneh izo-
brazˇevanja. Uporablja se vse od fakultet pa do osnovne sˇole. Uporabo zasle-
dimo tudi v organizacijah in podjetjih, ki izvajajo neformalno izobrazˇevanje.
Lahko pa se uporablja tudi za podporo projektnega dela, saj ponuja kar nekaj
mozˇnosti za skupinsko delo.
Moodle je kratica za ”Modular Object-Oriented Dynamic Learning En-
vironment”, kar v slovensˇcˇini pomeni modularno objektno dinamicˇno okolje
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za ucˇenje. Deluje na principu odjemalec/strezˇnik, kar pomeni, da uporabnik
potrebuje samo dostop do interneta in spletni brskalnik. To nam omogocˇa
dostop do Moodla od kjer koli in kadar koli [21].
3.3.1 Zgodovina
Avtor Moodla je Martin Dougiamas, nekdanji administrator ucˇnega okolja
WebCT. Neprilagodljivost in slaba odzivnost razvijalcev tega sistema so ga
pripravili do tega, da je v svojem podiplomskem sˇtudiju ustvaril ucˇno okolje,
ki je bolj po meri ucˇitelja. Prvo verzijo novega sistema Moodle je pred-
stavil avgusta 2002. Prvotno je bil Moodle narejen za posamezne skupine
sˇtudentov na nekaterih manjˇsih univerzah, ki si placˇljivih proizvodov niso
mogle privosˇcˇiti. Ravno ta odprtost in brezplacˇnost sta najbolj pripomogla
k razvoju Moodla kot ga poznamo danes. Douglas je prejemal sˇtevilne pre-
dloge, ideje in tudi resˇitve, ki so pripomogle k izboljˇsanju sistema. Trenutno
je Moodle na voljo zˇe v vecˇ kot 100 jezikih [21].
3.3.2 Vloge v Moodlu
V sistemu Moodle poznamo vecˇ vlog uporabnikov. Uporabniˇske vloge de-
limo glede na pravice in funkcije uporabnika znotraj sistema. Uporabljajo se
naslednje vloge:
• Administrator strani - Na strani lahko pocˇne vse, ima vse pravice,
• Upravljalec - Malo manjˇsa administrativna vloga, sˇe vedno skoraj vse
pravice,
• Ustvarjalec predmeta - Lahko ustvari nov predmet,
• Izvajalec(ucˇitelj) - Lahko upravlja in dodaja dejavnosti na predmet,
• Izvajalec(ucˇitelj) brez pravic urejanja - Lahko ocenjuje v pred-
metu, toda nima pravic za urejanje predmeta,
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• Udelezˇenec(sˇtudent) - Lahko dostopa in sodeluje v predmetu,
• Gost - Lahko spremlja predmet, toda ne mora sodelovati,
• Avtenticiran uporabnik - Pravice, ki jih imajo vsi prijavljeni upo-
rabniki v sistemu,
• Potrjeni uporabnik na prvi strani - Pravice samo za zacˇetno stran.
3.3.3 Namestitev
Uporabnik si lahko Moodle brezplacˇno prenese z uradne spletne strani. Na-
mesti se ga na spletni strezˇnik, recimo Apache HTTP Server. Podpira tudi
razlicˇne baze podatkov, kot so MySQL, PostgresSQL ,... Zˇe pripravljena
kombinacija spletnega strezˇnika in podatkovne baze za Moodle obstaja za
Microsoft Windows in Mac racˇunalnike. Za ostale Moodlove storitve, kot so
gostovanje, usposabljanje, prilagajanje in razvoj vsebin, skrbijo ostali Moo-
dlovi partnerji.
Moodle je podprt za vse vecˇje operacijske sisteme (Unix, Windows, OS
X, ...). Edini pogoj je, da podpira PHP in podatkovne baze na spletnem
strezˇniku.
Moodle zahteva vsaj 160MB prostora na disku ter prostor, ki ga potre-
bujemo ta shranjevanje svojih podatkov. Zaradi tega je priporocˇeno imeti
vsaj 5GB prostora. Predpisani minimum spomina je 256MB, toda zelo pri-
porocˇljivo je imeti 1GB ali vecˇ. Splosˇno pravilo Moodla je, da lahko podpira
10 do 20 socˇasnih uporabnikov za vsak 1GB RAMa. Toda to je odvisno tudi
od ostalih specifikacij in vrste uporabe.
Moodle zahteva tudi nekaj obvezne programske opreme. Na racˇunalnik
mora biti namesˇcˇen operacijski sistem, ki podpira spletni strezˇnik, PHP in
podatkovno bazo. Najbolj priporocˇljiv spletni strezˇnik je Appache ali IIS.
Minimalna verzija PHP-ja mora biti 5.3.2. Priporocˇljivi podatkovni bazi sta
MySQL in PostgreSQL, ker sta bili najbolj celovito testirani in imata najvecˇ
dokumentacije in podpore. MSSQL in Oracle sta polno podprti, vendar
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dokumentacija in ostala pomocˇ ni primerljiva z MySQL in PostgrSQL. Verzije
podatkvnih baz:
• MySql
¯
- 5.0.25 ali novejˇsa
• PostgreSQL
¯
- 8.3 ali novejˇsa
• MSSQL
¯
- 9.0 ali novejˇsa
• Oracle
¯
- 10.2 ali novejˇsa
Uporabnik do portala Moodle dostopa preko spletnega brskalnika. Za
to lahko uporablja racˇunalnik, tablico, pametni telefon,... Moodle bi moral
delovati na prakticˇno vsakem novejˇsem brskalniku (Internet Explorer verzije
6 in starejˇsi niso podprti). Operacijski sistem ni pomemben [22][23].
Poglavje 4
Preverjanje pravilnosti nalog
V sistemu Moodle do sedaj sˇe ni vgrajenega avtomatskega preverjanja nalog,
z nasˇim sistemom pa se doda ta funkcionalnost. Razsˇiritev omogocˇa preverja-
nje pravilnosti algoritmov napisanih v programskem jeziku Java. Uporabnik
z ucˇenjem nove funkcionalnosti ne bi smel imeti tezˇav, saj je uporaba eno-
stavna.
4.1 Uporaba
4.1.1 Ustvarjanje nove naloge
Pri dodajanju nove naloge smo v blok
”
Tip oddaje (ang. Submission types)“,
dodali novo lastnost naloge, ki omogocˇi preverjanje nalog. Cˇe se oznacˇi ta
mozˇnost, potem se bo nasˇ sistem uporabljal v na novo ustvarjeni nalogi.
Izbira preverjanja nalog se shrani v podatkovni bazi. Za realizacijo tega dela
je bilo v tabeli
”
mdl assign“ potrebno dodati nov stolpec. Privzeta vrednost
tega stolpca je 0, tako da nima vpliva na ostale zˇe ustvarjene naloge. (slika
4.1).
Ko vklopimo mozˇnost preverjanja nalog se nam na zacˇetni strani oddaje
pokazˇeta 2 dodatna gumba (oz. eden, cˇe je vpisan sˇtudent). Prvi gumb je
namenjen dodajanju resˇitev, drugi pa preverjanju in oddajanju nalog.
21
22 Nejc Kozlevcˇar
Slika 4.1: Omogocˇi preverjanje naloge
4.1.2 Dodajanje testov
Sistem preverjanja pravilnosti deluje na podlagi ujemanja izhoda programa.
Ne zanima nas, kaj se med izvajanjem programa dogaja, toda le, cˇe pri ena-
kih vhodnih podatkih dobimo enake izhodne podatke. Tak nacˇin preverjanja
se imenuje Black-box testiranje. Profesor mora napisati ime naloge (npr.
Naloga1), da sistem prepozna ime javanskega razreda. Nato mora profesor
nalozˇiti sˇe testne datoteke. Sistem pozna dve skupini testov. Javni, ki so
vidni in se izvedejo, ko sˇtudent preveri svojo nalogo. Druga skupina pa so
skriti testi. Skriti testi se uporabijo, ko profesor preveri pravilnost nalog za
vse sˇtudente. Vsak test je sestavljen iz dveh datotek. Prva datoteka pred-
stavlja vhodne, druga pa izhodne podatke. Vhodna datoteka mora imeti
koncˇnico
”
.in“ oz.
”
.in.txt“ in se mora imenovati enako kot izhodna dato-
teka. Vsak test se mora zacˇeti z nizom
”
test“. Vsebina vhodnega dokumenta
predstavlja argumente, ki jih program prejme na zacˇetku izvajanja (parame-
tri v metodi main). Kot vhod lahko dodamo tudi vsebino druge datoteke. Ta
datoteka pa mora biti dodana na strezˇnik poleg testov. Vsebina
”
.in“ dato-
teke pa se mora zacˇeti z znakom
”
<“, kateremu sledi ime datoteke. Graficˇni
prikaz dodajanja resˇitev je prikazan na sliki 4.2.
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Slika 4.2: Primer dodajanja resˇitev.
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4.1.3 Prikaz pravilnosti naloge
Ko imamo dodane resˇitve za dolocˇeno nalogo, lahko sistem na podlagi teh
datotek preveri, ali je program pravilno opravil z dolocˇeno nalogo. Vse kar
mora sˇtudent narediti je, da odda javanski program, kjer je ime razreda enak
imenu, ki ga je navedel profesor. Cˇe se naloga ne prevede, sistem izpiˇse
napako in prikazˇe podrobnosti te napake. Cˇe pa se naloga prevede, sistem za
preverjanje pravilnosti za vsak test odgovori ali je bil test uspesˇen ali ne. Na
zaslon izpiˇse, kaksˇen je bil vhod in kaksˇen je bil zˇeljen izhod. Izhod je prvotno
skrit, lahko pa ga poljubno prikazujemo in skrivamo. Cˇe je test napacˇen, se
pokazˇe tudi izhod sˇtudentove resˇitve. Tudi ta izhod se lahko skrije ali prikazˇe.
Prikazˇe se tudi sˇtevilo osvojenih tocˇk, ki jih je prejel sˇtudent za svoj program.
Na koncu strani imamo tudi mozˇnost prikaza celotne kode programa, ki ga
je oddal sˇtudent. Del forme je prikazan na sliki 4.3.
Slika 4.3: Forma za testiranje
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4.1.4 Prikaz tocˇk za sˇtudente
Profesor lahko sˇtudentske rezultate pregleda na dva nacˇina. Ko odpre stran
za ocenjevanje, se profesorju izpiˇse seznam vseh vpisanih sˇtudentov. Cˇe zˇeli
pogledati podrobnosti testov za dolocˇenega sˇtudenta, lahko to stori s klikom
na
”
uredi oceno“. Sistem mu izpiˇse enako testno stran kot sˇtudentu. Vendar
ima profesor poleg testne forme izpisan tudi status oddaje ter mozˇnost ocene
za sˇtudenta. (slika 4.4).
Slika 4.4: Oceni enega sˇtudenta
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Drugi nacˇin je precej hitrejˇsi. Profesor zgolj z enim klikom dobi rezultate
vseh sˇtudentov v eni tabeli. Slika 4.5. Tabela je sestavljena iz treh delov.
Prvi del so osebni podatki. V drugem delu so podatki o javnih testih. Najprej
so izpisane tocˇke vsakega testa posebej, nato pa sˇe skupno sˇtevilo tocˇk. Ta
del je popolnoma enak kot datoteka, ki se zapiˇse, ko sˇtudent testira svojo
nalogo. Ravno zato se ta datoteka tudi zapiˇse. Sistem lahko tako samo
prebere vsebino te datoteke in mu ni potrebno ponovno poganjati vseh testov.
Zadnji, tretji del, pa so podatki o skritih testih. Sestavljeni so enako kot
javni testi. Na zacˇetku so izpisane tocˇke posameznih testov, na koncu pa so
zapisane skupne tocˇke skritih testov. Tudi skriti testi se izvajajo s pomocˇjo
programa Docker. Celotna tabela se zapiˇse v tekstovno datoteko, ki jo lahko
shranimo na svoj racˇunalnik.
Slika 4.5: Test nad vsemi sˇtudenti
Pomemben dodatek nasˇemu sistemu je pregled testov za vse vpisane
sˇtudente, saj to profesorju prihrani veliko cˇasa. Tako z enim klikom pri-
dobi tocˇke vseh sˇtudentov, ne da bi pregledoval vsako nalogo posebej. Pri
testiranju se uporabijo tudi skriti testi, ki jih je profesor lahko dodal. Na
zaslonu se v tabeli izpiˇsejo podatki o sˇtudentu, rezultati javnih in rezultati
skritih testov. Rezultat testov je sestavljen iz izpisa tocˇk za vsak test posebej
in skupnega sˇtevila tocˇk. Cˇe profesor zˇeli shraniti podatke v datoteko, lahko
to stori s klikom na povezavo na dnu strani. Primer prikaza ocen je prikazan
na sliki 4.5.
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4.2 Realizacija
Nasˇ sodniˇski sistem je v vecˇini realiziran s programskim jezikom PHP, ker je
tudi celoten Moodle spisan v tem jeziku. Nekaj funkcionalnosti, ki se izvajajo
na klientovi strani, so napisane v jezikih JavaScript in HTML. Pri izvajanju
sˇtudentskih nalog si zaradi varnosti pomagamo s sistemom Docker.
Ko prvicˇ kliknemo na dodajanje resˇitev, se nam na strezˇniku ustvari nova
mapa z imenom
”
assign (id naloge)“. Znotraj te mape se ustvarita sˇe 2 novi
mapi
”
test“, kjer so shranjeni javni testi in
”
private test“, kjer se nahajajo
skriti testi. /slika 4.6).
Slika 4.6: Drevesna struktura testnih map
Ko se nam prikazˇe stran za dodajanje resˇitev (slika 4.2), lahko nalozˇimo
resˇitve na strezˇnik. Cˇe so bile datoteke z enakim imenom na strezˇnik zˇe
dodane, jih sistem prepiˇse z novimi. Datoteke, ki so na strezˇniku, so izpisane
na dnu strani. Poleg njih je rdecˇ krizˇec, s katerim lahko datoteko odstranimo
s strezˇnika. Brisanje datotek deluje s pomocˇjo metode AJAX. AJAX nam
omogocˇi brisanje datotek, ne da bi pri tem rabili osvezˇiti stran.
1 f unc t i on remove ( f i l e name , a s s i g n i d ) {
2 var req = f a l s e ;
3 req = new XMLHttpRequest ( ) ;
4 req . open ( ”GET” , ” d e l e t e f i l e . php? id=” + a s s i g n i d + ”&f i l e=”
+ f i l e name , t rue ) ;
5 req . send ( n u l l ) ;
6 re turn req ;
7 }
Izsek kode 4.1: Brisanje datotek (JavaScript)
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Brisanje je sestavljeno iz dveh delov. Prvi del se izvaja na klientovi strani
in je napisan v programskem jeziku JavaScript. V tem delu posˇljemo HTML
zahtevo z dvema parametroma, identifikacija naloge in ime izbrisane dato-
teke. Parametra potrebujemo zato, da lahko nasˇ program najde zˇeleno da-
toteko za brisanje. Parametra se preneseta na PHP stran za brisanje. PHP
skripta se izvaja na strezˇniku. Nasˇ program najprej preveri, cˇe se datoteka
nahaja med javnimi testi. Cˇe program datoteko najde, jo izbriˇse, drugacˇe pa
jo izbriˇse iz skritih testov.
1 $ f i l e name = $ GET [ ’ f i l e ’ ] ;
2 $ a s s i g n i d = $ GET [ ’ id ’ ] ;
3 $d i r = ” l o c a l / a s s i g n $ a s s i g n i d /” ;
4 $ t e s t D i r = $d i r . ” t e s t /” ;
5 i f ( ! f i l e e x i s t s ( $ t e s t D i r . $ f i l e name ) ) {
6 $ t e s t D i r = $d i r . ” p r i v a t e t e s t /” ;
7 }
8
9 unl ink ( $ t e s t D i r . $ f i l e name ) ;
Izsek kode 4.2: Brisanje datotek (PHP)
Ko potrdimo izbrane teste, se te datoteke shranijo v PHP-jevo spre-
menljivko FILES. Nas zanimata, trenutna pot in ime datoteke. Z metodo
move uploaded file premaknemo datoteko iz trenutne poti v prej ustvar-
jeno mapo. Metodo uporabimo na vseh izbranih datotekah. Ko se postopek
kopiranja datotek zakljucˇi, nas sistem preusmeri na zacˇetno stran naloge.
Diplomska naloga 29
1 i f ( i s s e t ( $ FILES [ ’ u p l o a d t e s t ’ ] [ ’ tmp name ’ ] ) ) {
2 $tmp name = $ FILES [ ’ u p l o a d t e s t ’ ] [ ’ tmp name ’ ] ;
3 }
4
5 i f ( i s s e t ( $tmp name ) ) {
6 f o r ( $ i = 0 ; $ i < $count ; $ i++) {
7 i f ( ! empty ($name [ $ i ] ) ) {
8 i f ( move up loaded f i l e ( $tmp name [ $ i ] , $ t e s t D i r .
$name [ $ i ] ) ) {
9
10 } e l s e {
11 d i e ( ) ;
12 }
13 }
14 }
15 header ( ” Locat ion : $ SERVER [ PHP SELF] ? id=$ a s s i g n i d&act i on=
view” ) ;
16 }
Izsek kode 4.3: Koda, ki shrani datoteke na zˇeljeno mesto
Ko so testi na strezˇniku, lahko sˇtudenti zacˇnejo z oddajo in testom svojih
nalog. Sˇtudent na prvi strani naloge vidi nov gumb
”
Preveri nalogo“. S
klikom nanj ga sistem preusmeri na naslednjo stran, kjer se mu odpre mozˇnost
za oddajo naloge.
Preusmerjanje med razlicˇnimi stranmi v Moodlu deluje s pomocˇjo GET
spremenljivke
”
action“. URL za prikaz prve strani naloge je naslednji:
http://localhost/moodle/mod/assign/view.php?id=8&action=view. Za
prikaz strani z ocenami, se v URL-ju spremeni zgolj spremenljivka
”
action“.
Naslov te strani pa je:
http://localhost/moodle/mod/assign/view.php?id=8&action=grading.
Preusmerjanje po nasˇih straneh deluje na enak nacˇin. Del kode ki skrbi za
to je prikazan na izseku kode 4.4
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1 . . .
2 } e l s e i f ( $ac t i on == ’ v i ewsubmi t f o rg rad inge r ro r ’ ) {
3 $o .= $th i s−>v i ew e r ro r page ( g e t s t r i n g ( ’ submit fo rgrad ing ’ ,
’ a s s i g n ’ ) , $ n o t i c e s ) ;
4 } e l s e i f ( $ac t i on == ’ checkersubmiss ion ’ ) {
5 $o .= $th i s−>v i ew checker submis s i on page ( ) ;
6 } e l s e i f ( $ac t i on == ’ t e s t e r ’ ) {
7 $o .= $th i s−>v i e w t e s t e r s u b m i s s i o n p a g e ( ) ;
8 } e l s e i f ( $ac t i on == ’ adminuploader ’ ) {
9 $o .= $th i s−>view admin uploader page ( ) ;
10 }
Izsek kode 4.4: Preusmerjanje v Moodlu
Spremenljivnka $o predstavlja HTML kodo, ki se izpiˇse v brskalniku.
V metodi view admin uploader page() je napisano, kaj naj dolocˇena stan
vsebuje. Primer metode vidimo na izseku kode 4.5. Spodnja koda nam
prikazˇe Moodlovo glavo strani, ustvari in prikazˇe nasˇo formo za oddajanje
datotek in doda nogo na spletni strani.
1 . . .
2 $o .= $th i s−>g e t r e n d e r e r ( )−>render (new as s i gn heade r ( $th i s−>
g e t i n s t a n c e ( ) ,
3 $th i s−>ge t con t ex t ( ) ,
4 $th i s−>show intro ( ) ,
5 $th i s−>get course module ( )−>id ,
6 $ t i t l e ) ) ;
7
8 $mform = new admin upload form ( ) ;
9
10 $o .= $th i s−>g e t r e n d e r e r ( )−>render (new as s i gn fo rm ( ’
admin upload ’ , $mform ) ) ;
11 $o .= $th i s−>v i e w f o o t e r ( ) ;
Izsek kode 4.5: Primer prikaza strani v Moodlu
Vsaka Moodlova forma mora biti razsˇirjena iz razreda moodleform. Nato
je potrebno implementirati abstraktno funkcijo definition. Znotraj te funk-
cije povemo, kaj naj se prikazˇe na formi. To storimo z metodo addElement.
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Primer preprostega izpisa je prikazan na izseku kode 4.6.
1 $mform−>addElement ( ’ html ’ , ”<p>Naloz i javne t e s t e : </p>” ) ;
2 $mform−>addElement ( ’ html ’ , ’<input name = ”
u p l o a d f i l e s p u b l i c [ ] ” type = ” f i l e ” mu l t ip l e = ” mul t ip l e ” />
’ ) ;
3 $mform−>addElement ( ’ html ’ , ’<br><hr> ’ ) ;+
4 $mform−>addElement ( ’ html ’ , ”<p>Naloz i s k r i t e t e s t e , k i se
pozenejo p r i ocen jevanju : </p>” ) ;
5 $mform−>addElement ( ’ html ’ , ’<input name = ”
u p l o a d f i l e s p r i v a t e [ ] ” type = ” f i l e ” mu l t ip l e = ” mul t ip l e ”
/> ’ ) ;
6 $mform−>addElement ( ’ html ’ , ’<br><hr> ’ ) ;
7 $mform−>addElement ( ’ html ’ , ’<input type = ”submit” value = ”
Shrani r e s i t v e ” > ’ ) ;
Izsek kode 4.6: Primer prikaza strani v Moodlu
Pri prvem preverjanju se na strezˇniku ustvari nova mapa. Znotraj mape
”
asign id“ se ustvari mapa z imenom
”
user (id uporabnika)“. Tako imamo za
vsakega uporabnika, ki odda nalogo, svojo mapo. Zaradi varnosti se naloge
sˇtudentov izvajajo s pomocˇjo Dockerja. Zato potrebujemo datoteko z ime-
nom
”
Dockerfile“, kjer definiramo, kako se bo nasˇa slika Dockerja obnasˇala.
Izsek kode 4.7.
1 FROM java : 8
2
3 ARG f i l e 1
4 ARG a s s i g n
5
6 COPY l o c a l / $a s s i gn / $a s s i gn /
7
8 RUN javac $ f i l e 1 2> e r r o r . txt ; e x i t 0
9 RUN i f [ −z $ ( cat e r r o r . txt &> /dev/ n u l l ) ] ; then echo empty ;
e l s e e x i t 1 ; f i
10
11 ENTRYPOINT [ ” java ” ]
Izsek kode 4.7: Vsebina Dockerfile datoteke
32 Nejc Kozlevcˇar
Prva vrstica FROM java:8, nam pove, da bomo uporabili knjizˇnico java.
Z ukazom ARG ustvarimo spremenljivki, ki jih definiramo pri gradnji Docker
slike. To naredimo z naslednjim ukazom:
1 s h e l l e x e c (” sudo docker bu i ld −−bui ld−arg f i l e 1=$FILE NAME −−
bui ld−arg a s s i g n=a s s i g n $ a s s i g n i d −−no−cache −t moodle . ” ) ;
Izsek kode 4.8: Ukaz za gradnjo slike
Spremenljivka $FILE NAME je ime poti do datoteke, ki jo hocˇemo po-
gnati. Cˇe ima ukaz izhodni status enak 1 pomeni, da je priˇslo pri prevajanju
programa do napake. Ukaz COPY kopira vsebino prvega argumenta na loka-
cijo drugega argumenta. Pri tem je prvi argument dejanska pot na strezˇniku,
druga pot pa je pot znotraj Docker slike. Naslednja 2 ukaza RUN izvedeta
prevajane javanskega programa. Drugi RUN ukaz nato vrne status 1, cˇe je
priˇslo do napake. Zadnji ukaz ENTRYPOINT nam pove, kateri ukaz se bo
izvedel, ko bomo klicali ukaz docker run. Torej drugi Dockerjev ukaz, ki ga
potrebujemo je:
1 sudo docker run − i −t moodle −cp a s s i g n $ a s s i g n i d / u s e r $ u s e r i d
Naloga1 $input
Izsek kode 4.9: Ukaz za izvedbo Dockerja
Ta vrstica izvede ukaz, ki smo ga definirali z rezervirano besedo EN-
TRYPOINT in kot argument temu doda argumente zgornjega ukaza. V
nasˇem primeru so argument -cp, assign $assignid/user $userid, Naloga1 in
$input. Zgornja funkcija vrne izhod nasˇega programa.
Po izvedenem zgornjem ukazu dobimo izhod naloge, ki ga lahko preverimo
s pravilno resˇitvijo. Sistem nam za vsak test izpiˇse kaksˇen je vhod v test in
kaksˇen je zˇeljen izhod. Cˇe se resˇitev in izhod programa ujemata, dobimo za ta
test 1 tocˇko. V nasprotnem primeru dobimo 0 tocˇk, sistem pa nam izpiˇse tudi
nasˇ izpis. Z ukazom shell exec dobimo izpis sˇtudentove naloge z vhodnimi
parametri. Ta izpis shranimo v spremenljivko output. V spremenljivko
solution pa se shrani resˇitev testa. Resˇitev dobimo tako, da preberemo
vsebino prilozˇene testne datoteke. To storimo z metodo file get contents.
Izsek kode 4.10
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1 $output = s h e l l e x e c ( $executab l e ) ;
2 $ s o l u t i o n = f i l e g e t c o n t e n t s ( $d i r . $FILE SOLUTION) ;
3 $mform−>addElement ( ’ html ’ , ”Tocke : ” ) ;
4 i f ( $output == $ s o l u t i o n ) {
5 $mform−>addElement ( ’ html ’ , ”1/1 <br><br>” ) ;
6 f w r i t e ( $grade , ”1 ” ) ;
7 $my points++;
8 } e l s e {
9 $mform−>addElement ( ’ html ’ , ”0/1<br>” ) ;
10 f w r i t e ( $grade , ”0 ” ) ;
11 $mform−>addElement ( ’ html ’ , ”<a h r e f =\” j a v a s c r i p t : t o g g l e ( ’
$d iv output ’ ) ;\”>Moj i z p i s : </a><br>” ) ;
12 $mform−>addElement ( ’ html ’ , ”<pre>$output</pre></div><br>” ) ;
13 }
Izsek kode 4.10: Preverjanje pravilnosti testov
Na nasˇi formi lahko resˇitev testa skrijemo ali prikazˇemo, kar nam omogocˇa
JavaScript funkcija toggle. Vse kar ta funkcija stori je, da spremenil lastnost
”
display“ v
”
none“, cˇe hocˇemo da je vsebina skrita, oziroma v
”
block“, cˇe
hocˇemo da je vsebina prikazana.
1 window . t o g g l e = func t i on ( showHideDiv ) {
2 var e l e = document . getElementById ( showHideDiv ) ;
3 i f ( e l e . s t y l e . d i s p l a y == ” block ” ) {
4 e l e . s t y l e . d i s p l ay = ”none” ;
5 }
6 e l s e {
7 e l e . s t y l e . d i s p l ay = ” block ” ;
8 }
9 } ;
Izsek kode 4.11: Funkcija toggle
Ko se vsi testi izvedejo, se nam podrobnosti testov zapiˇsejo v tekstovno
datoteko. Tekst je sestavljen iz treh delov. Prvi del so podatki sˇtudenta,
drugi del so tocˇke za vsak test posebej, zadnji tretji del pa prikazuje sˇtevilo
dosezˇenih tocˇk. Vsebina te datoteke je naslednja:
1 Janez Novak (631200123) | 1 1 0 0 0 | sum:2/5
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Poglavje 5
Zakljucˇek
V okviru diplomskega dela je nastal uporaben sistem za pomocˇ sˇtudentom
in profesorjem na fakulteti. Sistem obcˇutno zmanjˇsa zahtevnost preverja-
nja programerskih nalog, tako za profesorje kot tudi za sˇtudente. Sˇtudent
takoj dobi okvirno oceno izdelka, profesor pa lahko enostavno preveri pravil-
nost nalog za vse sˇtudente. Ker se sistem uporablja v spletni ucˇilnici, ga ni
pretirano tezˇko usvojiti, saj se z ucˇilnico srecˇujemo vsak dan.
Pri sami realizaciji je bilo potrebno posebej paziti na varnost sistema, saj
bi lahko kaksˇna varnostna luknja predstavljala zelo veliko tezˇavo za celotno
spletno ucˇilnico.
Nasˇ sodniˇski sistem za preverjanje nalog ima sˇe veliko mozˇnosti za nadgra-
dnjo, saj je sˇele nastal. Trenutna verzija sistema podpira mozˇnost preverjanja
nalog zgolj za programski jezik java. V prihodnosti bi lahko podpiral testi-
ranje sˇe kaksˇnega drugega programskega jezika in tako sˇtudentom omogocˇil
pisanje nalog v poljubnem jeziku.
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