One of the principal inhibitors to the widespread acceptance of formal specification methods is the difficulty of integrating formal specification with the development process. Integrated methods seek to mitigate this difficulty by integrating formal specification with widely used structured requirements analysis methods. Several structured and formal methods are object-oriented. This paper describes a prototype integrated method and support tool called Metamorphosis which exploits the object paradigm to integrate OMT and Object-Z. Metamorphosis is presented here to demonstrate how object-oriented analysis methods such as OMT may be augmented to provide the additional rigour of formal analysis.
Introduction
Despite growing evidence that formal specification methods offer cost and quality benefits [Hall 96, Gerhart 94] , effective strategies for their deployment continue to evade many organisations. The integration of formal specification with widely used structured † analysis methods is seen as one way of making them more easily exploitable [Hinchey 96 ].
There are several reasons for formal specification methods' poor industrial take-up, including:
• They necessitate process change by skewing project resource requirements towards specification.
• They are perceived to be hard to understand by non-experts.
• They provide poor support for identifying appropriate abstractions [Jones 96 ].
Structured analysis methods, by contrast, are widely used and understood. A typical process employing structured methods is illustrated in figure 1. Structured methods use a variety of notations such as data-flow (DFDs) and state diagrams in order to build models of different system aspects and thus help the analyst understand the application. They also include guidance on how to identify and model the relevant system and domain entities. However, for certain critical applications, they are insufficiently rigorous, leading to the risk that, for example, important constraints may remain undiscovered. A specification written in natural language supplemented with structured analysis models will embody a degree of imprecision which may be unacceptable. Formal specification can provide additional rigour and precision and is often seen as a substitute for structured methods. This is a mistaken view since structured and formal methods complement each others' strengths. Formal specification is better applied following the development of application understanding through the structured analysis (figure 2). For many organisations who have invested heavily in structured methods, this is the only feasible way to apply formal specification. Semmens [Semmens 92 ] reports applications where both structured and formal methods are integrated into an analysis and specification process. The REAIMS FRERE module [Bloomfield 96 ] provides guidance on how this can be achieved systematically. However, such integration is difficult and requires a high degree of process maturity in order to be repeatedly applicable.
An alternative is to more tightly integrate structured analysis and formal specification at the method level. Here, the results of a structured analysis are systematically or automatically mapped onto the constructs employed by formal specification.
Such method integration has the effect of adding semantics to the structured model. Of course, a complete formal specification cannot generally be derived automatically. However, formal models of system components, their types and relationships can be automatically generated and used as the skeleton of a formal specification. This does the work of identifying the principal system components for the formal specifier. They can then flesh this out with predicates to specify constraints, preconditions, etc.
Early integrated method developments include SAVDM [Larsen 91], where DFDs, EntityRelationship (E-R) diagrams and control information are developed using SA/SD [Gane 77 ] and used to derive VDM [Jones 86 ] models which are eventually integrated into a detailed VDM specification. Similarly, Semmens [Semmens 91 ] has defined a mapping from Yourdon [Yourdon 89 ] to Z [Spivey 92 ].
While valuable, these approaches are handicapped by the lack of a coherent common framework to link the two specification paradigms. The formal specification may model a variety of system aspects, each modelled by a different notation in the structured method. Hence, there is overlap of expressiveness but little common structure. This is potentially problematic where evolving requirements force frequent change to the conceptual models.
However, this is less of a problem if the structured method used is object-oriented (e.g. OMT [Rumbaugh 91], Booch [Booch 94] and Shlaer-Mellor [Shlaer 92] ) because the object model imposes a structure on the various conceptual models. This is fortunate since, for various reasons which are outside the scope of this paper, object-oriented analysis methods are becoming increasingly popular. Facon et al. [Facon 96 ] describe a mapping from object-oriented analysis to B [Abrial 96 ]. Here, a mapping from the object model to the B virtual machine structure has been defined where a separate B abstract machine is developed for each object class. Synthesis [Rawson 96 ], which integrates OMT and Z , and Hammond [Hammond 94 ] which integrates the ShlaerMellor method with Z adopt a similar approach to Facon. Hammond uses Hall's [Hall 94 ] recommendations for writing object-oriented specifications in Z. In each of these cases, the formal specification is constructed in a way which mirrors the object model imposed by the structured method. However, this often necessitates the adoption of awkward conventions in the use of the formal method.
This can be mitigated if the formal method directly supports the principal object-oriented features of the structured method. Recently, several object-oriented extensions have been defined for existing formal specification methods [ We have exploited these with the development of our integrated method; Metamorphosis. The rest of this paper is concerned with describing Metamorphosis in more detail.
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Overview of Metamorphosis
Metamorphosis integrates OMT with Object-Z [Duke 91 ]. It does this through a framework which allows the analyst to selectively generate partial Object-Z specifications from OMT conceptual models. This helps ensure that the formal specification is consistent with the informal models in terms of the model's structure and components.
OMT is a mature and widely used object-oriented analysis method and this fact has driven the choice of formal method. Of the several object-oriented formal methods which share constructs with OMT, Object-Z has the closest correspondence. This allows us to preserve the coherence of the structured and formal models. Many of the aspects modelled by OMT can be directly modelled in Object-Z using the same abstractions. Where an exact correspondence is lacking, it is possible to define mappings fairly readily. Another advantage of Object-Z is that it augments the first -order logic used by Z with temporal logic. Potentially, this eases the formal modelling of some dynamic system aspects.
Metamorphosis is not proposed as a replacement for OMT or any other method. Rather, it is a prototype which demonstrates how object-oriented analysis methods can be augmented where the application would benefit from the additional rigour of formal analysis. It proposes how the gap between an object-oriented structured analysis and the traditionally problematic development of a formal specification may be bridged.
There are two phases to the application of Metamorphosis. These are:
• The requirements analysis and modelling phase. This is essentially the same as the conventional OMT analysis process where complementary structured conceptual models are developed to clarify understanding of the system and its requirements. The essential results of the OMT analysis are an object model and a dynamic model. These represent the system's structural composition as a collection of inter-related objects and its response to and processing of external events. OMT also recommends the development of functional process models but as shown below, Metamorphosis assigns the detailed modelling of functional processes to the formalisation phase.
• The formalisation phase.
Here, the results of the analysis and modelling phase are used to systematically generate a "skeleton" formal specification. This broadly consists of declarations of the top-level Object-Z constructs such as classes and relationships along with types, attributes and state and operation schema declarations. History invariants can also be generated which act as finite-state models of object behaviour. With tool support, much of this is automated. This skeleton must then be manually refined by specifying behaviour and constraints which cannot be automatically inferred from the structured model.
The two phases are not strictly sequential but can be interleaved so that, for example, the object model can be formalised before the structured dynamic models have been fully developed. Similarly, there is no compulsion to formalise the entire system specification. Individual classes, relationships, etc. can be formalised in isolation from others for which semi-formal models are still incomplete. Figure 3 illustrates the Metamorphosis architecture. The inputs to the method are the requirements elicited from the customers along with domain knowledge etc. An OMT analysis is then performed to develop the conceptual models which are used by the framework generator to generate the skeleton Object-Z framework. This is then manually refined to complete the Object-Z specification. Tool support provides the automatic framework generation and provides easy crossreference between the different models. Using the tool, the conceptual models are described by completing a structured collection of templates. These prompt the analyst to supply the information needed for the generation of the skeleton Object-Z specification. The generated formal specification is structured to mirror that of the main structured models. Hence, for example, an Object-Z class specification is generated for each class identified by the OMT analysis. This helps isolate changes and the maintenance of consistency between the structured and formal models.
The area where the mapping is most difficult is that of OMT's functional process models. In OMT, these are described using data-flows and functional descriptions to describe the functionality of class operations. It is difficult to devise a systematic mapping from these relatively unstructured descriptions onto operation schemas in Object-Z. However, it is worth questioning whether, aside from informal natural language descriptions, these should be developed within OMT at all since this is one aspect where formal models offer real advantages. OMT recommends the use of declarative descriptions of functional processes because they provide expressiveness without being implementation dependent. Object-Z specifications are necessarily declarative. Hence, in Metamorphosis, operations are identified in the requirements analysis and modelling phase but detailed functional process models are developed in Object-Z as operation schemas.
Metamorphosis employs two types of conceptual model; object models and dynamic models. The functional process model, is absorbed within the object and dynamic models.
Example -an ATM system
To illustrated the use of Metamorphosis, we use a simplified version of the Automatic Teller 
Object Modelling
The object model described by the diagram specifies that a Customer owns Accounts (either Savings or Cheque) and a Cashcard. The Cashcard performs Remote Transactions on an ATM which permit Access to the Customer's Accounts. The ATM is owned by a Consortium of Banks, which hold Customer Accounts. Such a diagram is the most abstract representation of the object model developed during a conventional OMT analysis. How the object classes and their relationships are identified is outside the scope of Metamorphosis. Metamorphosis takes the abstract model as its starting point, develops it to add details of class components, etc. and then generates the formal skeleton. The object model is encoded in Metamorphosis using templates: Figure 5 illustrates the class SavingsAccount encoded using a class template in the Metamorphosis tool. This captures the name of the class and the name of the system of which it is a component. In addition it contains:
• An informal description (a data dictionary entry)
• Links to other templates where properties of the class are defined:
• The class's superclasses (as well as certain inheritance constraints)
• The class's attributes Metamorphosis is not prescriptive about the order in which this information is provided or its completeness. Of course, the more complete the information provided by the template, the more complete the generated Object-Z class skeleton will be. However, we recognise that it will not always be necessary or helpful to formalise every class. Similarly, rather than being identifiable prior to formalisation, details such as the need for generic class parameters may only emerge at a later stage (e.g. during formal specification). Hence, enforcing a strict order of development and the use of detailed models is sometimes inappropriate.
In the SavingsAccount example, the class is defined as a derived class of Account from which it inherits the attributes number and balance and the methods GetBalance, Deposit and Withdraw. To these, SavingsAccount adds its own attributes period and interest, and methods CreditInterest (see figure 6 ) and UpdateDate. In addition, a minimum value for balance is defined using a constraint template and the class is defined to be passive and persistent. Figure 6 illustrates the template used to define the operation CreditInterest. This includes:
• An informal description of the operation.
• Toggles to indicate whether the operation is public or private and whether it changes the object's state or not.
• Lists of input and output parameters to help identify the data flows.
• The option to describe any pre-and post-conditions (described textually using templates).
Figure 6 CreditInterest Operation Template
From the class and associated templates, the skeleton Object-Z schema for the class SavingsAccount can be automatically generated as shown in figure 7 † . This contains:
• A list of the public class properties (including those which are inherited).
• A list of properties inherited from Account but renamed. These are the private attributes used to model its persistence and passivity/activeness which the formal framework generator defines for every class. They are always renamed for derived classes by concatenating the class name with "Persistence" and "Concurrency".
• A given set PERIOD. This is inferred from an undefined type appearing in the template description of the class's period attribute.
• A free type SavingsAccountErrorReport, the values of which are inferred from the names of exceptions associated with the pre-and post conditions which may be defined for operations (see figure 6 above).
• A constant minBalance (set to 20 in the example) which is inferred from the name of a constraint defined for the class (see figure 5 above).
• The state schema where the class attributes period and interest are declared (with types inferred from the their attribute templates) and where the predicates which must form part of the state invariant are introduced. In SavingsAccount, these define the values of the persistence and passivity/activeness private attributes and are simply inferred from the appropriate settings in the class template. The predicate MinimumBalance is the name of the constraint template where the minimum value of balance is defined. This serves as a marker to the specifier that the semantics of what is defined in the MinimumBalance template must be manually specified and AND-ed with the other predicates.
• An initial state schema for which no predicates can be inferred but which simply contains the word "Initial" as a reminder to the specifier that the initial state remains to be specified manually.
• A link to the schemas specifying the operations defined in the operation templates for SavingsAccount: CreditInterest and UpdateDate. That for CreditInterest is shown in figure 8.
Figure 7 Generated Schema for SavingsAccount Class
Figures 7 and 8 illustrate that the structure of formal class specifications can be automatically generated because of the straightforward correspondence between OMT and Object-Z classes. Many of the property declarations can be generated (including operation schema declaration parts), and certain predicates can be inferred. Where there is insufficient information to infer the corresponding Object-Z (e.g. to generate predicates to formally specify the constraint MinimumBalance), Metamorphosis inserts "reminders" to help the specifier locate the informal descriptions of what must be specified. The specifier is required to develop further private attributes and predicates as necessary to complete the formal class specification.
Figure 8 Generated Schema for the Credit Interest Operation
Dynamic Models
Section 4.1 briefly described how Metamorphosis helps map an OMT object model onto Object-Z by concentrating on object classes. This section looks at the dynamic model which complements the structural aspects described by the object model by describing how the system reacts to events. In OMT, scenarios are used to explore the system's response to external events. For example, a valid scenario for the ATM system might be that of permitting a bank customer to perform a cash withdrawal. This would be used to discover how the system's reaction should be contingent on the customer entering the correct PIN number, the state of their balance, and what other services they might choose. Scenarios are often dependent on complex combinations of environmental and internal states. It is typically impractical, therefore, to thoroughly explore every possible scenario. Hence, the set of system responses revealed by scenarios cannot be guaranteed to be complete. Nevertheless, used skilfully, they are a powerful aid to validating the user requirements and revealing new emergent requirements. <sender, message, receiver, number>
Each tuple represents a message from the sender to the receiver class. The number represents the message's relative order in the scenario. Hence, the message EnterPassWord from Customer to ATM is the 4th event to occur in the scenario.
Development of scenarios is performed following identification of the classes and relationships within the object model. Because they reveal requirements for inter-object message-passing, operation descriptions (such as that in figure 6 ) are typically developed concurrently with scenarios. Of course, scenarios need not be explicitly encoded within Metamorphosis. However, the tool can help develop complex scenarios by, for example, providing lists (and associated descriptions) of all the identified operations and by providing the means to quickly document new operations as they are identified by the scenario.
Scenarios and their associated event traces reveal the system's dynamic behaviour in terms of inter-object events. A complement to this is the intra-object dynamics of how objects react to the receipt of a message. Finite-state models are used by OMT to model an object's life-cycle as a set of states and transitions between states. Transitions are triggered by the receipt of a message (perhaps in conjunction with the holding of some condition). The development of finite-state models therefore follow from the identification of the messages which an object may receive. States are abstractions of the set of values which an object's attributes may hold. Hence, finite-state models complement both the system-wide dynamics represented by event-traces/scenarios and the static models of object state in the object model. Finite-state model templates represent a class life-cycle as a state-transition table composed of 4-tuples: <state before, event, pre condition, state after> Figure 10 illustrates a simple state transition diagram which models, at an abstract level, the lifecycle of the Transaction processor class. Figure 11 shows the corresponding Metamorphosis template. Here, the table at the bottom of the template holds the 4-tuples. This is built up by selecting elements from the three scrollable lists above it. The states are defined by the analyst (via another template) as abstractions over the class's attribute values as the finite-state model is developed. However, the event list is generated from the names of all the operations defined for the class. The pre-condition list holds the names of the preconditions defined for the currently selected operation (see figure 8 above). table for Transaction processor The finite-state model can be integrated with the Object-Z model of the class using Object-Z's history invariant construct. The history invariant uses temporal logic in order to specify dynamic properties such as liveness. It is used by Metamorphosis to specify the finite-state model as an invariant condition on the class. This can be generated automatically from the state transition template as follows:
• Each transition is mapped onto a temporal logic expression of the form: state before ∧ pre condition ∧ event → ◊ state after Which is read as state after eventually follows from state before when event occurs and when pre condition is satisfied. For example the transition from waiting for next transaction to Updating account is specified as:
Waiting for next transaction ∧ Transaction arrived ∧ Process bank transaction → ◊ Updating account
• Where more than one transition is possible from a state (e.g. from Updating account), the transition expressions are XOR-ed, e.g.: This logically forms a constraint on the state of the class. In metamorphosis, however, we model it as a subclass. This has the advantage of enforcing the separation of concerns between the object and dynamic models. In addition, the initial state of the finite state model can be defined as the subclass's initial state schema without conflicting with, or adding additional complexity to, that of the class itself. Figure 12 shows the generated class schema for Transaction processor's finite-state model. This is a subclass of Transaction processor. The set of states which the object can hold is abstracted using a variable (whose name, processingTransactionState, is automatically generated) whose type is generated as a free type. This is an enumeration of all the object states defined in the state transition template. In the Transaction processor example, this is defined as:
The initial state schema is used simply to specify the start state. Finally, the history invariant is as illustrated above (Note that the symbol "[]" represents the temporal logic henceforth operator (o) while "$" represents the eventually operator (◊)). 
Other model components
The preceding sections have described the translation from OMT to Object-Z of object classes and their components. OMT is a rich method and includes concepts at the same level of granularity as classes, such as relationships, as well as more course-grained structuring concepts such as modules.
As with classes, each of the object model relationships (except inheritance relationships which are part of the class template) are modelled using templates. These can also be modelled in Object-Z although Object-Z lacks the notion of relationships. Metamorphosis does this by using the Object-Z class -a class for each relationship. The class attributes are used to model the participating classes and state invariant predicates can be derived which model the relationships' cardinality.
In addition to classes and relationships, Metamorphosis supports the OMT notion of modules to help manage system complexity at a courser level of granularity than that provided by classes. Modules in Metamorphosis are named and defined as sets of public and private classes. These too are modelled in Object-Z as compound classes whose attributes are sets of the module's member classes.
Conclusions
Metamorphosis has been developed to investigate how best to exploit the trend towards objectoriented analysis in order to help improve the industrial take-up of formal methods. Its principal novel features are:
• The exploitation of the object-oriented paradigm to preserve the coherence between a structured analysis and formal specification by making the shared structural components explicit and by providing a common reference framework. Although other object-oriented integrated methods have been proposed, we have purposely chosen to integrate two (structured and formal) methods whose respective object models makes them closely compatible. This greatly eases the mapping from the structured to formal models and helps ensure that consistency between the models is verifiable.
• The exploitation of Object-Z's history invariant to formally model a system's dynamic behaviour. Most other integrated methods concentrate on formalising the structural and functional process models (encompassed by the object model in object-oriented methods). This is because, for the most part, the formal specification methods which they employ are based on first-order logic. They therefore cannot easily express systems' dynamic properties at the same level of abstraction as their structural and functional properties. By contrast, our choice of Object-Z enables us to exploit its use of temporal logic and hence widen the applicability of integrated methods to domains such as distributed system development. The real value of the ability to formally specify objects' dynamic behaviour within the framework provided by Object-Z's class construct is not so much to add rigour to the dynamic model as to help maintain consistency as the formal specification is subsequently refined.
The Metamorphosis toolset has been developed in Smalltalk (and specified using Metamorphosis). It serves to demonstrate the feasibility of the Metamorphosis method and the importance of tool support. Of particular importance is the provision of cross-references between the various models and components comprising a system analysis and specification. This permits the analyst to select from lists of existing models and components and to navigate, reuse and integrate these when developing conceptual models. Related models can be automatically checked for consistency and the automatic generation of the formal skeleton helps minimise errors by performing "routine" parts of the structured-to-formal mapping.
However the toolset is a prototype and exhibits a number of shortcomings. The major shortcoming is the rudimentary change management facilities which it offers. At present care must be taken to ensure that, as the formal specification is refined, it remains consistent with the structured models. In cases where fundamental structural problems emerge (e.g. if the formal specification reveals an inappropriate partitioning of functionality across object classes) then these must be rectified in the structured models. These must then be used to regenerate the formal skeleton. Clearly, this inhibits the tool's usability. In order to rectify this shortcoming, the toolset will require a reverse mapping to detect inconsistencies as they emerge and to help the analyst reestablish consistency with minimal effort.
More globally, we do not expect that integrated methods will succeed if they depend solely upon stand-alone tools such as Metamorphosis. Integrated methods need tools which can be integrated with existing commercial CASE tools and formal specification type-checkers and theorem provers. Hence, in the same way that the method integrates two existing methods, the tool should simply deal with the translation between two existing tools rather than providing full support across the spectrum of analysis and formal specification.
With these points in mind, our future plans are to:
• Develop the tool to support change management.
• Investigate interfaces to other tools.
• Monitor the evolving maturity of Object-Z to ensure that the generated formal models provide a sound basis for subsequent reasoning and refinement.
Finally, despite their promise, we do not believe that integrated methods alone can push formal specification into the main-stream. Rather, methods such as Metamorphosis should be regarded as something which will help if other pragmatic issues such as training and making the costs and benefits more easily quantifiable are addressed in tandem. Recent work suggests that, in critical application domains at least, these pragmatic issues are being taken seriously. We are optimistic, therefore, that integrated methods will eventually start to help the take-up of formal specification by industry.
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