This work proposes a first extensive analysis of the Vehicle Routing Problem with Fractional Objective Function (vrpfo). We investigate how the principal techniques used either in the context of fractional programming or in the context of vehicle routing problems interact. We present new dual and primal bounding procedures which have been incorporated in an exact method. The method proposed allows to extend specific variants of vrp to their counterpart with a fractional objective function. Extensive numerical experiments prove the validity of our approach.
Introduction
In this paper, we investigate how to solve to optimality the Vehicle Routing Problem (vrp) with optional customers and Fractional Objective Function (fo). Given a fleet of vehicles and a set of customers, the vrp aims at serving the customers with a set of feasible routes at minimal cost. vrps represent a wide area of combinatorial optimization and mathematical programming. Most of the works in the literature address the case where the objective function is linear and all customers must be visited (see Toth and Vigo 2014) . In the case considered in this paper, a subset of the customers is optional.
Therefore, an optional customer is visited only if the objective function improves. With a linear objective function minimizing the overall cost, the optional customers would never be part of an optimal solution. However, this is not true when the objective function analyzed is fractional, i.e., it is of the form
g (x) . In this work we focus on the case where f (x) and g(x) are linear. Such type of objective function is used to model the so-called Logistic Ratio (lr), which is the ratio of the total cost to the overall resources spent to serve the customers.
In the past, the lr has been widely used in the context of inventory control and production planning (Bázsa et al. (2001) or Barros et al. (1997) ). The lr has been also applied to routing problems, more precisely, to the Inventory Routing Problem (irp) (Morton (2011) , Benoist et al. (2011) , Garaix et al. (2011) and Archetti et al. (2016) ).
The irp can be described as the combination of a vrp with an inventory management problem, where a supplier has to deliver products to a number of customers over a given time horizon without running out of stock. Therefore, the irp boils down to simultaneously decide the inventory management, the vehicle routing and the delivery scheduling (Coelho et al. (2014) ).
When an inventory routing problem is used in practice, a time horizon needs to be fixed. Nevertheless, a fixed time horizon, neglects the fact that it would be necessary to solve another optimization problem over the next time horizon. This is due to the fact that a direct minimization of costs would lead to postponing as many deliveries as possible to later planning periods (Dror and Ball (1987) ). It is difficult to define appropriate models able to provide solutions that are "robust" also beyond the time horizon considered. The lr uses more efficiently the resources available in the current planning period, since it provides a solution with better average cost per quantity of resources used. The needs of customers are better anticipates by minimizing the lr since it avoids myopic behaviours of the optimization models at the end of the time horizon. While it is not the case with the objective function that directly minimize the cost. What it is more, as observed by Campbell et al. (2001) , real-life inventory routing problems are stochastic. Therefore, any distribution plan covering more than a couple of days will never be executed completely as planned. Actual volumes delivered differ from planned volumes because usage rates deviate from their forecasts, the planned driving time is off due to traffic congestion, and so forth. Therefore, any planning system needs to be flexible. In addition, it needs to take advantage of the latest changes in the data, such as last minute orders. Therefore, in practice, long-term plan are often implemented on a daily basis, and the daily planning needs to capture the costs and benefits of delivering to a customer earlier than strictly necessary.
The vrpfo presents the advantages of planning the current delivery by also taking into account the future demand, while optimizing only over a single day (allowing to keep the size of the problem under control). In this context, a customer whose inventory will reach the safety stock level at the end of the day is considered as a compulsory customer (also called must-go customer). On the other hand, a customer whose inventory is below the earliest delivery level but will not reach the safety stock level in the planning window becomes an optional customer (also called may-go customer), see Loes (2016) for more details. Therefore, this work answers to the research question of whether it is possible to find a model able to capture the multiperiod optimization aspect typical of an irp with fo that is also able to handle instances of size of practical interest.
Literature review
The use of the lr as objective function characterizes the problem to solve as a Fractional Programming (fp) problem, which is a generalization of linear programming. We refer to Radzik (1999) , Frenk and Schaible (2005) , Schaible and Shi (2004) or Stancu-Minasian (2012) for a brief introduction to fp.
Two main techniques are available in the literature to tackle fp: the variable substitution presented by Charnes and Cooper (Charnes and Cooper (1962) ) and the Dinkelbach's algorithm (Dinkelbach (1967) ). In the former method, the variable substitution allows to rewrite the problem as linear, if the divisor of the objective function is always greater than zero. The main drawbacks of this technique are that it can potentially lead to numerical instability and that it is difficult to efficiently use it when solving a fractional problem with discrete variables. Dinkelbach presents an algorithm for problems with (convex) fractional objective function. The algorithm is valid both in case of linear or nonlinear terms in the numerator and denominator. The basic idea of the algorithm is to iteratively solve a parametric linearization of the problem where the parameter represents an estimation of the original objective function. The author also shows that the algorithm terminates in a finite number of iterations.
A generalization of Dinkelback's algorithm to nonconvex (continuous) objective functions is presented in Ródenas et al. (1999) . Ródenas et al. also extended the Dinkelbach approach to integer linear fractional programming and observed that the algorithm converges on a finite number of iterations. In Espinoza et al. (2010) , the authors show how lifting, tilting and fractional programming can be viewed as the same optimization problem. Espinoza et al. described an exact algorithm for the case of mixed integer linear fractional programming and, by combining results of Dinkelbach (1967) and Schaible (1976) , provided a proof of its superlinear convergence rate. Methods for mixed integer linear fractional programming with application in cyclic process scheduling problems were also considered by You et al. (2009) . In particular, You et al. extended Dinkelbach approach to discrete problems by also shoving its superlinear convergence rate.
vrps with fractional objective functions have been studied by Benoist et al. (2011 ), Garaix et al. (2011 and Archetti et al. (2016) . Archetti et al. (2016) presented a study on irp with lr and an exact method for its solution. One of the main contributions of their work is a comparison of the optimal solutions obtained when minimizing the lr to the ones obtained when minimizing the total cost. The solution technique used is an adaptation of the one proposed in Dinkelbach (1967) to discrete problems. The authors were able to solve to optimality instances involving up to 5 vehicles, 15 customers and 3 periods. Garaix et al. (2011) investigated the maximization of passenger occupancy rate in a dial-a-ride problem. The specific objective function considered is to maximize the rate defined as the sum of the passenger travel times divided by the total travel time of vehicles. Garaix et al. (2011) proposed two approaches for solving the continuous relaxation of a set partitioning model based on the Charnes and Cooper's transformation and on Dinkelback's algorithm. Benoist et al. (2011) described a randomized local search algorithm for solving a real-life routing and scheduling problem arising in optimizing the distribution of fluids by tank trucks in the long run, with the objective to minimize the lr.
The book edited by Toth and Vigo (2014) provides a comprehensive overview of exact and heuristic methods for vrps. In particular, the chapter by Archetti et al. (2014) reviews vrps where the set of customers to serve is not given and a profit is associated with each customer that makes such a customer more or less attractive. In this case, the difference between route profit and cost may be maximized, or the profit or the cost optimized with the other measure bounded in a constraint.
A well know technique used for solving routing problems is column generation (cg).
Column generation exploits the Dantzig-Wolfe Reformulation of the flow formulation of the original problem and leads to a formulation with an exponential number of variables (we refer the reader to Desaulniers et al. (2006) for a extensive analysis of such a method).
Contributions of this paper
In this paper, we describe an exact method to solve the vrpfo. We formulate the vrpfo using a Set Partitioning (sp) like formulation with a fractional objective function. The vrpfo formulation adopted can be used to model alternative objective functions, such as the lr and the maximization of profit over time.
The exact method combines two bounding procedures, derived from the sp like formulation, with an extension of Dinkelbach's algorithm for fractional programming to integer programs. More precisely, the bounding procedures are used within a route enumeration scheme (see Baldacci et al. 2008) to reduce the number of variables of the integer problems solved at each iterations of the Dinkelbach approach.
The extension of the procedure described is possible thanks to the two following novelties presented in this paper:
• We present a new linear transformation which allows to use a dual ascent heuristic to solve the master problem. It is alternative to the one presented by Charnes and Cooper (Charnes and Cooper (1962) ).
• We show how the final dual solution of the new linearization can be used to generate a reduced problem containing only the routes whose reduced costs are smaller than a given threshold.
We perform extensive computational results on instances derived from the vrp literature with different fractional objective functions. The results obtained show that the proposed method is able to solve instances involving up to 79 customers.
The remainder of this paper is organized as follows. In Section 2, we formally describe the problem addressed in this paper and we present the sp model. In Section 3, we present dual bounds based on both continuous and integer relaxations of the sp model. This section also describes the bounding procedures used to compute the dual bounds.
Section 4 describes the exact method. Dynamic programming algorithms for generating nonelementary routes and feasible and elementary routes are described in Section 5. We provide the computational studies in Section 6 and concluding remarks in Section 7.
Problem description and mathematical formulation
The Vehicle Routing Problem with Fractional Objective Function (vrpfo) considered in this paper can be described as follows.
A complete digraph G = (V, A) is given, where the vertex set V is partitioned as
Vertex 0 represents the depot, vertex set V 1 = {1, 2, . . . , n 1 } represents n 1 mandatory customers, and vertex set V 2 = {n 1 + 1, . . . , n 1 + n 2 } represents n 2 optional customers. We denote with V c = V 1 ∪ V 2 , n = n 1 + n 2 and we assume that n 1 > 0. With each vertex i ∈ V is associated a service time s i > 0 (we assume s 0 = 0). With each arc (i, j) ∈ A are associated a travel or routing cost d ij and a travel time t ij ≥ 0. At the depot it is based a vehicle fleet composed of a set of m identical vehicles. To each vehicle is associated a maximum working time equal to T .
A vehicle route R = (0, i 1 , . . . , i r , 0), with r ≥ 1, is a simple circuit in G passing through the depot, visiting vertices V (R) = {i 1 , . . . , i r }, V (R) ⊆ V c , and such that the total working time computed as the sum of the total service time of the customers visited and the total travel time of the arcs traversed by the route is less than or equal to T , i.e., i∈V (R) s i + (i,j)∈A(R) t ij ≤ T , where A(R) is the set of arcs traversed by route R. The cost of route R is equal to the sum of the travel costs of the arc set traversed by route R, i.e., (i,j) 
We consider the problem of visiting the mandatory customers and of choosing a subset of the optional customers to visit using vehicles based at the depot. More precisely, the vrpfo consists of designing at most m routes such that (i) each vehicle is used at most once, (ii) each mandatory customer is visited once, and (iii) each optional customer is visited at most once.
The vrpfo models the following fractional linear objective functions of practical interest:
(i) Minimization of Cost/Load. Let q i be the demand associated with each customer i ∈ V c (we assume q 0 = 0). In addition, a fleet of m identical vehicles of capacity Q is stationed at the depot. The load of a route R = (0, i 1 , . . . , i r , 0) is equal to the total demand of visited customers, i.e. i∈V (R) q i . The objective is to minimize the ratio of the total travel or routing cost divided by the total load of the routes selected in solution (i.e., the lr). This vrp can be solved as a vrpfo by setting T = Q, s i = q i , ∀i ∈ V c , and
(ii) Maximization of Profit/Time. Let p i be a nonnegative profit associated with each customer i ∈ V c (we assume p 0 = 0). The profit of a route is equal to the total profit of the visited customers, i.e., i∈V (R) p i . The objective is to maximize the ratio of the total profit divided by the total working time of the routes selected in solution.
This vrp can be solved as a vrpfo by setting
It is worthwhile to mention that the special case of the vrpfo where all customers are mandatory (i.e., n 2 = 0) and the objective function is the minimization of Cost/Load, is the Capacitated vrp (cvrp), which is in turn a special case of the vrp with Time Windows (vrptw).
For the state-of-the-art exact algorithms for deterministic vrp, we refer readers to Baldacci et al. (2012) , Toth and Vigo (2014), Pecin et al. (2017a,b) , among others.
Mathematical formulation
In this section, we model the vrpfo as a sp problem with side constraints and a linear fractional objective function.
Let R be the index set of all routes. Given a route ℓ ∈ R, we denote with R ℓ the sequence (i 1 = 0, i 2 , . . . , i r = 0) of the vertices visited by the route and with V 1 (R ℓ ) and V 2 (R ℓ ) the sets V 1 ∩ V (R ℓ ) and V 2 ∩ V (R ℓ ), respectively. Let a iℓ be a (0-1) binary coefficient equal to 1 if node i ∈ V (R ℓ ), 0 otherwise. Given a route ℓ, we denote with c ℓ and w ℓ the routing cost and the working time of route ℓ, respectively, computed as
Let x ℓ , ℓ ∈ R, be a (0-1) binary variable equal to 1 if and only if route ℓ is in the optimal solution. The vrpfo formulation based on the sp model, hereafter called F , is
In the formulation, the objective function states either to minimize the Cost/Load ratio or to maximize the Profit/Time ratio.
Constraints (2) and (3) impose that each mandatory customer has to be visited by exactly one route and each optional customer has to be visited at most once by the routes selected in the solution, respectively. Constraint (4) requires that at most m routes are selected in the solution.
Dual bounds for the vrpfo
In this section, we describe relaxations and bounding procedures for the vrpfo. We first present two basic dual bounding techniques, the first one, called DK, solves directly the continuous relaxation of F . The second one, called CG, solves a reformulation of the continuous relaxation of F , proposed for the first time in Charnes and Cooper (1962) . In section 3.1, we describe an alternative transformation to the one presented in Charnes and Cooper (1962) , such new transformation is used in an advanced dual ascent bounding procedure called DA. Finally, in Section 3.2, we describe a dual bounding procedure CB based on an integer relaxation of formulation F .
Let X = {x ∈ R |R| + : (2), (3), and (4)}. We define z(CF ) = min{ ℓ∈R c ℓ x ℓ / ℓ∈R w ℓ x ℓ : x ∈ X} as the optimal solution cost of the continuous relaxation of formulation F , called CF . Since the objective function of formulation CF is the quotient of linear functions and X is a convex feasible set, the algorithm proposed by Dinkelbach (1967) can also be used to compute z(CF ) by means of the solution of a sequence of linear programming problems. In the following, we identify with DK the bounding procedure corresponding to solve CF with the algorithm proposed by Dinkelbach (1967) where each linear programming problem is solved by column generation.
Under the assumption that X is non-empty and bounded, the following transformation, proposed by Charnes and Cooper (1962) :
translates formulation CF into the equivalent linear program:
u ≥ 0,
CCF contains an exponential number of variables. In practice, such problems are solved with a column generation procedure (See Desaulniers et al. (2006) ). In the following, we identify with CG the dual bounding procedure that solves (CCF) via column generation.
The computational results of Section 6 reports a comparison between a DK and CG for computing the dual bound z(CF ).
3.1 Dual bounding procedure based on an alternative transformation of CF -DA
The alternative transformation is based on the observation that since β = i∈V 1 s i > 0, then the term at the denominator of objective function (1) can be rewritten as β + ℓ∈R w ℓ x ℓ , where w ℓ = w ℓ − i∈V 1 (R ℓ ) s i . The following lemma holds.
Then the objective function of problem CF can be rewritten as z(CF ) = min c T y. In addition, any inequality
can be rewritten as α T y ≤ α 0 where α = (βα 1 + α 0 w 1 , βα 2 + α 0 w 2 , . . . , βα |R| + α 0 w |R| ).
Proof. It is easy to see that z(CF
Formulation CF can now be transformed into the following equivalent linear program:
where a iℓ = βa iℓ + w ℓ and b ℓ = β + mw ℓ , ℓ ∈ R. Notice that formulation N CF has the same number of variables and constraints of formulation CF . Clearly, z(N CF ) = z(CCF ) = z(CF ).
We denote with DN CF the dual of N CF . The variables of DN CF are given by the vector v = (v 0 , v 1 , . . . , v n ), where v 1 , . . . , v n 1 ∈ R are associated with constraints (10), v n 1 +1 , . . . , v n ≤ 0, with constraints (11), and v 0 ≤ 0 with constraint (12).
Let DCCF be the dual of problem CCF . The variables of DCCF are given by vector µ = (µ 0 , . . . , µ n ) and variable ω, where µ 1 , . . . , µ n 1 ∈ R are associated with constraints (6), µ n 1 +1 , . . . , µ n ≤ 0 with constraints (7), µ 0 ≤ 0 with constraint (8), and ω ∈ R with constraint (9). The following theorem shows how to compute a solution of DCCF given a solution of DN CF . 
Proof. The proof is provided in the e-companion to this paper.
Dual Ascent Procedure DA
The structure of the new formulation N CF allows to use a bounding procedure, called DA, that is used to compute a near-optimal dual solution of problem N CF . Procedure DA differs from standard column generation methods based on the simplex algorithm as it uses a dual ascent heuristic to solve the master problem (see Baldacci et al. 2010 ).
The bounding procedure is based on the following theorem.
Theorem 2 Let us associate penalties λ i ∈ R, ∀i ∈ V 1 , with constraints (10), λ i ≤ 0, ∀i ∈ V 2 , with constraints (11), and λ 0 ≤ 0, with constraint (12). Let R i = {ℓ ∈ R : a iℓ > 0}. For each i ∈ V 1 compute:
where
is given by the following expressions:
Proof. See Baldacci et al. (2010) . The optimal solution cost of the following problem
provides the best possible dual bound which can be computed by means of Theorem 2.
In practice, problem (15) Section 5.1 describes the method used to compute set N -for the details of method DA the reader is referred to Baldacci et al. (2010) .
Dual bounding procedure based on an integer relaxation of F -CB
In this section, we describe an alternative dual bound derived from an integer relaxation of formulation F . The relaxation is based on the observation that the optimal solution
and
and T is a valid dual bound on the total working time of any feasible solution of formulation F . In practice, problem F (t, m) cannot be solved directly but a valid dual bound on its optimal solution cost z(F (t, m)) can be obtained as follows.
Let λ i , ∀i ∈ V c , be a set of Lagrangian penalties associated with constraints (2) and (3), where λ i ∈ R, ∀i ∈ V 1 , and λ i ≤ 0, ∀i ∈ V 2 . The Lagrangian relaxation of formulation F (t, m) by means of penalty vector λ, is as follows: (17) and (18), where c ℓ = c ℓ − λ(R ℓ ) with λ(R ℓ ) = i∈Vc a iℓ λ i . Let R t i ⊆ R be the index set of all routes in R ending in i ∈ V c and with a total working time t. We have R = i∈Vc 1≤t≤T R t i and
We assume ϕ t i = ∞, i ∈ V c , if no feasible routes ending in i ∈ V c with a total working time equal to t exists. By setting z t i = ℓ∈R t i x ℓ , from relaxation RF (t, m, λ) we obtain the following relaxation:
Problem RF (t, m, λ) can be solved by dp as follows. Let g i (t, k) be the optimal solution to problem RF (t, m, λ) with the right-hand-side of equation (19) replaced by t, the righthand-side of equation (20) replaced by k, and with z t j = 0 for j > i, t = 1, . . . , T . Function g i (t, k) can be computed as follows:
Bounding procedure CB
Based on relaxation RF (t, m, λ) we designed a bounding procedure, called CB. Procedure CB is based on the observation that all functions g n (t, m) can be computed using the dp recursion (21) with t = mT and m = m and for k = 2, . . . , m, i = k, . . . , n, and ∀t,
Further, Procedure CB uses subgradient optimization to maximize the value of dual bound z(RF (t, m, λ)). Bounding procedure CB works as follows:
Step 1. Initialization. Initialize the penalty vector λ = 0. Set DB CB = −∞, i = 1,
Step 2. Compute functions
Step 3. Dual bound computation. Compute function g i (t, k) using dp recursion (21) with
and let t * and m * be the values producing z * in expression (22). If z * > DB CB , set DB CB = z * .
Step 4. Update the penalty vector λ. Compute the solution corresponding to dual bound z * by backtracking using recursions (21) and (29) and values t * and m * . Let R be the set of (N G, t, i)-route selected in solution.
Let θ i be the number of times that customer i ∈ V c is visited by the routes in R, i.e. θ i = ℓ∈R a il . The value of λ is modified as follows:
, where ǫ is a positive constant and
Step 5. Termination criteria. Set i = i + 1. If i = M axit3, stop, otherwise go to Step 2.
At the end of the procedure, the value of DB CB represent the best dual bound computed by the procedure. Let m min and m max be the minimum and maximum values of m, 
An exact method for solving the vrpfo
The vrpfo can be solved to optimality using the extension of the method proposed by Dinkelbach (1967) to integer problem once a generic exact method for solving problem (3)- (5) with a linear objective function is available; to our knowledge, this problem has never been addressed in the literature. A main drawback of this procedure is that the generic exact method must be applied from scratch at each iteration of the Dinkelbach's algorithm.
In this section, we describe an exact method that combines the bounding procedures DA and CB described in Section 3.1 and Section 3.2, respectively, to a priori generate a reduced F problem containing all routes of any optimal solution, thus reducing the dimensions of the integer problems solved at each iteration of the Dinkelbach's algorithm. The exact method relies on a technique, called route enumeration, used by Baldacci et al. (2008) to solve the cvrp and by Baldacci et al. (2011) to solve both the cvrp and the vrptw. In particular, in Section 4.1, we revisit the technique for fractional linear objectives.
More precisely, in the exact method we use bounding procedure DA to obtain a nearoptimal solution (µ, ω) of the dual problem DCCF of cost z(DCCF ). This solution allows us to compute the reduced costs c ℓ = c ℓ − i∈Vc a iℓ µ i − µ 0 − w ℓ ω of each route ℓ ∈ R.
Whenever the reduced cost c ℓ of a route ℓ ∈ R exceeds a given threshold, computed as a function of a known primal bound U B and the dual bound z(DCCF ), it is possible to eliminate route ℓ from R. Nevertheless, the resulting F might still be too large to be solved exactly. We propose an iterative procedure for solving the vrpfo where at each iteration a reduced F problem is solved. Further, each reduced F is solved to optimality using an exact method based on the extension of the method proposed by Dinkelbach (1967) to integer problem. The procedure terminates when either an optimal F solution is achieved or the distance of the solution cost of the reduced F problem from the dual bound is less than a user-defined value or a maximum number of iterations is reached.
The bounding procedures DA and CB described in Section 3.1 and Section 3.2 respectively, are interwoven with a Lagrangean heuristic that produces a feasible vrpfo solution.
More specifically, whenever an improved dual bound has been computed (see Step 3 of both procedure DA and CB), the procedure calls an algorithm that produces a feasible vrpfo solution using the route set R.
In the following, we describe the details of the exact method.
Variable reduction of formulation F
The aim of this section is to identify a criterion to restrict ourself to only the column that can be potentially part of the optimal solution, we call such procedure variable reduction.
Let (µ, ω) be a feasible solution of DCCF of cost z(DCCF) equal to ω, since ω is the only variable in the objective function with coefficient one. Let x be a feasible solution of F of cost z(F ) and let c ℓ be the reduced cost of route ℓ ∈ R with respect to the dual solution (µ, ω), that is c ℓ = c ℓ − i∈Vc a iℓ µ i − µ 0 − w ℓ ω, and let c 0 = i∈Vc µ i + mµ 0 .
The variable reduction of formulation F is based on the following Theorem 5:
The following inequality holds:
Proof. From the definition of z(F ) we have:
Since x represents a feasible vrpfo solution, we have (i) ℓ∈R (a iℓ − 1) = 0, ∀i ∈ V 1 , (ii)
From equation (24) and inequality (25) we obtain (23).
Corollary 1 Let U B be the cost of a feasible vrpfo solution and let z(DCCF) be the cost of a feasible dual solution
, where
)T is an upper bound on the total working time of any solution containing route ℓ, since m is the maximum number of vehicles in solution.
Proof.(By contradiction) Let R be the index set of the routes of the feasible solution x of cost z(F ) < U B and suppose that exists
From Theorem 5 and as c ℓ ≥ 0, ∀ℓ ∈ R, and since α ℓ ′ ≥ ℓ∈R w ℓ we have:
Corollary 1 will be used in the exact procedure presented in Section 4.2 to generate only the columns with a reduced cost lower than the gap α ℓ U B − (α ℓ z(DCCF ) + c 0 ).
Description of the exact method
The method is based on an iterative procedure where at each iteration a reduced version of F involving at most ∆ max routes (∆ max is a user-defined parameter) is solved. This procedure terminates when one of the following three conditions is encountered: (i) an optimal F solution is achieved, (ii) the distance of the solution cost of the reduced F problem from the dual bound is less than the user defined value, gapmax, and (iii) the maximum number of iterations, itermax, is reached. The scheme of the proposed exact method for solving F is as follows.
Step 1. Initialization. Set i = 0 and z * = ∞. Initialize itermax, ∆ max and tlim.
Step 2. Execute bounding procedure CB. Let DB CB and P B CB be the final dual and primal bounds computed, respectively. Let m min and m max be computed as described in Section 3.2.1.
Step 3. Execute bounding procedure DA. Let DB DA and P B DA be the final dual and primal bounds computed and let (µ, ω) be the solution of problem DCCF computed by means of Theorem 1 using solution v corresponding to DB DA . Let c ℓ be the reduced cost of route ℓ ∈ R with respect to the dual solution (µ, ω), that is c ℓ = c ℓ − i∈Vc a iℓ µ i − µ 0 − w ℓ ω, and let c 0 = i∈Vc µ i + mµ 0 . Set z * = min{P B CB , P B DA } and let x be the corresponding solution.
Step 4. Define a reduced problem F (R) from F . Set i = i + 1. Generate the largest route set R ⊆ R such that:
where γ ℓ = α ℓ z * − (α ℓ DB DA + c 0 ) and α ℓ = w ℓ + (m max − 1)T . Based on Corollary 1, if |R| < ∆ max , then R contains the routes of any optimal solution and is defined optimal. Problem F (R) is obtained from problem F where the route set R is substituted with R.
Step 5. Solve problem F (R). Let x be the solution obtained and let z(F (R)) be its cost (we assume that R contains also the routes corresponding to the current solution x * ); we impose a time limit of tlim seconds in solving F (R). Problem F (R) is defined optimal if it has been solved to optimality within the imposed time limit; otherwise it is defined not optimal (see Section 4.3). If z * > z(F (R)) set z * = z(F (R)) and x * = x.
Step 6. Test if the F (R) solution obtained is an optimal vrpfo solution. Let gapmin be a dual bound on the reduced cost of any route that has not been generated, i.e., c ℓ ≥ gapmin, ∀ℓ ∈ R \ R, and let DB new be a dual bound on the cost of any solution to F involving one or more routes of the set R \ R, computed as
If one of the following two conditions applies, then x * is guarantee to be an optimal vrpfo solution and the algorithm terminates:
(i) Both R and F (R) are optimal, or (ii) F (R) is optimal and z * ≤ DB new .
Step 7. Termination condition.
Stop.
Step 8. Updating ∆ max and tlim. Set ∆ max = ε 1 ∆ max (ε 1 > 1) and tlim = tlim + ε 2 (ε 2 > 0) and go to Step 4 (ε 1 and ε 2 are two user-defined parameters).
The exact method starts with the use of both bounding procedures CB and DA to compute valid primal and dual bounds for our problem (Steps 2 and 3). As explained in Section 3.1, procedure DA provides a good approximation of problem DN CF . Thanks to Theorem 1 it is hence possible to obtain (µ, ω), the corresponding dual variables of DCCF . These new duals allow to compute the reduces costs c ℓ , ∀ℓ ∈ R.
Step 4 selects the ∆ max columns to be used in the solution of F (R), Corollary 1 allows to restrict set R to only useful columns. It is worth noting that the primal bounds computed in Steps 1 and 2 play an important role in the identification of such columns. In
Step 5, problem F (R) is solved to optimality (up to a given time limit). The exact procedure used to solve it is explained in Section 4.3. If the primal solution is better than the best primal solution found so far, z * is updated.
In
Step 6, the optimality of the solution of F (R) is checked. If the number of columns added to R in Step 5 was lower than ∆ max (i.e., R is optimal) and we were able to solve F (R) within the given time limit, then the algorithm terminates. On the other hand, if F (R) is solved to optimality but some of the columns with c ℓ < γ ℓ has been excluded from R, a new dual bound DB new is computed, based on the columns that have not been added to R. If z * ≤ DB new , the optimal solution of F (R) is also an optimal solution of F (R).
Step 7 terminates the algorithm if either the number of maximum iterations is reached or the relative gap between the best primal and dual bounds is sufficiently small. Finally, in
Step 8, ∆ max and the time limit are updated.
Notice that whenever the algorithm terminates at Step 7, problem F has not been solved to optimality and value z * represents the cost of the best solution found. The next section describes the method used to solve problem F (R) whereas the procedure used to generate the reduced set of routes R is described in Section 5.2.
Solving problem F (R) to optimality
Problem F (R) can be rewritten as the following mixed integer linear programming problem using the transformation proposed by Charnes and Cooper (1962) :
where in constraints (6)- (9) set R is substituted with R and M is a very large positive number. The above formulation is impractical to solve, even for moderate size vrpfo instances, since the numbers of variables and of the additional constraints (27) and (28) can be huge.
We now describe an exact method for solving problem F (R) based on the extension of the method proposed by Dinkelbach (1967) to integer problems. For sake of notation, (2), (3), and m min ≤ ℓ∈R x ℓ ≤ m max } and P = X ∩ {0, 1} |R| . We assume that d(x) > 0, ∀x ∈ P , and that F (R) admits a finite optimal solution.
The exact method is based on the following theorem (see Dinkelbach 1967) .
and only if, for the parametric problem
The scheme of the proposed exact method for solving F (R) is as follows.
Step 1. Initialization. Set x 0 = x * , where x * is the current best know solution (see Step 5 of the exact method). Set i = 0.
Step 2. Compute the current ratio r i+1 . Set r i+1 = n(x i )/d(x i ) and set i = i + 1.
Step 3. Solve the parametric problem. Solve problem F P (r i ), z i (F P (r i )) = min{n(x) − r i d(x) : x ∈ P }, and let x i be the solution obtained.
Step 4. Termination condition. If z i (F P (r i )) < 0, go to Step 2; otherwise, set z(F (R)) = r i , x = x i , r = r i and if solution x i is an optimal solution of problem F P (r i ), define F (R) optimal; otherwise define F (R) not optimal.
In solving problem F P (r i ), the time limit of tlim seconds introduced at
Step 5 of the exact method is imposed, therefore solution x i is a proven optimal solution of F P (r i ) if the problem has been solved within the imposed time limit.
The following Lemma 2 revisits a result from Espinoza et al. (2010) to show the correctness of the above iterative algorithm by also considering the termination conditions of Step 4.
Lemma 2 The following properties hold about the exact algorithm for solving F (R).
(1) The sequence {r i } is monotone decreasing, i.e., r i > r i+1 , for all i such that z i (F P (r i )) < 0.
(2) If z i (F P (r i )) ≥ 0 and solution x i is optimal, the value z(F (R)) corresponds to the optimal solution value and r = n(x)/d(x).
Proof. The proof is provided in the e-companion to this paper. Based on the lemma above, the following theorem shows that the convergence rate of the algorithm is superlinear (Espinoza et al. 2010) .
Theorem 5
For all r i = r we have
Pricing problem and generation of sets R
In this section, we describe the details of the pricing problem associated with bounding procedures DK, CG and DA and the procedure used to compute functions ϕ t i in bounding procedure CB. Moreover, we describe the details of the procedure used to generate sets R in the exact method.
Route relaxation ng-routes
The pricing problem associated with procedure DK, CG and DA requires to find minimum cost elementary routes over a graph with both positive and negative edge and arc costs, a strongly N P-hard problem. Therefore, in practice we enlarge the set of routes R to contain also non-necessarily elementary routes, i.e., coefficients a iℓ are general nonnegative integers. Although non-elementary routes are infeasible, this relaxation has the advantage that the pricing subproblem becomes solvable efficiently (by dp). Moreover, Theorem 2 remains valid if the set of routes R is enlarged to contain also non-necessarily elementary routes. The relaxation we used is based on the route relaxation proposed by Baldacci et al. (2011) for the vrptw and can be described as follows.
Let N i ⊆ V c be a set of selected customers for vertex i (according to some criterion) such that N i ∋ i and |N i | ≤ ∆(N i ), where ∆(N i ) is a parameter (e.g., ∆(N i ) = 5, ∀i ∈ V c , and N i contains i and the four nearest customers to i). The sets N i allow us to associate with each forward path P = (0, i 1 , . . . , i k ) the subset Π(P ) ⊆ V (P ), V (P ) = {0, i 1 , . . . , i k−1 , i k }, containing customer i k and every customer i r , r = 1, .., k − 1, of P that belongs to all sets N i r+1 , . . . , N i k associated with the customers i r+1 , . . . , i k visited after i r . The set Π(P ) is defined as: Π(P ) = {i r : i r ∈ k s=r+1 N is , r = 1, . . . , k − 1} ∪ {i k }. A ng-path (N G, t, i) is a non-necessarily elementary path P = (0, i 1 , . . . , i k−1 , i k = i) starting from the depot at time 0, visiting a subset of customers (even more than once) such that N G = Π(P ), ending at customer i at time t, and such that i / ∈ Π(P ′ ), where P ′ = (0, i 1 , . . . , i k−1 ) is an ng-path. We denote by f (N G, t, i) the cost of the least cost ng-path (N G, t, i). An (N G, t, i)-route is an (N G, t, 0)-path visiting at time t the last customer i before arriving at the depot. The cost of the least cost (N G, t, i)-route is given by f (N G, t, i) + d i0 .
Functions f (N G, t, i) can be computed using dp as follows. The state space graph H = (E , Ψ) is defined as follows:
The dp recursion for computing f (N G, t, i) is as follows:
The following initialization is required: f ({0}, 0, 0) = 0 and f ({0}, t, 0) = ∞, ∀t such that
Computing functions ϕ t i at Step 2 of algorithm CB
We first compute functions f (N G, t, i) using dp recursion (29) and the modified costs d ij
Generating set R: procedure genr
The generation of the reduced route set R performed at Step 4 is based on a similar procedure proposed by Baldacci et al. (2011) for the vrp with Time Windows, used to generate elementary and feasible routes. Given a dual solution (µ, ω) of DCCF and a user defined parameter ∆ max , the procedure generates the largest subset R ⊆ R satisfying conditions (26)-a and (26)-b. Procedure genr is a dp programming that is analogous to Dijkstra's algorithm on an expanded state-space graph dynamically generated.
Associate with each arc (i, j) ∈ A modified arc cost d ij defined as
It is easy to see that the reduced cost with respect to the dual vector µ and value ω can be computed as c ℓ = (i,j)∈A(R ℓ ) d ij . Procedure genr dynamically generates a state-space graph where each state corresponds to a feasible forward path.
A forward path P = (0, i 1 , . . . , i k−1 , i k ) is an elementary path starting from depot 0 at time 0, visiting vertices V (P ) = {0, i 1 , . . . , i k−1 , i k } and ending at customer i k = σ(P ) at time t(P ) with t(P ) ≤ T . We denote by A(P ) the set of arcs traversed by path P and by c(P ) = (i,j)∈A(P ) d ij the cost of path P . Let DB(P ) be a dual bound on the reduced cost of any route that contains a forward path P . Any forward path P such that DB(P ) ≥ γ cannot be part of a route in the set R that satisfies conditions (26), where γ = αz * − (αDB DA + c 0 ) and α = m max T .
Let τ be a set of temporary feasible forward paths that is initialized by setting τ = {P 0 }, where P 0 represents the initial empty path such that σ(P 0 ) = 0 and t(P 0 ) = 0. The route set R is initialized by setting R = ∅. At each iteration of algorithm genr the forward path P ∈ τ having the smallest dual bound value (i.e., such that DB(P ) = min{DB(P ) :
P ∈ τ } ) is extracted from the set τ . The expansion of a forward path P are derived by extending P with arc (σ(P ), j) ∈ A, ∀j / ∈ V (P ) \ {0}. We have two cases: i) j = 0. The expansion of forward path P creates a route; if the route is feasible and satisfy condition (26)-b it is inserted in the set R;
ii) j = 0. The expansion of path forward path P creates a path P ′ ; if the path is feasible and DB(P ′ ) < γ (see above) it is added to the set τ .
Procedure genr terminates when either τ = ∅ or |R| = ∆ max . Since the size of the set τ is exponential, we impose that the size of the set τ cannot exceed an a-priori defined limit N ST AT B. If |τ | becomes greater than N ST AT B, procedure genr terminates prematurely. At the end of the procedure, value gapmin is set equal to max P ∈τ {DB(P )} if |R| = ∆ max or |τ | = N ST AT B, and ∞ otherwise.
Computing DB(P )
We define a backward path P = (σ(P ) = i k , i k+1 , . . . , i h , 0) as a path starting from vertex σ(P ) at time t(P ), visiting vertices in V (P ) = {i k , i k+1 , . . . , i h , 0} and ending at the depot before time T .
A dual bounds on the cost c(P ) of P can be computed using the ng-path by defining nonnecessarily elementary backward ng − path (N G, t, i) similarly to the forward ng-path (N G, t, i) defined in Section 5.1. Let f −1 (N G, t, i) be the cost of the least-cost backward ng−path (N G, t, i). Functions f −1 (N G, t, i) can be computed with the same dp recursions 
To compute dual bound DB(P ), function f −1 (N G, t, i) are computed with the modified costs [d ij ], and the subsets N i , i ∈ V c , contain the ∆(N i ) nearest customers to i according to d ij . Dual bound DB(P ) is computed as follows:
Dominance rules
A speed-up in procedure genr can be obtained by removing dominated paths from the set τ . A dominated path is either a path that cannot lead to a feasible route or a path such that any route containing it cannot be part of any optimal solution. Dominance rules are defined based on the type of fractional objective function considered as follows.
Dominance 1 Minimization of Cost/Load A forward path P 1 dominates a forward path
Dominance 2 Maximization of Profit/Time A forward path P 1 dominates a forward path P 2 if σ(P 1 ) = σ(P 2 ), V (P 1 ) = V (P 2 ) and t(P 1 ) ≤ t(P 2 ).
Computational results
This section reports on the computational results of the dual and primal bounds and the exact method described in this paper. All algorithms were coded in C++ and compiled 
Instances description
The bounding procedures and the exact method were tested on two classes of instances, namely [min |c/l]and [max |p/t], corresponding to vrpfo instances with the two objective functions (described in Section 2) minimization of Cost/Load and maximization of Profit/Time respectively.
The instances of the two classes were derived from instances proposed in the literature for the Capacitated vrp (cvrp). More precisely, we considered the 27 instances, and corresponding optimal solutions, of class A generated by Augerat (1995) TSPLIB EUC 2D standard (see Reinelt (1991) i) The depot and the set of customers correspond to the depot and the set of customers of the original cvrp instance. We set n 1 = ⌊α(n − 1)⌋, α < 1; iii) Class [max |p/t]. We set
Service times {s i }, maximum working time T and maximum number of vehicles m are computed using the best solution found for the corresponding cvrp instance and a simple heuristic algorithm for the vrpfo, used to guarantee the feasibility of the corresponding instance (details are omitted for sake of brevity).
In generating the instances, we used α ∈ {0.5, 0.75}, therefore two instances per class are generated for each cvrp instance. Given the original cvrp instance name "< name >", the instance with α = 0.5 is denoted with < name > a whereas the instance with α = 0.75 is denoted with < name > b. A total number of 162 instances were generated, 54 instances per class. All the instances are available upon request to the authors as text files.
Based on the results of preliminary experiments to identify good parameter settings for our algorithms, we decided to use the settings reported in Table 1 . The following section reports on the results about the dual and primal bounds computed by procedures DA and CB whereas Section 6.3 shows the results obtained by the exact method.
Computational results on the dual and primal bounds
To compare dual bounds DB CB and DB DA computed by procedures CB and and DA, respectively, we implemented a standard column generation algorithm (called CG) based on formulation CCF and Dinkelbach's algorithm (called DK) applied to formulation CF .
Both algorithms CG and DK are based on the (N G, t, i)-routes relaxation and the linear For bounding procedures CB and DA, the table also reports the average percentage deviation of the primal bound obtained by the heuristic procedure (column %P B), computed as 100.0 × P B/z * , where z * is the cost of the best solution found and P B is the value of the primal bound; column "Time" also includes the time spent for computing the primal bound and, in the case of procedures CB, the time spent for computing value T .
For procedures DA, CG, and DK, the table also shows the average number of columns or variables of the final master problem. In particular, for procedure DK the number is computed as the sum over all algorithm iterations, whose average number is reported under column "Iter" in the table.
Complete computational results about the dual and primal bounds are reported in the e-companion to this paper. Moreover, the e-companion also reports statistics about the best solutions found by the heuristic procedures and the exact method, including the values z * used to compute the different percentage deviations. Table 2 shows that the dual bounds computed are on average quite tight for instances belonging to the class [min |c/l]. Clearly, the dual bound computed by procedure CG dominates the dual bound produced by procedure DA and it is equivalent to the one computed by procedure DK. Instances of class [max |p/t] are more difficult for our bounding procedures, as shown by the average percentage deviation reported in the table; this is probably due to cost structure of the class. The dual bounds computed by procedure DA are on average very close to the ones produced by CG and can be computed faster. Column |R| (i.e, the average number of columns of the final master problem) shows that procedure DA is not affected by the typical degeneracy of standard column generation generation based on the simplex, like CG. The detailed results reported in the e-companion show that the dual bound produced by CB is always inferior with respect to one produced by CG. Further, its computation is more time consuming due to the complexity of the corresponding dp recursion -it is worth mentioning that the computation of value T is negligible.
Concerning the primal bounds computed by procedures CB and DA, the table show that both the two procedures can compute good quality solutions. The detailed results reported in the e-companion also show that it is convenient to compute both primal bounds. The detailed results show that the heuristic algorithm applied during the execution of procedure DA failed to compute feasible primal bounds for three instances of class [max |p/t]. Tables 3-4 show the results about the exact method. For each instance, we report a symbol to denote if the instance was solved to optimality ("(a)"), and the corresponding total computing time in seconds, that also includes the time spent by the bounding procedures executed at steps 2 and 3 of the exact method (see Section 4) and the time spent by procedure genr.
Computational results on the exact method
The next three blocks of columns show the details of the iterations of the exact method.
For each iteration, we report the cardinality of the reduced set R (|R|) generated by procedure genr, the percentage deviation of the value of the optimal solution of the reduced integer program F (R) (%z * ), a symbol ("(d)") to denote if the time limit imposed was reached in solving F (R) (IP), the number of iterations executed to solve problem F (R) with the procedure described in Section 4.3, the percentage deviation of bound DB new with respect to %z * (%B) (see Step 6 of the exact method) and the computing time in seconds spent to solve problem F (R).
In the tables, under column |R|, symbols "(b)" and "(c)" are reported whenever limit N ST AT B or ∆ max of procedure genr has been reached, respectively. Further, the heading of each table shows, for each iteration of the method, the value of parameters ∆ max and
tlim.
Details about the best solution found by the heuristic procedures and the exact method In order to have some insights about the type of instances used and the solutions computed, the e-companion reports some statistics about the best solutions found for the two classes of instances. In particular, the tables show that the maximum number of vehicles m is generally tight and that the percentage of the working time utilization is on average superior to 90%; optional customers are generally included in the best solutions found. Iter = 1, ∆ max = 300, 000, tlim = 3, 600 Iter = 2, ∆ max = 1, 500, 000, tlim = 7, 200 Iter = 3, ∆ max = 7, 500, 000, tlim = 10, 800
Conclusions
In this paper, we considered vehicle routing problems that can be modelled as a Set Partitioning (sp) problem with a linear fractional objective function. More precisely, we considered two objective functions: minimization of cost over load (also known as logistic ratio) and maximization of profit over time.
We investigated both continuous and integer relaxations of the sp model. In particular,
we proposed an alternative transformation to the transformation proposed by Charnes and Cooper (1962) for linear fractional programming and a dual ascent heuristic used to compute both dual and primal bounds. The dual and primal bounds computed are embedded in an iterative exact procedure where at each iteration a reduced sp problem is solved by the extension of Dinkelbach's algorithm for fractional programming to integer programs.
We reported computational results showing that the proposed method solves to optimality instances involving up to 79 customers. The method can be easily adapted to deal with other routing constraints, simply by taking into account of such constraints in the route generation phase. Stancu-Minasian, IM. 2012. Fractional programming: theory, methods and applications, vol. 409 
Appendix Proofs of statements
Theorem 2. Let v be a feasible solution of problem DN CF of cost z(DN CF ). A feasible solution (µ, ω) of DCCF of cost z(DCCF) = z(DN CF ) can be obtained by setting:
Proof. It is easy to see that z(DCCF) = z(DN CF ) due to the definition of ω in expressions (13). We have
showing that the dual constraint associated with variable u of CCF is satisfied. Further,
showing that the dual constraint associated with variable y ℓ , ℓ ∈ R, of CCF is satisfied.
Theorem 4. r = n(x)/d(x) = z(F (R)) if, and only if, for the parametric problem F P (r),
(a) Let x be an optimal solution of problem F (R). We have r = n(
This implies that x is an optimal solution of F P (r) of value z(F P (r)) = 0.
(b) Let x be an optimal solution of F P (r) such that z(F P (r)) = n(x) − rd(x) = 0. We have n(x)−rd(x) ≥ 0, ∀x ∈ P , and r ≤ n(x)/d(x), ∀x ∈ P , therefore r is the minimum of problem F (R) that is taken at x.
Lemma 2. The following properties hold about the exact algorithm for solving F (R).
Proof.
(
(2) Assume that the algorithm terminates on the i-th iteration. We have z i (F P (r i )) ≥ 0. Consider a valuer > r = r i , we have:
(ii) As d(x i−1 ) > 0, we have n(x i−1 ) −rd(x i−1 ) < 0, therefore valuer does not satisfies the termination condition.
(3) We have:
From (31)-a and (31)-b we have
and by considering (31)-c from (32) we have (
the above inequality and inequality (30) we have d(
Theorem 5. For all r i = r we have
Since from Lemma 2-(1) we have r < r i and dividing by (r i − r) > 0 (3)) we obtain For bounding procedures CB and DA, the table also reports the percentage deviation of the primal bound obtained by the heuristic procedure (column %P B), computed as 100.0 × P B/z * , where z * is the cost of the best solution found and P B is the value of the primal bound -column "Time" also includes the time spent for computing the primal bound and, in the case of procedures CB, the time spent for computing value T .
Details about the computational results
For procedures DA, CG, and DK, the table also shows the number of columns or variables of the final master problem. In particular, for procedure DK the number is computed as the sum over all algorithm iterations, whose average number is reported under column "Iter" in the table.
The percentage deviations are computed with respect to the values of the best solutions found which are reported in Tables 7-8.   Tables 7-8 show details about the best solutions found. More precisely, for each instances, the tables show the values of the best solution found (z * ) (including the corresponding numerator "Cost" or "Profit" and denominator "Load" or "Time"), the number of routes of the solution (#r), the number of optional customers selected in solution (#o), the percentage of the working time utilization (%ut) and the average number of customers per route (ac). 
