Abstract
Introduction
The recently emerging ubiquitous computing environment introduces a new paradigm of computing. In the new paradigm, machines recognize the human conditions and situations and actively guess user needs and provide appropriate services to the users instead of passively performing user requests. Therefore, the keyword in ubiquitous computing is context awareness. This context awareness cannot be realized unless all the machines are connected and interchangeable. As a platform independent software application, Web-services provide interchangeability in ubiquitous environments. Therefore, it is expected that Web services will be chosen as the standard software technology for future ubiquitous environments.
In order to implement a ubiquitous Web service environment, a component of processing contextawareness, which is a major feature of ubiquitous environments is required. However, the current standard Web service does not deal with the handling of context. As a consequence, a Web service can handle only context considered at the stage of designing the Web service. This is undesirable in a ubiquitous environment, as various contexts exist. Therefore, a framework which can conveniently add context information, is required.
Markus Keidi et al. designed a Context Framework for Web services, so that a Web service can be adapted to context-aware environments [2] [4] . The Context Framework performs pre/post processes on context blocks in a SOAP message. Therefore, context which were not considered at the design stage of the Web service can also be delivered.
However, the Context Framework does not mention the reasons for the establishment of context information [2] [4] . In this case, it is not possible to determine what elements are required for a Web service. In addition, as the context elements in the SOAP message increases, overhead increases. This paper proposes a new design for a framework in which the disadvantages of existing frameworks are removed. The proposed framework is flexible in terms of context because it establishes context information when Web services are operating. In addition, the proposed framework prevents exposure of private information from the very beginning, by reflecting user preferences in the context establishment. Using these methods, private information can be protected, based on privacy level.
Related Works

Context Framework [2]
Markus Keidi et al. designed a Context Framework which can handle context information and be adapted and used by any Web service. Context is processed as shown in Fig. 1 But, the context framework has following problems.
SOAP overhead problem.
As the development of technology makes progress, information needed by a session will be more complicated and diversified. As the result, the number of elements (such as location, role, activity, identity, time, and so on) consisting of the context information will increase. Putting all the elements at the SOAP header will result in an occurrence of overhead. The reason for the occurrence of SOAP overhead problem is that a session may not need all of the elements. Therefore, it should be possible that a set of context blocks for a session can be specified differently from the set of context blocks for a different session. Our method establishes needed information once per session and it does not send unnecessary context blocks, hence SOAP overhead problem is solved.
Determination of context. The existing papers deal only with the methods of context delivery but do not deal with the criteria for determining context blocks to be sent. A context contains the following elements: location, role, activity, identity, time etc. These elements can be defined in tModel [2] . However it is not possible to determine which context has been delivered for the current session. Our method solves this problem by determining context blocks referring to the elements asked by the requester and the owner's preference.
User's privacy protection. User's privacy protection is not dealt. Context delivery increases the threat of attacking user's private information. If a user agrees on disclosing the user's information, then it would not be a problem. Otherwise disclosing the user's information such as the user's current location, identity, role will be problematic. A context type can be defined in a tModel but user's preference cannot be defined. In such a case, an intrusion on the private information occurs and may result in a serious problem.
The methods proposed in this paper take owner's preference into account when determine context information. Therefore, the context elements related with the user's private information would not be delivered and the privacy would be protected. (1) A transition t is said to be enabled if each input place p of t is marked with at least w(p,t) tokens, where w(p,t) is the weight of the arc from p to t.
Petri net model of
(2) An enabled transition may or may not fire (depending on whether or not the event actually takes place).
(3) The firing of an enabled transition t removes w(p,t) tokens from each input place p of t, and adds w(t,p) tokens to each output place p of t, where w(t,p) is the weight of the arc from t to p.
Definition 1. Petri Net
The Petri net is a 5-tuple, N = (P, T, F, W, M0) where:
P={p1, p2, ... pn) is a finite set of places, T={t1, t2, ..., tm} is a finite set of transitions, F ⊆ (P×T) ∪ (T×P) is a set of arcs, W: F → {1, 2, 3, ...} is a weight function, M0: P → {0, 1, 2, 3, ...} is the initial marking. P∩ T = ∅ and P∪T ≠ ∅ . Fig. 3 . Framework proposed in this paper prevents exposure of sensitive information by using privacy level element. 
SOAP
Design of a New Framework
Modification of the Petri net Model Constructed
Firing a 'request' with a token corresponding to secret context information results in disastrous results, as in Fig. 4 . This phenomenon can be avoided if a guard is attached to the transition 'request', so that secret information cannot move out. It is also noticed that if elements of context block are examined one by one, and the elements related to the current session are transmitted, only then can SOAP overhead be avoided. For this purpose, user preferences are attached to a context block by using privacy level.
A transition which collects context blocks and save preferences in a database can also be used. When another Web service is invoked, only a portion of its context, which preferences allow to be exposed, can be exposed to other Web services. The privacy level element in context block is presented in Table 1 . Allow only to the current session but saving is not allowed 2 Saving is allowed but using by the others is not allowed 1 Using by the others for permitted services is allowed 0 no restriction on the use of the information Information can be delivered only if its privacy level is less than 4 and a Web service treats personal information as presented in Table 1 according to level values. Personal information can be protected based on user preference specified in privacy level element. The safe delivery of a message and the context between client and Web service is basically achieved by the context manager and privacy protector. A requesting client can transmit a message including context information to a web service via the SOAP request processor. The SOAP request processor can also receive context information from the context manager. The context manager must obtain permission from privacy protector in order to include an item in a context. The privacy protector acquires user preferences. User preferences are stored in a preference database and a user can modify preferences at any time. A web service communicating with a client can invoke another web service, and the invoked web service can also use user context. 
PAWS
Establishment of
Comparative Analysis with Context Framework
Consideration of Preference. Context establishment is determined based on the user preferences. Context delivery should be recognized by the user, and should be possible when stopping the delivery of context information if the user does not want to expose this information. The proposed method establishes a context based on user preferences. Therefore, private information is securely protected.
Privacy
Protection. An application and sensor in a ubiquitous environment take the current context into account when they operate. If the user does not mind disclosing information about himself, then it would not be problematic, otherwise revealing private user information, such as current location, identification, role, and so on can result in privacy violations. The proposed method takes user preferences into account when determining whether a context block should be open. Therefore, such a problem would not occur.
Determination of Context Per Session. PAWS
Framework determines a set of context items per session of Web service execution. Context Establishment establishes a set of context items per session. Therefore, the context items which are not needed in the current session are not delivered in the first place. Hence, our method is efficient. SOAP Overhead. Context Framework delivery of irrelevant context information is not avoidable. The proposed method minimizes the context to be transmitted during the process of Context Establishment. The transmission of irrelevant context causes problems of intruding privacy and degrading efficiency. In considering the negative effects of needless information, the framework can optimize the number of elements used in a message. Hence, the overhead problem is solved.
A summary of comparative analysis of the frameworks is presented in Table 2 . 
Conclusion
A Petri net model of Context Framework has been provided and advantages and disadvantages are compared. The model has been modified and the disadvantages removed. Based on the modified model, a new framework has been designed, the PAWS framework. The PAWS framework does not have the disadvantages of the Context Framework, and contains all advantages of the Context Framework. In the future, we plan to study experimental verification.
