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significant improvement in soft- 
ware technology is needed to 
improve programming productiv- 
i ty and software reliability.' Computer- 
aided, rapid prototyping via specification 
and reusable components is a promising 
approach that makes this improvement 
possible. In this approach, the traditional 
software life cycle is replaced by a life cycle 
with two phases: rapid prototyping and 
automatic program generation.2 
Completely automatic generation of 
programs from very high-level specifica- 
tions is not practical today, but automatic 
generation of prototypes is feasible. Cur-  
rent manual prototyping methods require 
too much time and effort, but a computer- 
aided prototyping system would reduce the 
cost of prototyping and improve the effi- 
ciency of the process. However, before 
such a system can be developed, methods 
for specifying, selecting, retrieving, and 
composing reusable components into a 
prototype that meets a set of requirements 
must be addressed. 
Our approach to rapid prototyping uses 
a specification language (the prototype- 
system description language PSDL) inte- 
grated with a set of software tools, includ- 
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ing an execution support system, a rewrite 
system, a syntax-directed editor with 
graphics capabilities, a software base, a 
design d a t a b a s e ,  a n d  a design- 
management system. The prototyping lan- 
guage lets the designer use dataflow dia- 
grams with nonprocedura l  cont ro l  
constraints as part of the specification of 
a hierarchically structured prototype. The 
result ing descr ip t ion  is free f r o m  
programming-level details, in contrast to 
prototypes constructed with a program- 
ming language. 
The underlying computational model 
unifies dataflow and control flow, provid- 
ing a vehicle for developing top-down 
decompositions. Such decompositions let 
large prototypes be executed with practi- 
cal computation times, in contrast to pro- 
totyping by simulating specifications via 
logic programming without providing a 
system architecture. 
The prototype is executed with the aid 
of reusable components drawn from a 
software base. The prototyping language 
is an integral part  of the design- 
management system because specifica- 
tions are used to organize and retrieve 
reusable components in the software base. 
IEEE Software 
A rewrite system makes retrievals more 
effective by reducing syntactic variations 
in equivalent retrieval requests. 
The  retrieval mechanism does limited 
bo t ton -up  design to compose requested 
co  m p one  11 t s wi thout  requiring the  
designer to be aware of all the modules in 
a large software base. Retrievals based on  
formal specifications can be made more 
selective than those based on  keywords, 
reducing the number of inappropriately 
retrieved components examined by the 
designer. 
Specifications are better for retrieval 
thqn implementations because the proper- 
ties of implementations are too difficult to 
recognize mechanically. I t  is not feasible 
to automatically choose routines from a 
conventional program library without spe- 
cial annotations. 
Figure 1 illustrates the major steps in 
computer-aided prototyping. The designer 
begins the process by entering the specifi- 
cations o f t h e  intended software compo- 
nent. A rewrite subsystem maps the 
specification into an  internal abstract form 
that is used by a design-management sys- 
tem to search for the software component. 
I f  i t  finds a unique software component 
that meets the specification, it retrieves the 
component; i f  i t  finds several software 
components that meet the specification, 
the designer must choose one. Otherwise, 
the specification cannot be met by an exist- 
ing component and the designer should 
decompose the specification into simpler 
specifications by using the system’s pro- 
totyping language. 
When a specification is decomposed 
into a network of simpler components, the 
required interconnections are recorded in 
the design database with a dataflow dia- 
gram, which is part of the syntax of the 
prototyping language and serves as design 
documentation. After the designer decom- 
poses the specification into simpler speci- 
fications, the entire process is applied to 
those specifications. 
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and searching for available reusable com- 
ponents. 
Software tools are needed t o  support 
this automated prototyping method. The 
major parts of such a system are 
the Prototype System Description 
Language,’ 
user interfaces to speed up design entry 
and  prevent syntax errors, 
an  execution-support system t o  
demonstrate and  measure prototype 
behavior and to perform static analyses of 
the prototype design, 
a design-management system to man- 
age reusable software components and 
design da ta ,  
a software base t o  store reusable com- 
ponents, and  
- 
a design database to store the proto- 
type design. 
Yeh and colleagues’ have proposed an  
initial framework for a rapid-prototyping 
environment based on  reusability. We fur- 
ther developed a prototyping method, an  
executable prototyping language, its 
execution-support system, and better 
automated methods for component organ- 
ization and  retrieval using normalized 
specifications. Figure 2 shows the architec- 
ture of a prototyping system that supports 
the process shown in Figure 1 .  
Language and method 
A good language for expressing design 
thoughts in terms of a precise model is 
important for rapid prototyping. It is 
Prototype-System 
Description Language  (PSDL) 




Figure 2. Prototyping system architecture 
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impossible to do  a good design without a 
language designed especially for this pur- 
pose. A powerful, ea\y-to-use, and port- 
able prototype-description language is a 
critical part of a computer-aided prototyp- 
ing system. Such a language is needed 
before the tools in the system can be built. 
PSDL wa, designed together with the 
prototyping method‘ to ensure the most 
efficient use of the language. I t  serves as 
an  executable prototyping language at a 
specification or  design level and has spe- 
cial features for real-time system design. 
PSDL provides tWo kinds of basic 
building blocks for prototypes: data types 
and operators. These constructs are suffi- 
cient t o  specify a prototype’s design and 
structure. Software systems are modeled 
as networks of operators communicating 
via data streams. The  networks are repre- 
sented as dataflow diagrams wi:h a bub- 
ble for each operator and an  arrow for 
each data stream. The data streams can 
carry data values of an  abstract data type 
as well as tokens representing exception 
conditions. PSDL provides graphical 
notation for dataflow diagrams enhanced 
with nonprocedural control and timing 
constraints. A formal syntax describes 
these constraints and other attributes for 
specifying a prototype. 
Each operator is atomic or  composite. 
Atomic operators are realized by retriev- 
ing an  implementation from a software 
Composite operators are realized 
by decomposing them into networks of 
more primitive operators represented as 
enhanced dataflow diagrams. Both atomic 
and composite operators are used as com- 
ponents of prototypes. 
Good modularity is important for 
increasing productivity because i t  signifi- 
cantly reduces the debugging effort for 
producing a correct, executable system. I t  
also influences the system’s understand- 
ability, reliability, and maintainability, 
which are especially important in rapid 
prototyping. 
The PSDL computational model is 
based on  dataflow under semantically uni- 
fied control and timing constraints. I t  pre- 
vents hidden interactions between system 
component, to encourage designs with 
good module independence since dataflow 
provides simple and clear interfaces 
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between operators, since all data inside 
operators is local, and since operators with 
internal states cannot be implicitly shared. 
The worst coupling problems caused by 
external references in common control- 
flow structures are eliminated completely. 
The  nonprocedural control constraints 
are easy to use because their meaning does 
not depend on  the order in which they 
appear.  Control constraints make execu- 
tion more efficient and provide more flex- 
ible input and  output facilities for 
triggering operators and selectively gener- 
ating da ta  values than conventional 
dataflow. We  use a clear and powerful 
modularization model for building and 
describing the prototype. 
Figure 3 shows an  enhanced dataflow 
diagram with operators A ,  B ,  and C and 
da ta  streams a, b, c, d, e, andf. The maxi- 
mum execution times of the operators are 
10 ms for A ,  20 ms for B,  and 10 ms for C. 
The  control constraint on  A says the out- 
put a‘ is produced if a equals c and is sup- 
pressed otherwise. The control constraint 
on  B says the operator is triggered when- 
ever new data arrives on  b or d. If a new 
da ta  value arrives on  stream b, the opera- 
tor fires using the new value of b and the 
most recent data value it has read from d. 
We combine control constraints with 
the dataflow model t o  achieve the best 
modularity with sufficient control infor- 
mation, and use dataflow to simplify the 
interactions among modules, eliminating 
direct external references and communica- 
tion caused by side effects. 
The language and its associated pro- 
totyping method7 lead to PSDL proto- 
types with a highly cohesive structure and 
few coupling problems because they sup- 
port the model and combine i t  wjith a 
powerful set of data and  control abstrac- 
tions to make i t  easy t o  describe systems at 
a high level. This structure is suitable for 
multiple modifications at a specification 
level during the prototyping iterations of 
the new life cycle. 
The PSDL prototyping method pro- 
vides a hierarchical decomposi t ion  
strategy for filling in more design details 
at any level of the prototype design. I t  
helps the designer concentrate on  the crit- 
ical subsystems that must be refined. The 
prototyping method uses stepwise refine- 
ment to selectively refine and  decompose 
critical components. These refinements 
and decompositions are kept in the design 
database. Each higher level component is 
described in terms of lower level compo- 
nents and the relations among them. The 
decomposition of each composite compo- 
nent is a realization of the system at a lower 
level of detail. 
The prototype design is based on  
abstract functions, abstract data,  and 
abstract control. This high-level view 
emphasizes the overall configuration at 
each level without bogging down in 
programming-level details. The designer 
refines the design by decomposing abstract 
functions and  da ta  types into lower level 
ones. Functional, data,  and  control 
abstractions can be used to hide lower level 
details. 
Rewrite subsystem 
We based our  approach to component 
specifications on  term rewriting, which 
reduces the variations in the representation 
of  software specifications. We  call this 
approach normalizing, which is mapping 
semantically equivalent specifications t o  a 
common form that is used by the design- 
management system to search for compo- 
nents. Normalized components are easier 
t o  retrieve because there are fewer keys t o  
search for in the software base and because 
the information is stored in a standard 
form. The designers can choose from 
several  spec i f ica t ions ,  bu t  t h e  
information-retrieval system is not bur- 
dened with handling all these variations 
because the designers’ specifications are 
automatically normalized before storage. 
Because there can be many syntactic 
forms for the same semantic description, 
reduction to a normal form is a more prac- 
tical approach than trying to generate all 
variations of a description and searching 
the software base for each variation. Table 
1 shows an  example of an  informal term- 
rewriting system. 
The rewrite rule defined by such a table 
simply replaces all occurrences of the 
aliases by the associated basic terms. The 
sentence “Fetch theorder from the trans- 
action file and modify the inventory” 
would be rewritten to “Read the order 
from the transaction file and  update the 
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Figure 3. Enhanced dataflow diagram 
with control constraints. 
inventory. ” 
The  r ew r i t e subsystem t ran s 1 at e s 
equivalent specifications into normalized 
specifications (see Figure 4) that will be 
used by the design-management system to 
find and retrieve the required components 
from the software base. Two kinds of nor- 
malization techniques, for formal and 
informal specifications,‘ store the nor- 
malized specifications with the compo- 
nents in the software base. 
Design manager 
The design-management system is 
responsible for organizing, retrieving, and 
instantiating reusable components from 
the software base and for managing the 
versions, refinements, and alternatives of 
prototypes. A design-management system 
must efficiently select and retrieve the rele- 
vant components from a software base 
because, for computer-aided prototyping 
to be practical, the retrieval must take less 
effort than constructing the components. 
A design-management system is essen- 
tially a database-management system that 
can efficiently manage long transactions, 
da ta  describing complex objects (such as 
software components), the iterative and 
tentative nature of the design process that 
leads to versions, refinements, and alter- 
natives of the design objects, and concur- 
rent design operations in a distributed 
computing environment. I t  also provides 
special-purpose operations to compose 
components, browse the software base, 
and manipulate the normalized specifi- 
Table 1. 
Sample rewrite-subsystem rule table. 
Term Aliases 
update chanse, modify, refresh, 
read fetch, obtain, input, get, 
replace, substitute 
retrieve 
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Figure 4. Normalizing specifications 
cations. 
W e  have compared  conventional 
database-management systems with the 
requirements of  computer-aided design 
appl ica t ions .  Because conventional 
database-management systems d o  not 
meet the data-management requirements 
of CAD applications, we are developing 
an  object-oriented database-management 
system based on our  object-oriented data 
model’ for the design-management sys- 
tems. Our data model meets the require- 
men t s  of CAD app l i ca t ions  with 
considerable simplicity and  economy of 
concepts. We  will tailor the model t o  meet 
the requirements of prototyping systems, 
but we do not exclude the use of a commer- 
cial database-management systems t o  
experiment with and  study the features of 
a prototyping system. 
Software base 
Reusable components must be self- 
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Figure 5. Categorical subproperties 
with subcategories. 
must be easily extensible t o  allow the 
evolutionary growth of the available com- 
ponents. You must be able t o  browse, 
select, and  retrieve components from the 
software base efficiently. To achieve these 
goals, we are developing a highly struc- 
tured software base. Three major struc- 
tural foundations of the software base are 
generalization by category, specification 
approximation, and component compo- 
sition. 
Components have certain properties, 
called categorical properties, that are used 
to categorize them. Figure 5 shows cate- 
gorical properties “implementation lan- 
guages” and “system environments” with 
some of their subcategories. Generalizing 
components according to their properties 
imposes a lattice structure on the set of 
components.’0 Figure 6 shows the gener- 
alization lattice of components based on  
the categorical properties “implernenta- 
t ion languages” and  “system envi- 
ronments.” 
The lattice structure of components 
allows efficient browsing of the software 
base and supports efficient selection and 
retrieval of the components by partitioll- 
ing the set of components into meaningful 
subsets. For example, if an  Ada compo- 
nent for the Digital Equipment Corp. 
VAX/VMS environment is needed, only 
those components that belong t o  VMS- 
Ada  node of the lattice are of interest. If 
an  Ada  component is needed and the sys- 
tem environment is irrele\ant, only those 
components that belong to Ada node of 
the lattice must  be examined. 
I n  general, there is more than one c o n -  
ponent in each subset generated by gener- 
alization per category. The specification of 
the desired component is used to select a 
unique component in a subset. 
The software base contains a large set of 
normalized specifications corresponding 
to unique implementations. These specifi- 
cations are called singleton specifications 
(from the card-playing term for a card,that 
is the only one of its suit held i n  a hand).  
A pair containing a singleton specification 
and its implementation is a singleton com- 
ponent.  A normalized specification 
requested by the designer may not be sin- 
gleton but an  approximation of some sin- 
gleton specifications. A specification s, is 
an  approximation of a specification S, if 
S, implies S,. In this case, S, is a refine- 
ment of s,. 
Implementation and Systeni 
e nv i ro n nie n t s languages 
VMS-C Ur i i x  C U nix-Ada V M S A d a  
Figure 6. Generalization lattice of categorical properties 
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The design-management system lets you 
derive the best approximation of a set of 
singleton specifications. The set of single- 
ton specifications and their approxima- 
tions has a lattice structure, and the 
explicitly stored specifications are the basis 
of this lattice. Other specifications can be 
derived from singleton specifications. Fig- 
ure 7 illustrates a software base with four 
singleton specifications (S,) and three 
approximate specifications (SJ. I f  the 
specification of a requested component 
matches a singleton specification, the sys- 
tem retrieves the implementation. I f  i t  
matches one of the approximate specifica- 
tions, the designer can select any refine- 
ment of that specification. Otherwise, a 
new singleton component is hand-coded 
and inserted into the base. 
The design-management system con- 
trols the insertion of components into the 
base and updates the approximation lattice 
after each insertion. Creating a new single- 
ton component becomes necessary only if 
the specification cannot be decomposed 
into simpler specifications. When a spec- 
ification is decomposed, the design- 
management system builds a composition 
template. A composition template con- 
tains the specifications of the components 
that are needed to construct the requested 
component.  
Components that meet the composite 
specifications are called composite compo- 
nents. (Singleton components, by con- 
trast, are atomic.) Composite components 
are virtual because only the recipe for their 
construction is stored. However, the 
design-management system may cache the 
implementations of composite templates 
that are used frequently. 
Execution support 
The PSDL execution-support system 
contains a translator, static scheduler, and 
dynamic scheduler. The translator gener- 
ates code binding together the reusable 
components extracted from the software 
base. Its main functions are  to  implement 
data streams and control constraints. The 
static scheduler allocates time slots for 
operators with real-time constraints. If the 
allocation succeeds, all operators are 
guaranteed to  meet their deadlines even 
with worst-case execution times. The 
dynamic scheduler invokes operators with- 
out real-time constraints in the time slots 
not used by the operators with real-time 
constraints. The dynamic scheduler also 
lets the designer control and examine the 
execution of the prototype. 
0 ur research addresses several key problems in automated prototyp- ing with reusable software. These 
problems include conceptual design of an 
integrated prototyping system, prototyp- 
ing language and methodology, normal- 
form specification for reusable compo- 
nents, a design-database-management sys- 
tem, and a software base that supports 
efficient retrieval of components by their 
specifications. 
The computer-aided prototyping system 
combines a high-level prototyping lan- 
guage, a systematic design method to 
rapidly construct prototypes, a large soft- 
ware base, a n d  a design-database- 
management system. We believe the sys- 
tem will sharply reduce the need for 
requirements changes after implementa- 
tion has begun, as well as for many 
requirements changes during the design of 
a new feature in an evolving system. 
Demonstrating the prototypes con- 
structed with the prototyping system will 
give users feedback early enough in the 
development cycle so they can extensively 
adapt the design without wasting a lot of 
effort. This should lead to products that 
closely match users’ needs. 
Our approach uses specifications as an 
intimate part of the computer-aided imple- 
mentation, making documentation a nat- 
ural by-product of development rather 
than a costly extra task and helping to 
ensure that the documentation cor- 
responds to  what the system actually does. 
The specification of a prototype written in 
PSDL provides formal documentation for 
the system, which is a hierarchically struc- 
tured design with specifications of all com- 
ponents and the interconnections among 
them. The language syntax includes 
dataflow diagrams. Informal English 
explanations of the decomposition repre- 
sented in the dataflow diagram can be 
generated by a paraphraser. 
The prototyping system is extensible 
because i t  provides facilities for adding 
new components to its software base. The 
integrated approach to the maintenance 
and the management of prototype design 
data simplifies the adaptation of new tools 
and techniques. I t  also provides a knowl- 
edge base for expert design and analysis 
tools. -0- 
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