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My intent and IJUfp05e fCfr this project Wa5 to ~lore the much-vaulled teclmique5 of o~ orientt-d proqramrrring 
(0 Op). Inparticular. I wa-ntedto apply these teclmique5 to the qraphical user inferface Wirldows 3.0 from MicroSoft. 
Windows has dwt~d ar~atiOTl fCfr being a5 diffirolt .IDd tedious fCfr the proqrammer a5 it is t-asy to use fCfr the 
typical user. The techniques of o~ oriented proqramrrring are r~ed to irrqnowe proqrammer-productMty .IDd 
proqrilm reliability. Windows 3.0 seemed tobe astringent testfor this claim. 
Iinitially bega-n this project, wriliIIg amatrix mililipulation proqram. using MicroSoft's COptimizing Comptler. a10Tlg 
with the MicroSoft Software Development Kit (SDK)fCfr Wmdows 286. This setup did not support object·oriented 
proqramrrring. The SDK came with several thous.IDd pages of documentaliorJ. cweringmallyfealm'es of Windows 
proqrillTlTllirtg as weD a5 the 600+ functiOTls ill the bbrarl'. Most of those functiOTl5 required quite afew parameters. I 
fourul that evell the 5implest 'Hello WCfrld' proqram required several hulldred lines of code, mostly fCfr setup .IDd 
initiatization. The diffiC1llty ill proqrillTlTllirtg ill this erwiroment Wa5 compwnded by h<wing to use separate. TIOTr 
inteqrated tools (the comptler. the linI:er, resource compiler, the editCfr•._). I made proqress, but it Wa5 slow .IDd 
tedious, with alal of time spent combingthroughthe documentatiOTl. 
About fi1e weeks be!0l'e the eIId of the semester. Ipurchased Bor1aTId's -newly released Turbo Pa5CalfCfr Wirldows. 
This software prwided a fuDy inteqrilted development erMroment c~1ete with editCfr, compilers. a debugger. a 
reSOUl'cetoolkil. and plenty of sample code. In additior~ Turbo Pa5<'.a!'s OOP txtellsiOTl5 were supported. with a weD 
designed bbrMY of window cla5ses were iIIcluded a5 well. Using flris system. I Wa5 able to trilIISlate and re·desigll my 
Ccodeinto afully object·oriented applit.atiOTl ill Turbo Pascal. 
H<lIIiIIg writtell the matrix appliCatiOTl essentiaJII' twice. OTICe without object txtell5iOTl5. and theII with. giWe me a 
unique opportunity to see the advantages of object orientated proqrillTlTllirtg. Using the Turbo Pascal system. I was 
able to increa5e~' productMll' bl' afactCfr of four. witMar fewer bugs and 'resets' along the way. Much of this gain 
was due to Turbo's inteqrated erwiromellt; however. the object txtell5iOTl5 made it much easier to write weD· 
structured,bugfree code. 
Object proqrammillg seems to encourage a mCfre global. top·down desigll approach without ill~1g ilIIY real 




Wmdom 3.0. 00Pahoprornise5 to approach the ideal of truly reusable code. by allowing one to extend exi5ting code 
willwut actualIymodifyingil. 
Despite the irr[t'cloffillellts in 5OftW</l'e tools soc:!l Q5 Turbo Pasc:al thou(h WTndow5 proqrammmg rernair15 a 
fOfl"fliddble affair. Even in Turbo Pascal the MicroSoft SDK i5 5till buried under all the pretty windows and OOP 
extemi0n5. and the proqrammer who need5 to domorethanjrntthe 5irrrplest Windorm ~must 5till1earnto 
deal withil 
MatrixCad Version 1.0 Users Guide 
MatrixCad is designed to provide maximum flexibility and ease of use 
while worlclng with two dimensional matrices. Version 1.0 provides the 
ability to manipulate many different matrices on the screen at the same 
time with several methods of selection and display. The IndMdual 
matrices are easily navigated and edited using a moving cell pointer 
indicated by a solid black: border around the current cell. Both unary and 
binary mathematical operations are included; the unary operation Is 
scalar multiplication; binary operations included are addition. subtraction. 
and multiplication. 
MatrixCad makes use of the MicroSoft Windows 3.0 Multiple Document 
Interface (MOl). This Interface provides a number of very flexible window 
manipulation options. including window resizing. moving from one 
position to another. minimizing a window. and maximizing a window. 
To resize a window (changing the actual size of the window on the 
screen). move the mouse cursor to any border on the window until the 
cursor changes to a double arrow. While holding down the left mouse 
button. drag the border of the window to the desired size. and then 
release the mouse button. The window will repaint Itself to the new size. 
To move a window to a new screen position. move the mouse cursor to 
the title bar of the window. Press the left mouse button down. and while 
holding it down. move the window to the desired position. Release the left 
mouse button and the window will repaint Itself In the new position. 
To minimize a window (change It to an lcon~ move to the right side of the 
window title bar and click: on the button with the down arrow. The window 
will change to a small icon on the bottom of the parent window. 
The system menu Is opened by c1ick:lng on the button to the left side of 
the title bar. It's options include window minimizing. maximizing. and 
closing. 
MatrixCad's Window menu selection provides means to : 
1. create a new matrix window. New matrices are Initialized to 4 rows 
by 4 columns, with all elements set to O. Each matrix window is 
automatically named according to Its creation order (ie. the third matrix 
window created is named Matrix 13). 
2. arrange matrix windows by cascading or tiling. Cascading of 
windows means to arrange the matrix windows overlapping each other, 
top left to bottom right. with title bars showing for easy selection. Tiling of 
windows resizes and repositions each matrix window so that no window 
overlaps another, and the parent window's client area Is completely 
covered. 
3. arranging icons of matrix windows. This option puts any existing 
icons Into a neat row at the bottom left of the parent windows client area. 
4. closing all matrix windows. Does exactly that. leaving a clean 
window, so make sure that's what you really want to do. 
5. selecting a matrix window from a list. Any open matrix window can 
be selected by name from a list. with the currently active matrix window 
indicated with a checkmark. 
The menu selections Unary Operations, Binary Operations, and Settings, 
use pop-up windows called dialog boxes to obtain user input. Each dialog 
box has an OK button, selected by either clicking with the mouse cursor or 
by pressing enter on the keyboard. which basically means ''I like the 
selections I've just made, so do the operation I've selected...... A 
corresponding CANCEL button terminates the selected operation. The 
Input fields can be moved from one to another using the mouse cursor or 
the tab key. 
Only one unary matrix operation is currently supported, and that Is 
multiplication by a scalar. Scalar multiplication only affects the currently 
active matrix. 
The binary operations supported are addition, subtraction, and 
multiplication. The Binary Operations dialog box provides the ability to 
specify the operation (addition is the default), the matrices to do the 
operation with (specified as the left and right operands~ and a target 
matrix. The operand and target matrices default to the first matrix created. 
and can be changed using the mouse cursor. 
The menu option Settings provides the ability to change the size of the 
matrix In terms of the number of rows and columns. Changing column 
size will ''re-flow'' matrix entries Into next/previous rows. MatrixCad 
internally keeps a matrix as a single dimensional array. and simply 
interprets that array as a matrix In line with the current row/column 
settings. 
Inside a matrix window. the current cell is indicated by a solid black 
border. called the cell pointer. The keyboard arrow keys move the cell 
pointer left. right up. and down. wrapping around both columns and rows. 
Pressing a numeric key puts the cell pointer Into editing mode. allowing 
data entry into the current cell. Editing mode is Indicated by an 'HJeam' 
cursor appearing in the current cell. " editing mode is terminated by 
pressing the enter key. the current cell Is updated. and the cell pointer 
moves to the next cell and re-enters edit mode. This allows rapid entry of 
matrix cell values. Editing mode can by exited by pressing the escape 
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Description MatrixCad provides addition, subtraction, and multi­
plication of multiple matrices with emphasis on 
flexibility and ease of use. 
Purpose To explore the advantages of object-oriented 
programming techniques, in particular within the 





uses WObjects, WinTypes, WinProcs, Strings, StdDlgs; 
{************************************************************************}{ CONSTANTS } 
{************************************************************************} 
const 
cm-CountChildren = 102; 
id-CantClose = 201; 
id-cell = 301; 
{ menu command identifiers } 
cm-specs = 1001; 
cm-scalarMult =501; 
cm-BinaryOps = 601; 
{ specs dialog box id"s } 
id-rows = 1101; 
id-cols = 1102; 
{ ops dialog id"s } 
id-TimesButton =2201; 
id-PlusButton = 2202; 
id-MinusButton = 2203; 
id-opStatic =2301; 




WIDLCellEscaped =WIDLUser + 1;
 





procedure InitMainWindow; virtual; 
end; 






procedure ok (var msg : TMessage);
 




















virtual id_First + id-MinusButton;
 
end; 
{--- Settings Dialog Box Transfer Record ------------------------------}
TransferSpecsRecord =record 































{ Cell Window type -----------------------------------------------------}
PCellWindow = 'TCeIIWindow; 
TCellWindow =object(TEdit) 
procedure dataEntry (var Msg : TMessage); 
virtual wm-first + wm-KeyDown; 
end; 
{ MOl Child Window type ------------------------------------------------}
PMatrixMDIChild = 'TMatrixMDIChild; 




































procedure Paint (PaintDC: HDC; var Paintlnfo: TPaintStruct); virtual;
 
procedure TrapKeyBoard (var Msg: TMessage);
 
virtual wm-First + wm-keydown;
 
procedure TrapReturn(var Msg: TMessage);
 
virtual wm-First + wm-CeIIReturned;
 
procedure TrapEscape(var Msg: TMessage);
 
virtual wm-First + wm-CeIIEscaped;
 
procedure MoveEditCellRel(s : PChar); virtual; 
procedure MoveEditCel1 (i,j : integer);virtual; 
function CanClose: Boolean; virtual;
 
function CeIIEval(i, j: integer) : integer; virtual;
 
function CellStr (i, j: integer) : PChar; virtual;
 
procedure CellStore (i,j : integer; r : integer); virtual;
 
procedure Specs(var Msg : TMessage);
 
virtual cm-first + cm-specs;
 
procedure ScalarMult (var Msg: TMessage);
 


















function CreateChild: PWindowsObject; virtual;
 
procedure UpdateChildList(var C : PStrCollection);
 
procedure BinaryOpsDlg (var Msg: TMessage);
 
virtual cm-first + cm-BinaryOps; 
procedure BinaryOps (indexl,index2,index3:integer;op : PChar); virtual; 
procedure AddMatrices (pL,pR,pT PMatrixMDIChild); virtual; 
procedure TimesMatrices(pL,pR,pT PMatrixMDIChild); virtual; 
procedure MinusMatrices(pL,pR,pT PMatrixMDIChild); virtual; 
end; 
{************************************************************************}{ Specs Dialog Methods } {************************************************************************}{ trap id-ok from specs dialog... not currently used } 




{************************************************************************}{ Binary Operations Dialog Box } {************************************************************************}
procedure TOpsDialog.TrapPlusButton(var Msg:TMessage); 
var 









procedure TOpsDialog.TrapTimesButton(var Msg:TMessage); 
var 









procedure TOpsDialog.TrapMinusButton(var Msg:TMessage); 
var 








{************************************************************************}{ CELL METHODS } {************************************************************************}
constructor TCell.init(r : integer); 
begin 









{************************************************************************}{ CELLWINDOW METHODS } {************************************************************************} 
{ resets focus to child window; sends user defined notification messages } 
procedure TCellWindow,dataEntry (var Msg :TMessage); 
begin 
{--- user terminated cell edit by pressing the return key ---}
 









{--- user terminated cell edit by pressing the return key ---}
 










{***********************************************************************}{ MDI CHILD WINDOW METHODS } 
{***********************************************************************} 
{---------------------------------------------------~--------------------} 
constructor TMatrixMDIChild.Init{AParent: PWindowsObject; ChildNum: Integer); 
var 
TitleStr: array[O .. 12J of Char; 
ChildNumStr: array[O .. 5J of Char; 
i: integer; 
begin 














Cells := New{PCollection, Init{50,10»;
 
{ initialize 50 cells to 0 }
 
for i := 1 to 50 do Cells'.Insert{New{PCell,Init{O»);
 






{ these fields will be displayed (and user selectable) in a later 
version } 
Name .- "a matrix name"; 
Description.- a matrix descript";
 
TopLabel .- "top label";
 
SideLabel .- 'side label';
 





































wstring : array [0 .. 79] of char;
 


















{* draw row lines *}
 
xStop := xStart + (cols * cellWidth);
 




rowY := (i * cellHeight) + yStart;
 
MoveTo {PaintDC, xStart, rowY) ;
 
LineTo (PaintDC, xStop, rowY) ;
 








{ cellLen := CellStr(i,j,wstring);} 
Str(CellEval(i+l,j+l),wstring); 
StrPCopy(outstring,wstring); 





ColPen := CreatePen(ps_dot,O,RGB(128,128,128»; 
SelectObject(PaintDC,ColPen); 
{* draw col lines *} 
for i := 0 to cols do 
begin 
colX := (i * cellWidth) + xStart; 
MoveTo (PaintDC, colX, yStart); 





{ repaint cell edit window } 







CellPaint .- true; 
end; 
{------------------------------------------------------------------------}
{ MATRIX CELL MOVEMENT AND EDITING ROUTINES }{------------------------------------------------------------------------}
procedure TMatrixMDIChild.TrapKeyboard (var Msg: TMessage); 
var 
CountStr: array[O .. 5] of Char; 
wstring,outstring : array[O .. 79] of char; 
akey, moveWin : boolean; 
ns : PChar; 
begin 
akey := false; 
moveWin := false; 
if msg.wParam =vk-right then 
MoveEditCellRel("right") 
else if msg.wParam =vk-left then 
MoveEditCellRel('left') 
else if msg.wParam =vk_up then 
MoveEditCellRel('up') 
elBe if msg.wParam = vlL.down then 
MoveEditCellRel('down') 








else if ( (msg.wParam >= ord('O'» and 
(mBg.wParam <= ord('g'» ) then 
begin 
case msg.wParam of 
ord( '0') ns.- '0': 
ord('l') ns.- '1'; 
ord( '2' ) ns. - '2': 
ord('3') nB.- '3': 
ord( '4' ) ns. - '4': 
ord( '5') ns.- '5': 
ord( '6') ns.- '6': 
ord( '7 ' ) nB. - '7': 
ord( '8') ns.- '8': 
ord( 'g') ns.- 'g': 





elBe if «mBg.wParam >= vlL.NumPadO) and 
(msg.wParam <= vlL.NumPadg » then 
begin 
case mBg.wParam of 
vlL.NumPadO nB.- '0': 
vlL.NumPad1 nB.- '1': 
vlL.NumPad2 nB.- '2': 
vlL.NumPad3 ns.- '3': 
vlL.NumPad4 ns.- '4': 
vk_NumPad5 ns.- '5'; 
vlL.NumPad6 ns.- '6': 
vlL.NumPad7 nB.- '7'; 
vlL.NumPad8 nB.- '8': 
vlL.NumPadg ns.- 'g': 











{ response method for user-defined message id-CellReturned ... 
the user pressed the return key to exit editing of the current cell } 
procedure TMatrixMDIChild.TrapReturn (var Msg : TMessage); 
var 







































{------------------------------------------------------------------------}{ response method for user-defined message id-CellEscaped ... 
the user pressed the escape key to exit editing of the current cell } 
procedure TMatrixMDIChild.TrapEscape (var Msg : TMessage); 
var 
wstring,outstring: array[O .. 79J of char; 
begin 






procedure TMatrixMDIChild.MoveEditCellRel (s : PChar); 
var 
moveWin : boolean; 
begin 
moveWin .- falss; 





if currCol < cols then
 
currCol .- currCol + 1 
else 
begin 
currCol : = 1; 
if currRow < rows then 
currRow .- currRow + 1 
else 
currRow . - 1; 
end; 
end; 





if currCol > 1 then
 
currCol .- currCol - 1 
else 
begin 
if currRow > 1 then 
currRow .- currRow - 1 
else 
currRow .- rows; 
currCol .- cols; 
end; 
end; / 





if currRow > 1 then
 
currRow .- currRow - 1 
else 
begin 
if currCol > 1 then 
currCol .- currCol - 1 
else 
currCol .- cols; 
currRow .- rows; 
end; 
end; 





if currRow < rows then
 
currRow .- currRow + 1 
else 
begin 
if currcol < cols then 
































(cellwidth * (currCol - 1» + xStart, 
cellHeight * (currRow - 1) + yStart, 












{ MATRIX CELL REFERENCE ROUTINES }{------------------------------------------------------------------------}{ allows reference to the matrix in the conventional two dimensional 
manner ... returna the integer value of the referenced cell } 







index := «i-l)*cols) + (j-l); 
cptr := cells".at(index); 
CellEval := cptr".e; 
end; 
{------------------------------------------------------------------------}
{ allows reference to the matrix in the conventional two dimensional 
manner ... updates the integer value of the referenced cell } 












cptr-.e .- r; 
end; 
{------------------------------------------------------------------------}{ allows reference to the matrix in the conventional two dimensional 
manner ... returns the string value of the referenced cell } 
function TMatrixMDIChild.CellStr(i, j : integer) : PChar; 
var 










{------------------------------------------------------------------------}{ UNARY MATH OPERATIONS }{------------------------------------------------------------------------}
. { multiplies a matrix by a scalar } 
procedure TMatrixMDIChild.ScalarMult (var Msg : TMessage); 
var
 












Init(@Self, "Scalar Multiply", " Enter a scalar:",
 






if error = 0 then
 















{-----------------------------------------------------------------------}{ SETTINGS DIALOG BOX }{-----------------------------------------------------------------------}{ Settings Dialog Box; currently only allows setting the number of rows 
and columns of a matrix } 
procedure TMatrixMDIChild.Specs(var Msg : TMeaaage); 
var 
D : PDialog; 
E : PEdit;
 

















New(E, InitResource(D, 1101, SizeOf(specsRecord.NumRows»);
 






{ user clicked id-ok I pressed return key }
 





























CanClose .- true; 
end; 
{************************************************************************}




constructor TMatrixMDIWindow.Init(Atitle : PChar); 
begin 
TMDIWindow.Init ('MatrixCad', LoadMenu(HInstance, 'MDIMENU'»; 










































ChildNum := 1;' 
while FirstThat(@NumberUsed) <> nil do Inc(ChildNum); 
CreateChild := Application".MakeWindow(New(PMatrixMDIChild, 
Init(@Self, ChildNum»); 
end; 
{---------------------------------------------------------------~--------} { returns a list of the names of all matrices } 
procedure TMatrixMDIWindow.UpdateChildList(var C : PStrCollection); 









C".FreeAII; {clear out the collection for updating} 
ForEach(@GetAChild); 
end; 
{------------------------------------------------------------------------}{ BINARY OPERATIONS DIALOG BOX }{------------------------------------------------------------------------}
procedure TMatrixMDIWindow.BinaryOpsDlg (var Msg : TMessage); 
var 













































































{ converts the user selected matrix index numbers into child window 
pointers, then calls the appropriate operation with those pointers } 







s : PChar; 
{-- locates the left operand child window pointer --}
 




FindLOp := (i = index1);
 
i := i + 1;
 
end; 
{-- locates the right operand child window pointer --}
 




FindROp := (i = index2);
 
i := i + 1;
 
end; 
{-- locates the target operand child window pointer --}
 




FindTOp := (i = index3);
 















if ({pL<>nil) and (pR<>nil) and (pT<> nil» then
 














{ BINARY MATRIX OPERATIONS }{------------------------------------------------------------------------}









{ get the value of the i,j referenced cell in a collection of cells } 
















{ put the value of the i,j referenced cell in a collection of cells } 

















for i := 1 to pL~.rows do
 






for k := 1 to pL~.cols do
 











{ subtract two matrices ... put the result into the specified target; 
NOTE: the left operand controls the row/cols extent of the subtraction } 
procedure TMatrixMDIWindow.MinusMatrices(pL,pR,pT : PMatrixMDIChild); 
var . 
pLx,pRx,pTx : pcell; 
i : integer; 
begin
 
















{-----------------------------------------------------------------------}{ add two matrices ... put the result into the specified target; 
NOTE: the left operand controls the row/cols extent of the addition } 
procedure TMatrixMDIWindow.AddMatrices (pL,pR,pT : PMatrixMDIChild); 
var 





















{************************************************************************}{ APPLICATION METHODS } 
{************************************************************************}{ Construct a main window object } 
procedure TMatrixMDIApp.InitMainWindow; 
begin 
MainWindow .- New(PMatrixMDIWindow, Init('MatrixCad"»; 
end; 

























For the last several decades, structured computer programming 
has been an important concept in software engineering. However, in 
the last few years a new paradigm called Object-Oriented 
programming (OOP) has quickly become accepted by many as a better 
way to productively handle the complexity of modern computer 
programs. 
Because of this trend, along with the explosion of interest in 
graphical user interfaces (GUI), my objectives for this project 
were to further explore the Object-Oriented Programming (OOP) 
paradigm under MicroSoft's GUI Windows 3.0. The vehicle for this 
• exploration was a mathematical matrix graphics program, called MtxCad 1.1. This project was based on a similar previous project 
which provided simple matrix operations. Noting the synergy between 
matrix theory and graph theory, this project extended that by 
creating a new mathematical graphics object type. 
MtxCad 1.1 provides tools that allow a user to easily draw a 
graph using a mouse within a Multiple Document Interface (MDI) 
window. Several ideas in MtxCad's user interface were borrowed from 
current PC Computer-Aided-Design (CAD) technology. In 'point mode' , 
new graph nodes can be set to snap to a displayable rectangular 
grid, which can be toggled on and off. In 'edge mode', new graph 
edges can be stretched like rubber-bands between any two nodes, 
• 
with automatic capture by the nearest node. 
Several mathematical tests can be made on a graph. The 
• existence of a Euler path can be quickly determined. MtxCad can also find the shortest path between the first and last nodes in the 
graph, displaying the length of the shortest path as well as the 
path itself. 
The software tools used to create MtxCad 1.1 were Borland's 
Turbo Pascal For Windows 3.0 Version 1.0 (TPW), along with 
Borland's Resource Workshop Version 1.0 (RW). TPW provides a fUlly 
integrated environment under Windows which compares favorably with 
the DOS version of Turbo Pascal, featuring seamless editing, 
compiling, linking, and testing. RW allows easy resource 
development with comprehensive project management. When considering 
the high complexity of the Windows programming environment, 
integrated tools such as these are essential to achieving a 
• reasonable level of productivity. 
II. OBJECT-ORIENTED PROGRAMMING: CONCEPTS 
Besides its inherent complexity, development in MicroSoft 
Windows is synergistic with the OOP paradigm because Windows also 
implements process mUltitasking by using inter-process message 
passing. similarly, the OOP paradigm says that objects are never 
'called' like in conventional programs, but that they respond to 
'messages'. For example, instead of a program initializing it's 
objects, it sends messages telling them to initialize themselves. 
The program therefore doesn't need to know anything at all about 
the details of initialization. This characteristic is very useful 
• in promoting the modularity and re-usability of code. 
• 4 The primary component of the OOP paradigm is, appropriately 
enough, the object type. Also commonly referred to as a class, it 
defines an object's data fields and methods. Declared much like a 
traditional Pascal record, an object type is a definition for an 
object, not the object itself. A program therefore declares 
'instances' of object types. 
The object differs from a record in that, in addition to data 
fields, operations are defined on those fields which describe the 
actions that the object 'knows' how to do. 
A method, in other words, is a procedure or function definition in 
an object class. An object performs these operations upon itself in 
response to the appropriate messages. This binding of both the data 
• fields and the method definitions is called 'Encapsulation'. Another hallmark of OOP is called inheritance. The objects in 
a program are related in a hierarchical fashion. Objects can 
inherit the properties (ie. the data field and methods) of objects 
higher in the hierarchical tree. An 'ancestor' is an object from 
which another object is descended. Turbo Pascal allows a descendent 
to have only one ancestor, although ancestor objects may have any 
number of descendants. A descendant has access to all the data 
fields and methods of it's ancestors, and can redefine those 
definitions as well as add new ones of it's own. It is this 
property of inheritance that allows the reusability of code. 
• 
III. IMPLICATIONS OF USING BORLAND'S OBJECTWINDOWS ON 
IMPLEMENTATION OF GRAPH OBJECT DATA STRUCTURES. 
5• With TPW, Borland provides a class library called 
ObjectWindows, from which all of MtxCad's objects were descended 
from. The class TCollection had the most direct impact on the 
design of the program, having been used to keep track of nodes as 
well as simulate an adjacency matrix for edges along with weights. 
The manipulation of matrices normally requires the declaration and 
use of multi-dimensional arrays. MtxCad used collections almost 
exclusively instead of arrays. Specifically, a collection is an 
object that stores a group of pointers and provides a host of 
methods for manipulating them, such as item insertion, deletion, 
and searching. Collection pointers are untyped so that, unlike 
arrays, they can point to any type of data structure. 
• Collections have two unique features compared to traditional Pascal arrays: dynamic allocation, and polymorphism. Dynamic 
allocation allows collections, even though initialized to a 
specific size, to grow at run time to accommodate new data stored 
into them. Memory then only needs be allocated when it is actually 
needed, which is important in a multitasking environment like 
Windows. 
Collections are also useful in using polymorphism; they can 
contain objects of different types which may be unknown at compile 
time. Since each object knows how to perform operations on itself, 
collection behavior depends wholly on the type of objects it 
contains. In normal Pascal arrays, all array elements must be of 
• 
the same type, and each type must be determine at compile time. 
Collections accomplish this because they are essentially dynamic 
• 6 arrays of untyped pointers that can not only point to atomic 
elements and record structures, but any kind of defined object 
instances as well. 
This kind of flexibility provides a power that should be 
carefully used. It's a good idea to have all objects in a given 
collection to have at least one abstract ancestor object in common. 
Some of TCollection's methods expect to work on TObject-derived 
instances; so it's advisable to use only those type of objects in 
TCollections. In practice, this is not a significant limitation. 
Another caution; if you put mixed types in a collection, be 
careful, or you can create some very hard to find bugs. 
• IV. SHORTEST PATH ALGORITHM 
MtxCad currently computes the shortest path between the first and 
last nodes defined in the graph. This algorithm assumes that we 
have a simple, weighted, connected graph where the all the weights 
are positive. 
We start out with a set of nodes which initially only contains 
the starting node, implemented here by setting a boolean value. 
InNodes[startNode] := true; 
We scan all nodes other than the starting node to determine the 
edge weights from the starting node. 
for i := 1 to NodeCount do 
• 
begin 
if i <> startnode then 
7• begin 
Scan the edge adjacency matrix for the element associated with the 
current pair of nodes. 
cptr:=AdjMtxFind(startNode,i); 
If the number of edges is greater than a between the two current 
edges, then record the weight for this edge, and set the 
corresponding s element, since this edge is considered the shortest 
distance between the two current nodes. 
if cptr~.e > a then 
begin 






The following while loop is where the algorithm does its real work. 
Note that InNodes grows as the algorithm proceeds. At any given 
time InNodes contains every node whose shortest path from 
startNode, using only nodes in InNodes, has so far been determined. 
For every node z outside of InNodes, we keep track of the shortest 
distance d(z) from startNode to that node, using a path whose only 
non-InNodes node is z. In addition, we keep track of the node 
adjacent to z on this path, s(z). 
To determine which node should be next moved into InNode, we 
pick the non-InNode node with the smallest weight(i), or distance; 
• then we have to recompute the weights for all the remaining nodes 
8• not in InNodes, because there might be a shorter path from x going 
through p than there was before p belonged to InNodes. And if so, 
then s(z) must be updated so that p is now shown to be the node 
adjacent to z on the current shortest path. Note that the algorithm 
terminates when y is put into InNodes, even through there may be 
other nodes in the graph not yet in InNodes. 
while (not InNodes[endNode) do 
begin 
p := smallestWeight; 
InNodes[p) := true;
 

























The length of the shortest path from between the two nodes will be 





MessageBox(HWindow,pcharBuffer, 'The length of the 
shortest path is:',mb_OK); 
The nodes of the shortest path are found by looking at y, s(y), 
s(s(y)), etc until we have traced the path back to x. 
These nodes are stored within the object collection PathNodes for 
display purposes. Note the use of the methods FreeAll and Insert; 













i := s[i); 
PathNodes~.Insert(Nodes~.At(i-l)); 
Inc (errortrap) ; 
end; 
until «i=startnode) or (errortrap>NodeCount)); 
end; 
It can be proven that no shorter path exists. 
IV. EULER PATH 
It is known that a Euler path exists in a connected graph if 
~ and only if there are no odd degree nodes or there are two odd 
•• 10
 degree nodes. The Euler Path algorithm uses this fact by counting 
the number of nodes adjacent to each node and determining whether 
that number is odd or even. If the number of odd degree nodes is 
zero or two, then an Euler path must exist. 











odd := OJ  
i := OJ  
• Check that this graph is connected .
 connected := (CellsA.Count > 0);
 
Loop through all the nodes until path determination can be made. 
while «odd<=2) and (i<nodeCount) and connected) do 
begin 
degree := 0; 
Scan each row of the adjacency matrix (which represents all the 
edges from a given node to all the others), adding up all the 
edges. 
for j := 0 to (nodeCount-1) do 
begin 
• 
cptr := CellsA.At«nodeCount*i)+j)j 
degree := degree + cptrA.ej 
•• 11 end; 
if degree=O then 
connected := false; 
Check for odd degree. 
if (degree mod 2 = 1) then odd := odd + 1; 
i := i + 1; 
end; {while} 
V. CONCLUSIONS 
• MicroSoft Windows graphical user interface provides some very useful tools in developing mathematical graphics software. Of 
special use is the MUltiple Document Interface, which allows a user 
to simultaneously work with several graphs and matrices. Also, a 
fair assortment of graphics primitives is available for drawing 
lines, curves, etc. 
Borland's ObjectWindows allows a structured, building-block 
approach to building Windows applications. Collections are very 
powerful, but since most pUblished algorithms use standard arrays, 
substantial rewriting is required to use them. This was probably 
the most difficult problem in creating the new graphics object. 
Overall, even though the programmer's learning curve is very 
• 
steep, OOP with Windows has the potential to create very 
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:********************************~.******************* ****************** 
ltxCad Graphics Object Unit 
!I'"'ogrammer: Terry D. Hawkins 
~**.'"************.*'*************~********.jIt.******************************} 
Jni t Mb:Grf><; 
·NTERFACE 







}: ,y : integer;  





















Button Down , boolean;
 





Xl,X2,Yl,Y2 ~ integer; 
Edi U'1ode , integer; {0: Poi nt; 1, Edge}
 


















constructor InitlAParent: PWindowsObject; ATitle: PChar); 
procedure Paint IPaintDC: HDC; var Paint Info: TPaintStruct); virtual; 
-pcedure PaintGrid IPaintDC: HDC; var PaintInfo: TPaintStructl; vir-tual; 
• racedur-e PaintEllipselPaintDC: HDC;var Paint Info: TPaintStruct); 
procedure PaintNodes IPaintDC: HDC;var PaintInfo: TPaintStructl; 
procedure PaintEdges (PaintDC : HDC; PaintInfo:TPaintStructl; 
procedure GetNlvar Msg:TMessagel; virtual cm first + GetN; 
procedure ReSet; virtual; 
.-ocedur-e GridToggle (var Msg:TMessagel;
 
virtual cm first + Grid_Toggle;
 
procedure PointToggle lvar Msg:TMessagel;
 
virtual cm_first + PointMode;
 
procedure EdgeToggle lvar Msg:TMessagel;
 
virtual cm_first + EdgeMode;
 
procedure WeightToggle lvar Msg : TMessagel;
 
virtual cm_first + ShowWeightMode;
 
procedure ClearEdges lvar Msg:TMessagel;
 
virtual cm first + cm_ClearEdges;
 
procedure ClearGraph (var Msg:TMessagel;
 
virtual cm_first + cm_ClearGraph;
 
procedure JoinAllNodes lvar Msg:TMessagel;
 
virtual cm_first + cm_JoinAIINodes;
 
procedure IsEulerPath (var Msg:TMessage); 
virtual cm_First + cm_IsEulerPath; 
procedure ShortestPath lvar Msg : TMessage); 
virtual cm_First + cm_ShortestPath; 
procedure MinSpanningTree lvar Msg : TMessagel; 
virtual cm First + cm_MinSpanTree; 
procedure WMLButtonDown lvar Msg: TMessagel;
 
virtual wm_First + wm_LButtonDown;
 
procedure WMRButtonDown lvar Msg: TMessagel;
 
virtual wm_First + wm_RButtonDown;
 .~ocedure WMMouseMovelvar Msg: TMessagel;
 
virtual wm First + wm MouseMove;
 
procedure WMLButtonUp(var Msg: TMessagel;
 
virtual wm_First + wm_LButtonUp;
 
















function NodeExistlpx,py : integer) : pNode;
 






















>: : = p>:;  
y := py;
 
no : = n;
 
f?nd; 
procedure Node.PBintlhw :HWnd); 
var-
DC : HDC; 
s : PChar;  
Radius: integer;
 
j.H-2gi n.S'- >:DC' ~ = GetDC (hw) 
Radius ~::::: 3; 










constructor Teell. Init Ii integer) ; 
beCJin
 
e ::::'~ i;  











Find out if a node exists at a given xy position 
------------------------------------------------------------------------} 
unction MtxGraph.NodeExistlpx,py , integer) , pNode; 












Called whenever a node has been deleted from graph. The edges adjacency 
matrix is adjusted to reflect the deletion. 
------------------------------------------------------------------------} 
rocedure MtxGraph.DeleteEdges(rowcol , integer); 
var  
r ... ,s : integer;  
I:.en . 




{ get rid of row } 
s ,= (NodeCount+l)*<rowcol-l);
 




{ get rid of column}  
s := rowcol-~l;
 






Delete a specified node 
----------------~-------------------------------------------------------} 
rocedure MtxGraph.DeleteNode (ANode: PNode); 
var 
i. : integer;  
bc?gin  
if NodeCount > I2l then 
• be;t ~= Nodes.···.• I nde" Of l ANode) ; 
if i )" -1 then 
begin
 









Find the nearest node to a given xy screen position 
------------------------------------------------------------------------} 
unction MtxGraph.NearestNodelpx,py:integerl PNode; 
var 
n : PNode; 
r-,dist : real; 








n := anode; 









dist := r;  













MTXGRAPH INITIALIZATION METHODS 
************************************************************************ 
************************************************************************} 
Initialize a window of type MtxGraph 
-------------------------------------------------------------------------} 















E..CMode := 12).,  
WeightMode := 12)-,  
NodeCOL\nt := 12)-,  
Gr- i dMesh := 20;  
Nodes := New(PCollection, InitI2I2),II2));
 
F'athNodes : = New IPCollection, Ini t (212l, 112l»;
 









npt~ : PNode; 
begin
 













StepAngle := 3612) div Ve~tices; 
fo~ I := 12) to Ve~tices - 1 do 
begin 
















rocedure MtxGraph.ClearEdgeslvar Msg:TMessage); 














Clear all nodes and edges from the graph 
________________________________________________________________ M } 














Create edges between all nodes in the graph 
------------------------------------------------------------------------}
rocedure MtxGraph.JoinAIINodes lvar Msg:TMessage); 
fix this later to not set diagonal entries} 






























)991 eCheck IAttr. Menu, Gri d_Toggl e) ; 
• 
_nval idateRect (HWindow, nil, True); 
end; 
------------------------------------------------------------------------} 
,rocedure MtxGraph.PointToggle lvar Msg:TMessage); 
begin 
EditMode := 1Zl; 
C::.~lld; 
----------7-------------------------------------------------------------} 
'rocedure MtxGraph.WeightToggle (var Msg : TMessage); 
begi.n ' 
if WeightMode = 1 then 
WeightMode := IZl 
else 
WeightMode := 1: 





MTXGRAPH TESTING AND DEBUGGING METHODS 
************************************************************************ 
************************************************************************} 




. i integer-; 
begin 






r\l .~ode( :1.50,250); 























MTXGRAPH MOUSE MESSAGE METHODS 
procedure MtxGraph.WMLButtonUplvar Msg: TMessagel; 
procedure MtxGraph.WMLButtonDownlvar Msg, TMessage); 
PI'.',",'edure l:1t:d3raph. Wi"II:1ous,?I:1ov., Ivai" l:1sg, TM.,ssagel; 
pI ,dur., MtxGraph.WMRButtonDownlvar Msg, TMessage); 
procedur., MtxGraph.DrawRubberband; 




lrocedure MtxGraph.Snap2Gridevar x,y : integer); 
begin 
x "E Integ.,rlRoundlx/GridM.,shl*GridMesh); 









Jrc.'Jur", Mt)·,Graph. WMI:1ou<5ei"love lva,- i"lsg: TMessagel; 
b J. f1 
if ButtonDowri then with Msg do 
begin
 








Y2 := LParamHi; 





rocedure MtxGraph.WMLButtonDownlvar Msg: TMessage); 
ar 
}; Ii"'! : integer; 






































if EditMode=1 then {edge mode}
 


















X2 := LParamLo;  
Y2 ::::= LPar~amHi;
 























ButtonDown ~= False; 
SetROP2IDC,r-2_Black); 





X2 :::::: n··... n}(;  
Y2 := n·····ny;  
















Jr-ocedLwe Mt",.,G,-aph. WMR8uttonDown lva,- Msg, TMessagel; 
)egi n 




MTXGRAPH EDGES ADJACENCY MATRIX METHODS 












l..-c-.,Iur-e l~b,Gr-aph.AcljMb, Ini t; 
" 
i : integer-; 
begin 





i nde}( integer; 
begin 
index := Ilm-l)*NodeCountl + In-I); 





cptx : F'Cell; 
beqin 
cptr := AdjMtxFindlarow,acol); 
if cptr <> nil then 
begin 
cptrA.e := edges; 









{ a5sume~ for- now, an undirected graph} 
cptr ,= AdjMtxFindIEdgeVl,EdgeV2); 
cptr".e ,= cptrA.e + 1; 
cptrA.weight := cptrA.e; 
cptr ,= AdjMtxFindIEdgeV2,EdgeVll; 
cptrA.e ,= cptrA.e + 1; 
cptrA.weight ,= cptrA.e; 
end; 
.------------------------------------------------------------------------J 
rocedure MtxGraph.EdqeToggle lvar Msg:TMessaqel; 
bf.:?g in 
Eeli U10de ,= 1; 
{if adjacency matrix has not been initialized before, then init} 





MTXGRAPH PAINT METHODS 
pl"ocedu.-e MtxG.-aph.PaintEllipseCPaintDC: HDC; 
p.-e'dL,.-e MtxG.-aph.PaintIPaintDC: HDC; 
pr. 2du.-e MtxG.-aph.PaintG.-iclCPaintDC: HDC; 
pl"oc:eclu.-e MtxG.-aph.PaintNodesIPaintDC: HDC; 
pl'~CiCedul'""e MtxG.-aph.PaintEdgesCPaintDC : HDC; PaintInfo:TPaintSt.-uctl; 
************************************************************************ 
************************************************************************} 
,.-oc:edu.-e MtxG.-aph.PaintIPaintDC: HDC; 
val'"" Paintlnfo: TPaintStl'""uct); 
le~]in 










Paint snap-to g.-id fo.- the c:u.-.-ent g.-aph 
" 
------------------------------------------------------------------------~ 
,.-ocedu.-e MtxG.-aph.PaintG.-idCPaintDC: HDC; 
V.F<.'''. Pai nt Info: TPai ntStxuct) ; 
far 














Inc:X ,= TheRect.Right div 20;}
 
fo.- i ,= 1 to IITheRect.Bottom div G.-idMeshl-l1 do
 







I'"" := 1;;  
Ellipse(PaintDC,N - 1'"", Y - r" x + r"y + r);  
end; 







fo.- i := 0 to ITheRect.Right div G.-idMesh) do 
J(3Qin 











Paint all nodes fo~ the cu~~ent g~aph 
----------~-------} 
'~ocedure MtxGraph.PaintNodes(PaintDC: HDC; 
var Paintlnfo: TPaintStruct); 












Paint edges for the cur~ent g~aph 
--------~---------------------------------------------------------------} 
~ocedure MtxG~aph.PaintEdgesIPaintDC HDC; Paintlnfo,TPaintSt~uctl; 
va~ 






•;t~ : a~~ay[0 .. 11J of cha~;
 begin
 
















DisplayPath ,= false; 
end
 




fo~ m := 2 to NodeCount do
 

















 ~ if WeightMode = 1 then 
begin  
tx ,= ImptrA.x + nptrA.xl div 2;
 





• end;  end;  end; end; 
end; 
[------------------------------------------------------------------------
Create an elliptical graph with the current settings 
------------------------------------------------------------------------} 
Jrocedure MtxGraph.PaintEllipseIPaintDC, HOC; 











CenterX ,= TheRect.Right div 2;
 
CenterY ,= TheRect.Bottom div 2;
 
Radius ~= Min(CenterY, CenterX); 
EllipselPaintOC,CenterX - Radius, CenterY - Radius, CenterX + Radius, 
CenterY + Radius); 
for I := 0 to Vertices - 1 do 
bc-?gin 
for J := I + 1 to Vertices - 1 do
• begin 
MoveTolPaintDC, CenterX + RoundIPoints[IJ.X * Radius),
 
CenterY + RoundIPoints[Il.Y * Radius»;
 
LineTolPaintOC, CenterX + RoundIPoints[JJ.X * Radius),
 




(-2n c1 ;: 
end; 
[------------------------------------------------------------------------} 
Function Get Number (h : pWindow; n integer;a,b:Pct,ar) integer; 
var" 
inputText: arrayE0 .. 5J of char;  











GE·tNumbero : == n; 
:-----------------------------------------------------------------------_.} 
,rocedure MtxGraph.GetN lvar Msg : TMessage); 
begin 
Vertices :~ GetNumber(@Self,Vertices,'. of Vertices', 'Enter. of Vertices'); 
if Vertices ). 50 then  








MTXGRAPH ANALSIS PROCEDURES 
procedure MtxGraph.MinSpanningTree (var Msg : TMessage)~ 
procedure MtxGraph.IsEulerPath (var Msg:TMessage); 
procedure MtxGraph.ShortestPath (var Msg : TMessagel; 
************************************************************************  
************************************************************************}  
Determine if a Euler path exists ~or the current graph 
------------------------------------------------------------------------} 
Jr:_dur.e 11b,G,'aph. IsEul e,.Path (var Msg:TMessage); 
odd,i,degree,j : intege~~ 
cpt,' : PCell; 
connected : boolean;  
begin  
odd ,=- 111; 
i ~:::: 0; 
connected :~ (CellsA.Count > 111); 
while l (odd(~2) and (i(nodeCount) and connected) do 
begin 
degree ,~ 111; 
for j :~ 111 to lnodeCount-11 do 
b~=g:i. n 
cptr ,~ CellsA.Atl(nodeCount*i)+j); 
degree := degree + cptrA.e;  
end;  
if de,;wee'=111 then 
connected := false; 
if (df2gree mod 2 ,= 1) t.hen odd : ,= odd + 1.; 
i:=i+1;  
(:,~nd; {while}  
if not connected then 
MessageBox(HWindow, 'Graph not connected ... No Euler path exists', 'Euler Pa 
else 
if lodd (~ :!) t.hen 
• Me",sE,geBm, (H~Jindow, 'Yes, Euler path e"i.sts', 'Euler Path Check' ,mb_Dkl 
else
 
MessageBm, (HWindow, 'No Euler path e:dsts', 'Euler Path Check' ,mb_Ok>;
 
end; 
er.'..lte the shol"test path for the curr-ent. gl"aph 
-- ._-------------------------------------------------------------------} 
Irocedure MtxGraph.ShortestPath (var Msg : TMessage); 
Yl::lF' 
weights,s: arrayCl .. 200J of integer; 
InNodes: array [1 .. 200J of boolean; 
i,,,,p,z,oldWeight,startNode,endNode integer; 
c:ptr : PCell; 
procedure shows; 
v<:-?J.r" i integer; 
begin 
for i := 1 to 6 do 




var" i integer; 
begin 





. 1,J: Integer; 
cptr F'Cell; 
begin 
for i := 1 to NodeCount do 
begin 
for j := 1 to NodeCount do 
begin 






function smallestWeight integer; 
var 
i~n : integer; 
begin 
n := 32767; 
smallestWeight := 1; 
for i:=1 to NodeCount do 




n ~= weights[iJ;  













• if «il=0) 01'" «i2+i3)<i1» then 








stal'"tNode := 1 •,  
endNode :: =: NodeCount;
 













































if not InNodesEiJ then
 
begin 
oldWeight := weightsEzJ; 
cptI'" := AdjMtxFind(p,z); 
weightsEzJ := minweight(weightsEzJ,weightsEpJ,cptI'"A.weightl; 
if weightsEzJ <> oldWeight then 
























,c lel'Tor-trap); . 
6:,• ....... ; 
ntil lli=star-tnode) or ler-ror-trap)NodeCount»; 
'isplayPath : = true; 
nvalidateRectlHWindow, nil, True); 
InNodeArrayEl],=endNode; 
, • == ,:>.1 • .a- , 








Compute the Minimum Spanning Tree for the curr-ent graph 
------------------------------------------------------------------------} 
roceaur-e MtxGraph.MinSpanningTree lvar Msg : TMessage); 
cans.t  
unseen == maxint - 2;  
val'" 
k,min,t,V : integer; 

















valEII)] := -(unseen+l); 
min := 1; 
repeat 
k := min; 
valEkJ := -valEk]; 
min := 12); 




for t ;= 1 to V do
 






if (cptr-····. e( )1/) and lval Et](-cptl'·-'·.e) then
 
begin 
valEt] := -cptrA.e; 
dadEtJ := k; 
end; 
if valEtJ)valEminJ then min := t; 
end;; 









:Ir~ogram name Mb,Cad 
'ersion # 1.1 
:ec:....ements Mic~oSoft Windows Ve~sion 3.0. 
.arl_ .uge Bo~land's Tu~bo Pascal fo~ Windows 
:;·:tensions Bo~land's ObjectWindows 
>rogrammer Te~~y D. Hawkins 
IcedefTJi c Advi sor D~. Ma~k Beitema 
:ompletion Date Dec 10, 1991 
:our-se UHON 499 
'Escription	 MtxCad 1.1 p~ovides addition, subt~action, and multi­
plication of multiple mat~ices with emphasis on 
flexibility and ease of use. It also p~ovides a g~aphics 
window with a va~iety of g~aph c~eation and analysis 
tools. 
'urpose	 To explo~e the advantages of object-o~iented 
p~og~amming techniques, in pa~ticula~ within the context 
of a g~aphical-use~-inte~face, along with the effect 
on the development of mathematical softwa~e. 
.************************************************************************} 
file management notes, 
FeRAME WINDOW 
C I a file as the cu~~ent mat~ix file
 
••• place into title ba~ of f~ame window if successful
 
... initializes the inte~nal mat~ix file heade~ object
 




load a mat~ix f~om the cu~~ent file
 
rt~~if current file, calls the loadmatrices dialog box 
which contains a list box of mat~ix names (f~om the mat~ix file 
he'adeY- object), plus the name of th,? cUl'Tent 'file . 
.•. if no cu~~ent file, opens fileopen dialog box fi~st
 
then if successful, calls the loadm~t~ices dialog box
 
LOAD MATRICES DIALOG BOX
 
... selection of mat~ix file
 
... selection of any o~ all mat~ices in the selected file
 
CH I I_D WI 1\1 DOW 
save the current matrix into the current file 
•.• uses the name of the cur~ent mat~ix 
•.. if the name is al~eady in the file, that object is ~eplaced, else 
the matrix is appended to the file as a new object, and the header 
~eco~d is updated 
c.'-'.D WINDOW
 
S ~As mat~ix into the cu~~ent file
 
· .. use the filesave dialog template
 



















{ menu command identifiers}  
em_specs = 1001;
 
cm_scalarMult = 301;  
cm_matrixPower = 302;  
cm_scalarAdd - 303;  
em_BinaryOps = 601; 









em I~bout :::: 750;  
{ help commmand identifiers}  
em_help = 2000;
 
-[ SPE~CS elialog bm, iel's }
 
i d.... i-OWS :::: 11 ~l;
 
iel eols = 11.02;
 
{ ops dialog id's }
 
id_TimesButton = 2201;  
id_PlusButton = 2202; 







: TYF'E DECLARATIONS	 } 
************************************************************************} 
:ype 
procedure InitMainWindow; virtual; 
end; 
{--- About Dialog Box -------------------------------------------------} 
PAboutDialog = ~TAboutDialog; 
TAboutDialog = objectlTDialogl'e; 
{--- Matrix Specifications Dialog Object ------------------------------} 
PSpecsDialog = ATSpecsDialog; 
TSpecsDialog = objectlTDialog) 
procedure ok Ivar msg : TMessage); 
virtual id_First + id OK; 
end;: 







{--- Binary Operations Dialog Object ----------------------------------} 
POpsDialog = ATOpsDialog; 
TOpsDialog = object(TDialogl 
procedure TrapPlusButton(var Msg:TMessagel; 












virtual id_First + id_PolyXButton;
 
end'
,--- Settings Dialog Box Transfer Record ------------------------------} 
TransferSpecsRecord = record 
NumRows, NumCols : array[0 •. 32J of Char; 
end; 
TransferOpsRecord = record 
operation: array[0 .• SJ of Char; 
LOpList : PStrCollection; 
Lindex : integer; 
ROpList : PStrCollection; 
Rindex : integer; 
TOpList : PStrCollection; 
Tindex integer; 
end; 





e : real;  
constructor Init(r : reall;
 
•~ocedure Print.; virtual; ·ocedure Store(var S: TStream); virtual; 
procedure Load evar S: TStream); virtual; 
end; 
{-----------------------------------------------------------------------} 
PScratch = ATScratch; 
TScratch = ObjectlTObject) 
,115 , PCollection: 
•	 wws,cols : integer;  
constructor Init;
 
procedure InsertCell er , real); virtual;
 
end; 






procedure dataEntry Ivar Msg : TMessage);
 
virtual wm first + wm_KeyDown;
 
procedure Store (var S: TStream); virtual;
 
proced0re Load (var S: TStream); virtual; 
(~nd ; 

























Cols i nt.egel'·;  
CurrRow integer- ;  
Cur"rCol integer;
 
NStart i nt€~ger; 
yStart integer"";  
cellwidth" integer;
 
cell.Height integer;  










procedure Paint (PaintDC: HDC; var PaintInfo: TPaintStruct); vi r·tual ;  
procedure TrapKeyBoard Ivar Msg: TMessage);
 
virtual wm_First + wm_keydown;
 
..... (JCedUre TrapReturnevar Msg: TMessage);
 
virtual wffi_First + wm_CellReturned; 
pr-ocedur-e TrapEscape(Yar Msg: TMessage); 
vir-tual wm_Fir-st + wm_CellEscaped; 
p,·ocedur-e MoveEditCellRel (s PChar); virtual;  
procedure i"loveEditCel.l. (i ,j integer);virtual;  
ednction CanClose, Boolean; virtual;
 
function Cell Eval (i, j: integer-) r-eal.; vi r-tual ;
 
function Cell St.r- (i, j: integer-) , PChar-; vi r-t.ual;
 
pr-ocedur-e CellStore (i,j : integer; r : real); virtual;  
procedu/'-e Specs(var- Msg : TMessage);
 
virtual em_first + em_specs; 
pl'-ocec!UI"e Scalar-Mult. (var Msg: TMessage); 
virtual em_first + em scalarMult~
 
proC:E~duf·e Matr-ixPower (var- Msg, TMessage);
 
vir-tual cm flr-st + cm Mat.rlxPower-;
 
pr-ocedur-e Scalar-Add (var Msg: TMessage);
 
virtual em first + em Scalar-Add; 
{procedUF'E:- MatrixSave (var Msg~ TMessage);  
virtu~l em first + em_save;}  
pl'"'CJcedure FileNew(var- Msg: TMessage); 
virtual em_First + em_New; 
pl'""(JcedLW"e FileOpenlvar Msg: TMessage);
 
vil''"tual em_First + em_Open;  
pr'cJcedul"'e FileSave(var Msg: TMessage);  
vi r-tual em_FIrst + em Save~
 
pl"'ocedure FileSaveAs(yar Msg~ TMessage);  
virtual em First + cfn_SaveAs;  
e-ocedUt'""E': LoadFi ll":;  
~rocedut'""e SaveFile;  
procedure Load (var S: TStream); virtual;  
pt'""ocedure Store (val'" S: TStream); virtual;  
{ MDI Window ----------------------------------------------------------} 
PMatr-ixMDIWindow = ATMat.r-ixMDIWindow; 
TMatrixMDIWindow = objectlTMDIWindow) 
MatrixNames PStrCollection; 
childCount integer-; 
constl.... uctor· Ini t (ATi. tle. PCllar-) ;
 
pr-ocedUI"e SE!tupWi ndow; virtual;  
procedure NewGraphWin(var- Msg: TMessage)I 
virtual em First + NewGraphWin; 
function CanClose : boolean; virtual; 
function CreateChil.d: PWindowsObject; vir-t.ual;
 
·function LoadChild: PWindowsObject.; vir-t.ual;
 
prc1Cedur-e UpdateChildList.(var- C : PSt.r-Coll.ection);
 
prCJcedur{'2 Bi.nar-yOpsDlg (va,· i"15g: TMess~,ge);
 
virtual em_first + cm_BinaryOps;e"~ocedure EinaryOps (inde}:1,index2,index3~integer;op PChar); virtual; 
pr-oc:edur-e AddMatr-ic:es IpL,pR,pT PMatr-ixMDIChild); vir-tual; 
pr-oc:edur-e TimesMatr-ic:es(pL,pR,pT PMatr-ixMDIChild); vir-tual; 
pr-oc:edur-e MinusMatr-ic:eslpL,pR,pT PMatr-ixMDIChild); vir-tual'; 
pr-oc:edur-e PolyXMatr-ic:eslpL,pR,pT PMatr-ixMDIChild); vir-tual; 
{procedure FileOpen lvar- Msg: TMessage); 
virtual em_'First + cffi_fileOpen;} 
pr-oc:edur-e Aboutlvar- Msg: TMessage);•
vir-tual c:m Fir-st + c:m About; 
end; 
*********************************************************************** 
Str-eam Registr-ation Rec:or-ds 
***********************************************************************} 
const 










Fell: TStr-eamRec: = I 















Specs Dialog Methods } 
**********~.****************************************** *******************} 
tr-ap id_ok fr-om spec:s dialog ••• not 








Binary Operations Dialog Box } 
********************************~.******************** *******************} 
rocedure TOpsDialog.TrapPlusButtonlvar Msg:TMessagel; 
var-
Jstr : PChar'; 
•~ "in 




rocedure TOpsDialog.TrapTimesButtonCvar Msg:TMessagel; 
var 
opstr : PChar; 
begin 




rocedure TOpsDialog.TrapMinusButtonCvar Msg:TMessagel; 
var 
opstr ,: PChar; 
begin 
Opstr := 'MINUS'; 
SendDlgItemMsglid_opStatic,wm_settext,0,LongintCOpstrlI; 
end; 










CELL i"IETHODS } 
************************************************************************} 
onstructor TCell.initCr : real); 
begi.n 








rocedure TCell.Store(var S: TStream); 
begin 
t~;Writele, SizeOflell; 









i : integer; 
begin
 
Cells := NewlPCollection, InitI50,10»;
 
for i := 1 to 50 do CellsA.lnsertINewIPCell,Initj0.0»);
 
,"'pws :::::: eq;  
eols :::::: Ill;  
end;  






CELLWINDOW METHODS .} 
********************************************************************~***} 
resets focus to child window; sends user defined notification messages } 
ro.r~dure TCellWindow.dataEntry lvar Msg :TMessage); 
l l n 
{--- user terminated cell edit by pressing the return key ---}
 









{--- user terminated cell edit by pressing the return key ---}
 














rocedure TCellWindow.Load lvar S: TStream); 
begin 









onstructor TMatrixMDIChild.InitIAParent: PWindowsObject; ChildNum: Integer); 
'ar 
TitleStr: array[0 .. 12J of Char;
 















{ initialize a collection with 50 item pointers, and increase by 10
 
upon demand } 
Cells := NewlPCollection, InitI50,10»;
 
{ initialize 50 cells to 0 }
 
for i := 1 to 50 do Cells-.InsertINewIPCell,Init(0»);
 
New(CeIIWindow, Initl@Self, id_Cell, ",50,40,60,25, 24,false»; 
'nd'
-----------------------------------------------------------------------}•
,rocedure TMatri ,·,·MDIChi I d. SetupWi ndow;. 
egin 
TWindow.SetupWindow; 
{ these fields will be displayed (and user selectable) in a later 
ver-sion }  
Name := 'a matrix name';  
Description := 'a matrix descript';  
Top Label := 'top label '; 
SideLabel :~ 'side label '; 
{ default current cell top left}
 




{ initialize to 4 by 4 matrix} 
cols := 4;  
rows := 4;  
{ top I eft corner of rnatr i ~.: in pi>:els }
 
,.: S t. ",,- t : = 50;  
yStar·t := 40;
•default cell size in pi>:els } 
cellwidth := 60; 














wstring : array [O •. 79]· of char;
 







<:messagebo>:lhWindow,'calling child paint','test',mb_ok>;} 
{GetClientRect (HWindow, &rect);}
 






{* draw row lines *} 
xStop := xStart + (cols * cellWidth);
 





rowY := (1 * cellHeight) +. yStart;  
MoveTo (PaintDC, xStart, rowY) ;
 
LineTo (PaintDC, xStop, rowY) ;
 




for j := 0 to lcols-l) do
 
begin 
<: cellLen := CelIStr(i,j,wstring);} 
St.," ICellEval l1+1 "j+l) :6:4,wstring); 
StrPCopyloutstring,wstring); 









{* draw col lines *}  
for i := 0 to eols do  
begin
 
colX := Ii * cellWidth) + xStart;
 
MoveTo IPaintDC, colX, yStart) ;
 
LineTo IPaintDC, colX, F'ow'(} ;  
end; 
• ..:lel e,ctOb ject l Pai ntDC, OJ. dPen >" ; 
DaleteObjectlRowPenl; 
DeleteObjectCColPen); 


















MATRIX CELL MOVEMENT AND EDITING ROUTINES } 
------------------------------------------------------------------------} 
I~ocedu~e TMat~ixMDIChild.T~apKeyboa~d (va~ Msg: TMessage); 
'l:\F' 
CountStr: array[0~.5J of Char; 
wst~ing,outst~ing , a~~ay[0 .• 79J of cha~1 
akey, moveWin boolean;  
ns : F'Char;  
egin 
akey := false;  
moveWin := false;  








else if msg.wParam ::;;; vk_up then 
MoveEditCellRel ('up') 
else if msg.wParam = vk_down then 
MoveEditCellRel ('down') 













else i f ( (msg. wF'a~ am >= 0'" d I '12l ' ) ) and
 




case msg.wParam of 
o~dl'I2l') ns ,= '11)'1 
o~d I ' 1 ' ) ns: = . 1 ' 1 
ord ( '2' ) ns:::::' 2. ' ; 
• orM d ( '~~ , ) n s :::;;; , 3 ' ;: o~ d ( , 4 ' ) n!3: = '4'; ord ( '5' ) ns: =:: '5'; 
ord ( , 6 ' ) ns := '6' ; 
OI"d('7') ns : == '7' ; 
m-d('8') := '8' ; 
ord ( '9' ) ns := '9' ; 
end; { case }
• CeIIWindowA.Clear; CellWindowA.SetText (ns); SetFocus (CeIIWindowA.hWindow); end 
else if ~(msg.wParam )= vk_NumPad0) and
 




case msg.wParam of 
vk_NumPad0 ns:= '0'; 
vk NumPadl ns:= '1';  
vk NumPad2 ns:= '2';  
vk_NumPad3 ns:= '3';  
vk_NumPad4 ns:= '4'; 





vk_NumPad8 ns:= '8'; 
vk NumPad9 ns:= '9'; 










{ l~esponse method for user-defined message id_CellReturned.~. 
the user pressed the return key to exit editing of the current cell } 
Jrocedure TMatrixMDIChild.TrapReturn (var Msg : TMessage); 
V c;\ j'" 
data an-ay[0 .. 23J of char;;  
I" i ntt~9€~r-;
 
F.'F"r- i ntf:"?ger; 
bE~q in 
CellWindowA.GetText(@data~23); 
Val (data,I'- ,El.... l.... ); 














else { val complained ... invalid data}  
begin
 







response method for user-defined message id_CellEscaped .•. 
the user pressed the escape key to exit editing of the current cell } 
rocedure TMatrixMDIChild.TrapEscape (var Msg TMessage); 
v4lltring,outstring : array[0 .• 79J of char; 
begin 
{ reject cellwindows contents ... replace with cell"s current contents} 





rocedure TMatri){MDIChild.MoveEditCellRel Is : PChar); 
VElr 
moveWin : boolean; 
bel] i n 
moveWin := false; 




moveWin := true;  
if currCol < eols then  





currCol : = 1;
 
if currRow < rows then
 
currRow := currRow + 1
• 
el f:5C2 
currRo., : = 1; 
end;  
E:nd;  




moveWin := true; 
if currCol > 1 then
 





if currRow ~ 1 then
 













moveWin := true; 
• if currRow > 1 then currRow := currRow - 1 else 
begi. n 
if CLtr-r-Col :> 1 then 
cur-r-Col := cur-r-Col - 1 
else 
• 
cur-rCol := eels;  
cur-r-Row := rows;  
end;  
end; 




moveWin := true; 
if curr-Row ( r-ows then
 






if cur-reol < eols then 
cur-r-col ,= cur-r-col + 1 
else  
curr-col := 1 •,  









'r-edUl"e TMatr-i ,·,MDIChi 1 d. MoveEdi tCell Ii, j: integer-) ; 




{messagebo}-( (hWindow, 'ct:illing moveeditcell', 'test' ,mb_ok);} 
CLu"r-Row : = i;
 




Icellwidth. * Icur-r-Col - 1» + xStar-t, 
cellHeight * Icur-r-Row - 1) + yStar-t, 











MATRIX CELL REFERENCE ROUTINES } 
------------------------------------------------------------------------} 
allows refer-ence to the matrix in the conventional two dimensional 
manner- ••• r-etur-ns the integer- value of the r-efer-enced cell } 
unction TMatrixMDIChild.CellEvalli,j integer-) r-eal; 
ar­
i nde>: i ntf-J~~eY-; 
PCell; e~.-








allows reference to the matrix in the conventional two dimensional 
".,er . .. updates the integer value of the referenced cell } 
rc _dure TMatrixMDIChild.CellStore(i,j : integer:r : real): 
ar-
i nde}( integer: 
cptr PCell; 
egin 
inde:-: := lli-l)*cols) + (j-l): 
cptr := cellsA.at(inde>:): 
cptr-----.e := r: 
nd; 
------------------------------------------------------------------------} 
allows reference to the matri>: in the conventional two dimensional 
manner ..• returns the string value of the referenced cell } 
unction TMatri>:MDIChild.CellStrli, j : integer) PChar; 
var 




CellStr := retstring: 
end; 
---------------------------------------------------~--------------------} I.~<Y 11ATH OF'ERATIONS ~. 
------------------------------------------------------ ------------------~ 
multiplies a matri>: by a scalar } 
rocedure TMatri>:MDIChild.ScalarAdd lvar Msg : TMessage): 
val'" 
inputTe>:t: array[0.. 5J of char: 
i ,81'-"-0r- : integer-; 
scalar- : r-eal; 




Init(@Self, 'Scalar Add', ' Enter a scalar: , 
InputTe>:t, SizeOf(InputTe>:t»» = id OK then 
begin 
Val IInputTe,.,t,scalar,error): 
if error = 0 then 
for i := 0 to (rows*cols-l) do 
begin 
cptr := cellsA.at(i): 






: multiplies a matrix by a scalar } 
'rocedure TMatrixMDIChild.ScalarMult lvar Msg TMessage) ; 
var" 
inputText, array[0 •• 5J of char; 
i ,error :: integer; 
~:fcal ar- :: real; 




Initl@Self, 'Scalar j'1ultiply', ' Enter a scalar, 
InputText, SizeOflInputText»» = id OK then 
bel;)in 
Val I InputTe~·~t ,scalar ,error); 
if error = 0 then 
for i ,= 0 to lrows*cols-i) do 
begin 
cptr ,= cellsA.at(i); 






.rocedure TMatrixMDIChild.Mat.rixPower (var Msg , TMessage); 
vay" 
original,scratch : PScratch;  
inputText: array[0 .. 5J of char;  
i,j,k,n,square,error,exponent integer;  
sum :: real;  
'.?t the value of the i,j referenced cell in a collection of cells 
f"""ction gcv (p, pCclllection; i,j,cols, int.eger) , "'eall 
var' 
inde}: integer; 
cptr , pcell; 
begin 
inde" ,= I (i-·ll*cols) + (j-ll; 
cpt.r ,= pA.at.linde"l; 
gcv :::= cptl'······. e; 
(~tld; 
{ put. the value of t.he i,j referenced cell in a collect.ion of cells } 
procedure pcv lp : pCollect.ion; i,j,cols , int.eger; put.val , real)1 
val'-
indeN integer; 
cptr' , peel 1; 
begin 
inde,·~ ,= (li-l)*cols) + (j--1l; 
cpt.r ,= pA.atlinde,,); 




. t: application·····. Exec:Dialog (new (PlnputDialog, 
. 
• 
Init'(@S(?lf, '1"'latr'iN POWEr-'!', ' Enter a scalar: 











• if cols < rows then 
square := eals  
else  
square := r-ows;  
rows := square;:  
eols := square;  
for i := 1 to square do 
for j := 1 to square do 
pc v lor i gin al ce11 s , i , j ,col s ,gcv ICell s, I , j ,c 01 s) ) ; 




for i := 1 to square do
 




sum ::= (2); 
for k := 1 to square do 
sum := sum + (gcvloriginal~.cells,i,k,cols) * gcvlcells,k,j, 
pcv(scratchA.cells,i,j,cols,sum); 
end; 
for i := 1 to square do 








SETTINGS DIALOG BOX } 
------------------------------------------------------------------------} 
Settings Dialog Box; currentJy only allows setting the number of rows 
and columns of a matrix } 




E , F'Edi t;
 






{ setup transfer record } 
strlrows:2,specsRecord.NumRows); 
str(cols:2,specsRecord.NumCols); 
{ initialize and execute specs dialog resource} 
. : = r~ew IF'SpecsDi al og, Ini t I@Self,'Specs'»: 
• 2w1E, In~tResourceID, 1101, SizeOflspecs~ec~rd.NumRows»); 







{ user clicked id_ok / pressed return key} 
if retvalue = id OK then 
begin 
{ update the matrix object fields } 
Val (specsRecord.NumRows,rows,err); 
Val (specsRecordftNumCols,cols,err); 
CurrRow ::::: 1; 
CurrCol : = 1;
 






allow specification of file to save into... } 




procedure TMatrixMDIChild.MatrixSave lvar Msg: TMessage); 
var~ 
AFile: array[0 .. 12J of Char;} 




saveMatrix := true;  
end; }  
{bel;ji n 
if a current file is open, save this matrix to it } 
( if a current file is not open, then select a file
 




PCharlsd_FileSave), AFile») = id_Ok then 
begin} 
{ file selection was successful, save this matrix to it} 




CanClose will be used in a later version in support of file operations} 
unction TMatrixMDIChild.CanClose; 
(~~.l in 






InvalidateRectlHWindow, nil. True);> 
IsDirty := False; 
Msg: TMessage); 
IsNewFile := True:-nee .  
------------------------------------------------------------------------} 
,rocedure TMat,cixMDIChild.FileOpenlvar Msg: TMessage); 
'egin 
if CanClose then 
if ApplicationA.ExecDialoglNewlPFileDialog, 
Initl@Self, PCharlsd_FileOpen), 
StrCopylFileName, '*.MTX'»» = id Ok then LoadFile; 
~nd ; 
------------------------------------------------------------------------} 
,rocedure TMatrixMDIChild.FileSavelvar Msg: TMessage); 
egin 
if IsNewFile then FileSaveAslMsg) else SaveFile; 
~nd ; 
------------------------------------------------------------------------} 




if I sNewFi 1e then StrCopy IFi 1eName, "); 
if ApplicationA.ExecOialoglNewIPFileDialog, 








TempColl := PCollectionlTheFile.Get);> 
TheFile.Done; 
if TempColl <> nil then 
ber;lin 
OisposelPoints, Done); 
Points := TempColl; 
InvalidateRectlHWindow, nil, True); 
end;} 
IsDirty := False; 







,:ile.InltIFileName, stCreate); 1 
TheFile.Put(@Self}; 
TheFile.Done; 
IsNewFile := False; 

















S. F<ead (TopLabel, SizeOf(TopLabel} };
 
S.Read (SideLabel, SizeOf(SideLabell };
 
S.Read (Cell s, SizeOf(Cells) I .,  
S.Read (CeIIWindow, SizeOf(CeIIWindow)};
 
S.Read (CellPaint, SizeOf(CellPaintl ) ,. 
S.Read (Rows, SizeOf(Rows) I .,  
S.F<ead (Col s, SizeOf(Colsl I .,  
S.Read (CurrRow, SizeOf(CurrRow) I .,  
S.Read (Cul"rCol, SizeOf(CurrColl ) ," 
S.Read (xStart, Si z eOf (}: Start} I ",  
S.Read (yStart, SizeOf (yStart) I .,  
S.Read (cell wi dth, SizeOf(cellwidth) I .,  
(cellHeight, SizeOf(cellHeightl I ., ~ S.Read 
S. F{ead (FileName, SizeOf(FileName) I " ,  
S.I::::ead (IsDi,-ty, SizeOf <IsDirtyl I ",  











S.Write (Num, SizeOf (Num));
 




S.Write (TopLabel, SizeOf(TopLabel} };
 
S.Write (SideLabel, SizeOf(SideLabel} I;
 
S.WI"ite (Cells, SizeOf(Cells} };
 
S.Write (CellWindow, SizeOf(CellWindow} };
 
S.Write (CellPaint, SizeOf (CellPaintl I;
 
S.Write (Rows, SizeOf(Rowsl } ,"
S.Write (eDls, SizeOf(Cols) I .,  
_ S"Write (CurrRo., , Si.zeOf (CurTRow) } .,  
































MOl CLIENT WINDOW METHODS } 
************************************************************************} 
'------------------------------------------------------------------------} 
onstructor TMatrixMDIWindow. InitlAtitle : PCharl; 
'egin 
TMDIVJindow.Init I 'Matri>:Cad', Loadl"!enuIHlnstance, 'MDIMENU'I); 
CAttr·.X := 0; 
Attr.Y := 0; 
At tr. vJ : = 640; 
At t,-. H : = 300; 
Attr.Style := wB_Overlapped or ws_SysMenu or wB_MinimizeBox;} 
ChildMenuPoB := 1; 
MatrixNames := NewIPStrCollection,InitlllZ1,5»; 
~nd ; 
--.------------_._--------------_._----------------------------------------} 











Create a new MOL child} 
unction TMatrixMDIWindow.CreateChild: PWindowsObject; 
'l3l'"" 
ChildNum: Integer; 
function NumberUsedlP: PMatrixMDIChild): Boolean; far; 
begin 
NumberUsed := IChildNum = PA.Num). 
E:~nd ,. 
eginc.' dNum : = 1; 












Load a new MDI child} 
unction TMatrixMDIWindow.LoadChild: PWindowsObject; 
'at'" 





























unction TMatrixMDIWindow.CanClose : boolean; 
procedure SaveAChildlAChild: PMatrixMDIChild); far; 
begin
 
















returns a list of the names of all matrices } 
rcejure TMatrL,MDIWindow.UpdateChildListlvar C : PStrCollection); 


























BINARY OPERATIONS DIALOG BOX } 
------------------------------------------------------------------------} 








sl~s2 : array[0 .. 32J of char;  
i,err,retValue : integer;  
opsRecord : TransferopsRecord;  
































{ initialize and execute dialog box} 

















[ converts the user selected matrix index numbers into child window 
-,pDinters~ then calls the appropriate operation with those pointers J 







{-- locates the left operand child window pointer --} 
function FindLOplAChild, PMatrixMDIChild), boolean;; far; 
begin 
FindLOp ,= Ii = inde,.,).); 
i::::j.+l; 
end; 
.~. locates the right opel-and chi Id window pointel- ._._} 
fL.",ction Fi.ndFWp lAChild, PMatrn,MDICt1l1d), boolean; far; 
begin 
FindROp ,= Ii - index21; 
i:=:i+l; 
end; 
{-- locates the target operand child window pointer --} 
function FindTOplAChild: PMatrixMDIChild), boolean; far; 
beqin 
FindTOp ,= Ii = index3); 
i:::::i+1; 
E'nd; 
i :;:::: (.2); 
pL := PMatrixMDIChildlfirstthatl@FindLOp)l; 
i :;;;;; Q)!l 
pR ,= PMatrixMDIChildlfirstthatl@FindROp»; 
i ~=: 0; 
pT ,= PMatrixMDIChildlfirstthatl@FindTOp»; 
i·f «pL<>nil> and (pR<>nil> and (pT<> nil» then
 





















BINARY MATRIX OPERATIONS } 
------------------------------------------------------------------------} 
rocedure TMatrixMDIWindow.TimesMatrices(pL,pR,pT PMatrixMDIChild); 
var 
pLx,pRx,pTx : pcell; 
i.,j,k integer;  
sum: r-eal;  
{ get the value of the i,j referenced cell in a collection of cells }
 
function gcv (p : pCollection; i. ,j,cols : integer) : real;
 
val'"' 
index : integer; 
cptr : pcell; 
begin
 




• gcv : = cptr·····. e; 
I=nd; 
{ put the value of the i,j referenced cel! in a collection of cells }
 
pl'·oc(2dLw·e pcv (p : pCollection; i,j,cols: int.,.ge,·, put.val : ,-e.,l>;
 
va,.-
i nde}: integer;  
cpt.,- :: peel I; 
begin
 







for i := 1 to pLA.rows do
 




sum := Q); 
for k := 1 to pLA.cols do 
sum := sum + (gcv(pLA.cells,i,k,pLA.cols) * gcv(pRA.cells,k,j,pRA.co 
pcv(pTA.cells,i,j,pRA.cols,sum); 
end; 
J·····.rows : = pL···'. rows; 
• r·····. col s : = pR·····. col s; 
.------------------------------------------------------------------------} 
pR matri>: is considered to be a constant vector } 
: r..'Tlatr-iH is the matriN var-iable }. 
: f- ,!latri,,, is the target matlci;., } 
irocedure TMatrixMDIWindow.PolyXMatriceslpL,pR,pT PMatrixMDIChildl; 
vOIr 
R,accum,scratch : PScratch; 
inputText, array[0 •. 5l of char; 
i,j,k,n,square,error,maxExponent integer; 
N ,sum: rf?al; 
{ get the value of the i,j referenced cell in a collection of cells } 
function getcv Ip , pCollect.ion; i ,j,cols , integer-) , r.,al; 
v€,.:r.r 
index: integer; 
cptr- : pcell; 
begin 






(:?ll d ; 
{ put the value of the i,j referenced cell in a collect.ion of cells } 
procedure putcv (p pCollection; i,j,cols integer; putval : Ireal); 
var 
inde}( integer; 
cptlc : pcell; 
bE-:-gi n e iildE'X := Ili-l);"colsl cptr 1= pA.atlindex); + Ij-il; 
cptrA.e ,= putval; 
end; 
begin 
rnE~s£:~agebo~{ (hWindClw, 'calling POLY!', 'tes:,t' ,mb_ok); 
R 1= NewIPScratch,Initl; 
Accum := New(PScratch~Init); 
SCI'- at.ch := New(PScratch,Init); 
{* square up variable array to minimum dimension *} 
if pRA.cols < pRA.rows then 
square := pRA.cols 
elsE~ 
square := pRA.rows; 
{* square target for valid result repFBsentation *}  
pTA. rows := square;  
pTA.eols := square;  
{* copy variable array over to R array structure *} 
for i ,= 1 t.o square do 
for' j ,= 1 to square doe putcvIRA.cells,i,j,square,getcvlpRA.Cells,i,j,squarell; 
(* exponent determined by length of pL vector ••. 
AA0,AA1,AA2, ... ,AA(cols-l) *} 
maxExponent := IpL-.cols - 1); 
{* aR...··(l) *} 
:= getcvlpL·····.cells,I,I,square);
 
• or i := 1 to square do
 




{* initialize Accum *} 
for i := 1 to square do
 
for j := 1 to square do
 
putcv(accum A .cells,i,j,square,l); 




for i ,= 1 to square do
 




sum :-::::; 0!l 
for k := 1 to square do 
sum := sum + IgetcvIR-.cells,i,k,square) * getcvIAccum-.cells,k, 
putcv(scratchA.cells,i,j,square,sum); 
end; 
{* copy powered matrix from scratch back into Accum *} 
• 
for i ,= 1 to square do 
for j := 1 to square do 
putcv(accum-.cells,i,j,square,getcvlscratch··.cells,i,j,square»; 
{* multiply accum matrix by constant from pL vector 
and update'result *} 
x := getcv(pL-.cells,l,n,square);
 
for i ,= 1 to square do
 














subtract two matrices ••. put the result into the specified target; 
NOTE: the left operand controls the row/cols extent of the subtraction} 
rocedure TMatrixMDIWindow.MinusMatriceslpL,pR,pT PMatrixMDIChild); 
var 
pLx,pRx,pTx : pcell; 
. , integer"; 
•t .n 
1 
for i ,= 0 to IlpLA.rows * pLA.cols) - 1) do 












add two matrices•.• put the result into the specified target; 
NOTE: the left operand controls the row/cols extent of the addition } 
rocedure TMatrixMDIWindow.AddMatrices IpL,pR,pT : PMatrixMDIChild); 
var 
pLx,pRx,pTx , pcell; 
in"teger;  
begin  














procedure TMatrixMDIWindow.FileOpen lvar Msg: TMessage); 
var-
AFile: array[0 .• 12J of Char; 











APPL.ICATION METHODS } 
************************************************************************} 
Construct a main window object} 
rocedure TMatrixMDIApp.lnitMainWindow; 
egin 
MainWindow := NewlPMatrixMDIWindow, Initl'MatrixCad'»; 
StreamRegistration; {register all streamed objects} 
nd; 
************************************************************************} 













ltxCad 1.1 User-defined Messages Unit 
)rogrammer: Terry D~ Hawkins 
~*¥.t-'3!i,,)E-********.j;(,****************¥.,***********.jI!,****'**********'.J!:-*********)­
Jnit 1'1t>-,Msgs; 
JSEIS Wi n Types; 
: Menu bar constants } 
:onst 
{ user defined message constants}  
wm_CellReturned = wm_User;  
wffi_CellEscaped = wm User + 1;  
{ user defined messages processed by frame window class}  
FW_MDICHILDDESTROY = WM_USER + 0;
 
FW_RESIZEMDICLIENT - WM_USER + 1;
 
FW_GETSTATBARRECT = WM_USER + 2;
 
FW_SETMENUHELP - WM_USER + 3;
 
FW_GETMENUHELP - WM_USER + 4;
 
FW DRAWSTATUSDIVIDE - WM USER + 5;
 
{ user defined messages processed by all windows classes}  
AW PAINTMENUHELP = WM USER + 100;
 
~,.:,el'·· de'fined messages processed by a.ll MDl Chi Id window classes} 
A~_PAINTSTAT8AR = WM_USER + 200; 




1txCad 1.1 Res~urce Identifers 





NE'w(,raphWi n = 200; 
GcotN .- 201 , 
.-

cm_CI ",,;,rEdges .- 203;  
e m_.J oi nAIl Nodes - 204;  
em._ IsEul erF'ath = 2~~1;
 
em ..Hel eal'""Gr aph 202; 
c tn._.Shor test Pat h _. 206;  
clTI_}4i nSpi::\n Tree .- 2~7;
 




Polar_Grid = 31 1 ,  
F'oi.nt!"lode .- 320 ;  
Ed"eMode = 321 ,  
Shm,,wei. ghtMode = 322;  
e.",~ountchildre~ = 102; 
J .... ant.Close::.:: ..::.01; 
i o_.eell = 301; 
{ menu command identifiers}  
em_specs = 1001;  
em scalarMult = 301;  
cffi_matrixPower = 302;  
ctn_scalal'""Add - 303;  
cm_BinaryOps = 601;  
-[ file menu command identi·fiel'"s ]-
em...Open = 701; 
cill ..Hl\lew -- 702;  
cfn_.Save - 703;  
cm~_SavE-?~~l;::' -- 704;  
em Plbout - 750;  
{ help commmand identifiers} 
em_help ,= 2000; 
-( ~;;PE:'CS dialog bm( id's }  
i d_.t"'ows :::: 1 11111 ;  
id cols ,= 1 t 02;
 
{ ops dialog id's ]-
i.:rimesButton = 2201; 
i )lusButton :;:;: 22102; 
i d_11i nusButton ­ 2212}~::; ; 
id_PolyXButton = 2204; 






Ib,Cad 1.1 Misc. Utilities Unit 





unction MinIX, Y: Integer): Integer;
 





pChal"Buffer array[0 .. 79J of char; 
Stt-ingBu'ffer stri ng [8l2lJ; 
MPLEMENTATION 
------------------------------------------------------------------- } 
unction Min IX, Y: Integer): Integer; 
egin 
if X > Y then Min := Y else Min := X; 
,'nd;: 
--e----------·------------·-----------------------·------------------- } 








MAttr, WCheck : Word; 
begin 
MAttr := GetMenuStateIMenu,MenuitemID,Mf_ByCommand); 
if IMattr and mf_Checkedl = mf_Checked then 
WCheck := mf_ByCommand or mf Unchecked 
else 






!t"Cad 1.1 Objects Test Dr-i ver­








TestApp = objectlTApplication) 
pr-ocedure InitMainWindow; virtual; 
end; 
ype 
PTestMDIWin = ATestMDIWin; 
TestMDIWin = objectlTMDIWindow) 
pr-ocedure NewGr-aphWinlvar Msg: TMessage); 
virtual em First + NewGraphWin;  
end;  
------------------------------------------------------------------------} 








rocedure TestApp.lnitMainWindow;  
E'gin  
MainWindow := New(PTestMDIWin, 








Test 1.. Done; 
'nd . 
• 
