As development teams' resources are limited, selecting the right features is of utmost importance. Often, features are considered right if they result in increased business value at acceptable implementation cost. Predicting implementation cost and prioritizing features is well documented in literature. However, there has only been little work on the prediction of business value. This article presents an approach for feature proioritization that is based on mock-purchases. Considering several limitations, the approach allows key stakeholders to depict the real business value of a feature without having to implement it. Hence, the approach allows feature prioritization based on facts rather than on predictions. The approach was evaluated with a smartphone application. The business value of two features which were subjectively considered to be equally important was investigated. Moreover, the users were assigned different price categories for the features. Combined with live customer feedback, the approach allows us to identify an adequate pricing for the features. The study yielded insightful results as it showed which of the features incorporates higher revenue as well as how users react to the approach. It contributes to the body of knowledge in requirements engineering and software engineering as it enables practitioners to select features based on facts rather than predictions and to find ideal price points.
Introduction
As practitioners as well as academics agree upon, feature prioritization is crucial for software development as it helps to deliver value to customers sooner. Specifically small development teams need to make sound judgements about the features they develop as they are limited to developing a narrow set of features. When investigating requirements prioritization in practice, Bakalova et al. [1] found that the key prioritization criteria is business value, e.g., revenue. However, it is undisputed that stakeholders' predications are affected by contextual biases 1 . Empirical work has shown that such biases can affect the estimates significantly [2] . On top of that, decision-making literature reports how a set of general biases can affect judgments. Such biases have shown to apply to the software domain as well [3] .
Several approaches seek to address these issues by leveraging end-user feedback. Usually, end-users are surveyed in order to find out which features entice users to purchase, cause users to upgrade, or increase the business value in a different way. However, such approaches assume that end-users have clearly defined product priorities. Hence, these methods suffer from contextual biases as well. The reasons why end-users' feedback suffers from a lack of liability are manifold: -A user who answers the question Would you buy this feature? in the affirmative does not necessarily really purchase the feature when it is available. -Most users do not have clearly defined product priorities. Hence, they might say "I want them all" when presented with a set of features [4]. -Users might favour a particular feature over other features and therefore downgrade the other features on purpose.
As a step towards overcoming such deficiencies, we present an approach which aims at eliminating such biases. The key idea behind the approach is to have users mock-purchase features which are actually not yet implemented. Mock-purchase means that the purchase processes of the users' smartphones are emulated to resemble an organic purchase process. In the context of a smartphone application, this means emulating the In-App Purchase (IAP) 2 construct. Hence, users consider the features as actual IAPs prior to mock-purchasing them. As a result, there is no contextual bias. After the purchase, users are made aware about the methodology and informed that they were not charged any money. Moreover, their feelings towards the approach are surveyed, e.g. with the question Are you okay with the approach?. Personal feedback can be provided as well.
If users show interest in a feature, e.g., by loading the feature's price but do not purchase the feature, they are surveyed as well. Thereby, the approach allows us to find out whether the feature's pricing is too high.
In order to evaluate the approach, it was implemented in a smartphone application. Prior to that, two features which were considered equally important by the app author were derived from feature requests users had made.
