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SANASTO 
AD - Analog/digital, analogi/digitaalimuunnos, analogisen jännite-
tiedon muuttaminen digitaaliseen muotoon 
bps - bits per second, bittiä sekunnissa 
Buffer - Bufferi, välimuisti 
CPU - Central Processing Unit, prosessori 
DC - Don’t Care, merkityksetön bitti 
Flash - Puolijohdemuistin tyyppi, jossa tieto säilyy ilman sähköä. 
Voidaan lukea ja kirjoittaa sähköisesti. 
IEEE 802.15.4 - Institute of Electrical and Electronics Engineers 
standardi 
JTAG - Joint Test Action Group, ohjelmiston ja laitteiston testauk-
seen käytettävä portti. 
LAN - Local Area Network, lähiverkko 
LSB - Least Significant Bit, vähiten merkitsevä bitti 
MSB - Most Significant Bit, eniten merkitsevä bitti 
PAN - Personal area network, likiverkko 
PWM - Pulse Width Modulation, Pulssinleveysmodulaatio 
RF - Radio Frequency, radiotaajuus 
SPI - Serial Peripheral Interface Bus, sarjaliikenneväylä 
UART - Universal Asynchronous Receiver-Transmitter, sarjaliiken-
neväylä 
USB - Universal Serial Bus, sarjaväyläarkkitehtuuri 
USI - Universal Serial Interface, sarjaliikennerajapinta 
WSN - Wireless Sensor Network, langaton sensoriverkko 
WLAN - Wireless Local Area Network, langaton lähiverkko 
ZigBee - Langaton tiedonsiirtotekniikka, käytetään PAN-verkoissa. 
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1. TYÖN LÄHTÖKOHDAT 
Kilpa– ja huippu-urheilun tutkimuskeskus, KIHU on huippu-
urheiluvalmennuksen monitieteinen tutkimus-, kehitys- ja palvelu-
organisaatio. KIHUlla on käynnissä projekti, jonka tarkoituksena on 
tehostaa pyörätuolikelaajien harjoittelua nopeuttamalla palautteen 
saamista suorituksen aikaisesta nopeuden vaihtelusta. Tavoitteena 
on toteuttaa vanhan ja hitaan järjestelmän tilalle uusi langaton kiih-
tyvyystietojen lähetysjärjestelmä, joka sisältää anturoinnin, datan 
lähetyksen ja vastaanottamisen. Järjestelmä koostuu lähettimestä 
ja vastaanottimesta. 
Opinnäytetyössä suunniteltiin ja toteutettiin vastaanottimen proto-
tyyppiin sulautettu ohjelmisto. Tarkoitus oli tehdä mahdollisimman 
toimintavalmis ohjelmisto, jonka pohjalta voitaisiin toteuttaa itse 
tuote. 
2. LANGATTOMAT JA SULAUTETUT 
JÄRJESTELMÄT 
2.1. Langattomat sensoriverkot 
Jatkuvasti kehittyvät langattomat verkkotekniikat mahdollistavat 
monenlaisien sovelluksien ja verkkojen kehittämisen. Samalla mah-
dollistetaan verkon tuominen lähemmäksi loppukäyttäjää. Päätelait-
teet kuten kännykkä, kämmentietokone tai kannettava tietokone 
mahdollistavat monien verkkojen ja sovelluksien tehokkaan käytön. 
Langaton sensoriverkko (ks. kuvio 1) koostuu yleensä lähettimistä 
(node) ja vastaanottimesta (gateway). Vastaanotetut tiedot kerä-
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tään mahdolliseen tietokantaan tai pääteohjelmaan, jossa tieto käsi-
tellään ymmärrettävään muotoon, kuten kuvaajiksi ja numerotie-
doiksi. Tietokanta tai pääteohjelma voi sijaita sensoriverkon palve-
limessa. Palvelimen avulla voidaan jakaa sensoriverkon tietoja asi-
akkaille, jotka haluavat tutkia verkon keräämiä tietoja. 
 
KUVIO 1. Langaton sensoriverkko 
Lähettimen tehtävänä on mitata ja lähettää tieto mittauksista vas-
taanottimeen. Lähettimissä voi olla yksisuuntainen tai kaksisuuntai-
nen tiedonvälitys. Kaksisuuntaisella tiedonvälityksellä mahdolliste-
taan lähettimen asetuksien muuttaminen etänä. Vastaanottimen 
tarkoitus on hallinnoida verkkoa ja vastaanottaa lähettimiltä tullut 
tieto ja välittää se eteenpäin mahdolliseen päätelaitteeseen ja pää-
teohjelmistoon, missä tieto käsitellään ja tuotetaan havainnollistet-
tavaan muotoon. On myös kiinnitettävä huomio yksityisyyden-
suojaan, jolloin sensoriverkossa on käytettävä salausta. Salauksella 
hidastetaan ulkopuolisia pääsemästä käsiksi verkon tietoihin. 
Sensoriverkkoja voidaan käyttää monenlaisiin sovelluksiin, kuten 
ympäristön tarkkailuun. Lähettimien määrä ja liikutettavuus vaikut-
taa suuresti käytettävään verkkotopologiaan ja –protokollaan. Pie-
nissä verkoissa kuten kodin, ympäristön tai varaston tarkkailussa 
lähettimiä voi olla kymmeniä ja muutama gateway. Suurissa ver-
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koissa joissa on tuhansia lähettimiä ja satoja gatewaytä on topolo-
gialla ja verkkoprotokolla suuri merkitys verkon käytettävyyteen ja 
luotettavuuteen. Väärin konfiguroitu protokolla voi saada anturiver-
kon jumiutumaan hyvinkin nopeasti. Protokollan tulee tunnistaa 
mahdollinen reitin silmukointi ja liian pitkät reitit reitityksessä. Hy-
vin reitittävällä protokollalla saadaan suurin hyöty isoista anturiver-
koista, jolloin verkoissa ei liiku reititystietoa vaan hyötytietoa. 
Hyvänä esimerkkinä rakennettavista sensoriverkoista on Tampereel-
la, langaton Vuores-projekti, jossa kokonainen kaupunginosa raken-
netaan tietoverkkoja ja langattomuutta silmällä pitäen. Kaupungin-
osaan rakennetaan kuituverkkoja, WLAN-verkkoja ja langaton sen-
soriverkko. Langattomalla sensoriverkolla mitataan kaikki tarvittava, 
kuten lämpötiloja, energian ja veden kulutusta, liikettä ja monia 
muita asioita. Langattomalla sensoriverkolla mahdollistetaan asuk-
kaan aktiivinen rooli saada tietoa ympäristöstä. Langattoman senso-
riverkon antamien tietojen perusteella asukas voi muuttaa kulutus-
tottumusta ja säästää energiaa. Verkko myös helpottaa kiinteistön-
hoitoa ja kiinteistöautomaatiota. Verkon pohjalta voidaan luoda mo-
nia erilaisia sovelluksia kuten liikennetietojärjestelmiä, jonka avulla 
voidaan välttää ruuhkaisia katuja tai löytää helposti vapaa parkki-
paikka. (Ubiikkiteknologiat kaupinkiympäristössä 2009.) 
2.2. Langattomat teknologiat 
Kun rakennettaan langatonta sensoriverkkoa, on hyvä tietää minkä-
laisia langattomia teknologioita on olemassa. On olemassa lisenssi-
vapaita tekniikoita, joita voi kuka tahansa käyttää. Lisäksi jotkin 
tekniikat vaativat lisenssin, joka nostaa sovelluksen hintaa. 
Lisenssivapaat teknologiat kuten WLAN, BlueTooth ja ZigBee käyt-
tävät 2,4–2,5 Ghz:n taajuusaluetta. Tämä aiheuttaa ongelmia, jos 
käytössä on paljon laitteita, jolloin eri tekniikoiden käytettävät ka-
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navat lomittautuvat ja häiritsevät toisiaan (ks. taulukko 1). Lisens-
sivapaiden teknologioiden käyttö halpaa, kun ei tarvita maksullisia 
lisenssejä ja käytettävät radiopiirit ovat yleensä halpoja. ZigBeestä 
on myös saatavilla lisensoitu versio joka käyttää joko 915 MHz:n tai 
868 MHz:n taajuusaluetta. Kun verrataan WLAN:in ja ZigBeen ka-
navia, WLAN:issa voi olla parhaimmillaan käytössä vain kolme tai 
neljä kanavaa käytössä, muuten kanavat lomittuvat liikaa. Tosin 
taas ZigBeessä pystytään käyttämään jokaista kanavaa, koska ka-
navat eivät lomitu. 
TAULUKKO 1. WLAN- ja ZigBee-kanavat ja keskitaajuudet (Simplici-
TI Channel Table Information 2010) 
WLAN ZigBee
kanava taajuus kanava taajuus
11 2,405
1 2,412 12 2,410
2 2,417 13 2,415
3 2,422 14 2,420
4 2,427 15 2,425
5 2,432 16 2,430
6 2,437 17 2,435
7 2,442 18 2,440
8 2,447 19 2,445
9 2,452 20 2,450
10 2,457 21 2,455
11 2,462 22 2,460
12 2,467 23 2,465
13 2,472 24 2,470
25 2,475
26 2,480  
2.3. Verkkotopologiat ja protokollat 
Tavallista LAN-verkkoa rakennettaessa käytetään yleensä tähti-
topologiaa, jossa päätelaitteet ovat suoraan yhteydessä kytkimeen 
(ks. kuvio 2). 
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KUVIO 2. Tähtitopologia  
Langattomissa verkoissa päätelaitteelta ei aina ole yhteyttä suoraan 
kytkimeen tai gatewayhin, vaan yhteys saattaa kulkea jonkin toisen 
laitteen kautta. Tällaista topologiaa sanotaan mesh-topologiaksi (ks. 
kuvio 3). 
 
KUVIO 3. Mesh-topologia 
Isoissa mesh-verkoissa tulee reititysprotokollalle suuri merkitys. Jos 
protokolla ei osaa reitittää optimaalisesti, koko verkko saattaa men-
nä jumiin tai ei toimi kunnolla ja aiheuttaa turhaa reititysliikennettä. 
Hyvä protokolla osaa välttää silmukoita, aiheuttaa vähän reititystie-
tojen lähettämistä ja osaa toimia nopeasti, jos jokin node poistuu 
verkosta. 
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2.4. Sulautetut järjestelmät 
Sulautettuja järjestelmiä löytyy joka puolelta, kuten: kännyköistä, 
digibokseista, henkilöautoista, tietokoneista, lentokoneista ja jopa 
pyykinpesukoneista. Sulautetun järjestelmän tehtävä on ohjata lait-
teen toimintaa. Järjestelmässä on yleensä muistia, sisääntulot ja 
lähdöt. Muistista ladataan suoritettava järjestelmä tai ohjelma. Si-
sääntuloilla ohjataan järjestelmää. Tuloja voivat olla erilaiset antu-
rit, napit tai kytkimet. Lähdöillä ohjataan sulautettua järjestelmää 
kuten moottoreita, valoja, näyttöjä ja yms. Kehittyneissä järjestel-
missä voidaan jopa ladata käyttöjärjestelmiä käytettävään laittee-
seen kuten esim. tietokoneessa. Mikro-ohjaimia käytetään monesti 
pienissä järjestelmissä kuten kännyköissä, GPS-navigaattoreissa ja 
kaukosäätimissä. 
Mikro-ohjaimien arkkitehtuuri mahdollistaa monien eri komponent-
tien käytön. Mikro-ohjaimissa on monesti sisäisiä AD-muuntimia, 
sarjaliikenneväyliä, PWM-moduuleita ja monia muita moduuleita. 
Moduulien avulla saadaan rakennettua monenlaisia laitteita moniin 
eri käyttötarkoituksiin. Moduulien avulla saadaan vähennettyä käy-
tettäviä komponentteja, koska yhdestä piiristä löytyy melkein kaikki 
tarpeellinen. Mikro-ohjaimen etuna on, että moduuleita voidaan 
käyttää suoraan rekistereistä, jolloin se vähentää käytettävää oh-
jelmistokoodin määrää, kun ei tarvita erillistä ohjelmakoodia ulkoi-
sen laitteen ohjaukseen. 
3. KUVAUKSET LAITTEISTA 
Järjestelmään kuuluu kaksi eri osaa: lähetin ja vastaanotin (ks. ku-
vio 4). Lähetin lähettää kiihtyvyystiedon radiosignaalina IEEE 
802.15.4-standardin mukaisesti vastaanottimelle, josta se siirretään 
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USB-väylää pitkin tietokoneelle. Lähetin on kompakti ja mahdolli-
simman vaivattomasti kiinnitettävä 3,3 V:n logiikalla toimiva langa-
ton anturiyksikkö, jonka virrankulutus on minimoitu. Prototyyppivai-
heessa lähettimeen laitettiin kaksi kiihtyvyysanturia ja käyttökoke-
musten perusteella tehdään lopulliset valinnat. Lähetin sisältää an-
turoinnin lisäksi virransyötön reguloinnin, mikro-ohjaimen, flash-
muistipiirin, AD-muuntimen, radiopiirin ja kytkimet laitteen ohjaa-
miseen. Lähettimeen voidaan liittää myös kaksi kappaletta ulkoisia 
antureita. Sisäisen kiihtyvyysanturin mittausalue on vähintään ±3 g, 
taajuuskaista < 50 Hz ja mittaustaajuus 250 Hz. Lähettimen toimin-
taa ohjataan muutamalla kytkimellä, jotka ovat kotelon ulkopuolel-
la. Lähetin indikoi toimintaa ja virhetiloja ledeillä. Vastaanotin on 
tietokoneeseen liitetty IEEE 802.15.4 standardin mukainen PAN-
koordinaattori, joka on RF-yhteydessä pyörätuolikelaajassa olevaan 
lähettimeen. Vastaanotin on kytketty tietokoneen USB-porttiin, jota 
ohjataan PC:ltä AT-komennoilla. Vastaanotin toimii USB-portista 
otetulla virralla. (Repo 2007.) 
 
KUVIO 4. Langaton kiihtyvyysanturi. Yleiskuva (Repo 2007) 
Lähettimessä on toimintoja, joihin käyttäjä voi vaikuttaa ja toimin-
toja joihin käyttäjä ei voi vaikuttaa. Toiminnot, joihin käyttäjä voi 
vaikuttaa ovat seuraavat: lähetetäänkö data vai kirjoitetaanko se 
muistiin, muistin lähetys suorituksen jälkeen, lähetettävien mittaus-
kanavien valinta, laitteen uudelleenkäynnistys, laitteen käynnistys 
ja sammutus. 
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Järjestelmän komponentit on kuvattu lohkokaaviossa (ks. kuvio 5). 
Lohkokaaviosta nähdään, mitä komponentteja lähettimessä ohja-
taan mikro-ohjaimella. Lähettimen mikro-ohjaimeen oli tarkoitus 
suunnitella ja toteuttaa ohjelmisto.  
 
KUVIO 5. Langaton kiihtyvyysanturi (Repo 2007) 
4. KÄYTETTY LAITTEISTO 
4.1. Lähetin 
4.1.1. Yleistä 
Lähettimen ja vastaanottimen laitteiston on tehnyt Jani Repo opin-
näytetyötään varten. Kyseinen opinnäytetyö liittyy tähän opinnäyte-
työhän hyvin läheisesti. Komponenttivalintoihin ja piirilevysuunnitte-
luun perehdyttäessä on hyvä tarkastella Revon opinnäytetyötä. Kos-
ka kyseessä oli prototyypin tekeminen, laitteessa olevia pikkuvikoja 
oli korjailtu jälkeenpäin. Järjestelmän (ks. kuvio 6) lähettimestä 
puuttuu radiopiiri ja muistipiiri. Lisäksi lähettimeen oli laitettu muu-
tamia johtimia virheiden paikallistamista varten ja ulkoisia mittauk-
sia varten. 
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KUVIO 6. Lähetin 
Lähettimestä oli tarkoitus tehdä myöhemmin komponenteiltaan ja 
piirilevysuunnittelultaan parempi ja toimivampi versio, joka olisi lä-
hempänä mahdollisesti toteutettavaa tuotetta.  
4.1.2. Mikro-ohjain 
Mikro-ohjaimena käytettiin Texas Instrumentsin MSP430F2274 pii-
riä. Ohjaimen arkkitehtuuri (ks. kuvio 7) tukee A/D-muunninta, si-
säisen flash-muistin lukemista ja kirjoittamista, käyttäjän komento-
jen vastaanottamista porttien kautta ja järjestelmän tilan ilmaise-
mista indikaattoreilla sekä ZigBee-piiriin tiedonsiirtoa sarjaliikenne-
väylän avulla. 
Mikrokontrolleri toimii lähettimen järjestelmän ytimenä. I/O pinnei-
hin on liitetty radiopiiri, muistipiiri, AD-muunninpiiri, ledit ja kytki-
met. Lähettimen piirikaaviosta (ks. liite 1) nähdään, miten kom-
ponentit on kytketty. 
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KUVIO 7. Mikro-ohjaimen arkkitehtuuri (MSP430x2xx User guide 
2009) 
Mikro-ohjain on 16-bittinen ja perustuu Von-Neumaan arkkitehtuu-
riin, jossa suorittimen käskyt ja käyttömuisti ovat samassa muistis-
sa. Ohjaimen suoritinta (CPU) ohjataan RISC-käskykannalla, jossa 
on vain 51 käskyä ja seitsemän erilaista muistinosoitusta. Ohjain voi 
toimia jopa 16 MHz:n nopeudella. Ohjaimen kellomoduulissa on 
kaksi sisäistä kelloa, DCOCLK (sisäinen digitaaliohjattu oskillaattori) 
ja VLOCLK (vähävirtainen ja pienitaajuinen oskillaattori), ja kolme 
erillistä kellolähtöä (ACLK, MCLK ja SMCLK). Näin monella eri kello-
lähdöllä saadaan optimoitua ohjaimen tehonkulutus ja moduulien 
toiminta. Kellomoduuliin (ks. kuvio 8) voidaan liittää ulkoinen kide, 
resonaattori tai kellotulo.  
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KUVIO 8. Kellomoduulin lohkokaavio (MSP430x2xx User guide 
2009) 
4.1.3. Radiopiiri 
Radiopiirinä toimii MaxStreamin valmistama ZigBee OEM RF-
moduuli. Piiri toimii 2,4 GHz:n taajuusalueella, jolloin sen käyttämi-
seen ei tarvita lisenssejä. Piirin avulla voidaan käyttää 16:ta eri ka-
navaa, joita voidaan ohjelmallisesti vaihtaa. Tosin mahdolliset 
WLAN- ja bluetoothverkot voivat häiritä radiopiirin toimintaa. Piirin 
lähetysteho on vakiona 1 mW, jolloin saadaan jopa 100 m:n kanta-
vuus piirien välille. Piirin RF-puolen tiedonsiirtonopeus on 250000 
bps ja sarjaliikenne puolen maksimissaan 115200 bps. 
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KUVIO 9. ZigBee-moduuli 
Piirin käyttöönotto on varsin helppoa. Moduuli (ks. kuvio 9) voidaan 
ottaa suoraan paketista ja laittaa käytettyyn järjestelmään, jolloin ei 
tarvitse muokata mitään asetuksia. Asetuksia voidaan muuttaa sar-
jaliikenneportin avulla, asetuksien muuttamiseen käytetään AT-
komentoja. 
4.1.4. Muistipiiri 
Muistipiirinä toimii ATMELin valmistama AT45DB161D, joka 2 MB:n 
flash-piiri. Piiri toimii sarjaliikenneväylässä, jolloin ei tarvita rinnak-
kaisliitynnän monia osoite- ja data-linjoja. Sarjaliikenteessä käyte-
tään SPI-väylää. 
Piirin muisti (ks. kuvio 10) on jaettu 16:een eri sektoriin, joista en-
simmäinen on jaettu kahteen osaan (0a ja 0b). Jokainen sektori si-
sältää 32 muistilohkoa, paitsi sektori 0a jossa on yksi lohko, ja sek-
tori 0b jossa on 31 lohkoa. Yksi muistilohko sisältää 8 sivua muistia. 
Näin saadaan yhteensä 512 lohkoa ja 4096 sivua. Yhdessä sivussa 
on 512 tai 528 tavua muistia riippuen käytettävästä operointitavas-
ta. Sektorit, lohkot ja sivut antavat joustavuutta piirin käyttöön. 
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KUVIO 10. Muistipiirin muistin arkkitehtuuri (AT45DB161D da-
tasheet 2009) 
Lohkokaaviosta (ks. kuvio 11) nähdään tarvittavat liitynnät. Piiri si-
sältää muistin lisäksi kaksi puskuria. Puskureiden ja muistisivujen 
kokoon vaikutta tapa jolla piiriä operoidaan.  
 
KUVIO 11. Muistipiirin lohkokaavio (AT45DB161D datasheet 2009) 
Muistipiiriä ohjataan ohjaussanoilla (ks. taulukko 2). Koodit ovat 
yleensä pituudeltaan 8 bittiä, mutta joidenkin koodien jälkeen tarvi-
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taan lisäksi osoitetieto, joka on pituudeltaan 24 bittiä. Osoitteella 
osoitetaan joko sektoria, lohkoa, sivua tai tavua. 
 TAULUKKO 2. Käytettyjä ohjaussanoja 
Ohjaussana Toiminta
0x7c Sektorin tyhjennys
0x84 Bufferin 1 kirjoitus
0x87 Bufferin 2 kirjoitus
0x88 Bufferin 1 kirjoitus muistiin
0x89 Bufferin 2 kirjoitus muistiin
0x53 Muistisivun luku bufferille 1
0xd1 Bufferin 1 luku  
Muistiin menevä tieto kirjoitetaan ensiksi puskuriin, josta tieto sitten 
kirjoitetaan muistiin. Muistissa oleva tieto voidaan suoraan lukea tai 
se voidaan kopioida puskuriin, josta se voidaan sitten lukea. 
4.1.5. AD-muunnin 
A/D-piirinä toimii Linear Technologyn 16-bittinen LTC1867L piiri (ks. 
kuvio 12). Piiri on 8-kanavainen. Tulot voidaan ohjelmoida joko yk-
sittäisiksi tai differentiaalisiksi tuloiksi. Tulojännite on joko unipolaa-
rinen tai bipolaarinen. Unipolaarisessa tulossa tulojännite on 0-2,5 
volttia ja bipolaarisessa ±1,25 volttia. Muuntimen bittitarkkuus on 
38,5 µV / 1 LSB. Piiriltä voidaan ottaa jopa 175000 näytettä sekun-
nissa, kun on käytössä vain yksi kanava. 
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KUVIO 12. A/D-muuntimen lohkokaavio (LTC1863L/LTC1867L da-
tasheet 2005) 
Piiriä ohjataan ja luetaan ohjaussanoilla. Ohjaussana koostuu seit-
semästä bitistä (ks. kuvio 13). Biteillä ohjataan ja valitaan kanava 
sekä onko kanava bi- vai unipolaarinen.  
 
KUVIO 13. Ohjaussanan muodostus (LTC1863L/LTC1867L datasheet 
2005) 
Kanava seitsemän (CH7/COM) asetettiin yhteiseksi maaksi ja jokai-
nen kanava unipolaariseksi. Koska ohjaussana on vain seitsemän 
bitin mittainen, piti lisätä loppuun yksi DC-bitti. Näin saatiin käytet-
tävät ohjaussanat kullekin kanavalle (ks. taulukko 3) paitsi kanaval-
le seitsemän, joka toimi maana. 
 
TAULUKKO 3. Käytettyjä ohjaussanoja 
 
SD OS S1 S0 COM UNI SLP DC Ohjaussana Kanava
1 0 0 0 1 1 0 x 0x8C CH0
1 1 0 0 1 1 0 x 0xCC CH1
1 0 0 1 1 1 0 x 0x9C CH2
1 1 0 1 1 1 0 x 0xDC CH3
1 0 1 0 1 1 0 x 0xAC CH4
1 1 1 0 1 1 0 x 0xEC CH5
1 0 1 1 1 1 0 x 0xBC CH6  
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Kun halutaan lukea kanavan CH0 jännite, tulee piirille lähettää edel-
lisen muunnoksen aikana ohjaussana, millä valitaan nykyinen 
muunnos (ks. kuvio 14). Ohjaussanan lähetyksen aikana tule mikro-
ohjaimen vastaanottopuskuriin tulos edellisestä muunnoksesta (ks. 
kuvio 15). 
 
KUVIO 14. A/D muunnoksen vuokaavio 
 
KUVIO 15. A/D muuntimen tiedonsiirto (LTC1863L/LTC1867L 2005) 
 
4.1.6. Kiihtyvyysanturit 
Lähettimessä oli asennettuna kaksi kiihtyvyysanturia ADXL330 ja 
LIS3L02AS4. Lähettimestä voitiin valita, kumpaa anturia käytetään. 
Molemmat piirit mittaavat kaikkia kolmea akselia (X, Y ja Z). 
ADXL330 pystyy mittaamaan kiihtyvyyksiä ±3 g:n alueella ja 
LIS3L02AS4 joko ±2 g:n tai ±6 g:n alueella. Kiihtyvyysantureilta 
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lähtevä signaali menee alipäästösuodattimen kautta operaatiovah-
vistimelle, josta signaali menee AD-muuntimelle. 
4.2. Vastaanotin 
Vastaanottimessa on USB-liityntä tietokoneelle, jossa käsitellään 
saapuvaa dataa. Lisäksi vastaanottimessa on samanlainen ZigBee-
moduuli kuin lähettimessä. Lisäksi laitteessa on muutama ledi ilmai-
semassa laitteen toimintaa. Vastaanottimen tärkeimpänä tehtävänä 
on vastaanottaa lähettimeltä tuleva data ja välittää se edelleen tie-
tokoneelle, jossa vastaanotettu tieto käsitellään. 
4.3. Kehityskitti 
Texas Instrumentsin valmistama TI MPS430 FET kehityskitti on tar-
koitettu sovelluskehittäjille. Kehityskitti sisältää prosessorilevyn, 
USB jtag ohjelmointilaitteen, tarvittavat kaapelit ja ohjelmistot. Pro-
sessorilevyyn voitiin liittää mikro-ohjain ja levyssä oleviin liittimiin 
voitiin kytkeä ulkoisia komponentteja. Kehityskitillä tutustuttiin käy-
tettävään mikro-ohjaimeen ja sovelluksien testaukseen, ennen kuin 
varsinaista laitetta voitiin käyttää. Kehityskitin ja oskilloskoopin 
kanssa voitiin testata suurin osa varsinaisen laitteen toiminnoista. 
5. OHJELMISTON SUUNNITTELU 
5.1. Ohjelmiston toiminta 
Ennen ohjelmiston suunnittelua oli hyvä tarkistella käyttötapaus ku-
vaa (ks. kuvio 16), mihin oli laitettu laitteen keskeinen toiminta ja 
toimintaan vaikuttavat tekijät. Pyörätuolissa olevat anturit ja langa-
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ton anturiverkko ovat kilpaharjoittelun tukena. Antureilta tuleva tie-
to kerätään laitteen muistiin, josta se sitten harjoittelun päätteeksi 
jalostetaan tai tieto voidaan jalostaa reaaliaikaisesti langattoman 
anturiverkon avulla. Tiedon jalostus tehdään tietokoneella vastaan-
ottopäässä. 
   
KUVIO 16. Kilpaharjoittelun tiedonkeruu käyttötapaus kuva 
Pilkkomalla edellistä kuvaa saadaan tarkennettua laitteen tiedonke-
ruu toimintaa ja saatiin uusia toimintaan vaikuttavia tekijöitä (ks. 
kuvio 17).  
 
KUVIO 17. Tiedonkeruun käyttötapaus kuva 
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Järjestelmän viestikaaviosta (ks. kuvio 18) nähdään tiedonsiirrossa 
käytetyt tasot. Jokainen taso vaatii oman tietämyksen, siitä mitä 
kukin taso tekee ja mitä sen avulla voidaan tehdä. Jos jokin taso ei 
toimi, koko järjestelmä ei toimi. 
 
KUVIO 18. Järjestelmän viestikaavio 
5.2. Kehitysympäristö 
IAR embedded Workbench on kehitysympäristö Texas Instrumentsin 
MSP430 prosessoriperheelle ja prosessoriperheen kehityskiteille (ks. 
kuvio 19). Kehitysympäristön avulla voidaan kirjoittaa koodia C- tai 
C++-ohjelmointikielellä. Kirjoitettu koodi voidaan kääntää konekieli-
seksi ja ladata käytettävälle laitteelle latauskaapelin tai -laitteen 
avulla. Latauskaapelin tai -laitteen avulla voidaan myös paikallistaa 
loogisia virheitä jotka sijaitsevat ohjelmistokoodissa. Virheiden pai-
kallistamisen aikana voidaan ohjelma pysäyttää haluttuun kohtaan 
ja voidaan tarkastella mikro-ohjaimen muistia halutusta kohdasta. 
Muistista nähdään konekielinen koodi ja siihen mahdollisesti liitetty 
koodinpätkä ohjelmistosta, sekä nähdään rekistereiden ja muuttuji-
en sisältö. Käyttöliittymässä voidaan suoraan kirjoittaa ohjelmakoo-
dia, jolloin ei tarvita erillistä ohjelmaa koodin kirjoittamiseen. Käyt-
töliittymästä nähdään työtilassa käytettävät tiedostot tiedostopuu-
na. 
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KUVIO 19. Kehitysympäristön käyttöliittymä 
5.3. Ohjelmiston ja komponenttien testaus 
5.3.1. Mikro-ohjaimen testaus 
Ennen kuin koko ohjelmistoa testattiin, testattiin kukin tarvittava 
lohko mikro-ohjaimessa erillisen ohjelmakoodin avulla. Näin saatiin 
testattua kunkin komponentin toiminta ja saatiin mikro-ohjaimelle 
oikeat rekistereiden alustukset. Testaukseen käytettyjä ohjelma-
koodeja ja alustuksia käytettiin osittain myöhemmin valmiiseen ko-
konaisuuteen. Ja koska ei aina ollut valmista laitetta saatavilla tes-
taukseen, oli joitakin testejä tehtävä kehityskitin avulla. Kehityski-
tin, kannettavan tietokoneen ja oskilloskoopin avulla voitiin testata 
ja mitata suurin osa ohjelmakoodin toimivuudesta, mutta ei varsi-
naisia komponentteja kuten AD-muunninta ja muistipiiriä. Valmista-
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jan toimittamia esimerkkikoodeja käytettiin apuna alustuksien ja 
parametrien valintaan. 
Ensimmäisenä testattiin laitteen kellot. Oli tärkeää että saadaan 250 
Hz:n näytteenottotaajuus kaikilta mittauskanavilta. Ohjelmakoodi, 
jolla kellot testattiin: 
#include <msp430x22x4.h> 
void main(void) 
{ 
  BCSCTL1 = CALBC1_8MHZ;                    // Set DCO to 8MHz 
  DCOCTL = CALDCO_8MHZ; 
  WDTCTL = WDTPW + WDTHOLD;                 // Stop WDT 
  P1DIR |= 0x01;                            // P1.0 output 
  TACCTL0 = CCIE;                           // TACCR0 interrupt enabled 
  TACCR0 = 32000; 
  TACTL = TASSEL_2 + MC_1;                  // SMCLK, upmode 
 
  __bis_SR_register(GIE);                   // general interrupt enable 
} 
 
// Timer A0 interrupt service routine 
#pragma vector=TIMERA0_VECTOR 
__interrupt void Timer_A (void)    // Tämä suorittuu 250 Hz välein 
{ 
  P1OUT ^= 0x01;                            // Toggle P1.0 
} 
 
Ohjelmassa käytettiin sisäistä digitaaliohjattua (DCO) 8 MHz:n kel-
loa. Lisäksi alustettiin keskeytysrutiini toimimaan 4 ms:n välin. Oh-
jelma vilkuttaa vihreää lediä kehityskitissä 125 Hz:n taajuudella. 
Tämä todettiin oskilloskoopin avulla. 
Seuraavaksi testattiin sarjaliikenne. Mikro-ohjaimessa on kaksi USI-
lohkoa. Lohkojen avulla saadaan luotua erilaisia sarjaliikenneportte-
ja ja väyliä. Valmista laitetta varten piti luoda UART- ja SPI-portit. 
UART-portti Zigbeetä varten ja SPI-väylä AD-muunninta ja muistipii-
riä varten. UART-porttia varten oli löydettävä sopiva bittinopeus, 
jotta kommunikointi ZigBee piirin kanssa onnistuisi. Muistipiiriä ja 
AD-muunninta varten ei tarvittu löytää oikeata bittinopeutta, koska 
SPI-väylässä on linja kellopulssia varten, jonka avulla vastaanotto-
pään siirtorekisteriä kellotetaan. Ohjelmakoodi sarjaliikenneporttien 
testaukseen: 
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#include "msp430x22x4.h" 
 
void main(void) 
{ 
  WDTCTL = WDTPW + WDTHOLD;                 // Stop watchdog timer 
  BCSCTL1 = CALBC1_8MHZ;                    // Set DCO to 8MHz 
  DCOCTL = CALDCO_8MHZ; 
  P1DIR |= 0x01; 
  P3SEL |= 0x1a;                            // 
  UCA0CTL0 |= UCPEN + UCMODE_0;             // parity enable + ucmode 
  UCA0CTL1 |= UCSSEL_2;                     // SMCLK 
  UCA0BR0 = 69; 
  UCA0BR1 = 4; 
  UCA0MCTL = 0; 
  UCA0CTL1 &= ~UCSWRST;                     // **Initialize USCI state machine** reset 
 
  UCB0CTL0 |= UCCKPH + UCMSB + UCMST + UCSYNC;     // 3-pin, 8-bit SPI master 
  UCB0CTL1 |= UCSSEL_2;                     // smclk 
  UCB0BR0 = 0x02;                           // divide (baud rate) 
  UCB0BR1 = 0;                              // modulaatio 
  UCB0CTL1 &= ~UCSWRST;  
   
  while(1) 
  { 
    while (!(IFG2 & UCA0TXIFG));            // USCI_A0 TX buffer ready? 
    UCA0TXBUF = 0xa5;                       // Byte to SPI TXBUF 
    while (!(IFG2 & UCB0TXIFG));            // USCI_B0 TX buffer ready? 
    UCB0TXBUF = 0x5a;   
    for(int i = 0xffff; i > 0; i--);            // Delay 
    P1OUT ^= 0x01; 
  } 
} 
 
Ohjelmassa sarjaliikenne rajapintaan A luotiin UART-väylä. Väylä 
alustettiin lähettämään 8 databittiä, pariteettibitin ja yhden stop bi-
tin. Alustus tehtiin UCA0CTRL0 rekisteriin. Rajapintaa kellotetaan 
SMCLK kellolähdöstä ja jakajien UCA0BR0 ja UCA0BR1 avulla saa-
daan haluttu bittinopeus. Sarjaliikenne rajapintaan B luotiin SPI-
väylä. Väylä alustettiin isännäksi, jolloin mikro-ohjain kellottaa SPI-
väylän kellolinjaa. Ohjelma laitaa tietyn väliajoin merkin UART ja 
SPI lähetyspuskuriin ja vilkuttaa kehityskitissä olevaa lediä. Merkin 
laittaminen lähetyspuskuriin käynnistää lähetyksen. Oskilloskoopin 
avulla tarkastettiin UART-portin bittinopeus ja lähetetty merkki. 
5.3.2. Komponenttien testaus 
Zigbee moduuli testattiin sarjaliikenneohjelmalla, joka lähetti tietoa 
moduulille ja vastaanottopäässä tieto luettiin. Koska ZigBee-moduuli 
toimii sarjaliikenneportin jatkeena ”out-of-box” asetuksilla, täten 
vältyttiin turhilta asetuksien muuttamisilta. 
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AD-Muunnin ja kiihtyvyysanturi testattiin omalla ohjelmalla, jossa 
luettiin kiihtyvyysantureilta tullutta tietoa neljän millisekunnin välein 
(250 Hz) AD-muuntimesta. Tieto luettiin ja lähetettiin vastaanotti-
meen ZigBee-moduulilla. Lähetettävät tiedot sisälsivät aloitus ja lo-
petus merkin ja kanavien tiedot. Aloitusmerkkinä toimi ”$” ja lope-
tusmerkkinä ”#”. Jokaiselta kanavalta tuli kaksi tavua tietoa ja tes-
teissä käytettiin viittä kanavaa. Näin saatiin paketti, jonka koko oli 
12 tavua. Ja kun paketti lähetettiin 250 kertaa sekunnissa, niin saa-
tiin tarvittavaksi siirtonopeudeksi 24000 bps, joka alle 10 % zigbee-
moduulin RF-tiedonsiirron maksiminopeudesta ja noin 20 % UART-
portin maksiminopeudesta. Jos arvo olisi lähelle 100% ohjelma ei 
toimisi, koska tiedonluku vie aikaa. Vastaanottimen avulla luettiin ja 
tallennettiin lähetetyt tiedot. Tiedot tämän jälkeen jalostettiin ja 
tehtiin kuvaaja (ks. kuvio 20). Testissä laitetta käänneltiin siten, et-
tä jokainen sivu oli pöytätasoa vasten. Näiden arvojen avulla saatai-
siin anturin kalibrointiin referenssit 0 g:n ja 1 g:n arvoille. 
 
KUVIO 20. Jalostettua tietoa 
 28 
Muistin testauksessa käytettiin valmista laitetta, jonka avulla muis-
tipiirin toiminta voitiin tarkastaa. Muistipiiri testattiin kirjoittamalla 
muistipiirissä oleva bufferi täyteen, jonka jälkeen bufferi tallennet-
tiin muistiin. Tämän jälkeen muistissa oleva tieto luettiin toiseen 
bufferiin ja luettiin sen jälkeen mikro-ohjaimelle. 
5.4. Ohjelmiston toteuttaminen 
Mikro-ohjaimen ja komponenttien testauksien jälkeen aloitettiin var-
sinaisen ohjelmiston toteuttaminen. Ohjelmistossa käytettiin apuna 
testauksessa käytettyjä ohjelmistokoodeja. Lisäksi tarvittiin lähetti-
men piirikaavio (ks. liite 1), josta näki miten kukin komponentti oli 
kytketty mikro-ohjaimeen. Taulukosta 4 näimme miten kukin kom-
ponentti on kytketty ohjaimeen. Ohjaimen joidenkin rekistereiden 
alustukset saatiin suurimmaksi osaksi testauksista. Lisäksi taulukos-
ta saatiin porttien suuntien ja mahdollisten sisäisten ylösvetovas-
tuksien alustukset. 
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TAULUKKO 4. Mikro-ohjaimen kytkennät 
Portti Suunta Funktio Toiminta Huomioitavaa
P1.0 IN XBEE_RSSI
P1.1 OUT LED_RED ORA ledi
P1.2 OUT LED_ORANGE Pun ledi
P1.3 OUT LED_GREEN Vihreä ledi
P1.4 IN TCK Ohjelmointiin JTAG
P1.5 IN TMS Ohjelmointiin
P1.6 IN TDI Ohjelmointiin
P1.7 OUT TDO Ohjelmointiin
P2.0 IN SW_0 Laita ylösveto
P2.1 IN VAHVISTUS Start Laita ylösveto
P2.2 OUT tyhjä
P2.3 IN XBEE_CTS* Clear to send
P2.4 IN XBEE_SLEEP XBEE virransäästötilan indikaattori
P2.5 IN BUSY* Muisti varattu Laita ylösveto
P2.6 IN XTAL Ulkoinen oskillaattori
P2.7 IN XTAL Ulkoinen oskillaattori
P3.0 OUT tyhjä
P3.1 OUT SIMO Slave in master out SPI liityntä
P3.2 IN SOMI Slave out master in SPI liityntä
P3.3 OUT USCI_CLK Kello SPI liityntä
P3.4 OUT XBEE_DIN Data Xbeelle
P3.5 IN XBEE_DOUT Data Xbeeltä
P3.6 IN VALINTA Muistiin vai XBee
P3.7 OUT XBEE_RTS* Requ to send
P4.0 OUT FLASH_CS* Chip select
P4.1 OUT ADC_CS* Chip select
P4.2 IN CS_SENS_0* Kanavan valinta
P4.3 IN CS_SENS_1* Kanavan valinta
P4.4 IN CS_ACC_X* Kanavan valinta
P4.5 IN CS_ACC_Y* Kanavan valinta
P4.6 IN CS_ACC_Z* Kanavan valinta
P4.7 OUT tyhjä  
 
Porttien ja rekistereiden alustuksien jälkeen piti tyhjentää flash-
muistipiiri. Muistin tyhjennyksellä nopeutetaan muistin käyttöä, 
koska ennen kirjoitusta ei tarvitse tyhjentää muistia. Tyhjennys ta-
pahtui sektori kerrallaan, jolloin tyhjennettäviä sektoreita oli 17. 
Sektorit jouduttiin tyhjentämään yksi kerrallaan. Sektoreiden tyh-
jennyksen aikana muisti varattu linja näyttää nollaa, jolloin muisti-
piirille ei voitu tehdä muita operaatioita. Laitteen eri tiloja alustuksi-
en ja muistin tyhjennyksen aikana ilmaistiin kolmella eri ledillä. Oli 
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myös mahdollista valita joko tietojen lähetys tai tietojen tallennus 
flash-muistipiirille. Lähettimestä voitiin kytkimien avulla valita mitat-
tavat kanavat: kiihtyvyystiedoista X-, Y- ja Z-akseli sekä kaksi muu-
ta näytteenottokanavaa. Kanavien valinta vaikuttaa laitteen toimin-
taan ja muistin käyttöön. Kun oli käytössä vähemmän kanavia, ei 
tarvittu kirjoittaa muistiin tietoja niin useasti, kuin mitä olisi pitänyt 
jos käytössä olisi ollut enemmän kanavia. Ohjaimen, muistin, Zig-
Been ja muiden rekistereiden ja asetuksien toiminnasta voitiin piir-
tää lohkokaavio (ks. kuvio 21). Ennen kuin laite aloitti mittaamisen, 
piti vastaanottimella lähettää ohjaussana tai painaa lähettimessä 
olevaa ”start” nappulaa. 
 
KUVIO 21. Ohjelmiston vuokaavio 
Kun laite mittasi antureilta tullutta tietoa, se joko lähetettiin suoraan 
vastaanottimeen tai tallennettiin lähettimessä olevaan muistipiiriin. 
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Mittauksien jälkeen laitteen muisti voitiin siirtää vastaanottimen 
avulla tietokoneeseen. 
Laite mittasi neljän millisekunnin välein kaikki viisi kanavaa tai mi-
ten kytkimiltä oli kanavat valittu. Koska ohjaimessa oli rajattu mää-
rä RAM-muistia, niin ei voitu kovinkaan suurta määrää antureilta 
tullutta tietoa säilyttää ohjaimessa, vaan se tuli tallentaa lähetti-
messä olleeseen flash-muistipiiriin (ks. kuvio 22).  
RAM
Anturien 
tieto
Luetaan tieto 
antureilta
Tallennetaan tieto 
RAM-muistiin
Onko RAM-
muisti täynnä
Tallenntaan RAM-
muisti FLASH-
muistiin
Kyllä
Ei
FLASHRAM
 
KUVIO 22. Laitteen muistinkäyttö 
Muistipiirille tallennettava tieto tallennettiin ensiksi bufferin al-
kuosaan. Kun oli tarpeeksi mittauksia, voitiin bufferin loppuosa täyt-
tää sen jälkeen (ks. kuvio 23). Tämän jälkeen bufferi tallennettiin 
sille osoitettuun muistisivuun. Koska bufferia tallennettiin muistiin, 
käytettiin varmuuden vuoksi toista bufferia seuraavien mittaustieto-
jen tallentamiseen.  
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KUVIO 23. Muistipiirin käyttö 
Kun mittaustulokset vaihtoehtoisesti lähetettiin vastaanottimelle re-
aaliajassa, ei tarvittu kovinkaan suurta ohjelmapätkää (ks. kuvio 
24). Ohjelmistoon ei lisätty poikkeuskäsittelyä, mikäli yhteys vas-
taanottimeen katkeaisi. 
 
KUVIO 24. Antureiden tiedonlähetys reaaliajassa 
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6. TYÖN TULOKSET 
Tehty ohjelmisto täytti tärkeimmät vaatimukset, jotka Revon vaati-
musmäärittelyssä asetettiin. Ennen laitteen käynnistymistä valittiin 
joko tietojen lähetys tai tallennus ja oli mahdollista valita käytettävä 
anturi kahden eri kiihtyvyysanturin väliltä. Voitiin myös valita, mitkä 
kanavat laite lukee. Laitteen käynnistyessä ohjelmisto tyhjensi lait-
teen muistipiirin. Ledien tiloilla kuvattiin laitteen käynnistymistä. 
Kun laite oli tyhjentänyt muistin ja alustanut rekisterit ja muuttujat, 
oli laite valmis toimimaan, laite voitiin laittaa toimintatilaan napista 
tai etänä vastaanottopäästä radiopiirin avulla. Radiopiirin avulla lä-
hetettiin paketti vastaanottimeen, kun laite oli tietojen lähetys tilas-
sa. Lähetetty paketti sisälsi aloitusmerkin ”$”, juoksevan laskurin 
välillä 0-255, valittujen kanavien mittaustiedot X, Y ja Z-akseli ja 
ulkoiset anturit 2 kpl ja lopetusmerkin ”#”. Jos jotain kanavaa ei ol-
tu valittu, lähetettiin kyseisen kanavan kohdalla maksimiarvoa (hek-
sadesimaali muodossa FFFF). Esimerkki lähetetystä datasta heksa-
desimaali muodossa, jossa oli valittu mitattavaksi X, Y ja Z-akselit: 
23 01 00 00 02 12 E5 9E FF FF FF FF 24. Koska kahta ulkoista anturia ei valit-
tu mitattavaksi, lähetettiin kanavien maksimiarvot. Laite luki valitun 
kiihtyvyysanturin akseleita ja ulkoisia antureita kutakin 250 Hz:n 
näytteenottotaajuudella, näin saatiin yhteensä 1250 näytettä se-
kunnissa. Laitteen pysäyttäminen tapahtui nappia painamalla. Jos 
valittuna oli tietojen tallennus, muistin sai lähetettyä nappia paina-
malla mittauksen päätyttyä.  
7. POHDINTA 
Tämä projekti poikkesi hieman normaaleista elektroniikan projek-
teista, joissa suunnitellaan laitteisto ja ohjelmisto. Koska ei tarvin-
nut suunnitella laitteistoa, vaan sen suunnitteli Jani Repo omaan 
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opinnäytetyöhönsä. Silti piti pitää elektroniikan perusasiat hallussa 
kuten tarvittavan tiedon hakeminen datalehdistä ja piirikaavioista. 
Ohjelmiston kehittäminen täysin tuntemattomassa kehitysympäris-
tössä ja laitteissa on aloitettava hyvin perusasioista. Pienien esi-
merkkiohjelmien ja kehityskitin avulla oli hyvä tutustua itse mikro-
ohjaimeen ja kehitysympäristöön. Ja koska valmis laite ei ollut val-
mis, kun ohjelmistoa alettiin suunnitella ja toteuttaa, oli kehityskitis-
tä suuri apu. Kehityskitin avulla voitiin tutustua kyseiseen mikro-
ohjaimeen ja kehitysympäristöön. Samalla voitiin testata pieniä tes-
tiohjelmistonpätkiä ja voitiin todeta testiohjelmiston toiminta oh-
jaimessa. 
Valmiin laitteen kanssa voitiin sitten tehdä varsinainen ohjelmisto. 
Varsinaiseen ohjelmistoon käytettiin kehityskitissä testattuja ohjel-
mistonpätkiä ja valmiin laitteen komponenttikohtaisia ohjelman pät-
kiä. Monesti ohjelmiston kirjoittamisen alkuvaiheessa kopioidaan 
valmiita koodinpätkiä varsinaiseen ohjelmistoon. Eli käytännössä 
ohjelmiston kirjoittaminen on koodinpätkien sovittamista toimivaksi 
kokonaisuudeksi. 
Valmiissa ohjelmistossa ei ajanpuutteen takia saatu kaikkia kom-
ponentteja toimimaan halutulla tavalla. Muistipiiri ei jostain syystä 
tahtonut tallentaa tietoja sisäänsä. Tämä saattoi johtua virheellises-
tä SPI-väylän käytöstä. Radiopiirin toimintaan olisi myös ollut hyvä 
tutustua syvemmin, jolloin olisi saatu suora datayhteys kahden lait-
teen välille, jolloin ei olisi tarvinnut murehtia mahdollisista muista 
ZigBee laitteiden toiminnoista. Lisäksi ei tullut käytettyä mikro-
ohjaimen hyviä virransäästöominaisuuksia, jolla olisi saatu laitteelle 
lisää patterinkestoa. 
Ohjelmakoodiin (ks. liite 2) olisi ollut hyvä tehdä erilaisia aliohjel-
mia, kuten kiihtyvyystietojen luku, muistipiirin kirjoitus ja tietojen 
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lähetys. Nämä aliohjelmat olisivat selkeyttäneet varsinaisen ohjel-
miston rakennetta merkittävästi. 
Koska tiedon vastaanottopäähän ei tarvinnut tehdä ohjelmistoa, se 
tavallaan helpotti huomattavasti työtä. Mutta samalla hankaloitti 
hieman, koska ei välttämättä tiedä mitä kaikkea vastaanottimen oh-
jelmoija olisi halunnut. Kuitenkin sain pienellä vaivalla tehtyä vas-
taanotetuista kiihtyvyystiedoista käsittelemällä muutaman kuvaa-
jan. 
Aiheena opinnäytetyö oli varsin mielenkiintoinen. Langattomat sen-
soriverkot eivät ole vielä kovin yleisiä, mutta prototyyppejä ja de-
molaitteita on saatavana jo kaupallisina versiona. Yleisesti ZigBee 
on käytössä jo monissa kaupallisissa järjestelmissä. Opinnäytetyö 
liittyi elektroniikan lisäksi myös ohjelmointiin ja tietoverkkoihin, jois-
ta tietoverkkoja ja ohjelmointia on opinnoissa tullut opiskeltua 
elektroniikan lisäksi. 
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Liite 2. Ohjelmistokoodi 
#include <msp430x22x4.h> 
 
volatile unsigned int i; 
volatile unsigned int j; 
 
//OP-codes 
char SekTyhj = 0x7c; // tyhjennetään sektori. Tarvitsee sektorin osoitteen. 
char Buf1wri = 0x84; // kirjoitetaan bufferille 1. Tarvitsee bufferin osoittimen. 
char Buf2wri = 0x87; // kirjoitetaan bufferille 2. Tarvitsee bufferin osoittimen. 
char Buf12mem = 0x88; // kirjoitetaan bufferin 1 sisältö muistiin. Tarvitsee 
muistisivun osoitteen. 
char Buf22mem = 0x89; // kirjoitetaan bufferin 2 sisältö muistiin. Tarvitsee 
muistisivun osoitteen. 
char Mem2Buf1 = 0x53; // luetaan muistisivu bufferille 1. Tarvitsee muistisivun 
osoitteen. 
char ReadBuf1 = 0xd1; // luetaan bufferin 1 sisältöä. Tarvitsee bufferin osoittimen. 
 
//kiinteät osoittimet 
char CH[8] = {0x8c,0xcc,0x9c,0xdc,0xac,0xec,0xbc,0xfc}; // kanavavalitsin 
char Sektorit[15] = 
{0x04,0x08,0x0c,0x10,0x14,0x18,0x1c,0x20,0x24,0x28,0x2c,0x30,0x34,0x38,0x3c}; // 
sektorit 1-15. 
 
// Välimuisti 
char Muisti[264] = {0}; 
 
// Osoittimet / muistilaskurit 
char SivunosoitinH = 0x00; 
char SivunosoitinL = 0x20; 
 
short int Sivunosoitin2 = 0; 
int Bufferinosoitin = 0; 
double k = 0; 
int l = 0; 
int m = 0; 
int kierto_set = 1; 
 
char kanava_X = 0; 
char kanava_Y = 0; 
char kanava_Z = 0; 
char kanava_CH0 = 0; 
char kanava_CH1 = 0; 
char kanava_maara = 0; 
char muistiin = 1; 
char bufferi_sel = 0; 
 
void main(void) 
{ 
  // porttien suunnat 
  P1DIR |= 0x8e; // 1.7 to 1.0 o i i i   o o o i 
  P2DIR |= 0x04; // 2.7 to 2.0 i i i i   i o i i 
  P2SEL |= 0xc0; // OSC inputs 
  P2REN |= 0x23; // ylösvedot 
  P3DIR |= 0x9b; // 3.7 to 3.0 o i i o   o i o o 
  P3SEL |= 0x3e; // USCI A/B  
  P4DIR |= 0x83; // 4.7 to 4.0 o i i i   i i o o 
   
   
  BCSCTL1 = CALBC1_8MHZ;                    // Set DCO to 8MHz 
  DCOCTL = CALDCO_8MHZ; 
 
   
   
  WDTCTL = WDTPW + WDTHOLD;                 // Stop WDT 
 
  TACCTL0 = CCIE;                           // TACCR0 interrupt enabled 
  TACCR0 = 32000;                            
  TACTL = TASSEL_2 + MC_1;                  // clk source SMCLK, upmode 
     
  UCA0CTL0 |= UCMST + UCMODE_0;                // USART 
  UCA0CTL1 |= UCSSEL_2;                     // SMCLK 
  UCA0BR0 |= 69;                          // clk div 
  UCA0BR1 |= 0; 
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  UCA0MCTL = 0; 
  UCA0CTL1 &= ~UCSWRST;                     // **Initialize USCI state machine** reset 
 
 
  UCB0CTL0 |= UCCKPH + UCMSB + UCMST + UCSYNC + UCMODE_0; // spi 3-wire 
  UCB0CTL1 |= UCSSEL_2;                     // smclk 
  UCB0BR0 = 0x02;                           // divide (baud rate) 
  UCB0BR1 = 0;                              // modulaatio 
  UCB0CTL1 &= ~UCSWRST;  
 
 
 
  // OHJELMISTON STARTTI 
   
  P1OUT = 0x08; // oranssi ja punainen 
  P4OUT = 0x03; // nostetaan ADC_CONV "2" ja FLASH_CS "1" jolloin saadan 
näytteistettyä 
  for(i = 0; i < 0xff; i++);            // Delay 
  P4OUT = 0x01; // lasketaan ADC_CONV jolloin saadaan näyte ja saadaan lähetettyä 
tieto kanavasta 0 seuraavaan muunnokseen 
  while (!(IFG2 & UCB0TXIFG));            // USCI_A0 TX buffer ready? 
  UCB0TXBUF = CH[0]; 
  P4OUT = 0x03; // nostetaan ADC_CONV 
  for(i = 0; i < 0xff; i++); 
   
  // muistin tyhjennys 
   
  P4OUT = 0x02; // lasketaan FLASH_CS 
  while (!(IFG2 & UCB0TXIFG)); // tyhjennetään sektori 0b 
  UCB0TXBUF = SekTyhj; 
  while (!(IFG2 & UCB0TXIFG)); 
  UCB0TXBUF = 0x00; 
  while (!(IFG2 & UCB0TXIFG)); 
  UCB0TXBUF = 0x20; 
  while (!(IFG2 & UCB0TXIFG)); 
  UCB0TXBUF = 0x00; 
  while (!(IFG2 & UCB0TXIFG)); 
  UCB0TXBUF = 0x00; 
  P4OUT = 0x03; // nostetaan FLASH_CS 
  for(i = 0; i < 0xff; i++); 
  while(!(P2IN & 0x20)); // FLASH BUSY* 
   
  for(i = 0; i <= 14; i++) // tyhjennetään sektorit 1-15 
  { 
    P4OUT = 0x02; // LAsketaan FLASH_CS 
    UCB0TXBUF = SekTyhj; 
    while (!(IFG2 & UCB0TXIFG));            // USCI_A0 TX buffer ready? 
    UCB0TXBUF = Sektorit[i]; 
    while (!(IFG2 & UCB0TXIFG));            // USCI_A0 TX buffer ready? 
    UCB0TXBUF = 0x00; 
    while (!(IFG2 & UCB0TXIFG));            // USCI_A0 TX buffer ready? 
    UCB0TXBUF = 0x00; 
    while (!(IFG2 & UCB0TXIFG)); 
    UCB0TXBUF = 0x00; 
    for(i = 0; i < 0x8; i++); 
    P4OUT = 0x03; // Nostetaan FLASH_CS 
    while(!(P2IN & 0x20)); 
    for(i = 0; i < 0xf; i++); 
  } 
   
   // KANAVIEN TARKISTUS 
    
  if(!(P4IN & 0x10)){ 
    kanava_X = 1; 
    kanava_maara++; 
  } 
  else 
    kanava_X = 0;  
   
  if(!(P4IN & 0x20)){ 
    kanava_Y = 1; 
    kanava_maara++; 
  } 
  else 
    kanava_Y = 0; 
   
  if(!(P4IN & 0x40)){ 
    kanava_Z = 1; 
 48 
    kanava_maara++; 
  } 
  else 
    kanava_Z = 0; 
   
  if(!(P4IN & 0x04)){ 
    kanava_CH0 = 1; 
    kanava_maara++; 
  } 
  else 
    kanava_CH0 = 0; 
   
  if(!(P4IN & 0x08)){ 
    kanava_CH1 = 1; 
    kanava_maara++; 
  } 
  else 
    kanava_CH1 = 0; 
   
  // kiertolaskurin asetus riippuen kanavien määrästä 
  switch(kanava_maara) 
  { 
  case 0: 
    // vikaa 
    break; 
  case 1:  
    kierto_set = 132; // katso dokkari 
    break; 
  case 2: 
    kierto_set = 66; 
    break; 
  case 3:  
    kierto_set = 44; 
    break; 
  case 4:  
    kierto_set = 22; 
    break; 
  case 5:  
    kierto_set = 26; 
    break; 
  default: 
    // vikaa 
    break; 
  } 
   
  P1OUT = 0x06; // Vihreä ledi 
   
  // muistiin vai XBee tarkistus 
   
  if(P3IN & 0x40) 
    muistiin = 1; 
  else 
    muistiin = 0; 
   
  // Odotetaan Starttia 
  while((P2IN & 0x02)); 
   
  // KELLOTUS ALKAA 
   
    __bis_SR_register(GIE);                   // set SR General interrupt enable 
     
  while(1) 
  { 
    if(k == kierto_set && Sivunosoitin2 <= 486) // dumbataan RAM muistiin jos on 
muistia vapaana ja tarpeeksi tietoa 
    { 
      while (!(IFG2 & UCA0TXIFG)); 
      UCA0TXBUF = SivunosoitinH; 
      while (!(IFG2 & UCA0TXIFG)); 
      UCA0TXBUF = SivunosoitinL; 
      while (!(IFG2 & UCA0TXIFG)); 
      UCA0TXBUF = 0xff; 
       
       
      P1OUT ^= 0x08; // vilkutetaan vihreää 
      m=0;  // RAM osoitin 
      bufferi_sel = Sivunosoitin2 % 2; 
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      switch(bufferi_sel) // valitaan parittomille ja parillisille sivuille oma 
puskuri 
      { 
      case 0: // bufferi 1 low ja high 
        if(Bufferinosoitin == 0) // kirjoitetaan  bufferin 1 alkuosa täyteen 
        {  
        P4OUT = 0x02;   //lasketaan FLASH_CS 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = Buf1wri; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        while(m <= 263) // muistista bufferille 
          { 
            while (!(IFG2 & UCB0TXIFG)); 
            UCB0TXBUF = Muisti[m]; 
            m++; 
          } 
        P4OUT = 0x03; //nostetaan FLASH_CS  
        Bufferinosoitin = 264; 
        } // IF END 
         
        else // kirjoitetaan bufferin 1 loppuosa ja bufferi 1 muistiin 
        { 
        P4OUT = 0x02;   //lasketaan FLASH_CS 
        UCB0TXBUF = Buf1wri; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x01; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x08; 
         
        while(m <= 263) // muistista bufferille 
          { 
            while (!(IFG2 & UCB0TXIFG)); 
            UCB0TXBUF = Muisti[m]; 
            m++; 
          } 
        P4OUT = 0x03; //nostetaan FLASH_CS 
        Bufferinosoitin = 0; // bufferi 1 kirjoitettu täyteen kirjoitetaan bufferi 1 
muistiin 
        for(i = 0; i < 0x8; i++); 
        P4OUT = 0x02;   //lasketaan FLASH_CS         
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = Buf12mem; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = SivunosoitinH; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = SivunosoitinL; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        P4OUT = 0x03;   //nostetaan FLASH_CS jotta kirjotus muistiin tapahtuu 
        if(SivunosoitinL >= 0xFC){ 
          SivunosoitinH++; 
          SivunosoitinL = 0x02; 
        } 
        else 
        SivunosoitinL += 0x04; 
        Sivunosoitin2++; 
        } // else END 
        break; 
         
      case 1: // bufferi 2 low ja high 
        if(Bufferinosoitin == 0)  // kirjoitetaan bufferin 2 alkuosa täyteen 
        { 
        P4OUT = 0x02;   //lasketaan FLASH_CS 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = Buf1wri; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
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        while(m <= 263) // muistista bufferille 
          { 
            while (!(IFG2 & UCB0TXIFG)); 
            UCB0TXBUF = Muisti[m]; 
            m++; 
          } 
        P4OUT = 0x03;   //nostetaan FLASH_CS 
        Bufferinosoitin = 264; 
        } // IF END 
         
        else // kirjoitetaan bufferin 2 loppuosa ja bufferi 2 muistiin 
        { 
        P4OUT = 0x02;   //lasketaan FLASH_CS 
        UCB0TXBUF = Buf1wri; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x01; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x08; 
        while(m <= 263) // muistista bufferille 
          { 
            while (!(IFG2 & UCA0TXIFG)); 
            UCB0TXBUF = Muisti[m]; 
            m++; 
          } 
        P4OUT = 0x03;   //nostetaan FLASH_CS 
        Bufferinosoitin = 0; // bufferi kirjoitettu täyteen kirjoitetaan bufferi 
muistiin 
        for(i = 0; i < 0x8; i++); 
        P4OUT = 0x02;   //lasketaan FLASH_CS         
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = Buf12mem; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = SivunosoitinH; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = SivunosoitinL; 
        while (!(IFG2 & UCB0TXIFG)); 
        UCB0TXBUF = 0x00; 
        P4OUT = 0x03;   //nostetaan FLASH_CS 
         
        if(SivunosoitinL >= 0xFC){ 
          SivunosoitinH++; 
          SivunosoitinL = 0x02; 
        } 
        else 
          SivunosoitinL += 0x04; 
         
        Sivunosoitin2++; 
        } // ELSE END 
        break; 
         
      default: 
        // vikaa 
        break; 
      } 
      k = 0; //kiertolaskuri 
    } // IF LOPPUU 
     
     
    if(Sivunosoitin2 == 486) // kun muisti täyttyy =) 
    { 
      __bic_SR_register(GIE); 
      k = 0; 
      m = 0; 
      SivunosoitinH = 0x00; 
      SivunosoitinL = 0x20; 
          // clear SR General interrupt enable 
        P1OUT = 0x04; 
        // dumbataan muisti Xbeelle kun sallittu 
        while((P2IN & 0x02)); 
        P1OUT = 0x02; 
        P4OUT = 0x02; // muistipiiri 
                 
        for(i=0; i<486; i++){ 
          m=0; 
          while (!(IFG2 & UCB0TXIFG)); // main memory page read 
          UCB0TXBUF = 0xd2; 
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          while (!(IFG2 & UCB0TXIFG)); 
          UCB0TXBUF = SivunosoitinH; 
          while (!(IFG2 & UCB0TXIFG)); 
          UCB0TXBUF = SivunosoitinL; 
          while (!(IFG2 & UCB0TXIFG)); 
          UCB0TXBUF = 0x00; // last address byte 
         
          while (!(IFG2 & UCB0TXIFG)); // Dummy bytes 
          UCB0TXBUF = 0x00; 
          while (!(IFG2 & UCB0TXIFG)); 
          UCB0TXBUF = 0x00; 
          while (!(IFG2 & UCB0TXIFG)); 
          UCB0TXBUF = 0x00; 
          while (!(IFG2 & UCB0TXIFG)); 
          UCB0TXBUF = 0x00; 
          while (!(IFG2 & UCB0TXIFG)); 
          UCB0TXBUF = 0x00; 
          while (!(IFG2 & UCA0TXIFG)); 
          UCA0TXBUF = 0x23; 
          while(m <= 1){ 
            while (!(IFG2 & UCB0TXIFG)); 
            UCB0TXBUF = 0x00; 
            while (!(IFG2 & UCB0RXIFG)); 
            while (!(IFG2 & UCA0TXIFG)); 
            UCA0TXBUF = UCB0RXBUF; 
            m++; 
          } 
          while (!(IFG2 & UCA0TXIFG)); 
          UCA0TXBUF = 0x24; 
          if(SivunosoitinL >= 0xFC){ 
            SivunosoitinH++; 
            SivunosoitinL = 0x02; 
         } 
          else 
            SivunosoitinL += 0x04; 
        } 
        Sivunosoitin2++; 
        P4OUT = 0x03;  
        P1OUT = 0x06; // Vihreä ledi 
    } // IF LOPPUU 
     
  } // WHILE LOPPUU 
} 
 
 
 
 
// Timer A0 interrupt service routine 
#pragma vector=TIMERA0_VECTOR 
__interrupt void Timer_A (void)    //Tämä suorittuu 250 Hz välein (8MHz) 
{ 
  switch(muistiin) 
  { 
    case 0: // lähetetään xbeelle 
    m = 0; 
    if(kanava_X){ 
    P4OUT = 0x03;                     // nostetaan ADC_CONV 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01;                     // lasketaan ADC_CONV 
    UCB0TXBUF = CH[1];                // tieto seuraavasta kanavasta 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    UCB0TXBUF = 0x00;                // tyhjän lähetys että saadaan lloput datat 
piiriltä 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    } 
     
    if(kanava_Y){ 
    P4OUT = 0x03;                     // nostetaan ADC_CONV 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01;                     // lasketaan ADC_CONV 
    UCB0TXBUF = CH[2];                // tieto seuraavasta kanavasta 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
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    UCB0TXBUF = 0x00;                // tyhjän lähetys että saadaan lloput datat 
piiriltä 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    } 
     
    if(kanava_Z){ 
    P4OUT = 0x03;                     // nostetaan ADC_CONV 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01;                     // lasketaan ADC_CONV 
    UCB0TXBUF = CH[3];                // tieto seuraavasta kanavasta 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    UCB0TXBUF = 0x00;                // tyhjän lähetys että saadaan lloput datat 
piiriltä 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    } 
     
    if(kanava_CH0){ 
    P4OUT = 0x03;                     // nostetaan ADC_CONV 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01;                     // lasketaan ADC_CONV 
    UCB0TXBUF = CH[4];                // tieto seuraavasta kanavasta 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    UCB0TXBUF = 0x00;                // tyhjän lähetys että saadaan lloput datat 
piiriltä 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    } 
     
    if(kanava_CH1){ 
    P4OUT = 0x03;                     // nostetaan ADC_CONV 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01;                     // lasketaan ADC_CONV 
    UCB0TXBUF = CH[0];                // tieto seuraavasta kanavasta 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    UCB0TXBUF = 0x00;                // tyhjän lähetys että saadaan lloput datat 
piiriltä 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF;     
    } 
     
    while(!(IFG2 & UCA0TXIFG)); 
    UCA0TXBUF = 0x23;  // lähetetään paketti $ 
    for (i=0; i<kanava_maara*2; i++){ 
    while (!(IFG2 & UCA0TXIFG)); 
    UCA0TXBUF = Muisti[i]; 
    } 
    while (!(IFG2 & UCA0TXIFG)); 
    UCA0TXBUF = 0x24;  // endinä # 
    P1OUT ^= 0x08; 
    break; 
     
    case 1:    // tallenetaan muistiin 
    if(kanava_X){ 
    P4OUT = 0x03;                     // nostetaan ADC_CONV 
    for(i = 0xF; i > 0; i--); 
    P4OUT = 0x01;                     // lasketaan ADC_CONV 
    UCB0TXBUF = CH[1];                // tieto seuraavasta kanavasta 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF;            // siirretään rammiin paikalle m 
    m++; 
    UCB0TXBUF = 0x00; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    } 
     
    if(kanava_Y){ 
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    P4OUT = 0x03; 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01; 
    UCB0TXBUF = CH[2]; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    UCB0TXBUF = 0x00; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    } 
     
    if(kanava_Z){    
    P4OUT = 0x03; 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01; 
    UCB0TXBUF = CH[3]; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    UCB0TXBUF = 0x00; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    } 
     
    if(kanava_CH0){    
    P4OUT = 0x03; 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01; 
    UCB0TXBUF = CH[4]; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    UCB0TXBUF = 0x00; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    } 
     
    if(kanava_CH1){    
    P4OUT = 0x03; 
    for(i = 0; i < 0xf; i++); 
    P4OUT = 0x01; 
    UCB0TXBUF = CH[0]; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    UCB0TXBUF = 0x00; 
    while (!(IFG2 & UCB0RXIFG)); 
    Muisti[m] = UCB0RXBUF; 
    m++; 
    }  
     
    k++; 
    break; 
     
    defaut: 
      // vikaa 
      break; 
  } 
} 
 
