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Valohoito on ultraviolettisäteisiin perustuvaa hoitoa, jota annetaan ihosairauksissa 
eripituisina hoitokuureina. Käytössä on useita erilaisia valohoitomuotoja. Lisäksi niitä 
voidaan annostella koko keholle, tai vain tietylle ihoalueelle.  
 
Opinnäytetyössä tutustuttiin .NET arkkitehtuuriin ja toteutettiin lääketieteellisen 
valohoidon määräämiseen tarkoitettu ohjelma. Ohjelman avulla on mahdollista 
valohoidon määräämisen lisäksi tutkia potilaan aiempia valohoitolähetteitä.  
 
Ohjelma tarjoaa käyttäjälle graafisen käyttöliittymän, jonka avulla on mahdollista 
hyödyntää ohjelman palveluja. Ohjelma on käytettävissä Windows-ympäristössä, ja se 
on toteutettu c++ kielellä käyttäen .NET arkkitehtuuria. Tietokannat on toteutettu 
käyttäen Access ohjelmalla luotuja mdb-tietokantoja.  
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Phototherapy is a treatment based on ultraviolet rays. It is administered to skin 
conditions. There are several different types of phototherapy in use. They can be 
administered to the whole body or only certain parts of the skin.  
 
In this thesis the .NET architecture was examined and a program for administering 
phototherapy was developed. It is also possible to examine the patient’s previous 
treatments with this program. 
 
The program uses a graphical interface and it can be run in the Windows environment. 
The program has been developed using the c++ language and it uses the .NET 
architecture. The databases have been created with Access and they use the mdb file 
format. 
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1 Johdanto 
 
 
Tämän opinnäytetyön tarkoituksena oli tutustua Microsoftin .NET – arkkitehtuurin 
ohjelmointiin C++ kielellä ja rakentaa valohoidon määräämiseen tarkoitettua ohjelmaa.  
 
Ohjelman tarkoituksena on antaa valohoitoa määräävälle lääkärille mahdollisuus 
valohoitolähetteen tekemiseen sähköisesti. Lääkärin on oltava myös mahdollista tutkia 
potilaan aikaisempia lähetteitä. Rakenteeltaan ohjelma on periaatteessa vain tietokannan 
käyttöliittymä joka sisältää pienen määrän älyä. Rajoitetun ajan johdosta ohjelmoinnissa 
keskityttiin enemmän ohjelman toiminnallisuuden kannalta tärkeisiin luokkiin kuten 
tietokantoihin ja muihin ei visuaalisiin luokkiin, eikä keskitytty käyttöliittymän 
visuaaliseen ilmeeseen tai kaikkien mahdollisien virhetilanteiden etsimiseen. 
  
Opinnäytetyössä käsitellään .NET arkkitehtuuria työpöytäsovellusten kannalta eikä 
palvelinpuolen ratkaisuja käsitellä. Yleensä .NET-sovellukset ovat juuri palvelinpuolen 
sovelluksia. Lisäksi ohjelma on kirjoitettu C++ kielellä mikä myös poikkeaa 
normaalista .NET käytännöstä kirjoittaa ohjelma C# kielellä. 
 
Tässä työssä käytetään String typpisistä oliosta nimitystä merkkijono. Kun puhutaan 
nimiavaruuksista ja muista .NET arkkitehtuurin komponenteista käytetään C++ tyylistä 
nimeämiskäytäntöä. 
 
Ohjelman lähdekoodia ei ole kokonaisuudessaan esitetty paperilla sen suuren koon 
vuoksi (noin 8500 riviä). Sen sijaan lähdekoodi löytyy liitteenä olevalta CD-ROM 
levyltä 
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2 Käytetyt tekniikat 
 
Seuraavissa kappaleissa käsitellään tarkemmin työssä käytettyjä ja siihen liittyviä 
tekniikoita, kieliä ja käsitteitä. Näitä ei käsitellä tässä perinpohjaisesti vaan ainoastaan 
niiden perusteita käydään läpi, jotta lukija jolle ne eivät ole entuudestaan tuttuja saa 
niihin jonkinlaisen tarttumapinnan.  
 
 
2.1 .NET-arkkitehtuuri 
 
.NET arkkitehtuuri (.NET framework) on Microsoftin kehittämä vastine SUNin Java-
kielelle. .NET koostuu luokkakirjastoista ja virtuaalikoneesta, joka mahdollistaa hallitun 
koodin ajamisen. Hallittu koodi tarkoittaa, että se ajetaan virtuaalikoneen sisällä ja 
valvonnassa. 
 
Virtuaalikone on ohjelma tai ympäristö, jonka sisällä itse ajettava ohjelma toimii. 
Tällöin virtuaalikone pystyy valvomaan ohjelman toimintaa ja huolehtimaan muun 
muassa muistin hallinnasta, sekä ohjelman siististä käyttäytymisestä.  
 
Tehtäessä ohjelmaa virtuaalikoneelle kirjoitetaan ohjelma aluksi jollain korkean tason 
kielellä, jonka jälkeen se käännetään ns. tavukoodiksi (välikieleksi). Kun ohjelmaa 
sitten ajetaan virtuaalikoneessa tulkataan se ajonaikana kullekin alustalle sopivaan 
muotoon. Tästä seuraa se hyvä puoli, että virtuaalikoneelle tehty koodi on ainakin 
teoreettisesti ajettavissa jokaisessa alustassa johon on saatavilla sopiva virtuaalikone. 
 
Virtuaalikoneen huonona puolena on se että siinä ajettu koodi on hitaampaa kuin 
suoraan kohdelaitteen konekielelle käännetyssä ohjelmassa. Lisäksi järjestelmältä 
vaaditaan lisää resursseja, koska sen täytyy ajaa ajettavan ohjelman lisäksi myös itse 
virtuaalikonetta. 
 
  
7 
2.1.1 CLR 
 
.NET arkkitehtuuriin kuuluvaa ajoympäristöä tai virtuaalikonetta kutsutaan nimellä 
Common Language Runtime (CLR). CLR:ssa ajettavasta tavukoodista Microsoft 
käyttää nimiä Microsoft Intermediate Language (MSIL), Common Intermediate 
Language (CIL) tai pelkästään Intermediate Language (IL). /1/ 
 
.NET arkkitehtuuri tukee noin 20 eri kieltä, jotka voidaan kääntää MSIL-koodiksi. 
Näistä tärkeimpinä ovat C#, Visual Basic .NET ja Managed C++. /1/ 
 
Ajettaessa MSIL-koodia ei perinteisestä virtuaalikone-tyylistä poiketen tulkata vaan se 
käännetään natiiviksi koodiksi ajon aikana käyttäen menetelmä nimeltä just-in-time 
compilation (JIT). JIT-kääntäjä kääntää MSIL-koodia konekielelle sitä mukaa kun uusia 
metodeita kutsutaan ohjelmassa. Konekielelle käännetty koodi sijoitetaan tämän jälkeen 
puskuriin, jolloin sitä ei tarvitse kääntää enää uudelleen ohjelman kuluessa. JIT:n etuna 
perinteiseen tulkkaamiseen nähden on nopeus, joka lähestyy natiivin koodin nopeutta. 
Haittapuolena taas on suurempi muistin kulutus. /1,3/ 
 
 
Kuva 2.1.1.1 .NET arkkitehtuurin rakenne. 
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Kuva 2.1.1.2 CLR:n rakenne ja tehtävät. 
 
 
2.1.2 Luokkakirjastot 
 
.NET tarjoaa suuren joukon valmiita luokkia, joiden tarkoitus on nopeuttaa ohjelmien 
kehittämistä tarjoamalla kehittäjille valmiin tavan käsitellä käyttöliittymä 
komponentteja, tiedonsiirtoa, tekstiä, dataa ja käyttöjärjestelmän palveluita. Näistä 
kirjastoista käytetään nimiä Base Class Library (BCL) ja Framework Class Library 
(FCL). Nämä kirjastot ovat saatavilla kaikissa .NET arkkitehtuurin tukemissa kielissä, 
ja niihin viitataan saman tyylisesti kielestä riippumatta. Esimerkiksi: 
C++ (v1.1) System::Windows::Forms::Form 
C#   System.Windows.Forms.Form 
VB.NET System.Windows.Forms.Form 
 
.NET arkkitehtuuri mahdollistaa, että kaikki sillä toteutetut komponentit ovat 
käytettävissä kaikilla mahdollisilla .NET arkkitehtuuria tukevilla kielillä, riippumatta 
siitä millä kielellä alkuperäinen komponentti on kirjoitettu. Kehittäjä ei tietenkään ole 
sidottu näihin valmiisiin komponentteihin vaan hän voi tarvittaessa luoda niitä lisää. /3/ 
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2.1.3 .NET:n tulevaisuus 
 
Tässä työssä käytettiin .NET arkkitehtuurin versiota 1.1 ja sovelluskehittimenä Visual 
Studio .NET 2003 –kehitysympäristöä. .NET ympäristöstä on kuitenkin ilmestynyt 
myös uudempia versioita: 
 
Versio Julkaisupäivä Oletuskehitysympäristö 
1.0 RTM 2002-01-05 Visual Studio .NET 
1.1 RTM 2003-04-01 Visual Studio .NET 2003 
2.0 RTM 2005-11-07 Visual Studio .NET 2005 
3.0 RTM 2006-11-06 - 
Taulukko 2.1.3.1 .NET-arkkitehtuurin pääversiot  /1/ 
 
Eri versioiden välillä on melko suuriakin eroja, esimerkiksi versiosta 2.0 eteenpäin 
managed C++ syntaksia on viety lähemmäs muita kieliä ja alkuperäistä C++.  
 
Vaikka .NET arkkitehtuuri onkin tarkoitettu lähinnä Microsoftin Windows-perheen 
käyttöjärjestelmiin on siitä olemassa myös kehitteillä vaihtoehtoisia versioita. MONO 
sisältää CLR:n ja C# kääntäjän lisäksi muitakin työkaluja on edennyt jo versioon 1.1.18. 
Toinen vastaava on DotGNU-projekti, jonka uusin versio on 0.7.2. Molemmat ovat 
avoimia implementaatioita ja mahdollistava MSIL-kielisten ohjelmien ajamisen 
esimerkiksi GNU/Linux, FreeBSD ja Solaris ympäristöissä. Yhteensopivuus ei ole vielä 
tietenkään täysin aukotonta, mutta molempien kehitys on aktiivista. Ulkopuoliset 
implementaatiot ovat mahdollisia, koska sekä .NET arkkitehtuuri (ECMA 335 ja 
ISO/IEC 23271) että C# kieli (ECMA 334 ja ISO/IEC 23270) ovat standardoitu. /1,3,4/ 
 
Vaikka .NET arkkitehtuuri on ollut käytössä lähinnä server-puolella, voidaan sen olettaa 
yleistyvän myös client-puolella. Tuleva Windows Vista käyttöjärjestelmä sisältää 
alustavien tietojen mukaan hallittua koodia. Lisäksi se tukee .NET arkkitehtuuria 
suoraan, joten siihen ei tarvitse asentaa erikseen .NET arkkitehtuurin vaatimaaWindows 
komponenttia.  Myös hallitun koodin helppous suhteessa natiiviin koodiin helpottaa 
ainakin aloittelevien ohjelmoijien tutustumista siihen, koska heidän ei tarvitse huolehtia 
esimerkiksi muistin hallinnasta. /6/ 
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2.1.4 Managed c++ 
 
Managed C++, joka tunnetaan myös nimellä Managed Extensions for C++ tarkoittaa 
Microsoftin luomaa lisäystä C++ kieleen. Sen tarkoituksena on mahdollistaa .NET 
arkkitehtuuriin kohdennettujen ohjelmien tuottamisen C++ kielellä käyttäen silti lähes 
tavanomaista C++  syntaksia. C++ poikkeaa muista .NET arkkitehtuurin tukemista 
kielistä siinä mielessä, että sen avulla on mahdollista tuottaa ohjelmia, jotka 
kommunikoivat suoraan sekä .NET arkkitehtuurin avulla tuotettujen ohjelmien, että 
myös natiivien Windows ohjelmien kanssa. Sen avulla on myös mahdollista sijoittaa 
natiivia koodia .NET ohjelman mukaan. 
 
Suurimpana erona Managed C++:n ja normaalin C++:n välillä on CLR:n tarjoama 
automaattinen muistin hallinta eli roskien keräys (Garbage Collection). Tämän johdosta 
ohjelman kehittäjä ei tarvitse huolehtia mustin vapauttamisesta, sillä CLR huolehtii, että 
turhat oliot poistetaan muistista. Roskien keräämisen huonona puolena on se, että 
moniperintää ei tueta. /7/ 
 
Roskien kerääminen otetaan käyttöön käyttämällä __gc avainsanaa luokkaa 
määriteltäessä. Roskien keräämistä voidaan käyttää myös taulukoiden, liittymien 
(Interface) ja osoittimien kanssa. On myös mahdollista käyttää avainsanaa __nogc 
jolloin roskien keruu ei ole käytössä kyseiselle luokalle. Tällöin on mahdollista käyttää 
moniperintää. /7/ 
 
.NET arkkitehtuurin 2.0 versiosta lähtien Managed C++ on korvattu C++/CLI 
spesifikaatiolla (ECMA-372). C++/CLI sisältää suuria syntaksimuutoksia verrattuna 
vanhaan Managed C++ spesifikaation. Esimerkiksi __gc luokka tyylisestä notaatiosta on 
luovuttu ja sen tilalla käytetään notaatiota gcnew. /8/ 
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2.1.5 .NET ohjelman kääntäminen ja suorittaminen käytännössä 
 
Kun halutaan luoda uusi .NET ohjelma, on se helpointa wizardia hyväksikäyttäen. 
Wizard käynnistyy valitsemalla File valikosta New->project valinta. Tämän Jälkeen 
wizardista voidaan valita minkälainen ohjelma halutaan luoda (mm. MFC, .NET, 
windows API, jne…), mihin se talletetaan ja minkä niminen se on.  
 
Kuva 2.1.5.1 Uuden ohjelman luontia wizardin avulla  
 
Kun vaihtoehdoksi valitaan ”Windows Forms application .NET” luo wizard valmiiksi 
formin nimeltä Form1. IDE:n vasemmassa reunassa näkyvät valittavissa olevat 
komponentit, joita voidaan lisätä formille. Oikeassa reunassa taas näkyvät valitun 
objektin ominaisuudet, eli tässä tapauksessa Form1:n. Näitä muuttamalla pystytään 
helposti muuttamaan objektien käyttäytymistä ja ulkonäköä.  
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Kuva 2.1.5.2 IDEn näkymä 
 
Luodaan seuraavaksi lomakkeelle Button ja label tyyppiset oliot. Tämä tapahtuu 
valitsemalla haluttu objekti toolbox valikosta ja vetämällä sen jälkeen hiirellä halutun 
kokoinen ruutu form objektille. Tämän jälkeen objekti ilmaantuu halutun kokoisena 
haluttuun paikkaan.  
 
 
Kuva 2.1.5.3 Formille luotuja objekteja 
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Kaikki IDE:n luomat oliot ja niiden ominaisuudet ovat vain tekstitiedostossa olevia 
koodin pätkiä, ja niitä voidaan aivan yhtä hyvin luoda suoraan käsin. Designerin tehtävä 
onkin vain nopeuttaa työskentelyä ja helpottaa lopputuloksen näkemistä. 
 
Jos halutaan luoda napille Button1 esimerkiksi painamisesta johtuva event tapahtuu se 
kaksoisklikkaamalla nappia. Kaksoisklikkaaminen aktivoi kunkin objektin yleisimmän 
eventin ja sitä pääsee muokkaamaan. Toinen Designerin tarjoama mahdollisuus luoda 
eventtejä on properties valikon salama-painikken takaa aukeava valikko, jossa on 
näkyvissä kaikki kyseiselle objektille mahdolliset eventit.  
 
Kun Code-editor ikkuna aukeaa voidaan onClick metodiin kirjoittaa esimerkiksi  
label1->Text = S"Testi";,  joka saa label1 otsikon tekstin muuttumaan muotoon 
Testi. Kun koodinpätkää kirjoitetaan tarjoaa IDE kaikkia kyseisen olion metodeja. Tämä 
ominaisuus on nimeltään intellisense, ja se nopeuttaa kehitystyötä merkittävästi..  
 
 
Kuva 2.1.5.4 Intellisense 
 
Lopulta ohjelma voidaan kääntää painamalla ctrl+f5 tämä kääntää ja ajaa ohjelman 
ilman debuggeria.  
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Kuva 2.1.5.5 Ohjelma ajossa 
 
 
2.2 Relaatiotietokannat 
 
Relaatiotietokanta on tietokanta, jossa tiedot esitetään taulujen ja niiden välisten 
yhteyksien avulla. Tarkoituksena on, että tieto sijaitsee vain yhdessä paikassa, ja sen eri 
ilmentymät esitetään yhteyksien avulla. Relaatiotietokannan etuna on helppo 
päivitettävyys, sillä tietoa tarvitsee päivittää vain yhteen paikkaan. /9/ 
 
Kuva 2.2.1 Relaatiotietokanta 
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Relaatiotietokannan taulujen tiedot esitetään tietueiden ja kenttien avulla. Kukin 
yksittäinen tieto relaatiotietokannassa voidaan hakea ainakin ilmoittamalla taulun nimi, 
perusavaimen kentän nimi ja avaimen arvo sekä haettavan tiedon kentän nimi. Kun 
relaatiotietokannasta haetaan tai talletetaan tietoa käytetään usein ns. SQL-kyselyjä. 
Tunnettuja relaatiotietokanta ohjelmistoja ovat mm. MySql, Ms Access ja Oracle. 
Näistä käytetään usein virheellisesti nimitystä relaatiotietokanta, vaikka oikeampi 
nimitys olisi tietokannan hallintajärjestelmä Relational Database Management Systems 
(RDBMS). /9/ 
 
 
2.3 SQL 
 
Structured Query Language (SQL) on IBM:n kehittämä standardoitu kyselykieli, jolla 
relaatiotietokantaan voidaan tehdä erilaisia hakuja, muutoksia ja lisäyksiä. SQL on 
Ansi/ISO standardoitu, mutta eri relaatiokannan hallintajärjestelmät saattavat käyttää 
hieman toisistaan eroavaa syntaksia. /10/ 
 
SELECT-lauseen avulla voidaan tietokannasta palauttaa rivejä. SELECT-lauseen tulos 
on joukko rivejä, joita kutsutaan nimellä tulostaulu. SELECT-lauseen syntaksi on 
seuraavanlainen SELECT sarakkeet FROM taulu WHERE ehto ORDER BY sarake 
jossa sarakkeet kertovat haluttujen sarakkeiden nimet, taulu kertoo halutun taulun nimen 
ja ehto halutun ehdon ja sarake halutun sarakkeen, jonka mukaan lajitellaan. 
 
Esimerkiksi seuraava lause palauttaa henkilo taulusta kaikki sarakkeet riveiltä, joissa 
etunimi on matti. Rivit järjestetään sukunimen mukaan.  
SELECT * FROM henkilo WHERE etunimi = ’matti’ ORDER BY sukunimi 
 
Jos taas halutaan palauttaa vain joitain sarakkeita, voidaan ne määritellä. 
SELECT sukunimi FROM henkilo WHERE henktunnus = 123  
 
INSERT lauseen avulla taas voidaan lisätä uusia rivejä tauluun. Sen syntaksi on 
seuraava  INSERT INTO taulu (sarake1, sarake2) VALUES (arvo1, arvo2). Tauluun 
taulu lisätään tietue, jonka sarakkeen sarake1 arvo on arvo1 ja sarakkeen sarake2 arvo 
on arvo2. 
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Seuraava lause lisää henkilo tauluun uuden henkilön.  
INSERT INTO henkilo (henktunnus, etunimi, sukunimi, tyopiste) VALUES 
(452, ’Heikki’, ’Henkilö’, 2); 
 
UPDATE-lauseella voidaan olemassa olevia rivejä päivittää tai muuttaa. UPDATE 
taulu SET sarake1 = arvo1 WHERE sarake2 = sarake2; asettaa sarake1n arvoksi arvon 
arvo1 riveillä, joissa sarakken2 arvo on arvo2. 
 
Esimerkiksi seuraava lause muuttaa henkilön, jonka henktunnus on 123 tyopisteeksi 
tyopisteen numero 2  
UPDATE henkilo SET tyopiste = 2 WHERE henktunnus = 123; 
 
 
2.4 Olio-ohjelmointi 
 
Olio ohjelmointi tarkoittaa ohjelmointitapaa, joka perustuu luokkiin. Luokat ovat 
olioiden malleja, jotka sisältävät tiedon siitä millaisia muuttujia ja metodeja olio tulee 
sisältämään. Kun ohjelma ajetaan halutut oliot luodaan luokkien mallien mukaan. 
Tällöin käytetään nimitystä ilmentymä, eli oliot ovat luokkien ilmentymiä.  
 
Olio ohjelmoinnin edut perinteiseen ns. proseduraaliseen ohjelmointiin nähden ovat 
periytyminen, koodin uudelleenkäytettävyys ja koodin helpompi hahmottaminen 
(ihmiselle).  
 
Periytyminen tarkoittaa että aiemmin luodusta luokasta(yliluokka) voidaan periyttää 
uusi luokka(aliluokka), joka perii kaikki yliluokan ominaisuudet. Luokka perii myös 
yliluokkansa perimät ominaisuudet. Aliluokalle voidaan myös määritellä uusia 
ominaisuuksia, ja sen perimiä ominaisuuksia voidaan määritellä uudelleen. On myös 
mahdollista periyttää aliluokka useammasta kuin yhdestä yliluokasta. Tätä kutsutaan 
moniperiytymiseksi. Esimerkkinä periyttämisestä voidaan ajatella vaikkapa luokkaa 
eläin josta on periytetty luokat lintu ja kala. /2/ 
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Luokkiin liittyy lisäksi näkyvyys. Näkyvyyden avulla voidaan määritellä halutaanko 
luokan muuttujien ja metodien olevan käytettävissä luokan ulkopuolelta, ja halutaanko 
niiden periytyvän aliluokille.  
  
 
2.5 C++ kielen perusteita 
 
Käydään seuraavaksi läpi joitain c++ kielen rakenteita, joita on käytetty ohjelmassa. 
Yleisesti c++ kielessä lauseet loppuvat puolipisteeseen ;. Lohkot ympäröidään 
aaltosulkeilla {} ja kommentit joko ympäröidään /* */ merkeillä, tai jos ne ovat 
yksirivisiä niin niiden eteen sijoitetaan //. /2/ 
 
Luokkaa esiteltäessä käytetään seuraavanlaista syntaksia: 
 
class lintu : public elain { 
    private: 
        double lentonopeus; 
    public: 
        string vari; 
        lintu() 
        { 
          lentonopeus = 0; 
        }  
         
        lintu(double ln) 
        { 
          lentonopeus = ln; 
        } 
         
        double palautalentonopeus() 
        { 
            return lentonopeus;             
        } 
} 
 
Luokan esittely alkaa avainsanalla class, jonka jälkeen seuraa luokan nimi ja 
mahdollisen yliluokan nimi on esitetty kaksoispisteen jälkeen. Tämän jälkeen aletaan 
esitellä luokan metodeja ja muuttujia. Ennen ominaisuuksien esittelyä voidaan 
määritellä niiden näkyvyysalue, kuten tässä on tehty. Double tyyppisen muuttujan 
lentonopeus näkyvyysalue on asetettu tilaan private. Public tyyppisiä muuttujia luokalla 
on vari. Tätä muuttujaa voidaan käsitellä suoraan olion ulkopuolelta. /2/ 
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Metodi palautalentonopeus on myös public muotoinen, ja se palauttaa olion lentonopeus 
muuttujan, johon siis olisi muuten mahdotonta päästä käsiksi olion ulkopuolelta. 
Luokalla on myös kaksi muuta metodia, jotka on nimetty luokan nimen mukaan. Näillä 
metodeilla ei ole lainkaan palautusarvoja, ja niitä kutsutaan, kun olio luodaan. Näitä 
metodeja kutsutaan konstruktoreiksi. Lintu luokalla on kaksi konstruktoria, joiden 
parametrit ovat erilaiset. Kun metodeilla on samat nimet, mutta erilaiset parametrit 
kutsutaan ilmiötä ylikuormittamiseksi. Tällöin suoritettava metodi valitaan sen mukaan 
millaisia parametreja sille annetaan. /2/ 
 
Kun halutaan kutsua jotain sen metodia se tapahtuu syntaksilla olio.metodi. Alla 
olevassa koodissa luodaan uusi lintu tyyppinen olio nimeltään kotka, jonka 
konstruktorille annetaan parametriksi 5. Jos tarkastellaan lintu luokan konstruktorin 
koodia huomataan, että tämän tyylinen konstruktori sijoittaa parametrinaan saadun 
arvon olion lentonopeus muuttujaan. Tämän jälkeen olion lentonopeus sijoitetaan arvo 
nimiseen muuttujaan ja kotka olion vari muuttujan arvoa muutetaan. /2/ 
 
double arvo; 
lintu kotka(5); 
arvo = kotka.palautalentonopeus(); 
kotka.vari = ”musta”; 
 
C++ kielessä on myös mahdollista käyttää osoittimia. Osoittimet osoittavat johonkin 
muuhun arvoon (muuttuja, olio), joka sijaitsee jossain tietokoneen muistissa, tämän 
muistipaikan osoitteen avulla. Seuraavaksi on esitetty sama esimerkki kuin yllä, mutta 
tällä kertaa olio luodaan osoittimen avulla. /2/ 
 
double arvo2; 
lintu * pulu = new lintu(5); 
arvo2 = pulu->palautalentonopeus(); 
pulu->vari = ”valkoinen”; 
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Jos halutaan testata jonkun ehdon paikkansapitävyyttä voidaan se tehdä ehtolauseella. 
Ehtolauseen tai if-lauseen syntaksi on: 
 
if (ehto)  
{ 
    lause1; 
} 
else  
{ 
    lause2; 
    lause3; 
} 
 
Jos ehtolauseen ehto toteutuu suoritetaan vain lause1, muussa tapauksessa suoritetaan 
vain lause2 ja lause3. If-lauseen kaarisulut voidaan poistaa, jos suoritetaan vain yksi 
lause. Ehtolauseessa käytettävät vertailuoperaattorit ovat: 
 
== yhtä suuri kuin 
!= erisuuri kuin 
> suurempi kuin 
< pienempi kuin 
>= suurempi tai yhtä suuri kuin 
<= pienempi tai yhtä suuri kuin 
Taulukko 2.5.1 Vertailuoperaattorit 
 
while-lauseen lauseita toistetaan niin kauan kuin ehto pysyy voimassa. Ehto tarkastetaan 
ennen jokaista kierrosta. /2/ 
 
While (ehto) 
{ 
    lause1; 
    lause2; 
} 
 
 
For-lause sisältää kolme parametria. joista ensimmäinen alustaa silmukan(esim. laskurin 
nollaus), toinen kertoo ehdon, eli kuinka kauan silmukkaa suoritetaan. Kolmas 
parametri kertoo mitä tapahtuu kun silmukka on käyty läpi (esim. laskurin kasvatus). 
Yleensä for-lauseet muistuttavat alla olevaa esimerkkiä, jota toistetaan kymmenen 
kertaa. /2/ 
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int i; 
for (i=0; i<10; i++) 
{ 
    lause1; 
    lause2; 
} 
 
Kun halutaan tarkastella jonkun muuttujan arvoa ja toimia sitten sen mukaan, voidaan 
käyttää switch avainsanaa. Switch avainsanan jälkeen sulkuihin sijoitetaan tutkittava 
muuttuja, jonka jälkeen suoritetaan muuttujan arvoa vastaavan case lauseesta alkava ja 
break lauseeseen päättyvä lohko. Esimerkiksi jos alapuolisessa koodissa muuttujan 
arvona on 0, suoritetaan metodia.  Jos taas muuttujan arvona on 1 suoritetaan metodib.  
/2/ 
 
switch(muuttuja) 
{ 
  case 0: 
    metodia; 
  break; 
  case 1: 
    metodib; 
  break; 
} 
 
Poikkeukset ovat poikkeamia ohjelman normaalista toiminnasta. Poikkeus voisi seurata 
esimerkiksi siitä, että yritetään tallentaa tiedostoa, joka on jo käytössä. C++ tarjoaa 
ohjelman ajonaikaisten virheiden käsittelyyn avainsanat try ja catch. Seuraava esimerkki 
valottaa niiden toimintaa: /2/ 
 
try  
{ 
  poikkeavametodi(); 
} 
catch (int e) 
{ 
  ilmoitus1(); 
} 
catch (char c) 
{ 
  ilmoitus2(); 
} 
 
Mahdollisen poikkeuksen aiheuttava koodi sijoitetaan try lohkoon. Mahdollisen 
poikkeuksen sattuessa siirrytään sopivaan catch lohkoon sen mukaan millaisen 
poikkeuksen metodi on heittänyt. 
 
  
21 
3 SVHK 
 
 
Seuraavissa kappaleissa käsitellään itse ohjelman rakennetta ja toimintaa. Lisäksi 
selostetaan miksi valittuihin ratkaisuihin on päädytty. 
 
 
3.1 Yleistä ohjelma toiminnasta 
 
Ohjelman käynnistyessä se näyttää käyttäjälle ns. splash-ruudun, jossa näkyy ohjelman 
nimi, versio ja muita mahdollisia tietoja. Tämän tarkoituksena on paitsi informoida 
käyttäjää ohjelmasta, myös näyttää käyttäjälle jonkinlaista toimintaa sillä aikaa, kun 
ohjelma avaa tietokantayhteyksiä. 
 
 
Kuva 3.1.1 Ohjelman splash-ruutu 
 
Seuraavaksi ohjelma antaa käyttäjälle mahdollisuuden kirjautua sisään ohjelmaan. 
Käyttäjän on tässä vaiheessa pakko syöttää pätevä käyttäjätunnus ja salasana 
yhdistelmä. Tässä vaiheessa on myös mahdollista vaihtaa ohjelman kieltä valikon 
kautta. 
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Kuva 3.1.2 Kirjautuminen. 
 
Seuraavaksi käyttäjä pääsee syöttämään potilaan tietoja. Syötettäessä potilaan suku ja 
etunimeä hakee ohjelma vanhojen potilaiden nimien loppuosan tietokannasta. 
Painettaessa tämän jälkeen enter-näppäintä ohjelma hakee potilaan tiedot tietokannasta 
ja täyttää lomakkeen kentät. Potilaita on myös mahdollista hakea henkilötunnuksen 
avulla. Tietenkin myös uuden potilaan tietojen syöttäminen onnistuu. Muutokset 
tallennetaan ”tallenna muutokset” painikkeen avulla. 
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Kuva 3.1.3 Potilaan tiedot 
 
Seuraavalta välilehdellä täytetään itse valohoitolähete. Halutut diagnoosit valitaan 
lomakkeen alalaidassa olevasta datagrid komponentista. Diagnooseja voidaan hakea 
joko tunnuksen tai nimen perusteella. Tämän jälkeen valitaan diagnooseista halutut ja 
haetaan tarvittaessa lisää uusilla hakuehdoilla. Valitut diagnoosit jäävät näkymään, 
vaikka uusia hakuja suoritettaisiin. Tämän välilehden tiedot talletetaan tietokantaan 
painamalla ”tallenna muutokset” painiketta. 
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Kuva 3.1.4 Hoitomääräyksen tiedot 
 
Kolmannella välilehdellä on näkyvissä potilaan aiemmat valohoitolähetteet. 
Valitsemalla joku lähetteistä saadaan alareunaan näkyviin lähetteeseen kuuluvat 
diagnoosit. Tämän välilehden tietoja ei voida muuttaa. 
 
 
Kuva 3.1.5 Hoitomääräyshistoria 
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3.2 Yleistä ohjelma rakenteesta 
 
Ohjelma koostuu seuraavanlaisista luokista: 
• Diagnoosi Pitää sisällään diagnoosin vaatimat tiedot 
• Diagnoositietokanta Huolehtii diagnoosi-olioiden sisältämien tietojen 
tallentamisesta tietokantaan, sekä samaisten tietojen palauttamisesta. 
• Hoitomääräys Pitää sisällään hoitomääräykseen kuuluvat tiedot 
• Hoitomääräystietokanta Huolehtii hoitomääräys olioiden sisältämien 
tietojen tallentamisesta tietokantaan, sekä samaisten tietojen palauttamisesta 
• i18n  Huolehtii lokalisoinnista 
• Potilas  Pitää sisällään potilaan henkilötiedot 
• Potilastietokanta Huolehtii potilas olion tietojen tallentamisesta tietokantaan, 
sekä niiden palauttamisesta tietokannasta 
• User  Pitää sisällään käyttäjän henkilötiedot 
• Usertietokanta Huolehtii user olion tietojen tallentamisesta tietokantaan, 
sekä niiden palauttamisesta tietokannasta. 
  
Kukin luokan esittely sijaitsee luokan nimen mukaisessa header tiedostossa (esimerkiksi 
diagnoositietokanta.h). Luokkien toteutukset sijaitsevat saman prinsiipin mukaisesti 
nimetyssä .cpp tiedostossa (esimerkiksi diagnoositietokanta.cpp).  
 
Näiden lisäksi ohjelmaan kuuluu System::Windows::Forms::Form luokasta periytettyjä 
oliota, jotka vastaavat kutakin näkyvää lomaketta. Nämä luokat pitävät sisällään vielä 
suuren määrän olioita, jotka vastaavat kutakin näytöllä näkyvää elementtiä kuten 
esimerkiksi painiketta tai tekstikenttää. Näitä ei ole tässä kuitenkaan eroteltu. 
 
• Admin_form 
• Form1 
• logon_form 
• main_form 
• salasana_dialog 
• splash 
• user_dialog 
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Näiden olioiden sijainti tiedostoissa noudattaa samaa periaatetta kuin aikaisemmin 
käsitellyt oliot, sillä poikkeuksella, että tapahtumakäsittelijöiden koodi on sijoitettu 
header tiedostoihin, joihin Visual Studio sen sijoittaa kun luodaan 
tapahtumakäsittelijöitä Designer moodissa. 
 
Kutakin oliota metodeineen käsitellään lähemmin kohdassa lähdekoodi. 
 
 
3.3 Tietokannat 
 
Ohjelmaan kuuluvat seuraavat tietokannat: 
Diagnoosit: Pitää sisällään tiedot kaikista mahdollisista diagnooseista, jotka voidaan 
määrätä.  
Hoitomääräykset: Sisältää hoitomääräykset, jotka lääkäri on määrännyt. 
Potilaat: Sisältää kaikki potilaat 
Users:Sisältää kaikki henkkilöt, jotka voivat määrätä valohoitoa 
 
Seuraavaksi käydään läpi kunkin tietokannan sisältö. 
 
Kuva 3.3.1 Ohjelman tietokannat 
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3.3.1 Diagnoosit 
 
Diagnoosit-tietokanta sisältää kolme taulua Kielet, Selostukset ja Tunnukset 
 
Kuva 3.3.1.1 Diagnoosit-tietokannan rakenne 
 
 
 
Kuva 3.3.1.2 Selostukset-taulun rakenne 
 
Selostukset-taulu sisältää jokaisen diagnoosin tiedot. Mahdolliset diagnoosit, joista 
esiintyy kaksi tai useampaa erikielistä versiota esiintyvät siis niin monta kertaa kuin eri 
kielisiä versioita löytyy. Alla oleva ote selostukset-taulun sisällöstä selventää asiaa.   
 
 
Kuva 3.3.1.3 Esimerkki Selostukset-taulun sisällöstä. 
 
Kielet-taulu sisältää kunkin kielen nimen ja sitä vastaavan numeron, joka löytyy em. 
selostukset-taulusta. Tunnukset-taulu sisältää tällä hetkellä vain kunkin diagnoosin 
tunnusta vastaavan tunnuksen. Tunnukset-taulu on näin ollen tällä hetkellä aivan turha, 
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mutta se on sisällytetty tietokantaan, koska siihen on mahdollista lisätä esimerkiksi 
kuhunkin diagnoosiin mahdollisesti liittyvät lääkitykset, tai muuta tietoa. Kun tieto 
lisätään Tunnukset tauluun, se ei ole riippuvaista kunkin diagnoosin tietyn kielisestä 
nimestä, vaan itse diagnoosista. 
 
  
3.3.2 Hoitomääräykset 
 
Hoitomääräykset-tietokanta sisältää kaikki määrätyt valohoidot. 
 
Kuva 3.3.2.1 Hoitomääräykset tietokannan sisältö 
 
Hoitomääräys-taulun COLUMNIEN merkitykset selviävät alla olevasta kuvasta (kuva 
XXX). Tästä on huomioitava, että hoitomääräystä tehtäessä on mahdollista määritellä 
kaksi eri valohoitoa. Toinen huomioitava asia on se, että osa sarakkeista on 
tekstimuotoisia sen vuoksi, että käyttäjä voi valita niihin sisällön, joko 
alasvetovalikosta, tai syöttämällä vapaavalintaista tekstiä. Mikäli seuraavaksi näytöksi 
(sarake SEUR_näyt) on valittu vaihtoehto 2, kertoo sarake x_viikon_kulut milloin 
seuraava näyttö on. Muutoin se on täysin käyttämätön. 
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Kuva 3.3.2.2 Hoitomääräykset tietokannan rakenne 
 
 
3.3.3 Potilaat 
 
Potilaat tietokanta pitää sisällään tiedot kaikista potilaista. Potilas taulun tiedot ovat 
melko yksiselitteisiä, ja ne selviävät kuvasta 3.3.3.1. 
 
 
 
Kuva 3.3.3.1 Potilaat tietokannan rakenne 
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3.3.4 Users 
 
Users-tietokanta sisältää tiedot käyttäjistä, joilla on oikeus kirjautua ohjelmaan.  
 
 
 
Kuva 3.3.4.1 Users tietokannan rakenne 
 
status ja level kentät sisältävät tietoa käyttäjn käyttöoikeuksista. Näiden avulla on 
mahdollista esimerkiksi disaploida osa ohjelman toiminnoista. 
 
3.4 Lähdekoodi 
 
Seuraavissa kappaleissa käydään läpi joidenkin ohjelman luokkien lähdekoodia. Tässä 
ei ole esitetty koko lähdekoodia sen suuren koon vuoksi, vaan on tyydytty esittämään 
vain selvitettävän asian kannalta välttämättömät ja sitä täydentävät osat lähdekoodista. 
 
3.4.1 Diagnoosi 
 
Ennen luokan esittelyä diagnoosi.h tiedostossa otetaan käyttöön  nimiavaruudet System 
sekä System::ComponentModel. #pragma once kertoo esikääntäjälle, että 
otsikkotiedosto sisällytetään vain kerran käännökseen. 
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#pragma once 
 
using namespace System; 
using namespace System::ComponentModel; 
 
Seuraavaksi esitellään itse luokka. Luokka on sijoitettu SVHK nimiseen 
nimiavaruuteen, kuten kaikki muutkin ohjelman luokat. Luokka käyttää automaattista 
roskien keräystä, joka kuten jo edellä mainittiin, otetaan käyttöön sijoittamalla _gc 
avainsana luokan esittelyn eteen.  
 
Luokan attribuutit ovat näkyvyysalueeltaan tyyppiä public, jolloin niitä voidaan 
muokata myös olion ulkopuolelta. Luokalla on kaksi konstruktoria, joista toisen avulla 
voidaan sijoittaa suoraan halutut arvot olioon. Lisäksi luokalle on määritelty metodi, 
jonka avulla sen arvot voidaan nollata. Dispose metodi kutsuu 
System::componentModel::Component luokan metodia dispose, jonka avulla voidaan 
vapauttaa komponentin varaamat resurssit. Dispoding parametri kertoo vapautetaanko 
myös roskien keruun piirissä olevat hallitut resurssit. 
 
namespace SVHK 
{ 
  __gc public class diagnoosi :  public  
System::ComponentModel::Component 
 { 
 public: 
  int kielenId; 
  String * kielenNimi; 
  String * selitys; 
  String * tunnus; 
  int id; 
 
   
 
diagnoosi(); 
  diagnoosi(int id, String * Selitys, String * tunnus,  
int kielenId, String * kielenNimi); 
 
  void tyhjenna (); 
  
protected:  
  void Dispose(Boolean disposing) 
  { 
   __super::Dispose(disposing); 
  } 
 
 }; 
} 
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Seuraavaksi tarkastellaan diagnoosi-luokan metodien toteutusta diagnoosi.cpp 
tiedostosta. StdAfx.h tiedosto on Visual Studion luoma otsikkotiedosto, joka sisällyttää 
ohjelmaan mukaan yleisiä systeemin otsikkotiedostoja. Using avainsanalla otetaan tässä 
käyttöön normaalin System nimiavaruuden lisäksi SVHK nimiavaruus, johon edellä 
mainitussa diagnoosi.h tiedostossa sijoitettiin diagnoosi luokan määrittely.  
 
#include "StdAfx.h" 
#include "diagnoosi.h" 
 
using namespace System; 
using namespace SVHK;  
 
Itse metodit ovat melko yksinkertaisia. Konstruktorissa, jossa ei ole lainkaan 
parametreja kutsutaan luokan tyhjenna metodia, joka sijoittaa jokaiseen attribuuttiin 
sopivan tyhjän tai vastaavan arvon. Toinen konstruktori, jossa on parametreja, taas 
asettaa kyseisten parametrien mukaiset arvot luokan attribuutteihin. 
 
diagnoosi::diagnoosi(){ 
diagnoosi::tyhjenna(); 
} 
 
diagnoosi::diagnoosi(int id, String * selitys, String * tunnus,  
int kielenId, String * kielenNimi){ 
 diagnoosi::id = id; 
 diagnoosi::selitys = selitys; 
 diagnoosi::kielenId = kielenId; 
 diagnoosi::kielenNimi = kielenNimi; 
 diagnoosi::tunnus = tunnus; 
} 
 
void diagnoosi::tyhjenna(){ 
 diagnoosi::id = 0; 
 diagnoosi::selitys = S""; 
 diagnoosi::kielenId = 0; 
 diagnoosi::kielenNimi = S""; 
 diagnoosi::tunnus = S""; 
} 
 
 
3.4.2 Diagnoositoetokanta 
 
Diagnoositietokanta luokka käsittelee tietokantoja, joiden käsittelyyn käytetään OleDb 
tyyppistä konnektoria. Kaikki tietokantoihin liittyvät toiminnot ja luokat löytyvät 
System::Data nimiavaruudesta. Tästä nimiavaruudesta löytyvää osuutta kutsutaan 
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nimellä ADO.NET. OleDb on jo ADO.NET:iä vanhempaa perua ja sen on jo osittain 
vanhentunutta. Sen avulla voidaan kuitenkin yhdistyä Microsoftin Access ja Exchange 
ohjelmiin. /11/ 
 
#pragma once 
 
#include "diagnoosi.h" 
 
using namespace System; 
using namespace System::ComponentModel; 
using namespace System::Data::OleDb; 
 
  
namespace SVHK 
{ 
 __gc public class diagnoositietokanta :   
public System::ComponentModel::Component 
 { 
 public: 
 
  diagnoositietokanta(String *tietokanta_file); 
  bool tarkistaTunnus(String *tunnus); 
  bool tarkistaSelostus(String *tunnus, String *selostus, 
 int kieli); 
  void tallennaDiagnoosi(diagnoosi * D); 
  bool tarkistaSelostus(int id); 
  bool lisaaSelostus(String *tunnus, String *selostus,  
int kieli); 
  void lisaaTunnus(String *tunnus); 
  void muokkaaSelostusta(int id, String *tunnus,  
String *selostus, int kieli); 
 
  int palautaSelostusId(String * tunnus, String * selostus, 
 int kieli); 
  int palautaSelostusId(String * tunnus, int numero);  
  int palautaSelostustenMaara(String * tunnus); 
  void palautaDiagnoosi(int id, diagnoosi * D); 
  diagnoosi * palautaDiagnoosit(String * tunnuksenAlku) []; 
  diagnoosi * palautaDiagnoosit2( 
String * selostuksenAlku)[]; 
 
  String * palautaKielenNimi(int kielenId); 
 
  OleDbConnection *conn; 
  String *sqlstr; 
 
 
 protected:  
  void Dispose(Boolean disposing) 
  { 
   __super::Dispose(disposing); 
  } 
 }; 
} 
 
Käydään seuraavaksi tarkemmin läpi joitakin diagnoositietokannan metodeja. 
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Diagnoositietokannan konstruktorissa luodaan tietokantayhteys MDB-tiedostoon. 
Yhteyden luominen aloitetaan luomalla uusi System::Data::OleDb::OleDbConnection 
tyyppinen olio. Tätä luotaessa annetaan sille parametriksi sopiva merkkijono, joka 
sisältää tietokannan tyypin, sijainnin, ja tarvittaessa kirjautumistiedot. Sen jälkeen 
suoritetaan samaisen olion Open metodi. Nyt tietokantayhteys on valmis käytettäväksi, 
olettaen ettei se heittänyt poikkeusta.  
 
diagnoositietokanta::diagnoositietokanta(String *tietokanta_file){ 
 try { 
     conn = new OleDbConnection( 
  String::Concat("PROVIDER=Microsoft.Jet.OLEDB.4.0;Data 
  Source=",tietokanta_file)); 
  
  conn->Open(); 
 } catch (System::Exception *exp) { 
 } 
}  
 
Tarkastellaan seuraavaksi SQL-transaktioita tietokannan ja diagnoosi olion välillä. 
palautaKielenNimi metodi palauttaa halutun id:n mukaisen kielen nimen tietokannasta. 
Aluksi sqlstr nimiseen String (merkkijono) tyyppiseen olioon asetetaan haluttu SQL 
kysely. Tässä käytetään hyväksi String olion Concat metodia, jonka avulla on 
mahdollista yhdistää String tyyppisiä merkkijonoja. Tämän jälkeen luodaan uusi 
System::Data::OleDb::OleDbCommand tyyppinen olio, jolle annetaan parametreiksi 
SQL-kyselyn sisältävä merkkijono ja  aikaisemmin luotu 
System::Data::OleDb::OleDbConnection olio. OleDbComand typpinen olio kuvastaa 
tietokantaan lähetettävää komentoa. Kyseisen olion luominen ei kuitenkaan vielä suorita 
mitään transaktioita tietokannan kanssa. Transaktio tapahtuu vasta kun kyseisen olion 
ExecuteReader metodi suoritetaan. Tämä metodi palauttaa 
System::data::OleDb::OleDbDataReader tyyppisen olion, joka sijoitetaan tätä varten 
luotuun olioon rdr. rdr olio vastaanottaa tämän jälkeen tietokannasta tulleet vastaukset. 
 
rdr()->Read metodilla luetaan ja edetään vastaanotettuja rivejä eteenpäin. rdr()-
>GetString metodi palauttaa vastaanotetun rivin ensimmäiseen sarakkeen arvon. Arvoa 
tutkiessa täytyy tietää sen tyyppi edellä mainittu GetString metodi palauttaa String 
tyyppisen arvon palautus nimiseen merkkijonoon. Jos kyseinen solu sisältääkin 
numeerista tietoa täytyy se palauttaa eri metodilla esimerkiksi GetInt32. Lopuksi 
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OleDbDataReader tyyppinen olio on suljettava Close metodilla, koska 
OleDbDataReader olio varaa koko tietokannan ulostulon itselleen. Lopuksi metodi 
palauttaa palautus nimisen merkkijono, joka nyt sisältä tietokannasta haetun kielen 
nimen. 
 
String * diagnoositietokanta::palautaKielenNimi(int kielenId){ 
sqlstr = String::Concat("SELECT Kielen_nimi FROM kielet WHERE 
 Kielen_tunnus=", Convert::ToString(kielenId), ";");  
 
 OleDbCommand* cmd = new OleDbCommand(sqlstr,conn); 
 OleDbDataReader* rdr = cmd->ExecuteReader(); 
 
 String * palautus; 
 rdr->Read(); 
 if (rdr->HasRows == true){     
  palautus = rdr->GetString(0); 
 } 
 
 rdr->Close(); 
 return palautus; 
}  
 
palautaDiagnoosi metodi muokkaa parametrinaan saamaansa diagnoosi olion 
attribuutteja vastaamaan tietokannassa olevaa tietyn id:n omaavaa diagnoosia. Tämän 
takia diagnoosi olion attribuutit asetettiin public tilaan. Lähdekoodista näemme myös 
erimuotoisten tietojen palauttamisen OleDbDataReader oliolta.  
 
 
void diagnoositietokanta::palautaDiagnoosi(int id, diagnoosi * D){ 
 sqlstr = String::Concat("SELECT * FROM selostukset where ID=", 
    Convert::ToString(id), ";");  
 
 OleDbCommand* cmd = new OleDbCommand(sqlstr,conn); 
 OleDbDataReader* rdr = cmd->ExecuteReader(); 
 
 rdr->Read(); 
 if (rdr->HasRows == true){     
  D->id = rdr->GetInt32(0); 
  D->tunnus = rdr->GetString(1); 
  D->selitys = rdr->GetString(2);  
  D->kielenId = rdr->GetInt32(3); 
  rdr->Close(); 
  D->kielenNimi = diagnoositietokanta::palautaKielenNimi( 
D->kielenId); 
 } 
 else { 
  rdr->Close(); 
 } 
} 
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lisaaSelostus metodi lisää tietokantaan uuden selostuksen. Tiedon lisääminen ei eroa 
tiedon noutamisesta muuten kuin erilaisella SQL-kyselyllä. Transaktio tapahtuu tässäkin 
tapauksessa OleDbDataReader olion Read metodilla. 
 
void diagnoositietokanta::lisaaSelostus(String *tunnus, String 
 *selostus, int kieli){ 
 sqlstr = S"INSERT INTO [selostukset] (tunnus, selostus, kieli) 
 values (\""; 
 sqlstr = String::Concat(sqlstr, tunnus, "\", \""); 
 sqlstr = String::Concat(sqlstr, selostus, " \", ");   
 sqlstr = String::Concat(sqlstr, Convert::ToString(kieli), ");");  
  
 OleDbCommand* cmd = new OleDbCommand(sqlstr,conn); 
 OleDbDataReader* rdr = cmd->ExecuteReader(); 
 rdr->Read(); 
 rdr->Close(); 
} 
 
PalautaselostustenMaara metodi palauttaa tiedon siitä kuinka monta selostusta 
tietokannasta löytyy. OleDbDataReader oliolla ei ole valmista metodia, minkä avulla 
voitaisiin selvittää kuinka monta riviä tietokanta palauttaa. eräs tapa toteuttaa tämä on 
suorittaa OleDbDataReader olion Read metodia niin kauan kuin se löytää uusia rivejä. 
Tämä toteutetaan tutkimalla kuinka monta kertaa read metodi palauttaa totuusarvon true 
ja laskea nämä kerrat. Seuraavassa koodissa nämä lasketaan lukum nimiseen 
muuttujaan, jonka arvo palautetaan metodin lopuksi. 
 
int diagnoositietokanta::palautaSelostustenMaara(String * tunnus){ 
 sqlstr = String::Concat("SELECT ID FROM selostukset where Tunnus=\"", 
     tunnus, "\" ORDER BY ID;");  
 
 OleDbCommand* cmd = new OleDbCommand(sqlstr,conn); 
 OleDbDataReader* rdr = cmd->ExecuteReader(); 
 
 int lukum = 0;  
 while (rdr->Read()){ 
  lukum++; 
 } 
 rdr->Close(); 
 return lukum; 
} 
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3.4.3 I18n 
 
Tarkastellaan seuraavaksi luokkaa i18n. Tämä luokka tarjoaa ohjelmalle 
lokalisointipalveluja. Tämä on toteutettu siten, että ohjelman kansiossa on testitiedosto, 
joka sisältää jokaisen ohjelmassa olevan merkkijonon avaimen ja sen jonkin tietyn 
kielisen vastineen. Tällaisia tiedostoja on monia, ja jokainen on avaimiltaan identtinen 
vain vastineen muuttuessa kielen mukaan.  
 
… 
wrongRightTi  =Riittämättömät oikeudet 
wrongRightTe  =Oikeutesi evät riitä 
typeLabel     =Kirjautumistapa 
ltype1        =Kirjaudu käyttäjänä 
… 
Esimerkki lokalisaatio tiedoston sisällöstä  
 
Tällainen toteutustapa mahdollistaa sen, että käyttäjien on itse mahdollista muokata 
uusia käännöksiä ohjelmasta. 
 
I18n luokan metodi palauta_nimi palauttaa halutun nimisestä tiedostosta avainarvon 
mukaisen merkkijonon. Tekstitiedoston lukemiseen voidaan käyttää 
System:IO::Streamreader oliota, jonka muodostimen parametreina annetaan tiedoston 
nimi sekä haluttu koodaus. Tässä on käytetty koodausta System::Text: 
Encodign::Default, koska haluttiin ottaa mukaan myös ö ja ä kirjaimet. Streamreader 
olion metodi ReadLine lukee rivejä tiedostosta yksi kerrallaan. Tämän jälkeen saatu 
String muotoinen merkkijono muutetaan Char tyyppiseksi taulukoksi. Myös 
palauta_nimi metodin parametrina annettu avainarvo muutetaan Char tyyppiseksi 
taulukoksi. Tällöin näiden vertailu on helpompaa. 
 
Kun StreamReader on lukenut uuden rivin se tarkistaa onko rivi pidempi kuin 
avainarvo, ja jos näin on verrataan sitä avainarvoon. Mikäli tiedostosta luetun rivin alku 
täsmää käydään merkkijonoa läpi kunnes saavutaan = merkkiin. Tämän jälkeen olevat 
merkit muutetaan String tyyppiseksi merkkijonoksi ja palautetaan.  
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String* i18n::palauta_nimi(String* tiedosto, String* haettava_nimi){ 
 try { 
  System::IO::StreamReader *sr = new 
    IO::StreamReader(tiedosto, System::Text::Encoding::Default); 
  System::String *line; 
  line = S""; 
 
  Char merkkijono[];    
   //tähän luetaan tekstitiedoston rivi 
   Char merkkijono2[];    
   //tähän haettava nimi 
  merkkijono2 = haettava_nimi->ToCharArray();  
  System::String *valmis = S"";   
   //vastaus 
 
  int i; 
  int okok = 0;    
//löytyikö (o=ei)   
  while (okok == 0){  
   okok = 1; 
   line = sr->ReadLine(); 
 //luetaan rivi 
   if (line == NULL){   
//tiedosto käyty loppuun eikä löytynyt  
    sr->Close(); 
    return S"__ERROR__";    
   }  
   else { 
    merkkijono = line->ToCharArray();
 //  merkkijonoon   
   } 
 
   if ((haettava_nimi->Length + 1) <  
line->Length){  
//jos txt-rivi pitempi kuin haettava 
   for (i=0; i < haettava_nimi->Length; i++){ 
            if (merkkijono[i] != merkkijono2[i]) { 
      okok = 0; 
    } 
   } 
   }else { 
    okok = 0; 
   } 
  } 
  sr->Close(); 
 
  if (okok==1) { 
   while (merkkijono[i] != '='){ 
    i++; 
   } 
   i++; 
 
   while (i < (line->Length )){ 
    valmis = String::Concat(valmis, 
  Convert::ToString(merkkijono[i])); 
    i++; 
   } 
 
   return valmis; 
  } 
 } 
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 catch(char *Str){}   
} 
 
 
 
3.5 Visuaaliset–luokat 
 
Kaikki näkyvät lomakkeet on periytetty luokasta System::Windows::Forms::Form. 
Formien luominen on helpointa Visual Studion Designer tilassa, jolloin ohjelma näyttää 
Formin visuaalisen mallin, johon voidaan vetää komponentteja, kuten painonappeja, 
tekstikenttiä ja valikoita. Nämä komponentit ovat kuitenkin vain oliota 
System::Windows::Forms nimiavaruudesta, ja niitä voidaan lisätä koodiin myös käsin. 
Koko form kaikkine komponentteineen voidaan siis luoda ilman designerin tukea, mutta 
designer helpottaa komponenttien ladontaa ja tapahtumakäsittelijöiden kirjoittamista. 
Jos em. komponentteja luodaan formille designerin avulla designer sijoittaa ne 
käsiteltävän formin InitializeComponent metodiin, joka ajetaan formin konstruktorissa.   
 
 
3.5.1 Form1 
 
Form1.cpp sisältää ohjelman entry pointin, eli kohdan josta ohjelma käynnistyy. Tämä 
funktio on nimeltään tWinMain. Tässä käytetään avainsanaa APIENTRY, joka selviää 
WINAPI, ja lopulta __stdcall avainsanaksi. Sen saamat parametrit ohjelma saa 
käyttöjärjestelmästä. Näitä ovat hInstance eli ohjelman instanssi, joka identifioi 
ohjelman,   hPrevInstance joka on nykyisissä käyttöjärjestelmissä nolla, lpCmdLine 
joka osoittaa ohjelmalle annettuihin käynnistysparametreihin, sekä viimeisenä 
nCmdShow, joka kertoo minkälaisessa ikkunassa ohjelma pyydetään käynnistymään. 
 
Seuraavaksi asetetaan ohjelma yhden säikeen ohjelmaksi, asettamalla sen 
ApartmentState attribuutti arvoksi STA. Application::run metodin parametrina on 
annettu haluttu olio, joka halutaan käynnistää. Tässä tapauksessa se on Form1, joten 
tästä siirrytään Form1 olion konstruktoriin. 
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int APIENTRY _tWinMain(HINSTANCE hInstance, 
                     HINSTANCE hPrevInstance, 
                     LPTSTR    lpCmdLine, 
                     int       nCmdShow) 
{ 
 System::Threading::Thread::CurrentThread->ApartmentState = 
 System::Threading::ApartmentState::STA; 
 Application::Run(new Form1()); 
 return 0; 
} 
 
Form1 luokan olio ei sisällä muita näytettäviä elementtejä, kuin ikkunan reunukset ja 
valikon. Form1 luokan konstruktori asettaa aluksi kieli nimiseen merkkijonoon sopivan 
tiedoston nimen, joka viittaa haluttuun kieleen. Tämä annetaan parametrina jokaiselle 
muulle formille, jotka luodaan myöhemmin. Tämän jälkeen asetetaan Form1:n 
attribuutti visible tilaan false, jolloin se katoaa näkyvistä. Splash olio luodaan 
seuraavaksi ja kuten edellä mainittiin sen parametrina annetaan merkkijono kieli. 
Tämän jälkeen vielä varmistetaan, että Splash olio on näkyvässä tilassa. Tällöin voidaan 
initialisoida muut formit, sekä tietokannat (main_form luokan konstruktorissa).  
 
logon_form, main_form ja admin_form luokat asetetaan MDIChildren-tilaan (Multiple 
Document Interface), jolloin ne sijaitsevat visuaalisesti Form1 luokan sisällä. Tämän 
jälkeen asetetaan logon_form olio, joka hoitaa sisään kirjautumisen, näkyviin ja 
piilotetaan muut MDIchildren tyyppiset oliot. Nyt Splash voidaan piilottaa ja asettaa 
Form1 olio näkyviin ja suurentaa se koko ruudun kokoiseksi. 
 
 Form1(void) 
 { 
  kieli = S"suomi.txt"; 
  this->Visible = false; 
   
Windows::Forms::Form * myAloitusSplah = new 
           SVHK::splash(kieli); 
  myAloitusSplah->Visible = true; 
  InitializeComponent(); 
  lo = new i18n(); 
   MyLogon = new SVHK::logon_form(kieli); 
  MyMain = new SVHK::main_form(kieli); 
  MyAdmin = new SVHK::admin_form(kieli); 
   
  MyLogon->MdiParent = this; 
  MyLogon->Show(); 
     
  MyMain->MdiParent = this; 
  MyMain->Hide(); 
   
MyAdmin->MdiParent = this; 
  MyAdmin->Hide(); 
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myAloitusSplah->Visible = false;  
  this->Visible = true; 
  Form1::WindowState = 
         System::Windows::Forms::FormWindowState::Maximized;  
 } 
 
Logon_form vastaa perusominaisuuksiltaan hyvin paljon Form1 oliota, kuten kaikki 
muutkin System::Windows::Forms::Form luokasta periytetyt oliot. logon_formin 
MDIParent parametri on asetettu osoittamaan Form1 luokkaan. Tämä merkitsee, että 
Logon_formilla ei ole omia reunuksia, vaan se luodaan visualisesti Form1 luokan 
’sisään’ Lisäksi luokan FormBorderStyle attribuutti on asetettu arvoon none. Tämä 
merkitsee, että luokan visuaalisen ikkunan ympärille ei piirretä reunoja eikä yläpalkkia.  
    
this->FormBorderStyle = System::Windows::Forms::FormBorderStyle::None; 
 
 
Kun käyttäjä yrittää kirjautua, kutsutaan button2_Click nimistä metodia. Koska 
käyttäjätietokannan sisältävä olio UTK sijaitsee main_formilla täytyy siihen ottaa kiinni 
erikoisemmalla tavalla. Luomme uuden osoittimen main_form tyyppiseen luokkaan, ja 
yritämme saada sen osoittaman tämän formin MDIparentin toiseen lapseen __try_cast 
avainsanan avulla. Tämän jälkeen voimme kutsua tämän osoittimen avulla myMain 
olion julkisia metodeja. Nyt voimme tarkistaa vastaavatko käyttäjän antama 
käyttäjänimi ja salasana toisiaan UserTietoKanta::tarkistaSalaSana metodin avulla. Jos 
käyttäjän antamat tiedot ovat oikein haetaan käyttäjän tiedot tietokannasta 
haeUserTiedot metodilla ja sijoitetaan ne parametrina annettuun user olioon. Tämän 
jälkeen piilotetaan login_form tyyppinen olio ja näytetään main_form olio. Jos taas 
tiedot eivät vastaa tietokannan tietoja näytetään käyttäjälle ilmoitus, ja tyhjennetään 
salasanaruutu.  
 
private: System::Void button2_Click(System::Object *  sender,  
System::EventArgs *  e) 
  {//hoidon antajana 
     try { 
    SVHK::main_form *xxx = __try_cast<main_form*>( 
       this->MdiParent->MdiChildren[1]); 
  if (xxx->UTK->tarkistaSalaSana(nameTextBox->Text, 
 passTextBox->Text) == true) 
{ 
       xxx->UTK->haeUserTiedot(nameTextBox->Text, xxx->U); 
   //salasana oikein 
       this->MdiParent->MdiChildren[0]->Hide(); 
       this->MdiParent->MdiChildren[1]->Show(); 
  } 
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  else { //salasana väärin 
       System::Windows::Forms::MessageBox::Show( 
 wrongPassText, wrongPassTitle,   
 MessageBoxButtons::OK,  
 MessageBoxIcon::Exclamation); 
       passTextBox->Text = S""; 
       if (passTextBox->CanFocus) { 
   passTextBox->Focus(); 
       } 
   } 
      } catch (System::InvalidCastException * e) { 
      System::Console::WriteLine(e); 
        }//catch 
 } 
 
 
3.5.2 Main_form 
 
Main_form lomakkeelle haluttiin mahdollisuus vaihtaa tab sivua funktionäppäimillä. 
Helpoin tapa toteuttaa tämä on tehdä Form1 lomakkeen valikkoon vaihtoehtoja, joiden 
visible attribuutin arvoksi on määritelty false, ja joiden pikalinkiksi on valittu haluttu 
funktionäppäin. Tällöin valikot eivät näy käyttäjälle, mutta niiden pikalinkit toimiva 
silti. Toinen tapa toteuttaa tämä olisi tutkia käyttöjärjestelmän ohjelmalle lähettämiä 
viestejä, mutta tämä olisi huomattavasti vaativampaa. Normaalisti form-sovelluksisssa 
näppäinten painallusten vaikutuksista huolehtiva onKeyPress tapahtuma ei osaa puuttua 
funktionäppäimiin. Alla olevan koodin avulla asetetaan funktionäppäin F2 tämän 
menuitemin oikopoluksi. 
 
 this->menuItem4->Index = 0; 
 this->menuItem4->Shortcut = System::Windows::Forms::Shortcut::F2; 
 this->menuItem4->Text = S"1"; 
 this->menuItem4->Click += new System::EventHandler(this, 
   menuItem4_Click); 
 
Seuraavaksi on esitetty millaisella koodilla voidaan vaihtaa main_formin  tab sivua. 
Valittuna olevan tabpage voidaan siis asettaa tabControl olion set_SelectedTab 
metodilla. 
 
void main_form::VaihdaTabSivua(int sivu){ 
 switch(sivu) 
 { 
   case 1: 
  main_form::tabControl1->set_SelectedTab(tabPage1); 
  break; 
   case 2: 
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  main_form::tabControl1->set_SelectedTab(tabPage2); 
  break; 
   case 3: 
  main_form::tabControl1->set_SelectedTab(tabPage3); 
  break; 
 } 
} 
 
Seuraavaksi on esitetty koodi, jolla potilas olion tiedot saadaan vietyä lomakkeelle. 
Metodi ottaa parametrikseen osoittimen potilas luokan olioon, jonka attribuuteilla sitten 
täytetään lomakkeen tekstikentät. Metodin loppupuolella oleva metodikutsu 
taytaGridSVHHistorialla täyttää datagrid tyylisen olion potilaan valohoitohistorialla.  
 
void main_form::potilasToLomake(potilas* P){ 
 sukuTextBox->Text   = P->sukuNimi; 
 etuTextBox->Text   = P->etuNimi; 
 katuTextBox->Text     = P->katuOsoite; 
 puhTextBox->Text      = P->puhNumero; 
 hetuTextBox->Text   = P->HETU; 
 kaupunkiTextBox->Text = P->kaupunki;  
 ammattiTextBox->Text  = P->ammatti; 
 vakuutusTextBox->Text = P->vakuutusYhtio; 
 tyoTextBox->Text   = P->tyonAntaja; 
 comboBox3->SelectedIndex = P->ihotyyppi;  
 P->tallennettu = true; 
 
 main_form::taytaGridSVHHistorialla(P->HETU, main_form::HDT, 
   main_form::HMTK); 
} 
 
 
Kun käyttäjä alkaa syöttää potilaan etu- tai sukunimeä hakee ohjelma tietokannasta 
samoin alkavat vaihtoehdot, ja näyttää nimen loppuosan kentässä. Jos tällöin ohjelman 
tarjoama vaihtoehto on sopiva voi käyttäjä hyväksyä sen painamalla enter-näppäintä tai 
vaihtamalla toiseen tekstikenttään. Käyttäjä voi tietenkin syöttää tekstikenttään mitä 
tahtoo eikä tämä ominaisuus estä sitä.  
 
Metodin koodin ymmärtämisen kannalta tärkeitä ovat kaksi main_form olion 
attribuuttia; oikeajono, joka kertoo mitä käyttäjä on syöttänyt näppäimistöltä 
(sukuTextBox olion sisältämä teksti sisältää myös tietokannasta haetun loppuosan), 
sekä onkovalinta, joka kertoo onko tekstiruudussa valintaa. 
 
Metodin alussa tarkistetaan, onko käyttäjä viime kerralla syöttänyt tekstikenttään jotain, 
mille ei ole löytynyt vastinetta, ja jos on niin muuttuja onkoValinta muutetaan arvoon 
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false. Tämä muuttuja kertoo onko tekstilaatikossa tekstiä valittuna. Tämän jälkeen 
tutkitaan käyttäjän antamaa merkkiä. Jos merkki ei ole erikoismerkki, lisätään se vain 
aiemmin syötettyjen joukkoon. Jos merkki taas on Backspace ja tekstikenttä ei ole tyhjä, 
poistetaan viimeinen merkki tekstikentästä. Jos yritetään poistaa merkki tyhjästä 
tekstikentästä aiheutuu siitä poikkeus. Jos merkki taas on enter ja etunimeä vastaava 
kenttä sisältää sisältöä, yritetään hakea potilaan tiedot. jos etunimeä vastaava kenttä taas 
on tyhjä siirretään focus siihen. 
 
Tämän jälkeen kerrotaan ohjelmalle, että syötetty merkki on jo käsitelty muutamalla e-
>handled = true. Jos tätä ei tehdä ilmestyy tekstikenttään kaksi samaa merkkiä. Kun 
tekstikenttään on nyt saatu syötetty merkki tarkistetaan, jos tietokannasta löytyy sitä 
vastaava merkkijono. Tämä tehdään funktion tarkistavastaavuus avulla. Jos funktio 
palauttaa vastaavuuden, ja se on pitempi kuin käyttäjän tekstikenttään syöttämä 
merkkijono poistetaan sen alusta käyttäjän tekstikenttään syöttämän merkkijonon 
pituuden verran merkkejä, ja sen jälkeen se liitetään tekstikenttään ja valitaan 
asettamalla tekstikentän selectiopnStart ominaisuus. 
 
void main_form::sukuTextKasittely( 
   System::Windows::Forms::KeyPressEventArgs *  e){ 
  int kursorinKohta = sukuTextBox->SelectionStart; 
  Boolean onkoValinta = true; 
  if (oikeaJono != NULL && oikeaJono->Length > 0 &&  
    sukuTextBox->SelectionLength == 0 ){ 
     //jos käyttäjä ei ole syöttänyt mitään mil vastaavuut textboxiin 
   oikeaJono = sukuTextBox->Text; 
   onkoValinta = false; 
  } 
       
   
   if ((int)e->KeyChar != 8 &&  
       (int)e->KeyChar != 13 &&  
       (int)e->KeyChar != 27){ //ei backspace, enter tai esc   
   if (onkoValinta == true)  
  //käyttäjä on jo aiemmin syöttänyt jotain textboxiin 
      oikeaJono = 
     String::Concat(oikeaJono,Convert::ToString(e->KeyChar));
 //lisätään nyt syötetty merkki käyttäjän "kirjoittamiin kirjaimiin" 
   else 
      oikeaJono = oikeaJono->Insert( 
kursorinKohta,Convert::ToString(e->KeyChar));
      
 } 
 else if ((int)e->KeyChar == 8 && oikeaJono->Length > 0){
 //backspace 
   if (onkoValinta == true) 
    oikeaJono = oikeaJono->Remove( 
(oikeaJono->Length)-1,1); 
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   else if (onkoValinta == false && kursorinKohta > 0){ 
    oikeaJono = oikeaJono->Remove( 
  (kursorinKohta-1),1); 
    if (kursorinKohta == 1) //jos ollaan 
kentän alussa 
     kursorinKohta = -1;  
      
    else    
  //jos ollaan muualla 
    kursorinKohta = kursorinKohta - 2; 
  } 
 } 
 else if ((int)e->KeyChar == 13 && oikeaJono->Length > 0){
 //enter 
  oikeaJono = sukuTextBox->Text;  
  if (etuTextBox->Text->Length >0) { 
    haeTiedot(0);   
        
  } 
   else if (etuTextBox->Text->Length < 1) { 
    etuTextBox->Focus(); 
  } 
 } 
 else if ((int)e->KeyChar == 27 ){   
    //esc 
 } 
   
 e->Handled = true; 
 String* vastaavuus = PTK->haePotilaanSukuNimi(oikeaJono); 
      
 if (vastaavuus != NULL && vastaavuus->Length >= oikeaJono->Length){
 //jos vastaavuus olemassa ja pitempi/yhtäpitk. kuin textbox sisältö 
  vastaavuus = vastaavuus->Remove(0,oikeaJono->Length); 
 //poistetaan vastaavuudesta käyttäjän kirjoittamaa vastaava osuus 
  sukuTextBox->Text = String::Concat(oikeaJono,vastaavuus); 
  sukuTextBox->Select(oikeaJono->Length,  
vastaavuus->Length);  
//valitaan textboxista em. osuus 
 } 
 else {  //vastaavuutta ei löydy, joten ei mitään 
valintaa tai muita pelleilyjä  
  sukuTextBox->Text = oikeaJono; 
     sukuTextBox->SelectionStart = kursorinKohta+1; 
  } 
} 
 
Kun halutaan esittää helposti tietokanta-tyylistä tietoa lomakkeella käytetään dataGrid – 
tyylistä luokkaa. Sen avulla on mahdollista näyttää ja halutessa muokata em. tietoja.  
DataGrid tyyppisen olion tiedot tulevat DataTable tyyppisestä oliosta. Usein DataTable 
täytetään suoraan tietokannasta mutta seuraavaksi esitetään tapa, jolla se voidaan täyttää 
käsin. 
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Aluksi luodaan DataTable olio. 
 
DDT = new System::Data::DataTable(S"diagnoosit"); 
 
Äsken luotuun DataTable olioon lisätään nyt kaksi riviä, joiden nimet haetaan i18n 
olion avulla. Tässä ei näytetä kaikkien rivien vaatimaa koodia vaan selvyyden vuoksi 
vain muutaman. Kokonaisuudessaan koodia voi tarkastella liittteenä olevasta koodi 
listauksesta [liite 1].  
 
... 
DDT->Columns->Add(lo->palauta_nimi(kieli, S"dtunnus")); 
DDT->Columns->Add(lo->palauta_nimi(kieli, S"dselostus")); 
... 
 
Seuraavaksi muutetaan DataTable olion COLUMNIEN ensimmäisen ja toisen olion 
asetuksia. Ensimmäisen olion asetukset muutetaan siten, että se ei hyväksy NULL 
muotoista sisältöä. Toisen taas halutaan olevan vain luettavissa. 
 
... 
DDT->Columns->Item[0]->AllowDBNull = false;    
DDT->Columns->Item[1]->ReadOnly = true; 
... 
 
Seuraavaksi luodaan DataGridBoolColumn ja DataGridTextColumn tyyppiset oliot. 
Nämä vastaavat DataGridissä näkyviä sarakkeita. Ensimmäinen vastaa ruksi-laatikko 
mallista saraketta, ja toinen tekstikenttää. 
  
... 
System::Windows::Forms::DataGridBoolColumn * col1 = new 
             System::Windows::Forms::DataGridBoolColumn(); 
System::Windows::Forms::DataGridTextBoxColumn * col2 = new 
             System::Windows::Forms::DataGridTextBoxColumn(); 
... 
 
Seuraavaksi määritellään äsken luotujen olioiden ominaisuuksia. Tässä asetetaan  
• Sarakkeen näkyvä leveys 
• Sarakkeen readonly ominaisuus kertoo voidaanko sarakkeeseen syöttää tietoa. 
Tämän on hyvä olla vastaava arvo kuin DataTable oliossa on määriteltynä. 
• Sarakkeen yläpuolella näkyvän otsikon teksti 
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• Tunnus, jonka mukaan DataGrid olion visuaalinen sarake asetetaan osoittamaan 
johonkin tiettyyn DataTable olion sarakkeeseen 
 
... 
col2->Width = 100; 
col2->ReadOnly = true; 
col2->HeaderText = lo->palauta_nimi(kieli, S"dtunnus"); 
col2->MappingName = lo->palauta_nimi(kieli, S"dtunnus"); 
... 
 
Seuraavaksi luodaan tablestyle tyyppinen olio. Se asetetaan samoin periaattein 
osoittamaan tietyn nimiseen DataTable olioon, kuin äskeiset oliot. Tämän jälkeen siihen 
lisätään kaikki edellä luodut, sarakkeita vastaavat oliot. 
 
System::Windows::Forms::DataGridTableStyle * tablstyle1 =  
new System::Windows::Forms::DataGridTableStyle(); 
 
tablstyle1->MappingName =S"diagnoosit"; 
tablstyle1->GridColumnStyles->Add(col1);  
... 
 
Tämän jälkeen äsken luotu tableStyle olio lisätään dataGrid1 olioon, ja dataGrid1 olion 
DataSource ominaisuudeksi asetetaan DataTable olio DDT. Nyt kaikki DDT oliossa 
tapahtuvat muutokset heijastuvat dataGrid1 olioon.  
 
dataGrid1->TableStyles->Add(tablstyle1); 
dataGrid1->DataSource = DDT; 
 
Tiedon liittäminen DataTableen onnistuu luomalla uusi DataRow tyyppinen olio, johon 
sitten plautetaan DataTable olion newRow metodilla. Tämän jälkeen tämän uuden 
DataRow olion item taulukon arvoja muuttamalla sijoitetaan tietoa DataRow olioon. 
Kun DataRow olio on valmiina voidaan se liittää DataTableen tämän rows->add 
metodilla. 
 
void main_form::taytaGridDiagnooseilla_Nimi(String * nimi, 
Data::DataTable * DDT, diagnoositietokanta* DTK){ 
 int lukum = DDT->Rows->Count; 
 int i=0; 
 int j=0; 
 
 while (i < lukum) { 
  if (String::Equals(DDT->Rows->Item[j]-> 
Item[0]->ToString(), S"False")) { 
   DDT->Rows->Item[j]->Delete(); 
  } 
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  else { 
   j++; 
  } 
  i++; 
 } 
 
 DataRow * myRow;  
 diagnoosi * juttu[]; 
 juttu = DTK->palautaDiagnoosit2(nimi); 
 
 for (int i =0; i < juttu->Length; i++){ 
  if (tarkistaIdTaulukosta(juttu[i]->id) == false) { 
   myRow = DDT->NewRow(); 
   myRow->Item[0] = System::Boolean::FalseString; 
   myRow->Item[1] = juttu[i]->tunnus; 
   myRow->Item[2] = juttu[i]->selitys; 
   myRow->Item[3] = juttu[i]->kielenNimi; 
   myRow->Item[4] = Convert::ToString( 
juttu[i]->id); 
   DDT->Rows->Add(myRow); 
  } 
 } 
} 
 
 
 
Kun halutaan näyttää aiemmin valitut ja diagnoosihaun tuomat uudet tulokset DataGrid 
tyylisessä objektissa täytyy siihen liittyvä DataTable olio ensin puhdistaa vanhoista ei 
valituista riveistä. Kun DataTable oliosta poistetaan rivi (kuva 3.5.2.1) kääriytyy se 
ikään kuin kasaan siten, että poistetun rivin alapuolella olevat rivit nousevat ylöspäin. 
Tämän johdosta DataTable oliota täytyy alkaa käymään läpi ylhäältä alaspäin.  
 
Seuraavassa metodissa aletaan rivejä käydä läpi ylhäältä alaspäin. Muuttuja i toimii 
laskurina, jonka avulla taulukosta käydään läpi sen sisältämien rivien määrä. Muuttuja j 
taas kertoo kulloinkin poistettavana olevan rivin numeron. Kun metodi törmää riviin, 
joka ei ole merkitty se poistetaan. Jos taas vastaan tulee rivi, jota ei ole merkitty jätetään 
se käsittelemättä ja siirrytään prosessoimaan seuraavaa rivinumeroa. Tätä toistetaan 
taulukon alussa sisältämien rivien lukumäärä kertaa. 
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Kuva 3.5.2.1 Rivien poistaminen DataTable oliosta 
 
Kun taululukosta on näin poistettu vanhat merkkaamattomat arvot pois, voidaan jäljelle 
jäänet liittää hoitomääräys-olion diagnoosi-attribuuttiin. Diagnoosi attribuutti on Int32 
tyyppinen taulukko, joka säilyttää kyseiseen hoitomääräykseen liittyvien diagnoosien id 
numeroita.  
 
void  main_form::palautaValittujenDiagnoosienIDt(Data::DataTable * 
DDT, hoitomaarays * HM){ 
//tyhjennetään vanhat roskat pois 
 int lukum = DDT->Rows->Count; 
 int i=0; 
 int j=0; 
 
 while (i < lukum) { 
  if (String::Equals(DDT->Rows->Item[j]-> 
   Item[0]->ToString(), S"False")) { 
   DDT->Rows->Item[j]->Delete(); 
  } 
  else { 
   j++; 
  } 
  i++; 
 } 
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//haetaan arvot 
 lukum = DDT->Rows->Count; 
 HM->diagnoosi = __gc new Int32[lukum]; 
 
 for (int i=0; i<lukum; i++){ 
  HM->diagnoosi[i] = Convert::ToInt32(DDT->Rows-> 
Item[i]->Item[4]->ToString()); 
 } 
 
} 
 
Kun lomakkeelle syötetty hoitomääräys halutaan tallentaa tietokantaan. tarkistetaan 
ensin onko potilaan henkilötunnus syötetty. Jos tämä ehto toteutuu siirretään tiedot 
lomakkeelta hoitomääräys tyyppiseen olioon lomakeToHoitomaarays metodilla. Tämä 
jälkeen ko. hoitomääräysolio sisältää lomakkeen tiedot. HoitomMääräysTietokanta 
tyylisen olion metodi TallennaHoitoMaarays tallentaa parametrina annetun 
hoitomaarays olion tiedot puolestaan tietokantaan. Lopuksi lomakkeella sijaitseva 
DataGrid olio täytetään vastaamaan uusiutunutta tilannetta.. 
 
private: System::Void button2_Click_1(System::Object *  sender,  
System::EventArgs *  e) 
  { 
     if (P->HETU != NULL && P->HETU != S""){ 
     lomakeToHoitomaarays(H); 
     HMTK->tallennnaHoitomaarays(H); 
                 
main_form::taytaGridSVHHistorialla(P->HETU, HDT, HMTK); 
     } 
  } 
 
}; 
} 
 
 
3.6 Jatkokehitys 
 
Ohjelmaa voitaisiin parantaa muuttamalla sen käyttöliittymä näyttävämmäksi ja 
käyttäjäystävällisemmäksi. Tällä hetkellä se lähinnä vain tarjoaa mahdollisuuden päästä 
käsiksi ohjelman toimintoihin.  
 
Ohjelmaan voisi myös implementoida hoidonseurausosan, jonka avulla voitaisiin 
seurata hoitojen toteutumista ja tehokkuutta. Esimerkiksi hoitoa antavat henkilöt 
voisivat täyttää tätä osaa. Tämä mahdollistaisi myös eri hoitolaitteiden ja tapojen 
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tehokkuuden mittaamisen pitkällä aikavälillä. Tiedot voitaisiin esittää esimerkiksi 
graafisesti. 
 
Lisäksi ohjelma tarvitsisi lisää testausta, jotta erilaiset virhetilanteet ja erilaisten 
käyttöympäristöjen tuomat ongelmat selviäisivät. Tällöin ohjelmaan voitaisiin toteuttaa 
parempi virheisiin varautuminen ja parempi muokattavuus kuhunkin käytettävään 
ympäristöön. 
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4 Yhteenveto 
 
 
Työn tuloksena syntyi toimiva, joskin ulkoasultaan karu sovellus. Ohjelma toteuttaa 
sille alussa annetut tavoitteet, mutta ei kaikkia työn tekemisen aikana ideoituja 
jatkokehitys mahdollisuuksia.  
 
Työn tekijä totesi .NET arkkitehtuurin olevan nopea tapa ohjelmien kehittämiseen. 
Uusien .NET-arkkitehtuuria suoraan tukevien Windows-versioiden myötä voidaan 
olettaa hallittujen ohjelmien yleistyvän myös työpöytäsovelluksissa. Erityisesti 
luokkakirjastojen tarjoamat mahdollisuudet tietokantojen hyödyntämiseen ja helppoon 
hallintaan todettiin nopeuttavaksi tekijäksi. Lisäksi luokkakirjastojen looginen rakenne 
helpotti huomattavasti ohjelman kehittämistä ja arkkitehtuurin omaksumista. 
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