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Abstract: Prolog have traditionally lacked de-
vices for expressing the bounded-looping tasks.
This limitation has been addressed by adopting
a bounded sequential recurrence goal formulas of
the form
Tn G where G is a goal and n is a nat-
ural number. These goals allow us to specify the
looping tasks of exactly n times.
keywords: Prolog, bounded loop, com-
putability logic
1 Introduction
The while-loop constructs have been popular
in imperative languages. Despite its wide use,
the while-loop constructs cannot be specied in
Prolog without relying on recursion. Unfortu-
nately, this solution is always not possible. This
limitation has been recently overcome by using
Japaridze's Computability Logic(CL)[2].
Under the CL semantics, dealing with the
looping tasks in Prolog has been addressed via a
recent use of unbounded sequential recurrenced
goals [4]. However, this is not such a practical
idea. One major drawback with this attempt is
that the programs tend to be not terminating.
Bounded recurrences have been popular in
other languages such as C. Their motivation
is to express iteration in a way that is more
predictable. This paper proposes BSeqProlog,
an extension of Prolog with bounded sequen-
tial recurrence operators in goal formulas. The
class of bounded sequential recurrence operators
enables the programmer to express bounded-
looping tasks.
To be specic, a bounded sequential-
conjunctive-recurrence goal is of the form
Tn G
where G is a goal. Executing this goal has the
following intended semantics: execute G for n
times. All executions must succeed for execut-
ing
Tn G to succeed.
On the other hand, a sequential-conjunctive
goal, introduced in [3], is of the form G1 \ G2
where G1;G2 are goals. Executing this goal has
the following intended semantics: execute both
G1 and G2 in sequence. Both executions must
succeed for executing G1 \ G2 to succeed.
In this paper we present the syntax and se-
mantics of this extended language, show some
examples of its use.
The remainder of this paper is structured as
follows. We describe BSeqProlog based on a
rst-order sequential Horn clauses in the next
section. In Section 3, we present some examples
of BSeqProlog. Section 4 concludes the paper.
2 The Language
The language is a version of Horn clauses
with bounded sequential-conjunctive-recurrence
goals. It is described by G- and D-formulas given
by the syntax rules below:
G ::= A j G ^ G j G _ G j 9x G j G \ G j Tn G
D ::= A j G  A j 8x D j D ^ D
In the rules above, A represents an atomic
formula. A D-formula is called a sequential Horn
clause with bounded recurrences.
In the transition system to be considered, G-
formulas will function as queries and a set of D-
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tions. For this reason, we refer to a G-formula as
a query, to a set of D-formula as an instruction
set.
We will present an operational semantics for
this language. These rules in fact depend on the
top-level constructor in the expression, a prop-
erty known as uniform provability[6].
Denition 2.1. Let G be a goal and let P be
a nite set of instructions. Then the notion of
executing hP;Gi { executing G relative to P { is
dened as follows:
(1) If G is an atom and is identical to an in-
stance of a program clause in P, then the
current execution terminates with a suc-
cess.
(2) If G is an atom and an instance of a pro-
gram clause in P is of the form G1  G,
execute hP;G1i. This execution must suc-
ceed for the current execution to succeed.
(3) If G is G1 ^G2, then execute both hP;G1i
and hP;G2i in parallel. Both executions
must succeed for the current execution to
succeed.
(4) If G is G1 _G2, then execute both hP;G1i
and hP;G2i in parallel. At least one of
these two executions must succeed for the
current execution to succeed.
(5) If G is 9xG1, then execute hP;[t=x]G1i
where t is a term. This execution must
succeed for the current execution to suc-
ceed.
(6) If G is G1 \G2, then execute both hP;G1i
and hP;G2i in sequence. Both executions
must succeed for the current execution to
succeed.
(7) If G is
T0 G, then the current execution
terminates with a success.
(8) If G is
Tn G, then execute both hP;Gi and
hP;
Tn 1 Gi in sequence. Both executions
must succeed for the current execution to
succeed.
In the above rules, the symbols
Tn provides loop-
ing executions of instructions for n times: they
allow for the repeated sequential conjunctive ex-
ecution of the instructions.
3 Examples
An example is provided by the following \facto-
rial" program.
fact(0;1): % base case
fact(X + 1;XY + Y ) :  fact(X;Y ):
Our language in Section 2 permits bounded
sequential-conjunctive-recurrence operators in
goals. An example of this construct is provided
by the program which does the following sequen-
tial tasks for ten times: read a number from the
user, and then output its factorial number:
query :.
T10 % for i= 1 to 10 begin
(read(N)\
fact(N;O)\
write(0fact :0)\
write(O)) % for end
For example, consider a goal query. Solving this
goal has the eect of executing query with re-
spect to the factorial program for ten times.
4 Conclusion
In this paper, we have considered an extension
to Prolog with bounded sequential recurrences
in goals. This extension allows goals of the form Tn G where G is a goal and n is a natural num-
ber. These goals are particularly useful for the
bounded looping executions of instructions.
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provide a signicant gain in expressive elegance,
many simple tasks cannot be expressed at all us-
ing them. We plan to look at some variations [1]
such as the foreach statements in the future to
improve expressibility.
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