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Abstrakt
Tato bakalářská práce předkládá formalizaci relace odvoditelnosti
fuzzy logiky BL v prostřed́ı matematického asistenta Isabelle/HOL
a poč́ıtačově ověřené d̊ukazy některých teorémů a meta-teorémů této
logiky. Zároveň poskytuje popis procesu formalizace a použité
prostředky Isabelle/HOL předvád́ı na jednodušš́ıch př́ıkladech.
Samostatná kapitola je pak věnována úvodu do logiky BL.
Po nastudováńı dokumentace a volbě vhodných nástroj̊u
Isabelle/HOL byla implementována formalizace, d́ıky ńıž lze v pro-
gramu ověřovat d̊ukazy jak v axiomatizaci BL, tak i d̊ukazy vlastnost́ı
relace dokazatelnosti. Z těch byl formalizován předevš́ım d̊ukaz věty
o lokálńı dedukci. Dále byly formalizovány d̊ukazy řady teorémů BL,
a to včetně odvozeńı redundantńıch axiomů BL2 a BL3.
Př́ınosem této práce je prozkoumáńı možnost́ı verifikátoru
Isabelle/HOL z hlediska použit́ı pro fuzzy logiku BL. Vzhledem k uve-
deným poznatk̊um je možné práci použ́ıt jako základ širš́ıho projektu
formalizace fuzzy logik, které z logiky BL vycházej́ı.
Kĺıčová slova: Basic logic, Isabelle, HOL, automatické dokazováńı,
formalizace
Abstract
This bachelor thesis presents the formalization of provability rela-
tion of fuzzy logic BL in the environment of a mathematical assistant
Isabelle/HOL and also the computer-verified proofs of some theorems
and syntactic meta-theorems of this logic. It also provides a description
of the process of formalization and describes the tools of Isabelle/HOL
used in the code by simple examples. The separate chapter is devoted
to the introduction to the logic BL.
The formalization has been implemented after studying the
documentation and choosing of the appropriate methods
of Isabelle/HOL. The formalization allows the software to verify the
proofs in the axiomatization of BL, and moreover, of the properties
of the provability relation itself. Especially, the proof of the local
deduction theorem has been formalized as well as the proofs of the
theorems of BL, including the derivations of the redundant axioms
BL2 and BL3.
The major objective of this bachelor thesis is to explore the possi-
bilities of the proof-checker Isabelle/HOL in terms of fuzzy logic BL.
With respect to the obtained results the thesis can be used as the
starting point of a wider project of formalization of the others fuzzy
logics which are based on the logic BL.
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Ćılem práce je formalizovat relaci odvoditelnosti (dále jen dokazatelnosti)
fuzzy logiky BL [12] v softwarovém prostřed́ı matematického asistenta
Isabelle/HOL [1], demonstrovat využit́ı tohoto nástroje k ověřeńı d̊ukaz̊u
některých teorémů a metateorémů logiky BL a nast́ınit možnost pokračová-
ńı ve formalizaci daľśıch objekt̊u a tvrzeńı. Zároveň by práce měla poskytnou
dokumentaci pro potenciálńı uživatele přiloženého kódu.
1.2 Struktura práce
Práce sestává z popisu prostřed́ı matematického asistenta Isabelle/HOL
(včetně ukázek některých postup̊u na jednodušš́ıch datových typech) a dále
z teoretické části věnované logice BL, formalizaci jej́ı syntaxe a verifikaci
d̊ukaz̊u některých tvrzeńı. Práce jako př́ılohu obsahuje CD s formalizaćı BL
pro verzi programu Isabelle2013-2.
Poznámka: Program byl provozován na operačńım systému GNU/Linux
v distribuci Debian 7.0 Wheezy pro architekturu AMD64. Pro provoz




Isabelle/HOL je název instance interaktivńıho d̊ukazového verifikátoru1
Isabelle s rozš́ı̌reńım o nástroje pro verifikaci teorémů logiky vyšš́ıch řád̊u
(Higher-Order Logic). V Isabelle jsou matematické objekty popisovány po-
moćı teorie typ̊u, na nichž operuj́ı odvozovaćı pravidla deklarovaná uživatelem
[18]. Vzniklý rámec tvoř́ı metalogiku, ve které lze popisovat formalizovanou
matematiku či logiku jako takovou. Tento princip strojového ověřováńı neńı
v Isabelle p̊uvodńı a svými kořeny sahá až do 60. let 20. stolet́ı.
2.1 Historie
2.1.1 Logika rekurzivńıch funkćı
Uvedený zp̊usob formalizace vycháźı z princip̊u použitých při konstrukci
d̊ukazového verifikátoru LCF navrženého Robinem Milnerem a jeho týmem
ze Standford University v roce 1972 [4]. LCF je zkratkou pro Logic for Com-
putable Functions, jak Milner nazývá logický systém vytvořený Danou Scot-
tem pro formálńı práci s algoritmy skrze typově-teoretický př́ıstup [19].
Scott zavád́ı základńı typy nejnižš́ıho řádu: ι pro typ individúı a o pro
typ pravdivostńıch hodnot. Z nich odvozuje typy vyšš́ıch řád̊u - funkce mezi
objekty libovolných typ̊u, tj. F : (α → β). Formulemi jeho logiky jsou bud’
atomické formule tvaru X≤Y pro nějaké výrazy X a Y ,2 nebo posloupnosti
ϕ1, . . . , ϕn, kde ϕi je atomická formule. Tvrzeńım pak nazývá výraz ϕ ` ψ,
kde ϕ a ψ jsou posloupnosti atomických formuĺı považované za konjunkci
svých prvk̊u, přičemž symbol ` hraje roli implikace mezi těmito konjunkcemi
[19, s. 418]. Z dané axiomatiky pak lze generovat platná tvrzeńı pomoćı sady
odvozovaćıch pravidel.
2.1.2 LCF a ML
Důkazový verifikátor LCF byl navržen pro automatické ověřováńı d̊ukaz̊u
Scottovy logiky. Hlavńı ideou LCF byla deklarace dokazované formule Scot-
tova systému a jej́ı následné děleńı na podćıle pomoćı implementovaných
př́ıkaz̊u.3 Podćıle byly dokazovány pomoćı simplifikátoru,4 nebo dále děleny




2Scott vytvář́ı systém, ve kterém lze formalizovat mimo jiné i o netotálńı funkce. Relaci
≤ interpretuje jako
”






2.1 Historie 2. Isabelle/HOL
Standford LCF, jak se tato prvńı verze verifikátoru LFC nazývá, ukládal
všechny kroky d̊ukazu a zachycoval tak jeho strukturu, což vedlo k vysoké
pamět’ové náročnosti. Daľśım problémem byla nemožnost jednodušše rozš́ı̌rit
sadu ř́ıd́ıćıch př́ıkaz̊u [10].
Po změně p̊usobǐstě proto Robin Milner vyvinul daľśı verzi programu
známou jako Edinburgh LCF [11]. V prvńı řadě program začal namı́sto celého
d̊ukazu ukládat do paměti pouze výsledky d́ılč́ıch krok̊u, tedy dokázaná
tvrzeńı. Dále Milner zavedl abstraktńı datový typ, jehož hodnotami byly
instance axiomů, na nichž operuj́ı odvozovaćı pravidla [10].
Pro psańı ř́ıd́ıćıh př́ıkaz̊u Milner a kolektiv vyvinuli funkcionálńı programo-
vaćı jazyk ML,5 v němž jsou př́ıkazy pro generováńı podćıl̊u reprezentovány
funkcemi zvanými taktiky (z angl.
”
tactics“) a operace kombinuj́ıćı taktiky
a vracej́ıćı taktiku nově vytvořenou, tzv. taktické operace6 (z angl.
”
tacti-
cals“), mohou být reprezentovány funkcemi složenými, tedy funkcemi vyšš́ıch
řád̊u.
O výrazné zlepšeńı pamět’ových a časových nárok̊u LCF se zasloužil
v Cambridge p̊usob́ıćı Larry Paulson - jeden z autor̊u Isabelle/HOL. Paulson
do LCF přidal daľśı d̊ukazové nástroje a rozš́ı̌ril logiku LCF tak, aby mohla
být použita pro práci s predikátovou logikou (jednalo se zejména o přidáńı
disjunkce a existenčńıho kvantifikátoru, které Scott̊uv systém neobsahoval).
Vznikaj́ıćı daľśı verze verifikátoru byla dokončena okolo roku 1985 a nazvána
Cambridge LCF.
2.1.3 HOL
Během vývoje Cambridge LCF pracoval Mike Gordon z University of Cam-
bridge na ověřováńı digitálńıho hardware. S využ́ıt́ım některých princip̊u
z Milnerova kalkulu CCS (Calculus for communicating systems) zavedl pro
svoji potřebu vlastńı notaci LSM (Logic of Sequential Machines). Potřebný
verifikátor d̊ukaz̊u pro LSM vytvořil z Cambridge LCF přidáńım parseru
pro výrazy LSM a implementaćı jistého axiomu z CCS. Později se ukázalo,
že tento axiom lze zachytit inferencemi predikátové logiky a dále že oproti
Scottovu systému, tedy i LCF, pro ověřováńı hardware stač́ı standardńı
matematická indukce a typy mohou být reprezentovány jako množiny
v běžném slova smyslu.7 Tyto změny při zachováńı syntaxe LCF vedly
ke vzniku verifikátoru HOL [10, s. 5].
HOL (High Order Logic) přeb́ırá z LCF např. systém typ̊u, ale na rozd́ıl





7srov. the fixed-point induction a Scott domains v [19]
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2.2 Popis pracovńıho prostřed́ı 2. Isabelle/HOL
deklarováńı axiomatiky. Přestože je zavedeńı axiomatizace stále možné (např.
pro teorii grup), obecně je uživatel před t́ımto př́ıstupem varován, protože
tak lze mnohem snadněji zavést do formalizované teorie spor [17, s. 11, 25,
164]. Zásadńım krokem při vývoji HOL byla implementace automatických
nástroj̊u, které z deklarované rekurzivńı definice vygeneruj́ı schémata indukce
pro daný datový typ.
2.1.4 Vznik a vývoj Isabelle/HOL
Zároveň s HOL vznikla řada daľśıch verifikátor̊u založených na principech
LCF. Jedńım z nich je i Isabelle, verifikátor vyvinutý koncem 80. let už
zmı́něným Larrym Paulsonem z Cambridge. Zat́ımco v LCF a HOL je meta-
logika poskytována skripty v ML, v Isabelle je možné popsat ji deklarativně
a nechat skripty v ML běžet na pozad́ı. Metalogická pravidla jsou pak kom-
binována pomoćı meta-odvozováńı založeném na unifikaci a rezoluci pro typy
vyšš́ıch řád̊u [10].
Jednou z objektových logik vyvinutých Paulsonem pro Isabelle je HOL.
Jedná se o sadu (polo)automatických nástroj̊u pro práci s objekty logiky
vyšš́ıch řád̊u a nesmı́ být zaměňována s výše popsaným Gordonovým veri-
fikátorem HOL. Celý systém, jak je dnes distribuován, nese název
Isabelle/HOL. Jeho vývoj pokračuje už přes dvacet let na University of Cam-
bridge (Larry Paulson), TU München (Tobias Nipkow) a Université Paris-Sud
(Makarius Wenzel) a je prezentován na webové stránce projektu [1].
2.2 Popis pracovńıho prostřed́ı
2.2.1 Instalace Isabelle/HOL
Aktuálńı verze verifikátoru Isabelle/HOL je dostupná na domovské stránce
projektu v sekci Downloads. Po stažeńı a dekompresi archivu je třeba spustit
skript Isabelle2013-2.run, který provede kompilaci součást́ı programu. Prvńı
spuštěńı tedy může trvat deľśı dobu. Po skončeńı iniciačńıch skript̊u se otevře
okno editoru a program je připraven k práci.
2.2.2 Isabelle/jEdit
Použitým rozhrańım pro práci s Isabelle/HOL je textový editor jEdit [3].
Tento editor je napsaný v jazyce Java, tedy jej lze spustit v jakémkoliv
operačńım systému s podporou Java Virtual Machine (MS Windows, Unix,
Mac OS a daľśı). Jeho velkou přednost́ı je možnost přidáńı zásuvných modul̊u
- t́ım je možné distribuovat Isabelle jako instalaci editoru s implementovaným
zásuvným modulem Isabelle (tento celek je označován jako Isabelle/jEdit).
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Dále editor podporuje použit́ı maker a programovatelných klávesových
zkratek pro snadněǰśı editaci textu.
Vzhledem k celkovému zaměřeńı Isabelle na čitelný zdrojový kód
ve smyslu syntaxe založené na běžných matematických symbolech, je pro
tento účel jEdit vhodným prostřed́ım a práce v něm je velmi přirozená a
připomı́ná psańı v prostřed́ı LATEX s t́ım rozd́ılem, že v jEdit je výsledná
podoba textu generována okamžitě. Např́ıklad pro zápis symbol̊u řecké
abecedy stač́ı napsat řetězec \phi, v našeptávaćım okně vybrat správný
symbol a potvrdit klávesou TAB.8
Stejně tak je možné editovat vlastńı zkratky pro psańı symbol̊u. Pro for-
malizaci logiky BL (viz odd. 4.2) je použita notace klasických spojek s dolńım
indexem BL. Pro rychlý zápis −→BL lze pak v Utilities / Global Options / jEdit
/ Abbreviations nastavit např́ıklad zkratku BLimp - napsáńım tohoto řetězce
př́ımo do kódu a stiskem Ctrl + ; pak dojde k jeho přepsáńı na požadovanou
skupinu symbol̊u, což velmi urychluje práci.
Pracovńı prostřed́ı Isabelle/jEdit se skládá z několika část́ı:
• Text area pro zadáváńı kódu,
• Output window pro sledováńı výstupu automatických skript̊u,
• Documentation panel pro rychlý př́ıstup k dokumentaci v pdf.
Output window lze dále přepnout na funkci vyhledáváńı v textu, správu
dokazovaćıho nástroje Sledgehammer (viz s. 36) a seznam předdefinovaných
symbol̊u. Rovněž Documentation panel nav́ıc nab́ıźı přehled editovaných sou-
bor̊u a jejich vnitřńıch struktur. Rozložeńı oken i panel̊u lze nastavit podle
potřeby, a to včetně jejich přepnut́ı do plovoućıho režimu např́ıklad pro práci
na v́ıce monitorech.
Isabelle/HOL je interaktivńı matematický asistent, tedy poskytuje
zpětnou vazbu k zadanému kódu v reálném čase. To může d́ıky výpočetńı
náročnosti zpomalovat editaci, proto je často vhodné v panelu dokumentace
po přepnut́ı na režim Theories zrušit výběr zaškrtávaćıho poĺıčka Continuous
checking.
2.3 Dokumentace
Dokumentace k Isabelle/HOL je dostupná v podobě sady tutoriál̊u a manuál̊u
zaměřených na d́ılč́ı části systému, popř́ıpadě obecně na práci s programem.
Aktuálńı verze dokumentace je dodávána v rámci distribuce programu a lze
8plat́ı ve verzi Isabelle2013-2
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k ńı přistupovat př́ımo v editoru jEdit skrz panel Documentation, př́ıpadně
je uvedena na domovské stránce projektu [1].
Pro potřeby logiky BL byly použity předevš́ım dokumenty tutorial.pdf
[17] - obsáhlý uživatelský tutoriál pro práci v HOL; dále prog-prove.pdf [15]
- stručněǰśı tutoriál na straně uživatele předpokládaj́ıćı základńı zkušenosti
s funkcionálńım programováńım a logickou a množinově-teoretickou notaćı.
Dále také isar-ref.pdf [21] s podrobným popisem syntaxe použitého jazyka.
2.4 Syntax
Verifikátor Isabelle je naprogramovaný v již zmı́něném jazyce ML, což se
mı́sty promı́tá do podoby syntaxe použitého jazyka. V Isabelle/HOL je použit
vlastńı jazyk Isabelle/Isar (zkráceně Isar), který umožňuje voláńı implemen-
tovaných skript̊u jazyka ML jednodušš́ı a čitelněǰśı cestou. Jednou z hlavńıch
přednost́ı HOL je zaměřeńı projektu právě na čitelnost výsledného kódu tak,
aby byl nejen přehledný, ale dokonce i př́ımo publikovatelný jako matem-
atický text. Isar proto podporuje standarńı matematické symboly, vkládáńı
textu a členěńı dokumentu pro export do formátu LATEX.
9
Poznámka Jazyk Isar obsahuje značné množstv́ı př́ıkaz̊u. Zde uvedené př́ı-
klady se omezuj́ı na konstrukce použité při formalizaci BL, tedy popis jazyka
Isar zdaleka neńı vyčerpán.10
2.4.1 Teorie
Zadáváńı vstupu pro Isabelle/HOL spoč́ıvá ve tvorbě zdrojových soubor̊u
s př́ıponou .thy, tzv. teoríı.11 Struktura teorie je daná kĺıčovými slovy theory,
imports, begin a end, jak je vidět na následuj́ıćı ukázce kódu Isabelle/HOL.




deklarace, definice, tvrzenı́, ...
end
9v́ıce v [17, odd. 4.2]
10Pro úplný seznam kĺıčových slov a gramatiku Isar viz [21]
11v orig. the theory; the theory file
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Mezi begin a end se nacháźı samotný kód vstupu, tedy všechny deklarace,
definice, d̊ukazy apod. Kĺıčové slovo imports slouž́ı k připojeńı teorie z jiného
souboru - k jej́ı identifikaci slouž́ı jméno teorie uvedené za kĺıčovým slovem
theory (v našem př́ıpadě NewTheory), které se muśı shodovat s názvem
souboru před př́ıponou .thy.
Možnost importovat teorie je velmi podstatná. Jednak je možné vlastńı
projekt strukturovat do v́ıce část́ı, a jednak existuje velké množstv́ı před-
definovaných teoríı pro práci se základńımi objekty.
Jednou z významných teoríı je Main obsahuj́ıćı předdefinované teorie
pro práci s přirozenými č́ısly, aritmetikou, funkcemi, seznamy, množinami
a v́ıce než 50 daľśımi teoriemi z knihovny HOL.12. Autoři Isabelle v tu-
toriálu doporučuj́ı importovat Main vždy, pokud neexistuje závažný d̊uvod
to nedělat.13
2.4.2 Datové typy
Abstraktńı vrstva HOL je logikou typ̊u, jimž odpov́ıdaj́ı datové typy funkci-
onálńıch jazyk̊u jako jsou ML, Haskell [17] [sec.1.3] nebo právě Isar. Jedná
se o:
• základńı typy, zejména pravdivostńı hodnoty bool, přirozená č́ısla
nat a celá č́ısla int,
• typové konstruktory, zejména seznamy list a množiny set,
• funkcionálńı typy značené ⇒,
• typové proměnné značené ’a, ’b atd.
Typové konstruktory jsou zapisovány v postfixové notaci, tedy např.
zápis (nat)set odpov́ıdá množině objekt̊u typu nat, tj. přirozených č́ısel,
apod.
Pomoćıch typových proměnných a konstruktor̊u lze definovat objekty, je-
jichž typ je dán až konkrétńı instanćı objektu. Např́ıklad konstruktor
(’a)list je seznamem objekt̊u nějakého typu ’a. Pokud bychom uvážili kon-
struktor pair se dvěma argumenty definovaný jako (’a,’a)pair, vyžadoval
by argumenty stejného typu.
V jazyce Isar je datový typ definován pomoćı kĺıčového slova datatype
uvedeńım jeho názvu a konstruktor̊u. Formalizace datového typu přirozených
č́ısel by pak mohla vypadat takto:
12pro úplný výčet prvk̊u v Main viz [16]
13[17, odd. 1.2]
13
2.4 Syntax 2. Isabelle/HOL
Formalizace 2.4.2. Datový typ přirozených č́ısel
datatype Natural = Zero | Suc Natural
Formalizaci lze č́ıst
”
Objektem datového typu Natural je objekt jménem
Zero nebo objekt složený ze jména Suc a objektu typu Natural“. Symbol
| odděluje jednotlivé př́ıpady konstruktor̊u a má význam
”
nebo“. Objekty
definovaného typu Natural jsou tedy např́ıklad Zero, Suc(Suc(Suc(Zero)))
atd.
Implementace jazyka Isar disponuje typovou inferenćı, tedy automatickým
odvozováńım nedeklarovaných typ̊u objekt̊u. Pokud neńı možné typ objektu
odvodit, je nutné jej uvést explicitně zp̊usobem jako např. ve výrazu
x ≤ (y::nat) . Pokud je ≤ definována jako typ nat ⇒ nat ⇒ bool,
program sám odvod́ı, že x::nat [17].
2.4.3 Matematická notace
Prostřed́ı Isabelle/jEdit podporuje použ́ıváńı symbolické notace ve smyslu
zkratek za jména konstruktor̊u objekt̊u. Např́ıklad v deklaraci datového typu
Natural lze definovat zápis konstruktoru Suc pomoćı symbolu S, a to jeho
uvedeńım ve tvaru ("S") za deklaraci konstruktoru. Jméno objektu
S(S(Zero)) má pak pro Isabelle stejný význam jako Suc(Suc(Zero)).
Pro konstruktory s v́ıce než jedńım argumentem je možné definovat zápis
v infixové notaci s uvedeńım priority a smyslem závorkováńı, jak bude vidět
v odd́ılu 2.4.4 při formalizaci operace sč́ıtáńı na typu Natural.14
2.4.4 Funkce
V Isabelle lze funkce definovat v́ıce zp̊usoby. V textu se omeźıme na totálńı
rekurzivńı funkce definované pomoćı kĺıčového slova fun, u nichž Isabelle
automaticky dokazuje omezenost rekurze – terminaci. Provád́ı tak ověřeńım,
že při každém rekurzivńım voláńı docháźı ke zmenšeńı některého z argument̊u
[13]. Obecněǰśım zp̊usobem deklarace je pak př́ıkaz function vhodný pro ty
funkce, na nichž automatické nástroje Isabelle selhávaj́ı a jejichž terminaci
je tak třeba dokázat ručně.15
14Některé symboly v Isabelle jsou přet́ıžené, a to zejména po importu natolik obsáhlé
knihovny jako Main. Pro seznam přet́ıžených symbol̊u viz Appendix A v [17], pro seznam
předdefinovaných symbol̊u Isabelle/HOL s jejich ASCII zápisem viz Appendix B v [21].
15Selháńı automatického dokázańı terminace v př́ıpadě fun může být zp̊usobeno chyb-
nou deklaraćı definice, nebo omezenými schopnostmi automatického nástroje v Isabelle.
Pro v́ıce podrobnost́ı viz [13, odd. 3].
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Funkce je definována jako objekt vyšš́ıho řádu kĺıčovým slovem fun, určeńım
jména objektu a deklaraćı jeho funkcionálńıho typu, jak je vidět na následuj́ıćı
formalizaci:
Formalizace 2.4.3. Sč́ıtáńı na typu Natural







Zero) = m" |
"(m
⊕
S n) = S (m
⊕
n)"
Za deklaraćı typu je možné definovat symbolickou notaci. Výraz infixr určuje
infixovou notaci automaticky závorkovanou zprava16 s uvedenou preferenćı
5017 a symbol
⊕
je novým synonymem pro jméno Add, které může být
použito již v konstruktorech funkce. Následuje kĺıčové slovo where a samotné
konstruktory funkce oddělené symbolem | stejně jako v př́ıpadě formalizace
2.4.2.
Funkce z formalizace 2.4.3 je rekurzivńı definićı sč́ıtáńı na typu Natural
a jej́ı konstruktory vycházej́ı z axiomů Q4 a Q5 Peanovy aritmetiky.
Konstruktory funkce vyčerpávaj́ı konstruktory datových typ̊u argument̊u,
tedy Zero a S a výpočet návratové hodnoty vycháźı z principu
pattern matching, který je v Isabelle/HOL rovněž implementována
[13, odd. 2.1].
Při voláńı funkce se tak program snaž́ı
”
dosadit“ dané argumenty
do předpisu na levé straně rovńıtka v konstruktoru, a pokud argumenty
odpov́ıdaj́ı předpisu, je vypočtena návratová hodnota funkce. Protože znak m
nebyl doposavad vyt́ıžen, je považován za proměnnou typu Natural,
respektive za pozici v předpisu, na kterou lze v rámci pattern matching
dosadit libovolný objekt tohoto typu.
2.4.5 Množiny
Množiny jsou v Isabelle/HOL reprezentovány datovým typem set, jehož
definice je součást́ı importované teorie Main. Množina může obsahovat ob-
jekty jakéhokoliv datového typu.
Pro formalizaci logiky BL je d̊uležitá možnost definovat induktivńı
množiny. Př́ıkladem může být definice množiny sudých č́ısel jako podmnožiny
16zleva pomoćı infixl
17povolený rozsah preference závorkováńı je 0–1000, viz odd. 4.1.1 v [17]
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všech č́ısel typu Natural. Definice je čitelná a pojmenováńı konstruktor̊u je
zavedeno kv̊uli pozděǰśım odkaz̊um. Vı́ce viz [17, kap. 7]).
Formalizace 2.4.4. Definice induktivńı množiny
inductive set EvenNat :: "Natural set"
where
Base: "Zero ∈ EvenNat" |
Step: "n ∈ EvenNat =⇒ S(S n) ∈ EvenNat"
2.4.6 Evaluace
K ohodnoceńı termů v Isabelle/HOL slouž́ı př́ıkaz value. Termy lze jednak




V okně výstupu je pak zobrazena funkčńı hodnota uvedeného výrazu. Obecně
lze hodnotu formalizované n-árńı funkce f s argumenty x1, . . . , xn lze zjistit
př́ıkazem value "f x1 ... xn" .
Dále je možné term ohodnotit proměnnými, př́ıpadně kombinaćı kon-
stant a proměnných. To je užitečné pro odstraňováńı chyb ve formalizaci,
popř́ıpadě pro pr̊uběžnou kontrolu kódu.
2.4.7 Definice
Definice zaváděj́ı nová jména pro již existuj́ıćı objekty, a to na úrovni typ̊u a
termů. Jména typ̊u jsou definována pomoćı kĺıčového slova type synonym
a jsou vhodná pro zkráceńı kódu či autodokumentačńı účely.
Uvažme funkci Add z formalizace 2.4.3, která je objektem HOL typu
Natural ⇒ Natural ⇒ Natural . Pro tento typ lze pomoćı typové definice
zavést intuitivněǰśı pojmenováńı:
Formalizace 2.4.5. Přejmenováńı typ̊u
type synonym binary_operation_N = "Natural ⇒ Natural ⇒
Natural"
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V Isabelle jsou takto definované zkratky interně překládány do p̊uvodńıho
významu a ve výstupu programu se už neobjevuj́ı (viz [17, odd. 2.7.1]).
Jména termů jsou zaváděna kĺıčovým slovem definition a slouž́ı k pře-
jmenováváńı dř́ıve definovaných objekt̊u HOL. Definice jsou vždy
nerekurzivńı18 a daj́ı se použ́ıt k zavedeńı symbolické notace.
Jako př́ıklad definujme zkratku Double pro aplikaci operace
⊕
na dva
stejné argumenty a jej́ı notaci 2 *, která ji bude v kódu zastupovat. Formal-
izace vypadá následovně:
Formalizace 2.4.6. Definice Double(x)
definition Double :: "Natural ⇒ Natural"
("2 *")
where
"Double x ≡ x
⊕
x"
Definice nejsou aplikovány automaticky a je třeba na ně odkazovat jejich
jménem s připojeným řetězcem def. Odkazem na definici Double je tedy
Double def.
2.4.8 Proměnné
Isabelle automaticky odlǐsuje volné a vázané proměnné a vázané proměnné
vnitřně přejmenovává, aby nedocházelo k jejich záměně s proměnnými
volnými. Dále použ́ıvá vlastńı typ proměnných, tzv. schématické proměnné
zač́ınaj́ıćı znakem ?. Isabelle jimi ve formuli vnitřně nahrazuje volné
proměnné, které muśı být během d̊ukazu instanciovány nějakým termem.
2.4.9 Termy a formule HOL
Termy jazyka Isar jsou tvořeny aplikováńım funkćı na argumenty. Pokud
f je term typu τ1 ⇒ τ2 a t je term typu τ1, pak f t je typu τ2 [17]. Zápis t :: τ
pak znamená, že term t je typu τ .
Formule jsou termy typu bool. Použity jsou konstanty True a False a běžné
výrokové spojky (sestupně podle priority závorkováńı): ¬, ∧, ∨ a→. Všechny
binárńı spojky jsou automaticky závorkovány zprava.
18[17, odd. 2.7]
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Rovnost je funkćı = typu ’a ⇒ ’a ⇒ bool. Při porovnáváńı výraz̊u typu
bool zastupuje roli spojky právě tehdy, když. Výraz t1 6= t2 je zkratkou
pro ¬(t1 = t2). Rovnost má ve formuĺıch, na rozd́ıl od logické ekvivalence,
nejvyšš́ı prioritu, proto je nutné výrazy pečlivě závorkovat.
Kvantifikátory jsou zapisovány jako ∀ x. P x a ∃ x. P x. Použit́ı v́ıce
stejných kvantifikátor̊u za sebou lze zkrátit do tvaru ∀ x y z. R x y z.
2.5 Dokazováńı v Isabelle/HOL
Po definováńı požadovaných objekt̊u je teorie připravena k formulaci tvzeńı
a následné verifikaci jejich d̊ukaz̊u, př́ıpadně k jejich asistovanému doka-
zováńı. T́ım, že verifikátor s použit́ım d̊ukazových metod rozkládá tvrzeńı
na d́ılč́ı podćıle zobrazované v reálném čase, je možné jej použ́ıt jako
inspiraci pro hledáńı d̊ukazu.
2.5.1 Přirozená dedukce
K dokazováńı formuĺı HOL použ́ıvá Isabelle/HOL kalkulus přirozené
dedukce. Pro spojky a kvantifikátory HOL jsou tak implementována pravidla
jejich zavedeńı a eliminace. V přiložené formalizaci se explicitńı usuzováńı
na úrovni formuĺı HOL takřka nevyskytuje, proto pro v́ıce detail̊u k syntaxi
a použit́ı kalkulu viz [17, kap. 5].
2.5.2 Formulace tvrzeńı
Tvrzeńı jsou vyjádřena formulemi HOL z odd́ılu 2.4.9. Jedná se tedy o termy
typu bool. Jako př́ıklad uvažme následuj́ıćı lemma z teorie NaturalNumbers
o přič́ıtáńı nuly zleva předložené již ve své formalizované podobě:





Tvrzeńı je uvedeno kĺıčovými slovem lemma, př́ıpadně theorem či
corollary. Tato slova jsou v kódu volně zaměnitelná a jejich užit́ı zálež́ı
na potřebě uživatele odlǐsit významnost formalizovaných tvrzeńı.
Dále následuje nepovinné, avšak doporučené pojmenováńı, kterým lze
později k tvrzeńı odkazovat. Atribut simp v hranatých závorkách předává
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programu informaci, že tvrzeńı lze v daľśıch d̊ukazech použ́ıvat jako simpli-
fikačńı pravidlo, tedy pro přepis výrazu Zero
⊕
x na výraz x. Tento atribut
je – stejně jako jméno tvrzeńı – nepovinný. V rámci budováńı teorie jej však
lze obecně doporučit.
Po uvedeńı hlavičky následuje tvrzeńı samotné. Jeho uvedeńım se veri-
fikátor přepne do d̊ukazového režimu a vygeneruje ćıl, který má být dokázán.
Důkazový režim je ukončen úspěšným dokončeńım d̊ukazu, bez nějž nelze
pokračovat ve formalizaci.
Důkaz tvrzeńı může být veden dvěma zp̊usoby, a to bud’ postupným
rozkládáńım aktuálńıho ćıle na jednodušš́ı automaticky dokazatelné podćıle
pomoćı emulace taktických skript̊u, nebo naopak odvozeńım ćıle z již
dokázaných tvrzeńı vedeńım strukturovaného d̊ukazu. Oba zp̊usoby se odlǐsuj́ı
předevš́ım čitelnost́ı a délkou výsledného kódu a jsou popsány ńıže.
2.5.3 Emulace taktických skript̊u
Každý krok d̊ukazu je verifikován aplikaćı některé z d̊ukazových metod m, a to
př́ıkazem apply m. Metoda m je automaticky aplikována na prvńı podćıl,
který bud’ dokáže, nebo transformuje na podćıl nový, a to v závislosti na
použité metodě.
Podćıle jsou automaticky č́ıslovány a jejich pořad́ı lze měnit př́ıkazy
prefer n a defer n , kde n je č́ıslo podćıle. Důkaz konč́ı dokázáńım všech
podćıl̊u, kdy je na výstupu verifikátoru zobrazena zpráva
”
No subgoals!“,
a následným uvedeńım př́ıkazu done.
Aplikaćı d̊ukazové metody docháźı k voláńı př́ıslušného taktického skriptu
v jazyce ML, který vraćı výsledek na výstup verifikátoru. Důkazové metody
v následuj́ıćım přehledu byly použity při formalizaci logiky BL. Jejich stručný
popis vycháźı z dokumentace v [21], popř́ıpadě [17].
simp volá implementovaný nástroj Simplifier, který zkouš́ı opakovaně trans-
formovat ćıl podle simplifikačńıch (či přepisovaćıch) pravidel dostupných
v importovaných teoríıch, mezi dř́ıve dokázanými tvrzeńımi s atributem
[simp] nebo mezi předchoźımi kroky d̊ukazu. Transformace spoč́ıvá v pře-
pisováńı termů podle rovnosti v simplifikačńım pravidle, a to zleva doprava.
Metoda selhává, pokud po přepsáńı z̊ustane term nezměněn.
blast je metoda z implementovaného baĺıku nástroj̊u pro dokazováńı v kla-
sické logice. Je vhodná např́ıklad pro dokazováńı formuĺı predikátové logiky
či teorie množin.
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auto kombinuje klasické dokazováńı a simplifikaci. Metoda je vhodná
v situaćıch, kdy je třeba dokázat velké množstv́ı triviálńıch podćıl̊u. Ty,
na kterých skript selže, z̊ustávaj́ı mezi ćıli k dokázáńı.
metis odkazuje na implementovaný automatický dokazovaćı nástroj pro
prvořádovou logiku s rovnost́ı (viz [14]). V kombinaci s nástrojem Sledgeham-
mer, generuj́ıćım argumenty pro metis, se jedná o jedinou metodu použitou
pro verifikaci objektových d̊ukaz̊u v kalkulu BL.
rule a aplikuje pravidlo a na aktuálńı ćıl. Varianta erule aplikuje pravidlo
v opačném směru.
subgoal tac A přidá k aktuálńımu podćıli předpoklad A a vygeneruje tuto
skutečnost jako nový podćıl.
induct tac d generuje podćıle podle induktivńı definice objektu d .
Pro větš́ı přehlednost a stylistickou úpravu kódu podporuje Isabelle/HOL
zkratky pro některé sekvence př́ıkaz̊u. Jejich kompletńı výčet je uveden
v [21, odd. A.1.2]. Např́ıklad zakončeńı d̊ukazu pomoćı apply m done může
být nahrazeno př́ıkazem by m , jak je vidět na následuj́ıćım př́ıkladu d̊ukazu
lemmatu z formalizace 2.5.1 emulaćı taktických skript̊u:
Formalizace 2.5.2. D̊ukaz emulaćı taktických skript̊u






Metoda auto přelož́ı kvantifikátor ∀ na jeho interńı variantu
∧
slouž́ıćı pro
práci s libovolnou hodnotou [17, odd. 5.9]. Metoda induct tac x vygeneruje
podćıle podle konstruktor̊u x – to je d́ıky typové inferenci rozpoznáno jako
objekt typu Natural, a podćıle jsou tedy rozložeńım tvrzeńı na př́ıpady
x = Zero a x = Suc n. Ty jsou pak dokázány metodou simp, jej́ıž opakované
použit́ı je zkráceno znamı́nkem +.
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2.5.4 Strukturovaný d̊ukaz
Druhou možnost́ı verifikace tvrzeńı je sestaveńı strukturovaného d̊ukazu, který
je vymezen př́ıkazy proof a qed uvozuj́ıćımi tělo d̊ukazu. To sestává z př́ıkaz̊u
fix x pro fixováńı proměnné, assume A pro deklaraci předpokladu A ; dále
konstrukce from B have C řetěźı d́ılč́ı tvrzeńı, přičemž C muśı být dokázáno,
a to bud’ emulaćı taktických skript̊u, nebo opět strukturovaným d̊ukazem.
Př́ıkaz this zastupuje posledńı dokázaný krok. Důkaz je pak dokončen
př́ıkazem from D show E, kdy verifikátor z řetězce d́ılč́ıch tvrzeńı vygeneruje
pravidlo, j́ımž dokáže aktuálńı ćıl d̊ukazu.
Jednotlivé kroky d̊ukazu lze pojmenovávat tak, aby k nim bylo možné
referovat později. Strukturovaný d̊ukaz je možné č́ıst jako matematický text,
čemuž napomáhá i pojmenováńı jednotlivých př́ıkaz̊u. Nav́ıc jsou zavedena
synonyma některých konstrukćı. Za všechny uved’me, že př́ıkaz from A je
zkratkou za note A then a př́ıkaz then pak zastupuje from this. Př́ıkaz
have A using B je ekvivalentńı zápisu from B have A.
Jako př́ıklad uved’me opět d̊ukaz lemmatu z formalizace 2.5.1, tentokrát
však v jeho strukturované podobě:




















from 2 have 3: "Suc (Zero
⊕
k) = Suc k"
using IH by simp
then show "(Zero
⊕
(Suc k)) = Suc k"
using 2 and 3 by simp
qed
Metody v parametru př́ıkazu proof jsou aplikovány při iniciaci d̊ukazu –
auto přelož́ı kvantifikátor a induct tac rozděĺı hlavńı ćıl na dva podćıle podle
induktivńı definice x. Prvńı z nich je dokázán simplifikaćı podle definice
⊕
.
Zbývá tedy dokázat indukčńı krok. Ten je na výstupu zobrazen jako podćıl:
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Natural) = Natural =⇒
(Zero
⊕
S Natural) = S Natural.
V této formuli je jménem Natural automaticky pojmenována proměnná typu
Natural. Důkaz pak pokračuje fixováńım libovolného k a předpokládáńım
indukčńıho kroku, který odpov́ıdá levé straně metaimplikace v podćıli. Před-
poklad je pro pozděǰśı použit́ı pojmenován jako IH.
Daľśı kroky lze č́ıst bez podrobněǰśıho popisu. Tvrzeńı za př́ıkazem show
pak odpov́ıdá závěru implikace v hlavńım ćıli. Po aplikaci tohoto př́ıkazu
je tedy vytvořeno pravidlo spojuj́ıćı předpoklad IH se závěrem pomoćı =⇒,
j́ımž lze dokázat podćıl, a protože už žádný daľśı nezbývá, d̊ukaz je uzavřen
př́ıkazem qed, verifikátor ukonč́ı d̊ukazový mód a je opět připraven pro
deklaraci definic či formulaci daľśıho tvrzeńı.
Popsané kostrukce a nástroje Isabelle/HOL dostačuj́ı pro formalizaci logiky
BL. Př́ıpady, které v této kapitole nebyly uvedy, jsou rozebrány operativně
v popisu formalizace. Ćılem kapitoly bylo ukázat, že objekty logiky BL
lze v Isabelle/HOL zachytit podobně jako přirozená č́ısla v ukázkové teorii
NaturalNumbers.
V následuj́ıćı kapitole je předložen stručný popis logiky BL, a to s d̊urazem




Logika BL definovaná profesorem Petrem Hájkem v [12], je př́ıpadem
výrokové matematické fuzzy logiky. V této kapitole o ńı budeme vykládat
podle [6, kap. 1].
3.1 Matematická fuzzy logika
Matematická fuzzy logika je rozš́ı̌reńım klasické dvouhodnotové logiky na
systém L pravdivostńıch hodnot, nejčastěji z reálného intervalu [0, 1]. Fuzzy
logiky jsou typické kladeńım jistých podmı́nek na v́ıcehodnotovou sémantiku
výrokových spojek, které jsou navrhovány za účelem sestaveńı výrokového a
predikátového kalkulu.
Každá n-árńı výroková spojka c je sémanticky interpretována pravdi-
vostńı funkćı Fc : L
n → L – pravdivostńı hodnota formule c(ϕ1, . . . , ϕn) je
definována funkćı Fc(x1, . . . , xn), kde xi je pravdivostńı hodnota podformule
ϕi pro i ∈ {1, . . . , n}. [6, odd. 1.1].
Krajńı pravdivostńı hodnoty 0 a 1 reprezentuj́ı úplnou nepravdivost a
úplnou pravdivost odpov́ıdaj́ıćı klasické dvouhodnotové logice, vnitřńı
hodnoty z intervalu (0, 1) pak
”
částečnou pravdivost“,19 která je předmětem
zkoumáńı fuzzy logik. Na intervalu [0, 1] je zavedena relace ≤ z reálných č́ısel
reprezentuj́ıćı pravdivostńı śılu tvrzeńı – to je t́ım pravdivěǰśı, č́ım je vyšš́ı
jeho pravdivostńı hodnota.
3.2 Výroková fuzzy logika
3.2.1 Interpretace spojek pomoćı funkce spojité t-normy
Výroková fuzzy logika obvykle klade určité podmı́nky na pravdivostńı funkce
spojek. Mezi nejběžněǰśı patř́ı následujićı podmı́nky na spojku konjunkce:
• Komutativita: x ∗ y = y ∗ x
• Asociativita: (x ∗ y) ∗ z = x ∗ (y ∗ z)
• Monotonie: když x ≤ x′ a y ≤ y′, pak x ∗ y ≤ x′ ∗ y′
• Jednotka: x ∗ 1 = x
• Spojitost: Funkce ∗ je spojitá na [0, 1]2.
19Částečná pravdivost je zde (stejně jako v [6]) použita ryze jako technický termı́n
označuj́ıćı stupeň jisté kvality přǐrazované tvrzeńım.
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Podmı́nky odpov́ıdaj́ı požadavk̊um na očekávané vlastnosti konjunkce a jsou
otázkou designu [12, s. 27]. Zde uvedený výčet tedy klade požadavky na
komutativitu a asociativitu kojunkce, dále na monotonńı chováńı v̊uči změně
jednoho z argument̊u. Dále výraz s pravdivost́ı 1 nemá mı́t vliv na pravdivost
tvrzeńı, s ńımž je v konjunkci. Požadavek na spojitost ∗ pak plyne z intuice,
že nekonečeně malá změna pravdivostńı hodnoty argumentu nemá zp̊usobit
výrazněǰśı změnu hodnoty celého výrazu. Daľśı vlastnosti ∗, jako je neutralita
hodnoty 0, plynou již z vlastnost́ı výše uvedených, popř́ıpadě by byly př́ılǐs
omezuj́ıćı.20
Funkce ∗ splňuj́ıćı prvńı čtyři podmı́nky se nazývá triangulárńı norma,
zkráceně t-norma.
Definice 3.2.1. [6, odd. 1.1] Binárńı funkce ∗ : [0, 1]2 → [0, 1] se nazývá
t-norma (nebo triangulárńı norma), pokud je komutativńı, asociativńı, mono-
tonńı a 1 je jej́ım jednotkovým prvkem.
T-norma ∗ interpretuje takzvanou silnou konjunkci (&). Nyńı uvedeme inter-
pretace ostatńıch spojek výrokové fuzzy logiky založené na spojitých
t-normách.
Věta 3.2.1. [6, odd. 1.1] Pro každou spojitou t-normu ∗ existuje jednoznačně
určená binárńı operace⇒∗ na [0, 1] (zvaná reziduum funkce ∗) taková, že pro
všechna x, y, z ∈ [0, 1] plat́ı:
z ∗ x ≤ y iff z ≤ x⇒∗ y.
Spojka implikace (→) je interpretována právě operaćı ⇒∗, jej́ıž některé
vlastnosti uvedeme v následuj́ıćı větě:
Věta 3.2.2. [6, věta 1.1.9] Pro spojitou t-normu ∗, jej́ı reziduum⇒∗ a každé
x, y ∈ [0, 1] plat́ı:
1. x⇒∗ y = 1 iff x ≤ y
2. 0⇒∗ y = 1
3. 1⇒∗ y = y
4. min{x, y} = x ∗ (x⇒∗ y)
5. max{x, y} = min{(x⇒∗ y)⇒∗ y, (y ⇒∗ x)⇒∗ x}
20viz [6, s. 4]
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Ve výrokové fuzzy logice operace minima z bodu 4 věty 3.2.2 interpretuje
daľśı spojku, takzvanou slabou konjunkci (∧), operace maxima z bodu 6 pak
interpretuje slabou disjunkci (∨).
Negace je interpretována funkćı ¬∗x = x ⇒∗ 0. Posledńı spojka, ekviva-
lence (↔), je pak interpretována operaćı bireziduum definovanou následovně:
Definice 3.2.2. [6, s. 8] Pro spojitou t-normu ∗ a všechna x, y ∈ [0, 1] je
definována operace bireziduum ⇔∗ takto:
x⇔∗ y = min{x⇒∗ y, y ⇒∗ x}
Jak je patrné, pro definici spojek logiky spojitých t-norem je podoba &
stěžejńı. Volba operace ∗ tak určuje podobu celé logiky.
3.2.2 Prominentńı t-normy
V následuj́ıćı definici jsou uvedeny př́ıklady tř́ı prominentńıch spojitých
t-norem a jejich rezidúı:
Definice 3.2.3. [6, odd. 1.1] Př́ıkladem spojitých t-norem a jejich rezidúı
jsou:
pojmenováńı t-norma reziduum
Gödelova x ∗G y = min{x, y} x⇒G y = y
produktová x ∗Π y = x · y x⇒Π y = y/x
 Lukasiewiczova x ∗L y = max{x+ y − 1, 0} x⇒L y = 1− x+ y
Každou t-normu lze vyjádřit pomoćı těchto tř́ı t-norem [6, věta 1.1.7(5)].
Reziduálńı negace prominentńıch t-norem vycháźı následovně:
Definice 3.2.4. [6, s. 8]
¬Lx = 1− x ¬Gx = ¬Πx =
{
1 pro x = 0
0 pro x > 0
Definice 3.2.5. [6, def. 1.1.12] Pro spojitou t-normu ∗ definujeme t-algebru
této t-normy jako algebru
[0, 1]∗ = 〈[0, 1], ∗,⇒∗,min,max, 0, 1〉,
kde min a max jsou minimum a maximum v běžném smyslu na reálných
č́ıslech. Operace ⇔∗ a ¬∗ jsou pak odvozeny podle výše uvedených definic
3.2.2 a 3.2.4.
Pro každou množinu K spojitých t-norem znač́ıme odpov́ıdaj́ıćı algebru K
a naopak.
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3.2.3 Syntax a sémantika
Syntax a sémantika logiky spojitých t-norem jsou definovány podle definice
1.1.13 v [6] následovně:
Definice 3.2.6. [6] Jazyk L výrokové fuzzy logiky LK množiny K spojitých
t-norem sestává z:
• výrokových proměnných p, q, r... z množiny Var,
binárńıch spojek
• & (silná konjunkce),
• → (implikace),
• ∧ (slabá konjunkce),





• 0̄ a 1̄.
Formule jazyka L je pak utvořena zp̊usobem jako v klasické výrokové logice.21
Dále pro všechna n ∈ N a formuli ϕ zavedeme zkrácený zápis:
ϕ0 ≡df 1̄
ϕn+1 ≡df ϕn & ϕ.
Ohodnoceńı výrokových proměnných je zobrazeńım e : Var → [0, 1]; to je
jednoznačně rozšǐritelné na zobrazeńı e∗ z množiny formuĺı L do [0, 1], a to
rekurzivńı definićı ohodnoceńı v [6, def. 1.1.3]. Podle této definice, definic⇒∗
a ¬∗ a věty 3.2.2 lze považovat spojky &, → a 0̄ za základńı – ostatńı jsou
z těchto odvozeny.
21jako rozš́ı̌reńı definice 1.1.1 v [20] o spojku &
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Definice 3.2.7. [6, s. 14] Odvozené spojky logiky spojitých t-norem lze defi-
novat pomoćı spojek &, → a 0̄ takto:
ϕ ∧ ψ ≡df ϕ & (ϕ→ ψ))
ϕ ∨ ψ ≡df ((ϕ→ ψ)→ ψ) ∧ ((ψ → ϕ→ ϕ))
ϕ↔ ψ ≡df (x→ y) & (y → x)
¬ϕ ≡df ϕ→ 0̄
1̄ ≡df ¬0̄
Definice 3.2.8. [6, def. 1.1.4] Necht’ K je množinou spojitých t-norem. Pak
formule ϕ je tautologíı logiky LK, pokud e∗(ϕ) = 1 pro každou t-normu
∗ ∈ K a každé ohodnoceńı e∗.
Nyńı přistupme k vymezeńı logiky BL:
Definice 3.2.9. [6, def. 1.1.9] Logiky určené prominentńımi t-normami
z definice 3.2.3 jsou po řadě nazývány Gödelova, produktová a  Lukasiewiczova
logika (značeno G, Π a  L). Logika všech spojitých t-norem se nazývá BL
(z angl. Basic Logic).
3.3 Axiomatika logiky spojitých t-norem
Definice 3.3.1. [6, odd. 1.2] Hilbertovský kalkulus logiky BL je dán axiomy
(BL1) (ϕ→ ψ)→ ((ψ → χ)→ (ϕ→ χ))
(BL4) (ϕ & (ϕ→ χ))→ (χ & (χ→ ϕ))
(BL5a) ((ϕ & ψ)→ χ)→ (ϕ→ (ψ → χ))
(BL5b) ((ϕ→ (ψ → χ))→ ((ϕ & ψ)→ χ))
(BL6) ((ϕ→ ψ)→ χ)→ (((ψ → ϕ)→ χ)→ χ)
(BL7) 0→ ϕ




Tento systém je korektńı a úplný v̊uči výše popsané sémantice logiky BL.
Axiom (BL1), sufixace, uvád́ı implikaci → do vztahu s uspořádáńım pravdi-
vostńıch hodnot ≤ a zavád́ı tak do syntaxe jej́ı tranzitivitu. Axiom (BL4),
zvaný též axiom divizibility, pak zachycuje komutativitu slabé konjunkce ∧.
Axiomy (BL5a) a (BL5b) odpov́ıdaj́ı podmı́nce reziduace a (BL6) podmı́nce
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prelinearity.22 Axiom (BL7) vyjadřuje princip ex falso quodlibet z klasické
logiky [6, s. 15].
Č́ıslováńı axiomů odpov́ıdá p̊uvodńımu značeńı v [12], kde byly v rámci
axiomatiky nav́ıc uvedeny následuj́ıćı dva axiomy:
(BL2) (ϕ & ψ)→ ϕ
(BL3) (ϕ & ψ)→ (ψ & ϕ)
Axiomy (BL2) a (BL3) jsou klasickými axiomy konjunkce. Jejich závislost
na axiomatice z definice 3.3.1 byla dokázána později v [7] a [8].23 Oba axiomy
jsou nyńı v [6] zařazeny mezi teorémy logiky BL.
Logika BL je základńı ve smyslu možnosti jej́ıho axiomatického rozš́ı̌reńı
na logiky prominentńıch t-norem, tedy logiky G, Π a  L, a to těmito axiomy:
(G) ϕ→ (ϕ & ϕ)
( L) ¬¬ϕ→ ϕ
(Π) ¬ϕ ∨ ((ϕ→ ϕ & ψ)→ ψ)
Výsledné logiky jsou tedy definovány jako G = BL + (G),  L = BL + ( L)
a Π = BL + (Π). Rozš́ı̌reńım axiomatiky BL o zákon vyloučeného třet́ıho,
ϕ ∨ ¬ϕ, źıskáme systém klasické výrokové logiky.24
Pojem d̊ukazu v předložených kalkulech je pak definován klasicky:
Definice 3.3.2. [6, odd. 1.2] Důkazem formule ϕ z množiny formuĺı Γ je
posloupnost formuĺı ϕ1, . . . , ϕn taková, že ϕn = ϕ a pro každou formuli ϕi
z posloupnosti plat́ı, že (i) je instanćı axiomu BL, nebo (ii) je prvkem Γ,
nebo (iii) ∃j, k ≤ i taková, že ϕi vznikla aplikaćı pravidla modus ponens na
formule ϕj a ϕk.
Pokud existuje d̊ukaz ϕ z množiny Γ, ř́ıkáme, že ϕ je dokazatelná z Γ
a ṕı̌seme Γ ` ϕ.
3.4 Vlastnosti BL
Následuj́ıćı tvrzeńı plat́ı o logice BL a jejich verifikace je součast́ı formalizace
– d̊ukazy jsou tak předloženy až v kapitole 4 a vycházej́ı ze svých formalizo-
vaných verźı. Výběr vlastnost́ı BL je podř́ızen předevš́ım záměru formalizovat
větu o lokálńı dedukci.
V prvńı řadě uved’me jednu ze základńıch vlastnost́ı relace dokazatelnosti,
a to monotonii :
22Divisibilita, reziduace a prelinearita jsou vlastnostmi algebraické struktury zachycuj́ıćı
sémantiku logiky BL. Viz [6, def. 1.3.1].
23Oba d̊ukazy jsou formalizovány v př́ıloze BL theorems.thy
24pro podrobněǰśı popis rozš́ı̌reńı BL viz [6, odd. 1.2]
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Lemma 3.4.1. Necht’ ϕ je formule BL a Γ, ∆ množiny formuĺı BL. Pak
plat́ı, že
Γ `BL ϕ =⇒ Γ ∪ ∆ `BL ϕ.
Instanćı tohoto lemmatu je pak jednoduché tvrzeńı o dokazatelnosti z prázdné
množiny:
Lemma 3.4.2. Necht’ ϕ je formuĺı BL a Γ množinou formuĺı BL. Pak plat́ı
následuj́ıćı:
`BL ϕ =⇒ Γ `BL ϕ.
Daľśı použitou vlastnost́ı je teorém kalkulu BL, který slouž́ı k přepisováńı
formuĺı obsahuj́ıćıch výrazy tvaru ϕn:
Lemma 3.4.3. Necht’ ϕ je formuĺı BL a m, n jsou přirozenými č́ısly. Pak
plat́ı následuj́ıćı:
`BL (ϕn & ϕm) ↔ ϕn+m.
Logika BL je úplná [6]. Jednoduchým d̊usledkem této vlastnosti je následuj́ıćı
lemma o odvoditelnosti násobné konjunkce, které je však ve formalizaci
dokázáno pouze syntaktickými prostředky:
Lemma 3.4.4. Necht’ ϕ je formuĺı BL, Γ množinou formuĺı a n přirozeným
č́ıslem. Pak plat́ı, že
Γ ∪ {ϕ} `BL ϕn.
A konečně můžeme uvést větu o lokálńı dedukci z [6]:
Věta 3.4.1. (O lokálńı dedukci) Necht’ ϕ a ψ jsou formulemi BL, Γ množinou
formuĺı. Pak plat́ı, že:





Formalizace logiky BL je rozdělena do několika soubor̊u. Formule BL, násobná
konjunkce ϕn a relace dokazatelnosti jsou formalizovány s pomoćı teoríı
Main a String v teorii BasicLogic. Ta je následně importována do teorie
BL theorems, obsahuj́ıćı d̊ukazy v kalkulu logiky. Obě teorie jsou pak impor-
továny do teorie BL LocalDeduction s d̊ukazem věty o lokálńı dedukci.
4.2 Formalizace syntaxe
4.2.1 Formule
Formule logiky BL je reprezentována datovým typem formulaBL definovaným
v jazyce BL podle [6]:




| Conjuction_BL_strong formulaBL formulaBL ( infixr "&BL" 50)
| Implication_BL formulaBL formulaBL ( infix "−→BL" 35)
Argumentem konstruktoru atomických formuĺı Var je objekt typu char
(ṕısmeno) z teorie String. Ṕısmena jsou v jazyce Isar vyhrazena pro jména
proměnných HOL, od kterých je potřeba atomické formule odlǐsit. Zvolena
byla prefixová notace pomoćı tečky - atomy jsou tak vyjádřeny ve tvaru .p,
.q, .r atd.
Daľśı konstruktor Const 0 odpov́ıdá konstantě 0̄. Konstruktory základńıch
spojek Conjuction BL strong a Implication BL maj́ı dva argumenty typu
formulaBL a je pro ně zavedena infixová notace s uvedenou prioritou
závorkováńı.
Obdobně jako v př́ıpadě ṕısmen jsou spojky klasické logiky v Isar
vyhrazeny pro formule HOL. Pro odlǐseńı jsou proto všechny formalizované
spojky BL indexovány názvem logiky.
Daľśı spojky BL jsou definovány pomoćı definition jako ekvivalentńı
zápisy některých objekt̊u typu formulaBL. Konstantu 1̄ pak zachycuje definice25
objektu Const 1 typu formulaBL :
25Použitá definice konstanty 1̄ z [12] na rozd́ıl od definice v [6] použ́ıvá pouze základńı
spojky.
30
4.2 Formalizace syntaxe 4. Formalizace BL
Formalizace 4.2.2. Formalizace konstanty 1̄
definition Const_1 :: "formulaBL"
where
"Const_1 ≡ (Const_0 −→BL Const_0)"
Odvozené spojky BL jsou typu formulaBL ⇒ formulaBL ⇒ formulaBL pro
spojky binárńı, př́ıpadně formulaBL ⇒ formulaBL pro spojky unárńı.
Pro typové konstruktory odvozených spojek jsou definovány názvy
binary conn a unary conn pomoćı př́ıkazu type synonym, jak je vidět
na následuj́ıćı formalizaci:
Formalizace 4.2.3. Přejmenováńı typ̊u
type synonym unary_conn = "formulaBL ⇒ formulaBL"
type synonym binary_conn = "formulaBL ⇒ formulaBL ⇒
formulaBL"
S využit́ım synonym jsou odvozené spojky BL formalizovány takto:
Formalizace 4.2.4. Odvozené spojky BL
definition Conjuction_BL_weak :: binary_conn ( infixr "∧BL" 50)
where
"Conjuction_BL_weak ϕ ψ ≡ (ϕ &BL (ϕ −→BL ψ))"
definition Disjunction_BL_weak :: binary_conn ( infixr "∨BL" 50)
where
"Disjunction_BL_weak ϕ ψ ≡
((ϕ −→BL ψ) −→BL ϕ) ∧BL ((ψ −→BL ϕ) −→BL ϕ)"
definition Equivalence_BL :: binary_conn ( infixr "←→BL" 30)
where
"Equivalence_BL ϕ ψ ≡ ((ϕ −→BL ψ) &BL (ψ −→BL ϕ))"
definition Negation_BL :: unary_conn ("¬BL")
where
"Negation_BL ϕ ≡ ϕ −→BL Const_0"
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Zvláště je definována násobná konjunkce – ϕn. Z typového hlediska se jedná
o objekt kombinuj́ıćı typ formuĺı a typ přirozených č́ısel tak, že výsledný
objekt je typu formuĺı. Vzhledem k návratové hodnotě je formalizován jako
binárńı rekurzivńı funkce HOL podle definice 1.1.13 v [6]:
Formalizace 4.2.5. Násobná konjunkce formuĺı BL
fun MultiConj BL :: "formulaBL ⇒ nat ⇒ formulaBL" ( infixr
"^BL" 60)
where
"Phi_n ϕ 0 = Const_1"
| "Phi_n ϕ n = (ϕ &BL (Phi_n ϕ (n - 1)))"
4.2.2 Relace dokazatelnosti
Relace dokazatelnosti logiky BL je binárńı relaćı na množinách formuĺı a for-
muĺıch a je dána axiomatikou BL a pravidlem modus ponens
(viz odd. 3.3). V literatuře uváděné (viz [12], [6]) definice relace dokaza-
telnosti skrz pojem d̊ukazu jakožto posloupnosti se pro formalizaci v Isabelle
jev́ı jako nevhodná. Důvodem je jej́ı obt́ıžné zachyceńı v teorii typ̊u, resp.
pro Isabelle př́ılǐsná složitost výsledného kódu.
V Isabelle by se jevilo přirozené zachytit d̊ukaz podle definice 3.3.2 jako
objekt typu list, jehož prvky by splňovaly uvedené vlastnosti, o čemž by
bylo rozhodovala implementovaná funkce do 2, tedy metapredikát na doméně
množin formuĺı a formuĺı.
Při formalizaci se však ukázalo, že implementace rekurzivńı definice neńı
tak př́ımočará jako jej́ı poloformálńı zápis v textu. Zásadńım problémem je
skutečnost, že posloupnost formuĺı takřka nezachycuje strukturu d̊ukazu a při
jednotlivých iteraćıch rekurzivńıho pr̊uchodu posloupnost́ı muśı algoritmus
zpětně prohledávat už prošlé formule a hledat mezi nimi premisy pravidla
modus ponens.
Pro d̊ukazy v kalkulu bylo nav́ıc záměrem doćılit jednoduchého zápisu
d̊ukaz̊u pro snadnou obsluhu programu potenciálńımi uživateli, č́ımž lze vy-
loučit zápisu d̊ukazu jako stromu apod.26
Dále měla formalizace dokazatelnosti zachytit tuto relaci nejen
pro ověřováńı d̊ukaz̊u v daném kalkulu, ale zejména pro verifikaci meta-
d̊ukaz̊u tvrzeńı o této relaci, a to mimo jiné i těch induktivńıch podle složitosti
26Představu o implementaci d̊ukazu jako stromu či posloupnosti a množstv́ı použitých
závorek při jeho zápisu lze ponechat na čtenáři.
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odvozeńı. Deklarace komplexńı rekurzivńı funkce neumožňuje automaticky
generovat pravidla indukce pro tento objekt.
Vzhledem k výše uvedeným skutečnostem se ukázalo být vhodným řešeńım
definováńı dokazatelnosti skrze d̊ukazový uzávěr množiny formuĺı popsaný
v [9, odd. 1.1].
Definice 4.2.1. D̊ukazovým uzávěrem množiny Γ je nejmenš́ı množina
CnBL Γ taková, že jej́ımi prvky jsou (i) instance axiom̊u BL1–BL7,
(ii) formule z množiny Γ, (iii) pokud jsou formule ϕ a ϕ →BL ψ prvky
CnBL Γ, pak je i ψ prvkem CnBL Γ.
Formalizován je pak pomoćı inductive set takto:
Formalizace 4.2.6. D̊ukazový uzávěr CnBL
inductive set CnBL :: "formula set ⇒ formula set" for Γ
where
BL1: "((ϕ −→BL ψ) −→BL ((ψ −→BL χ) −→BL (ϕ −→BL χ)))
∈ CnBL Γ"
| BL4: "((ϕ &BL (ϕ −→BL ψ)) −→BL (ψ &BL (ψ −→BL ϕ)))
∈ CnBL Γ"
| BL5a: "((ϕ &BL ψ −→BL χ) −→BL (ϕ −→BL (ψ −→BL χ)))
∈ CnBL Γ"
| BL5b: "(((ϕ −→BL (ψ −→BL χ))−→BL
((ϕ &BL ψ) −→BL χ))) ∈ CnBL Γ"
| BL6: "(((ϕ −→BL ψ) −→BL χ) −→BL
(((ψ −→BL ϕ) −→BL χ) −→BL χ)) ∈ CnBL Γ"
| BL7: "(Const_0 −→BL ϕ) ∈ CnBL Γ"
| Assumption: "ϕ ∈ Γ =⇒ ϕ ∈ CnBL Γ"
| MP: "ψ ∈ CnBL Γ ∧ (ψ −→BL ϕ) ∈ CnBL Γ =⇒ ϕ ∈ CnBL Γ"
Symboly ϕ, ψ a χ v konstruktorech BL1 -BL7 pojmenovávaj́ı proměnné, za něž
může být dosazena libovolný objekt typu formulaBL, respektive kdykoliv je
formule ξ dosazena za proměnnou ϕ do schématu BL(ϕ), Isabelle vyhodnot́ı
výraz BL(ξ) ∈ CnBL Γ jako pravdivý.
Stěžejńı pro definici uzávěru CnBL jsou pak podmı́něné konstruktory
Assumption a MP. Jejich čteńı je z hlediska běžného matematického zápisu in-
tuitivńı. Samotná relace dokazatelnosti je pak definována skrze relaci náležeńı:
Definice 4.2.2. Formule ϕ je v logice BL dokazatelná z množiny formuĺı Γ
(ṕı̌seme Γ `BL ϕ) právě tehdy, když ϕ nálež́ı do d̊ukazového uzávěru CnBL
Γ. Relace `BL je relaćı dokazatelnosti logiky BL.
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Formalizace relace je pak implementována jako definice HOL následovně:
Formalizace 4.2.7. Relace dokazatelnosti BL
definition ProvRelBL :: "formula set ⇒ formula ⇒ bool"
( infixr "`BL" 10)
where
"ProvRelBL Γ ϕ ≡ ϕ ∈ CnBL Γ"
V tuto chv́ıli již je předložená teorie dostatečně obsáhlá pro formalizaci
teorémů BL jakožto tvrzeńı metalogiky HOL.
4.3 Důkazy v kalkulu BL
Ve srovnáńı s definićı relace dokazatelnosti v kalkulech hilbertovského typu,
která se objevuje v literatuře ([6], [12]), neńı podle definice 4.2.2 tento
vztah mezi množinou formuĺı a formuĺı prokazován instanciaćı existenčńıho
kvantifikátoru objektem s požadovanou strukturou (d̊ukazem – posloupnost́ı),
nýbrž zkoumáńım d̊ukazového uzávěru skrze relaci náležeńı ∈, jej́ıž definice
již je implementována v importované knihovně Main.
Uvažme tedy např́ıklad tvrzeńı, že konstanta 1̄ je teorémem BL, tedy že
je dokazatelná z prázdné množiny předpoklad̊u:
Věta 4.3.1. `BL 1̄
Důkaz Z definice 4.2.2 a definice odvozených spojek dostaneme postupně
ekvivalentńı tvrzeńı 1̄ ∈ CnBL {} a 0̄→ 0̄ ∈ CnBL {}, přičemž druhé z nich
je instanćı konstruktoru CnBL Γ, tedy je prvkem uzávěru.

Verifikace d̊ukazu v kalkulu může být provedena v́ıce zp̊usoby. Při každém
z nich však v některém z krok̊u dojde k aplikaci definice 4.2.2. Protože jsou
podle této definice zápisy Γ `BL ϕ a ϕ ∈ CnBL Γ ekvivalent́ı, můžeme
definovanou relaci `BL považovat za redundantńı, v kódu ji ponechat pro
př́ıpadné budoućı použit́ı a u dokazovaných formuĺı rovnou ověřovat jejich
náležeńı do d̊ukazového uzávěru.
Formalizovaný d̊ukaz formule BL může být veden jako zpětný skrze
emulaci taktických skript̊u, což je vhodné pro instance již dokázaných tvrzeńı
a kratš́ı d̊ukazy z definic, jak je vidět na formalizaci d̊ukazu tvrzeńı 4.3.1:
Formalizace 4.3.1. Lemma 2.2.14/(19) v [12]
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theorem Hajek_MFL_2_2_14_19 [simp]:
"Const_1 ∈ CnBL {}"
apply (unfold Const_1_def)
by simp
Obecně je však vhodněǰśı konstruovat strukturovaný d̊ukaz tvaru
proof ... qed, na němž jsou vidět jednotlivé kroky zachycuj́ıćı strukturu
dokazováńı mimo program, což přisṕıvá k čitelnosti d̊ukazu, a který v př́ıpadě
komplexńıho odvozeńı umožňuje rozděleńı d̊ukazu na méně složité podćıle
dokazatelné pomoćı automatických nástroj̊u.
4.3.1 Dokazováńı teorémů BL
V př́ıpadě teorémů BL je třeba zd̊uraznit, že se jedná – podobně jako
u axiomů – o schémata formuĺı a z hlediska HOL o termy ohodnocené
proměnnými. To hraje roli při formulaci tvrzeńı o dokazatelnosti teorému
– je nutné alespoň jednu z jeho proměnných vázat metakvantifikátorem
a v d̊ukazu ji fixovat. Verifikátor pak snáze exportuje pravidlo pro řešeńı
hlavńıho ćıle.
Použitým vzorcem při formalizaci d̊ukaz̊u v kalkulu je následuj́ıćı schéma:
theorem pojmenovánı́ teorému [simp]:
"∀ϕ. dokazovaný teorém ∈ CnBL {}"
proof
fix ϕ
from předpoklad i and . . . and předpoklad j have
1: "odvozená formule ∈ CnBL {}"
by důkazová metoda
...
from předpoklad k and . . . and předpoklad l show
n: "dokazovaný teorém ∈ CnBL {}"
by důkazová metoda
qed
Předpoklady mezi kĺıčovými slovy from a have (př́ıpadně show) tvoř́ı
množinu fakt̊u, s nimiž pracuje důkazová metoda. Předpokladem může být
jakýkoliv dř́ıve dokázaný teorém či předchoźı krok d̊ukazu, na něž je odka-
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zováno pojmenováńım teorému či jeho označeńım v rozsahu 1 až n.27
Pro hledáńı automatického skriptu lze na základě praxe doporučit nástroj
sledgehammer hledaj́ıćı mezi dostupnými fakty parametry pro d̊ukazovou
metodu metis. Zvýšit šanci na úspěch tohoto heuristického prohledáváńı lze
právě explicitńım uvedeńım předpoklad̊u.28
Přestože je sledgehammer velmi užitečným nástrojem pro práci s velkým
množstv́ım dokázaných tvrzeńı, na mnoha d̊ukazech v kalkulu selhává. Jako
jeden z těchto př́ıpad̊u lze uvést odvozeńı dvoj́ı aplikaćı pravidla
modus ponens. V této situaci je třeba rozdělit tvrzeńı na dva kroky
a aplikovat sledgehammer na každý zvlášt’.
4.3.2 Deklarace odvozovaćıho pravidla
Z libovolného teorému obsahuj́ıćıho implikaci může být pomoćı pravidla
modus ponens deklarováno nové odvozovaćı pravidlo kalkulu. V kontextu
logiky vyšš́ıho řádu lze takové pravidlo obecně popsat následuj́ıćı definićı:
Definice 4.3.1. Odvozovaćı pravidlo logiky BL je formuĺı následuj́ıćıho tvaru:
(a) ψ1 ∈ CnBL Γ ∧ . . . ∧ ψn ∈ CnBL Γ =⇒ ϕ ∈ CnBL Γ
Jej́ım formalizovaným ekvivalentem je pak následuj́ıćı formule HOL:
(b) [[ψ1 ∈ CnBL Γ; . . . ;ψn ∈ CnBL Γ]] =⇒ ϕ ∈ CnBL Γ
Potřeba deklarace nového pravidla zálež́ı na četnosti opakováńı některých
krok̊u v d̊ukazech. Právě kv̊uli výše popsané nutnosti rozepisovat mezikroky
při opakované aplikaci pravidla modus ponens bylo do formalizace zařazeno
nové pravidlo BL transitivity of implication stavěj́ıćı odvozeńı z axiomu
BL1 na úroveň metalogického pravidla.
Zavedeńı pravidla spoč́ıvá v dokázáńı tvrzeńı podle definice 4.3.1(b)
s parametrem [rule format, simp] :
Formalizace 4.3.2. Deklarace odvozovaćıho pravidla z axiomu BL1
lemma BL_transitivity_of_implication [rule_format, simp]:
" [[(ϕ −→BL ψ) ∈ CnBL Γ; (ψ −→BL χ) ∈ CnBL Γ]] =⇒
(ϕ −→BL χ) ∈ CnBL Γ"
27Dokazované mezikroky mohou být značeny libovolným řetězcem. Pro udržeńı
přehlednosti je však zvoleno běžné č́ıslováńı krok̊u.
28Sledgehammer rovněž disponuje možnost́ı manuálńıho nastaveńı mimo jiné časových i
prostorových omezeńı heuristiky, a to pomoćı př́ıkazu sledgehammer params uvedeným
mimo prostřed́ı d̊ukazu. Pro v́ıce podrobnost́ı k práci s nástrojem sledgehammer viz [5].
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Symbol =⇒ je metalogickým operátorem HOL určeným právě pro definováńı
odvozovaćıch pravidel [17, odd. 5.9]. Formule na levé straně operátoru uve-
dené v tučných závorkách a oddělené středńıkem jsou předpoklady defino-
vaného pravidla. Na pravé straně operátoru je pak odvozovaný závěr.
Stejně jako pravidlo tranzitivity je zavedena i ∧-adjunkce z [6] odvozená
z teorémů TBL10 a TBL11, a sice jako pravidlo zavedeńı slabé kojunkce
∧BL:
Formalizace 4.3.3. Deklarace odvozovaćıho pravidla pro zavedeńı ∧BL
lemma BL_ConjWeak_adjunction [rule_format, simp]:
" [[ϕ ∈ CnBL Γ; ψ ∈ CnBL Γ]] =⇒ (ϕ ∧BL ψ) ∈ CnBL Γ"
Důkazy obou lemmat jsou součást́ı př́ılohy BL theorems.thy.
4.3.3 Formalizované d̊ukazy
Formalizace teorémů a pravidel je obsažena v teorii BL theorems. Teorémy
jsou vybrány a značeny podle odd́ılu 1.2 v [6], doplněńı několika daľśıch
pocháźı z [12]. U teorémů, které se v použité literatuře nevyskytuj́ı, je zave-
deno značeńı vlastńı.
Teorémy jsou formalizovány v pořad́ı, v jakém byly dokázány. Volba,
který teorém v daném d̊ukazu použ́ıt, z̊ustává na uživateli programu, a jelikož
je v kódu možné odkazovat pouze na fakta dř́ıve uvedená, lze s pořad́ım
d̊ukaz̊u experimentovat bez nebezpeč́ı zaneseńı d̊ukazu kruhem.29
Teorie BL theorems je uvedena deklaraćı odvozovaćıho pravidla pro tranzi-
tivitu implikace. Následuje formalizace odvozeńı redundantńıho axiomu BL2
(odpov́ıdaj́ıćıho teorému TBL6 ), a to podle Karla Chvalovského v [7]. Celý
d̊ukaz je rozdělen do v́ıce lemmat, bylo možné použ́ıvat instance pr̊uběžné
dokázaných formuĺı. Dále je formalizován d̊ukaz redundance axiomu BL3
(teorém TBL7 ) z článku Petra Cintuly [8].
Některé z předložených d̊ukaz̊u jsou inspirovány kapitolou 2.2 v [12], kde
jsou uvedeny jejich náčrty. Teorémy obsahuj́ıćı ekvivalenci ←→BL jsou kv̊uli
zjednodušeńı d̊ukazu rozděleny na dvě implikace a označeny TBL..a a TBL..b.
4.4 Věta o lokálńı dedukci
Završeńım formalizace syntaxe BL je verifikace d̊ukazu věty 3.4.1 o lokálńı
dedukci. Důkaz je obsažen v teorii BL LocalDeduction, která obsahuje několik
29Za všechny lze uvést d̊ukaz teorému TBL15 z TBL24 (respetive z jeho varianty
TBL24b’ )
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daľśıch tvrzeńı potřebných k d̊ukazu věty a d̊ukaz samotný je pak rozdělen
do dvou část́ı podle směru implikace. Přestože by všechna lemmata i oba
směry implikace mohly být zahrnuty do jednoho d̊ukazu, pro větš́ı přehlednost
jsou uvedeny jako samostatná tvzeńı. Ta jsou předložena v pořad́ı, v jakém
byla dokázána.
Stejně jako v př́ıpadě formalizace d̊ukaz̊u v kalkulu BL, v d̊ukazech tvrzeńı
o dokazatelnosti je vynechána definovaná relace `BL a mı́sto ńı je použita
ekvivalentńı notace skrze náležeńı do d̊ukazového uzávěru.
Připomeňme lemma 3.4.2 o dokazatelnosti z prázdné množiny. Jeho forma-
lizace vypadá následovně:30
Formalizace 4.4.1. Lemma o dokazatelnosti z prázdné množiny
lemma emptyAsm [simp]: "ϕ ∈ CnBL {} =⇒ ϕ ∈ CnBL T"
apply (erule CnBL.induct)
by blast+
Dále dokažme lemma 3.4.3 pro úpravu výraz̊u obsahuj́ıćıch formule tvaru ϕn.
4.4.1 Lemma o násobné konjunkci
Vzhledem k délce formalizovaného d̊ukazu jsou některé kroky vynechány
a kód je proložen komentáři. Vynechané kroky jsou nahrazeny řetězcem
(...). Plné zněńı d̊ukazu je uvedeno v př́ıloze BL LocalDeduction.thy.
Formalizace 4.4.2. Lemma o násobné konjunkci
lemma MultiConjDistribution [simp]:
"((ϕ ^BL n &BL ϕ ^
BL m) ←→BL ϕ ^BL n + m) ∈ CnBL {}"
proof (unfold Equivalence_BL_def, induct n, simp)
(...)
Při iniciaci d̊ukazu je aplikována definice ekvivalence BL a vygenerovány
podćıle pro d̊ukaz indukćı podle n. V podćıli pro př́ıpad n = 0 pak metoda
simp přeṕı̌se výskyty výraz̊u ϕ^BLn podle defince násobné konjunkce na
Const 1.
Aplikace jednotlivých teorémů a pravidla modus ponens jsou
patrné z plného zněńı formalizace v př́ıloze práce. Z axiomů a teorémů BL
dokážeme bázi indukce:
30Lemma je formalizováno v teorii BL theorems pro potřeby zavedeńı odvozovaćıch
pravidel.
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(...)
from 6 and 8 show
9: "((Const_1 &BL ϕ ^
BL m −→BL ϕ ^BL m) &BL
(ϕ ^BL m −→BL Const_1 &BL ϕ ^BL m)) ∈ CnBL {}"
by (metis CnBL.MP)
(...)
Nyńı je třeba dokázat indukčńı krok pro Suc n. Př́ıkazem next jsou odděleny
bloky d̊ukazu a č́ıslováńı krok̊u tedy zač́ıná znovu od 1.






1: "((ϕ ^BL n &BL ϕ ^
BL m −→BL ϕ ^BL n + m) &BL
(ϕ ^BL n + m −→BL ϕ ^BL n &BL ϕ ^BL m)) ∈ CnBL {}"
(...)
Z prvńıho členu předpokládané konjunkce dostaneme postupnými úpravami
formuli, která se bĺıž́ı prvńı implikaci v dokazované ekvivalenci:
(...)
from 1 and 2 have
3: "(ϕ ^BL n &BL ϕ ^
BL m −→BL ϕ ^BL n + m) ∈ CnBL {}"
by (metis (full_types) CnBL.MP)
(...)
then have
7: "(((ϕ &BL ϕ ^
BL n) &BL ϕ ^
BL m) −→BL
(ϕ &BL ϕ ^
BL n + m)) ∈ CnBL {}"
by (metis (full_types) BL_transitivity_of_implication TBL9a)
have
(...)
Formule z kroku 7 je dále upravena podle tvrzeńı 8 a 9 plynoućıch
z formalizované definice ϕn, č́ımž je prvńı implikace dokázána:
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(...)
have
8: "(ϕ &BL ϕ ^
BL n) = (ϕ ^BL Suc n)"
by simp
have
9: "(ϕ &BL ϕ ^
BL n + m) = (ϕ ^BL Suc n + m)"
by simp
from 7 and 8 and 9 have
10: "((ϕ ^BL Suc n &BL ϕ ^




Obrácená implikace je dokázána obdobně postupnými úpravami druhé části
konjunkce v indukčńım předpokladu a následným aplikováńım rovnost́ı
z krok̊u 8 a 9 :
(...)
from 1 and 11 have
12: "(ϕ ^BL n + m −→BL ϕ ^BL n &BL ϕ ^BL m) ∈ CnBL {}"
by (metis CnBL.MP)
(...)
from 16 and 8 and 9 have




Z krok̊u 10 a 17 je postupným aplikováńım pravidla modus ponens na TBL10
vytvořena konjunkce, č́ım je d̊ukaz uzavřen:
(...)
from 17 and 19 show
20: "(((ϕ ^BL Suc n &BL ϕ ^
BL m) −→BL (ϕ ^BL Suc n + m))
&BL
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4.4.2 Prvńı část věty o lokálńı dedukci
Důkaz prvńı z implikaćı ve větě 3.4.1 je veden jako v [12] induktivně z definice
d̊ukazového uzávěru CnBL, podle jehož konstruktor̊u pravidlo CnBL.induct,
aplikované při iniciaci d̊ukazu, vytvoř́ı potřebné podćıle. Následuje fixováńı
proměnných.
Formalizace 4.4.3. Prvńı část věty o lokálńı dedukci
theorem LocalDeductionBL1 [simp]:
"ψ ∈ CnBL (Γ ∪ {ϕ}) =⇒ (∃ n. ((ϕ ^BL n) −→BL ψ) ∈ CnBL
Γ)"
proof (rule CnBL.induct)
fix ϕ’ ψ χ
(...)
Nejprve dokažme př́ıpady konstruktor̊u zachycuj́ıćı axiomatiku logiky BL.
Jedná se o triviálńı krok, protože axiomy jsou z definice v uzávěru pro každé
Γ, takže závěr implikace vždy plat́ı. Vhodné je tedy instanciovat existenčńı
kvantifikátor č́ıslem 0 a z teorému TBL2 s pomoćı nástroje sladgehammer
odvodit d̊ukaz požadované formule:
(...)
have
1: "(ϕ ^BL 0 −→BL ((ϕ’ −→BL ψ) −→BL ((ψ −→BL χ)
−→BL
(ϕ’ −→BL χ)))) ∈ CnBL Γ"
by (metis (full_types) CnBL.BL1 CnBL.MP TBL2 emptyAsm)
then show
2: "∃ n. (ϕ ^BL n −→BL ((ϕ’ −→BL ψ) −→BL ((ψ −→BL χ)
−→BL (ϕ’ −→BL χ)))) ∈ CnBL Γ"
by metis
(...)
Důkazy ostatńıch axiomů jsou vedeny obdobně jako v uvedeném př́ıkladu
pro axiom BL1.
Daľśım př́ıpadem je náležeńı formule ψ do množiny Γ∪ {ϕ} a je dokázán
po př́ıpadech. Důkaz tohoto podćıle můžeme uvést v plném zněńı a ponechat
jej bez podrobněǰśıho komentáře.
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4.4 Věta o lokálńı dedukci 4. Formalizace BL
(...)
fix ϕ’
assume "ϕ’ ∈ (Γ ∪ {ϕ})"
then show
9: "∃ n. (ϕ ^BL n −→BL ϕ’) ∈ CnBL Γ"
proof
assume "ϕ’ ∈ Γ"
then show "∃ n. (ϕ ^BL n −→BL ϕ’) ∈ CnBL Γ"
by (metis (full_types) CnBL.Assumption CnBL.MP TBL2
emptyAsm)
next
assume "ϕ’ ∈ {ϕ}"
then have "ϕ’ = ϕ"
by simp
hence "(ϕ ^BL 1 −→BL ϕ’) ∈ CnBL Γ"
by simp




Zbývá tedy dokázat indukčńı krok. Isabelle tento podćıl vygeneruje jako
konjunkci tvrzeńı, z nichž má plynout hlavńı ćıl d̊ukazu. Tuto konjunkci je
třeba explicitně předpokládat a źıskat z ńı potřebné předpoklady a proměnné




1: "(ψ ∈ CnBL (Γ ∪ {ϕ}) ∧ (∃ n. (ϕ ^BL n −→BL ψ) ∈ CnBL
Γ))
∧ (ψ −→BL ϕ’) ∈ CnBL (Γ ∪ {ϕ}) ∧
(∃ n. (ϕ ^BL n −→BL (ψ −→BL ϕ’)) ∈ CnBL Γ)"
from 1 obtain n where
2: "(ϕ ^BL n −→BL ψ) ∈ CnBL Γ"
by metis
from 1 obtain m where
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Z uvedených předpoklad̊u a teorémů Hajek 4, Hajek 7 a TBL10 je v kalkulu
odvozeno tvrzeńı 11, z MultiConjDistribution a BL1 pak 16. Z 11 a 16
je dokazatelné tvrzeńı 17, ve kterém je předložen svědek pro instanciováńı
existenčńıho kvantifikátoru. Krok 18 pak už jen uzav́ırá d̊ukaz:
(...)
from 8 and 10 have
11: "((ϕ ^BL n &BL ϕ ^




from 14 and 15 have
16: "(((ϕ ^BL n &BL ϕ ^
BL m) −→BL ϕ’) −→BL
((ϕ ^BL n + m) −→BL ϕ’)) ∈ CnBL Γ"
by (metis (full_types) CnBL.MP)
from 11 and 16 have
17: "((ϕ ^BL n + m) −→BL ϕ’) ∈ CnBL Γ"
by (metis CnBL.MP)
from 17 show
18: "∃ n. ((ϕ ^BL n) −→BL ϕ’) ∈ CnBL Γ"
by metis
qed
4.4.3 Odvoditelnost násobné konjunkce
Před dokončeńım d̊ukazu věty o lokálńı dedukci je zvláště dokázáno lemma
3.4.4. Důkaz je veden strukturovanou indukćı podle n. Je tedy uvozen s argu-
mentem induct n a př́ıpady jsou v něm rozebrány př́ıkazem case a odděleny
pomoćı next. Výraz ?case pak vraćı aktuáně rozeb́ıraný př́ıpad jako tvrzeńı.
Formalizace 4.4.4. Odvoditelnost násobńı konjunkce
lemma DerivabilityOfStrongConj [simp]:
"(ϕ ^BL n) ∈ CnBL (Γ ∪ {ϕ})"
proof (induct n)
case 0
show ?case by simp
next
have
"∀ n. (ϕ &BL ϕ ^BL n) = (ϕ ^BL Suc n)"
by simp
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then have
1: "∀ n. ((ϕ &BL ϕ ^BL n) −→BL (ϕ ^BL Suc n))
∈ CnBL (Γ ∪ {ϕ})"
by simp
from 1 have
2: "∀ n. (ϕ −→BL (ϕ ^BL n −→BL (ϕ ^BL Suc n)))
∈ CnBL (Γ ∪ {ϕ})"
by simp
from 2 have
3: "∀ n. (ϕ ^BL n −→BL (ϕ ^BL Suc n)) ∈ CnBL (Γ ∪ {ϕ})"
by blast
case (Suc n)
then show ?case using 3
by blast
qed
4.4.4 Monotonie dokazatelnosti v BL
Daľśım tvrzeńım aplikovaným v dokončeńı d̊ukazu věty o lokálńı dedukci je
lemma 3.4.1 o monotonii dokazováńı v BL.
Aplikaćı indukčńıch pravidel CnBL.induct je hlavńı ćıl rozložen na podćıle,
které jsou dokázané opakovaným použit́ım metody blast :
Formalizace 4.4.5. Monotonie dokazatelnosti v BL
lemma CnBLMonotonicity [simp]:
"ϕ ∈ CnBL T =⇒ ϕ ∈ CnBL (T ∪ ∆)"
apply (rule CnBL.induct)
by blast+
T́ımto máme dostatek přostředk̊u k dokončeńı d̊ukazu věty o lokálńı dedukci.
4.4.5 Dokončeńı d̊ukazu věty o lokálńı dedukci
Důkaz druhé implikace z věty 3.4.1 je veden emulaćı taktických skript̊u.
Oproti strukturovanému d̊ukazu je méně čitelný, zato je výrazně kratš́ı.
Uved’me formalizovaný d̊ukaz v plném zněńı a následně jej rozeberme:
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Formalizace 4.4.6. Dokončeńı d̊ukazu věty o lokálńı dedukci
theorem LocalDeductionBL2 [simp]:
"(∃ n. (ϕ^BLn −→BL ψ) ∈ CnBL T) =⇒ ψ ∈ CnBL (T ∪ {ϕ})"
apply (erule exE)








Důkaz je veden zpětně. Nejdř́ıve je aplikováno obrácené pravidlo eliminace
erule exE, které převede ∃ na interńı obecný kvantifikátor
∧
.
Přidańı předpokladu (ϕ^BLn −→BL ψ) ∈ CnBL (T ∪ {ϕ}) pomoćı
metody subgoal tac vede k reformulaci ćıl̊u – předpoklad je vložen do doka-
zované metaimplikace a dále je vygenerován nový podćıl, a sice že tento
předpoklad plyne z antecedentu hlavńıho ćıle. To je po posunut́ı podćıle
na prvńı mı́sto dokázáno aplikaćı lemmatu CnBLMonotonicity a metodou
metis.
Stejně tak je přidán předpoklad (ϕ ^BL n) ∈ CnBL (T ∪ {ϕ}), tedy
lemma 3.4.4 o odvoditelnosti silné konjunkce. Nový podćıl je dokázán
jednoduše aplikaćı formalizované verze lemmatu.
Metoda blast v závěru d̊ukazu pak pravidlem modus ponens odvod́ı
z obou přidaných předpoklad̊u dokazovaný závěr. T́ım je platnost hlavńı
metaimplikace verifikována a d̊ukaz je uzavřen.
V této kapitole byly formalizovány d̊ukazy obou implikaćı ve větě o lokálńı
dedukci z př́ılohy BL LocalDeduction.thy. Podoba d̊ukaz̊u vycháźı ze zá-
měru demonstrovat možnosti verifikace v Isabelle/HOL, sṕı̌se než předložit
krátký kód. Zejména struturovaný d̊ukaz prvńı implikace by bylo možné
zkrátit pomoćı nástroje sledgehammer postupným odeb́ıráńım krok̊u
a jejich dohledáváńım v celé teorii pomoćı heuristiky. V př́ıpadě pokračováńı




Práce předkládá formalizaci syntaktických objekt̊u logiky BL v prostřed́ı
matematického asistenta Isabelle/HOL. Text přibližuje pracovńı prostřed́ı
Isabelle/HOL potenciálńım uživatel̊um tak, aby byli schopni pracovat s kódem
v př́ıloze této práce.
V odd́ılu 2.1 zač́ıná popis shrnut́ım vývoje d̊ukazových verifikátor̊u vychá-
zej́ıćıch z potřeby ověřovat d̊ukazy logického systému Dany Scotta
a vedoućıho až k implementaci matematického asistenta Isabelle a jeho
nástavby HOL. Z uvedených fakt̊u je patrné, že asistované dokazováńı patř́ı
už několik dekád k živým obor̊um teoretické informatiky, čehož může být
dokladem i pravidelné vydáváńı nových verźı Isabelle.31
V odd́ılu 2.4 jsou pak popsány konstrukce jazyka Isar použité ve forma-
lizaci logiky BL, a to na př́ıkladě jednoduché teorie přirozených č́ısel.
Stručný úvod do logiky BL v kapitole 3 uvád́ı matematické pozad́ı celé
práce a přehled objekt̊u určených k formalizaci.
V kapitole 4 byly formule logiky BL formalizovány jako základńı
datový typ teorie. Funkćı do množiny formuĺı pak byla zachycena zkratka
pro násobnou konjunkci ϕn. Důkazový uzávěr logiky byl formalizován jako
induktivńı množina CnBL a relace dokazatelnosti pak definována jako ekviva-
lentńı zápis náležeńı do této množiny.
Formule a d̊ukazový uzávěr tvoř́ı základ pro práci ve formalizované meta-
logice BL. Popsán byl zp̊usob verifikace d̊ukaz̊u v kalkulu, jejichž vyjádřeńı
v jazyce Isar formou strukturovaného d̊ukazu proof -qed je snadno čitelné
i pro čtenáře neznalého syntaxe jazyka verifikátoru.
V teorii BL theorems jsou ověřeny d̊ukazy rendundantńıch axiomů BL2
a BL3 a většiny teorémů uvedených v [6, odd. 1.2] a [12, odd. 2.2], které byly
potřeba k daľśım d̊ukaz̊um. Jako jedna ze základńıch vlastnost́ı syntaxe BL
byl předložen a popsán d̊ukaz věty o lokálńı dedukci formalizovaný v teorii
BL LocalDeduction.
Matematický asistent Isabelle/HOL nab́ıźı množstv́ı nástroj̊u pro ver-
ifikaci d̊ukaz̊u jak výrokové fuzzy logiky, tak jej́ı metalogiky. Předložená
formalizace může sloužit jako základ širš́ıho projektu formalizace fuzzy logik.
Definici d̊ukazového úzávěru CnBL lze snadno rozš́ı̌rit pro logiky promi-
nentńıch t-norem, a to přidáńım konstruktoru axiomu rozšǐruj́ıćıho
axiomatiku BL. Na zp̊usob dokazováńı v kalkulu by takovýto zásah neměl
žádný dopad.
V př́ıpadě pokračováńı projektu by daľśım krokem byla formalizace věty




χ′ nahrazeńım nějaké podformule ϕ ekvivalentńı formuĺı ψ, pak plat́ı, že
ϕ↔ ψ `BL χ↔ χ′.
Tato věta hraje d̊uležitou roli v d̊ukazu úplnosti logiky BL [6, s. 19] a mohla
by též sloužit ke zkráceńı d̊ukaz̊u v kalkulu. Pro zachováńı přehlednosti kódu
by však jej́ı použit́ı nejsṕı̌s vyžadovalo definováńı vlastńıch taktických skript̊u
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Theor. Comput. Sci., ročńık 121, č. 1-2, Prosinec 1993: s. 411–440, ISSN
0304-3975, doi:10.1016/0304-3975(93)90095-B.
URL http://dx.doi.org/10.1016/0304-3975(93)90095-B
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