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1. Einführung 
Die vorliegende Arbeit befasst sich mit der Konzeptionierung, Erstellung und Umsetzung einer über 
Funk an WieDAS (Wiesbaden-Düsseldorfer Ambient Assisted Living Service Plattform)-Programm 
angebundenen und über ein Touchdisplay steuerbaren Heizungsregelung. 
Das AAL (Ambient Assisted Living)-Programm hat als Zielsetzung, eine „intelligente“ 
Wohnumgebung zu schaffen, in der viele technische Gerätschaften, wie z.B. ein Türöffner inklusive 
einer Kamera, eine Herdabschaltung oder ein Blutzuckermessgerät in ein Funknetzwerk eingebunden 
sind. Diese können über ein Softwareframework gesteuert werden und dem Anwender viele Aufgaben 
abnehmen, um ihm so das Leben einfacher zu machen. Speziell für ältere Menschen, die nicht mehr in 
der Verfassung sind, sich eigenständig um die Haushaltsführung zu kümmern, können solche Geräte 
eine Erleichterung sein, entweder um ihnen ein eigenständiges Leben zu ermöglichen oder um das 
Pflegepersonal zu unterstützen. 
Heutzutage setzen immer mehr Menschen auf elektronische Heizungsregelungen, deshalb lag es nahe 
eine solche in das AAL-Programm einzubinden. Die auf dem Markt erhältlichen Produkte weisen 
oftmals Mängel in der Bedienung auf, so z.B. zu viele, nicht selbsterklärende Knöpfe, bei denen man 
die Funktion mangels Assoziationsmöglickeiten bei jedem Gebrauch erneut nachsehen muss. Ein 
Touchdisplay bietet demgegenüber aufgrund der größeren Darstellungsmöglichkeiten und der 
intuitiveren Bedienbarkeit gegenüber Knöpfen einen Vorteil. 
Die Integration in das AAL-Programm des Informatik Labors erfordert eine zusätzliche 
Funkanbindung, um eine Handhabung und Konfiguration auch über ein Netzwerk zu ermöglichen und 
mit den bereits vorhandenen Modulen, wie z.B. mit einem Fensteröffner, kommunizieren zu können. 
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Abbildung 2: Motor 
2. Bestandsaufnahme 
Im Rahmen des technischen Wahlfachs „Embedded Projekte“ entstand eine erste Version einer 
Heizungsregelung. Diese baut auf dem im Informatik Labor verwendeten und von Bernhard Esders1 
entwickelten IPv6-Modul (Abbildung 1) auf, welches einen Mikrocontroller, den ATmega1284P, 
sowie einen Funkchip, Quarze und einen Temperatursensor (MAX6608) beinhaltet. 
  
Der ATmega1284P ist ein 8-Bit Mikrocontroller von Atmel mit (unter 
anderem) folgenden Eigenschaften: 
 
Als Stellglied dient ein Gleichstrommotor (Abbildung 2) mit einem 
Getriebe mit starker Untersetzung, welches über ein 
Schraubgetriebe den Ventilstift verfährt. Der Motor und das 
Getriebe wurden aus dem elektronischen Heizkörperthermostat K 
92457 von eQ-3 ausgebaut und werden auch in dieser Arbeit 
verwendet. Eine detaillierte Beschreibung befindet sich in den 
Kapiteln 4.1.3-Die Ansteuerung des Motors und 4.1.4-Die 
Positionierung des Motors. 
Um mit dem Benutzer interagieren zu können, ist das LC-Display, 
DOGS102 von Electronic Assembly, vorhanden. Dieses wird über 
SPI angesteuert und hat den Vorteil, dass neben seiner einfachen 
Ansteuerbarkeit auch passende resistive Touch Panel für die 
Bedienung und LED-Hintergrundbeleuchtungen angeboten werden. 
Neben der Fertigstellung der Platine wurde eine Software 
geschrieben, die das Display ansteuert, die Temperatur erfasst sowie dargestellt und den Motor als 
Stellglied einsetzbar macht. So muss nach einer anfänglichen Referenzfahrt nur ein Wert zwischen 
0%-100% vorgegeben werden und der Motor wird auf die entsprechende Position verfahren. 
  
                                                     
1
 Quelle [1]: [Bachelor-Thesis] Bernhard Esders: Entwicklung, Implementierung und Evaluierung einer 
speichereffizienten, drahtlosen Kommunikation von eingebetteten Systemen mithilfe des IP-Protokolls basierend 
auf einem Multitasking-Betriebssystem für 8-Bit AVR Mikrocontroller, 08.2010 
• 4kByte EEPROM 
• 16kByte SRAM 
• In-System-Programming (ISP) zur Programmierung des 
Mikrocontrollers in der Schaltung 
• Zwei 16Bit Timer 
• Einen 10Bit Analog/Digital-Wandler(A/D-Wandler) mit 8 
Kanälen 
• Eine Serial Peripheral Interface (SPI)-Schnittstelle 
• Eine Two-Wire-Interface (TWI)-Schnittstelle 
• 32 I/O-Port-Pins 
 
Abbildung 1: IPv6-Modul 
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3. Zielsetzung 
Die vorhandene Schaltung basiert, wie im Kapitel Bestandsaufnahme beschrieben, auf dem IPv6-
Modul des Informatik-Labors. Inzwischen wird im Labor allerdings vermehrt ein anderer 
Mikrocontroller verwendet, der ATmega128RFA1, da dieser einige zusätzliche Funktionen bietet 
(mehr dazu im Kapitel 4.1.1 Der Mikrocontroller). Deshalb soll eine Schaltung entworfen werden, 
welche auf dem neuen Controller basiert. Die Überprüfung der Eignung der Komponenten der alten 
Schaltung für das vorliegende Projekt folgt im Kapitel 4-Umsetzung. 
Diese soll folgende Funktionen ermöglichen: 
• Ansteuerung eines Motors als Stellglied für die Heizungsregelung 
• Anbindung eines Temperatursensors 
• Anbindung eines Displays 
• Anbindung eines Touch Panels 
• Kommunikation per Funk 
Die darauf aufbauende Software für den Mikrocontroller soll folgende Funktionen erfüllen: 
• Kalibrierung des Motors 
• Verfahren des Motors auf einen vorgegebenen Sollwert 
• Auswerten des Temperatursensors 
• Regelung der Raumtemperatur 
• Ansteuerung des Displays 
• Auswerten des Touch Panels 
• Kommunikation per Funk 
Um die Umsetzung der Software und der Kommunikation per Funk zur vereinfachen, soll das Open-
Source-Betriebssystem Contiki, welches für Mikrocontroller geeignet ist, genutzt werden. Dieses wird 
im Informatiklabor bereits erfolgreich eingesetzt, um Projekte in das WieDAS-System zu integrieren. 
Außerdem hat es den Vorteil, dass ein IPv6 over Low power Wireless Personal Area Network 
(6LoWPAN)-Stack vorhanden ist, man einzelne Programmteile in Protothreads schreiben kann und 
Möglichkeiten für Multi-Threading hat (mehr zu Contiki im Kapitel 4.3.5 Das Betriebssystem 
Contiki). 
Die Umsetzung des Projektes wird im folgenden Kapitel beschrieben. 
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4. Umsetzung 
Um eine erste Übersicht über den Verlauf des Projektes zu gewinnen, folgt eine kurze Beschreibung 
der Arbeitsabläufe. Die ausführlichen Erklärungen folgen in den weiteren Unterkapiteln. 
 
Wie in der Zielsetzung beschrieben, musste zunächst eine Mikrocontrollerschaltung entworfen 
werden. Dafür wurde das CAD-Programm EAGLE (Einfach Anzuwendender Grafischer Layout-
Editor) von CadSoft2 benutzt, da es im Labor ausschließlich eingesetzt wird. Außerdem gibt es eine 
kostenlose Version, mit der maximal eine halbe Europlatine (Ausmaße einer Europlatine: 160 mm x 
100 mm) designt werden kann. Dies ist für das Projekt mehr als ausreichend.  
Für den Temperatursensor und den ISP-Anschluss mussten noch EAGLE-Bibliotheken erstellt 
werden, da diese Bauteile nicht standardmäßig im Programm vorhanden sind. 
 
Mit EAGLE kann man einen Schaltplan entwerfen und darauf aufbauend ein Layout. Dieses kann man 
ausdrucken und eine mit einem Fotolack überzogene Kupferplatine damit belichten. Die belichteten 
Stellen des Kupfers der Platine werden anschließend in einem Entwickler und anschließend einem 
Ätzbad weggeätzt und man erhält das zuvor entworfene Layout als Kupferschicht auf der Platine. 
 
Für die Grundschaltung wurde auf bereits von Mitarbeitern im Informatiklabor an der Fachhochschule 
Düsseldorf erstellte Layouts zurückgegriffen. Dies waren die Antenne, erstellt von Mirco Kern, der 
Konnektor für das Touch Panel und der Anschluss des Displays von Malte C. Berntssen, der 
Mikrocontroller von Wolfram Gerlach und der Festspanungsregler von einem unbekannten Autor. 
 
Nach der Fertigstellung der Schaltung und des Layouts mit EAGLE wurde die Schaltung auf eine 
Platine geätzt, bestückt und anschließend gelötet und in Betrieb genommen. Diese ist in Abbildung 3 
zu sehen. Im Anschluss an das Testen der einzelnen Hardwarekomponenten wurden die vorhandenen 
Hardwarefehler behoben und mithilfe des Programms Atmel Studio 6.0 die Software geschrieben. 
 
Die verwendete Programmiersprache ist C, da eine objektorientierte Sprache zu viel Speicherbedarf 
hat und Assemblerprogramme im Gegensatz zu C-Programmen schnell unübersichtlich und aufwendig 
werden. Dazu wurden erst einmal ohne das Betriebssystem Contiki die bereits im Labor vorhandenen 
Treiberroutinen für das Display von Malte C. Berntssen, einem ehemaligen Mitarbeiter des Informatik 
Labors, in das C-Programm eingebunden, angepasst und das Display angesteuert. Weiterhin wurden 
die Touch Panel Bibliotheken (ebenfalls von Malte C. Berntssen) eingebundenen und angepasst und 
ein Treiber für die I2C-Schnittstelle geschrieben, um den Temperatursensor anzusprechen. 
  
                                                     
2
 Quelle[2]: [Online] http://www.cadsoft.de/eagle-pcb-design-software/product-overview/?language=de 
 
Abbildung 3: Fertige Schaltung 
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Die Treiber für den Temperatursensor und die Schnittstelle wurden extra so geschrieben, dass sie in 
möglichst verschiedenen Anwendungen funktionieren und nur Anpassungen (mehr dazu im Kapitel 
4.3.3 Die Temperaturmessung) in den entsprechenden Header-Dateien nötig sind, wenn der Controller 
gewechselt werden sollte. Dann wurde Contiki eingebunden, eine Prozessstruktur implementiert und 
die Routinen für die Motoransteuerung geschrieben. Als letzter Schritt kam die Programmierung und 
Einstellung eines Reglers für die Temperaturregelung. 
4.1. Schaltung 
Zunächst galt es eine Schaltung aufzubauen, mit der sich die genannten Ziele umsetzen lassen. Die 
zentralen Elemente hierbei sind: 
• Der Mikrocontroller 
• Die Programmierschnittstelle 
• Die Ansteuerung des Motors 
• Das Positionierung des Motors 
• Die Temperaturmessung 
• Die Funkkommunikation 
• Das Display 
• Die Touchbedienung 
• Die Spannungsversorgung 
Nachfolgend werden die einzelnen Komponenten näher erläutert. 
4.1.1. Der Mikrocontroller 
Die im Rahmen des Wahlfachs „Embedded Projekte“ erstellte Schaltung, basierte auf einem im Labor 
für Embedded Systeme der Fachhochschule Düsseldorf entwickelten IPv6-Modul. Dieses stellt eine 
modulare Hardwareplattform dar, da auf ihm bereits der Mikrocontroller, ein ATmega1284P von 
Atmel, sowie ein Funkchip, die Quarz-Oszillatoren, ein Temperatursensor untergebracht sind. 
Allerdings wird inzwischen im Labor vermehrt ein anderer Controller verwendet, der 
ATmega128RFA1. Dieser hat gegenüber dem 1284P folgende Vorteile: 
Das Funkmodul ist im Controller integriert, es müssen nur noch ein Quarz-Oszillator und eine 
Antenne mit Beschaltung angeschlossen werden. Dadurch spart man Platz ein und das System ist 
fehlerrobuster. Ferner beinhaltet er eine hardwareseitige Möglichkeit, die gesendeten Daten zuvor mit 
AES128 zu verschlüsseln. Die gesendeten Daten können also nicht einfach von anderen, im selben 
Netzwerk befindlichen, Geräten ausgelesen werden, was die Sicherheit des WieDAS-Programms 
gegen unbefugte Zugriffe erhöht. 
Außerdem enthält er einen 10Bit Analog/Digital-Wandler, welcher nach dem Verfahren der 
sukzessiven Approximation (SAR) arbeitet (dazu mehr im Kapitel 4.1.8-Die Touchbedienung), ein 
Joint Test Action Group (JTAG)-Interface, welches das In System Programming (ISP), also die 
Programmierung eines Mikrocontrollers, der bereits in eine Schaltung integriert ist, und das 
Debugging in der Schaltung ermöglicht, ein Serial Peripheral Interface (SPI), mit welchem das 
Display angesteuert werden kann, externe Interrupt –Möglichkeiten und Power-Save-Modes, um die 
Energieeffizienz zu verbessern. 
Die grundsätzliche Beschaltung wurde aus dem, im Rahmen des WieDAS-Programms entstandenen, 
Projekt Zimmersensor von Oliver von Fragstein, einem Mitarbeiter des Informatiklabors an der 
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Fachhochschule Düsseldorf, übernommen und basiert auf Referenzdesigns von Atmel. 3  Das 
Schaltsymbol des Mikrocontrollers, sowie das damit verknüpfte Layout wurden von Wolfram Gerlach, 
welcher ebenfalls im Informatiklabor arbeitet,  übernommen. 
4.1.2. Die Programmierschnittstelle 
Der ATmega128RFA1 beinhaltet ein JTAG-Interface, welches auch von der von Atmel 
herausgegebenen Programmiersoftware für den Controller, dem Atmel Studio 6, unterstützt wird. 
JTAG unterstützt die Programmierung des Mikrocontrollers in der Schaltung und das Debugging, also 
das Beobachten der Register, das Anhalten des Programms an definierten Punkten und das Setzen 
bestimmter Register zu Testzwecken. Dazu wird ein Programmieradapter benötigt, welcher die 
Kommunikation der Programmiersoftware mit dem vom Controller zur Verfügung gestellten Test 
Access Port(TAP) ermöglicht4. Ein entsprechender von Atmel hergestellter Adapter, der JTAGICE3, 
stand im Labor zur Verfügung und wurde für das Projekt eingesetzt. Er kann über USB an den PC 
angeschlossen werden und wird automatisch vom Atmel Studio 6 erkannt. Die Steckerbelegung des 
Programmieradapters konnte dem AVR JTAG ICE User Guide5 entnommen werden. Daraufhin wurde 
eine Eagle-Bibliothek erstellt, welche auf einer SMD-Stecker-Bibliothek von Cadsoft.de basiert6 und 
mit dieser der Stecker in die Schaltung eingebunden. 
4.1.3. Die Ansteuerung des Motors 
Laut Datenblatt ist der Mikrocontroller maximal in der Lage, einen Ausgangsstrom von 8mA pro Port 
zu liefern. Der Motor benötigt jedoch einen höheren Strom, wenn er zum Beispiel in den Endanschlag 
fährt konnte ich bis zu 100mA messen. Diese treten zwar in der finalen Anwendung nur kurzzeitig auf, 
trotzdem ist der Mikrocontroller nicht dafür geeignet, den Motor direkt anzusteuern. 
Deshalb bot sich die gleiche Lösung an, wie sie auch bereits erfolgreich bei dem Vorgängerprojekt 
eingesetzt wurde. Dort wurde eine H-Brücke verwendet, welche ihren Namen ihrem charakteristischen 
Aussehen verdankt. Dieses ist in Abbildung 4 zu sehen. 
 
                                                     
3Quelle [3]: [Datenblatt] Atmega128RFA1, Kapitel 32-Application Circuits, © 2012 Atmel Corporation 
4Quelle [4]: [Datenblatt] Datasheet Controllers, Application and Performance, © 2008 JTAG Technologies 
5Quelle [5]: [Datenblatt] AVR JTAG ICE User Guide, Section 5.6 JTAG Adapter, © Atmel Corporation 2001  
6Quelle [6]: [Online] ftp://ftp.cadsoft.de/eagle/userfiles/libraries/pinhead-2.lbr, 05.03.13 
 
Abbildung 4: Funktionsprinzip H-Brücke  
Quelle: [1] 
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Wenn die Transistoren jeweils diagonal durchgeschaltet werden, fließt der Strom entweder von rechts 
nach links oder umgekehrt durch den Motor, welcher sich entsprechend in die eine oder andere 
Richtung dreht. 
Die letztendlich verwendete, in Abbildung 5 dargestellte, H-Brücken-Schaltung basiert auf einem 
Entwurf meines Kommilitonen Max Claas: 
 
Bei dieser Variante (anfangs noch ohne R1 und R2) kann der Motor über zwei statt vier Ports des 
Mikrocontrollers angesteuert werden, außerdem spart man gegenüber der zuvor verwendeten Variante 
zwei Transistoren. Die Funktionsweise erklärt sich folgendermaßen: 
Wird eine Spannung zwischen R5 und Masse angelegt, schaltet der NPN-Transistor Q4. Der 
Widerstand R5 dient lediglich zur Begrenzung des Basisstroms. Jetzt liegt an der Basis des PNP-
Transistors Q1 die Sättigungsspannung der Kollektor-Emitter-Strecke des Transistors Q4 an. Diese 
sollte in jedem Fall viel kleiner als 3,3V sein, weshalb Q1 schaltet. Dadurch kann ein Strom über Q1 
und Q4 durch den Motor fließen. In der Gegenrichtung verhält es sich entsprechend beim Anlegen 
einer Spannung an R6. Verwendet wurden Transistoren vom Typ BC807 (PNP) und BC817 (NPN), da 
sie im Labor vorhanden waren. Der maximale Kollektorstrom ist mit 500mA angegeben und die 
maximale Sperrspannung UCE mit 50V, was für diesen Einsatz vollkommen ausreichend ist. Parallel 
zu den Transistoren sind Freilaufdioden geschaltet. Freilaufdioden dienen dem Schutz der Schaltung 
beim Schalten von induktiven Lasten wie dem Motor. Bei einer Induktivität steckt die Energie 
 


   im Magnetfeld, welches durch den fließenden Strom aufrechterhalten wird. Schaltet 
man den Strom ab, versucht das System seinen Zustand zu erhalten, die Energie wird in einen Strom 
umgewandelt. Der Strom hat die gleiche Stärke wie der zuvor fließende und weil die Induktivität jetzt 
als Quelle funktioniert, wird eine Spannung in Gegenrichtung erzeugt. Die Spannung kann sehr hohe 
 
Abbildung 5: H-Brücke in der Schaltung 
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Werte annehmen und wird daher über die Freilaufdioden kurzgeschlossen um Schäden an den übrigen 
Bauteilen, wie den Transistoren, zu vermeiden. 
Zu beachten ist, dass in der Software oder mit einer geeigneten Schaltung (bspw. NAND-Logik-
Gatter) verhindert werden muss, dass beide Pfade gleichzeitig geschaltet werden, da es sonst einen 
Kurzschluss über die Transistoren von der Spannungsversorgung nach Masse gibt.  
Während der Entwicklung traten mehrfach Probleme mit dieser Schaltung auf, darauf wird im Kapitel 
5-Probleme & Lösungen ausführlich eingegangen. 
4.1.4. Die Positionierung des Motors 
Da der Motor an sich keine Möglichkeit der Positionserkennung bietet, ist er vom Hersteller mit einer 
Reflektionslichtschranke ausgestattet, welche in Abbildung 6 zu sehen ist. 
 
Diese besteht aus einer Infrarot-LED und einem Fototransistor. Wird ein Spannung an die LED 
angelegt, sendet sie Licht im Infrarot aus. Befindet sich ein Reflektor in der Nähe, wird das Licht 
zurückgeworfen und fällt auf den Fototransistor. Die einfallenden Photonen lösen in der 
Raumladungszone des Transitors Ladungsträger heraus, welche dann in Richtung des positiven 
Potenzials fließen. Der Transistor schaltet daraufhin, wobei er in diesem Projekt mit dem Kollektor an 
die Versorgungsspannung und mit dem Emitter an einen Port-Pin des Mikrocontrollers gelegt wurde. 
Die so geschaltete Spannung kann vom Mikrocontroller erfasst werden. Das Prinzip wird in 
Abbildung 7 näher verdeutlicht. Befindet sich kein Reflektor in der Nähe, ist das vom schwarzen 
Zahnrad remittierte Licht zu schwach, um einen Stromfluß hervorzurufen. 
Es befinden sich drei Reflektoren auf dem ersten Zahnrad nach dem Motor. Da hier die Drehzahl noch 
recht hoch ist (im Vergleich zu der Verfahrgeschwindigkeit des Ventilstifts), können sehr viele, von 
der Lichtschranke erzeugte Spannungsimpulse gezählt werden während der Stift bewegt wird, 
ungefähr 2100 Impulse von Eingefahren zu Ausgefahren. Dadurch ist eine sehr genaue Positionierung 
möglich.  
Der Ausgang der Lichtschranke wurde an den Port-Pin E4 des Mikrocontrollers gelegt, da sich hier 
der externe Interrupt 4 befindet. Interrupts bieten die Möglichkeit, unabhängig von der aktuellen 
Programmabarbeitung, jederzeit durch ein Ereignis, z.B. eine steigende Flanke am Port-Pin E4, in eine 
spezielle Subroutine, die Interrupt-Service-Routine (ISR), zu springen. Dabei wird der aktuelle 
Zustand des Programms gesichert und nach Abarbeitung der ISR wieder geladen und fortgesetzt. So 
ist es möglich, asynchron auf Ereignisse zu reagieren, die ansonsten durch Polling (zyklisches 
Abfragen) detektiert werden müssten. Der Anschluss des Motors an die Schaltung wird in Abbildung 
8 gezeigt. 
 
Abbildung 6: Reflektionslichtschranke 
 
Abbildung 7: Lichtschranke Prinzip 
Quelle: [2] 
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4.1.5. Die Temperaturmessung 
Um die Regelgröße zu erfassen, wird meistens ein Sensor benötigt, der die zu regelnde physikalische 
Größe in eine elektrische Größe umwandelt. Hier kann man entweder einen Elementarsensor (Pt100, 
Thermoelement, o.ä.) oder einen Sensor mit einer Auswerteschaltung nutzen. Diese gibt es sowohl mit 
analogem, als auch mit digitalem, über ein Bussystem auslesbarem, Ausgangssignal. 
Diese Sensoren haben gegenüber einem Elementarsensor den Vorteil, dass die Auswerteschaltung 
Nullpunktdrift, Hysterese und Nicht-linearitäten zu großen Teilen kompensiert. Die Schaltungen sind 
in der Praxis erprobt und stabil, sodass die Entwicklungszeit für eine solche Schaltung eingespart 
werden kann. Außerdem sind sie sehr kostengünstig, da sie in großer Stückzahl produziert werden. 
Der 10Bit-A/D-Wandler des ATmega128RFA1 hat acht Kanäle. Da beim ATmega128 RFA1 der 
JTAG sich den Port mit dem A/D-Wandler teilt, bleiben nur 4 Anschlüsse übrig. Das Touch Panel 
benötigt eigentlich nur zwei Portanschlüsse für die Analog – Digital Wandlung, es wird jedoch vom 
Hersteller empfohlen, alle vier Anschlüsse an ein- und denselben Port anzuschließen. Um zusätzlich 
noch einen analogen Sensor auslesen zu können, wäre es möglich, die Programmierschnittstelle 
zeitweise zu deaktivieren. Allerdings würde das die Komplexität unnötig vergrößern und das 
Debugging in den Phasen der Temperaturmessung ausschließen. Deshalb wurde ein passender 
digitaler Sensor verwendet, sodass das Auslesen auch ohne Abschalten des JTAG möglich ist. 
Ein passender preisgünstiger Sensor ist der TC74 von Mikrochip, die Ansteuerung erfolgt über den 
I2C-Bus. Er kann mit einer Spannung zwischen 2,7V bis 5,5V versorgt werden und verfügt über einen 
Stand-By-Modus, in welchem er typischerweise 5µA Stromaufnahme hat. Weil die Schaltung später 
nur mit Batterien betrieben werden soll, ist die Energieeinsparung ein wichtiges Kriterium. Die 
maximale Wandlungsrate beträgt 8 Wandlungen pro Sekunde (SPS - Samples Per Second) und die 
Temperaturauflösung beträgt 1°C und weicht im Bereich von 0°C bis 125°C um maximal ± 3°C ab. 
Da das Thermostat sich direkt neben dem Heizkörper befindet und daher eine Kalibrierung des 
Thermostats auf die tatsächliche Raumtemperatur erfolgen muss, ist dies im Rahmen des Vertretbaren. 
Er ist in einem SMD-Gehäuse (SOT-23) bestellbar, für welches anschließend eine EAGLE-Bibliothek 
angelegt wurde. 
 
Abbildung 8: Anschluss Motor und Lichtschranke 
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Die Beschaltung ist, wie in Abbildung 9 zu sehen, recht einfach, außer der Spannungsversorgung 
benötigt man nur noch zwei Pull-Up Widerstände um den Bus sicher auf die Versorgungsspannung zu 
ziehen. Die Kommunikation mit dem Sensor wird in  Kapitel 4.3.3-Der Temperatursensor 
beschrieben. 
4.1.6. Die Funkkommunikation 
Der Funkcontroller ist beim ATmega128RFA1 schon integriert, weshalb lediglich eine externe 
Antenne und ein 16 MHz Quarzoszillator am XTAL-Anschluss des Controllers benötigt werden. Die 
Antenne inklusive der Beschaltung existiert im Labor als fertige EAGLE-Bibliothek und wurde von 
Mirco Kern7 übernommen. 
4.1.7. Das Display 
Zur Bedienung der Heizungssteuerung bietet sich ein Display an, da man hier eine große Zahl an 
Rückmeldung für den Benutzer implementieren kann. Im Informatik Labor wird oft das EADOGS102 
von Electronic Assembly eingesetzt, welches auch bei der Heizungssteuerung zum Einsatz kommt. Es 
bietet eine Darstellungsfläche von 102 x 64 Pixeln, was für die Darstellung der Raumtemperatur und 
die Sollwerteingabe völlig ausreicht. Außerdem bietet Electronic Assembly eine LED-
Hintergrundbeleuchtung, welche die Lesbarkeit in dunkleren Umgebungen deutlich verbessert, und ein 
resistives Touch Panel zum Aufkleben an. Die Ansteuerung erfolgt über den SPI(Serial-Peripheral-
Interface)-Bus, welcher vom ATmega128RFA1 unterstützt wird. Die Displaygröße beträgt 2,6cm  
3,8cm, wobei ein kleineres Display mit Touchbedienung nicht praktikabel wäre. Die Beschaltung des 
Displays ist in Abbildung 10 zu sehen. 
                                                     
7 Quelle [7]: [Bachelor-Thesis] Mirko Kern: Optimierung der drahtlosen Kommunikation zwischen 
Komponenten mit Contiki-Betriebssystem in Hinblick auf Datendurchsatz, Energieeffizienz und Sicherheit am 
Beispiel des WieDAS-Projektes, 11.04.2012 
 
Abbildung 9: TC74 Beschaltung 
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Sie besteht aus den aus dem Datenblatt übernommenen Kondensatoren C1, C2 und C5, sowie den 
Widerständen R5, R6, R7 und dem NPN-Transistor Q7. R5 und R6 sind Vorwiderstände für die 
Displaybeleuchtung, R7 begrenzt den Basisstrom des Transistors, welcher die Beleuchtung einschaltet.  
 
Serial Peripheral Interface (SPI) 
 
Das SPI ist ein synchroner, serieller, Single-Master-Bus8, welcher von Motorola entwickelt wird. Er 
benötigt für den Vollduplex-Betrieb vier Datenleitungen, welche in Abbildung 11 zu sehen sind: 
 
SCLK(Serial Clock) Taktleitung 
MOSI (Master Out, Slave In) Datenausgang des Masters 
MISO (Master In Slave Out) Datenausgang des Slave 
SS			 (Slave Select) Auswahl des Slaves 
 
Er ermöglicht höhere Datenübertragungsraten als I2C (mehr zum I2C-Bus im Kapitel 4.3.3-Der 
Temperatursensor-Treiber), besitzt aber im Gegensatz zu diesem keine Verifizierung, dass die 
Daten auch angekommen sind. Weil die SPI-Treiberroutinen von einem anderen Projekt 
übernommen werden konnten (mehr dazu im Kapitel 4.3.1-Der Displaytreiber), wird nicht näher 
auf die Kommunikation eingegangen.  
                                                     
8
 Quelle [8]: [Online] http://www.byteparadigm.com/applications/introduction-to-i2c-and-spi-
protocols/?/article/AA-00255/22/Introduction-to-SPI-and-IC-protocols.html, 21.04.13 
 
Abbildung 10: Display in der Schaltung 
 
Abbildung 11: SPI Datenleitungen 
Quelle: [3] 
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4.1.8. Die Touchbedienung 
Weil die Auswertung des resistiven Touch Panels über den A/D-Wandler des Atmega128RFA1 
erfolgt, wird nachfolgend kurz auf dessen grundlegende Technik eingegangen. 
Die Aufgabe eines Analog/Digital-Wandlers besteht darin, ein kontinuierliches Signal, welches 
unendlich viele Zustände in unendlich kleinen Zeitabständen hat, in ein wert- und zeitdiskretes Signal 
mit einer endlichen Anzahl von Zuständen zu übersetzen, was in Abbildung 12 gut erkennbar ist. 
 
Damit geht ein Informationsverlust einher, da über den Zustand zwischen zwei Punkten keine Aussage 
getroffen werden kann. Um das analoge Signal wieder beliebig genau approximieren zu können, gilt 
das Nyquist-Kriterium: 
  	2  
. Außerdem braucht der Wandler eine gewisse Zeit, um 
das Signal umzusetzen, was bei hochfrequenten Signalen kritisch sein kann. Meistens wird die 
Spannung daher während des Wandlungsvorgangs durch eine Sample-and-Hold-Schaltung konstant 
gehalten. In dieser Arbeit wird der A/D-Wandler aber nur eingesetzt um das Touch-Panel auszulesen, 
welches durch das Drücken auf den Bildschirm (näherungsweise) Rechteckimpulse mit 
unterschiedlicher Amplitude und vergleichsweise großer Impulsbreite erzeugt. Deshalb ist die 
Auswertung des Signals nicht zeitkritisch. 
Eine wichtige Kenngröße außer der Wandlungszeit ist die Auflösung, also die Anzahl der 
unterschiedlichen vom A/D-Wandler erfassbaren Signalzustände. Die Auflösung des A/D-Wandlers 
des ATmega128RFA1 beträgt maximal 10Bit, das Ergebnis kann also 1024 verschiedene Zustände 
annehmen. Der Wandler kann entweder eine einzelne Wandlung (Single Conversion) oder die 
kontinuierliche Wandlung (Free Running) mit variabler Abtastfrequenz durchführen, wobei nach jeder 
erfolgten Wandlung eine Interrupt-Service-Routine (ISR) ausgelöst werden kann. In diesem Fall wird 
die Single Conversion genutzt und der zeitliche Ablauf einem Contiki-Prozess überlassen. Wichtig ist, 
dass der Wandler nach jedem Neustart eine Initialisierungswandlung durchführt, erst das Ergebnis der 
zweiten Wandlung ist auswertbar. 
A/D-Wandler arbeiten nach den verschiedensten Verfahren, das am einfachsten zu verstehende ist das 
Flash-Verfahren, bei dem für jeden Zustand ein Komparator mit vorgeschaltetem Spannungsteiler 
verwendet wird. Dieses Verfahren benötigt zum Einlesen theoretisch nur einen Taktzyklus, allerdings 
sind bei 10Bit entsprechend 1024 Komparatoren (für jeden Zustand einer) nötig. Dies ist meistens zu 
teuer und nicht praktikabel. Bei vielen Mikrocontrollern (auch beim ATmega128RFA1) wird deshalb 
das Verfahren der Sukzessiven Approximation (SAR) eingesetzt, weil es einen guten Kompromiss 
zwischen Schnelligkeit und Aufwand bietet. 
 
Abbildung 12: A/D-Wandler Quantisierung 
Quelle: [4] 
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Hierbei wird von einem Digital-Analog (D/A)-Wandler zuerst die Hälfte der Referenzspannung an 
einen Komparator angelegt und mit dem ebenfalls angelegten Signal verglichen. Ist der 
Spannungswert des Signals größer, wird auf dreiviertel der Referenzspannung erhöht, anderenfalls auf 
ein Viertel reduziert und das Most Significant Bit (MSB) entsprechend auf 1 oder 0 gesetzt. Danach 
wird wieder verglichen und angepasst, bis alle Bits gesetzt wurden. Die Konvertierung braucht 
dementsprechend X Taktzyklen, wobei X die Auflösung des A/D-Wandlers ist. Der prinzipielle 
Verlauf einer Wandlung mit 4Bit ist in Abbildung 13 dargestellt. 
 
Das Touch Panel 
Wie im Kapitel Display beschrieben, bietet Electronic Assembly zum DOGS102 ein resistives Touch 
Panel an. Dieses ist wie in Abbildung 14 gezeigt aufgebaut: 
 
Auf ein Substrat bzw. einen PET-Film wird jeweils eine leitende Schicht aufgebracht. Um 
unbeabsichtigten Kontakt zwischen diesen beiden Schichten zu vermeiden, werden noch 
Abstandshalter hinzugefügt. Wird jetzt ein Druck auf das Panel ausgeübt, berühren sich die beiden 
 
Abbildung 13: SAR-Verfahren 
 
Abbildung 14: Schematischer Aufbau Touch Panel 
Quelle: [5] 
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Schichten und die Widerstände der leitenden Schichten können als Spannungsteiler ausgewertet 
werden. Am besten erkennt man dies an einem, in Abbildung 15 gezeigten, Ersatzschaltbild: 
 
Um jetzt eine Auswertung vorzunehmen, kann das Panel wie in Abbildung 16 zu sehen ist 
angeschlossen werden: 
 
Der Widerstand     	in y-Richtung wurde mit 260Ω und     	in x-Richtung 
wurde mit 650Ω gemessen, weshalb noch zwei Vorwiderstände hinzugefügt wurden. Maximal kann 
der Mikrocontroller pro Port (nicht pro Pin) einen Strom von 8mA liefern. Bei 3,3V ergibt das einen 
Gesamtwiderstand RMin von 412Ω, der mindestens angeschlossen sein sollte. Ansonsten bricht die 
Spannungsversorgung ein oder der Mikrocontroller nimmt Schaden. 
 
Zur Messung der Berührung in x-Richtung wird die Versorgungsspannung durch die 
Mikrocontrollerausgänge an die Widerstände RX+ und RX- angelegt. Die beiden Portanschlüsse an der 
y-Achse des Panels werden als Eingänge definiert, da diese hochohmig sind und somit alle anderen 
Widerstände vernachlässigt werden können. Jetzt wird an einem der beiden y-Anschlüsse eine AD-
 
Abbildung 15: Ersatzschaltbild Touch Panel 
Quelle: [5] 
 
Abbildung 16: Messung Touch Panel 
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Wandlung durchgeführt und die Position der Berührung auf der x-Achse berechnet. Für die y-Achse 
erfolgt das Ganze nach dem gleichen Prinzip, wobei hier die Spannung an der y-Achse angelegt wird 
und an der x-Achse gemessen wird. Praktisch sind die folgenden drei Abschnitte zu beachten: 
Zwischen den beiden Schichten des Panels befinden sich parasitäre Kapazitäten, welche durch die 
hochohmigen Mikrocontroller-Eingänge beim Messen nicht schnell genug entladen werden. Dadurch 
wird das Ergebnis der Wandlung verfälscht. In der Treiberbibliothek ist deshalb eine Reset Funktion 
vorgesehen, welche 10 Wandlungen hintereinander ausführt. Das reicht um Restspannungen 
abzubauen, da trotz des hochohmigen Eingangs kleine Ströme fließen. 
Durch die beiden Vorwiderstände wird die Auflösung des Ergebnisses heruntergesetzt, da 3,3V an den 
Pin für die externe Vergleichsspannung des A/D-Wandlers angelegt wurden und somit nie der 
Maximalwert erreicht wird. Allerdings ist eine hohe Auflösung auch nicht nötig, da zu viele eng 
beieinander liegende Benutzersteuerelemente vom Bediener nicht gezielt gedrückt werden können. 
Die Auflösung ist viel größer als der praktikable  Mindestabstand der Elemente, daher sollte es keine 
Probleme geben. 
Die Widerstände in beiden Richtungen schwanken in ihrem Wert bei unterschiedlichen Panels je nach 
Verarbeitung. Deshalb, und wegen der Vorwiderstände, ist am Anfang eine einmalige Kalibrierung 
vorgesehen. Dazu muss das Ergebnis der A/D-Wandlung nur direkt als 8Bit-Wert auf das Display 
ausgegeben werden. Die maximal erreichbaren Werte bei einer Berührung an den äußeren 
Rändern(zwischen 0 und 255) für beide Achsen sind dann in der touch_DOG.h einzutragen. Die 
Routinen greifen auf diese Werte zurück und geben anschließend einen (Berührungs-)Wert zwischen 
0% und 100% zurück. 
4.1.9. Die Spannungsversorgung 
Der ATmega182RFA1 arbeitet zwischen 1,8V und 3,6V. Damit eine stabile Spannungsversorgung 
gesichert ist, wird ein Festspannungsregler vom Typ LP2985 mit 3,3V Ausgangsspannung verwendet. 
Als Versorgungsspannung benötigt er eine Spannung zwischen 2,5V und 16V und ist in der Lage 
einen Ausgangsstrom von mindestens 150mA zu liefern. Aus praktischen Gründen wurde entschieden 
als Spannungsquelle drei 1,5V AA – Batterien zu verwenden, weil dadurch die Zeit verlängert wird 
bis ein Batteriewechsel nötig ist und der Festspannungsregler länger stabil auf 3,3V 
Ausgangsspannung regeln kann. 
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4.2. Layout 
Die Schaltung wurde nach Fertigstellung der Pläne mit EAGLE in ein Layout umgesetzt. Die 
verwendete Platine ist beidseitig mit Kupfer beschichtet. Dies erleichtert das Platzieren der Bauteil 
stark, weil Durchkontaktierungen mit Kupfernieten auf die andere Seite die Umgehung von anderen 
Leiterbahnen ermöglichen. 
Der Motor und das Getriebe des Heizkörperthermostats stammen aus einem fertigen Thermostat von 
eQ-3. Es wäre wünschenswert gewesen, wenn die Platine mit ihren Abmaßen in dessen Gehäuse 
gepasst hätte und es hätte wiederverwendet werden können. Das Display mit dem aufgeklebten Touch 
Panel braucht allerdings einen Mindestabstand (ca. 13mm) zum Konnektor für den Touch, weil dessen 
Flachbandkabel ansonsten zu stark gekrümmt wird und die mechanische Belastung zu hoch wäre. Das 
Display inklusive Konnektor plus Mindestabstand passt leider nicht in das Gehäuse. In einem 
Folgeprojekt könnte das Layout eventuell dahingehend angepasst werden, dass der Konnektor auf die 
Platinenunterseite gesetzt wird, um den Mindestabstand einzuhalten. 
Für folgende Bauteile wurden im Labor vorhandene Bibliotheken benutzt, die nicht standardmäßig in 
EAGLE vorhanden sind. Diese befinden sich im Anhang auf der CD. 
• Diode TS4148 
• Display DOGS102 
• LP2985 – 3,3V Festspannungsregler 
• ATmega128RFA1 
• Touch Panel Konnektor 
4.2.1. Der Mikrocontroller 
Das Layout des Mikrocontrollers wurde zuerst vom im Labor vorhandenen Zimmersensorprojekt 
übernommen. Allerdings waren die SMD-Pads des Controllers nicht sehr weit herausgeführt, was 
einige Anforderungen an die Geschicklichkeit beim Löten stellte (Mehr im Kapitel 5 – Probleme & 
Lösungen). Deshalb wurde schließlich auf ein von Wolfram Gerlach erstelltes Layout zurückgegriffen, 
welches einerseits die Anordnung der Ports im Schaltplan übersichtlicher machte und andererseits die 
SMD-Pads verlängerte. 
4.2.2. Die Antenne 
Das Design der Antenne wurde aus dem Zimmersensorprojekt von Oliver von Fragstein übernommen. 
Auf dem zuvor verwendeten IPv6-Modul war eine von Bernhard Esders ausgewählte und von Texas 
Instruments entworfene Printed-Circuit-Board (PCB)-Antenne 9  vorhanden. Diese kann man in 
Abbildung 17 gut erkennen: 
 
                                                     
9 Quelle [1]: [Bachelor-Thesis] Bernhard Esders: Entwicklung, Implementierung und Evaluierung einer 
speichereffizienten, drahtlosen Kommunikation von eingebetteten Systemen mithilfe des IP-Protokolls basierend 
auf einem Multitasking-Betriebssystem für 8-Bit AVR Mikrocontroller, Bachelor-Thesis, 08.2010 
 
Abbildung 17: PCB Antenne 
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Diese wurde allerdings seit der Verwendung des ATmegaRFA1 durch eine von Johanson Technology 
entwickelte 2,45 GHz Keramik-Antenne ersetzt. Die Beschaltung ist in der Eagle Bibliothek fest 
integriert und richtet sich größtenteils nach dem Datenblatt der Antenne10. Laut Herstellerangabe sollte 
die Zuleitung zur Impedanzanpassung 50Ω aufweisen, was in dieser Applikation nicht gewährleistet 
wurde. Dies mag zwar die effektive Reichweite einschränken, bei anschließenden Tests im Labor 
konnte das Signal allerdings ohne Probleme empfangen werden. Ausführliche Messungen bzgl. der 
Eigenschaften wurden hier nicht durchgeführt, sie würden den Rahmen des Praxisprojekts vermutlich 
sprengen. Die letztendliche Umsetzung auf der Platine ist in Abbildung 18 dargestellt. 
 
Um die Abstrahlung der Antenne nicht zu verschlechtern wurde auf beiden Seiten der Platine, in der 
Nähe der Antenne, keine Massefläche verwendet. Die Durchkontaktierungen um die Antenne und die 
Zuleitung herum dienen der Minimierung von Übergangswiderständen der Masse. Diese 
Empfehlungen stammen aus einer Präsentation von Johanson Technology11 bzgl. der Performance-
Verbesserung von Antennen. 
  
                                                     
10Quelle [9]: [Datenblatt] "High Frequency Ceramic Solutions", Mounting Considerations, © 2003 Johanson 
Technology, Inc. 
11Quelle [10]: [Präsentation] LTCC Chip Antennas –How to maximize performance, © Johanson Technology, 
Inc. 
 
Abbildung 18: Antenne in der Schaltung 
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4.3. Software 
Um die Funktion der Hardware zu testen, wurden bereits vorhandene Treiber für das Display und das 
Touch Panel eingesetzt, der Treiber für den Temperatursensor wurde selbst geschrieben. Das Testen 
erfolgte ohne das Betriebssystem Contiki, da dies eine Implementierung einer Prozessstruktur 
erfordert hätte, die das Testen nur unnötig verkompliziert hätte. Außerdem sind die Debugging 
Möglichkeiten bei Verwendung von Contiki sehr rudimentär, da die Erstellung der .elf Datei, welche 
in den Controller überspielt wird, mit einem externen Makefile erfolgt. Dieses zeigt leider nur 
Syntaxfehler an, eine Programmbeobachtung zur Laufzeit ist nicht möglich. Die Treiber sind aber zu 
Contiki kompatibel und können von anderen Projekten, die die gleiche Hardware verwenden, 
problemlos eingesetzt werden. Zuerst wurde die Displayansteuerung fertiggestellt, da so Ausgaben zur 
Laufzeit gemacht werden konnten um das Debugging zu erleichtern. 
4.3.1. Der Display-Treiber 
Der ATmega128RFA1 unterstützt die SPI Schnittstelle durch die automatische Generierung des 
Taktes, durch ein Interrupt-Flag, welches gesetzt wird sobald die Übertragung abgeschlossen ist  und 
durch die Möglichkeit als Master oder Slave zu agieren. Die Treiberroutinen für die SPI wurden 
ursprünglich für den Controller Atmega1284P geschrieben. Sie sind aber kompatibel mit dem RFA1 
und konnten ohne Anpassungen übernommen werden. 
Die Treiberroutinen für das Display bieten einige Konfigurationsmöglichkeiten. So ist das verwendete 
Display auswählbar, in dem in der Datei display_DOGS102.c das Display mit #define 
DISPLAY_EA_DOGS_102 definiert wird. Daraufhin werden in der Include-Datei display_DOGS102.h die 
entsprechenden Einstellungen für das Display verwendet. In dieser Datei müssen ebenfalls die 
passenden Ports für das Einschalten der LED-Hintergrundbeleuchtung, den Displayreset und den 
Chip-Select hinterlegt werden. Der Treiber stellt daraufhin einige praktische Funktionen zur 
Verwendung des Displays zur Verfügung.  
init_SPI(); 1 
init_DISPLAY(); 2 
display_clear(); 3 
 4 
show_TEXT(0,0,"Initialisiere",0,0); 5 
 
Die Initialisierung des SPI wird mit Zeile 1 init_SPI(); durchgeführt. Um das Display zu 
verwenden, wird der Befehl init_DISPLAY(); aufgerufen, welcher eine Reihe von 
Konfigurationsbytes an das Display schickt, z.B. den Kontrast, die Displayinvertierung, usw. Eine 
genaue Auflistung befindet sich im Datenblatt12. Der Befehl display_clear(); löscht die Darstellung 
auf dem Display, indem in jede Speicherstelle, die einen Pixel auf dem Bildschirm repräsentiert, eine 
„0“ geschrieben wird (der Pixel also abgeschaltet wird) und show_TEXT(0,0,"Initialisiere",0,0); 
stellt einen String auf dem Display dar, in diesem Fall ab Spalte 0, Zeile 0 „Initialisiere“. 
Grundsätzlich ist die Darstellung wie in Abbildung 19 gezeigt aufgebaut: 
                                                     
12Quelle [11]: [Datenblatt] DOGS Grafik Serie, Stand 05.2011, Seite 6 – Initialisierungsbeispiel, © Electronic 
Assembly GmbH 
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Das Display hat eine Auflösung von 102  64 Pixeln, wobei die Zeilen zusammengefasst sind in 
sogenannten Pages mit jeweils 8 Pixeln. Dadurch ergibt sich (ohne Steuerbefehle) eine Datenmenge 
von 102	Spalten	  	8	Pages  1	Byte  816	kByte, wenn das komplette Display aktualisiert (z.B. 
gelöscht) werden soll. Für eine benutzerfreundliche Bedienung des Heizkörperthermostats ist es 
sinnvoll, eigene Darstellungsroutinen zu schreiben, z.B. um die Temperatur mit dem °C – Zeichen in 
angemessener Größe darzustellen. Leider war die Zeit zur Realisierung einer Benutzeroberfläche nicht 
mehr ausreichend, sodass momentan lediglich Status und Fehlermeldungen für das Debugging 
ausgegeben werden. 
4.3.2. Der Touch Panel-Treiber 
Das Touch Panel wird über den A/D-Wandler des ATmega128RFA1 ausgewertet, wobei hier einige 
Anpassungen bzgl. der Initialisierung desselben nötig waren. So war z.B. die Referenzspannung im 
ADMUX (Analog/Digital-Converter Multiplexer Selection Register) auf die vom Mikrocontroller zur 
Verfügung gestellte Referenzspannung von 1,8V voreingestellt. Bei der aktuell fertig gestellten 
Schaltung wurden die Vorwiderstände fehlerhafterweise parallel zum Display angeschlossen, sodass 
bis zu 3,3V anliegen können. Das Ergebnis der Wandlung wäre bei 1,8V schon auf 100% gewesen, 
obwohl der Druckpunkt erst bei 75% der Displaylänge läge. Deshalb wurde der externe 
Referenzspannungsanschluss des Controllers mit 3,3V verbunden und dieser im ADMUX ausgewählt.  
Die Routine verwendet nur die oberen 8Bit des Wandlungsergebnisses. Bei der Inbetriebnahme sollten 
die Ergebnisse der A/D-Wandlung ohne Prozentwertumrechnung auf dem Display ausgegeben 
werden. Die maximal erreichbaren Zahlenwerte (zwischen 0 und 255) können anschließend in der 
Datei touch_DOG.h eingetragen werden: 
#define TOUCH_X_MIN    33 
 #define TOUCH_X_MAX    214 
 #define TOUCH_Y_MIN    50 
 #define TOUCH_Y_MAX    182 
Diese Werte werden dann für die Umrechnung in Prozentwerte verwendet. 
  
 
Abbildung 19: Aufbau der Displaydarstellung 
Quelle: [6] 
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Der Contiki-Prozess, der die Wandlung durchführt, sieht folgendermaßen aus: 
DPDS0 |= (1<<PFDRV1)|(1<<PFDRV0);//8mA - Ausgangsstrom für PORTF 1 
     einschalten 2 
 static char c_array[10]; 3 
 4 
 reset_TOUCH(1);   //Reset des Touch Panels für die nächste Wandlung 5 
 show_TEXT(0,3,"X:",0,0);   //Ausgabe auf Display 6 
 sprintf(c_array,"%d",get_TOUCH('x'));   //Wandlung Ergebnis in String 7 
 show_TEXT(3,3,c_array,0,0);   //Ausgabe 8 
 show_TEXT(0,4,"Y:",0,0);   //Ausgabe auf Display 9 
 10 
reset_TOUCH(1);   //Reset des Touch Panels für die nächste Wandlung 11 
 sprintf(c_array,"%d",get_TOUCH('y'));   //Wandlung Ergebnis in String 12 
 show_TEXT(3,4,c_array,0,0);   //Ausgabe 13 
 
Der erste Befehl stellt im Port Driver Strength Register 0 (DPDS0) den maximalen Ausgangstrom für 
Port F (an welchem das Touch Panel angeschlossen ist) auf den maximal möglichen Wert von 8mA.  
In Zeile 5 wird das Touch Panel resettet, indem zehnmal hintereinander eine Wandlung durchgeführt 
wird, um die parasitären Kapazitäten des Panels zu entladen. 
Die Treiberroutine get_TOUCH('x') misst die Druckposition auf der x-Achse, indem zuerst die y-
Richtung des Panels (vgl. Abbildung 12) an Versorgungsspannung und Masse gelegt wird. Die Port-
Pins, an denen die x-Richtung angeschlossen ist, werden als Eingänge definiert, weil sie dadurch 
hochohmig werden und durch die in Reihe dazu liegenden Widerstände der x-Achse nur geringe 
Ströme fließen können. Dadurch sind sie vernachlässigbar. Die Wandlung wird viermal hintereinander 
ausgeführt und der Mittelwert gebildet, in Prozent umgerechnet und als Integerwert zurückgegeben. 
Die Funktion sprintf formatiert diesen Wert als Dezimalzahl, schreibt ihn in ein Array vom Typ Char 
und der nächste Befehl show_TEXT(3,3,c_array,0,0); gibt ihn auf dem Display aus. Das Gleiche 
passiert noch einmal für die y-Richtung. 
Momentan wird, da aufgrund der fehlenden Zeit keine Benutzeroberfläche realisiert wurde, durch den 
Prozess nur der errechnete Prozentwert für beide Achsen ausgegeben. 
4.3.3. Der Temperatursensor-Treiber 
Wie im Kapitel 4.1.5 beschrieben, wird zur Temperaturerfassung der TC74 von Mikrochip eingesetzt. 
Die Ansteuerung erfolgt über den I2C-Bus, für den ebenfalls ein Treiber geschrieben wurde, weshalb 
eine kurze Einführung in dieses Bussystem folgt. 
I2C –Bus 
Der Inter-Integrated-Circuit-Bus ist ein serieller Multi-Master-Bus, welcher in den frühen 80er Jahren 
von Phillips entwickelt wurde. Hauptsächlicher Verwendungszweck ist die Kommunikation zwischen 
auf einer Platine befindlichen integrierten Schaltkreisen. Die von Atmel eingeführte Bezeichnung TWI 
(Two-Wire-Interface) beschreibt technisch den gleichen Bus.13 
Wie der von Atmel verwendete Name TWI schon sagt benötigt I2C lediglich 2 Verbindungsleitungen, 
wobei eine die Taktleitung (SCL) ist  und die andere die Daten überträgt (SDA). Im Ruhezustand 
befinden sich beide auf „HIGH“. Jedes Gerät wird mit einer Adresse angesprochen, sodass auch 
                                                     
13Quelle [12]: [Online] http://de.wikipedia.org/wiki/I2c, 18.04.13 
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mehrere Geräte am selben Bus miteinander kommunizieren können, in dem sie als Sender und/oder 
Empfänger arbeiten. In der Version 3.0 existiert die Möglichkeit, im unidirektionalen Ultra Fast-Mode 
bis zu 5Mbit/s zu übertragen, bidirektional sind theoretisch 3,4 MBit/s möglich. 
Möchte ein Teilnehmer am Bus als Master agieren, so muss er zuerst eine Startbedingung senden. 
Dazu zieht er während der Takt auf „HIGH“ ist, die Datenleitung auf „LOW“ herunter. Bis er eine 
Stoppbedingung sendet, ist der Bus für alle anderen Teilnehmer verriegelt, das heißt, sie können keine 
Startbedingung senden und sich so am Bus als Master anmelden. Die Stoppbedingung ist eine 
steigende Flanke auf der Datenleitung, während der Takt auf „HIGH“ ist. Anschließend kann mit der 
eigentlichen Kommunikation begonnen werden. 
Um sicherzustellen, dass die Daten auch empfangen wurden, schickt der Slave nach jedem 
empfangenen Byte eine Empfangsbestätigung an den Master, ein Acknowledge. Dies ist zwar 
optional, wird aber von den meisten ICs durchgeführt. 
Für jeden Master am I2C-Bus gibt es zwei Betriebsarten, einmal als Master-Transceiver (also als 
Sender) oder als Master-Receiver(Empfänger). Um einem Slave mitzuteilen, dass ein 
schreibender/lesender Zugriff auf ihn erfolgt, wird vom Master die Adresse des Slaves geschickt und 
ein Steuerbit angehängt. I2C-Adressen bestehen aus 7-Bit, womit mit dem Steuerbit wieder 8bit = 1 
Byte erreicht werden. Ist das gesendete Steuerbit eine „0“, wird schreibend auf den Slave 
zugegriffen(Master-Transceiver), bei einer „1“ lesend (Master-Receiver). 
Im Master-Transceiver-Modus kann der Master dann, laut dem bausteinspezifischen Protokoll, 
Befehle an den Slave schicken (z.B. mit einem Display kommunizieren oder einem Temperatursensor 
mitteilen, dass die Temperatur erfasst werden soll), im Master-Receiver-Modus kann der Slave Daten 
an den Master schicken (z.B. Statusmeldungen des Displays oder die vom Temperatursensor erfasste, 
binärkodierte Temperatur). Nach dem Abschluss der Kommunikation wird eine Stoppbedingung 
gesendet, um den Bus für andere Teilnehmer wieder freizugeben. 
Kommunikation mit dem Sensor 
Der Sensor verfügt über zwei von außen zugängliche Register: das Konfigurationsregister 
(Configuration Register) und das Temperaturregister (Temperature Register). Um auf eines der beiden 
Register zuzugreifen, wird zuerst eine Startbedingung gesendet und auf die Bestätigung gewartet. 
Danach wird ein Befehlsbyte an den Sensor geschickt. Die Befehle werden in Abbildung 20 gezeigt. 
 
Anschließend kann auf das gewünschte Register zugegriffen werden, z.B. auf das 
Konfigurationsregister. Die Konfigurationsbefehle sind in Abbildung 21 zu sehen. 
 
Abbildung 20: Befehlsbyte des Temperatursensors 
Quelle: [7] 
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Wird jetzt ein Schreibbefehl gesendet, so kann der Sensor in den Stand-By-Modus versetzt oder aus 
ihm aufgeweckt werden. Mit einem Lesebefehl hingegen kann überprüft werden, ob das 
Temperaturregister bereit zum Auslesen ist. 
Alternativ kann auf das Temperaturregister zugegriffen werden. Hierfür wird nach der Startbedingung 
ein Schreibbefehl mit dem Befehlsbyte 0x00 für das Temperaturlesen geschickt. Anschließend wird 
eine erneute Startbedingung versandt, um dem Temperatursensor mitzuteilen, dass der Schreibbefehl 
abgeschlossen wurde. Jetzt wird der Befehl für einen Lesezugriff gesendet und auf die Antwort des 
Sensors gewartet. Die Codierung der Temperatur ist in der nachfolgenden Abbildung 22 zu sehen. 
 
 
Abbildung 21: Konfigurationsregister des Temperatursensors 
Quelle: [7] 
 
Abbildung 22: Temperaturregister des Temperatursensors  
Quelle: [7] 
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Mit dem Tektronix MDO4104-6 Oszilloskop wurde eine erfolgreiche Kommunikation aufgezeichnet, 
welche in Abbildung 23 zu sehen ist. 
 
Die Treiberroutinen für die I2C-Kommunikation und den Temperatursensor wurden so programmiert, 
dass sie problemlos von anderen Applikationen implementiert werden können. Bei einer Portierung 
auf einen anderen Atmel-Mikrocontroller sind ggf. nur in den Headerdateien „avrtwi.h“ und „TC74.h“ 
die Register und Port Adressen anzupassen. 
Funktionen des I2C-Treibers: 
/************************************************************************/ 
/* TWI Startkondition senden                                            */ 
/************************************************************************/ 
//Rückgabewert: 0 = Fehler; 1 = Acknowledge empfangen 
char twi_start(void); 
 
Die Funktion sendet eine Startbedingung an die Teilnehmer. Wird der Empfang bestätigt, gibt die 
Funktion eine 1 zurück. Andernfalls wird eine 0 zurückgegeben und entsprechende Maßnahmen 
können ergriffen werden. 
 
/************************************************************************/ 
/* TWI Stoppkondition senden                                            */ 
/************************************************************************/ 
void twi_stop(void); 
 
Die Funktion sendet eine Stoppbedingung an die Teilnehmer. Da diese nicht bestätigt wird, wird auch 
keine Statusmeldung zurückgegeben. 
 
/************************************************************************/ 
/* TWI Lesebefehl                        */ 
/************************************************************************/ 
//Rückgabewert: 0 = Fehler; 1 = Erfolgreich 
//Parameter: r_adress = TWI Teilnehmeradresse; r_data = Ausgelesene Daten 
char twi_read(char r_adress, char* r_data); 
 
Die Funktion sendet einen Lesebefehl, wartet auf die Daten und speichert sie in der Adresse der 
übergebenen Variablen. Schlägt das Lesen fehl, wird eine 0, sonst eine 1 zurückgegeben. 
 
/************************************************************************/ 
/* TWI Schreibbefehl                                                    */ 
/************************************************************************/ 
//Rückgabewert: 0 = Fehler; 1 = Erfolgreich 
//Parameter: w_adress = Adresse des Teilnehmers; w_data = Zuschreibende Daten; 
//byte_number = Anzahl der zu übertragenden Bytes 
char twi_write(char w_adress, char* w_data, char byte_number); 
 
              Versetzen des  Abfrage des Sensors,   Abfrage der Temper- 
              Sensors in den  Rückmeldung: Daten    atur, Rückmeldung: 
              Wachzustand  sind bereit    24°C 
 
Abbildung 23: Aufgezeichnete I2C Kommunikation 
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Die Funktion sendet einen Schreibbefehl an den Teilnehmer mit der übergebenen Adresse. 
Anschließend werden die Daten übertragen, und zwar so viele Bytes, wie in byte_number übergeben 
wurden. 
Funktionen des TC74 Treibers: 
/************************************************************************/ 
/* Temperatursensor aufwecken                                           */ 
/************************************************************************/ 
//Parameter: 0 = Sleep; 1 = Wake 
// 
//Rückgabewert: 0 = Fehler; 1 = Erfolg; 
char tc74_wake(char mode); 
 
Die Funktion schickt einen Aufweckbefehl oder einen Stand-By-Befehl an den Sensor. Bei einem 
Fehlschlag wird eine 0, sonst eine 1 zurückgegeben. 
 
/************************************************************************/ 
/* Sensorbereitschaft abfragen                                          */ 
/************************************************************************/ 
// 
//Rückgabewert: 0 = Kommunikationsfehler; 1 = Erfolg; 0xFF = Temperatur nicht bereit 
char tc74_temp_rdy(void); //Temperaturwandlung abfragen 
 
Die Funktion überprüft, ob die Temperatur im Temperaturregister des TC74 bereitgestellt ist. Bei 
einem Kommunikationsfehler wird eine 0 zurückgegeben. Ist die Temperatur noch nicht bereit, ist der 
Rückgabewert 255, ist sie bereit ist er 1. 
 
/************************************************************************/ 
/* Temperatur auslesen                                                  */ 
/************************************************************************/ 
//Parameter: result = Ergebnis, Temperatur als Dezimalzahl 
// 
//Rückgabewert: 0 = Fehler; 1 = Erfolg; 
char tc74_read_temp(char* result); //Temperatur auslesen 
 
Die Funktion liest den Temperaturwert aus dem Register des TC74 und speichert ihn als 
vorzeichenbehaftete Dezimalzahl in der übergebenen Variable. Die Größe des Char-Feldes sollte 
mindestens 4 Stellen betragen, da die Temperatur zwischen -65°C und 127°C betragen kann. Schlägt 
die Kommunikation fehl, gibt die Funktion eine 0, sonst eine 1 zurück. 
 
4.3.4. Die Funkkommunikation 
Um die Heizungsregelung vollständig in das AAL-Programm zu integrieren ist eine Funkverbindung 
nötig. Diese baut auf 6LoWPAN auf, welches von Contiki implementiert wird. Um die Antenne zu 
testen wurde auf ein Beispielprogramm von Mirco Kern zurückgegriffen 14 , welches auf einem 
Programm des Swedish Institute of Computer Science basiert. Das Beispielprogramm sendet zyklisch 
einen UDP-Broadcast und wurde angepasst indem nun die vom TC74 gemessene Temperatur gesendet 
wird. 
Aufgrund der eingeschränkten Zeit des Praxisprojekts wurde noch keine Empfangsmöglichkeit 
realisiert. Die Anbindung an das AAL-Netzwerk wäre in einer fortführenden Arbeit denkbar. 
                                                     
14Quelle [13]: [Datei] broadcast.c , Modified by Mirco Kern, FH Düsseldorf, 16.04.2012 
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4.3.5. Das Betriebssystem Contiki 
Contiki ist ein Open-Source, multithreadingfähiges, event-gesteuertes Betriebssystem für 
batteriebetriebene Systeme mit geringer Speicherkapazität. 
Contiki wurde in der Version 1.0 im März 2003 herausgegeben und unterstützt in der aktuellen 
Version 2.6 15  mittlerweile eine Vielzahl von Mikrocontrollern. Ursprünglich von Adam Dunkels 
entwickelt, arbeiteten mittlerweile viele verschiedene Entwickler von namhaften Chipherstellern 
daran, unter anderem auch von Atmel. 
Wichtige Features sind: 
• Netzwerkfähigkeit  via IPv4 und IPv6 
• Designt, um in Systemen mit sehr geringem Energieverbrauch zu arbeiten 
• Kommt mit sehr wenig Speicher aus 
• 6LoWPAN wird unterstützt 
• Viele Plattformen werden unterstützt 
• Arbeitet mit Protothreads 
Die Verarbeitung von Threads erfolgt bei Contiki mit einer Verflechtung aus einem Multithreading 
und einem Event-gesteuerten System. 
Multithreading beschreibt die Fähigkeit eines Systems, mehrere Threads (engl. für Fäden) quasi 
parallel laufen zu lassen. Dabei werden sie nacheinander aufgerufen, z.B. nach einem 
prioritätsgesteuerten Round-Robin-Verfahren, sodass jeder Thread eine gewisse Zeit Zugang zu 
benötigten Ressourcen bekommt, bevor gewechselt wird. Ein Thread ist ein einzelner 
Ausführungsstrang in einem Prozess, welcher unabhängig von anderen Prozessen läuft. Es könnte sich 
z.B. um das Auslesen eines Temperatursensors handeln, das ein Teil eines Prozesses 
„Raumtemperatur regeln“ ist. 
Jeder Thread hat seinen eigenen Stack16 im Arbeitsspeicher, mit dem er arbeiten kann. Da in einem 
durchschnittlichen Heimrechner heutzutage mehrere Gigabytes an RAM angenommen werden dürfen, 
in einem durchschnittlichen Mikrocontroller aber gerade mal ein paar Kilobytes (Faktor 1.000.000:1), 
erschließt sich schnell, dass Mikrocontroller ihren Speicher wesentlich effizienter verwalten müssen, 
wenn viele parallele Threads laufen sollen. Beim Multithreading muss darauf geachtet werden, dass 
alle Threads innerhalb des Prozesses miteinander synchronisiert werden, da sie sich eventuell 
Betriebsmittel miteinander teilen. 
Eine Alternative zum Multithreading ist ein Event-gesteuertes System, welches die Prozesse nicht, wie 
beim Multithreading, zyklisch abarbeitet, sondern ausschließlich auf Ereignisse reagiert. Diese können 
zum Beispiel ein Eingangssignal an einem interruptfähigen Port-Pin sein, ein Timer der abläuft oder 
Exceptions (Software-Ausnahmen). Der Nachteil ist, dass hierbei das sichere Abarbeiten der 
Aufgaben in einem vorgesehenen Zeitrahmen nur schwer möglich ist. So ist es zum Beispiel denkbar, 
dass ein Prozess komplett blockiert wird, wenn ein anderer Prozess mit höherer Priorität ihn dauernd 
unterbricht. Gerade bei größeren Projekten kann es auch schnell unübersichtlich werden. 
  
                                                     
15Quelle [14]: [Online] http://www.contiki-os.org/download.html, 21.04.13 
16
 Stapelspeicher des Prozesses im Arbeitsspeicher, enthält z.B. den aktuellen Zustand der Variablen 
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Protothreads 
Protothreads sind ebenfalls eine Erfindung von Adam Dunkels, welche speziell auf Controller mit 
geringem Speicher ausgelegt sind. Bei einem Threadwechsel wird der Stackpointer geladen, welcher 
auf den Speicherbereich des geladenen Threads verweist. 
Protothreads sind eine für Systeme mit begrenztem Speicher konzipierte Alternative. Im Gegensatz 
zum normalen Multithreading teilen sich die Protothreads einen gemeinsamen Speicherbereich und 
besitzen keinen eigenen Stack, was zu einem geringen Speicherbedarf führt. Gleichzeitig bieten sie 
eine übersichtliche Aufrufstruktur, mit der man die Prozesse auf Events warten lassen, blockieren oder 
neustarten lassen kann. Events können von allen Prozessen gesendet werden, z.B. kann eine ISR beim 
Erkennen eines Flankenwechsels ein Broadcast-Event senden (also an alle Threads), welche dann 
selber entscheiden können, ob sie etwas damit anfangen können. Es handelt sich also um ein 
eventgesteuertes System mit einer besseren Prozesskontrolle. 
Durch den gemeinsamen Speicherbereich der Protothreads ergibt sich allerdings auch ein Nachteil: 
Beim Wechseln des Threads sichert der Kernel nur einen Zeiger auf den Threadzustand17, so dass 
Daten, die nicht in einem festen Speicherbereich liegen, verloren gehen können. Kritische Variablen 
sollten deshalb mit dem C-Schlüsselwort „Static“ deklariert sein, da hier die Variable in einer festen 
Speicheradresse gespeichert wird und der Inhalt bei einem Threadwechsel erhalten bleibt. Für die im 
Projekt entstandenen Protothreads befinden sich Programmablaufpläne im Anhang. 
Contiki-Codebeispiel 
Um die Benutzung von Protothreads zu verdeutlichen, hier die wichtigsten Funktionen in einem 
Codebeispiel:
                                                     
17Quelle [15]: [Präsentation] Carlo Alberto Boano, Institut für techn. Informatik, Universität Lübeck: Workshop 
- Introduction to Contiki 
#include "contiki.h" 1 
#include "sys/etimer.h" 2 
 3 
PROCESS(main_process,"Main Process"); 4 
PROCESS (temp_process,"Temp Process"); 5 
 6 
static process_event_t e_temperature_read; 7 
 8 
AUTOSTART_PROCESSES(&main_process); 9 
PROCESS_THREAD(main_process,ev,data) 10 
{ 11 
 PROCESS_BEGIN(); 12 
  13 
 e_temp_read = process_alloc_event(); 14 
  15 
 static struct etimer timer; 16 
 etimer_set(&timer, CLOCK_SECOND); 17 
 PROCESS_WAIT_EVENT_UNTIL(etimer_expired(&timer)); 18 
  19 
 if(!process_is_running(&temp_process)) 20 
 { 21 
  process_start(&temp_process, NULL); 22 
 } 23 
 PROCESS_WAIT_EVENT_UNTIL(ev == e_temperature_read); 24 
 PROCESS_END(); 25 
} 26 
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Zeile 1 und 2 mit den Befehlen #include "contiki.h" und #include "sys/etimer.h" binden das 
Contiki-System, sowie die Event-Timer ein.  
PROCESS(main_process,"Main Process");deklariert den Protothread main_process, Der String 
"Main Process" dient lediglich Debuggingzwecken. Der Name PROCESS der Funktion ist ein wenig 
irreführend, da es sich bei allen Prozessen in Contiki eigentlich um Protothreads handelt. Der 
temp_process in diesem Beispiel liest einen Temperatursensor aus und stellt die Temperatur auf z.B. 
einem Display dar. Sobald dies geschehen ist, sendet er ein Event mit dem Namen 
e_temperature_read. Er ist für das Beispiel nicht explizit aufgeführt. 
Events deklariert man in Contiki wie in Zeile 7 beschrieben mit static process_event_t 
e_temperature_read; ABER: Das Zuweisen einer globalen Eventnummer zu diesem Event geschieht 
zur Laufzeit durch den Befehl e_temp_read = process_alloc_event(); in Zeile 14. Diese steht 
danach nur den Protothreads in der gleichen Datei zur Verfügung. Ein Workaround, um diese auch 
anderen Funktionen in ausgelagerten Dateien zugänglich zu machen, wird weiter unten beschrieben. 
Erst durch die Eventnummer können die Events identifiziert werden. 
Zeile 9 AUTOSTART_PROCESSES(&main_process); startet alle hinterlegten Protothreads sobald das 
System gestartet wurde, in diesem Fall nur den main_process. 
Die eigentliche Beschreibung des main_process erfolgt ab Zeile 10. Bei jedem Protothread muss zu 
Beginn einmal PROCESS_BEGIN(); und am Ende PROCESS_END(); aufgerufen werden. Sämtlicher 
Code vor PROCESS_BEGIN(); wird bei jedem erneuten Aufruf des Prozesses erneut ausgeführt18. 
Soll der Process beendet werden, kann man ihn in PROCESS_END(); hineinlaufen lassen. 
Mit Zeile 16-18 wird ein Event-Timer deklariert, gesetzt und der Protothread angehalten, bis der 
Timer abgelaufen ist. Event-Timer lösen bei Ablauf, wie der Name sagt, ein Event aus, es gibt aber 
noch weitere Arten von Timern. Contiki kann sehr viele (Software-)Timer gleichzeitig laufen lassen, 
sie werden alle von einem einzigen (Hardware-)Timer des Mikrocontrollers abgeleitet. Beim 
ATmega128RFA1 handelt es sich um Timer 0. 
In Zeile 20-23 wird überprüft, ob der Protothread temp_process schon läuft, andernfalls wird er 
gestartet.  
In Zeile 24 wird auf das vom temp_process gesendete Event gewartet. 
Definition von  Protothreads in verschiedenen Dateien 
Um die Übersichtlichkeit des Codes zu verbessern, wurden einzelne Dateien verwendet, in welchen 
die Protothreads beschrieben sind. Bei einem C-Programm ohne Verwendung von Contiki, wie z.B. 
dem Treiber für den Temperatursensor, wird normalerweise eine Header(temperature.h)-Datei erstellt 
und eine C (temperature.c)-Datei. Beide müssen den gleichen Namen haben. Die .h-Datei wird mit 
#include "temperature.h" sowohl in die zugehörige temperature.c-Treiber-Datei eingebunden, als 
auch in die Datei, die den Treiber später nutzen möchte. In der Include-Datei werden nun alle 
Informationen hinterlegt, die beiden Dateien bekannt sein müssen, so z.B. die Deklaration der 
Treiberfunktionen. Die Include-Datei wird vom Compiler bei der Erzeugung des lauffähigen Codes 
einfach an die Stelle des #include "temperature.h" kopiert. Somit sind die Treiberfunktionen in 
beiden Dateien bekannt und können ohne Erzeugung eines Syntaxfehlers („Funktion nicht bekannt“) 
genutzt werden. 
                                                     
18Quelle [16]: [Online] http://senstools.gforge.inria.fr/doku.php?id=os:contiki#processes, Codebeispiel, 19.03.13 
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Soll nun in Contiki ein Protothread ausgelagert werden, so ist die Vorgehensweise recht ähnlich. Der 
auszulagernde Protothread muss erst mal in eine eigene .c-Datei geschrieben werden. Diese ist dem 
Makefile des Projektes, welches den lauffähigen Maschinen-Code erzeugt, mitzuteilen, indem man die 
Zeile  
 
CONTIKI_TARGET_SOURCEFILES += temperature.c 
 
einfügt. Durch diesen Eintrag wird die zusätzlich C-Datei vom Compiler mit übersetzt und kann vom 
Linker in das Main C File verlinkt werden. Weitere Dateien können nach einem Leerzeichen 
mitangehängt werden. 
Damit die Protothreads in beiden Dateien untereinander bekannt sind, bietet sich eine Include-Datei 
(z.B. my_protothreads.h) an. In dieser können mit  
 
//Zentraler Verwaltungsprozess 
PROCESS_NAME(main_process); 
 
//Liest die Temperatur aus 
PROCESS_NAME(temp_process); 
 
die Protothreadnamen deklariert werden. Der Zugriff, wie z.B. das Starten und Beenden der 
Protothreads, funktioniert mit dieser Lösung. Problematischer wird es, wenn an diese Events 
verschickt werden sollen. Dies wird nachfolgend erläutert. 
 
Events an andere Dateien verschicken 
 
Das Problem bei dem Versenden von Events zwischen Protothreads, die in verschiedenen Dateien 
liegen, ist, dass die Events zwar global in einer Include-Datei deklariert werden können, die 
Zuweisung einer Eventnummer aber erst zur Laufzeit geschieht. Diese werden nur in der jeweiligen 
Datei zugewiesen, die anderen Events in anderen Dateien kennen sie nicht. Dadurch kann zwar 
generell abgefragt werden, ob ein Event angekommen ist, die Identität ist aber unbekannt. Um 
trotzdem nur auf spezielle Events reagieren zu können, wurde folgender Workaround eingesetzt: 
 
Datei: my_events.h 
 
//Temperatur auslesen 1 
static process_event_t e_get_temp; 2 
//Temperatur ausgelesen 3 
static process_event_t e_temp_done; 4 
 5 
struct event_getter{ 6 
 process_event_t get_temp; 7 
 process_event_t temp_done; 8 
}; 9 
 10 
extern struct event_getter my_event_getter;11 
 
Wichtig: my_events.h muss von allen anderen Dateien eingebunden werden. 
 
In der Datei my_events.h werden in den Zeilen 1-4 die benötigten Events deklariert. Anschließend 
wird (Zeile 6-9) eine Struktur zur Übergabe der Eventnummer deklariert. Abschließend wird mit Zeile 
11 mitgeteilt, dass die Definition der Variablen mit my_event_getter mit dem Datentyp der Struktur 
event_getter außerhalb dieser Datei stattfindet. 
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In der Datei, die den Events die Eventnummer zuweist, muss dies dann erfolgen: 
Datei: main_process.c 
 
//Vergabe der globalen Eventnummer 1 
e_get_temp = process_alloc_event(); 2 
e_temp_done = process_alloc_event(); 3 
 4 
//Event Nummern müssen an andere Dateien übergeben werden 5 
struct event_getter my_event_getter; 6 
 7 
my_event_getter.get_temp = e_get_temp; 8 
my_event_getter.temp_done = e_temp_done;9 
 
Zuerst werden mit Zeile 2 und 3 die globalen Eventnummern vergeben. Anschließend wird die 
Variable my_event_getter  definiert und ihr werden die entsprechenden Nummern zugewiesen. In der 
Datei, die diese Events ebenfalls kennen soll, können nun mit 
 
Datei: temp_process.c 
 
e_get_temp = my_event_getter.get_temp; 
e_temp_done = my_event_getter.temp_done; 
 
diese Nummern in die lokalen Events geschrieben werden. Nun können Events auch dateiübergreifend 
verschickt werden. 
 
Wenn an das Event Daten angehängt werden sollen, muss die Adresse der beinhaltenden Variablen nur 
im Befehl process_post hinterlegt werden: 
 
process_post(&main_process, e_temp_done, &temperatur); 
 
Bei diesem Beispiel wird das Event e_temp_done an den Protothread main_process geschickt. Die 
Adresse der Temperaturvariablen wird mit &temperatur angehängt, da es sich um eine Adressvariable 
des Datentyps void handelt. Das Auslesen erfolgt z.B. so: 
 
PROCESS_WAIT_EVENT_UNTIL(ev == e_temp_done); 
char temperature = *(char *)data; 
Damit wird auf das Event, welches das Auslesen der Temperatur meldet, gewartet und danach die 
lokale Variable data auf einen Pointer des Datentyps char gecastet. Mit dem 
Dereferenzierungsoperator wird danach auf den Inhalte zugegriffen und er in der Variablen 
temperature gespeichert. 
4.3.6. Der Motor-Treiber 
Die Realisierung des Motor-Treibers wurde erst nach der Implementierung von Contiki 
vorgenommen, weil es die Möglichkeit bietet, wie im vorherigen Kapitel beschrieben, Protothreads 
passiv auf den Ablauf eines Timers warten zu lassen. Andernfalls würde sobald das Verfahren des 
Motors länger als zwei Sekunden dauert der Watchdog auslösen und Contiki neustarten. Zu Beginn 
muss eine Kalibrierung des Motors vorgenommen werden, die wie folgt aussieht: 
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Während der Ventilantrieb zu- bzw. auffährt, läuft ein Event-Timer von 0,5s ab. Der Timer wird in der 
ISR von Port-Pin E4, welche (wie in Kapitel 4.1.4- Die Positionierung des Motors beschrieben) durch 
die Reflektionslichtschranke ausgelöst wird, zurückgesetzt. Folglich wartet der Protothread so lange, 
bis der Motor sich für 0,5s nicht gedreht hat. Dies ist nur im Endanschlag der Fall, welcher dadurch 
festgestellt wird. Nachdem der Motor in die eine Richtung in den Endanschlag gefahren ist wird der 
Impulszähler, der in der ISR hochgezählt wird, zurückgesetzt und der Motor startet in die andere 
 Daniel Andreas Praxisprojekt  32 
Richtung. Ist er im Endanschlag angekommen wird der Zählerstand als maximale Impulszahl 
gespeichert und die Kalibrierung ist beendet. 
Der Protothread motor_stellen_process wird einmal gestartet und wartet anschließend auf das Event 
e_motor_set mit dem übergebenen Sollwert. Der Aufbau ist folgendermaßen: 
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Es wird am Anfang nur die notwendige Drehrichtung überprüft und der Motor entsprechend gestartet. 
Danach wird auf das Event e_motor_ref_value gewartet. Die ISR überprüft bei jedem Auslösen, ob 
der in Prozent umgerechnete aktuelle Impulszähler größer oder kleiner als der Sollwert ist. Je nach 
Drehrichtung wird beim Unter- / Überschreiten das Event per PROCESS_BROADCAST gesendet 
und der Protothread stoppt den Motor. Anschließend wartet er auf einen erneuten Stellbefehl. 
 
4.4. Regelung 
Um eine Regelung zu realisieren ist es zunächst einmal wichtig, den Unterschied zwischen Steuern 
und Regeln zu erkennen. Bei einer Steuerung erhält das System keinerlei Rückmeldung über die 
Konsequenzen seiner Handlung, vergleichbar mit einem Lenkrad beim Auto: Wird das Lenkrad auf 
der Autobahn nach links eingeschlagen, ist es dem Auto egal, dass es in die Leitplanke fährt. Erst der 
Mensch macht das System zu einer Regelung, indem er die gefährliche Linkskurve erkennt und 
entsprechend das Lenkrad in die andere Richtung einschlägt. Das System ist sozusagen über den 
Menschen rückgekoppelt. Wird das Lenkrad vom Menschen zu stark in die Gegenrichtung 
eingeschlagen kann es aber auch passieren, dass das Auto in den Verkehr der rechten Spur gerät. Man 
kann also sagen, dass das Überschwingen des Systems zu stark war, weil der Regler (der Mensch) zu 
stark reagiert hat. Ein wichtiger Teil der Regelungstechnik ist deshalb auch die auf die Anwendung 
abgestimmte Einstellung des Regelsystems. Die wichtigsten Grundbegriffe einer Regelung sind in 
Abbildung 24 dargestellt. 
 
• Führungsgröße 
Die Führungsgröße ist der Vorgabewert, den das System erreichen soll. 
• Regelgröße 
Die Regelgröße ist die physikalische Größe, die möglichst schnell und möglichst genau die 
Führungsgröße erreichen soll. Wie schnell und wie genau, hängt von der Anwendung ab. 
• Der Regler 
Der Regler multipliziert, differenziert und/oder integriert die Regelabweichung, das heißt die 
Abweichung der Regelgröße(Istwert) von der Führungsgröße(Sollwert) und wirkt über das 
Stellglied auf die Regelstrecke ein. 
• Das Stellglied 
Setzt das meist elektrische Signal des Reglers in eine andere physikalische Größe um und 
wirkt auf die Regelstrecke ein. Dies kann z.B. ein Motor sein, der einen Ventilstift in einem 
Heizkörperventil verfährt und somit auf die Regelstrecke Heizung – Raum einwirkt. 
• Die Regelstrecke ist der Teil der Regelung, der beeinflusst werden soll. Dies kann z.B. ein 
Motor mit Last sein, dessen Drehzahl geregelt werden soll, oder eine Heizung in einem Raum, 
dessen Temperatur geregelt werden soll. Auf sie kann eine Störgröße einwirken, wie eine 
plötzliche Laständerung beim Motor oder eine offenes Fenster bei einer Heizungsregelung. 
 
Abbildung 24: Regelkreis 
Quelle: [8] 
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• Das Messglied setzt die Regelgröße, die eine beliebige physikalische Größe sein kann, um in 
eine (meist) elektrische Größe, welche anschließend von der Führungsgröße subtrahiert wird 
um die Regelabweichung zu bilden. 
Der Regler und die Strecke können verschiedene Übertragungsverhalten aufweisen, z.B.: 
• Proportional (P) 
• Integrierend (I) 
• Differenzierend (keine natürliche Strecke differenziert) (D) 
• Verzögernd (1. bis n. Ordnung) (T1 bis TN) 
• Totzeit Tt 
• Eine beliebige Kombination aus den Genannten 
Bei der Notation von Kombinationen werden bei einer Addition der einzelnen Glieder diese einfach 
mit ihre Kurzbezeichnung hintereinander geschrieben, z.B. eine Addition aus P, I und D = PID. Bei 
einer Serienschaltung (Multiplikation) steht ein Bindestrich dazwischen, z.B. P und D addiert, in Serie 
mit einem I = PD-I. 
Als Stellglied kommt bei dieser Arbeit der ausgebaute Motor des Heizkörperthermostats von eQ-3 
zum Einsatz. Die fertigen Treiberroutinen brauchen nur einen Sollwert zwischen 0%-100%, die 
genaue Beschreibung findet sich in den Kapiteln 4.1.3, 4.1.4 und 4.3.6 
Das Messglied ist der Temperatursensor, welcher in den Kapiteln 4.1.5 und 4.3.3 beschrieben wird. 
4.4.1. Der Regler 
Bei Reglern ist grundsätzlich zwischen stetigen und unstetigen Reglern zu unterscheiden. Ein 
unstetiger Regler ist z.B. ein Zweipunktregler.19 Das Schaltverhalten ist in Abbildung 25 zu sehen: 
 
Dieser kennt nur zwei Zustände: Wird der Sollwert unterschritten, gibt er „An“ an das Stellglied 
weiter, andernfalls „Aus“. Im Idealfall eines unendlich schnell schaltenden Reglers würde somit der 
                                                     
19
 Quelle [17]: [Buch] Lutz, Wendt: Taschenbuch der Automatisierungstechnik, Kapitel 14.5 Regelkreise mit 
schaltenden Reglern, Wissenschaftlicher Verlag Harri Deutsch, © 2012 
 
Abbildung 25: Idealer Zweipunktregler mit 
Hysterese 
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Sollwert sehr schnell erreicht und gehalten werden, das ideale Reglerverhalten. Allerdings ist dies in 
der Praxis nicht umsetzbar, da auch modernste Transistoren eine begrenzte Anzahl von 
Schaltvorgängen haben, bevor sie nicht mehr ordnungsgemäß funktionieren. Deshalb wird in einen 
Zweipunktregler noch eine einstellbare Hysterese eingebaut. Dadurch fängt das System an, um den 
Sollwert herum zu schwingen. Bei einem Zweipunktregler, der eine verzögernde Strecke regelt, 
geschieht dies auch ohne Hysterese. 
Im Fall der Heizungsregelung ist dies aber nicht praktikabel, da einerseits das dauernde Auf- und 
Zufahren vom Endnutzer als störend empfunden werden könnte, und andererseits die Regelstrecke 
stark verzögert und das System deshalb schwingen würde. 
Bei den unstetigen Reglern sind Kombinationen aus proportionalem (P), integrierendem(I) und/oder 
differenzierendem(D) Anteil üblich. Oft wird ein PID-Regler verwendet, bei dem alle drei Anteile 
aufsummiert werden. Dieser hat den Vorteil, dass bei einer Änderung der Führungsgröße der P- und 
der D-Anteil schnell reagieren und der I-Anteil dafür sorgt, dass die Regelabweichung eliminiert wird. 
Dies geschieht dadurch, dass bei einer Regelabweichung von Null der I-Anteil die bis dahin über der 
Zeit aufsummierte Regelabweichung beinhaltet und seinen Wert konstant hält. Der P-Anteile hingegen 
ist in diesem Fall ebenfalls Null. 
Der Regler lässt sich unter Beachtung einiger (weiter unten genannter) Einschränkungen 
softwaretechnisch umsetzen. Nach einer Literaturrecherche wurde eine praktikable Lösung für einen 
PD-I-Regler gefunden20, welcher aufgrund der besseren Einstellmöglichkeiten nach CHR (mehr dazu 
unter Einstellung des Reglers) zu einem PID-Regler umgeformt wurde: 
P: +,  -  .,      Yg = Ausgangsstellgröße 
I: +/  - 	
01
02
		-      YP = P-Anteil 
D: +3 	
04
01
5- 6 -7		     YI = I-Anteil 
PID: +8  +, 	+/  +3     YD = D-Anteil 
et = Regeldifferenz zum Zeitpunkt t 
KP = Proportionalbeiwert P-Regler 
TD = Zeitkonstante des D-Anteils 
TZ = Zykluszeit der Regelung 
TI = Zeitkonstante des Integrierers 
Dies ergibt einen Regler mit dem in Abbildung 26 dargestellten Aufbau: 
                                                     
20
 Quelle [18]: [Buch] Otto Föllinger: Regelungstechnik-Einführung in die Methoden und Anwendungen, Seite 
310, Formel 8.62-D.1 und D.2, 8.überarbeitete Auflage, Hüthig Buch Verlag Heidelberg, ©1994 
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Zu beachten ist, dass einerseits der I-Anteil bei einer konstanten Regelabweichung und andererseits 
der D-Anteil bei einer schnellen Änderung beliebig groß werden können. Deshalb muss die Stellgröße 
in der Software auf die Systemgrenzen begrenzt werden, in diesem Fall 0-100% des Stellbereichs des 
Motors.  
Weil es sich um einen digitalen Regler handelt, ist er mit einigen Einschränkungen versehen: 
• Er ist durch die Quantisierung nicht stetig und kann deshalb nicht jeden beliebigen Wert 
annehmen. Weil die Temperatur als Regelgröße, bedingt durch den Sensor, auch nur in 1°C-
Schritten erfasst werden kann, fällt dies nicht weiter ins Gewicht. 
 
• Dadurch dass der Regler nicht permanent arbeitet, sondern nur zyklisch, kann man ihn mit 
einem Verzögerungsglied 1.Ordnung ersetzen. Dies kann ggf. ebenfalls zu Problemen führen. 
Da hier die Zykluszeit des Reglers viel kleiner ist als die Zeitkonstanten der Regelstrecke (es 
dauert schließlich eine Weile, bis man eine Änderung der Temperatur bemerkt), kann man sie 
vernachlässigen. In der Praxis gilt dafür normalerweise	9 	: 	0,1	 	9<, mit 9	= Abtastzeit 
und 9< = Verzugszeit.21 
4.4.2. Die Reglereinstellung 
Um die Einstellung eines Reglers vorzunehmen, hilft ein vereinfachter Regelkreis, wie in Abbildung 
27 dargestellt: 
 
                                                     
21
 Quelle [19]: [Buch] Serge Zacher, Manfred Reuter: Regelungstechnik für Ingenieure, 13. Auflage © Vieweg + 
Teubner Verlag 2011, Kapitel 11-Digitale Regelung, S.324 
 
Abbildung 26: PID-Regler 
 
Abbildung 27: Vereinfachter Regelkreis 
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Hieraus ergibt sich das Verhältnis mit w ≙ Führungsgröße, x ≙ Regelgröße und FR ≙ 
Übertragungsfunktion des Reglers, bzw. FS ≙ Übertragungsfunktion der Strecke: 

>
  
?@?A
?@?A
  bzw. 

>
  


B
C@CA
 
Je nach gewähltem Regler kann das Produkt aus DE  DF = -1 und die Regelung somit instabil werden. 
So ergeben z.B. ein Regler mit PI (proportional-integrierendem)-Verhalten und eine P-
T1(Verzögerung 1. Ordnung)-Strecke ein P-T2-Verhalten, welches schwingungsfähig ist. Durch 
geeignete Wahl der Reglerparameter kann die Dämpfung allerdings auf einen Wert größer 1 gebracht 
werden, wodurch die Schwingung gedämpft wird.  
 
Bei einer Heizungsregelung handelt es sich um eine P-TN-Strecke, eine Strecke mit einem 
proportional-verzögernden Verhalten. Die Sprungantwort einer solchen Strecke ist in Abbildung 28 zu 
sehen. Die Ordnung der Strecke (die Anzahl der Verzögerungsglieder) wird über die Anzahl der 
Energiespeicher in der Regelung bestimmt. Gibt es mindestens zwei verschiedene Energiespeicher ist 
das System schwingungsfähig. Bei einer Regelstrecke Heizung – Raum ist diese nicht ultimativ 
bestimmbar, wenn sie an verschiedenen Orten eingesetzt werden soll. 
Bei Strecken höherer Ordnung sind die Zeitkonstanten und die Ordnung des Systems oft unbekannt, 
weshalb  man sie über Ersatzkenngrößen beschreibt. Dazu wird ein Sprung als Eingangssignal auf das 
System gegeben und die Antwort aufgezeichnet. Anschließend wird eine Wendetangente 
eingezeichnet. Die Zeit links vom Schnittpunkt mit der x-Achse ist die Verzugszeit Tu, die Zeit bis 
zum Schnittpunkt mit dem Endwert ist die Ausgleichszeit Tg. Ist das Verhältnis von 
0G
0H
 3, wird die 
Einstellung des Reglers oftmals nach dem Reglereinstellverfahren nach Chien, Hrones und Reswick 
(CHR) durchgeführt.22 
Hierzu wird bei Kenntnis von KS(Proportionalbeiwert der Strecke), Tu und Tg einfach in einer Tabelle 
nachgesehen, welche Parameter optimal wären. Für einen aperiodischen Verlauf mit gutem 
Führungsverhalten z.B. gilt (bei Einsatz eines PID-Reglers): 
                                                     
22 Quelle[20]: [Vorlesung] Prof. Dr. Harald Jacques: Vorlesungsskript Regelungstechnik für AUT, 
Wintersemester 2012/13, Kapitel 3.4-Verzögerungsglieder, Seite 3.16 
 
Abbildung 28: Sprungantwort eines P-TN-Systems 
Quelle: [9] 
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.E 
0,6
.F

98
9J
; 	9L  	1	  98; 	9M  0,5	  9J 
Das Verfahren ist gekennzeichnet durch seine Einfachheit, die universelle Anwendbarkeit, die geringe 
erforderliche Streckenkenntnis und den geringen Aufwand bei der Nachoptimierung. 23 
Bei einer Messung einer Sprungantwort in einem Raum mit ca. 4m3 Volumen wurde die Zeitkonstante 
Tu mit ca. 1min und Tg mit ca. 30min bestimmt. Danach wurden die Reglerparameter mit KR = 9, TI = 
3,3min und TD = 4,5min bestimmt. Eine abschließende Prüfung der Einstellung bzgl. der Stabilität der 
Regelstrecke wurde aufgrund des Zeitmangels nicht mehr durchgeführt.  
                                                     
23 Quelle[21]: [Vorlesung] Prof. Dr. Harald Jacques: Vorlesungsskript Regelungstechnik für AUT, 
Wintersemester 2012/13, Kapitel 6.3.2-Verfahren nach Chien, Hrones, Reswick (CHR) 
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5. Probleme & Lösungen 
Während der Durchführung des Projektes traten einige Fehler auf, die trotz vorheriger Einplanung von 
Puffern den Zeitplan zurückwarfen. Speziell die Implementierung von Contiki dauerte länger als 
gedacht, vor allem weil die Dokumentation darüber sehr spärlich ist. In diesem Kapitel wird auf einige 
der aufgetretenen Probleme eingegangen. 
Mikrocontroller-Layout 
Bei der Erstellung des Layouts für die Schaltung wurde bei der ersten Version an den Anschlusspins 
des Mikrocontrollers eine zu geringe Leiterbahnbreite gewählt. Als beim Festlöten des Controllers 
festgestellt wurde, dass nicht alle Anschlüsse Kontakt hatten, wurde versucht ihn wieder auszulöten. 
Aufgrund der geringen Breite rissen daraufhin einige Leiterbahnen vom Trägermaterial der Platine 
einfach ab. Gelöst wurde das Problem durch eine Layoutanpassung mit einer größeren Breite von 
0,3048 mm für die Mikrocontrolleranschlüsse und von 0,4064 mm für die Spannungsversorgung 
sowie den Motor (aufgrund größerer Ströme). Ein weiterer Fehler war ein versehentlich eingefügter 
Kurzschluss unter dem Mikrocontroller, der erst nach der Fertigstellung und dem Löten der Platine 
entdeckt wurde. Der Layoutfehler wurde erkannt, aber beim Versuch den Controller auszulöten rissen 
die Kupferbahnen wieder ab. Die Platine musste ein weiteres Mal neu geätzt werden. 
H-Brücke 
Bevor die H-Brücke verbaut wurde, wurde sie auf einem Steckbrett realisiert und durchgemessen. 
Nach dem Fertigstellen der Platine wurde allerdings festgestellt, dass die Spannung an den 
Anschlusspins für den Motor permanent 3,3V betrug. Dies lag daran, dass die an der 
Versorgungsspannung liegenden beiden PNP-Transistoren an der Basis ein unbestimmtes Potential 
hatten, wenn die unteren NPN-Transistoren nicht schalteten. Dieses Potential war kleiner als die 
Versorgungsspannung und reichte, um die PNP-Transistoren auch im ausgeschalteten Zustand der H-
Brücke durchzuschalten. Als Abhilfe wurden zwei 100kΩ Pull-Up-Widerstände (erkennbar in 
Abbildung 5) von der Basis der PNPs an die Versorgungsspannung gelegt, um sie auf ein definiertes 
Potential zu heben. 
Leider wurde einer der beiden behelfsmäßig verwendeten Drahtwiderstände an die falsche Leiterbahn 
angelötet, welche ebenfalls ein niedrigeres Potential hatte als 3,3V. So kam es durch das 
Durchschalten von zwei Transistoren, welche ohne Motor in Reihe lagen, zu einem Kurzschluss von 
3,3V nach Masse, wenn der Motor nach links verfahren werden sollte. 
Nach der Behebung dieses Fehlers trat nach ca. 2 Wochen des problemlosen Betriebs, beim Einstellen 
der gleichen Drehrichtung, wieder ein Kurzschluss auf. Diesmal lag es an einem hohen 
Übergangswiderstand einer Durchkontaktierung, welcher ebenfalls das Basispotential des PNP-
Transistors herabsetzte und ihn durchschalten ließ. Abhilfe schaffte hier ein wenig Lötzinn auf der 
Kontaktierung.  
Im Nachhinein muss gesagt werden, dass die verwendete Schaltung recht fehleranfällig ist. Bei einem 
Neuaufbau der Platine sollte eine H-Brücke verwendet werden, die zwei Transistoren mehr einsetzt, 
oder bei Verfügbarkeit von 4 Port-Pins am Mikrocontroller sollten alle Transistoren direkt vom 
Mikrocontroller angesteuert werden. Es gibt auch fertige H-Brücken –ICs, deren Verwendung geprüft 
werden könnte. 
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Touch Panel 
Nach der Fertigstellung der H-Brücke wurde versucht den Touch Panel auszulesen. Trotz aller 
erforderlichen Softwareanpassungen konnte aber kein vernünftiges Ergebnis auf dem Display 
ausgegeben werden. Nach einer Messung mit einem Oszilloskop wurden bei einer Aktivierung des 
Panels ein Spannungseinbruch sowie ein hoher fließender Strom festgestellt. Der Fehler wurde 
letztendlich unter Mithilfe von Wolfram Gerlach gefunden und behoben, der Kurzschluss war beim 
Löten unter dem Controller entstanden und konnte durch ein erneutes Erhitzen des dort getrockneten 
Flussmittels ausgebessert werden. 
Temperaturmessung 
Ein kleineres Problem trat mit der gemessenen Temperatur auf. Wenn die Schaltung eine Weile in 
Betrieb ist, erhöht sich die Temperatur des Sensors auf bis zu 26°C, bei 20°C Raumtemperatur. Dies 
liegt an der Hitzeentwicklung des Mikrocontrollers, bei dem eine Gehäusetemperatur von bis zu 40°C 
gemessen wurde. Bei der Erstellung des ersten Layouts wurde nicht bedacht, dass die 
Wärmeentwicklung und Übertragung so stark sein könnte. Bei dem überarbeiteten Layout ist der 
Sensor am entgegengesetzten Ende der Platine untergebracht. Da die Platine im momentanen Zustand 
aber noch ein Testaufbau ist, wurde sie noch nicht neu aufgebaut. 
Strommessung 
Um den Strom in Abhängigkeit von der Zeit zu beobachten, wurde ein Shunt von 10Ω in die Zuleitung 
eingefügt und die Spannung mit dem Oszilloskop beobachtet. Das Oszilloskop hatte die gleiche Erde 
wie das Labor um Störsignale auf der Leitung kurzzuschließen, die verwendete 
Gleichspannungsquelle war galvanisch getrennt. Es kam jedoch beim Verbinden des 
Masseanschlusses der Messspitze zu einem Kurzschluss, bei dem der am Arbeitsplatz befindliche 
Monitor ausging und der daran angeschlossene Laptop ebenfalls. Unter Zuhilfenahme einer 
Expertenmeinung von Herrn Prof. Dr.-Ing. Lauffs konnte ich das Problem schnell lösen: eine 
Erdschleife über Monitor  Laptop  Programmieradapter  Schaltung  Gleichspannungsquelle 
verband diese mit der Laborerde, die auch mit der Messspitze des Oszilloskops verbunden war. Die 
Abhilfe ist sehr einfach: ein Shunt sollte wenn möglich in der Rückführung und nicht in der Zuleitung 
installiert sein. 
Allgemeines zu Contiki 
Die Verwendung von Contiki stellt aufgrund der mangelhaften Dokumentation und der fehlenden 
Debuggingmöglichkeiten eine Herausforderung dar, wenn man an komfortable Funktionen wie 
Variablenbeobachtung und aussagekräftige Fehlercodes oder Exceptions gewöhnt ist. 
Ein paar grundlegende Dinge können zur Vermeidung von Fehlern führen: 
• Das Taskmanagement in Contiki basiert auf der Switch-Case Funktion, welche zu Problemen 
führt, wenn man sie in Contiki verwendet. Alternativ kann man auf ein if/else if-Konstrukt 
ausweichen. 
• Wenn der Watchdog24 ca. zwei Sekunden lang keinen Protothreadwechsel feststellt, startet er das 
System neu. Da Contiki im Hintergrund noch eigene Threads ausführt, reicht in einer 
Endlosschleife schon ein PROCESS_PAUSE(). Dieser Befehl hält den Protothread kurz an und 
ermöglicht es anderen, ausgeführt zu werden. 
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• Events kommen nicht immer an. Wenn die Event-Queue (also der Zwischenspeicher für 
ausstehende Events) voll ist, fallen neue Events einfach weg. Ist der Rückgabewert von 
process_post =  PROCESS_ERR_FULL, ist sie voll. Je nachdem kann es auch zu Problemen 
bei der Übertragung von Daten zwischen Protothreads kommen (mehr dazu weiter unten). 
• Die Dokumentation von Contiki ist größtenteils recht spärlich, eine vergleichsweise gute 
Übersicht über die verschiedenen Befehle, inklusive Programmierbeispielen, bietet diese 
Internetseite: http://dak664.github.io/contiki-doxygen/a01681.html 25 . Bei besonders kniffligen 
Fragen bleibt meistens nichts anderes übrig, als sich in den Quellcode einzulesen. 
• Für das Debugging hilft oft eine Ausgabe auf einem Display, andernfalls bleibt, speziell bei 
zeitkritischen Vorgängen, oft nur ein Flankenwechsel auf einem Port, der mit einem Oszilloskop 
beobachtet werden kann. Daraus können wenigstens Rückschlüsse auf den erreichten Punkt im 
Code gezogen werden. Es existiert zwar eine Möglichkeit, sich Debugging-Informationen auf 
dem UART (Universal Asynchronous Receiver/Transmitter)-Port des Mikrocontrollers ausgeben 
zu lassen, allerdings wurde dazu keine Dokumentation gefunden. 
Events mit korrupten Daten 
Nach Änderungen des Quellcodes trat sporadisch immer wieder ein Fehler auf, bei dem die Daten in 
einem Event korrupt waren. So wurde in dem Protothread motor_stellen_process auf ein Event 
„e_motor_set“ gewartet, welches als Datum den Sollwert in Prozent enthielt. Losgeschickt wurde es 
im main_process mit dem Sollwert 90. Der Empfang des Events funktionierte problemlos, lediglich 
der Sollwert betrug mal 12, mal 632 Prozent. Der Wert änderte sich sporadisch, was auf einen falsch 
übergegebenen Pointer hinweist. Abhilfe wurde schließlich gefunden, indem statt des Befehls 
process_post, der das Event erst verschickt, nachdem der aktuelle Protothread fertig ist, der Befehl 
process_post_synch eingesetzt wurde. Dieser versendet das Event sofort und wartet nicht. Dabei kam 
das Datum korrekt an. Der Fehler wird bei der Eventverwaltung von Contiki selbst vermutet, eine 
Anpassung des Quellcodes sollte aber vermieden werden, damit die Routinen auch von anderen 
Projekten mit Contiki genutzt werden können.  
Sporadisches Neustarten von Contiki 
Das Problem, das die meiste Zeit in Anspruch nahm, war ein immer wieder auftretendes Neustarten 
von Contiki. Nach einer aufwändigen Suche konnte der Fehler schließlich eingegrenzt werden. Er trat 
immer dann auf, wenn der Port D4 auf 0V gesetzt wurde. Dieser Port steuert die Drehrichtung der H-
Brücke für den Motor nach links. Die Versorgungspannung brach jedoch nicht ein und es floss auch 
kein erhöhter Strom, sodass ein Kurzschluss in der H-Brücke ausgeschlossen werden konnte. Nach 
einem Blick in das Datenblatt wurde festgestellt, dass der Timer/Counter1 Input Capture Trigger 
ebenfalls auf Port D4 liegt und ein Interrupt auslösen kann. Dieser wurde jedoch in dem Projekt nie 
aktiviert. Testweise wurde die dazugehörige ISR implementiert und anschließend auch tatsächlich 
ausgeführt. Abhilfe schafft hier eine permanente Deaktivierung des Interrupts mit dem Befehl 
TIMSK1 &=~(1<<ICIE1); 
Dadurch wird im Timer Interrupt Mask Register 1 das Input Capture Trigger Enable Bit von Timer 1 
auf 0 gesetzt. Wahrscheinlich wird der Interrupt von Contiki eingeschaltet, der genaue Ursprungsort 
konnte im Quellcode leider nicht ermittelt werden. Nach der Deaktivierung des Interrupts stürzte 
Contiki nicht mehr ab.  
                                                                                                                                                                      
24
 Engl. für „Wachhund“, Hardwaretimer der, wenn er nach maximal acht Sekunden nicht zurückgesetzt wurde, 
den Mikrocontroller neustartet. 
25
 Stand 22.04.13  
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6. Ausblick 
Wie in den vorherigen Kapiteln beschrieben können noch einige Arbeiten durchgeführt werden, 
beispielsweise in einer Bachelorthesis oder einem anderen Projekt. Dazu gehören: 
• Die Einbindung in das Kommunikationsprotokoll des Informatiklabors und die anschließende 
Sollwertvorgabe per Funk. So könnte mit den bestehenden Java-Frameworks eine Applikation 
geschrieben werden, die die Temperatur ausliest und einen Sollwert vorgibt. 
 
• Die Stabilitätsuntersuchung der Regelung inklusive einer Optimierung. Speziell die 
Auswirkungen von verschiedenen Regelstrecken (also Räumen unterschiedlicher Größe) auf das 
Verhalten der Regelung könnten noch untersucht werden. Eventuell sind sogar Routinen zur 
Vermessung der Regelstrecke denkbar, die die optimalen Reglerparameter ausrechnen und 
einstellen. 
 
• Die Optimierung der vorhandenen Protothreadstruktur. Es könnte noch untersucht werden, 
warum manchmal verschickte Events korrupte Daten beinhalten und ob dies bei der neueren 
Version Contiki 2.6 behoben wurde. 
 
• Der Neuaufbau der Hardware mit den schon im Layout vorhandenen Verbesserungen (oder ein 
neues Layout). Dadurch könnte der Temperatursensor, der im korrigierten Layout weit weg vom 
Mikrocontroller sitzt, vielleicht die tatsächliche Raumtemperatur messen. Bei einem neuen 
Layout könnte der Touch-Konnektor auf der Unterseite der Platine angebracht werden, die so in 
das Gehäuse des Heizkörperthermostats von eQ-3 passen würde. 
 
• Die Erstellung einer Benutzeroberfläche. Bisher konnte noch keine Benutzeroberfläche für die 
Heizungsregelung fertiggestellt werden. So könnten z.B. große, selbsterklärende Symbole erstellt 
und eine intuitive Steuerung entworfen werden. 
 
• Die Energieoptimierung. Dazu müsste erst mal die aufgenommene Leistung den einzelnen 
Komponenten zugeordnet und anschließend Maßnahmen zur Verringerung derselben getroffen 
werden. Dies könnten sowohl Hardware- als auch Softwareanpassungen (z.B. die Verwendung 
der Schlafmodi) sein. 
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7. Fazit 
Die Heizungsregelung ist in ihrem jetzigen Zustand in der Lage, die Temperatur (wobei die Abwärme 
des Controller das Ergebnis verfälscht) zu erfassen und je nach vorgegebenem Sollwert den Ventilstift 
auf- oder zuzufahren. Die Regelung ist soweit eingestellt, dass das nicht wie bei einem Regler mit den 
zwei Zuständen „Auf“ und „Zu“ geschieht, sondern schrittweise (je nach Änderung der 
Regeldifferenz) in die entsprechende Richtung verfahren wird. Die Funkanbindung  wird derzeit nur in 
eine Richtung genutzt, da die Schaltung die aktuell gemessene Temperatur per 6LoWPAN-Broadcast 
versendet. 
Das Einarbeiten und vor allem die Fehlerbehebung in Contiki erwiesen sich als zeitaufwändiger als 
gedacht. Die schon im Kapitel 4.3.5 Das Betriebssystem Contiki erwähnte mangelhafte 
Dokumentation und die im Vergleich zu anderen Anwendungen minimalen Debugging-Möglichkeiten 
erschwerten den Einsatz erheblich.  
Weil die einzelnen Protothreads in verschiedenen Dateien lagen, mussten Strukturen zur 
Kommunikation erdacht werden, mit denen die Events auch zwischen Dateien sicher erkannt werden 
können. Dazu war erst einmal eine Einarbeitung in die Struktur der Events nötig, wobei die schließlich 
implementierte Lösung im Kapitel 5 – Probleme & Lösungen beschrieben ist. 
Nichtsdestotrotz bietet Contiki mit der integrierten 6LoWPAN-Unterstützung und dem event-
gesteuerten Multithreading mächtige Werkzeuge, die die Programmierung komplexerer Aufgaben 
nach Gewöhnung an die „Eigenheiten“ sicherlich vereinfachen. 
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8. Abkürzungsverzeichnis 
 
A/D-
Wandler Analog/Digital-Wandler 
Wandelt ein analoges, kontinuierliches 
Signal um in ein digitales, quantisiertes 
Signal. 
AAL Ambient Assisted Living 
Umgebungs-Unterstütztes Wohnen, 
bezeichnet das Leben in einem 
"intelligenten" Wohnraum, der einen 
mittels in die Umgebung integrierter 
Mikroprozessoren unterstützt 
ADMUX Analog Digital Converter Multiplexer Selection Register 
Einstellregister des Analog/Digital-
Wandlers. Bietet Einstellungen zur 
Referenzspannung und stellt den Kanal ein, 
auf dem eine Wandlung erfolgt. 
DPDS0 Port Driver Strength Register 0 
Register des Mikrocontrollers, in dem der 
maximale Ausgangsstrom für den 
jeweiligen Port eingestellt werden kann. 
EEPROM Electrically Erasable Programmable Read-Only Memory 
Elektrisch löschbarer und 
programmierbarer, nichtflüchtiger 
Datenspeicher, der die Daten auch ohne 
anliegende Versorgungsspannung behält. 
I²C Inter-Integrated Circuit 
Serieller halb-duplex-fähiger, zweidraht 
Multi-Master -Bus, wird hauptsächlich zur 
Kommunikation von integrierten 
Schaltkreisen auf einer Platine eingesetzt. 
ISP In-System-Programming 
Ermöglicht die Programmierung eines 
Mikrocontrollers, der bereits in eine 
Schaltung eingebettet ist. 
ISR Interrupt Service Routine 
Unterprogramm, das nach Auslösen eines 
Interrupts (z.B. ausgelöst durch Ablauf 
eines Timers) sofort ausgeführt wird. 
JTAG Joint Test Action Group 
Bezeichnet den IEEE-Standard 1149.1, 
eine Ansammlung von Verfahren zum 
Debuggen von Hardware in der Schaltung 
MISO Master In Slave Out Datenausgang des Slave beim →SPI 
MOSI Master Out, Slave In Datenausgang des Masters beim → SPI 
MSB Most Significant Bit Bit mit dem höchsten Stellenwert einer Binärzahl. 
PCB - 
Antenne Printed Circuit Board - Antenne 
Leiterplattenantenne, eine direkt auf die 
Leiterplatte geätzte Antenne. 
SAR Successive Approximation Register 
Verfahren der → A/D-Wandlung. 
Schrittweise Annäherung an den 
Analogwert. 
SCLK Serial Clock Taktleitung beim → SPI 
SMD Surface Mounted Device 
Auf der Oberfläche angebrachtes 
Bauelement im Gegensatz zur 
Durchsteckmontage. SMD-Bauteile haben 
keine Drahtanschlüsse. 
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SPI Serial Peripheral Interface 
Synchroner, serieller, vollduplex-fähiger  
Master-Slave-Datenbus. Wird 
hauptsächlich zur Kommunikation mit 
schnelleren Komponenten auf einer Platine 
eingesetzt. 
SRAM Static Random-Access Memory 
Statischer flüchtiger Speicher mit 
schnelleren Zugriffszeiten als bei einem 
EEPROM. Benötigt im Unterschied zum 
Dynamic RAM keine regelmäßige 
Auffrischung des Inhalts, sondern nur die 
anliegende Versorgungsspannung. 
SS Slave Select Auswahl des Slaves  beim → SPI 
TWI Two-Wire-Interface siehe → I²C 
UDP-
Broadcast User Datagram Protocol - Broadcast 
Senden eines UDP-Datenpakets an alle 
Netzwerkteilnehmer. UDP ist ein 
verbindungsloses Netzwerkprotokoll. 
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