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Resum 
 
La signatura electrònica és l’equivalent electrònic a la signatura manuscrita; és 
a dir, que és el sistema informàtic, que amb idèntica validesa legal, ens permet 
estampar la nostra signatura sobre un document digital. 
 
La signatura electrònica es basa en la criptografia asimètrica o de clau pública. 
En aquest tipus de criptografia cada usuari té un parell de claus 
matemàticament relacionades: una pública i una privada. La clau pública es 
distribueix lliurement, però la clau privada es manté secreta. La asimetria del 
sistema radica en el fet de que el que es xifra amb la clau pública tan sols pot 
ser desxifrat amb la privada i viceversa. A més a més, no es pot deduir (sense 
informació addicional) una clau a partir de l’altra. Simplificant molt, l’ús de la 
clau privada per xifrar un missatge és una signatura, ja que tan sols el propietari 
de la clau privada pot haver-lo xifrat, però tothom pot desxifrar-lo o verificar-lo 
amb la clau pública del propietari. 
 
Les possibilitats que ofereix la signatura digital són una gran oportunitat que 
des de fa uns anys es proposa aprofitar l’empresa Isigma, que es dedica a 
construir i distribuir software relacionat amb la signatura digital. És en aquesta 
empresa on s’ha dut a terme aquest treball de fi de grau, que consisteix en 
implementar una sèrie de millores sobre una de les aplicacions ja existents 
anomenada ISMe (Identity and Signature Management Enterprise). 
 
L’aplicació ISMe fins al moment només signava documents PDF i es pretenia 
oferir més possibilitats a l’usuari final per tal de fer-la més atractiva. A tal efecte, 
es van plantejar com objectius inicials l’extensió de les funcions de signatura 
permetent que signés també documents XML i la creació d’una subaplicació 
de l’ISMe que permetés dur a terme signatures des d’un servidor. Aquesta 
subaplicació contindria un sistema de gestió de certificats per tal que els 
usuaris poguessin per una banda penjar-hi els seus certificats o eliminar-los i, 
per altra banda, signar documents XML amb aquests certificats. 
 
Per a la realització d'aquest projecte ha calgut aprofundir en l'estudi de moltes 
tecnologies, així com el domini de l’ús d'aquestes. Això ha permès poder dur a 
terme les corresponents millores que es desitjaven fer a l'aplicació. 
 
El resultat del treball d’aquest TFG ha assolit tots els objectius que es 
presentaven inicialment de manera satisfactòria. 
 
 
  
  
Títle: Development of new electronic-signature services for the ISMe software 
 
Author: Pablo Fernàndez Blanco 
 
Director: Juan Hernández Serrano 
 
Date: December 5th 2014 
 
 
 
Overview 
 
The electronic signature is the electronic equivalent of the handwritten 
signature. In other words, is an electronic system, with the same legal validity, 
which allows us to print our signature on a digital document. 
 
The electronic signature is based on asymmetric cryptography or public key 
cryptography. In this type of cryptography each user has a pair of 
mathematically-related keys: one public and one private. The public key is 
publicly distributed, but the private key is kept secret. The system asymmetry 
relies on the fact that if a message is encrypted with the public key can only be 
decrypted with the associated private key, and the other way round. Moreover, 
one key cannot be derived from the other without additional data. Simplifying a 
lot, the use of the private key to encrypt a message is a signature since only 
the owner of the private key can perform the encryption and everyone can 
decrypt or verify it with the owner’s public key. 
 
In the last years, the Isigma company is trying to take profit of the great 
business opportunities that the digital signature offers. Isigma is devoted to 
build and distribute software related to digital signatures. It's in this company 
where I have worked and carried out final grade project, which is targeted to 
implement different improvements and evolutions on an existing Isigma 
application called ISMe (Identity and Signature Management Enterprise). 
 
The ISMe software originally only signed PDF documents and Isigma wanted 
it to offer more possibilities to the user in order to make it more attractive and 
effective. For that matter, two main objectives were initially proposed: the 
extension of ISMe to also allow XML signatures, and the creation of a 
subapplication that allows clients to directly sign from a company’s server. This 
subapplication would also contain a certificate management system that may 
allow users to upload or erase their own certificates and private keys. 
 
To carry out this project, it has been necessary the study of many technologies, 
as well as mastering the use of these. This has allowed to implement the 
desired improvements of the application. 
 
The final result of this TFG has satisfactorily achieved all initially planned 
objectives. 
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INTRODUCCIÓ 
 
Tots estem familiaritzats amb l’acte d’estampar la nostra signatura sobre 
documents en paper i confiem en la legalitat d’aquest mecanisme. Doncs bé, la 
signatura electrònica és el sistema informàtic, que amb idèntica validesa legal, 
ens permet estampar la nostra signatura sobre un document digital. 
 
Els ordinadors han esdevingut una eina essencial per nosaltres tant en l’àmbit 
personal com el professional. Quan ens disposem a crear un document, gairebé 
sempre el fem amb un ordinador. Una altra obvietat a la que estem tan habituats 
que no ens n’adonem, és que el correu electrònic ens permet enviar aquests 
documents en format original sense haver de transformar-los en paper. En 
aquest context, ha estat necessari la creació d’un mecanisme (signatura 
electrònica) que ens permeti substituir la signatura manuscrita per un mecanisme 
digital. 
 
Aquests motius, entre d’altres com ara l’estalvi de paper o de temps, fan que l’ús 
de les signatures electròniques sigui cada dia més freqüent i es pugui preveure 
que en un futur sigui molt superior el número d’aquestes al de les signatures 
convencionals en paper.  
 
El treball realitzat en aquest TFG s’ha dut a terme durant la meva estada a 
l’empresa Isigma S.L entre Febrer i Agost de 2014. Isigma és una assessoria 
tecnològica que té com objectiu principal assessorar i ajudar als clients a integrar 
solucions de signatura digital creant diferents productes de software. Un 
d’aquests productes és ISMe, una solució que consisteix en una aplicació que 
es pot integrar a pàgines web (web-service) per tal de poder signar documents 
PDF. ISMe (Identity and Signature Management Enterprise) es recolza en els 
serveis que ofereix el nucli de signatura digital propi de l’empresa  anomenat ISM 
(Identity and Signature Management). 
 
Davant de l’actual creixement de l’ús de factures electròniques en front a les 
factures clàssiques en un suport físic, l’empresa es va plantejar l’ampliació del 
producte ISMe per donar-li un valor afegit a l’aplicació i aconseguir arribar a més 
persones. Per aquest motiu, vam trobar interessant la opció d’aconseguir signar 
documents XML, el que permetria la signatura de qualsevol objecte digital com 
a part d’un document XML. 
 
No obstant, l’ús de certificats i claus privades per poder signar, que han d’estar 
disponibles en local, sovint representa un problema de cara a l’usuari final, que 
té tendència a estar connectat on-line amb diversos dispositius diferents.  
 
Per a millorar la usabilitat en aquest aspecte, Isigma també es planteja la creació 
d’un sistema de gestió de certificats i claus privades que permeti a l’usuari la 
signatura XML des de qualsevol màquina, ja que certificats i claus són 
accessibles de forma segura des d’un servidor on-line. 
 
Tots aquests conceptes són la motivació per afrontar aquest TFG, i per afrontar-
los es van proposar els següents objectius específics: 
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 Ampliar les funcionalitats de l’aplicació ISMe per aconseguir que signi 
documents XML  
 Incloure un sistema gestió de certificats digitals i claus 
 Mitjançant el punt anterior, dissenyar un sistema que permeti signar 
documents XML des de servidor. 
 
Com veurem a mesura que aprofundim en el projecte, els objectius s’han anat 
ampliant degut a les possibilitats que s’han anat descobrint i a les necessitats 
extres que s’han hagut de cobrir, com ara dissenyar un sistema de verificació de 
signatura XML, o permetre la possibilitat de fer diferents tipus de signatura XML.  
 
La resta d’aquest document s’estructura de la següent manera. Al capítol 1 
s’expliquen els fonaments de la infraestructura de clau pública (PKI). Al capítol 2 
es detalla tot el procés de signatura digital de documents XML, que és la base 
del treball. Al tercer capítol s’emmarca aquest treball com a part d’un programari 
més ampli, l’ISMe, i s’examinen les eines utilitzades pel desenvolupament del 
mateix. El capítol 4 explica les contribucions d’aquest TFG a l’ISMe en relació al 
procés de signatura digital XML. Finalment, a l’últim capítol s’analitzen els 
resultats obtingut i les possibles línies futures. 
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CAPÍTOL 1. FONAMENTS DE LA PKI 
 
La infraestructura de clau pública o PKI (Public Key Infrastructure) defineix un 
sistema de confiances que es sustenta en l’ús de l’anomenada criptografia 
asimètrica. 
 
La criptografia asimètrica (o criptografia de clau pública  o criptografia de dues 
claus) és el mètode criptogràfic que utilitza un parell de claus per enviar 
missatges. Les dues claus pertanyen a la mateixa persona que envia el missatge. 
Una clau és pública i es pot entregar a qualsevol persona i l’altra clau és privada 
i el propietari ha de guardar-la de manera que ningú hi pugi accedir. A més, els 
mètodes criptogràfics asseguren que aquesta parella de claus només es pot 
generar un sol cop, de tal manera que podem assumir que no és possible que 
dues persones tinguin casualment el mateix parell de claus. 
 
Amb aquest sistema de claus podem obtenir confidencialitat d’un missatge, per 
tal que només ho pugui desxifrar la persona que ens interessa, o autenticitat, per 
demostrar qui ha enviat un determinat missatge: 
 
 Si volem aconseguir confidencialitat d’un missatge, xifrarem aquest amb 
la clau pública del destinatari. Un cop xifrat, només el destinatari pot  
desxifrar aquest missatge, ja que és l’únic que coneix la seva clau 
privada. Així doncs estem aconseguint que només aquella persona pugui 
llegir el missatge.  
 
 Per autenticar un missatge en canvi, el propietari del parell de claus 
utilitza la seva clau privada per xifrar el missatge. Aleshores, qualsevol 
pot desxifrar-lo utilitzant la seva clau pública. En aquest cas aconseguim 
també la identificació i autentificació de l’emissor, ja que sabem que 
només pot haver estat ell qui ha utilitzat la seva clau privada. També 
aconseguim demostrar la integritat del missatge, doncs si ha estat 
modificat, no el desxifraríem correctament amb la clau pública de la 
persona que l’ha generat.  
 
No obstant, com podem estar segurs de que la clau pública és efectivament de 
la persona o entitat que assegura ser el propietari d’aquesta? En aquest punt es 
necessita una tercera part de confiança anomenada TTP (Trusted Third Party), 
que és una entitat en la qual confien ambdues parts involucrades al procés i 
assegura la identitat de cadascuna d’aquestes. Per aquest motiu es creen els 
certificats digitals, que no són més que documents signats per una Autoritat 
Certificadora (Certification Authority - CA), que ens demostren que una clau 
pública pertany a un subjecte determinat.  
 
La CA  actua com a TTP i consisteix en una organització fiable que s’encarrega 
d’admetre sol·licituds, autenticar subjectes i generar, distribuir, anul·lar, 
emmagatzemar i verificar certificats digitals.  
 
La PKI és precisament un sistema dissenyat per la creació, emmagatzematge i 
distribució de certificats digitals que és utilitzat per verificar que una determinada 
clau pública pertany a una determinada entitat o persona.  
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A continuació, s’analitza amb més detall què són els certificats digitals i com 
funciona el procés tècnic de la signatura digital, ambdós de vital importància per 
comprendre els continguts d’aquest TFG. 
 
 
1.1 Certificats digitals 
 
El Certificat Digital és un document signat per una CA, que conté, principalment,  
dades d’un subjecte i la seva clau pública associada. Amb la seva signatura 
digital, la CA certifica que les dades que es proporcionen al certificat són 
correctes i que el subjecte indicat posseeix la clau privada complementària a la 
pública que s’inclou al certificat. A més, normalment aquesta certificació 
s’especifica per a un determinat període de temps. 
 
Si el certificat és autèntic i confiem en la CA que l’ha emès, aleshores, si un 
subjecte signa un document i annexa el seu certificat digital, si el certificat és 
vàlid (certificat per una CA en la que el destinatari confia i amb validesa 
temporal), amb la clau pública del mateix es podrà autenticar el document. 
 
El format de certificats més estès és el X.509; un estàndard de la ITU-T 
(International Telecommunication Union-Telecommunication Standarization 
Sector) i la ISO/IEC (International Standards Organization / International 
Electrotechnical Commission). Aquest és el format amb el que tractem els 
certificats al projecte, i es pot trobar una referència al seu format a 
http://es.wikipedia.org/wiki/X.509 
 
Generalment, els certificats digitals s’emmagatzemen amb diferent extensions, 
però les més importants a l’hora de comprendre aquest TFG són: 
 .CER - Certificat codificat en CER (Canonical Encoding Rules). 
 .DER - Certificat codificat en DER (Distinguished Encoding Rules) . 
A la següent web veiem les dues anteriors codificacions comparades: 
http://centrodeartigo.com/articulos-utiles/article_117787.html 
 .PEM - Certificat codificat en base64 (veure detall a la secció 2.1), que és 
per tant llegible amb qualsevol lector de texts. 
 .P12 - PKCS#12, no és pròpiament un format de certificat sinó un 
contenidor que pot emmagatzemar tan certificats públics com claus 
privades (aquestes amb la opció de protegir-les amb una clau simètrica). 
 .PFX – Equivalent a .P12. 
 
 
1.1.1 Revocació 
 
En cas de pèrdua, robatori o compromís de les seves claus, previ a l’expiració 
del període de validesa, el certificat ha de ser invalidat o revocat per a evitar un 
ús fraudulent del mateix. 
 
Per saber si un certificat està revocat, principalment s’usen dos mètodes: les 
Llistes de Certificats Revocats (Certificate Revocation List - CRL) i el Protocol 
d’Estat de Certificats en Línia (Online Certificate Status Protocol -OCSP). 
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Una llista de certificats revocats (CRL) és una estructura de dades signada que 
conte informació sobre els certificats revocats. L’ús de CRL's és recomanable en 
entorns que no disposin d’accés a internet, entorns amb una infraestructura que 
estigui aïllada per motius de seguretat o en entorns standalone. 
 
OCSP és un protocol d’internet utilitzat per obtenir l’estat de revocació d’un 
certificat digital. Hi ha dos tipus de missatge: missatge de petició OCSP i 
missatge de resposta OCSP. Una petició de OCSP està composta, bàsicament, 
per la versió del protocol i els identificadors dels certificats que es volen validar. 
Aquest identificador està format pel número de sèrie, el resum del Distinguished 
Name (DN) del emissor del certificat i el resum de la clau pública del mateix. La 
resposta OCSP pot prendre per valors: l’estat del certificat és bo (good), revocat 
(revoked) o desconegut (unknown). Aquestes respostes seran per cadascun dels 
certificats dels que s’ha sol·licitat la consulta. L’ús de OCSP és recomanable en 
entorns que disposin d’accés a internet i necessitin que la informació de la 
validació del certificat estigui permanentment actualitzada. 
 
 
1.2 Signatura digital 
 
La idea d’autenticar un missatge mitjançant la clau privada de l’emissor és el 
fonament de la firma electrònica, però cal afegir una part a aquest procés: de 
vegades volem signar documents que són molt grans i computacionalment és 
molt costós, per tant utilitzem un algoritme anomenat hash o digest. Aquestes 
funcions permeten obtenir resums (digests) de mida fixa indiferentment de la 
mida del missatge original, amb la propietat de que cadascun donarà lloc a un 
resum diferent al dels altres missatges. Aquest hash és el que xifrem amb la 
nostra clau privada i el resultat és la signatura electrònica que adjuntem al 
missatge  o document original. 
 
Per verificar que aquesta és correcta, tal i com es mostra a la figura 1.1, el que 
rep el missatge calcula el hash (amb el mateix algoritme) del missatge original i 
desxifra el hash signat amb la clau pública de l’emissor. Si ambdós resultats són 
iguals, la signatura és vàlida.  
 
 
Fig. 1.1 Esquema signatura digital 
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CAPÍTOL 2. SIGNATURA DIGITAL EN XML 
 
En aquest capítol s’analitza amb profunditat la signatura digital de documents 
XML. A la primera secció, s’explica el principi de la codificació base64, que és 
indispensable per incrustar objectes de tot tipus al document XML, com ara un 
certificat o la mateixa signatura digital. A continuació s’explica la signatura XML 
tècnicament i per últim, s’especifiquen els diferents tipus. 
 
 
2.1 Codificació base64 
 
Base64 és un sistema de numeració posicional que utilitza 64 com base i es basa 
en l’ús dels caràcters US-ASCII (no accentuats) per codificar qualsevol tipus 
d’informació mitjançant un codi de 8 bits. Degut a les seves característiques 
s’utilitza en molts àmbits de la informàtica per representar informació binària. 
 
Tots els sistemes de numeració tenen una llista de símbols que utilitzen per 
representar valors, per exemple: 
 
Binari:’01′ 
Decimal:’0123456789′ 
Hexadecimal:’0123456789ABCDEF’ 
Base64:‘ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz01
23456789+/’ 
 
Com veiem, base64 és un subconjunt d’ASCII, i té com a particularitat que tots 
els seus caràcters són imprimibles. De fet 64 és la major potència de 2 que 
permet ser representada per un subconjunt de paràmetres ASCII imprimibles. 
Per això si passem qualsevol informació a la seva representació en base64, 
tenim la seguretat de que no tindrem problemes al transmetre-la, 
emmagatzemar-la o llegir-la, ja que per convertir alguna cosa a base64 
treballarem directament amb els bits. 
 
 
2.2 Signatura XML 
 
La signatura XML és un conjunt de mètodes que associen unes dades amb una 
clau criptogràfica. Aquests mètodes asseguren la integritat dels documents XML 
transportats. La signatura XML també proporciona l’autenticació de missatges i/o 
serveis de signatura per a dades de qualsevol tipus, tant si es troben en el XML 
que inclou la signatura com si es troben en una altra ubicació. Es pot aplicar a 
qualsevol contingut digital, incloent XML. Amb la signatura electrònica, es 
consignatura la identitat de l’emissor, l’autenticitat del missatge i la seva 
integritat, de manera que els missatges no podran ser repudiats. 
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2.2.1 XML-DSIG 
 
El W3Consortium (W3C), defineix una especificació que conté un conjunt de 
recomanacions per a la sintaxi a utilitzar en la construcció d’una signatura XML. 
Aquesta especificació és XML-DSIG (Xml Signature Syntax and Processing) i 
basarem en ella els exemples i informació proporcionats a continuació. 
 
La signatura XML s’aplica a un contingut digital de manera que es fa un hash 
d’aquest, i s’incorpora el resultat a un element del HTML, i l’element sencer es 
signa criptogràficament. 
L’exemple bàsic d’una signatura XML segons el W3C és el que es veu a la figura 
2.1: 
 
Fig. 2.1 Exemple bàsic signatura XML 
 
 
L’etiqueta Signature és la principal o “node pare” de la signatura. Ha de tenir un 
identificador únic, i va referenciada al namespace  corresponent a la 
recomanació que segueix, en aquest cas XML-DSIG o “xml digital signature”. La 
primera etiqueta que hereda del node pare és la de SignedInfo, i és la que 
englobarà tot el contingut a signar, és a dir, la que realment seguirà un procés 
de “canonicalització”, transformació, hash i signatura, i el seu resultat es posarà 
al node SignatureValue. 
 
L’element CanonicalizationMethod conté el nom de l’algorisme utilitzat per 
“canonicalitzar” l’element SignedInfo abans de fer el hash del mateix. 
L’element SignatureMethod defineix l’algorisme utilitzat per convertir l’element 
SignedInfo en SignatureValue. És una combinació de l’algorisme utilitzat per fer 
 
<Signature Id="SignaturaXML" xmlns="http://www.w3.org/2000/09/xmldsig#">  
<SignedInfo>   
<CanonicalizationMethod Algorithm="http://www.w3.org/2006/12/xml-c14n11"/>  
<SignatureMethod Algorithm="http://www.w3.org/2000/09/xmldsig#dsa-sha1"/>  
<Reference URI="http://www.w3.org/TR/2000/REC-xhtml1-20000126/">  
     <Transforms>  
       <Transform Algorithm="http://www.w3.org/2006/12/xml-c14n11"/>  
     </Transforms>  
     <DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>  
  <DigestValue>dGhpcyBpcyBub3QgYSBzaWduYXR1cmUK.../DigestValue>  
   </Reference>  
 </SignedInfo>  
   <SignatureValue>...</SignatureValue>  
   <KeyInfo>  
    <KeyValue> 
      <DSAKeyValue>  
          <P>...</P><Q>...</Q><G>...</G><Y>...</Y>  
         </DSAKeyValue>  
    </KeyValue>  
      </KeyInfo>  
 </Signature> 
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el hash, l’algorisme de xifrat basat en la clau privada, i algorismes de padding. 
Un exemple seria el RSA-SHA1.   
 
L’element Reference conté el hash de l’element el qual està referenciant a través 
d’un identificador. Pot incloure transformacions que s’han aplicat a l’element 
abans de fer-li el digest, ja que en ocasions, pot interessar aplicar canvis o 
exclusions al document per tal que no s’invalidi la signatura. En una Signatura 
XML hi poden aparèixer una o més referències. Finalment, l’element KeyInfo, 
conté la clau utilitzada per validar la signatura. Aquest camp pot encapsular un 
certificat, una clau o noms de clau. És un camp opcional, ja que el signant pot no 
desitjar revelar la seva informació, i aquesta pot conèixer-se en el context de 
l’aplicació. En cas que el signant la vulgui mostrar, unirà el camp KeyInfo a través 
d’una referència. 
 
En un exemple més complet, es pot afegir l’element SignatureProperties a la 
signatura, el qual podrà contenir atributs d’aquesta, com el temps en que s’ha 
signat o l’element criptogràfic utilitzat. Aquests atributs poden ser signats incloent 
una referència a aquest element dins de l’etiqueta SignedInfo.  També es pot 
afegir, opcionalment, l’element Object, el qual contindrà les dades a signar 
codificades o no, i en aquest cas s’incorporarà una Reference al camp 
SignedInfo. 
 
 
2.2.1.1 Generació de la signatura 
 
El procés de signatura es separa en 2 parts: la generació de les referències i la 
generació de la signatura. 
 
Per generar les referències, s’aplicarà, en cas de ser-hi, la transformació 
dictaminada per l’element transforms. Tot seguit, es calcularà el digest de 
l’objecte obtingut. Finalment es crearà l’element reference, assignant-li un 
identificador opcional per poder-lo localitzar dins el document, i se l’hi afegiran 
els elements transform, digest algorithm i DigestValue. 
 
Pel que fa a la generació de la signatura,  es seguiran els següents passos: 
Primer, es crearà l’element SignedInfo amb els mètodes de signatura, 
canonicalització i referències; segon, es continuarà canonicalitzant i calculant el 
valor de l’element SignedInfo basat en els algoritmes especificats a SignedInfo; 
finalment, es construirà l’element Signature, el qual contindrà obligatòriament els 
elements SignedInfo i SignatureValue, i, si es desitja, els elements KeyInfo i 
Object. 
 
 
2.2.1.2 Verificació de la signatura XML 
 
Per tal que el receptor pugui validar la nostra signatura, és necessari que 
segueixi els mateixos passos amb els que s’ha construït aquesta. Aquests seran 
la validació de la signatura i de les referències, respectivament. 
Per la validació de la signatura, serà necessari disposar de l’element KeyInfo 
dins el document, o tenir informació sobre la clau utilitzada. El pas següent serà 
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obtenir, en forma canònica, l’element SignatureMethod a través del 
CanonicalizationMethod, i utilitzar el resultat junt amb la clau criptogràfica 
obtinguda per fer la verificació. 
 
Per verificar les referències, s’obté en forma canònica l’element SignedInfo, i per 
cada referència, s’obté un hash d’aquesta i es compara amb l’element 
DigestValue. 
 
 
2.2.1.3 Algorismes 
 
En la recomanació XML-DSIG, es defineixen una sèrie d’algorismes a utilitzar 
amb diferents finalitats. Cada algorisme va acompanyat d’una URI que especifica 
la localització de l’especificació que els defineix. A continuació es mostren els 
algorismes recomanats i obligatoris per als diferents propòsits: 
 
 
Taula 2.1 Algorismes 
 
FUNCIÓ OBLIGATORIETAT D’ÚS URI 
Digest Requerit SHA1 http://www.w3.org/2000/09/xmldsig#
sha1 
Codificació Requerit base64 http://www.w3.org/2000/09/xmldsig#
base64 
MAC Requerit HMAC-SHA1 http://www.w3.org/2000/09/xmldsig#
hmac-sha1 
Signatura -Requerit: DSAwithSHA1 
-Recomanat: 
RSAwithSHA1 
http://www.w3.org/2000/09/xmldsig#
dsa-sha1 
http://www.w3.org/2000/09/xmldsig#
rsa-sha1 
Canonicalit
zació  
Requerit: Canonical XML 
1.0 
Recomanat: Canonical 
XML 1.0 with comments 
Requerit: Canonical XML 
1.1 
Recomanat: Canonical 
XML 1.1 with comments 
http://www.w3.org/TR/2001/REC-
xml-c14n-20010315 
http://www.w3.org/TR/2001/REC-
xml-c14n-
20010315#WithComments 
http://www.w3.org/2006/12/xml-
c14n11 
http://www.w3.org/2006/12/xml-
c14n11#WithComments 
Transform
ació 
Opcional : XSLT 
Recomanat: XPath 
Requerit:Enveloped 
Signature 
http://www.w3.org/TR/1999/REC-
xslt-19991116 
http://www.w3.org/TR/1999/REC-
xpath-19991116 
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2.2.2 XAdES (XML Advanced Electronic Signature) 
 
L’estàndard ETSI TS 101 733, defineix formats per a les signatures electròniques 
avançades que poden romandre vàlides per a llargs períodes de temps, 
compleixen la directiva europea, i incorporen informació addicional en alguns 
casos.  
 
El IETF W3C XML-Signature Working group , ha desenvolupat, com s’ha descrit 
en l’apartat anterior, una sintaxis per a les signatures XML (“XML-Signature Core 
Syntax and Processing”). Aquesta sintaxis proporciona una funcionalitat bàsica 
per signar digitalment varis objectes al mateix temps.  
 
Els quatre formats de signatura electrònica avançada definits per l’ETSI són: 
Basic Electronic Signature (XAdES-BES), Explicit Policy based Electronic 
Signature ( XAdES-EPES ) , i Electronic Signature with Valildation Data (XAdES-
T i XAdES C) . També cal nombrar XAdES-X i XAdES-XL que deriven de XAdES-
C i també han estat implementats (existeix un últim tipus XAdES-A però no 
s’explica amb detall perquè no ha estat implementat). 
 
 XAdES-BES: signatura bàsica que simplement compleix els requisits de 
la Directiva Europea. 
 
 XAdES-EPES: aporta informació explícita de la política a utilitzar (tag 
etsi:SignaturePolicyIdentifier). 
 
 XAdES-T: conté un Timestamp (tag etsi:SignatureTimeStamp dins de 
les UnsignedSignatureProperties) que protegeix contra el repudi. 
 
 XAdES-C: afegeix referències a dades de verificació de la cadena de 
confiança del certificat amb el que es realitza la signatura, així com 
referències als certificats implicats en el procés de signatura 
(tags etsi:CompleteCertificateRefs y etsi:CompleteRevocationRefs de 
les UnsignedProperties). Apareix informació de tots els certificats i també 
de l’estat de revocació mitjançant respostes OCSP o mitjançant CRLs 
(veure apartat 1.1.5). 
 
 XAdES-X: incorpora informació amb un segell de temps sobre els atributs 
de XAdES-C, la qual es reflexa en dos nous atributs: 
SigAndRefsTimeStamp i RefsOnlyTimeStamp. 
 
 XAdES-XL: extensió del format anterior afegint nous camps que 
contindran els valors dels certificats referenciats al camp 
CompleteCertificate refs (CertificateValues) , i les dades de revocació dels 
certificats, en el cas que es doni (RevocationValues). 
 
És important llegir els annexos del treball on estan analitzats en profunditat 
cadascun d’aquests formats per entendre aquest TFG. 
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2.3 Tipus de signatura XML 
 
Una signatura XML pot ser de diferents tipus: 
 
Attached  
Una signatura attached és aquella en la que la pròpia signatura es troba 
continguda al document que volem signar. Dins d’aquesta opció, la signatura pot 
ser de dos tipus: 
 Enveloped. Es parla d’una signatura enveloped quan el camp de signatura 
es troba dins del document XML com un tag més.  
 Enveloping. La signatura enveloping consisteix en una signatura que 
conté a dins el document que està signant. 
 
Detached 
Una signatura detached és aquella que es troba separada del que XML a signar 
en un document apart. 
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CAPÍTOL 3. ENTORN DE TREBALL I 
DESENVOLUPAMENT 
 
En aquest capítol es contextualitza d’una manera més precisa l’aplicació ISMe a 
dins de l’empresa i s’estudia el seu funcionament i les característiques actuals 
del software. A continuació i dins de la mateixa secció es comenten les possibles 
millores que es podrien encarar i es concreten les que s’han afrontat en aquest 
TFG. Per últim, s’expliquen les tecnologies emprades per la realització del treball. 
 
Aquest TFG s’ha realitzat des de l’empresa Isigma (el seu logotip es pot veure a 
la figura 3.1). Al realitzar el treball en una empresa, s’ha hagut de respectar el 
compliment d’unes normes i criteris de règim intern, tant a nivell de programació 
com a nivell de disseny dins de l’aplicació. Per aquest projecte, com per a tots 
els realitzats a Isigma, s’han utilitzat unes llibreries generals per totes les 
aplicacions, i de les quals ha de partir qualsevol aplicació. La línia de disseny 
també està emparada sota les normes de disseny de l’empresa. 
 
 
Fig. 2.1 Logotip de Isigma 
 
 
Isigma gaudeix de dos productes importants: PortaSigma i ClickSign. Ambdós 
estan basats en llibreries Java i utilitzen un core de signatura propi de l’empresa 
(ISM) que realitza el nucli de la signatura electrònica pròpiament dita (aquest és 
en si un altre producte de cara a integradors, però té menys rellevància de cara 
a l’usuari final). PortaSigma és una aplicació web que permet gestionar 
processos de signatura de documents PDF electrònicament 
(http://portasigma.com). ClickSign (http://www.clicksignworld.com/) és una 
aplicació d’escriptori que permet signar i verificar qualsevol tipus de document, i 
ofereix altres opcions com la signatura massiva de documents o la incrustació de 
segells de temps, entre d’altres. La figura 3.2 mostra els actuals productes de 
l’empresa. 
 
 
 
Fig. 3.2 Productes actuals de Isigma 
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El producte sobre el que s’ha treballat s’anomena ISMe i consisteix en una 
aplicació diferent que ofereix web-services i que utilitza el mateix core (ISM) que 
PortaSigma i ClickSign. L’objectiu que busquem és convertir aquest producte en 
un dels punters de l’empresa i que pugui oferir noves possibilitats als clients, 
compartint importància amb els dos principals productes actuals. 
 
 
3.1 Programari ISMe 
 
El servei de signatura de l’ISMe, està basat en un widget que inclou un applet de 
signatura, i es pot integrar en qualsevol pàgina web. Per entendre el seu 
funcionament cal entendre els conceptes de widget i applet: 
 
 Un widget és una aplicació o programa, normalment presentat en arxius 
de mida petita que són executats per un motor de widgets o Widget 
Engine. Entre els seus objectius estan donar fàcil accés a funcions 
utilitzades freqüentment i proveir informació visual. 
 
 Un applet és un component d’una aplicació que s’executa en el context 
d’un altre programa, com ara un navegador web. Un applet normalment 
du a terme una funció molt específica que no es pot utilitzar de forma 
independent. Ofereix informació gràfica i de vegades interactua amb 
l’usuari. 
 
ISMe actualment consisteix en una aplicació web que signa PDF i proporciona 
un servei de segells de temps per a la signatura d’aquest tipus de documents. 
 
 
3.1.1 Funcionament de l’aplicació 
 
Abans d'utilitzar el widget de signatura, s’ha d'obtenir una clau d'API de Isigma. 
Aquesta clau és un identificador únic del servei que tenim contractat. La manera 
més simple d’introduir el widget és amb la inserció d’una etiqueta HTML iframe  
a la pàgina de l’aplicació del client: 
 
<iframe 
id="applet" 
frameborder="0" 
src="http://192.168.0.100:8080/isme/signwidget/pdf/?key=U
KQFU4MT&amp;url=file:///C:/ejemplo.pdf"> 
</iframe> 
 
L'atribut src és una URL que apunta al servidor del widget i inclou alguns 
paràmetres, com la clau de l'API de l'usuari i algunes referències a les dades a 
signar. La ID només s'utilitza com un ganxo Javascript/CSS, per assignar la 
posició de l’applet. 
 
#applet { position: absolute; top: 0px; right: 0; width: 
1080px; height: 100%; border: 0px; overflow: hidden;} 
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A la figura 3.3 es resumeix el mode d’operació complet del widget (anomenat 
Signwidget), incloent l'aplicació client: 
 
 
 
Fig. 3.3 Funcionament ISMe 
 
 
1. L'aplicació client genera la pàgina d'inici, que inclou l’iframe del widget, 
que és renderitzat pel servidor de ISMe. 
2. Un cop tenim la pàgina al navegador de l'usuari, el widget llegeix tots els 
certificats personals de l'usuari i els envia al servidor ISMe per a la seva 
validació. El servidor retornarà una llista dels certificats acceptables per a 
aquesta aplicació. 
3. Quan es mostren els certificats, l'usuari pot fer click en un d'ells. Això 
generarà les dades signades. Aquesta signatura s'envia al servidor ISMe, 
on es procedeix a la seva validació. 
4. El servidor verifica la signatura. 
5. Si la signatura és correcta, s’extreu la informació del certificat i es fa un 
POST amb un callback d’èxit, que inclou les dades del certificat perquè 
l'aplicació client pugui identificar l'usuari (en cas contrari el callback és 
d’error). 
6. A partir de les dades incloses en el callback, l'aplicació client decideix com 
procedir (la pàgina d'èxit generada es farà pública dins del iframe). 
7. Finalment, per tal de sortir de l'iframe i continuar endavant, la pàgina d'èxit 
pot emetre un Javascript Event a la pàgina principal per indicar-li que ha 
de seguir endavant (Parent Notification). 
 
Malgrat que en aquest TFG només s’ha utilitzat el mode de signatura, cal 
esmentar que el widget també té un mode de funcionament que permet 
autenticar usuaris amb el seu certificat. En aquest mode el servidor ISMe utilitza 
el paràmetre auth = 1, a la variable propòsit que veurem més endavant en la 
explicació del codi (secció 4.1.3). 
 
 
 
 
16 Desenvolupament de nous serveis de signatura electrònica sobre ISMe 
3.1.2 ISMe actual i possibles millores 
 
Com bé és sabut, abans de començar el projecte l’aplicació només podia signar 
documents PDF. Per tant es pot partir d’una base, doncs alguns aspectes com 
la comunicació entre client i servidor o entre servidor i applet ja estarà feta. No 
obstant, s’haurà d’estudiar i crear un mètode paral·lel per cobrir totes les 
necessitats que requereixi la signatura de documents XML. 
 
Els objectius d’aquests treball són dur a terme una sèrie de millores en aquesta 
aplicació. La primera és aconseguir que el widget actual també permeti signar 
documents XML. D’altra banda, també volem permetre a l’usuari gaudir d’un 
widget diferent mitjançant el qual pugui gestionar certificats i claus privades des 
d’un servidor on-line, i poder signar documents XML des del mateix servidor. Això 
permetrà signar des de qualsevol màquina, tot i no tenir en local els elements 
necessaris per signar. 
 
Altres possibles millores, que no han estat plantejades en aquest treball, serien 
la opció de signar múltiples documents a la vegada, o crear un web-service que 
servís per enviar avisos automàtics a altres usuaris perquè ens signin 
documents. 
 
 
3.2 Tecnologies utilitzades 
 
A continuació s’exposen els llenguatges de programació que utilitza l’aplicació, 
Django (el framework emprat) i PostgreSQL (que és la base de dades en la que 
es recolza el codi de ISMe). També es detalla a quina part del projecte són 
utilitzades totes aquestes eines. 
 
 
3.2.1 Llenguatges de programació utilitzats  
 
Python 
Python és un llenguatge de programació interpretat (està dissenyat per ser 
executat mitjançant un intèrpret, en contrast amb els llenguatges compilats) i que 
té la filosofia de crear una sintaxis que afavoreixi un codi llegible. Es tracta d’un 
llenguatge de programació multi-paradigma, ja que suporta orientació a objectes, 
programació imperativa, i programació funcional. S’ha utilitzat aquest llenguatge 
per programar el codi de ISMe, recolzat en un framework anomenat Django, 
analitzat posteriorment a la secció 3.2.2. 
 
Java 
És un llenguatge de programació de propòsit general, concurrent, orientat a 
objectes i basat en classes, dissenyat per tenir les mínimes dependències 
d’implementació. La seva intenció es permetre als desenvolupadors 
d’aplicacions que escriguin el programa un cop i l’executin a qualsevol dispositiu. 
És a dir, el codi executat en una plataforma no ha de ser recompilat perquè corri 
en una altra. Amb Java s’ha programat el codi de l’applet i el ISM, que és el core 
del nostre producte, i els aspectes més complicats del codi on no s’han sabut 
assolir els objectius només amb python. 
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Javascript 
És un llenguatge de programació interpretat, que es defineix com orientat a 
objectes, basat en prototips, imperatiu, dèbilment tipat i dinàmic. S’utilitza 
principalment en la seva forma del costat del client (client-side), implementat com 
part d’un navegador web permetent millores en la interfície d’usuari i pàgines 
web dinàmiques tot i que també existeix una forma de Javascript del costat del 
servidor (Server-side Javascript). S’utilitza aquest llenguatge per relacionar el 
codi del servidor amb el de l’applet. 
 
HTML 
HTML (HyperText Markup Language) fa referència al llenguatge d’etiquetes (és 
una forma de codificar un document que incorpora etiquetes o marques que 
contenen informació addicional sobre l’estructura del text o la seva presentació) 
per l’elaboració de pàgines web. És un estàndard que serveix de referència per 
l’elaboració de pàgines web en les seves diferents versions. Defineix una 
estructura bàsica i un codi per la definició de contingut dins d’una web com text, 
imatges… Tant aquest llenguatge com el PHP s’han utilitzat per fer les plantilles 
i per fer el client d’exemple del widget. 
 
PHP 
És un llenguatge de programació d’ús general de codi del costat del 
servidor. Originalment va ser dissenyat pel desenvolupament web de contingut 
dinàmic. Fou un dels primers llenguatges de programació del costat del servidor 
que es podien incorporar directament en el document HTML en comptes de 
cridar un arxiu extern que processés les dades.  
 
CSS 
Fulls d’Estil en Cascada (Cascading Style Sheets), és un mecanisme simple que 
descriu com es mostrarà un document en pantalla. Aquesta forma de descripció 
d’estils ofereix als desenvolupadors el control total sobre estil i format dels seus 
documents. És el llenguatge amb el qual s’ha donat estil a les vistes. 
 
AJAX 
És una llenguatge asíncron que serveix per crear aplicacions interactives o RIA 
(Rich Internet Applications). Aquestes aplicacions s’executen al client, és dir, 
al navegador dels usuaris mentre es manté la comunicació asíncrona amb el 
servidor en segon pla. D’aquesta forma és possible realitzar canvis sobre les 
pàgines sense necessitat de recarregar-les, millorant la interactivitat, velocitat 
i usabilitat a les aplicacions. S’ha fet servir per rebre el paràmetre urlocsp que es 
veurà més endavant.  
 
 
3.2.2 Django  
 
Django és l’eina principal amb la que està programada l’aplicació ISMe. És 
un framework de desenvolupament web de codi obert, desenvolupat en python, 
que respecta el paradigma conegut com Model Template View (MTV), que té 
l’objectiu de facilitar la creació de webs complexes. Django posa èmfasis en el 
re-ús, la connectivitat i extensibilitat de components, el desenvolupament ràpid i 
el principi de no-repetició (DRY, de l’anglès Don't Repeat Yourself). Python és 
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utilitzat en totes les parts del framework, inclús en configuracions, arxius, i en els 
models de dades. 
 
Podríem classificar a Django com part de la tercera generació del 
desenvolupament web, tal com es pot apreciar en la figura 3.4: 
 
 
 
Fig. 3.4 Visió general Django 
 
 
Django és un framework poderós, que ens permet disminuir el temps de 
desenvolupament, utilitzant una metodologia que es coneix amb el nom de Model 
Template View. Per començar a entendre l’arquitectura MTV hem de fixar-nos 
en l’analogia amb MVC (Model-Vista-Controlador). El model en Django segueix 
sent Model, la vista en Django s’anomena Plantilla (template), el controlador en 
Django es diu Vista. 
 
Bàsicament els 3 components principals del framework tenen com a funció crear 
una comunicació entre ells per extraure informació vital de base de dades i 
presentar-les al navegador. La figura 3.5 ajuda a entendre millor aquesta relació: 
 
Fig. 3.5 Funcionament Django 
 
 
1- El navegador envia una sol·licitud. 
2- El UrlConf interpreta la sol·licitud i ubica la vista apropiada. 
3- La vista interactua amb el model per obtenir les dades. 
4- La vista crida la plantilla corresponent. 
5- La plantilla renderitza la resposta de la sol·licitud del navegador. 
 
 
El model 
El model defineix les dades guardades i es troba en forma de classes. Cada tipus 
de dada que ha de ser emmagatzemada es troba en una variable amb certs 
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paràmetres i mètodes. Tot això permet indicar i controlar el comportament 
d’aquestes dades. 
 
La vista 
La vista es presenta en forma de funcions. El seu propòsit és determinar quines 
dades seran visualitzades i fer determinades operacions amb aquestes. El ORM 
(Mapejador Objecte-relacional) de Django permet escriure codi python en 
comptes de sentències SQL per fer les consultes que necessita la vista.  
 
La plantilla 
La plantilla és bàsicament una pàgina HTML amb algunes etiquetes extres 
pròpies de Django que en si no només crea contingut en HTML (també XML, 
CSS, Javascript, CSV, etc). Parlant de les funcions bàsiques amb HTML, la 
plantilla rep les dades de la vista i després les organitza per la presentació al 
navegador web. Les etiquetes que Django utilitza per les plantilles permeten que 
sigui flexible per als dissenyadors del front-end. 
 
La configuració de les rutes 
Django posseeix un mapeig de URL’s que permet controlar el desplegament de 
les vistes. Aquesta configuració és coneguda com UrlConf. El treball del UrlConf 
és llegir la URL que l’usuari sol·licita, trobar la vista apropiada per la sol·licitud i 
passar qualsevol variable que la vista necessiti per completar el seu treball. 
Permet que les rutes que manegui Django siguin agradables i entenedores per 
l’usuari. 
 
 
3.2.3 PostgreSQL 
 
PostgreSQL és un sistema de gestió de bases de dades  relacional orientat a 
objectes i lliure, publicat sota la llicència BSD (Berkeley Software Distribution). 
La decisió d’utilitzar aquesta eina com a base de dades ha vingut condicionada 
pel fet de que el projecte existent ja l’utilitzava i ens va semblar més còmode 
aprendre com funcionava aquesta que canviar tot el codi que feia referència i 
treballar amb alguna altra que ens fos més familiar com ara MySQL. 
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CAPÍTOL 4. SERVEIS ADDICIONALS DE SIGNATURA 
ELECTRÒNICA IMPLEMENTATS 
 
En aquest capítol s’explica detalladament tota la implementació tècnica de les 
millores aconseguides sobre l’aplicació. En primer lloc es presenta el bloc més 
extens, on es detallen les modificacions que s’han dut a terme per tal de poder 
signar XML amb un nou applet. La segona part del capítol està dedicada a un 
mètode construït per verificar signatures digitals i per últim s’explica la creació 
d’una subaplicació que he anomenat ServerSign. Aquesta secció inclou la gestió 
de certificats digitals i la signatura XML des del servidor.  
 
 
4.1 Signatura digital XML des de l’applet del client 
 
En aquest apartat s’explica com s’ha modificat l’aplicació per tal de poder signar 
documents XML. Primer de tot s’expliquen les funcionalitats tècniques ja 
implementades que s’han de reutilitzar i quines s’han de canviar o crear noves.  
Després es detalla l’estructura de l’aplicació, el processat de les dades i la 
comunicació del servidor amb l’applet. A continuació s’analitza en detall el 
contingut de l’applet, que és on es troba el gruix de les funcions de signatura 
digital. Per últim, s’explica com es valida el document signat abans de retornar el 
missatge d’èxit o d’error a l’usuari.  
 
Com s’ha dit anteriorment, el servei de signatura de l’ISMe era capaç únicament 
de signar documents PDF però tenia funcionalitats ja implementades al projecte 
que han estat reutilitzades com ara: 
 Arquitectura de l’aplicació. 
 Registre i autenticació d’usuaris. 
 Codi Javascript per llegir els certificats, inclosa la opció de recàrrega. 
 Invocació d’un procés de filtratge al servidor. 
 Presentació i estil (XHTML/CSS). 
 Generació de claus perquè cada usuari tingui el seu widget. 
 Detecció del Java instal·lat i la presència d’una versió mínima. 
 
Totes aquestes funcions facilitaran molt la feina, però totes elles han de ser 
estudiades i analitzades curosament per canviar els aspectes oportuns per tal de 
poder signar documents XML. Altres feines implementades han estat: 
 Construcció d’un nou applet. 
 Canviar l’estructura de l’aplicació. 
 Afegir o extreure fragments de Javascript per poder dur a terme tots el 
formats de signatura XML. 
 Processat de més paràmetres perquè l’usuari pugui decidir quin tipus i 
mode de signatura vol realitzar. 
 
Tots aquest aspectes són analitzats a les següents seccions del capítol. 
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4.1.1 Estructura 
 
Un cop s’ha analitzat l’arquitectura i funcionament general del widget, es pot 
veure que l’esquema per signar PDF és el que es veu a la figura 4.1. 
             
             Client                                                                               Servidor 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 4.1 Estructura signatura PDF 
 
 
L’element clau de l’aplicació és l’applet. A l’empresa, en tenim un per signar PDF, 
però per signar un XML serà necessari fer-ne un de nou, totalment diferent tot i 
que podrà reutilitzar alguns aspectes com ara l’estil o l’arquitectura. 
 
El primer que s’ha fet ha estat dur a terme un estudi de diferents llibreries que 
podrien ajudar a realitzar la signatura de documents XML. Al repassar diverses 
opcions, no s’ha trobat una manera de fer el hash del document i signar-lo a part. 
Això ha sigut així, perquè per definició la signatura XML està altament vinculada 
amb la construcció del document, dificultant la realització dels dos processos per 
separat. Així doncs es va prendre la consensuada solució de canviar 
l’arquitectura de signatura respecte a la de PDF i realitzar tot el procés dins de 
l’applet (assumint els problemes que això podria originar, com ara les tasques 
extres que haurà de realitzar el propi applet). La nova arquitectura és la que 
mostra la figura 4.2. 
 
             Client                                                                            Servidor 
 
 
 
 
 
 
 
 
Fig. 4.2 Estructura signatura XML 
S’obre la pàgina web (conté 
el iframe, apuntant al recurs 
del servidor, amb la URL del 
document i la key del widget) 
Es guarda el 
document 
Es fa el hash Applet 
Es signa el hash amb la 
clau privada del certificat 
seleccionat 
 
Creació del 
document amb la 
signatura resultant 
Es guarda el 
document sense 
signar 
Applet 
Es signa el document amb la 
clau privada del certificat 
seleccionat 
 
Es guarda el document 
signat 
S’obre la pàgina web (conté 
el iframe, apuntant al recurs 
del servidor, amb la URL del 
document i la key del widget) 
Serveis addicionals de signatura electrònica implementats 23 
Un cop analitzades les possibles llibreries a utilitzar he decidit que, ja que es vol 
incloure el procés de construcció del document al applet, intentaré poder realitzar 
els diferents tipus de signatura XML (enveloped/enveloping, XAdES-BES, 
XAdES-T, XAdES-C, etc). D’aquesta manera, l’usuari podrà afegir un paràmetre 
dins de la URL principal especificant quin tipus de signatura XML desitja. 
 
Després d’una cerca exhaustiva, he optat per les llibreries que proporciona el 
mityc (Ministerio de Industria, Energía y Turismo) per la seva facilitat d’ús i 
perquè són unes de les més completes en termes d’implementació dels diferents 
tipus de signatures digitals. 
 
  
4.1.2 Processat de les dades rebudes 
 
Quan l’usuari fa una crida per utilitzar l’aplicació, el framework Django (veure 
secció 3.2.2) redirecciona les dades rebudes a la funció corresponent. El primer 
que s’ha fet ha estat creat una URL diferent al PDF pel nou servei. 
 
/isme/signwidget/xml/ 
 
Un cop s’accedeix al mètode XML, arriben una sèrie de dades que s’han de 
processar. La figura 4.3 mostra aquest procés. 
 
 
 
Fig. 4.3 Processat de les dades rebudes 
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L’objectiu d’aquest esquema és explicar la primera etapa del widget, on es reben 
els paràmetres del client i són processats. Aquest procés és el mateix que es 
faria amb un fitxer PDF, però retocat perquè funcioni amb el nou mètode. 
 
Quan el client obre la pàgina inicial (index.html), es carrega l’iframe, dins del qual 
es fa la crida al servei desitjat. En aquesta crida, s’especifica el mètode al que 
es vol accedir (en aquest cas /xml) i se li passen els paràmetres necessaris: la 
key del widget (clau obtinguda a partir de l’alta en el servei de signatura), la URL 
del document a signar, el format de signatura desitjat (XAdES-BES, XAdES-T, 
etc) i el mode (enveloped o enveloping). 
 
Un cop rebuda la petició al servidor, es mira el mètode al que es vol accedir 
mirant la URL general de la petició, i gràcies al mapejador de Django s’accedeix 
a la funció adequada, en aquest cas mostrar_widget. Aquí es crida a la funció 
get_widget on es miren les opcions del widget (a través de la key que passa 
el client). Si no hi ha opcions, es retorna un missatge dient que la clau és errònia. 
En cas afirmatiu, es retorna la key i el propietari del widget a la funció prèvia. 
 
Aleshores es procedeix a guardar el document original, creant dues funcions 
segons si rep una URL o un directori. La diferència és que si es rep una URL 
s’ha d’utilitzar la llibreria urllib2 per poder llegir el contingut en python. Aquesta 
diferenciació l’he afegit al nou mètode perquè em semblava interessant la opció 
de poder signar documents en local o des d’una URL (aquesta nova funcionalitat 
també ha estat aplicada al mètode PDF). Les dues funcions accedeixen a una 
altra comuna, Do_save_to_vault, que guarda el document i la ID que se li 
assigna (cal esmentar que té un sistema de control de ID’s a través de la base 
de dades per tal de no repetir noms, doncs el nom del fitxer és el de la ID del 
mateix i seria conflictiu repetir-los). A més, també passa aquesta ID i la ruta de 
l’arxiu guardat com a paràmetres a la funció principal, on juntament amb tots els 
altres necessaris, com ara el mode de signatura, el propòsit (aquest es fixe, 
doncs és el de firmar. L’altra opció és autenticar, però no ens interessa) i el 
paràmetre base, amb la plantilla ‘base-xml-iframe.html’, que és la plantilla base 
de l’aplicació, s’assignen al vector extra_context. 
 
L’últim que fa és redireccionar aquest contingut cap a la template ‘isigma-xml-
widget’, dins la qual es carrega el codi Javascript, explicat a la següent secció, 
que és l’encarregat de comunicar-se amb l’applet i retornar els valors a aquesta 
plantilla. Quan ha rebut aquest valor, aquesta plantilla fa un POST amb el 
document signat a la funció de verificació de documents XML a ISMe, detallada 
al final del capítol quan ja s’haurà vist com s’ha produït la signatura. 
 
 
4.1.3 Comunicació amb l’applet 
 
La comunicació amb l’applet es duu a terme mitjançant un codi Javascipt molt 
similar al de PDF amb alguns retocs que s’expliquen a continuació. Aquest 
procés es pot apreciar a la figura 4.4. 
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Fig. 4.4 Comunicació amb l’applet 
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Un cop s’ha carregat l’applet entra a la funció Init. Aquí s’extrauen els 
paràmetres i s’assignen a una variable global. Aquests paràmetres són el 
propòsit (autenticació o signatura) i la URL del filtre de certificats. A continuació 
entra a la funció validateLoading, on mira si l’usuari té el Java instal·lat i si 
no el té el porta a la pàgina de descàrrega de Java. En cas contrari, segueix 
endavant i mira si l’applet està carregat. Si no ho està, comprova si la variable 
versió de l’applet està inicialitzada (si ho està, posa la variable AppletLoaded 
a true i repeteix el procés des de la funció validateLoading després d’un 
delay, creant així un bucle). 
 
Aleshores, entra a la funció appletreadcerts, la qual crida les funcions 
opensession i get_certificates pròpies de l'applet. La primera busca els 
dispositius de signatura i els inicialitza. La segona retorna una llista de certificats 
disponibles tant a la cryptoapi de Windows com als dispositius de signatura del 
sistema. Els certificats obtinguts s’incrusten al HTML sense ser mostrats (de 
moment) i a continuació es realitza el procés de filtrat. 
 
En aquest procés, a través del llenguatge asíncron AJAX, s’obté el valor de 
cadascun dels certificats codificat en base64 i s’envia com a paràmetre d’un 
POST a la URL de filtrat definida inicialment. La URL de filtrat apunta a una altra 
aplicació de l’empresa, el PortaSigma. Una de les moltes funcionalitats d’aquesta 
aplicació és la de filtrat de certificats. A través dels certificats rebuts, comprova 
la seva validesa i genera una resposta en format JSON. 
 
Un  cop es té la resposta, es 
passen els vàlids a la funció 
ListCertificates, i els que 
no ho són a la funció 
ListInvalidCertificates. 
Els primers es mostren 
directament i els segons només 
si l’usuari prem l’opció “mostra 
certificats invàlids”. A la figura 
4.5 es pot veure un exemple de 
com es mostren aquests certificats. 
Quan es fa click sobre el certificat  
que es vol utilitzar es mira si el  
propòsit rebut és autenticar o signar (com ja s’ha esmentat amb anterioritat 
només treballem amb el cas de signar) i s’accedeix a signar.  
 
Abans d’entrar a la funció de signatura de l’applet, he hagut de canviar algunes 
coses respecte el mètode de PDF. 
 He eliminat el mètode de creació del hash al servidor, doncs com ja s’ha 
comentat amb anterioritat, es fa el procés complet a l’applet. 
 He hagut de buscar la manera d’obtenir la URL del servidor OCSP del 
certificat escollit, per tal de poder fer els formats XAdES-C, XAdES-X i 
XAdES-XL, ja que aquests inclouen informació de validació del certificat. 
Per dur a terme aquest procés des de Javascript el que es fa és el 
següent: 
Fig. 4.5 Certificats vàlids per signar 
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1. Mitjançant AJAX es fa un get a una URL del ISMe creada nova 
(/ocsp). 
2. Mitjançant el mapejador de Django s’accedeix a una funció que 
crida un mètode que he creat en Java anomenat geturlocsp i 
que retorna un string amb la URL desitjada. 
3. Dins del mètode Java, i recolzat en les llibreries de BouncyCastle, 
he observat a quina extensió del certificat es troba la URL del 
servidor OCSP i he aconseguit extreure-la i retornar-la al mètode 
de ISMe. 
4. A través d’AJAX, es llegeixen les dades que arriben i es passen 
com a paràmetre a la funció de signatura del applet. 
 
La funció de signatura s’explica detalladament al següent apartat en el que 
s’entra en profunditat a parlar de l’applet. El que retorna aquesta, es mira si és 
un resultat vàlid. Si no ho és, es retorna un error especificant el tipus, i en cas 
contrari, ja és el valor del document firmat que s’envia al ISMe i finalitza el procés 
fet amb Javascript. 
 
 
4.1.4 Applet 
 
Com ja es sap, l’applet és l’eina que realitza el nucli de la signatura. Un cop s’ha 
decidit que, a diferència de la signatura PDF, el hash també es farà a l’applet, 
s’ha hagut de triar entre vàries opcions per implementar la firma. Si bé el primer 
que em va passar pel cap va ser utilitzar les pròpies llibreries Java, després de 
fer un estudi de diverses alternatives vaig descobrir una llibreria (mityc) que 
proporcionava suport per realitzar els diferents formats de signatura XAdES 
(BES, EPES, XAdES-T, XAdES-C, XAdES-X i XAdES-XL).  
 
És probable que si l’applet ha d’incloure aquestes llibreries augmentarà el seu 
pes, però oferir a l’usuari la possibilitat d’afegir un paràmetre extra a la URL 
d’entrada amb el que pugui decidir amb quin format vol signar, sembla una idea 
bastant atractiva.  
 
Després de consensuar la decisió amb l’empresa, he decidit que utilitzaré les 
llibreries del mityc per realitzar aquest treball, ja que són de codi obert i 
compleixen els nostres requeriments. 
 
En aquesta secció primer s’explica l’estructura de l’applet. A continuació 
s’analitza la funció dataToSign, on s’assignen els paràmetres per cada tipus 
de signatura. Tot seguit s’entra amb detall a la funció de signatura i per últim 
s’especifica com es retorna el document. 
 
 
4.1.4.1 Estructura 
 
A l’esquema del codi Javascript explicat es veu que hi ha una ordre Signar, que 
retorna un POST amb el document signat. El procés que hi ha entre aquestes 
dues operacions són les funcions de signatura que realitza l’applet. 
 
28 Desenvolupament de nous serveis de signatura electrònica sobre ISMe 
Quan es crida des de Javascript a la funció de signatura se li passen els següents 
paràmetres: xmldata, encoding, b64certidentity, Type, Mode i urlocsp: 
 Encoding: s’especifica quina codificació es fa servir (normalment base64, 
però si algun dia es vol canviar, he preferit fer-ho parametritzable). 
 Xmldata: Document a firmar codificat. 
 B64certidentity: Certificat amb el que es signa. 
 Type: He afegit aquest paràmetre per decidir quin tipus de signatura es 
duu a terme. 
 Mode: Afegit per escollir si es vol una signatura enveloped o enveloping.    
 Urlocsp: Aquest paràmetre l’he inclòs per incorporar la URL del servidor 
OCSP del certificat. 
 
Un cop a dins de l’applet primer s’explica el funcionament comú per a tots els 
formats i després cadascun pas per pas. La figura 4.6 mostra les funcions 
principals de l’applet. 
 
 
Fig. 4.6 Estructura applet 
 
 
4.1.4.2 Funció dataToSign 
 
La funció dataToSign és una funció de les llibreries del mityc on es defineixen 
els paràmetres principals de la signatura.  
 
Abans d’assignar les dades es fan una sèrie d’operacions comunes a tots els 
formats. La primera és observar el camp encoding i dur a terme la descodificació 
necessària per llegir el document (en el cas actual aquest pas és trivial doncs 
som nosaltres mateixos que el codifiquem en base64 per enviar-ho a l’applet, per 
tant sempre farà la mateixa descodificació). 
 
Tot seguit es genera una classe CertificateFactory amb la que es crea un 
objecte X509Certificate a partir del b64certidentity que arriba, per tal de poder 
treballar amb els seus atributs. 
 
CertificateFactory cf = CertificateFactory.getInstance("X.509"); 
byte[] rawCert = Base64Coder.decode(b64signerIdentity); 
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X509Certificate signerIdentity = (X509Certificate) 
cf.generateCertificate(new ByteArrayInputStream(rawCert)); 
 
A continuació s’extrauen els bytes del document a signar, i després de fer el 
parse, s’assignen a la variable signedContent. Aquesta variable és la que es 
passa a la funció dataToSign, on es construeixen les dades que es signen. 
D’aquesta funció n’hi ha vàries diferents segons el tipus de signatura que es vol 
realitzar. Com és lògic, per cada tipus de format les dades es construeixen d’una 
manera diferent. És per això que abans d’entrar a la funció es fa una 
discriminació a través d’un switch segons el paràmetre Type rebut. 
 
El que es fa a cada funció dataToSign és assignar unes determinades variables 
i/o objectes que després seran utilitzats des de la funció de signatura. L’esquema 
comú que s’ha assignat per tots els formats és el que està definit a l’estàndard 
XAdES 1.3.2. Les llibreries tenen una propietat que ha facilitat la seva assignació. 
 
dataToSign.setEsquema(XAdESSchemas.XAdES_132); 
 
Abans d’entrar en detall en cadascun dels formats, cal explicar una part comuna 
que comparteixen totes les funcions, que és la diferència entre enveloped i 
enveloping. A la funció dataToSign li arriba el paràmetre Mode i segons el valor 
que tingui es fa la transformació de les dades perquè sigui una signatura 
enveloped o enveloping. 
 
 En cas de ser enveloped es fa servir el següent codi. El tipus d’objecte 
ObjectToSign conté un objecte del tipus AllXMLToSign, perquè en 
aquest cas es signa tot el document sencer, excloent el camp de 
signatura amb els algorismes de canonicalització.  
 
 dataToSign.setEnveloped(true); 
 Document docsToSign = docToSign; 
 dataToSign.setDocument(docsToSign); 
 dataToSign.addObject(new ObjectToSign(new AllXMLToSign(), 
 "Documento  de ejemplo", null, "text/xml", null)); 
 
 En cas de ser enveloping es fa servir aquest altre codi. En aquest cas, 
no s’assigna un document a l’objecte; el que es fa és posar el node 
principal de les dades a un objecte del tipus InternObjectToSign, el 
qual s’afegirà dins el camp de signatura i es signarà quedant referenciat 
a SignedInfo. 
 
 dataToSign.setEnveloped(false); 
 InternObjectSignToSign objectToSign = new 
 InternObjectSignToSign(); 
 objectToSign.setData(docToSign.getDocumentElement()); 
 dataToSign.addObject(new ObjectToSign(objectToSign, 
 "Documento de  ejemplo", null, "text/xml", null)); 
 
Un cop fet aquest anàlisi dels mètodes enveloped i enveloping s’analitzen les 
diferències entre totes les funcions dataToSign segons el format que volem: 
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DataToSignBES  
Com s’ha explicat a la introducció, el XAdES-Bes és el més simple dels formats 
XAdES. Només cal especificar l’esquema que es vol, codificar en format UTF-8, 
decidir si és enveloped o enveloping i retornar el valor per ser signat. El procés 
de signatura es durà a terme com els altres però de la manera més bàsica, sense 
afegir camps addicionals. Per això s’entén que dintre dels formats XAdES, 
aquest és el més simple. 
 
DataToSignEPES  
És un format força semblant al BES però incorpora informació sobre la política 
sota la que signem el fitxer. La política configurada per defecte és la de 
FACTURA-e (http://www.facturae.gob.es/paginas/Index.aspx) ja que el producte 
està adreçat a públic de l’estat espanyol. En un futur, si algun client ho desitgés, 
és podrien ampliar les funcionalitats de l’applet i afegir un camp de política 
parametritzable. 
 
Per afegir la política s’ha hagut d’utilitzar el mètode setPolicyKey, que serveix 
per afegir la política utilitzada a la variable policykey que s’utilitza a la funció 
general. També és necessari posar la variable addPolicy a true, per saber 
que s’afegeix el camp de política quan es signa. 
 
DataToSignT 
Aquest format afegeix un timestamp que permet demostrar de forma segura la 
data en la que es va signar el document. Per dur a terme aquest procés cal un 
servei extern a l’aplicació que generi segells de temps. S’ha utilitzat la URL que 
utilitza l’empresa normalment per oferir aquest servei, que és la de catcert 
(http://www.catcert.cat/). 
 
Per afegir la variable timestamp primer cal generar el propi timestamp que es 
posa a dins, accedint a una funció on s’assigna el nom del servidor TSA (Time 
Stamp Authority -TSA) i l’algoritme amb el que es fa el hash d’aquest tag (es fa 
servir SHA-1). 
 
DataToSignC 
XAdES-C aporta referències a dades de verificació de la cadena de confiança 
del certificat amb el que es realitza la signatura, així com referències als 
certificats implicats en el procés de signatura. S’ofereix informació de tots els 
certificats i també informació sobre l’estat de revocació (mitjançant respostes 
OCSP). Per dur a terme aquesta consulta s’instancia la classe 
OCSPLiveConsultant, on s’especifica el validador de confiança que es fa 
servir i el servidor OCSP amb el que es valida el certificat. 
 
Aquesta última variable en un principi la vaig assignar manualment a un servidor 
que vaig triar, però després de documentar-me vaig saber que cada certificat duu 
incorporada una URL que indica el servidor OCSP que el valida. Va ser en aquest 
moment que vaig haver d’extreure aquest paràmetre i fer-lo arribar a aquesta 
funció (procés descrit amb anterioritat a la secció 4.1.3). Aquest format també 
inclou un timestamp, per tant es pot incloure el mateix codi que es fa servir amb 
el XAdES-T.  
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DataToSignX 
Una funció gairebé idèntica a l’anterior, però en aquest cas s’instancia l’objecte  
xadesXType del tipus 1, i com a la resta de formats s’especifica el nom d’aquest 
a la variable XadesFormat. 
 
DataToSignXL 
És una funció idèntica a XAdES-X i per tant, només cal assignar la variable 
correcta a XadesFormat (XL) e inicialitzar l’objecte xadesXType de tipus 1. La 
diferència fonamental en aquest format és que inclou les dades de verificació en 
forma de URL. 
 
 
4.1.4.3 Signatura del document 
 
Quan ja es tenen les variables i objectes adequats per signar tal com interessa, 
es fa un getcertificate (amb el serial number del certificat) i s’obté la clau 
privada. A continuació s’adjunten les dues línies importants del codi on es 
realitzen aquestes operacions: 
 
signatureDevice.getCertificate(signerIdentity.getIssuerDN(), 
signerIdentity.getSerialNumber()); 
 (...)  
PrivateKey pk = ((PrivateKeySelector) 
signatureDevice).getSelectedPrivateKeyEntry().getPrivateKey(); 
 
Quan es té lo necessari per signar, s’inicialitza l’objecte FirmaXML i es crida la 
funció Signfile passant-li els paràmetres: certificadoFirma, dataToSign 
i PrivateKey. 
 
Aquesta funció és la més important de l’applet i és on es realitza la signatura. El 
primer que es fa és obtenir la classe dataToSign on s’han instanciat tots els 
atributs necessaris per realitzar el tipus de signatura desitjada. Un cop rebuda, 
obtenim el document que volem signar i en cas de que sigui null (en cas 
enveloping) es construeix un que serà el propi camp de signatura. 
 
A continuació es mira l’esquema assignat, que és XAdES_132 per seguir la 
normativa adequada, i l’algoritme aplicat per fer el hash, que és SHA-1. En cas 
de que degut a algun error algun d’aquests paràmetres estigui buit, s’assignen 
els valor per defecte (pot semblar una pèrdua de temps, però si en un futur es 
vol canviar l’esquema o l’algoritme per fer el digest, això facilitarà la feina). 
Aleshores s’inicialitza la classe XMLSignature pròpia de les llibreries 
criptogràfiques d’Apache, que és la que farà les operacions de signatura. 
 
A l’objecte XMLSignature, igual que al dataToSign, s’afegeix un namespace, 
entre altres atributs, que és el corresponent a la terminologia definida a 
l’estàndard XAdES. Per tant, és el que es refereix al ETSI. També cal dir que 
s’utilitzarà també el namespace del W3C ja que és el que defineix l’estàndard de 
la signatura. 
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En aquest  moment es mira el paràmetre que indica si la signatura és enveloped 
o enveloping (dataToSign.isEnveloped): 
 
 Si és enveloped cal crear un node arrel que contindrà el document, que a 
la vegada contindrà el node de signatura. Per tant, el que es fa és incloure 
al node del document el camp de signatura. 
 
elementoPrincipal = doc.getDocumentElement(); 
elementoPrincipal.appendChild(firma.getElement()); 
 
 En canvi si la signatura conté el document a signar, simplement s’afegeix 
el node de signatura al document que es construirà basat en ell. 
 
doc.appendChild(firma.getElement()); 
 
Un cop ja es té el mode de la signatura, s’afegeixen les propietats que es 
signaran o SignedProperties. S’afegeixen com a propietats a signar el 
certificat i la seva clau pública. 
 
firma.addKeyInfo(certificadoFirma); 
firma.addKeyInfo(certificadoFirma.getPublicKey()); 
 
Un  cop s’han afegit tots els camps que tenen en comú totes les signatures es 
crea un vector on posar els objectes que porta la classe dataToSign, a més de 
l’objecte que conté les dades a signar: 
 
ArrayList<ObjectToSign> objects = dataToSign.getObjects(); 
 
Un cop es tenen els objectes s’entra a la funció addxades pròpia del mityc que 
compleix la funció de crear els elements o nodes que seran signats 
posteriorment. Aquest procés no ha estat creat de nou, doncs s’utilitza la llibreria, 
però l’analitzo per entendre el que està passant. El que es fa és, mitjançant la 
llibreria de Java Document Object Model (http://www.w3.org/TR/2004/REC-
DOM-Level-3-Core-20040407) i alguns objectes propis de la del mityc, crear els 
nodes ObjectElement, QualifyingProperties, 
PropiedadesFirmadas, PropiedadesFirmadasElementofirma, 
CertificadoFirma, ResumenCertificado, etc i a cadascuna se li 
assignen uns atributs i s’incorpora al document. A continuació es pot veure un 
exemple amb un dels nodes (QualifyingProperties): 
 
Element elemntQualifyingProperties = doc.createElementNS 
(xadesSchema, xadesNS + ConstantesXADES.DOS_PUNTOS + 
ConstantesXADES.QUALIFYING_PROPERTIES); 
elementoObjeto.appendChild(elemntQualifyingProperties); 
elemntQualifyingProperties.setAttributeNS(null, 
ConstantesXADES.TARGET, ConstantesXADES.ALMOHADILLA + firmaID); 
I així es fa amb tots els nodes (per més informació, veure els annexos de 
Signatura XML on apareixen detallats tots els camps). 
 
L’última propietat que cal signar (en cas de ser XAdES-EPES) és la política. Per 
tant es verifica si es té una política assignada (amb el mètode 
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dataToSign.hasPolicy())  i en cas afirmatiu s’assigna al corresponent 
node: 
 
policyManager.writePolicyNode(elementoPrincipalFirma, xmldsigNS, 
xadesNS, schema); 
 
Un cop ja es tenen les propietats a signar assignades i la classe XMLSignature 
preparada es procedeix a signar passant-li la clau privada (pk). 
 
firma.sign(pk); 
 
En aquest punt ja no es profunditza més, doncs d’aquest procés se 
n’encarreguen les llibreries Java adients i només queda analitzar el procés 
criptogràfic de manera teòrica per entendre el que està passant a dins i 
comprendre el procés matemàtic que s’està duent a terme. Aquest procés està 
explicat a la part teòrica del treball (secció 1.2).  
 
El resultat que retorna la funció Sign es posa a dins del node de signatura. Així 
que primer, es localitza, i s’emmagatzema a una llista del tipus NodeList. Això 
és així perquè a la versió del DOM que s’utilitza, el mètode 
getElementsByTagNameNS retorna una llista de nodes amb l’identificador 
demanat. En aquest cas sempre retornarà el valor d’una única signatura. En cas 
de no trobar el node, està contemplat que aparegui una excepció ja que no es 
tindrà la ubicació per posar-hi el valor. En cas de trobar-lo, es confecciona 
l’element amb un identificador marcat per el schema Xadesv1.3.2 i s’adjunta el 
valor de la signatura: 
 
Element elementoValorFirma = null; 
NodeList nodoValorFirma = 
firma.getElement(.getElementsByTagNameNS(ConstantesXADES.SCHEMA_
DSIG, ConstantesXADES.SIGNATURE_VALUE); 
if (nodoValorFirma.getLength() != 0) 
 elementoValorFirma = (Element) nodoValorFirma.item(0); 
else 
 throw new Exception(I18n.getResource 
 (ConstantesXADES.LIBRERIAXADES_FIRMAXML_ERROR_5)); 
Attr idValorFirma = doc.createAttributeNS(null, 
ConstantesXADES.ID); 
idSignatureValue = UtilidadTratarNodo.newID(doc, 
ConstantesXADES.SIGNATURE_VALUE); 
idValorFirma.setValue(idSignatureValue); 
NamedNodeMap elementoIdAtributosValorFirma = 
elementoValorFirma.getAttributes(); 
elementoIdAtributosValorFirma.setNamedItem(idValorFirma); 
 
Un cop ja es té el valor de la signatura, s’afegeixen els camps que porten 
incorporat els formats tipus XAdES-T, XAdES-C, XAdES-X i XAdES-XL. A partir 
d’aquest punt, totes les propietats que s’afegeixin seran “no signades” o 
UnsignedProperties. 
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Per saber si el format de signatura seleccionat és un d’aquests es fan servir 
quatre variables del tipus boolean per assignar propietats extres i en cas 
afirmatiu, saber quines posar. Es pot veure l’exemple de XAdES-T: 
 
boolean xadesT = (tipoFirma.compareTo(EnumFormatoFirma.XAdES_T) 
>= 0); 
 
Com que s’ha definit abans quin és el format de signatura a utilitzar, ara es 
compara amb cadascun dels formats disponibles, per tal d’afegir les propietats 
adequades en cada cas. Els formats estan organitzats jeràrquicament i de forma 
escalable. D’aquesta manera, cada format necessita els atributs de l’anterior, 
partint de la base del BES. És a dir, XAdES-C necessita els serveis de XAdES-
T, XAdES-X necessita els de XAdES-C  i XAdES-T i XAdES-XL necessita els 
serveis dels tres anteriors (a excepció de XAdES-EPES que és l’únic que 
incorpora política i funciona de manera independent a aquesta jerarquia). Per 
tant, després de la comparació, a través de les variables de tipus boolean 
definides, es sap quines propietats cal incloure. Aquesta manera de fer ha 
estalviat un munt de codi, doncs per exemple no s’ha hagut de construir quatre 
mètodes iguals per generar timestamps. A continuació s’expliquen els mètodes 
corresponents per cadascun d’aquests tipus: 
 
 
Signatura amb XAdES-T 
 
Com ja s’ha explicat, aquest format afegeix un segell de temps a la signatura. 
Per obtenir-lo és necessari un servidor TSA que generi segells de temps i un 
algoritme per fer el hash. Aquestes variables s’han assignat prèviament i en cas 
de que alguna de les dues sigui null, aquest tipus de signatura donarà error 
perquè es veurà incapaç de generar el segell de temps.  
 
El servidor TSA que s’utilitza com exemple és catcert i l’algoritme emprat és SHA-
1. Una idea per millorar el producte és afegir un altre paràmetre a la URL principal 
perquè l’usuari pugui afegir la URL del servidor de timestamp amb el que vol 
signar documents de tipus XAdES-T o superiors. 
 
tsCli = new TSCliente(servidorTSA, algoritmoTSA); 
 
I amb aquest client es pot demanar al servidor que generi un segell de temps 
corresponent a la signatura que s’ha realitzat anteriorment. 
 
byte[] byteSignature = UtilidadTratarNodo.obtenerByteNodo 
(firma.getElement(),ConstantesXADES.SCHEMA_DSIG,ConstantesXADES.
SIGNATURE_VALUE,CanonicalizationEnum.C14N_OMIT_COMMENTS, 5); 
addXadesT(firma.getElement(),firma.getId(),tsCli. 
generarSelloTiempo(byteSignature)); 
 
Un cop analitzat el codi, a la figura 4.7 es veu d’una manera més tècnica com 
funciona la comunicació amb el servidor TSA per obtenir el segell de temps: 
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Fig. 4.7 Generació segell de temps 
 
 
El que s’envia al servidor és un hash de les dades. Aquest hash s’adjunta amb 
el timestamp creat i d’aquest resultat és fa un altre hash i es signa amb la clau 
privada de l’autoritat (una signatura que demostra la data i hora en el que es 
produeix el segell). Aquest resultat és el que s’adjunta al client i és pròpiament el 
segell de temps o timestamp. 
 
Com es pot veure, gràcies a les llibreries seleccionades tenim un accés fàcil a 
un mètode que si s’hagués hagut de construir manualment hauria ocupat més 
temps de producció. No obstant, la comunicació amb el servidor TSA no ha sigut 
fàcil i s’ha hagut d’utilitzar la eina WireShark per comprendre la comunicació que 
existia entre l’applet i el propi servidor TSA, per així solucionar els problemes que 
han sorgit en aquest tipus de signatura. 
 
 
Signatura amb XAdES-C 
 
Aquest tipus de signatura, com ja s’ha explicat, empra els serveis de timestamp 
que utilitza XAdES-T (òbviament a la funció dataToSign prèvia s’ha hagut 
d’afegir la propietat adequada a través del mètode setTimeStampgenerator). 
En aquest moment cal recuperar la propietat que s’ha afegit amb el mètode 
getcertStatusManager que s’ha inicialitzat a la funció dataToSign, 
mitjançant una consulta OCSP a un servidor específic segons cada certificat 
(amb el paràmetre urlocsp rebut). A la figura 4.8 es pot veure un esquema. 
 
TrustAbstract truster = TrustFactory.getInstance(). 
getTruster("mityc"); 
dataToSign.setCertStatusManager(new OCSPLiveConsultant 
(urlocsp, truster)); 
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Fig. 4.8 Consulta OCSP 
 
 
A continuació es veu com es processen aquestes respostes OCSP Response: 
 
private ArrayList<RespYCerts> convertICertStatus2RespYCerts 
(List<ICertStatus> status){ 
ArrayList<RespYCerts> resps = new ArrayList<RespYCerts>((status 
!= null) ? status.size() : 0); 
if (status != null) { 
 Iterator<ICertStatus> itStatus = status.iterator(); 
 while (itStatus.hasNext()) { 
  RespYCerts resp = new RespYCerts(); 
  resp.setCertstatus(itStatus.next()); 
  resps.add(resp); 
            } 
        } 
        return resps; 
    } 
 
On el valor de itStatus pot ser: Valid, Revoked o Unknown, en funció de la 
resposta OCSP rebuda. L’estat de cada certificat és emmagatzemat en una llista 
i es fa servir per saber quins són vàlids i quins no. 
 
Per últim, gràcies al mètode de mityc addXadesC, s’afegeix al document: 
 
addXadesC(firma.getElement(), respuestas, schema, algDigestXML); 
doc = addURIXadesC(firma.getElement(),saveOCSPFiles(respuestas, 
dataToSign.getElementsStorer()), dataToSign.getBaseURI()); 
 
 
Signatura amb XAdES-X 
 
El primer que es fa és buscar el node arrel de la signatura. Un cop trobat, busca 
a dins el node UnsignedSignatureProperties: 
 
Element signatureElement = firma.getElement(); 
NodeList NodeList unsignedSignaturePropertiesNodes = 
signatureElement.getElementsByTagNameNS(, ConstantesXADES. 
UNSIGNED_SIGNATURE_PROPERTIES); 
 
I és en aquest node on s’afegeixen els elements de la signatura XAdES-X: 
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addXadesX(unsignedSignaturePropertiesElement); 
 
Cal mencionar que n’hi ha de dos tipus (XAdESX type1 i XAdESX type2), tal com 
s’ha explicat a la introducció, parametritzables amb el mètode setXAdESXType, 
al qual s’accedeix a la ja explicada funció dataToSign. El nostre codi 
implementa XAdESX type1. 
 
 
Signatura amb XAdES-XL 
 
Per realitzar la signatura XAdES-XL s’han de completar abans els formats de les 
signatures XAdES-T, XAdES-C i XAdES-X. 
Si es compara aquesta signatura amb la signatura XAdES-X es pot observar que 
el que aporta sobre aquesta és que inclou tant els certificats 
(tag etsi:CertificateValues dins de 
les UnsignedSignatureProperties) com les respostes OCSP 
(tag etsi:RevocationValues de UnsignedSignatureProperties). 
Gràcies a aquests elements es podrà realitzar la validació de la signatura en un 
futur inclús si les fonts utilitzades per la verificació (servidors OCSP’s) ja no estan 
disponibles. 
 
Amb les llibreries mityc aquest format no ha estat gens complicat doncs la pròpia 
llibreria ho ha fet per nosaltres: 
 
addXadesXL(firma.getElement(), respuestas, schema); 
 
 
4.1.4.4 Retorn del document signat 
 
El resultat que retorna la funció de signatura, es codifica en base64 i es retorna 
al Javascript.  
 
 
4.1.5 Validació 
 
Un cop acabat el procés de signatura i quan el Javascript retorna el valor de la 
firma, s’accedeix al mètode de validació propi de les llibreries ISM de l’empresa 
abans de guardar el document firmat i redireccionar la plantilla que indica l’èxit 
de la operació. La figura 4.9 és la pàgina que es mostra en acabar l’operació de 
signatura. 
 
 
 
Fig. 4.9 Plantilla verificació correcta 
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La figura 4.10 fa un resum visual dels passos que segueix l’aplicació. 
 
 
 
Fig. 4.10 Esquema general del widget de signatura 
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4.2 Verificació 
 
A la primera secció d’aquest capítol s’explica com funciona aquest servei i a la 
segona part s’explica tècnicament com es verifiquen les signatures. 
 
Tot i que no estava plantejada com una de les parts del projecte, m’ha semblat 
molt interessant crear l’opció d’un validador de firmes XML. D’aquesta manera 
es pot oferir un servei perquè qualsevol usuari validi si una signatura és correcta 
i saber qui és el signant. Aquest servei utilitza la mateixa llibreria (ISM) que la 
primera part del projecte (secció 4.1.5) per assegurar-se que la signatura és 
correcta. 
 
 
4.2.1 Verificació de signatures 
 
El sistema de verificació, igual que el de la signatura, estarà basat en un iframe. 
L’única diferència estarà en la URL utilitzada per cridar aquest servei, que serà 
la següent: 
 
src=".../isme/signwidget/validator/xml/?url=file:///C:/ejemplo.xml&amp; 
 
on l’únic paràmetre que varia és el de file, on s’especifica quin fitxer es vol validar. 
A la figura 4.11 podem veure l’estructura d’aquesta aplicació. 
 
 
 
Fig. 4.11 Estructura validació 
 
 
Un cop s’accedeix al mètode del servidor de validació de signatura, es mira si el 
fitxer arriba com a URL o com a path (igual que es fa amb la signatura amb 
l’applet, però en aquest cas no es guarda el document, doncs només es vol 
validar). Aleshores es crida al mètode de validació (propi de la llibreria ISM de 
l’empresa fet en Java), que retorna un ok i les dades del signant (en cas que la 
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signatura sigui correcta) o un missatge de signatura invàlida. Aquest missatge 
és mostrat al usuari en pantalla com es veu a la figura 4.12 en cas de que la 
validació sigui correcta o com s’aprecia a la figura 4.13 en cas contrari: 
 
 
 
Fig. 4.12 Validació correcta 
 
 
 
 
Fig. 4.13 Validació fallida 
 
 
4.2.2 Explicació tècnica validació XML 
 
El procediment a seguir per a la validació de la signatura serà el següent: 
 
En primer lloc, s’ha afegit un mètode amb el que es busca l’existència de tags 
“Signature” per tal de localitzar les signatures del document: 
 
doc.getElementsByTagNameNS("http://www.w3.org/2000/09/xmldsig#", 
"Signature"); 
 
Si no es troba cap tag, es mostra un missatge indicant que el document no en 
conté. En cas afirmatiu, es continua amb la validació segons l’especificació XML-
DSIG del W3C. 
 
Els passos necessaris per validar un document XML inclouen  la reference 
validation (validació de referències), i  la validació de la signatura criptogràfica 
calculada sobre SignedInfo.  
 
Cal tenir en compte que hi pot haver signatures vàlides que algunes aplicacions 
de signatura no poden validar. Les raons poden ser diverses: que alguna part 
opcional d’alguna especificació no estigui implementada, la incapacitat (o falta 
de voluntat) per executar algorismes específics,  la incapacitat (o falta de 
voluntat) per eliminar la referència especificada en una URI (alguns esquemes 
URI poden causar efectes secundaris no desitjats), etc. 
 
Serveis addicionals de signatura electrònica implementats 41 
La comparació dels valors en la validació de la signatura de referència esta feta 
sobre el valor numèric (per exemple, sencer) o descodificant el valor de l’octet. 
Cal tenir en compte que dues implementacions diferents poden produir diferents 
valors de signatura i de hash, processant els mateixos recursos. Això és a causa 
de les variacions en la seva codificació, com ara espais en blanc accidentals. 
Però si s'utilitza la comparació numèrica o d’octet (cal triar-ne una) tant en els 
valors establerts com en els valors calculats, aquests problemes s'eliminen. 
 
 
4.2.2.1 Validació de referències 
 
A l’hora de validar cadascuna de les referències, s’ha de seguir el següent 
procés: 
1. Canonitzar l'element SignedInfo basat en el CanonicalizationMethod (a 
SignedInfo). Per cada referència a SignedInfo cal fer els passos 2,3, i 4.  
2. Obtenir l'objecte de dades per fer el digest (per exemple, l'aplicació de 
signatura pot eliminar la URI de la referència i executar transformacions 
proporcionades pel signant en l'element Transforms, o pot obtenir el 
contingut a través d'altres mitjans, com ara memòria caché local).  
3. Fer el digest de l'objecte de dades resultant utilitzant el DigestMethod 
especificat en la seva referència.  
4. Comparar el valor del digest generat contra DigestValue a la referència 
SignedInfo; si hi ha algun desajust, la validació fallarà.  
 
SignedInfo està canonitzada en el pas 1. L'aplicació s'ha d'assegurar que el 
CanonicalizationMethod no té cap efecte perillós, com la reescriptura de la URI. 
 
 
4.2.2.2 Validació signatura 
 
Per dur a terme la validació de la signatura cal obtenir la informació de les claus 
a través de KeyInfo o des d'una font externa, obtenir la forma canònica del 
SignatureMethod utilitzant el CanonicalizationMethod i utilitzar el resultat KeyInfo 
obtingut prèviament per consignaturar el valor SignatureValue sobre l'element 
SignedInfo.  
 
KeyInfo (o alguna versió transformada) pot ser signat a través d'un element de 
referència (Reference Element). La transformació i validació d'aquesta referència 
(Reference Validation, explicat al punt anterior) és ortogonal a la Signature 
Validation, que utilitza la KeyInfo. A més, la URI de SignatureMethod pot haver 
estat alterat per la canonització de SignedInfo (per exemple, l'absolutització de 
URIs relatives) i és la forma canònica que s'ha d'utilitzar. No obstant, la 
canonització necessària [XML-C14N] d'aquesta especificació no canvia les URIs. 
 
Una de les possibles millores és indicar concretament en aquest missatge quin 
tipus d’error ha donat el procés de verificació. Com el procés de validació va ser 
relativament ràpid i senzill de fer, i ara que ja sabia com fer-ho, vaig decidir 
ampliar-lo i oferir la possibilitat de validar també documents PDF. 
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4.3 Signatura des de servidor 
 
L’última part del projecte consistia en construir des de zero una aplicació que 
signés arxius XML des de servidor, el nom de la qual l’he inventat, intentant fer-
lo el més comercial possible: ServerSign.  
 
S’utilitzaran les mateixes eines que es fan servir en la signatura amb applet, 
perquè malgrat sigui una aplicació apart, està sota el concepte global del 
producte ISMe. D’altra banda, el fet d’haver de crear un projecte de nou em 
servirà per consolidar els conceptes apresos sobre el framework Django, les 
bases de dades, el llenguatge python, etc. 
 
A diferència de la signatura que es realitza al costat del client, en aquest cas no 
es necessita l’ús d’un applet, doncs ara els certificats seran pujats a un servidor. 
En canvi, he hagut de dur a terme un sistema de gestió de certificats al propi 
servidor que permetés al client pujar, o eliminar un certificat i que només 
permetés que es pugés un certificat per usuari. 
 
Per tant el projecte que he anomenat ServerSign l’he dividit en dues parts, que 
són les seccions que es presenten en aquest capítol:  
- Incloure un sistema que permeti gestionar certificats digitals en servidor. 
- Incloure un sistema per signar documents en servidor. 
 
 
4.3.1 Gestió de certificats digitals 
 
El propòsit d’aquest sistema és que un usuari pugui pujar i eliminar certificats 
digitals al nostre servidor, però que només en pugui pujar un. En cas de voler 
pujar-ne més, es mostra un missatge indicant-li que si vol pujar un altre, primer 
esborri el primer. 
 
És molt important el format amb el que es puja el certificat al servidor. Després 
de dur a terme un estudi dels diferents formats que pot tenir un certificat, vaig 
veure que existeix un tipus (amb extensió .pfx o .p12 explicat al punt 1.1) que 
interessa per poder dur a terme el procés de firma, doncs .p12 és la extensió del 
format PKCS12 que és un estàndard de sintaxis d’intercanvi d’informació 
personal que defineix un format de fitxer utilitzat per emmagatzemar claus 
privades (arxiu .key) amb el seu certificat públic (arxiu .cer) protegit mitjançant 
una clau simètrica (password). D’aquesta manera es podrà obtenir la clau 
privada annexa al certificat per tal de signar el document. 
 
4.3.1.1 Disseny de l’aplicació 
 
Primer de tot cal incloure un sistema d’autenticació, amb login i logout perquè el 
client pugui registrar-se. També cal un sub-sistema que permeti crear nous 
usuaris, especificant si són staff o no, etc. Com es va analitzar el producte inicial 
al principi del procés, es sap que ISMe ja comptava amb un sistema que té totes 
les característiques necessàries Per tant, el reutilitzaré estalviant codi i temps. 
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Abans de començar a treballar amb el framework vaig crear dos nous objectes a 
la base de dades: certificat i document, que es poden veure a la taula 4.1 i la 
taula 4.2 respectivament. 
 
Taula 4.1 Objecte Certificat 
Certificat 
Nom Character varying 
Docfile Character varying 
Certname Character varying 
Id Integer 
Ruta Character varying 
Password Character varying 
 
Taula 4.2 Objecte Document 
Document 
Docfile Character varying 
Id Integer 
 
Amb el sistema d’autenticació creat, vaig crear dos enllaços a la pàgina principal 
(en endavant HOME), anomenats puja un certificat i elimina un certificat. 
Aquests, mitjançant el ús del UrlConf en Django són redireccionats a les seves 
pròpies funcions. A la figura 4.14 podem veure l’esquema. 
 
 
 
 
Fig. 4.14 Esquema principal ServerSign 
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A la funció que ha de pujar un certificat, el que es fa primer és mirar si l’usuari ja 
té un certificat o no amb una cerca a la base de dades per l’atribut Nom. Si en té 
un, torna a HOME printant un  missatge que indica que l’usuari ja té un certificat, 
i si no en té es redirecciona a la template de pujada de certificats. En aquesta 
vista es pot seleccionar un arxiu i guardar-lo. Si no és un .pfx o un .p12 torna a 
HOME printant un missatge que indica que el certificat no és vàlid. En cas 
contrari, torna a la pàgina principal mostrant el nom del certificat pujat 
(Certname). 
 
A la funció d’eliminar certificats, és fa una cerca a la base de dades per l’atribut  
Nom de l’usuari i en cas de tenir un certificat, s’elimina i es retorna un missatge 
satisfactori. En cas de que l’usuari estigui intentant esborrar un certificat que no 
té penjat, s’envia un missatge que l’avisa de que està intentant esborrar un 
certificat que no ha pujat.  
 
Un cop dut a terme aquest procés, he donat estil a les vistes per adequar-les a 
la línia de disseny de l’empresa i ja dono per finalitzat el sistema de gestió de 
certificats. A la figura 4.15 es pot veure un exemple amb la pàgina d’inici. 
 
 
 
Fig. 4.15 Pàgina de benvinguda al ServerSign 
 
 
4.3.2 Signatura digital per part del servidor 
 
En primer lloc cal crear un enllaç a una funció on es durà a terme el procés de 
signatura. Tot seguit, i relacionat amb la tasca anterior, cal fer una cerca a la 
base de dades per saber si l’usuari té pujat un certificat per poder signar. Si no 
en té, torna a HOME indicant-li que en pugi un si vol signar i si en té, segueix a 
una vista per signar similar a la de pujar certificats.  
 
A continuació es presenta un formulari on es pot pujar un document i  on l’usuari 
ha de tornar a introduir la contrasenya del seu certificat (pot semblar redundant, 
però si un usuari aconsegueix entrar a un altre compte de ServerSign i ja hi ha 
un certificat pujat, aquest podria signar en nom d’un altre usuari). Si l’extensió 
del fitxer no és .xml retorna un missatge d’error indicant que aquest servei només 
signa XML de moment. En cas de que si que ho sigui, es comprova que el 
password sigui correcte, i en cas afirmatiu es guarda el document i ja està 
preparat per signar. A la figura 4.16 veiem com és la pàgina per pujar documents 
a signar. 
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Fig. 4.16 Pàgina per pujar documents XML a signar 
 
 
Així doncs, amb la figura 4.17 podem completar l’esquema de la figura 4.14. 
 
 
Fig. 4.17 Esquema signatura al servidor 
 
 
4.3.2.1 Extracció de la clau privada 
 
Per poder signar es necessita es extreure la clau privada del certificat  Al veure 
la dificultat que comportava realitzar aquest procés en python, s’ha decidit fer 
aquesta part de codi en Java i compilar-la en un JAR que després s’utilitza des 
del codi principal. 
 
El que es fa per obtenir la clau privada és passar com a paràmetre la localització 
del certificat i la contrasenya que ha proporcionat l’usuari. Un cop s’accedeix al 
fitxer i es llegeix amb la contrasenya correcta, es fa ús de les llibreries Chilkat 
que permeten extreure la clau privada i guardar-la en un fitxer .pem a la ruta 
configurada. 
 
Un cop fet això, m’he adonat que podia realitzar un procés casi idèntic, però que 
només retornés si la contrasenya és correcta o no (intentant extreure el .pem i 
en cas de retornar una exception retornar el valor false). Aquest mètode es podria 
utilitzar com a funció independent per saber si la contrasenya que utilitza l’usuari 
és correcta o no. En cas de ser incorrecta, no es guarda el certificat i es retorna 
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un missatge dient que la contrasenya no és l’adequada. Així doncs, he afegit 
aquest procés a la “pujada de certificats” explicada prèviament. 
 
L’últim pas abans de guardar la contrasenya és canviar el format .pem a un .der 
per poder llegir-la correctament a l’hora de signar. També era necessari tenir en 
format .cer el certificat original per tal de posar-lo a la signatura. Per fer aquestes 
dues operacions s’ha utilitzat la llibreria Openssl (marcades a la figura 4.18 en 
groc. La que fa Chilkat està mostrada en color verd i el color blau fa referència a 
l’objecte inicial). 
 
 
 
 
Fig. 4.18 Tractament dels certificats 
 
 
Quan ja es té el certificat (.cer), la clau privada en un fitxer(.der) i el document 
que volem firmar(.xml), ja no cal res més i es pot iniciar un altre projecte en Java 
del qual faré el JAR corresponent per dur a terme la signatura XML. El motiu pel 
qual el nucli de la funció de signatura el faig en codi Java és perquè és una tasca 
complexa i és un llenguatge que domino més i em facilita la feina per tal 
d’aconseguir l’objectiu. 
 
 
4.3.2.2 Signatura XML des de servidor 
 
Al mètode de signatura se li passa la clau privada, el certificat i el document a 
signar. He afegit un camp, anomenat mode, que indica si és enveloped o 
enveloping, per si en un futur es volen ampliar les funcionalitats de l’aplicació per 
tal que l’usuari pugui decidir quin mode de signatura XML vol. 
 
En primer lloc entra a una funció que s’encarrega de llegir el certificat des del 
fitxer .cer i generar-ne un del tipus X509Certificate amb les dades rebudes. Si el 
valor que retorna aquesta funció és null, s’envia un missatge d’error. Acte seguit, 
es creen els camps SignedInfo, CertificateWraper i KeyInfo mitjançant 
el certificat rebut i la classe XMLSignatureFactory. 
 
En aquest moment es llegeix la clau privada des del fitxer .der on s’ha guardat, 
utilitzant un PKCS8 encriptat, que genera la clau privada en el format adequat 
per signar. 
 
A continuació he afegit el següent codi per construir les dades d’una determinada 
manera segons el mode (de moment només signa enveloped): 
 
case Enveloped: 
doc = (Document) this.signedContent.cloneNode(true); 
  parentElement = doc.getDocumentElement(); 
break; 
 default: 
Certificat pfx o p12 Extreure la clau privada Canviar el format pem a der 
Convertir certificat a .cer 
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 case Enveloping: 
  parentElement = doc =      
 dbf.newDocumentBuilder().newDocument(); 
  break; 
 
El parentElement és el node pare del XML i es pot apreciar com, en cas de 
ser enveloped, aquest tag contindrà el document a firmar i, en cas de ser 
enveloping, es crea un nou document que és on anirà la signatura. 
 
A continuació es crea un objecte del tipus DOMsigncontext amb el 
parentElement i la clau privada, i es procedeix a signar. La funció principal 
que executarà la signatura és sign, pròpia de la classe XMLSignature. Per signar, 
es crea un objecte d’aquesta classe, s’inicialitza amb els objectes SignedInfo i 
KeyInfo, i finalment es crida a la funció sign passant-li l’objecte DOMsigncontext 
creat anteriorment. 
 
Per acabar el procés, es verifica el resultat (amb el mètode que ja tenim) i si és 
correcte es guarda el document (es salva amb el nom de la ID que té aquest 
document a la nostre base de dades per evitar conflictes) i es redirecciona a la 
template que indica que la signatura és correcta o en cas de ser negatiu, a una 
altra que indica que s’ha produït un error al signar. La figura 4.19 mostra 
l’esquema general del procés de signatura al servidor. 
 
 
 
Fig. 4.19 Esquema Firma XML 
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CAPÍTOL 5. CONCLUSIONS I LÍNIES FUTURES 
 
La signatura digital obre un nou horitzó d’oportunitats de negoci en xarxa, alhora 
d’estalviar paper i fer encara més fàcil la gestió de documents digitals, al poder 
signar-los sense necessitat de ser impresos, d’una manera ràpida i senzilla.  
 
Amb la realització d’aquest projecte, l’empresa Isigma buscava millorar les 
prestacions de l’aplicació ISMe aconseguint les següents metes: 
 Ampliar les funcionalitats per aconseguir que signi documents XML. 
 Incloure un sistema gestió de certificats digitals des d’un servidor. 
 Mitjançant el punt anterior, dissenyar un sistema que permeti signar 
documents XML des de servidor. 
  
Una vegada s’ha acabat el treball, es pot afirmar que s’han assolit els propòsits 
marcats de manera molt satisfactòria, però cal analitzar el procés dut a terme per 
reflexionar sobre les coses que es podrien haver fet millor o de manera més 
eficaç, sobre les possibles ampliacions futures de l’aplicació i també sobre els 
aspectes positius, que sovint queden en un segon pla a les conclusions i són 
igualment importants, doncs cal ser conscient de les coses que s’han fet bé. 
 
En primer lloc, els objectius marcats no només han estat assolits si no que han 
estat ampliats a mesura que avançava el projecte. Aquesta actitud de voler 
ampliar coneixements i fer les coses el millor possible cal mantenir-la en futurs 
projectes, doncs encara que comporti més esforç i cerca de recursos, 
recompensa amb un valor afegit que és el que ens ajudarà a diferenciar-nos 
d’altres proveïdors de serveis semblants al nostre. 
 
No obstant, el temps no ha estat distribuït de manera correcta. Sovint intentava 
abordar el codi sense fer un anàlisis previ del que volia fer i de quina seria la 
manera més lògica i ràpida d’actuar. Tots coneixem la teoria de que per a cada 
projecte cal dur a terme una bona planificació. Doncs, ha estat veritablement 
enriquidor comprovar-ho en l’elaboració del meu propi projecte. 
 
Per una altra banda m’he adonat de que és realment difícil modificar un projecte 
existent, inclús més que crear-ne tu un de nou. Has d’aprendre el llenguatge, el 
funcionament del framework, de la base de dades, la comunicació entre les 
diferents parts, etc. Com a crítica constructiva a la empresa on he realitzat aquest 
projecte, penso que tots els projectes haurien d’estar molt millor documentats i 
així la següent persona que continués treballant no hauria de perdre un temps 
important fent un treball “d’exploració”, que desgasta i fa més lent el procés. 
 
Com a conclusions personals, puc dir que aquest projecte està força lligat amb 
alguns temes tractats a la carrera i m’ha ajudat a posar-los en pràctica i 
profunditzar en alguns concrets com ara la programació en general, o els 
conceptes que engloba el terme signatura digital. La meva especialitat és 
telecomunicacions i no telemàtica i en el moment que vaig decidir fer el treball 
d’aquest tema sabia que seria un repte. Aquest repte ha estat assolit i ara que 
està acabat em sento molt satisfet, doncs penso que m’ha aportat moltes coses 
com a enginyer: el fet de treballar una empresa i realitzar un projecte per a clients 
“reals”, els coneixements adquirits, el treball en equip o la presa de decisions de 
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manera autònoma assumint el risc que aquestes comporten. Cal afegir que en 
alguns trams el meu estat d’ànim ha llindat amb la desesperació absoluta, fet 
que hagués estat més lleu si els meus coneixements previs sobre el tema 
haguessin estat més sòlids. 
 
En la part tècnica, s’han assolit tots els propòsits, però com ja he dit cal pensar 
quines coses s’han fet bé, quines cal retocar  o ampliar en un futur i quines es 
podrien haver fet millor. 
 
Els 3 productes resultants (signatura amb applet, verificació i ServerSign) són 
vàlids per oferir a qualsevol client i això sempre és sinònim de feina ben feta. No 
obstant, penso que en un futur es podrien millorar els següents aspectes: 
 Signatura amb applet: El pes de l’applet ha augmentat considerablement 
al afegir les llibreries del mityc. No tots els clients disposaran d’una banda 
ampla suficient com per descarregar el nostre applet en un temps 
raonable i si l’empresa ho veu convenient pot reduir els tipus de signatura 
XML reduint les possibilitats a la signatura XAdES-BES o XAdES-EPES.  
 
 Servei de verificació: La verificació que es duu a terme actualment només 
verifica que el valor de la signatura sigui correcte, però no valida aspectes 
com ara la política. 
 
 ServerSign: Qualsevol podria pensar: per què a l’applet fem tots els tipus 
de signatura XML i aquí només el bàsic? La resposta és que el meu 
principal objectiu d’aquesta aplicació creada des de zero era el de 
demostrar que havia adquirit un domini notable de Django i de la signatura 
XML suficient per construir un projecte jo sol. Una possible ampliació del 
ServerSign és afegir-hi les llibreries del mityc per poder oferir als usuaris 
signar tots els tipus de signatura XML aquí també. 
 
5.1 Estudi d’ambientalització 
 
L’ús de la signatura digital implica un gran estalvi d’impressions innecessàries 
que es veu totalment reflectit en una reducció de tinta i paper. El consum de 
paper és una preocupació existent en els darrers anys a tot el planeta, ja que la 
desforestació és un dels problemes dels quals la societat no hi està gaire 
conscienciada. 
 
Si gràcies a la implantació de les signatures digitals als països rics, que és on 
més paper es consumeix, s’estengués el seu ús substituint tots els documents 
que s’imprimeixen per ficar-hi un segell o estampar una signatura manual, 
s’estalviarien molts recursos. Aquest fet seria possiblement un gran punt 
d’inflexió per reduir el problema de la desforestació, entre altres aportacions i 
facilitats al sistema actual.  
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ANNEX A – FORMATS XADES 
 
 
A continuació s’analitzen amb profunditat els formats XAdES implementats al 
nostre projecte: Basic Electronic Signature (XAdES-BES), Explicit Policy based 
Electronic Signature (XAdES-EPES), Electronic Signature with Valildation Data 
(XAdES-T i XAdES C), XAdES-X i XAdES-XL. 
 
 
1. Basic electronic  signature 
 
Una signatura XAdES-BES, serà construïda seguint l’especificació xmldsig, tot 
incorporant propietats de classificació (qualifying properties). Aquestes 
propietats, es definiran a la signatura XML dins un element del tipus ds:Object. 
Algunes d’aquestes propietats estaran involucrades en la signatura i d’altres no, 
i s’encapsularan en els elements SignedProperties i UnsignedProperties, 
respectivament. 
 
En una signatura XAdES-BES, el valor de la signatura hauria de ser calculat a 
través dels procediments descrits en l’apartat Generació de la signatura (XML-
DSIG) , englobant els camps Object i SignatureProperties, en cas d’existir. En 
aquest format de signatura, és obligatori protegir el certificat del signant amb la 
signatura, ja sigui incloent el certificat en el camp SigningCertificate que pertany 
al node SignedProperties, o en el camp KeyInfo. D’aquesta manera s’evitarà el 
fet que es pugui reemplaçar el certificat del signant. 
 
Una signatura bàsica o XAdES-BES, pot incloure les propietats que es mostren 
a la taula A.1. 
 
Taula A.1 Propietats a signar 
 
PROPIETAT OBL DESCRIPCIÓ 
SigningTime NO Conté l’hora en que s’ha efectuat la 
signatura 
SigningCertificate NO Conté el certificat del signant. Aquesta 
propietat és necessària per prevenir la 
substitució del mateix. Conté referències al 
certificat i digest. 
Elements addicionals: IssuerSerial 
(Identificador del certificat), CertDigest( 
digestValue +  digestMethod), 
DataObjectFormat NO Aquest element proporciona informació del 
format en que s’ha signat l’objecte. Pot 
aparèixer quan les dades signades es 
presenten a persones humanes. N’hi ha 
d’haver un per a cada objecte signat de 
dades. Conté una referència obligatòria a la 
signatura de l’objecte de dades. 
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CommitmentTypeIndicati
on 
NO Identifica el tipus de compromís adquirit per 
el signant. Pot ser un dels següents tipus: 
-Prova d’origen : el signant reconeix haver 
creat, aprovat i enviat la signatura. 
-Prova de recepció: el signant assumeix 
haver rebut les dades signades. 
-Prova d’entrega: indica l’entrega de les 
dades signades. 
-Prova de envio: indica l’envio de les dades 
signades. 
-Prova d’aprovació: indica que el signant 
aprova el contingut de les dades signades. 
-Prova de creació: indica que el signant ha 
creat les dades signades. 
SignerRole NO Conté la posició del signant en una 
jerarquia. 
SignatureProductionPlac
e 
NO Conté l’adreça associada al signant. 
IndividualDataObjectsTim
eStamp/ 
AllDataObjectsTimeStam
p 
sí Conté el timestamp calculat abans de la 
signatura, sobre una seqüència formada 
per algunes referències incloses en el camp 
SignedInfo. No pot contenir cap referència 
inclosa en l’element SignedProperties. 
En el cas AllDataObjectsTimeStamp, inclou 
totes les referències del camp SignedInfo. 
CounterSignature No Conté el valor signat del camp 
SignatureValue sempre i quan aquest 
s’hagi produït a partir d’un SignedInfo que 
inclogués una referència al valor de la 
signatura d’aquest camp. 
 
A la figura A.1 podem veure un exemple: 
 
                              XMLDSIG  
                                   | 
<ds:Signature ID?>- - - - - - - - -+- - - - -+ 
  <ds:SignedInfo>                  |         | 
    <ds:CanonicalizationMethod/>   |         | 
    <ds:SignatureMethod/>          |         | 
    (<ds:Reference URI? >          |         | 
      (<ds:Transforms>)?           |         | 
      <ds:DigestMethod>            |         | 
      <ds:DigestValue>             |         | 
    </ds:Reference>)+              |         | 
  </ds:SignedInfo>                 |         | 
  <ds:SignatureValue>              |         | 
  (<ds:KeyInfo>)?- - - - - - - - - +         | 
                                             | 
  <ds:Object>                                | 
                                             | 
    <QualifyingProperties>                   | 
                                             | 
      <SignedProperties>                     | 
                                             | 
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        <SignedSignatureProperties>          | 
          (SigningTime)                      | 
          (SigningCertificate)               | 
          (SignatureProductionPlace)?        | 
          (SignerRole)?                      | 
        </SignedSignatureProperties>         | 
                                             | 
        <SignedDataObjectProperties>         | 
          (DataObjectFormat)*                | 
          (CommitmentTypeIndication)*        | 
          (AllDataObjectsTimeStamp)*         | 
          (IndividualDataObjectsTimeStamp)*  | 
        </SignedDataObjectProperties>        | 
                                             | 
      </SignedProperties>                    | 
                                             | 
      <UnsignedProperties>                   | 
                                             | 
        <UnsignedSignatureProperties>        | 
          (CounterSignature)*                | 
        </UnsignedSignatureProperties>       | 
                                             | 
      </UnsignedProperties>                  | 
                                             | 
    </QualifyingProperties>                  | 
                                             | 
  </ds:Object>                               | 
                                             | 
</ds:Signature>- - - - - - - - - - - - - - - + 
                                             | 
                                          XAdES-BES 
 
 
Fig. A.1 Exemple signatura XAdES-BES 
 
 
Com es pot observar, els elements definits en XML-DSIG estan acompanyats del 
prefix ds, que fa referència a l’espai de noms o namespace utilitzat 
(http://www.w3.org/2000/09/xmldsig#). La resta d’elements definits, són els que 
introdueix aquest nou format, i en principi no estan acompanyats de namespace, 
encara que seria possible afegir-los-hi el corresponent a l’etsi, com per exemple 
en el format XAdES-EPES amb la política de Factura-E. El format XAdES-BES, 
és el format més senzill de signatura XML,  compleix la directiva Europea i 
proporciona integritat i autenticació, però el defecte que té és que no conté 
suficient informació per a la validació de la signatura al cap d’un període de 
temps, com per exemple, informació sobre la revocació del certificat amb el que 
s’ha signat. 
 
 
2. Explicit policy electronic signature (XAdES-EPES) 
 
Una signatura XAdES-EPES, és una signatura que proporciona una extensió a 
la signatura electrònica bàsica per identificar l’ús d’una determinada política. 
Aquesta extensió es veu reflectida en el camp SignedSignatureProperties, on 
s’afegirà l’element SignaturePolicyIdentifier. Aquesta propietat haurà de ser 
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utilitzada per a la validació de la signatura. Es possible que determinades 
polítiques exigeixin l’ús d’altres propietats. 
 
La política de signatura, és una sèrie de normes per a la creació i validació d’una 
signatura electrònica, sota les quals es determinarà la validesa d’aquesta. Una 
política de signatura ha d’estar disponible en format llegible de manera que pugui 
ser avaluada per a complir els requeriments legals i contractuals del context en 
el que està sent aplicada. Per a facilitar l’automatització del procés, es necessari 
que les parts de la política de signatura estiguin en un format de signatura que 
pugui ser processat per un ordinador. En el cas que no estigui definida una 
política dins la signatura, s’assumeix que s’ha generat o verificat sense cap 
restricció de política, per tant, pot ser entregada sense cap significat legal o 
contractual. 
 
L’estàndard XAdES definit per ETSI, especifica dos maneres no ambigües per a 
identificar el seguiment d’una política de signatura determinada. 
La primera és que una signatura electrònica pot contenir un identificador de 
política de signatura junt amb el valor del hash d’aquesta política, per tant es pot 
comprovar que la política utilitzada per el signant és la mateixa que la usada per 
el verificador. 
 
La segona opció descarta la inclusió de l’identificador i hash mencionats. Aquesta 
manera serà possible quan la política de signatura pugui ser derivada de forma 
no ambigua a partir de la semàntica dels objectes que es signen, lleis nacionals, 
o acords contractuals privats, per tant la política de signatura donada haurà de 
ser utilitzada per aquest tipus de contingut. En aquests casos, la signatura 
contindrà un element específic buit indicant que està implicat en la manera 
d’identificar la política en comptes de l’identificador i hash de la primera opció. La 
definició de l’esquema que segueix aquest element és la que és pot apreciar a la 
figura A.2: 
 
<xsd:element name="SignaturePolicyIdentifier" 
type="SignaturePolicyIdentifierType"/> 
<xsd:complexType name="SignaturePolicyIdentifierType"> 
<xsd:choice> 
<xsd:element name="SignaturePolicyId" 
type="SignaturePolicyIdType"/> 
<xsd:element name="SignaturePolicyImplied"/> 
</xsd:choice> 
</xsd:complexType> 
<xsd:complexType name="SignaturePolicyIdType"> 
<xsd:sequence> 
<xsd:element name="SigPolicyId" 
type="ObjectIdentifierType"/> 
<xsd:element ref="ds:Transforms" minOccurs="0"/> 
<xsd:element name="SigPolicyHash" 
type="DigestAlgAndValueType"/> 
<xsd:element name="SigPolicyQualifiers" 
type="SigPolicyQualifiersListType" minOccurs="0"/> 
</xsd:sequence> 
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</xsd:complexType> 
<xsd:complexType name="SigPolicyQualifiersListType"> 
<xsd:sequence> 
<xsd:element name="SigPolicyQualifier" type="AnyType" 
maxOccurs="unbounded"/> 
</xsd:sequence> 
</xsd:complexType> 
 
Fig. A.2 Implementació de la política 
 
 
L’element SignaturePolicyId apareixerà quan la política de signatura estigui 
identificada utilitzant la primera opció que s’ha descrit. L’element SigPolicyId, 
conté un identificador que identifica únicament una versió específica de la política 
de signatura. L’element SigPolicyHash conté l’identificador de l’algorisme de 
hash i el valor del mateix de la política de signatura. L’element SigPolicyQualifier 
pot contenir informació addicional. També es poden afegir transformacions 
addicionals abans de fer el càlcul del hash; el resultat d’aquestes s’emplaçarà en 
l’element ds:Transforms. L’element SignaturePolicyImplied apareixerà quan 
s’utilitzi la segona opció. Aquest element buit indica que els objectes (ds:Object) 
que s’estan signant i altres dades externes impliquen la política de signatura. 
 
 
3. Electronic signature with time (XAdES-T) 
 
Una signatura XAdES-T, és una signatura que incorpora un segell de temps 
segur associat a ella. Pot ser proporcionat a través de la propietat no-signada 
SignatureTimestamp, o una marca de temps de la signatura electrònica 
proporcionada per un proveïdor de serveis de confiança. La diferència entre els 
dos casos és que en la segona opció no s’afegeix cap tag a la signatura XML, 
sinó que serà responsabilitat del proveïdor de serveis de timestamp o TSP, el 
que haurà de garantir la autenticitat de la marca. La signatura XAdES-T es 
construirà a partir d’una signatura XAdES-BES (la qual podrà incloure els camps 
mencionats en l’apartat XAdES-BES) a la que se li afegirà la propietat o element 
SignatureTimestamp. Aquest element encapsularà el valor d’un timestamp referit 
a l’element SignatureValue 
 
  
4. Electronic signature with complete validation data reference 
(XAdES-C) 
 
Una signatura XAdES-C, és aquella que inclou referències per a la validació de 
les dades del signant, per exemple, referències a les CRLs, per comprovar l’estat 
actual del certificat amb el que es va signar. Aquest tipus de signatura, parteix 
de la signatura XAdES-T, afegint-li noves etiquetes al grup de les propietats no 
signades que són CompleteCertificateRefs i CompleteRevocationRefs. En cas 
d’haver atributs del certificat, també s’inclouran les propietats no signades 
AttributeCertificateRefs i AttributeRevocationRefs. 
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L’element CompleteCertificateRefs encapsula una seqüència de referències al 
conjunt de certificats de CA que seran utilitzats per validar la signatura. 
L’element CompleteRevocationRefs contindrà un conjunt de referències a les 
dades de revocació dels certificats del signant i CA. 
 
Els elements AttributeCertificateRefs i AttributeRevocationRefs contindran 
referències al conjunt d’atributs de les autoritats de certificació, i referències al 
conjunt de dades de revocació que s’han utilitzat en la validació dels certificats 
atributs de la signatura. 
 
El fet de guardar les referències, permetrà poder guardar els valors de la cadena 
de certificació i les dades de revocació on es desitgi, reduint així el tamany de 
guardat del format de signatura electrònica. 
 
En la figura A.3 es poden observar les extensions a la signatura electrònica 
bàsica que conformen el format XAdES-T i XAdES-C. 
 
                             XMLDISG 
                                  | 
<ds:Signature ID?>- - - - - - - - +- - - - - - +-+-+ 
  <ds:SignedInfo>                 |            | | | 
    <ds:CanonicalizationMethod/>  |            | | | 
    <ds:SignatureMethod/>         |            | | | 
   (<ds:Reference URI? >          |            | | | 
      (<ds:Transforms>)?          |            | | | 
      <ds:DigestMethod>           |            | | | 
      <ds:DigestValue>            |            | | | 
    </ds:Reference>)+             |            | | | 
  </ds:SignedInfo>                |            | | | 
  <ds:SignatureValue>             |            | | | 
  (<ds:KeyInfo>)? - - - - - - - - +            | | | 
                                               | | | 
  <ds:Object>                                  | | | 
                                               | | | 
    <QualifyingProperties>                     | | | 
                                               | | | 
      <SignedProperties>                       | | | 
                                               | | | 
        <SignedSignatureProperties>            | | | 
        (SigningTime)                          | | | 
        (SigningCertificate)                   | | | 
        (SignaturePolicyIdentifier)            | | | 
        (SignatureProductionPlace)?            | | | 
        (SignerRole)?                          | | | 
      </SignedSignatureProperties>             | | | 
                                               | | | 
      <SignedDataObjectProperties>             | | | 
        (DataObjectFormat)*                    | | | 
        (CommitmentTypeIndication)*            | | | 
        (AllDataObjectsTimeStamp)*             | | | 
        (IndividualDataObjectsTimeStamp)*      | | | 
      </SignedDataObjectProperties>            | | | 
                                               | | | 
      </SignedProperties>                      | | | 
                                               | | | 
      <UnsignedProperties>                     | | | 
                                               | | | 
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        </UnsignedSignatureProperties>         | | | 
          (CounterSignature)*- - - - - - - - - + | | 
          (SignatureTimeStamp)+- - - - - - - - - + | 
          (CompleteCertificateRefs)                | 
          (CompleteRevocationRefs)                 | 
        </UnsignedSignatureProperties>- - - -  +-+ | 
                                               | | | 
       </UnsignedProperties>                   | | | 
                                               | | | 
    </QualifyingProperties>                    | | | 
                                               | | | 
  </ds:Object>                                 | | | 
                                               | | | 
</ds:Signature>- - -  - - - - - - - - - - - - -+-+-+ 
                                               | | | 
                                           XadES-EPES | | 
                                                 | | 
                                           XAdES-T | 
                                                   | 
                                              XAdES-C 
 
Fig. A.3 Esquema XAdES-T i XAdES-C 
 
 
S’ha de notar que, com a mínim, el signant ha de proveir una signatura XAdES-
BES o en el cas de seguir una política específica, la XAdES-EPES. També, per 
a reduir el risc del repudi de la signatura, la indicació de segell de temps segur 
ha de ser tan pròxima com sigui possible al moment de signatura (en el cas que 
el signant no la proveeixi, es possible que l’afegeixi el receptor). Finalment, el 
signant o el proveïdor de serveis de timestamp, pot proveir a més, el format 
XAdES-C, però en cas de no ser-hi, el verificador pot crear-lo quan els 
components de revocació i les dades de validació estiguin disponibles, cosa que 
requerirà un temps d’espera o grace period. Aquest període d’espera permet 
obtenir la informació de revocació del certificat i pot ser estès en el temps, de 
manera que esperant el grace period podem fer una segona comprovació de 
l’estat de revocació. Aquest temps d’espera, permet que es puguin realitzar 
processos de revocació oportuns. 
 
A la figura A.4 es mostra l’esquema del procés, segons l’estàndard ETSI TS 101 
903 v1.3.2. 
 
 
 
Fig. A.4 Procés de revocació de certificats 
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El tres possibles resultats d’una validació de signatura electrònica són els 
següents: invàlida, validació incompleta, vàlida. 
 
El primer d’ells, indica que el format de signatura és incorrecte, o que ha fallat la 
verificació de la signatura digital. 
 
Una resposta del tipus de validació incompleta, es refereix a que el format i la 
verificació són correctes, no obstant no es disposa de suficient informació per 
determinar la validesa de la signatura. En aquest cas, es pot tornar a fer la 
comprovació en un futur en el que ja es disposi d’aquesta informació. 
 
Una resposta vàlida indica que la signatura ha passat el procés de verificació 
satisfactòriament, i que compleix la política de validació de la signatura. 
 
 
5. Extended signatures with time forms (XAdES-X) 
 
Les signatures amb indicacions de temps, estenent de les signatures del tipus 
XAdES-C, incorporant-hi informació amb un segellat de temps, la qual es reflexa 
en dos nous atributs propis d’aquest format: SigAndRefsTimeStamp i 
RefsOnlyTimeStamp. 
 
Es poden definir dos tipus de signatures XAdES-X, depenent del tipus de segellat 
de temps que es faci. En els dos casos, el timestamp cobrirà els elements 
CompleteCertificateRefs i CompleteRevocationRefs. Els segellats de temps 
proporcionen integritat i protecció sobre tota la informació que comprenen. 
Protegeixen certificats, CRLs i respostes OCSP. El XAdES-X de tipus 1 es 
construeix afegint l’element o elements SigAndRefsTimeStamp, cadascun 
contenint un timestamp  de diferent TSA(time stamp authority). Aquests segells 
de temps són calculats en els elements SignatureValue, SignatureTimeStamp, 
CompleteCertificateRefs i CompleteRevocationRefs, mentre que els de tipus 2 
només s’inclouran als 2 últims elements, a través de l’etiqueta 
RefsOnlyTimeStamp. 
 
 
6. Extended long electronic signatures with time (XAdES-XL) 
 
Les signatures del tipus XAdES-X-L, estan basades en el format de signatura 
XAdES-X, estenent-lo afegint els camps CertificateValues i RevocationValues, al 
conjunt de propietats no signades. 
 
Aquests nous camps contindran els valors dels certificats referenciats al camp 
CompleteCertificate refs (CertificateValues) , i les dades de revocació dels 
certificats, en el cas que es doni (RevocationValues). 
 
A la figura A.5 es mostra un exemple dels diferents formats de signatura 
mencionats, de manera que cada forma estén de l’anterior, sent el format bàsic 
el principal(XAdES-BES) 
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Fig. A.5 Esquema signatures XAdES 
 
 
 
 
