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Resumen del Proyecto:
Este proyecto trata de ver las nuevas características que ofrece la nueva versión del simulador 
de redes OMNeT++ 4 y de la simulación de escenarios lo más reales posibles.
En la primera parte, se trata de dar a conocer el software que se va a utilizar, haciendo una 
primera  introducción  del  mismo,  y  continuar  realizando  un  resumen  de  sus  contenidos  más 
significativos. Tras la introducción, se exponen las diferencias gramaticales más importantes de la 
versión actual, con las versiones anteriores. A continuación, se realiza un estudio de la característica 
más importante  de esta  nueva versión:  el  entorno gráfico.  Se describen paso a  paso,  todos los 
nuevos elementos que incorpora el IDE de OMNeT++ basado en eclipse. Para finalizar este primer 
bloque teórico, se da a conocer la información sobre la máquina virtual creada.
En la segunda parte del proyecto, se trata de aprender a simular redes virtuales y a realizar 
estudios con los resultados obtenidos. Se comienza realizando una simulación de una red básica, 
haciendo uso de los elementos más utilizados: ordenadores, hubs, routers y switches. Esta primera 
simulación mencionada, se ha realizado paso a paso, como tutorial, pensada como guía para futuros 
usuarios. A continuación, se han realizado siete prácticas más, para simular con OMNeT++. Para 
estas nuevas prácticas, se ha hecho uso de los guiones de prácticas de la asignatura “Laboratorio de 
programación de redes (LPR)”. El objetivo es crear redes lo más reales posibles. Las prácticas de 
los guiones de LPR que no podían ser simuladas con OMNeT++ se han eliminado, y el resto se han 
re-estructurado y re-escrito.
En los anexos, se incluye la información de instalación de OMNeT++, INET Framework y de 
las librerías necesarias para un correcto funcionamiento.
La realización de este proyecto fin de carrera ha tenido dos objetivos principales. El primero, 
más “teórico”, trata sobre la característica más importante de la nueva versión de OMNeT++, ésta 
es, el entorno gráfico basado en eclipse. Se pretende dar a conocer sus nuevas características y 
funcionalidades.
El segundo objetivo ha sido la realización de simulaciones de redes, lo más reales posibles, y 
posterior estudio. Para la simulación de las redes, se hará uso de los guiones de prácticas de la 
asignatura LPR, y para el estudio de las mismas, se hará uso de los ficheros de registros de eventos 
y de los ficheros vectoriales y escalares.
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1.  - Introducción   OMNeT: 
1.1- Información:
OMNeT ++  es  un  simulador  modular  de  redes  (orientado  a  objetos).  Tiene  una 
arquitectura genérica, por lo que puede ser utilizada en varios dominios de problemas.
• Modelado de redes de comunicación alámbricas e inalámbricas.
• Modelado de protocolos
• Modelado de redes de colas
• Modelado de sistemas multiprocesador y otros sistemas distribuidos
• Evaluación de arquitectura de hardware.
• Y en  general,  puede  ser  utilizado  para  el  modelado  y  simulación  de  sistemas 
mediante intercambio de mensajes.
OMNeT++ en sí mismo no es un simulador de nada concreto, sino que más bien 
proporciona  la  infraestructura  y  herramientas  para  crear  simuladores.  Una  de  las 
características  fundamentales  de  esta  infraestructura  es  la  arquitectura  de  componentes 
modular  de  simulación.  Los  modelos  son  ensamblados  con  componentes  re-utilizables 
denominados módulos. 
Los módulos pueden ser conectados unos con otros a través de puertas (gates), y se 
combinan para formar módulos compuestos. La profundidad de anidación no está limitada. 
La  comunicación entre  módulos  se  realiza  a  través  de  paso  de  mensajes.  Los  módulos 
pueden enviar mensajes predefinidos a lo largo de puertas y conexiones, o directamente a su 
destino, este último es muy útil para, por ejemplo, simulaciones inalámbricas. Los módulos 
pueden tener parámetros, que pueden ser utilizados para personalizar el comportamiento del 
módulo, y/o parametrizar la topología del modelo. Los módulos de nivel mas bajo de la 
jerarquía  se  llaman  módulos  simples  y  encapsulan  el  comportamiento.  Estos,  están 
programados en C++.
Las simulaciones de OMNeT ++ pueden ejecutarse de varias formas. A través del 
entorno gráfico, viendo el paso de mensajes (Tkenv) o a través de la línea de comandos 
(Cmdenv).
El simulador, así como sus interfaces de usuarios y herramientas, son muy portables. 
Pueden ser testeadas en los más comunes sistemas operativos (Linux, Mac, Windows).
OMNEST es la versión con soporte comercial de OMNeT++. OMNeT++ es libre, sólo para 
uso  académico,  sin  ánimo  de  lucro,  para  fines  comerciales  se  necesita  obtener  licencias  de 
OMNEST de Simulcraft Inc (http://www.omnest.com/company.php).
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1.2- Contenidos: Conceptos de modelado:
En  OMNeT++  los  modelos  consisten  en  módulos  que  se  comunican  mediante  paso  de 
mensajes. Los módulos activos se denominan módulos simples, están escritos en C++ y usan la 
biblioteca  de  simulación  de  clases.  Los  módulos  simples  pueden  ser  agrupados  en  módulos 
compuestos, y así sucesivamente. Todo el modelo, llamado Red en OMNeT++, es en sí un modulo 
compuesto. Los mensajes pueden enviarse a través de conexión que se extienden entre los módulos 
o directamente a otros módulos. En la figura 1, las cajas de fondo gris representan los módulos 
simples. La unión de estas representan los módulos compuestos, y las flechas que conectan las cajas 
pequeñas representan las conexiónes y puertas.
Figura 1: Módulos simples y compuestos
(Fuente: http://www.omnetpp.org/doc/omnetpp41/manual/usman.html)
Los módulos se comunican a través de mensajes. Las puertas (gates) son las entradas y salidas 
de la interfaz del módulo. Una puerta de entrada/salida puede ser vinculada con una conexión. Las 
conexiones  se crean dentro de un solo nivel  de la  jerarquía del  módulo:  dentro de un módulo 
compuesto, tendremos puertas correspondientes a los submódulos. Debido a la estructura jerárquica 
del modelo, los mensajes viajan a través de las conexiones, empezando y acabando en módulos 
simples.  Los  módulos  compuestos  actúan  como  “Cajas  de  cartón”  en  el  modelo,  de  forma 
transparente a la transmisión de los mensajes en su interior y el mundo exterior. Los parámetros 
tales como el retardo de propagación, velocidad y tasa de errores de bit, pueden ser asignados en las  
conexiones.  También  se  pueden  definir  tipos  de  conexiones  con  propiedades  específicas 
(denominadas canales) y re-usarlas en otros lugares. Los módulos pueden tener parámetros, que 
sirven principalmente para pasar los datos de configuración en módulos simples, y para ayudar a 
definir la topología del modelo. Los parámetros pueden ser de diferentes tipos: 
• String (cadena)
• Numérico
• Booleano
• etc
El valor de los parámetros puede ser asignado mediante funciones de generación de números 
aleatorios,  de forma interactiva  a  través  del  valor  que  introduzca  el  usuario  (en  el  proceso de 
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ejecución), y también mediante referencia a las expresiones de otros parámetros. 
OMNeT ++ proporciona una herramienta eficiente al usuario para describir la estructura del 
sistema. Las principales características son:
• Jerarquía anidada de módulos.
• Los módulos son instancias de tipos de módulos.
• La comunicación entre los módulos es a través de envió de mensajes.
• Flexibilidad en los parámetros de los módulos.
1.2.1 – Jerarquía de módulos:
    Un modelo de OMNeT++ consta de módulos jerárquicamente anidados, que se comunican a 
través del paso de mensajes. El nivel superior es el módulo del sistema, éste, contiene submódulos, 
que pueden a su vez, contener submódulos. La profundidad de la anidación no se limita.
La estructura del modelo se describe mediante el lenguaje NED.
Los módulos que contienen submódulos se denominan módulos compuestos, a diferencia de los 
módulos simples, que están en el nivel más bajo de la jerarquía de módulo. 
1.2.2 – Tipos de módulos:
Ambos  módulos,  simples  y  compuestos,  son  ejemplos  de  tipos  de  módulo.  Al  describir  el 
modelo, el usuario define los tipos de módulos, las instancias de estos tipos de módulos sirven como 
componentes para los tipos de módulos más complejos. Por último, el usuario crea el módulo de 
sistema como una instancia de un tipo de módulo previamente definido.
Cuando un tipo de módulo es utilizado como un bloque, no hay distinción si se trata de uno 
simple o de uno compuesto. 
Los tipos de módulos pueden ser almacenados en archivos separados del lugar de uso real. Esto 
significa  que  el  usuario  puede  agrupar  los  tipos  de  módulos  existentes  y  crear  bibliotecas  de 
componentes. 
1.2.3 – Mensajes, puertas y enlaces:
En una simulación de redes de computadores, los mensajes representan los paquetes que se 
envían por la  red.  Los mensajes  pueden contener  estructuras  de datos  complejas.  Los módulos 
simples se pueden enviar mensajes directamente a su destino o a lo largo de una ruta predefinida, a 
través de puertas y conexiones. 
Las Gates (puertas) son interfaces de entrada y salida de los módulos. Los mensajes se envían a  
través de puertas de salida y llegan a través de puertas de entrada.
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Cada conexión (connection, link) se crea en un solo nivel de la jerarquía del módulo. Dentro de 
un modulo compuesto, se pueden conectar las puertas correspondientes de dos submódulos, o una 
puerta de un submódulo y una puerta del modulo compuesto.
Debido a la  estructura jerárquica del  modelo,  los mensajes  viajan a través  de una serie  de 
conexiones, para comenzar y terminar en módulos simples. 
1.2.4 – Modelado de transmisión de paquetes:
A las conexiones se les pueden asignar tres parámetros que facilita el modelado de redes de 
comunicación: retardo de propagación, tasa de error de bit y velocidad de datos. 
• Retardo de propagación: Cantidad de tiempo que se retrasa la llegada del mensaje cuando se 
viaja a través del canal.
• Tasa de error especifica: Probabilidad de que algo esté mal transmitido, y permite la simple 
elaboración de modelos de canal ruidoso.
• Velocidad de datos (bits/segundo): Se utiliza para calcular el tiempo de transmisión de un 
paquete.
Los tres son opcionales. Se pueden especificar los parámetros de conexión de forma individual 
para cada conexión, o definir tipos de enlace (canales) y utilizarlos en todo el modelo completo. 
1.2.5 – Parámetros:
Los módulos pueden tener parámetros, que pueden ser asignados o bien en los archivos NED o 
en el archivo INI (archivo de configuración).
     Los  parámetros  pueden  ser  utilizados  para  personalizar  el  comportamiento  de  un  módulo 
simple.
Los  parámetros  pueden  ser  strings,  numéricos  o  valores  booleanos.  Los  valores  numéricos 
pueden  ser  asignados  a  través  de  funciones  de  generación  de  números  aleatorios,  llamadas  a 
funciones de C++, etc.
Los parámetros numéricos pueden ser utilizados para la construcción de topologías flexibles.  
Dentro de un modulo compuesto,  los parámetros pueden definir  el  número de submódulos, 
número de puertas y conexiones, etc.
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1.3.- Diferencias entre versión 4 y anteriores:
1.3.1.- Descripción general:
Los modelos de simulación escritos para OMNeT++ 3 no se pueden utilizar directamente con 
OMNeT++ 4 o posteriores, debido a cambios en los ficheros C++, NED, INI y msg.
1.3.2.- Archivos NED:
El lenguaje NED fue revisado de manera significativa, y además de cambiar a una sintaxis más 
coherente,  también se amplió con conceptos nuevos y potentes:  la  herencia,  los módulos  y las 
interfaces del canal, las conexiones bidireccionales, la estructura del paquete, etc.
Los siguientes puntos de la lista son los más importantes:
• La sintaxis de los parámetros y las declaraciones de las puertas han cambiado de estilo,  de 
Pascal a C++. 
• Se hace  uso de las  llaves  { },  como apertura y cierre  de  estructuras  de  la  red.  Se han 
sustituido las palabras 'clave', “endmodule”, “endnetwork”, por llaves de cierre.
• El tipo de parámetro “numeric” ya no existe,  y debe ser reemplazado con int  o double 
dependiendo del uso de parámetros. 
• Se  ha  creado  la  sintaxis  @display(...),  donde  se  puede  introducir,  entre  otras  cosas,  el 
número de columna (x), fila (y) e icono del módulo dentro de la red. Por ejemplo: 
@display("p=29,28;i=device/pc");
• La palabra  clave  “input” ha sido borrada,  y  la  cadena de parámetros  del  sistema se ha 
convertido en una propiedad: @prompt(...) .
• La palabra clave “ref” ha sido borrada,  porque los parámetros son siempre pasados por 
referencia. 
• La sección “gatesizes” ha sido renombrada a “gates”.
• No hay más conversión implícita entre bool y long/double 
• Las declaraciones “import” se refieren a paquetes completos o nombres de instancias de 
archivos.
• Puede colocar submódulos directamente en una red en lugar de crear un módulo compuesto 
por separado declarándolo como que es una red.
1.3.3.- Archivos de mensaje (MSG):
• La sintaxis de la propiedad de campo se ha cambiado para que sea igual a  los archivos 
NED. 
1.3.4.- Archivos de inicialización (INI):
• Las secciones [Cmdenv] [Tkenv] [Parameters] [Partitioning] [OutVectors] ya no existen, y 
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su contenido debe ser copiado en la sección [General].
• Las opciones de configuración de  [Cmdenv] y  [Tkenv] han sido precedidos de  cmdenv- 
tkenv- respectivamente. 
• Las secciones [Run 1], [Run 2], ... ya no se utilizan y deben convertirse en configuraciones 
con nombre: [Config First], [Config Second], etc. Los números de ejecución no se refieren a 
las secciones de configuración, sino a los números de iteración. 
• La opción cmdenv-express-mode es por defecto a true en lugar de false.
• La mayoría de las opciones en la sección [Tkenv] se han eliminado, excepto las siguientes: 
tkenv-default-run, tkenv-image-path, tkenv-plugin-path .
• La opción tkenv-default-run se utilizaba para referirse a una sección. Ahora se refiere a un 
número de iteración, por lo que sólo tiene sentido junto con tkenv-default-section.
• La opción preload-ned-files ha sido eliminada, ya que en la versión 4, los archivos NED se 
cargan desde los directorios en la ruta de la NED. (La ruta de la NED es una cadena que  
contiene una lista de directorios y puede venir de la variable de entorno NEDPATH, desde 
una opción de línea de comandos o de la opción ned-path del fichero ini. Para los modelos 
de simulación de un solo directorio, el valor por defecto debería ser suficiente).
• En la versión 3, la opción network se estaba refiriendo a un tipo de NED cargada de uno de 
los archivos especificados en la opción preload-ned-files. En la versión 4, se especifica un 
nombre cualificado para un tipo de la NED, que deberá estar disponible en los directorios 
especificados en la  opción de  ned-path.  En la  mayoría  de los  casos,  la  opción network 
funcionará sin modificaciones. 
1.3.5.- Makefiles:
La generación de makefile y el proceso de creación han sido reescritos. En particular, un único 
comando opp_makemake -- deep  puede sustituir a complicados sistemas de Makefile.
El generador de Makefile puede generar tres tipos de makefiles: 
• Local (por defecto): sólo las fuentes del directorio actual se incluirán, los subdirectorios 
serán ignorados. Este modo se recomienda para proyectos de directorio. 
• Recursivo  (--recurse)  incluye  los  archivos  del  directorio  actual  y  llama  a  todos  los 
subdirectorios. Los Makefiles deben existir en todos los subdirectorios. 
• Deep (--deep) este es el modo preferido para proyectos de múltiples directorios. 
1.3.6.- Código C++ (ficheros cc/h):
Esto es sólo un breve resumen de los cambios de la API desde la versión 3. 
• Se han cambiado los nombres de algunos métodos:
• cObject pasa a llamarse cOwnedObject.
• Cpolymorphic pasa a llamarse cObject
• etc.
• Se ha añadido el verbo get a casi todos los métodos:
• getSrcAddress();
• getDestAddress();
• etc.
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• Se introducen puertas (gates) InOut. Hasta ahora eran In o Out.
• Se introduce la clase cComponent, una clase común para cModule y cChannel. Algunos 
nuevos métodos:
• isModule();
• getNedTypeName();
• etc.
• Se renombra  cBasicChannel  por  cDatarateChannel  y  se  añade cIdealChannel,  canal  que 
permita el envío de mensajes sin ningun cambio y sin demora.
• Se cambia  el  manejo  en  las  excepciones.  Ahora  todas  las  excepciones  son subclase  de 
std::exception.
• A la clase cOutVector se le añaden los siguientes métodos:
• virtual void setEnum (const char *registeredEnumName)
• virtual void setEnum (cEnum *enumDecl)
• virtual void setType (Type type)
• virtual void setInterpolationMode (InterpolationMode mode)
• virtual void setMin (double minValue)
• virtual void setMax (double maxValue)
• La clase cDisplayString ha sido modificada notablemente.
• Los métodos head()/tail() han sido eliminado de la clase cQueue, y han sido creados los 
métodos back()/front().
1.3.7.- Variables de entorno:
• La  variable  de  entorno  OMNeTPP_BITMAP_PATH  ha  sido  renombrada  a 
OMNeTPP_IMAGE_PATH.  El  sistema  comprobará  ésta  en  tiempo  de  ejecución,  e 
imprimirá una advertencia si la variable vieja aún está presente. 
1.3.8.- Opciones de línea de comandos:
• -f ahora es opcional cuando se especifica un archivo ini.
• -r se refiere ahora a un número de ejecución en lugar de una configuración de llamada en el 
archivo INI, por lo que -r sólo tiene sentido con -c (que selecciona la configuración).
• Se puede usar la opción -h all para obtener información detallada acerca de una simulación 
ejecutable (o opp_run -h all para obtener información acerca de OMNeT++ ) .
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2.- Información sobre el IDE de OMNeT++ 4:
2.1.- Introducción:
El entorno de desarrollo integrado (Integrated Development Environment, IDE) de OMNeT++ 
4 está basado en la plataforma de Eclipse, y extiende nuevos editores y vistas.
OMNeT++ añade funcionalidad para crear y configurar modelos (ficheros NED y ini), realizar 
ejecuciones por lotes y analizar los resultados de las simulaciones.
La figura 2, muestra los componentes más importantes de el IDE de OMNeT++.
Figura 2: Componentes más importantes del interfaz gráfico
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2.2.- El editor NED:
El editor NED puede editar ficheros NED tanto gráficamente como en modo texto, y el usuario 
puede cambiar entre los modos tantas veces como desee, haciendo uso de las pestañas de la parte 
inferior de la ventana.
2.2.1.- El editor NED en modo gráfico (Design):
En  el  modo  gráfico,  se  pueden  crear  módulos  compuestos,  canales  y  otros  tipos  de 
componentes. Se pueden crear submódulos utilizando la paleta de los módulos disponibles. Las 
propiedades visuales y no-visuales se pueden modificar en la vista de propiedades (parte inferior 
izquierda) o por diálogos invocados desde el menú de contexto. El editor ofrece muchas opciones, 
como hacer/deshacer, clonación de objetos, mover y re-dimensionar, alineación de los objetos y 
zoom. 
Las características gráficas que se pueden editar son: imagen de fondo, rejilla de fondo, iconos 
por defecto, tamaño y color de los iconos, rango de transmisión, etc.
En la figura 3, se muestra un ejemplo de como representa el editor NED en modo gráfico un 
módulo compuesto (Router) y sus submódulos.
Figura 3: Editor NED en modo gráfico
2.2.2.- Vista propiedades:
La  vista  propiedades,  permite  al  usuario  editar  las  propiedades  de  objetos  gráficos  y  no-
gráficos.  Las celdas del editor facilitan la selección de colores, iconos, etc. Hacer/deshacer también 
está soportado. Las propiedades de la vista también se utilizan con otros editores, como el editor de 
análisis de resultados, donde se permite al usuario personalizar los cuadros y otros objetos.
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Figura 4: Vista propiedades
2.2.3.- El editor NED en modo texto (Source):
El modo texto permite al usuario trabajar con la fuente de la NED directamente. Haciendo 
doble click sobre cualquier módulo muestra todo su contenido (parámetros, puertas, conexiones, 
submódulos, etc.). La información sobre el módulo también se puede leer posicionando el cursor 
sobre éste. La fuente de la NED está continuamente analizándose y validándose a medida que el  
usuario está escribiendo, y los errores se muestran en tiempo real en el margen izquierdo. 
 
2.2.4.- Vista Outline:
La vista Outline, muestra la estructura de los ficheros NED tanto gráfica como textualmente y 
también permite la navegación. 
Figura 5: Vista Outline
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2.2.5.- Otras vistas:
La vista Module Hierarchy y la vista NED Parameters también pueden ser utilizadas con el 
editor NED y muestran toda las propiedades que posee el módulo, así como todos sus valores.
2.3.- El editor de fichero INI:
El  editor  de  fichero  INI  permite  al  usuario  configurar  los  modelos  de  simulación  para  su 
ejecución. Es configurable a través de formularios y del modo texto.
2.3.1.- El editor de fichero INI en modo gráfico (Form):
El editor  de fichero INI soporta  todas  las opciones de simulación y ofrece estas  en varios 
formularios, organizados por pestañas. La descripción y los valores por defecto son mostrados y 
pueden hacerse persistentes para facilitar la lectura.
Figura 6: Editor INI modo gráfico
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2.3.2.- El editor de fichero INI en modo texto (Source):
El editor de texto permite al usuario trabajar con el fichero ini directamente, lo cuál es más 
eficiente  para  los  usuarios  avanzados  que  a  través  de  los  formularios.  Soporta  ilimitados 
hacer/deshacer,  colores  de  sintaxis,  configuración  de  herramientas,  valores  y  parámetros  de 
módulos (Ctrl+Espacio permite ver las funciones disponibles). Todo lo que escribe el usuario, es 
analizado  constantemente  para  comprobar  posibles  errores/advertencias  en  tiempo  real  (las 
advertencias permiten la ejecución de la simulación).
Figura 7: Editor INI modo texto
El editor considera todas las declaraciones en el NED (módulos simples, módulos compuestos, 
canales,  etc.)  y permite  explotar  toda esa información para ofrecer  diagnósticos  y asistencia  al 
usuario. 
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2.3.3.- Ventana de diálogo para añadir opciones al INI:
Para acelerar el proceso de creación de ficheros ini desde el principio, el editor ofrece añadir 
opciones al fichero ini a través de un cuadro de diálogo. Tras seleccionar Ok, el editor insertara las 
opciones a todos los parámetros NED abiertos. El usuario solo tendrá que añadir los valores.
Figura 8: Ventana de diálogo para añadir opciones al INI
2.3.4.- Vista Module Hierarchy (Módulo de Jerarquía):
La vista Module Hierarchy muestra la jerarquía de submódulos en la actual configuración de la 
red, junto con los parámetros del módulo. Se muestra cómo los parámetros del módulo obtienen sus 
valores (del NED, mediante la  aplicación de un valor  predeterminado del NED, o a  través del 
fichero  ini).  Es  posible  resolver   casos  sencillos  donde un tipo  de  submódulo  proviene  de  un 
parámetro string. Al utilizar el menú contextual, el usuario puede ir a las declaraciones del módulo 
NED, submódulos, parámetro, gate, etc. o al lugar donde el parámetro tome su valor (en el fichero 
NED o ini).
2.3.5.- Vista de parámetros NED:
Por defecto, la vista de parámetros NED muestra la tabla de todos los parámetros NED sin 
asignar, en la configuración actual de la red, pudiéndose cambiar para mostrar todos los asignados o 
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no asignados. Para los parámetros asignados, muestra cómo ellos obtienen sus valores (a través de 
NED, por los valores por defecto de los NED, o por los ficheros ini). 
Figura 9: Vista de parámetros
2.3.6.- Vista de problemas:
La vista de problemas, presenta errores, advertencias y mensajes de información en los ficheros 
NED, ficheros ini, y otros archivos (*.cc *.h) de una manera unificada . Haciendo doble click sobre 
un objeto se abrirá el documento y localizará el error. Los contenidos de la vista pueden ser filtrados 
de varias formas (archivo actual, proyecto actual, todos los proyectos, etc.) 
Figura 10: Vista de problemas
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2.4.- Inicio de la simulación:
El IDE de OMNeT++ permite hacer simulaciones directamente del entorno integrado. Es 
posible  ejecutar  simulaciones  como  si  fuese  una  aplicación  C/C++.  El  usuario  también  puede 
ejecutarla como una aplicación autónoma Tkenv/Cmdenv.
Figura 11: Configuración de la ejecución
2.4.1.- Configuración de la simulación:
En el IDE de Eclipse, las diferentes formas de ejecutar una simulación se determinan en el 
lanzamiento de la ejecución. Hay varios tipos de lanzamiento de la ejecución: aplicación C/C++, 
aplicación Java, etc. Para iniciar un programa por primera vez, el usuario crea una instancia de una 
configuración  de  lanzamiento,  rellenando  un  formulario  (nombre  del  programa,  directorio  de 
trabajo, nombre de la configuración, etc.) y seleccionando Run (Ejecutar). OMNeT++ da opción a 
simulación gráfica (Tkenv) o por línea de comandos (Cmdenv); por defecto es gráfica.
2.4.2.- Vista Consola:
Cada proceso de ejecución envía la información de salida a un buffer de la consola, donde el 
usuario podrá revisar toda la información resultante cuando la simulación haya terminado.
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2.5.- Secuencia gráfica:
2.5.1.- Introducción:
El núcleo de simulación de OMNeT++ es capaz de registrar los eventos ocurridos durante el 
transcurso  de  la  simulación.  El  resultado  es  un  archivo  de  registro  de  sucesos  que  contiene 
información detallada de la simulación. Más adelante esa información puede ser usada para varios 
propósitos, tales como la visualización de intercambio de mensajes entre módulos. El formato del 
archivo es un texto basado en líneas para facilitar el procesamiento por herramientas externas.
Figura 12: Gráfico de eventos
2.5.2.- Vista registro de eventos:
La tabla de eventos muestra el contenido de un archivo de eventos registrados durante una 
simulación. Es compatible con notaciones descriptivas, filtros de eventos, búsqueda de texto libre, 
marcadores, y opciones de navegación especial, tales como “ir a tiempo de simulación” o de llegada 
de mensajes. La tabla de registro de eventos soporta el mismo filtro que la secuencia gráfica.
Figura 13: Tabla de eventos
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2.6.-  Scave (Análisis de resultados):  
2.6.1.- Introducción:
Scave es la herramienta de análisis de resultados de OMNeT++ y su tarea es ayudar al 
proceso de usuario a visualizar los resultados guardados de la simulación en archivos vectoriales y 
escalares.  Scave  está  diseñado  para  que  el  usuario  pueda  trabajar  igual  de  bien  tanto  en  las 
simulaciones simples (uno o dos ficheros) como en las simulaciones por lotes (varios cientos de 
archivos en directorios diferentes). 
Scave se implementa como un editor de páginas multiples.
2.6.2.- Inputs (ficheros vectoriales y escalares (*.vec y *.sca)):
La primera página (pestaña), muestra los ficheros de resultados de salida, que sirven como 
entrada para el análisis. La ventana superior muestra qué archivos van a ser seleccionados para el 
análisis,  pudiéndose  utilizar  caracteres  comodín.  La  ventana  inferior  muestra  que  ficheros 
coincidieron con las condiciones especificadas en la parte superior,  y realmente, los ficheros que 
van a ser leídos. 
Figura 14: Pestaña Inputs
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2.6.3.- Browse data:
La segunda página (pestaña), muestra los resultados (vectoriales, escalares e histogramas) de 
todos los  ficheros  en tablas  y permite  al  usuario  navegar  por  ellos.  Los resultados  pueden ser 
clasificados y filtrados. El filtrado simple es posible con las cajas de texto, o cuando esto no es 
posible, el usuario puede escribir arbitrariamente filtros complejos.
Los datos filtrados o seleccionados, pueden ser inmediatamente representados gráficamente.
Figura 15: Pestaña Browse Data
2.6.4.- Plot:
Los resultados anteriormente filtrados o seleccionados, puede ser representados en diversos 
formatos, gráfica lineal, de barras, etc. En todas ellas se incluye una leyenda.
Figura 16: Gráfica lineal
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2.7.-  Información sobre la máquina virtual:  
Para la creación de la máquina virtual, se ha escogido "ubuntu-10.04.1-server-i386", por su 
escaso espacio en disco requerido (192Mb RAM y 1Gb espacio disco). A partir de su instalación, se 
han instalado unos paquetes básicos, para poder trabajar con OMNeT++.  Los paquetes básicos son 
los siguientes: 
" sudo aptitude install x-window-system-core gnome-core gdm firefox synaptic 
gnome-app-install "
2.7.1.- X Window System core components:
Este metapaquete proporciona los componentes  para una estación de trabajo autónoma que 
ejecute el sistema de ventanas X, es decir, dota de una interfaz gráfica al sistema. Proporciona las  
bibliotecas  de X,  un servidor  de X, un conjunto de tipografías y un grupo de clientes  de X y 
utilidades básicos. 
2.7.2.- Gnome core:
Proporciona de los componentes más esenciales del entorno de escritorio GNOME.
Este paquete depende de un conjunto básico de programas, incluyendo un gestor de archivos, 
un visor de imágenes, un editor de texto y otras herramientas básicas. 
2.7.3.- GDM:
Gdm proporciona el equivalente al mensaje «login: » para interfaces en X. Muestra una ventana 
de entrada al sistema e inicia una sesión de las X. 
La ventana de bienvenida se ha escrito usando las bibliotecas de GNOME y de ahí que parezca 
una aplicación de GNOME. Por omisión, la bienvenida es ejecutada por un usuario sin privilegios 
por seguridad. 
2.7.4.- gnome-app-install:
Por  defecto  brinda  una  interfaz  mas  amigable  para  nuevos  usuarios  que  Synaptic.  Varias 
distribuciones populares hacen uso de esta herramienta para poder brindar simplicidad y resaltar las 
aplicaciones al momento de explorar los repositorios de software.
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3.- Simulación paso a paso:
3.1.- Introducción:
En este apartado se va a crear un escenario básico para su posterior simulación y estudio.
El escenario será el de la figura 17.
Figura 17: Topología de la red
Como se observa, se dispone de los siguientes dispositivos hardware:
- 3 ordenadores
- 2 routers
- 1 Hub
- 1 Switch
3.2.- Paso a Paso:
Se abre una terminal y se teclea “omnetpp” para lanzar el programa. 
Durante la carga del mismo, se indicará el espacio de trabajo sobre el cuál se va a trabajar (se 
crea una nueva carpeta en la que se trabajará).
Una vez el programa esté cargado, se va a importar INET Framework para su posterior uso.
- File > Import.
En la siguiente ventana:
- General > Existing Project into workspace y se selecciona 'Next'.
Se selecciona el directorio inet de nuestro disco duro, se confirma en la ventana inferior y se 
selecciona 'Finish'. Ya se tendrá INET importado en el espacio de trabajo para que cualquier otro 
proyecto pueda hacer referencia a él.
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Se crea un nuevo proyecto:
- File > New > OMNeT++ Project
Se teclea el  nombre del  nuevo proyecto (para este  primer proyecto,  se ha nombrado como 
'pasoapaso') y se selecciona 'Next', en la siguiente ventana, se selecciona 'Empty project' y 'Finish.
En la ventana superior izquierda (Project explorer o Navigator), aparecerá el proyecto creado.
Además de la carpeta del proyecto, en su interior, aparecerá un fichero llamado 'package.ned', 
en este fichero se describirá posteriormente la red.
(Si se desea, se puede renombrar el fichero, pero si se hace, se deberá borrar la línea: 'package 
pasoapaso;', desde modo texto del mismo fichero).
Como se va a hacer uso de INET Framework, se va a relacionar el proyecto creado con el  
proyecto de INET, para esto, con el botón derecho sobre la carpeta del proyecto > 'Properties'. En la  
nueva ventana se selecciona 'Project References',  se selecciona inet y se presiona 'Ok'.  En este 
instante, el proyecto ya estará referenciado a INET y se podrá hacer uso de todos los dispositivos 
que proporciona (standardhost, etherhub, etherswitch, router, etc.).
3.2.1.- Descripción de la red, fichero NED:
El fichero NED, es el fichero donde se va a describir la estructura de la red. En este se indicará 
los módulos y submódulos que van a tomar parte en la simulación, así como la conexión entre los 
mismos y los canales de transmisión. O lo que es lo mismo, los dispositivos que van a participar 
(PCs, switches, hubs, etc.), sus interfaces, las conexiones entre ellos, etc.
Para  la  realización  del  escenario,  se  utilizarán  los  dos  modos  posibles  para  la  edición  del 
mismo, tanto gráfico (Design), como modo texto (Source). 
La manera de proceder  en modo gráfico será seleccionando el  módulo deseado de la  parte 
derecha (figura 18. Palette, Types y Submodules) y haciendo un segundo click en el fichero ned (la 
misma finalidad que drag&drop).
Figura 18: Paleta, tipos y submodulos
- 25 -
Se  hace  doble  click  sobre  'Package.ned'  (o  botón  derecho  sobre  el  fichero  >  Open)  y  se 
posiciona en modo diseño.
Se selecciona Types > 'Network – Create a network type'. Una vez seleccionado, se realiza un 
segundo click sobre el fichero NED, para que la network sea creada. Se selecciona la red, y se 
renombra para que tenga un nombre más significativo (vista propiedades > name, parte inferior 
izquierda). Además del nombre, se puede cambiar múltiples propiedades (color, tamaño, etc.).
Ahora se van a agregar a la red los diferentes dispositivos que van a estar presentes, del mismo 
modo que se creó la network.
Submodules > standardhost (x3)
Submodules > etherHub
Submodules > etherSwitch
Submodules > router (x2)
Se renombran los objetos.
Standardhost = PCA
Standardhost1 = PCB
Standardhost2 = PCC
etherHub = Hub
etherSwitch = Switch
Una vez que se tengan todos los dispositivos renombrados, se va a configurar, en cada uno de 
ellos, el número de interfaces que van a tener.
Se pasa a modo texto (Source).
El fichero tendrá un aspecto similar a éste:
(Omitiendo la parte de las importaciones de inet)
“ network pasoapaso
{
    @display("bgb=515,359");
    submodules:
        PCA: StandardHost {
            @display("p=73,312");
        }
        PCB: StandardHost {
            @display("p=161,312");
        }
        PCC: StandardHost {
            @display("p=455,119");
        }
        router: Router {
            @display("p=112,119");
        }
        router1: Router {
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            @display("p=240,119");
        }
        Switch: EtherSwitch {
            @display("p=351,118");
        }
        Hub: EtherHub {
            @display("p=112,214");
        }
}”
Para configurar los interfaces de cada dispositivo se tendrá que añadir en cada uno de ellos, una 
sección llamada 'gates', donde se indicará el tipo de interfaz y la cantidad de los mismos.
Tipo de interfaces:
ethernet → ethg[x]
point to point → pppg[x]
[x] → indica, el número de interfaces
Añadiendo los datos en el fichero, el resultado será:
“ network pasoapaso
{
    @display("bgb=515,359");
    submodules:
        PCA: StandardHost {
            @display("p=73,312");
            gates:
                ethg[1]; //Un interfaz ethernet
        }
        PCB: StandardHost {
            @display("p=161,312");
            gates:
                ethg[1];
        }
        PCC: StandardHost {
            @display("p=455,119");
            gates:
                ethg[1];
        }
        router: Router {
            @display("p=112,119");            
            gates:
                ethg[1]; //Un interfaz ethernet y
                pppg[1]; //un interfaz point to point
        }
        router1: Router {
            @display("p=240,119");            
            gates:
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                ethg[1];
                pppg[1];
        }
        Switch: EtherSwitch {
            @display("p=351,118");
            gates:
                ethg[2]; //Dos interfaces ethernet
        }
        Hub: EtherHub {
            @display("p=112,214");
            gates:
                ethg[3];
        }
}”
Se va a proceder a realizar las conexiones entre los interfaces de los dispositivos, es por este 
motivo,  por el cual se ha configurado el número de interfaces de cada uno de manera manual,  
aunque OMNeT++ también permite la gestión de los interfaces de manera automática.
Se cambia a modo diseño.
En la sección Palette > Connection se observa una flecha negra. Si se selecciona aparecerán 
varios tipos de conexiones:
- IdealChannel
- ethernetline
- pppline
- etc.
Figura 19: Tipos de conexiones 
Se seleccionarán unas u otras dependiendo del tipo de escenario que se quiera simular.
La  conexión  entre  los  routers  será  “pppline”,  mientras  que  el  resto  de  conexiones  serán 
“Connection”.
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Para ver los valores de la conexión, seleccionando el nombre de la conexión (p.ej pppline), en 
el fichero NED – modo texto -, con Ctrl presionado, se podrá ver sus valores.
Tras realizar las conexiones se pasa a modo texto y se observa la sección 'connections', mostrará 
un aspecto similar a este:
“ connections:
        router.pppg[0] <--> pppline <--> router1.pppg[0];
        router1.ethg[0] <--> Switch.ethg[0];
        Switch.ethg[0] <--> PCC.ethg[0];
        router.ethg[0] <--> Hub.ethg[0];
        Hub.ethg[0] <--> PCA.ethg[0];
        Hub.ethg[0] <--> PCB.ethg[0];“
Se debe corregir manualmente las interfaces de los dispositivos, ya que por ejemplo, el Hub, 
tiene 3 dispositivos conectados a su interfaz ethernet[0].
Tras la corrección manual:
“ connections:
        router.pppg[0] <--> pppline <--> router1.pppg[0];
        router1.ethg[0] <--> Switch.ethg[0];
        Switch.ethg[1] <-->  PCC.ethg[0];
        router.ethg[0] <-->  Hub.ethg[2];
        Hub.ethg[0] <-->  PCA.ethg[0];
        Hub.ethg[1] <-->  PCB.ethg[0]; “
En este punto, ya se tiene todo el aspecto “físico” de la red creado, ahora toca configurar 
cada uno de los dispositivos (direcciones IP, máscaras, redes, subredes, tabla de rutas, etc.)
3  .2.2.- Configuración de los dispositivos, ficheros mrt:  
Los  ficheros  con  extensión  'mrt'  son  ficheros  donde  se  guarda  la  configuración  de  los 
dispositivos. Donde se indica la dirección IP, la máscara, la tabla de rutas, etc.
Se crearán tantos ficheros como dispositivos configurables, es decir, standardhost, routers, etc.
Se crean 5 ficheros .mrt:
- PCA.mrt
- PCB.mrt
- PCC.mrt
- router.mrt
- router1.mrt
Para crear los ficheros, con el botón derecho sobre la carpeta del proyecto:
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- New > File.
Se introduce el nombre y extensión del fichero y 'Finish'.
Figura 20: Proyecto pasoapaso
Para esta simulación, se dispone de la red 10.3.32.0/24.
La cual se dividirá en 3 subredes:
- Red A → 10.3.32.0 / 26
- Red B → 10.3.32.64 / 26
- Red C → 10.3.32.128 / 26
La Red A contiene:
- PCA
- PCB
- Hub
- router (Interfaz eth[0])
La Red B contiene:
- PCC
- Switch
- router1 (Interfaz eth[0])
La Red C contiene:
- router (Interfaz ppp[0])
- router1 (Interfaz ppp[0])
Los ficheros de configuración de dispositivos (*.mrt), son de la siguiente forma:
(Las lineas precedidas de # son comentarios)
# filename: nombredispositivo.mrt
ifconfig:
# interface x to dispositivo
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name: Nombre interfaz
    inet_addr: Direccion IP
    Mask: Mascara de Red
    MTU: Unidad maxima de transmision
    Groups: Direcciones de grupo multicast
ifconfigend.
route:
#Destination     Gateway     Genmask          Flags     Metric         Iface
red destino     P.salida   mascara de red     flag      metrica      interfaz
routeend.
En el apartado de ifconfig, se encuentran los siguientes parámetros:
Name: Nombre del interfaz (p. ej. eth0, ppp0 …)
inet_addr: Dirección IP
Mask: Máscara de la red
MTU: Maximum Transfer Unit – Unidad máxima de transmisión
Groups: Direcciones de grupo multicast
En la sección route:
Destination: Red destino
Gateway: Puerta de salida
Genmask: Máscara de la red
Flags: Denota el tipo de router:
- H (host), router directo
- G (gateway), router remoto
Metric: Métrica de la ruta
Iface: Interfaz de salida hacia la red destino.
Se configurarán los ficheros de acuerdo a las redes disponibles.
El fichero de configuración del dispositivo PCA, será muy similar al siguiente:
# filename: PCA.mrt
ifconfig:
# interface 0 to Hub
name: eth0
    inet_addr: 10.3.32.1
    Mask: 255.255.255.192
    MTU: 1500
ifconfigend.
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route:
#Destination     Gateway          Genmask     lags  Metric   Iface
default:         10.3.32.3        0.0.0.0      G      0      eth0
routeend.
Y el fichero de configuración del router (con sus 2 interfaces), será:
# filename: router.mrt
ifconfig:
# interface 0 to Hub
name: eth0
    inet_addr: 10.3.32.3
    Mask: 255.255.255.192
    MTU: 1500
    
# interface 0 to router1
name: ppp0
    inet_addr: 10.3.32.129
    Mask: 255.255.255.192
    MTU: 1500
ifconfigend.
route:
#Destination     Gateway          Genmask   Flags  Metric    Iface
default:         10.3.32.130     0.0.0.0     H      0        ppp0
routeend.
En este punto, ya se tendrán todos los dispositivos configurados.
3.2.3.- Configuración del fichero de inicialización de la simulación, INI
Para crear un fichero de inicialización, botón derecho sobre la carpeta del proyecto:
- New > Inicialization File (ini).
Este fichero, se puede editar de dos modos diferentes:
- A través de formularios (Form)
- En modo texto (Source)
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A usuarios nuevos les resultara más sencillo la edición del fichero a través del modo 'Form', 
pero para usuarios avanzados es más eficiente la edición en modo texto.
Se realizará la edición en modo 'Form'.
Figura 21: Asignación de parámetros en el INI
Se comienza a editar el fichero:
Es muy probable que tras crear el fichero muestre un error. Esto es debido a que el fichero no 
hace referencia a ninguna network (red). 
En la sección 'General', dentro de la paleta 'Network', se inicializará el valor de 'Network to 
simulate', para indicar la red que queremos simular, en este caso 'pasoapaso'. Tras darle el valor, el 
error que mostraba el fichero desaparecerá. Otra paleta importante dentro de la sección 'General' es 
'Stopping condition', donde se podrá determinar el tiempo límite de simulación y el tiempo límite de 
CPU.
Como se trata de crear una simulación para poder estudiar después sus vectores de salida, así 
como su registro de eventos,  en la sección 'Event Log',  paleta  'Eventlog',  se marcará la casilla 
'Enable eventlog recording', para que todos los eventos que tenga la simulación sean guardados.
Todos los ficheros de datos que se obtengan como salida de la simulación serán almacenados en 
la carpeta 'results', dentro de la carpeta del proyecto.
Por  último,  en  la  sección  'Parameters',  se  va  a  vincular  cada  dispositivo  a  su  fichero  de 
configuración creado.
Se selecciona 'Add...',  en la primera opción 'Section',  aparecerá un cuadro desplegable. Este 
sirve para cuando se tenga más de una configuración de la red, se seleccione cuál de ellas se va a 
simular (p.ej [Config uno], [Config dos], etc.). En este caso, como se tiene una, [General], se deja  
como está.
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En la paleta 'Pattern style', se deja el valor que sale por defecto, 'Module and parameter only'.
En la paleta 'Select keys to insert', se muestra 'All'.
Después de que se se muestren todas las opciones, se de-seleccionan todas, para escoger las que 
interesan. Se puede hacer uso del cuadro de texto adyacente 'Containing', que sirve como filtro.
En este, se escribe 'routingFile', que es el valor para vincular cada dispositivo, con su fichero de 
rutas.
Una vez añadidos los parámetros, se les asignan los valores:
**.PCA.routingFile = “ PCA.mrt ”
**.PCB.routingFile = “ PCB.mrt ”
**.PCC.routingFile = “ PCC.mrt ”
**.router.routingFile = “ router.mrt ”
**.router1.routingFile = “ router1.mrt"
Por último, se va a indicar qué queremos que haga la simulación. En este caso, se va a realizar 
un ping entre PCA y PCC, para ver si todos los dispositivos han sido configurados correctamente. 
Para ello, se selecciona otra vez 'Add...', paleta 'Pattern style' > 'Full patch except network name'. 
Esto es necesario para poder indicar que es el PCA el que va a realizar el ping. Se selecciona y 
se acepta la opción '*.PCA.pingApp.destAdrr' y '*.PCA.pingApp.count'
**.PCA.pingApp.count = 10 // Cuando  finalicen los 10 pings, se 
// termina la simulación
**.PCA.pingApp.destAddr = "PCC"
es lo mismo que:
**.PCA.pingApp.destAddr = "10.3.32.65"
(Se puede indicar como destino, nombre de dispositivo, ó dirección IP).
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3.2.4.- Ejecución de la simulación:
Para ejecutar la simulación, una manera correcta es:
Botón derecho sobre fichero NED > Run AS > Run configurations …
Figura 22: Configuración de la simulación
En la ventana que se muestra,  se selecciona con el  botón derecho en la  ventana izquierda, 
'Omnet++ Simulation' (aunque se pueden simular los escenarios con aplicaciones Java, C++, etc.) y 
'New'.
En la parte derecha de la ventana:
- Name: Se asigna un nombre a la simulación.
- Se trabajará sobre la pestaña 'Main'.
- En la paleta 'Working directory', se selecciona la carpeta del proyecto. 
- En 'Simulation', se deja el valor por defecto 'opp_run'.
- Ini file(s): Se indica, haciendo uso del botón 'Browse...', el fichero ini creado para la 
simulación.
- Config name: Se selecciona el nombre de la configuración, en este caso, 
como solo se dispone de una: General – (network:pasoapaso).
- En 'Options', se puede indicar si se quiere simular a través del entorno gráfico 
(Tkenv, viendo el paso de los mensajes) o a través de línea de comandos (Cmdenv, que se 
ejecute sin ver el paso de mensajes).
- Default: es con entorno gráfico Tkenv.
- Command line: a través de línea de comandos, sin ver el paso de mensajes.
- Tcl/Tk: entorno gráfico.
Dependiendo de la situación, se elegirá uno u otro.
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3.2.5.- Estudio de los resultados de la simulación:
En la subcarpeta 'results', se dispondrá de los ficheros de salida:
- General-0.elog
- General-0.sca
- General-0.vci
- General-0.vec
En el fichero .elog se guarda el registro de todos los eventos ocurridos durante la simulación.
En el fichero .vec y en el fichero .sca, se guarda la información vectorial y escalar.
3.2.5.1.- Fichero General-0.elog
Este fichero consta de dos partes:
1 - Una gráfica (parte superior) donde el eje vertical representa los diferentes componentes de la 
red (dispositivos,  interfaces,  etc.)  y  el  eje  horizontal  el  tiempo transcurrido.  En esta  gráfica se 
observa el paso de mensajes entre los diferentes submódulos.
2 - Una tabla de información (parte inferior), donde el contenido de la misma es:
- Evento
- Tiempo 
- Detalles del evento
- Ambas partes representan lo mismo, pero en diferente formato. Haciendo doble click sobre un 
evento de la gráfica, la tabla se sitúa en el mismo evento y viceversa.
- Los módulos y submódulos de la gráfica (eje vertical), se pueden ordenar alfabéticamente y se 
pueden filtrar, para una mejor comprensión de la misma. 
En esta instantánea, se puede observar el paso de mensajes en la gráfica.
El PCA envía el ping al Hub, este al router, este al router1, este al Switch y finalmente llega al 
PCC.
Figura 23: Gráfica de eventos
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3.2.5.2.- Ficheros escalares y vectoriales:
Para estudiar los ficheros vectoriales y escalares, botón derecho sobre estos, 'Open with' > 'New 
analysis' y se crea un nuevo fichero, con extensión anf.
Este fichero con extensión .anf, obtiene la información de los ficheros vectoriales y escalares 
(pestaña inputs), y permite visualizarla fraccionada (pestaña browse data). 
En  este  ejemplo  se  va  a  mostrar  el  número  de  paquetes  recibidos  por  cada  uno  de  los 
dispositivos.
Figura 24: Gráfica de barras
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4.- Guiones de prácticas:
4.1.- Cambios realizados en los nuevos guiones de prácticas para OMNeT++:
Los títulos de los guiones de las prácticas originales son:
• Práctica 1: Conexión de PCs a través de modem.
• Práctica 2: PCs en redes de área local Ethernet.
• Práctica 3: El router Cisco. Configuración IP de interfaces Ethernet en Cisco IOS.
• Práctica 4: PC como router IP.
• Práctica 5: Configuración de interfaces Serie en Cisco IOS.
• Práctica 6: Configuración de enlaces por interfaces serie en Pcs.
• Práctica 7: Rutas estáticas.
• Práctica 8: Configuración de un ISP de acceso por modem.
• Práctica 9: Enrutamiento con RIP.
• Práctica 10: Network Address Translation (NAT).
La práctica número uno, se ha eliminado totalmente, ya que no se cuenta con la posibilidad de 
interactuar a través del minicom. Tampoco se puede hacer uso de los comandos Hayes y de la 
conexión de ordenadores a través de modems y centralitas telefónicas.
La práctica dos pasa a ser la práctica número uno, en esta, prácticamente se pueden simular 
todos los aspectos. Configuración manual de IP sobre el interfaz ethernet, visualización del tráfico 
en la red mediante tcpdump, interconexión de hubs y conmutadores ethernet.
Las práctica tres y cuatro han sido fusionadas en una, creándose así la práctica dos del guión de 
prácticas de OMNeT++. Comienza con una breve información acerca de los routers. Continúa con 
la configuración IP básica de un interfaz Ethernet del router, se crearán topologías con más de un 
router y el último apartado de la práctica, es un apartado proveniente de la práctica 4, en la que se 
creará una topología más grande. Se han eliminado los apartados en los que un PC hace la función 
del router, ya que el comportamiento en sí, es el mismo.
Se ha creado una nueva práctica, tres, donde se pretende afianzar el conocimiento sobre los 
ficheros de resultados. Se tratará de realizar un ping entre dos dispositivos conectados, haciendo uso 
de un canal de transmisión con ruido y ver gráficamente cómo afecta  el  canal al  envío de los 
paquetes.
Las prácticas cinco y seis han sido fusionadas en una, creándose así la práctica cuatro del guión 
de OMNeT++. Es en estas prácticas donde se hace uso de los interfaces Serie en los routers Cisco. 
Dado  que  con  el  simulador  OMNeT++  no  se  tiene  esa  capacidad,  se  ha  sustituido  dicha 
funcionalidad por conexiones point to point (interfaces PPP) entre los dispositivos, haciendo uso de 
un canal de conexión pppline. Se comienza la práctica configurando IP empleando PPP sobre una 
línea serie, se creará a continuación un escenario con conexiones ethernet y PPP, se modificará la 
velocidad del canal de transmisión para observar la variación en el resultado y para finalizar se 
creará una topología nueva en anillo.
La práctica siete pasa a ser la práctica cinco. En dicha práctica, se puede simular prácticamente 
todo su contenido. Se quería ver el comportamiento de OMNeT++ del copy&paste de los módulos 
en el entorno gráfico, el cuál responde añadiendo/aumentado valores numéricos a los nombres de 
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los módulos ( PCA → PCA1 ; PCA1 → PCA2 ).
La práctica ocho se ha eliminado porque no incluye nada nuevo con respecto a las anteriores.
Las prácticas nueve y diez han sido suprimidas, porque no se tiene la posibilidad de simular RIP 
y NAT mediante INET Framework en la versión 4.1 de OMNeT++.
Se  ha  creado  una  nueva  práctica,  seis,  donde  se  simula  un  escenario  en  el  que  existe 
fragmentación en los paquetes debido al MTU. El escenario, como objetivo principal, consiste en 
ver el comportamiento de las colas de los interfaces. Se estudiará como ha ido incrementando la 
cola con el tiempo y como se han ido perdiendo algunos paquetes.
Se debe mencionar que cuando se utilizan conexiones a través de interfaces point to point, 
haciendo uso de dicho protocolo, este no se comporta 100% real, ya que no se emplea mensajes de 
'establecimiento de conexión, autentificación y configuración de red', se empieza directamente en la 
transmisión de la información.
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Práctica 1 - PCs en redes de área local ethernet:
1.1.- Objetivos:
Para  probar  las  configuraciones  de  redes  empleando  routers,  se  necesitarán  PCs  que  se 
colocarán en las diferentes redes. Se empleará en esta LAN diferentes elementos típicos de redes 
ethernet como son los concentradores (hubs) y los conmutadores (switches).
1.2.- Configuración manual de IP sobre el interfaz ethernet:
Los dispositivos  disponen de gates (interfaces de salida) ethernet y point to point.
Para agregar interfaces a un dispositivo, se creará una sección llamada gates, dentro del 
submodulo de la red. Ejemplo:
        PC: StandardHost {
            @display("p=36,236");
            gates:
                ethg[1]; //Un interfaz ethernet
    pppg[1]; //Un interfaz point to point
        }
A continuación se procederá a crear una pequeña red (figura 1) con un par de PCs en la misma 
que se podrán comunicar empleando la familia de protocolos TCP/IP.
Figura 1: Topología de la práctica 1.2
• Cree una red, que contenga 1 EtherHub, y 2 StandardHost
• Renombre dichos dispositivos para una mejor y más sencilla utilización de los mismos.
     PCA: StandardHost {...}
     PCB: StandardHost {...}
     Hub: EtherHub {}
• Conecte mediante un EtherFrame-conn el PCA (interfaz ethg[0]) y el Hub (interfaz ethg[0])
• Haga lo mismo con el primer interfaz del PCB  (interfaz ethg[0]) y el Hub (interfaz ethg[1])
PCA.ethg[0] <--> Hub.ethg[0];
- 40 -
      Hub.ethg[1] <--> PCB.ethg[0];
• Cree dos ficheros de configuración (PCA.mrt y PCB.mrt) para ambos dispositivos:
• Configure el interfaz  eth0 del PC A para que su dirección IP sea  10.3.1.1. Emplee como 
máscara de red 255.255.255.0
• Compruebe que el PC A puede hacer ping a su propia dirección IP
• Configure el interfaz eth0 del PC B para que su dirección IP sea 10.3.1.2. Emplee como 
máscara de red 255.255.255.0
• Compruebe que el PCB puede hacer ping a su propia dirección IP
• Compruebe que el PCA puede hacer ping a la dirección IP del PCB
• Compruebe que el PCB puede hacer ping a la dirección IP del PCA
1.3.- Viendo el tráfico con tcpdump:
Se van a observar los paquetes IP que los PCs se envían como resultado del módulo pingApp. 
Para ello se empleará el módulo tcpdump.
El modulo tcpdump permite observar los paquetes de red que son recibidos o transmitidos por 
un interfaz de red. Para ello lee del interfaz de red y muestra de una forma sencilla de entender el 
contenido principal de las cabeceras del paquete. 
Manteniendo la configuración anterior de los PCs A y B siga los siguientes pasos:
• Active en el PCA el tcpdump y el pingApp hacia el PCB.
**.PCA.tcpdump.dumpFile = "PCAtcpdump.pcap"
• El ping envía paquetes del protocolo ICMP que se transporta dentro de datagramas IP. 
• El fichero generado se trata de un fichero pcap, el cual se podrá abrir con wireshark para 
poder observar el tráfico ocurrido.
Hasta aquí se han visto los paquetes IP bien en la máquina que envía el  ping (y recibe la 
respuesta) o en la que recibe el ping (y envía la respuesta). Sin embargo, dado que ambas máquinas 
se encuentran conectadas en el mismo Hub o concentrador Ethernet, se sabe que cualquier otra 
máquina que conectemos al mismo debe ser capaz de ver esos paquetes siempre que configure su 
tarjeta de red para recibir todo el tráfico. Para ver esto cree la red de la figura 2.
Figura 2: Topología de la práctica 1.3
• Añada a la red un nuevo Standardhost y llámelo PCC
• Agréguele una nueva interfaz ethernet al Hub (ethg[3])
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• Conecte mediante una EtherFrame-conn el PCC (ethg[0]) y el Hub (ethg[2])
• Active la interfaz en modo promiscuo
**.PCC.eth[*].mac.promiscuous = true
• Active en PCC el módulo tcpdump y vea los paquetes ICMP del ping entre PCA y PCB.
1.4.- Interconexión de hubs:
A continuación se va a extender el tamaño de la red en cuestión de número de puertos a los que 
se puedan conectar PCs. Para ello se va a conectar un segundo hub al primero. Cree la red de la 
figura 3.
Figura 3: Topología de la práctica 1.4
• Conecte PCA y PCB en el primer Hub (Hub1)
• Conecte PCC al segundo Hub (Hub)
• Conecte Hub1 con Hub
• Compruebe que desde un tcpdump activado en PCC puede ver los paquetes ICMP que se 
envían PCA y PCB
1.5.- Conmutadores ethernet:
Hasta aquí se ha visto el empleo de concentradores para formar una LAN Ethernet. Se ha visto 
que al interconectarlos extienden el dominio de colisión. Es decir, en todos los hubs de la LAN se 
ve todo el tráfico que comparten. Se puede mejorar el rendimiento de la LAN empleando puentes o 
conmutadores (switches). 
Manteniendo la configuración IP de los interfaces de red:
• Conecte mediante una conexión EtherFrame-conn el PCA con el EtherSwitch.
• Haga lo mismo con el interfaz del PCB.
• Active tcpdump en PCA y PCB.
• Compruebe que el PCA puede hacer ping a la dirección IP del PCB.
• Vea los paquetes ICMP del ping.
Llegado este  punto se vuelve a  tener  las  dos  máquinas en la  misma LAN y no se aprecia 
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diferencia. Para ver la diferencia con la configuración anterior, cree la red de la figura 4.
Figura 4: Topología de la práctica 1.5
• Conecte el PCC  al mismo EtherSwitch donde está PCA y PCB.
• Asigne al PCC la dirección IP 10.3.1.3 con máscara 255.255.255.0.
• Active el módulo tcpdump en PCC.
• Configure un ping entre PCA y PCB.
• ¿Puede ver los paquetes ICMP entre PCA y PCB? ¿Por qué?
A continuación se va a extender la LAN con un hub. Para ello cree las redes de las figuras 5 y 6.
Figuras 5 y 6: Topología de la práctica 1.5
• Conecte mediante una conexión EtherFrame-conn el EtherSwith y el EtherHub
• Conecte PCB al Etherhub
• Teniendo PCC conectado al Switch. ¿Puede ver con tcpdump los paquetes ICMP entre PCA 
y PCB?
• Conecte PCC al hub donde está PCB. ¿Ahora puede ver los paquetes? ¿Por qué?
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Práctica 2 – El router. Configuración IP de interfaces ethernet:
2.1.- Objetivos:
En esta práctica se va a tomar un primer contacto con los router. Aprenderemos a configurar IP 
sobre los interfaces ethernet de los routers.
2.2.- Introducción a los routers:
Un router es un elemento de red que actúa a nivel de red o nivel 3. Un router IP tiene interfaces 
de red en diferentes redes IP. Recibe paquetes IP por esos interfaces y decide por dónde reenviarlos 
(a otros routers o a destinos finales) para que alcancen su destino. La información sobre por dónde 
reenviar un paquete según su dirección destino la tiene en la tabla de rutas. Las entradas en la tabla 
de  rutas  pueden  producirse  mediante  configuración  manual  o  mediante  un  protocolo  de 
enrutamiento que se dedica a intercambiar información entre los routers sobre las redes que conocen 
para poder construir esa tabla de rutas con información correcta.
2.3.- Configuración IP básica de un interfaz Ethernet del router:
Para la configuración básica IP de un interfaz Ethernet se utilizan los ficheros de configuración 
de extensión mrt.  Es  en estos  ficheros  donde se configuran las  opciones  más relevantes  de un 
interfaz:
• Nombre del interfaz
• Dirección IP
• Máscara de Red
• MTU (Unidad máxima de transmisión)
• Tabla de rutas, con la siguiente información:
◦ Destino
◦ Gateway
◦ Máscara
◦ Flags (H=Host, G=Gateway)
◦ Métrica
◦ Interfaz de salida
Un ejemplo simple de un fichero MRT sería:
ifconfig:
name: eth0
    inet_addr: 10.3.17.1
    Mask: 255.255.240.0
    MTU: 1500
ifconfigend.
route:
#Destination     Gateway          Genmask          Flags  Metric  Iface
0.0.0.0 10.3.16.1 0.0.0.0 G 0   eth0
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routeend.
Se va a crear una pequeña red para configurar los diferentes interfaces existentes:
Cree la red de la figura 1.
Figura 1: Topología de la práctica 2.3
• Contiene 2 standardHost (PCA y PCB), 1 EtherSwitch (Switch), 1 EtherHub (Hub) y un 
router.
• Se trabajará con el bloque de direcciones 10.3.1.0/24. Lo que deben hacer en este apartado 
es crear dos subredes dentro de esa red.
• Dividan ese espacio de direcciones en al menos dos bloques que no se solapen.
• Configuren las IPs de los dos interfaces ethernet del router para que cada uno esté en una de 
esas redes.
• Configuren un interfaz de PCA para que tenga dirección IP de la Red A y un interfaz del  
PCB para que la tenga de la Red B.
• Conecten el interfaz del router con IP en la Red A en un conmutador y ahí también el PC A,  
ambos a través de conexiones EtherFrame-conn.
• Conecten el otro interfaz del router en el hub (EtherFrame-conn).
• Conecten al hub el PC B (EtherFrame-conn).
• Configuren la ruta por defecto de cada PC para que cada uno la tenga haciendo referencia al 
interfaz del router conectado en su misma red.
Active el módulo tcpdump para ver los paquetes tanto en la red a la que está conectado un PC 
como en la red a la que está conectado el otro.
2.4.- Topología con dos routers:
A continuación se va a crear la topología de la figura 2.
Figura 2: Topología de la práctica 2.4
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Para ello se emplearán los routers: “router” y “router1”.
• La red que tiene asignada (10.3.1.0/24) divídanla en al menos 3 redes que no se solapen.
• Configuren los interfaces de los routers para que tengan la dirección IP en la red que les 
corresponde.
• Configuren PCA, PCB y PCC para que cada uno esté conectado a una de las redes.
• Configuren la ruta por defecto de cada PC. Recuerde que debe apuntar a un router que esté 
en su misma red. ¡Con el PCA tiene dos para elegir!
• Compruebe que cada PC puede comunicarse con otro que esté a un router de distancia pero 
los dos de los extremos (PCB y PCC) no pueden comunicarse entre sí.
• Para resolver esto introduzcan una ruta por defecto en cada uno de los routers que tenga al 
otro router como siguiente salto.
• Active el modulo tcpdump en PCA.
• ¿Puede ver los paquetes que van de PCB a PCC? ¿Y los que van de PCC a PCB?
• ¿Qué camino siguen los paquetes que van de PCA a PCC? ¿Y los que van de PCA a PCB?
2.  5- Conectando el router al exterior:  
La topología objetivo es la red de la figura 3.
Figura 3: Topología de la práctica 2.5
Consta de 2 estructuras que contienen:
• Estructura 1:
◦ 2 standardHost (PCA y PCB)
◦ 1 Switch (Switch)
◦ 1 router (router)
• Estructura 2:
◦ 2 standardHost (PCA1 y PCB1)
◦ 1 Switch (Switch3)
◦ 1 router (router1)
• La red de la primera estructura será: 10.3.32.0/24 y la de la segunda: 10.3.33.0/24
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Configure la primera estructura:
• Conecte a través de conexiones EtherFrame-conn los PCs y el router al Etherwitch.
• Configuren el primer interfaz del PCA y del PCB en esa red.
• Igualmente, configuren en esa red el primer interfaz del router.
Todos los routers de las estructuras estarán en una red que se debe tener en cuenta, 10.3.16.0/20.
El interfaz del router de la red externa (router2) tiene por dirección 10.3.16.1.
• ¿Cuántos host pueden configurarse dentro de la red 10.3.16.0/20?
• Configure el segundo interfaz del router de la estructura con la dirección 10.3.17.1/20.
• Configure la ruta por defecto de sus Pcs.
Configure la segunda estructura de la misma forma que la primera, pero con la red indicada.
El segundo interfaz del router tendrá la dirección 10.3.17.2/20
• Compruebe que desde los PCs se puede hacer ping al router (router2).
Configure standardHost con dirección IP 10.1.1.253.
• ¿Pueden hacer ping desde PCA a standardHost? ¿Por qué?
• Configuren en su router una ruta por defecto hacia el router de acceso (router2).
• ¿Qué camino siguen los paquetes que van desde el PCA de una estructura al PCA de la otra?
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Práctica 3 – Manejo de ficheros de resultados:
3.1.- Objetivos:
En esta  práctica,  como objetivo  principal,  se  tratará  de  aprender  a  utilizar  los  ficheros  de 
resultados (escalares y vectoriales), para ver como ha transcurrido la simulación. Se creará un nuevo 
canal de transmisión con ruido, y se estudiará gráficamente el resultado de la aplicación ping entre 
dos dispositivos.
3.2.- Topología básica:
Se creará la red que se muestra en la figura 1:
Figura 1: Topología de la práctica 3.2
• La red consta de dos StandardHost (PC1 Y PC2) y dos routers (router y router1).
• Todos las conexiones están realizadas a través de interfaces ethernet (ethg[x]).
• La red 10.3.1.0/24 contiene al PC1 y un interfaz del router.
• La red 66.1.1.0/24 contiene los interfaces de los dos routers.
• La red 192.168.0.0/24 contiene al PC2 y el interfaz restante de router1.
• La conexión entre los routers y la conexión entre el router1 y el PC2 son conexiones a través 
del canal standard (“Connection”).
• Se  va  a  crear  un  nuevo  canal  con  ruido,  lo  llamaremos  “CanalConRuido”.  Para  ello 
extenderemos el canal DatarateChannel. Se le asignará un 50% de perdida en los paquetes. 
La conexión entre PC1 y router será a través de “CanalConRuido”.
channel CanalConRuido extends DatarateChannel
{
    delay = 1us;
    per = 0.5; //Ratio de paquetes de error
    ber = 0;
}
• Configure los interfaces de los dispositivos, y vincule los ficheros de configuración con los 
mismos.
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• Realice un PingApp entre PC1 y PC2 con un “count” de 1000 (Cuando se envíen 1000 
pings, la aplicación concluirá).
• Una vez terminada la simulación, cree el fichero de extensión ANF necesario para el estudio 
de la simulación.
• Muestre gráficamente los bytes enviados por el PC1, los bytes recibidos OK por el router y 
los bytes recibidos OK por PC1 (figura 2).
• El resultado deberá ser similar al siguiente:
Figura 2: Gráfica lineal 
Figura 3: Leyenda de la gráfica lineal
• El efecto del canal con ruido interviene tanto a la ida, como a la vuelta. Es por eso, que el %  
de drop en los paquetes está entorno al 75%.
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P  ráctica 4 – Configuración de enlaces por interfaces point to point  :  
4.1.- Objetivos:
En  esta  práctica,  se  utilizará  un  nuevo  tipo  de  interfaces  y  conexiones,  interfaces  PPP y 
conexiones pppline.
4.2.- Configuración de IP empleando PPP sobre una linea serie:
PPP son las siglas de  Point-to-Point Protocol. PPP es un protocolo para encapsular paquetes 
para enviarlos por líneas serie.
Se creará la red de la figura 1.
Figura 1: Topología de la práctica 4.2
• Cree dos StandarHost
• Únalos a través de una conexión tipo pppline
• Cree dos ficheros MRT y configure ambos dispositivos
• Realice un ping de un PC a otro
4.3.- Configurando el escenario:
El escenario a crear será el de la figura 2.
Figura 2: Topología de la práctica 4.3
• Conecte  a  través  de  los  interfaces  point  to  point,  el  router2  y el  router3,  mediante  una 
conexión pppline.
• Configure cada uno de los routers asignando una dirección IP y una máscara de red a ese 
interfaz (empleen a su gusto la red 10.3.1.0/24).
• A continuación conecten uno de los interfaces Ethernet de cada router a un conmutador 
diferente del switch.
• Conecten un PC a cada una de esas LANs.
• Configuren dos redes: una para cada LAN y una tercera para el enlace PPP, empleando el 
espacio de direcciones que tienen asignado.
• Configuren en cada PC la dirección IP y el router por defecto.
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• Configuren en cada router una ruta por defecto al otro router por el interfaz PPP.
• Prueben a hacer ping entre los PCs.
• Prueben a cambiar la velocidad del enlace PPP y vean cómo cambia el retardo indicado por 
el ping.
channel pppline extends DatarateChannel
{
    delay = 100ms;
    datarate = 1 Gbps;
}
4.4.- Topología en anillo con conexión point to point:
Se creará la topología de la figura 3:
Figura 3: Topología de la práctica 4.4
• En su espacio de direcciones creen subredes para la topología escogiendo una única máscara 
de longitud fija.
• Configuren los enlaces point to point para formar un anillo como en la figura.
• Configuren  un  interfaz  Ethernet  de  cada  router  para  conectarse  a  una  LAN  en  la  que 
conectarán un PC (empleen switch).
• Cada PC tendrá como router por defecto al router conectado en su LAN.
• En cada router configuren una ruta por defecto de forma que los paquetes circulen en el 
sentido router1 -> router2 -> router3 -> router1.
• Prueben a hacer ping entre los diferentes PC.
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Práctica 5 – Rutas estáticas:
5.1.- Objetivos:
En esta práctica se verá cómo introducir manualmente entradas a redes remotas en la tabla de 
rutas de un router y de un PC.
5.2.- Topología en árbol:
Se comenzará creando la topologia de la figura 1.
Figura 1: Topología de la práctica 5.2
• Subdividan la red 10.3.33.0/24 para direccionar sus subredes y enlaces.
• El interfaz Ethernet de router1 debe tener la IP 10.3.17.1/20.
• Para las conexiones point to point empleen redes lo más pequeñas posible.
• Configuren una ruta por defecto en router2 que envíe el  tráfico hacia  router1 y otra en 
router3 hacia el mismo router1.
• Configuren una ruta por defecto en router1 hacia 10.3.16.1 (router).
• Configuren la ruta por defecto en los PCs que conecten a las redes A, B, C o D.
• Comprobar la comunicación:
◦ Prueben a comunicarse entre PCs en la Red A y PCs en la Red B. Debería funcionar.
◦ Prueben a comunicarse entre PCs en la Red C y PCs en la Red D. Debería funcionar.
◦ Prueben a comunicarse entre un PC de la Red A o B y uno de la Red C o D. ¿Funciona?.
Ahora se va a añadir unas rutas a las tablas de los routers:
• Añadan a router1 rutas hacia las redes A y B apuntando a router2.
• Añadan a router1 rutas hacia las redes C y D apuntando a router3.
• Prueben a hacer ping desde los PCs al router (router).
• Prueben a hacer ping desde los PCs de la Red A o B a los de la Red C o D.
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¿Qué camino siguen los paquetes entre las Redes A y C?
A continuación se va a emplear el enlace point to point entre router2 y router3.
• Configuren en router2 una ruta a la Red C con siguiente salto el router3 por el enlace PPP y 
otra a la red D con el mismo siguiente salto.
• Ahora ¿Qué camino siguen los paquetes de un ping entre PCs de las diferentes redes?.
5.3.- Reduciendo el número de rutas:
En el apartado anterior han podido hacer el reparto de redes como quisieran. Seguramente ésto 
ha dado lugar a que necesitaran introducir en router1 una ruta por cada una de las redes A, B, C, D.  
Igualmente en router2 han tenido que introducir una ruta para cada red de las C y D.
• Diseñen nuevamente el direccionamiento de la topología de la figura para que en router1 
solo haga falta introducir una ruta que haga referencia a ambas redes A y B y una sola que 
haga referencia a las redes C y D.
• Igualmente podrán hacer que router2 sólo tenga una ruta para acceder tanto a la Red C como 
a la D.
Así  pueden  ver  cómo  con  un  direccionamiento  inteligente  podemos  reducir  el  número  de 
entradas necesarias en las tablas de rutas.
5.  4.- Routers en línea  : 
A continuación se va a crear la red de la figura 2.
Figura 2: Topología de la práctica 5.4
• Preparen el direccionamiento para las redes (siguen empleando la red 10.3.33/24). En la Red 
A (red que contiene al Switch) debe haber direcciones para conectar al menos 50 PCs y en 
las Redes B (Switch2), C (Switch1) y D (Switch3) al menos 20 (siempre sin contar con los  
que actúan como routers). En los enlaces serie vale con que haya suficientes direcciones 
para los dos extremos. Hagan que en todas las redes haya suficientes direcciones pero no en 
exceso (sin desperdiciar direcciones).
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• Configuren PCC como router, uno de sus interfaces a la red exterior (red que contiene al 
Hub), otro a la Red A y el tercero un enlace PPP al router3.
• El interfaz de PCC a la LAN de la asignatura debe tener la IP 10.3.17.1/20.
• Configuren las rutas en todos los routers de forma que la comunicación entre todas las redes 
sea siempre por el camino más corto medido en número de saltos.
• A continuación configuren PCB para que tenga rutas a las redes de forma que escoja entre 
PCC o router2 según cuál sea el camino más corto (por ejemplo, para ir a la Red B enviará 
los paquetes a router2 pero para ir a la Red D los entragará a PCC).
• Prueben el funcionamiento de la conectividad.
5.  5.- Conectando los armarios:  
Realice  un  copy&paste  de  la  estructura  (2-3  armarios)  y  pruebe  el  funcionamiento  de 
conectividad entre los diferentes dispositivos (figura 3).
Figura 3: Topología de la práctica 5.5
Al realizar copy&paste OMNeT++ responde añadiendo/aumentado los valores numéricos de los 
nombres de los módulos PCC → PCC1, pero se tiene que crear, uno a uno, todos los ficheros de 
configuración de los dispositivos nuevos.
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Práctica 6 – Comportamiento de las colas en los interfaces:
6.1.- Objetivos:
En esta ultima práctica, se pretende observar el comportamiento de las colas en los interfaces de 
algunos dispositivos del escenario. Se pretende crear una simulación en la que, debido al tráfico de 
paquetes, estos se terminen encolando en los interfaces para observar el aumento de la longitud en 
las colas y la posible perdida en los paquetes.
6.2.- Topología:
Se va a crear la topologia de la figura 1. En la red se utilizarán dos tipos diferentes de canales 
de transmisión. Se asignará un tamaño de los paquetes mayor al MTU establecido, para que se 
fragmenten y se estudiará el comportamiento de las colas.
Figura 1: Topología de la práctica 6.2
• Para la red que contiene PC1 se le asigna la red 10.3.1.0/24.
• Para la red que contiene PC2 se le asigna la red 192.168.0.0.
• Para la red intermedia, 66.1.1.0/24.
• MTU = 1500 Bytes.
• Para la conexión entre los routers, se implementará el canal “Medio”:
channel Medio extends DatarateChannel
{
    delay = 1us;
    datarate = 1 Mbps;
}
• Para la conexión de PC1 ↔ router y router1 ↔ PC2, se implementará el canal “Extremos”:
channel Extremos extends DatarateChannel
{
    delay = 1us;
    datarate = 1 Gbps;
}
- 55 -
• Configure el fichero de inicialización como:
• Ping origen = PC1
• Ping destino = PC2 
• Capacidad de las colas en los routers = 10
• Tipo de colas en los routers = DropTailQueue
• Número de pings = 100
• Tamaño del paquete = 2500 Bytes
• Intervalo = 0.01 segundos
• Ejecute la simulación, cree el fichero de extensión ANF y observe los resultados:
Figura 2: Gráfica de la cola del interfaz ppp1
La gráfica (figura 2) muestra como ha incrementado el tamaño de la cola hasta el límite de su 
capacidad (10). Es en ese instante cuando empieza a perder paquetes.
Figura 3: Gráfica de barras (paquetes perdidos/recibidos)
La gráfica de barras (figura 3) indica el número de paquetes perdidos por la cola del interfaz 
(barra izquierda) y el número de paquetes recibidos (barra derecha).
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Estudiando detenidamente la gráfica con zoom, se observa (figura 4):
Figura 4: Zoom de la figura 2 (inicio)
Como se ha establecido un MTU de 1500 bytes en las conexiones y un tamaño de paquete del 
ping de 2500 bytes, estos deben ser fragmentados para ser enviados (2 fragmentos cada ping). El 
motivo de que la cola del router (router) en un primer instante tenga un tamaño de 1 es debido a que 
el router (router), recibe los 2 fragmentos del ping0 seguidos, el primer fragmento, sin encolarlo, lo 
envía al router (router1), mientras que el segundo fragmento lo encola. Antes de que el fragmento 
dos del ping0 pueda ser enviado, llegan los dos fragmentos del ping1 y se encolan (tamaño 3).
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5.- CONCLUSION: 
La  diferencia  más  significativa  de  esta  nueva  versión  de  OMNeT++  con  respecto  a  las 
anteriores  es  el  entorno  gráfico.  Sobre  éste,  se  puede  decir  que  incorpora  muchísimas 
funcionalidades  que antes  el  simulador  no tenía:  varios  editores  para algunos ficheros,  editores 
gráficos, comprobación de errores de escritura en tiempo real, múltiples vistas que permiten una 
mejor y más sencilla configuración de los parámetros, etc. Se puede decir que gracias al entorno 
gráfico, el simulador OMNeT++ ha ganado versatilidad a la hora de programar las simulaciones, 
permitiendo al usuario una programación más “sencilla” y “divertida” (en versiones anteriores se 
trabajaba directamente sobre ficheros de texto).
Con respecto a las simulaciones de redes de ordenadores, desde un principio se tuvo como 
objetivo realizar simulaciones de redes lo más reales posibles. Tras realizar el proyecto, se puede 
observar que OMNeT++ permite realizar estas simulaciones con un gran parecido a la realidad. 
Permite la configuración de interfaces en los diferentes dispositivos, configuración de tablas de 
rutas, rutas por defecto, interfaces ethernet y point to point, aplicaciones como ping o tcpdump, 
diferentes tipos de colas en los interfaces de los dispositivos como: DropTailQueue, RedQueue, 
DropTailQosQueue,  etc.  Por  lo  que se  puede concluir,  que OMNeT++ 4 permite  realizar  unas 
simulaciones muy parecidas a la realidad.
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Anexo:
En este apartado, se va a proporcionar toda la información sobre la instalación y puesta a 
punto del software a utilizar. Se describirá paso a paso el proceso de instalación de OMNeT, así 
como el proceso de instalación de los paquetes necesarios para el buen funcionamiento del mismo.
A.- Instalación: 
A.1.- Introducción:
En este capitulo se proporciona la información necesaria para la instalación de OMNeT++ en 
Linux.
En  este  caso,  se  instalará  para  la  distribución  Ubuntu  10.04.1  LTS  (para  casi  todas  las 
distribuciones, los paquetes son prácticamente los mismos).
$ cat /etc/issue 
Ubuntu 10.04.1 LTS \n \l 
$ uname -r 
2.6.32-25-generic 
A.2.- Instalación de los paquetes de requisitos previos:
OMNeT++ requiere de algunos paquetes en el equipo. Estos paquetes incluyen el compilador 
de C++ (GCC) y Java runtime, y otras bibliotecas y programas. Estos paquetes se pueden instalar  
desde los repositorios de software de Linux.
Se pueden instalar tanto desde línea de comando, como desde el gestor de paquetes (interfaz 
gráfica).
A.2.1.- Instalación mediante línea de comando:
Antes de empezar la instalación, se refrescará la base de datos por posibles nuevas versiones.
$ sudo apt-get update
...
Des:25 http://archive.canonical.com lucid Release.gpg [198B] 
Ign http://archive.canonical.com/ lucid/partner Translation-es 
Des:26 http://archive.canonical.com lucid Release [8215B] 
Des:27 http://archive.canonical.com lucid/partner Packages [11,8kB] 
Descargados 3142kB en 5s (583kB/s) 
Leyendo lista de paquetes... Hecho 
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Para instalar los paquetes necesarios, se escribirá en consola:
$ sudo apt-get install build-essential gcc g++ bison flex perl \
tcl-dev tk-dev blt libxml2-dev zlib1g-dev openjdk-6-jre \
doxygen graphviz openmpi-bin libopenmpi-dev libpcap-dev
Si  por  el  contrario  no  se  instalan  los  paquetes,  como  Java  runtime,  al  intentar  ejecutar 
OMNeTpp en terminal, se recibirán errores:
Figura 1: Error OMNeT por falta de librerías
A.2.2.- Instalación mediante entorno gráfico:
El instalador gráfico de Ubuntu, Synaptic, puede ser ejecutado desde:
• Sistema > Administración > Gestor de Paquetes Synaptic.
La instalación de los paquetes requiere permisos de root, Synaptic le preguntara que escriba la 
contraseña.
Busque los paquetes de la lista que se cita a continuación, y seleccione la casilla anterior al 
nombre.
Lista de Paquetes:
• build-essential, gcc, g++, bison, flex, perl, tcl-dev, tk-dev, blt, libxml2-dev, zlib1g-
dev, openjdk-6-jre, doxygen, graphviz, openmpi-bin, libopenmpi-dev, libpcap-dev
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A.3.- Descargar y descomprimir:
Se  descargará  OMNeT++ de  http://OMNeTpp.org.  Asegurandose  de  seleccionar  el  archivo 
genérico, OMNeTpp-4.1-src.tgz
Se copia el archivo en el directorio donde se vaya a instalar. Usualmente será el propio “home”, 
/home/<tu>. Se abre un terminal, extrayendo el fichero usando la siguiente instrucción:
$sudo xvfz OMNeTpp-4.1-src.tgz
Tras la extracción se creará el directorio OMNeTpp-4.1.
A.4.- Variables de entorno:
Para establecer variables de entorno de forma permanente, se editará el fichero .bashrc en el 
directorio personal. Para ello:
$ gedit ~/.bashrc
Y se agregará la siguiente línea al final del fichero:
export PATH=$PATH:$HOME/OMNeTpp-4.1/bin
Se necesitará cerrar y volver a abrir la terminal para que los cambios tengan efecto.
A.5.- Configuración y construcción de OMNeT++:
Situandose en el directorio OMNeT-4.1, se escribe:
$ ./configure
El script configure detecta el software y la configuración instalada en su equipo. Este escribe el 
resultado en Makefile.inc, el cual será leído por los makefiles durante el proceso de construcción.
La ejecución del script configure tendrá un resultado como este:
$ ./configure 
checking build system type... i686-pc-linux-gnu 
checking host system type... i686-pc-linux-gnu 
configure: ----------------------------------------------- 
configure: reading configure.user for your custom settings 
configure: ----------------------------------------------- 
checking for icc... no 
checking for gcc... gcc 
checking for C compiler default output file name... a.out 
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... 
... 
... 
configure: creating ./config.status 
config.status: creating Makefile.inc 
config.status: creating test/core/runtest 
WARNING: The configuration script could not detect the following packages: 
  Akaroa (optional) 
Scroll up to see the warning messages (use shift+PgUp), and search 
config.log 
for more details. While you can use OMNeT++ in the current configuration, 
be aware that some functionality may be unavailable or incomplete. 
Your PATH contains /home/guillermo/omnetpp-4.1/bin. Good! 
TCL_LIBRARY is set. Good!
Cuando finalice el script, se podrá compilar OMNeT++. Tecleando lo siguiente en la terminal:
$ make
A.6.- Comprobación de la Instalación:
Ahora,  se  puede  verificar  el  correcto  funcionamiento  de  la  simulación.  Por  ejemplo,  la 
simulación del ejemplo “dyna”, se tecleará:
$ cd samples/dyna
$  ./dyna
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Figura 2: Ejecución de una simulación
A.7.- integrated development environment (IDE):
Se podrá iniciar el IDE de OMNeT++ escribiendo:
$ omnetpp
Figura 3: Elección del espacio de trabajo, OMNeT++ 4
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Figura 4: IDE OMNeT++ 4
A.8.- ¿Que función tienen los paquetes añadidos?:
Los siguientes paquetes son necesarios para el funcionamiento de OMNeT++.
build-essential, GNU make, gcc, g++, bison (2.x+), flex, perl
Estos  paquetes  se  necesitan  para  compilar  OMNeT++  y  para  los  modelos  de  simulación, 
también para que ciertas herramientas de OMNeT++ funcionen. 
Los siguientes paquetes son fuertemente recomendados, ya que su ausencia puede resultar en 
una perdida de prestaciones:
Tcl/Tk 8.4 or later 
Necesario para el entorno de simulación en Tknev (Tkenv simulation runtime evironment).  
Necesitamos  también los paquetes de desarrollo que incluyen  los archivos de las cabeceras de 
C. Es posible la compilación de OMNeT++ sin Tcl/Tk (y Tknev), activando la variable de entorno 
NO_TCL.
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BLT (2.4z) 
Esta es una extensión Tk recomendada para Tkenv. El paquete normal basta (no desarrollo).  
Este paquete es opcional en el sentido de que si falta, Tkenv todavía sera totalmente funcional, 
aunque tendrá una interfaz de usuario menos sofisticada.
LibXML2 or Expat 
Cualquiera de estos analizadores XML es necesario para que OMNeT++ sea capaz de leer 
archivos XML. Los paquetes de desarrollo (que incluyen los archivos de cabecera) son necesarios. 
Libxml2 es el mas utilizado.
SUN JRE or OpenJDK, version 5.0 or later
Java runtime es necesario para hacer funcionar la simulación basada en eclipse IDE. 
xulrunner 
Este paquete es parte de firefox, y es necesario par que el IDE muestre documentos, consejos 
para usar las herramientas y otras prestaciones.
A.9.- INET Framework:
A.9.1.- ¿Que es INET Framework?:
INET Framework, es un paquete de código abierto de simulación de redes de comunicación 
para  OMNeT++.  INET  contiene  varios  modelos  de  cable  y  protocolos  de  red  inalámbrica, 
incluyendo UDP, TCP, Ethernet, PPP …
Descarga de  INET Framework:
Se accede a la página oficial de INET, http://inet.omnetpp.org/index.php?n=Main.Download
y se descarga la versión más actual. Percatándose también en la descripción del fichero, escogiendo 
la versión de INET que se adecue a nuestra versión de OMNeT.
Figura 5: Posibles descargar INET Framework
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A.9.2.- Importar INET:
INET requiere de OMNeT++ para su funcionamiento.
Un vez descomprimido INET (tar xvfz INET-<version>.tgz), se inicia el IDE de OMNeT++ 
(entorno gráfico), y se importa el proyecto, File > Import > Existing Projects into Workspace. 
Una vez completado el paso anterior, ya se es capaz de simular escenarios utilizando INET, 
haciendo uso de las clases Standardhost, Router,  EtherSwitch, EtherHub, etc.
Para las futuras simulaciones, siempre se hará uso de INET, para esto será necesario, una vez 
creado un nuevo proyecto, referenciarlo a INET. Para referenciar un proyecto con INET:
• Botón derecho sobre el proyecto > New > Properties.
• Project References.
• Se selecciona inet y se acepta.
Ya se tendrá el proyecto referenciado a inet.
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