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Abstract 
 
Distributing development tasks in the context of global 
software development bears both many risks and many 
opportunities. Nowadays, distributed development is 
often driven by only a few factors or even just a single 
factor such as workforce costs. Risks and other rele-
vant factors such as workforce capabilities, the innova-
tion potential of different regions, or cultural factors 
are often not recognized sufficiently. This could be 
improved by using empirically-based multi-criteria 
distribution models. Currently, there is a lack of such 
decision models for distributing software development 
work. This article focuses on mechanisms for such de-
cision support. First, requirements for a distribution 
model are formulated based on needs identified from 
practice. Then, distribution models from different do-
mains are surveyed, compared, and analyzed in terms 
of suitability. Finally, research questions and direc-
tions for future work are given. 
 
1. Introduction 
 
Distributed or Global Software Development (GSD) 
has become more and more common practice for soft-
ware development projects ([25], [13], [21]) due to its 
expected advantages. However, in many cases the cru-
cial factor for the decision of starting GSD is the cost 
argument: Activities are outsourced to companies or 
regions (such as Eastern Europe or Asia) where wages 
are lower. Examples are described in [8] and [42].  
This strategy bears a set of risks due to the specific 
problems of distributed development, such as de-
creased efficiency regarding communication, coordina-
tion, and control ([22], [7], [31], [24]), lack of trust 
([42], [8]), or insufficient knowledge about remote 
sites ([8], [36]). 
These problems are expected to have a negative im-
pact on development productivity and the resulting 
quality of the software, making the overall develop-
ment costs higher, even if the hourly costs are lower 
([3]). Some voices even argue that these problems 
outweigh the benefits of GSD ([43]). 
On the other hand, there are other goals in a soft-
ware development project that might benefit from 
GSD, such as higher product quality through better 
knowledge at other sites or shorter development time 
through “follow-the-sun” development ([7]). 
Therefore, a tradeoff analysis between different (po-
tentially conflicting) project goals for GSD is neces-
sary. This obviously depends on the assignment of the 
different development tasks to the available sites. For 
instance, assigning two tasks that depend very much on 
each other (e.g., the design of two highly coupled sub-
systems) to two different sites might lead to many 
communication problems. These could be reduced by 
assigning these tasks to one site while assigning other 
tasks with lower coupling to different sites (e.g., the 
design of two subsystems is done at one site and test-
ing at another one). Depending on the goals and con-
text, there might be many other factors, such as availa-
ble expertise and capacity, which might influence the 
decision about assigning tasks to sites.  
This decision process could be improved with the 
use of a decision support system.  Such a system must 
be built on a distribution model that models the impor-
tant characteristics of a project and of the development 
sites in order to evaluate assignments. Nowadays, there 
is a lack of systematic decision support for distributing 
tasks in GSD project planning. However, some initial 
distribution models exist in GSD and other domains. 
In this article, selected distribution models are iden-
tified, analyzed, and compared with respect to their 
applicability for a decision support system for GSD. 
The remainder of this article is structured as follows: 
Section 2 introduces the concept of decision support 
systems and distribution models and reports related 
experience in GSD. The requirements for a distribution 
model are then derived in section 3. Section 4 presents 
existing task distribution approaches from several do-
mains. In section 5, these approaches are compared 
with respect to the stated requirements. Finally, section 
6 summarizes the findings and gives an outlook on 
future work. The Appendix provides a rough sketch of 
how a distribution model from distributed systems 
could be applied to GSD. 
 
2. Background 
 
In the following, basic terminology and concepts 
regarding decision support systems as well as expe-
rience from practice with respect to challenges of dis-
tributing work in GSD are described. 
 
2.1. Decision Support System and Distribution 
Model 
 
Scott-Morton [40] defines a Decision Support Sys-
tem (DSS) as an “interactive computer-based system, 
which helps decision makers utilize data and models to 
solve unstructured problems”. The term “unstructured 
problems” refers to complex, unclear problems for 
which no standard solutions exist [45]. The assignment 
of activities to distributed development sites can be 
seen as a complex problem that could be supported by 
a DSS. 
A DSS consists of three main subsystems [45]: Data 
management, dialog management, and model man-
agement. In the remainder of this paper, we will focus 
on creating models for a DSS that reflect the distribu-
tion of activities across sites. We therefore call them 
Distribution Models. A distribution model contains the 
following items: 
Goal: Criteria that define states to be achieved (e.g., 
with respect to cost or development time). Usually 
there are different, sometimes conflicting goals. 
Tasks: A set of work units (e.g., process steps, roles) 
that can be assigned to different sites. So-called charac-
teristics can be attributed to the work units. 
Resources: The set of available resources at all sites. A 
site is a locally and organizationally coherent group of 
resources that is separated from other sites. 
Mapping: The assignment of tasks to sites. In a com-
plete mapping, every task is assigned to one resource at 
one site. 
The distribution model can now be seen as a func-
tion: 
 
f: (Tasks x Resources x Mapping) ĺ Goaln 
 
The objective of the DSS can be defined as max-
imizing the goal vector.  
Not much has been reported yet about modeling dis-
tribution for finding optimal assignments in GSD. 
Some approaches exist, though, such as in [44]. These 
approaches typically lead to quite general statements 
about distribution strategies. For supporting concrete 
distribution decisions, these approaches provide only 
limited value. However, many distribution models ex-
ist in other domains, as we will show in section 4. 
 
2.2. Experiences from Practice: Problems and 
Challenges in GSD 
 
The following section reports on the state of the 
practice in GSD based on a literature review. 
When GSD is initiated by outsourcing software de-
velopment, it is usually driven by different goals. In IT 
outsourcing, the top four goals according to Gareiss 
[18] are cost savings, additional expertise, staffing is-
sues, and increased flexibility. The goal of cost savings 
is by far the most important factor driving more than 
60 percent of the outsourcing relationships. However, 
in recent years, other goals such as development quali-
ty have gained more importance, which can be seen by 
the fact that service providers for GSD now advertise 
their quality improvement more than their low costs 
([26]). 
But cost savings cannot be achieved easily, even if 
the wages are lower: According to [18], nearly 50 per-
cent of the companies doing outsourcing needed more 
management time than expected; more than 40 percent 
experienced insufficient performance; and nearly 40 
percent reported additional unexpected costs. 
The reasons for GSD projects and software devel-
opment outsourcing being unsuccessful resemble each 
other very much. In general, they can be classified into 
two groups: problems between different sites and prob-
lems at sites. 
The problems between different sites are inspired 
by the distributed nature of GSD. This has various rea-
sons such as: 
• Communication barriers, complicating com-
munication between sites and therefore de-
crease the overall efficiency ([22], [24], [31], 
[12]), 
• Time shift between time zones, reducing the 
overlap time and the possibilities of working 
together on one problem ([22], [7]), 
• Cultural and language differences, often hav-
ing a negative impact on communication and 
coordination ([7], [28], [14]), and 
• Lack of trust due to difficulties in building 
personal relationships between sites or per-
ceived rivalries ([8], [42]). 
Problems at one site mainly occur when the personnel 
on the site does not match the requirements of the tasks 
assigned to the site, i.e., if people do not have the right 
qualifications. This could lead to poor performance at 
this site. Typical reasons are: 
• Skill and experience that can often not be 
judged accurately at remote sites ([23]) or 
• Insufficient knowledge at development sites, 
e.g., if domain knowledge has to be built up at 
sites ([27], [23]) or if there are cultural differ-
ences (e.g., Indian developers writing a user 
interface for a European application) ([28]). 
  
2.3. Tactics and Strategies for Distributing 
Work 
 
Several tactics are applied in practice in order to 
avoid these problems, both during initiation and man-
agement of GSD projects. In terms of assignment of 
tasks to sites, different tactics are suggested: 
In order to avoid problems between sites, the main 
tactic is minimization of collaboration needed between 
sites, since this minimizes the negative impact of 
communication and coordination problems. This can 
be achieved by minimizing coupling, i.e., the depen-
dencies between tasks assigned to different sites. ([7], 
[33], [29]). 
Other tactics for reducing problems between sites 
aim at minimizing the differences between sites, e.g., 
by reducing the time shift ([7]) or cultural differences 
([28]). 
Problems at sites can be reduced by matching the 
requirements of the tasks with the knowledge and ex-
perience of the sites they are assigned to, e.g., by as-
signing tasks that require certain domain knowledge to 
sites possessing this knowledge ([23]) or by only as-
signing “culturally neutral” tasks to sites with different 
cultures ([28]). 
However, most of the tactics and strategies reported 
have a very strong focus on the management of GSD 
during project execution and do not consider the task 
assignment during project initiation ([29], [28], [7], 
[36], [23], [34]). 
Other strategies for distributing work come from the 
area of organizational theory: The contingency theory 
suggests different strategies for assigning work and 
defining communication channels and also considers 
globally distributed organizations [6], [17]. However, 
this is usually done on a relatively high level and does 
not consider the specifics of GSD. Grinter et al. [20] 
applied this to distributed development and identified 
four methods of organizing work in GSD: functional 
areas of expertise, product structure, process steps, and 
customization. Each method comes with a strategy for 
task assignment and with different benefits and costs. 
 
 
3. Requirements for a Distribution Model 
 
A distribution model that properly models GSD 
should at least address all relevant concepts introduced 
in section 2: a set of goals, resources available at sites 
(or nodes), required work divided into tasks, and a 
mapping that describes the potential impact of every 
assignment to the goals. However, the special problems 
and characteristics of GSD require a set of additional 
properties for a distribution model: 
REQ1: Multi-objective goal function: As shown in 
section 2.2, there exists a variety of different goal types 
for distributed development projects, not just aiming at 
cost minimization. A distribution model should be able 
to evaluate a distribution according to a set of (poten-
tially conflicting) goals. 
REQ2: Properties of tasks and sites: The model must 
be able to describe the specific characteristics of tasks 
and sites. These characteristics can reflect the problems 
at sites as described above (e.g., certain knowledge is 
required by a task and not available at a site). For tasks, 
these are mainly the requirements that need to be ful-
filled by sites to perform the tasks. For sites, these are 
the assumed context factors relevant for assessing the 
ability to perform tasks at sites. It should also be possi-
ble to define constraints, e.g., if a certain task must not 
be done at a certain sites due to political reasons.  
REQ3: Dependencies between tasks and between 
sites: It must be possible to characterize and model 
relationships between tasks and between sites (e.g., 
high communication intensity between two tasks, low 
communication efficiency between two sites). 
REQ4: Adaptability: Since for every development 
project and environment, specific properties are of im-
portance and specific goals are to be met, it must be 
possible to adapt and change the goals, properties, and 
dependencies within the model and to introduce new 
goal functions. 
REQ5: Formality: The model must have an appropri-
ate degree of formality in order to be able to apply 
formal algorithms.  
REQ6: Empirically based criteria: The mappings (i.e., 
the functions that describe the effects of tasks and site 
characteristics on relevant process or product proper-
ties) need to be defined as empirical relationships. Due 
to the nature of software development, many tasks are 
human-based and non-deterministic so that it is neces-
sary to integrate empirical relationships (as real evi-
dence or as hypothesis) into the distribution model.  
  
 
 
4. Existing Task Distribution Approaches 
 
In this section, selected existing distribution models 
are presented that assign tasks to sites in a network. 
For every approach, its feasibility in using it as a dis-
tribution model for a decision support system for GSD 
is analyzed by evaluating the requirements of section 3. 
Three different domains were selected that contain 
possibly useful decision models: 
Distributed Software Development: Some approaches 
for modeling or optimizing aspects of distributing 
software development tasks already exist. They have 
the advantage of already being in the targeted domain 
and therefore it is possible to model specific aspects of 
GSD.  
Distributed production: Working together on one 
project at different sites or companies has a long tradi-
tion in the production domain. Therefore, different 
optimization approaches for distributing production 
tasks exist. Many of these approaches, such as opera-
tions research approaches, are very formal and come 
with algorithms for finding optimal distributions. 
Distributed systems: Even if this domain handles tasks 
within and between computers and not humans, it 
should be regarded, too: A lot of research was spent on 
models that find optimal assignments of computing 
tasks (e.g. threads, files) to nodes (e.g. processors, 
computers) that can be regarded as sites. Many of these 
models are multi-objective and formal, and already 
offer algorithms for finding optimal solutions. 
A fourth domain that could also be considered is the 
area of distributed research: Like software develop-
ment, R&D activities can be done in a distributed and 
global way. As shown in [19], the effective selection of 
partners and the distribution of activities are of impor-
tance here, too. However, since there is no established 
research on distribution models for this domain, it will 
not be regarded here. 
In the following section, typical approaches from 
these domains are discussed in more detail. After that, 
they are compared based on the previously stated re-
quirements. 
 
4.1. Distributing Software Development Tasks 
 
Mockus and Weiss ([33]) developed a model for op-
timizing work assignments that deals with Modifica-
tion Requests, i.e., a set of changes to existing files. 
The model is used as basis for an optimization algo-
rithm that identifies sets of files that should be trans-
ferred to remote sites in order to minimize the work 
pieces spanning multiple sites. The main idea here is 
that these increase the need for cross-site communica-
tion and thereby decrease the overall productivity. 
Therefore, minimizing this multi-site work maximizes 
productivity. Based on the empirical data for every 
modification request, the algorithm knows the multi-
site requests. It iteratively selects sets of files, transfers 
them to other sites, and calculates the multi-site effort 
again in order to find better distributions. 
The underlying model regards only one goal, the 
minimization of multi-site modification requests with 
free resources as constraints; it is therefore not multi-
objective. Both tasks (i.e. the responsibility over a file) 
and sites have properties; however, they only reflect 
the needed, respectively the available, resources and do 
not consider knowledge and experience. Dependencies 
exist only between sites (number of multi-site modifi-
cation requests). The model is not completely formal, 
but formal enough to provide an optimization algo-
rithm. Adaptability is not considered. Only one empiri-
cally based criterion for optimization is used (number 
of multi-site requests). In earlier publications, a de-
crease in productivity was shown by empirical means. 
In the Global Studio Project ([34], [38]), a more 
practical distribution model was created for the optimi-
zation of work assignments. In this project, teams from 
different universities worldwide practiced methods and 
techniques of distributed development. The total de-
velopment work was split up into coherent packages of 
work together with their required knowledge and tem-
poral dependencies (i.e., which packages had to be 
done before other packages). Based on this data and 
the knowledge of the teams, the packages were as-
signed manually. 
No goal function was modeled explicitly. The un-
derlying goals were an optimal distribution of the 
workload among the teams and the building of specia-
lized knowledge in the different teams. Both work 
packages and teams had properties reflecting the 
needed (respectively available) resources and know-
ledge. Temporal dependencies between tasks were 
modeled; between teams, no dependencies existed. The 
model has no formality, since it was only used manual-
ly and for communication purposes and is not explicit. 
Adapting the model is therefore hardly possible. The 
criteria for task allocation come from the experiences 
of a previous run of the project and were evaluated in 
the second run. They are therefore empirically based, 
but not on a broad basis. 
Madachy [32] developed a cost model for estimat-
ing effort in distributed projects. These estimations can 
also be used for estimating total costs, the distribution 
of effort among sites, and the personnel needs at each 
site. The model is an extension of the COCOMOII 
approach [4] used for estimating effort. COCOMO is 
based on historical data, the estimated product size, 
and a set of influence factors. In this model, the total 
effort is divided into different phases; the phases are 
distributed among the sites; and for each phase at each 
site the effort is adjusted according to the site characte-
ristics. 
Estimated effort or estimated costs can be used as a 
goal function that is not multi-objective. Sites have 
various properties (e.g. capability, experience of differ-
ent roles). Tasks also have different properties, e.g., the 
required roles within a phase at a certain site. However, 
no dependencies between sites or tasks are modeled. 
Adding new properties of nodes is intended in the 
model and very easy. Adding new objectives or adding 
dependencies is not possible. The model is not com-
pletely formal, but formal enough to provide an opti-
mization algorithm. Some of the criteria come from 
COCOMO, which is empirically based to a very large 
extent. However, other criteria and factors are not ex-
plicitly named; the model is rather a framework for 
inserting one’s own criteria. It therefore does not come 
with many criteria for task allocation. 
Setamanit, Wakeland, and Raffo ([41], [44]) devel-
oped a model for the simulation of GSD. It is intended 
for studying different alternatives for GSD and for 
supporting task allocation and site selection decisions. 
The model is hybrid with discrete-event and system 
dynamics sub-models. It contains several site-specific 
sub-models that reflect the special resources and capa-
bilities at all sites. These site-specific models are en-
hanced by an interaction effect model that adjusts the 
results depending on the communication efficiency 
between sites.  
The model considers different goals such as effort 
and defect rate. There are different properties of sites 
such as available resources and individual productivity, 
but no properties of tasks. Dependencies between sites 
are also contained in the model, e.g., cultural differ-
ence or distance. However, there are nearly no depen-
dencies between tasks. It has formality since it is built 
on simulation paradigms. Adaptability was not in-
tended but is probably possible. The criteria and factors 
of the model were based on a literature review but not 
on specific empirical studies. The model was validated 
in individual projects but not on a broad level. 
Prikladnicki et al. [37] defined a reference model 
for global software development that also contains a 
process for task allocation. It defines a set of different 
criteria for evaluating available development sites for a 
specific project. This includes a detailed risk and cost-
benefit analysis for every site in order to identify the 
best sites for development. 
The reference model supports multiple goals and is 
also adaptable. Properties of tasks and sites are re-
garded by the criteria defined for site selection. Depen-
dencies between sites are considered as well; however, 
dependencies between tasks do not appear in the crite-
ria. The model lacks formality, thus making it difficult 
to apply optimization algorithms. The model seems to 
be empirically based and was validated in case studies, 
but it is not clear whether the proposed criteria stem 
from empirical studies. 
There are other approaches for modeling GSD 
([15], [39]), but as they focus only on some selected 
aspects, they cannot be a basis for decision support 
systems. 
 
4.2. Distributing Production Tasks 
 
The problem of production distribution has been in 
the focus of research for decades and has led to various 
distribution models ([46]). Usually, the main problem 
here is finding an optimal assignment of production 
work to plants, whereas optimality means in most cas-
es cost minimization.  
A distribution model for steel production is pre-
sented by Chen and Wang [9]. The model consists of a 
set of nodes that represent both production sites and 
regional sales markets. The goal is to maximize the 
profit that is calculated by the sales in all regions and 
the transport and production costs. Linear program-
ming is used for this model: A goal function 
representing the profit is to be maximized while the 
capacities in the factories and the sales forecast formu-
late the constraints. The cost depends on the distribu-
tion of the production across the sites. 
As the model only regards costs, it is not multi-
objective. Production sites do not have properties ex-
cept their free resources. Tasks possess properties; they 
are described by their amount and the raw material 
needed. Dependencies exist only indirectly between 
sites as transportation costs between a site and the cen-
tral plant. Between tasks, there are no dependencies. 
The model cannot be extended because adding new 
dependencies or goals is not possible in a linear pro-
gramming model. However, due to its origin in linear 
programming, it is completely formalized and optimal 
assignments can be found easily. 
A similar approach is presented by Cohen and 
Moon ([11]). It consists of a set of plants, where the 
production takes place, and distribution centers, where 
the products are delivered to. The goal is minimization 
of overall costs while satisfying the demand at the dis-
tribution centers. However, this model is defined by 
more variables and can be optimized for more criteria 
such as the product flow from each plant to each distri-
bution center and the production distribution across 
several production stages. Solving the model is thus 
harder and requires more complex algorithms. 
The model again only considers costs and therefore 
is not multi-objective. Both tasks and sites have prop-
erties that are expressed in matrices, naming for in-
stance the production costs for each product at each 
plant. Dependencies do not exist between tasks and 
only between plants and distribution centers, but not 
directly between sites. The model is not intended for 
being adapted but is again completely formalized. 
A model used as the basis for a decision support 
system for the worldwide distribution of the car pro-
duction at BMW is presented in [16]. Here the goal is 
also minimization of the overall production costs, but 
investment planning is regarded as well. The model 
considers the use and supply of material and engines 
needed at the sites. As for the other models, a cost 
function depending on the assignment of productions 
to sites is to be minimized. Demands and supplies of 
products and material in different regions are forma-
lized as restrictions for the function. 
The model is not multi-objective, since it again only 
considers costs. However, since many aspects such as 
use of material and investment planning are modeled 
as costs, it is slightly multi-objective. Both tasks (dif-
ferent products with different demand on material) and 
sites have properties. Dependencies between sites exist 
only indirectly as transportation costs from regions to 
sites. Dependencies between tasks are not part of the 
model. Adding new properties might be possible. 
However, adding dependencies or new goals cannot be 
supported by the model. It is again formalized. 
 
4.3. Distributing Computing Tasks 
 
In a distributed system, different computers or pro-
cessors run one application. One central question in the 
design of distributed applications is the decision of 
which tasks to do where. Many distribution models 
have been developed in order to solve different as-
signment problems. 
The problem of processor allocation, i.e., the optim-
al assignment of computation tasks to processors in a 
network, is very common in distributed operating sys-
tems. It is often solved by using graph algorithms ([2]). 
Bokhari developed an algorithm that assigns software 
modules (i.e., tasks) to nodes with the objective of mi-
nimizing the weighted sum of communication and ex-
ecution costs ([5]). The modules are assumed to com-
municate in a tree-like structure, a so called “invoca-
tion tree”. Based on this assumption, the model creates 
an assignment tree showing the assignment of modules 
to processors. It goes along with an algorithm that 
finds an optimal allocation with respect to minimal 
communication and execution time. A more detailed 
description of the model can be found in the appendix. 
Tasks can be assigned to all nodes, but since a tree 
structure is required between tasks, there is no com-
plete freedom in the structure of tasks. The algorithm 
minimizes the weighted sum of communication and 
execution costs. It is therefore multi-objective. Proper-
ties of tasks and nodes are the needed, respectively the 
provided, computing power, so both are part of the 
model. Dependencies exist as communication needs 
between modules and as speed between nodes. How-
ever, the tree structure between nodes restricts these 
dependencies. The model was not intended for being 
adapted, but adding new properties, dependencies, and 
goals may be possible. It is also much formalized. 
Dynamic assignment of tasks to computers in a 
cluster is another well-known problem in cluster or 
grid computing. For dynamic job assignment, Amir et 
al. developed a distribution model ([1]). Based on the 
expected resource usage of incoming jobs, it assigns 
the tasks with the objective of minimizing the overall 
slowdown. The main idea of Amir et al. is the aggrega-
tion of the different resource needs (e.g., CPU, memo-
ry) of a job into “opportunity costs” for each computer. 
The job is then assigned to the computer with the least 
costs. 
As different objectives are aggregated into costs, the 
model is multi-objective. Both tasks and nodes have 
properties (CPU power, main memory) that influence 
the opportunity costs. However, dependencies are not 
modeled. Adapting the model by extending the goal 
function or the properties of tasks and nodes is easy by 
just extending the opportunity cost function. Adding 
new dependencies is not possible. Again, the model is 
formalized. 
The “File Allocation Problem” (FAP) deals with the 
assignment of files to nodes in a computer network. 
The goal is to find an optimal allocation that minimizes 
the needed storage costs while maximizing the update 
and access speed for files. Chu developed a distribution 
model for this problem ([10]). Here cost-optimal dis-
tributions of plants and warehouses are discussed, 
similar to the approaches presented in section 4.2. Chu 
presents a mathematical distribution model for the FAP 
that aims at minimizing the operating costs. These 
costs are an aggregation of storage and transmission 
costs, both weighted by prices in $. The model is there-
fore multi-objective. 
Both computers and files have properties influen-
cing the goals, e.g., frequency of modification of a file 
or request rate for a file at a computer. Dependencies 
exist between nodes (communication speed between 
computers), but no dependencies between tasks are 
modeled. The model was not intended for being ex-
tended. Adding new properties and their influences on 
goals may be possible, but adding new objectives or 
dependencies would destroy the model. It is mathemat-
ically formalized. 
 
5. Comparison of the Approaches 
 
The comparison of the different modeling ap-
proaches is shown in Table 1.  
The modeling approaches already existing within 
the domain of distributed software development usual-
ly focus only on small aspects of the distribution. Thus, 
none of them regards both properties of and dependen-
cies between both the nodes in the network and the 
tasks. Most of them are not truly multi-objective, ei-
ther; only isolated goals such as effort or the number of 
multi-site work items are considered. 
 
Table 1. Comparison of the different distribution 
models and their fulfillment of the requirements: 
Not (-), partly (o), mostly (+) or totally (++) fulfilled 
(gray: not comparable) 
D
om
ain 
A
pproach 
M
ulti-objective 
goal 
Proper-
ties 
D
epen-
dencies 
A
daptability 
Form
ality 
Em
pirically based 
Tasks 
N
odes 
Tasks 
N
odes 
D
istributed S
W
 D
evelopm
ent 
Modifica-
tion Re-
quests [33] 
- o o - + - + o 
Global  
Studio 
Project 
[34], [38] 
 + + + - - - + 
Distributed 
CoCoMo 
[32] 
- + ++ - - o + o 
Simulation 
Model  
[44], [41] 
+ - + o + o + o 
Reference 
Model for 
GSD [37] 
+ + + - + + - o 
D
istributed P
roduc-
tion 
Linear Pro-
gramming 
[9] 
- + o - o - ++  
Plant Dis-
tribution 
[11] 
- + + - - - ++  
BMW Pro-
duction [16] 
- + + - o - ++  
D
istributed Sys-
tem
s 
Processor 
Allocation 
[5] 
o + + o + o +  
Opportunity 
Costs [1] 
++ + + - - o +  
File Alloca-
tion [10] 
+ + + - + - ++  
 
Distribution models within the production-
distribution domain are, in general, more formalized 
than in distributed software development, since they 
are based on operations research methods. However, 
these models only focus on cost minimization and are 
therefore not multi-objective. Besides, they have a 
strong focus on modeling production facilities while 
neglecting the details of tasks. Both the distribution 
models in software development and distributed pro-
duction are usually made for specific environments. 
They therefore lack adaptability. 
A general problem of the models in production and 
distributed systems is their obvious lack of empirical 
evaluation with respect to GSD specifics. But leaving 
that fact aside, the modeling approaches of the distri-
buted systems domain seem to fit best to the require-
ments: All regarded models are multi-objective, since 
they try to optimize both the costs at the nodes and the 
communication between them. The distribution model 
of processor allocation is the only one that considers 
both properties of and dependencies between both 
tasks and nodes, even if it is restricted to certain de-
pendencies between the tasks. Since most of the distri-
bution models in distributed systems result in an opti-
mization algorithm executable by machines, they are 
all quite formalized. However, these distribution mod-
els usually are also difficult to adapt. 
 
6. Conclusion and Future Work 
 
As the comparison of different existing distribution 
models within the domains of distributed software de-
velopment, distributed production, and distributed sys-
tems shows, there exists no single model that fulfills all 
stated requirements. However, the analysis of the mod-
els and their underlying principles reveals several ideas 
that could be transferred to the problem of distributing 
GSD tasks. 
The models developed in the distributed systems 
domain match the requirements to a large extent. But 
they do not consider specific empirically proven facts 
and criteria of GSD. It is also hard to extend them, as 
they were usually not intended for that purpose.  
However, a very promising model seems to be the 
processor allocation in Bokhari’s graph algorithm, as it 
is the only model that fulfills every requirement at least 
partly. In future work, we plan to develop a model that 
can be mapped to the processor allocation. In the ap-
pendix, we roughly sketch an initial model. This model 
should use the empirically based criteria of the already 
existing models for GSD or further empirical evidence 
that will be generated in the future. 
Another aspect that was shown by comparing the dif-
ferent distribution models is the fact that all models 
focus on some special aspects: There is no model that 
considers the properties of and dependencies between 
tasks and nodes, is multi-objective and adaptable at the 
same time. This fact suggests that a model covering all 
these requirements probably might be too complex and 
not realizable. 
One question that arises when it comes to the de-
velopment of a model for GSD is: Could it be possible 
to create a quantitative model for predicting and opti-
mizing human activities? Humans act and work in a far 
more complex way than, for example, distributed com-
puter networks, and it is never possible to consider all 
influence factors when modeling their work. This has 
to be investigated in future research; and it will proba-
bly not be possible to develop a model as accurate as 
the ones in distributed production or distributed sys-
tems. However, there exist different other approaches 
that model human behavior successfully in a very for-
mal way ([35], [30]) and we believe that even approx-
imate results will help to improve the task assignment 
decision 
Future research has to handle a lot of other ques-
tions that could not be handled in this comparison. 
Some of these are: How can organization-specific dis-
tribution scenarios be described in order to derive dis-
tribution requirements and criteria systematically? 
How to handle time? Planning software projects in-
cludes much time planning, as some resources are only 
available at some time or as the project time is one of 
the goals. What are further requirements for a DSS? 
The previously stated requirements are mainly derived 
from the literature and should be elaborated further. 
 
Appendix: Using Processor Allocation for 
GSD 
 
As presented before, the model used in Bokhari’s 
algorithm for assigning tasks to processors [5] seems to 
fit to a large extent to the requirements for a GSD dis-
tribution model. In the following, we will sketch a 
possible adoption for GSD. 
 The main element of the model is the invocation 
tree of the tasks to be assigned and the dependencies 
between them. Its tree structure stems from the fact 
that a module usually invokes a set of other modules it 
communicates with (and that do not communicate 
among each other).  The model gets a set of variables 
and functions as inputs: 
eip: cost of executing module i on processor p 
dij: amount of data transmitted between module i 
and module j (i.e., the required communication). 
spq: cost of transmitting one unit of data between 
processors p and q. 
Spq(dij): cost of transmitting data between modules i 
and j if i is assigned to processor p and j is assigned to 
q.  
The minimal cost assignment is found by building 
an assignment graph from the invocation tree using the 
following rules: 
• For each node i in the invocation tree (i.e., a 
module) and every processor p, the assign-
ment graph contains a node (i, p). The graph 
thus contains a layer (i, 1), (i, 2)… of nodes 
for every node in the tree. 
• If two nodes in the tree have an edge between 
them, the graph contains edges between all 
nodes of the corresponding layer. 
• Edges between nodes (i, p) and (j, q) have 
weights ejq + Spq(dij). 
• A source node is connected to all nodes (1, 1), 
(1, 2)… of the first layer with edges of weight 
0. 
• All nodes in the graph that correspond to 
leaves in the tree are connected to terminal 
nodes with edges of weight 0. 
 
 
Figure 1. An invocation tree and the resulting as-
signment graph for three processors. 
 
 
The problem of finding an optimal assignment is 
then reduced to finding a minimal (with respect to the 
sum of the edge weights) tree that connects every ter-
minal node with the source node. This can be done 
using dynamic programming in O(mn²), with m being 
the number of modules and n the number of proces-
sors. 
If this model is adapted to GSD, the biggest prob-
lem is the constraint of the tasks being restricted to a 
tree-like structure. This forbids modeling arbitrary de-
pendencies between tasks. However, software 
processes following a waterfall model can be modeled 
as a chain of sequential tasks.  
Then the input parameters can be regarded as: 
eip: cost of assigning task i to site p (depending on 
the properties of i and p) 
dij: needed communication between task i and task j 
spq: dependencies between site p and site q (e.g., 
communication efficiency) 
1
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 31  32  33  41  42  43 
Spq(dij, spq): communication cost between tasks i and 
j if i is assigned to site p and j is assigned to q.  
These functions and parameters have to be further 
specified, which is not supported by the model as it 
does not come from the GSD domain. However, the 
experiences and characteristics of the specific GSD 
models presented can be used here. 
Another problem of this adoption is the fact that 
Bokhari’s algorithm is not really multi-objective. It is 
therefore only possible to optimize one single goal. 
This could be solved by identifying optimal solutions 
for every single goal and then comparing them. Anoth-
er way might be the use of the opportunity cost ap-
proach in [1] or the use of goal programming from 
operations research. 
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