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ПРОГРАМНЕ ЗАБЕЗПЕЧЕННЯ ФОРМУВАННЯ ЕТАЛОНІВ ПАРАМЕТРІВ  
ДЛЯ СИСТЕМ ВИЯВЛЕННЯ КІБЕРАТАК 
 
Анна Корченко, Олег Заріцький, Тарас Паращук, Володимир Бичков  
 
Переважна більшість систем виявлення вторгнень стають невід’ємною частиною захисту будь якої мережевої безпеки, 
вони використовуються для моніторингу підозрілої активності в системі та виявлення атакуючих дій неавторизованої 
сторони. Активізація кібератак ініціює створення спеціальних технічних рішень, здатних залишатись ефективними при 
появі нових або модифікованих видів кіберзагроз з невстановленими або нечітко визначеними властивостями. Більшість 
таких систем направлена на виявлення підозрілої активності чи втручання в мережу для прийняття адекватних заходів 
щодо запобігання кібератакам. Актуальними системами виявлення вторгнень є ті, які орієнтовані на ідентифікацію 
аномальних станів але вони мають низку недоліків. Більш ефективні в цьому відношенні є експертні підходи, засновані на 
використанні знань і досвіду фахівців відповідної предметної галузі. Побудова технічних рішень і створення спеціальних 
засобів (наприклад, програмного забезпечення для систем виявлення атак, що дозволяють детектувати раніше невідомі 
кібератаки шляхом контролю поточного стану нечітко визначених параметрів в слабоформалізованому середовищі ото-
чення), заснованих на експертних підходах, є перспективним напрямком досліджень. На основі відомої системи виявлення 
кібератак, яка базується на методології виявлення аномалій (породжених кібератаками) та множини відповідних методів 
і моделей запропоноване програмне забезпечення, яке, за рахунок базового алгоритму та низки розроблених процедур (конс-
труювання координатної сітки; ініціалізації величин на основі набору баз даних та модулів; графічного формування пара-
метрів; пошуку спільних точок відповідно базових правил та графічної інтерпретації результату) дозволяє автоматизу-
вати процес формування еталонів параметрів для сучасних систем виявлення атак та відображати результати детек-
тування аномального стану у заданий проміжок часу. 
Ключові слова: атаки, кібератаки, аномалії, системи виявлення вторгнень, системи виявлення атак, системи вияв-
лення кібератак, виявлення аномалій в інформаційних системах. 
. 
На сьогодні більшість систем виявлення втор-
гнень (СВВ) стають невід’ємною частиною захи-
сту будь-якої мережевої безпеки, вони використо-
вуються для моніторингу підозрілої активності в 
системі та виявлення атакуючих дій неавторизова-
ної сторони (НАС).  
Останні дослідження, які проведені фахів-
цями в відповідних галузях за 2018 рік показали, 
що корпоративні мережі переважної більшості 
компаній не здатні забезпечити належний захист 
від існуючих кіберзагроз. Відзначені дві масштабні 
кібератаки, які потрясли світову спільноту – віруси 
WannaCry та NotPetya інфікували сотні тисяч ком-
п'ютерів в різних країнах. Також, користувачі зітк-
нулися і з низкою інших, менш значних атак, що 
пов’язані з вірусами-вимагачами, DDoS-атаками, 
викраданням персональних даних [1]. 
Активізація таких кібератак ініціює створення 
спеціальних технічних рішень, засобів та систем 
протидії, здатних залишатись ефективними при 
появі нових або модифікованих видів кіберзагроз 
з невстановленими або нечітко визначеними вла-
стивостями. Загалом такі СВВ направлені на вияв-
лення підозрілої активності (наприклад, шляхом 
формування відповідного звіту для адміністратора 
інформаційної системи) чи втручання в мережу 
для прийняття адекватних заходів щодо запобі-
гання кібератакам. Ці системи, як правило, достат-
ньо дорогі, мають закритий код та вимагають пе-
ріодичної підтримки висококваліфікованих фахі-
вців для налаштування до умов конкретних підп-
риємств. 
Достатньо актуальними і необхідними СВВ є 
ті, які орієнтовані на виявлення аномальних станів. 
Основними їх недоліками є, наприклад, надлишок 
помилкових спрацювань, складність процесу на-
лаштування, тривалий процес навчання та ство-
рення відповідного профілю нормального стану 
системи. Більш ефективними в цьому є експертні 
підходи, засновані на використанні знань і досвіду 
фахівців відповідної предметної галузі [2]. 
Виходячи з цього, побудова технічних рішень 
і створення спеціальних засобів (наприклад, про-
грамного забезпечення для систем виявлення атак 
(СВА), що дозволяють детектувати раніше неві-
домі кібератаки шляхом контролю поточного 
стану нечітко визначених параметрів в слабофор-
малізованому середовищі оточення), заснованих 
на експертних підходах, є актуальною науковою 
задачею. 
На основі системи [3], яка базується на мето-
дології виявлення аномалій, породжених кіберата-
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ками [4] (в основу якої закладено логіко-лінгвісти-
чний підхід [1] і кортежна модель [5-6]) та розроб-
лених методах (формування лінгвістичних етало-
нів [7-10]; фазифікації параметрів на лінгвістичних 
еталонах [11]; α-рівневої номіналізації нечітких 
чисел [12]; визначення ідентифікуючих термів 
[13]; формування базових детекційних правил 
[14]), побудуємо і проведемо експериментальне 
дослідження алгоритмічного та програмного 
забезпечення формування еталонів параметрів для 
систем виявлення аномалій. Такий засіб дозволить 
автоматизувати процес детектування в слабо-
формалізованому нечітко визначеному середовищі 
аномальний стан у заданий проміжок часу. 
Відповідно до запропонованої методології [4] 
програмний засіб формування еталонів парамет-
рів для систем виявлення аномалій функціонує на 
основі базового алгоритму System_level_Click 
(рис. 1), що поєднує низку наступних зумовлених 
процесів (процедур): 
 
Початок
h = gr.Height * 0.5;
l = gr.Width * 0.5;
Coordinate_axes
i=item;
list_gr2
item.Name = 
Namegraph(item.Name);
i=item;
list_gr1
item.Name = 
Namegraph(item.Name);
list_gr1 = 
list_gr1.OrderBy(u => 
u.Name).ToList();
list_gr2 = 
list_gr2.OrderBy(u => 
u.Name).ToList();
count_cord1 = 
list_gr1.Count();
count_cord2 = 
list_gr2.Count();
Graph_Build(_list_
gr1, true, gr);
Graph_Build(_list_
gr2, false, gr);
list_point1 = 
Crossing.IntersectionPoin
t(_list_gr1, interval_p[0], 
true)
list_point2 = 
Crossing.IntersectionPoin
t(_list_gr2, interval_p[1], 
false)
Rect_Area
Line_point_Area
gridXaml = 
XamlWriter.Save(gr);
Кінець
Crossing = new 
Сrossing()
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9
_list_gr2 = 
Convert_List(list_g
r2, l * 0.9, h, false);
11
_list_gr1 = 
Convert_List(list_g
r1, l, h, true);
10
 
Рис. 1. Базовий алгоритм System_level_Click 
 
− Сoordinate_axes (конструювання коорди-
натної сітки для µ  і х ); 
− Convert_List (ініціалізація величин на ос-
нові баз даних кібератак (БДК) і еталонів (БДЕ) [3] 
та формування поточних значень (МФПЗ). Відпо-
відно до структури системи виявлення кібератак 
(СВК) в [3] (рис. 1) визначаються координати ета-
лонних еijsТ~  та поточних 
f
ijР~
τ  НЧ в im -мірному 
параметричному підсередовищі); 
− Graph_Build (графічне формування парамет-
рів, наприклад, 31P = ПSPКОP =КОП  і 32P = АSPКПОP =
КПОА  та їх відображення на об’єкті Canvas відпо-
відно до етапу 3 [4]; 
− Crossing (реалізуються процедури Inter-
sectionPoint і GetPoint та здійснюється відобра-
ження поточного стану системи відповідно до ба-
зових правил iDR  в детекційному середовищі 
(див. етап 5-7 в [4])); 
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− Rect_Area (будуються двомірні опорні об-
ласті (дивись етап 5 в [4]) відповідно до заданих 
правил, які надходять з баз даних правил (БДП) 
[3], що формуються на основі iDR  =( i 1,n )  та 
використовуються для виявлення i -ї кібератаки на 
основі параметричних підсередовищ різної розмі-
рності; 
− Line_point_Area (відповідно до етапу 5 в [4] 
будуються і відображаються спільні точки ліній 
проектування еталонних еijsТ~  і поточних 
f
ijР~
τ  НЧ, 
наприклад, для параметрів 31P = ПSPКОP =КОП  і 
32P = АSPКПОP =КПОА  в 2-мірному параметрич-
ному підсередовищі). 
Розглянемо принцип роботи головного алго-
ритму System_level_Click (рис. 1), який інтегрує за-
значені процедури для побудови повного переліку 
графічних компонентів необхідних для ефектив-
ного виявлення аномального стану в інформацій-
них системах. 
На початку обчислювального процесу (рис. 1, 
вершина 1) відбувається ініціалізація необхідних 
характеристик екрану. Далі (рис. 1, вершина 2-3 та 
4-5) відповідно отримуємо в циклах початкові дані 
з БДЕ [3], наприклад, для параметрів КОП та 
КПОА. Наступним (рис. 1, вершина 6-7) форму-
ються множини порядку параметрів відповідно до 
(14) та (16) в [5]. 
Далі (рис. 1, вершина 8), виконується зумовле-
ний процес (клас Сoordinate_axes), відповідно до 
якого реалізується процедура Main_coordinate_axes 
(рис. 2), що здійснює послідовну обробку трьох під-
програм градуювання координатних осей та сітки: 
− Grid_coordinates (відповідає за побудову 
координатної сітки з використанням отриманих 
меж області вертикальних та горизонтальних лі-
ній); 
− Graduation_axes (відповідає за маркування 
осей µ  і х , інтервали градуювання в обмеженій 
області); 
− Drawing_axes (відповідає за побудову коор-
динатних осей для відображення параметрів, напри-
клад, 31P = ПSPКОP =КОП  і 32P = АSPКПОP =КПОА  в 
2-мірному параметричному підсередовищі [7]). 
Далі (рис. 1, вершина 9) відповідно до струк-
тури СВК в [3] (рис. 1) визначається кількість да-
них (count_cord1 і count_cord2) у БДЕ для кож-
ного з параметрів, наприклад, 31P = ПSPКОP =КОП  
і 32P = АSPКПОP =КПОА . 
На наступному етапі (рис. 1, вершини 10 та 
11) викликається процедура Convert_List (рис. 3), 
яка дозволяє отримувати дані з таблиць за визна-
ченими параметрами (відповідно до етапу 3 в [4]), 
наприклад, КОП та КПОА, які конвертуються в 
форму необхідну для побудови графічних зобра-
жень заданих параметрів, наприклад, 31P = ПSPКОP
=КОП  і 32P = АSPКПОP =КПОА  в 2-мірному пара-
метричному підсередовищі. 
                                   
Пуск
Grid_coordinates
Graduation_axes
Стоп
Drawing_axes
Main_coordinate_
axes ()
 
Рис. 2. Алгоритм Main_coordinate_axes 
Процес конвертації даних складається з двох 
етапів. Перший, відповідно до етапу 4, в [4] визна-
чає інтервал, якому належить вершина графічного 
зображення поточного НЧ fijР~
τ  в im -мірному по-
точному підсередовищі. Це необхідно для пошуку 
спільних точок графічних зображень еталонних 
е
ijsТ~  та поточного 
f
ijР~
τ  НЧ, оскільки зазначені то-
чки повинні лежати в одних межах з вершиною 
f
ijР~
τ  будь-якого з параметрів. Другий – конвертує 
еталонні еijsТ~  та поточні 
f
ijР~
τ  НЧ (які знаходяться 
в БДЕ та МФПЗ [3]) у значення, що відповідають 
системі координат Canvas. Зазначена процедура 
повертає список конвертованих значень НЧ та 
меж, де можуть знаходитись спільні точки графіч-
ного зображення поточного стану (див. етап 4 в 
[4]), наприклад, для параметрів . 31P .= ПSPКОP =
КОП  і 32P = АSPКПОP =КПОА . Отриманні дані не-
обхідні для побудови ліній проектування та спіль-
них точок графічних зображень по заданим пара-
метрам КПОА і КОП. 
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Пуск
count = 0
interval_cord_p = 0
gran_left = 0
gran_right = 0
i=0;
list.count
_xy = 
list[index].xy.Split(';')
i=0;
xy.Length - 1
index==0 && xy[0
]== 1 1
0
interval_cord_p = xy[1]
xy[0] == 1
mass[count++] = xy[1];
1
0
_xy = 
list[index].xy.Split(';')
flag == true
str += l+h*0.76*xy[1] + 
";" + h*(0.9- 0.76*хy[0]) 
1
str += l-h*0.76*xy[0] + 
";" + h*(1.1+ 0.76*хy[1])
0
_list.Add(new 
Class_point_gr(){Name = 
list[index].Name,xy=str})
mass.ToList().
Sort()
i=0;
xy.Length - 1
flag == true 1
0
i == mass.Length - 1
gran_left = mass[i];
gran_right = 0.89;
1
0
index == left_lim && 
xy[i] == 1
list
Стоп
 Convert_List(list, l,  h, flag)
 
Рис. 3. Алгоритм реалізації Convert_List 
Далі (рис. 1, вершини 12-13) викликається 
процедура Graph_Build (рис. 4), що на підставі 
БДЕ та МФПЗ в [3] дозволяє будувати графічні зо-
браження еталонних еijsТ~  та поточних 
f
ijР~
τ  НЧ. 
Після проведення процесу конвертації даних з  
БДЕ вони передаються в підпрограму 
Graph_Build, яка при виклику отримує список кон-
вертованих даних у вигляді індексу для отримання 
кольору та зміну графічного об’єкта Canvas для 
побудови базових графічних значень. 
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Рис. 4. Алгоритм реалізації Graph_Build 
 
Використовуючи Main_figures створюється 
об’єкт класу shapes в тілі Graph_Build і далі за до-
помогою об’єкта shapes викликається Draw_ 
polyline та дані зі списку записуються в масив. Та-
кож визначаються варіації кольорів та типів ліній.  
Виконання в циклі зазначеної послідовності дій 
пов’язане з побудовою графічних зображень та їх 
легенд (наприклад, Р, ОМ, М, С, Б та ОБ для пара-
метрів 31P = ПSPКОP =КОП  і 32P = АSPКПОP =КПОА  
(рис. 5-6) в 2-мірному параметричному підсередо-
вищі [7]). 
 
 
Рис. 5. Результат роботи процедури Graph_Build  
для параметра КОП 
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Рис. 6. Результат роботи процедури Graph_Build  
для параметра КПОА 
На наступному етапі (рис. 1, вершина 14) 
створюється об’єкт класу Crossing, і викликається 
процедура IntersectionPoint та формується список 
координат спільних точок, необхідних для відо-
браження поточного стану системи. Отримавши 
список та ідентифікатори еталонів НЧ за допомо-
гою Convert_List (рис. 1, вершини 10-11), визнача-
ються параметри ідентифікації опорних областей 
за допомогою Draw_main_rect. Слід зазначити, 
що клас Crossing складається з двох процедур: 
IntersectionPoint (рис. 7) та GetPoint (рис. 8). 
Перша процедура IntersectionPoint дозволяє 
отримати спільні точки графічних зображень еijsТ~  
та fijР~
τ  (окремо для кожного з параметрів), а також 
для еijsТ~  з суміжними еталонними НЧ (див. етап 5-
6 в [4]). 
Друга процедура GetPoint (див. етап 5 та 6 в 
[4]) відповідає за отримання координат вищезазна-
чених точок, тобто, наприклад, пара значень 
1 1( ; х )µ  та 2 2( ; х )µ , які характеризують складову 
першого графічного зображення і пара значень 
3 3( ; х )µ  та 4 4( ; х )µ  – другого. Далі обчислю-
ються всі можливі значення для обраної складової 
першого графічного зображення відносно всіх 
можливих складових другого. Обчислення прово-
диться за допомогою Intersection_point, яка визна-
чає спільні точки складових для заданих коорди-
нат і повертає до GetPoint.  
Пуск
index =0;
List.count - 1
Стоп
i=1;
list.Count
buf = GetPoint(list, 
index, i, interval_p, 
flag);
buf =GetPoint(list, 
index, index + 1, 
String.Empty, flag);
index == 0 10
buf != “” && 
str.Count != 2
str.Add(new 
Class_point() { Name = 
list[i].Name, Index = "1", 
xy = buf });
1
xy = 
list[index].xy.Split(';')
buf != “”
str.Add(new 
Class_point() { Name = 
list[index].Name, Index = 
"0", xy = buf });
1
str
0
0
IntersectionPoint 
(list, interval_p, flag)
 
Рис. 7. Алгоритм реалізації процедури IntersectionPoint 
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Рис. 8. Алгоритм реалізації процедури GetPoint 
Стоп
lim_left_p = gran[0]; 
d!=0
Пуск
flg = flag;
str = lim;
lim_right_p = gran[1]; 
lim1 = gran[2];
a[0] = y2 - y1;           
a[1] = y4 - y3;
b[0] = x1 - x2;
b[1] = x3 - x4;
c[0] = y1 * x2-x1* y2;
c[1] = y3 * x4-x3* y4;
1
0
Intersection point (x1, y1, x2, 
y2, x3, y3, x4, y4, lim, flag)
 
Рис. 9. Алгоритм реалізації процедури Intersection_point 
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Рис. 10. Алгоритм реалізації процедури Intersection_point_xy 
 
Далі (рис. 1, вершини 15-16) реалізується клас 
Intersection_point (відповідно до функціоналу 
МАРН і МІТ – див. структуру СВК в [3]), що скла-
дається з двох процедур Intersection_point (рис. 9) 
та Intersection_point_xy (рис. 10). У свою чергу, 
перша є конструктором, що отримує дані з 
GetPoint (рис. 8) та визначає коефіцієнти при µ  і 
х , які передаються в другу – Intersection_point_xy, 
де розраховуються спільні точки і повертаються в 
GetPoint.  
На наступному етапі (рис. 1, вершина 17) ви-
кликається процедура Rect_Area (відповідно до 
функціоналу БДП і МРА – див. структуру СВК в 
[3]) (рис. 11), що відповідає за побудову базових 
двомірних областей та областей поточного стану 
(див. етап 7 в [4]) і послідовно активує 
Draw_main_rect (рис. 12) та Draw_Rect. Проце-
дура Draw_main_rect відповідає за побудову двомі-
рних опорних областей з урахуванням правил 
iDR , на основі яких буде визначатися рівень ано-
мального стану системи.  
Залежно від отриманих даних про візуаліза-
цію, наприклад, параметрів 31P = ПSPКОP =КОП  і 
32P = АSPКПОP = КПОА  та на основі спільних точок 
графічних зображень еталонних еijsТ~  НЧ та прое-
кцій лінійних компонент, побудованих за допомо-
гою класу Draw_main_object, отримаємо необхідні 
опорні області. Їх генерація проходить за вище ви-
значеними правилами, тому на графічному зобра-
женні генеруються кольорові області, які відобра-
жають рівень аномального стану системи в детек-
ційному середовищі відповідно до iDR  (див. етап 
7 в [4]). 
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Пуск
p1_str = 
Function_Split
(list_point1, 1);
i=0;
сountcord2
colors = Name_area
(0, countcord1, i + 1, 
gr.Width * 0.5, gr.Height 
* 0.55);
i==0
1
0
Draw_main_rect
(list_criteria1, 
list_criteria2, colors, 
1, 0, 0, 0)
i == count_cord2
Draw_main_rect
(list_criteria1, 
list_criteria2, colors, 
0, 0, 1, 0)
1
p2_str = 
Function_Split
(list_point2, 1);
list_criteria1 = 
Function_Split
(list_point1, 0);
list_criteria2 = 
Function_Split
(list_point2, 0);
Draw_main_rect
(list_criteria1, 
list_criteria2, colors, 
0, 1, 0, 2 * (i - 1))
0
(p1_str.Length - 
1) / 2 < 4
x = p1_str[4]
1
x = p1_str[2]
(p2_str.Length - 
1) / 2 < 4
y = p2_str[5]
1
y = p2_str[3]
x1 = p1_str[0];           
x2 = p1_str[2]; 
y1 = p2_str[1];
y2 = p2_str[3];
x1>x2 && y1>y2
1
0
shapes.Draw_Rect
(x2, y2, x - p1_str[0], 
y - p2_str[1], 
Colors.Red, 0.3)
x1>x2 && 
y1<y2
shapes.Draw_Rect
(x2, y1, x - p1_str[0], 
y - p2_str[1], 
Colors.Red, 0.3)
1
x1<x2 && 
y1<y2
0
shapes.Draw_Rect
(x1, y1, x - p1_str[0], 
y - p2_str[1], 
Colors.Red, 0.3)
1
x1<x2 && y1>y2
shapes.Draw_Rect
(x1, y1, x - p1_str[0], 
y - p2_str[1], 
Colors.Red, 0.3)
1
0
0
name_gr1 = 
Name_level_danger
(list_criteria1, p1_str, 
list_point1, 0)
name_gr2 = 
Name_level_danger
(list_criteria2, p2_str, 
list_point1, 0)
Стоп
danger_level.Text = 
Namearea 
(name_gr2 + name_gr1)
0
0
Rect_Area (list_point1, 
list_point2, count_cord1, 
count_cord2, gr)
 
Рис. 11. Алгоритм реалізації процедури Rect_Area 
 
Далі (рис. 1, вершина 18) викликається підп-
рограма Line_point_Area (відповідно до функціо-
налу МВ – див. структуру СВК в [3]) (рис. 13) і на 
графічному об’єкті Canvas за допомогою класу 
Draw_main_object, викликаючи його процедури 
Draw_main_point (рис. 14) та Draw_main_line (рис. 15),  
будуються проекції лінійних компонент та спільні 
точки як на початкових графічних зображеннях, 
так і на кінцевому зображенні поточного стану. 
Приклад реалізації роботи цих двох процедур на-
ведений на рис. 16. 
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i=0;
point_gr1.
Length - 3
shapes.Draw_Rect()
Стоп
cord=point_gr2[j+3]
- point_gr2[j + 1]
cord = 0
k1!=0
1 shapes.Draw_Rect()
shapes.Draw_Rect()
left_limit_x =gr.Width/2; 
left_limit_y = 0.55 * 
gr.Height;
Пуск
right_limit_x = 
left_limit_x + (8 * 
gr.Height) /21;
right_limit_y = 
left_limit_y + (8 * 
gr.Height) / 21;
0
Draw_main_rect(po
int_gr1, point_gr2, 
color, k0, k1, k2, j)
shapes.Draw_Rect(left_limit_x, left_limit_y + k1 
* (point_gr2[j + 1]) - left_limit_y + k2 * (point_gr
2[point_gr2.Length - 2] - left_limit_y), point_gr1[
0] - left_limit_x, k2 * (right_limit_y - point_gr2
[point_gr2.Length - 2]) + k1 * cord + k0 * 
(point_gr2[1] - left_limit_y), color[count++], 1);
shapes.Draw_Rect(point_gr1[i], left_limit_y + k1 
* (point_gr2[j + 1] - left_limit_y) + k2 * (point_gr
2[point_gr2.Length - 2]) - left_limit_y), point_gr1
[i + 2]) - point_gr1[i], k2 * (right_limit_y - 
point_gr2[point_gr2.Length - 2]) + k1 * cord + k0 
* (point_gr2[1] - left_limit_y), color[count++], 1);
shapes.Draw_Rect(point_gr1[point_gr1.Length - 3], 
left_limit_y + k1 * (point_gr2[j + 1] - left_limit_y) + k2 * 
(point_gr2[point_gr2.Length - 2] - left_limit_y), 
right_limit_x - point_gr1[point_gr1.Length - 3], k2 * 
(right_limit_y - point_gr2[point_gr2.Length - 2]) + k1 * 
cord + k0 * (point_gr2[1] - left_limit_y), color[count], 1);
 
Рис. 12. Алгоритм реалізації процедури Draw_main_rect 
 
Також при побудові графічних елементів в ал-
горитмі System_level_Click (рис. 1) використову-
ються додаткові складові, наприклад, клас Main_ 
figures включає в себе процедури Draw_polyline 
(рис. 17), Draw_point і Draw_Rect (рис. 18), які від-
повідно здійснюють побудову лінійних компо-
нент з різними вхідними характеристиками точок на 
графічному об’єкті Canvas і прямокутних компонент.  
Після отримання всіх даних System_level_ 
Click здійснює побудову області поточного стану 
(відповідно до функціоналу МВ – див. структуру 
СВК в [3]), що дозволяє візуально оцінити анома-
льний стан в системі для прийняття необхідного 
рішення. 
 
Рис. 13. Алгоритм реалізації процедури Line_point_Area 
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i=0;
point_gr1.
Length - 1
i=0;
point_gr2.
Length - 1
Пуск
Draw_point(point_
gr2[j + 1]) - 2.5, 
point_gr1[i]) - 2.5, 
color);
Стоп
Draw_main_point(point_
gr1, point_gr2, color)
 
Рис. 14. Алгоритм реалізації процедури Draw_main_point 
 
Фактично процедура генерує поточний блок, 
наприклад, у вигляді червоної прямокутної обла-
сті, утвореної за допомогою f31P~
τ  і f32P~
τ
, що інтер-
претує аномалію в 2 -мірному параметричному 
КОП-КПОА-підсередовищі, породжену відповід-
ним атакуючим SP-середовищем в момент часу fτ  
[14]. Приклад роботи ПЗ формування еталонів па-
раметрів з різними вхідними даними наведений на 
рис. 19 і рис. 20).
const_coord_y 
const_coord_x 
i=0;
point_list.
Length - 1
shapes.Draw_point()
shapes.Drawpolyline()
mass = new[] { 
point_list[i], point_list[i + 
1], point_list[i], 
const_coord_y };
flag == true 1
0
mass = new[] { 
point_list[i], point_list[i 
+ 1], const_coord_x, 
point_list[i + 1] };
Пуск
Стоп
Draw_main_line(point_list, color, 
flag)
const_coord_y = (0.55 + 10 * 0.8/ 21) 
* main_canvas.Height;
const_coord_x = main_canvas.Width 
* 0.5 + (8 * main_canvas.Height) / 21;
shapes.Draw_point(point_list[i + 1]-2.5, 
point_list[i] - 2.5, color);
shapes.Draw_polyline(mass, 1, color, true);
 
Рис. 15. Алгоритм реалізації процедури Draw_main_line 
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Рис.16. Приклад побудови опорних областей відповідно до Draw_main_rect 
Пуск
i=0;
arr.Length
polyline.Points.Add(new 
Point(arr[i], arr[i + 1]))
polyline.Stroke = new 
SolidColorBrush(color);
StrokeDashArray = new 
DoubleCollection(new 
double[]{4*size,2*size})
flag 0
polyline.StrokeThickness 
= size;
main_canvas.Children.A
dd(polyline);
Стоп
1
Draw_polyline(arr, size, color, flag)
 
Рис. 17. Алгоритм реалізації процедури Draw_polyline 
 
Пуск
var rect = new 
Rectangle();
rect.Stroke = new 
SolidColorBrush(color);
rect.Fill = new 
SolidColorBrush(color);
rect.Fill.Opacity  = 
opacity;
rect.Width =Math.Abs(a)   
rect.Height=Math.Abs(b)
Canvas.SetLeft(rect, x);           
Canvas.SetTop(rect, y);
main_canvas.Children.
Add(rect);
Стоп
Пуск
myEllipse = new 
Ellipse();
mySolidColorBrush = 
new SolidColorBrush();
 mySolidColorBrush.
Color = color;
myEllipse.Fill = 
mySolidColorBrush;
myEllipse.Width = 5;
myEllipse.Height = 5;
Canvas.SetTop
(myEllipse, x);            
Canvas.SetLeft
(myEllipse, y);
main_canvas.Children.
Add(myEllipse);
Стоп
Draw_point(x, y, color)
Draw_Rect(x, y, a, b, 
color, opacity)
 
Рис. 18. Алгоритми реалізації процедур Draw_point і Draw_Rect 
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Рис.19. Приклад роботи ПЗ формування еталонів параметрів  
(визначення поточного стану системи) 
  
Рис. 20. Приклад роботи ПЗ формування еталонів параметрів  
(визначення поточного стану системи) 
 
На заключному етапі (рис. 1, вершина 19) ви-
користовуються класи PrintPreviewWindow та 
Print, що відповідають за створення файлу звіту та 
його попереднього перегляду. Тобто, користувач за 
необхідністю у момент часу fτ  може ініціалізувати 
режим друку, що приведе до створення у буферній 
пам’яті файлу попереднього перегляду (рис. 21), 
який можна роздрукувати (рис. 22) або зберегти у 
форматі pdf (рис. 23). 
Друк ініціюється кнопкою «Рівень системи», у 
результаті чого графічний об’єкт Canvas конверту-
ється в Xaml файл, а решта тексту, заголовок звіту 
і правило, що спрацювало (відповідно до функці-
оналу МВ – див. структуру СВК в [3]), генеруються 
за допомогою стандартного класу FixedDocument, 
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який дозволяє зручно розмістити текст в звіті. 
Файл звіту передається у буферну пам'ять, після 
чого його можна переглядати, змінювати налаш-
тування друку тощо. 
 
Рис. 22. Вибір варіанту друку документа 
У звіті формується відображення рівня аномаль-
ного стану системи (у тому числі в момент часу fτ ). 
Також у розробленому ПЗ використовується 
модуль ChildWindow, який відповідає за ство-
рення та редагування еijsТ~  і 
f
ijР~
τ  [7]. Він представ-
лений окремим вікном програми із базовим інтер-
фейсом для виконання сформованих вище задач. 
Дані в БДЕ за допомогою функціоналу цього мо-
дуля можна модифікувати та переглядати. Анало-
гічна процедура реалізується при активізації кно-
пок Додати, Редагувати та Видалити. 
 
Рис. 23. Приклад друку звіту у форматі pdf 
 
 
 
Додавання запису (рис. 24). За допомогою фу-
нкціоналу вікна «Додати графік» є можливість допов-
нити такі дані як: назва графічного зображення ета-
лонного та поточного НЧ (обирається за допомогою 
ComboBox і списку назв), кількість та ініціалізація зна-
чень їх координат (за допомогою «+» реалізується до-
давання/видалення нової пари координат). 
Редагування існуючого запису (рис. 25). 
Процес редагування подібний процесу додавання, 
оскільки базис роботи цих процедур схожий. 
Тому, після використання в головному вікні кно-
пки «Редагувати» з’являється відповідне вікно, де за 
допомогою функціоналу «Редагування даних гра-
фіка» є можливість його модифікації. 
Видалення даних (рис. 26). При обранні не-
обхідного рядка запису для видалення використо-
вується функціональна клавіша «Видалити», в ре-
зультаті чого відбувається видалення даних з БДЕ 
і її автоматичне оновлення. 
 
Рис. 24. Вікно додавання запису еталонних значень 
 
Рис. 25. Вікно редагування запису 
Експериментальне дослідження та практичне 
використання запропонованого ПЗ підтвердило 
дієвість теоретичних положень, які стали основою 
розробленого алгоритмічного забезпечення.  
Таким чином, у роботі запропоновано ПЗ, 
яке, за рахунок базового алгоритму та низки роз-
роблених процедур (конструювання координат-
ної сітки; ініціалізації величин на основі набору 
баз даних та модулів; графічного формування па-
раметрів; пошуку спільних точок відповідно базо-
вих правил та графічної інтерпретації результату), 
дозволяє автоматизувати процес формування ета-
лонів параметрів для сучасних СВА та відображати 
результати детектування аномального стану у зада-
ний проміжок часу. 
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Рис. 26. Виділення рядка необхідного запису  
та його видалення  
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ПРОГРАММНОЕ ОБЕСПЕЧЕНИЕ  
ФОРМИРОВАНИЯ ЭТАЛОНОВ  
ПАРАМЕТРОВ ДЛЯ СИСТЕМ  
ОБНАРУЖЕНИЯ КИБЕРАТАК 
Большинство систем обнаружения вторжений стано-
вятся неотъемлемой частью защиты какой-либо сете-
вой безопасности, они используются для мониторинга 
подозрительной активности в системе и выявления 
атакующих действий неавторизованной стороны. Ак-
тивизация кибератак инициирует создание специаль-
ных технических решений способных оставаться эф-
фективными при появлении новых или модифициро-
ванных видов киберугроз с неустановленными или не-
четко определенными свойствами. Большинство таких 
систем направлено на выявление подозрительной ак-
тивности или вмешательства в сеть для принятия адек-
ватных мер по предотвращению кибератак. Актуаль-
ными системами обнаружения вторжений являются те, 
которые ориентированы на идентификацию аномаль-
ных состояний, но они имеют ряд недостатков. Более 
эффективными в этом являются экспертные подходы, 
основанные на использовании знаний и опыта специ-
алистов соответствующей предметной области. По-
строение технических решений и создания специаль-
ных средств (например, программного обеспечения 
для систем обнаружения атак, позволяющего детекти-
ровать ранее неизвестные кибератаки путем контроля 
текущего состояния нечетко определенных парамет-
ров в слабоформализованной среде окружения), осно-
ванных на экспертных подходах, является перспектив-
ным направлением исследований. На основе извест-
ной системы обнаружения кибератак, которая базиру-
ется на методологии выявления аномалий (порожден-
ных кибератаками) и множества соответствующих ме-
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тодов и моделей, предложено программное обеспече-
ние, которое, за счет базового алгоритма и ряда разра-
ботанных процедур (конструирование координатной 
сетки; инициализации величин на основе набора баз 
данных и модулей; графического формирования пара-
метров; поиска общих точек соответственно базовых 
правил и графической интерпретации результата), 
позволяет автоматизировать процесс формирования 
эталонов параметров для современных систем обнару-
жения атак и отображать результаты детектирования 
аномального состояния в заданный промежуток вре-
мени. 
Ключевые слова: атаки, кибератаки, аномалии, си-
стемы обнаружения вторжений, системы обнаружения 
атак, системы выявления кибератак, выявление анома-
лий в информационных системах. 
 
THE SOFTWARE FOR THE FORMATION  
OF PARAMETERS ETALONS  
FOR CYBER-ATTACKS DETECTION SYSTEMS 
The overwhelming majority of intrusion detection systems 
become an integral part of the protection of any network 
security, they are used to monitor suspicious activity in the 
system and detect an attack by an unauthorized party. Ac-
tivating of cyberattacks initiates the creation of special 
technical solutions that can remain effective when new or 
modified types of cyber threats appear with unidentified or 
unclearly defined properties. The majority of such systems 
are aimed to detect suspicious activity or interfering in the 
network to take adequate measures to prevent cyber at-
tacks. Current systems for detecting intrusions are those 
that are aimed to identify abnormal states, but they have a 
number of disadvantages. More effective in this regard are 
expert approaches based on the use of knowledge and ex-
perience of specialists in the relevant subject field. The 
construction of technical solutions and the creation of spe-
cial tools (for example, software for detection systems that 
allow detection of previously unknown cyber attacks by 
controlling the current state of unclear parameters in a 
poorly formalized environment, based on expert ap-
proaches, is a promising area of research. Based on the 
well-known cyberattack detection system which is based 
on the methodology for detecting anomalies generated by 
cyber attacks and the set of appropriate methods and mod-
els, software provided by the basic algorithm and a number 
of developed procedures (grid construction, initialization 
of values based on a set of databases and modules; graphic 
forming of parameters, search of common points in ac-
cordance with the basic rules and graphic interpretation of 
the result) allows to automate the process of forming pa-
rameters etalons for modern attack detection systems and 
display the results of detecting abnormal states at a given 
time interval. 
Keywords: attacks, cyber attacks, anomalies, intrusion de-
tection systems, attack detection systems, cyberattack de-
tection systems, detection of anomalies in information sys-
tems. 
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