An Advanced sensor failure Detection, Isolation, and Accomnodation (ADIA) algorithm has been developed for use with an aircraft turbofan engine control system. In a previous paper the authors described the ADIA algorithm and its real-time implementation. This paper discusses subsequent improvements made to the algorithm and implementation, and presents the results of an evaluation. The evaluation used a real-time, hybrid computer simulation of an F1i0 turbofan engine.
INTRODUCTION
The ADIA program (1) is an effort to improve the overall demonstrated reliability of digital electronic control systems for aircraft turbine engines by detecting sensor failures using analytical redundancy. Various redundancy management techniques have been applied to both the total control system and to individual components. The least reliable of the control system components are the engine sensors. Typically, sensor redundancy is required to achieve adequate control system reliability. The ADIA approach uses analytical redundancy to achieve reliability.
Analytical redundancy uses a reference model of the engine and redundant information from dissimilar sensors to provide an estimate of a measured variable. How the estimates and measurements are used to detect failures is one way to differentiate the various analytical redundancy approaches. The ADIA algorithm is based upon hypothesis testing of Kalman filter generated residuals. Considerable work has been accomplished in the application of analytical redundancy to improve turbine engine control system reliability. These accomplishments are surveyed in Ref. 2 The ADIA program has been organized into four phases: development, implementation, evaluation, and demonstration. Reference 1 describes the development and implementation phases. This paper describes additional development and implementation details as well as giving the significant real-time hybrid computer evaluation results. The ADIA algorithm will be demonstrated on an F1QO engine at the NASA Lewis
Research Center altitude test facility during the last half of 1986. The paper will briefly describe the ADIA algorithm and the simplified engine model used in the algorithm. Also included is a description of the hardware and software used to implement the algorithm. Finally, results are presented. These include simplified model accuracy and ADIA performance for hard and soft failures.
ALGORITHM DEVELOPMENT
The ADIA algorithm detects, isolates, and accomnodates sensor failures in turbofan engine control systems. The ADIA algorithm was originally developed for NASA Lewis under contract (3). The algorithm incorporates advanced filtering and detection logic and is general enough to be applied to different engines or other types of control systems. A specific version of the ADIA algorithm was designed for the F100 engine and F100 Multivariable Control. This combination of engine, control, and ADIA algorithm comprises the F100 testbed system shown in Fig. 1 .
The ADIA algorithm consists of three elements:
(1) hard failure detection and isolation logic, (2) soft failure detection and isolation logic, and (3) an acconmodation filter. These are shown as part of the testbed system in Fig. 1 These three improvements represent the major changes to the ADIA algorithm. The next section describes how the modified algorithm was implemented into commercially available, microprocessor based, hardware and software. ADIA 
IWLEMENTATION
The hardware implementation of the ADIA algorithm requires the integration of the algorithm with the F100 Multivariable Control (MVC) (4). The F100 MVC had been implemented on an 8086 microcomputer (5). The ADlA was merged with this MVC implementation to give a full microcomputer implementation of the control algorithm with sensor analytical redundancy. The FIOO engine system dynamics require a combined MVC and ADIA update interval of 40 msec or less.
A microcomputer system for real-time controls research has been designed and fabricated at NASA Lewis (6) . The controls microcomputer within the system is based on the Intel 8086 microprocessor architecture. In order to implement the conbined MVC(ADIA and satisfy the update interval requirement of 40 msec, a second 8086 based CPU was added to the controls microcomputer (1) . This second CPU runs in parallel with the first. Data is transferred between CPU's through dual-ported memory and synchronization between CPU's was achieved through interrupts. Initially, only the normal-mode accommodation filter and the hard i63 detect logic from the ADIA were implemented. This allowed a straightforward evaluation of the parallel processing mechanism. It was assumed that the soft failure detection and isolation logic could be added to the second CPU at a later date.
During algorithm development, the soft failure isolation logic was only run after a soft failure was detected by the soft failure detect logic. Due to the complexity of the soft failure isolation logic and since it was felt there might be some benefit to running the soft isolation logic in parallel with the soft detect logic, a third CPU was added to implement the soft isolation logic. Data transfers and synchronization were accomplished in the same manner as with the two-CPU implementation. Most recently, the 8086 based CPU's were replaced with 80186 based CPU's.
The new CPU's are software compatible with the old CPUs, but are considerably faster. The relative timing for the three CPU's is shown in Fig. 2 .
As shown in the figure, the different parts of the combined MVC/ADIA algorithm are divided among the three CPU's. The MYC is implemented in fixed point assembly language on CPU number 1. At the time the MYC was originally implemented on a microcomputer, it was felt that assembly language programming using fixed point arithmetic was necessary to achieve real-time execution of the algorithm. With the availability of the 8087 floating point coprocessor for the 8086 came the capability of implementing real time controls in floating point arithmetic. The majority of the ADIA algorithm running on CPU's numbers 2 and 3 is implemented using floating point arithmetic and the application oriented language FORTRAN. FORTRAN was chosen because the ADIA was originally coded in FORTRAN, and because a fairly good compiler was available for the 8086-8087.
The advantages of using an application language rather than assembly language include higher programnmier productivity, increased readability, and easier maintenance. The primary disadvantage is that it generally produces less efficient object code than the equivalent assembly language.
Execution efficiency is critical for realtime controls. So, for the ADIA, table lookup routines (7), which are executed frequently in the algorithm, and the hardware interface routines which have no FORTRAN equivalents, are implemented in assembly language. To allow the remainder of the algorithm to remain in FORTRAN, the source code has been optimized to make it run more efficiently (8). As shown in Fig. 2 (Fig. 2) Data handling is accomplished through the MINDS utility program. This program is described in the implementation section.
Estimate Accuracy
The single most important element in determining ADIA algorithm performance is the accuracy of the engine output estimates used in the algorithm. These estimates are determined using a Kalman filter which incorporates a simplified engine model. The accuracy of the output estimates for both steady-state and transient operation was evaluated at various engine operating points. An engine operating point is defined by the pilot's power request (Power Lever Angle, PLA), and the altitude (ALT) and Mach number (MN) at which the engine is )perating.
Steady-state accuracy was obtained in a straightforward manner. The simulation was "flownT to the desired operating point and allowed to reach steady-state. Then control execution was halted (or frozen). MINDS was then used to sample and store a set of steady-state data. Comparisons of measured and estimated variables for six operating points are given in Table I. Table I Fig. 4 to 6 give the reader a 'feel' for the sumnarized results of Tables II to V. Figure 6 also shows the threshold x1, as produced by the adaptive threshold logic. In Table II the maximum value of the residuals obtained in response to the reference transient is given for each output at each of the three operating points. In Table III Tables IV and V , respectively, to summarize transient accuracy for the reference trajectories. Plots of the hypothesis statistics became the standard tool used by the authors for evaluation and performance prediction. Overall, transient accuracy was considered to be quite good although not as good as steady-state accuracy. It was fairly evident then, that detection performance could be greatly improved if different thresholds for steady-state and transient detection were allowed. This observation lead inmediately to the implementation of the adaptive threshold logic described previously.
Detection /Accommodati on Performance
Two types of failure were considered, hard and soft. Hard failures are defined to be large magnitude, perhaps out-of-range, failures. Because of their size, they are easily detected. Thus, hard failure detection performance, although important to system reliability, is not examined here. The ADIA algorithm exhibits excellent hard detection performance. Soft failures are defined to be small magnitude, in range failures that may accrue over time. Although small in magnitude, these failures, if undetected, may result in degraded or unsafe engine operation. Soft failures are more difficult to detect, and therefore we concentrate on soft failure performance. Two soft failure modes were considered, biases and drifts. Failures due to noise changes are not considered. Performance criteria studied were minimum detectable bias values and drift rates, detection time, steady-state performance degradation, and transient response to failure accomnodati on.
The procedure followed to obtain performance data was identical to that used to obtain transient accuracy data. Additionally, the SFS was used to inject a sensor failure of the appropriate size and at the desired time. The results obtained are sunmnarized in Table VI for minimum  detectable biases and in Table VII for drifts. In Table VI the minimum detectable biases at six different operating points for each engine output are given. Detection times for these biases were essentially instantaneous. In Table VII 
CONCLUSIONS
An advanced sensor failure detection, isolation, and accommodation algorithm has been developed, implemented, and evaluated. The development included an adaptive failure detection threshold. The algorithm was implemented using a threemicroprocessor, parallel architecture. The evaluation used a real-time hybrid computer simulation of an advanced turbofan engine. Estimate accuracy performance was excellent. Minimum detectable levels of bias and drift type failures were determined at seven operating points for all five sensed outputs. These minimum failure levels represent excellent algorithm detection and accommodation performance. This algorithm performs quite well in the real-time environment and is ready for a full scale engine demonstration. Such an engine demonstration is currently planned for July 1986. 
