Abstract. This paper studies the problem of finding best rank-1 approximations for both symmetric and nonsymmetric tensors. For symmetric tensors, this is equivalent to optimizing homogeneous polynomials over unit spheres; for nonsymmetric tensors, this is equivalent to optimizing multi-quadratic forms over multi-spheres. We propose semidefinite relaxations, based on sum of squares representations, to solve these polynomial optimization problems. Their special properties and structures are studied. In applications, the resulting semidefinite programs are often large scale. The recent Newton-CG augmented Lagrangian method by Zhao, Sun and Toh [32] is suitable for solving these semidefinite relaxations. Extensive numerical experiments are presented to show that this approach is efficient in getting best rank-1 approximations.
Introduction
Let m and n 1 , . . . , n m be positive integers. A tensor of order m and dimension (n 1 , . . . , n m ) is an array F that is indexed by integer tuples (i 1 , . . . , i m ) with 1 ≤ i j ≤ n j (j = 1, . . . , m), i.e., F = (F i1,...,im ) 1≤i1≤n1,...,1≤im≤nm .
The space of all such tensors with real (resp., complex) entries is denoted as R n1×···×nm (resp., C n1×···×nm ). Tensors of order m are called m-tensors. When m equals 1 or 2, they are regular vectors or matrices. When m = 3 (resp., 4), they are called cubic (resp., quartic) tensors. A tensor F ∈ R n1×···×nm is symmetric if n 1 = · · · = n m and F i1,...,im = F j1,...,jm for all (i 1 , . . . , i m ) ∼ (j 1 , . . . , j m ), where ∼ means that (i 1 , . . . , i m ) is a permutation of (j 1 , . . . , j m ). We define the norm of a tensor F as: For m = 1, F is the vector 2-norm, and for m = 2, F is the matrix Frobenius norm. Every tensor can be expressed as a linear combination of outer products of vectors. For vectors u 1 ∈ C n1 , . . . , u m ∈ C nm , their outer product u 1 ⊗ · · · ⊗ u m is the tensor in C n1×···×nm such that for all 1 ≤ i j ≤ n j (j = 1, . . . , m)
For every tensor F of order m, there exist tuples (u i,1 , . . . , u i,m ) (i = 1, . . . , r), with each u i,j ∈ C nj , such that
The smallest r in the above is called the rank of F , and is denoted as rank F . When rank F = r, (1.2) is called a rank decomposition of F , and we say that F is a rank-r tensor. Tensor problems have wide applications in chemometrics, signal processing and high order statistics [6] . For the theory and applications of tensors, we refer to Comon et al. [7] , Kolda and Bader [15] , and Landsberg [17] . When m ≥ 3, determining ranks of tensors and computing rank decompositions are NP-hard (cf. Hillar and Lim [11] ). We refer to Brachat et al. [1] , Bernardi et al. [2] , Oeding and Ottaviani [25] for tensor decompositions. When r > 1, the problem of finding best rank-r approximations may be ill-posed, because a best rank-r approximation might not exist, as discovered by De Silva and Lim [10] . However, a best rank-1 approximation always exists. It is also NP-hard to compute best rank-1 approximations. This paper studies best real rank-1 approximations for real tensors (i.e., tensor entries are real numbers). We begin with some reviews on this subject.
Nonsymmetric tensor approximations. Given a tensor F ∈ R
n1×···×nm , we say that a tensor B is a best rank-1 approximation of F if it is a minimizer of the least squares problem (1.3) min X ∈R n 1 ×···×nm ,rank X =1
This is equivalent to a homogeneous polynomial optimization problem, as shown in [9] . For convenience of description, we define the homogeneous polynomial F i1,...,im (x 1 ) i1 · · · (x m ) im , which is in x 1 ∈ R n1 , . . . , x m ∈ R nm . Note that F (x 1 , . . . , x m ) is a multi-linear form (a form is a homogeneous polynomial), since it is linear in each x j . De Lathauwer, De Moor and Vandewalle [9] proved the following result. that is, a rank-1 tensor λ · (u 1 ⊗ · · · ⊗ u m ), with λ ∈ R and each u i = 1, is a best rank-1 approximation for F if and only if (u 1 , . . . , u m ) is a global maximizer of (1.5) and λ = F (u 1 , . . . , u m ). Moreover, it also holds that
By Theorem 1.1, to find a best rank-1 approximation, it is enough to find a global maximizer of the multi-linear optimization problem (1.5). There exist methods on finding rank-1 approximation, like the alternating least squares (ALS), truncated high order singular value decomposition (T-HOSVD), higher-order power method (HOPM), and Quasi-Newton methods. We refer to Zhang and Golub [33] , De Lathauwer, De Moor and Vandewalle [8, 9] , Savas and Lim [29] and the references therein. An advantage of these methods is that they can be easily implemented. These kinds of methods typically generate a sequence that converges to a locally optimal rank-1 approximation or even just a stationary point. Even for the lucky cases that they get globally optimal rank-1 approximations, it is usually very difficult to verify the global optimality by these methods.
1.2. Symmetric tensor approximations. Let S m (R n ) be the space of real symmetric tensors of order m and in dimension n. Given F ∈ S m (R n ), we say that B is a best rank-1 approximation of F if it is a minimizer of the optimization problem (1.6) min X ∈R n×···×n , rank X =1 F − X 2 .
When F is symmetric, Zhang, Ling and Qi [35] showed that (1.6) has a global minimizer that belongs to S m (R n ), i.e., (1.6) has an optimizer that is a symmetric tensor. It is possible that a best rank-1 approximation of a symmetric tensor might not be symmetric. But there is always at least one global minimizer of (1.6) that is a symmetric rank-1 tensor. Therefore, for convenience, by best rank-1 approximation for symmetric tensors, we mean best symmetric rank-1 approximation.
A symmetric tensor in S m (R n ) is rank-1 if and only if it equals λ · (u ⊗ · · ·⊗ u) for some λ ∈ R and u ∈ R n . For convenience, denote u ⊗m := u ⊗ · · · ⊗ u (u is repeated m times). In the spirit of Theorem 1.1 and the work [35] , (1.6) is equivalent to the optimization problem
where f (x) := F (x, · · · , x). Therefore, if u is a global maximizer of (1.7) and λ = f (u), then λ · u ⊗m is a best rank-1 approximation of F . Clearly, to solve (1.7), we need to solve two maximization problems:
max
where S n−1 := {x ∈ R n : x = 1} is the n − 1 dimensional unit sphere. Suppose u + , u − are global maximizers of (I), (II) in (1.8) respectively. By Theorem 1.1,
⊗m is the best rank-1 approximation; otherwise,
⊗m is the best. For an introduction to symmetric tensors, we refer to Comon, Golub, Lim and Mourrain [7] . Finding best rank-1 approximations for symmetric tensors is also NP-hard when m ≥ 3. There exist methods for computing rank-1 approximations for symmetric tensors. When HOPM is directly applied, it is often unreliable for attaining a good symmetric rank-1 approximation, as pointed out in [9] . To get good symmetric rank-1 approximations, Kofidis and Regalia [14] proposed a symmetric higher-order power method (SHOPM), Zhang, Ling and Qi [35] proposed a modified power method. These methods can be easily implemented. Like for nonsymmetric tensors, they often generate a locally optimal rank-1 approximation or even just a stationary point. Even for the lucky cases that a globally optimal rank-1 approximation is found, these methods typically have difficulty to verify its global optimality. The problem (1.7) is related to extreme Z-eigenvalues of symmetric tensors. Recently, Hu, Huang and Qi [12] proposed a method for computing extreme Z-eigenvalues for symmetric tensors of even orders. It is to solve a sequence of semidefinite relaxations based on sum of squares representations.
1.3.
Contributions of the paper. In this paper, we propose a new approach for computing best rank-1 tensor approximations, i.e., using semidefinite program (SDP) relaxations. As we have seen, for nonsymmetric tensors, the problem is equivalent to optimizing a multi-linear form over multi-spheres, i.e., (1.5); for symmetric tensors, it is equivalent to optimizing a homogeneous polynomial over the unit sphere, i.e., (1.7). Recently, there is extensive work on solving polynomial optimization problems by using semidefinite relaxations and sum of squares representations, e.g., Lasserre [18] , Parrilo and Sturmfels [26] , Nie and Wang [24] . These relaxations are often tight, and generally they are able to get global optimizers, which can be verified mathematically. We refer to Lasserre's book [19] and Laurent's survey [20] for an overview for the work in this area.
For a nonsymmetric tensor F , to get a best rank-1 approximation is equivalent to solving the multi-linear optimization problem (1.5). When F is symmetric, to get a best rank-1 approximation for F , we need to solve the homogeneous optimization problem (1.7). We solve these polynomial optimization problems by using semidefinite relaxations, based on sum of squares representations. In applications, the resulting semidefinite programs are often large scale. The traditional interior-point methods for semidefinite programs are generally too expensive for solving them. The recent Newton-CG augmented Lagrangian method by Zhao, Sun and Toh [32] is very efficient for solving such big semidefinite programs, as shown in [24] . In the paper, we use this method to compute best rank-1 approximations for tensors.
The paper is organized as follows. In section 2, we show how to find best rank-1 approximations by using semidefinite relaxations and propose numerical algorithms based on them. Their special structures and properties are also studied. In Section 3, we present extensive numerical experiments to show the efficiency of these semidefinite relaxations. In Section 4, we make some discussions about this approach and future work.
Notation The symbol N (resp., R, C) denotes the set of nonnegative integers (resp., real numbers, complex numbers). For two tensors X , Y ∈ R n1×···nm , define their inner product as
For t ∈ R, ⌈t⌉ denotes the smallest integer that is not smaller than t. For integer n > 0, [n] denotes the set {1, · · · , n}.
be the ring of polynomials with real coefficients in x. A polynomial p is said to be sum of squares (SOS) if p = p
. The symbol Σ n,m denotes the cone of SOS forms in (x 1 , . . . , x n ) and of degree m. For a set T , |T | denotes its cardinality. The symbol e i denotes the i-th unit vector, i.e., e i is the vector whose i-th entry equals one and all others equal zero. For a matrix A, A T denotes its transpose. For a symmetric matrix W , W 0(resp., ≻ 0) means that W is positive semidefinite (resp., definite). For any vector u ∈ R N , u = √ u T u denotes the standard Euclidean 2-norm.
Semidefinite Relaxations and Algorithms
To find best rank-1 tensor approximations is equivalent to solving some homogeneous polynomial optimization problems with sphere constraints. In this section, we show how to solve them by using semidefinite relaxations based on sum of squares representations, and study their properties.
2.1. Symmetric tensors of even orders. Let F ∈ S m (R n ) with m = 2d even. To get a best rank-1 approximation of F , we need to solve (1.7), i.e., to maximize |f (x)| over the unit sphere. For this purpose, we need to find the maximum and minimum of f (x) over S n−1 . First, we consider the maximization problem:
The form f is in x := (x 1 , . . . , x n ), determined by the tensor F as
Let [x d ] be the monomial vector:
Its length is
T is a symmetric matrix with entries being monomials of degree m. Let A α be symmetric matrices such that
Then M (y) is a linear pencil in y (i.e., M (y) is a linear matrix-valued function in y). Let f α , g α be the coefficients such that
A semidefinite relaxation of (2.1) is (cf. [23, 24] )
It can be shown that the the dual of the above is
In the above, Σ n,m denotes the cone of SOS forms of degree m and in variables x 1 , . . . , x n . Clearly, f sdp max ≥ f max . When f sdp max = f max , we say that the semidefinite relaxation (2.3) is tight.
The dual (2.4) is a linear optimization problem with SOS type constraints. Recently, Hu, Huang and Qi [12] proposed an SOS relaxation method for computing extreme Z-eigenvalues for symmetric tensors of even orders. Since not every nonnegative form is SOS, they consider a sequence of nesting SOS relaxations. The problem (2.4) is equivalent to the lowest order relaxation in [12, §4] . In practice, the relaxation (2.4) is often tight, and it is frequently used because of its simplicity.
The SOS relaxation (2.4) was also proposed in [23] for optimizing forms over unit spheres. Its approximation quality was also analyzed there.
The feasible set of (2.3) is compact, because
Trace(M (y)) ≤ g, y = 1. Second, we consider the minimization problem:
Similarly, a semidefinite relaxation of (2.6) is
Its dual optimization problem can be shown to be
Let z * be a minimizer of (2.7). Similarly, if rank(M (z * )) = 1, then (2.7) is a tight relaxation. In such case, a global minimizer v − can be found as follows: let t ∈ [n] be the index such that
then choose v − as the normalization:
When rank M (z * ) > 1, (2.7) might not be a tight relaxation. In computations, the vector v − can be used as an approximation for a minimizer of (2.6). Combining the above and inspired by Theorem 1.1, we get the following algorithm.
Algorithm 2.1. Rank-1 approximations for even symmetric tensors. Input: A symmetric tensor F ∈ S m (R n ) with an even order m = 2d. Output: A rank-1 tensor λ · u ⊗m , with λ ∈ R and u ∈ S n−1 . Procedure:
Step 1: Solve the semidefinite relaxation (2.3) and get an optimizer y * .
Step 2: Choose v + as in (2.5). If rank M (y * ) = 1, let u + = v + ; otherwise, apply a nonlinear optimization method to get a better solution u + of (2.1), by using v + as a starting point. Let
Step 3: Solve the semidefinite relaxation (2.7) and get an optimizer z * .
Step 4: Choose v − as in (2.9). If rank M (z * ) = 1, let u − = v − ; otherwise, apply a nonlinear optimization method to get a better solution u − of (2.6), by using v − as a starting point. Let
is a best rank-1 approximation of F . If this rank condition is not satisfied, then λ · u ⊗m might not be best. The approximation qualities of semidefinite relaxations (2.3) and (2.7) are analyzed in [23, Section 2] .
When m = 2 or (n, m) = (3, 4), the semidefinite relaxations (2.3) and (2.7) are always tight. This is because every bivariate, or ternary quartic, nonnegative form is always SOS (cf. [28] ). For other cases of (n, m), this is not necessarily true. However, this does not occur very often in applications. In our numerical experiments, the semidefinite relaxations (2.3) and (2.7) are often tight.
We want to know when the ranks of M (y * ) and M (z * ) are equal to one. Clearly, when they have rank one, the relaxations (2.3) and (2.7) must be tight. Interestingly, the reverse is often true, although it might be false sometimes (for very few cases). This fact was observed in the field of polynomial optimization. However, we are not able to find suitable references for explaining this fact. Here, we give a natural geometric interpretation for this phenomena, for lack of suitable references. Let ∂Σ n,m be the boundary of the cone Σ n,m .
Proof. (i) Let µ be the uniform probability measure on the unit sphere S n−1 , and let
Then, we can show that M (y µ ) ≻ 0 and g, y µ = 1. This shows that y µ is an interior point of (2.3). So, the strong duality holds, that is, the optimal values of (2.3) and (2.4) are equal, and (2.4) achieves the optimal value f sdp max . The form
m the space of all forms in x and of degree m. Then
is a supporting hyperplane of Σ n,m through σ, because
and σ,ŷ = σ(u) = 0. Because M (y * ) 0 and p, y * ≥ 0 for all p ∈ Σ n,m , the hyperplane
also supports Σ n,m through σ. Since σ is a smooth point of ∂Σ n,m , there is a unique supporting hyperplane H through σ. So,
The proof is the same as for (i).
By Theorem 2.2, when semidefinite relaxations (2.3) and (2.7) are tight, we often have rank M (y * ) = rank M (z * ) = 1. This fact was observed in our numerical experiments. The reason is that the set of nonsmooth points of the boundary ∂Σ n,m has a strictly smaller dimension than ∂Σ n,m .
Symmetric tensors of odd orders. Let F ∈ S
m (R n ) with m = 2d − 1 odd. To get a best rank-1 approximation of F , we need to solve the optimization problem (1.7). Since the form f , defined as in (2.2), has the odd degree m, (1.7) is equivalent to (2.1). We can not directly apply a semidefinite relaxation to solve (2.1). For this purpose, we use a trick that is introduced in [23, Section 4.2] .
Let f max , f min be as in (2.1), (2.6) respectively. Since f is an odd form,
Let x n+1 be a new variable, in addition to x = (x 1 , . . . , x n ). Let
Thenf (x) is a form of even degree 2d. Consider the optimization problem:
As shown in [23, Section 4.2], it holds that
Sincef is an even form, the semidefinite relaxation for (2.10) is
The vector y is indexed by (n + 1)-dimensional integer vectors. Let y * be a maximizer of (2.11), which always exists because the feasible set of (2.11) is compact. If rank M (y * ) = 1, then (2.11) is a tight relaxation, and a global maximizer v + of (2.10) can be chosen as in (2.5). (Note that the n in (2.5) should be replaced by n + 1.) Write v + as
Ifv = 0 ort = 0, thenf max = f max = 0 and the zero tensor is the best rank-1 approximation of F . So, we consider the general case 0 < |t| < 1. Note that sign(t) ·v is a global maximizer of f on the sphere v
Thenû is a global maximizer of f on S n−1 . When rank M (y * ) > 1, the aboveû might not be a global maximizer, but it can be used as an approximation for a maximizer.
Combining the above, we get the following algorithm.
Algorithm 2.3. Rank-1 approximations for odd symmetric tensors. Input: A symmetric tensor F ∈ S m (R n ) with an odd order m = 2d − 1. Output: A rank-1 symmetric tensor λ · u ⊗m with λ ∈ R and u ∈ S n−1 . Procedure:
Step 1: Solve the semidefinite relaxation (2.11) and get an optimizer y * .
Step 2: Choose v + as in (2.5) andû as in (2.12). (The n in (2.5) should be replaced by n + 1.)
Step 3: If rank M (y * ) = 1, let u =û; otherwise, apply a nonlinear optimization method to get a better solution u of (2.1), by usingû as a starting point. Let λ = f (u). Output (λ, u).
Remark: In Algorithm 2.3, if rank M (y * ) = 1, then the output λ·u ⊗m is a best rank-1 approximation of the tensor F . If rank M (y * ) > 1, then λ · u ⊗m is not necessarily the best. The approximation quality of the semidefinite relaxation (2.11) is analyzed in [23, Section 4] . In our numerical experiments, we often have rank M (y * ) = 1. A similar version of Theorem 2.2 is true for Algorithm 2.3. We omit it for cleanness of the paper.
Nonsymmetric tensors. Let F ∈ R
n1×···×nm be a nonsymmetric tensor of order m. Let F (x 1 , . . . , x m ) be the multi-linear form defined as in (1.4). To get a best rank-1 approximation of F is equivalent to solving the multilinear optimization problem (1.5). Here we show how to solve it by using semidefinite relaxations.
Without loss of generality, assume n m = max j n j . Since F (x 1 , . . . , x m ) is linear in x m , we can write it as
where each F j (x 1 , . . . , x m−1 ) is also a multi-linear form. Let m ′ = m − 1, and
By the Cauchy-Schwartz inequality, it holds that
The equality occurs in the above if and only if x m is proportional to
Therefore, (1.5) is equivalent to (2.13)
Now we present the semidefinite relaxations for solving (2.13). The outer product
Expand the outer product of K(x) as
where each B ı, is a constant symmetric matrix. For w ∈ R Ω , define
Clearly, K(w) is a linear pencil in w ∈ R Ω . Write
For w ∈ R Ω , we denote
A semidefinite relaxation of (2.13) is (2.14)
Define Σ n1,...,n m ′ to be the cone as
It can be shown that the dual problem of (2.14) is
Clearly, we always have F sdp max ≥ F max . When the equality occurs, we say that (2.14) is a tight relaxation.
The feasible set of (2.14) is compact, because
Let w * be a maximizer of (2.14). Like for the case of symmetric tensors, if rank K(w * ) = 1, then (2.14) is tight, and there exist vectors
is a maximizer of (2.13). They can be constructed as follows.
Then choose v j (j = 1, . . . , m ′ ) as: .16) might not be a global maximizer of (2.13). But it can be used as an approximation for a maximizer of (2.13).
Algorithm 2.4. Rank-1 approximations for nonsymmetric tensors. Input: A nonsymmetric tensor F ∈ R n1×...×nm . Output: A rank-1 tensor λ · (u 1 ⊗ · · · ⊗ u m ) with λ ∈ R and each u j ∈ S nj −1 . Procedure:
Step 1: Solve the semidefinite relaxation (2.14) and get a maximizer w * . .
is not necessarily the best. The approximation quality of the semidefinite relaxation (2.14) is analyzed in [23, Section 3] .
We want to know when rank K(w * ) = 1. Clearly, for this to be true, the relaxation (2.14) must be tight, i.e., F max = F sdp max . Like for the symmetric case, the reverse is also often true, as shown in the following theorem. Let ∂Σ n1,...,n m ′ be the boundary of the cone Σ n1,...,n m ′ .
sq is a smooth point of ∂Σ n1,...,n m ′ , then rank K(w * ) = 1.
Proof. This can be proved in the same way as for Theorem 2.2. Let (u 1 , · · · , u m ′ ) be a global maximizer of (2.13). Letŵ ∈ R Ω be the vector such that
The key point is the observation that p,ŵ = 0 defines a unique supporting hyperplane of Σ n1,...,n m ′ through F max · h − F sq , when it is a smooth point of the boundary ∂Σ n1,...,n m ′ . The proof proceeds same as for Theorem 2.2.
Numerical Experiments
In this section, we present numerical experiments of using semidefinite relaxations to find best rank-1 tensor approximations. The computations are implemented in Matlab 7.10 on a Dell Linux Desktop with 8GB memory and Intel(R) CPU 2.8GHz. In applications, the resulting semidefinite programs are often large scale. Interior point methods are not very suitable for solving such big semidefinite programs. We use the software SDPNAL [31] by Zhao, Sun and Toh, which is based on the Newton-CG augmented Lagrangian method [32] . In our computations, the default values of the parameters in SDPNAL are used. In Algorithms 2.1, 2.3 and 2.4, if the matrices M (y * ), M (z * ), K(w * ) do not have rank one, we apply the nonlinear program solver fmincon in Matlab Optimization Toolbox to improve the rank-1 approximations obtained from semidefinite relaxations. Our numerical experiments show that these algorithms are often able to get best rank-1 approximations and SDPNAL is efficient in solving such large scale semidefinite relaxations.
We report the consumed computer time in the format hr:mn:sc with hr (resp., mn, sc) standing for the consumed hours (resp., minutes, seconds). In our presented tables, min (resp., med, max) stands for the minimum (resp., median, maximum) of quantities like time, errors.
In our computations, the rank of a matrix A is numerically measured as follows: if the singular values of A are σ 1 ≥ σ 2 ≥ · · · ≥ σ t > 0, then rank (A) is set to be the smallest r such that σ r+1 /σ r < 10 −6 . In the display of our computational results, only four decimal digits are shown.
3.1. Symmetric tensor examples. In this subsection, we report numerical experiments for symmetric tensors. We apply Algorithm 2.1 for even symmetric tensors, and apply Algorithm 2.3 for odd symmetric tensors. In Algorithm 2.1, if
is not guaranteed to be a best rank-1 approximation. However, the quantity f ubd := max{|f sdp max |, |f sdp min |} is always an upper bound of |f (x)| on S n−1 . No matter whether (3.1) holds or not, the error
is a measure of the approximation quality of λ·u ⊗m . When Algorithm 2.3 is applied for odd symmetric tensors, f ubd and aprxerr are defined similarly. As in Qi [27] , we define the best rank-1 approximation ratio of a tensor F ∈ S m (R n ) as
If λ · u ⊗m , with u = 1 and λ = f (u), is a best rank-1 approximation of F , then ρ(F ) = |λ|/ F . Estimates for ρ(F ) are given in Qi [27] . It takes about 0.2 second. The computed matrix M (y * ) has rank one. So, we know λ · u ⊗3 is a best rank-1 approximation. The error aprxerr = 7.3e-9, the ratio ρ(F ) = 0.6203, the residual F − λ · u ⊗3 = 3.9399, and F = 5.0228. It takes about 0.2 second. The computed matrix M (y * ) has rank one, so λ · u ⊗3 is a best rank-1 approximation. The error aprxerr=1.2e-7, the ratio ρ(F ) = 0.8890, the residual F − λ · u ⊗3 = 0.4498 and F = 0.9820. It takes about 0.2 second. Since the computed matrix M (y * ) has rank one, λ·u ⊗3 is a best rank-1 approximation. The error aprxerr=6.9e-8, the ratio ρ(F ) = 0.8574, the residual F − λ · u ⊗3 = 1.2672, and F = 2.4621. It takes about 0.3 second. Since |λ + | < |λ − |, the output rank-1 tensor is λ · u
⊗4
with λ = λ − , u = u − . The computed matrices M (y * ), M (z * ) both have rank one, so λ · u ⊗4 is a best rank-1 approximation. The error aprxerr=2.8e-7, the ratio ρ(F ) = 0.4863, the residual F − λ · u ⊗4 = 1.9683, and F = 2.2525.
Example 3.5. Consider the tensor F ∈ S 3 (R n ) with entries:
For n = 5, we apply Algorithm 2. It takes about 0.3 second. The error aprxerr= 1.4e-7. Since the computed matrix M (y * ) has rank one, we know λ · u ⊗3 is a best rank-1 approximation. The ratio ρ(F ) = 0.8813, the residual F − λ · u ⊗3 = 5.3498 and F = 11.3216. For a range of values of n from 10 to 55, we apply Algorithm 2.3 to find rank-1 approximations. All the computed matrices M (y * ) have rank one, so we get best rank-1 approximations for all of them. The computational results are listed in Table 1 . For n = 5, 10, 15, 20, 25, 30, Algorithm 2.3 takes less than one minute; for n = 35, 40, 45, it takes a couple of minutes; for n = 50, 55, it takes about half an hour. The errors aprxerr are all very tiny. The best rank-1 approximation ratios are around three quarters. Example 3.6. Consider the tensor F ∈ S 4 (R n ) given as
For n = 5, applying Algorithm 2.1, we get two rank-1 tensors It takes about 0.6 second. Since |λ + | < |λ − |, the output rank-1 tensor is λ·u ⊗4 with λ = −23.5740 and u = u − . The error aprxerr=1.4e-7. The computed matrices M (y * ), M (z * ) both have rank one, so λ · u ⊗4 is a best rank-1 approximation. The ratio ρ(F ) = 0.8135, the residual F − λ · u ⊗4 = 16.8501 and F = 28.9769. For a range of values of n from 5 to 60, we apply Algorithm 2.1 to find rank-1 approximations. The computational results are listed in Table 2 . All the computed matrices M (y * ), M (z * ) have rank one, so we get best rank-1 approximations for all of them. For n = 5, 10, 15, 20, 25, 30, Algorithm 2.1 takes less than one minute; for n = 35, 40, 45, 50, 55, it takes less than one hour, and for n = 60, it takes around one hour. The errors aprxerr are all very tiny. The best rank-1 approximation ratios are near two thirds.
For n = 5, we apply Algorithm 2.3 and get the rank-1 tensor λ · u ⊗5 with λ = 110.0083, u = −(0.3900, 0.2785, 0.5668, 0.1669, 0.6490).
It takes about 0.5 second. The computed matrix M (y * ) has rank one, so λ · u ⊗5 is a best rank-1 approximation. The error aprxerr=3.0e-7. The ratio ρ(F ) = 0.7709, the residual F − λ · u ⊗5 = 90.8818 and F = 142.6931. For a range of values of n from 5 to 20, we apply Algorithm 2.3 to find rank-1 approximations. The computational results are shown in Table 3 . All the computed matrices M (y * ) have rank one, so we get best rank-1 approximations for all of them. The errors aprxerr are all tiny. The best rank-1 approximation ratios ρ(F ) are close to 0.70. Algorithm 2.3 takes from a few seconds to a couple of minutes to get best rank-1 approximations.
Example 3.8. Consider the tensor F ∈ S 6 (R 3 ) with
and F i1,...,i6 = 0 if (i 1 , . . . , i 6 ) is not a permutation of an index in the above. We can verify that
where
3 is the Motzkin polynomial, which is nonnegative everywhere but not SOS (cf. [28] ). Since 0 ≤ M (x) ≤ x 6 , we can show that f max = 2, f min = 1. Applying Algorithm 2.1, we get
The matrix M (z * ) has rank one, so λ − = f (v − ) and u − = v − . The matrix M (y * ) has rank 7, which is bigger than one, so we apply fmincon to improve v + but get the same point u + = v + ; let λ + = f (u + ). Since |λ − | < |λ + |, the output rank-1 tensor is λ · u ⊗6 with λ = 2.0000, u = (0, 1, 0). Since f max = λ = f (u), we know λ · u ⊗6 is a best rank-1 approximation, by Theorem 1.1. The best rank-1 approximation ratio ρ(F ) = 0.4046. Example 3.9. (random examples) We explore the performance of Algorithms 2.1 and 2.3 on finding best rank-1 approximations for randomly generated symmetric tensors. We generate F ∈ S m (R n ) with each entry being a random variable obeying Gaussian distribution (by randn in Matlab). For each generated F , the semidefinite relaxations (2.3), (2.7) and (2.11) can be expressed in the standard dual form
where F i are constant symmetric matrices (cf. [30] ). In (3.4) , let N be the length of matrices F i , and M be the number of variables. For pairs (n, m), if the semidefinite relaxation matrix length N < 1000, we test 50 instances of F randomly; otherwise if N > 1000, we test 10 instances of F randomly. For a range of values of (n, m), the computational results are shown in Table 4 .
From Table 4 . Computational results in Example 3.9. Here, m is the tensor order, n is the tensor dimension, N is the length of matrices and M is the number of variables in the semidefinite relaxations.
accurate best rank-1 approximations within a reasonable time. For most instances, we are able to get best rank-1 approximations, because the computed matrices M (y * ), M (z * ) have rank one. For a few instances, their ranks are bigger than one, and the errors aprxerr are a bit relatively large, like in the order of 10 −3 or 10 −2 . This is probably because the semidefinite relaxations are not very tight. converges to a best rank-1 approximation or not. Since semidefinite relaxations often get best rank-1 approximations, we can use them to check convergence of SHOPM. We write a straightforward Matlab code to implement SHOPM, and use the truncated HOSVD to generate starting points (cf. [9] ), which is commonly used in applications. We terminate iterations of SHOPM if either |µ k+1 − µ k | < 10 −8 or it runs over 1000 iterations. The tensor F ∈ S m (R n ) we used is given as
Let λ · u ⊗m be the rank-1 approximation generated by Algorithm 2.1 (for even orders) or Algorithm 2.3 (for odd orders), and µ · v ⊗m be the rank-1 approximation generated by SHOPM. Their qualities are measured by the residuals:
For m = 3, 4 and a range of n (we choose multiples of 5), the computational results are presented in Tables 5 and 6 . For cleanness of comparisons, only two decimal digits are presented. For all the cases, the computed matrices M (y * ) and M (z * ) are rank-1, so Algorithms 2.1 and 2.3 found best rank-1 approximations. As we can see, for such cases, SHOPM did not get the best, except (n, m) = (35, 3) . The computational results for the case (n, m) = (20, 4) are not shown, because the software SDPNAL experiences numerical troubles and the semidefinite relaxations cannot be solved accurately. As for the consumed time, Algorithms 2.1 and 2.3 take up to a few minutes, while SHOPM takes up to tens of seconds. Generally, SHOPM Table 6 . Computational results for Example 3.10 with m = 4.
takes less time, but it might not find best rank-1 approximations. On the other hand, the residuals RES shopm , generated by SHOPM, are not significantly bigger than the residuals RES sdp , generated by semidefinite relaxations. This shows that SHOPM performs reasonably well in getting good rank-1 approximations, although it might not get the best.
Nonsymmetric tensor examples.
In this subsection, we present numerical results for nonsymmetric tensors. In Algorithm 2.4, if rank K(w * ) = 1, the output
m might not be the best. However, the quantity
is always an upper bound of |F (x 1 , . . . , x m )| on S n1−1 × · · · × S nm−1 . Like in (3.2), we can measure the quality of λ · u 1 ⊗ · · · ⊗ u m by the error
Like the symmetric case, we define the best rank-1 approximation ratio of a tensor F ∈ R n1×···×nm as (cf. Qi [27] )
, is a best rank-1 approximation of F , then ρ(F ) = |λ|/ F . and the resting entries are zeros. Applying Algorithm 2.4, we get the rank-1 tensor
It takes about 0.3 second. The matrix K(w * ) has rank one, so λ·u 1 ⊗ u 2 ⊗ u 3 ⊗ u 4 is a best rank-1 approximation. The error aprxerr =8.9e-10, the ratio ρ(F ) = 0.5194, the residual F − λ · u 1 ⊗ u 2 ⊗ u 3 ⊗ u 4 = 42.1195, and F = 49.2890. It takes less than one second. The matrix K(w * ) has rank one, so λ · u 1 ⊗ u 2 ⊗ u 3 is a best rank-1 approximation. The error aprxerr = 3.9e-8, the ratio ρ(F ) = 0.9017, the residual F − λ · u 1 ⊗ u 2 ⊗ u 3 = 1.3510, and F = 3.1239. It takes less than one second. Since
is a best rank-1 approximation, by Theorem 1.1. The error aprxerr = 6.0e-9, the ratio ρ(F ) = 0.5773, the residual F − λ·u 1 ⊗ u 2 ⊗ u 3 = 1.4143, and F = 1.7321.
Example 3.14. Consider the tensor F ∈ R n×n×n given as (F ) i1,i2,i3 = cos i 1 + 2i 2 + 3i 3 .
For n = 5, we apply Algorithm 2.4, and get the rank-1 tensor λ · u 1 ⊗ u 2 ⊗ u 3 with λ = 6.0996 and It takes around 0.3 seconds. The matrix K(w * ) has rank one, so λ · u 1 ⊗ u 2 ⊗ u 3 is a best rank-1 approximation. The error aprxerr=3.1e-9, the ratio ρ(F ) = 0.7728, the residual F − λ · u 1 ⊗ u 2 ⊗ u 3 = 5.0093 and F = 7.8930. For a range of values of n from 5 to 40, we apply Algorithm 2.4 to get rank-1 approximations. The computational results are listed in Table 7 . For all of them, the matrices K(w * ) have rank one, so we get best rank-1 approximations. Most errors aprxerr are very tiny. For n = 40, the semidefinite relaxation is very large (the matrices have length 1600, and there are 672399 variables); it was not solved very accurately by SDPNAL.
Example 3.15. Consider the tensor F ∈ R n×n×n×n given as
For n = 5, we apply Algorithm 2.4, and get the rank-1 tensor
with λ = 15.3155 and It takes about 3.8 seconds. The matrix K(w * ) has rank one, so λ·u 1 ⊗u 2 ⊗u 3 ⊗u 4 is a best rank-1 approximation. The error aprxerr=9.2e-10, the ratio ρ(F ) = 0.7076, the residual F − λ · u 1 ⊗ u 2 ⊗ u 3 = 15.2957, and F = 21.6454. For a range of values of n from 5 to 12, we apply Algorithm 2.4 to find rank-1 approximations. The computational results are shown in Table 8 . For all of them, the matrices K(w * ) have rank 1, so we get best rank-1 approximations. The approximation errors aprxerr are all very tiny. For n ≤ 8, Algorithm 2.4 takes a few seconds; for n = 9, 10, 11, it takes a couple of minutes. For n = 12, it takes about four hours; in this case, the semidefinite relaxation is very big (the matrices have length 1728 and there are 474551 variables).
Example 3.16. Consider the tensor F ∈ R n×n×n×n×n given as
For n = 4, 5, 6, we apply Algorithm 2.4 to get rank-1 approximations. The computational results are listed in Table 9 . All the computed matrices K(w * ) have rank one, so best rank-1 approximations are found for all of them. The errors aprxerr are all very tiny. In Table 9 , the pair (N, M ) measures the sizes of semidefinite relaxations, with N the length of matrices and M the number of variables. For n = 4, 5, it takes a short time; for n = 6, it takes about 20 minutes.
Example 3.17. Let B be the symmetric matrix
The eigenvalues of B are
which are all less than 3. Consider the tensor F ∈ R 3×3×9 such that
The bi-quadratic form 3 x
2 ) is nonnegative but not SOS (cf. [5] ). The minimum of (
, so F max = 3. We apply Algorithm 2.4. The computed matrix K(w * ) has rank 4, which is bigger than one. The upper bound F sdp max = 3.0972. Applying fmincon, we get the improved tuple (u 1 , u 2 , u 3 ) and λ as
is a best rank-1 approximation, by Theorem 1.1. The ratio ρ(F ) = 0.4083, the residual F − λ · u 1 ⊗ u 2 ⊗ u 3 = 3.8730 and F = 4.2426.
Example 3.18. (random examples) We explore the performance of Algorithm 2.4 on randomly generated nonsymmetric tensors F ∈ R n1×···×nm . The entries of F are generated obeying Gaussian distributions (by randn in Matlab). As in (3.4) , let N be the length of matrices and M be the number of variables in the semidefinite relaxations. If N < 1000, we generate 50 instances of F randomly; if N > 1000, we generate 10 instances of F randomly. We apply Algorithm 2.4 to get rank-1 approximations. The computational results for orders m = 3, 4, 5 are shown in Tables 10, 11 , and 12 respectively. When n 1 = · · · = n m , the sizes of the semidefinite relaxations are typically much larger than the sizes for symmetric tensors. We can observe from Tables 10, 11 , and 12 that for most instances, Algorithm 2.4 is able to get best rank-1 approximations very accurately, within a reasonable short time. For a few cases, the errors are a bit relatively large, around 10 −2 , which is probably because the semidefinite relaxations are not very tight. . It is usually very hard to check whether this sequence converges to a best rank-1 approximation or not. Since Algorithm 2.4 often produces best rank-1 approximations, we can use it to check convergence of HOPM. We write a straightforward Matlab code to implement HOPM, and terminate its iterations if either |µ k+1 − µ k | < 10 −8 or it runs over 1000 iterations. Like for the symmetric case, we use the truncated HOSVD (cf. [9] ) to generate starting points. The tensor F ∈ R n×···×n we used is given as (F ) i1,··· ,im = tan i 1 − i 2 2 + · · · + (−1) m+1 i m m . Let λ · u 1 ⊗ · · · ⊗ u m be the rank-1 approximation returned by Algorithm 2.4, and µ · v 1 ⊗ · · · ⊗ v m be the one returned by HOPM. As in Example 3.10, we measure their qualities by the residuals:
For m = 3, 4 and a range of n, the computational results are presented in Tables  13 and 14 . For cleanness of comparisons, only two decimal digits are presented. For all the cases, Algorithm 2.4 produced best rank-1 approximations (because the computed matrices K(w * ) have rank one). HOPM does not get the best for most of them. The computational results for the case (n, m) = (10, 4) are not show, because the software SDPNAL experiences numerical troubles and the semidefinite relaxations cannot be solved accurately. As for the consumed time, Algorithm 2.4 takes up to a few minutes, while HOPM takes up to tens of seconds. Generally, HOPM takes less time, but it might not find best rank-1 approximations. On the other hand, the residual RES hopm , generated by HOPM, is not significantly bigger than RES sdp , generated by semidefinite relaxations. This shows that HOPM still gives reasonably well rank-1 approximations, though it might not produce the best.
Conclusions and discussions
This paper proposes semidefinite relaxations to find best rank-1 approximations, for both symmetric and nonsymmetric tensors. Three algorithms based on semidefinite relaxations are presented, respectively for even symmetric tensors, odd symmetric tensors and nonsymmetric tensors. As shown in our numerical experiments, they very often produce best rank-1 approximations, which can be checked mathematically.
In Section 2, we only presented the lowest order semidefinite relaxations. When they are not tight, higher order semidefinite relaxations can be applied, and we can get a convergent hierarchy of semidefinite relaxations, as shown by Lasserre [18] . Indeed, this hierarchy almost always converges within finitely many steps, as recently shown in [22] . A question that is closely related to best rank-1 approximations is to compute extreme Z-eigenvalues for symmetric tensors of even orders. Hu, Huang and Qi [12] proposed a convergent sequence of SOS relaxations for computing maximum or minimum Z-eigenvalues.
Semidefinite relaxations in rank-1 tensor approximations are often large scale. The traditional interior point methods are generally too expensive to be used for solving such SDPs. In our work, the Newton-CG augmented Lagrange method by Zhao, Sun and Toh [32] is applied. The software SDPNAL [31] is based on this method. It is very suitable for solving such large scale SDPs. In most of our numerical experiments, SDPNAL successfully solved the semidefinite relaxations, and we got best rank-1 approximations. For a few cases, SDPNAL has trouble to get accurate solutions. This is probably because these semidefinite programs are degenerate. Typically, SDPNAL [31] works well when the SDP is nondegenerate. For degenerate SDPs, SDPNAL might experience numerical troubles and may have very slow convergence. It is an important future work to design efficient methods for solving large scale, possibly degenerate, semidefinite programs arising from tensor approximations.
In practice, the optimal matrices of semidefinite relaxations (2.3), (2.7), and (2.14) often have rank-1. For such semidefinite relaxations, the low rank methods by Burer and Monteiro [3, 4] can be applied. They can also be very efficient in applications. On the other hand, these kinds of methods are not always guaranteed to get optimal solutions of semidefinite relaxations, because local nonlinear optimization methods are mainly used.
In Algorithms 2.1, 2.3 and 2.4, if the matrices M (y * ), M (z * ), K(w * ) have rank one, we are guaranteed to get best rank-1 approximations. If their ranks are bigger than one, we can improve the rank-1 approximation by using some nonlinear optimization methods. In our numerical experiments, we used the Matlab Optimization Toolbox function fmincon to do this. More advanced nonlinear optimization methods can also be applied, e.g., the Quasi-Newton method by Savas and Lim [29] .
