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vtičnika ovrednotite glede na učinkovitost delovanja.
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Povzetek
Naslov: Brezkonfliktno skupinsko urejanje izvorne kode v okolju IntelliJ
IDEA
Avtor: Rok Sušnik
V diplomskem delu predstavimo vtičnik, ki omogoča brezkonfliktno skupin-
sko urejanje kode v razvojnem okolju IntelliJ IDEA. Najprej predstavimo
podatkovne tipe CRDT (angl. conflict-free replicated data type), ki pred-
stavljajo jedro naše rešitve. Nato se osredotočimo na konkreten podatkovni
tip podvrste CvRDT (angl. convergent replicated data type) za tekstovno
urejanje, imenovan vzročna drevesa, in predstavimo njegovo strukturo ter de-
lovanje. Nadaljujemo z implementacijo tega tipa v obliki knjižnice. Končni
izdelek je vtičnik, ki uporablja to knjižnico in za svoje delovanje ne potre-
buje strežnǐske infrastrukture. Podpira osnovne operacije urejanja izvorne
kode, zaradi poenostavitve izvedbe pa vtičnik deluje le za dva uporabnika v
lokalnem omrežju.
Ključne besede: brezkonfliktno skupinsko urejanje, IntelliJ, CRDT.

Abstract
Title: Conflict-free collaborative source code editing in IntelliJ IDEA
Author: Rok Sušnik
We present a plugin that enables conflict-free collaborative source code edit-
ing in the IntelliJ IDEA integrated developer environment. First we introduce
conflict-free replicated data types (CRDT) which are the core of our solu-
tion. We then focus on a concrete data type from the convergent replicated
data types (CvRDT) subgroup made for text editing, named causal trees,
and present its structure and behaviour. We continue with the implementa-
tion of this data type as a library. The end result is a plugin that uses this
library and does not need any additional server infrastructure. It supports
basic operations for code editing and due to its simplified implementation,
the plugin works for only two users in a local network.





Dandanes je svet povezan bolj kot kadarkoli v zgodovini. Izum interneta nam
je omogočil, da se računalnǐska dela lahko opravlja na daljavo, kar pomeni,
da za opravljanje nalog fizična prisotnost sodelujočih na istem geografskem
mestu ni potrebna. Bolj kot kadarkoli prej pa se je potreba po takšem načinu
dela izkazala za izredno pomembno ravno med nastajanjem te naloge, v času
pandemije COVID-19.
Za uspešno opravljanje nalog je pogosto potrebno sodelovanje med člani
ekipe. Tu geografska oddaljenost predstavlja problem, zaradi katerega lahko
v zadnjih letih vidimo porast orodij, ki ga poskušajo rešiti. Sem spadajo
orodja za tekstovni in video klepet v realnem času, skupinsko urejanje doku-
mentov in izvorne kode, nadzorovanje nalog itd.
V diplomskem delu se bomo osredotočili na skupinsko urejanje izvorne
kode. Orodij, ki to podpirajo, je precej, a med njimi ne najdemo zelo prilju-
bljenega integriranega razvojnega okolja IntelliJ IDEA1.
1Razvijalci okolja so med nastajanjem diplomskega dela oznanili, da to funkcional-





Cilj naloge je implementirati vtičnik za okolje IntelliJ IDEA, ki bo omogočal
skupinsko urejanje. Želimo si, da bi bil vtičnik čim enostavneǰsi za uporabo,
brez dodatnih zahtev po strežnǐski infrastrukturi na strani uporabnika. Sle-
dnje si želimo predvsem iz ekonomskih in varnostnih razlogov — tudi na
naši strani si ne želimo vzdrževati strežnikov za delovanje. Ta dva razloga
nas pripeljeta do dejstva, da mora vtičnik delovati po sistemu P2P (angl.
peer to peer), torej da se uporabniki med seboj sporazumevajo neposredno.
1.3 Obstoječe rešitve
Rešitve za skupinsko urejanje dokumentov obstajajo že vrsto let, med njimi
sta zelo popularni Google Docs [3] in Microsoft Office 365 [12]. Rešitve
za skupinsko urejanje kode pa so se pojavile dokaj nedavno, sploh v bolj
uporabljenih urejevalnikih kode, npr. Live Share za urejevalnik Visual Studio
(Code) [18] in Teletype za urejevalnik Atom [1]. Slednji deluje po podobnih
principih, opisanih v tem diplomskem delu.
1.4 Struktura dela
Diplomsko delo je razdeljeno na pet glavnih poglavij. Prvo pravkar berete.
V drugem poglavju predstavimo družino podatkovnih tipov, ki nam bodo
omogočili skupinsko urejanje. V tretjem predstavimo konkreten podatkovni
tip in opǐsemo delovanje ter izvedbo. V četrtem opǐsemo izvedbo in delovanje
vtičnika za okolje IntelliJ IDEA. Nato pa v petem poglavju ovrednotimo
celotno izvedbo in predstavimo rezultate učinkovitosti delovanja.
Poglavje 2
Podatkovni tipi CRDT
Tipi CRDT (angl. conflict-free replicated data type) so podatkovni tipi, ki
jih lahko ureja več uporabnikov v omrežju hkrati, tako da ne prihaja do kon-
fliktov. Vsak uporabnik ima pri sebi svojo kopijo oziroma repliko, pri kateri
dela spremembe, nato pa spremembe ali stanje pošlje ostalim sodelujočim v
omrežju. Sam tudi sprejema spremembe oziroma stanja drugih replik in jih
integrira v svojo repliko. Ko vsi uporabniki prenehajo urejati svoje replike,
bodo v nekem času v prihodnosti (ko se bodo vse spremembe propagirale)
stanja vseh replik natanko enaka, kar označujemo s pojmom krepke zaka-
snjene konsistentnosti (angl. strong eventual consistency).
2.1 Vrste CRDT
Poznanih je že kar nekaj takih podatkovnih tipov, formalno pa so jih definirali
Shapiro et al. [15]. Delijo se na dve vrsti, s ključno razliko v načinu same
replikacije podatkov, to je prenos stanja (angl. state-based replication) ali
pa prenos operacij (angl. operation-based replication).
Prvi, ki temeljijo na prenosu stanja, periodično pošiljajo svoje celotno
stanje ostalim sodelujočim. Ti pa ob prejemu stanja to združijo v svojo
repliko. Stanja med seboj vedno konvergirajo, zato take podatkovne tipe
imenujemo tudi CvRDT (angl. convergent replicated data type) oz. konver-
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gentni CRDT. Povezave med sodelujočimi uporabniki morajo tvoriti povezan
graf, stanja se lahko propagirajo tudi posredno preko vmesnih replik. Za ka-
nal prenosa se lahko predvideva kanal z izgubami, ki ne jamči, da bodo
sporočila dostavljena (angl. lossy channel), saj ni kritičnega pomena, da se
vsaka sprememba zanesljivo propagira vsem sodelujočim.
Drugi, ki temeljijo na prenosu operacij, vsako spremembo propagirajo
v dveh fazah. V prvi se pripravi operacija, ki pa se v drugi pošlje vsem
sodelujočim replikam. Za pošiljanje potrebujejo zanesljiv vzročno urejen ka-
nal. To pomeni, da se sporočilo pošlje vsem prejemnikom natanko enkrat v
vrstnem redu, ki je urejen v skladu z relacijo
”
zgodilo prej“ (angl. happened-
before). Torej, če se dogodek a zgodi pred dogodkom b, se mora ta vrstni
red (a pred b) ohraniti v kanalu. Kljub temu pa se sočasne operacije lahko
pošiljajo v poljubnem vrstnem redu, zato take podatkovne tipe imenujemo
tudi CmRDT (angl. commutative replciated data type) oz. komutativni
CRDT.
Odločili smo se, da se osredotočimo na CvRDT. Primarni razlog za to
je, da povprečna velikost dokumentov izvorne kode ni pretirano velika (okoli
100 vrstic [5]), zgodovino oz. celotno stanje pa hranimo le nekaj časa te-
kom sočasnega urejanja dokumentov, kar predpostavljamo, da traja kvečjemu
zgolj nekaj ur. To nam olaǰsa implementacijo razpošiljanja sprememb, saj
vedno razpošljemo celotno stanje. Za razpošiljanje pa ne potrebujemo za-
nesljivega kanala, ki nam bi moral zagotavljati, da vsako poslano sporočilo
nujno pride do vseh prejemnikov. To nam v veliki meri zmanǰsa kompleksnost
same rešitve. V nadaljevanju bomo zato opisovali le to vrsto.
2.2 Primer
Za lažje razumevanje in predstavo si lahko ogledamo strukturo ter delova-
nje enega izmed enostavneǰsih podatkovnih tipov: porazdeljen celoštevilčni
števec. Predpostavimo, da v omrežju sodeluje n uporabnikov in želimo šteti
skupno število operacij, ki jih uporabniki izvajajo. Za osnovno strukturo
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vzemimo vektor velikosti n, ki vsebuje cela števila. Ob vsaki operaciji i-ti
uporabnik poveča število v vektorju na indeksu i za 1. Vsake toliko pa pošlje
celoten vektor vsem uporabnikom. Ob prejetju drugega vektorja uporabnik
združi svoj in prejeti vektor z operacijo max po komponentah obeh vektor-
jev. Da dobimo število vseh operacij, enostavno seštejemo vrednosti vseh
komponent v vektorju.
2.3 Tekstovni CRDT
Osnovna domena našega problema je urejanje tekstovnih datotek, zato po-
trebujemo CRDT, ki je namenjen upravljanju z znakovnimi sekvencami.
Pri izbiri podatkovnega tipa smo se osredotočali predvsem na enostav-
nost implementacje. Takoj za tem pa na učinkovitost, saj smo želeli, da naša
rešitev deluje čim hitreje v treh glavnih funkcijah: vstavljanju, združevanju
in prikazovanju besedila. Ignat et al. [6] so pokazali, da zakasnitev pri sku-
pinskem urejanju dokumenta povzroči več tipkarskih napak in redundance,
kar se kaže v slabši kakovosti rešitve zastavljene naloge. Po modelu RAIL
(angl. response animation idle load) smo stremeli k temu, da operacije na
podatkovenm tipu trajajo manj kot 50 ms [11].
Ob pregledu možnih podatkovnih tipov [13, 14, 19] smo se odločili za poe-
nostavljeno obliko vzročnih dreves (angl. causal trees) [4], ki jih bomo opisali
v tretjem poglavju. Od vseh pregledanih je bil ta podatkovni tip najlažje ra-
zumljiv, pri čemer se je izkazal za primernega tudi glede na učinkovitost (več




Vzročna drevesa je definiral Grischenko [4] kot rešitev za vodenje izvedb sple-
tnih dokumentov. Temeljijo na vzročnih relacijah med posameznimi simboli,
ki skupaj tvorijo drevesno strukturo. Simbol B ima vzročno relacijo do sim-
bola A, če simbol A povzroči simbol B. Kot bomo videli v nadaljevanju, to
v praksi pomeni, da se simbol B v besedilu nahaja takoj za simbolom A.
Za svoje delovanje uporabljajo več različnih podatkovnih struktur, a ker
za uresničitev naših zahtev ne potrebujemo vseh, smo implementirali le iz-
brane, torej tiste, ki so nujne za izvedbo skupinskega urejanja. Prav tako
smo zaradi poenostavljene izvedbe spremenili delovanje pri urejanju sočasnih
sprememb. Ideja za to spremembo je opisana v [2].
Prvi razlog za te poenostavitve izhaja iz dejstva, da nas trenutno vpogled
v zgodovino dokumenta ne zanima. Vseeno pa zgodovino hranimo in se lahko
v prihodnosti odločimo za vpogled vanjo. Drugi razlog pa je, da bomo urejali
načeloma majhne datoteke in nam določene optimizacije ne odtehtajo težje
implementacije. V nadaljevanju se bomo sklicevali na spremenjeno različico






Osnovni element je atom, ki predstavlja vozlǐsče v drevesu. Vsak atom ima
enoličen identifikator, ki je sestavljen iz identifikatorja izvornega mesta (oz.
uporabnika), indeksa in Lamportovega časovnega žiga [10]. V prvotnem
članku atomi nimajo časovnega žiga, vendar se primerjajo z atomovim za-
vedanjem (angl. awareness), ki je neke vrste vektor inačic1 (angl. version
vector) [17], v članku imenovan votek (angl. weft). Uporaba votka zavedanja
sicer ohrani več informacij o zgodovini dokumenta.
Če atom predstavlja tekstovni znak, ta vsebuje tudi njegovo vrednost, to
je Unicode znak.
Poleg svojega identifikatorja se v atomu nahaja tudi identifikator
vzročnega oziroma starševskega atoma v drevesu.
Atomi se ločijo na dva glavna tipa:
• znak, ki predstavlja atom z dejansko znakovno vrednostjo;
• izbris, ki predstavlja operacijo izbrisa vzročnega atoma;
ter dva pomožna tipa:
• koren, ki predstavlja korenski atom v drevesu;
• konec, ki predstavlja konec oziroma zadnji list v drevesu.
3.1.2 Tkanje
Celotno drevo hranimo v seznamu atomov, imenovanem tkanje (angl. we-
ave), ki predstavlja premi obhod (angl. preorder traversal) drevesa. Za lažjo
izvedbo je prvi atom v tkanju pomožni tip Koren, zadnji pa Konec. Med
njima pa se nahajajo atomi tipa Znak in Izbris.
1Vektor inačic deluje po podobne principu kot števec celih števil, opisan v poglavu 2.2,
s to razliko, da ne podpira operacije seštevka vseh komponent.
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3.2 Delovanje
Delovanje si lahko ogledamo na primeru urejanja treh uporabnikov, ki bodo
sočasno urejali besedilo. Začetno stanje je prikazano na sliki 3.1. Ana zapǐse
besedo ITI (slika 3.2), potem se urejanju pridružita še Bor in Cene, pri čemer
v tistem trenutku vsi uporabniki vidijo enako stanje. Nova uporabnika nato
sočasno uredita besedo. Identifikatorji uporabnikov so enaki kot postavitev
njihovih začetnic v abecedi, torej 1, 2 oziroma 3. Dogodki so naslednji:
• Bor na začetek doda VAD: VADITI (slika 3.3)
• Bor nato izbrǐse zadnji dve črki in doda Š: VADIŠ (slika 3.4)
• Cene na začetek doda OD: ODITI (slika 3.5)
• Bor in Cene razpošljeta in združita spremembe drug od drugega





Slika 3.1: Začetno drevo
Slika 3.1 prikazuje drevo v začetnem stanju. Sestavljata ga le pomožna
atoma Koren in Konec. Navpična povezava med njima nakazuje vzročno
relacijo. Z drugimi besedami, atom Koren je povzročil atom Konec.
Slika 3.2 predstavlja drevo, ko Ana zapǐse prvi niz. V zgornji vrstici
atoma je zabeleženo, kateri uporabnik ga je zapisal in časnovni žig, ki ga
je uporabnik opazoval v času nastanka. Ana@T3 pomeni: Ana pri času 3.
Opazimo, da koren novega poddrevesa postane prvi otrok Korena in da se
































































































Slika 3.6: Končno združeno drevo
relacije ostanejo stalne skozi celoten čas urejanja drevesa in v drevo le do-
dajamo atome. Zakaj točno koren novega poddrevesa postane prvi otrok in
kako delujejo časovni žigi, bomo razložili v poglavju 3.2.1.
Na sliki 3.3 je predstavljeno drevo, ko Bor v besedilo na začetek doda
niz VAD. Zopet opazimo, da koren novo nastalega poddrevesa postane prvi
potomec Korena. Na tej sliki je bolj razvidno, kaj pomeni vzročna relacija v
praksi. Vzročni atom si v besedilu lahko predstavljamo kot tisti atom, ki v
času vnosa leži neposredno levo od novo vstavljenega atoma.
Slika 3.4 prikazuje drevo, ko Bor nato izbrǐse dva znaka in zatem doda
nov znak. Iz drevesa lahko razberemo sosledje uporabnikovih operacij. Prvi
izbrisani znak se nanaša na zadnji znak I pri času 7. Nato sledi izbris znaka
T pri času 8. Nazadnje pa še vnos znaka Š, takoj za znakom I, pri času 9.
Slika 3.5 prikazuje drevo, ko Cene v besedilo na začetek doda niz OD.
Proces je enak kot na sliki 3.3, je pa pomembo, da razumemo, da se v tem
trenutku Bor in Cene (še) ne zavedata medsebojnih sprememb. Torej, tako
kot Bor, Cene svoj prvi zapisani znak opazuje pri času 4 ipd.
Na sliki 3.6 je prikazano celotno končno vzročno drevo, ki vsebuje spre-
membe vseh uporabnikov. Proces združevanja sprememb bomo opisali v
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poglavju 3.2.2.
3.2.1 Vstavljanje znakov in sočasnost dogodkov
Sočasnost dogodkov se razrešuje s časovnimi žigi na posameznem atomu.
Lamportovi časovni žigi delujejo po enostavnem principu. Vsak uporabnik
hrani svoj trenutni časovni žig. Ob vsaki vstavitvi atoma v drevo mu nastavi
trenutni žig in svojega inkrementira.
Ko pa združuje spremembe ostalih uporabnikov, se za vsak nov atom
preveri, ali je časovni žig večji od trenutnega, in če je, svojega nastavi na
eno večje od novega. Tako enostavno lahko primerjamo dva korenska atoma
v soležnih vejah in ugotovimo, kateri nastopi prej: tisti z vǐsjim časovnim
žigom, saj je noveǰsi. Pri vstavljanju znakov novi atom torej vedno postane
prvi otrok vzročnega atoma, saj ima vedno večji časovni žig kot pa ostali
koreni soležnih vej.
Če imata dva ali več korenov soležnih vej enak časovni žig, potem se o
tem, kateri atom nastopi prej, odločimo na podlagi uporabnikovega identifi-
katorja. Tukaj je odločitev poljubna. Mi smo se odločili, da prej pride atom
uporabnika z večjim identifikatorjem. To je razvidno s slike 3.6, kjer atom
Cene@T4 pride pred Bor@T4. V primeru, da bi se odločili obratno (atom
uporabnika z nižjim identifikatorjem ima prednost), bi bila končna beseda
VADODIŠ, ki seveda ne obstaja. To nam nakazuje šibko točko tega podat-
kovnega tipa. Lahko se nam zgodi tvorjenje nesmiselnih besed in stavkov
v primeru sočasnega urejanja, brez posebnega opozorila. Tehnično konflikta
ni, rezultat pa nam je (brez popravka) neuporaben.
Pri opisanih pravilih velja izjema, ki se nanaša na atome tipa Izbris,
opisana v poglavju 3.2.3.
3.2.2 Združevanje sprememb
Združevanje sprememb bomo opisali z vidika enega od uporabnikov, ki spre-
jema spremebe ostalih. Ko združujemo spremembe, se z dvema indeksoma
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sočasno sprehodimo skozi naše tkanje in tkanje drugega uporabnika ter pri-
merjamo atome pri indeksih. Ob najdbi atomov, ki se ne ujemata, lahko
pride do treh različnih situacij.
Prva je, da naše drevo vsebuje vejo, ki jo drevo drugega uporabnika ne.
V tem primeru enostavno povečujemo naš indeks do naslednjega ujemanja
atomov.
Pri drugi je obratno; drevo drugega uporabnika vsebuje vejo, ki jo naše
ne. Tokrat vstavljamo atome od drugega tkanja in povečujemo naš indeks
dokler se atoma obeh tkanj ne ujemata.
Tretja situacija je malo bolj zapletena, rešujemo namreč primer sočasnega
urejanja. Tu je dobro razumeti, da se vsi atomovi potomci v tkanju nahajajo
v neprekinjenem zaporedju takoj desno od atoma. To zaporedje imenujemo
vzročni blok. Zadnji atom vzročnega bloka se nahaja pred atomom v tkanju,
katerega starš ima nižji časovni žig kot pa koren bloka. To je enostavno raz-
vidno iz tega, da potomci atoma ne morejo imeti nižjega časovnega žiga kot
atom sam. Da razrešimo tretjo situacijo, najprej pogledamo, kateri vzročni
blok nastopi prej, po pravilih opisanih v poglavju 3.2.1. V primeru, da na-
stopi prej naš, z indeksom preskočimo do konca našega in nato vstavljamo
atome drugega bloka, dokler ne pridemo do njegovega konca. V primeru, da
pa nastopi prej drugi blok, naredimo obratno; najprej vstavimo drugi blok,
nato preskočimo našega.
3.2.3 Ustvarjanje niza
Ob vsaki spremembi drevesa želimo uporabniku prikazati trenutno stanje,
zato moramo ustvariti dejanski niz. Če elemente drevesa obǐsčemo v premem
obhodu (najprej koren, nato levo in desno poddrevo) in si znake zapisujemo
v niz, s tem da smo pozorni, da izbrisane znake odstranimo, dobimo besedilo,
ki ga drevo predstavlja. Ker celotno drevo hranimo v tkanju, ki že predstavlja
seznam s takim obhodom, pomeni, da večino znakov dobimo s sprehodom
skozi seznam.
Naivno brisanje znakov je slabo s strani učinkovitosti, saj moramo naj-
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prej v nizu najti znak, ki ga hočemo izbrisati. Temu se lahko izognemo z
uvedbo prioritete atomov. Če atomu tipa Izbris nastavimo najvǐsjo priori-
teto, ga vedno obravnavamo kot prvega otroka vzročnega atoma. S prioriteto
se ukvarjamo le pri združevanju sprememb, saj je ob vstavitvi atom vedno
prvi otrok vzročnega atoma in en uporabnik istega znaka ne more izbrisati
več kot enkrat. Prav tako hranimo seznam že izbrisanih atomov, če pride do
situacije, da več uporabnikov sočasno izbrǐse isti znak. S to optimizacijo ob
ustvarjanju niza preverimo, ali je bil znak že izbrisan, in v primeru, da ni bil,
enostavno izbrǐsemo zadnji znak niza v tistem trenutku.
3.3 Izvedba
Vzročno drevo smo razvili v obliki knjižnice z možnostjo uporabe še v drugih
projektih.
3.3.1 Uporabljene tehnologije
Kotlin Programski jezik Kotlin [9] je razvilo podjetje JetBrains kot odpr-
tokodni jezik. V osnovi je namenjen, da teče na platformi JVM (angl. Java
virtual machine) in zelo enostavno kliče javansko kodo in obratno. Ima pa
tudi možnost prevajanja v JavaScript ali v domorodno kodo preko LLVM.
JSON Zapis JSON (angl. JavaScript Object Notation) [8] je lahek format
za izmenjevanje podatkov. Je tekstovni zapis, zato je človeku prijazen za
branje in pisanje.
3.3.2 Knjižnica
Knjižnica vsebuje glavni razred CausalTree, ki je prikazan v izseku kode
3.1 in je implementacija vzročnega drevesa, opisanega v preǰsnjem poglavju.
Vsebuje tudi pomožne podatkovne razrede Id, Atom in AtomType, ki so pri-
kazani v izseku kode 3.2.
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1 class CausalTree(val yarn: Int) {
2 fun initText(text: String)
3 fun encodeString(): String
4 fun insertChar(charIx: Int, char: Char)
5 fun deleteChar(charIx: Int)
6 fun merge(other: CausalTree)
7 fun toJson(): String
8 fun fromJson(jsonText: String): CausalTree
9 private fun findAtomIx(startIx: Int, atom: Atom): Int
10 private fun findCausalBlockEndIx(headIx: Int): Int
11 private fun insertIntoWeave(ix: Int, atom: Atom)
12 private fun isFirstBigger(first: Atom, second: Atom): Boolean
13 private fun getAtomWeaveIndex(realIx: Int): Int
14 }
Izsek kode 3.1: Vmesnik razreda CausalTree
1 data class Id(
2 val yarn: Int, // yarn index
3 val timestamp: Int // lamport timestamp
4 )
5 data class Atom(
6 val id: Id,
7 val cause: Id,
8 val type: AtomType,
9 val value: Char? = null
10 )






Izsek kode 3.2: Pomožni razredi
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Javne metode razreda CausalTree sestavljajo vse, kar je potrebno za
delovanje. Metoda initText vzame začetni niz in iz njega naredi drevo tako,
da za vsak znak pokliče metodo insertChar z ustreznim indeksom. Metodi
insertChar in deleteChar podpirata vstavitev in izbris znaka na določenem
indeksu. Z metodo merge združimo spremembe drugega drevesa v naše drevo,
z encodeString pa ustvarimo niz. Preostali dve metodi toJson in fromJson
pa omogočata serializacijo in deserializacijo drevesa v zapis JSON, česar do
sedaj še nismo omenjali.
Da si stanje drevesa uporabniki lahko med seboj delijo, je potreben
določen zapis oz. serializacija drevesa. Za obliko serializacije smo izbrali
zapis JSON, ki ni ravno najbolj zgoščljiv ali hiter pri zapisovanju, se je pa iz-
kazal za dovolj dobrega glede na naše potrebe. V primeru, da bi predstavljal
ozko grlo, bi ga lahko dokaj enostavno zamenjali z učinkoviteǰsim zapisom.
Delovanje teh metod je identično temu, kar je bilo opisano v preǰsnjih




Podjetje JetBrains za razširjanje in grajenje na svojih produktih ponuja Intel-
liJ Platform SDK [20]. V sklopu SDK-ja je tudi podpora za razvoj vtičnikov.
Vtičnike je mogoče razvijati v Javi ali Kotlinu.
4.1 Uporabljene tehnologije
IntelliJ IDEA Integrirano razvojno okolje IntelliJ IDEA [7] je razvilo pod-
jetje JetBrains v programskem jeziku Java. Primarno je namenjeno razvoju
v Javi, vendar ima široko podporo za razne vtičnike, ki omogočijo razvoj
z drugimi jeziki in tehnologijami. Obstaja odprtokodna t.i.
”
community“
različica in plačljiva različica, ki omogoča dodatne funkcionalnosti.
Kotlin Prav tako kot za razvoj vzročnega drevesa (opisano v poglavju 3.3),
smo se za razvoj vtičnika odločili za programski jezik Kotlin.
4.2 Obseg funkcionalnosti
Ker implementacija polno funkcionalnega vtičnika, ki bi podpiral vse možne
načine dela, presega obseg diplomske naloge, smo se odločili, da implementi-
ramo le del funkcionalnosti. Omogočili smo le urejanje enega dokumenta in
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osnovne operacije urejanja, torej vstavljanje in brisanje posameznih znakov.
Prav tako pa smo omejili število urejevalcev dokumenta in podprli samo dva
sočasna uporabnika na lokalnem omrežju. To nam znatno poenostavi imple-
mentacijo.
Težave in možne rešitve pri grajenju podobnih produkcijskih sistemov,
predvsem z vidika povezovanja uporabnikov v P2P sitemih, so dobro opisane
v [16]. Ena izmed težav, ki jo avtorji navajajo, je odkritje uporabnikov (angl.
peer discovery). To rešujejo z uporabo mDNS (angl. multicast Domain Name
System) v lokalnem omrežju, izven lokalnega omrežja pa z uporabo DHT
(angl. distibuted hash table).
Težavno je tudi povezovanje uporabnikov, ki so skriti za usmerjevalnikom
zaradi prevajanja omrežnih naslovov (NAT). Predlagana rešitev je tehnika,
imenovana luknjanje (angl. hole punching). V primerih, kjer je omrežje
nastavljeno na gostujoči način, ki zaradi varnostnih razlogov ne omogoča
nikakršnega povezovanja med uporabniki v omrežju, to ne deluje. Tukaj
avtorji predlagajo, da se uporabnikom ponudi možnost gostovanja lahkega
strežnika z javnim IP naslovom, ki posreduje promet med uporabniki (angl.




Vse meta informacije o vtičniku (ime, opis, proizvajalec) in informacije o
komponentah ter akcijah v vtičniku navedemo preko XML datoteke
plugin.xml. V tej datoteki v sekciji <project-components> navedemo so-
delovalno komponento (angl. collaboration component), videno v izseku kode
4.1.
Komponenta vsebuje metode za urejanje in razpošiljanje sprememb ter
upravlja s stanjem vzročnega drevesa. Vmesnik komponente je predstavljen












Izsek kode 4.1: Definicija komponente
1 class CollaborationComponent(private val project: Project) {
2 fun messageReceived(editor: Editor, msg: String)
3 fun initializeCrdt(text: String)
4 fun getCrdtJson() : String
5 fun charTyped(charTyped: Char, offset: Int)
6 fun charDeleted(offset: Int)
7 private fun sendMessage(text: String)
8 }
Izsek kode 4.2: Vmesnik komponente
4.3.2 Definiranje akcij
Uporabniku v kontekstem meniju odprtega dokumenta omogočimo začetek
nove seje ali pridružitev obstoječi. V datoteki plugin.xml v sekciji
<actions> navedemo skupino, v kateri se akcije pojavijo, v našem primeru
EditorPopuMenu, ter akciji, ki ju imenujemo StartStopSessionAction in
JoinSessionAction. Za delovanje akcije je potrebno razširiti razred






4 <group id="intelli-collab.Menu" text="Collaborate"
description="Start collaborating on document">
5 <add-to-group group-id="EditorPopupMenu" anchor="last"/>
6 <action id="intelli-collab.StartSession"
class="StartStopSessionAction" text="Collaborate - Start"
description="Start a collaboration session"/>
7 <action id="intelli-collab.JoinSession"
class="JoinSessionAction" text="Collaborate - Join"





Izsek kode 4.3: Definicija dveh akcij v kontekstnem meniju
Tako se uporabniku ob desnem kliku na dokument na koncu kontekstnega
menija prikažeta dve novi menijski izbiri, kot je razvidno v izseku menija na
sliki 4.1.
Slika 4.1: Del kontekstnega menija z novima menijskima izbirama.




Postopek akcije se začne v povoženi metodi actionPerformed, razvidni v iz-
seku kode 4.4. Ta se sproži, ko uporabnik v meniju izbere
Collaborate - Start ali Collaborate - Join in s tem začne ali se pri-
druži seji. Najprej pridobimo informacijo o odprtem projektu, preko katerega
v vrstici 5 dobimo primerek (angl. instance) naše komponente in na njem
v vrstici 6 z metodo initializeCrdt vzpostavimo začetno stanje vzročnga
drevesa s trenutnim besedilom v dokumentu.
1 class StartStopSessionAction(text: String? = "") : AnAction(text) {
2 override fun actionPerformed(e: AnActionEvent) {
3 val editor = e.getData(CommonDataKeys.EDITOR) ?: return
4 val project = e.project!!






10 val connection = project.messageBus.connect()
11
12 ApplicationManager.getApplication().executeOnPooledThread {





Izsek kode 4.4: Začetek seje
Nastavitev krmilnikov dogodkov
S klicem metode setupHandlers v vrstici 8 nastavimo krmilnike dogodkov
(angl. event handlers), ki se odzivajo na dogodke ob urejanju dokumenta.
V našem primeru imamo tri, predstavljene v izseku kode 4.5: za vstavitev
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znaka (vrstica 6), izbris znaka (vrstica 8) in vstavitev nove vrstice (vrstica
18).
1 fun setupHandlers(collabComponent: CollaborationComponent) {
2 val typedAction = TypedAction.getInstance()
3 val editorActionManager = EditorActionManager.getInstance()
4























Izsek kode 4.5: Nastavitev krmilnikov dogodkov
Krmilnik za posamezen dogodek sestavlja svoj razred, ki komponenti
posreduje informacije o dogodku, nato pa pokliče privzeti krmilnik razvoj-
nega okolja, da opravi preostale operacije. Kot primer si oglejmo razred
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MyTypedHandler, viden v izseku kode 4.6, ki predstavlja krmilnik za vsta-
vljanje znaka. V vrsticah 11 in 12 najprej pridobimo kazalec položaja (angl.
caret) in njegov položaj. Nato v vrstici 14 s klicem metode charTyped kom-
ponenti sporočimo, kateri znak je bil vstavljen na katerem mestu v doku-
mentu (več o tem v poglavju 4.3.4). Potem pa pokličemo privzeti krmilnik,
ki opravi izris znaka in premik kazalca položaja za en znak naprej.
1 class MyTypedHandler(
2 private val defaultHandler: TypedActionHandler,
3 private val collabComponent: CollaborationComponent
4 ) : TypedActionHandler {
5





11 val caret = editor.caretModel.primaryCaret
12 val offset = caret.offset
13
14 collabComponent.charTyped(charTyped, offset)
15 defaultHandler.execute(editor, charTyped, dataContext)
16 }
17 }
Izsek kode 4.6: Krmilnik za vstavljanje znaka
Po končani nastavitvi krmilnikov, nato v niti iz bazena niti (angl. thread
pool), ki nam ga ponuja SDK in je namenjen dolgo trajajočim opravilom,
opravimo preostale naloge (vrstica 12 v izseku kode 4.4).
Povezovanje uporabnikov
V tej niti opravimo povezovanje uporabnikov in izmenjavo sporočil. Ker smo
se omejili na povezovanje le dveh uporabnikov hkrati, si ta postopek lahko
poenostavimo. Namesto tega, da vsak uporabnik deluje kot strežnik in odje-
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Slika 4.2: Dialog ob začetku seje.
malec hkrati, si enega uporabnika predstavljamo v vlogi strežnika, drugega
pa kot odjemalca, čeprav imata enako vlogo pri urejanju dokumenta. Za lažjo
razlago bomo zato v nadaljevanju uporabnika, ki začne sejo, imenovali upo-
rabnik S, tistega, ki se seji, pridruži, pa uporabnik O. Oglejmo si povezovanje
z vidika uporabnika S.
Najprej pridobimo lokalni IP naslov uporabnika in poženemo TCP/IP
strežnik na naključnih vratih vtičnice (angl. server socket on a random port).
Ta podatka prikažemo v dialogu, kot je prikazano na sliki 4.2.
Nadaljevanje je prikazano v izseku kode 4.7. Uporabnik S niz iz dialoga
posreduje uporabniku O in v vrstici 7 počaka na povezavo. Ko se uporabnik
O poveže, mu v vrstici 12 pošljemo trenutno stanje vzročnega drevesa. Da
lahko v isti niti pošiljamo in sprejemamo sporočila, izkoristimo infrastrukuro
sporočanja (angl. messaging), vgrajeno v SDK, in se v vrstici 14 prijavimo
(angl. subscribe) na temo (angl. topic) MESSAGE_SENT_TOPIC. Ob prejetju
sporočila iz te teme, to posredujemo naprej povezanemu uporabniku.
Nato v neskončni zanki v vrstici 21 čakamo na spročilo stanja uporabnika
O. Ob pridobitvi ga v vrstici 22 s klicem metode messageReceived predamo
komponenti v združitev. Podrobnosti pošiljanja in združevanje stanj opǐsemo
bolj podrobno v naslednjem poglavju. V primeru, da se uporabnik O ne
poveže ali odzove, besedilo vseeno lahko urejamo.
Povezovanje z vidika uporabnika O je podobno, le da pri njemu ne za-
ganjamo strežnika, ampak mu prikažemo dialog za vnos IP naslova in vrat
uporabnika S, do katerega ustvarimo TCP/IP povezavo.
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7 val client = server.accept()
8 println("client ${client.inetAddress.hostAddress} connected")
9 val out = PrintWriter(client.getOutputStream(), true)
10
11 //send initial crdt to client
12 out.println(collabComponent.getCrdtJson())
13
14 connection.subscribe(MESSAGE_SENT_TOPIC, object : MessageSentNotifier
{




19 val input = BufferedReader(InputStreamReader(client.getInputStream()))
20 while (true) {




Izsek kode 4.7: Povezovanje uporabnikov
4.3.4 Pošiljanje in združevanje stanj
Del vtičnika, ki upravlja s sejo, in komponenta sta povezana na dva načina.
Stanje, ki ga prejmemo od drugega uporabnika, komponenti sporočimo nepo-
sredno preko klica metode messageReceived, predstavljene v vrstici 4 izseka
kode 4.8. Ta s tekstovne oblike zapisa JSON ustvari objekt kavzalnega dre-
vesa in ga združi v svoje drevo. Po združitvi v vrstici 8 celotno vsebino
dokumenta zamenja z nizom, ki ga pridobi s klicem metode encodeString
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na posodobljenem drevesu.
1 class CollaborationComponent(private val project: Project) {
2 val ct = CausalTree(abs(Random.nextInt()))
3
4 fun messageReceived(editor: Editor, msg: String) {
5 val incomingCt = CausalTree.fromJson(msg)
6 ct.merge(incomingCt)






Izsek kode 4.8: Sprejem sprememb
Kot smo omenili v opisu nastavitve krmilnikov dogodkov v preǰsnjem po-
glavju, krmilnik posameznega dogodka komponenti poda informacijo o do-
godku. To naredi s klicem metode charTyped oz. charDeleted na kom-
ponenti, predstavljene v vrstici 5 oz. 9 izseka kode 4.9. Komponenta s to
informacijo spremeni vzročno drevo, nato pa mora celotno stanje drevesa
odpotovati do drugega uporabnika. To naredimo z objavo stanja drevesa v
zapisu JSON v temo MESSAGE_SENT_TOPIC.
Za delo z infrastrukturo sporočanja, vgrajeno v SDK, je potrebno defini-
rati vmesnik z vsemi metodami, ki jih nameravamo podpreti pri sporočanju,
in njegov razred posredovati ob stvaritvi teme, kot je prikazano v izseku kode
4.10.
Tako v vrstici 2 izseka kode 4.9 pridobimo primerek objekta, ki omogoča
pošiljanje sporočil v temo, nad katerim v vrstici 14 kličemo metodo
messageSent, ki smo jo definirali v vmesniku. To metodo na strani odje-
malca ob prijavitvi na temo v vrstici 15 izseka kode 4.7 povozimo in obdelamo
prejeto sporočilo.
Na tak način podpremo dvosmerno komunikacijo med komponento in
nitjo, ki upravlja s sejo.
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1 class CollaborationComponent(private val project: Project) {
2 val publisher = project.messageBus.syncPublisher(MESSAGE_SENT_TOPIC)
3 val ct = CausalTree(abs(Random.nextInt()))
4












Izsek kode 4.9: Objava sprememb v temo
1 val MESSAGE_SENT_TOPIC = Topic.create("Collaboration message sent",
MessageSentNotifier::class.java)
2
3 interface MessageSentNotifier {
4 fun messageSent(msg: String)
5 }




Ovrednotenje začnemo z analizo števila vrstic kode, ki znaša 600, od tega
jih 275 pripada knjižnici, 325 pa vtičniku. Število je nizko, saj smo omejili
funkcionalnost izvedbe in izbrali enostaven CRDT za naše potrebe. K temu
je pripomogel tudi IntelliJ platform SDK, s katerim smo se izognili potrebi
po programiranju vmesnika za urejanje besedila. Poleg SDK-ja in knjižnice
za delo z zapisom JSON za izvedbo nismo uporabili nobene druge zunanje
knjižnice.
Nadaljevanje smo razdelili na tesitranje učinkovitost knjižnice z avtomat-
skimi testi in delovanje vtičnika na dveh računalnikih v lokalnem omrežju.
5.1 Vrednotenje knjižnice
5.1.1 Prvi del
V prvem delu vrednotenja knjižnice smo simulirali 100.000 vnosov oz. izbri-
sov na naključnem mestu v besedilu. Večino operacij so predstavljali vnosi,
verjetnost za operacijo izbrisa pa je bila 20 %. Test smo ponovili 20-krat
in analizirali rezultate. Izvajali smo ga na prenosnem računalniku MacBook
Pro (2,5 GHz Quad-Core Intel Core i7). V predstavljenih grafih so prikazani
povprečni časi 20 ponovitev.
Na sliki 5.1 lahko opazimo, da je operacija vnosa oz. izbrisa izredno
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hitra, porabi le 0,8 - 1,5 ms tudi pri dolgem besedilu. Podobno se obnaša
tudi operacija združevanja sprememb, prikazana na sliki 5.2.
Malo več porabi operacija ustvarjanja niza, kot je razvidno s slike 5.3,
vendar nam to ne povzroča težav.
Najpočasneǰsi operaciji sta serializiranje in deserializiranje besedila, pri-
kazani na sliki 5.4. Pri dolgem besedilu porabita tudi do 80 ms. Ti operaciji
prekoračita zastavljeno časovno mejo 50 ms, omenjeno v poglavju 2.3. Glede
na to, da jo prekoračita pri približno 60.000 znakih, to vseeno pokrije velik
del dokumentov, bi pa najverjetneje povzročalo težave pri večjih dokumen-
tih. Delovanje teh dveh operacij bi lahko izbolǰsali z izbiro druge knjižnice
za generiranje JSON zapisa ali pa celo drugega, optimalneǰsega formata za-
pisa. Nobena od teh dveh izbolǰsav ne bi potrebovala posega v strukturo in
funkcionalnost trenutne izvedbe drevesa.
5.1.2 Drugi del
V drugem delu pa smo ovrednotili tudi učinovitost v primeru sočasnega ure-
janja. Prav tako smo simulirali vnos oz. izbris 100.000 znakov z enakimi
verjetnostmi kot v preǰsnjem delu. Za razliko od prvega dela sta oba upo-
rabnika vstavljala niz 10 znakov hkrati na istem prvotnem mestu. Prvotno
mesto se je z vsako iteracijo naključno spremenilo. Analiza rezultatov je
pričakovano pokazala le počasneǰso operacijo združevanja sprememb. Ta je
bila v tem primeru okoli dvakrat počasneǰsa, razvidno s slike 5.5. Vse ostale
operacije so se obnašale enako.
5.2 Vrednotenje vtičnika
Vtičnik smo vrednotili z uporabo dveh računalnikov v lokalnem omrežju.
Urejali smo skupni dokument in bili pozorni na odzivnost operacij. Me ure-
janjem nismo opazili razlike med navadnim urejanjem dokumenta in smo bili
zelo zadovoljni z odzivnostjo.
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Slika 5.1: Vstavljanje/izbris znaka
Slika 5.2: Združevanje sprememb
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Slika 5.3: Ustvarjanje niza
Slika 5.4: Serializranje in deserializiranje
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Slika 5.5: Združevanje sprememb s sočasnim urejanjem
Opazna je bila omejenost vtičnika, predvsem iz vidika uporabnǐskega vme-
snika. Vmesnik omogoča le začetek ali pridružitev seji, manjka nam preki-
nitev. Koristil bi nam prikaz povezanih uporabnikov in stanje pridružene
povezave. Manjka tudi kazalec položaja drugega uporabnika, ki bi se nam
pomagal izogniti nepotrebnemu urejanju istih delov besedila.
Z implementiranimi osnovnimi operacijami urejanja je možno urejati be-
sedilo, vendar bi za resno delo potrebovali pokriti tudi bolj
”
napredne“ ope-
racije, kot so kopiraj/prilepi, izbris bloka besedila, premik celotnih vrstic ipd.
Prav tako bi potrebovali podpreti urejanje večih dokumentov hkrati.
Velika pomankljivost je tudi ta, da vtičnik deluje le v lokalnem omrežju;
z uvedbo delovanja izven lokalnega omrežja bi znatno povečali uporabnost,




Podatkovni tipi CRDT so zanimiva nova tehnologija, ki med drugim omogoča
tudi brezkonflikto skupinsko urejanje dokumentov brez potrebe po dodatni
strežnǐski infrastrukturi.
V diplomskem delu smo te podatkovne tipe predstavili, se osredotočili na
tekstovne tipe podvrste CvRDT in opisali konkreten podaktovni tip, imeno-
van vzročna drevesa. Opisani tip smo tudi implementirali v obliki knjižnice
in ga nato uporabili v vtičniku za razvojno okolje IntelliJ IDEA.
Vrednotenje je pokazalo zadovoljivo učinkovitost delovanja knjižnice pri
večini primerov. Vtičnik pokriva osnovno želeno funkcionalnost, ostaja pa
veliko prostora za izbolǰsave, ki bi pripomogle k resni uporabi rešitve, pred-
vsem na področju uporabnǐsega vmesnika in načinov uporabe vtičnika. Ver-
jamemo, da bi z nekaj dodatnega dela in vpeljavo omenjenih izbolǰsav vtičnik
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