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1 Introduzione ad AJAX
1.1 Cosa e` AJAX
Negli ultimi anni Internet e` cresciuta in maniera esponenziale e quindi sem-
pre piu´ persone hanno iniziato ad accedere alle risorse che la rete mette a
disposizione.
Nel corso degli anni i siti internet sono diventati sempre piu´ complessi tanto
che ora si puo´ pensare a ”Web Application” con pagine dinamiche in grado
di interloquire con l’utente. Fino a non molto tempo prima l’unico modo
che aveva una generica applicazione web per comunicare con il proprio web
server era la compilazione di un modulo ”form HTML” presente nell’appli-
cazione stessa.
Da quando l’utente invia i dati inseriti, le informazioni del modulo vengono
rielaborate dal web server stesso e alla fine il risultato viene ritrasmesso al-
l’utente finale.
Nonostante l’apparente semplicita´ di questo sistema di comunicazione, il
continuo aumento della complessita´ delle applicazioni web ha messo in luce
alcuni svantaggi.
Innanzitutto capita sempre piu´ spesso che il codice HTML, in seguito ad
un’interazione con il web server, sia molto simile al precedente e quindi oltre
a sprecare banda, il tempo di reazione di un’applicazione e` vincolato dal
tempo di reazione del web server, con conseguente rallentamento.
L’ottimo si avrebbe se si riuscisse ad avere dal web server solo le informazioni
(codice, dati, immagini, suoni, etc ...) che realmente cambiano in seguito
alla richiesta e modificare solo questi.
In quest’ottica nasce una nuova tecnica di sviluppo di applicazioni web inter-
attive e dinamiche chiamata AJAX (Asynchronous JavaScript and XML).
In realta` AJAX non e` una tecnologia, bens´ı una famiglia di tecnologie quali:
1. HTML (o XHTML) e CSS per la rappresentazione
2. DOM (Document Object Model) di livello 2 per modificare dinamica-
mente tramite JavaScript le informazioni e interagire con esse
3. L’oggetto XMLHTTPRequest per la comunicazione tra il browser e il
web server ; di solito viene usato XML e XSLT, anche se le applicazioni
AJAX possono usare tecnologie come l’HTML preformattato, il testo,
JSON e JSON-RPC come alternativa a XML/XSLT
Le applicazioni AJAX possono inviare richieste al web server per ottenere
solo i dati che necessitano modifica.
Lato Client si ottengono applicazioni piu` veloci ed una piu´ efficiente gestione
della banda, mentre lato Server il tempo di elaborazione si riduce poiche´ la
maggior parte di dati della richiesta sono gia` stati elaborati ed inviati.
1 INTRODUZIONE AD AJAX 4
La figura 1 chiarisce la differenza tra una applicazione web tradizionale
e un applicazione che usa AJAX.
Figura 1: Differenza tra un Applicazione Classica ed una AJAX.
L’oggetto XMLHTTPRequest venne originariamente sviluppato da Microsoft
ed usato da Internet Explorer 5.0 come ActiveX, accessibile via JavaScript
o il VBScript. Successivamente la Mozilla Fondation implemento´ una ver-
sione compatibile in Mozilla 1.0, poi Apple con Safari 1.2 e infine Opera
Software con Opera 8.0. Funzionalita` simili all’AJAX sono incluse in DOM
Livello 3 Load and Save, gia` raccomandazione del W3C. Tuttavia ancora nes-
sun web browser supporta in modo completo questa specifica e comunque
XMLHttpRequest e` pensato come uno standard di fatto per il futuro.
1.2 Problematiche e limiti riscontrate nell’uso di AJAX
Essendo l’AJAX una tecnologia relativamente giovane e` ancora affetta di
numerose problematiche.
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Forse quella piu´ grande e` quella legata al browser, infatti l’oggetto XML-
HTTPRequest, che viene usato per effettuare le richieste HTTP, viene im-
plementato spesso in maniera diversa sia da browser a browser sia dalle varie
versioni di un browser stesso.
Percio´ puo´ capitare che una particolare richiesta possa essere eseguita cor-
rettamente da un browser e non da un altro. Un’altra limitazione si ha nella
gestione degli Header Request che possono o meno essere presi in consider-
azione da un browser, pur essendo leciti secondo il protocollo HTTP.
Comunque tutti questi limiti sono dovuti ad un’implementazione differente
dell’oggetto XMLHTTPRequest e dalle limitazioni introdotte dai Browser.
Tra questi il primo e` la impossibilita´ di usare l’oggetto XMLHTTPRequest
per effettuare chiamate verso server diversi da quello in cui risiede la pagine
d’origine dell’applicazione. Questa restrizione non e` intrinseca dell’oggetto
stesso, ma discende dalle impostazione di sicurezza dei vari browser. Per
poter aggirare l’ostacolo esistono diversi modi a cui si rimanda [1].
Un altro limite, se cos´ı si puo´ chiamare, e` l’aumento della quantita´ del codice
lato Client, con tutti i pro e i contro facilmente immaginabili.
In ogni caso il maggior pericolo di sviluppare Web Application tramite AJAX
e` il rischio di realizzare applicazioni Web che riescono a fornire servizi inu-
tilizzabili e che appesantiscono il carico di lavoro del Client.
Comunque vale sempre la regola generale secondo cui una tecnologia non
puo´ sostituire il buon senso dello sviluppatore.
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1.3 L’oggetto XMLHTTPRequest
Come spiegato nelle sezioni precedenti la tecnologia AJAX e` un insieme di
tecnologie anche se nella trattazione verra´ usata, impropriamente, la dic-
itura ”Tecnologia AJAX” per semplicita´ di scrittura. In questa sezione
viene messo in evidenza l’oggetto XMLHTTPRequest che permette di ef-
fettuare richieste HTTP. L’oggetto XMLHTTPRequest puo´ essere incluso
in una Web Application tramite parecchi linguaggi sia lato Client che la-
to Server. Quello piu´ comunemente utilizzato e` il JAVASCRIPT, ma si
puo´ programmare pure in JScript, VBScript o in altri linguaggi che per-
mettono di trasferire XML dal client al server. Qualunque sia il linguaggio
utilizzato, l’oggetto XMLHTTPRequest possiede metodi e proprieta´ la cui
conoscenza risulta indispensabile per l’utilizzo e per comprendere appieno
come sviluppare con AJAX. Oltre a cio´ una buona conoscenza del protocol-
lo HTTP risulta fondamentale e viene consigliato [2]. Di seguito verranno
spiegati metodi e proprieta´ dell’oggetto XMLHTTPRequest anche se per
una trattazione piu´ completa si ramanda a [3]. Di notevole importanza
riveste il modo di inizializzare l’oggetto XMLHTTPRequest , questo perche`
a seconda del browser utilizzato occorre inizializzare in un modo specifico
(come ActiveXObject nei browser della famiglia Microsoft fino alla versione
6, come oggetto XMLHttpRequest negli altri). Quindi si utilizzato la tecnica
della compilazione condizionale, anche se in futuro anche il browser Inter-
net Explorer 7 utilizzera´ l’oggetto XMLHTTRequest e non piu´ l’ActiveX.
Un esempio di codice per l’instanziazione dell’oggetto in JAVASCRIPT e` il
seguente:
if(window.XMLHttpRequest){
http object=new XMLHttpRequest();
if(http object.overrideMimeType) {
http object.overrideMimeType(’text/xml’);
}
}
else
if(window.ActiveXObject){ // IE
try{
http object= new ActiveXObject(”Msxml2.XMLHTTP”);
}
catch(e){
try{
http object= new ActiveXObject(”Microsoft.XMLHTTP”);
}
}
}
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I metodi dell’oggetto XMLHTTPRequest utilizzati sono i seguenti:
1. abort() che ferma la richiesta corrente
2. getAllResponseHeaders() che restituisce una stringa con il set completo
dei Response Header HTTP (etichetta e valore)
3. getResponseHeader(”HeaderName”) che restituisce una stringa con il
valore dell’HeaderName richiesto
4. open(”metodo”, URL,[asincrono, ”username”, ”password”]) che speci-
fica URL e metodo HTTP, oltre che ad altri parametri opzionali, di
una richiesta
5. send(”corpo”) che trasmette il ”corpo” o eventualmente ”null” ad un
URL
6. setRequestHeader(”HeaderName”, ”Valore”) che assegna un Header
Request alla richiesta
Tra le proprieta´ si citano:
1. readyState codice numerico che rappresenta lo stato interno dell’ogget-
to ed ha valore:
• 0 = uninitialized
• 1 = loading
• 2 = loaded
• 3 = interactive
• 4 = complete
2. onreadystatechange che rappresenta il gestore di evento (ossia la fun-
zione specificata dall’utente) per ogni cambiamento di stato
3. responseText che rappresenta la stringa dei dati avuti dal server
4. responseXML come il precedente, ma in formato DOM-compatible
indexresponseXML
5. status che e` il codice numerico ritonato dal server (404 per Not Found
o 200 per OK)
6. statusText messaggio che accompagna lo status code
Comunque alcune implementazione dell’oggetto XMLHTTPRequest pos-
sono presentare altri metodi e/o proprieta´, ma si presentano solo questi
perche` considerati universali. Per un approfondimento si rimanda a [4].
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1.4 Esempi di Framework che utilizzano AJAX
Esistono tantissimi Framework che utilizzano la tecnologia AJAX, ognuno
ha proprie caratteristiche, funzionalita´, dimensione (in termini di KB oc-
cupati), semplicita´ di utilizzo e linguaggio di sviluppo. Nonostante che il
linguaggio piu´ comunemente usato sia il JAVASCRIPT, vista la sua capil-
lare diffusione, esistono parecchi Framework in altri linguaggi. Tra questi si
ricordano il PHP, l’ASP, il JAVA per quanto riguarda i linguaggi lato Server.
Lato Client i linguaggi utilizzati sono JavaScript, JScript, VBScript ed altri
per trasferire XML da client al Web Server tramite HTTP. Un Framework
sviluppato in JavaScript molto completo e` AjaxCaller (Alfa da maggio 2005)
creato da Michael Mahemoff (con suggerimenti di Richard Schwartz e John
Wehr ). E´ un wrapper principalmente fatto per i novizi di Ajax e ha un
codice che spicca per leggibilita´ oltre che per il supporto debug, piuttosto
che l’ottimizzazione. Le richieste che riesce a gestire sono GET, POST,
PUT, DELETE, OPTIONS e TRACE con testo puro o XML ed e` rilasciato
sotto Licenza Open-Source per approfondimenti si rimanda a [5].
AjaxGear,rilasciato sotto licenza Open-Source MIT da Allan Spartacus Man-
gune, e` un altro wrapper che spicca per cross-platform, inoltre permette di
effettuare richieste asincrone al Web Server senza refresh della pagina intera.
Il sito ha molti esempi da scaricare come per esempio la progress bar, l’auto-
complete (tipo Google Suggest) e un form validator, per un approfondimento
si rimanda a [6].
Un altro Framework molto conosciuto e` DOJO (in fase di sviluppo dal set-
tembre 2004). Esso offre molte possibilita` e la tecnologia AJAX e` solo una
di queste ed e` rilasciato sotto licenza Open Source (Academic Free License
2,1 ) a nome di Alex Russell, per approfondimento si rimanda a [7]. Tra le
sue skills si ricordano il supporto di comunicazione browser-server via XML-
HttpRequest, l’amministrazione di eventi, la gestione del Drag & Drop, degli
effetti e delle animazioni. Inoltre e` ottimizzato per la creazione di widgets
ready to use.
La libreria Prototype, rilasciata Open-Source da Sam Stephenson, permette
anch’essa il web remoting tramite Ajax.
Per approfondimento si rimanda a [8].
L’Open Rico gestisce l’oggetto XMLHTTPRequest, animazione ed effetti e
il Drag & Drop, la libreria ”Behaviors” per la realizzazione di widget ed e`
Open-Source, per approfondimento si rimanda a [9].
Un libreria che spicca per la leggerezza,meno di un 1KB, e` AHAH (Asyn-
chronous Html And Http), tale libreria gestisce solo il metodo GET e non
necessita di parsing XML cos`ı come per AJAX, ma si basa su inclusioni
asincrone di codice html che possono provenire da risorse o da elaborazioni
server-side, per approfondimento si rimanda a [9].
Un Framework non JavaScript e` SAJAX (rilasciato Open Source).
Esso dirige le chiamate direttamente da JavaScript traminte il linguaggio
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Server Side. Cos´ı per chiamare una generica funzione ”x f1()” verra` us-
ata la funzione del server scritta in ASP / ColdFusion / Perl / PHP /
Python / Ruby ”f1()” e restituira´ il risultato tramite una funzione JavaScript
”x f1 cb()”. In pratica tutto il codice JavaScript viene generato automatica-
mente facilitando il mapping delle funzioni da Javascript al backend. Inoltre
l’adattabilita` a molti linguaggi lato Server semplifica enormemente il lavoro
di sviluppo, per approfondimenti si rimanda a [11].
ZK e` un Framework in Xul che permette alle Web Application di avere in-
terfacce utente avanzate ed un modello di programmazione semplice, per
approfondimenti si rimanda a [12]. Inoltre include un engine AJAX event-
driven ed un ampio set di componenti XUL. Esso e` scritto in JAVA ed e`
Open Source.
Un altra libreria gratuita rilasciata da Microsoft e` Atlas per ASP.net 2.0.
Essa fornisce le funzionalita` di base AJAX per effettuare chiamate via xml-
http e permette di semplificare il lavoro necessario per implementare una
serie di funzioni client-side. Per approfondimenti si rimanda a [13].
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2 Il FrameWork Channel
In questa sezione viene presentata il FrameWork Channel (file channel.js),
scritto nel linguaggio JavaScript e sviluppata col fine di effettuare richieste
HTTP al Web Server su cui risiede la Web Application.
2.1 Generalita` sul FrameWork Channel
La finalita´ del FrameWork e` quella di creare un ambiente di lavoro il piu´
possibile semplice e completo per la creazione di Web Applications che sfrut-
tano la tecnologia AJAX.
Il FrameWork Channel in realta´ si compone di due classi:
1. P channel
2. Channel
La classe P channel si occupa principalmente di effettuare le richieste HTTP,
fornendo una struttura compatibile con diversi i browser ed il piu´ possibile
generica. Di per se la classe e` perfettamente funzionante da sola, ma solo
per coloro che posseggono una conoscenza della tecnologia AJAX e le sue
varie sfaccettature. La classe Channel inserisce una logica aggiuntiva, per-
mettendo di effettuare richieste e ricevere i risultati anche senza conoscere
minimamente la tecnologia AJAX, ma solamente i metodi della classe stes-
sa. Essa offre generiche CallBack (ossia gestori di eventi) a seconda della
richiesta HTTP da effettuare per mantenere la consistenza della classe stes-
sa, oltre che a metodi dai piu´ minimali ai piu´ completi.
In entrambe le classi si utilizza una convenzione di scrittura, ogni funzione
viene dichiarata nel seguente modo:
this.nome della funzione = nome della funzione;
Mentre il corpo della funzione viene descritta:
function nome della funzione(parm1,parm2,. . . ,parm n)
{
*Corpo della Funzione*
}
2 IL FRAMEWORK CHANNEL 11
2.2 I Browser testati
Durante lo sviluppo del FrameWork Channel molta attenzione e` stata presta-
ta alla compatibilita` con il maggior numero possibile di browser attualmente
usati. Allo stato attuale le prove di compatibilita` sono state realizzate con
i seguenti browser:
1. Mozilla FireFox (versioni 1 e 1.5)
2. Internet Explorer (versione 6)
3. Netscape (versione 7.1)
4. Mozilla (versione 1.7.12)
5. Opera (versioni 8 e 9)
6. Deepnet Explorer (versione 1.52 Beta 2a)
Comunque non ci dovrebbero essere problemi nell’uso di uno qualunque dei
seguenti browser:
1. Internet Explorer dalla versione 5
2. Tutti i browser Gecko-based come Mozilla dalla versione 1, SeaMonkey,
Camino, Flock, Epiphany, Galeon and Netscape dalle versione 7.1
3. Browser basati su KHTML API versione 3.2 in su e quindi da Kon-
queror versione 3.2 e Apple Safari dalla versione 1.2.
4. Opera Mobile Browser dalla versione 8
2.3 I Metodi supportati
Il protocollo HTTP possiede molti tipi di chiamata che per una sua trat-
tazione composita rimandiamo alla [2]. Quindi nonostante l’oggetto XML-
HTTPRequest supporti tutti i metodi del protocollo, le varie implemen-
tazioni e versioni dei browser pongono dei limiti all’utilizzo. Per avere mag-
giore omogeneita´ si e` scelto che il FrameWork Channel supporti solo alcuni
dei metodi possibili, che comunque sono quelli piu´ comunemente utilizzati,
questi sono:
1. GET
2. HEAD
3. POST
4. OPTIONS
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5. PUT
6. DELETE
Una doverosa precisazione occorre fare per il metodo HTTP TRACE. Tale
metodo, permette di tracciare passo passo una richiesta HTTP, non e` stato
introdotto perche` era supportato da browser Mozilla FireFox versione 1, ma
non in quella 1.5 ed e` compunque considerato insicuro.
2.4 Modalita` di funzionamento
Dopo l’inclusione del Framework contenuto nel file channel.js viene creata
una variabile chiamata http.
A questa occorre fare riferimento per richiamare i diversi metodi del Frame-
work stesso. Di seguito verra´ fatta una carrellata delle funzioni delle varie
classi al fine di dare una maggiore chiarezza dell’architettura interna del
Framework stesso. La classe ”P channel” ha i seguenti metodi:
1. HTTPget() opera una richiesta GET a un URL
2. HTTPhead() opera una richiesta HEAD a un URL
3. HTTPpost() opera una richiesta POST a un URL
4. HTTPoptions() opera una richiesta OPTIONS a un URL
5. HTTPput() opera una richiesta PUT a un URL
6. HTTPdelete() opera una richiesta DELETE a un URL
7. setHeader() setta gli header della richiesta HTTP
In particolare la funzione setHeader() permette di settare gli header di una
richiesta, il suo codice e`:
function HTTPsetHeader(reqname,reqbody)
{
if(reqname!=null ‖ reqbody!=null)
for(var i=0 ; i< reqname.length ; i++)
p channel http object.setRequestHeader(reqname[i],reqbody[i]);
}
La classe ”Channel” ha delle variabili interne che hanno scopo di salvare
i dati prelevati. Tutte le chiamate di funzioni si possono eseguire come la
chiamata ai metodi dell’oggetto instanziato dal Framework ”http”.
Quindi alcuni dei metodi restituiscono tali variabili private, tali sono:
1. http.timestamp() che restituisce il timestamp della richiesta
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2. http.request time() che restituisce l’ora dell’ultima richiesta
3. http.request date() che restituisce la data dell’ultima richiesta
4. http.response text() che restituisce il testo dell’ultima richiesta
5. http.response XML() che restituisce il codice XML dell’ultima richi-
esta
6. http.response header() che restituisce gli header dell’ultima richiesta
7. http.channel status() che restituisce lo stato dell’ultima richiesta in
formato numerico
8. http.channel status text() che restituisce lo stato dell’ultima richiesta
in formato testo(e.g. 200=OK)
9. http.channel state() che restituisce lo stato dell’oggetto XMLHTTPRe-
quest durante l’ultima richiesta
10. http.lastURL() che restituisce l’URL dell’ultima richiesta
11. http.ready() che restituisce se il framework e` occupato nell’effettuare
una richiesta
Altre funzioni permettono di fare le varie richieste e si appoggiano alla classe
”P channel”, queste sono:
1. Metodi completi che prendono in considerazione tutti i settaggi
• http.complete getURL() che restituisce una richiesta di GET di
un URL
• http.complete headURL() che restituisce una richiesta di HEAD
di particolari Header di un URL
• http.complete head allURL() che restituisce una richiesta di tutti
gli Header di un URL
• http.complete postURL() che restituisce una richiesta di POST
di un URL
• http.complete putURL() che restituisce una richiesta di PUT di
un URL
• http.complete deleteURL() che restituisce una richiesta di DELETE
di un URL
2. Metodi semplificati che prendono in considerazione solo alcuni settaggi
• http.getURL() che restituisce una richiesta di GET di un URL
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• http.headURL() che restituisce una richiesta di HEAD di parti-
colari Header di un URL
• http.head allURL() che restituisce una richiesta di tutti gli Head-
er di un URL
• http.postURL() che restituisce una richiesta di POST di un URL
• http.putURL() che restituisce una richiesta di PUT di un URL
• http.deleteURL() che restituisce una richiesta di DELETE di un
URL
• http.optionsURL() che restituisce una richiesta di OPTIONS di
un URL
• http.existURL() che restituisce su stato di un URL, utile per
vedere se un URL non esiste (stato 404)
Oltre a queste e` stata aggiunta una funzione usata per mantenere la coerenza
all’interno del Framework. Essa e` la funzione http.resetState() che resetta
lo stato delle variabili interne della classe ”Channel”.permettendo cos´ı di
avere variabile inizializzate a nullo oppure a 0, a seconda del tipo, all’inizio
di ogni richiesta HTTP e in piu´ permette di verificare se una richiesta non
e` andata a buon fine per errori di applicazione o meno.
Il codice di questo metodo e`:
function resetState( URL,call intro)
{
this.last URL= URL;
this.last status=0;
this.last status text=””;
this.last state=0;
this.ready=0;
this.last response text=””;
this.last response XML=””;
this.last response header=””;
this.call intro=call intro;
}
Infine abbiamo le Callback generiche inserite che permettono di mantenere
la consistenza all’interno del Framework e di eseguire i diversi metodi in
maniera ottimale.
1. callback usata con i metodi GET e POST
2. callback head usata con il metodo HEAD
3. callback op usata con i metodi OPTIONS, HEAD all, PUT e DELETE
A queste va associata una Callback volutamente lasciata vuota chiamata
”Call intro”, la cui funzione sara´ meglio trattata nella sezione seguente.
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2.5 Callback intro e Callback
Quando viene fatta una richiesta HTTP tramite l’oggetto XMLHTTPRe-
quest, nel momento che la richiesta viene ultimata e` possibile specificare un’-
operazione specificando una funzione nel metodo dell’oggetto XMLHTTPRe-
quest onreadystatechange. Questa funzione viene chiamata CallBack. Nel
Framework Channel vengono specificate alcune Callback generiche che si
occupano della richiesta ed anche del mantenimento della consistenza della
struttura interna. Le Callback prestabilite sono 3.
In particolare le Callback predefinite svolgono le varie operazioni quando lo
stato della richiesta e` completata e il codice HTTP e` 200 ossia OK.
Essendo prestabilite la riscrittura di una Callback e` un lavoro tutt’altro che
immediato e spesso neppure utile, quindi nel Framework si e` adottata lo
stratagemma di inserire un’ulteriore funzione chiamata Callback intro. Es-
sa, gestibile dallo sviluppatore, viene invocata come ultima funzione quando
ormai la consistenza della struttura interna del Framework e` salvaguardata.
2.6 Scrivere una CallBack Intro
La scrittura di una CallBack intro (o semplicemente Call intro) e` un’op-
erazione semplice, basta prendere in considerazione che questo genere di
funzione viene chiamata alla fine di una richiesta andata a buon fine (ossia
codice HTTP 200) dentro una CallBack. Per la scritture e` sconsigliato sia
leggere dalle variabili private della classe ”Channel” che modificarle. Percio´
e` bene richiamare i metodi (descritti precedentemente) che permettono di
leggere le variabili interne. Di seguito si propone il codice di una Call intro
che apre diversi popup con tutte le informazioni di una richiesta HTTP di
cui si ha la certezza che sia andata a buon fine.
function call intro(){
{
alert(http.request date());
alert(http.request time());
alert(http.channel status());
alert(http.channel status text());
alert(http.channel state());
alert(http.lastURL());
alert(http.response text());
alert(http.response header());
}
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2.7 Scrivere una CallBack
Scrivere una CallBack da zero non e` un’operazione semplice perche` occorre
conoscere la struttura interna del Framework e i metodi dell’oggetto XML-
HTTPRequest. Comunque in tutte le situazioni in cui si deve gestire codici
HTTP diversi dal 200 o momenti intermedi di comunicazione e` necessario
scrivere una CallBack.
Di seguito viene descritta una CallBack che permette di gestire il codice
HTTP 500 (ServerError) e in piu’ mantiene la coerenza interna del Frame-
work.
function callback new()
{
if(p channel http object.readyState==4){
if(p channel http object.status==500){
http.ready=1;
http.last time=new Date();
http.last status=p channel http object.status;
http.last status text=”Errore lato Server”;
http.last state=p channel http object.readyState;
}
}
}
Con piccole modifiche e` possibili scrivere CallBack molto piu´ sofisticate che
prendono in considerazione una casistica molto piu´ ampia.
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3 Esempio d’uso del FrameWork Channel
In questa sezione vengono presentati esempi di utilizzo del FrameWork
Channel. Purtroppo, anche se implementanti, puo´ accedere che in un deter-
minato Web Server, un metodo HTTP non sia abilitato. In tal caso occorre
procedere con abilitazione del metodo stesso nel Web Server.
Per una trattazione maggiormente composita sull’argomento si rimanda alla
documentazione del Web Server usato. Nelle funzioni, che verranno pre-
sentate nelle diverse sezioni, verranno usate le seguenti convenzioni per
designare i parametri da passare alle funzioni:
1. ” URL” rappresenta URL della richiesta
2. ”asyncr” specifica se la richiesta e` asincrona, se il suo valore e` ”True”,
o sincrona se il suo valore e` ”False”
3. ”request header” e` l’array degli header che si vuole ottenere dalla
richiesta (Header Response)
4. ”sending data” sono le informazioni che eventualmente sono spedite
dal Client
5. ”reqname” specifica il nome degli Header Request
6. ”reqbody” rappresenta il valore degli Header Request
7. ”username” usato se l’URL e` protetto
8. ”password” usato se l’URL e` protetto
9. ”call intro” vedi sezione relativa alla call intro
10. ”new callback” vedi sezione relativa alla call back
3.1 Il Metodo Get
Il metodo GET permette di richiamare un determinato URL. Esistono due
versioni del metodo nel caso occorra specificare tutti i parametri o solo quelli
minimali.
Per richiamare il metodo basta fare la seguente richiesta per la richiesta
completa:
http.complete getURL( URL,asyncr,reqname,reqbody,username,
password,call intro,new callback)
e il seguente per la versione ridotta:
http.getURL( URL,asyncr,call intro)
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3.2 Il Metodo Head
Il metodo HEAD permette conoscere gli Header di un URL. Esistono ben
quattro versioni di funzioni al fine di avere uno o piu´ Header richiesti o
tutti, ovviamente per ogni singola funzione esiste la versione che permette
di specificare tutti i parametri e quella minimale.
Di seguito si propongono i modi per richiamare i diversi metodi nelle versioni
complete:
http.complete headURL( URL,asyncr,request header,reqname,reqbody,
username,password,call intro,new callback)
http.complete head allURL( URL,asyncr,reqname,reqbody, user-
name,password,call intro,new callback)
La prima richiede un Header specifico, mentre la seconda tutti gli Header
possibili. E nelle versioni ridotte:
http.headURL( URL,asyncr,request header,call intro)
http.head allURL( URL,asyncr,call intro)
Come nel caso precedente la prima richiede un Header specifico, mentre la
seconda tutti gli Header possibili.
3.3 Il Metodo Post
Il metodo POST permette di inviare dati a un URL. Esistono due versioni del
metodo nel caso occorra specificare tutti i parametri o solo quelli minimali.
Per richiamare il metodo basta fare la seguente richiesta per la richiesta
completa:
http.complete postURL( URL,asyncr,sending data,reqname,reqbody,
username,password,call intro,new callback)
mentre la seguente per la versione ridotta:
http.postURL( URL,asyncr,sending data,call intro)
3.4 Il Metodo Options
Il metodo OPTIONS permette di conoscere quali metodi HTTP siano sup-
portati da un determinato URL.
Per richiamare il metodo basta fare la seguente richiesta:
http.optionsURL( URL,asyncr,call intro)
3 ESEMPIO D’USO DEL FRAMEWORK CHANNEL 19
3.5 Il Metodo Put
Il metodo PUT permette, se questo viene permesso dal Web Server, di scri-
vere su un’URL.
La seguete richiesta richiama il metodo specificando tutti i parametri:
http.complete putURL( URL,asyncr,sending data,reqname,reqbody,
username,password,call intro,new callback)
mentre la seguente per la versione ridotta:
http.putURL( URL,asyncr,sending data,call intro)
3.6 Il Metodo Delete
Il metodo DELETE permette, se questo viene permesso dal Web Serv-
er, di cancellare un URL. Le due versioni della funzione, nel caso occorra
specificare tutti i parametri o solo quelli minimali, sono
http.complete deleteURL( URL,asyncr,reqname,reqbody,username,
password,call intro,new callback)
e il seguente per la versione ridotta:
http.deleteURL( URL,asyncr,call intro)
3.7 Il Metodo existURL
Il metodo existURL e` una funzione interna della classe ”Channel” che per-
mette di stabilire se un determinato URL esiste o meno.
Per richiamare il metodo basta fare la seguente richiesta:
http.existURL( URL,call intro)
Dal punto di vista implementativo il metodo si compone di una chiamata
al metodo HTTPhead a cui viene passato una particolare CallBack creata
all’interno della funzione stessa di nome ”exist function”. Il metodo resti-
tuisce il codice HTTP ”status”, il relativo ”statusText”, le informazioni di
timestamp e scrive su http.last response text il valore ”True” se la risorsa
esiste o ”False” in caso contrario. Infine esegue un operazione specificata
dalla call intro. Il codice della funzione e` il seguente:
function existURL( URL,call intro)
{
var exist func=function(){
if(p channel http object.readyState==State.Complete){
http.last time=new Date();
http.last status=p channel http object.status;
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http.last status text=p channel http object.statusText;
http.ready=1;
http.last state=p channel http object.readyState;
if(p channel http object.status<400) http.last response text=True;
else http.last response text=False;
if(http.call intro) http.call intro();
}
}
this.complete head allURL( URL,true,null,null,null,null,call intro,exist func);
}
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3.8 Esempio di Applicazione
In questa sezione verra´ presentata l’applicazione ”Operation” che utilizza
alcune delle funzioni descritte nelle sezioni precedenti. Successivamente ver-
ranno esaminate le modalita´ di funzionamento sotto il Web Server Apache
e ol Database eXist. Per il Database eXist si rimanda a [14].
Il codice sorgente e` il seguente:
<html>
<head>
<title>Prove HTTP Request</title>
<script type="text/Javascript" src="channel.js"></script>
<script>
var file,area,header;
function f1(){
// The call_intro
document.getElementById("file_body").value=http.request_date()+" "
+http.request_time()+" "+http.channel_status()+" "
+http.channel_status_text()+" "+http.channel_state()+" "
+http.lastURL()+" "+http.response_text()+" "
+http.response_header();
}
function first(){
file=document.getElementById("file");
area=document.getElementById("file_area");
x=document.getElementById("header");
}
</script>
</head>
<body onLoad=first();>
<input type="text" id="file">URL</input><br/>
<input type="text" id="file_area">Dati Da Inserire</input><br/>
<input type="text" id="header" value="Last-Modified">
Header Request</input>
<br/><textarea id="file_body" rows="10" cols="50"></textarea>
<br/>Metodi Permessi<br/>
<input type="button" value="GET"
onClick=’http.getURL(file.value,true,f1);’/>
<input type="button" value="HEAD"
onClick=’http.headURL(file.value,true,new Array("Date",x.value),f1);’/>
<input type="button" value="HEAD ALL"
onClick=’http.head_allURL(file.value,true,f1);’/>
<input type="button" value="POST"
onClick=’http.postURL(file.value,true,area.value,f1);’/>
<input type="button" value="Exist URL"
onClick=’http.existURL(file.value,f1);’/><br/>
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<input type="button" value="OPTIONS"
onClick=’http.optionsURL(file.value,true,f1);’/>
<input type="button" value="PUT"
onClick=’http.putURL(file.value,true,area.value,f1);’/>
<input type="button" value="DELETE"
onClick=’http.deleteURL(file.value,true,f1);’/>
</body>
</html>
L’utilizzo dell’applicazione e` molto semplice, basta inserire l’URL ed even-
tualmente l’Header richiesta (funziona solo con HEAD) o i dati da inviare
e schiacciare il pulsante corrispondente all’operazione voluta. Nell’appli-
cazione vengono volutamente presi in considerazioni solo le versioni ridotte
dei metodi, per maggiore chiarezza. Nell’applicazione l’utilita´ della fun-
zione ”first” e` quella di creare dei riferimenti alle varie Text Box ed e` stata
introdotta solo per rendere maggiormente leggibile il codice.
Figura 2: Schermata dell’Applicazione.
In generale i metodi GET, HEAD, HEAD ALL, Exist URL e OPTIONS
sono permessi verso tutti gli URL e in qualunque Web Server.
Ovviamente se si vuole utilizzare una richiesta HTTP di tipo GET per
passare dei parametri, l’URL deve essere creato ad-Hoc e deve essere pre-
disposto per tali passaggi. Una richiesta deve essere con un URL del tipo :
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URL?parm1=value1&parm2=value2&...&parmn=valuen.
Un discorso analogo puo´ valere per richieste di tipo POST, con le differenza
che le informazioni da mandare devono essere inserite nella Text Box con
etichetta ”Dati Da Inserire” e che non si hanno vincoli di lunghezza. Caso
diverso si ha per le richieste HTTP PUT e DELETE; infatti non tutti i Web
Server sono configurati per permettere queste richieste. Il database XML
eXist e` uno di questi pochi che, scritto in JAVA, ha delle servlet che per-
mettono di accettare tali richiesti al fine di poter scrivere o cancellare una
tabella. In generale se e` gia` creata una Tabella di nome ”nomeDatabase”
sul Database eXist una richiesta di tipo PUT all’URL:
http://DominioDelWebServer/exist/rest//db/nomeDatabase.xml
permette di riscriverla, mentre una richiesta di tipo DELETE,al medesimo
URL, lo cancella.
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4 Il modulo AjCron
4.1 Cosa e` AjCron
Il modulo AjCron (AJAX CRONOMETER) e` una classe che utilizza il
FrameWork Channel e che permette di stabilire lato client se sul web serv-
er una risorsa ha subito modifiche, e in tal caso effettuare un’operazione
stabilita dallo sviluppatore della Web Application.
4.2 Concetto base di funzionamento
Il modulo AjCron (ajcron.js) funziona in quanto quasi tutte le URL han-
no un’informazione di ultima modifica associata, specificando un Request
Header. Quindi il modulo fa richieste all’Header associato a ciascun URL
che deve controllare e se risulta modificato viene eseguita un’operazione
scritta dallo sviluppatore della Web Application. Il modulo viene attivato
instanziando nella variabile a livello globale ”cron” l’oggetto ajcron. Il tutto
viene fatto aggiungendo la seguente riga alla Web Application:
cron = new ajcron(t);
La scelta del parametro ”t” riveste molta importanza. In generali esso non
dovrebbe essere scelto dell’ordine delle decine di secondi in quanto il modu-
lo AjCron pone maggiore importanza all’esecuzione della funzione che nella
scadenza dei tempi definiti dall’utente. Questa scelta implementativa e` sta-
ta fatta perche` l’ambiente di utilizzo del modulo (ossia Internet) e` troppo
eterogeneo per fare previsioni attendibili circa la banda disponibile e la laten-
za ed e` quindi opportuno finire un’operazione iniziata anche a scapito dei
requisiti temporali scelti dall’utente arbitrariamente. In ogni caso il valore
di ”t” deve essere scelta in ragione della lunghezza media dell’Header con-
siderando il caso peggiore, ossia che ogni ”t” secondi venga fatta la richiesta
HEAD e tenendo conto pure del ritardo del Web Server e della latenza della
connessione. I metodi del modulo sono i seguenti:
1. number of URL che restituisce il numero di URL controllati
2. call check ossia la CallBack controllo il cambiamento dell’Header
3. demon il demone Cron
4. start check inserisce un URL e i relativi dati per il controllo quali:
• ”URL name”
• ”function to do” ossia la funzione da eseguire in caso di cambia-
mento
• ”interval” ossia l’intervallo di tempo dopo il quale deve essere
controllato
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• ”request h” ossia il Request Header su cui basarsi per fare il
controllo (se non viene inserito e` per default il ”Last-Modified”)
• ”URL username” ossia l’username associato all’URL se e` protetto
(parametro opzionale, ”null” di default)
• ”URL password” ossia la password associato all’URL se e` protet-
to (parametro opzionale, ”null” di default)
Essa restituisce un intero che rappresenta la posizione delle infor-
mazioni nei vari Array interni al modulo
5. start demon fa partire il demone
6. stop demon ferma il demone
7. change check cambia i parametri associati ad una generica posizione
i-esima dei vari Array interni; questi sono:
• ”URL name”
• ”function to do” ossia la funzione da eseguire in caso di cambia-
mento
• ”interval” ossia l’intervallo di tempo dopo il quale deve essere
controllato
• ”request h” ossia il Request Header su cui basarsi per fare il
controllo (se non viene inserito niente e` per default il ”Last-
Modified”)
• ”URL username” ossia l’username associata all’URL se e` protetto
(parametro opzionale, ”null” di default)
• ”URL password” ossia la password associata all’URL se e` protet-
to (parametro opzionale, ”null” di default)
8. header value restituisce la posizione i-esima del valore dell’Array degli
Header Request
9. URL served restituisce l’URL servito in quel momento
10. URL file restituisce la posizione i-esima dell’Array degli URL
11. index array restituisce l’indice che specifica quale URL e` servito in
quel momento
12. username restituisce la posizione i-esima dell’Array degli username
associati ad un URL
13. password restituisce la posizione i-esima dell’Array delle password as-
sociate ad un URL
Tutte questi metodi sono utilizzabili per la scrittura della funzione da es-
eguire se si verifica il cambiamento di un Header Request.
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4.3 I limiti di AjCron
Ovviamente il modulo AjCron presenta alcuni limiti di funzionamento. Cio´
accade perche` AjCron e` uno scheduler sincrono di task asincroni di cui non
si danno dei vincoli. Tra le limitazioni piu´ grandi del modulo si ha la non
conoscenza delle prestazioni della connessione utilizzata. Infatti data l’etero-
geneita´ delle prestazioni delle connessioni odierne sia in termini di banda che
di latenza, si potrebbero avere delle conseguenze deleterie che porterebbero
a risultati non validi. Alla luce di cio´, la scelta implementativa di sviluppo e`
stata quella di portare a termine il task iniziato anche se questo si prolunga
nel tempo. Un limite di AjCron, non dovuto alla sua implementazione, e`
che non tutti gli URL hanno associato l’Header ”Last-Modified” e quindi, a
meno di non sceglierne un altro, su questi tipi di URL risulta inutilizzabile.
5 ESEMPI D’USO DEL MODULO AJCRON 27
5 Esempi d’uso del modulo AjCron
In questa sezione verranno presentati alcune Web Application che mostrano
come possa essere usati il modulo AjCron per risolvere alcuni problemi. In
particolare verranno presentati parti di codice che permettono di sapere se
un’URL e` stato modificato lato Server ed una semplice Chat per la comu-
nicazione di piu´ utenti.
Essendo questi solo esempi sono stati presi in considerazione solo gli aspetti
relativi al funzionamento e quindi per renderli davvero utilizzabili in contesti
piu´ ampi sono necessarie modifiche.
5.1 Esempio di visualizzazione di modifica
In questa sezione viene presentata una piccola Web Application chiamata
”AJAX Modified” che permette di conoscere quando tre risorse sone state
modificate lato Server e stampare l’Header associato alla modifica. Mentre
per i primi due viene usato l’Header di default ”Last-Modified”, per il terzo
viene richiesto l’Header ”Content-Length”.
<html>
<head>
<title>AJAX Modified</title>
<script type="text/Javascript" src="channel.js"></script>
<script type="text/Javascript" src="ajcron.js"></script>
<script>
var punt1,punt2,punt3;
var prova,prova2,prova3;
var file1,file2,file3;
var file1a,file2a,file3a;
cron = new ajcron(100);
function hello(){
if(cron.index_array()==0)
punt1.value=cron.header_value(cron.index_array());
if(cron.index_array()==1)
punt2.value=cron.header_value(cron.index_array());
if(cron.index_array()==2)
punt3.value=cron.header_value(cron.index_array());
alert("E’ stato modificato il file "+cron.URL_file(cron.index_array()));
}
function first(){
punt1=document.getElementById("file1b");
punt2=document.getElementById("file2b");
punt3=document.getElementById("file3b");
punt1.value="Benvenuti";
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punt2.value="nella";
punt3.value="simulazione";
file1=document.getElementById("file1");
file2=document.getElementById("file2");
file3=document.getElementById("file3");
file1a=document.getElementById("file1a");
file2a=document.getElementById("file2a");
file3a=document.getElementById("file3a");
}
function start_cron(){
cron.stop_demon();
if(cron.number_of_URL()==0)
{
prova=cron.start_check(file1.value,hello,1000);
prova2=cron.start_check(file2.value,hello,1000);
prova3=cron.start_check(file3.value,hello,500,"Content-Length");
}
else
{
cron.change_check(prova,file1.value,hello,1000,file1a.value);
cron.change_check(prova2,file2.value,hello,1000,file2a.value);
cron.change_check(prova3,file3.value,hello,500,file3a.value);
}
cron.start_demon();
}
</script>
</head>
<body onLoad="first()">
<input type="text" id="file1" size=10 value="prova.txt">File1</input>
<input type="text" id="file1a" size=10 value="Last-Modified">Header</input>
<input type="text" id="file1b" size=30></input><br/>
<input type="text" id="file2" size=10 value="prova2.txt">File2</input>
<input type="text" id="file2a" size=10 value="Last-Modified">Header</input>
<input type="text" id="file2b" size=30></input><br/>
<input type="text" id="file3" size=10 value="prova3.txt">File2</input>
<input type="text" id="file3a" size=10 value="Content-Length">Header</input>
<input type="text" id="file3b" size=30></input><br/>
<input type="button" value="AJAX CRON" onClick=’start_cron();’/>
<input type="button" value="Stop AJAX CRON" onClick=’cron.stop_demon();’/>
</body>
</html>
Nell’applicazione l’utilita´ della funzione ”first” e` solo quella di creare dei
riferimenti alle varie Text Box in modo da rendere maggiormente leggibile
il codice.
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La figura 3 mostra una schermata dell’applicazione AJAXModified in azione.
che usa AJAX .
Figura 3: Schermata dell’Applicazione AJAXModified.
Dopo il caricamento basta premere sulla casella con la dicitura ”AJAX
CRON” per far partire il demone. Ovviamente la prima volta le risorse
appariranno modificate in quanto non ci sono informazioni presenti. Per
fermare il demone AjCron basta premere sulla casella con la dicutira ”Stop
AJAX CRON” e di nuovo su ”AJAX CRON” per farlo ripartire. Se si
vuole cambiare l’Header da esaminare per una risorsa basta semplicemente
cambiare il valore dell’Header corrispettivo e premere si ”AJAX CRON”.
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5.2 Esempio di Refresh
Come esempio di utilizzo del modulo AjCron per il Refresh viene presentata
una piccola Web Application, dal nome ”AjaxChat” che permette a due o
piu´ utenti di scambiarsi messaggi. La Web Application invia il messaggio
scritto da un utente tramite, una richiesta POST, ad un file PHP chiamato
”write.php” che li salva sulla risorsa ”chat.txt”. Inoltre la Web Application
esegue una richiesta GET sulla risorsa ”chat.txt” ogni 100ms e stampa il
suo contenuto su una Text Box.
Purtroppo sulla risorsa viene salvato solo il contenuto dell’ultimo messaggio
inviato ed e` quindi probabile che alcuni messaggi vengano persi. Il codice
sorgente di ”AjaxChat.html” e` il seguente
<html>
<head>
<title>AjaxChat</title>
<script type="text/Javascript" src="channel.js"></script>
<script type="text/Javascript" src="ajcron.js"></script>
<script>
var cron;
function write_file(){
document.getElementById(’file_body’).value=http.response_text();
}
function check(){
http.getURL(cron.URL_served(),true,write_file);
}
function send(URL,mess)
{
http.postURL(URL,true,"mess="+mess,null);
}
function first()
{
cron = new ajcron(100); // Start the AJCRON Demon
cron.start_check("chat.txt",check,100);
cron.start_demon();
}
</script>
</head>
<body onLoad="first();">
<div id="downbar" class="downbar">
<h1 id="wellcome"> CHAT </h1>
<form id="search" method=’get’>
<p>Inserisci il tuo Nick</p>
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<input type="text" id="nick" ></input>
<br><p>Inserisci il tuo Messaggio</p>
<input type="text" id="message"></input><br><br>
<input type="button" value="INVIA MESSAGGIO"
onclick="send(’write.php’,document.getElementById(’nick’).value
+’:’+document.getElementById(’message’).value);"></input>
</form>
</div>
<textarea id="file_body" class="file_body" rows="1" cols="50"></textarea>
</body>
</html>
Nell’applicazione l’utilita´ della funzione ”first” e` solo quella di creare dei
riferimenti alle varie Text Box ed e` stata introdotta al fine di rendere mag-
giormente leggibile il codice.
La figura 4 mostra una schermata dell’applicazione AjaxChat in azione. che
usa AJAX .
Figura 4: Schermata dell’Applicazione AjaxChat.
L’utilizzo e` molto intuitivo, infatti basta inserire un soprannome (nick) nel
Box sotto la scritta ”Inserisci il tuo Nick”, il messaggio nella box sotto la
scritta ”Inserisci il tuo Messaggio” e premete nel pulsante ”INVIA MES-
SAGGIO”. Nella l’area sottostante ogni 100 millisecondi verra` visualizzato
l’ultimo messaggio inviato da tutti coloro che in quel momento stanno utiliz-
zando l’applicazione, simulando cosi’ una chat. Il codice del file ”write.php”,
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che si occupa di scrivere lato server il messaggio di un utente nel file chat.txt,
e` il seguente:
<?php
$fp=fopen("chat.txt","w");
fwrite($fp,$_POST["mess"]);
?>
Purtroppo l’applicazione non funziona se il browser usato non gestisce chi-
mate annidate. Questo perche` la funzione check() e` di fatto una ”call intro”
e quindi la ”getURL” viene fatta all’interno di un’altra richiesta HTTP non
ancora terminata. Non tutti i browser permettono cio´ e quindi la richiesta
Get puo´ essere ignorata. Tra questi browser si ha:
1. FireFox 1.0
2. Opera 8 e 9
3. Mozilla 1.7.12
4. Netscape 8
Mentre resulta perfettamenta funzionante su:
1. FireFox 1.5
2. Internet Explorer 6
3. Deepnet Explorer (versione 1.52 Beta 2a)
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6 Uso Ajcron con eXist
In questa sezione vedremo come usare il modulo AjCron con il Database
eXist.
6.1 Risoluzione della problematica con esempio illustrativo
Come spiegato nella sezione precedente il modulo AjCron si basa su un
Header HTTP per verificare la modifica di una risorsa, anche se il migliore
si e` dimostrato l’Header ”Last-Modified”. Purtroppo il quest’Header HTTP
non e` presente nelle richieste che restituiscono informazioni prese da un
database. Quindi per poter utilizzare il modulo AjCron con questo tipo di
richieste si puo´ opererare in due modi:
1) Invece di richiedere l’Header ”Last-Modified”, ne viene usato un altro
2) Trovare un modo di avere il ”Last-Modified” sulla richiesta
La prima soluzione anche se e` implementabile, non da sufficienti garanzie
per un corretto utilizzo.
In particolare invece dell’Header ”Last-Modified” si potrebbe utilizzare l’-
Header ”Content-Length” (sempre restituito da qualunque richiesta), si potreb-
bero avere delle anomalie in molti cosi come in quelli di modifica di un
database. In pratica se in un database fosse scritto la parola ”pippo” e
successivamente si modificherebbe in ”pappo”, per il modulo AjCron non ci
sarebbero modifiche. e` semplice pensare che nel caso di utilizzo di numeri
la situazione sarebbe insostenibile e cio´ renderebbe inutilizzabile il modulo
AjCron stesso.
Scartata questa soluzione, l’implemetazione della seconda si e` rivelata attua-
bile con in Database eXist. Per informazioni sul Database eXist si rimanda
alla [14].
Nonostante nella risposta alla richiesta il ”Last-Modified” non venga resti-
tuita, l’informazione corretta si trova nella risorsa del Database stesso e se
il database si chiama ”nomeDatabase” il suo URL e` :
http://DominioDelWebServer/exist/rest//db/nomeDatabase.xml
Quindi si puo´ modificare la pagina Web di risposta per forzare la restituzione
dell’header ”Last-Modified”. Il tutto e` stato realizzato con il linguaggio
XQuery, per la cui trattazione si rimanda a [14], aggiungendo l’istruzione:
let $var:=request:set-date-header(’Last-Modified’,xmldb:last-
modified(util:collection-name($nomeDatabase),util:document-
name($nomeDatabase)))
dove $nomeDatabase e` la variabile che permette l’apertura del Database:
let $nomeDatabase := document(”/db/nomeDatabase”)
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Il significato delle istruzioni e` il seguente:
1. request:set-date-header (’Last-Modified’ = setta l’header Last-Modified
mancante
2. xmldb:last-modified = restituisce l’header Last-Modified di un URI
3. util:collection-name = restituisce il path del database
4. util:document-name = restituisce il nome del database
Di seguito si propone un semplice esempio di pagina Web che richiama un
generico database di nome ”nomeDatabase” e lo visualizza.
xquery version ”1.0”;
declare namespace request=http://exist-db.org/xquery/request;
declare namespace xmldb=http://exist-db.org/xquery/xmldb;
declare namespace fn = http://www.w3.org/2003/05/xpath-functions;
let $nomeDatabase := document(”/db/nomeDatabase”)
return
< prova id=”prova” >
{$nomeDatabase\*}
< /prova >
Questo codice non permette di ottenere l’header ”Last-Modified”, mentre nel
seguente viene inserita l’istruzione per aver l’intestazione richiesta e quindi
usare il modulo AjCron:
xquery version ”1.0”;
declare namespace request=http://exist-db.org/xquery/request;
declare namespace xmldb=http://exist-db.org/xquery/xmldb;
declare namespace fn = http://www.w3.org/2003/05/xpath-functions;
let $nomeDatabase := document(”/db/nomeDatabase”)
let $dummy := request:set-date-header
(’Last-Modified’,xmldb:last-modified(util:collection-
name($nomeDatabase),util:document-name($nomeDatabase)))
return
< prova id=”prova” >
{$nomeDatabase\*}
< /prova >
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7 Appendice A
7.1 Diagramma UML del Framework Channel
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8 Appendice B
8.1 Diagramma UML del modulo AjCron
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