











en   datos   (principalmente   transaccionales,   con   bases   de   datos   relacionales,
lenguaje de programación dinámico e interfaces web y visuales). Se analiza el
estado del arte respecto a proyectos libres y abiertos  (producción por pares,
fomento,  motivación,   diversidad,   gobernanza,   calidad,   etc.)   y   se   exploran
técnicas   para  migración   de   lenguajes   legados   discontinuados   (VB   clásico,
usando técnicas  EBNF).  Se incluye  el  desarrollo  de artefactos  de  software:
herramientas   integradas  para   ingeniería  asistida  por  computadora (I­CASE),
contemplando   la   recolección  automática  de  datos  estadísticos.  Se  proponen
varias mejoras al estado del arte respecto a mayor precisión en la medición de
tiempos (detección facial vía WebCam) y seguimiento de líneas de código por
identificadores  globales  (UUID);  presentando los  resultados preliminares  de
una prueba piloto (experiencia personal investigación­acción), para validación
cualitativa y cuantitativa inicial, relevancia, implicaciones y trabajos futuros.
Palabras   clave:  ingeniería   de   software   libre   /   código   abierto,   métricas,
calidad, python, postgresql, web2py, wxwidgets
1 Introducción
En   el   futuro   cercano,   los   investigadores   todavía   tienen   muchas   preguntas
intrigantes que explorar: ¿Aplica la Ley de  Brooks al desarrollo de código abierto,
bajo cuales circunstancias,  o por qué  no? ¿Cuales  son las  implicancias? ¿Es el
desarrollo   de   código   abierto   una   manera   de   producir   software  mejor   y   más
eficiente, o es un enorme esfuerzo gastado invisiblemente? ¿Como podemos estimar
el esfuerzo real que se consuma en un proyecto open source, y como podemos medir
el   impacto   de   la   comunidad   rodeando   al   núcleo   de   desarrolladores?   ¿Cuales
diferencias pueden ser encontradas sobre la organización, procesos y productos, y
cómo se relacionan con el éxito del proyecto? Si consideramos que la ingeniería de






software   engineering:   The   state   of   research.   Publicado   en   “First










estos   puntos   se   realizó   el   análisis   del   estado   del   arte   para   encontrar   un  marco
metodológico y proponer una herramienta superadora.
1.2 Motivación y antecedentes
Una de  los  propósitos  de este  proyecto  es  aplicar   los   lineamientos  y mejorar   las
deficiencias   conocidas   del   PSP­BOK3  (Personal   Software   Process   –   Body   of
Knowledge), que junto con el Team Software Process del SEI forman un conjunto de
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Al   contemplar   herramientas   de   desarrollo   rápido   de   aplicaciones,   se   consideran
migraciones de lenguajes legados como Visual Basic Clásico (5, 6) / Visual FoxPro
(discontinuados   por   su   proveedor),   analizando   un   Conversor   EBNF   (Notación
Extendida Backus­Naur ISO / IEC 14977).
En artículos  anteriores6  se  realizó  un acercamiento  inicial  a   las   las  metodologías,
procesos,   herramientas,   lenguaje   de   programación   (Python),   base   de   datos
(PostgreSQL)   y   framework   web   (web2py)   y   toolkit   gráfico   (wxPython),
contemplados   en   el   presente   trabajo.   También   se   publicó   un   artículo7  sobre   el





Ciertos   estudios   (Rossi,   2006)   encuentran   que   el   software   libre   sería   superador
“homo  œconomicus”,   donde   no   sólo   se   buscaría   una  motivación  material,   sino
también   recompensas   extrínsecas:   reputación   y   reconocimiento   pares,   solución






















no solo  por   la  capacidad  de  atracción  de  programadores  altamente  capacitados  y
motivados  a  lo   largo  del   tiempo,   sino   también por   la  calidad  del  producto  final,
rapidez de desarrollo y bajos costos. 
Si  bien  esta  planteada   la  discusión  sobre   la  caracterización  “catedral  vs.  bazar10”
(descentralización de decisiones ex­ante, diseño concurrente, integración de usuarios,
auto­selección según habilidades),  todo esto facilita un proceso desarrollo paralelo













Respecto   a   la   gobernanza,   se   encuentran  principalmente   esquemas  de   “dictadura
benevolente” o “comité de votación”, por lo que imagen anárquica del FOSS no es
adecuada: es esencial el liderazgo y autoridad (reputación, lealtad e identificación, lo
que   acompleja   la   coordinación   en   un   contexto   de   colaboración   voluntaria,
especialmente para impedir bifurcaciones y duplicación del trabajo).
Ciertos   estudios   (Holck   &   Jørgensen,   2005)   analizan   la   delegación   de
“lugartenientes”   (modularización),   pasando   de   proyectos   en   solitario   (“solo”)   a
proyectos jerarquizados con “dueños de módulos” o “mantenedores”, con el objetivo
de   balancear   anarquía   con   control:   ¿cuánta   estructura   se   puede   imponer   sin
desencantar a los colaboradores voluntarios?
Uno de los factores motivacionales fundamentales es ver rápidamente los resultados
del   trabajo,   por   lo   que   la   burocracia   excesiva   puede   ser   contraproducente
(“integración   big   bang”),   y   por   el   contrario,   un   control   relajado  puede   producir
versiones inestables.
10 https://es.wikipedia.org/wiki/La_catedral_y_el_bazar 
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empaquetado  parece  haber  alcanzado   límites   significativos   (30% en   inversión  de
software),  y   las  empresas  propietarias  no  han  podido  cumplir  adecuadamente   las
necesidades de una porción sustancial del mercado.
Por   ello,   (Bessen,   2006)   propone   un   modelo   de   coexistencia   alternativo













& Fitzgeral,  2003).  La  codificación   (primera   fase)  es   la  actividad   sine  qua  non,
muchos   colaboradores   temen   enviar   su   código   a   revisión,   pero   también   es   un
incentivo real para mejorar la calidad. 
Si bien la revisión es un aspecto fundamental, se presenta una paradoja: cuanto más
simple   es   el   código,  mas   revisiones   tendrá,   y   generalmente   será   difícil   obtener
revisiones  del  diseño.  Según el  postulado  de  la  Ley de Linus:  “Dado un número
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2.2 Proceso de Software Personal (PSP)
Continuando   con   la   revisión   del   estado,   presentamos   el   Proceso   de   Software
Personal: un conjunto de prácticas disciplinadas para la mejora continua a nivel de
los desarrolladores, que podría aportar soluciones a la calidad (defectos tendientes a




1. Sobrecarga   de   trabajo:   es   complicado   recolectar   todas   las  métricas   que
solicita (tiempos, defectos, líneas de código)





Young­Kyu,  2013),  en  esta   investigación se propone  una enfoque completamente
integrado,   incluyendo   el   uso   de   un   sensor   de   detección   facial,   para   detectar










Por  último,   la   idea   también  es   reconciliar   el  PSP  con  metodologías  ágiles   (más
ligadas al desarrollo de software libre). En este sentido, hay investigaciones como
SCRUM­PSP (Rong, Shao & Zhang, 2010) que han demostrado que ese camino en
viable.  Si  bien  para  este  proyecto  en  vez  de SCRUM se  utiliza  RAD,  desarrollo
rápido de aplicaciones, los conceptos e implicancias serían similares.
44 JAIIO - STS 2015 - ISSN: 2451-7631 321
STS 2015, 2º Simposio Argentino sobre Tecnología y Sociedad.
2.3 Desarrollo Rápido de Aplicaciones (RAD)























de   los   criterios   y   consideraciones   son   aplicables,   y   de   hecho   las   similitudes   y
diferencias entre Visual Basic/Python son parecidas a las de los lenguajes Java/C#
(aunque  un  poco  más  acentuadas).  Dado  que  TXL es  un  proyecto  no   libre  y   su





Rastrear   el   origen   y   variaciones   de   las   líneas   de   código   de   un   programa   es
fundamental para resolver ciertos problemas como: localizar la introducción de bugs,
12 http://vb2py.sourceforge.net/ 




Schneider   2013).   Estas   técnicas   tienen   sus   ventajas   y   desventajas   (rendimiento
variable   ­especialmente   en   grandes   bases   de   código­,   dificultades   para   detectar
ciertos tipos de cambios, etc.) 






fase   fueron   introducidas   y/o   modificadas,   es   fundamental   para   la   recolección
automática   de  métricas   confiables,   tanto   de   tamaño   como   de   defectos,   para   el
Proceso de Software Personal. 
3 Marco Teórico de Trabajo
En  base   al   estudio   bibliográfico,   se   propone  para   este   trabajo  un  marco   teórico
superador,   contemplando   tanto   el   fomento   de   las   ventajas   analizadas,   como   la
mitigación de las dificultades que se trataron en la sección anterior.
Básicamente,   la  solución  consta  de   integrar   la  herramienta  de  desarrollo,   simple,
poderosa y de fácil  uso, para facilitar su utilización a los usuarios principiantes y
contemplar también las necesidades de los usuarios más avanzados.
Esto   incluye  bibliotecas   livianas  y  un  marco  de   trabajo  concreto  y conciso,  para
promover   el   desarrollo   rápido   de   aplicaciones   modulares   de   software   libre,
posibilitando la delegación de tareas y su posterior integración. El enfoque es a nivel
de programadores individuales, basados en los procedimientos y métodos del PSP. A
la  vez,  se   incluyen  mecanismos  de  control  y  planificación,  para  poder   recolectar
datos empíricos y estadísticos.
Se busca favorecer la concurrencia y viabilidad, aún en grupos reducidos y/o de poca
experiencia   inicial;   propiciando   un   mercado   laboral   mas   horizontal   y   diverso;






44 JAIIO - STS 2015 - ISSN: 2451-7631 323
STS 2015, 2º Simposio Argentino sobre Tecnología y Sociedad.
Se   espera   que   esto   mejore   las   oportunidades   comerciales   y   minimice   las
incertidumbres en relación a la planificación de desarrollos (tiempos y recursos). 
















Facturación   Electrónica,   justamente   usando   las   herramientas   desarrolladas.   Al
avanzar,   por   diversas   razones   explicadas   en   el   informe   completo,   se   decidió














que   si   bien   ya   había   sido   iniciado   con   anterioridad   en   otra   investigación,   fue
continuado y mejorado con nuevas características que se describen a continuación:
Figura 1. Prototipo IDE con las principales características desarrolladas
Todos   los   errores   que   son   detectados   automáticamente   por   la   herramienta   (o
ingresados manualmente), se registran en la bitácora de defectos (panel “PSP Defect
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Figura 2: Repositorio con destacado automático según la actividad
El conector de GitHub (Figura 3),  permite ir  haciendo los cambios en el  ticket y








recordar  cual  fue el  código relevante de cada tarea,  para luego mostrarlo o no al
desarrollador   (aún   cuando   se   produzcan  mezclas   de   código   en   el   repositorio,   e
incluso si hay cambios de varios programadores sobre el mismo archivo). 
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Si se mira a la pantalla, y por ende a la cámara (Figura 6), se irá incrementando el
tiempo   real   dedicado  a   esta   tarea   (al   detectar   el   rostro   del   programador).  De   lo


















Issue #1  8.58 h 1.93 h 8.58 h 4.44 16 15.30 h
Issue #2  4 h 4.50 h 4 h 0.89 6 43.23 m
Tabla 2. Reporte de tipos estándar de defectos PSP (Defect Type Standard Report)






0 0.00 % 0 s 0.00 %
20 Sintaxis SyntaxError and 
IndentationError ...











7 31.82 % 15.60 m 1.62 % 2.22 m
50 Interfaz TypeError, AttributeError: 
wrong parameters and methods
1 4.55 % 15 h93.66 % 15 h
60 Chequeo AssertionError (failed assert) 
and doctests




0 0.00 % 0 s 0.00 %
80 Función RuntimeError and logic errors 4 18.18 % 5.85 m 0.61 % 1.45 m
90 Sistema SystemError and Libraries or 
package unexpected errors
0 0.00 % 0 s 0.00 %
100 Entorno EnvironmentError: Operating 
system and unexpected errors
0 0.00 % 0 s 0.00 %
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Para   obtener   los   resultados   de   la   prueba   de   concepto,   se   utilizó   el   prototipo
experimental comentado anteriormente. Se desarrollaron dos tickets18: interfaces para
los  webservice   de  AFIP.   Se   ingresaron   los   tiempos   de   planificados   y   luego,   la
herramienta   fue   recolectando   los   tiempos   reales  y  de   interrupción,   calculando  el




Hay   algunas   incidencias   relacionadas   a   la   consistencia   de   los   datos   (pueden




























­requisito  previo  del  Team Software  Process20  (TSP),  basado originalmente  en  el
CMM   nivel   5­,   el   cual   es   desarrollado   y   utilizado   por   importantes   centros   de
20 http://www.sei.cmu.edu/tsp/ 
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investigación  como  el  Software  Engineering   Institute   (SEI   de  Carnegie  Mellon),
entre otras universidades, tanto en ambientes académicos como laborales. De hecho






Por   ende,   la   contribución  principal  de   este   trabajo   no   es   innovar   con  un   nuevo
proceso   de   software,   sino   poder   entender   y   aplicar   las  mejores   prácticas   de   la
industria   al   desarrollo  de   software   libre,   que   presenta   sus   propias   dificultades   e
implicaciones.
6.1 Relevancia
Los   aspectos   relevantes   de   la   investigación   son,   por   un   lado,   intenta   superar   la
obsolescencia de lenguajes legados (por ej. VB) y otras herramientas discontinuadas
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Otro desafío será analizar como se comportará la participación de las comunidades






Se   implementó   un   marco   de   trabajo   teórico­práctico   para   la   creación   y
mantenimiento  de  software   libre  de  manera   ágil  y  de  alta  calidad,  especialmente
orientado   al   desarrollo   de   aplicaciones   empresariales   centradas   en   datos   (para
programadores   individuales,   en   esta   etapa).   La   solución   está   compuesta   por   el
entorno integrado de desarrollo (incorporando nuevas características modernas) y el
análisis   bibliográfico   de   la   propuesta,   aportando   posibles   nuevas   alternativas   al
estado del arte.
Se buscó  aplicar  las buenas prácticas  de ingeniería del  software,   tendientes  a una
mejora   continua   a   nivel   personal,   logrando   avanzar   en   la   integración   de   una
herramienta de desarrollo rápido con interfaz enfocada en tareas.  Surgieron varios
aportes   tentativos   al   estado   del   arte,   respecto   a   la   recolección   automatizada   de
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