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1 Einleitung 
Quelloffene Softwarekomponenten spielen für die basalen Infrastrukturen 
des Internets eine zentrale Rolle: Der Apache HTTP Server ist seit 1996 die 
meistverbreitete Webserver-Software; Linux-basierte Architekturen dominie-
ren den Markt für Server-Betriebssysteme; der Großteil der im Netz einge-
setzten Content-Management- und Datenbanksysteme steht unter freien 
Lizenzen (vgl. Netcraft 2015; W3techs 2015). Das Marktforschungsunter-
nehmen Gartner beobachtet eine vermehrte Nutzung von Open-Source-
Software in Organisationen und geht davon aus, dass 2016 die Mehrheit aller 
IT-affinen Firmen auch in kritischen Bereichen auf quelloffene Elemente 
zurückgreifen wird (vgl. Driver 2014). Und auf dem Feld der Consumer-
Software sind Produkte, die vollständig oder teilweise auf Open-Source-
Projekten basieren, zu einem festen Bestandteil des Alltags vieler Anwender 
geworden, so etwa der Browser Mozilla Firefox oder das mobile Betriebssys-
tem Android. Auch wenn sich eines der vorrangigen Ziele des ‚free software 
movements‘ – die Ablösung von Microsoft Windows durch GNU/Linux auf 
dem Desktop – gemessen an den globalen Verbreitungszahlen für 2015 (Win-
dows: 91 Prozent; Mac OS X: 7 Prozent; Linux: unter 2 Prozent) bislang nicht 
erfüllt hat (vgl. NetApplications 2015), kann quelloffener Software heute in 
vielen Segmenten des IT-Marktes eine hohe Relevanz zugeschrieben werden.  
Diese zunehmende Bedeutung von Open-Source-Projekten in der Soft-
wareentwicklung wurde in den Sozialwissenschaften angesichts klassischer 
Sichtweisen, die ‚intellectual property rights‘ als wesentliche Treiber in Inno-
vationsprozessen ansehen (vgl. z. B. Arrow 1962; Romer 1990), zunächst mit 
Erstaunen zur Kenntnis genommen (vgl. Lessig 1999) und nachfolgend von 
einigen Autoren als Beleg für die Emergenz eines neuen Produktionsmodells 
formatiert, das auf freiwilliger wie selbstgesteuerter Kollaboration beruht, den 
Stellenwert korporativer Akteure in der Arbeitswelt schmälert und eingespiel-
ten Formen ökonomischer Koordination auf Dauer überlegen sein könnte 
(vgl. Lakhani/Hippel 2003; Osterloh/Rota 2007; Suddaby 2013). Insbeson-
dere die durch Yochai Benkler popularisierte Vorstellung der ‚commons-
based peer production‘ als technisch effektivierte “collaboration among large 
groups of individuals [...] without relying on either market pricing or mana-
gerial hierarchies to coordinate their common enterprise” (Benkler/Nissen-
baum 2006: 394), die mit “systematic advantages [...] in identifying and allo-
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cating human capital/creativity” (Benkler 2002: 381) einhergehen soll, erfuhr 
eine intensive Reflexion und Anwendung auf angrenzende Kontexte (vgl. 
z. B. Kostakis/Papachristou 2014; Rifkin 2014; Baldwin/Hippel 2011). 
Zweifelsohne lassen sich unter den inzwischen millionenfach initiierten 
Open-Source-Projekten (vgl. Black Duck/North Bridge 2015) Entwicklerge-
meinschaften finden, die sich durch mehr oder minder ausgeprägte Muster 
einer “radically decentralized, collaborative, and nonproprietary [...] peer 
production” (Benkler 2006: 60) auszeichnen und deren Teilhabende sich 
primär aus intrinsischen Motiven – „satisfying psychological needs, pleasure, 
and a sense of social belonging“ (Benkler 2004: 1110) – oder indirekten 
extrinsischen Anreizen (z. B. zur Steigerung der persönlichen Reputation) 
dort einbringen. Empirische Untersuchungen legen allerdings nahe, dass 
viele marktrelevante Open-Source-Projekte mittlerweile in erster Linie durch 
die Beiträge von in etablierten IT-Unternehmen angestellten Softwareent-
wicklern getragen werden. In der oft als typisches Beispiel herangezogenen 
Linux Kernel-Community etwa wurden laut einer Erhebung der Linux  
Foundation (vgl. Corbet/Kroah-Hartman/McPherson 2015: 11) zuletzt über 
80 Prozent der Entwicklung von Programmierern durchgeführt, “who are 
being paid for their work” – unter anderem von Google, IBM und Intel, die 
mit Blick auf ihre eigenen Geschäftsaktivitäten an der Weiterentwicklung des 
Kernels interessiert sind. Darüber hinaus stehen viele der dauerhaft aktiven 
Open-Source-Vorhaben in einem engen Verweisungszusammenhang mit 
kommerziellen Angeboten oder werden über Spenden an ihre Dachstiftungen 
durch führende Technologiekonzerne mitfinanziert. 
In Anbetracht dieser Verschränkungen von quelloffener und proprietärer 
Softwareentwicklung, deren unternehmerische Vor- und Nachteile in der 
Managementforschung unter Stichworten wie ,open innovation‘ (vgl. West et 
al. 2014) diskutiert werden, reichen die in den Sozialwissenschaften nach wie 
vor oft üblichen, eher pauschalen Verweise auf Open-Source-Communitys 
als Alternative oder als Gegenentwurf zur kommerziellen Softwareentwick-
lung nicht mehr aus, um dem breiten Spektrum an unterschiedlich ausgerich-
teten Projekten in diesem Bereich gerecht zu werden. Dies zeigt sich auch in 
den Deutungskonflikten, die sich entlang von Begriffen wie ‚Free Software‘, 
‚Open Source Software‘ und ‚Free/Libre Open Source Software‘ entsponnen 
haben, sowie in den Ausrichtungskontroversen zwischen den zwei großen 
Bezugsorganisationen für quelloffene Software – der pragmatisch orientier-
ten Open Source Initiative und der gesellschaftspolitisch fundierten Free 
Software Foundation.  
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Das vorliegende Buch verfolgt daher das Ziel, auf der Grundlage von ag-
gregierten Marktdaten, Dokumentenanalysen, Literaturauswertungen sowie 
Hintergrundgesprächen mit Softwareentwicklern einen bündelnden sowie 
systematisierenden Überblick über Open-Source-Communitys und ihre so-
zioökonomischen Kontexte zu entfalten. Zunächst erfolgt eine historische 
Rekonstruktion zur Herausbildung quelloffener Softwareprojekte, die auf-
zeigt, dass freie und proprietäre Entwicklung seit jeher ineinandergreifen. 
Nachfolgend werden die Beziehungen zwischen Open-Source-Communitys 
und etablierten IT-Unternehmen diskutiert. Daran anknüpfend werden vier 
typische Varianten aktueller Open-Source-Projekte voneinander abgegrenzt – 
von korporativ geführten Kollaborationsprojekten und elitezentrierten Pro-
jektgemeinschaften über heterarchisch angelegte Infrastrukturvorhaben bis 
hin zu egalitär ausgerichteten Entwicklergruppen, die am ehesten der Idee 
einer ‚commons-based peer production‘ entsprechen. Abschließend werden 
die sich wandelnden Relationen zwischen freier Software und allgemeinem 
Markt in verdichteter Form nachgezeichnet: Während quelloffene Software-
entwicklung zunächst subversiv konnotiert war und in geschützten bzw. vom 
allgemeinen Markt abgekoppelten Nischen stattfand, ist das Involvement in 
Open-Source-Projekte heute zu einem festen Bestandteil der Innovationsstra-
tegien aller großen Anbieter geworden. 
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2 Historische Entwicklung 
Dass Unternehmen ihre Wissensbestände insbesondere zu Beginn von Inno-
vationsprozessen auch außerhalb formaler Kooperationsbeziehungen mitein-
ander teilen, ist kein neuartiges Phänomen und wurde bereits durch Robert C. 
Allen als weithin unerforschter Prozess der collective invention beschrieben:  
“To the degree that economists have considered this behaviour at all, it has been 
regarded as an undesired ‘leakage’ that reduces the incentives to invent. That 
firms desire such behaviour and that it increases the rate of invention by allowing 
cumulative advance are possibilities not yet explored.” (Allen 1983: 21) 
Tabelle 1: Historische Beispiele für ‚collective invention‘  
Episode Austauschprozesse Resultat 
The Cornish Pumping 
Engine 
ca. 1810–1850,  
Cornwall/London, England  
(vgl. Nuvolari 2004) 
Austausch technischer 
Daten; Vergleich der 
individuellen Fortschrit-
te über Fachjournale 
Entwicklung einer 
brennstoffsparenden 
Hochdruck-Dampfma-
schine für den Bergbau 
Papierherstellung  
ca. 1827–1857,  
New England, USA  
(vgl. McGaw 1987) 
stabile Gemeinschaft 
von Mühlenbesitzern; 
regelmäßiger informel-
ler Erfahrungsaustauch 
Erhöhung der Produkti-
vität durch zunehmende 
Mechanisierung der 
Produktion 
Hochofentechnologie 
ca. 1850–1880,  
Cleveland District, England  
(vgl. Allen 1983) 
Wissensaustausch über 
Fachgesellschaften und 
Journale; kollektiver 
Trial- & Error-Prozess 
Verringerung der Ener-
giezufuhr durch Steige-
rung der Bauhöhen und 
Temperaturanpassungen 
Flachbildschirme  
(LCD, Plasma) 
ca. 1969–1989,  
Japan/Europa/Nordamerika 
(vgl. Spencer 2003) 
wissenschaftliche Pub-
likation von Ergebnis-
sen aus firmeneigener 
Forschung  
inkrementelle Verbesse-
rung und Technologie-
entwicklung in der vor-
kommerziellen Phase 
Homebrew Computer 
Club  
ca. 1975–1978 [1986],  
Silicon Valley, USA  
(vgl. Meyer 2003) 
Austausch technischer 
Informationen bis zu 
den ersten Markterfol-
gen ausgegründeter 
Firmen 
Entwicklung erster 
marktfähiger persön-
licher Mikrocomputer 
und anderer IT-Produkte 
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Von den von Robert C. Allen und Kollegen diskutierten historischen Bei-
spielen (s. Tab. 1) hebt sich das Open-Source-Modell allerdings durch zwei 
entscheidende Merkmale ab (vgl. Cowan/Jonard 2003; Osterloh/Rota 2007): 
Zum einen unterliegt der Austausch in onlinebasierten Arbeitsgemeinschaften 
keiner geografischen Begrenzung mehr und bleibt nicht auf spezifische Bran-
chenkontexte beschränkt. Zum anderen haben neuartige lizenzrechtliche 
Konstruktionen wie die GNU General Public License, die absichert, dass 
auch Derivate freier Software ausschließlich unter den gleichen Bedingungen 
weitergegeben werden können (‚Copyleft‘), sowie die im Web erleichterte 
Durchsetzung informeller Regeln und Arbeitskonventionen dazu beigetragen, 
dass Open-Source-Softwareprojekte im Gegensatz zu früheren Ausprägungen 
kollektiver Invention auch nach der Herausbildung eines dominanten De-
signs und dessen kommerzieller Verwertung überlebensfähig bleiben.  
Vor diesem Hintergrund lässt sich die Geschichte der quelloffenen Soft-
wareentwicklung in vier Stadien einteilen:  
(1) In den 1950er-Jahren, als Software noch nicht als separates Produkt galt, 
sondern zusammen mit der Hardware vertrieben wurde, folgte die Zu-
sammenarbeit von universitären und korporativen Forschern freien aka-
demischen Prinzipien (kollektive Invention). 
(2) Ab Mitte der 1960er-Jahre bildete sich eine eigenständige Software-
industrie heraus und der Anteil restriktiv lizenzierter Software stieg an. 
Gleichzeitig entstanden frühe Interessengruppen von Computer-Hobby-
isten (Kommodifizierung – Subkulturgenese).  
(3) Die elektronische Vernetzung förderte ab 1980 die ortsunabhängige Ver-
dichtung freier Entwicklergemeinschaften, die ab 1985 durch die Free 
Software Foundation unterstützt wurden. Daneben wurden erste ‚Copy-
left‘-Lizenzen spezifiziert (Institutionalisierung).  
(4) Um freie Software von ihren ideologischen Konnotationen zu lösen, 
schufen Szeneprotagonisten ab 1998 das Label ‚Open Source‘ und grün-
deten die Open Source Initiative. Die durch sie zertifizierten flexibleren 
Lizenzen trugen dazu bei, die sozioökonomische Relevanz quelloffener 
Software weiter zu steigern (Wachstum – Diversifizierung). 
 
 
 
2.1  Kollektive Invention (1950er-Jahre) 13 
2.1 Kollektive Invention (1950er-Jahre) 
Die ersten in Serie hergestellten digitalen Computer wurden in enger Koope-
ration zwischen staatlichen bzw. universitären Organisationen und privatwirt-
schaftlichen Unternehmen entwickelt, die ihr Geld in erster Linie mit der 
Produktion der kostspieligen Hardware verdienten. Der ab 1951 vorrangig  
in administrativen Einrichtungen installierte Großrechner UNIVAC I etwa 
schlug mit bis zu 1,5 Mio. US-Dollar zu Buche; die ab 1953 rund zweitau-
sendmal verkaufte IBM 650 Magnetic Drum Data-Processing Machine kos-
tete 1959 noch ca. 150.000 US-Dollar (vgl. IBM 1959; Ceruzzi 1998). Frühe 
Computerprogramme wurden mit Source-Code (den für den Menschen lesba-
ren Text eines Programms) weitergegeben, um Kunden die Möglichkeit zu 
bieten, die teuren Mainframe-Systeme an ihre Bedürfnisse anzupassen. Der 
Begriff ‚Software‘ wurde allenfalls als weitgefasstes Antonym zu Hardware 
benutzt – beispielsweise um nichttechnische Fehlerquellen wie “human fac-
tors in reliability” (Carhart 1953: 69) zu umschreiben. Erstmals im heutigen 
Sinne verwendet wurde der Ausdruck von dem Statistiker und Mathematiker 
John Tukey im Jahr 1958:  
“Today the ‘software’ comprising the carefully planned interpretive routines, 
compilers, and other aspects of automative programming are at least as important 
to the modern electronic calculator as its ‘hardware’ of tubes, transistors, wires, 
tapes, and the like.” (Tukey 1958: 2) 
Dass Software in dieser Anfangszeit der IT-Branche kein eigenständiger 
Marktwert zugesprochen wurde, liegt auch darin begründet, dass die einzel-
nen Computersysteme nicht kompatibel und deren situationsspezifische Ein-
satzpotenziale noch kaum erforscht waren, was nach einer intensiven Koope-
ration zwischen Anwendern und anbieterseitigen Spezialisten verlangte, um 
das jeweilige System überhaupt nutzbar zu machen (vgl. Phister 1976). Die-
ser hohe individuelle Programmieraufwand wurde von der International Bu-
siness Machines Corporation (IBM) nach ihrem Einstieg in den Markt für 
digitale Computer 1952 als gravierendes Hemmnis für den Ausbau ihres 
Hardware-Geschäfts eingestuft, weshalb IBM mit SHARE bereits Mitte der 
1950er-Jahre eine Gesellschaft für den Austausch von technischen Informa-
tionen zwischen Nutzern von IBM-Systemen mitbegründete. Ihre anfänglich 
zwei Dutzend Mitglieder entwickelten gemeinsam Modifikationen und Er-
weiterungen, allerdings wuchsen die Transaktionskosten in Relation zu den 
Produktivitätsgewinnen mit steigender Beteiligtenzahl disproportional an, 
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was mit ein Grund dafür war, dass das SHARE-Modell nicht zu einem Bran-
chenstandard avancierte (vgl. Campbell-Kelly 2003; Brooks 1975). 
Mit Unterstützung der SHARE-Gruppe entwickelte IBM die abstrakte Pro-
grammiersprache FORTRAN, die via Compilern erstmals die Möglichkeit 
bot, das gleiche Programm auf unterschiedlichen Systemen auszuführen, und 
gab den Programmcode mit Dokumentation ab 1957 kostenfrei an Kunden 
wie Mitbewerber ab, um – ähnlich wie in Beta-Programmen heute – praxis-
nahe Optimierungen zu ermöglichen und die eigene Marktposition zu stärken 
(vgl. Bashe et al. 1986). Systemübergreifende Sprachen wie FORTRAN senk-
ten die Kosten in der Programmierung erheblich und machten zusammen mit 
den ersten Vereinheitlichungen im Hardwarebereich die Entwicklung stan-
dardisierter Applikationen durch Drittanbieter denkbar. Die erste kommer-
ziell vertriebene Software war das Dokumentationssystem AUTOFLOW der 
Firma Applied Data Research zur automatischen Generierung von Pro-
grammablaufplänen, das ab 1965 für rund 2.400 US-Dollar angeboten wurde 
und 1968 das erste Patent für ein Computerprogramm erhielt. Viele IBM-
Kunden konnten mit dem Konzept einer separat verkauften Anwendung je-
doch zunächst wenig anfangen:  
“Over and over again, as a result of a sales presentation on AUTOFLOW, the po-
tential customer would call his IBM account representative and ask when they 
were going to upgrade their program to do what AUTOFLOW did.” (Johnson 
2002: 107) 
Bis in die 1960er-Jahre hinein wurde Software weder von Anbietern noch 
von Kunden als ein von der Hardware unabhängiges Produkt wahrgenom-
men, sondern “as a research tool to be developed and improved by all users” 
(Gulley/Lakhani 2010: 6). Dementsprechend lässt sich die frühe Software-
entwicklung als Spielart der durch Allen (1983) beschriebenen collective 
invention fassen: als zumeist informell strukturierte Kollaboration zwischen 
Produzenten und staatlichen bzw. universitären Einrichtungen, deren Kreis 
angesichts der erforderlichen finanziellen Ressourcen und Wissensbestände 
zunächst begrenzt blieb. Bereits in dieser Zeit nahm das Unternehmen IBM 
indes eine herausgehobene Stellung ein: 1960 erwirtschaftete IBM Einnah-
men von ca. 1,8 Mrd. US-Dollar und produzierte 65 Prozent aller Computer 
auf dem US-amerikanischen Markt – ein Anteil, der sich bis 1965 auf knapp 
75 Prozent steigern sollte (vgl. Mulligan 2013: 107). 
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2.2 Kommodifizierung — Subkulturgenese  
  (1960er- und 1970er-Jahre) 
Eine kommerzielle Softwareindustrie entwickelte sich zunächst primär in den 
USA (vgl. Mowery 1999). Da weder das Urheberrecht noch das Patentwesen 
auf die neue Produktkategorie eingestellt waren, blieb der Handel mit Soft-
ware in den ersten Jahren freilich ein risikoreiches Geschäft, bis Ende der 
1960er-Jahre erste Gerichtsurteile Rechtssicherheit schafften. Auftrieb erhielt 
die junge Branche nicht zuletzt durch ein 1969 eingeleitetes kartellrechtliches 
Verfahren, in welchem IBM vorgeworfen wurde, durch das kombinierte An-
gebot von Hardware, Software und Dienstleistungen potenzielle Mitbewerber 
aus dem Rennen werfen zu wollen. IBM kündigte daraufhin an, seine Ange-
bote zu entbündeln, was sich zunächst weder lizenzarchitektonisch unkom-
pliziert umsetzen noch problemlos an die Kunden vermitteln ließ (vgl. 
Burton 2002). Durch dieses und ähnliche Verfahren wurde Software zuneh-
mend als eigenständiges Produkt sichtbar und rechtlich eingefasst. In den 
nachfolgenden Jahren erlebte die US-amerikanische Softwareindustrie ein 
rasantes Wachstum (s. Abb. 1). 
 
 
 
Abb. 1  Umsätze der US-amerikanischen Softwarebranche (in Mio. US-Dollar) 
Datenquelle: Computer & Business Equipment Manufacturers Association,  
Basis-USD-Werte für 1990 (vgl. Sayadian 1990; Juliussen/Juliussen 1990) 
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Während 1966 rund 50 unabhängige Unternehmen in der US-Software-
branche tätig waren, stieg deren Zahl bis 1969 auf über 2.800 an, darunter als 
erfolgreichster Anbieter die Computer Sciences Corporation, die ihren Um-
satz unter anderem mit Finanzverwaltungssoftware von 6 Mio. US-Dollar im 
Jahr 1964 auf 82 Mio. US-Dollar im Jahr 1970 steigern konnte (vgl. Fisher  
et al. 1983). Der Löwenanteil der Erlöse wurde aber schon damals in der 
Auftragsentwicklung und im Dienstleistungsgeschäft gemacht. Dass sich 
überhaupt ein nennenswerter Markt für Standardsoftware entwickeln konnte, 
lässt sich neben der primär durch IBM beförderten Vereinheitlichung der 
Mainframe-Systeme auf das Entstehen einer neuen Produktkategorie zurück-
führen: den schrankgroßen minicomputer. Das erste verkaufte Gerät dieses 
Typs war ab 1960 der durch die Digital Equipment Corporation (DEC) pro-
duzierte PDP-1, der 25.000 Operationen pro Sekunde ausführen konnte 
(0,025 MHz) und sich im Gegensatz zu früheren Computersystemen durch 
eine Einzelperson steuern ließ. Mitte der 1960er-Jahre waren Minicomputer 
für unter 20.000 US-Dollar zu haben; ihre Absatzzahlen überstiegen die der 
Mainframes Ende des Jahrzehnts (vgl. Steinmueller 1995). 
Für die weitere Entwicklung der Softwarebranche und die Ausbildung ei-
ner computerzentrierten Subkultur spielte die Verbreitung von Minicompu-
tern eine wichtige Rolle: Zum einen waren sie im Betrieb deutlich günstiger 
als Mainframes, daher nicht auf eine möglichst effiziente Nutzung ausgelegt 
und leichter zugänglich; zum anderen ermöglichten der PDP-1 und seine 
Nachfolger die Verwendung neuer Ein- und Ausgabeschnittstellen, welche 
die Interaktion mit dem Nutzer vereinfachten und die Herausbildung neuer 
Softwaregenres (z. B. Grafikverarbeitung) beförderten. So wurden Fern-
schreiber für die Texteingabe und den Druck eingesetzt und Kathodenstrahl-
röhrenmonitore angeboten, die sich via ‚lightpen‘ bedienen ließen. Eines der 
bekanntesten PDP-1-Programme ist das Spiel Spacewar!, das ab 1961 durch 
Mitglieder des studentischen Tech Model Railroad Clubs am MIT für den von 
DEC an das Institut gespendeten Minicomputer entwickelt wurde und auf-
grund seiner Demonstrationspotenziale rasch zur Standardsoftware des PDP-
1 gehörte (vgl. Lowood 2009).  
Vor allem im nordamerikanischen akademischen Milieu, in dem sich com-
puter science als akademische Disziplin bereits Ende der 1950er-Jahre etab-
liert hatte, während die Informatik in Deutschland erst rund zehn Jahre später 
entstand, boten stetig günstigere und institutsöffentlich erfahrbare Minicom-
puter einen idealen Nährboden für informelle Projektgruppen, deren Teilha-
bende sich ‚hackers‘ nannten und die Limitationen vorhandener Computer-
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systeme zu überwinden suchten (vgl. Levy 1984). Auch die bis in die 1990er-
Jahre populäre Programmiersprache BASIC wurde ab 1964 im Hochschul-
kontext entwickelt und kostenfrei abgegeben. Da BASIC rasch zu erlernen 
war, bildete es zusammen mit den ersten Mikrocomputern wie dem ab 1975 
zehntausendfach verkauften Altair 8800 (als Bausatz ab 400 US-Dollar) eine 
wesentliche Grundlage für die sich in den 1970er-Jahren entlang populär-
wissenschaftlicher Zeitschriften herausbildende Amateur-Computing-Szene:  
“It is these basement Edisons, part-time tinkerers and others who own computers 
for personal or professional reasons who will most probably realize the vast po-
tential of the silicon chip for the consumer. They are an avid, eager-beaver breed, 
anxious to share technological insights and applications with other chip fanatics. 
Computerniks have already formed some 400 informal clubs, and these are grow-
ing rapidly.” (Time Magazine 1978: 49) 
Ein zentrales Problem, das für kommerzielle Softwareanbieter mit diesem 
neuen Markt einherging, bestand darin, dass Programme durch Computer-
Hobbyisten zwar gerne untereinander weitergegeben, aber nur verhältnismä-
ßig selten käuflich erworben wurden. Darüber beschwerte sich der junge 
Software-Entrepreneur Bill Gates 1976 mit Blick auf das durch sein 1975 
gegründetes Unternehmen Micro-Soft verkaufte Altair BASIC in einen offe-
nen Brief wie folgt:  
“As the majority of hobbyists must be aware, most of you steal your software. 
Hardware must be paid for, but software is something to share. Who cares if the 
people who worked on it get paid? Is this fair? [...] One thing you do is prevent 
good software from being written. Who can afford to do professional work for 
nothing? What hobbyist can put 3-man years into programming, finding all bugs, 
documenting his product and distribute for free? The fact is, no one besides us 
has invested a lot of money in hobby software. [...] Most directly, the thing you 
do is theft.” (Gates 1976: 3) 
Bill Gates’ ,Open Letter to Hobbyists‘ provozierte eine Vielzahl an Reaktio-
nen, die entweder argumentierten, dass Mikrocomputer-Käufer schlicht ein 
funktionierendes System ohne Zusatzkosten erwarten könnten, Altair BASIC 
zu weiten Teilen auf Universitätsrechnern erstellt wurde und auf frei verfüg-
baren Vorarbeiten fuße oder dass es mithin an den Computernutzern selbst 
sei, kostenfreie Software zu entwickeln (vgl. Singer 1976; Warren 1976). Ein 
Beispiel für ein solches nutzerzentriertes Projekt aus dieser Zeit ist Tiny 
BASIC, welches durch Mitglieder der Standford University initiiert wurde 
und von einigen Autoren als ein Vorbote des ‚free software movements‘ an-
gesehen wird (vgl. dazu kritisch: Driscoll 2015).  
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Ebenfalls eng mit dem universitären Milieu verknüpft war die Entwick-
lung des Betriebssystems Unix, das ab 1969 durch die AT&T Bell Labs ent-
worfen wurde (vgl. Holtgrewe/Werle 2001; Weber 2005): 1973 öffentlich 
vorgestellt, stieß Unix auf ein breites Interesse, denn da es in der plattform-
übergreifenden Programmiersprache C verfasst war, konnte es auf nahezu 
allen Computern eingesetzt werden, wodurch Systeme unterschiedlicher An-
bieter Kompatibilität erlangten und miteinander kommunizieren konnten. 
Weil es AT&T angesichts seiner Monopolstellung im Telefonmarkt bis in die 
1980er-Jahre kartellrechtlich untersagt blieb, auch im IT-Bereich zu operie-
ren, wurde Unix zunächst nicht kommerziell vertrieben, sondern mit Quell-
code für einen symbolischen Betrag an Universitäten abgegeben, wo in der 
Folgezeit zentrale Systemerweiterungen wie etwa die Unterstützung der heu-
te ubiquitär verwendeten TCP/IP-Protokollfamilie erarbeitet wurden. Die 
universitäre Unix-Entwicklung wurde durch die staatliche (Defense) Advan-
ced Research Projects Agency unterstützt, die bereits seit 1958 intensiv in 
Softwareprojekte öffentlicher Einrichtungen investierte (darunter ab 1968 
auch das ARPANET), deren Ergebnisse zumeist nach freien akademischen 
Prinzipien publiziert wurden (vgl. Mowery/Langlois 1996). 
Zum einen wurde Software ab den 1960er-Jahren zunehmend als eigen-
ständiges Produkt wahrgenommen; zum anderen bildeten sich erste com-
puterzentrierte Subkulturen in geschützten Nischen heraus, die als Ausgangs-
punkt für spätere gefestigtere Gemeinschaften gelten können. Deren Be-
teiligte zeichneten sich durch eine hohe intrinsische Motivation aus, die 
Arbeitsgruppen waren im Regelfall informell strukturiert und die dort ent-
wickelte Software stand meist zur freien Verfügung. Somit lassen sich diese 
Hobbyisten- und Hackergruppen in gewisser Hinsicht als frühe Varianten 
einer ‚peer production‘ in Benklers (2002) Sinne beschreiben. Neben Koor-
dinationsproblemen bei steigender Projektgröße bestand aber nach wie vor 
die Gefahr der Proprietarisierung und Kommodifizierung ihrer Arbeitsergeb-
nisse: Unix etwa wurde durch AT&T ab 1983 – sobald es kartellrechtlich 
möglich war – kommerzialisiert; der 1975 entstandene Homebrew Computer 
Club verlor seinen offenen Austauschcharakter, als mehr und mehr Teilneh-
mer eigene Firmen gründeten (darunter Apple Computer Inc.). 
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2.3 Institutionalisierung (1980er- und 1990er-Jahre) 
In den 1980er-Jahren internationalisierte sich der Softwaremarkt zunehmend 
(s. Abb. 2) und die Hobbyistenkultur weitete sich nach Europa aus, was sich 
hierzulande unter anderem in der Gründung des Chaos Computer Clubs, dem 
Start der Fernsehsendung WDR Computerclub und der Einrichtung von 
„Computer-Centren“ (Spiegel 1983: 172) in Kaufhäusern niederschlug.  
 
 
 
Abb. 2  Umsätze mit Software und Services weltweit (in Mrd. US-Dollar) 
Eigene Berechnungen, Basis-USD-Werte für 1990. Datenquelle: Sayadian 1990 
 
Als Treiber für die freie Softwareentwicklung erwiesen sich die ab 1980 
in Expertenkreisen etablierenden neuartigen Formen elektronischer Vernet-
zung (darunter zuvorderst das Usenet), die den kostengünstigen Austausch 
von Daten über existente Telefonleitungen ermöglichten und so eine erste 
technische Lösung für die durch Frederick Brooks (1975) benannten Koordi-
nationsprobleme in großen Projekten mit örtlich verteilten Entwicklern (vgl. 
Kap. 2.1) boten.  
Das Usenet war auch die Plattform, über die der MIT-Mitarbeiter Richard 
M. Stallman 1983 sein GNU-Projekt (rekursives Akronym für ‚GNU’s not 
Unix‘) vorstellte, das als freies unixoides Betriebssystem eine Alternative zu 
proprietären Distributionen bieten wollte, deren Schutz und Ausschließbar-
keit durch Gesetzesänderungen in den USA kurz zuvor noch einmal deutlich 
erhöht worden war (vgl. Menell 2002):  
“I consider that the golden rule requires that if I like a program I must share it 
with other people who like it. I cannot in good conscience sign a nondisclosure 
agreement or a software license agreement. So that I can continue to use com-
puters without violating my principles, I have decided to put together a sufficient 
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body of free software so that I will be able to get along without any software that 
is not free.” (Stallman 1983) 
Obgleich der angedachte komplett freie GNU-Kernel per se bis heute nicht 
für den praktischen Einsatz geeignet ist, wurden im Kontext des Projekts früh 
Setzungen vollzogen, welche die freie Softwareentwicklung nach wie vor 
prägen: 1985 gründete Stallman die Free Software Foundation, die seitdem 
das ‚movement‘ an freiwilligen Entwicklern juristisch und infrastrukturell 
unterstützt. Zu ihren ersten Großspendern gehörten 1988 Sony (10.000 US-
Dollar, technisches Equipment) und 1989 Hewlett-Packard (100.000 US-
Dollar), die als Hardwarehersteller an günstig lizenzierbarer Software inte-
ressiert waren (vgl. Schwarz/Takhteyev 2010; O’Mahony 2005). Zudem fun-
giert die Free Software Foundation als Interessenvertretung für freie Soft-
ware und aktualisiert die ‚Free Software Definition‘, die in erster Version 
lautete:  
“The word ‘free’ [...] does not refer to price; it refers to freedom. First, the free-
dom to copy a program and redistribute it to your neighbors, so that they can use 
it as well as you. Second, the freedom to change a program, so that you can con-
trol it instead of it controlling you; for this, the source code must be made avail-
able to you.” (Free Software Foundation 1986: 8) 
Die bedeutsamste Neuerung, die durch die Free Software Foundation initiiert 
wurde, bestand jedoch – statt GNU schlicht als public domain zu deklarieren 
– in der Ausarbeitung rechtlich belastbarerer Lizenzen, die erzwingen, dass 
auch Weiterentwicklungen und Ableitungen freier Software stets frei bleiben 
müssen (‚Copyleft‘). Nach der 1989 erstmals veröffentlichten GNU General 
Public License (GPL) dürfen entsprechend lizenzierte Programme modifi-
ziert und weitergeben, aber keinesfalls mit eigenen Einschränkungen belegt 
werden:  
“Each time you redistribute the Program (or any work based on the Program), the 
recipient automatically receives a license from the original licensor to copy, dis-
tribute or modify the Program subject to these terms and conditions. You may not 
impose any further restrictions on the recipients’ exercise of the rights granted 
herein.” (Free Software Foundation 1989)  
Ab 2001 waren Verstöße gegen die GPL Gegenstand mehrerer Gerichtsver-
fahren in Europa und Nordamerika, in denen Unternehmen wie Skype oder 
D-Link gezwungen wurden, fragliche Softwareelemente in ihren Programm-
architekturen zu entfernen oder deren Quellcode wieder zur freien Verfügung 
zu stellen (vgl. Stiller 2011; Jaeger 2010). Osterloh/Rota (2007) und O’Ma-
hony (2003: 1189) merken freilich an, dass für die Durchsetzung der in der 
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GPL angelegten Reziprozitätsprinzipien nicht nur die offizielle Gerichtsbar-
keit, sondern ebenso “the court of public opinion” im Usenet bzw. später im 
World Wide Web eine tragende Rolle gespielt hat. 
Der Erfolg des GNU-Projektes selbst blieb aufgrund seines Zuschnitts auf 
kostenintensive Workstations einerseits und seiner ideologischen Konnota-
tionen andererseits begrenzt, da viele Entwickler auch für gut befundenen 
proprietären Code in ihre Architekturen integrieren wollten, was unter der 
GPL zunächst nicht möglich war (vgl. Weber 2000). Auf beide Problemstel-
lungen bot das Linux Kernel-Projekt eine Antwort: Linux wurde 1991 durch 
den Studenten Linus Torvalds als freier Betriebssystemkern für die günstige-
ren IBM-kompatiblen Mikrocomputer vorgestellt und war daher für eine grö-
ßere Zahl an Entwicklern attraktiv. Zudem zeichnete sich Torvalds von 
Anfang an durch eine liberalere Haltung als die Free Software Foundation 
aus, die sich in einem seiner Beiträge in der Linux Kernel Mailinglist wie 
folgt widerspiegelt:  
“I think ideology sucks. This world would be a much better place if people had 
less ideology, and a whole lot more ‘I do this because it’s fun and because others 
might find it useful, not because I got religion’.” (Torvalds 2002)  
Zwar wurde auch der Linux Kernel 1992 unter die GPL gestellt, da aber ein 
Kernel für ein lauffähiges Betriebssystem ohnehin stets mit weiteren Pro-
grammelementen zu einem Paket kombiniert werden muss, schloss dies die 
Verwendung proprietärer Komponenten zumindest nicht grundsätzlich aus. 
Oft wird der Linux Kernel mit freien GNU-Bibliotheken ergänzt; in vielen 
Linux-Distributionen (z. B. Red Hat Enterprise Linux) kommen aber auch 
herstellerspezifische Module zum Einsatz. 
 
 
 
Abb. 3  Entwicklung der Linux Kernel Source Size. Datenquelle:  
Corbet/Kroah-Hartman/McPherson 2009–2015, https://kernel.org (Stand: 7/2015) 
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Ein Grund für das Florieren des Linux-Projekts (s. Abb. 3) bestand nach 
den eher überschaubaren Erfolgen anbieter- und plattformgebundener On-
linedienste in den 1980er-Jahren (z. B. Bildschirmtext, AppleLink, Compuser-
ve) in der raschen Verbreitung des World Wide Web, das 1993 durch Tim 
Berners-Lee bzw. das CERN (Conseil Européen pour la Recherche Nuclé-
aire) zur allgemeinen Nutzung freigegeben wurde. Sowohl der Zugriff auf 
GNU/Linux als auch die Beteiligung an entsprechenden Projekten und deren 
Koordination wurden durch die so möglich gewordenen neuen Austausch-
formen erheblich erleichtert. Überdies mussten sich freie Softwareprojekte 
für Mikrocomputer zu dieser Zeit in der Praxis nur noch auf eine Systemum-
gebung konzentrieren (s. Tab. 2): Während der globale Markt für Mikrocom-
puter 1984 überaus diversifiziert war (Commodore: 40 Prozent, IBM-PCs und 
Klone: 32 Prozent, Apple: 22 Prozent, Atari: 3 Prozent), lag der Anteil IBM-
kompatibler Personal Computer 1995 bei über 90 Prozent (vgl. Reimer 
2012). Nichtsdestotrotz blieb auch Linux zunächst ein lediglich in entspre-
chenden Expertenkreisen bekanntes Projekt.  
Tabelle 2: Globale Marktanteile Microcomputer 1981–2011 (in Prozent) 
 1981 1984 1988 1992 1996 2000 2004 2008 2011 
IBM-kompatibel  3 32 79 87 95 97 98 97 96 
Apple II 15 16  1 – – – – – – 
Apple Mac –  6  6 11  5  3  2  3  4 
Commodore 64 ff.  – 40  8 – – – – – – 
Commodore Amiga – –  3  2 – – – – – 
Atari 400 ff.  21  3 – – – – – – – 
Atari ST – –  2  1 – – – – – 
andere Systeme 61 3  1 – – – – – – 
 
Quelle: Reimer 2012, eigene Recherchen 
 
Dies änderte sich mit dem in der Computerszene wie auch in der all-
gemeinen Öffentlichkeit intensiv rezipierten Buch The Cathedral and the 
Bazaar (1999), das von dem Softwareentwickler Eric S. Raymond 1997 zu-
nächst als Essay vorgestellt wurde. Raymond war von den Arbeitsweisen in 
Torvalds’ Umfeld fasziniert:  
“What I saw around me was a community which had evolved the most effective 
software-development method ever and didn’t know it! That is, an effective prac-
tice had evolved as a set of customs, transmitted by imitation and example,  
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without the theory or language to explain why the practice worked.” (Raymond 
1998a: 96)  
Seine Kernthese lautet: Während in klassischen Produktionsmodellen (‚ca-
thedral‘) der Source-Code eines Programms allenfalls für fertige Versionen 
publiziert wird und die Entwicklergruppen hierarchisch organisiert sind, sei 
der Quellcode in Projekten wie Linux oder dem durch Raymond selbst initi-
ierten Fetchmail stets einsehbar, ihre Gruppen seien horizontal strukturiert 
und geprägt durch modulare Selbstorganisation ohne zentrales Management 
(‚bazaar‘). Kritische Beobachter stellten allerdings früh fest, dass in beiden 
Fällen zwar viele Vorschläge aus der Community kamen, die finalen Ände-
rungen aber nur durch eine Person – Torvalds oder Raymond – freigegeben 
wurden (vgl. Connell 2000; Bezroukov 1999a). Anders formuliert: “The only 
entity that can really succeed in developing Linux is the entity that is trusted 
to do the right thing. And as it stands right now, I’m the only person/entity 
that has that degree of trust” (Torvalds 1998: 36). 
Mit GNU und Linux entstanden in den 1980er- und 1990er-Jahren zwei 
Flaggschiffprojekte freier Softwareentwicklung, deren Erfolg durch die Ef-
fektivierung der Kommunikation im Usenet bzw. später im Web erheblich 
befördert wurde. In ihrem Kontext bildeten sich rechtliche Instrumente, wel-
che die kollektiven Arbeitsresultate vor Proprietarisierung schützen, wie auch 
informelle Regeln heraus, deren Anerkennung sich im Onlinebereich unkom-
plizierter überprüfen ließ als zuvor. Daneben verfestigten sich erste an-
schlussfähige Narrative, die freie Softwareentwicklung als einen revolutio-
nären, auf Peer-Review-Prozessen fußenden Produktionsmodus ohne Macht-
asymmetrien beschrieben und zeitweilig – trotz der aus dem akademischen 
Bereich bereits bekannten Limitationen solcher Verfahren (vgl. Bezroukov 
1999b) – ohne weitere Rückfragen sozialwissenschaftlich weiterverarbeitet 
wurden (vgl. z. B. Benkler 2002, 2006).  
 
 
 
2.4 Wachstum — Diversifizierung (2000er-Jahre) 
Das Wachstum freier Softwareprojekte im nachfolgenden Jahrzehnt lässt sich 
neben der fortgesetzten Verbreitung des Internets vorrangig auf drei Dynami-
ken zurückführen:  
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(1) Zum ersten lagerte eine zunehmende Zahl an Firmen die Entwicklung 
von Softwareprodukten in den quelloffenen Bereich aus, darunter Netscape 
Communications als ein besonders früher und aufsehenerregender Fall: 
Nachdem es absehbar erschien, dass Microsoft den Netscape Navigator durch 
den in Windows integrierten Internet Explorer aus dem Markt drängen würde, 
kündigte das Unternehmen im Januar 1998 an, die Codebasis seines Brow-
sers in das quelloffene Projekt Mozilla zu überführen, das bis 2003 durch 
Netscape/AOL über die Mozilla Organization unterstützt wurde, die danach 
in die Mozilla Foundation überging. Dabei ging es nicht zuletzt um die 
Erschließung neuer Kundenkreise: “By making our source code available to 
the Internet community, Netscape can expand its client software leadership 
by [...] building a community that addresses markets and needs we can’t ad-
dress on our own [...]” (Netscape 1998). Vier Jahre später wurde die Mozilla 
Application Suite veröffentlicht, aus der 2004 der Browser Firefox (bis 2003: 
Phoenix) ausgekoppelt wurde, der zu einem weiteren Vorzeigeprodukt freier 
Softwareentwicklung werden sollte. 
(2) Angestoßen durch die Netscape-Entscheidung kam zum zweiten eine 
Gruppe um Eric Raymond Anfang 1998 zu dem Schluss, dass sich der poli-
tisch belegte Begriff ‚Free Software‘ für die weitere Verbreitung quelloffener 
Software in kommerziellen Kontexten als hinderlich erweisen könnte, schuf 
das neue Label ‚Open Source‘, das die Überlegenheit des Entwicklungs-
modells betonen sowie gesellschaftsethische Aspekte ausblenden sollte (vgl. 
Raymond 1998b), und gründete mithilfe von Szeneprotagonisten wie Tim 
O’Reilly, der später auch den Begriff ‚Web 2.0‘ prägen sollte, die Open Sour-
ce Initiative (OSI). Allerdings unterstützte die Free Software Foundation 
(FSF) diese Kursänderung nicht. Zwar unterscheiden sich die ‚Open Source 
Definition‘ der OSI (vgl. Perens 1999) und die ‚Free Software Definition‘ der 
FSF nur in wenigen Punkten; trotzdem grenzt Richard Stallman (2002: 57) 
‚free software‘ deutlich von ‚open source‘ ab: “For the Open Source move-
ment, non-free software is a suboptimal solution. For the Free Software 
movement, non-free software is a social problem and free software is the 
solution.” Aus diesem Dissens entwickelte sich ein Ausrichtungsstreit, der 
heute mitunter durch Hybridakronyme wie FOSS (‚Free & Open Source Soft-
ware‘) oder FLOSS (‚Free/Libre Open Source Software‘) umgangen wird. 
(3) Zu den Vermarktungsbemühungen der Open Source Initiative, welche 
die unternehmerischen Vorteile quelloffener Software betonten, kamen zum 
dritten die durch den allgemeinen Dotcom-Boom beförderten Börsenerfolge 
einiger ‚open source companies‘ ab 1999 hinzu, darunter zuvorderst die  
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Linux-orientierten Hardwarehersteller VA Linux und Cobalt Networks sowie 
der Softwareanbieter Red Hat, der sich auf Linux-Architekturen für Unter-
nehmen spezialisiert hat. Die Börsengänge dieser drei Firmen gehörten zu 
den erfolgreichsten Debüts aller Zeiten und erregten eine entsprechende me-
diale Aufmerksamkeit, die auf die Open-Source-Szene insgesamt abstrahlte 
(vgl. Gelsi 1999). Kurz danach beschrieb zum Beispiel der Spiegel Linux als 
„ernsthafte Konkurrenz zum Microsoft-Monopol“ (Spiegel 2000: 55; vgl. 
Spiegel 1999). Damit war ‚Open Source‘ als Schlagwort im öffentlichen Be-
wusstsein angekommen. 
Diese ineinandergreifenden Dynamiken – die Überführung des Netscape 
Navigators in ein quelloffenes Projekt, die Etablierung des Labels ‚Open 
Source‘ und die anfänglichen Börsenerfolge Linux-orientierter Firmen – 
führten im Verbund mit der weiteren Ausweitung des Marktes (globale Aus-
gaben für Software/Services 2005: 885 Mrd. US-Dollar, 2010: 1.092 Mrd. 
US-Dollar; vgl. UNCTAD 2012) zu einem fast exponentiellen Wachstum 
freier Softwareprojekte sowohl mit Blick auf ihre Größe (s. Abb. 4) als auch 
auf ihre Anzahl: Während Ende der 1990er-Jahre einige hundert quelloffene 
Projekte existierten, waren 2008 auf der führenden Plattform SourceForge 
über 150.000 Projekte registriert. 2012 waren auf GitHub sowie SourceForge 
mehrere Millionen Repositorien und auf der Verzeichnisseite Ohloh (ab 
2014: Open Hub) über 550.000 Projekte zu finden. Lediglich 47.000 dieser 
auf Ohloh katalogisierten Projekte wiesen jedoch Änderungen im voran-
gegangenen Jahr auf (vgl. Sands 2012). Der Verweis auf die Zahl registrierter 
Vorhaben per se sagt dementsprechend wenig aus.  
 
 
 
Abb. 4  Wachstum populärer Open-Source-Projekte (inkl. Copy & Paste) 
Datenquelle: Deshpande/Riehle 2008 (5122 meistverlinkte Projekte auf Ohloh) 
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Vor dem Hintergrund der steigenden Zahl an Projekten, den Ausrich-
tungskonflikten in der Szene und der Definition eigener Lizenzmodelle durch 
Unternehmen und Stiftungen unterlag die quelloffene Softwareentwicklung 
in den 2000er-Jahren einer zunehmenden Diversifizierung, die sich in einem 
inzwischen sehr breiten Bouquet an freien Lizenzen niederschlägt (s. Tab. 3): 
Neben Copyleft-Lizenzen, die festlegen, dass auch Fortentwicklungen freier 
Software stets unter gleichen Bedingungen distribuiert werden müssen 
(strongly protective), sind Lizenzen getreten, welche die Einbindung freier 
Software in proprietäre Produkte erlauben, sofern ebendiese Komponenten 
quelloffen bleiben (weakly protective), oder wieder die Publikation von Wei-
terentwicklungen unter restriktiveren Bedingungen ermöglichen (permissive).  
Tabelle 3: Meistgenutzte quelloffene Softwarelizenzen 2015 (2010) 
 2015 
(%) 
2010 
(%) 
Ausrichtung gebilligt 
durch  
Publi-
kation 
GNU Public License 2.0 23 47 strongly 
protective 
OSI, FSF 1991 
MIT License (X11)  23 6 permissive OSI, FSF 1988 
Apache License 2.0 16 4 permissive OSI, FSF 2004 
GNU Public License 3.0 9 6 strongly 
protective 
OSI, FSF 2007 
BSD License 2.0 (3-clause) 6 6 permissive OSI, FSF 1999 
Artistic License 1 / [2.0] 5 9 [permissive] OSI, [FSF] 2002 
GNU Lesser GPL 2.1 4 9 weakly  
protective 
OSI, FSF 1999 
GNU Lesser GPL 3.0 2 < 1 weakly  
protective 
OSI, FSF 2007 
Microsoft Public License  2 2 permissive OSI, FSF 2007 
Eclipse Public License 2 < 1 permissive OSI, FSF 2004 
Code Project Open  
License 
1 3 restrictive  – 2008 
Mozilla Public License 1.1 < 1 < 1 weakly  
protective 
OSI, FSF 1999 
 
Quelle: Black Duck Knowledgebase; Webseiten der OSI und FSF (Stand: 10/2015) 
 
Diese Vielfalt erweitert die strategischen Optionen insbesondere für 
kommerzielle Stakeholder (vgl. Lerner/Schankerman 2010; Lerner/Tirole 
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2005): Nachdem 2007 die GPL in dritter Version publiziert wurde und darin 
zuvor ausschöpfbare Lücken geschlossen worden waren, tauschte beispiels-
weise Apple die GNU-Compiler-Sammlung GCC in seiner Entwicklungs-
umgebung Xcode durch eine Lösung mit freizügiger Lizenz aus; Google 
entschied sich im Falle des mobilen Betriebssystems Android von vornherein 
dazu, den Großteil des Codes unter die permissive Apache License 2.0 zu 
stellen.  
Daneben lässt sich für die letzten 15 Jahre in zweierlei Hinsicht eine  
“corporatization of open source” (Hogan 2009) beobachten: Zum einen wer-
den zentrale Projekte wie der Linux Kernel, Mozilla Firefox, der Apache 
HTTP Server, die Programmierumgebung Eclipse und die Cloud-Architektur 
OpenStack durch Spenden von Unternehmen mitfinanziert oder operieren 
wie die HTML Rendering Engine WebKit (Apple) und das mobile Betriebs-
system Android (Google) unter der expliziten Federführung kommerzieller 
Anbieter (vgl. Fitzgerald 2006). Zum anderen speist sich die Entwicklerbasis 
großer Open-Source-Projekte zunehmend aus Unternehmenskontexten: Ko-
lassa et al. (2014) kommen in ihren Analysen zum Linux Kernel-Projekt und 
5000 weiteren auf Open Hub registrierten Vorhaben zu dem Schluss, dass 
zwischen 2000 und 2011 mehr als 50 Prozent aller Beiträge in der westlichen 
Kernarbeitszeit (Montag bis Freitag, 9 bis 17 Uhr, zeitzonenbereinigt) geleis-
tet wurden; die Linux Foundation beobachtet, dass der Anteil unbezahlter, 
nicht unternehmensaffiliierter Beiträger an der Kernel-Entwicklung kontinu-
ierlich abnimmt (2009: 18 Prozent; 2014: 12 Prozent), während der Anteil an 
Aktualisierungen von Entwicklern aus den mittlerweile rund 250 beteiligten 
Firmen weiter anwächst (vgl. Corbet/Kroah-Hartman/McPherson 2015).  
In die Linux Kernel-Entwicklung involviert sind neben Linux-Distribu-
toren wie Red Hat auch marktbestimmende IT-Konzerne. IBM (Umsatz 
2014: 93 Mrd. US-Dollar) zeigt sich als einer der führenden Anbieter von 
Server-Hardware an der Entwicklung des Linux Kernels überaus interessiert 
und annoncierte zuletzt 2013 ein Investment über ca. 1 Mrd. US-Dollar in 
Open-Source-Technologien (vgl. IBM 2013). Aus ähnlichen Gründen inves-
tiert Samsung (Umsatz 2014: 188 Mrd. US-Dollar) in das Projekt: Die Firm-
ware zahlreicher Produkte des Unternehmens fußt auf Linux; zudem hat 
Samsung 2011 zusammen mit Intel und weiteren Partnern die Entwicklung 
des Linux-basierten Betriebssystems Tizen angestoßen, um sich im Bereich 
der Mobile Devices und Medienabrufgeräte langfristig von Android absetzen 
zu können. Vergleichbare Interessen lassen sich für andere Hersteller identi-
fizieren. Insgesamt sind Entwickler aus den vier Unternehmen Intel, Red Hat, 
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Samsung und IBM seit Version 3 für rund 25 Prozent der Änderungen im 
Linux Kernel verantwortlich (s. Tab. 4).  
Tabelle 4: Änderungen im Linux Kernel nach Unternehmen/Organisationen 
 2013–2014 
(R 3.11–3.18) 
2011–2013 
(R 3.0–3.10) 
2010–2012 
(R 2.6.36–3.2) 
2005–2009 
(R 2.6.11 bis 
2.6.30) 
unabhängig 12,4 % 13,6 % 16,2 % 18,2 % 
nicht  
identifizierbar 
 4,9 %  3,3 %  4,3 %  7,6 % 
Intel 10,5 %  8,8 %  7,2 %  5,3 % 
Red Hat  8,4 % 10,2 % 10,7 % 12,3 % 
Linaro   5,6 %  4,1 %  0,7 % n.a. 
Samsung  4,4 %  2,6 %  1,7 % n.a. 
IBM  3,2 %  3,1 %  3,7 %  7,6 % 
SUSE/Novell  3,0 %  3,5 %  4,3 %  7,6 % 
Texas Instruments  2,4 %  4,1 %  3,0 % n.a. 
Vision Engraving   2,2 %  2,3 % n.a. n.a. 
Google  2,1 %  2,4 %  1,5 %  0,9 % 
Consultants  2,5 %  1,7 %  2,6 %  2,5 % 
andere  
Organisationen  
38,4 % 40,3 % 44,8 % 38,0 % 
Intel, Red Hat, 
Samsung und  
IBM gesamt 
26,5 % 24,7 % 23,3 % 25,2 % 
 
Eigene Berechnungen. Datenquelle: Corbet/Kroah-Hartman/McPherson 2009–2015 
 
In den letzten zwei Jahrzehnten konnte sich die quelloffene Entwicklung 
folglich als Methode zunehmend in der Softwarebranche etablieren. Sie hat 
dabei aber ihre Formatierung als Gegenentwurf zur proprietären Software-
entwicklung weitgehend verloren. Zwar lassen sich nach wie vor Liebhaber-
projekte wie die vergleichsweise unregelmäßig aktualisierten Linux-Distri-
butionen Arch, Dragora oder Parabola finden, die sich an den generischen 
Maximen freier Software ausrichten. In die meisten aktiven Open-Source-
Projekte sind inzwischen jedoch etablierte Unternehmen involviert, die diese 
Kontexte nutzen, um außerhalb formaler Kooperationsbeziehungen mit ex-
ternen Programmierern zu kollaborieren und so ihre ansonsten nach außen 
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eher abgeschotteten Forschungs- und Entwicklungsaktivitäten durch „kon-
trollierte Öffnungen an den Rändern“ (Dolata 2015: 17) zu erweitern. Im 
Unterschied zu den historischen Beispielen für ‚collective invention‘ (vgl. 
Tab. 1, S. 11) werden die Resultate dieser Kollaboration heute jedoch durch 
rechtlich belastbare Lizenzen geschützt, die sich zwar in unterschiedlichem 
Maße an den originären Reziprozitätsprinzipien freier Software ausrichten, 
aber stets die Möglichkeit zur Weitergabe und Modifikation einräumen.  
Die konzeptionellen Ursprünge dieser Lizenzformen lassen sich in den 
frühen 1980er-Jahren verorten, als die Zeit, in der Software eher als ‚research 
tool‘ und weniger als ‚commodity‘ wahrgenommen wurde, noch nicht weit 
zurücklag und neue elektronische Vernetzungstechnologien zugleich erstmals 
die ortsunabhängige Koordination größerer Projektzusammenhänge ohne 
größeren eigenen infrastrukturellen Aufwand ermöglichten. In dieser An-
fangsphase onlinebasierter freier Softwareentwicklung in einer von Markt-
mechanismen weithin abgelösten Nische lassen sich wohl am ehesten ver-
breitete Beispiele für eine von korporativen Interessen abgekoppelte ‚com-
mons-based peer production‘ finden. Bereits ab Mitte der 1990er-Jahre wur-
den günstig lizenzierbare quelloffene Softwarekomponenten freilich zu Eck-
pfeilern einer internetzentrierten Start-up-Szene und in den Folgejahren stel-
len sich auch klassische Unternehmen auf die institutionellen Rahmenbe-
dingungen freier Softwareentwicklung ein. Insofern beschreibt der Blogger 
Mike Bulajewski (2011) das Bild von Open-Source-Projekten als Gemein-
schaften “of volunteer programmers collaborating together in a gift economy 
with no financial incentives” zurecht als Illusion. Vielmehr fußt die Vitalität 
vieler Projekte ganz wesentlich auf dem Engagement großer Konzerne, 
die ihre Ressourcen auf lange Sicht erwartungssicherer einbringen können 
als dies freiwilligen Einzelentwicklern in der Regel möglich ist. 
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3 Open Source und kommerzieller Markt 
Quelloffene Softwareprojekte und kommerzieller IT-Markt sind heute eng 
ineinander verwoben (vgl. Westenholz 2012; Lerner/Schankerman 2010). 
Open-Source-Architekturen nehmen im Bereich der basalen informations-
technischen Infrastrukturen signifikante Marktanteile ein; auch und gerade in 
Unternehmen werden freie und proprietäre Programmelemente häufig in 
Kombination miteinander eingesetzt; kommerziell vertriebene Softwarepake-
te tragen oft Open-Source-Komponenten in sich et vice versa; Support- und 
Integrationsdienstleistungen um quelloffene Software sind – wenn auch we-
niger für dezidierte ‚open source companies‘ als für etablierte Anbieter – zu 
einem einträglichen Geschäftsfeld geworden. Überdies zeigt sich, dass die 
meisten marktrelevanten Open-Source-Projekte mittlerweile nicht mehr ohne 
das finanzielle wie personelle Engagement mittlerer und großer Unternehmen 
auskommen.  
 
 
 
3.1 Marktrelevanz quelloffener Software 
Der allgemeine Markt für Software und Services hat sich in den letzten Jah-
ren erneut ausgeweitet (s. Abb. 5). Die weltweiten Erlöse mit ‚packaged soft-
ware‘ bewegten sich 2014 je nach Schätzung zwischen 400 und 450 Mrd. 
US-Dollar (vgl. Gartner 2015; IDC 2015) und die größten softwarezentrier-
ten Firmen machen inzwischen Jahresumsätze, die mit klassischen produzie-
renden Unternehmen wie Bosch (2014: 49 Mrd. Euro) oder Airbus (2014:  
61 Mrd. Euro) vergleichbar sind (s. Tab. 5). Der Großteil der Umsatzes wird 
dabei im Enterprise-Bereich generiert: Microsoft (2015) setzte 2014 rund  
19 Mrd. US-Dollar mit Consumer-Software und 42 Mrd. US-Dollar mit Un-
ternehmenssoftware um; IBM (2015) generierte 2014 über 90 Prozent seines 
Softwareumsatzes mit Middleware und Betriebssystemen; SAP, Oracle, 
EMC, Symantec, CA Technologies und Ericsson operieren ebenfalls primär 
im Unternehmensbereich. Für dieses Segment diagnostizieren Marktforscher 
mittlerweile einen “widespread use of open-source technology in mission-
critical IT portfolios” (Driver 2014) und sehen den Grund dafür nicht nur in 
Kostenvorteilen, sondern auch in der bedarfsbezogenen Anpassbarkeit quell-
offener Architekturen (vgl. Aponovich et al. 2014).  
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Abb. 5  Weltweite Ausgaben für IT in Mrd. US-Dollar 2007–2014 
Quelle: Gartner Inc. Press Releases (Stand: 7/2015); IT gesamt: Hardware und  
Devices, Rechenzentren, Software, IT-Services, Telekommunikation 
 
Tabelle 5:  
Weltweit führende Softwarefirmen 2012 und 2014 (in Mrd. US-Dollar) 
Unternehmen  
(Rang 2012) 
Umsatz 
Software 
2012* 
Gesamt-
umsatz 
2012* 
Umsatz-
anteil 
Software 
2012 
Umsatz 
Software 
2014** 
Gesamt-
umsatz 
2014** 
Aus-
gaben 
für FuE 
2014*** 
(1) Microsoft 58,4  72,9 80 % 60,8  86,8 11,4 
(2) IBM 28,8 104,5 28 % 25,4  92,8  5,5 
(3) Oracle 27,7  37,3 74 % 29,2  38,2  5,1 
(4) SAP 16,6  21,3 78 % 15,9  18,9  2,5 
(5) EMC  
(mit VMware) 
 9,3  21,7 43 % n.a.  24,4  2,9 
(6) Ericsson 8  34,9 23 %  6,3  26,2  4,2 
(7) Symantec  6,4   6,8 94 % n.a.   6,7 1 
(8) Hewlett-Packard  5,5 119,2 
 5 %  3,9 111,5  3,4 
(9) Adobe Systems  4,3   4,4 98 % n.a.   4,1  0,8 
(10) CA Technologies  4,3   4,6 92 %  4,1   4,5  0,6 
(28) Apple  1,6 164,7 
 1 % n.a. 182,8 6 
(52) Google  0,8  50,1 
 2 % n.a.  66  9,8 
(74) Amazon  0,5  61,1 
 1 % n.a.  89 9,2**** 
 
* PWC 2014; ** Form 10-K/Jahresberichte; *** FuE: Forschung und Entwicklung; 
**** “technology/content investment” (Amazon 2015: 19)  
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Ein Marktausblick der International Data Corporation (IDC), der sich 
mit der Frage beschäftigt, wie sich der globale Gesamtumsatz mit Anwen-
dungs-, Administrations- und Systemsoftware nach adressierten Betriebs-
umgebungen aufteilt (s. Abb. 6), führt zwar zunächst die herausgehobene 
Stellung vor Augen, die Microsoft Windows als ‚operating environment‘ für 
Standardapplikationen 2014 mit 64 Prozent noch immer einnimmt. Und 
ebenso bleibt Windows im Bereich der Administrations- und Systemsoftware 
mit einem Anteil von über 50 Prozent laut dieser Studie die präferierte 
Einsatzumgebung, wobei 2016 immerhin 16 Prozent der Umsätze mit Linux-
orientierten Programmen generiert werden sollen. Allerdings beziehen sich 
diese Projektionen ausschließlich auf marktlich gehandelte Standardsoftware 
und reflektieren weder das umsatzträchtige Feld der IT-Services noch den 
Einsatz kostenfreier Werkzeuge, Bibliotheken und Frameworks.  
 
 
 
Abb. 6  Prognostizierter Umsatz nach Betriebsumgebungen (Mrd. US-Dollar)  
Datenquelle: International Data Corporation 2012 
 
Auf Tracking-Plattformen wie StatCounter oder W3techs, die öffentlich 
einsehbare Kenndaten von online-geschalteten Computern aggregieren, lässt 
sich indes nachvollziehen, dass Open-Source-Software inzwischen in vielen 
Marktsegmenten von signifikanter Bedeutung ist (s. Tab. 6). Dies gilt (abge-
sehen von Android) weniger für den Consumer-Bereich und Client-Computer 
(‚sichtbare Arbeitsrechner‘) als vielmehr für das Feld der serverseitigen In-
frastrukturen: Während auf einem Personal Computer nach wie vor nur in 
Ausnahmefällen GNU/Linux läuft, Microsoft Office noch immer De-facto-
Standard für Textverarbeitungs-, Tabellenkalkulations- und Präsentationspro-
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gramme ist und sich der Marktanteil von Mozillas Firefox-Browser mit der 
Verbreitung von Google Chrome deutlich reduziert hat, nimmt Linux als Be-
triebssystem für öffentliche Server stabil zwei Drittel des Marktes ein; im 
Bereich des relationalen Datenbankmanagements hat sich der Anteil von 
Lösungen mit quelloffener Lizenz zuletzt auf knapp 45 Prozent erhöht; das 
Feld der HTTP-Server wird bereits seit den 1990er-Jahren von Open-Source-
Architekturen beherrscht; und unter den verbreiteten Content-Management-
Systemen hat WordPress seinen Vorsprung weiter ausgebaut. 
Tabelle 6:  
Geschätzte weltweite Marktanteile quelloffener Software (in Prozent) 
 Open Source 2010 2015 Mitbewerber 2010 2015 
Betriebssystem  
Personal Computer (a) 
GNU/Linux 1 1,6 MS Windows 
Apple Mac OS X 
94 
5 
91 
7 
Betriebssystem  
Mobile Devices (b) 
Android 11 66 Apple iOS 
Symbian/ 
Nokia OS  
Blackberry 
Windows Phone 
30 
33 
 
14 
— 
19 
3 
 
1 
2 
Webbrowser Desktop 
(c) 
Mozilla  
Firefox 
31 18 Google Chrome  
MS IE 
Apple Safari 
14 
47 
5 
57 
17 
4 
Office Suites in Orga-
nisationen [2013] (d) 
Open Office / 
Libre Office 
2 MS Office  
Google Docs 
91 
5 
Betriebssystem  
öffentliche Server (e) 
Linux  
(inkl. unixoide 
Systeme) 
69 67 MS Windows 31 33 
Webserver  
[aktive Sites] (f) 
Apache  
Nginx 
72 
4 
56 
26 
Microsoft IIS 
Google Servers 
LiteSpeed 
21 
1 
1 
13 
1 
2 
Datenbank-
management (g) 
OSS-Lizenz  
(z. B. MongoDB) 
35 
(2012) 
44 
 
kommerzielle 
Lizenz  
(z. B. Oracle) 
64 
(2012) 
56 
 
Web-Content-Manage-
ment-System (h) 
WordPress 
Joomla 
Drupal 
Typo 3 
51 
12 
7 
4 
59 
7 
5 
2 
Blogger 
(Google) 
Bitrix 
vBulletin 
Shopify 
2 
 
— 
8 
— 
3 
 
1 
1 
1 
 
Datenquellen (Stand: 9/2015): (a) NetApplications; (b, c) StatCounter; (d) Forrester 
2013; (e, f, h) W3techs; (g) DB-Engines 
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Erhebungsdaten des Consultingunternehmens Forrester (2014) zeigen 
darüber hinaus auf, dass 2014 rund 80 Prozent der Softwareentwickler in 
Unternehmen weltweit auf Open-Source-Code zurückgegriffen haben – und 
zwar vorrangig im Datenbank-, Server- und Systemmanagement sowie in der 
Erstellung mobiler Anwendungen. Die gleiche Studie spricht quelloffenen 
Lösungen auf den Feldern des Cloud Computings (73 Prozent) und der  
Sicherheitsarchitekturen (59 Prozent) Marktführerschaft zu. Zudem kommt 
eine Erhebung unter Open-Source-Nutzern zu dem Ergebnis, dass universitä-
re und schulische Organisationen auf einigen Einsatzfeldern beinahe voll-
ständig auf quelloffene Architekturen zurückgreifen (vgl. Black Duck/North 
Bridge 2015; ähnlich bereits: Ghosh et al. 2006). Dem Marktanalysten Jeff-
rey Hammond (2014: 21. Min.) zufolge geht mit dem korporativen Einsatz 
von Open-Source-Software freilich nicht nur die Hoffnung auf eine signifi-
kante Kostenreduktion, sondern auch auf einen deutlich vereinfachten An-
schaffungsprozess einher:  
“[Developers] are basically saying: Hey, we’re trying all the open source alterna-
tives first, because it’s so painful dealing with our procurement department, that 
we’ll only go commercial if we can prove that the open source stuff can’t work.” 
(Hammond 2014: 21. Min.) 
Diesen Spielraum haben Entwickler, da viele Organisationen bislang keine 
dezidierten Richtlinien für den Einsatz buchhalterisch zunächst kostenfreier 
Open-Source-Software ausgearbeitet haben. Aus der bloßen Entscheidung für 
quelloffene Software allerdings unmittelbar auf benennbare Einsparungen zu 
schließen (so z. B. Walli et al. 2005; Riehle 2013), wirkt aus praktischer Sicht 
verfehlt: Auch wenn sich der Programmcode selbst unentgeltlich nutzen 
lässt, schmälert dies nicht zwangsläufig die technischen Integrations- und 
personellen Trainingskosten; ferner kann sich mitunter der Betrieb gegenüber 
proprietären Lösungen verteuern, da Open-Source-Produkte meist keiner ex-
pliziten Gewährleistungs- und Supportpflicht unterliegen.  
Zusammengenommen sprechen die reflektierten Daten und Statistiken für 
die u. a. auch durch die Marktforschungsunternehmen Gartner und Forrester 
vertretende Einschätzung, dass quelloffenen Softwarearchitekturen inzwi-
schen vor allen Dingen im Bereich der grundlegenden kommunikations- und 
informationstechnischen Infrastrukturen eine hohe Marktrelevanz zugespro-
chen werden kann und es daher insbesondere für größere privatwirtschaft-
liche sowie staatliche Organisationen zunehmend unmöglich wird, nicht auf 
Open-Source-Architekturen zurückzugreifen: “By 2016, at least 95 percent 
of IT organizations will leverage nontrivial elements of open-source software 
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technology [...] including cases where they might not be aware of it” (Driver 
2013: 2. Min.). Vor diesem Hintergrund kommen auch schon lange tätige 
Hersteller proprietärer Softwareprodukte wie Microsoft, IBM, Adobe, Oracle 
oder SAP nicht umhin, sich auf dieses veränderte Umfeld einstellen.  
 
 
 
3.2 Involvement etablierter Anbieter 
Dementsprechend sind die meisten großen Softwareanbieter heute intensiv in 
quelloffene Projekte involviert. Microsoft – das Unternehmen, das Open 
Source lange als “intellectual-property destroyer” (Leonard 2001) bezeichnet 
hat und nach wie vor die “competitive advantages” (Microsoft 2015a: 12) 
hervorhebt, die aus geschützter interner Entwicklungsarbeit resultieren – 
betreibt mit CodePlex seit 2006 eine Web-Plattform für Open-Source-Vor-
haben, hat 2012 die Tochterfirma MS Open Technologies lanciert, gehörte 
zwischenzeitig zu den Top-Beiträgern in der Linux Kernel-Entwicklung (vgl. 
Corbet/Kroah-Hartman/McPherson 2012) und hat in den letzten Jahren das 
Software-Framework .NET sowie zahlreiche weitere Komponenten unter 
quelloffene Lizenz gestellt. Dabei geht es Microsoft vor allem anderen dar-
um, angesichts zunehmend heterogener IT-Infrastrukturen im Enterprise Be-
reich übergreifende Standards abzusichern sowie die Kompatibilität und 
Interoperabilität eigener Produkte zu erhöhen:  
“At times, we make select intellectual property broadly available at no or low 
cost to achieve a strategic objective, such as promoting industry standards, ad-
vancing interoperability, or attracting and enabling our external development 
community.” (Microsoft 2015a: 13)  
Microsofts Linux-Engagement etwa lässt sich primär auf die Integration von 
Treibern für die Virtualisierungstechnik Hyper-V als Bestandteil von Win-
dows Server zurückführen (vgl. McAllister 2013); zusammen mit Google, 
IBM und anderen Unternehmen hat Microsoft 2014 unter dem Eindruck des 
schwerwiegenden OpenSSL-Fehlers ,Heartbleed‘ darüber hinaus die Core 
Infrastructure Initiative (2015) geformt, um “open source projects that are in 
the critical path for core computing functions” langfristig zu fördern und auf 
diese Weise deren Verlässlichkeit abzusichern. 
Welche Anteile ihrer Ausgaben für Forschung und Entwicklung Microsoft 
und andere marktführende Unternehmen in Open-Source-Projekte investie-
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ren, lässt sich aus den jährlichen Geschäftsberichten nicht herauslesen und 
letztlich kaum gesondert abschätzen, da quelloffene Komponenten heute für 
viele herstellerspezifische Softwareprodukte eine tragende Rolle spielen. 
Apples Betriebssystempakete liefern dafür ein anschauliches Beispiel: So-
wohl Mac OS X als auch iOS, watchOS und tvOS basieren auf dem freien 
unixoiden Betriebssystemkern Darwin und tragen mehr als 200 weitere 
Open-Source-Komponenten mit sich, so zum Beispiel die HTML Rendering 
Engine WebKit, die in vielen kommerziellen Produkten Anwendung findet 
(z. B. von Sony, Samsung, Google, Amazon). Korrespondierend dazu speist 
sich die Entwicklerbasis von Darwin fast ausschließlich aus dem Unterneh-
men Apple; der weit überwiegende Teil der Änderungen im WebKit-Projekt 
zwischen 2002 und 2013 stammt von bei Google oder Apple angestellten 
Mitarbeitern (vgl. Bitergia 2013). 
Auch das Unternehmen IBM, das seit jeher den Großteil seines Umsatzes 
mit Hardware- und Softwarelösungen für Geschäftskunden verdient, beteiligt 
sich intensiv an Open-Source-Projekten: Bereits zur Jahrtausendwende inves-
tierte IBM mehrere 100 Mio. US-Dollar in Linux-Entwicklungsprogramme 
und portierte seine Software für GNU/Linux (vgl. Capek et al. 2005). Zum 
ersten verfolgte IBM damit das Ziel, Microsofts Dominanz im Bereich der 
Enterprise-Software entgegenzusteuern:  
“The arrival of Linux and the open source movement was well-timed for IBM 
[...]. Here is a software development and distribution model that potentially 
threatens the core of the Microsoft business model. Of course, it also threatens 
the business models of Microsoft’s competitors, but one thing at a time. So let’s 
embrace it, win over a new generation of developers and ultimately computer  
users, slow down the pace of Windows 2000 acceptance in the enterprise, and 
live to fight another day.” (Desmond 2001: 4)  
Zum zweiten ging es IBM wie schon im Falle von FORTRAN (vgl. Kap. 2.1) 
darum, das Servicegeschäft um proprietäre Technologien im Verbund mit 
quelloffener Software auszubauen und die Verbreitung IBM-naher Standards 
zu erhöhen. Und zum dritten konnte IBM als Arbeitgeber in Entwicklerkrei-
sen früh von dem Image “[of] being a patron for industry-wide open source 
efforts” (Coté et al. 2007: 4; vgl. Fitzgerald 2006) profitieren.  
Inzwischen ist IBM in über 100 Open-Source-Projekte involviert, darunter 
auch die seit 2010 entwickelte Cloud-Computing-Architektur OpenStack, 
welche seit 2013 die Grundlage für sämtliche IBM Cloud Services bietet. 
“IBM clearly wants to influence OpenStack’s technological direction and 
efforts to develop industry standards for cloud computing, which is still a 
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relatively immature architecture” (Gonsalves 2013). Neben IBM sind auch 
die multinationalen IT-Konzerne Intel und Hewlett-Packard intensiv an der 
Entwicklung von OpenStack beteiligt (s. Abb. 7). Ihr Engagement resultiert 
jedoch ebenfalls nicht aus Idealismus, sondern aus unternehmerischem Kal-
kül: “Such actions are comparable to giving away the razor (the code) to sell 
more razor blades (the related consulting services that IBM and HP hope to 
provide)” (Lerner 2012: 43). Im Falle von OpenStack erleichtert die permis-
sive Lizenzierung des Projektes zudem die Überführung in herstellerspezifi-
sche Lösungen wie die Enterprise-Cloud-Plattform HP Helion. 
 
 
 
Abb. 7  Commits in OpenStack – Release Liberty (2015) 
Datenquelle: http://stackalytics.com 
 
Aus vergleichbaren Gründen beteiligen sich andere Firmen an Open-
Source-Projekten: Oracle verdient sein Geld seit den 1970er-Jahren mit Da-
tenbanklösungen für staatliche und privatwirtschaftliche Einrichtungen, ist in 
diesem Kontext auf die Interoperabilität seiner Komponenten mit quelloffe-
nen Infrastrukturen angewiesen und verfolgt mit dual lizenzierten Produkten 
wie MySQL überdies das Geschäftsmodell, erweiterte Enterprise-Versionen 
von Open-Source-Software inklusive Supportdienstleistungen zu verkaufen. 
Auch SAP ist als führender Anbieter von Enterprise-Resource-Planning-
Systemen darauf bedacht, die Entwicklung quelloffener Software zu beob-
achten und mitzugestalten, um die Kompatibilität eigener Produkte abzu-
sichern sowie „Kunden aufzuzeigen, dass sie ihr Open-Source-Know-how 
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auch in SAP-Umgebungen sinnvoll einsetzen können“ (Spies 2010). Adobe 
hingegen sieht sein Open-Source-Involvement vorrangig “as part of a strat-
egy to assist and grow the developer community in line with the company’s 
products and markets” (Germain 2014). 
Eine spezielle Variante korporativen Open-Source-Engagements stellt die 
Entwicklung des Linux-basierten Betriebssystems Android durch die Open 
Handset Alliance seit 2007 dar: Beworben als “open-source software stack 
[...] to make sure there was no central point of failure, where one industry 
player could restrict or control the innovations of any other” (http://sour-
ce.android.com) und in der Literatur oft in eine Linie mit dem Linux Kernel 
oder dem Apache HTTP Server gestellt (vgl. Herstatt/Ehls 2015: XVII), wird 
das Projekt de facto alleinig von Google gesteuert:  
“Google largely follows the ‘cathedral’ model of software production; only the 
source code of completed versions of the OS is released. Because it fully controls 
the development of the OS, Google can determine the technological specifica-
tions to which Android partners must abide.” (Spreeuwenberg/Poell 2012)  
Mit der Initiierung des Android-Projekts ging es Google (2015a) mit offen-
kundigem Erfolg vor allen Dingen darum, den nahtlosen Zugriff auf eigene 
Dienste und Plattformen wie Google Play auf möglichst vielen Geräten  
zu ermöglichen: Während Google 2007 knapp 99 Prozent seines Umsatzes  
(16,6 Mrd. US-Dollar) mit Werbung generierte, war der Verkauf digitaler 
Inhalte 2014 für rund 11 Prozent des Jahresumsatzes (66 Mrd. US-Dollar) 
verantwortlich. 
Davon abgesehen lässt sich das Involvement großer Softwarekonzerne in 
die quelloffene Entwicklung zum einen aus der Notwendigkeit ableiten, die 
Position eigener Lösungen in einem zunehmend von Open-Source-Kompo-
nenten durchdrungenen IT-Umfeld abzusichern. Zum anderen ist es traditio-
nell primär im Enterprise-Bereich tätigen Anbietern wie HP, IBM und Oracle 
in den letzten Jahren gelungen, ein Dienstleistungsgeschäft um Open-Source-
Architekturen und deren Integration mit proprietären Komponenten zu etab-
lieren. Vor allen Dingen für kleinere Softwareunternehmen dient das En-
gagement in Open-Source-Projekten oder die Gründung eigener Vorhaben 
darüber hinaus als “marketing tool to increase brand recognition” (Dahlander/ 
Magnusson 2008: 638): Gelingt es, das eigene Unternehmen mit prominen-
ten Projekten zu assoziieren und davon ausgehend Fachbücher oder Konfe-
renzbeiträge zu lancieren, kann dies gegenüber Kunden und externen Ent-
wicklern erheblich zur Steigerung des Firmen-Renommees beitragen.  
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3.3 Open-Source-Unternehmen 
Neben den genannten hybriden Verwertungsmodellen etablierter Anbieter 
haben sich Ende der 1990er-Jahre eine Reihe reiner ‚open source companies‘ 
herausgebildet, die ihr Kernprodukt – den Softwarecode – kostenfrei abgeben 
und versuchen, mit auf den Unternehmenseinsatz zugeschnittenen Editionen 
im Verbund mit Supportdienstleistungen ein Geschäft aufzubauen. Mit Aus-
nahme von Red Hat sind die meisten dieser im Fahrwasser des New-Eco-
nomy-Hypes gegründeten Open-Source-Firmen allerdings rasch wieder ein-
gegangen oder von größeren Unternehmen übernommen worden: Sleepycat 
(Datenbankmanagement) etwa gehört (wie MySQL AB) seit 2006 zu Oracle; 
JBoss (Middleware) wurde durch Red Hat aufgekauft; SpringSource (Java-
Framework) ist seit 2008 Teil von VMware. Pointiert zusammengefasst:  
“[...] beyond Red Hat the effort [of commercializing open source] has largely 
been a failure from a business standpoint. Consider that the ‘support’ model has 
been around for 20 years, and other than Red Hat there are no other public stand-
alone companies that have been able to offer an alternative to their proprietary 
counterpart.” (Levine 2014) 
Red Hat bietet inzwischen ein breites Portfolio an unternehmenszentrierter 
Software inklusive Support auf Subskriptionsbasis an – von Cloud Compu-
ting Architekturen bis hin zu Lösungen für die Administration und Entwick-
lung. Den Großteil seines jährlichen Umsatzes (2014 geschätzte 87 Prozent) 
generiert das Unternehmen jedoch mit seinem Betriebssystem Red Hat En-
terprise Linux, das durch integrierte Systemmanagement-Dienste die Verwal-
tung von IT-Netzwerken in Großorganisationen erleichtert. Zu seinen pro-
minentesten Kunden zählen das US Department of Defense, das Filmstudio 
DreamWorks und die New Yorker Börse; ferner unterhält Red Hat Partner-
schaften mit Amazon, HP, Cisco, IBM und weiteren führenden Unternehmen. 
Nach Schätzungen der IDC hielt Red Hat 2014 einen Anteil von 64 Prozent 
auf dem weltweiten Markt für kommerzielle Linux-Distributionen (vgl. Ante 
2014). 
Der in dieser Form singuläre Erfolg von Red Hat (s. Abb. 8) kann auf die 
generell zunehmende Adaption von Linux im Enterprise-Bereich zurückge-
führt werden, die sich nicht zuletzt mit der erhofften Vermeidung von ‚ven-
dor lock-ins‘ und Einsparungspotenzialen begründen lässt, aber erwartungs-
sichere Supportleistungen keineswegs obsolet macht. In diesem Kontext 
konnte Red Hat gegenüber später hinzugekommenen Mitbewerbern einen 
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First-Mover-Vorteil ausspielen, da Red Hat Linux und die Verwaltungsplatt-
form Red Hat Network bereits ab 2000 ein stetig weiterentwickeltes Gesamt-
system bildeten und das Unternehmen frühzeitig Kooperationen mit markt-
dominanten Hard- und Software-Anbietern eingegangen ist (vgl. West/De-
drick 2001). Neben Red Hat und kleineren Anbietern wie SUSE (Umsatz 
2013: 200 Mio. US-Dollar) und Canonical (Umsatz 2013: 66 Mio. US-Dol-
lar) wird der Weltmarkt für Linux (Hardware, Software, Services), dessen 
Gesamtumsatz für 2016 auf 70 Mrd. US-Dollar (2012: 35 Mrd. US-Dollar) 
geschätzt wird (vgl. Gillen 2013), durch die entsprechenden Divisionen grö-
ßerer Konzerne bestritten, die intensiver in Forschung und Entwicklung bzw. 
die Vermarktung ihrer Produkte investieren können, als dies kleineren Unter-
nehmen wie Canonical oder auch Red Hat möglich ist. 
 
 
 
Abb. 8  Red Hat-Jahresumsätze (Mrd. US-Dollar; fiscal years ending 28. Feb.) 
Datenquelle: Jahresberichte der Unternehmen 
 
Außerhalb der Linux-Entwicklung sind im Open-Source-Umfeld in den 
letzten zehn Jahren eine Vielzahl neuer Start-up-Firmen entstanden, die zwar 
mitunter beträchtliche Investorengelder einwerben konnten, aber oft nicht 
profitabel operieren. Das Unternehmen Hortonworks (2015) beispielsweise, 
das auf der Basis von Apache Hadoop Lösungen zur distribuierten Verarbei-
tung großer Datenmengen anbietet und zwischen 2011 und 2014 rund 250 
Mio. US-Dollar an Investorengeldern erhalten hat, wies für 2014 einen Um-
satz von 46 Mio. US-Dollar (2013: 24 Mio. US- Dollar) bei Betriebskosten 
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von 135 Mio. US-Dollar (2013: 68 Mio. US-Dollar) aus; die seit 2011 an der 
Börse notierte Firma Jive Software (2014), die auf Wissensmanagement-
architekturen für den geschäftlichen Bereich spezialisiert ist, machte 2014 
einen Verlust von 55 Mio. US-Dollar (2013: 75 Mio. US-Dollar). Daneben 
existieren eine Reihe privat gehaltener open-source-affiner Start-ups, die ihre 
Kennzahlen nicht öffentlich ausweisen, aber ebenfalls zumeist (noch) nicht 
selbsttragend sind, darunter etwa SugarCRM (Kundenmanagement) oder 
Alfresco (Dokumentenverwaltung). 
In ihrer Außendarstellung verzichten viele dieser Firmen mittlerweile al-
lerdings auf ‚Open Source‘ als primäres Differenzierungsmerkmal zugunsten 
klassischer Nutzenversprechen (z. B. Effizienz, Reliabilität, Kostenvorteile). 
Wie Magnus Bergquist und Kollegen (2012) in qualitativen Interviews mit 
Softwareentwicklern in ‚open source companies‘ festgestellt haben, zeichnen 
sich solche Unternehmen oftmals durch eine nur noch geringe Loyalität ge-
genüber den originären (und in den entsprechenden Lizenzmodellen angeleg-
ten) Reziprozitätsidealen freier Software aus:  
“There is a tension between the GPL [GNU General Public License] and business 
which has consequences for what we can do and what we want to do. At the end 
of the day the company must earn money to survive. Richard Stallman has a very 
idealistic view of the world, which is admirable. But if one considers it from a 
business perspective one realizes that it is not feasible in practice.” (Open Source 
Service Platform Provider, in Bergquist et al. 2012: 8)  
Stattdessen sind es heute vor allem große Anbieter wie IBM (“Open Source 
& Standards are key to making our planet smarter”) oder Microsoft (“Open-
ness builds bridges between platforms and people”), die in ihrer Öffentlich-
keitsarbeit auf ausgewählte Maximen freier Softwareentwicklung verweisen 
(vgl. IBM 2015b; Microsoft 2015b). 
 
 
 
3.4 Patronage und Spendenfinanzierung  
Imagepflege ist allerdings nur einer der Gründe, warum führende IT-Kon-
zerne neben ihrem Involvement in die aktive Code-Entwicklung als Sponso-
ren und Partner für ein breites Portfolio an Open-Source-Vorhaben auftreten. 
In vielen Fällen eröffnet ein finanzielles Engagement den investierenden 
Unternehmen überdies die Möglichkeit, die Ausrichtung der entsprechenden 
Projekte im- oder explizit im Sinne ihrer Partikularinteressen mitzugestalten 
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(etwa durch einen Sitz im Managing Board). Eine exemplarische Zusammen-
schau der Open-Source-Projekte, die unter den Nutzern der Katalogisierungs-
Website Open Hub in der ersten Jahreshälfte 2015 am populärsten waren und 
zwischen 5/2014 und 5/2015 mindestens 2.000 Änderungen aufgewiesen 
haben (s. Tab. 7), führt in diesem Zusammenhang vor Augen, dass der über-
wiegende Teil der dort aufgelisteten marktrelevanten und regelmäßig aktuali-
sierten Projektgemeinschaften nicht ohne die finanzielle Unterstützung 
großer IT-Unternehmen auskommt, darunter in vielen Fällen Google, IBM 
und Hewlett-Packard. 
Tabelle 7: Populäre Open-Source-Projekte auf Open Hub 
Projekt Commits  
(5/2014 bis 
5/2015) 
assoziierte  
Organisation 
Finanzierung  
(neben Entwicklungsarbeit) 
Android (mobiles OS) 81.119 Google, Open Handset Alliance  
(Konsortium) 
KVM  
(Linux Virtual Machine) 
Linux Kernel 
70.730 
65.402 
Linux  
Foundation 
Spenden, Mitgliederbeiträge 
(u. a. HP, Intel, IBM, NEC, 
Oracle, Samsung, Qual-
comm)  
OpenStack  
(Cloud Computing) 
62.370 OpenStack 
Foundation 
Mitgliedererbeiträge (u. a. 
HP, IBM, Intel, Red Hat) 
Chromium (Browser) 61.454 Google Google et al. 
Mozilla Core (Bibliothek) 
Mozilla Firefox (Browser) 
60.391 
60.226 
Mozilla 
Foundation 
Provisionen (2013: 95 % 
Google), Spenden, Einblen-
den von Werbung 
GNOME  
(Unix/Linux Desktop) 
40.853 GNOME 
Foundation 
Spenden (u. a. Google, IBM, 
Intel, FSF) 
KDE  
(Arbeitsplatzumgebung) 
36.220 KDE e.V. Patronagen  
(u. a. Google, SUSE) 
Debian (GNU/Linux OS) 26.374 Debian  
Project 
Spenden, Partner  
(u. a. HP, 1&1) 
LibreOffice  
(Bürosoftware) 
21.384 Document 
Foundation 
Spenden (u. a. Google,  
Red Hat, Intel)  
WebKit  
(HTML Rendering) 
14.867 Apple, Google, Amazon, Sony u. a. 
PHP (Skriptsprache)  9.385 PHP Group Spenden, technische Res-
sourcen (u. a. Facebook) 
  
Forts. der Tab. auf S. 44 → 
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Projekt Commits  
(5/2014 bis 
5/2015) 
assoziierte  
Organisation 
Finanzierung  
(neben Entwicklungsarbeit) 
GNU Compiler  
Collection 
 8.382 Free Software 
Foundation 
Patronagen (u. a. Google, 
IBM), Spenden 
Python  
(Programmiersprache) 
 5.208 Python  
Foundation 
Sponsoring (u. a. Google, 
HP, Microsoft) 
MySQL  
(relationale Datenbank) 
 4.917 Oracle Corporation 
X.Org  
(Interface-Protokoll) 
 4.487 X.Org  
Foundation 
Spenden, Mitgliederbei-
träge (u. a. HP, IBM, AMD) 
WordPress (CMS)  3.621 WP  
Foundation 
Automattic Inc., Veranstal-
tungen, Spenden 
VLC Media Player  3.043 Video Lan 
NPO 
Nutzerspenden, Partner-
programme 
Eclipse (IDE)  3.515 Eclipse  
Foundation 
Mitgliederbeiträge (u. a. 
Google, IBM, Oracle, SAP) 
Apache HTTP Server 
Apache Tomcat 
 2.356 
 3.721 
Apache  
Foundation 
Sponsoring (u. a. Google, 
Microsoft, Facebook,  
Yahoo!), Veranstaltungen 
OpenSSL  
(Sicherheitsprotokoll) 
 1.467 OpenSSL 
Team 
seit 2014: Core Infrastruc-
ture Initiative, Spenden 
Arch Linux (OS)  1.323 — Einzelspenden 
 
Quelle: Open Hub, Jahresberichte (Stand: 7/2015; ohne Frameworks, Distributions) 
 
Korporativ initiierte Entwicklungsprojekte stehen naturgemäß am eindeu-
tigsten unter der finanziellen Ägide eines oder mehrerer Unternehmen. Das 
mobile Betriebssystem Android beispielsweise wurde 2007 durch Google 
und die Open Handset Alliance lanciert, die Mitte 2015 aus 87 Firmen be-
stand, darunter vorrangig Mobilfunkbetreiber und Hardwarehersteller. Gän-
gige Android-Distributionen funktionieren nur im Verbund mit proprietären 
Gerätetreibern und sind mit Google-eigenen Diensten verschränkt, was die 
Europäische Kommission (2015) zu einer kartellrechtlichen Prüfung anregte, 
für die kooperierenden Firmen angesichts ihrer divergierenden Interessen 
aber unproblematisch sein dürfte. Insoweit lässt sich die Open Handset Alli-
ance in gewisser Hinsicht als ein klassisches ‚industry consortium‘ beschrei-
ben (vgl. dazu: Werle 2000), das auf die Schaffung wechselseitig profitabler 
Standards ausgerichtet ist. Auch das durch Apple angestoßene WebKit-Projekt 
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dient primär diesem Zweck. MySQL hingegen ist ein Beispiel für ein Produkt 
mit dualem Lizenzsystem und direkt an Oracle angebunden. 
Infrastrukturprojekte, deren Produkte übergreifenden Einsatz erfahren, 
werden ebenfalls vorwiegend durch Unternehmen getragen (vgl. Websites 
der Stiftungen): Neben der Allokation von Entwicklerressourcen werden die 
Projekte der Linux Foundation über die Jahresbeiträge korporativer Mitglie-
der finanziert, darunter 200 ‚silver members‘ (20.000+ US-Dollar), 14 ‚gold 
members‘ (100.000+ US-Dollar) und acht ‚platinum members‘ (500.000+ 
US-Dollar), denen jeweils einer der 16 Sitze im Verwaltungsrat zugesprochen 
wird. Ein ähnliches Modell verfolgt die OpenStack Foundation, deren Haupt-
sponsoren (2015: HP, Canonical, AT&T, IBM, Intel, Rackspace, Red Hat, 
SUSE) gleichermaßen einen Sitz im Aufsichtsrat erhalten. Im Falle der  
Apache Software Foundation, die für 2013/2014 Zuwendungen von rund  
1,1 Mio. US-Dollar ausweist, wird das ‚board of directors‘ hingegen kom-
plett durch die Mitgliederbasis gewählt. Allerdings zeigt sich, dass dort mit 
Sam Ruby (IBM), David Nalley (Citrix) und Rich Bowen (Red Hat) ebenfalls 
Mitarbeiter größerer Softwarehersteller sitzen (Stand: 7/2015). Zu den füh-
renden Geldgebern gehörten Mitte 2015 u. a. Google, Facebook, Yahoo!, 
Citrix, Cloudera und Microsoft. Die Programmiersprachen PHP und Python 
sowie der Anzeigeserver X.Org werden gleichermaßen primär durch korpora-
tive Spenden finanziert.  
Ein Sonderfall im Bereich der quelloffenen Infrastrukturstandards, der auf 
potenzielle Risiken des Open-Source-Modells hinweist, besteht in der Ver-
schlüsselungssoftware OpenSSL, die in vielen gängigen Betriebssystemen 
(z. B. Android, Debian, Amazon Linux), Softwarearchitekturen (z. B. Ban-
king- bzw. Kreditkartensysteme) und Web-Plattformen (z. B. Wikipedia, 
Amazon Web Services, GitHub, Tumblr) Einsatz findet. Trotz dieser weitläu-
figen Verbreitung wurde OpenSSL bis zur Formierung der Core Infrastructu-
re Initiative (vgl. Kap. 3.2) im Wesentlichen durch einen Vollzeitprogram-
mierer sowie ein kleines, freiwilliges Kernteam entwickelt und erhielt kaum 
finanzielle Unterstützung durch die Softwareindustrie: “OpenSSL is comple-
tely unfunded [...]. It’s used by companies who make a lot of money, but 
almost none of the companies who use it contribute anything at all” (Ben 
Laurie in Perlroth 2014). Dieses Ungleichgewicht führte dazu, dass anfra-
genbasiert zwar kontinuierlich neue Features in OpenSSL integriert wurden, 
aber kaum mehr Wartungsarbeiten stattfanden, was 2012 in einem Flüchtig-
keitsfehler in der Programmierung mündete, aus dem wiederum eine gravie-
rende Sicherheitslücke (,Heartbleed‘) resultierte, die erst 2014 entdeckt wur-
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de und das Auslesen geschützter Daten auf nahezu allen informationstechni-
schen Geräten weltweit ermöglichte (vgl. Stokel-Walker 2014): “ ‘Catastro-
phic’ is the right word. On the scale of 1 to 10, this is an 11” (Schneier 2014). 
Aber nicht nur zentrale Infrastrukturvorhaben und explizit von Unterneh-
men initiierte Projekte, auch gesellschaftsethisch fundierte Entwickler-
gemeinschaften wie KDE und GNOME (Desktop-Umgebungen) oder Debian 
(GNU/Linux-Distribution) rekurrieren in ihrer Grundfinanzierung auf Unter-
nehmungszuwendungen: Die GNOME Foundation erhielt 2013 bei Gesamt-
einnahmen von 272.000 US-Dollar (ohne ‚Outreachy Program‘) 140.000 US-
Dollar von Mitgliedern ihres Advisory Boards (u. a. Google, IBM, Intel, Red 
Hat); der hinter KDE stehende Verein nahm 2013 bei Gesamteinkünften von 
190.292 Euro rund 77.000 Euro an korporativen Beiträgen und 79.000 Euro 
durch gesponserte Veranstaltungen ein; Debian unterhält Partnerschaften mit 
einer Vielzahl kleinerer und mittelgroßer Unternehmen und lässt sich Hard-
ware sowie Hosting-Services finanzieren. Und auch die Free Software Foun-
dation generierte 2013 über 80 Prozent ihres Umsatzes (1,2 Mio. US-Dollar) 
durch unternehmerische Zuwendungen. 
Aufgrund ihrer Geschichte und Größe nicht in diese taxonomische Trias 
einordnen lässt sich die Mozilla Foundation, die 2003 aus der mit Netscape/ 
AOL assoziierten Mozilla Organization hervorgegangen ist (vgl. Kap. 2.4) 
und inzwischen über 1000 festangestellte bezahlte Mitarbeiter beschäftigt 
(vgl. Hardy/Bilton 2014). Für 2013 wies die Mozilla Foundation (2014) Ein-
nahmen von 314 Mio. US-Dollar aus (2012: 311 Mio. US-Dollar), davon  
97 Prozent aus Lizenzeinnahmen für die Integration spezifischer Suchanbie-
ter in die Firefox-Browserleiste, die bis 2013 hauptsächlich aus Vereinbarun-
gen mit Google resultierten. Seit 2014 heißt der voreingestellte Suchdienst in 
den USA hingegen Yahoo!. Ab 2014 schaltete Mozilla in Firefox überdies 
sogenannte ‚sponsored tiles‘ (Werbung), annoncierte aber Ende 2015, ange-
sichts kritischen Nutzer-Feedbacks künftig auf diese Einnahmequelle ver-
zichten zu wollen. Mit Blick auf die Zahl fester Mitarbeiter, die finanziellen 
Kennzahlen und Umsatzstrategien hat Mozilla insgesamt nur noch wenig mit 
einem Open-Source-Vorhaben im eigentlichen Sinne gemein, sondern lässt 
sich eher mit einem klassischen Anbieter vergleichen. 
Die meisten großen Open-Source-Projekte stehen heute insofern in einem 
finanziellen Wechselverhältnis mit führenden IT-Konzernen, die als Teil ihrer 
übergreifenden Marktstrategien gezielt in spezifische Entwicklungsvorhaben 
investieren. Im Falle korporativ initiierter Projekte liegt diese Verschränkung 
auf der Hand; aber auch stiftungsgetragene Communitys sprechen ihren 
3.4  Patronage und Spendenfinanzierung 47 
Geldgebern Sitze in den ‚boards‘ ihrer Dachorganisationen zu, welche die 
Entwicklungsaktivitäten zwar zumeist nicht direkt steuern, aber die techni-
schen Infrastrukturen dafür bereitstellen und finanzielle Ressourcen verteilen. 
Kombiniert mit ihrem Involvement in die konkrete Code-Entwicklung, si-
chern sich die jeweiligen Unternehmen so einen nicht zu unterschätzenden 
Einfluss auf relevante Entwicklungsvorhaben und tragen zugleich zu einer 
Erhöhung der Planungssicherheit in diesen Projekten bei. 
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4 Spielarten  
  quelloffener Softwareprojekte 
Insgesamt lassen sich vor dem Hintergrund der steigenden sozioökonomi-
schen Relevanz des IT-Sektors im Allgemeinen drei wesentliche Trends in 
der Entwicklung von Open-Source-Projekten und quelloffener Software her-
ausstellen:  
• Zum ersten haben sich ab Ende der 1980er-Jahre sowohl rechtlich  
belastbare Lizenzdefinitionen für quelloffene Softwareprojekte etabliert, 
welche deren Arbeitsergebnisse wirksam vor Einzelaneignung schützen, 
als auch übergreifend akzeptierte Regeln, Werte und Arbeitskonventionen 
herauskristallisiert, deren Ausdifferenzierung bzw. Verbreitung durch die 
kommunikationserleichternden Eigenschaften der Online-Technologien 
erheblich befördert wurde.  
• Zum zweiten sind Open-Source-Komponenten in den letzten 20 Jahren 
zu einem integralen Bestandteil des Softwaremarktes geworden und spie-
len heute sowohl für die basalen Infrastrukturen des Internets als auch in 
der Unternehmensinformatik eine zentrale Rolle. Darüber hinaus wirken 
restriktiv und quelloffen lizenzierte Komponenten nicht nur im Zuge ih-
rer konkreten Indienstnahme ineinander, sondern werden in vielen Soft-
warepaketen bewusst miteinander kombiniert. 
• Zum dritten lässt sich damit einhergehend eine zunehmende Korporati-
sierung und Kommerzialisierung quelloffener Softwareprojekte beobach-
ten: Etablierte Unternehmen haben sich auf deren institutionelle Rah-
menbedingungen eingestellt, nutzen entsprechende Kontexte zur Ergän-
zung ihrer proprietären Entwicklungsarbeit und zur Kooperation mit 
Mitbewerbern, protegieren für ihr Geschäft förderliche Projekte und  
haben neue Dienstleistungsfelder rund um Open Source erschlossen.  
Im Horizont dieser Dynamiken hat sich eine große Bandbreite an sehr unter-
schiedlich ausgerichteten Vorhaben um Open-Source-Software herausgebil-
det: Am einen Ende des Spektrums finden sich Gemeinschaften, die nach wie 
vor Richard Stallmans gesellschaftsethischen Maximen verpflichtet sind, 
unabhängig von korporativen Interessen operieren und sich weitgehend an 
egalitären Organisationsprinzipien ausrichten; am anderen Ende lässt sich 
eine Vielzahl an Projekten identifizieren, die hierarchischen Koordinations- 
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bzw. Entwicklungsmodellen folgen und unter der unmittelbaren Kontrolle 
großer Technologieunternehmen stehen. 
 
 
 
Abb. 9  Idealtypische Varianten quelloffener Softwareprojekte 
 
Auf der Grundlage verfügbaren empirischen Materials (z. B. lizenzrecht-
liche Dokumente, technische Spezifikationen, Mitgliederlisten, Eigenbe-
schreibungen, Mailinglisten, Wikis) sowie vorliegender Fallstudien und Über-
sichtsdarstellungen lassen sich entlang ihrer vorherrschenden Koordinations-
weisen und dem Grad ihrer Unternehmensnähe vier typische Spielarten  
derzeitiger quelloffener Entwicklungsvorhaben voneinander abgrenzen (s. 
Abb. 9):  
(1) korporativ geführte Kollaborationsprojekte zur Erarbeitung gemeinsamer 
Produkte und Plattformen, die durch ein anleitendes Unternehmen ge-
steuert werden;  
(2) heterarchisch angelegte Infrastrukturvorhaben, die durch dezentralere 
Entscheidungsmuster geprägt sind, meist nicht durch kommerzielle An-
bieter initiiert wurden, heute allerdings primär auf deren Leistungen ba-
sieren;  
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(3) elitezentrierte Projektgemeinschaften, welche sich durch einen moderate-
ren Einfluss spezifischer Unternehmen auszeichnen, aber von eng defi-
nierten Kerngruppen geführt werden; und  
(4) eine vergleichsweise kleine Zahl an egalitär ausgerichteten Peer Produc-
tion Communities in Yochai Benklers (2002) Sinne, die sich durch eine 
marktunabhängige Kollaboration unter Gleichberechtigten auszeichnen. 
 
 
 
4.1 Korporativ geführte Kollaborationsprojekte 
Ein Gutteil der marktrelevanten Open-Source-Projekte steht in einem direk-
ten Verweisungszusammenhang mit marktführenden Technologiekonzernen, 
die in den letzten 15 Jahren zunehmend eigene Entwicklungsvorhaben ange-
stoßen haben, statt ihre Aktivitäten auf bereits gegebene Projektkontexte zu 
gründen (vgl. West/Bogers 2014; Riehle 2012). Angesichts der Dominanz 
von in Unternehmen angestellten Entwicklern unter den Beiträgern steht 
dabei inzwischen allerdings weniger das Abschöpfen von “voluntary external 
work” (Schaarschmidt et al. 2015: 100) im Vordergrund, sondern vielmehr 
die projektbezogene Kollaboration mit anderen industriellen Stakeholdern, 
um gemeinsam Produkte zu erarbeiten und entsprechende Synergieeffekte 
ohne die Ausgestaltung formaler Kooperationsbeziehungen zu nutzen.  
Im Folgenden werden mit Android (Betriebssystem), WebKit (Browser) 
und Fedora (Linux-Distribution) drei Beispiele für unternehmensgeführte 
Open-Source-Projekte vorgestellt, bevor OpenStack (Cloud-Computing-Ar-
chitektur) als Mischform aus Infrastrukturvorhaben und korporativ geleiteter 
Kollaborationsplattform beleuchtet wird. Diese Projekte gehören gemessen 
an ihrer Aktivität und dem qua Basic Constructive Cost Model geschätzten 
Arbeitsaufwand (vgl. Boehm 1981; kritisch: Trendowicz/Jeffery 2014) zu 
den bis dato bedeutsamsten Open-Source-Vorhaben (s. Tab. 8). 
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Tabelle 8:  
Kennzahlen ausgewählter korporativ geführter Kollaborationsprojekte 
 geschätzter  
Aufwand  
Stand 9/2015, 
Basic 
COCOMO*  
Commits 
5/2014 bis 
5/2015 
Lizenz- 
modell 
strategische  
Kontrolle 
Android ∼ 4.000  
Personenjahre 
81.119 permissive Google / Open 
Handset Alliance 
Chromium  
(Browser) 
∼ 3.000  
Personenjahre 
61.454 permissive Google 
WebKit ∼ 1.500  
Personenjahre 
14.867 permissive Apple 
Fedora (Packages 
& Documentation) 
∼ 200  
Personenjahre 
45.232 gemischt Red Hat / Council 
OpenStack ∼ 700  
Personenjahre 
62.370 permissive Sponsoren /  
Komitee 
 
Quelle: Open Hub. * Basic Constructive Cost Model (organisch [a=2.4, b=1.05]) 
 
Android 
Android wurde ab 2003 als Betriebsumgebung für Mobile Devices durch ein 
gleichnamiges Start-up-Unternehmen entwickelt, das 2005 für ca. 50 Mio. 
US-Dollar von Google aufgekauft wurde. Bis 2007 akquirierte Google zwei 
Duzend korporative Partner aus dem Bereich der Gerätehersteller und Netz-
werkbetreiber, baute ein “secret patent portfolio” (Claburn 2007) auf und 
stellte Ende 2007 das Projekt sowie die Open Handset Alliance öffentlich 
vor. Die Entscheidung, Android als Open-Source-Vorhaben anzulegen, lässt 
sich zum einen darauf zurückführen, dass das System auf dem Linux Kernel 
und weiteren quelloffenen Komponenten fußt, die sich ohnehin nicht proprie-
tarisieren lassen. Zum anderen flexibilisiert der Rückgriff auf freie Lizenzen 
die Zusammenarbeit zwischen den (inzwischen knapp 90) beteiligten Unter-
nehmen, die nach der Präsentation von Apples iPhone Anfang 2007 erheblich 
an Beschleunigung erfahren musste. Dabei ging es Google von vornherein 
weniger darum, mit Android selbst Umsatz zu generieren, als den Zugriff auf 
seine Webdienste und Handelsplattformen zu erweitern, was sich auch in der 
soziotechnischen Verfasstheit des Projekts zeigt. Android-eigener Code steht 
unter permissiven Lizenzen, welche die Einbindung in kommerzielle Produk-
te erleichtern und Google gleichzeitig weitreichende Steuerungsmöglichkei-
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ten einräumen, die sich beispielsweise im ‚Contributor Agreement‘ wie folgt 
widerspiegeln: 
“You hereby grant to the Project Leads and to recipients of software distributed 
by the Project Leads a perpetual, worldwide, non-exclusive, no-charge, royalty-
free, irrevocable copyright license to reproduce, prepare derivative works of, 
publicly display, publicly perform, sublicense, and distribute your contributions 
and such derivative works.” (Google 2015b) 
Google ist als Projektleiter hingegen lediglich dazu verpflichtet, den Source-
Code finalisierter Versionen zu publizieren, und kann so im Verbund mit 
weiteren Rahmensetzungen wie der ‚Compatibility Definition‘ (Google 
2015c) die technischen Spezifikationen abstecken, denen die weitere Ent-
wicklung und Produktumsetzung folgt. So kontrollieren die integrierten Pro-
grammierschnittstellen nicht nur den Zugriff auf spezifische Funktionen, 
sondern definieren darüber hinaus die technischen Eigenschaften von An-
droid-Geräten mit und legen die Einbindung Google-eigener Services nahe. 
Dieses Top-down-Management wirkt einerseits einer Fragmentierung der 
Architekturen entgegen und erhöht die Erwartungssicherheit, was zu der ra-
schen Verbreitung des mobilen Betriebssystems beigetragen hat. Andererseits 
wird Android durch diese zentralisierten Entscheidungsmuster aber zugleich 
zu dem bislang “most closed open source project” (Vision Mobile 2011). 
Auch Chromium als das zweite große von Google initiierte Open-Source-
Projekt wird unmittelbar durch das Unternehmen kontrolliert und verfügt 
über keine vollständig einsehbaren Koordinationsstrukturen.  
WebKit 
WebKit ist eine 2001 durch Apple angestoßene Abspaltung der von der KDE-
Community entwickelten KHTML Engine zur Darstellung von Web-Inhalten 
und die Basis für Apples Browser Safari in OS X und iOS, zahlreiche geräte-
spezifische Browser (z. B. Sony PlayStation) sowie Browser in Linux-Umge-
bungen. Ähnlich wie Android steht WebKit gemessen an regelmäßig aktiven 
Entwicklern und Reviewern eindeutig unter der Ägide seines Gründungsun-
ternehmens, das auch die regelmäßigen ‚contributors meetings‘ ausrichtet, 
verfügt im Unterschied dazu aber nur über wenige prädefinierte Richtlinien 
und dokumentiert öffentlich, welche Entwickler aus welchen Firmen (u. a. 
Samsung, Google, Intel) an welchen Programmierarbeiten beteiligt sind (vgl. 
Teixeira/Lin 2014; Bitergia 2013). Hinter WebKit steht zudem kein festge-
schriebenes Firmenkonsortium; die beteiligten Entwickler arbeiten vielmehr 
sachbezogen auf individueller Ebene zusammen an einer Softwarearchitek-
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tur, die in zahlreiche herstellerspezifische Produkte eingeht. “Maybe this is 
the reason why it can work, with such as deep involvement of fiercely com-
peting companies: letting developers discuss without representing companies 
help to keep decisions technical and neutral” (Gonzalez-Barahona/ Robles 
2013: 178). Allerdings lassen sich auch im Falle von WebKit keine voll aus-
definierten Entscheidungswege oder formal bestimmten Steuerungsgruppen 
identifizieren; das Projekt richtet sich vielmehr an seinen erfahrensten Ent-
wicklern aus, die in aller Regel bei Apple angestellt sind.    
Fedora 
Von solchen konzernseitig initiierten Vorhaben hebt sich auf den ersten Blick 
die verbreitete Linux-Distribution Fedora ab, die 2002 im Rahmen eines 
studentischen Informatikprojektes entstanden ist und im Unterschied zu 
Android oder WebKit über ein gewähltes technisches Komitee verfügt, wel-
ches Richtungsentscheidungen trifft. Auch Fedora ist jedoch eng mit einem 
auf seinem Feld marktführenden Unternehmen verknüpft, obgleich sich Red 
Hat gemessen an seinem Jahresumsatz (2014: 1,5 Mrd. US-Dollar) nicht mit 
Apple oder Google vergleichen lässt (vgl. Kap. 3.3): 2003 beschloss Red Hat, 
seine Linux-Distribution in eine kommerzielle Version (Red Hat Enterprise 
Linux) und eine freie Variante aufzuspalten, die in das Fedora-Projekt über-
führt wurde. 2005 war Fedora kurzzeitig ein stiftungsgetragenes Vorhaben; 
da allerdings das US-amerikanische Steuerrecht der Unterstützung der Stif-
tung durch Red Hat enge Grenzen setzte, entschied sich das Unternehmen 
bereits 2006 dazu, die Fedora Foundation wieder aufzulösen. Seitdem gehört 
Fedora juristisch zu Red Hat und wird durch ein ‚board‘ bzw. seit 2014 
durch ein konsensorientiertes ‚council‘ geführt, das sich zu zwei Dritteln aus 
gewählten Mitgliedern und zu einem Drittel aus Red Hat-Mitarbeitern zu-
sammensetzt, darunter auch der vetoberechtigte Projektleiter. Richtlinienent-
scheidungen werden öffentlich einsehbar durch ein gewähltes technisches 
Steuerungskomitee getroffen. Die Teilnehmerbasis des Projektes speist sich 
neben Studierenden vorrangig aus bei Red Hat angestellten Entwicklern und 
korporativen Nutzern von Red Hat Enterprise Linux. Finanziert wird Fedora 
beinahe vollständig durch das Unternehmen Red Hat, das regelmäßig Fedo-
ra-Events ausrichtet.  
OpenStack 
Die 2010 u. a. durch die NASA und das Webhosting-Unternehmen Rackspace 
angestoßene Entwicklung der Cloud-Computing-Architektur OpenStack hin-
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gegen wird durch kein Einzelunternehmen gesteuert, sondern durch die Bei-
träge von mittlerweile über 130 involvierten Firmen getragen, die (im Gegen-
satz zu WebKit) auf ausdrücklicher Unternehmensebene miteinander ko-
operieren. Formal werden die Rahmenbedingungen des Projekts durch die 
2012 gegründete OpenStack Foundation definiert; auf Arbeitsebene aller-
dings verteilt sich die Kontrolle der Entwicklungsarbeit neben einem gewähl-
ten Komitee auf die langfristig aktivsten industriellen Stakeholder, die als 
Platin-Sponsoren auch das Steuerungsboard der Stiftung dominieren, darun-
ter HP, IBM, Intel, AT&T und Rackspace sowie die Linux- Distributoren Red 
Hat, Canonical und SUSE. Insofern lässt sich OpenStack als eine im Ver-
gleich zu Android deutlich horizontaler organisierte ‚community of com-
panies‘ charakterisieren, in der regelmäßig aktive Unternehmen indes eine 
privilegierte Rolle einnehmen. “This new kind of community [...] is clearly 
driven by corporate interests. Participating companies, which may be com-
mercial competitors, have clear strategies towards the project [...]” (Gonza-
lez-Barahona et al. 2013: 39). Einige Beobachter diagnostizieren insofern 
einen „harten Konkurrenzkampf“ (Grüner 2015) unter den beteiligten Unter-
nehmen, die zuweilen für sie wesentliche personelle und finanzielle Ressour-
cen in das Projekt investieren. Zudem ist OpenStack in der Praxis einzig mit 
kommerziellen Zusatzprodukten einsatzfähig, was sich auch auf die bislang 
eher zurückhaltenden Vereinheitlichungsbemühungen der OpenStack Foun-
dation zurückführen lässt.   
 
In allen betrachteten Fällen setzen sich die Projektgemeinschaften vorran-
gig aus angestellten Entwicklern zusammen, die problemzentriert auf indi-
vidueller Ebene oder als explizite Vertreter ihrer Unternehmen zusammen-
arbeiten. Eine solche korporative Kollaboration unter Open-Source-Lizenz-
modellen trägt zur Überwindung zweier knowledge sharing dilemmas (vgl. 
Larsson et al. 1998; Cabrera/Cabrera 2002) im unternehmerischen Bereich 
bei: Zum einen verhindern quelloffene Lizenzen die Einzelaneignung des 
erarbeiteten Codes; zum anderen stellen sich diese Lizenzen Trittbrettfahrern 
entgegen, welche von den Resultaten kollektiven Engagements profitieren 
wollen, ohne selbst Ressourcen einzubringen, denn in Open-Source-Projek-
ten bleibt es stets nachvollziehbar, welche Firmen sich auf welche Elemente 
stützen und inwieweit sie an deren Entwicklung partizipieren (vgl. Henkel et 
al. 2014; Bogers 2012). Zudem liegt es in der Schöpfung von Softwarepro-
dukten heute ohnehin oft näher, anstatt einer kompletten Neuentwicklung auf 
quelloffenen Architekturen aufzubauen. Eine Finanzierung von Open-Source-
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Projekten kann im Zweifel erheblich günstiger sein als die Lizenzierung pro-
prietärer Lösungen oder die Verletzung von Schutzrechten.  
Die konkrete Entwicklungsarbeit erfolgt in den diskutierten Entwick-
lungsvorhaben auf eigenen technischen Plattformen in Kombination mit 
Standardtools wie der Versionsverwaltung Git oder dem Fehlermeldungssys-
tem Bugzilla, welche die ortsungebundene Zusammenarbeit vereinfachen. 
Korporativ geführte Kollaborationsprojekte haben gleichwohl nicht mehr viel 
mit dezentral strukturierten Communitys gemein, sondern zeichnen sich 
durch prägnante Hierarchisierungen aus. Zwar finden modulare und iterative 
Methoden in allen hier diskutierten Vorhaben Anwendung; welche Änderun-
gen jeweils in die Finalversionen eingehen und welchen übergreifenden 
Schwerpunkten das Projekt folgt, definieren aber meist nur wenige Entschei-
dungsträger (vgl. Fjeldstad et al. 2012; Capiluppi et al. 2013). Im Falle von 
Android, WebKit und Fedora liegt die strategische Kontrolle eindeutig bei 
den Einzelunternehmen Google, Apple und Red Hat; im Falle von OpenStack 
haben große IT-Unternehmen wie Hewlett-Packard oder IBM, die mit sehr 
vielen Programmierern in die Entwicklung involviert sind und über die fi-
nanziellen Mittel verfügen, um als zentrale Sponsoren aufzutreten, ebenfalls 
einen steuernden Einfluss auf das Projekt.  
 
 
 
4.2 Heterarchisch angelegte Infrastrukturvorhaben 
Von korporativ geführten Projekten heben sich graduell gewachsene Vor-
haben ab, die auf grundsätzliche softwaretechnische Standards und Infra-
strukturen fokussieren, eher horizontalen Organisationsmustern folgen und 
sich heute zwar ebenfalls auf die Leistungen etablierter IT-Unternehmen 
stützen, aber nicht deren direkter Kontrolle unterliegen. Sie werden in der 
Regel durch Stiftungen getragen und weisen sich mit der Zeit oft deutlich 
wandelnde Beteiligungsmuster auf (vgl. Wasserman 2013). In solchen hete-
rarchisch angelegten Infrastrukturvorhaben geht es weniger um ‚sichtbare‘ 
Produkte als um die Entwicklung übergreifend eingesetzter Werkzeuge,  
Frameworks und Bibliotheken – von integrierten Entwicklungsumgebungen 
wie Eclipse über Content-Management-Systeme wie Typo3 oder Joomla bis 
hin zu Webserver-Software wie etwa dem Apache HTTP Server und Ver-
schlüsselungsprotokollen wie OpenSSL. Die meisten dieser Projekte existie-
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ren bereits seit weit über einem Jahrzehnt, zeichnen sich durch eine stabili-
sierte Code-Basis aus und weisen daher inzwischen mitunter ein geringeres 
Aktivitätsniveau als jüngere Vorhaben auf (s. Tab. 9). 
Tabelle 9: Kennzahlen ausgewählter Infrastrukturvorhaben  
 geschätzter  
Aufwand  
9/2015, Basic 
COCOMO* 
Commits 
(5/2014 bis 
5/2015) 
Lizenz- 
modell 
strategische  
Kontrolle 
Eclipse** ∼ 1.800  
Personenjahre 
3.515 weakly pro-
tective 
Foundation 
Board 
TYPO3  ∼ 1.100  
Personenjahre 
3.381 strongly 
protective 
TYPO3  
Association 
Joomla ∼ 120  
Personenjahre 
3.266 strongly 
protective 
Open Source 
Matters Inc. 
Apache 
HTTP Server 
∼ 500  
Personenjahre 
2.356 permissive Foundation 
Board 
OpenSSL ∼ 120  
Personenjahre 
1.467 permissive Core Team  
 
Quelle: Open Hub, eigene Recherchen. * Basic Constructive Cost Model (organisch 
[a=2.4, b=1.05]); ** Teilprojekte Platform / Web Tools Platform 
 
Eclipse 
Eclipse ist eine integrierte Entwicklungsumgebung für verbreitete Program-
miersprachen (u. a. Java, C, C++, PHP), die ursprünglich auf der ab 1984 
von IBM vertriebenen Plattform VisualAge fußt. Das 2001 unter freie Lizenz 
gestellte Projekt wurde zunächst durch ein von IBM angeleitetes Konsortium 
geführt, bis die Kontrolle 2004 an die Eclipse Foundation übergegeben  
wurde, die für 2014 rund 220 korporative Mitglieder und Einnahmen von  
4,3 Mio. US-Dollar ausgewiesen hat, die sich vor allem aus Mitgliedsbeiträ-
gen speisen und der Bezahlung der festen Mitarbeiter der Stiftung dienen 
(vgl. Eclipse 2015a). In ihrem achtzehnköpfigen Steuerungsboard sitzen ne-
ben vier gewählten Mitgliedern wechselnde Vertreter größerer Unternehmen 
(derzeit u. a. IBM, SAP, Oracle, Google, Red Hat), die Einfluss auf die Ge-
samtausrichtung des Projekts nehmen und seit 2015 über “targeted corporate 
contributions” (Eclipse 2015b) auch spezifische Teilvorhaben fördern kön-
nen. Trotz dieser Unternehmensnähe versteht sich Eclipse als offene merito-
kratische Gemeinschaft (“the more you contribute the more responsibility 
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you will earn”), die Wert auf transparente Entscheidungsmuster legt. Neben 
einsehbaren Sitzungsprotokollen und Mailinglisten lassen sich über das 
Dashboard (dashboard.eclipse.org) sämtliche Daten zu Aktualisierungen und 
Mitgliederaktivitäten abrufen. Die technische Entwicklung erfolgt in Teams, 
die sich eigenständig entlang gewählter Entscheidungsträger strukturieren. In 
Konfliktfällen schaltet sich die Eclipse Management Organization ein, die 
aus Stiftungsmitarbeitern besteht.  
Typo3 und Joomla 
Auch die Content-Management-Systeme (CMS) Typo3 und Joomla können 
auf (teil)proprietäre Vorläufer zurückblicken und werden durch die Beiträge 
unternehmensaffiliierter Entwickler vorangetrieben: Typo3 wurde ab 1998 
durch Kasper Skårhøj zunächst im Alleingang entwickelt und unter anderem 
aus religiöser Überzeugung sowie pragmatischen Gründen – “[...] I couldn’t 
create the quality I wanted” (Skårhøj in Phlow 2003) – nach einer kurzen 
kommerziellen Phase unter freie Lizenz gestellt. Joomla entstand 2005 als 
Abspaltung des ab 2000 durch die Firma Miro unter dualer Lizenz vertriebe-
nen Mambo CMS, dessen Kernentwickler sich nach einem Konflikt mit Miro 
dafür entschieden, das Projekt eigenständig unter neuem Namen weiterzufüh-
ren. Zu diesem Zweck wurde das Non-Profit-Unternehmen Open Source 
Matters (Einnahmen 2014: 0,45 Mio. US-Dollar; primär aus Sponsorships) 
gegründet, das wie die 2004 als Verein konstituierte Typo3 Association (Ein-
nahmen 2014: 0,85 Mio. Euro; primär aus Mitgliederbeiträgen) für die Siche-
rung der Rahmenbedingungen zuständig ist, aber nicht in die konkrete 
technische Entwicklung eingreift (vgl. OSM 2015; T3A 2015). Während sich 
Typo3 als formal auch so gefasste “community of commercial actors” (Wes-
tenholz 2007: 11; vgl. Westenholz 2012) charakterisieren lässt, arbeiten die 
zumeist ebenfalls unternehmensaffiliierten Entwickler in Joomla auf indivi-
dueller Ebene zusammen. Sowohl Joomla als auch Typo3 erfahren vor allen 
Dingen durch kleinere und mittelgroße Unternehmen Unterstützung, die im 
Bereich Webdesign tätig sind und das CMS an ihre geschäftlichen Erforder-
nisse anpassen wollen. Beide Vorhaben sind in ihrer Grundanlage heterar-
chisch entlang von weitgehend eigenständig agierenden Arbeitsgruppen 
organisiert, verfügen aber inzwischen über gewählte herausgehobene Füh-
rungsebenen für die übergreifende Projektkoordination.  
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Apache HTTP Server 
Der Apache HTTP Server wurde 1994 von einer zunächst kleinen Gruppe an 
Programmierern als Erweiterung der in universitären Kontexten entstandenen 
NCSA HTTPd-Architektur entworfen, die mit den gegebenen Lösungen un-
zufrieden waren: “[...] in fact, the absence of a good commercial alternative 
was a powerful motivation for the launching of the project” (Lerner/ Tirole 
2002: 208). Aufgrund seiner permissiven Lizenz erfuhr der Apache HTTP 
Server schnelle Verbreitung und ist früh zu einem zentralen Bestandteil des 
Softwaremarktes geworden (vgl. Greenstein/Nagle 2014). Zudem galt das 
Projekt rasch als Paradebeispiel für eine onlinebasierte selbstgesteuerte Kol-
laboration unter Freiwilligen (vgl. z. B. auch in Benkler 2002). Bereits 1998 
ging Apache freilich eine erste Partnerschaft mit IBM ein, in der es vorrangig 
um den Austausch von Wissen ging (vgl. McHugh 1998). Mittlerweile gehö-
ren zu der rund 130 Personen starken Kerngruppe des Apache HTTP Server-
Projekts primär Entwickler aus mittleren und großen IT-Firmen (z. B. IBM, 
HP, Fujitsu). Daneben genießen der HTTP Server und weitere Projekte über 
die Apache Software Foundation finanzielle Unterstützung durch marktfüh-
rende Unternehmen wie Google, Facebook und Microsoft. Trotz dieses inten-
siven korporativen Engagements haben sich die Stiftung und ihre Projekte 
operative Unabhängigkeit bewahrt, was sich auch auf ihre frühzeitig aus-
gebildeten eigenständigen Koordinationsstrukturen zurückführen lässt (vgl. 
Di Tullio/Staples 2013): Während das Steuerungsboard der Stiftung durch 
ihre Mitglieder gewählt wird, die diesen Status einzig durch Qualifikation 
erlangen können, werden Positionen in der Entscheidungshierarchie des  
Apache HTTP-Projekts leistungsbezogen vergeben – von einfachen Beiträ-
gern über ‚committers‘, die über Aktualisierungen des Codes abstimmen 
dürfen, bis hin zum ‚project management committee‘, das die Endredaktion 
übernimmt und strategische Entscheidungen trifft (vgl. Apache 2015a).  
OpenSSL 
Über solche ausdefinierten Koordinationsstrukturen verfügt die hinter der 
verbreitet eingesetzten Verschlüsselungssoftware OpenSSL stehende Projekt-
gemeinschaft nicht. OpenSSL galt lange trotz seiner ubiquitären Nutzung als 
Beispiel für ein basarartig strukturiertes Vorhaben, das weitgehend ohne kor-
porative Förderung operiert. Die 2014 entdeckte Sicherheitslücke ,Heart-
bleed‘ führte allerdings vor Augen, dass das Projekt seiner Marktrelevanz 
bereits seit geraumer Zeit nicht mehr gewachsen war (vgl. Perlroth 2014): 
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Seit 1999 wurde OpenSSL fast ausschließlich durch den einzigen angestellten 
Vollzeitmitarbeiter Stephen Henson sowie drei freiwillige Helfer aktualisiert, 
die nach wie vor ohne ausformulierte Regeln über Mailinglisten zusammen-
arbeiten. Erst seit 2014 wird OpenSSL über die Core Infrastructure Initiative 
in einem signifikanten Umfang durch die Softwareindustrie unterstützt (vgl. 
Kap. 3.4) und befindet sich insoweit auf dem Weg zu einem korporativ ge-
förderten Infrastrukturprojekt. Gemessen an den auf der Plattform Open Hub 
aggregierten Aktivitätsdaten fußt das Vorhaben allerdings nach wie vor auf 
der Arbeit eines relativ kleinen Kernteams: Zwischen 9/2014 und 9/2015 
finden sich 15 bis 20 kontinuierlich involvierte Entwickler in den Statistiken 
– das ist nicht viel für ein branchenzentrales Projekt.  
 
Die skizzierten Infrastrukturprojekte zeichnen sich in mehrfacher Hinsicht 
durch ihre Verwobenheit mit korporativen Kontexten aus: Entweder sie ba-
sieren in ihrem Ursprung auf freigegebenen herstellerspezifischen Architek-
turen (z. B. Eclipse) oder sie waren aus sich selbst heraus durch ein rasches 
Wachstum gekennzeichnet (z. B. Apache), da sie Lösungen für zuvor nicht 
probat adressierte Bereiche boten, und aus diesem Grund früh für Unterneh-
men interessant. Heute werden Eclipse, Joomla, Typo3 und der Apache HTTP 
Server primär durch das Engagement mittlerer und großer IT-Firmen getra-
gen; ihre Communitys werden jedoch im Unterschied zu expliziten Kolla-
borationsprojekten nicht durch einen korporativen Kernzirkel angeleitet, 
sondern operieren unter dem Dach gemeinnütziger Organisationen und sind 
horizontaler angelegt. Gleichwohl haben sich auch in diesen Projekten mit 
wachsender Größe und Marktrelevanz stufenartige Führungsstrukturen her-
ausgebildet, die der Qualitätssicherung dienen und die Gemeinschaft im Falle 
divergierender Partikularinteressen zusammenhalten. Die übergeordneten 
Funktionsträger werden zumeist meritokratisch bzw. leistungsbezogen desig-
niert; allerdings können sich von Unternehmen für das Projekt freigestellte 
Entwickler in der Regel intensiver als Freizeitprogrammierer in die Commu-
nity einbringen und so eher Entscheidungspositionen erlangen.  
 
 
 
4.3 Elitezentrierte Projektgemeinschaften 
Elitezentrierte Projektgemeinschaften zeichnen sich ähnlich wie viele Infra-
strukturvorhaben durch ein organisches Wachstum aus und stehen nicht unter 
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der Ägide eines etablierten Unternehmens. Vielmehr werden Projekte wie der 
Linux Kernel, Debian und Ubuntu (Linux-Distributionen), WordPress (Con-
tent-Management-System) oder Mozilla Firefox (Browser) durch einen eng 
definierten Führungszirkel angeleitet, an dessen Spitze oft ihr Gründer steht. 
Auch wenn die Zentralstellung von Einzelpersonen der Idee einer selbst-
gesteuerten Kollaboration unter Gleichberechtigten entgegensteht, könnten – 
so argumentiert zumindest Raymond (2000) – Projektleiter in Open-Source- 
Kontexten nicht despotisch agieren, sondern müssten stets das Wohl der Ge-
meinschaft im Blick haben, da deren Entwickler andernfalls auf der Basis der 
gegebenen quelloffenen Architekturen jederzeit neue Gemeinschaften grün-
den könnten. Benkler (2013: 225) vertritt zudem die Meinung, dass techni-
sche Plattformen wie die Versionsverwaltung Git einer “internal ossification 
of power” entgegenwirken: “The technical infrastructure as it develops is 
supporting more distributed models and providing easier pathways to chal-
lenge oligarchy [...].” Für die nachfolgend thematisierten Entwicklungsvor-
haben lässt sich ein solcher technikinduzierter Einflussverlust ihres Füh-
rungspersonals allerdings kaum diagnostizieren (s. Tab. 10). 
Tabelle 10: Kennzahlen ausgewählter elitezentrierter Projektgemeinschaften 
 geschätzter  
Aufwand  
9/2015, Basic 
COCOMO*  
Commits 
(5/2014 
bis 5/2015) 
Lizenz- 
modell 
strategische  
Kontrolle 
Linux  
Kernel 
∼ 5.900  
Personenjahre 
65.406 strongly protective L. Torvalds 
Ubuntu** ∼ 760  
Personenjahre 
32.485 (strongly) protective M. Shuttle-
worth 
Linux Mint ∼ 140  
Personenjahre 
 1.439 (strongly) protective C. Lefebvre / 
Team 
Debian ∼ 24.800  
Personenjahre 
21.076 (strongly) protective jährlich  
gewählter  
Projektleiter 
WordPress ∼ 100  
Personenjahre 
 3.621 strongly protective M. Mullenweg 
Mozilla  
Firefox 
∼ 4.200  
Personenjahre 
60.226 protective /  
permissive 
M. Baker / 
Board 
 
Quelle: Open Hub; eigene Recherchen. * Basic Constructive Cost Model (organisch 
[a=2.4, b=1.05]); ** inklusive Ubuntu Touch 
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Linux Kernel  
Der Linux Kernel ist in den letzten zwei Jahrzehnten zu der Grundlage zahl-
reicher Infrastrukturen und Produktlinien geworden – von Flachbildfern-
sehern, über Smartphones bis hin zu Bankautomaten. Im Gegensatz zu  
korporativ geführten Projekten ist das früh zum Aushängeschild für Open-
Source-Software avancierte Vorhaben nicht durch ein Unternehmen lanciert 
worden; es wird heute aber mittlerweile vorrangig von angestellten Entwick-
lern getragen, darunter zuvorderst Mitarbeiter der IT-Konzerne IBM, Intel 
und Samsung (vgl. Kap. 2.4). Stabilität erfährt das Projekt – neben wenigen 
festgeschriebenen Regel und Richtlinien sowie der administrativen Unter-
stützung der wiederum vorrangig durch unternehmerische Spenden getrage-
nen Linux Foundation – durch “a lieutenant system built around a chain of 
trust” (Kernel.Org 2015a), an dessen Spitze der Projektgründer als “benevo-
lent dictator” (Rivlin 2003) steht: “Linus Torvalds is the final arbiter of all 
changes accepted into the Linux kernel” (Kernel.Org 2015b). Am Ende des 
gerade zitierten Dokumentationsartikels wird zum Beispiel schlicht auf einen 
informellen Mailinglistenbeitrag Torvalds’ verwiesen, in dem er einen Vor-
schlag zur Änderung der Betreffzeile für Korrekturen ablehnt und sein “ca-
nonical email format” definiert. Linus Torvalds Managementstil wird als 
konsensorientiert, aber entscheidungsbereit beschrieben (vgl. Epstein 2015; 
Li et al. 2012). Der Source-Code ist für alle finalisierten und sich derzeit in 
Entwicklung befindlichen Versionen frei zugänglich; technische Diskussio-
nen sind über die Linux Kernel Mailinglist (ca. 500 Beiträge/Tag) einsehbar.  
Ubuntu und Mint  
Ähnlich eindeutig sortiert sind die Einflussverhältnisse in den Projekten 
Ubuntu und Mint, deren Distributionen 2014 die meistgenutzten Linux-Va-
rianten auf dem Desktop waren (vgl. DistroWatch 2015).  
Ubuntu wurde 2004 durch Mark Shuttleworth gegründet, der 1999 durch 
den Verkauf eines Start-up-Unternehmens zum Multimillionär geworden ist, 
als “self-appointed benevolent dictator for life (SABDFL)” heute “a happily 
undemocratic role as sponsor of the project” (Ubuntu 2015) spielt und in 
dieser Funktion die Mitglieder des ‚technical boards‘ benennen kann, in 
Gremien eine übergeordnete Stimme hat und Richtungsentscheidungen trifft. 
Begründet wird dies wie folgt:  
“This is not a democracy, it’s a meritocracy. We try to operate more on consensus 
than on votes [...]. However, it is not uncommon in the open-source world for 
there to be multiple good arguments, no clear consensus [...]. In many cases, there 
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is no one ‘right’ answer, and what is needed is a decision more than a debate. The 
SABDFL acts to provide clear leadership on difficult issues, and set the pace for 
the project.” (Ubuntu 2015)  
Zudem ist das Shuttleworth direkt unterstehende ca. 700 Mitarbeiter starke 
Unternehmen Canonical (Stand: 11/2015), das seinen Umsatz primär mit 
Dienstleistungen um Ubuntu macht, neben ca. 500 freiwilligen Entwicklern 
intensiv in das Projekt involviert.  
Auch das 2006 gegründete und von rund 20 überwiegend ehrenamtlich tä-
tigen Entwicklern getragene Linux Mint-Projekt, hinter dem weder eine Fir-
ma noch eine Stiftung steht, richtet sich an den Entscheidungen seines 
Gründers Clement Lefebvre aus, der zwar rege Diskussionen schätzt, aber 
einen ebenso großen Wert auf starke Führung legt: “The final decision comes 
from the top [...]. Strong leadership is important and benefits Linux Mint, 
[because] the decisions we take remain consistent and are coherent with our 
overall vision” (Lefebvre in Byfield 2013; vgl. Eitzen 2013). 
Debian  
Im Unterschied dazu steht im Debian-Projekt ein demokratisch bestimmter 
Projektleiter an der Spitze, der befristet ähnliche Befugnisse wie Shuttle-
worth oder Torvalds hat. Debian Linux wurde 1993 durch den Studenten Ian 
Murdock initiiert, verfügte 2014 über ca. 1000 freiwillige Entwickler (vgl. 
Perrier 2014), gehört mit einem Marktanteil von zwölf Prozent zu den ver-
breiteten Linux-Distributionen im Serverbereich und erhält neben Kleinzu-
wendungen über die NPO Software in the Public Interest (2015) primär 
Ressourcenspenden von mittelgroßen IT-Unternehmen. Seit 1997 verfügt 
Debian über einen Gesellschaftsvertrag, eine Verfassung und einen im Jah-
resturnus neu gewählten Projektleiter (Wahlbeteiligung 2015: 34 Prozent), 
der – ähnlich wie ein CEO – das interne Projektmanagement übernimmt, die 
Gemeinschaft nach außen repräsentiert und deren ‚Vision‘ definiert sowie 
Mitglieder technischer Ausschüsse berufen, Ressourcen verteilen und ggf. 
Ad-hoc-Entscheidungen treffen kann (vgl. Debian 2015; Roeckx 2015). Sei-
ne Befugnisse sind das Resultat jahrelanger Aushandlungskontroversen (vgl. 
Coleman 2013; O’Mahony/Ferraro 2007). Unterhalb dieser Führungsebene 
lässt sich Debian als ,bazaar of cathedrals‘ (vgl. Krafft 2010) beschreiben, in 
dem delegierte Entwickler jeweils eigenständige Module betreuen. Neumit-
glieder müssen ein Prüfungsverfahren hinsichtlich ihrer Kompetenz und Ver-
bundenheit mit den Projektleitlinien durchlaufen, darunter auch die Maxime, 
keine unfreie Software in das System einfließen zu lassen. Diese ideologi-
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sche Fundierung gilt als ein Grund für die geringe Durchdringung des Pro-
jekts mit unternehmensaffiliierten Entwicklern. 
WordPress  
Ausgeprägte institutionelle Strukturen lassen sich auch in der WordPress-
Community finden, die jedoch wiederum sehr gründerzentriert ist: WordPress 
wurde 2004 durch den Studenten Matt Mullenweg und den Web-Entwickler 
Mike Little veröffentlicht, ist heute das meistgenutzte Content-Management-
System im Netz und wird durch ein zwanzigköpfiges Kernteam sowie eine 
meritokratisch strukturierte Projektgemeinschaft unter der alleinigen Leitung 
von Mullenweg aktualisiert. Anders als der Linux Kernel verfügt WordPress 
über mehrere ‚contributor handbooks‘, die Auskunft über die Richtlinien des 
Projekts geben. Mullenweg ist darüber hinaus Vorsitzender der WordPress 
Foundation, welche die weltweit stattfindenden WordCamps (2014 ca. 75 
Veranstaltungen) ausrichtet, und CEO der 2005 durch ihn gegründeten Start-
up-Firma Automattic, die 2014 ca. 350 ‚remote workers‘ beschäftigte und 
ihren Umsatz mit kostenpflichtigen Zusatzprodukten, Freemium-Services 
sowie Content-Management für Unternehmen macht. Darüber hinaus ist 
Mullenweg Gründer der Investmentgesellschaft Audrey Capital, die seit 2008 
in über 50 IT-Firmen investiert hat, darunter z. B. auch MakerBot Industries 
(3D-Drucker). Angesichts ihrer zentralisierten Entscheidungsstrukturen ver-
mutet der Technikjournalist Shane Snow (2014), dass alle genannten Firmen 
und Projekte im Falle eines Ausstiegs oder Ablebens ihres Gründers zeitnah 
eingehen würden: “Despite the dictatorial nature of his management, it’s 
Mullenweg’s genuineness and vision that keeps WordPress’s contributors 
contributing, Automattic’s employees from churning.” 
Mozilla Firefox   
Das höchste Maß an Top-down-Management unter den nicht unternehmens-
geführten Projekten weist Mozilla Firefox auf. Im Gegensatz zu anderen 
Open-Source-Stiftungen nimmt die Mozilla Foundation über ihre Tochter-
firma mit über 1000 Angestellten direkten Einfluss auf die Projektarbeit: 
“The Mozilla Corporation [...] works with the community to develop soft-
ware that advances Mozilla’s principles” (Mozilla 2015a). Mit der Publikati-
on des Firefox-Browsers 2004 stellte Mozilla überdies auf ein “rather rigo-
rously controlled model” (Stamelos 2014: 328) mit ausgeprägten Entschei-
dungshierarchien um – von ,super-reviewers‘ über ,release drivers‘ und ,ste-
wards‘ bis hin zu zwei ,ultimate decision makers‘ (vgl. Mozilla 2015b). Eine 
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dieser ultimativen Positionen nimmt seit 1998 die ehemalige Netscape-
Managerin Mitchell Baker ein, die zudem auch CEO der Mozilla Corporati-
on und Vorsitzende der Mozilla Foundation ist; die zweite belegte bis 2014 
der davor ebenfalls für Netscape tätige Brendan Eich. Führungsrollen in der 
Community werden leistungsorientiert vergeben; Entscheidungswege und 
Sitzungsprotokolle sind öffentlich einsehbar. Ein zentraler Orientierungs-
punkt ist das Mozilla Wiki, in dem auch kritische Punkte wie die Koordinati-
onsprobleme zwischen angestellten Entwicklern und den nach eigenen 
Angaben mehr als 10.000 Freiwilligen thematisiert werden. In den ‚weekly 
updates‘ (wiki.mozilla.org/WeeklyUpdates) wurden zwischen 1/2015 und 
7/2015 freilich über 95 neue Mitarbeiter, aber keine neuen Freiwilligen vor-
gestellt. Von den 314 Mio. US-Dollar Einnahmen im Jahr 2013 gab die Mo-
zilla Foundation 65 Prozent für Entwicklung und 25 Prozent für Marketing 
und Verwaltung aus. Nicht nur hinsichtlich dieser Verteilungen, auch ange-
sichts der hierarchischen Strukturen in der Stiftung und ihren Projekten folgt 
Mozilla eher klassischen unternehmerischen Organisationsmustern. 
 
Sowohl der Linux Kernel, WordPress und Mozilla als auch Linux Mint 
und Ubuntu sind in ihren Entscheidungsabläufen auf ihre Gründer bzw. lang-
jährigen Manager ausgerichtet, während die Debian-Community jährlich 
einen Projektleiter wählt. Kritische Entschlüsse werden durch diese Füh-
rungspersonen im Verbund mit einem kleinen Kernzirkel gefasst, wobei alle 
genannten Projekte auch unterhalb dieser Steuerungselite über herausgeho-
bene Entscheidungsträger verfügen, die vereinheitlichend tätig werden sowie 
Maßnahmen zur Qualitätssicherung ergreifen. All dies beschneidet die Spiel-
räume der beteiligten Entwickler, bietet aber auch Orientierung und wirkt 
einer Fragmentierung der Projekte entgegen. Im Falle von Debian, Mozilla 
und WordPress sind deren tragende Richtlinien formal fixiert worden; im 
Falle von Mint und dem Linux Kernel haben sich entlang des Führungsstils 
ihrer Gründer hingegen lediglich “opaque governing norms” herausgebildet, 
die letztlich der proklamierten Offenheit in diesen Projekten entgegenlaufen: 
“[...] without the law or a clear mechanism of accountability those injured by 
or excluded from peer production processes have very limited recourse” 
(Kreiss et al. 2011: 252). Insoweit sind es soziale Grundordnungen und nicht 
technische Strukturen per se, die bestenfalls einer “internal ossification of 
power” (Benkler 2013: 225) entgegenwirken können. 
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4.4 Peer-Production-Communitys 
Von den diskutierten Varianten lassen sich schließlich von korporativen Inte-
ressen weithin abgekoppelte Entwicklergemeinschaften unterscheiden, die 
sich durch “voluntaristic, nonstate, nonmarket action” bzw. “nonproprietary, 
[...] self-organized practices” (Benkler 2013: 213, 230) auszeichnen, und 
deren Teilnehmer sich primär aus intrinsischen Motiven einbringen: “Basi-
cally, people who participate in peer production communities love it. They 
feel passionate about their particular area of expertise and revel in creating 
something new or better” (Tapscott/Williams 2006: 70). Projektgruppen wie 
Arch Linux oder jEdit (Texteditor) entsprechen dieser Definition von Peer-
Production-Communitys passgenau, allerdings spielen ihre Produkte für den 
allgemeinen Softwaremarkt kaum eine Rolle und die Zahl der involvierten 
Entwickler ist überschaubar. Größere Vorhaben wie die GNU Compiler Col-
lection oder KDE (Desktop-Umgebung) kommen hingegen inzwischen nicht 
mehr ohne basale Entscheidungshierarchien aus. Selbiges gilt ebenso für 
LibreOffice, das sich als legitime Fortführung von OpenOffice.org versteht  
(s. Tab. 11). 
Tabelle 11: Kennzahlen ausgewählter Peer-Production-Communitys  
 geschätzter  
Aufwand  
9/2015, Basic 
COCOMO 
Commits 
(5/2014 
bis 5/2015) 
Lizenz- 
modell 
strategische  
Kontrolle 
GNU CC ∼ 2.200  
Personenjahre 
8.382 strongly  
protective 
Steuerungskomitee 
KDE ∼ 7.000  
Personenjahre  
36.220 (strongly)  
protective 
Core Team 
LibreOffice ∼ 240  
Personenjahre  
21.384 weakly  
protective 
Komitee / Board 
jEdit ∼ 78  
Personenjahre 
143 strongly  
protective 
(B. Kautler) / Team 
Arch Linux ∼ 19  
Personenjahre 
323 (strongly)  
protective 
(A. Griffin) / Team 
 
Quelle: Open Hub; eigene Recherchen. * Basic Constructive Cost Model (organisch 
[a=2.4, b=1.05]) 
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Arch Linux  
Arch wurde 2002 als GNU/Linux-Distribution für Fortgeschrittene ins Leben 
gerufen und gilt unter Experten als beliebt, da es seinen Nutzern viele Frei-
heiten lässt:  
“Installing Arch Linux is a bit like building your own house. You have to dig the 
foundation, erect the walls, build the roofs, run the plumbing and electrical wir-
ing around it [...]. Installing Arch Linux is not at all like renting an apartment, just 
moving in, and letting the landlord take care of everything else.” (Bhartiya 2015)  
Die Entwicklerbasis für das Kernsystem ist mit rund 30 aktiven freiwilligen 
Programmierern relativ klein; ihre Koordination erfolgt über Internet Relay 
Chat, Foren, Mailinglisten und ein öffentliches Wiki, in dem sich die basalen 
Richtlinien des Projekts finden. Mit Aaron Griffin verfügt Arch Linux über 
einen nominellen Projektleiter, der aber nicht die Position eines absoluten 
Entscheiders einnimmt. Entschlüsse werden auf der Grundlage konsensorien-
tierter Diskussionen mit alleinigem Blick auf die beste technische Lösung 
zwischen den Kernentwicklern gefasst; dezidierte Entscheidungswege und 
Kriterien für die Aufnahme in diesen inneren Kreis gibt es nicht. Im Arch 
Wiki (2015) findet sich lediglich eine Liste an Vorarbeiten, die Aspiranten 
dabei helfen können, “to gain some ‘popularity’ towards Arch’s developers”. 
Laut Griffin (in Cunningham 2010) folgt das Vorhaben ausschließlich intrin-
sischen Motiven: “We don’t make Arch so that we can win the most users, or 
get piles of cash. We make Arch because this is the OS we want to use.” Arch 
erhält Kleinspenden von Privatpersonen, aber keine nennenswerte Unterstüt-
zung durch die Softwareindustrie.  
jEdit  
Auch jEdit verfügt über keine korporativen Sponsoren und richtet sich als 
Java-basierter Texteditor für Programmierer an einen verhältnismäßig klei-
nen Nutzerkreis. Das Community-Wiki bietet den Dreh- und Angelpunkt für 
die Projektkommunikation und listete Mitte 2015 über 300 Nutzer auf, von 
denen sich laut Open Hub (2015) allerdings zwischen 7/2014 und 7/2015 
lediglich neun Personen in die zwischenzeitlich für einige Monate ruhende 
Produktentwicklung eingebracht haben, darunter an vorderster Stelle Björn 
Kautler (alias ‚Vampire‘) und Alan Ezust, die gemessen an der Außenkom-
munikation der Gemeinschaft aus offenkundig nicht persönlich bekannten 
Entwicklern seit mehreren Jahren als informelle Projektmanager fungieren. 
Darüber hinaus verfügt die offene Entwicklergemeinschaft (“You can ‘join’ 
simply by subscribing to the [...] mailing lists”) über keine fixierten Arbeits-
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regeln oder Rollenverteilungen; die Koordination findet hauptsächlich über 
eine projekteigene Web-Plattform inklusive Foren, Dateiverwaltung und 
Mailinglisten statt. Über korporative Sponsoren verfügt das Vorhaben nicht; 
es bietet aber Privatpersonen die Möglichkeit, kleinere Beträge zu spenden 
(Einnahmen 2007–2015: ca. 2000 US-Dollar), über deren Verwendung in der 
Projektgemeinschaft noch diskutiert wird. jEdit wird oft als typisches Bei-
spiel für ein “traditional OSS system” (Capiluppi et al. 2012: 197) in Benk-
lers Sinne genannt; sowohl die Marktrelevanz des Texteditors als auch das 
Aktivitätsniveau in der Gemeinhaft hat zuletzt allerdings abgenommen.  
KDE  
Die seit 1996 entwickelte Linux-Arbeitsplatzumgebung KDE hingegen findet 
in öffentlichen Bildungs- und Verwaltungseinrichtungen weltweit verbreite-
ten Einsatz (Schwerpunkt: Lateinamerika) und diente in den letzten Jahren 
als Ausgangsbasis für zahlreiche Projekte größerer Softwareunternehmen 
(z. B. WebKit). Dementsprechend beteiligen sich viele mittlere und größere 
Firmen an der Entwicklung der KDE-Pakete, darunter Google, SUSE und 
Blue Systems, welche das Projekt über den gemeinnützigen KDE e.V. auch 
finanziell unterstützen (vgl. Kap. 3.4). Nichtsdestotrotz orientiert sich die 
Projektgemeinschaft nach wie vor an den originären Maximen freier Soft-
wareentwicklung und bemüht sich um egalitäre Koordinationsweisen. 2014 
bestand die KDE-Community aus 500 aktiven Entwicklern, die sich über 
Mailinglisten, Foren und Repositorien entlang von Modulen selbstgesteuert 
organisieren. Anders als Debian verfügt KDE über keine fixierte Verfassung, 
keinen Projektmanager und auch der gewählte Vorstand des KDE-Vereins 
greift nicht in die konkrete Softwareentwicklung ein (vgl. Alleyne 2011). 
Gleichwohl haben sich aufgrund der hohen Zahl an Entwicklern übergeord-
nete Managementstrukturen ausgebildet: 2008 wurde eine ‚Community Wor-
king Group‘ installiert, die als ,mediator upon request‘ agiert; daneben ent-
scheidet ein mehrere Dutzend Personen umfassendes ‚KDE Core Team‘ 
öffentlich und konsensorientiert über die weitere strategische Ausrichtung 
des Projekts. Diese Gruppe lässt sich aber nicht als geschlossener Führungs-
zirkel verstehen: “[...] membership can be difficult to strictly define at any 
point in time. Anyone can become a member of this core group, the particular 
contributor must however have distinguished him/herself through outstan-
ding work and dedication [...]” (KDE 2015). 
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LibreOffice   
LibreOffice weist im Vergleich dazu explizitere Abstufungen in der Pro-
jektsteuerung auf. LibreOffice ist eine Abspaltung von OpenOffice.org, die 
2010 durch die Kernentwickler der Community betrieben wurde, da diese mit 
der Projektpolitik des damals anleitenden Unternehmens Oracle unzufrieden 
waren. Mittlerweile ist LibreOffice die empfohlene Bürosoftware aller füh-
renden Linux-Distributionen und verfügt über eine deutlich aktivere Projekt-
gemeinschaft als OpenOffice, wobei knapp 40 Prozent der Änderungen 
zwischen 3/2014 und 3/2015 (22.134 Commits) von bei Red Hat angestellten 
Entwicklern getätigt worden sind (vgl. Corbet 2015). Die LibreOffice-Ge-
meinschaft organisiert sich weithin selbstständig entlang offener Arbeits-
gruppen über webbasierte Kollaborationswerkzeuge; sie untersteht dabei aber 
unmittelbar den strategischen Setzungen und dem Qualitätsmanagement der 
mit dem Projekt gegründeten Document Foundation, die über ein gewähltes 
‚board of directors‘, ein meritokratisch bestimmtes Steuerungskomitee und 
ein ‚advisory board‘ verfügt. Mitglieder dieses Beirats sind Organisationen, 
die einen jährlichen Beitrag zwischen 5.000 und 20.000 US-Dollar entrichten 
oder Mitarbeiter für die Projektentwicklung abstellen, darunter Google, Red 
Hat, SUSE, AMD, Intel sowie die Stadt München (Stand: 10/2015). Zudem 
erhält die Document Foundation (Einnahmen 2014: 0,8 Mio. Euro) finanziel-
le Unterstützung durch ein breites Portfolio an Softwareunternehmen. 
GNU Compiler Collection (GCC) 
Die GNU Compiler Collection (GCC), welche seit 1987 als Teil des durch 
Richard Stallman initiierten GNU-Projekts entwickelt wird, verfügt inzwi-
schen ebenso über ausdefinierte Managementstrukturen. Die GCC übersetzt 
den Code höherer Programmiersprachen in Prozessor- bzw. Maschinen-
sprache und findet in zahlreichen informationstechnischen Produkten Ein-
satz, weshalb unternehmensaffiliierte Programmierer intensiv in das Vor-
haben involviert sind. Aus diesem Grund wurde bereits 1998 ein GCC 
Steering Committee installiert – “with the intent of preventing any particular 
individual, group or organization from getting control over the project” 
(gcc.gnu.org/steering.html). Dieses konsensorientierte Komitee setzt sich 
neben Stallman aus 13 Mitgliedern zusammen, welche die verschiedenen 
Anspruchsgruppen des Vorhabens repräsentieren sollen. Neun Mitglieder 
dieser Führungsgruppe nehmen diese Rolle seit ihrer Einrichtung 1998 ein; 
zehn Mitglieder arbeiten bei größeren IT-Unternehmen wie IBM, Google, 
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Red Hat und SUSE. Zudem verfügt GCC über einen Release Manager, einen 
fixierten Entwicklungsplan, der auf der Diskussion in Mailinglisten basiert, 
‚global reviewers‘ für das Gesamtprojekt und ‚maintainers‘ für die informell 
strukturierten Arbeitsmodule. Anders als im Falle des Linux Kernels steht an 
der Spitze dieses Entwicklungsmodells allerdings kein ‚benevolent dictator‘: 
“[...] the project recognizes the historical importance of Richard Stallman, 
but takes decisions in general by consensus” (Gonzalez-Barahona/Robles 
2013: 177). Finanzielle Unterstützung erhält das Projekt über die Free Soft-
ware Foundation, die 2013 ca. 1,2 Mio. US-Dollar an Spenden erhielt (u. a. 
von Google, IBM, HP) und 0,6 Mio. US-Dollar an Personalkosten auswies, 
die primär in die punktuelle Anstellung von Programmierern für spezifische 
Entwicklungsarbeiten geflossen sind. 
 
Auch in klassischen Peer-Production-Communitys bilden sich insofern 
mit wachsender Größe hierarchische Entscheidungsstrukturen mit eindeuti-
gen Machtasymmetrien und definierten Richtlinien heraus, die zur Kohärenz 
der Projekte beitragen und die übergreifende Koordination erleichtern. Un-
terhalb dieser formalen Managementstrukturen lässt sich im Unterschied zu 
elitezentrierten Gemeinschaften indes ein heterogeneres Bouquet an infor-
mellen Arbeitsgruppen ausmachen. Im Falle von GNU CC, KDE und Libre-
Office bestimmt sich die Projektaktivität heute gleichwohl zu einem großen 
Teil durch die Beiträge angestellter Entwickler, die sich weniger aus indivi-
dueller Passion engagieren, sondern weil sie dafür bezahlt werden. Die Ent-
wicklergemeinschaften Arch und jEdit richten ihre Produkte hingegen auf 
sehr spezifische Anspruchsgruppen aus, sind für korporative Stakeholder 
eher uninteressant, werden durch kleine Entwicklerteams getragen und konn-
ten daher auf die Ausbildung ausgeprägter sozialer Strukturierungen verzich-
ten. Sobald allerdings die Gemeinschaft wächst und sich ihre Interaktionen 
mit externen Akteuren intensivieren, werden augenscheinlich trotz aller tech-
nischen Effektivierungen auch in gesellschaftsethisch fundierten Projekten 
‚kathedralartige‘ Koordinationsstrukturen notwendig. Auch ein Basar kann 
sich nur bis zu einem gewissen Grad selbst organisieren. 
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5 Bilanz: Open Source als Utopie,  
  Methode und Innovationsstrategie 
Unter der Bezeichnung ‚Open-Source-Communitys‘ wird heute ein breites 
Spektrum an sehr unterschiedlich ausgerichteten Projekten in der Software-
entwicklung zusammengefasst. Der überwiegende Teil dieser Vorhaben lässt 
sich freilich kaum mehr mit Eric S. Raymonds (1999: 21) Idee eines selbst-
organisierten “great babbling bazaar” oder Yochai Benklers (2002: 375) Vor-
stellung einer “commons-based peer production” als “phenomenon of large- 
and medium-scale collaborations among individuals that are organized 
without markets or managerial hierarchies” in Bezug bringen. Vielmehr ha-
ben die meisten marktrelevanten Projektgemeinschaften inzwischen sehr 
prägnante, in aller Regel hierarchisch abgestufte Führungs- und Entschei-
dungsstrukturen ausgebildet, folgen übergreifenden Entwicklungsplänen und 
sind oftmals in einem signifikanten Maße von dem personellen wie finanziel-
len Involvement größerer Technologieunternehmen abhängig.  
In der Retrospektive zeigt sich zudem, dass die quelloffene und proprietä-
re Entwicklung seit jeher ineinander verwoben sind: Erste Interessengemein-
schaften von Computernutzern wurden in den 1950er-Jahren durch Unter-
nehmen mitbegründet; die ab den 1960er-Jahren im akademischen Milieu 
entstandenen Hackergruppen verwendeten oft gespendetes Equipment; staat-
liche sowie privatwirtschaftliche Einrichtungen investierten zur gleichen Zeit 
bereits intensiv in universitäre Softwareprojekte; die Hobbyistenszene der 
1970er-Jahre fußte auf ebendiesen Vorarbeiten. Das gemeinsame Problem 
dieser meist in informellen Zusammenhängen entwickelten Architekturen 
bestand indes in ihrer mangelnden rechtlichen Absicherung und mitunter 
raschen Kommodifizierung: Die Ergebnisse der Zusammenarbeit wurden – 
wie bereits in früheren Prozessen kollektiver Invention (vgl. Allen 1983) –  
in der Regel als gemeinfreie Produkte veröffentlicht und waren daher nur 
unzureichend vor Einzelaneignung geschützt. Die eigentliche Geschichte der 
Open-Source-Softwareentwicklung beginnt vor diesem Hintergrund erst mit 
den Ende der 1980er-Jahre definierten neuartigen Lizenzmodellen und lässt 
sich in drei Phasen einteilen (s. Abb. 10). 
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Abb. 10  Phasen der Open-Source-Softwareentwicklung 
 
Ab 1983 wurde ‚Free Software‘ durch Richard Stallman zunächst als ge-
sellschaftsethisch fundierte Alternative zur proprietären Softwareherstellung 
und als utopischer Gegenentwurf zu kapitalistischen Wirtschaftsstrukturen 
formatiert. Die durch ihn gegründete Free Software Foundation erarbeitete in 
den Folgejahren die ersten rechtlich belastbaren ‚Copyleft‘-Lizenzen, welche 
garantieren, dass auch Weiterentwicklungen freier Software einzig unter den 
gleichen Bedingungen verbreitet werden dürfen. Bereits in dieser Phase 
quelloffener Software als proklamierter Vorbote einer “high-tech gift econo-
my” oder “really existing form of anarcho-communism” (Barbrook 1998; 
vgl. später ähnlich: Benkler 2002, 2013) wurden allerdings vielversprechen-
de Projekte wie der Linux Kernel durch Unternehmen wie IBM unterstützt. 
Befördert durch den New-Economy-Hype der ausgehenden 1990er-Jahre 
und die Vermarktungsbemühungen der 1998 gegründeten Open Source Ini-
tiative avancierte die quelloffene Softwareentwicklung mit der Jahrtausend-
wende zunehmend zu einer allgemeinen Branchenmethode. Kleinere und 
größere Technologieunternehmen investierten stetig intensiver in Open-
Source-Projekte, um für ihre Belange förderliche Infrastrukturen und Stan-
dards zu protegieren, die Interoperabilität eigener Lösungen abzusichern oder 
ihre proprietären Programmpakete mit quelloffenen Komponenten zu ergän-
zen. Darüber hinaus bildete sich eine Vielzahl an Start-up-Firmen heraus, die 
mit quelloffener wie kostenfreier Software im Verbund mit kostenpflichtigen 
Beratungs- und Supportdienstleistungen ein Geschäft aufbauen wollten.  
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Parallel dazu ist ‚Open Source‘ seit Mitte des letzten Jahrzehnts zu einem 
festen Bestandteil der Innovationsstrategien aller etablierten Anbieter gewor-
den, welche so ihre internen Forschungs- und Entwicklungsaktivitäten, die 
auf dem volatilen Markt für Kommunikations- und Informationstechnologien 
im Normalfall durch strikte Schließung und Geheimhaltung geprägt sind, um 
lizenzrechtlich abgesicherte Kollaborationskontexte mit anderen Marktteil-
nehmern und kreative Spielflächen ergänzen. Apple etwa hat neben WebKit 
jüngst die Programmiersprache Swift unter freie Lizenz gestellt; Google hat 
sich bereits 2007 dazu entschlossen, Android als Open-Source-Projekt anzu-
legen. Diese Entscheidungen resultieren allerdings weniger aus ideeller Ver-
bundenheit mit quelloffener Software, sondern aus ökonomischem Kalkül – 
zum Beispiel, um die Verbreitung eigener Softwarearchitekturen zu erhöhen, 
um herstellerspezifische Hardware- und Softwareumgebungen für Entwickler 
interessant zu machen oder um neue Geschäftsfelder zu erschließen.  
In den zurückliegenden 20 Jahren ist die Open-Source-Entwicklung auf 
diese Weise zunehmend zu einem integralen Bestandteil der Softwareindus-
trie geworden; sie hat dabei aber ihre Formatierung als Gegenentwurf zur 
kommerziellen Herstellung weitgehend verloren – auch wenn sie in sozial-
wissenschaftlichen Beschreibungen nach wie vor immer wieder als pauscha-
les Beispiel für eine marktunabhängige kollektive Produktion genannt wird 
(vgl. zuletzt z. B. in Bennett et al. 2014). Derzeit lassen sich vier idealtypi-
sche Varianten von Open-Source-Projekten unterscheiden, die sich mit Blick 
auf ihre vorherrschenden Koordinationsmuster und dem Grad ihrer Nähe zu 
etablierten Unternehmen wie folgt voneinander abheben (s. Tab. 12):  
• Korporativ geführte Kollaborationsprojekte (z. B. Android, WebKit) sind 
durch Einzelunternehmen oder Unternehmensverbünde gegründet wor-
den, eindeutig an deren Interessen orientiert und zeichnen sich durch ent-
sprechend deutliche Hierarchisierungen auf Arbeitsebene aus. Ihre 
Teilnehmerbasis speist sich vorrangig aus den Mitarbeiterkreisen der in-
volvierten Firmen, die diese quelloffenen Projektzusammenhänge nut-
zen, um außerhalb formal gefasster Kooperationsbeziehungen punktuell 
mit anderen industriellen Stakeholdern (oft auch Konkurrenten) zu kolla-
borieren und dabei häufig marktzentrale Produkte zu erarbeiten.  
• Heterarchisch angelegte Infrastrukturvorhaben (z. B. Eclipse, Apache 
HTTP Server) sind in der Regel graduell gewachsen und werden nicht 
durch Unternehmen angeleitet, fußen heute in ihrer Operationsfähigkeit 
allerdings wesentlich auf dem finanziellen wie personellen Engagement 
mittlerer und großer IT-Firmen. Sie verfügen über stabile eigenständige 
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Koordinationsstrukturen, weisen wechselnde Beteiligungsmuster auf, 
sind in ihrer Grundanlage eher horizontal strukturiert, verteilen Funkti-
onsrollen üblicherweise meritokratisch und arbeiten oft unter der strate-
gischen Führung einer assoziierten Dachorganisation bzw. Stiftung. 
• Elitezentrierte Projektgemeinschaften (z. B. Linux Kernel, Ubuntu) ste-
hen ebenfalls nicht unter der direkten Kontrolle eines gewerblichen Ak-
teurs; auch sie stützen sich aber inzwischen zu einem Gutteil auf die 
Beiträge unternehmensaffiliierter Entwickler. Ihre Koordination erfolgt 
entlang selektiv-hierarchischer Entscheidungspyramiden, an deren Spitze 
meist entweder ein langfristig installiertes Führungsteam oder der Pro-
jektgründer als ‚benevolent dictator‘ steht, der mitunter in einem erheb-
lichen Umfang an der Finanzierung des Projekts beteiligt ist. 
• Peer-Production-Communitys (z. B. Arch Linux, jEdit) dienen ihrem ei-
genen Anspruch nach der marktunabhängigen, gleichberechtigten und 
selbstgesteuerten Kollaboration unter freiwilligen Entwicklern; sie bilden 
jedoch – wie sich am Beispiel der GNU Compiler Collection zeigen lässt 
– ab einer gewissen Marktrelevanz und Größe der Projektgemeinschaft 
ebenfalls herausgehobene Führungsstrukturen und basale hierarchische 
Abstufungen aus, welche die übergreifende Koordination erleichtern und 
zur Kohärenz der Entwicklungsvorhaben beitragen. 
Tabelle 12: Open-Source-Softwareprojekte – idealtypische Ausprägungen 
 korporativ ge-
führte Kollabo-
rationsprojekte 
(z. B. Android, 
WebKit) 
heterarchisch 
angelegte Infra-
strukturvorha-
ben (z. B. Apache 
HTTP Server) 
elitezentrierte 
Projektge-
meinschaften 
(z. B. Linux 
Kernel, Ubuntu) 
Peer-
Production- 
Communitys  
(z. B. Arch 
Linux) 
strategische  
Führung 
Einzelunter-
nehmen / Unter-
nehmensgruppe 
Vorstand der 
Dachstiftung /  
-organisation 
Projektgründer / 
langfristige 
Projektleitung 
Komitee /  
Kernteam 
Finanzie-
rung 
beteiligte  
Unternehmen 
primär Zuwen-
dungen von 
Unternehmen 
korporative 
Spenden / ge-
mischte Quellen 
primär private 
Kleinspenden 
Teilnehmer-
basis  
Mitarbeiter aus 
den beteiligten 
Unternehmen 
angestellte Ent-
wickler / expli-
zite Unterneh-
mensvertreter 
angestellte und 
freiwillige Ent-
wickler 
freiwillige  
Entwickler 
Arbeitsor-
ganisation 
primär  
hierarchisch 
horizontal – 
meritokratisch 
hierarchisch – 
autokratisch 
primär egalitär 
Markt-
relevanz 
hoch hoch mittel / hoch  niedrig / mittel 
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Der gemeinsame Nenner aller betrachteten Entwicklungsvorhaben besteht 
in den dahinterliegenden quelloffenen Lizenzmodellen, die ihre Produkte 
wirksam vor direkter Proprietarisierung schützen und einen erwartungssiche-
ren institutionellen Rahmen für die projektbezogene Zusammenarbeit zwi-
schen Einzelentwicklern sowie Unternehmen bieten. Mit „Rebel Code“ 
(Moody 2002) hat all dies gleichwohl nicht mehr viel gemein: Die Ver-
schränkungen mit marktlichen Kontexten sind in vielen Fällen ausgeprägt, 
offener Quellcode mündet offenkundig nicht unmittelbar in transparenteren 
Koordinationsmustern als in anderen Arbeitszusammenhängen und trotz der 
technisch erweiterten Austauschmöglichkeiten bilden sich mit zunehmender 
Größe der Projektgemeinschaften regelmäßig hierarchisch gegliederte Ent-
scheidungsstrukturen heraus. Zwar finden modulare und iterative Methoden 
auf operativer Ebene in allen diskutierten Vorhaben – wie seit geraumer Zeit 
auch in der professionellen Softwareentwicklung (vgl. z. B. Cerri/Fuggetta 
2007; Fuggetta 2003) – verbreitete Anwendung; welchen langfristigen 
Schwerpunkten das Projekt folgt, definieren aber im Regelfall jeweils nur 
wenige Entscheidungsträger.  
Entgegen dem Eindruck, “that the world of work is changing and that or-
ganizations (corporations, not-for-profits, universities) really don’t matter as 
much as they used to” (Suddaby 2013: 1009), verlieren korporative Akteure 
in der Open-Source-Softwareprojekten überdies keineswegs an Bedeutung, 
sondern bleiben als deren Initiatoren, Financiers und Arbeitgeber der invol-
vierten Programmierer prominent im Spiel. Privatwirtschaftliche Unterneh-
men, staatliche und wissenschaftliche Organisationen können ihre Ressour-
cen im Normalfall systematischer und auf lange Sicht deutlich verlässlicher 
als individuelle Beiträger (z. B. Studierende, Hobbyisten, Freizeitprogram-
mierer) in die Projektgemeinschaften einbringen, tragen so zu einer Er-
höhung der Planungssicherheit in den jeweiligen Kontexten bei und verfügen 
mithin oft über einen nicht zu unterschätzenden Einfluss auf deren Anlage 
und Orientierung. Ferner verfügen unabhängige Projekte, die nicht unter der 
direkten Ägide eines Unternehmens stehen, zumeist über assoziierte gemein-
nützige Organisationen, die als adressierbare Dachidentitäten für externe 
Stakeholder dienen, die Ausrichtung des jeweiligen Vorhabens mitbestimmen 
und die Gemeinschaft bei Konflikten oder auseinanderstrebenden Partikular-
interessen stabilisieren können (vgl. Ahrne et al. 2015; Ahrne/Brunsson 2011; 
klassisch zu Organisationen: March/Simon 1958; Blau/Scott 1962). 
Das nach wie vor einschlägige Narrativ von der quelloffenen Software-
entwicklung als revolutionäres Produktionsmodell, das auf freiwilliger sowie 
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selbstgesteuerter Kollaboration beruht, eingespielten sozioökonomischen 
Koordinationsweisen wie ‚Markt‘ und ‚Hierarchie‘ überlegen ist und etab-
lierte Unternehmen zu weitreichenden Anpassungen zwingt, lässt sich in 
dieser Radikalität insofern in den allgemeinen Strom der übersteigerten Ent-
differenzierungserwartungen der digitalen Moderne einordnen (vgl. Dickel/ 
Schrape 2015): Ebenso wie im Falle anderer Spielarten kollektiven Handelns 
(z. B. in sozialen Bewegungen) oder kollektiver Produktion (z. B. in Wikis) 
oder mit Blick auf den fortlaufenden Strukturwandel der Öffentlichkeit zeigt 
sich auch hinsichtlich Open-Source-Communitys, dass die Online-Techno-
logien zwar die Kommunikation und Koordination erheblich effektivieren 
und neue Möglichkeiten der Zusammenarbeit aufgeschlossen haben, aber 
grundlegende gesellschaftliche Strukturierungen und Rollendifferenzierun-
gen dadurch keineswegs obsolet werden (vgl. Dolata/Schrape 2015; Schrape 
2012). Die meisten der hier diskutierten Projektgemeinschaften haben sich 
mittlerweile denn auch zu äußerst komplexen sozialen Gebilden entwickelt, 
in denen sich klassische Organisationsprinzipien mit selektiv-hierarchischen 
Entscheidungsmustern und Einflussasymmetrien widerspiegeln.  
Technische Infrastrukturen können die ortsunabhängige Kollaboration 
vereinfachen und die konkrete Arbeitsorganisation unterstützen; die sozialen 
Ordnungsleistungen, die einen volatilen interessenbasierten Zusammen-
schluss in eine festgefügte Projektgemeinschaft mit der Fähigkeit zu strategi-
schem Handeln überführen, können sie aber nicht ersetzen. Insoweit waren 
ab den 1980er-Jahren nicht nur die neuen Formen der elektronischen Vernet-
zung, sondern ebenso die Kristallisation übergreifend akzeptierter Werte und 
Arbeitskonventionen sowie vor allem anderen die Definition rechtlich trag-
fähiger Lizenzmodelle für die Ausdifferenzierung und den anhaltenden Er-
folg quelloffener Entwicklungsvorhaben von herausgehobener Bedeutung. 
‚Copyleft‘-Lizenzen und ihre Derivate, welche eine grundsätzliche Quell-
offenheit auch für Weiterentwicklungen freier Software garantieren und so 
ihre direkte Proprietarisierung verhindern, haben den institutionellen Rahmen 
für eine auf Dauer gestellte Form kollektiver Invention und Kollaboration 
aufgespannt, die in den 1980er- und 1990er-Jahren zunächst in geschützten 
subversiven Nischen Anwendung fand, ab der Jahrtausendwende zunehmend 
korporative Aneignung erfahren hat und heute in den allgemeinen Kanon der 
Softwarebranche übergegangen ist. Quelloffene Lizenzen sind insofern nicht 
einfach nur eine vorübergehende “form of institutional jiujitsu” (Benkler 
2002: 446) vor einer bestenfalls erhofften allgemeinen Auflösung geistiger 
Eigentumsrechte im Softwarebereich, sondern nach wie vor das soziostruktu-
5  Bilanz: Open Source als Utopie, Methode und Innovationsstrategie 77 
relle Alleinstellungsmerkmal und die elementare Geschäftsgrundlage von 
Open-Source-Projekten, die inzwischen in einem unauflösbaren Verflech-
tungszusammenhang mit dem kommerziellen IT-Markt stehen.  
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Android: Quelloffenes Betriebssystem (basierend auf dem Linux Kernel) für 
Smartphones, Mediaplayer und Tablet-Computer, das seit 2007 von der durch 
Google gegründeten Open Handset Alliance entwickelt wird und 2015 im Be-
reich der Mobile Devices einen globalen Marktanteil von weit über 80 Pro-
zent eingenommen hat. 
Applikation: Anwendungssoftware, die eine für den Computernutzer nützliche 
oder gewünschte Funktion leistet (z. B. Textverarbeitung, Bild- und Videobe-
arbeitung, Tabellenkalkulation, Finanzbuchhaltung, Computerspiele, E-Mail-
Versand). 
Apache HTTP Server: Quelloffene und seit 1996 global meistgenutzte Web-
server-Software, die auf Nutzeranfrage (z. B. durch einen Mausklick auf einen 
Link) über das Internet Dokumente oder Daten zur Verfügung stellt. 
Application Programming Interface (API): Schnittstelle zur Anwendungspro-
grammierung, die von einem Softwaresystem (z. B. ein Betriebssystem, eine  
Datenbank oder eine Website) anderen Programmen zur Verfügung gestellt 
wird, damit diese auf ausgewählte Funktionen oder Daten zugreifen können.  
Betriebssystem: Sammlung von Programmen, welche die Hardware-Ressourcen 
eines Computers oder mobilen Geräts verwalten und der Anwendungssoft-
ware des Benutzers zur Verfügung stellen. Ein Betriebssystem besteht im  
Regelfall aus einem Kernel, der direkten Zugriff auf die Hardware des Com-
puters hat und die basale Prozess- und Datenorganisation definiert, sowie 
spezifischeren Programmen, die beim Start des Systems bedarfsbezogen ge-
laden werden (z. B. Gerätetreiber).  
Big Data: Große Datenmengen aus einer Vielzahl unterschiedlicher Quellen, die 
z. B. durch die Kommunikation im Web (Social-Networking-Dienste, App 
Stores etc.) generiert werden und mithilfe neuartiger Auswertungstechnolo-
gien synthetisiert, durchsucht, analysiert und visualisiert werden können.  
Blog: Kurzform für Weblog, ein Kofferwort aus ‚Web‘ und ‚Log‘. Überbegriff 
für tagebuchartig geführte, in der Regel chronologisch sortierte und mehr 
oder minder regelmäßig durch ein oder mehrere Personen aktualisierte In-
haltsangebote auf einer Website, die oft durch die Leser kommentiert werden 
können. 
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Cloud: Serverarchitekturen, welche das dezentrale Speichern von Daten und 
Inhalten im Netz ermöglichen, die danach von einem Computer oder Mobil-
gerät mit Online-Zugriff abgerufen werden können. 
Code: Programmanweisungen, welche die Funktionalität einer Software in einer 
bestimmten Programmiersprache beschreiben. Die für den Menschen lesbare 
und bearbeitbare Form von Programmcode wird als ‚Source-Code‘ bezeich-
net.  
Commons-based Peer Production: Ein von Yochai Benkler ab 2002 am Bei-
spiel der Open-Source-Softwareentwicklung explizierter neuartiger Produkti-
onsmodus, der als Alternative zu eingespielten ökonomischen Koordinations-
weisen wie ‚Markt‘ und ‚Hierarchie‘ gefasst wird und eine selbstgesteuerte, 
gleichberechtigte wie freiwillige Zusammenarbeit einer Vielzahl an Men-
schen im Online-Kontext beschreibt. 
Community of Interest: Gruppe bzw. Gemeinschaft, die sich durch bewusst 
geteilte sowie an spezifischen Interessen ausgerichtete Zielsetzungen, Grund-
sätze und Wirklichkeitssichten auszeichnet.  
Compiler: Software, die den Source-Code eines Computerprogramms in eine 
maschinenlesbare Sprache übersetzt.  
Content-Management-System: (Heute zumeist datenbankbasierte) Software zur 
Verwaltung, Organisation und (gemeinschaftlichen) Bearbeitung von Inhalten 
(oft auf Websites). 
Copyleft: Eine ursprünglich im Kontext der freien Softwareentwicklung defi-
nierte Klausel in Nutzungslizenzen, die festlegt, dass Weiterentwicklungen 
eines Werkes mit den gleichen originären Freiheiten weitergegeben werden 
müssen und nicht mit eigenen Restriktionen belegt werden dürfen. Die erste 
ausformulierte ‚Copyleft‘-Lizenz war 1989 die GNU General Public License. 
Copyright: Urheberrechtsform (USA, Großbritannien), die definiert, wer ein 
Werk verwerten bzw. vervielfältigen darf und durch den Urheber vollständig 
auf den Verwerter übertragen werden kann. Das Copyright erlischt in der Re-
gel 70 Jahre nach dem Tod des personellen Urhebers, wodurch das Werk All-
gemeingut wird. 
Creative Commons: 2001 gegründete gemeinnützige Organisation, die Stan-
dard-Lizenzverträge erarbeitet, mit denen ein Autor der Öffentlichkeit unter-
schiedliche Nutzungsrechte an seinen urheberechtlich geschützten Werken 
einräumen kann. Einige Lizenzen schränken die Nutzung ein; andere sorgen 
dafür, dass auf einen Schutz so weit wie möglich verzichtet wird.  
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Crowd: Abgrenzbare Menge an Onlinern, die sich spontan bzw. situativ entlang 
benennbarer Themenstellungen oder Ereignisse ausrichtet, aber (noch) keine 
verfestigten Gruppenstrukturen ausgebildet hat.  
Crowdfunding: Mit dem Social Web populär gewordene Finanzierungsform für 
Projekte verschiedenster Art (z. B. Bücher, Musik, IT-Produkte, Geschäfts-
ideen). Über Crowdfunding-Plattformen und virale Aufmerksamkeitskam-
pagnen wird angestrebt, möglichst viele Onliner dazu zu bewegen, freiwillig 
(kleine) finanzielle Beträge in die präsentierte Idee zu investieren.  
Crowdsourcing: Auslagerung eigentlich unternehmensinterner Aufgaben an eine 
offene Gruppe freiwilliger und oft unbekannter User, die meistens für ihre 
Arbeiten nicht oder nur unzureichend entlohnt werden (z. B. in Beta-Program-
men). 
Digital Natives: Bezeichnung für Personen, die mit dem Computer und dem 
Internet aufgewachsen sind und sich aus diesem Grund mit diesen Techniken 
besser auskennen sollen als ‚Digital Immigrants‘, welche erst im Erwachse-
nenalter mit den neuen Kommunikations- und Informationsmöglichkeiten in 
Berührung gekommen sind.  
Distribution: Sammlung von Software, die als Komplettpaket weitergegeben 
wird. Eine Linux-Distribution besteht z. B. aus einem Betriebssystem-Kern 
(dem Linux Kernel), Gerätetreibern, einer grafischen Benutzeroberfläche, 
Programmbibliotheken (oft GNU-Komponenten), Anwendungssoftware und 
Dokumentationsdateien. 
Eclipse: 2001 von IBM freigegebenes quelloffenes Programmierwerkzeug, das 
ursprünglich als integrierte Entwicklungsumgebung für die Programmier-
sprache Java angelegt war, aber mittlerweile auch für viele andere Aufgaben 
eingesetzt wird. 
F(L)OSS: Akronym für ‚Free/Libre Open Source Software‘ bzw. ‚Free and Open 
Source Software‘, das in der sozialwissenschaftlichen Literatur und der öf-
fentlichen Kommunikation genutzt wird, um den seit Ende der 1990er-Jahre 
gärenden Namens- und Ausrichtungsstreit zwischen der gesellschaftspolitisch 
fundierten Free Software Foundation und der pragmatisch orientierten Open 
Source Initiative zu umgehen.  
Fork: Abspaltung eines neuen Projekts in der Softwareentwicklung; Entwick-
lungszweig nach der Aufspaltung eines Projektes in mehrere Folgeprojekte, 
in denen der Quelltext unabhängig vom ursprünglichen Mutterprojekt weiter-
entwickelt wird.  
Free Software Foundation: 1985 von Richard Stallman gegründete Stiftung, die 
der Förderung freier Softwareentwicklung dient. 
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Free Software: Der Begriff wurde ab 1983 durch Richard Stallman geprägt, der 
mit GNU das erste freie Softwareprojekt initiierte. Im Gegensatz zu proprie-
tärer Software zeichnet sich freie Software dadurch aus, dass ein Nutzer mit 
Empfang der Software sämtliche Nutzungsrechte mitempfängt, d. h. die Soft-
ware unbegrenzt verwenden darf, die Software kopieren und weitergeben 
kann sowie die Freiheit besitzt, die Software weiterzuentwickeln und in ver-
änderter Form zu veröffentlichen. 
GNU: Rekursives Akronym für „GNU is not Linux“; 1983 durch Richard Stall-
man initiiertes Kollaborationsprojekt mit dem Ziel, ein vollkommen freies 
unixoides Betriebssystem zu entwickeln. Der GNU-Kernel ist bis heute nicht 
für den praktischen Einsatz geeignet; allerdings werden funktionsfähige 
GNU-Pakete wie die GNU Compiler Collection und GNU Libraries regelmä-
ßig mit dem Linux Kernel kombiniert, was zu der bis heute ausgetragenen 
GNU/Linux-Namenskontroverse geführt hat.  
Internet: Sammelbegriff für ein globales Computer-Netzwerk. Im technischen 
Sinne bezeichnet das Internet ein weltumspannendes Netzwerk über das 
Transmission Control Protocol/Internet Protocol (TCP/IP) miteinander ver-
bundener Computer. Auf dieser Grundlage werden viele verschiedene Diens-
te, wie z. B. E-Mail, das World Wide Web oder das Usenet angeboten.  
Kernel: Kern und zentraler Bestandteil eines Betriebssystems mit direktem 
Zugriff auf die Hardware, der die grundsätzliche Prozess- und Datenorganisa-
tion festgelegt, auf der alle weiteren Softwarebestandteile eines Computersys-
tems aufbauen.  
LibreOffice: Freie Zusammenstellung gebräuchlicher Bürosoftware, die in  
ihrem Funktionsumfang vergleichbar mit Microsoft Office ist; 2010 aus  
OpenOffice.org hervorgegangene Abspaltung (Fork), die unabhängig weiter-
entwickelt wird und mittlerweile das empfohlene Office-Paket in gängigen 
Linux-Distributionen ist. 
Linux Kernel: 1991 durch Linus Torvalds veröffentlichter Unix-ähnlicher Ker-
nel, der 1992 unter die GNU General Public License gestellt wurde und heute 
die Basis für viele Betriebssysteme bildet (u. a. auch Android). Im allgemei-
nen Sprachgebrauch bezeichnet Linux nicht nur den Kernel selbst, sondern 
ganze Linux-basierte Systeme, die den Linux Kernel mit einer Vielzahl ande-
rer Komponenten kombinieren. 
Lizenz: Allgemein ‚Erlaubnis‘; bei urheberrechtlich geschützten Werken (z. B. 
Software) durch den Urheber über einen Lizenzvertrag eingeräumte Rechte, 
das Werk auf eine bestimmte Weise bzw. unter festgelegten Bedingungen zu 
nutzen.  
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Middleware: Programmarchitekturen, die zwischen Betriebssystem und Anwen-
dungen vermitteln und einen wechselseitigen Datenaustausch ermöglichen.  
Mozilla Firefox: Ab 2002 unter dem Namen Phoenix entwickelter Webbrowser; 
(zunächst experimentelle) Abspaltung der auf dem 1998 freigegebenen Sour-
ce-Code des Netscape Communicators basierenden Mozilla Application Suite; 
2004 unter dem Namen Firefox in erster Version veröffentlicht. Zwischen 
2007 und 2011 war Mozilla Firefox nach dem Microsoft Internet Explorer  
der global meistgenutzte Browser; 2015 lag sein weitweiter Marktanteil bei 
15 bis 20 Prozent. 
OpenOffice: 2000 auf der Grundlage des offengelegten Quellcodes von Star-
Office initiiertes und seit 2011 unter Federführung der Apache Software 
Foundation (davor Sun, Oracle) entwickeltes Programmpaket für gängige 
Bürozwecke. Seit Mitte 2014 ist das Projekt weitgehend inaktiv; Basis für das 
Ende 2010 abgespaltete LibreOffice. 
Open Innovation: Wirtschaftswissenschaftlich geprägter Begriff, der die Öff-
nung von vormals unternehmensinternen Innovationsprozessen (‚Closed  
Innovation‘) nach außen beschreibt. Durch die strategische Nutzung von Aus-
tauschprozessen mit externen Stakeholdern soll sich das Innovationspotenzial 
einer Organisation erhöhen.  
Open Source: Quelloffene Werke (oft Software), die qua ihrer Lizenz nicht nur 
die Nutzung des Endprodukts, sondern auch die Weiterverarbeitung ihres 
Quelltextes erlauben. Als allgemeiner Begriff eingeführt wurde ‚Open Sour-
ce‘ mit der Gründung der Open Source Initiative im Frühjahr 1998. 
Open Source Initiative: 1998 von Eric S. Raymond, Bruce Perens, Tim O’Reilly 
und anderen Szeneprotagonisten gegründete nichtkommerzielle Organisation, 
welche die Open Source Definition aktualisiert und Softwarelizenzen zertifi-
ziert, die den Kriterien dieser Definition entsprechen.  
OpenSSL: Weltweit eingesetzte Kryptografie-Software, die für viele verschlüs-
selten Internet-Verbindungen verwendet und seit 1998 als Open-Source- Pro-
jekt entwickelt wird. Erst seit 2014 wird OpenSSL durch die Software-
industrie über die Core Infrastructure Initiative in einem signifikanten Maße 
unterstützt. 
OpenStack: Seit 2010 u. a. von der NASA sowie den Unternehmen HP, IBM, 
Intel, Red Hat, Canonical und Rackspace entwickelte freie Cloud-Compu-
ting-Architektur.  
Open Standards: Technische Standards, Formate und Protokolle, die keinem 
exklusiven Patent- oder Urheberrechtsschutz unterliegen und öffentlich do-
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kumentiert sind (im Bereich des Internets z. B.: TCP/IP, FTP, HTTP, HTML, 
CSS). 
Patch: Codezeilen, die Fehler oder Funktionslücken in einem Programm provi-
sorisch ‚flicken‘, bis diese in der nächsten Version abschließend behoben 
werden.  
Permissive Lizenz: Open-Source-Lizenz, die eine sehr viel breitere Wiederver-
wertung erlaubt als strenge Copyleft-Lizenzen. Derivate entsprechend lizen-
sierter Software müssen nicht unter derselben Lizenz veröffentlicht werden 
wie der Ursprungscode, sondern dürfen z. B. wieder zu proprietärer Software 
verarbeitet werden. 
Proprietäre Software: Software, deren Quellcode im Normalfall nicht ver-
öffentlicht wird, deren Urheber (in der Regel Unternehmen) sich exklusive 
Rechte zur Veränderung und Verbreitung vorbehalten und Lizenzen für die 
Nutzung der Programme verkaufen (wie z. B. im Falle von Microsoft Win-
dows). Ferner Dateiformate, Standards und Protokolle, die nicht offen ein-
sehbar sind. 
Prosumer: 1980 durch Alvin Toffler eingeführter Begriff, um Personen zu be-
schreiben, die gleichzeitig Konsumenten und (bis zu einem gewissen Grad) 
auch Hersteller der von ihnen verwendeten Produkte sind, etwa durch die 
Übernahme von vormals anbieterseitigen Aufgaben oder durch Feedbackleis-
tungen.  
Produser: 2006 durch Axel Bruns eingeführter Begriff, um aktive Onliner zu 
beschreiben, welche sich in Open-Content- oder Open-Source-Projekten – 
von klassischen Marktkontexten abgekoppelt – an der kollaborativen Weiter-
entwicklung von Inhalten oder Software beteiligen (z. B. Wikipedia-Autoren). 
Social Web: Von Howard Rheingold ab 1996 geprägter Begriff, der den nutzer-
seitigen Austausch im Web im Sinne eines ‚many-to-many‘-Mediums betont. 
Oft als Synonym zu ‚Social Media‘ oder ‚Web 2.0‘ verwendet.  
Softwareentwickler: Überbegriff für Personen, die an der Erstellung einer Soft-
ware in verschiedenen Rollen mitwirken: Programmierer sind für die Imple-
mentierung der Software zuständig; Softwarearchitekten entwerfen den Auf-
bau von Softwaresystemen und betrachten dieses von einer abstrakteren  
Ebene als reine Programmierer; Tester prüfen die Programme auf Fehler; 
‚Requirement Engineers‘ führen Anforderungsanalysen durch und konzipie-
ren entsprechende Anpassungen der Software.  
Source-Code: Der für Menschen lesbare, in einer bestimmten Programmierspra-
che geschriebene Text einer Software. Bevor ein Programm von einem Com-
puter ausgeführt werden kann, muss der Source-Code von einem ‚Compiler‘ 
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oder ‚Interpreter‘ in eine maschinenverständliche Binärdatei übersetzt wer-
den. Solche kompilierten Dateien sind für Menschen nicht mehr lesbar und 
daher auch nicht veränderbar.  
Support: Lösungsorientierte Beratungstätigkeiten (oft für Benutzer von Compu-
tern), heute übliches Synonym für allgemeine Kundenbetreuung. Im Soft-
warebereich u. a. das regelmäßige Bereitstellen von ‚Patches‘, mit denen Feh-
ler in einem Programm behoben werden, Hilfe und Unterstützung über 
Telefon-Hotlines sowie das Bereitstellen von Online-Foren für den Austausch 
von Produktnutzern. 
Ubuntu: Eine verbreitete und für Laien leicht zu bedienende Distribution des 
quelloffenen Betriebssystems GNU/Linux, die auf der ebenfalls freien Distri-
bution Debian basiert und 2004 durch den Dotcom-Millionär Marc Shuttle-
worth gegründet wurde.  
Unix: Bis Anfang der 1980er-Jahre freies, im universitären Kontext entwickeltes, 
zwischen 1983 und 2005 primär proprietär lizensiertes Mehrbenutzer-
Betriebssystem, welches ursprünglich für professionell eingesetzte Computer 
(Server, Workstations etc.) konzipiert wurde und heute die Grundlage für 
zahlreiche verbreitete Betriebssysteme bietet, darunter Linux, Android, Apple 
OS X und Apple iOS. 
Urheberrecht: Recht auf den Schutz geistigen Eigentums, das die Interessen 
eines Urhebers an seinen kreativen Werken schützt, falls diese als originelle 
und eigenständige Leistung eingestuft werden. Das deutsche Urheberrecht 
sieht geistiges Eigentum als unveräußerlichen Teil der Person des Urhebers 
an, der die Nutzung seiner Werke verhindern kann, falls er seine Werkintegri-
tät oder Person bedroht sieht, selbst wenn er alle Nutzungsrechte an andere 
Stellen (z. B. ein Unternehmen) abgegeben hat. Das US-amerikanische Copy-
right regelt hingegen primär die ökonomischen Verwertungsrechte an einem 
Werk. 
Usenet: Ab Anfang der 1980er-Jahre in der Computerszene populäres elektroni-
sches Netzwerk, das einen eigenständigen Zweig des Internets darstellt und 
entlang von Diskussionsforen strukturiert ist, an denen jeder Onliner teilneh-
men kann. Das Binary Usenet erlaubt zudem auch das Verteilen von Binär-
dateien (z. B. Musik, Filme).  
Web 2.0: 1999 erstmals erwähnter Begriff, der ab 2004 als diskursiver Bezugs-
punkt für eine veränderte Nutzung und Wahrnehmung des Internets an Po-
pularität gewann (‚Social Media‘). Ursprünglich wurde das Schlagwort ‚Web 
2.0‘ primär internetökonomisch belegt und beschrieb neue Geschäftslogiken 
im Online-Bereich.  
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WebKit: Quelloffen entwickelte Rendering-Engine für HTML-Inhalte zur Dar-
stellung von Webseiten in Webbrowsern; eine seit 2003 unter der Federfüh-
rung des Unternehmens Apple weiterentwickelte Abspaltung der von der 
KDE-Community entwickelten KHTML-Engine; u. a. Grundlage für den 
Webbrowser Apple Safari. 
Webserver: Ein mit dem Internet oder dem Intranet verbundener Computer (im 
engeren Sinne: eine Software auf diesem Computer), der Websites und Daten 
auf Anforderung bereitstellt, z. B. durch eine Mausklick in einem Browser. 
Die primäre Aufgabe eines Webservers ist die Auslieferung von statischen 
Dateien (z. B. Bilder) oder dynamisch erzeugten Inhalten (z. B. nutzerpro-
filabhängig generierte Websites). 
Wiki: Hypertext-System für Onlineinhalte, die nutzerseitig via Browser nicht 
nur gelesen, sondern auch verändert werden können. Das bekannteste Wiki-
Projekt ist Wikipedia; die erste verfügbare Wiki-Software WikiWikiWeb wurde 
1995 freigegeben.  
World Wide Web: Via Webbrowser über das Internet abrufbares System elek-
tronischer Hypertext-Dokumente, die durch Hyperlinks verknüpft werden 
können. 1989 unter dem Namen Mesh erstmals in einem Projektantrag skiz-
ziert und 1991 durch Tim Berners-Lee im Usenet veröffentlicht. 1993 wurde 
der Quellcode zur allgemeinen Nutzung freigegeben.  
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