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Il de￿nitivo decollo del settore di telefonia mobile negli anni Zero ha portato
ad un (prevedibile) aumento della complessit￿ dell’hardware e software presenti
nei telefoni cellulari. Il secondo aspetto in particolar modo ha raggiunto una
evoluzione tale negli ultimi anni da farlo rientrare a tutti gli e￿etti nella cate-
goria di sistema operativo, ricco di funzioni che ormai hanno poco a che fare o
prescindono totalmente dalle classiche operazioni di chiamata o invio messaggi.
Il seguente elaborato si propone di prendere in esame uno dei piø recenti e
rivoluzionari OS disponibili per i cosiddetti ￿smartphone￿, Android, mediante
un’analisi generica dell’architettura di una sua applicazione[1] seguita da un
test, a titolo d’esempio, di un toolkit che comprende alcune tra le piø comuni
attivit￿ telefoniche.
1.1 Cenni Storici
L’ingegnere Andy Rubin, gi￿ noto per aver lavorato presso la Apple Inc., per
aver sviluppato Magic Cap (un sistema operativo per PDA della General Magic)
e per essere stato mananger presso la compagnia Danger (ditta specializzata in
software e servizi per dispositivi mobili, poi acquisita da Microsoft), lasci￿ la
stessa nel 2004 per poi concentrarsi in un progetto covato da tempo. Utilizzando
il dominio di Android.com, Rubin concentr￿ tutte le sue risorse per riunire uno
sta￿ di ingegneri e ￿product planner￿ volto a sviluppare una nuova e innovativa
piattaforma per cellulari. La startup rimase in ombra ￿no all’acquizione dalla
parte di Google Inc. nel 2005. L’ormai celebre azienda nel 2007 costitu￿, assieme
a colossi come ASUS, HTC, Intel, Motorola, Qualcomm, T-Mobile, e NVIDIA,
un’alleanza ￿nanziaria volta a stabilire nuovi standard per l’open source: l’Open
Handset Alliance (OHA). Fu proprio essa a presentare u￿cialmente nel 2007 la
prima versione di Android, sistema operativo per smartphone basato su Linux
con rilascio del relativo SDK. Ancora acerbo, Android dovette scontrarsi con
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altri OS gi￿ consolidati e corredati quindi di un nutrito campionario di appli-
cazioni, come Symbian, molto apprezzato nella sua versione 9.4 per le elevate
prestazioni e il supporto nativo del Wi-Fi, oppure Windows Mobile. Nonostante
questo, il nuovo OS targato Google ebbe un successo straordinario dovuto prin-
cipalmente alla sua natura ￿open source￿ (come detto prima Ł basato sul kernel
Linux) e alla elevata adattabilit￿ per dispositivi mobili. Contrariamente al Sym-
bian e ad altri sistemi proprietari, Android Ł o￿erto gratuitamente da Google
ai produttori1, basando il guadagno sui servizi online e sulla pubblicit￿ ed Ł in
continua evoluzione grazie alla presenza di una nutrita community alle spalle.
Ad oggi Android, giunto alla versione 2.3, viene adottato da aziende come HTC,
Acer, Samsung, Motorola, LG, Sony Ericsson, Ł la piattaforma mobile piø dif-
fusa negli USA mentre nel mondo Ł il terzo sistema piø ￿venduto￿ superando
anche Apple [3]. Inoltre viene utilizzato anche per dispositivi non inerenti alla
telefonia, come tablet pc o ebook reader. Vista la conseguente perdita di mer-
cato del suo OS, Nokia ha reso disponibile il codice del Symbian^3 (versione
successiva al 9.5), ora anch’esso open source, nel Febbraio 2010 [2], e ha rila-
sciato nel Maggio 2010 il ￿MeeGo￿ nato in collaborazione con Intel, nuovo OS
destinato ai telefoni di ultima generazione, ai netbook e ai Tablet PC, anch’esso
basato su Linux [4]. Samsung dal canto suo ha recentemente sviluppato il Bada,
OS proprietario limitato per￿ al settore di telefonia mobile [5] .
1.2 Caratteristiche generali
Scaricando il source code (http://android.git.kernel.org/) di Android e dando
un’occhiata al codice di un qualsiasi frammento Ł possibile cogliere la sua prima
caratteristica signi￿cativa: Android non ha un linguaggio di programmazione
proprio ma Ł scritto principalmente in Java. In realt￿ le librerie native contenute
nel kernel sono realizzate in C e C++, tuttavia ci￿ non toglie che per utilizzare
correttamente l’SDK Ł su￿ciente conoscere discretamente il linguaggio di Sun
Microsystem, nonchŁ un p￿ di sintassi XML 2 (vedasi il capitolo successivo).
Questo aspetto molto positivo, considerando la notoriet￿ di Java, va apparente-
mente in contrasto con il fatto che l’utilizzo della JVM per eseguire bytecode
Java comporta il pagamento di una royalty. Da qui l’esigenza di compilare
il codice in un bytecode diverso e di eseguirlo in una nuova Virtual Machine,
detta ￿Dalvik￿, creata ad hoc per l’esecuzione in sistemi a risorse limitate, gli
smartphone per l’appunto.
Durante la fase di compilazione, il codice sorgente subisce due trasformazioni:
la prima nel classico bytecode java e la successiva conversione in ￿le eseguibile
DEX (Dalvik Executable). E’ da notare come nella prima fase tutte le classi
utilizzate o importate3 nel codice vengano compilate in ￿le .class separati men-
1Android Ł distribuito con la licenza ￿Open Source Apache License 2.0￿ senza la necessit￿
di pagare alcuna royalty
2la gestione dei database richiede anche padronanza del linguaggio SQL
3Lo sviluppo di un’applicazione Android prevede la possibilit￿ di utilizzo di tutte le classi
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tre nella successiva trasformazione esse vengano raggruppate in un unico ￿le
(classes.dex). Il ￿le .dex infatti comprende ottimizzazioni per la riduzione della
ridondanza (attraverso la condivisione di risorse), che comporta minori dimen-
sioni del ￿le ￿nale da eseguire, e un’architettura non piø stack-based (come il
bytecode Java) ma register-based (basato su registri). Questa scelta seppure
renda piø complessa la fase di compilazione, snellisce di molto l’esecuzione dei
suddetti ￿le nella Dalvik Virtual Machine. La DVM presenta molte analogie
con la JVM (ad esempio il Garbage Collector) ma allo stesso tempo migliora
alcune sue caratteristiche multithreading, assegnando ad ogni applicazione un
processo Linux di￿erente.
L’IDE u￿cialmente supportato per l’utilizzo dell’ADK Ł Eclipse, al quale pu￿
essere integrato un apposito plugin (comprensivo di emulatore), che permette
di compilare i progetti e renderli archivi installabili, in formato .apk (￿Android
package￿), direttamente nel dispositivo Android 4.
1.3 Controversie sulla privacy
Nelle sue prime versioni (￿no alla 1.6) Android sub￿ alcune critiche inerenti alla
stabilit￿ e performance. Giunto ora alla versione 2.3 (detta ￿Gingerbread￿), l’OS
Google ha di certo corretto queste pecche, tuttavia resta ancora aperta una ques-
tione inerente allo scarso controllo svolto da Google sulle applicazioni presenti
nell’App Store e alla poca trasparenza di informazioni e modalit￿ con cui le stesse
e￿ettivamente operano. Jaeyeon Jung, ricercatore di Intel, e William Enck,
dottorando alla Penn State University, hanno condotto uno studio orientato su
questo aspetto i cui esiti sollevano piø di qualche perplessit￿.
￿Taintdroid￿ [6], creata appositamente dagli stessi, Ł un’estensione della piat-
taforma Android5 che e￿ettua un tracking mirato a segnalare il tipo di dati
elaborato dalle applicazioni prese in esame e la loro destinazione. Il sistema
di tracciamento consiste in una modi￿ca al livello dell’interprete della VM e
nell’uso di una libreria Taint (letteralmente ￿macchia￿). Ad ogni invocazione da
parte di una applicazione presa in esame (sospetta) di un metodo nativo (come
visto prima scritto in C++ e considerato ￿a￿dabile￿) per il prelevamento di dati
sensibili (ad esempio accesso ad un content provider 6), viene eseguito un pro-
cesso (cosiderato a￿dabile) in cui si estraggono i dati richiesti e si raggruppano
in parcelle poi inviate tramite il Binder IPC 7 verso l’applicazione sospetta. A
questo punto il binder, opportunamente modi￿cato, ￿macchia￿ ogni singola par-
cella attraverso un tag (diverso in base al tipo di dati richiesti). Alla ricezione
della parcella, la macchia viene ￿recuperata￿ dalla parcella e ￿propagata￿ in ogni
4A di￿erenza di Android ad esempio, l’SDK dell’ultima versione di Symbian prevede prin-
cipalmente l’utilizzo del linguaggio C++ usando i tool di sviluppo Qt, ma Ł possibile scrivere
applicazioni anche in Java ME o Python.
5essa Ł disponibile per il download nel sito u￿ciale segnalato, ma il funzionamento Ł
garantito solo sul dispositivo Nexus One con Android 2.1
6si veda il capitolo successivo per maggiori informazioni
7IPC sta per ￿Inter Process Communication￿. Mentre il Binder Ł una classe che permette
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valore letto dall’applicazione in questione. Il tracking ovviamente deve pro-
seguire all’interno dell’applicazione stessa: viene modi￿cata l’allocazione degli
stack frame per metodi (a cui sono stati passati come parametri variabili mac-
chiate) o dati ￿sporcati￿ e viene aggiunto un taint tag per ogni ￿le salvato su
memoria secondaria. Una volta che l’applicazione chiama un ￿taint sink￿ (ad e-
sempio per inviare informazioni ad un server), la libreria Taint toglie la macchia
dai dati eventualmente sporcati, ne permette l’invio, e registra su un ￿le log il
nome dell’applicazione, il tipo di dati inviati e la destinazione. E’ da notare
che questo approccio si di￿erenzia dall’instruction-level tracking (analisi di ogni
istruzione) per un minore overhead 8 (diminuzione della performance del 14%
rispetto ad un rallentamento di piø del doppio) ma per una maggiore presenza
di falsi positivi (ad esempio: se una variabile macchiata viene inserita in un
array, tutto l’array viene considerato come ￿sporco￿ assieme al suo contenuto).
Su 358 applicazioni richiedenti permessi per l’accesso a Internet (l’Android
Market vanta ad oggi piø di 1000 applicazioni in totale), ne sono state esa-
minate 30 (tra cui antivirus, meteo, servizi news, giochi). 15 di esse hanno
inviato coordinate geogra￿che a server pubblicitari (ad esempio ￿admob.com￿
o ￿ads.mobclix.com￿), e alcuni anche il codice IMSI (codice unico utilizzato
per identi￿care un utente in una rete GSM), IMEI e l’ICC-ID (numero seriale
della SIM). Il test, nonostante i rischi prima descritti, non ha generato falsi
positivi. Delle 105 connessioni sospette, 37 sono poi state riconosciute come
legittime (vedi il download delle mappe da parte di google maps), ma le altre
vanno considerate come violazioni della privacy, aggravate dal fatto che buona
parte delle applicazioni colpevoli non presentavano una EULA (End User License
Agreement) al momento dell’installazione.
Lo studio lascia aperti dunque molti interrogativi sui rischi derivanti da una
piattaforma open-source, rischi messi ancora piø in luce dall’interesse rinvigorito
da parte delle principali aziende telefoniche verso questa tipologia di software.
8e questo permette a TaintDroid di essere meglio testato anche da comuni utenti seppur
con certi limitiCapitolo 2
L’applicazione Android
Nel secondo capitolo vengono discusse le principali componenti di una appli-
cazione Android. Ogni ￿app￿ comprende almeno una di queste ma non per
forza tutte (ad esempio un programma banale pu￿ consistere di solo un’Activity
o un Intent). L’analisi delle stesse verr￿ e￿ettuata mediante l’utilizzo dell’IDE
Eclipse con l’intento di abbinare la loro descrizione teorica a semplici esempi
implementativi.
2.1 Activity
Creando un nuovo progetto Android (sempre tramite Eclipse), viene fornita la
possibilit￿ ￿n dall’inizio di creare un’Activity principale. Acconsentendo, una
volta terminato il processo di creazione, la struttura iniziale del codice sorgente
appare analoga a quella mostrata nella ￿gura sottostante.
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Osservando il codice di ￿HelloAndroid.java￿, presente nella cartella ￿src￿ (con-
tenente i codici sorgenti), si intuisce subito che l’Activity Ł una classe. La class
￿Activity￿ descrive in particolar modo un’interfaccia gra￿ca, o meglio una UI
con la quale l’utente visualizza messaggi o interagisce con l’app stessa che ne fa
uso. E’ evidente quindi la fondamentale importanza di un simile componente,
tant’Ł che la maggior parte delle applicazioni presenti per Android pu￿ essere
vista come una serie di Activity 1 (o piø semplicemente una sequenza di scher-
mate). Nel codice sorgente evidenziato si nota l’implementazione (obbligatoria)
del metodo ￿onCreate￿, chiamato alla creazione della Activity stessa. In questo
caso ci si limita a impostare l’organizzazione gra￿ca della schermata da visua-
lizzare, la quale per￿ non Ł descritta nel codice java, bens￿ nel ￿le ￿main.xml￿,
invocato attraverso il metodo ￿ setContentView(R.layout.main); ￿. Esso chiama
appunto una risorsa contenuta nella cartella layout (￿R￿ sta per ￿resources￿, cioŁ
viene invocata la risorsa main, contenuta nella directory ￿layout￿, a sua volta
contenuta in ￿res￿), che descrive la struttura dell’interfaccia, ossia la presenza
di TextView (caselle di testo), Button (pulsanti), ListView ecc... 2 con le cor-
rispettive caratteristiche (trasparenza, colore, dimensioni, id, gerarchia). Queste
possono al loro volta essere chiamate e modi￿cate dinamicamente nel sorgente
java utilizzando le omonime classi e agganciandosi agli elementi xml attraverso
il loro id.
Si sorvola sulle altre risorse come i drawable (immagini e icone associate
all’applicazione) e string.xml (contenente oggetti String).
La classe ￿R￿
E’ bene spendere due parole sul ￿le ￿R￿ per una maggiore comprensione dell’e-
laborato. Aprendo il seguente ￿le ci si trova di fronte ad una serie di sottoclassi
￿￿nal￿ (cioŁ non estendibili) e statiche che contengono a loro volta costanti.
Quelle costanti sono indirizzi alle risorse contenute dentro la cartella ￿res￿.
1se ancora non si Ł capito, ad ogni singola schermata corrisponde una singola Activity
2in pratica tutti gli oggetti di tipo ￿View￿CAPITOLO 2. L’APPLICAZIONE ANDROID 8
L’argomento non verr￿ approfondito in quanto non indispensabile per com-
prendere i test del capitolo successivo ma Ł interessante notare due cose. La
prima Ł che il ￿le Ł auto-generato: in sostanza ogni volta che l’utente crea, ad
esempio, un nuovo ￿le ￿xml￿ dentro la cartella layout, oppure una nuova View
nel relativo XML di layout, o ancora un valore in ￿string.xml￿, ￿R￿ viene auto-
maticamente aggiornato da un tool dell’ADK con una nuova costante (dentro,
rispettivamente, alle sottoclassi ￿layout￿, ￿id￿ e ￿string￿) che indirizza opportu-
namente l’elemento. ￿R￿ non va dunque modi￿cato manualmente. La seconda
Ł intuibile dall’esempio prima esposto: l’unico modo per chiamare una partico-
lare risorsa (all’interno appunto di ￿res￿) in un componente dell’applicazione, Ł
riferirsi alla relativa costante dentro R.
2.2 Intent
Ogni applicazione viene eseguita in un processo Linux di￿erente (salvo oppor-
tune eccezioni), fatto per cui va considerata indipendente dalle altre. Con-
siderando che qualsiasi applicazione non banale richiede solitamente piø di una
schermata, si rivela necessario un meccanismo di interazione tra le Activity, con
cui un’attivit￿ pu￿ magari chiamarne un’altra trasferendo dati da elaborare.
Gli Intent rispondono a queste (e ad altre) esigenze. Il codice qui sotto descrive
un’applicazione che gestisce oggetti di tipo ￿Person￿.CAPITOLO 2. L’APPLICAZIONE ANDROID 9
￿Attivita1￿ ha il compito di creare un oggetto Person, e al click del pulsante
￿startAct2￿, presente nel act1.xml, di passare alla classe ￿Attivita2￿ la quale
e￿ettuer￿ elaborazioni sull’oggetto stesso. Si notino alcuni elementi:
intent=new Intent(getApplicationContext(), Attivita2.class); la creazione
dell’Intent che attiver￿ la seconda attivit￿. Il primo parametro Ł un ogget-
to di tipo ￿Context￿ associato all’applicazione. Il Context Ł un’interfaccia
in Android che descrive, come il nome suggerisce, l’ambiente e lo statoCAPITOLO 2. L’APPLICAZIONE ANDROID 10
dell’applicazione. Il Context dell’app Ł un parametro richiesto spesso, so-
prattutto per il ￿broadcast￿ di Intent, ed Ł accessibile nella maggior parte
dei casi via ￿this￿. Si sappia che, ad esempio, la classe ￿Activity￿ e ￿Service￿
sono una sua particolare implementazione.
intent.putExtra(String nomeInformazione, Object valore); all’intent ven-
gono correlate informazioni che potranno poi essere prelevate dalla seconda
attivit￿ una volta attivata.
startActivity(intent); l’Attivita1 attiva l’Attivita2 mediante l’Intent (l’azione
viene eseguita al click del ￿Button￿ descritto).
La seconda attivit￿, una volta attivata dalla prima, dovr￿ per forza prelevare
le informazioni create da ￿Attivita1￿ e ￿trasportate￿ dall’intent, attraverso le
chiamate qui riportate...
... prima di elaborarle.
E’ fondamentale notare come gli Intent non si limitino ad attivare altre Ac-
tivity, ma possano chiamare qualsiasi tipo di applicazione, se questa dispone
di alcune funzioni richieste. Questo aspetto mette in risalto uno dei pregi delle
applicazioni Android cioŁ la loro modularit￿: se una certa applicazione ha la ne-
cessit￿ di compiere un’operazione o funzione gi￿ eseguita in maniera e￿ciente da
altre app presenti nel dispositivo, non serve ricopiarne il codice, ma Ł su￿ciente
utilizzare un intent per richiamare la funzione direttamente dall’applicazione
che gi￿ la implementa.
Si torni un attimo alla prima immagine mostrata nell’elaborato, e si con-
sideri il ￿le AndroidManifest.xml. Esso Ł fondamentale nell’architettura di una
applicazione in quanto ne costituisce la sua ￿carta d’identit￿￿.CAPITOLO 2. L’APPLICAZIONE ANDROID 11
Nel Manifest in particolar modo dell’applicazione presa in esame si possono
vedere alcuni elementi come nome dell’applicazione, versione, dichiarazione del-
l’icona da utilizzare ecc... Si presti attenzione all’elemento ￿intent-￿lter￿: Ł
proprio questo che descrive il tipo di azioni utilizzabili da un intent, che pu￿
compiere l’applicazione. Un’Activity pu￿ dunque chiedere all’OS di eseguire una




A seguito di ci￿ l’OS del dispositivo avvia un processo detto ￿Intent Resolu-
tion￿, che avr￿ il compito di attivare un componente il cui manifest presenta
nella sezione ￿intent-￿lter￿, l’action CUSTOM_ACTION. La scelta dell’Activi-
ty viene svolta runtime generando un errore di esecuzione nel caso che nessun
componente installato nel dispositivo presenti quell’action nel suo Intent Filter 3.
2.3 Service
Un ￿Service￿ Ł un concetto gi￿ riscontrabile in ormai qualsiasi sistema operativo
di una certa complessit￿. Esattamente come gli Intent non ha interfaccia gra￿ca,
ma esso non si occupa di stabilire una comunicazione tra attivit￿ e applicazioni
ma esegue per un tempo indeterminato operazioni in background. Ovviamente
un Service, che Ł a tutti gli e￿etti una classe, dispone di un’interfaccia che pu￿
essere chiamata da un’applicazione per modi￿care il suo ￿usso esecutivo: l’esem-
pio piø ovvio Ł un riproduttore multimediale. Attraverso una Activity l’utente
3nell’esempio presentato, l’unica action presente nell’Intent Filter Ł ￿MAIN￿, cioŁ la piø
generica possibile. Essa viene generata in automatico per ogni applicazione nel suo manifest.CAPITOLO 2. L’APPLICAZIONE ANDROID 12
pu￿ selezionare il brano da ascoltare, selezionando il tasto ￿Play￿ viene di fatto
eseguito un Service (attraverso un Intent) che esegue il ￿le audio permettendo
all’utente stesso di cambiare activity, nonchŁ applicazione, senza fermare la mu-
sica in sottofondo (comunque interrompibile tornando ad esempio all’Activity
di prima e premendo il tasto ￿Pause￿ o ￿Stop￿). Ecco alcuni metodi utili per
una maggiore comprensione:
public abstract ComponentName startService (Intent intent) E’ chia-
mato solitamente da una Activity per ￿generare￿ il servizio.
public abstract boolean stopService (Intent intent) E’ chiamato per in-
terrompere il servizio.
public abstract boolean bindService (Intent service, ServiceConnection
conn, int ￿ags) Metodo molto interessante. Permette di stabilire una connes-
sione (comunicazione) con un servizio gi￿ attivo (il campo ￿￿ags￿ indica
le modalit￿ di interazione). Il servizio in questione stabilir￿ se accettarla
o meno in base all’implementazione del suo metodo onBind().
public abstract void unbindService (ServiceConnection conn) Interrom-
pe la connessione con il Service prima ￿agganciato￿.
Non ci si so￿ermer￿ ulteriormente su questo componente in quanto non indis-
pensabile per le prove e￿ettuate nel capitolo 3.
2.4 Content Provider e Resolver
La condivisione delle risorse o dei componenti (attraverso l’uso degli Intent)
Ł un aspetto fondamentale dello sviluppo in Android come si Ł visto. Con-
siderando che non Ł possibile per un’applicazione leggere o modi￿care dati, come
database SQLite o ￿le salvati, privati di un’altra applicazione, si fa necessaria la
de￿nizione di una classe che rappresenti un contenitore di risorse accessibile da
piø app. Il Content Provider Ł quindi un repository di informazioni, solitamente
database, accessibile attraverso l’uso di URI (Uniform Resource Identi￿er). Si
consideri il seguente frammento di codice...
Qui Ł mostrato un modo per accedere ai contatti della Sim Card. Questi sono
appunto interfacciabili attraverso un Content Provider che se chiamato (tramite
la seconda riga di codice) restituisce un oggetto Cursor (puntatore) riferito ad
un database SQLite (la cui implementazione viene nascosta, per un’esigenza
di incapsulamento). La terza riga di codice dichiara l’attivazione del Cursor.CAPITOLO 2. L’APPLICAZIONE ANDROID 13
Tornando alla seconda si noti che il metodo ￿query￿ Ł chiamato non tanto dal
Content Provider, ma da un oggetto generico di tipo Content Resolver (ot-
tenuto tramite la chiamata ￿getContentResolver()￿), oggetto che fa da tramite
per ￿interrogare￿ un Content Provider. Un’applicazione normale infatti non pu￿
utilizzare i metodi del Content Provider direttamente.
Gli URI utilizzati per accedere ad un Content Provider sono tutti del tipo
￿content://<authority>/path ￿ in cui authority identi￿ca univocamente il provider
e path la risorsa richiesta. La realizzazione esatta di un Content Provider viene
omessa, basti sapere che per l’implementazione di un oggetto simile Ł neces-
sario riscrivere opportunamente alcuni metodi (￿delete￿, ￿insert￿, ￿getType￿, il
gi￿ visto ￿query￿, ￿update￿ e il classico ￿onCreate￿, in cui verranno generati i
dati da condividere) e modi￿care l’AndroidManifest.xml aggiungendo l’elemento
dichiarativo




L’ultimo componente analizzato in questo capitolo si limita a ￿reagire￿ ad eventi
esterni (all’applicazione), come l’arrivo di una telefonata, di un sms o di parti-
colari avvertenze del dispositivo (ad esempio, un livello basso di batteria). La
di￿usione di noti￿che (i broadcast) avviene tramite l’OS, e l’applicazione, at-
traverso l’implementazione di BroadCast Receiver, pu￿ stabilire in base a quali
eventi reagire ed in che modo.
La classe ￿BroadcastReceiver￿ non dispone di una UI particolare, inoltre
￿elabora￿ gli eventi esterni in maniera simile alla gestione di Intent pendenti
con la possibilit￿ di attivare un’Activity oppure utilizzando semplicemente la
classe ￿Noti￿cationManager￿. Essa permette di avvertire l’utente dell’evento
attraverso un suono, la visualizzazione di una particolare icona nella status bar
oppure facendo vibrare il dispositivo.
Processi e Sicurezza
Pur essendo open source Ł evidente che un sistema operativo dalla portata
commerciale di Android debba disporre di opportuni vincoli di sicurezza per
garantire a￿dabilit￿ all’utente medio.
Come si Ł accennato in precedenza, per default ad ogni applicazione Ł as-
sociato un processo con un particolare UserID. Questo comporta una certa in-
dipendenza tra di loro e permette l’interazione solo attraverso strumenti quali gli
Intent. La procedura tuttavia non Ł sempre immediata in quanto certi servizi
di sistema o funzioni particolari (lettura ad esempio di identi￿cativi del tele-
fono) richiedono che il processo chiamante abbia a disposizione alcuni ￿per-CAPITOLO 2. L’APPLICAZIONE ANDROID 14
messi￿ de￿niti nell’applicazione da interrogare. I permessi, in gergo android
￿Permission￿, possono essere de￿niti dall’utente anche nell’SDK per la propria
applicazione nell’AndroidManifest. A questo punto, se tale applicazione Ł un
Content Provider, un’altra applicazione (con userID diverso) non pu￿ accedere
alla prima normalmente4, ma deve dichiarare nel proprio manifest l’elemento
￿uses-permission￿, speci￿cando la Permission della prima app. In tale modo
viene permesso all’applicazione di accedere ai contenuti protetti, ma viene ge-
nerata in fase di installazione (dell’app richiedente) un’avvertenza, impostata
come attributo della Permission, che segnala all’utente il fatto che la suddet-
ta applicazione, se installata, e￿ettuer￿ operazioni ￿sensibili￿ (in questo caso,
l’accesso ad un Content Provider protetto).
Esistono Permission standard de￿nite in ambiente Android, liberamente con-
sultabili nella documentazione u￿ciale 5, ma Ł doveroso far notare che, come si
vedr￿ in seguito, attraverso le permission non Ł possibile accedere a tutte le
funzionalit￿ o API disponibili nel sistema operativo. Certi metodi critici infatti,
prima di procedere, e￿ettuano un controllo non tanto del permesso che l’appli-
cazione esterna vuole acquisire, ma del suo UserID: se non Ł uguale ad uno pre-
￿ssato (ad esempio, di sistema), esso genera una particolare SecurityException
che nega l’utilizzo della risorsa all’applicazione in questione.
Di fatto Ł possibile de￿nire un particolare UserID (detto ￿Shared￿) nel ma-
nifest. Esso permette a piø applicazioni di essere eseguite nello stesso processo,
con tutto ci￿ che ne consegue. La procedura per￿ ha un prezzo: i ￿le-archivio
apk, le cui applicazioni nel manifest esibiscono lo stesso Shared User Id, devono
essere ￿rmati con la medesima chiave e certi￿cato 6 [7]. Da questo ne consegue
che se una certa applicazione esibisce nel manifest un ￿android.uid.system￿ (cosa
che in pratica le permette di eseguire qualsiasi operazione), essa dovr￿ essere ￿r-
mata solo con la stessa chiave e certi￿cato utilizzati per ￿rmare i componenti del
sistema operativo, cosa praticamente impossibile in una distribuzione standard
di Android, i cui certi￿cati e chiavi sono in possesso esclusivo del vendor.
Ci￿ in ogni caso risulta molto utile per uno sviluppatore che desidera ag-
giornare, sostituire o aggiungere funzionalit￿ ad un’applicazione gi￿ pubblicata.
Se la nuova versione del software Ł ￿rmata allo stesso modo di quella precedente,
essa, una volta installata, andr￿ a sostituire automaticamente quella ormai ob-
soleta, altrimenti verr￿ installata come applicazione diversa (o in alternativa
generer￿ errore in fase di install se l’applicazione precedente apparteneva ad un
particolare UserId).
4come si vedr￿ in seguito, viene sollevata una SecurityException
5si controlli in particolare la documentazione relativa alla classe
android.Manifest.permission
6La documentazione u￿ciale recita chiaramente ￿only two applications signed with the
same signature (and requesting the same sharedUserId) will be given the same user ID￿.Capitolo 3
Utilizzo del tookit
Nel terzo e ultimo capitolo, verranno sfruttate le conoscenze basilari esposte nei
primi due per e￿ettuare una breve analisi e test delle API che Android dispone
per interagire con il telefono e piø in particolare con la SIM.
3.1 Operazioni standard
Utilizzo di TelephonyManager
Tra le API pubbliche liberamente consultabili nel sito u￿ciale Ł presente il
package ￿android.telephony￿, il quale, come suggerisce il nome, o￿re una discreta
gamma di operazioni nell’ambito su cui si sta focalizzando l’attenzione.
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Si noti innanzitutto in alto a destra la voce ￿Since: API Level 1￿, la quale
indica che il package da analizzare Ł presente dalla versione 1.0 di Android
(API di livello 1 appunto), fatto abbastanza ovvio considerata la tipologia dei
dispositivi su cui l’os viene adottato piø spesso.
Android o￿re agli sviluppatori che utilizzano l’SDK un completo accesso alle
funzionalit￿ SMS-MMS, con cui Ł possibile creare ex novo un nuovo client SMS,
gestione delle chiamate, e lettura di alcuni stati del telefono fondamentali.
Si pu￿ iniziare con la classe piø generica, cioŁ TelephonyManager. Ques-
ta classe di fatto permette un’interazione con il Telephony Service, servizio di
sistema che utilizza strumenti implementati a basso livello ma che pu￿ essere
facilmente interrogato tramite la chiamata getSystemService(String nome-CAPITOLO 3. UTILIZZO DEL TOOKIT 17
Servizio)1, la quale appunto restituisce il riferimento ad un oggetto di tipo
TelephonyManager (senza utilizzare il costruttore). Il metodo evidenziato, ap-
partenente alla classe ￿Context￿, Ł estremamente utile in quanto permette di
chiamare molti servizi di sistema, quali il ￿Power Service￿ o il ￿Noti￿cation Ser-
vice￿, senza utilizzare ad esempio il metodo piø esplicito ￿bindService￿ visto in
precedenza2.
A questo punto dunque si pu￿ creare un nuovo progetto, chiamato ￿Telepho-
nyTestApp￿: il build verr￿ e￿ettuato con il source della versione 2.2 di Android,
e verr￿ creata ￿ActivityOne￿ come Activity iniziale. La prima activity deve sola-
mente mostrare una serie di dati, ossia stringhe, dunque, il relativo ￿main.xml￿,
sar￿ costituito da 2 TextView (titolo e risultato delle chiamate) e 1 Button per
passare all’attivit￿ successiva...
Osservando la ￿gura si pu￿ vedere a sinistra il contenuto del ￿le ￿main.xml￿
mentre a destra il suo relativo layout (mostrato direttamente da Eclipse anche
senza dover eseguire l’applicazione nell’emulatore) 3. Si faccia attenzione la pri-
ma volta all’elemento ￿android:id￿ di ogni View: il valore ￿@+id/Nuovo_Nome￿
1La documentazione u￿ciale chiarisce che non va creata una nuova istanza di Tele-
phonyManager, ma Ł necessario ottenere il riferimento a quella gi￿ istanziata dal sistema.
￿getSystemService￿ ha la funzione di ottenere, runtime, il riferimento.
2Similmente a quanto visto prima, getSystemService ha il compito di prelevare per riferi-
mento l’istanza dei relativi ￿Manager￿ creati dal sistema, con i quali Ł possibile interagire con
i servizi.
3La ￿gura sovrastante Ł a titolo d’esempio. Non verranno piø mostrati i contenuti dei ￿le
￿layout￿ xml, in quanto non necessari alla comprensione del resto dell’elaborato.CAPITOLO 3. UTILIZZO DEL TOOKIT 18
indica l’attribuzione di un nuovo id alla View, parametro fondamentale per fare
riferimento ad essa nel codice java. Si pu￿ passare ora al codice della prima
parte dell’applicazione.CAPITOLO 3. UTILIZZO DEL TOOKIT 19
La riga 22 Ł gi￿ stata spiegata: si noti solamente che la chiamata ￿getSys-
temService￿ restituisce un Object generico, per cui Ł necessario e￿ettuare unCAPITOLO 3. UTILIZZO DEL TOOKIT 20
cast. Alla riga 53 si pu￿ notare come all’oggetto TextView, de￿nito nel codice
java, si associ quello de￿nito nel ￿le xml precedente attraverso l’id, in modo da
poterlo modi￿care dinamicamente. Tutto il resto dovrebbe essere perfettamente
comprensibile: il pezzo di app stampa su schermo il codice IMEI, la versione
software, e il numero telefonico. Provando ad eseguire il codice (sull’emulatore o
su un dispositivo, Ł indi￿erente), l’applicazione termina con un errore Runtime
(￿The application ... stopped unexpectedly. Please try again￿) non speci￿cato.
Non Ł un errore casuale, e pu￿ essere smascherato utilizzando il classico debug
di eclipse o piø semplicemente lo strumento ￿LogCat￿ fornito dall’SDK. Si pren-
da in considerazione questo metodo, piø immediato, e si controlli il log: salta
subito agli occhi una segnalazione di ￿Fatal Exception￿, sotto riportata...
E’ in e￿etti una SecurityException la causa del problema. Non serve analiz-
zare meticolosamente l’errore perchŁ la soluzione viene suggerita dalla stessa ex-
ception: i metodi invocati sono protetti da una Permission (￿READ_PHONE_STATE￿).
E’ necessario dunque speci￿care nell’AndroidManifest che la app ￿TelephonyTestAp-
p￿ ￿usa￿ il permesso (gi￿ de￿nito nelle permission di sistema) in questione...CAPITOLO 3. UTILIZZO DEL TOOKIT 21
L’elemento Ł aggiunto (penultima riga) come ￿￿glio￿ solo di ￿manifest￿.
A questo punto Ł possibile eseguire il codice per ottenere l’output desiderato.
Prima di proseguire Ł opportuno fare alcune considerazioni. I tre valori
mostrati in ￿gura risultano sballati per il semplice fatto che il test Ł stato e-
seguito sull’emulatore, il quale o￿re un’emulazione molto limitata della scheda
SIM e di altri hardware telefonici. Il pulsante, se premuto, non sortisce alcun ef-
fetto e questo Ł ovvio perchŁ esso, pur essendo stato de￿nito nel main.xml, non
Ł stato ancora nominato nel codice, e dunque non Ł stata impostata l’azione
da eseguire in caso di pressione. E’ in￿ne interessante notare come la modi￿ca
del manifest non abbia sortito alcun e￿etto sulla sua esecuzione nell’emulatore
se non quello di correggere la SecurityException. Tuttavia se il progetto vieneCAPITOLO 3. UTILIZZO DEL TOOKIT 22
esportato come apk4, prima di confermare la sua installazione in un dispositivo
appare su schermo il seguente messaggio: ￿Consenti all’applicazione di: Tele-
fonate - lettura di stato e identit￿ del telefono￿. Quando un’applicazione chiede
l’utilizzo di un certo permesso, Ł l’utente, durante la fase di installazione, che
ha la possibilit￿ eventualmente di negarlo. Questo procedimento viene in e￿etti
criticato nello studio condotto con TaintDroid, descritto prima, in quanto non
fornisce comunque abbastanza informazioni sulle modalit￿ di utilizzo di queste
funzioni ￿sensibili￿: in assenza di un EULA adeguato, in caso di installazione
di un’app analoga a quelle prese in considerazione nel primo capitolo, colpevoli
di inviare dati personali a server pubblicitari, verrebbe segnalato solamente che
l’app ￿legge lo stato e l’identit￿ del telefono￿ e ￿accede a internet￿.
Detto questo si pu￿ proseguire utilizzando altri metodi della stessa classe,
per prelevare altre informazioni, questa volta sulla SIM Card, aggiungendo il
seguente codice (sopra la riga 60):
4Per compiere la seguente azione, Eclipse, correlato con l’estensione dell’Android SDK,
dispone di un tool molto semplice che permette di compilare il codice sorgente, comprimerlo
in un apk, e ￿rmarlo con un certi￿cato personalizzato in modo da renderlo installabile su
qualsiasi dispositivo (Android non permette l’installazione di un apk non ￿signato￿)CAPITOLO 3. UTILIZZO DEL TOOKIT 23
Vista la banalit￿ non Ł necessario commentarlo, ma viene sfruttata l’oc-
casione per introdurre una caratteristica Java fondamentale che Ł possibile
sfruttare anche in ambito Android: la ￿ re￿ection￿. Questa Ł un’insieme di
API contenuto nel omonimo package (java.lang.re￿ection) che permettono di
e￿ettuare un’interrogazione dinamica di istanze, metodi, attributi, e costanti
appartenenti ad una particolare classe. La re￿ection in buona sostanza pu￿ es-
sere vista come un ￿import￿ runtime. Le applicazioni di questa peculiarit￿ sono
molte e vengono lasciate al lettore, mentre in questa sede verr￿ presa in consi-
derazione la possibilit￿ di invocare ed utilizzare API di Android non pubbliche.
Si consideri il metodo ￿getSimOperator()￿ e si consulti la sua implementazione
direttamente dal source della classe TelephonyManager.java (nel package ￿an-




La classe SystemProperties si trova nel package ￿android.os￿ e non Ł pubblica,
tant’Ł che, se si tenta di importarla, Eclipse segnala immediatamente un errore
di sintassi ￿ttizio (￿classe non esistente￿). Di fatto essa Ł presente nell’os, ma
l’SDK non ne permette l’utilizzo diretto. Proprio in questo ambito Ł possibile
applicare a titolo d’esempio la re￿ection. Si sostituisca il metodo in questione
con il seguente codice.
Le due classi (la gi￿ nominata SystemProperties e TelephonyProperties) ven-
gono cercate per nome e salvate nell’oggetto di classe generico. Successivamente
viene prelevato il metodo, speci￿cando stavolta non solo il nome ma anche il
tipo di parametro (se sono piø di uno, Ł necessario un array di ￿Class￿) ricevutoCAPITOLO 3. UTILIZZO DEL TOOKIT 25
in ingresso. Si faccia attenzione alle righe successive: la costante viene prelevata
come campo dalla classe TelephonyProperties, il ￿.get￿ ￿nale sembrerebbe ridon-
dante ma il parametro in ingresso corrisponde all’oggetto da cui si vuole prele-
vare il ￿￿eld￿ (essendo in questo caso statico, lo si invoca su se stesso). Siccome
viene restituito un generico Object Ł necessario e￿ettuare il cast. Importante Ł
in￿ne l’invocazione ￿nale che riceve 2 parametri in ingresso: l’istanza (Object)
￿ricevente￿ da cui viene invocato il metodo (in questo caso statico, per cui si
utilizza la classe stessa, oppure ￿null￿, altrimenti Ł necessario prelevare il costrut-
tore e utilizzare ￿newInstance()￿) e il parametro (o parametri, se si inserisce un
array di Object) in ingresso del metodo che si sta invocando. La chiamata
produce l’e￿etto equivalente a ￿ricevente.metodo(parametro/i)￿. Si noti come
ultima cosa la presenza di numerose exception da gestire obbligatoriamente, le
cui cause sono tutte intuibili dal nome 5.
L’esecuzione del codice modi￿cato, seppur un p￿ piø complesso (Ł a titolo
d’esempio), produce lo stesso output di prima.
E’ venuto il momento di utilizzare il pulsante, per ora de￿nito solamente in
￿main.xml￿. Il Bottom al suo click potrebbe passare ad un’altra Activity, cos￿
come si Ł gi￿ visto nel primo esempio inerente agli Intent. Si faccia attenzione
che la seconda Activity dovr￿ disporre di un altro xml gra￿co (situato nella
stessa posizione di ￿main￿) e dovr￿ ￿attestare￿ la sua presenza nell’AndroidMa-
nifest (altrimenti ￿startActivity(intent)￿ termina in maniera errata): Ł necessario
aggiungere...
come ￿glio di ￿application￿.
Lettura dei contatti (Content Provider) e invio di SMS
(Intent)
La classe TelephonyManager permette di interrogare la SIM Card per leggere
parecchie informazioni, ma in ogni caso espone uno scarso livello di interazione
con essa, limitato a funzioni di tipo ￿get￿. E’ opportuno quindi spendere qualche
parola per mostrare altre funzionalit￿ che l’os di Google mette a disposizione.
In questa sezione, prima di tentare operazioni piø complesse, verr￿ esposta
un’implementazione di un client SMS. Alla seconda Activity appena creata si
attribuir￿ il compito di leggere i contatti telefonici della Sim Card, dando la
possibilit￿ all’utente di selezionarne uno a cui inviare un SMS. Si torni alla pri-
ma ￿gura vista nel capitolo e si noti che di fatto il package android.telephony
o￿re API le quali, oltre alla gestione degli SMS, si limita a monitorare stati,
leggere informazioni standard e manipolare numeri telefonici. Non vi Ł traccia
di un’utility per le chiamate o di un modo per accedere a informazioni del-
la SIM quali la rubrica o gli sms salvati. Per il primo proposito, Ł possibile
5Attenzione a InvocationTargetException: esso viene sollevato per ogni eccezione (per cos￿
dire ￿remota￿) che si veri￿ca nel metodo invocato. L’eccezione ￿remota￿ pu￿ essere conosciuta
proprio tramite ￿getCause()￿.CAPITOLO 3. UTILIZZO DEL TOOKIT 26
gestire le chiamate tramite Intent 6, per il secondo si pu￿ spulciare il package
android.provider o in alternativa si pu￿ controllare il package, direttamente dal
sorgente, ￿com.android.internal.telephony￿. Qui si pu￿ notare una classe chia-
mata ￿IccProvider￿: essa estende l’interfaccia ContentProvider ed esibisce ben
3 URI.
Questi sono mostrati in ￿gura dagli ultimi tre metodi: si sappia che il pri-
mo parametro in ingresso Ł l’authority, il secondo la path, e il terzo un numero
(positivo) che identi￿ca la risorsa (in questo caso semplicemente 1,2,3). ADN
sta per ￿Abbreviated Dialing Numbers￿ e coincide con i contatti salvati normal-
mente nella SIM, FDN (Fixed Dialing Numbers) include alcuni numeri telefonici
predisposti nella SIM a cui Ł possibile limitare le chiamate e￿ettuate e in￿ne
SDN include altri numeri telefonici, predisposti nella SIM, inerenti a servizi
dell’operatore. Non tutte le SIM Card dispongono degli FDN (e del relativo
6l’attuale SDK o￿re possibilit￿ limitate in questo versante. Esso ad esempio infatti non
permette di implementare la propria ￿in call￿ Activity: la schermata che appare quando si
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servizio), tuttavia in loro presenza Ł necessario disporre del Pin2 (di￿erente dal
comune codice Pin) per modi￿carli.
Si posseggono ora tutti gli strumenti per accedere al ContentProvider, cos￿
come si Ł visto precedentemente, con l’accortezza di dichiarare nel manifest l’u-
tilizzo della ￿READ_CONTACTS￿ permission. Per l’esempio verranno scelti gli
ADN. Una volta e￿ettuata la chiamata di inizializzazione ￿startManagingCur-
sor(c)￿, si pu￿ sfruttare il ￿puntatore￿ per copiare i nomi in una View di tipo
Spinner (una lista di selezione).
Il codice suggerisce che l’insieme degli ADN appare organizzato come una
tabella con 2 colonne (￿name￿ e ￿number￿). Il cursor punta ad una particolare
riga (partendo da ￿-1￿), il ￿moveToNext()￿ quindi lo fa spostare a quella sot-
tostante7. Adesso Ł necessario de￿nire anche le operazioni che lo Spinner dovr￿
compiere, una volta selezionato un certo elemento.
7Si noti il passaggio intermedio ad un ArrayAdapter. In ingresso il ￿this￿ Ł il Context,
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Impostati i dati (il messaggio testuale pu￿ essere prelevato in input tramite
una View di tipo EditText), si pu￿ procedere all’invio dell’SMS. Innanzitut-
to Ł possibile sfruttare la modularit￿ di Android mediante gli Intent, senza
rimpiazzare il client SMS ma utilizzando quello nativo gi￿ disponibile.CAPITOLO 3. UTILIZZO DEL TOOKIT 29
All’esecuzione di ￿startActivity￿, l’SMS non viene inviato ma semplicemente
viene attivata la schermata standard di ￿invio SMS￿ con i campi ￿numero￿ e
￿testo￿ (quest’ultimo passato come informazione extra) gi￿ compilati. E’ in-
teressante notare come, per e￿ettuare questa operazione, non sia necessaria la
dichiarazione di alcuna permission in quanto non Ł questa Activity che si oc-
cuper￿ di inviare realmente il messaggio, ma un’altra la cui applicazione gi￿
possiede tutti i permessi richiesti.
Si pu￿ procedere in￿ne all’invio manuale del messaggio, cosa che richiede il
permesso ￿SEND_SMS￿. Verr￿ utilizzata per l’occasione la classe SmsManager.CAPITOLO 3. UTILIZZO DEL TOOKIT 30
Il secondo parametro del metodo ￿sendTextMessage￿, di tipo String, Ł il
￿Service Center address￿. Se lasciato null, viene usato quello prede￿nito. Gli
ultimi due parametri invece sono Intent (￿sentIntent￿ e ￿deliveryIntent￿) e pos-
sono essere usati per monitorare l’invio del SMS. Se questi Intent non vengono
creati e gestiti mediante BroadCast Receivers (da creare dentro la nostra app),
alla pressione del pulsante, il messaggio viene inviato senza alcuna segnalazione
all’utente.
3.2 Operazioni Avanzate
In questa sezione verr￿ portato avanti il tentativo di sfruttare il sistema ope-
rativo per compiere azioni piø complesse e interessanti, contrariamente a quelle
descritte in precedenza e gi￿ implementate di default nelle attuali distribuzioni
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dal Pin, della SIM che non vengono esposti direttamente nŁ tramite le normali
applicazioni preesistenti nŁ tramite le classi esposte pubblicamente nell’ADK.
Si torni alla classe IccProvider vista prima, e si controlli l’implementazione
del metodo ￿query￿, utilizzato per inizializzare l’oggetto cursor nella seconda Ac-
tivity del progetto. Il metodo chiama a sua volta ￿loadFromEf￿ passando come
parametro una costante Icc che identi￿ca i ￿le EF della rubrica SIM da caricare.
Questo a sua volta chiama un servizio di nome ￿simphonebook￿ ed invoca su
di esso il metodo ￿getAdnRecordsInEf￿, attraverso la classe ￿IIccPhoneBook￿
(sempre dentro il package ￿com.android.internal.telephony￿). Nel dettaglio...
IIccPhoneBook non Ł una normale classe java, tant’Ł che i suoi metodi, se
consultati tramite il sito web ￿grepcode￿[8], sono solo dichiarati, bens￿ un ￿le
di tipo ￿aidl￿. IDL sta per ￿Interface description language￿, ed Ł un particolare
linguaggio che permette la comunicazione, tramite chiamate remote, tra sistemi
operativi o linguaggi di programmazione di￿erenti, ad esempio C++ (metodi
nativi in Android) e Java. In questo caso i ￿le ￿AIDL￿ (Android Interface de-
scription language) permettono la comunicazione tra due processi Android (Lin-
ux) di￿erenti usando l’IPC (interprocess communication). Senza approfondire
l’argomento, si pu￿ gi￿ intuire che il metodo loadFromEf si interfaccia tramite
l’aidl IIccPhoneBook con il servizio (che corrisponde ad un altro processo) di
nome ￿simphonebook￿, chiamando getAdnRecordsInEf, dichiarato in IIccPhone-
Book e implementato dal servizio. La ricerca di questo servizio porta prima di
tutto alla classe astratta IccPhoneBookInterfaceManager, che appunto estende
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sante: PhoneBase. Esso, che tra l’altro Ł una classe astratta, ha un’importanza
fondamentale in tutto il package telephony, infatti qualsiasi classe che gestisca i
￿le EF della Sim Card (eccetto RIL.java), per essere inizializzata richiede come
parametro del costruttore un oggetto di questo tipo. Di seguito si cercher￿ quin-
di di creare e di utilizzare un oggetto che implementi PhoneBase, prima tuttavia
Ł conveniente fornire una breve infarinatura sulla SIM Card e su i relativi ￿le
EF (cui si cercher￿ di accedere). In seguito ci si basa sull’articolo [9].
Android e la SIM Card
La Subscriber Identity Module (SIM) Ł una particolare ICC (Integrated Chip
Card), che pu￿ essere vista a tutti gli e￿etti non solo come un dispositivo di
memoria, ma come un vero microcomputer a sŁ stante. Esso infatti possiede un
quantitativo di memoria RAM per elaborare i comandi richiesti dal dispositivo
che monta il chip, di EEPROM per salvare alcuni ￿le utente, e di ROM, ove
risiede il sistema operativo. Come tutti i sistemi operativi possiede un rudimen-
tale ￿le system comprensivo di directory ad albero con la seguente struttura: il
master ￿le (MF), il dedicated ￿le (DF), e il ￿le elementare (EF). Ogni ￿le, di
qualsiasi tipo, viene identi￿cato con 2 byte (ad esempio il MF Ł sempre identi-
￿cato con ￿3F00￿). Il Master File Ł unico e coincide con la directory principale,
o meglio ￿root￿. Il MF solitamente contiene solo dedicated ￿le piø un parti-
colare EF, l’EFMF1, meglio conosciuto come l’EF_ICCID, il quale contiene il
numero seriale della SIM che la identi￿ca univocamente. I dedicated ￿le pos-
sono essere considerati come contenitori dei EF. Di particolare interesse sono il
DF_Telecom, che contiene tutti i dati (EF) piø usati della SIM come rubrica
(ADN, FDN e SDN) o Sms e il DF_GSM, contenente applicazioni esclusive
per le reti GSM. Gli EF in￿ne costituiscono i dati veri e propri, anch’essi sono
identi￿cati con 2 byte, ma spesso per accedere ad essi Ł necessario speci￿care
anche i byte (cioŁ l’indirizzo) dei rispettivi DF che li contengono e del MF. Il
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Si noti che, sempre all’interno del parckage ￿com.android.internal.telephony￿,
Ł presente l’interfaccia ￿IccConstants￿ che espone, come costanti, tutti i princi-
pali byte identi￿cativi dei ￿le SIM.
File elementari possono avere forme diverse, in particolare si distinguono 4
tipologie di EF:
Trasparente: Ł un unico record di byte. Per le operazioni di lettura/scrittura
Ł necessario speci￿care in byte la posizione iniziale (indirizzo di o￿set) e il
numero di byte a partire da essa a cui viene e￿ettuato l’accesso (il primo
byte ha l’indirizzo relativo di ￿0000￿). La struttura di un EF traspa-CAPITOLO 3. UTILIZZO DEL TOOKIT 34
rente consiste in un header, contenente la lunghezza del ￿le, e da un body
contenente i dati.
Lineare, con record a lunghezza ￿ssa: come suggerisce il nome, Ł una se-
quenza di record di byte a lunghezza ￿ssa. La sua struttura Ł ancora
costituita da un header, contenente la lunghezza di un singolo record e la
lunghezza complessiva, e dal corpo costituito dai record, cui Ł possibile
accedere speci￿candone il numero.
Lineare, con record a lunghezza variabile: come prima, solo che i record
sono a lunghezza variabile e questo comporta una maggiore complessit￿
nelle operazioni di lettura/scrittura.
Ciclico: Ł di fatto un EF lineare con record a lunghezza ￿ssa, con l’unica dif-
ferenza che c’Ł un legame tra l’ultimo record e il primo. Questo permette,
in operazioni di scrittura sequenziale, di sovrascrivere il primo (cioŁ quello
piø ￿vecchio￿ in ordine cronologico) record dopo l’ultimo.
Di fatto gli header non contengono solamente la lunghezza del ￿le (o dei record)
ma anche altre informazioni che identi￿cano il ￿le stesso come il suo ID, il tipo
di ￿le (trasparente, lineare o ciclico), e l’eventuale blocco PIN.
I tre layer rappresentati nella ￿gura sottostante o￿rono uno schema intro-
duttivo utile a comprendere come Android si interfaccia con la SIM. Fino ad
ora ci si Ł mossi a cavallo tra il primo e il secondo layer, mentre non si Ł ancora
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La RIL di fatto dispone di un’interfaccia che permette la comunicazione tra
i servizi e metodi ￿telephony￿ di Android con parte dell’hardware dello smart-
phone, tra cui la Sim Card. Esso Ł costituito da due componenti principali,
interagenti fra di loro: il RIL Daemon, piø interno e il Vendor RIL, piø esterno,
implementato in maniera di￿erente in base alla tecnologia del dispositivo.
Operazioni Avanzate - 2a parte
L’articolo [9] non si limita a fornire una descrizione generale del ￿le system
della SIM Card ma propone un test di tipo ￿Steganogra￿co￿ 8 volto ad indivi-
duare alcuni ￿le EF non utilizzati normalmente dalle applicazioni, de￿niti come
￿Nonstandard Parts￿ (NS) e sfruttarli , in quanto ￿nascosti￿, per memorizzare
8Per ￿Steganogra￿a￿ si intende una particolare scienza volta a studiare metodi di
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dati. L’esperimento, secondo l’articolo, Ł stato portato avanti mediante due tool:
￿SIMBrush￿ e una versione modi￿cata dell’open-source software ￿GSM Phone
Card Viewer￿. Per ripetere un tentativo simile in questa sede, cioŁ utilizzando
solo Android, Ł necessario innanzitutto individuare classi e metodi (non pub-
blici, visto che quelli pubblici evidentemente non lo permettono) che o￿rano la
possibilit￿ di interrogare qualsiasi ￿le EF. Restando all’interno del package ￿in-
ternal.telephony￿ si possono gi￿ dunque scartare classi come AdnRecordLoader
in quanto limitati al ￿le EF ￿ADN￿ (contenente la rubrica standard).
Invece ci si pu￿ focalizzare sugli oggetti PhoneBase, prima introdotti. Phone-
Base Ł una classe astratta, estesa da CDMAPhone e da GSMPhone. Ci si con-
centri sul secondo. Osservando il codice si nota che la chiamata al costruttore
implica la creazione di un oggetto di tipo IccFileHandler, il quale Ł poi pre-
levabile attraverso il metodo ￿getIccFileHandler￿ 9. La creazione di un oggetto
GSMPhone tramite ￿re￿ection￿ Ł complessa a causa dei parametri d’ingresso da
passare al costruttore, ma Ł possibile appoggiarsi ai metodi statici della classe
PhoneFactory. Il tentativo di accesso ai ￿le della SIM si strutturer￿ dunque
come segue: prima si creer￿ o prelever￿ un’istanza di tipo GSMPhone attraver-
so il metodo statico ￿getGsmPhone￿ o ￿getDefaultPhone￿, in seguito dalla classe
GSMPhone cos￿ creata si e￿ettuer￿ l’accesso al suo SimFileHandler (estensione
di IccFileHandler, prelevabile con ￿getIccFileHandler￿). In￿ne dovrebbe essere
possibile (in teoria10) invocare da quest’ultimo oggetto metodi come ￿loadE-
FLinearFixed￿ o ￿updateEFLinearFixed￿, tutti corrispondenti all’intento espos-
to all’inizio. Verr￿ sfruttata la terza Activity dell’applicazione prima creata per
l’occasione.
Per prima cosa si pu￿ eseguire ingenuamente il seguente codice.
L’esecuzione tuttavia termina in un errore sull’invocazione del metodo (In-
vocationTargetException) la cui causa Ł segnalata come NullPointerException.
Controllando l’implementazione del metodo da invocare, si nota che la classe
PhoneFactory crea manualmente un’istanza di tipo GsmPhone passando come
parametri d’ingresso al costruttore oggetti che vengono inizializzati solo at-
traverso il metodo ￿makeDefaultPhone￿. Essendo statico, Ł probabile in realt￿
9Se si volesse creare manualmente un oggetto di questo tipo sarebbe comunque necessario
passare in ingresso al costruttore un’istanza di tipo PhoneBase.
10in pratica alcuni EF sono prevedibilmente protetti a livello SIM (sono nascosti o non sono
sovrascrivi). L’articolo [9] indica che buona parte dei ￿le NS, non dispongono di protezione
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che tale metodo sia gi￿ stato chiamato dal sistema, creando tutto il necessario,
solo che tali risorse non sono visibili da una normale app creata mediante l’S-
DK (che ha appunto un diverso ￿Context￿). Aggiungendo all’app l’invocazione
del metodo ￿makeDefaultPhone￿ prima del ￿get￿, Ł necessario aggiungere alla
nostra applicazione i permessi ￿WAKE_LOCK￿ e ￿WRITE_SETTINGS￿, ma
anche cos￿ facendo ci si scontra con questa eccezione molto eloquente:
Andando nel dettaglio, l’istanza di GSMPhone viene creata (Ł possibile ve-
ri￿carlo tramite Debug o LogCat) e con essa un’istanza (presente come variabile
interna) di GsmServiceStateTracker. Quest’ultima in esecuzione riceve una se-
gnalazione dal sistema che lo stato del servizio RADIO del telefono Ł cambiato
(sul source code si nota che il parametro message.what elaborato dal metodo
￿handleMessage￿ contiene la costante intera nominata come ￿EVENT_RADIO_-
STATE_CHANGED￿). Accertato in seguito che il nuovo stato viene identi￿-
cato dalla costante intera ￿RADIO_UNAVAILABLE￿ (che Ł diverso da ￿RA-
DIO_OFF￿), lo StateTracker si dichiara ￿fuori servizio￿ (attraverso la chiamata
￿newSS.setStateOutOfService()￿) ed e￿ettua la trasmissione di un particolare
Intent.
Il broadcast dell’intent non va per￿ a buon ￿ne e in risposta si ottiene l’errore
che speci￿ca l’impossibilit￿ da parte della nostra applicazione 11 di inviare quel
determinato Intent, il cui tentativo, si ricorda, viene e￿ettuato automaticamente
alla creazione di GSMPhone. Ci si trova di fronte quindi ad un oggetto inuti-
lizzabile: anche se non ci fosse questo errore, come si Ł visto, l’IccFileHandler
(che, come si vedr￿ in seguito, si appoggia ai comandi RIL) probabilmente non
funzionerebbe visto che il sistema Radio non Ł disponibile in questo contesto.
Per convincere il lettore di questo, si pu￿ prendere in considerazione la
classe che gestisce direttamente i comandi RIL, di nome ￿RIL.java￿. Si os-
servi il codice sorgente di IccFileHandler: l’implementazione di un metodo come
￿loadEFLinearFixedAll￿ si appoggia prevedibilmente al RIL.
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￿mCM￿ Ł un ￿CommandsInterface￿ e nella particolare implementazione di
GSMPhone coincide con RIL. Osservando quindi la classe 12 si notano un grande
numero di metodi che intuitivamente forniscono un’estesa interazione col layer
in questione. ￿iccIO￿ Ł quello piø generico, e verr￿ utilizzato in quest’ultimo test.
Per ottenere un’istanza di RIL non Ł necessario passare per GSMPhone, ma Ł
richiesto in ingresso al costruttore solo un oggetto di tipo Context. Nel seguente
codice di esempio si Ł cercato di accedere ad un ￿le EF classico, cioŁ ADN,
invocando ￿iccIO￿ nello stesso modo in cui Ł invocato in ￿loadEFLinearFixedAll￿.
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Si commenta ora il codice. Siccome il tentativo di prelevare il metodo ￿iccIO￿
non ha avuto successo utilizzando la procedura standard (￿per nome￿), sono stati
memorizzati (sempre tramite ￿re￿ection￿) tutti i metodi e poi dall’array risul-
tante si Ł visto, grazie al tool di Debug di Eclipse, che l’elemento cercato era il
numero 46. I comandi e gli Id dei ￿le SIM utilizzati sono stati riportati (leggi
￿copia-incollati￿) dall’interfaccia IccConstants. Il terzo parametro in ingresso al
metodo invocato alla ￿ne, coincide con il ￿path￿ dell’EF, ottenibile con la con-
catenazione dell’id del MF e del DF che lo contiene. L’ultimo parametro coincide
in￿ne con un Message che va prelevato direttamente da un Handler 13. Il metodo
non ritorna niente ma, a invocazione terminata, il messaggio viene modi￿cato:
all’interno del suo campo obj viene memorizzata un’istanza di AsyncResult con-
tenente a sua volta nel campo ￿result￿ un ￿ArrayList<byte[]>￿ corrispondente al
￿le elementare da leggere. L’esecuzione del codice non genera errori, il metodo
viene invocato correttamente. Tuttavia se si controlla con precisione, sempre
usando il tool di Debug, il contenuto di messaggioRIL ci si rende conto che si Ł
ripresentato un problema gi￿ a￿rontato prima.
13l’Handler Ł un particolare oggetto che gestisce code di messaggi (Message) associati al
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Il campo ￿result￿ Ł null, in compenso il messaggio contiene l’errore ￿Com-
mandException: RADIO_NOT_AVAILABLE￿. Controllando sempre l’imple-
mentazione della classe RIL, si potrebbe essere indotti ad utilizzare il metodo
￿setRadioStateFromRILInt￿, peccato che esso sia privato ed inaccessibile tramiteCAPITOLO 3. UTILIZZO DEL TOOKIT 42
￿re￿ection￿ (non Ł presente nell’array ￿Allmethods￿ 14 e cercando di prelevarlo
￿per nome￿ viene lanciata una NullPointerException).
14neanche utilizzando ￿getMethods￿ al posto di ￿getDeclaredMethods￿, che restituisce piø
metodiCapitolo 4
Conclusioni
Il risultato non completamente positivo, esposto alla ￿ne del capitolo 3, di avere
piø controllo sui ￿le elementari della SIM (replicando magari il test esposto
nell’articolo [9]) Ł dovuto alla protezione hardcoded del sistema operativo, o al-
meno delle sue versioni standard installate nei dispositivi commerciali. La nostra
applicazione ha cercato di accedere a risorse (i comandi RIL) non disponibili al-
l’SDK, utilizzabili solo dai processi di sistema, e neanche lo strumento della
￿re￿ection￿ Ł riuscito a scavalcare l’ostacolo. Non serve a niente (per i mo-
tivi esposti alla ￿ne del capitolo 1) attribuire alla nostra app un ￿Uid￿ di tipo
￿system￿ perchŁ essa non sarebbe nemmeno installabile nel dispositivo 1. Tutto
questo d’altra parte Ł un punto a favore del sistema operativo Google, se in-
fatti si fosse riusciti a leggere e scrivere in maniera quasi completa gli EF della
SIM, ci si troverebbe di fronte ad una falla dell’OS sfruttabile anche in maniera
dannosa.
Test simili sono comunque possibili ma esclusivamente utilizzando un deve-
loper phone2, ossia telefoni da sviluppatori che mettono a disposizione il codice
sorgente della piattaforma e su cui Ł possibile installare/aggiornare versioni
opportunamente modi￿cate dell’OS. Alcune di esse tra l’altro dispongono di
￿platform￿ key e certi￿cate per signare le app. Queste, pur avendo accesso a
piø privilegi (l’esperimento, in questo caso, potrebbe dare un esito positivo),
comunque funzionerebbero solamente sulle relative distribuzioni personalizzate.
Il contesto universitario su cui ci si Ł mossi non disponeva di dispositivi
simili, dunque tutte le prove sopra presentate sono state e￿ettuate su un tele-
fono disponibile sul mercato di massa 3, con installata una versione standard di
Android (2.2).
Per ulteriori ricerche nel campo introdotto dall’elaborato si suggerisce di
acquisire un developer phone e di costituire un opportuno gruppo di lavoro. E’
1anche qui l’errore Ł eloquente ￿INSTALL_FAILED_SHARED_USER_INCOMPATIBLE￿
2Questi sono acquistabili tramite un account Google. Oppure in alternativa Ł possibile
rendere tale uno smartphone normale, tuttavia la procedura Ł complessa e potenzialmente
molto dannosa.
3per la precisione un Acer Liquid E, ￿rootato￿ per l’occasione
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bene ricordare che gli EF relativi ai contatti telefonici e agli SMS salvati sono
comunque accessibili sia in lettura che in scrittura tramite Content Provider.Bibliogra￿a
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