they resolve to the same data, independently of who uses them. While a thread can name all data in the system, it will generally not have the right to access all of that data; the protection don-zain in which that thread executes defines its access rights, limiting its access to a specific set of pages at a specific instant.
Wide-address architectures facilitate the single-address-space approach by eliminating the need to reuse addresses, which is required on 32-bit architectures. We do not wish to debate whether a particular address size is enough for what we propose here. A full 64-bit address space will last for 500 years if allocated at the rate of one gigabyte per second. We believe that 64 bits is enough "for all time" on a single computer, enough for a long time on a small network, and not enough for very long at all on the global network. But in any case, it is clear that address sizes have leaped past the 32-bit boundary and will continue to grow. In the past, this growth has averaged one additional address bit-a doubling of address space-every year [Siewiorek et al. 1982] . 
THE SINGLE-ADDRESS-SPACE APPROACH
Before examining the concepts of a single-address-space operating system, it is useful to review the multiple-address-space approach that we now take for granted.
The major advantages of private address spaces are: (1) they increase the amount of address space available to all programs, Figure 4 shows the performance of this applications, as a function of the number of records processed, for three protection configurations.
(1) Furthermore, a conventional system can lazily evaluate such a copy using copy-on-write, while a single-address-space system cannot. In the single-address-space system, pointers in the data must be relocated before the receiver can even read the data (otherwise, the receiver might point to the wrong version when the copy is made); copy-on-reference can be used, but not copy-on-write. 
