Design of an automatus guided vehicle with omnidirectional drive by Hudoklin, Jure
 
UNIVERZA V LJUBLJANI 





























































UNIVERZA V LJUBLJANI 






























































Iskreno se zahvaljujem doc. dr. Roku Vrabiču, ki mi je skozi celotno delo pomagal z nasveti 
in napotki. Zahvaljujem se tudi laboratoriju LAKOS, ki mi je priskrbel vse potrebne 























Ključne besede: zaključna naloga, 
 ROS, 
 vsesmerna kolesa, 












V diplomski nalogi je opisan problem načrtovanja, krmiljenja in testiranja robota z 
vsesmernim pogonom. Podrobneje sta opisana kinematika robota in njegovo krmiljenje. 
Opisana sta delovanje operacijskega sistema ROS in njegova uporaba za krmiljenje robota. 
Predstavljeno je načrtovanje vsesmernega robota od 3D modela, tiskanega vezja do 
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In this thesis the problem of design, control, and testing of a robot with omnidirectional drive 
is presented. Kinematics of the robot are detailed, as well as the means for its control. The 
workings of Robot Operating System (ROS) are shown and the use of ROS for the control 
of the robot is illustrated. It is shown how the robot was designed. The design of the 3D 
model, the printed circuit board, as well as the control program are described in detail. In the 
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Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
   
e / vhodna napaka 
K / koeficient 
R mm radij 
T s perioda oscilacije 
t s čas 
u / izhod krmilnika 
v m s-1 hitrost 
Β rad kot aktivne in pasivne komponente kolesa 
Ω rad s-1 kotna hitrost 
   
Indeksi   
   
d diferencialni  
i integralni  
p proporcionalni  
r KS robota  
u maksimalen  
   
   
   













samodejno vodeno vozilo (angl. Automated Guided Vehicle) 
avtonomno mobilen robot (angl. Autonomous Mobile Robot) 
BeagleBone blue 
CPE centralna procesna enota 
DC enosmerni tok (angl. Direct Current) 
I2C sinhron protokol za serijsko komunikacijo (angl. Inter-Integrated 
Circuit) 
IMU inercijska merilna enota (angl. Inertial Mesurment Unit) 
IP internetni protokol (angl. Internet Protocol) 
KS koordinatni sistem 
OD vsesmerna kolesa (angl. Omnidrive) 
PID proporcionalni – integralni – diferencialni (angl. Proportional – 
Integral – Diferential) 
PRU programabilna enota za izvajanje ukazov v realnem času (angl. 
Programmable real-time unit) 
ROS operacijski sistem za robotiko (angl. Robot Operating System) 
SPI protokol za serijsko komunikacijo (angl. Serial Peripheral Interface 
bus) 
TOF čas preleta (angl. Time Of Flight) 









1.1 Ozadje problema 
Diplomska naloga izhaja iz potrebe po zasnovi robotske platforme, ki bo lahko uporabljena 
pri nadaljnjih problemih in testih. V laboratoriju LAKOS si želijo zasnovo simulacije 
skladiščnega sistema s samodejno vodenimi vozički (AGV). Za delovanje takšnega sistema 
je potrebna robotska platforma, ki jo je mogoče čim preprosteje in natančneje krmiliti. 
Krmiljenje takšnega robota mora biti izvedeno v okolju ROS, ki olajšuje nadaljnjo 
integracijo. Nekaj podobnih robotskih platform je v laboratoriju že zasnovanih. Problem 
obstoječih platform je, da delujejo na diferencialni pogon. Slabost diferencialnega pogona 
so holonomne omejitve oziroma gibanje le pravokotno na os koles. Tu se je pojavila ideja 
zasnove nove robotske platforme, ki omogoča vsesmerno gibanje, in programa, ki 
poenostavi interakcijo s to platformo v čim večji meri. 
1.1.1 AGV 
Diplomska naloga opisuje razvoj platforme robota oziroma platforme AGV. Prvi AGV-ji so 
se razvili leta 1955. Njihov namen je horizontalno premikanje materiala brez voznika [1]. 
Nekatere glavne aplikacije so vozički v skladiščnih sistemih, vozički na kontejnerskih 
terminalih [2], sredstva za podzemno transportiranje materiala med različnimi tovarnami, 
vozički v distributerskih sistemih … V začetnih fazah je sisteme z AGV-ji sestavljalo le 
nekaj vozičkov. Danes se njihovo število hitro veča. Več vozičkov zahteva kompleksnejši 
nadzor. Na to temo je bilo napisanih mnogo člankov glede optimizacije poti, konstruiranja, 
izogibanja oviram in logistike vozičkov. Najbolj so se posvečali zmanjševanju čakalnih 
časov in poti [1]. Z močno optimizacijo teh vidikov je bilo ugotovljeno, da je za nadaljnji 
napredek potrebna tudi optimizacija drugih vidikov, na primer vzdrževanje in upravljanje 
sistemov v primeru napak.  
Sčasoma postajajo AGV-ji vedno bolj avtonomni. Zaželen je prehod na AMR ali avtonomne 
mobilne robote (angl. Autonomous Mobile Robots) [3]. Za razliko od AGV-jev vsebujejo 
več senzorjev in zagotavljajo večjo avtonomijo. Za vodenje ne potrebujejo posebnih oznak. 







Cilj diplomske naloge je zasnova platforme robotskega vozička, ki bo omogočal čim večjo 
samodejno delovanje. Želja je zasnovati tak voziček ter nato testirati njegove omejitve in 
slabosti. Treba je določiti, kje so možne izboljšave v trenutnem konceptu in kaj bi bilo treba 
spremeniti, da bo takšna robotska platforma delovala, kot je želeno.  
Večjih problemov pri zasnovi robota ni pričakovati. Potencialen problem je predvsem 
dobavljivost koles, ki bodo omogočala vsesmerno gibanje robota. Večje težave bodo 
verjetno pri pisanju programa robota. Zaradi uporabe drugačnih koles se kinematika robota 
močno spremeni. Vprašanje je, kako natančno bo mogoče robota voditi z drugačno 
kinematiko. Največje težave se pričakujejo na področju zdrsavanja koles. Vpliv na nadzor 
robota in preračun njegovega položaja je težko predvideti. V zadnji fazi diplomske naloge 
se bomo zato poskusili osredotočiti predvsem na ta problem. Poskusili bomo ovrednotiti 







ROS je odprtokoden operacijski sistem, ki omogoča nadzor in programiranje robotov ter tudi 
komunikacijo med njimi. V osnovi deluje na operacijskem sistemu Linux. Njegova temeljna 
ideja je izmenjava in nadgrajevanje kode uporabnikov. ROS omogoča standardizirano 
platformo za programiranje robotov. Vsak njegov uporabnik lahko napiše svoje pakete, ki 
jih drugi v nadaljevanju lahko uporabljajo in naložijo na svoje robote. S tem omogočimo, da 
uporabnik vzame že napisane pakete in gradi na njih.  
Vsak paket je lahko sestavljen iz več vozlišč (angl. Node). Ta vozlišča lahko med seboj 
komunicirajo preko tem, akcij, storitev in drugih pripomočkov, kot so parametrski strežnik, 
navigacijske strukture, paketi za načrtovanje pomikov ...  
Na temo ROS-a je na voljo kar nekaj literature. Večinoma se deli na dva sklopa: tistega, ki 
se osredotoča na programiranje v jeziku C++, in tistega, ki se osredotoča na programski jezik 
Python. Pri razumevanju ROS-a si lahko pomagamo s knjigami Mastering ROS for robotics 
[4], Programing robots with ROS [5] in A gentle introduction to ROS [6]. Prva se osredotoča 
na kompleksne pakete ROS-a, medtem ko drugi dve predstavita osnove ROS-a in njegovo 
delovanje. Za pomoč pri pisanju kode v ROS-u je verjetno najboljši vir [7] (ROS wiki), kjer 
je za večino ROS-ovih primerov napisan primer kode.  
 
 
2.1 Struktura programov 
Strukturo ROS-ovih programov si lahko predstavljamo kot delovanje več strežnikov. Vsak 
od njih ima neko nalogo, zato jih pogosto prikažemo z blokovno shemo, kjer so bloki 
posamezni strežniki oz. v primeru ROS-a vozlišča. Da vozlišče opravi svojo nalogo, 
potrebuje podatke, ki jih sprejme iz sporočil drugih vozlišč. Osnovna struktura programa 
ROS je prikazana na sliki 2.1. Elipse predstavljajo vozlišča, kvadrati pa teme. Napisi v 
strukturah so njihova konkretna imena v tem programu in za nas niso pomembna. Puščice 
povejo, na katere teme vozlišče oddaja podatke oziroma iz katerih tem sprejema podatke. 
Vozlišče »/myo_controller« torej oddaja podatke na temo »/cmd_vel«. Na podatke v temi 
»/cmd_vel« je naročeno vozlišče »/serial_port«, ki jih obdela in objavlja nove podatke na 
druge teme. Vsa ta vozlišča in teme lahko delujejo na enem računalniku, lahko pa so del 




Slika 2.1: Shematski prikaz strukture programa ROS [8] 
2.2 ROS master in vozlišča 
Glavna struktura v ROS-u je vozlišče. Vozlišča so programi, ki se izvajajo pri delovanju 
ROS-a. Bolje povedano, vozlišča so instance programov [6]. To pomeni, da imamo lahko 
hkrati prižganih več vozlišč, ki delujejo na osnovi istega programa. Vozlišča lahko med seboj 
komunicirajo. To lahko storijo preko tem, akcij ali storitev (podrobne razlike bomo opisali 
v nadaljevanju). Dober zgled pri pisanju programov za vozlišča je, da sprejemajo podatke iz 
več virov, oddajajo pa podatke le enega ali dveh virov.  
Za komunikacijo med vozlišči skrbi osnovni element, ki ga imenujemo ROS master [6]. To 
je struktura, ki skrbi za komunikacijo in delovanje vseh vozlišč ter mora biti vedno zagnana. 
Še pomembneje je, da morajo imeti vozlišča vedno dostop do ROS masterja. Ta se mora 
nahajati v istem omrežju, kot delujejo vozlišča, ni pa nujno, da deluje na istem računalniku. 
Pri zagonu posameznih vozlišč moramo definirati, na katerem IP-naslovu se nahaja ROS 
master in kakšen je IP-naslov računalnika (na katerem deluje to vozlišče) v omrežju, v 
katerem deluje ROS master. 
 
2.3 Teme  
Teme (angl. Topics) so osnoven element komunikacije med vozlišči. Vsako vozlišče lahko 
objavi temo (na temo objavlja podatke) ali pa se nanjo naroči (iz teme sprejema podatke). 
Katera vozlišča jo lahko vidijo, je odvisno od ravni, na kateri je bila objavljena. Ločevanje 
tem na ravni omogoča sočasno delovanje več vozlišč, ki temeljijo na istem programu/paketu. 
Vsaka tema ima definirano svojo vrsto sporočila, ki se nanjo objavlja. To sporočilo je lahko 
standardne oblike, na primer celo število (angl. Integer), ali strukturirano sporočilo, ki ga 
posebej spiše uporabnik. Na teme se praviloma objavlja podatke, do katerih mora dostopati 
več vozlišč. Pri temah nimamo nobene povratne povezave. To pomeni, da vozlišče podatke 





2.4 Storitve  
Storitve (angl. Services) so ponudbe opravil, ki jih objavljajo vozlišča. So sinhroni tip 
komunikacije vrste prošnja/odziv (angl. request/response) [4]. Namenjene so predvsem 
kratkim časovno kritičnim opravilom. Vsaka storitev ima dva dela: stranko in storitev. 
Stranka je vozlišče, ki pošlje zahtevo po storitvi. Storitev je vozlišče, ki opravi zahtevo. 
Komunikacija med njima poteka enako kot pri temah preko sporočil. Pomembna značilnost 
storitev je, da blokirajo delovanje oziroma sinhrono delovanje. To pomeni, da preprečijo 
nadaljnje delovanje programa, dokler storitev ne vrne odgovora. Ta odgovor lahko vsebuje 
neko konkretno informacijo ali pa le sporočilo tipa storitev je/ni uspela. Zaradi tega se 
storitve uporablja za kratka opravila, ki morajo biti izvedena ob klicu. Za daljša opravila 
uporabljamo akcije. 
2.5 Akcije  
Akcije (angl. Actions) so druga vrsta storitev v ROS-u. Tako kot storitve so tipa 
prošnja/odziv, vendar ne blokirajo delovanja (asinhroni tip komunikacije). Namenjena so 
daljšim opravilom, na primer vodenju robota na končen položaj. Tako kot storitve tudi akcije 
komunicirajo preko sporočil. Vsaka akcija ustvari več tem: cilj (angl. Goal), odziv (angl. 
Feedback) in rezultat (angl. Result). Vanje objavljajo svoja sporočila. Delovanje akcije je 
sledeče. Akcijski strežnik dobi zahtevo od stranke (angl. Client). Stranka je vozlišče, ki 
pošlje zahtevo, medtem ko je akcijski strežnik vozlišče, ki je ustvarjeno le z namenom 
opravljanja določene akcije. Ko akcijski strežnik dobi zahtevo po akciji, jo začne izvajati. 
Izvajanje nadaljuje, dokler ne doseže cilja, ga prekini stranka ali dobi novo zahtevo. Med 
izvajanjem je lahko akcijski strežnik kot vsa ostala vozlišča naročen na vse teme na njegovi 
imenski ravni. Med izvajanjem pošilja odziv, ki ga sprejema in lahko obdeluje stranka. 
2.6 Struktura paketov 
Vsak paket v ROS-u je sestavljen iz osnovnega sklopa datotek in map. Ta struktura je 
prikazana na sliki 2.2. 
 
Slika 2.2: Struktura paketa v ROS-u 
ROS 
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V vsako mapo zapisujemo (povzeto po viru [4]): 
– action: datoteke za ustvarjanje sporočil pri pisanju akcij; imeti morajo končnico 
.action; 
– cfg: vsebuje nastavitvene (angl. Configuration) datoteke za paket; mapo ustvari 
uporabnik; 
– include: v njej se morajo nahajati zunanje knjižnice, ki jih uporabljamo v paketu; 
– launch: vsebuje datoteke .launch, ki so namenjene zagonu vozlišč; 
– msg: vsebuje datoteke .msg, v katerih definiramo sporočila, ki jih uporabljamo za 
komunikacije v posameznih temah; 
– scripts: Vsebuje skripte python, ki se izvajajo v paketu; 
– src: Vsebuje izvorno kodo programov C++; 
– srv: vsebuje datoteke .msg, v katerih definiramo storitve, in sporočila, ki jih 
uporabljajo storitve; 
– CMakeLists.txt: datoteka CMake, v kateri je zapisano, kaj in kako mora računalnik 
zgraditi naš paket; 
– package.xml: datoteka mora biti prisotna v glavni mapi paketa. Je opisna datoteka, 
ki pove, kako se paket imenuje, kdo ga vzdržuje, različico, odvisnosti od drugih 
paketov … 
 
Zgoraj je navedena popolna struktura paketa ROS. Ni nujno, da vsak paket vsebuje vse 
zgoraj navedene mape in datoteke. Tudi poimenovanje nekaterih map in datotek ni natančno 
predpisano. Kljub temu se zgornjih priporočil pri pisanju paketov poskušamo držati. To 
omogoča lažjo integracijo različnih paketov enega z drugim, pa tudi boljšo čitljivost. 
Struktura zgornjih datotek je večinoma standardna in predpisana s paketi, kot je CMake. 
Strukture nestandardnih ROS-ovih datotek najdemo v viru [5] in na ROS-ovi Wiki strani 
[7].  
  
Kinematika in lega robota 
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Robot, ki bo predstavljen v nadaljevanju, za pogon uporablja štiri vsesmerna (OD) kolesa 
(angl. Omnidrive wheel). OD-kolesa so posebna vrsta koles, ki omogočajo gibanje robota v 
katerokoli smeri. Namesto njih so pogosto uporabljena tudi mecanum kolesa (slika 3.1).  
 
Slika 3.1: Omnidrive kolo [9] levo in mecanum kolo desno [10] 
Kinematika teh dveh koles je malenkost različna, njuna uporaba pa je podobna. Kot vidimo, 
valjčki omogočajo spodrsavanje koles v eni smeri in kotaljenje v drugi. V nadaljevanju se 
bomo osredotočili le na OD-kolesa, ki so uporabljena v našem robotu. 
Izpeljava kinematike našega robota temelji na viru [11]. V temu članku je predstavljen razvoj 
podobnega robota. Razlika je, da je robot v navedenem članku sestavljen iz treh koles, naš 
pa iz štirih. Njegova kinematika se s tem ne spremeni, sistem enačb za računanje hitrosti 





Kinematika in lega robota 
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3.1 Izpeljava kinematike 
Izpeljava kinematike robota temelji na ločitvi hitrosti kolesa na aktivno in pasivno 
komponento. Aktivna komponenta kolesa je tista, na katero je priključen naš pogon. Le v to 
smer lahko posamezno kolo ustvarja gibanje. Pravokotno na aktivno komponento je pasivna 
komponenta kolesa. V tej smeri kolo le drsi in ne more ustvarjati sile (slika 3.2). 
 
Slika 3.2: Aktivna in pasivna komponenta kolesa 
V nadaljevanju lahko gibanje robota razstavimo na rotacijo in translacijo. Pri translaciji se 
robot giblje v notranjem (robotovem) koordinatnem sistemu s hitrostjo 𝑣𝑟. Ker nimamo 
translacije, se tudi vsako izmed koles giba s hitrostjo 𝑣𝑟. Če hitrost robota projiciramo na 
aktivno komponento posameznega kolesa, dobimo potrebno hitrost rotacije kolesa zaradi 
translacije robota.  





𝑖 = cos(𝛽𝑖) ∗ 𝑣𝑟𝑦 − sin(𝛽𝑖) ∗ 𝑣𝑟𝑥  (3.2) 
– 𝛽𝑖… položaj i-tega kolesa glede na koordinatni sistem robota (slika 3.3), 
– 𝑣𝑎
𝑖 … aktivna komponenta i-tega kolesa. 
Da dobimo komponento kolesa zaradi rotacije, moramo upoštevati radij, na katerem so 




𝑖 = 𝜔 ∗ 𝑅𝑘 (3.3) 
Kjer je 𝜔 kotna hitrost rotacije robota okrog njegovega centra oziroma izhodišča KS. Radij 
do izhodišča označimo z 𝑅𝑘. Pri tem mora veljati, da sta radij in aktivna komponenta kolesa 
pravokotna. Če to ne velja, moramo zgornjo enačbo izpeljati drugače, saj se le del vektorja 
hitrosti kolesa zaradi rotacije preslika na aktivno komponento kolesa, ostalo pa na pasivno. 
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Slika 3.3: Določitev aktivne komponente kolesa pri translaciji 
Na koncu lahko združimo rotacijo in translacijo. 
 
 𝑣𝑎
𝑖 = cos(𝛽𝑖) ∗ 𝑣𝑟𝑦 − sin(𝛽𝑖) ∗ 𝑣𝑟𝑥 +  𝜔 ∗ 𝑅𝑘 (3.4) 
Na podlagi zgornjih enačb lahko izračunamo hitrost posameznega kolesa zaradi rotacije in 
translacije robota. Robot, katerega razvoj je prikazan kasneje, ima štiri kolesa. Zgornje 

























− 𝑠𝑖𝑛(𝛽) 𝑐𝑜𝑠(𝛽) 𝑅
−𝑠𝑖𝑛(𝛽 + 𝛼1) 𝑐𝑜𝑠(𝛽 + 𝛼1) 𝑅
−𝑠𝑖𝑛(𝛽 + 𝛼2) 𝑐𝑜𝑠(𝛽 + 𝛼2) 𝑅









V enačbi (3.6) nam 𝛽 predstavlja kot med aktivno komponento kolesa in osjo y 
koordinatnega sistema (slika 3.3). Koti 𝛼𝑖 so koti naslednjih koles glede na prvo kolo.  
Če so hitrosti robota podane v zunanjem (globalnem) koordinatnem sistemu, je treba 
matrični zapis pomnožiti z matriko za pretvorbo iz notranjega v zunanji koordinatni sistem. 

























− 𝑠𝑖𝑛(𝛽) 𝑐𝑜𝑠(𝑏) 𝑅
− 𝑠𝑖𝑛(𝛽 + 𝛼1) 𝑐𝑜𝑠(𝑏 + 𝛼1) 𝑅
− 𝑠𝑖𝑛(𝛽 + 𝛼2) 𝑐𝑜𝑠(𝑏 + 𝛼2) 𝑅
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3.2 Inverzna kinematika robota  
Pri zgornji izpeljavi smo obravnavali problem, ko poznamo želeno hitrost robota in 
računamo hitrosti posameznih koles. Pri robotu pa se pojavi tudi obratni problem. Na podlagi 
znanih hitrosti koles moramo določiti hitrost robota v zunanjem koordinatnem sistemu. Kot 
je razvidno iz enačbe (3.8), je sistem enačb za ta izračun predefiniran. Rešimo ga s pomočjo 
metode najmanjših kvadratov. Podrobna izpeljava te metode je na voljo v viru [12]. Spodaj 
sta poenostavljeno zapisana sistem enačb (3.5) in njegova rešitev za metodo najmanjših 
kvadratov. 
 
 𝑨 𝒙 = 𝒃 (3.8) 
Pri tem je matrika 𝐴 matrika kotov koles glede na koordinatni sistem robota, matrika b pa 
vektor hitrosti posameznih koles. 
Za ta sistem želimo najti najmanjši možen kvadratni ostanek. To storimo tako, da ostanek 
kvadriramo in gledamo, kdaj je gradient kvadrata ostanka enak 0. Tam se nahaja naš ekstrem 
funkcije.  
 𝒓 = 𝑨𝒙 − 𝒃 (3.9) 
 |𝒓|𝟐 = (𝑨𝒙 − 𝒃)𝑻 (𝑨𝒙 − 𝒃) (3.10) 
Če enačbi izpeljemo do konca, dobimo zapis v enačbi (3.11), kjer nam (𝑨𝑻 𝑨)−𝟏 𝑨𝑻 
predstavlja pseudo inverzno matriko, ki jo moramo izračunati za določitev vektorja hitrosti 
robota.  
 𝒙 = (𝑨𝑻 𝑨)−𝟏 𝑨𝑻 𝒃 (3.11) 
Vektor hitrosti dobimo iz meritev hitrosti koles robota, medtem ko moramo pseudo inverzno 
matriko izračunati za konkretno konfiguracijo koles robota. 
3.3 Relacije med koordinatnimi sistemi → položaj 
robota 
Pri zapisu položaja mobilnega robota se ukvarjamo z 2D zapisom lokacije robota in relacije 
med 2D koordinatnimi sistemi (KS). Kot bomo videli, 2D zapis položaja in relacij ne 
predstavlja večjih težav. Pojavijo se pri 3D rotaciji, kjer klasičen zapis rotacij s kotnimi 
funkcijami v določenih primerih odpove. Da jih rešimo, uporabimo kvaternione To so 
posebna vrsta števil, ki ima tri kompleksne in eno realno komponento. Posebnost teh števil 
je, da njihovo množenje ni komutativna operacija. Kot bomo videli kasneje, enako velja tudi 
za rotacije. Vse te teme so podrobneje opisane v knjigi iz vira [13], po kateri je povzeta tudi 
izpeljava v nadaljevanju. 
Relacije med KS najlažje prikažemo na primeru. Predstavljajmo si, da imamo robota, ki je 
glede na globalni KS zasukan za nek kot 𝜙. Giblje se s hitrostjo (𝑣𝑟𝑥, 𝑣𝑟𝑦) v notranjem KS. 
Zanima nas, kako se spreminja njegova lokacija v zunanjem KS. 
Zgornji problem lahko rešimo na dva načina. Hitrosti robota lahko pretvorimo v zunanji KS 
in nato izračunamo pomik ali izračunamo pomik v notranjem KS in ga nato pretvorimo v 
zunanji KS. Ne glede na to, katero pot izberemo, vidimo, da se pojavi pretvorba vektorja ali 
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točke iz enega KS v drugega. Razlika je v tem, da v primeru pretvorbe hitrosti opravljamo 
le rotacije, pri pretvorbi pomika pa tudi translacije. 
Ne glede na to, katero pretvorbo opravljamo, jo razdelimo na rotacijo in translacijo. Najprej 
rešimo rotacijo. Globalni KS postavimo v izhodišče lokalnega. Točko 𝑝𝐵 želimo zapisati v 
KS A. Indeks B označuje zapis točke v KS B. S projiciranjem njenih koordinat na 
koordinatne osi sistema A dobimo sledeč zapis: 
 
 𝑥𝐴 = 𝑥𝐵 ∗ cos(𝜙) − 𝑦𝐵 ∗ sin(𝜙) 
𝑦𝐴 = 𝑥𝐵 ∗ sin(𝜙) + 𝑦𝐵 ∗ cos(𝜙) 
(3.12) 













Zgornja matrika ima nekaj posebnih lastnosti [13]. Matrika je ortonormalna. Vsak izmed 
njenih stolpcev predstavlja enotni vektor, vektorja pa sta med seboj pravokotna. Za 
ortonormalne matrike velja, da je inverz matrike enak transponirani matriki. To nam 
omogoča preprosto obratno operacijo zapisa točke iz KS A v KS B.  
 































Pretvorbo med dvema KS lahko torej preprosto zapišemo kot množenje z matriko. Dobra 
lastnost takšnega zapisa pretvorb je, da lahko več transformacijskih matrik preprosto 
množimo med seboj. 
  








PID-krmiljenje je ena izmed najpogosteje uporabljenih metod za krmiljenje sistemov. Kot 
pove že ime, temelji na treh členih: proporcionalnem, integralnem in diferencialnem. V 
osnovi PID-krmiljenje deluje tako, da obravnava napako dejanske vrednosti od želene. To 
napako odvajamo, integriramo oziroma množimo z določenimi členi, da dosežemo želen 
izhod na sistem, ki ga krmilimo. PID-krmiljenje poznamo v mnogih izvedbah, ki so 
namenjene uporabi v različnih aplikacijah in odpravi različnih problemov, ki se nam 
pojavljajo pri PID-krmiljenju. 
4.1 Delovanje PID-krmiljenja 
Delovanje PID-krmiljenja in učinke njegovih členov najlažje predstavimo na primeru. 
Zamislimo si sistem z neko prenosno funkcijo (slika 4.1), ki predstavlja kompleksen sistem. 
Kasneje ga bo zamenjal naš robot, ki ga želimo krmiliti. Želja je, da v naš sistem pošiljamo 
take vhodne vrednosti, da bo izhod čim prej dosegel želeno vrednost. Eden izmed načinov 
določanja tega vhoda je PID-krmiljenje. 
 





4.1.1 P – proporcionalno krmiljenje 
Pri proporcionalnem krmiljenju gledamo le napako sistema v določenem trenutku, ki pomeni 
odstopanje trenutnega izhoda od želenega izhoda našega sistema. To napako množimo z 
določenim koeficientom, kar zapišemo s spodnjimi enačbami. 
 
 𝑒(𝑡) = 𝑦(𝑡) − 𝑦𝑟𝑒𝑓(𝑡) (4.1) 
 𝑢(𝑡) = 𝑒(𝑡) ∗ 𝐾𝑝 (4.2) 
 
Pri tem je e(t) napaka, ki je odvisna od trenutnega izhoda sistema 𝑦(𝑡) in želene referenčne 
vrednosti 𝑦𝑟𝑒𝑓(𝑡). Izhod 𝑢(𝑡), ki ga pošiljamo na svoj krmilnik, je napaka, v nekem trenutku 
pomnožena s proporcionalnim faktorjem 𝐾𝑝. Shema proporcionalnega krmiljenja je 
prikazana na sliki 4.2.  
 
Slika 4.2: Diagram P-krmiljenja 
 
Poglejmo odziv sistema na skočno spremembo, če ga krmilimo s P-krmilnikom. 
 
 
Graf 4-1: Vpliv indeksa Kp na odziv sistema 
Kot vidimo, ima proporcionalno krmiljenje statično napako. S povečevanjem 
proporcionalnega koeficienta izboljšamo hitrost odziva našega sistema na spremembe, 






















vendar povečujemo njegovo nestabilnost [14]. Hkrati zmanjšamo statično napako, ki pa 
nikoli ne bo enaka nič. 
4.1.2 I – integralno krmiljenje 
Za razliko od proporcionalnega krmiljenja integralno krmiljenje opazuje integral napake čez 
čas. To lahko zapišemo s spodnjo enačbo. 
 
 





Integralni del najpogosteje uporabljamo v kombinaciji s proporcionalnim. Tako dobimo PI-
krmiljenje. Izhod PI-krmilnika je vsota proporcionalnega in integralnega člena. 
 
 




Izvedba PI-krmilnika je z blokovnim diagramom prikazana na sliki 4.3. 
 
Slika 4.3: Blokovni diagram PI krmilnika 
 
Oglejmo si še odziv PI -krmilnika na skočno spremembo. Kot vidimo, z integralnim členom 
izničimo stacionarno napako. Povečevanje koeficienta 𝐾𝑖 povečuje odzivnost sistema, 
vendar hkrati zmanjšuje njegovo stabilnost [14]. 
 
 























4.1.3 D – diferencialno krmiljenje 
Pri diferencialnem krmiljenju gledamo, kako se spreminja odvod napake. Ker spremljamo 
odvod, diferencialni krmilnik ne more biti uporabljen sam. Uporabljamo ga v kombinaciji z 
I- in D-krmilnikom. Matematičen zapis D-člena je sledeč: 
 
 





Kombinacija vseh členov ustvari PID-krmilnik. 
 









Slika 4.4: Blokovna shema PID-krmilnika 
Dodatek diferencialnega člena zmanjša prenihaj sistema. To je razvidno tudi na grafu 4-3. 
Pri diferencialnem členu se po navadi pojavi problem pri izvedbi. V realnosti je signal, ki ga 
dobivamo iz meritev izhoda, zašumljen. To lahko povzroči preveliko občutljivost 
diferencialnega člena. Ta problem v praksi rešujemo s filtriranjem signalov v krmilnik [14]. 
 
 





















4.1.4 Problemi in rešitve pri PID-krmiljenju 
PID-krmiljenje, ki je predstavljeno zgoraj, je najpreprostejša in idealizirana rešitev  
PID-krmiljenja. Kot bomo videli kasneje, se v praksi pri PID-krmiljenju pojavijo mnogi 
problemi. To so zašumljen signal, diskreten signal, zasičenje integralnega člena (angl. 
Integrator windup) … Za posamezne probleme obstaja veliko različnih rešitev, in sicer od 
filtriranja signalov, odstranitve posameznih členov do drugih izvedb PID-krmiljenja, na 
primer krmiljenje P-ID, krmiljenje P-I … Nekatere od teh rešitev bomo predstavili kasneje 
pri problemu krmiljenja robota. Ostale so na voljo v literaturi, ki je za PID-krmiljenje zelo 
obsežna. Večina zgoraj predstavljenih informacij je zbrana iz vira [14]. 
4.2 Ziegler-Nicholsova metoda določitve koeficientov 
Zeigler-Nicholsova metoda je metoda določanja PID-koeficientov krmilnega sistema. 
Objavljena je bila leta 1942 v članku Zeiglerja in Nicholsa. Je preprosta metoda, ki omogoča 
določanje koeficientov le za sistem tretjega ali višjega reda oziroma za sisteme s časovnim 
zamikom [15]. Metoda je narejena tako, da kombinacija koeficientov povzroči padec 
amplitude dveh zaporednih vrhov oscilacije na ¼ (pri skočni spremembi vhoda).  
Če želimo določiti koeficiente po Ziegler-Nicholsovi metodi, moramo najprej poznati nekaj 
parametrov našega sistema. To sta koeficient 𝐾𝑝𝑢, pri katerem se naš sistem ne ustali, ampak 
oscilira okoli ravnovesne lege, in čas periode oscilacije pri njem. Če poznamo te vrednosti, 
lahko PID-koeficiente izračunamo po tabeli 4–1.  
 
Tabela 4-1: Nekateri koeficienti Zeigler-Nicholsove metode 
 𝐾𝑝 𝐾𝑖 𝐾𝑑 
P 0,5 ∗ 𝐾𝑝𝑢 0 0 
PI 0,45 ∗ 𝐾𝑝𝑢 0,54 ∗ 𝐾𝑝𝑢/𝑇𝑢 0 
PID 0,6 ∗ 𝐾𝑝𝑢 1,2 ∗ 𝐾𝑝𝑢/𝑇𝑢 3 ∗ 𝐾𝑝𝑢 ∗ 𝑇𝑢/40 
 
V tabeli je zbranih le nekaj koeficientov za Zeigler-Nicholsovo metodo. Ta metoda omogoča 
tudi drugačno nastavljanje koeficientov (brez prenihanja, malo prenihanja …). Njena 
uspešnost je močno odvisna od našega sistema. Zaradi preprostosti metode so koeficienti 









5 Dizajn robota in vezja 
 
Slika 5.1: končen robot 
Dizajn robota je temeljil na nekaj osnovnih želenih oziroma zahtevanih karakteristikah: 
 
– možnost nadzora z ROS, 
– vsesmerni pogon, 
– raven zgornji del robota, 
– možnost polnjenja na polnilni postaji, 
– možnost vodenja po črti, 
– možnost zaznavanja ovir, 
– čim manjša velikost. 
 
S pomočjo teh omejitev je bil načrtovan robot.  
5.1 3D dizajn 
3D dizajn robota se je začel z motorji in kolesi. Za motorje so bili izbrani Pololu 50:1 LP 6V 
dual-shaft (slika 5.2). Razlog za izbiro so bile predhodne izkušnje z njihovim delovanjem 
ter njihova nizka cena in velikost. Ti motorji podpirajo tudi vgradnjo enkoderja, neposredno 
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kompatibilnega s programsko knjižnico, ki jo poganjamo na BeagleBone Blue (BBB). Za 
prestavno razmerje 50 : 1 smo se odločili, ker za robota ni bilo zahtev po velikih hitrostih, z 
večjim prestavnim razmerjem pa je nadzor motorjev lažji. Sledila je izbira koles. Pri tem 
smo močno omejeni, saj majhnih vsesmernih koles skoraj ni. Najmanjša kolesa, ki smo jih 
našli, so bila aluminijasta OD-kolesa s premerom 38 mm (slika 5.2).  
 
Slika 5.2: a) OD-kolo [9], b) Pololu LP 50:1 Micro Metal GearMotor [16] 
Zatem smo začeli zasnovo baze robota, ki bo tiskano vezje. S tem se znebimo dodatne 
izdelave 3D tiskanih komponent. Med motorji in 3D tiskanim vezjem je bilo treba zasnovati 
tudi vmesnike, ki poskrbijo, da je robot pravilno oddaljen od tal. To oddaljenost, kot bomo 
videli kasneje, definirajo senzorji črte z maksimalno občutljivostjo približno 3 mm nad 
tlemi. Hkrati se je bilo treba odločiti tudi o velikosti robota. Določili so jo BBB in motorji s 
podložkami. Odločili smo se, da bomo v robot vgradili štiri motorje. S tem povečamo 
njegovo zgornjo površino, ne da bi znatno povečali »vtis«, ki ga pusti. Ker je robot namenjen 
simulaciji vozičkov za prevažanje tovora, je velika ravna zgornja površina zaželena. Vse te 
komponente so bile nato zmodelirane v SolidWorksu. Končni rezultat tega dela zasnove je 
prikazan na sliki 5.3. 
 
 
Slika 5.3: Osnova robota 
Po končanem spodnjem delu robota moramo zadostiti še nekaj zahtevam: ravna zgornja 
plošča, možnost polnjenja na polnilni postaji in zaznavanje ovir. Za ravno zgornjo površino 
poskrbimo s stojali, ki v robotu naredijo dovolj prostora za BBB in baterijo. Na vrh teh stojal 
se pripne plošča, ki je enako velika kot spodnja plošča. Nekatera izmed stojal imajo dvojno 
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vlogo in delujejo kot nosilci za senzor razdalje in polnilne kontakte. Ideja polnilnih 




Slika 5.4: 3D shema robota s polnilno postajo 
 
5.2 Tiskano vezje 
Za zasnovo 3D modela robota je sledilo načrtovanje tiskanega vezja. Tiskano vezje mora 
opravljati nalogo povezave vseh senzorjev, to so senzorji za črto in senzorji za razdaljo. Da 
lahko robot sledi črti, potrebuje senzorje spredaj in zadaj. To sta strani s senzorji časa preleta 
(TOF). Podatke iz vseh senzorjev mora združiti na največ štiri vhode (omejitev BBB). Pri 
tem mora uporabljati signale in napetosti, ki jih lahko zagotavlja BBB (poglavje 5.2.1). 
 
Najprej je bila zasnovana povezava senzorjev za črto (slika 5.5). Zaradi predhodnih izkušenj 
so bili za senzorje črte izbrani GRE1113GR, ki delujejo na podlagi infrardeče LED- in 
fotodiode. Za njihovo pravilno delovanje moramo zagotoviti pravilen tok čez LED diodo. 
Tok čez senzorje omejimo z uporom. Vrednost upora določimo na podlagi padcev napetosti 
na posameznem senzorju in toku čez vezje (graf 5-1). 
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Graf 5-1: Karakteristika LED diode senzorja GRE1113GR [17] 
Če izberemo tok na senzorju približno 21 𝑚𝐴, z grafa odčitamo padec napetosti 1,28 V. Na 







3.3𝑉 − 2 ∗ 1.28𝑉
0.021𝐴
≅ 35 (5.1) 
Sledi še vezava fotodiode senzorja. Odbojnost površine merimo preko ADC-konverterja na 
BBB. Ta za napajanje potrebuje 1,8 V. Fotodioda na podlagi vpadle svetlobe spreminja svojo 
prepustnost. Da lahko izmerimo napetost, moramo pred fotodiodo vezati upor in meriti 
padec napetosti na njem. Če je fotodioda zaprta, toka ne bo in bomo izmerili 1,8 V. Če je 
fotodioda odprta, bo tok velik, celoten padec napetosti bo na uporu in izmerili bomo blizu 0 
V. Ker želimo izmeriti vrednosti na vsakem senzorju posebej, jih moramo vezati posamično. 
Sklop vezave dveh senzorjev je prikazan na sliki 5.5. 
 
Slika 5.5: Vezava senzorjev GRE1113GR  
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Ker ni potrebe po proženju vsake LED-diode (senzorja) posebej, je sprednji sklop senzorjev 
vezan preko enega tranzistorja, zadnji pa preko drugega. Izbran je bil n-kanalni tranzistor 
MOSFET (BSS138). Oba tranzistorja sta vezana na isti izhodni pin, kjer ju proži signal iz 
BBB.  
Ker ima BBB le štiri analogne vhode, odčitavati pa želimo 16 senzorjev, je treba signale 
združiti. To storimo s pomočjo multiplekserja. Na njem lahko z digitalnimi signali 
nastavimo, kateri izhod odčitavamo. Tako 16 signalov iz senzorjev združimo v dva (slika 
5.6). Vse bi lahko opravljali tudi z enim multiplekserjem, namesto dvema. S tem bi prihranili 
en analogni vhod na BBB, vendar bi bil čas branja vseh senzorjev dosti daljši. 
 
 
Slika 5.6: Multiplekser 
Vsi krmilni signali so nato preko »pull down« uporov pripeljani na skupne izhode. Celotna 
vezava je razvidna v Prilogi A. 
Po končani shemi vezja je bila narejena PCB-shema vezja z vsemi komponentami in 
povezavami med njimi. PCB je bil narejen z vsemi luknjami in velikosti, kot je zahteval 3D 
model. Vezje se je nato poslalo v izdelavo, komponente pa so bile na vezje spajkane ročno.  
5.2.1 BeagleBone Blue 
Pomemben del celotnega vezja je BBB. To je majhen računalnik, namenjen predvsem 
uporabi v robotiki. Poganja ga mikroprocesor Octavo OSD3358. Na vezju deluje operacijski 
sistem Linux. Poleg mikroprocesorja so na vezje priključeni še barometer, IMU, WiFi, 
BlueTooth, regulacija napajanja za LiPo baterije, H-most, štiri povezave za DC motorje ter 
drugi digitalni in analogni vhodi in izhodi [18] (slika 5.7). Od podobnih vezij, kot je 
RasberryPi, ga ločita predvsem dva PRU. To sta dve enoti za obdelavo podatkov v realnem 
času (angl. Real Time processing). Za razliko od mikrokrmilnikov imata neposreden dostop 
do spomina glavnega procesorja. To omogoča izredno hiter prenos podatkov med CPE in 
PRU. Enoti PRU omogočata BBB-komunikacijo preko SPI, I2C …  
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Slika 5.7: BBB-plošča z vsemi vhodno-izhodnimi enotami 
Pri BBB je treba omeniti, da bomo v nadaljevanju za večino enot na plošči uporabljali 
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6 Krmilni program 
V tem poglavju je opisano delovanje programa, ki krmili robota in omogoča nadaljnjo 
integracijo robotske platforme. Poglavje se osredotoča na glavne funkcije, pa tudi probleme, 
ki so se pojavljali med pisanjem in testiranjem programa. Celotna koda je na voljo na GitHub 
strani: https://github.com/JureHudoklin/AGV_warehouse.  
6.1 Shema delovanja programa 
Pred začetkom pisanja programa je bila zasnovana shema delovanja celotnega paketa ROS, 
pa tudi posameznih programov v njem. Ideja je, da se celoten robot krmili preko ene akcije. 
To je akcija, ki ima kot zahtevo končen položaj robota. Kasneje se je med izvedbo pokazalo, 
da je poleg te akcije dobro imeti še nekaj storitev. Dodali smo tudi akcijo za sledenje črti. 
Ta trenutno opravlja le preprosto funkcijo sledenja, vendar je napisana tako, da omogoča 
nadaljnjo uporabo. Če bi poznali razporeditev črt in dodali oznake za prepoznavanje lokacije 
na mreži, bi brez večjih težav akcijo predelali tako, da bi uporabljala ROS-ovo navigacijsko 
knjižnico (angl. navigation stack) in prišla do končnega položaja na mreži. 
Končna shema programa je prikazana na sliki 6.1. Kot vidimo, je paket ROS sestavljen iz 
štirih vozlišč. Glavno vozlišče je »robot_node«, ki skrbi za premikanje robota in določanje 
njegovega položaja. Naročeno je na eno temo, to je »/cmd_vel«. Vanjo lahko katerokoli 
drugo vozlišče objavi zahtevo po hitrosti, to vozlišče pa bo poskusilo zagotoviti premikanje 
robota z želeno hitrostjo. Na podlagi izmerjene hitrosti robota bo vozlišče preračunalo 
njegov položaj robota in ga objavilo v temo »/odom«. Vozlišče »robot_node« ima še nekaj 
storitev, s katerimi lahko priklapljamo oziroma ugašamo motorje in lažje nadziramo 
določene akcije. Vendar pa te storitve nimajo pomembnejšega namena, glavne naloge so 
opisane zgoraj. 
Drugo vozlišče je »sensors_node«. Kot pove že ime, je njegova naloga zbiranje podatkov iz 
senzorjev, in sicer zunanjih, ki niso integrirani na BBB. V našem primeru so to senzorji črte 
in senzorji razdalje. Vozlišče prebere podatke iz teh senzorjev in jih objavi v ustrezne teme. 
Druga vozlišča lahko te podatke obdelajo, kot želijo. 
Tretje vozlišče je »robot_MoveRobot_node«. Njegov namen je izvajanje akcije 
»MoveRobotAction«. Stranka, glavni računalnik, ki krmili vse robote, pošlje zahtevo 
vozlišču za premik robota na določen položaj z določeno hitrostjo. Vozlišče bo nato glede 
na položaj robota, ki ga dobi iz teme »/odom«, pošiljalo ukaze za hitrosti robota v temo 
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»/cmd_vel«. Med izvajanjem premika bo nazaj pošiljalo podatke, kako blizu je koncu 
premika. 
Zadnje vozlišče je »robot_FollowLine_node«. Njegova naloga je izvajanje akcije sledenja 
črti. V končni izvedbi je ideja, da bi se to vozlišče predelalo tako, da bi se robot premaknil 
na določeno mesto na mreži črt. To ni del te zaključne naloge, zato ga ne bomo podrobno 
opisovali. V tej različici na podlagi senzorjev črte vozlišče le sledi črti. Vsi njegovi odzivi 
so zasnovani tako, da se brez večjih težav predelajo za končni namen. 
 
Slika 6.1: Shema paketa robota z vsemi vozlišči 
 
Ko poznamo delovanje celotnega paketa ROS, si lahko ogledamo, kako so posamezne 
naloge izvedene na vozliščih. 
6.2 Izvedba kinematike 
Celoten preračun in izvedba kinematike se izvajata v vozlišču »robot_node«. Program izvaja 
kinematiko v nekaj korakih. To je najbolje razvidno na sliki 6.2. Kljub preprostosti sheme 
nam dobro pojasni delovanje programa kinematike. Robot najprej odčita vrednosti iz 
enkoderjev. Na podlagi teh vrednosti izračuna hitrosti robota (𝑣𝑥, 𝑣𝑦 , 𝜔𝑧). S pomočjo PID-
krmilnika program nato primerja dejanske hitrosti robota z želenimi. Rezultat so utežene 
hitrosti. Te se nato s pomočjo kinematike preračunajo v hitrosti vrtenja koles. V zadnji fazi 
se te hitrosti le delijo s koeficientom. To da končen izhod med –1 in 1, ki ga nastavimo na 
posamezne motorje.  
 
 
Slika 6.2: Shema delovanja programa za preračun kinematike 
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Pri preračunu je najpomembnejše dejstvo, da PID-nadzor izvajamo na hitrosti robota in ne 
na hitrostih rotacije posameznih koles. To omogoči veliko prednost, saj pri določanju gibanja 
robota nismo vezani le na rotacijo koles. Kolesa lahko pri robotu spodrsujejo, vendar se bo 
robot gibal s pravo hitrostjo. Tako lahko za določanje kotne hitrosti uporabimo podatke iz 
žiroskopa. Če bi želeli, bi brez težav uporabljali tudi hitrost iz kamere ali katerega drugega 
vira. Treba je le spremeniti funkcijo za izračun hitrosti robota v KS robota. Ostali del 
programa ostane enak. 
6.2.1 Preračun hitrosti 
Preračun hitrosti robota na podlagi hitrosti koles je izveden podobno, kot je predstavljeno v 
podpoglavju 3.2. Edina razlika je, da za kotno hitrost vzamemo podatke, ki jih dobimo iz 
žiroskopa. S tem se izognemo nenatančnim meritvam v primeru zdrsavanja koles. Predhodno 
v programskem jeziku Python izračunamo pseudo inverzno matriko. To storimo s pomočjo 




−0.3535539 −0.3535539 0.3535539 0.3535539
0.3535539 −0.3535539 −0.3535539 0.3535539
0.0025 0.0025 0.0025 0.0025
] (6.1) 
 
Kot vidimo, je matrika izredno preprosta. V programu le definiramo koeficient in z njim 
množimo hitrosti koles. Tako zelo preprosto pridemo do hitrosti robota (slika 6.3). 
 
 
Slika 6.3: Izsek programa za preračun hitrosti robota 
6.2.2 Izvedba PID-krmiljenja hitrosti 
Kot je povedano že zgoraj, PID-krmiljenje robota opravljamo kar na hitrostih. PID-nadzor 
se izvaja na treh ločenih členih. Hitrosti v smeri x, smeri y in kotni hitrosti robota. Za razliko 
od teoretičnega PID-krmiljenja (poglavje 4) se dejanska izvedba razlikuje v tem, da se 
diferencialni členi pretvorijo v diferenčne, integracija pa v sumacijo.  
 
 







V enačbi (6.2) indeks 𝑛 predstavlja n-ti korak delovanja. Celotna enačba se torej pretvori v 
diskretno obliko. Pri implementaciji te enačbe v program moramo paziti še na nekaj stvari. 
Zaradi šuma signala ima lahko diferencialni člen velike skoke. Odpravimo ga z zelo 
majhnim koeficientom 𝑲𝒅, še bolje pa s filtracijo signala. V našem programu filtracija ni 
implementirana, saj ni bilo potrebe. Paziti moramo tudi, da se integralni člen ne sešteva v 
neskončnost. Če se robot zatakne, ne želimo preveč povečati izhoda, saj lahko s tem uničimo 
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komponente. Zato moramo integralni člen omejiti ali javiti napako, če preseže neko 
vrednost. V programu sta vključeni obe omejitvi. 
Problem, ki se pojavlja pri krmiljenju, je tudi, da se ob majhnih izhodnih vrednostih kolesa 
še ne začnejo vrteti. Ta problem lahko delno odpravimo s premikom ničlišča. To pomeni, da 
vsaki vrednosti, ki jo pošiljamo na motor, prištevamo neko konstantno vrednost. Kljub temu 
pa napake ne moremo popolnoma odpraviti. To se izkaže kot eden izmed glavnih problemov 
tega robota. Problem se pojavi, če želimo robot premikati zelo počasi. Zaradi lepenja kolesa 
pride do počasnega trzanja, saj se kolesa nikoli ne vrtijo z želeno hitrostjo. Rešitve za ta 
problem nismo našli. Najboljša bi verjetno bili motorji, ki imajo večje prestavno razmerje. 
S tem bi dobili večjo ločljivost našega signala na motorje in posledično možnost doseganja 
manjših hitrosti.  
Točno delovanje funkcije, ki skrbi za PID-krmiljenje, je razvidno v Prilogi B.  
 
6.2.3 PID-krmiljenje sledenja črti in premikanja robota 
Za razliko od PID-krmiljenje, opisanega v prejšnjem poglavju, sta sledenje črti in premikanje 
robota krmiljenje položaja in ne hitrosti. To pomeni, da se za izhod iz motorja postavi še 
dodaten integrator. Slika 4.4 se spremeni. Dobimo shemo, prikazano na sliki 6.4. 
 
 
Slika 6.4: PID z zunanjim integratorjem 
Pri PID-krmiljenju to pomeni, da se člen P obnaša kot člen I in člen D kot člen P. To težavo 
lahko odpravimo na več načinov. Najpreprosteje je uporabiti le PD- oziroma P-krmiljenje. 
Celovito krmiljenje lahko naredimo, če PID pretvorimo v položajno obliko. To preprosto 
storimo z odvajanjem celotne enačbe po času. V primerih sledenja črti in premikanja robota 
doseganje zelo natančnih položajev ni mogoče zaradi tehničnih omejitev robota. Zato ni bilo 
smiselno uvajati popolne položajne oblike PID za nadzor. 
 
Sledenje črti se izvaja na podlagi PD-krmilnika. Vrednost, ki jo primerjamo z našo referenco, 
je položaj črte na sprednjem in zadnjem delu vozička. Na podlagi teh dveh vrednosti robot 







Slika 6.5: Sledenje robota črti 
Za hitrost v smeri y robot torej sešteva napake sprednjih in zadnjih senzorjev. Za hitrost 
rotacije pa odšteva vrednosti sprednjih in zadnjih senzorjev. Te vrednosti so naše dejanske 
vrednosti, medtem ko za referenčno vrednost vzamemo kar 0. Napako za posamezno hitrost 
nato množimo s koeficientoma 𝐾𝑝 in 𝐾𝑑 ter pošljemo na ROS-temo »/cmd_vel«. 
Krmiljenje premika robota je še preprosteje. Pri tem uporabljamo le člen P. Robot izračuna 
oddaljenost od tarče in jo množi s koeficientom P. Če je ta vrednost večja od želene hitrosti, 
ki jo določi stranka, se v »/cmd_vel« objavi strankina hitrost. Če je vrednost manjša, pa 
objavimo to vrednost. Pri tem hitrosti primerjamo z želenimi v zunanjem KS. Obravnavamo 
jih tudi na vsaki osi posebej in ne kot skupno vektorsko hitrost. Preden se hitrosti objavi, se 
jih glede na zasuk robota pretvori v notranji KS. 
6.3 Preračun položaja 
Za preračun položaja se uporablja hitrost robota, ki je izračunana s pomočjo enkoderjev na 
kolesih. Ta hitrost se s pretvorbo med KS, predstavljeno v podpoglavju 3.3, spremeni v 
hitrost v zunanjem KS. Za izračun točnega položaja se ta hitrost preprosto integrira po času. 
Integracijo v programu nadomestimo z diskretnim seštevkom. Ker je položaj izračunan le na 
podlagi integracije brez povratne zanke, za nas ni zanesljiva vrednost. Daje nam okviren 
podatek o lokaciji robota, ki pa je na daljši rok nezanesljiv. 
Zasuk robota je določen z žiroskopom, že vgrajenim na BBB. Knjižnica, ki jo uporabljamo 
za pobiranje podatkov iz žiroskopa, omogoča tudi filtracijo surovih vrednosti iz žiroskopa z 
magnetometrom. To pomeni, da je zasuk robota natančen podatek in ne pride do drsenja 
vrednosti kot pri položaju.  
Preračun položaja se je izkazal kot največja težava tega robota. Pri kolesih večkrat pride do 
zdrsavanja, kar hitro povzroči velika odstopanja položaja robota. Kot je omenjeno v 
nadaljevanju v podpoglavju 6.5, program omogoča popravke položaja s pomočjo storitve. 
Če želimo robot krmiliti na podlagi njegovega položaja v globalnem KS, je pogosto 
popravljanje te storitve nujno, drugače so odstopanja za praktične namene prevelika. 
6.4 Izvedba senzorike 
Zaznavanje črte je izvedeno s fotodiodnimi senzorji. Računalnik pogleda izhode senzorjev 
v dveh stanjih: ko je LED-dioda prižgana in ko je ugasnjena. Razliko med tema dvema 
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vrednostma objavi v temo »/line_sen«. Če je površina odbojna, so te razlike približno 1,7 V, 
če pa ne odbija IR-svetlobe, so vrednosti okoli 0,2 V. Na podlagi teh vrednosti lahko program 
izračuna položaj črte. Problem se pojavi, ker prehod med črno črto in belo podlago ni 
linearen. Linearen je na zelo majhnem območju, vendar je razdalja med senzorji veliko večja 
kot območje. Za določanje položaja torej uporabimo drugačno metodo. Izpeljavo enačbe 
najlažje predstavimo na primeru (slika 6.6). 
 
 
Slika 6.6: Primer postavitve senzorjev robota na črti 
Imamo senzorje, oštevilčene od desne proti levi, in razdaljo med senzorji 𝑑. V programu 
odčitamo vrednosti, ki so predstavljene na grafu 6–1.  
 
 
Graf 6-1: Meritve senzorjev v primeru postavitve na sliki 6.6 
Za določitev položaja črte najprej poiščemo indeks najmanjšega izmerka. Vrednosti 































nahajala neposredno na sredini senzorja. Da ugotovimo, če se črta nahaja med senzorji, 
moramo pogledati še sosednja dva. Pri tem predpostavimo sledeče: 
 
– vrednost sosednjega senzorja je skoraj enaka najmanjši vrednosti → črta se nahaja 
med senzorjema; 
– vrednost je enaka maksimalni možni izmerjeni vrednosti → sredina črte se nahaja 
neposredno na sredini senzorja. 
 
To moramo izvesti za senzor, ki se nahaja levo in desno od senzorja z najmanjšo vrednostjo. 
Če vse zapišemo v enačbo, dobimo sledeč rezultat: 
 






V zgornji enačbi je x položaj črte, 𝑑 razdalja med senzorji in 𝑈𝑖 napetost na i-tem senzorju. 
Pri tem upoštevamo, da so senzorji oštevilčeni po vrsti od desne proti levi, os y pa je 
pozitivna v levo (zaradi orientacije KS na BBB). 
 
Zaznavanje razdalje je izvedeno s senzorjem TOF. V našem primeru gre za VL53L0X. Ta 
senzor je že nameščen na čipu, vsa komunikacija z njim pa poteka preko protokola I2C. 
Knjižnice za ta senzor so že napisane na internetu oziroma jih priskrbi izdelovalec senzorja. 
Problem je, da niso prirejene za ROS in uporabo s knjižnico »Robot Control«. Ko imamo 
delujočo knjižnico za senzor, lahko do njegovih podatkov dostopamo preko klica funkcije. 
Iz senzorja dobimo podatke o razdalji do zaznanega objekta v metrih. Podatki so objavljeni 
na temi »/tof/range«.  
6.5 Možnost krmiljenja iz drugih vozlišč 
Celoten paket ROS za robota je zasnovan tako, da deluje kot osnova za nadzor z glavnega 
računalnika. To je omogočeno preko glavnih akcij »MoveRobot« in »FollowLine«, ki sta 
bili opisani že prej. Drugemu uporabniku je omogočen še dodaten nadzor. Na voljo sta 
storitvi za zagon in zaustavitev motorjev ki imata prednost pred vsemi akcijami. Če robot ne 
dobi ukaza za zagon motorjev, izvedba kakršnihkoli premikov ni mogoča.  
Dodatna storitev, ki jo ponuja robot, je popravek lokacije. Trenutno robot nima nobene 
povratne zanke o svoji lokaciji. Vse je preračunano na podlagi rotacije koles, ki pa lahko 
zdrsujejo. Rešitev bi bil zunanji nadzor robota s kamero. Preko nje lahko vedno zelo 
natančno ocenimo položaj robota. Ta storitev omogoča uporabniku, da popravlja orientacijo 
in položaj robota v globalnem KS. Vsakič, ko robot dobi popravljen položaj, računa relativno 
nanj, dokler ne dobi novega popravka.  
Nazadnje nudi robot vse svoje podatke v obliki tem. Če zunanji uporabnik želi, se lahko 
naroči na katerokoli robotovo temo in obdela podatke za svojo uporabo. Objavljeni so 
podatki iz senzorjev črte, senzorja razdalje in celotna odometrija robota. Vse objavljene 
podatke lahko spremljamo z rosovo aplikacijo RViz (slika 6.7). Ta nam omogoča izris 






Slika 6.7: Izris pozicije, lege črte in senzorja razdalje v aplikaciji RViz 
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7 Določitev krmilnih koeficientov robota 
Po končani gradnji in programu je bilo treba določiti koeficiente, od katerih je odvisno 
krmiljenje robota. Nekateri od njih so določeni z dimenzijami robota, na primer razdalja med 
senzorji, vendar pa je mnogo koeficientov tudi prostih. To so predvsem koeficienti 𝐾𝑝, 𝐾𝑖 in 
𝐾𝑑 krmilnika hitrosti in položaji, pa tudi koeficienti maksimalnih in minimalnih vrednosti 
izmerkov črt. Za določitev teh koeficientov obstajajo določene metode, kot je že prej opisana 
Zeigler-Nicholsova metoda. Kot bomo videli, te metode ne vrnejo vedno idealnih rezultatov, 
zato koeficiente določimo po občutku na podlagi poznavanja vpliva in težav pri posameznih 
koeficientih. 
7.1 Koeficienti krmilnika hitrosti 
Krmilnik hitrosti deluje na podlagi PID-krmiljenja, zato je za njegovo ustrezno delovanje 
potrebna določitev treh koeficientov. Zaradi zasnove PID-krmilnika njegov izhod nima 
realnega pomena. Pri našem robotu mora predstavljati le vrednost v velikosti od –1 do 1. 
Kljub temu pa lahko vrednosti s skalarnim koeficientom približamo realnosti in s tem 
olajšamo razhroščevanje programa. Če torej želimo, da se naš robot premika s hitrostjo 
200 mm/s, dobimo v ustaljenem stanju iz PID-krmilnika približno 200 mm/s. To naredimo 
tako, da pomerimo relacijo med izhodom na motor in njegovo vrtilno hitrostjo. Na motor 
nastavimo neko vrednost, v našem primeru 0,1. Pri tej vrednosti izmerimo vrtilno frekvenco 
kolesa. Izkaže se, da za neobremenjeno kolo znaša okoli 1 Hz. Če zanjo upoštevamo premer 
kolesa 38 mm, lahko izračunamo, da izhod 0,1 pomeni obodno hitrost kolesa 120 mm/s. 
Tako torej določimo koeficient 1200, s katerim delimo vse želene hitrosti vrtenja koles. 
 
V nadaljevanju moramo določiti PID-koeficiente. Medtem ko predhodni korak ni nujen in 
nam le približa vrednosti preračunov realnosti, koeficienti 𝐾𝑝, 𝐾𝑖 in 𝐾𝑑 neposredno vplivajo 
na odzivnost robota. Za njihovo določitev si bomo pomagali s Zeigler-Nicholsonovo 
metodo. Postopek je sledeč. Najprej nastavimo vse koeficiente na 0 in povečujemo 
koeficient 𝐾𝑝, dokler ne pride do nihanja odziva sistema. Pri tej meritvi si pomagamo s 
paketoma ROS »rqt_plot« in »rqt_reconfigure«. To nam omogoči izris podatkov senzorjev 
v realnem času, pa tudi spreminjanje koeficientov. 
Najprej meritve izvedemo tako, da robota postavimo na tla, nastavimo koeficient 𝐾𝑝, nato 
pa hitrost robota skočno povečamo na 300 mm/s. Pri tem se je pojavila nejasnost meritev. 
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Periode oscilacij skoraj ni bilo mogoče določiti (graf 7-1). Drug problem, ki se je pojavil, je, 
da so tako nastavljeni koeficienti zelo veliki. Ko robota dvignemo s tal za testiranje, postane 
vrtenje koles nestabilno. 
 
 
Graf 7-1: Meritev oscilacij robota z robotom na tleh in 𝐾𝑝𝑢 = 1,7 
Da bi izboljšali meritve in povečali stabilnost robota, koeficiente določimo v zraku. Hitrost 
nastavimo na 300 mm/s. 𝐾𝑝 povečujemo, dokler se ne pojavijo oscilacije. To se zgodi, ko 
𝐾𝑝 doseže vrednost 1,55 (graf 7-2). 
 
 
Graf 7-2: Meritev oscilacij hitrosti robota v zraku, 𝐾𝑝𝑢 = 1,55 
Kot vidimo, je za razliko od grafa 7–1 meritev veliko lepša. Oscilacije so stabilne. Treba je 
omeniti, da je frekvenca oscilacij omejena s hitrostjo delovanja programa in ne samo z 
mehanskimi karakteristikami sistema. Če spremenimo frekvenco delovanja programa, se 
frekvenca oscilacij spremeni. Problem se pojavi, ker pri večjih frekvencah delovanje 
programa ni konstantno. V določenih trenutkih so časi izvajanja ene zanke večji. Takrat 
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hitrost robota za trenutek postane nestabilna. Frekvenco delovanja programa zato raje 
omejimo in s tem povečamo stabilnost robota. 
Po določitvi koeficienta 𝐾𝑝𝑢 na podlagi grafa preračunamo 𝑇𝑢 ene oscilacije. To storimo 






= 0,11 𝑠 (7.1) 
Z uporabo tabele, predstavljene v podpoglavju 4.2, nato določimo koeficiente po klasični 
ZN-metodi. Izračunane vrednosti so prikazane v tabeli 7–1. 
 
𝐾𝑝𝑢 = 1,55 
𝑡𝑝 = 0,11 𝑠 
(klasičen ZN) 
𝐾𝑝 𝐾𝑖 𝐾𝑑 
0,93 16,74 0,0129 
Tabela 7-1: Začetni koeficienti, določeni po standardni Zeigler-Nicholsovi metodi 
Presenetljivo so zgornji koeficienti dali zelo dober odziv robota, ki pa je malenkost preveč 
prenihal. Oscilacije tudi niso padle na četrtino vsako periodo, vendar pa je glede na 
preprostost metode odziv zelo blizu teoretičnemu. 
 
 
Graf 7-3: Odziv robota po določitvi koeficientov s klasično ZN-metodo 
Čeprav odziv zelo dobro sovpada s teorijo, za nas ni primeren. Prenihanje je preveliko. Tudi 
koeficienti so izredno veliki, zato je izhod iz PID-krmilnika občasno prevelik oziroma se 
včasih pojavijo nestabilnosti sistema.  
Koeficiente tako še enkrat določimo s pomočjo ZN-metode, ki ima teoretično ničelni 
prenihaj. Postopek je enak, le enačbe za izračun koeficientov so malenkost drugačne. 
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𝐾𝑝𝑢 = 1,55 
𝑡𝑝 = 0,11 𝑠 
(klasičen ZN) 











Tabela 7-2: Koeficienti, določeni po ZN-metodi brez prenihanja 
S koeficienti smo ponovno preverili odziv robota. Tako izračunani koeficienti ne bi smeli 
dati nobenega prenihanja. To se res zgodi, je pa za razliko od prej odziv sistema počasnejši.  
 
 
Graf 7-4: Odziv robota po ZN-metodi brez prenihanja 
Koeficiente nato nastavimo na robota. Če bi želeli doseči drugačen odziv, bi lahko uporabili 
teorijo PID-krmiljenja in nato spreminjali koeficiente. Če povečamo člena 𝐾𝑝 in 𝐾𝑖, bomo 
povečali hitrost odziva, s tem pa tudi prenihanje. Če želimo zmanjšati oziroma zadušiti 
prenihanje, lahko povečamo 𝐾𝑑, vendar moramo pri tem paziti, da sistem zaradi zunanjega 
šuma ne postane preveč nestabilen. 
7.2 Koeficienti sledenja črti in senzorji črte 
Za umeritev senzorjev črte napišemo kratek program, ki v nekem časovnem obdobju meri 
vrednosti iz senzorjev črte. Skupaj si za senzorje zapomni najmanjšo in največjo razliko, ki 
jo je odčital iz njih. Na podlagi teh meritev izračuna koeficient K iz enačbe (7.3). Ta 
kalibracija ni idealna, saj vsi senzorji ne vračajo enakih meritev, vendar glede na svojo 
preprostost vrne zadovoljive rezultate.  
Za krmiljenje sledenja črti je uporabljen PD-krmilnik na osi y in le P-krmilnik za krmiljenje 
zasuka. Člen D za zasuk ni potreben, saj sistem zelo dobro deluje brez njega, z njegovim 
dodatkom pa odziva ne bi veliko izboljšali, kvečjemu bi le povečali nestabilnost. Pri 
krmiljenju hitrosti na osi y je bil člen D potreben, saj je drugače prihajalo do prevelikih 
prenihanj ali prepočasnega odziva. Koeficienti so bili določeni ročno, saj so le po nekaj 
nastavitvah dali zelo dobre rezultate. Uporaba drugih metod zato ni potrebna. 
Pri sledenju črti robot malenkost niha okrog nje, kar pa ni posledica slabo nastavljenih 
koeficientov. Zaradi metode določanja položaja črte pride do preskokov med vrednostmi, ko 
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se zamenja senzor z najmanjšo izmerjeno vrednostjo. Če bi želeli to odpraviti, bi morali 
uporabiti filtracijo izmerkov ali drugačno metodo določitve položaja črte na podlagi 
kalibracije vsakega senzorja posebej. 
7.3 Koeficienti za premik robota na položaj 
Položaj je krmiljen le s proporcionalnim členom. Razlog za to je, da robota ni mogoče 
premikati z zelo malimi hitrostmi. Hitrost je zato omejena navzdol in navzgor. Koeficient 
proporcionalnega člena je bil določen s poskušanjem.  
Pri premikanju robota na položaj je dopuščeno odstopanje, ki znaša 8 mm glede na njegov 
izračunan položaj. To pomeni, da se bo robot ustalil na oddaljenosti največ 8 mm od želenega 
položaja. Dejanska napaka je mnogo večja, saj izračunan položaj robota odstopa veliko bolj. 
Več kot je premikov, večja je tudi napaka. Glavni vir napake je spodrsavanje koles. Če bi jo 
želeli odpraviti, bi potrebovali podatke o položaju robota iz zunanjega vira. 
  






Kot je bilo povedano že v uvodu, je bil cilj te diplomske naloge razvoj robotske platforme 
za simulacijo vozičkov v skladiščih. Ta cilj je bil uspešno dosežen. Stvari, ki so bile izvedene 
in testirane uspešno, so 
 
1) Razvoj 3D modela in platforme robota: Načrtovan je bil robot dimenzij 177,5 x 177,5 
x 44. Robot vsebuje štiri aluminijasta OD kolesa premera 38 mm, podložke za 
motorje, držala za komponente z vsemi vijaki ter spodnjo in zgornjo ploščo, ki je 
PCB vezje. Nestandardne komponente, kot so podložke za motorje in držala za 
senzorje, so bile izdelane s pomočjo tehnologije 3D tiskanja. Robot omogoča tudi 
polnjenje preko vzmetnih pinov, nameščenih na držalih senzorja.  
2) Načrtovanje tiskanega vezja in povezava senzorike s ploščo BBB: Za tiskano vezje 
je bilo uporabljenih 16 senzorjev GRE1113GR, ki omogočajo zaznavanje črte. 
Senzorji so bili preko dveh multiplekserjev povezani na BBB. Zaznavanje ovir je 
bilo izvedeno z dvema TOF senzorjema na sprednji in zadnji strani. TOF so bili 
vezani na BBB neposredno s kablom in z njim komunicirajo preko protokola I2C.  
3) Razvoj krmilnega programa z možnostjo zunanjega povezovanja: Krmilni program 
je bil spisan v okolju ROS. Sestavljajo ga štiri glavna vozlišča, ki omogočajo dve 
glavni akciji premika na lokacijo in sledenja črti. Vozlišča objavljajo tudi storitve za 
zagon motorjev in popravilo lokacije. 
Krmiljenje robota je bilo izvedeno na podlagi PID krmilnika. Robot računa svojo 
lokacijo iz hitrosti vrtenja koles. Izkazalo se je, da ta metoda ni idealna in dolgoročno 
povzroča velika odstopanja. Kot njihov vzrok je bilo identificirano spodrsavanje 
koles. Zasuk robota je določen z vrednostmi iz žiroskopa.  
4) Testiranje in določanje krmilnih koeficientov robota: Krmilni koeficienti so bili 
določeni s Zeigler-Nicholsovo metodo. Metoda je kljub preprostosti delovala dobro. 
Določeni so bili koeficienti 𝐾𝑝 = 0,31, 𝐾𝑖 = 5,59 in 𝐾𝑑 = 0,0115. Ugotovljeno je 
bilo, da je odziv močno pogojen s frekvenco delovanja programa. Ta je morala biti 
omejena zaradi nestabilnosti pri večjih hitrostih delovanja. 
Za krmiljenje sledenja črti in premika na položaj so bili koeficienti določeni ročno. 
Zaradi večjih odstopanj v drugih sistemih je bilo za krmiljenje položaja uporabljeno 
le P-krmiljenje, za sledenje črti pa le PD krmiljenje.  
 
Pri doseganju zgoraj naštetih ciljev smo si pomagali s teorijo, ki se je večinoma skoraj 
idealno skladala z dobljenimi rezultati. Krmiljenje kinematike robota ni predstavljalo večjih 
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težav kljub pričakovanim zapletom. Integracija krmiljenja z ROS-om je bila uspešna. Čeprav 
končen program ni idealen, omogoča, kar je bilo od njega zahtevano. V nadaljnjih 
ponovitvah tega robota je možno program dopolniti tako, da bo tekel bolj stabilno in hitreje. 
Čeprav smo dosegli večino ciljev, se je v procesu razvoja in testiranja pojavilo tudi nekaj 
napak. Glavna je določanje položaja, ki je na podlagi meritev iz koles skorajda neuporaben 
zaradi zdrsavanj. Manjši problem je bila tudi montaža koles na motorje zaradi različnih 
premerov osovin. V naslednji različici robota je priporočena zamenjava motorjev za 
močnejše s 4 mm osovino. S tem bo možno tudi boljše krmiljenje robota pri majhnih 
hitrostih. 
 
Smernice za nadaljnje delo 
 
Možnosti za nadaljnji razvoj tega vsesmernega robota je kar nekaj. Prvi korak bi bil 
določanje položaja in sledenje robota s pomočjo kamere. Izboljšati bi bilo mogoče tudi kodo. 
Zaradi jasnega koncepta delovanja se lahko vse računske operacije prevede v računanje s 
celimi števili, kar bi konkretno pospešilo delovanje programa. Na robotu bi bilo treba tudi 







[1]  Y. Rundong, S. Dunett in L. Jackson, „Novel methodology for optimising the design, 
operation and maintenance ofa multi-AGV system,“ Elsevier, p. 10, 2018.  
[2]  Q. Li, A. Adriaansen, J. Udding in A. Y. Pogromsky, „Design and Control of 
Automated GuidedVehicle Systems: A Case Study,“ v IFAC, Milano, 2011.  
[3]  R. Siegwart in I. R. Nourbakhsh, Autonomous Mobile Robots, Massachusetts: The 
MIT Press, 2004.  
[4]  J. Lentin, Mastering ROS for Robotics, Birmingham: Packt Publishing, 2015.  
[5]  M. Quigley, B. Gerkey, W. D. Smart, Programing Robots with ROS, Sebastopol: 
O'Reilley Media, 2015.  
[6]  J. M. O'Kane, A Gentle Introduction to ROS, Columbia: University of South 
Carolina, 2016.  
[7]  „ROS,“ [Elektronski]. Dostopno na: http://wiki.ros.org/Documentation. [Poskus 
dostopa 12.6.2019]. 
[8]  „ResearchGate,“ julij 2018. [Elektronski]. Dostopno na: 
https://www.researchgate.net/figure/The-ROS-rqt-graph-showing-various-nodes-of-
the-application-and-the-topics-they-use-to_fig1_326215216. [Poskus dostopa 19 maj 
2019]. 
[9]  „RobotShop,“ [Elektronski]. Dostopno na: https://www.robotshop.com/en/60mm-
aluminum-omni-wheel.html. [Poskus dostopa 6.10.2019]. 
[10]  „VEX Robotics,“ [Elektronski]. Dostopno na: 
https://www.vexrobotics.com/mecanum-wheels.html. [Poskus dostopa 10 6 2019]. 
[11]  R. van Haendel, „Design of an omnidirectional universal mobile platform,“ 2005.  
[12]  J. Slavič, Programiranje in numerične metode v ekosistemu Pythona, Ljubljana: 
Fakulteta za strojništvo, 2018.  
[13]  P. Corke, Robotics, Vision and Control, Fundamental algorithms in MATLAB, 
Berlin: Springer, 2011.  
[14]  K.J. Astrom, R. M. Murray, Feedback Systems, New Jersey: Princton University 
Press, 2010.  
[15]  F. Haugen, „Ziegler-Nichols’ Closed-Loop Method,“ 2010.  
[16]  „50:1 Micro Metal Gearmotor LP 6V,“ [Elektronski]. Dostopno na: 
https://www.pololu.com/product/1098. [Poskus dostopa 10.6.2019]. 
[17]  „GRE1113GR,“ ON semiconfuctor, [Elektronski]. Dostopno na: 
https://www.mouser.com/ds/2/149/QRE1113-890064.pdf. [Poskus dostopa 
15.6.2019]. 
[18]  „BeagleBone Blue,“ [Elektronski]. Dostopno na: https://beagleboard.org/blue. 
[Poskus dostopa 16.6.2019]. 
[19]  „Robot Control Library,“ [Elektronski]. Dostopno na: 
















void Robot::weigh_velocities(double(& weighted_velocities)[3]) { 
    double dt = current_time.toSec()-last_time.toSec(); 
 
    for(int i = 0; i<3; i++) { 
        double error; 
        double P_, I_, D_; 
 
        // Calculation of current error 
        error = robot_vel.target_v[i] - robot_vel.actual_v[i]; 
 
        // Proportional part 
        P_ = PID.P * error; 
 
        // Integral part with, integrator windup safety 
        PID_StateHistory.u[i] += error*dt;  
         
        if (PID_StateHistory.u[i]>200.) { 
            ROS_INFO("Integrator windup warning"); 
            PID_StateHistory.u[i] = 200; 
        } else if(PID_StateHistory.u[i]<-200.) { 
            ROS_INFO("Integrator windup warning"); 
            PID_StateHistory.u[i] = -200; 
        } 
         
        if (PID_StateHistory.u[2]>10.) { 
            ROS_INFO("Integrator windup warning"); 
            PID_StateHistory.u[2] = 10.; 
        } else if(PID_StateHistory.u[2]<-10.) { 
            ROS_INFO("Integrator windup warning"); 
            PID_StateHistory.u[2] = -10.; 
        } 
 
        I_ = PID.I * PID_StateHistory.u[i]; 
         
        // Diferential part 
        D_ = PID.D *(error-PID_StateHistory.error_1[i]); 
 
        // Sum of all parts 
        weighted_velocities[i] = P_ + I_ + D_; 
 
        // If output is to high signal error and set reference velocity and 
output to 0 
        if (weighted_velocities[i] > 1200) { 
            for (int i = 0; i<3; i++) { 




        PID_StateHistory.error_1[i] = 0; 
        weighted_velocities[i] = 0; 
        robot_vel.target_v[i] = 0; 
        ROS_INFO("Control velocity error. Velocity set to 0"); 
        ROS_INFO("P %f, I %f, D %f", P_, I_, D_); 
      }   
 
      return; 
    } 
   
    // Update old error 
    PID_StateHistory.error_1[i] = error; 
     
  } 
  return; 
} 
 
  
 
 
 
