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Il Web, da un semplice raccoglitore di informazioni statiche, si sta trasformando in
una rete fortemente dinamica dove le risorse sono condivise e le informazioni sono
generate on demand. Il World Wide Web si configura oggi come un vero e pro-
prio fornitore di servizi. I servizi Web [5] sono componenti software indipendenti
dalla piattaforma e auto-descriventi, che permettono di costruire applicazioni com-
plesse piu` velocemente e con minori costi di programmazione. Si puo` accedere ad
un servizio Web, identificato da un URI, tramite l’interfaccia che esso espone. L’in-
terfaccia di un servizio Web descrive le operazioni offerte dal servizio, il tipo dei
messaggi che saranno scambiati durante un’interazione con il servizio e la locazione
fisica delle porte dove le informazioni saranno effettivamente scambiate. Ad esempio,
un servizio che calcola latitudine e longitudine di una data citta`, dichiarera` un’ope-
razione CalcolaCoordinate, associata ad una particolare porta e a due messaggi: un
messaggio di input costituito da un oggetto di tipo stringa (la citta`) e un messaggio
di output formato da due oggetti di tipo float (longitudine e latitudine). Natural-
mente i servizi Web possono essere anche molto complessi, e in tal caso possono
coinvolgere altri servizi (semplici o complessi).
Il modello corrente dei servizi Web coinvolge tre entita` distinte: i client, i provider
e i registri. I provider pubblicizzano in appositi registri i servizi che offrono, e i client
interrogano i registri per cercare i servizi desiderati. Lo scenario d’uso comune per i
servizi Web consiste di tre fasi: publishing (pubblicazione), finding (individuazione)
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e binding (collegamento). Un provider pubblica la descrizione del servizio che offre
in un registro di servizi. Tale descrizione (o advertisement) contiene informazioni
relative al provider (nome, indirizzo, recapito telefonico), al servizio (nome e cate-
goria) e all’interfaccia del servizio. Quando un client ha bisogno di un particolare
servizio, cerca il servizio desiderato o formulando una query o consultando diretta-
mente il registro. Dopodiche`, il client (cioe` lo sviluppatore che sta costruendo una
nuova applicazione) analizza e interpreta la descrizione dell’interfaccia del servizio
individuato e collega tale servizio all’interno della applicazione che sta sviluppando.
Cioe`, il client include nella sua applicazione un’invocazione a tale servizio.
Il recente successo dei servizi Web e` da attribuire alla definizione di un insieme
di standard universalmente accettati, che hanno causato una loro rapida diffusione.
Attualmente, gli standard per i servizi Web sono WSDL [10], SOAP [11] e UDDI
[9]. WSDL (Web Service Description Language) e` un linguaggio basato su XML,
riconosciuto come standard per la descrizione di servizi Web. Una descrizione WSDL
descrive cosa fa un servizio, definendo le operazioni da esso offerte, in termini dei
messaggi di input e di output coinvolti, e come invocarle, specificando uno o piu` punti
di connessione attraverso i quali si puo` accedere al servizio. SOAP (Simple Object
Access Protocol) e` il protocollo di trasporto standard per lo scambio di messaggi
XML in una rete di calcolatori. Quindi SOAP permette ad un qualsiasi programma
in grado di lavorare con XML e di comunicare via HTTP, di invocare servizi Web.
UDDI (Universal Description, Discovery and Integration) e` un insieme di registri
(online) dedicati alla memorizzazione di informazioni relative ai servizi Web, quali
i loro provider, le loro funzionalita`, la loro locazione, compreso un riferimento alla
loro descrizione WSDL. UDDI e` l’unico standard attualmente riconosciuto per la
ricerca di servizi Web. Tuttavia, il meccanismo di ricerca supportato da UDDI e`
orientato verso un uso tipicamente ”umano”, nello stile delle pagine gialle. Ad ogni
modo, WSDL, SOAP e UDDI sono i tre standard che hanno fatto dei servizi Web
una tecnologia largamente diffusa.
Il successo dei servizi Web, tuttavia, non dipende esclusivamente dalla definizione
di standard universali, ma anche dalla possibilita` di trovare e usare i servizi in modo
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anche con il nome di matchmaking) e la loro composizione sono oggi due dei maggiori
problemi aperti nell’area dei servizi Web. Infatti, l’infrastruttura corrente dei servizi
Web (WSDL, SOAP, UDDI) si limita a fornire un meccanismo di ricerca basato
esclusivamente su parole chiave, mentre non supporta affatto la composizione di
servizi Web. Negli ultimi anni, molti ricercatori hanno cercato con i loro studi di
contribuire alla soluzione di questi due problemi. Recentemente sono stati proposti
sia numerosi linguaggi per una migliore descrizione dei servizi Web, sia vari algoritmi
per la ricerca e/o composizione di servizi.
In particolare, tra i nuovi linguaggi proposti per la descrizione di servizi Web,
vogliamo qui menzionare OWL-S [6] (OWL-based Web Service ontology), che intro-
duce nelle descrizioni di servizi, sia il loro comportamento (cioe` il loro protocollo
di interazione, ovvero l’ordine delle operazioni offerte), sia la descrizione semantica
dei loro attributi funzionali (cioe` gli input richiesti e gli output prodotti). Vale la
pena specificare, che descrivere semanticamente un attributo funzionale, secondo la
visione del Semantic Web [3], significa assegnare a tale attributo un tipo definito in
una ontologia definita e condivisa in rete. Una ontologia e` una struttura dati gerar-
chica contenente tutte le entita` (cioe`, i concetti) e le loro relazioni che riguardano
un certo dominio.
OWL-S [6] e` un’ontologia per descrivere semanticamente servizi Web. Una des-
crizione OWL-S di un servizio Web consiste di tre documenti distinti: service profile,
che fornisce una descrizione del servizio ad alto livello e contiene diverse informazioni
quali gli input e gli output del servizio (cioe` le funzionalita` del servizio) e altri attribu-
ti non funzionali (come ad esempio, il tempo di risposta o la disponibilita`); process
model, che descrive il comportamento del servizio, in particolare fornendo una sua
descrizione in termine dei processi (atomici e composti) che lo compongono; service
grounding, che descrive come poter accedere e interagire con il servizio, specificando
il protocollo e il formato dei messaggi.
Con la diffusione di nuovi linguaggi per descrivere servizi, nuovi algoritmi per
la ricerca e/o composizione di servizi sono stati proposti, tra cui SAM [4] (Service
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Aggregation Matchmaking), un algoritmo per la ricerca di composizioni di servizi
Web. SAM e` uno dei primi algoritmi capaci di sfruttare tutte le informazioni con-
tenute in una descrizione OWL-S (cioe` comportamento e semantica dei servizi). In
particolare, SAM, data una query (espressa come un insieme di input e di output del
servizio da cercare), interroga un registro (locale) di servizi contenente descrizioni
OWL-S per determinare se esiste una composizione di servizi capace di soddisfare
la richiesta ricevuta. SAM consiste di due fasi principali: nella prima costruisce
un grafo che rappresenta le dipendenze tra quei servizi, appartenenti al registro,
selezionati perche` ritenuti probabilmente utili per soddisfare una data query. Du-
rante la seconda fase, SAM analizza questo grafo delle dipendenze per verificare se
la query puo` essere soddisfatta da un singolo servizio o, alternativamente, da una
composizione di servizi. In caso affermativo SAM suggerisce all’utente la sequenza
di processi atomici da invocare per soddisfare la richiesta.
Sebbene SAM presenti alcune caratteristiche decisamente apprezzabili (ad esem-
pio, la restituzione della sequenza dei processi da eseguire, o l’indicazione di input
addizionali necessari al soddisfacimento della query, come meglio spiegato nel Capi-
tolo 3), soffre tuttavia di alcune limitazioni, che i test condotti durante la prima
fase della tesi hanno evidenziato. Data la scarsa reperibilita` sul Web di descrizioni
OWL-S, durante la prima fase della tesi sono stati prodotti numerosi advertisement
OWL-S al fine di creare un registro contenente un cospicuo numero di (descrizioni
di) servizi per poter effettuare test intensivi sull’algoritmo. Alcune delle limitazioni
emerse dall’analisi di SAM si sono rivelate semplici difetti, prontamente risolti, men-
tre altre si sono configurate come problemi decisamente piu` significativi. L’analisi
dei risultati ottenuti dai test ha mostrato le due principali limitazioni di SAM, ovvero
la non minimalita` della composizione di servizi proposta per soddisfare la query e la
scarsa scalabilita` dell’algoritmo. Mentre il primo problema non pregiudica affatto la
corretta terminazione di SAM (che al piu` restituisce riposte non ottimizzate, coin-
volgendo servizi effettivamente non necessari per il soddisfacimento della query), il
secondo ne compromette l’utilizzabilita` non appena il registro contiene un numero
di servizi leggermente piu` consistente. Quindi, nonostante la chiara importanza del-
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stata dedicata alla eliminazione del problema della scalabilita`. I test effettuati han-
no stabilito che la causa della scarsa scalabilita` e` da imputare all’implementazione
di una determinata funzione dell’algoritmo. Lo scopo della seconda parte della tesi
e` stato quindi la riprogettazione di tale funzione, cos`ı da assicurare il corretto fun-
zionamento di SAM anche nel caso di un registro contenente un cospicuo numero di
servizi Web.
Precisamente, la funzione causa della scarsa scalabilita` dell’algoritmo, e` stata
riprogettata trasformando la sua attuale implementazione ricorsiva, in una piu` effi-
ciente implementazione iterativa, enumerando, attraverso l’uso di opportune strut-
ture dati, le varie possibili scelte alternative, prima esplorate tramite istanze ricor-
sive. I successivi test condotti sulla nuova versione dell’algoritmo hanno mostrato
buoni risultati. Infatti anche considerando un registro di servizi contenente un nu-
mero di servizi piuttosto elevato, SAM riesce a rispondere alle query sottomesse dagli
utenti con le opportune composizioni di servizi capaci di soddisfarle.
La tesi e` cos`ı organizzata: nel Capitolo 2 e` contenuta una breve descrizione di
OWL-S, il linguaggio recentemente proposto per descrivere semanticamente i servizi
Web, mentre nel Capitolo 3 e` illustrato il funzionamento di SAM, l’algoritmo per la
ricerca di servizi Web analizzato in questa tesi. Nel Capitolo 4 sono descritti i test
effettuati sull’algoritmo presentato nel Capitolo 3 e sono discussi i risultati prodotti
da tale analisi. Nel Capitolo 5 e` mostrata la soluzione proposta al problema di
scalabilita` che interessa l’algoritmo analizzato e infine nel Capitolo 6 sono contenute
alcune osservazioni finali.
Capitolo 2
OWL-S: un’ontologia per la
descrizione di servizi Web
Attualmente, come accennato nell’Introduzione, UDDI e` il solo standard univer-
salmente accettato per la ricerca di servizi Web. UDDI consente la creazione di
registri di servizi nello stile delle pagine gialle, sviluppando sistemi di ricerca basati
esclusivamente su parole chiave che offrono prestazioni non troppo performanti. Per
tali ragioni, il Semantic Web [3] propone di introdurre informazioni semantiche nella
descrizione dei servizi, cos`ı da poter effettuare ricerche basate non solo sulla sintassi,
ma anche sul contenuto. Un gruppo di ricercatori (OWL-S coalition), seguendo la
visione proposta dal Semantic Web, ha definito un linguaggio ad alto livello basato
su ontologie per la descrizione di servizi Web, chiamato OWL-based Web service on-
tology [6] (OWL-S). OWL-S e` un linguaggio semantico interpretabile dalle macchine
e fornisce tutte le informazioni necessarie per la ricerca, l’invocazione e la compo-
sizione automatiche di servizi. Secondo quando stabilito in [6], un servizio e` definito
da una descrizione OWL-S, strutturata in tre parti, riguardanti differenti aspetti
di un servizio: il service profile (che describe cosa fa un servizio), il service model
(che descrive come funziona un servizio) e il service grounding (che descrive come
interagire con un servizio).
Nella Sezione 2.1 sono discusse alcune delle attivita` che e` possibile automatizzare
grazie alle informazioni contenute nelle descrizioni OWL-S dei servizi Web, men-
tre nella Sezione 2.2 le tre parti di una descrizione OWL-S sono dettagliatamente
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illustrate.
2.1 Automatizzare ricerca, invocazione e composizione
di servizi Web
I servizi Web possono essere semplici (cioe`, atomici) o complessi (cioe`, composti).
Un servizio atomico e` un servizio eseguibile in un singolo passo, ovvero alla singola
richiesta del client corrisponde una sola risposta del servizio, senza che durante
l’elaborazione di tale risposta ci sia un qualsiasi tipo di interazione tra il servizio
e il client. Ad esempio un servizio che restituisce il codice di avviamento postale
data una certa citta` e` un servizio atomico. Al contrario, un servizio composto e`
costituito da molteplici servizi semplici, e potrebbe richiedere una intensa interazione
tra il client e i servizi che lo compongono. Ad esempio interagire con Amazon per
acquistare un libro, comporta cercare il libro desiderato con diversi criteri, (pro-
babilmente) leggere la recensione e fornire dati per il pagamento e la consegna del
libro. OWL-S e` stato concepito per supportare entrambe le categorie di servizi, e in
particolare, i servizi composti ne hanno fortemente influenzato la strutturazione. Le
seguenti tre attivita` introducono cio` che i suoi autori si aspettano da OWL-S [7, 8].
1. Ricerca automatica di servizi Web. La ricerca automatica di servizi Web
e` il processo con cui un servizio che offre particolari funzionalita` aderenti a cer-
ti requisiti specificati dal client e` individuato. Ad esempio, un client potrebbe
voler cercare un servizio Web che vende biglietti aerei tra due date citta` e che
accetta il pagamento con una particolare carta di credito. Attualmente, tutto
questo deve essere fatto manualmente dal client che dovrebbe usare un motore
di ricerca per trovare un servizio, leggere la corrispondente pagina Web, esegui-
re il servizio e verificare se esso soddisfa i requisiti specificati. Con OWL-S le
informazioni necessarie per la ricerca di servizi Web possono essere specificate
in un linguaggio interpretabile dalle macchine nel sito che ospita il servizio
Web. Un registro di servizi o un apposito motore di ricerca basato su ontolgie
potrebbe usare tali informazioni per localizzare il servizio richiesto automati-
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camente. Quindi, OWL-S permette la dichiarazione di proprieta` e funzionalita`
di un servizio che possono essere usate per automatizzare il processo di ricerca
di servizi Web.
2. Invocazione automatica di servizi Web. L’invocazione automatica di
servizi Web e` il processo con cui un servizio Web e` invocato da un programma
data la sola descrizione di tale servizio, senza che il programma sia stato pre-
programmato per essere capace di invocare quel particolare servizio. Questo e`
necessario, ad esempio, se un utente vuole effettivamente eseguire un servizio
che e` stato da lui cercato e selezionato. L’esecuzione di un servizio Web puo`
essere vista come un inseme di chiamate a procedure remote. OWL-S fornisce
una descrizione interpretabile dalla macchine di tali chiamate, che include la
semantica degli argomenti da specificare per eseguire una certa chiamata e la
semantica di cio` che il servizio restituisce all’utente. Un programma dovrebbe
sapere interpretare tale descrizione OWL-S e capire cos`ı quali input sono ne-
cessari per invocare il servizio e quali informazioni saranno restituite. Quindi,
OWL-S permette la descrizione delle chiamate a procedure remote che costitu-
iscono un servizio che possono essere utilizzate per automatizzare l’invocazione
di servizi Web.
3. Composizione ed interoperazione automatica del servizio Web. Ques-
ta attivita` coinvolge la selezione, la composizione e l’interoperazione automa-
tica di servizi Web per eseguire operazioni complesse, data la descrizione di un
obiettivo. Per esempio, un cliente potrebbe voler organizzare un viaggio per
partecipare ad una conferenza. Attualmente, il cliente dovrebbe selezionare i
servizi Web necessari, comporli manualmente e verificare che tali servizi pos-
sano effettivamente cooperare tra loro. Con OWL-S le informazioni necessarie
per selezionare e comporre i servizi sono codificate nei siti che ospitano tali
servizi. In questo modo, possono essere sviluppati programmi, capaci di inter-
pretare tali informazioni, che automaticamente, data la descrizione di un certo
obiettivo, individuano e compogono quei servizi necessari al suo raggiungimen-
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to. Per supportare tutto questo, OWL-S permette la definizione dei prerequi-
siti e delle conseguenze dell’esecuzione dei servizi, oltre che la descrizione della
loro composizione.
2.2 Struttura di una descrizione OWL-S
Una descrizione OWL-S consiste di tre documenti distinti, come illustrato in Figu-
ra 2.1, ognuno dei quali descrive un differente aspetto di un servizio Web. Ogni
documento e` il frutto della risposta ad una delle seguenti domande:
• Che cosa fa il servizio?
• Come funziona il servizio?
• Come si puo` interagire con il servizio?
La radice dell’ontologia dei servizi e` la generica classe Service, composta da tre
sottoclassi: service profile, service model e service grounding. Per ogni servizio Web
descritto con OWL-S, esistera` una istanza della classe Service. Il service profile
Figura 2.1: Un ontologia per servizi Web.
descrive cosa fa il servizio (prima domanda), ovvero fornisce ad un programma per
la ricerca di servizi Web le informazioni necessarie per determinare se il servizio
soddisfa le esigenze specificate dall’utente. Il service model descrive come funziona
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il servizio (seconda domanda) cioe` descrive che cosa succede una volta che il servizio
e` stato eseguito. In particolare, per i servizi composti, il process model puo` essere
usato da un programma per la ricerca di servizi Web per effettuare un’analisi piu`
approfondita del servizio, per la composizione di piu` servizi e per coordinare le
attivita` di tutti i servizi partecipanti alla composizione. Il service grounding des-
crive come accedere ed interagire con il servizio (terza domanda). Tipicamente,
il grounding descrive il protocollo di comunicazione, il formato del messaggio ed
altre informazioni specifiche. In generale, il service profile fornisce le informazioni
necessarie per la ricerca di servizi Web, mentre il service model e il service grounding
forniscono informazioni per eseguire i servizi Web. OWL-S definisce questi vincoli:
un servizio puo` essere descritto al piu` da un service model, e un service grounding
deve essere associato esattamente ad un servizio.
2.2.1 Service Profile
Come brevemente descritto nell’Introduzione, il modello corrente dei servizi Web
coinvolge tre entita`: il richiedente del servizio, il fornitore del servizio e registri dove
i servizi sono pubblicati. Il richiedente, data l’enorme quantita` di dati contenuta
in Internet non puo` scandagliare l’intera rete alla ricerca di un particolare servizio,
ma piuttosto fara` riferimento agli appositi registri di servizi, dove potra` localizzare
il servizio che meglio soddisfa le sue esigenze. Il ruolo dei registri di servizi Web e`
proprio questo: essi cercano di abbinare la richiesta del cliente con i servizi offerti
dai fornitori per individuare il miglior servizio con cui soddisfare il richiedente. Il
service profile permette sia la descrizione dei servizi offerti dai fornitori, sia la des-
crizione della richiesta del cliente. Il service profile, come illustrato in Figura 2.2
fornisce tre tipi di informazioni riguardanti l’organizzazione che fornisce il servizio, le
funzionalita` del servizio e altre attributi non funzionali caratterizzanti il servizio. In
particolare la descrizione delle funzionalita` del servizio consiste degli input richiesti
e degli output generati dal servizio. Inoltre, dato che un servizio puo` richiedere par-
ticolari condizioni esterne per poter essere eseguito e puo` produrre particolari effetti
nel mondo circostante, il service profile descrive anche le precondizioni richieste e gli
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Figura 2.2: Struttura del profile OWL-S.
effetti provocati dall’esecuzione del servizio. Per esempio, un servizio di vendita di
libri puo` richiedere come precondizione la disponibilita` di denaro per il pagamento
con carta di credito e come effetto puo` provocare che il libro acquistato dal cliente
sia recapitato all’indirizzo specificato. Infine, il service profile puo` contenere altre
proprieta` quali la categoria del servizio all’interno di un certo sistema di classifi-
cazione, e una serie di attributi non funzionali per la caratterizzazione del servizio
(Quality of Service) riguardanti ad esempio la velocita` di risposta, la disponibilita`,
la sicurezza offerta, eccetera.
2.2.2 Service Model
Il service model descrive il comportamento di un servizio Web. La sottoclasse prin-
cipale del service model e` il process model, che descrive un servizio in termini dei
processi che lo costituiscono. Ogni processo produce una trasformazione dei dati
ricevuti in input, e causa la transizione del mondo circostante da una condizione
ad un’altra. Ogni processo ha quindi associato un insieme in input e un insieme
di output, che rappresentano la trasformazione dei dati provocata dal processo, e
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un insieme di precodizioni ed effetti che rappresentano i requisiti necessari all’ese-
cuzione del processo e i cambiamenti provocati nel mondo esterno. Ovviamente,
gli input specificano le informazioni necessarie per l’esecuzione del processo, i cui
risultati sono rappresentati dagli output.
Come illustrato in Figura 2.3 OWL-S definisce tre tipi di processi: processi atomici,
processi composti e process semplici.
Figura 2.3: Struttura del process model OWL-S.
La classe Process e` infatti costituita da tre sottoclassi:
<owl:Class rdf:ID="Process">
<rdfs:comment> The most general class of processes </rdfs:comment>
<owl:disjointUnionOf rdf:parseType="Collection">
<owl:Class rdf:about="#AtomicProcess"/>






I processi atomici sono gli unici processi direttamente invocabili, non possono essere
ulteriormente decomposti (non hanno sottoprocessi) e sono eseguiti in un solo passo
(ad un messaggio di input, il processo atomico risponde con un messaggio di output,
senza che l’utente abbia alcuna visibilita` dell’esecuzione interna al processo). Ogni
processo atomico e` associato al service grounding, dove e` specificato come poter





I processi composti sono costituiti da altri processi, a loro volta atomici o composti.
La loro composizione e` specificata per mezzo di costrutti di controllo come sequence,
choice, iterate, if-then-else, ... , che hanno il significato attribuitogli nei
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Un processo composto possiede una proprieta` composedOf per la definizione della







Ogni controlConstruct, a sua volta, e` associato con una proprieta` components,











I processi semplici non possono essere invocati, non sono associati al service ground-
ing ma, come i processi atomici, sono immaginati per essere eseguiti in un singolo
passo. I processi semplici sono usati come elemento di astrazione, infatti un proces-
so semplice puo` essere usato per fornire una vista semplificata di un certo processo
atomico o composto. Nel primo caso, il processo semplice e` realizzato da un proces-
so atomico (proprieta` realizedBy), mentre nel secondo caso il processo semplice e`
espanso in un processo composto (proprieta` expandsTo).















Il service grouding e` l’unica parte concreta di una descrizione OWL-S. Infatti sia
il service profile che il service model sono soltanto delle rappresentazioni astratte
del servizio. Il service grounding fornisce le informazione necessarie per accedere ed
interagire con il servizio, specificando il protocollo di comunicazione e il formato del
messaggi. Lo scopo principale del service grounding e` mostrare come organizzare
concretamente gli input e gli output di un processo atomico (cioe` gli elementi ne-
cessari per interagire con il servizio) come messaggi. A tale scopo, OWL-S sfrutta
l’intenso lavoro svolto nell’aera della specificazione dei messaggi basandosi su WSDL
[10] e SOAP [11] (cioe`, il protocollo standard per lo scambio di informazioni in
ambienti distribuiti e decentralizzati).
Capitolo 3
SAM: un algoritmo per la
ricerca di servizi Web
La rapida diffusione di servizi Web ha provocato un crescente bisogno di metodi
efficienti per la loro ricerca (e composizione). Recentemente sono stati proposti
numerosi approcci al fine di rendere l’individuazione di servizi un processo facile e
veloce. In questo contesto si colloca SAM [4] (Service Aggregation Matchmaking), un
algoritmo per la ricerca di (composizioni di) servizi Web. SAM prende in input un
registro di servizi descritti in OWL-S e una query, che consiste degli input richiesti
e degli output restituiti dal servizio cercato dal client. SAM estende l’algoritmo
proposto da Bansal e da Vidal in [1, 2] introducendo sia un processo di matchmaking
piu` flessibile sia la ricerca di composizioni di servizi. Del resto, e` facile supporre che
query non soddisfacibili da un singolo servizio possono invece essere soddisfatte
componendo piu` servizi. Per esempio, si consideri il caso di un cliente che desidera
organizzare le proprie vacanze prenotando biglietti aerei, una sistemazione in un
hotel, visite guidate in determinate citta`, eccetera: e` semplice immaginare che una
richiesta cos`ı complessa sia soddisfatta da una composizione di servizi.
Le principali caratteristiche di SAM sono le seguenti:
• SAM esegue una procedura di matching precisa e dettagliata al livello dei
processi atomici.
• SAM effettua matching flessibili, restituendo match parziali e suggerendo input
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addizionali (quando alcuni output della query non possono essere soddisfatti
dai servizi nel registry.
• Quando non esistono servizi che singolarmente siano capaci di soddisfare la
query, SAM cerca composizioni di servizi capaci di produrre un match comple-
to. In questo caso SAM restituisce la sequenza di processi atomici che il client
deve invocare per ottenere gli output desiderati.
3.1 Service Aggregation Matchmaking
L’obiettivo di SAM [4] e` determinare se una query puo` essere soddisfatta da un
singolo servizio o, alternativamente, da una composizione di servizi. Inizialmente
SAM, durante una prima fase preliminare, costruisce un albero per ogni servizio
memorizzato nel registry, come descritto da Bansal e da Vidal in [2]. SAM consiste
di due parti principali:
1. Costruzione di un grafo, che rappresenta le dipendenze tra i processi atomici
(selezionati nella fase di matchmaking) dei servizi contenuti nel registry.
2. Analisi del grafo delle dipendenze, al fine di individuare una composizione di
servizi capace di soddisfare la query (o parte di essa, nel caso in cui nessuna
composizione sia in grado di soddisfarla completamente).
3.1.1 Costruzione del Grafo delle Dipendenze
Lo scopo di questa fase e` costruire un grafo diretto per rappresentare le dipendenze
tra i servizi selezionati durante il processo di matchmaking. Il grafo ha due tipi di
nodi: nodi processo e nodi data, i primi corrispondono ai processi atomici positivi al
matchmaking, i secondi corrispondono agli input e agli output di tali processi. Infatti
in SAM il match riguarda i soli processi atomici, cioe` gli unici processi direttamente
invocabili.
Un processo atomico risulta positivo al match se:
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1. tutti i suoi input sono disponibili, perche` sono parte della query o perche` sono
restituiti come output da altri processi atomici precedentemente matchati,
oppure
2. almeno uno dei suoi output e` parte della query o e` input per un processo
atomico precedentemente matchato.
Quando l’algoritmo trova un nuovo processo atomico positivo al match, crea un
nodo di tipo processo corrispondente e lo aggiunge al grafo. Per ogni nodo di tipo
processo inserito nel grafo, l’algoritmo genera ed inserisce (se non e` gia` presente)
un nodo di tipo data per ogni input ed output del processo atomico corrispondente.
Per ogni nodo di tipo data che e` input di un nodo di tipo processo, SAM inserisce
un arco diretto dal nodo data al nodo processo. Similmente per ogni nodo di tipo
data che e` output di un nodo di tipo processo, inserisce un arco dal nodo processo al
nodo data. Inoltre, il grafo delle dipendenze contiene altri due tipi di archi fra i nodi
di tipo processo: sequencing constraints e excluding constraints. Se un nodo P2 e`
un successore di un nodo P1 poiche` entrambi sono figli di un costrutto sequence,
SAM inserisce un arco P1 → P2 (sequencing constraints), in questo caso P1 e`
un predecessore di P2. SAM inserisce un arco bidirezionale P1 ↔ P2 nel grafo,
per ogni coppia di nodi processo (P1, P2), figli di un costrutto choice (excluding
constraints). Inizialmente, il grafo contiene soltanto nodi di tipo data corrispondenti
agli input e agli output della query. La fase di matchmaking cicla sul registry fino a
che non e` piu` possibile aggiungere al grafo delle dipendenze un nodo di tipo processo.
la fase di matchmaking e` realizzata da una funzione ricorsiva, Match, invocata su
tutti i servizi. Match inizia la sua esecuzione dalla radice dell’albero (che rappresenta
un servizio) (linea 3) e viene invocata ricorsivamente su tutti i figli (linee 21, 25).
L’esecuzione finisce nei nodi foglia, dove Match verifica la compatibilita` tra gli input
e gli output dei processi atomici corrispondenti e i nodi di tipo data presenti nel
grafo. Secondo le specifiche OWL-S [6], un output O e` compatibile con un input
I, se e solo se O ed I rappresentano lo stesso concetto, oppure O rappresenta un
sotto concetto di I. SAM definisce una funzione Match per ogni tipo di nodo OWL-S
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(sequence, choice, ecc...). Per i nodi atomici per esempio, Match controlla se il
processo atomico corrispondente e` gia contenuto nel grafo (linea 6). In caso negativo,
Match verifica la compatibilita` fra gli input e gli output del nodo atomico ed i nodi di
tipo data attualmente contenuti nel grafo (linea 7). Se tutti i suoi input o almeno uno
dei suoi output sono contenuti nel grafo allora il processo atomico risulta positivo al
match ed e` quindi aggiunto al grafo (linea 8). Match genera un nuovo nodo di tipo
processo, nuovi nodi di tipo data (linee 10, 13) e tutti gli archi necessari (linee 11,
14, 15-18) e provvede ad inserirli nel grafo delle dipendenze. Nel caso di una nodo
di tipo sequence, Match verifica se il sotto-albero corrispondente contiene almeno
un processo atomico che sia stato matchato (linee 20-22). In caso affermativo, tutti
i processi atomici (matchati e non) contenuti nel sotto-albero sono inseriti nel grafo
delle dipendenze (linea 23). Invece per un nodo di tipo choice, Match verifica se
contiene almeno un processo atomico matchato. In questo caso, diversamente da un
nodo sequence, soltanto i processi atomici matchati sono aggiunti al grafo (linea
25). In Figura 3.1 e` mostrato un esempio di grafo delle dipendenze.
Il comportamento della funzione Match e` riassunto dal seguente pseudocodice,
dove Ip e Op indicano rispettivamente gli input e gli output di P . Inoltre, Prevp
e` l’insieme dei processi atomici che devono essere eseguiti prima di P , mentre e
Choicep e` l’insieme dei processi atomici che possono essere eseguiti solo se P non
viene eseguito.
1. Match(ServiceRegistry SR, Query Q, Graph G)
2. repeat
3. forall service S in SR do Match (Root(S), Q, G);
4. until no process node is added to G;
5. Match(AtomicProcess P , Query Q, Graph G)
6. if (P 6∈ G) then
7. if (Ip ∈ G ∨Op ∩G 6= ∅) then
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8. Add P to G;
9. forall outputs O in Op do
10. if (O 6∈ G) then Add O to G;
11. Add (P,O) to G;
12. forall inputs I in Ip do
13. if (I 6∈ G) then Add I to G;
14. Add (I, P ) to G;
15. forall predecessors PR in Prevp do
16. if (PR ∈ G) then Add (PR,P ) to G;
17. forall choice processes PC in Choicep do
18. if (PC ∈ G) then Add (P, PC) ∧ (PC,P ) to G;
19. Match(SequenceProcess SP , Query Q, Graph G)
20. forall child C in SP .children do
21. Match(C, Q, G);
22. if (at least one process node is added to G) then
23. Add all atomic processes of SubTree(SP ) to G;
24. Match(choiceProcesses CP , Query Q, Graph G)
25. forall child C in CP .children do Match(C, Q, G);
3.1.2 Analisi del Grafo delle Dipendenze
La seconda fase dell’algoritmo consiste nell’analisi del grafo delle dipendenze cos-
truito durante la fase precedente. La seconda fase e` costituita da 5 step, descritti
qui di seguito.
Step 1. Raggiungibilita` degli outputs della query. Il grafo delle dipendenze
contiene un nodo di tipo data per tutti gli input e output della query, indipenden-
temente se questi dati sono stati matchati durante la prima fase. Prima di tutto
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SAM controlla se il grafo contiene nodi data corrispondenti agli output della query
che non hanno archi entranti provenienti da nodi di tipo processo. Tali ouput sono
improducibili dato che nessun servizio nel registry e` capace di generarli. Se ci sono
output di questo tipo, il client deve scegliere tra continuare ugualmente il processo
di matchmaking (scartando tali output dalla query) o terminare. Nel secondo caso
SAM termina restituendo una failure. Se il client sceglie invece di continuare, SAM
rimuove gli output improducibili dalla query e prosegue con il secondo step.
Step 2. Colorazione gialla. In questo step SAM identifica, colorando di giallo,
tutti i processi che potrebbero essere utili per la generazione degli output della query.
Inizialmente tutti i nodi nel grafo sono bianchi. Il colore bianco e` usato per indicare
tutti i nodi data e tutti i nodi processo non ancora esaminati. Per prima cosa SAM
colora di giallo tutti gli output della query. Ricorsivamente colora di giallo tutti i
nodi di tipo data e processo che sono bianchi e hanno un arco uscente che conduce ad
un nodo giallo. E` importante osservare che, in questo step, gli excluding constraints
non sono considerati. Il processo di colorazione gialla termina quando non ci sono
piu` nodi che possono essere colorati di giallo. Alla conclusione di questo step tutti
i nodi di tipo processo colorati di giallo corrispondono ai processi che potrebbero
essere utili per generare gli output della query. Invece i nodi rimasti bianchi non
sono sicuramente necessari per il soddisfacimento della query.
Step 3. Colorazione rossa e nera. Lo scopo di questo step e` identificare, dipin-
gendoli di rosso, quei processi che contribuiscono alla generazione degli output della
query e che possono essere effettivamente eseguiti (una volta forniti gli input della
query). Per descrivere questo step e` conveniente introdurre la definizione di processo
firable. Un nodo di tipo processo P e` firable, in un grafo G, se P e` giallo, tutti i
suoi nodi data di input sono rossi e, se ci sono nodi predecessori legati a P tramite
excluding constraints, almeno uno di tali predecessori e` rosso. L’algoritmo prima
di tutto dipinge di rosso tutti i nodi di data corrispondenti agli input della query.
Finche` c’e` almeno un nodo corrispondente ad un output della query ancora giallo
e almeno un processo firable, l’algoritmo sceglie uno dei processi firable. Se ci sono
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diversi processi firable uniti tramite excluding constraints, allora SAM sceglie non
deterministicamente uno di tali processi firable e lo dipinge di rosso. Ogni scelta non
deterministica corrisponde alla generazione di istanze differenti. Dopo aver colorato
un processo di rosso, tutti i suoi output sono colorati di rosso, e tutti i nodi processo
uniti ad esso tramite excluding constraints sono inibiti, colorandoli di nero. Quan-
do un nodo processo e` colorato di rosso, SAM lo aggiunge ad una lista di processi
inizialmente vuota. Ogni istanza di questo step finisce con un success se tutti gli
output della query sono diventati rossi, o con una failure se non ci sono piu` processi
firable ma c’e` un output della query ancora giallo. E` importante notare che se ci sono
diversi processi firable collegati tra loro da excluding constraints, SAM divide l’ese-
cuzione corrente di questo step in un numero di istanze uguale al numero dei processi
firable. Quindi il risultato di questo step sara` un insieme di triple <success/failure,
grafo colorato, sequenza di processi>.
Step 4. Analisi delle triple. SAM controlla se c’e` almeno una tripla <success,
grafo colorato, sequenza dei processi>. In caso positivo ritorna al client una lista
ordinata di tutte le triple Ti dove Ti = <success, grafo Gi , sequenzai di processi>.
Nel caso in cui tutte le triple generate durante il terzo step siano failure, SAM
controlla se esiste un insieme di failure che, combinate tra loro, siano capaci di
generare tutti gli output contenuti nella query (success ottenuto come aggregazione
di failure). Se invece un tale insieme di failure non esiste, significa che ci sono degli
output della query che sono rimasti gialli in tutti i grafi generati nel terzo step. In
questo caso l’algoritmo interroga il client per sapere se desidera piu` informazioni
riguardo agli input necessari per soddisfare completamente la query. Se il client
risponde positivamente SAM continua con il quinto step, altrimenti termina.
Step 5. Calcolo degli input addizionali. Durante questo ultimo step, SAM cerca
gli input addizionali necessari per attivare quei processi utili per generare gli output
non soddisfatti della query. Per ogni failure e per ogni output O non soddisfatto SAM
cerca i nodi processo gialli, capaci di generare O. L’insieme degli input addizionali
necessari per produrre O nella corrispondente failure, contiene tutti i nodi data gialli
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che sono input dei processi che producono O e ricorsivamente, tutti i nodi data gialli
che sono input dei loro predecessori.
3.2 Un esempio
In questa sezione il comportamento di SAM e` illustrato tramite un semplice es-
empio. Supponiamo che il registry contenga soltanto due advertisement OWL-S:
Banca Virtuale (Figura 4.1) e Serata Cinema (Figura 4.3), descritti nella Sezione 4.1.
Si consideri la seguente query:
• input: Nome Utente, Password, Nome, Email, Importo Euro, C/a Numero, In-
fo Bank, Nome Cinema, Titolo Film, Citta`, Indirizzo, Numero Posti, Posti Scelti.
• output: Ricevuta Prenotazione
L’algoritmo di Bansal e Vidal [2] fallisce perche` nessun servizio del registry e` capace
singolarmente, di soddisfare la query. Infatti l’unico servizio capace di produrre Rice-
vuta Prenotazione e` Serata Cinema, che richiede come input Tipo Carta Di Credito e
Numero Carta Di Credito per attivare ed eseguire tutti i suoi processi. Tuttavia,
anche se tali input non sono contenuti nella query, possono essere prodotti dall’ese-
cuzione del servizio Banca Virtuale. Prima di tutto SAM costruisce il grafo delle
dipendenze (Figura 3.1 non colorata), risultato del confronto tra la query e i servizi
nel registry. Vale la pena osservare nel grafo di Figura 3.1 gli excluding constraints
presenti, per esempio tra i processi atomici Crate Account e Load Account, o tra
Carica Account Banca, Crea Account Banca. Successivamente durante il primo step,
SAM controlla se nel grafo ci sono degli output della query disconnessi: in questo
esempio tutti gli output della query sono prodotti da almeno un processo atomico.
Nel secondo step, SAM inizia colorando di giallo tutti i nodi data corrispondenti agli
output della query e prosegue colorando ricorsivamente di giallo tutti i nodi (data e
processo) collegati tramite un arco uscente ad un nodo giallo.
Al termine di questo step, tutti i nodi sono gialli, ad eccezione di Ricevuta Cliente,
Lista Cinema, Lista Film Sala, Lista Posti Disponibili. Durante il terzo step, SAM co-
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Figura 3.1: Grafo delle dipendenze al termine del terzo step.
lora di rosso tutti i nodi data gialli corrispondenti agli input della query. A questo
punto i processi firable sono Create Account e Carica Account Banca, dato che han-
no tutti gli input rossi e non hanno predecessori. Supponiamo che SAM scelga di
eseguire Carica Account Banca. SAM lo colora di rosso, colora di rosso i suoi output
e lo inserisce nella lista dei processi da eseguire. Inoltre, Carica Account Banca e`
legato tramite un excluding constraint a Crea Account Banca. Quindi SAM inibisce
Crea Account Banca, colorandolo di nero, e genera un’altra istanza di esecuzione,
dove, viceversa, Crea Account Banca e` colorato di rosso, e Carica Account Banca e` ini-
bito. Adesso anche Carta Di Credito Euro e` firable, SAM quindi lo colora di rosso o lo
inserisce nella lista dei processi da eseguire. L’algoritmo continua in questa maniera
fino a che non ci sono piu` processi firable. Alla fine del terzo step SAM restituisce due
successi. Il grafo delle dipendenze relativo alla prima istanza e` mostrato in Figura
3.1. La sequenza dei processi da eseguire prodotta dalla prima istanza e` la seguente:
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[Crea Account Banca, Create Account, Scegli Cinema, Scegli Film, Prenota Biglietto,
Carta Di Credito Euro, Pagamento Cinema] mentre quella risultante dalla seconda is-
tanza e`: [Carica Account Banca, Create Account, Scegli Cinema, Scegli Film, Preno-
ta Biglietto, Carta Di Credito Euro, Pagamento Cinema]. Nel quarto step, SAM con-
trolla se tra le triple restituite e` presente almeno un successo. In caso affermativo,
come nell’esempio descritto, SAM restituisce un elenco dei successi trovati. Ovvia-




4.1 Realizzazione di un insieme di descrizioni OWL-S
Data la loro scarsa reperibilita` sul Web, al fine di realizzare una analisi dell’algo-
ritmo presentato nel Capitolo 3, e` stato necessario produrre un numero abbastanza
sostanzioso di descrizioni OWL-S1. Qui di seguito, sono descritti brevemente alcuni
degli advertisement OWL-S generati.
• Banca Virtuale.owl: descrive un servizio che, date alcune informazioni per-
sonali (come ad esempio, dati anagrafici e numero di conto corrente) crea carte
di credito virtuali.
• Noleggio Motociclo.owl: rappresenta un servizio per il noleggio di moto e
ciclomotori.
• Serata Cinema.owl: descrive un servizio per la prenotazione e l’acquisto di
biglietti necessari per assistere agli spettacoli offerti da alcuni cinema.
• Viaggi.owl: presenta un servizio per la gestione di un viaggio, inclusa la
prenotazione di mezzi di trasporto (treno, aereo) e/o hotel.
• Console Shop.owl: rappresenta un servizio per l’acquisto di console, come
ad esempio Playstation e Xbox.
1alcuni degli advertisement OWL-S realizzati descrivono servizi consultabili all’indirizzo
http://www.xmethods.com
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• Economia.owl: descrive un servizio per la consultazione degli indici delle
borse italiana e estera, per la visione dell’andamento dei titoli azionari italiani
e per la compravendita di azioni.
• Noleggio.owl: descrive un servizio per il noleggio di Vhs, Dvd e Cd.
• Game Shop.owl: presenta un servizio per l’acquisto di video giochi per
diverse piattaforme (come ad esempio Playstation e Xbox).
• Photo Service.owl: rappresenta un servizio per la stampa di foto in vari
formati e su vari supporti.
• Gioielleria.owl: descrive un servizio per l’acquisto di gioielli.
• Electronics Store.owl: descrive un servizio per l’acquisto di notebook e
macchine fotografiche digitali.
• Prepaid Cards.owl: presenta un servizio che, date alcune informazioni per-
sonali, crea carte prepagate di vario taglio.
• Gadget Squadre.owl: rappresenta un servizio per l’acquisto di oggettistica
delle squadre di calcio italiane.
• Varie-inglese.owl: descrive un servizio per la traduzione in lingua inglese di
documenti scritti in varie lingue europee e asiatiche.
• Inglese-varie.owl: rappresenta un servizio per la traduzione di testi inglesi
in varie lingue europee e asiatiche.
• Codicefiscale.owl: descrive un servizio che, dati i dati anagrafici, calcola il
codice fiscale.
• Certificatoresidenza.owl: descrive un servizio per la generazione del certi-
ficato di residenza, dati i dati anagrafici del richiedente.
• Informazioniluogo.owl: presenta un servizio, che dato il codice di avvia-
mento postale restituisce nome, temperatura, e ora esatta della localita` cor-
rispondente.
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• GradiFahrenhiet.owl: presenta un servizio per la conversione in gradi Fah-
renhiet di una temperatura espressa in gradi Centigradi.
• FahrenhietGradi.owl: descrive un servizio per la conversione in gradi Centi-
gradi di una temperatura espressa in gradi Fahrenhiet.
• LongitudineLatitudine.owl: rappresenta un servizio che restitusce la lati-
tudine e longitudine di una data citta`.
• Meteo.owl: descrive un servizio che fornisce le condizioni meteo di un dato
luogo.
• Orbite.owl: presenta un servizio per la consultazione delle orbite dei pianeti
del sistema solare.
• Trova Numero Telefono.owl: descrive un servizio per la ricerca di numeri
telefonici.
• Invia Fax.owl: descrive un servizio per l’invio di fax.
• ConvertitoreImmagine.owl: presenta un servizio per la conversione di
immagini in vari formati elettronici.
• Invia MMS.owl: descrive un servizio per l’invio di MMS.
• Invia SMS.owl: descrive un servizio per l’invio di SMS.
Nelle successive quattro sotto sezioni, sono descritti in dettaglio i servizi Banca Virtua-
le, Noleggio Motociclo, Serata Cinema e Viaggi, che verranno utilizzati nella Sezione
4.2 per illustrare alcuni test effettuati. Inoltre, nell’Appendice A sono mostrati i
process model dei servizi Console Shop, Economia, Noleggio, e Game Shop, anch’essi
impiegati nella Sezione 4.2.
4.1.1 Banca Virtuale
Banca Virtuale, come precedentemente descritto, e` un servizio per la creazione di
carte di credito virtuali. Banca Virtuale, il cui process model e` schematizzato in
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Figura 4.1, e` costituito da un processo composto di tipo sequence, Banca Virtuale,
a sua volta formato da due processi di tipo choice, Login e Scegli Valuta. Il primo e`
costituito da due processi atomici, Carica Account Banca e Crea Account Banca, che
permettono all’utente di scegliere tra effettuare il login o creare un nuovo account.
Scegli Valuta e` anch’esso composto da due processi atomici, Carta Di Credito Euro e
Carta Di Credito $, i quali permettono all’utente di ottenere carte di credito virtuali
(in euro e in dollari, rispettivamente), una volta fornite le proprie coordinate ban-
carie.
Il codice OWL-S del process model di Banca Virtuale e` mostrato nell’Appendice B.
Figura 4.1: Process Model del servizio Banca Virtuale.
4.1.2 Noleggio Motociclo
Noleggio Motociclo e` un servizio per il noleggio di moto e ciclomotori. Noleggio Moto-
ciclo, il cui process model e` schematizzato in Figura 4.2, e` costituito da un processo
composto di tipo sequence, Noleggio Motociclo, a sua volta formato da un processo
composto di tipo choice, Login, da un processo atomico, Prenota Noleggio Moto, e
un processo composto di tipo sequence, Acquista Prodotto. Login e` costituito da
due processi atomici, Load Account e Create Account, che permettono all’utente di
scegliere tra effettuare il login o creare un nuovo account. Prenota Noleggio Moto
permette all’utente di scegliere il ciclomotore da noleggiare. Acquista Prodotto e` an-
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ch’esso composto da due processi atomici, Consegna e Pagamento, i quali permettono
all’utente di inserire i dati necessari per la consegna e il pagamento del noleggio del
motociclo.
Figura 4.2: Process Model del servizio Noleggio Motociclo.
4.1.3 Serata Cinema
Serata Cinema e` un servizio per la prenotazione e l’acquisto di biglietti necessari
per assistere agli spettacoli offerti da alcuni cinema. Serata Cinema, il cui pro-
cess model e` schematizzato in Figura 4.3, e` costituito da un processo composto
di tipo sequence, Serata Cinema, a sua volta formato da un processo composto
di tipo choice, Login, un processo composto di tipo sequence, Cinema e da un
processo atomico, Pagamento Cinema. Login e` costituito da due processi atomici,
Load Account e Create Account, che permettono all’utente di scegliere tra effettuare
il login o creare un nuovo account. Cinema e` composto da tre processi atomici,
Scegli Cinema, Scegli Film, Prenota Biglietto, i quali permettono all’utente di scegliere
il cinema, ii film, e di prenotare il biglietto, rispettivamente. Pagamento Cinema per-
mette all’utente di pagare la prenotazione o l’acquisto dei biglietti, una volta forniti
i dati bancari.
Il codice OWL-S del process model di Serata Cinema e` mostrato nell’Appendice B.
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Figura 4.3: Process Model del servizio Serata Cinema.
4.1.4 Viaggi
Viaggi e` un servizio per la gestione di un viaggio. Viaggi, il cui process model e`
schematizzato in Figura 4.4, e` costituito da un processo composto di tipo sequence,
Viaggi, a sua volta e` formato da due processi composti di tipo choice, Login e Se-
leziona Prodotto, e da un processo composto di tipo sequence, Acquista Prodotto.
Login e` costituito da due processi atomici, Load Account e Create Account, che per-
mettono all’utente di scegliere tra effettuare il login o creare un nuovo account.
Seleziona Prodotto e` composto da tre processi, uno atomico, Prenota Hotel e due
composti, Treno e Aereo entrambi di tipo sequence. Prenota Hotel permette all’uten-
te di scegliere un hotel dove pernottare. Treno e` costituito da due processi atomici
Consultazione Orario Treno e Prenota Treno che permettono all’utente di prenotare
il viaggio in treno. Aereo e` a sua volta composto da due processi atomici, Consul-
tazione Orario Aereo e Prenota Aereo che permettono all’utente di prenotare il viag-
gio in aereo. Acquista Prodotto e` costituito da un processo atomico, Consegna, e da
un processo composto di tipo choice, Pagamento. Consegna permette all’utente di
inserire l’indirizzo dove devono essere recapitati i biglietti per il viaggio. Pagamen-
to e` composto da due processi atomici, Bonifico Bancario e Carta Di Credito, i quali
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permettono all’utente di pagare il viaggio (con bonifico bancario o carta di credito,
rispettivamente), una volta fornite le proprie coordinate bancarie.
Figura 4.4: Process Model del servizio Viaggi.
4.2 Risultati dei test realizzati
Una volta creato un registro contenente un cospicuo numero di advertisement OWL-
S, sono stati effettuati molteplici test, rivolti alla realizzazione di un analisi completa
dell’algoritmo presentato nel Capitolo 3. SAM e` stato interrogato con numerose
query, che ne hanno evidenziato certamente le potenzialita`, ma che allo stesso tempo,
ne hanno mostrato le attuali limitazioni. In questa sezione, cercheremo di illustrare
tramite semplici esempi, i piu` importanti risultati ottenuti da test effettuati.
Al fine di evitare esempi inutilmente troppo complessi e dispersivi, si consideri
un registro di servizi costituito da solo quattro advertisement, Banca Virtuale, No-
leggio Motociclo, Serata Cinema, Viaggi, descritti nella Sezione 4.1.
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Esempio 1.
Si consideri la seguente query cos`ı formulata:
• input: Nome Utente, Password, C/a Numero, Info Banca, Importo Euro, Nome,
Email, Citta`, Nome Cinema, Titolo Film, Numero Posti, Posti Scelti, Indirizzo
• output: Ricevuta Prenotazione
L’utente vuole cioe` acquistare dei biglietti per uno spettacolo di un certo cinema,
pagando tramite conto corrente bancario. Come si puo` facilmente notare dagli adver-
tisement schematizzati nella Sezione 4.1, la query puo` essere soddisfatta componendo
due servizi tra quelli disponibili, ovvero Banca Virtuale e Serata Cinema. Infatti, gli
input che mancano per la corretta esecuzione del servizio Serata Cinema possono es-
sere prodotti dal servizio Banca Virtuale. Effettivamente SAM, eseguito su tale query,
risponde con un successo, restituendo la lista dei processi atomici da invocare per
soddisfare la query (Figura 4.5). Innanzitutto e` importante osservare che SAM non
restituisce un solo successo, ma piuttosto tutti i successi raggiungibili con le varie
composizioni dei servizi nel registry. Ad esempio, con la query di input, entrambi
i due processi atomici Crea Account Banca e Carica Account Banca sono eseguibili:
SAM, quindi, restituisce sia il successo ottenuto selezionando Crea Account Banca,
sia il successo ottenuto selezionando Carica Account Banca.
Inoltre, come si puo` facilmente notare, la sequenza di processi atomici restituita
da SAM contiene anche processi non necessari per soddisfare la query. Nell’esem-
pio riportato, Viaggi.owl.xml#Create Account, Viaggi.owl.xml#Load Account, Noleg-
gioMotociclo.owl.xml#Load Account e NoleggioMotociclo.owl.xml#Create Account, an-
che se restituiti come parte di un successo, perche` effettivamente eseguibili, sono in
realta` inutili al fine dell’adempimento della query.
Una delle limitazioni di SAM e` quindi la non minimalita` della sequenza dei processi
atomici restituita.
Esempio 2.
Si consideri la seguente query cos`ı formulata:
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Figura 4.5: Output di SAM per la query dell’esempio 1.
• input: Nome Utente, Password, C/a Numero, Info Banca, Importo Euro, Ti-
po Gioello, Metallo Gioiello, Quantita` Gioiello, Numero Identificazione Gioiello,
Indirizzo, Citta`
• output: Lista Gioielli
L’utente vuole cioe` acquistare dei gioielli, pagando tramite conto corrente bancario.
Come si puo` facilmente notare dagli advertisement schematizzati nella Sezione 4.1,
la query non puo` essere soddisfatta componendo i servizi disponibili, ovvero Ban-
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ca Virtuale, Noleggio Motociclo, Serata Cinema, Viaggi. Infatti SAM, eseguito su tale
query, risponde con una failure (Figura 4.6).
Figura 4.6: Output si SAM per la query dell’esempio 2.
Numerosi test svolti al fine di verificare il comportamento di SAM in caso di insuc-
cessi, hanno mostrato che SAM, come ci si poteva facilmente aspettare, funziona
correttamente nel caso in cui la query non possa essere soddisfatta con i servizi
disponibili nel registry.
Esempio 3.
Si consideri la seguente query cos`ı formulata:
• input: Nome Utente, Password, C/a Numero, Info Banca, Importo Euro, Co-
dice Cliente, Citta`, Data In, Numero Posti, Stelle, Numero Identificazione Hotel
• output: Hotel Prenotato
L’utente vuole cioe` prenotare una camera in hotel, pagando tramite conto corrente
bancario.
Come si puo` osservare dagli advertisement schematizzati nella Sezione 4.1, la query
non puo` essere soddisfatta con i servizi disponibili. Tuttavia, componendo i due
servizi Banca Virtuale e Serata Cinema e con l’ausilio di input addizionali, la query
potrebbe essere soddisfatta. Infatti, non tutti gli input del servizio Serata Cinema
sono contenuti nella query o sono prodotti da Banca Virtuale.
36 CAPITOLO 4. ANALISI DI SAM
SAM quindi eseguito su tale query, suggerisce gli input necessari per far si che
la query diventi soddisfacibile (Figura 4.7), restituendo le possibili combinazioni di
input utili per ottenere il successo in tutte le failure generate da SAM
Figura 4.7: Output di SAM per la query dell’esempio 3.
I test condotti al fine di testare il comportamento di SAM nel caso di match parziali
con richiesta di input addizionali, hanno di nuovo mostrato un corretto funziona-
mento dell’algoritmo.
L’unica osservazione da fare riguarda il modo di calcolare gli input addizionali.
Gli input addizionali necessari per ottenere un certo output (insoddisfatto) sono gli
input (gialli) del processo capace di produrlo, a cui vanno aggiunti gli input (gialli)
dei predecessori di tale processo. Naturalmente, possono esistere diverse combi-
nazioni di input addizionali, se ad esempio ci sono piu` processi capaci di produrre
l’output insoddisfatto, o se questi hanno a loro volta diversi predecessori. SAM cal-
cola quindi gli additional input considerando i soli processi (e eventuali predecessori)
che producono direttamente l’output insoddisfatto, senza pero` considerare altre pos-
sibilita`, che potrebbero invece essere scoperte estendendo l’analisi anche ai processi
che non producono direttamente l’output insoddisfatto, ma che contribuiscono, in
qualche modo, a produrlo.
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Esempio 4.
Aumentiamo adesso il numero di servizi all’interno del registry, aggiungendo ai
quattro gia` presenti (Banca Virtuale, Noleggio Motociclo, Serata Cinema, Viaggi) Con-
sole Shop, Economia, Noleggio, Game Shop, i cui process model sono mostrati nell’
Appendice A.
Si consideri la query composta da:
• input: Nome Utente, Password, Email, Nome, C/a Numero, Info Banca, Im-
porto Euro, Codice Cliente, Citta`, Data In, Data Out, Numero Posti, Stelle, Nu-
mero Identificazione Hotel, Citta` Di Partenza, Citta` Di Destinazione, Data Di -
Partenza, Ora Di Partenza, Classe, Numero Identificazione Aereo, Tipo Dell Ae-
reo, Indirizzo
• output: Hotel Prenotato, Lista Aerei, Ricevuta Di Pagamento
L’utente vuole organizzare un viaggio prenotando volo e pernottamento in hotel,
pagando tramite conto corrente bancario.
In questo caso la query puo` essere soddisfatta componendo due servizi nel reg-
istry, precisamente Viaggi e Banca Virtuale. Infatti Banca Virtuale produce i due in-
put mancanti (Tipo Carta Di Credito e Numero Carta Di Credito) necessari per la cor-
retta esecuzione di Viaggi. Tuttavia, SAM se interrogato con questa query, non resti-
tuisce un successo, ma bens`ı un eccezione di tipo java.lang.OutOfMemoryError:
Java heap space (Figura 4.8)
Altri test successivamente effettuati hanno confermato l’evidente problema di scala-
bilita` esistente. I test sono quindi stati momentaneamente interrotti, data l’impos-
sibilita` di eseguire SAM nel caso in cui il registry contenga piu` di sette servizi.
4.3 Conclusione dell’analisi
I test effettuati hanno evidenziato due classi di problemi: mentre la prima include
questioni facilmente risolvibili, la seconda comprende una limitazione, ovvero la sca-
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Figura 4.8: SAM esaurisce lo spazio a disposizione nello heap.
labilita`, decisamente piu` importante, che necessita un’attenta riprogettazione di al-
cune parti dell’algoritmo. Ad esempio due piccoli difetti che sono stati regolarmente
corretti sono i seguenti:
• SAM identificava i nodi ti tipo processo, tramite il solo nome del processo
atomico corrispondente. Chiaramente per identificare univocamente un nodo
processo e` necessario riferire l’intero URL del processo atomico corrispondente
(URL servizio#nome processo atomico).
• SAM non era in grado di lavorare con servizi ”semplici”, vale a dire formati da
un solo processo atomico. Questa limitazione, adesso eliminata, era causata
da un parsing errato degli advertisement OWL-S.
Tuttavia, come evidenziato nella Sezione 4.2, il problema piu` evidente riscontrato
e` la scalabilita`.
Questo problema trae la sua origine nell’ultima fase dell’algoritmo, cioe` l’analisi del
grafo delle dipendenze, precisamente nel terzo step. Infatti durante la colorazione
rossa e nera, nel caso in cui il grafo contenga dei nodi processo firable legati tramite
excluding constraints ad altri processi firable, SAM divide l’esecuzione in piu` istanze.
Nell’esempio 4 della Sezione 4.2, tutti gli otto servizi contenuti nel registry sono
inseriti nel grafo delle dipendenze, perche` tutti sono ritenuti utili per l’adempimento
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Figura 4.9: Un semplice grafo delle dipendenze.
della query (tutti i servizi sono di tipo sequence, e tutti contengono almeno un
processo atomico positivo al confronto con la query). Il grafo cos`ı generato contiene
numerosi excluding constraints, che legano tra loro processi i quali, data la query
nell’esempio 4, diventano firable. La colorazione rossa e nera di SAM genera quindi
un numero di istanze di esecuzione molto elevato. Infatti con soli sette servizi, SAM
genera 554 istanze che danno origine a dei successi, a cui vanno aggiunte le ancora
piu` numerose istanze che conducono a fallimenti.
Figura 4.10: Istanze generate dalla funzione RedBlackPhase.
Con l’introduzione nel registry dell’ottavo servizio SAM genera un numero di
istanze (anche annidate) tale da terminare lo spazio a disposizione nello heap. La
causa e` da imputare all’implementazione ricorsiva della funzione RedBlackPhase, che
40 CAPITOLO 4. ANALISI DI SAM
realizza il terzo step dell’analisi del grafo delle dipendenze. Nel particolare contesto
dell’esempio 4, le chiamate ricorsive a RedBlackPhase si susseguono e si annidano
fino ad occupare interamente lo spazio disponibile nello heap.
Per meglio illustrare questo importante problema, si consideri il banale grafo
delle dipendenze in Figura 4.9, contenente alcuni processi atomici legati da exclud-
ing constraints (i nodi di tipo data sono stati omessi per semplicita`). In Figura 4.10
e` mostrato uno dei possibili modi in cui RedBlackPhase moltiplica le sue istanze. Ad
esempio, supponendo che i processi firable siano inizialmente 1 e 2, RedBlackPhase
divide la sua esecuzione in due istanze, dato che 1 e 2 sono legati tramite un ex-
cluding constraint (quindi, soltanto uno di essi puo` essere scelto per l’esecuzione).
Supponendo poi, che il processo 9 diventi firable e che successivamente lo diventino
quindi anche i processi 3, 4 e 5, RedBlackPhase genera altre tre istanze. Infine ulteri-
ori due istanze sono create quando i processi 6 e 7 diventano firable. Quindi, anche
in un grafo delle dipendenze veramente semplice, come quello mostrato in Figura 4.9,
il numero delle istanze e` piuttosto elevato (12, nell’esempio discusso). Ovviamente
con il crescere del numero di processi atomici legati da excluding constraints con-




La limitazione piu` evidente riscontrata, come evidenziato nella Sezione 4.3, e` la
scarsa scalabilita` dell’algoritmo. Una volta attribuita la causa alla funzione Red-
BlackPhase, e` stato possibile analizzare piu` a fondo il problema e progettarne cos`ı
una possibile soluzione.
Nella Sezione 5.1 la nuova strutturazione della funzione RedBlackPhase e` som-
mariamente presentata, mentre nella Sezione 5.2 la sua nuova implementazione e`
analizzata dettagliatamente. Infine, nella Sezione 5.3 sono discussi i risultati dei
test effettuati sulla nuova versione di SAM.
5.1 Progettazione
In generale, la soluzione proposta in questa tesi consiste nella conversione della
funzione RedBlackPhase, dalla sua implementazione ricorsiva ad una piu` efficiente
implementazione iterativa. Le varie istanze generate durante l’esecuzione della ver-
sione ricorsiva di RedBlackPhase, sono state enumerate nella versione iterativa, cioe`,
la ricorsione e` stata enumerata attraverso delle opportune strutture dati.
La struttura dati fondamentale per la realizzazione della soluzione qui proposta e`
un albero, dove ogni nodo rappresenta una scelta che l’algoritmo effettua durante la
colorazione rossa e nera del grafo delle dipendenze. Data la funzione svolta dai suoi
nodi, tale albero e` stato chiamato albero delle scelte. Durante la colorazione rossa e
nera del grafo delle dipendenze, l’algoritmo cerca i processi firable. Se un processo
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P firable non e` legato ad altri processi tramite excluding constraints, l’algoritmo
semplicemente colora P di rosso e continua cercando un nuovo processo firable.
Se invece tale P firable e` legato ad un altro processo firable Q tramite excluding
constraints, l’algoritmo deve compiere una scelta, dato che P e Q non possono essere
entrambi colorati di rosso. Infatti, la presenza di un excluding constraint tra P e
Q sta a significare che P e Q sono figli di un processo composto di tipo choice
appartenente ad un qualche servizio. Percio` l’esecuzione di P esclude quella di Q e
viceversa. Quindi l’algoritmo deve scegliere se colorare di rosso P o colorare di rosso
Q. Nella versione precedente di RedBlackPhase, per poter considerare entrambe le
possibilita`, venivano create piu` istanze di RedBlackPhase (ad esempio, una per P
e una per Q). Questo punto di scelta tra P e Q viene rappresentato da un nodo
dell’albero delle scelte, che avra` un figlio corrispondente al processo P e un figlio
corrispondente al processo Q. Il caso in cui P e` colorato di rosso e Q di nero, e`
rappresentato dal nodo dell’albero corrispondente a P , e il caso contrario, cioe` in cui
Q e` colorato di rosso e P di nero, e` rappresentato dal nodo dell’albero corrispondente
a Q. In ogni nodo dell’albero delle scelte saranno memorizzate le modifiche effettuate
nel grafo delle dipendenze, cioe` saranno memorizzati i nodi colorati di nero o di rosso.
In questo modo potra` sempre essere ripristinata la versione precedente del grafo delle
dipendenze cos`ı come era prima di compiere una determinata scelta. Il caso in cui
il grafo delle dipendenze non puo` piu` essere visitato ulteriormente (vale a dire, non
contiene piu` processi firable) e` rappresentato da un nodo foglia dell’albero delle
scelte. Quindi, quando RedBlackPhase si trova in un tale nodo foglia, puo` generare
una tripla del tipo <success/failure, grafo G, sequenza dei processi da eseguire>.
Le altre triple potranno essere generate dalla visita delle altre foglie dell’albero delle
scelte. Questo comporta ripristinare il grafo delle dipendenze vigente prima della
scelta associata a tale nodo foglia, cos`ı da poter compiere altre scelte rappresentate
da altri nodi dell’albero. Ad esempio, in Figura 5.1 e` mostrato l’albero delle scelte
generato da RedBlackPhase per il grafo mostrato in Figura 4.9.
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Figura 5.1: Un esempio di albero delle scelte.
5.2 Realizzazione
L’albero delle scelte e` stato realizzato utilizzando dei particolari nodi appositamente
creati, di tipo NodoChoice. Un oggetto NodoChoice, come mostrato in Figura 5.2,
ha la seguente struttura:
• processName – e` il nome del processo contenuto nel grafo delle dipendenze,
legato da excluding constraints ad altri processi (contenuti in blacknodes),
che e` stato selezionato per essere colorato di rosso in questa scelta che questo
nodo dell’albero rappresenta.
• blacknodes – e` l’insieme dei processi del grafo delle dipendenze legati da ex-
cluding constraints al processo processName (che sono colorati di nero durante
la visita nel grafo delle dipendenze fatta in questa scelta).
• rednodes – e` l’insieme dei nodi di tipo processo che sono stati colorati di rosso
durante la visita del grafo delle dipendenze fatta in corrispondenza alla scelta
che questo nodo dell’albero rappresenta.
• reddata – e` l’insieme dei nodi di tipo data che sono stati colorati di rosso
durante la visita del grafo delle dipendenze fatta in corrispondenza alla scelta
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che questo nodo dell’albero rappresenta.
• children – e` l’insieme dei nodi figli di questo nodo dell’albero delle scelte.
• father – e` il nodo padre di questo nodo dell’albero delle scelte.
• explored – e` un intero che assume il valore 1 se questo nodo dell’albero delle
scelte e` stato visitato, o il valore 0, altrimenti.
Figura 5.2: Struttura di un nodo dell’albero delle scelte.
L’albero delle scelte e` costruito dalla funzione iterativa RedBlackPhase, descritta dal
seguente pseudo-codice, dove Q e G indicano rispettivamente la query e il grafo delle
dipendenze. Inoltre, P .choiceProcesses rappresenta i processi atomici legati tramite
excluding constraints al processo atomico P , e la funzione firable(G) restituisce i
processi atomici firable nel grafo G.
1. RedBlackPhase(Query Q, Grafo G)
2. crea un nuovo nodo N ′ dell’albero delle scelte;
3. root = N ′;
4. root.explored = 0;
5. nodocorrente = root;
6. forall nodo data i in Q.inputs do colora i di rosso;
7. Inizializza processSequence;
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8. while (root.explored != 1) do
9. if (∃ nodo processo P ∈ G : P ∈ firable(G)) then
10. if (P .choiceProcesses 6= ∅) ∧ (∃R ∈ P .choiceProcesses : R non nero) then
11. crea un nuovo nodo M dell’albero delle scelte;
12. M .explored = 0;
13. M .processname = P .name;
14. M .blacknodes = P .choiceProcesses;
15. aggiungi M a nodocorrente.children;
16. M .father = P .nodocorrente;
17. forall nodo processo C in P .choiceProcesses do
18. colora C di nero;
19. crea un nuovo nodo N dell’albero delle scelte;
20. N .explored = 0;
21. N .processname = C.name;
22. aggiungi N a nodocorrente.children;
23. N .father = nodocorrente;
24. nodocorrente = M ;
25. colora P di rosso;
26. aggiungi P a nodocorrente.rednodes;
27. forall nodo data o in P .outputs do colora o di rosso;
28. aggiungi P a processSequence;
29. else
30. nodocorrente.explored = 1;
31. if (∀ data node d ∈ Q.outputs : d rosso) then
32. crea una nuova tripla (success, G, processSequence);
33. else crea una nuova tripla (failure, G, processSequence);
34. while (nodocorrente != 0) ∧ (nodocorrente != nodoroot) do
35. forall nodo data d in nodocorrente.reddata do colora d di giallo;
36. forall nodo processo P in nodocorrente.rednodes do
37. colora P di giallo;
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38. rimuovi P da processSequence;
39. forall nodo processes B in nodocorrente.blacknodes do
40. colora B di giallo;
41. nodocorrente = nodocorrente.father;
42. if (@C ∈ nodocorrente.children : C.explored = 0) then
43. nodocorrente.explored = 1;
44. else
45. nodocorrente = C;
46. R = R′ : (R′ ∈ G) ∧ (R′.name = nodocorrente.processname);
47. forall nodo processo B in R.choiceProcesses do
48. colora B di nero;
49. aggiungi B a nodocorrente.blacknodes;
RedBlackPhase inizia la sua esecuzione creando un nuovo nodo N ′ dell’albero delle
scelte (linea 2), la cui radice sara` proprio il nodo N ′ (linea 3). RedBlackPhase
ovviamente segnala che il nodo radice non e` ancora stato visitato, assegnando alla
sua proprieta` explored il valore 1 (linea 4). Inoltre, il puntatore al nodo dell’albero
delle scelte che RedBlackPhase sta attualmente esplorando e` assegnato al nodo radice
(linea 5). Dopo aver inizializzato l’albero delle scelte, RedBlackPhase puo` dare inizio
alla colorazione rossa e nera del grafo delle dipendenze. Quindi, tutti i nodi di
tipo data corrispondenti agli input della query sono colorati di rosso (linea 6), e
la sequenza dei processi atomici da invocare per soddisfare la query e` inizializzata
(linea 7). A questo punto RedBlackPhase continua la sua esecuzione fino a che il nodo
radice dell’albero delle scelte non e` stato esplorato (linea 8). Nel caso in cui la radice
e` stata esplorata, cioe` tutti i suoi figli sono stati a loro volta visitati, la funzione
RedBlackPhase termina. Altrimenti continua, cercando un processo P firable nel
grafo delle dipendenze (linea 9). Se un tale P esiste, RedBlackPhase controlla (linea
10) che P sia legato tramite excluding constraints a processi non colorati di nero
(cioe` non inibiti, ovvero colorati di giallo). In caso affermativo, si crea un nuovo
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nodo M dell’albero delle scelte (linea 11), si assegna alla sua proprieta` explored
il valore 0 (linea 12), e si associa ad M in nome del processo P (linea 13), cioe` il
nome del processo che e` stato selezionato (in questo cammino dell’albero delle scelte)
per essere colorato di rosso. Inoltre, tutti i processi legati a P tramite excluding
constraints sono inseriti nell’insieme dei processi colorati di nero associati al nodo
M (linea 14). Il nodo M e` poi inserito tra i figli del nodo corrente (linea 15), che,
viceversa, diventa il padre di M (linea 16). A questo punto, per ogni processo C
legato a P tramite excluding constraints (linea 17), C e` colorato di nero (linea 18)
nel grafo delle dipendenze ed e` creato un nuovo nodo N dell’albero delle scelte (linea
19). Alla proprieta` explored del nodo N e` assegnato il valore 0 (linea 20), il nome
del processo C e` associato al nome del nodo N (linea 21), e il nodo N e` aggiunto
ai figli del nodo corrente (linea 22), che diventa il nodo padre di N (linea 23).
Finalmente, il nodo corrente puo` adesso puntare al nodoM (linea 24). Dopodiche` il
processo P che era stato selezionato dalla scelta corrispondente al nodoM , e` colorato
di rosso nel grafo delle dipendenze (linea 25), cos`ı come tutti i suoi output (linea
27). Il processo P e` poi aggiunto alla sequenza dei processi atomici da invocare per
soddisfare la query (linea 28), ed e` aggiunto all’insieme dei processi colorati di rosso
associati al nodo M (linea 26).
Se invece un processo P firable non esiste (linea 29) significa che il grafo delle
dipendenze non puo` essere ulteriormente visitato. Vale a dire che il nodo corrente
dell’albero delle scelte e` in realta` una foglia, dato che nessuna altra scelta puo`
essere fatta. Il nodo corrente e` stato cioe` definitivamente visitato e la sua proprieta`
explored e` settata al valore 1 (linea 30). A questo punto puo` essere creata una
tripla del tipo <success/failure, G, processSequence>, dato che, come appena detto,
il grafo delle dipendenze non puo` essere ulteriormente visitato. Quindi, non rimane
che verificare se tutti gli output della query sono stati colorati di rosso nel grafo delle
dipendenze (linea 31). In caso affermativo, verra` creata una tripla del tipo <success,
G, processSequence> (linea 32), altrimenti, dato che esistono output della query non
soddisfatti, e` creata una tripla del tipo <failure, G, processSequence> (linea 33).
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Adesso occorre visitare all’indietro l’albero delle scelte alla ricerca di un nodo
non ancora visitato (linea 34). Ogni volta che si risale dal nodo corrente verso il
suo nodo padre, occorre ripristinare la situazione vigente prima di visitare il nodo
corrente (cioe` prima di aver compiuto quella scelta). Questo implica di ricolorare
di giallo tutti i nodi (data e processo) colorati di rosso o di nero nel grafo delle
dipendenze durante la scelta associata al nodo corrente. In particolare, cio` significa
ricolorare di giallo i nodi data colorati di rosso (linea 35), i nodi processo colorati
di rosso (36–37) e i nodi processo colorati di nero (linea 39–40). Inoltre, i nodi
processo colorati di rosso durante la scelta associata al nodo corrente vanno anche
rimossi dalla sequenza dei processi atomici da eseguire per soddisfare la query (linea
38). Ripristinata la situazione vigente prima di intraprendere la scelta associata al
nodo corrente, si puo` risalire l’albero delle scelte, assegnando al nodo corrente il
suo nodo padre (linea 41). A questo punto, se tutti i figli del nuovo nodo corrente
sono stati visitati (linea 42), anche il nodo corrente diventa esplorato (linea 43) e si
deve continuare ulteriormente la visita verso l’alto dell’albero delle scelte, altrimenti
(linea 44) si sceglie uno di questi figli non visitati e si assegna al nodo corrente
(linea 45). Adesso il nodo corrente rappresenta una nuova scelta da esplorare. Si
individua quindi il processo R nel grafo delle dipendenze, il cui nome corrisponde al
nome associato al nodo corrente (linea 46). Dopodiche` ogni processo legato tramite
excluding constraints al processo R (linea 47) e` colorato di nero (linea 48) e aggiunto
all’insieme dei processi colorati di nero associati al nodo corrente (line 49).
La funzione RedBlackPhase e` stata implementata in Java, e il codice e` mostrato
in Appendice C.
Esempio.
Consideriamo adesso il grafo delle dipendenze mostrato in Figura 4.9 (dove per
semplicita` sono stati omessi i nodi di tipo data) e analizziamo come la funzione
RedBlackPhase genera il corrispondente albero delle scelte, illustrato in Figura 5.1.
Supponiamo che SAM, alla fine del secondo step descritto nella Sezione 3.1.2,
abbia colorato di giallo tutti i nodi di tipo processo contenuti nel grafo delle dipen-
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denze (cioe`, tutti i nodi processo potrebbero essere utili per soddisfare la query).
RedBlackPhase inizia quindi la sua esecuzione, occupandosi del terzo step dell’analisi
del grafo delle dipendenze, ovvero la colorazione rossa e nera. RedBlackPhase crea
subito l’albero delle scelte, costruendo il suo nodo radice. Successivamente, controlla
se il grafo contiene processi firable: in questo semplice esempio, i processi 1, 2 e 9
sono firable. Supponiamo che RedBlackPhase scelga di colorare di rosso il processo
1. Dato, pero`, che tale processo e` collegato tramite un excluding constraint ad un
processo, il numero 2, a sua volta firable, RedBlackPhase deve creare due nuovi nodi
nell’albero delle scelte, corrispondenti ai processi 1 e 2. Quindi, il nodo radice ha
adesso due figli, come mostrato in Figura 5.3.
Figura 5.3: Construzione dell’albero delle scelte.
Il nodo corrente, cioe` il nodo dell’albero delle scelte attualmente esplorato da
RedBlackPhase punta adesso al nodo corrispondente al processo 1. Quindi il processo
1 e` colorato di rosso nel grafo delle dipendenze, ed e` inserito sia nella lista dei processi
atomici da eseguire per soddisfare la query, sia tra i processi colorati di rosso durante
la scelta associata al nodo 1. Il processo 2 invece e` colorato di nero nel grafo ed e`
inserito tra i processi colorati di nero associati al nodo 1 dell’albero delle scelte.
A questo punto, RedBlackPhase continua a cercare processi firable: i processi 8 e 9
sono entrambi firable. Supponiamo che entrambi siano selezionati da RedBlackPhase,
che provvede a colorarli di rosso nel grafo delle dipendenze, e ad inserirli sia nella
sequenza dei processi atomici da eseguire, sia tra i processi colorati di rosso associati
al nodo 1 dell’albero delle scelte (dato cha sia il processo 8 che il processo 9 non sono
legati a nessun altro nodo processo tramite excluding constraints). Avendo colorato
di rosso i processi 8 e 9, i processi 3, 4, 5, 6 e 7 sono tutti firable. Supponiamo
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che RedBlackPhase selezioni il processo 3. Dato che tale processo e` legato tramite
excluding constraints ai processi 4 e 5, devono essere creati tre nuovi nodi dell’albero
delle scelte, corrispondenti ai processi 3, 4 e 5, figli del nodo 1, come illustrato in
Figura 5.4.
Figura 5.4: Construzione dell’albero delle scelte.
Il nodo corrente dell’albero delle scelte e` adesso posizionato sul nodo 3. Il pro-
cesso 3 e` colorato di rosso nel grafo delle dipendenze, ed inserito sia nella lista dei
processi da eseguire, sia tra i processi colorati di rosso associati al nodo 3 dell’al-
bero delle scelte. Invece, i processi 4 e 5 sono colorati di nero nel grafo e inseriti
tra i processi colorati di nero associati al nodo 3. A questo punto gli unici nodi
ancora firable nel grafo delle dipendenze sono i processi 6 e 7. Supponiamo che
RedBlackPhase selezioni il processo 6. Anche questo processo e` legato da excluding
constraints ad un altro processo firable, il processo 7. Quindi, sono creati altri due
nodi dell’albero delle scelte, figli del nodo 3, come mostrato in Figura 5.5.
Il nodo corrente dell’albero delle scelte e` adesso il nodo 6. Il processo 6 e` colorato
di rosso nel grafo delle dipendenze, ed inserito sia nella lista dei processi da eseguire,
sia tra i processi colorati di rosso associati al nodo 6 dell’albero delle scelte. Invece, il
processo 7 e` colorato di nero nel grafo e inserito tra i processi colorati di nero associati
al nodo 6. RedBlackPhase continua la sua esecuzione, cercando nuovi processi firable.
Il grafo delle dipendenze, pero`, non contiene piu` processi firable: significa che il nodo
corrente dell’albero delle scelte e` una foglia, dato che non potendo piu` effettuare
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Figura 5.5: Construzione dell’albero delle scelte.
scelte, non possono essere creati nuovi nodi figli del nodo corrente. La proprieta`
explored del nodo corrente e` quindi aggiornata al valore 1. RedBlackPhase controlla
allora se tutti gli output della query sono stati colorati di rosso nel grafo delle
dipendenze e crea un tripla del tipo <success/failure, G, {1, 8, 9, 3, 6} > (a seconda
se la query e` soddisfatta o meno).
Dato che questo ramo dell’albero delle scelte e` stato visitato, RedBlackPhase risale
l’albero alla ricerca di un nodo non ancora esplorato. In questo esempio, il nodo 3
contiene ancora un nodo figlio non visitato, cioe` il nodo 7. Allora, RedBlackPhase,
prima di continuare con l’esplorazione della scelta relativa al nodo 7, deve ripristinare
la situazione vigente prima di aver compiuto la scelta corrispondente al nodo 6.
Quindi RedBlackPhase rimuove il nodo 6 dalla sequenza dei processi da eseguire,
e colora di giallo tutti i nodi del grafo delle dipendenze colorati di rosso e di nero
durante la visita della scelta corrispondente al nodo 6. Il nodo corrente diventa prima
il nodo 3 e subito dopo il nodo 7, dato che e` l’unico figlio del nodo 3 non ancora
esplorato. Anche per il nodo 7 RedBlackPhase genera una tripla <success/failure,
G, {1, 8, 9, 3, 7} >, dato che dopo aver colorato di rosso il processo 7, il grafo delle
dipendenze non contiene piu` processi firable.
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RedBlackPhase quindi risale l’albero delle scelte alla ricerca di un nuovo nodo non
ancora esplorato. In questo caso, RedBlackPhase risale fino al nodo 1, dato che il
nodo 3 e` gia` stato visitato. RedBlackPhase continua cos`ı la sua esecuzione, fino a che
il nodo radice dell’albero delle scelte non sara` completamente visitato (cioe` tutti i
figli del nodo radice saranno stati a loro volta visitati). L’albero delle scelte prodotto
dall’esecuzione di RedBlackPhase e` illustrato in Figura 5.1. RedBlackPhase genera
esattamente 12 triple, pari al numero delle istanze generate con la sua precedente
implementazione ricorsiva.
5.3 Risultati dei nuovi test
Si consideri la query dell’esempio 4 descritto nella Sezione 4.2, cos`ı composta:
• input: Nome Utente, Password, Email, Nome, C/a Numero, Info Banca, Im-
porto Euro, Codice Cliente, Citta`, Data In, Data Out, Numero Posti, Stelle, Nu-
mero Identificazione Hotel, Citta` Di Partenza, Citta` Di Destinazione, Data Di -
Partenza, Ora Di Partenza, Classe, Numero Identificazione Aereo, Tipo Dell Ae-
reo, Indirizzo
• output: Hotel Prenotato, Lista Aerei, Ricevuta Di Pagamento
L’utente vuole organizzare un viaggio prenotando volo e pernottamento in ho-
tel con pagamento tramite conto corrente bancario. Ricordiamo che in questo ca-
so la query puo` essere soddisfatta componendo due servizi nel registry, precisa-
mente Viaggi e Banca Virtuale. Infatti Banca Virtuale produce i due input mancan-
ti (Tipo Carta Di Credito e Numero Carta Di Credito) necessari per la corretta ese-
cuzione di Viaggi. Tuttavia, SAM, come descritto nell’esempio 4 della Sezione 4.2,
se interrogato con tale query, non restituisce un successo, ma bens`ı un eccezione di
tipo java.lang.OutOfMemoryError: Java heap space. Con l’introduzione della
nuova funzione RedBlackPhase SAM, invece, risponde alla query con un successo,
restituendo la lista dei processi atomici da eseguire per ottenerlo (Figura 5.6).
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Figura 5.6: Risposta di SAM.
Certamente, pero`, anche in questo caso la sequenza di processi atomici restituita
da SAM contiene processi estranei alla soddisfazione della query. Come si puo` os-
servare dalla Figura 5.6, i processi atomici Game Shop.owl.xml#Create Account, No-
leggio Motociclo.owl.xml#Load account, Economia.owl.xml#Load Account, eccetera,
anche se restituiti come parte di un successo, perche` effettivamente eseguibili, sono
in realta` inutili al fine dell’adempimento della query.
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I numerosi test a cui e` stata sottoposta la nuova implementazione di RedBlack-
Phase hanno mostrato la validita` della soluzione proposta. Certamente la scarsa
reperibilita` sul Web di descrizioni OWL-S ha fortemente condizionato lo svolgimen-
to dei test, nonostante siano stati appositamente sviluppati un ragionevole numero
di advertisement OWL-S. Per questa ragione non e` stato possibile calcolare un limite
superiore al numero di servizi che SAM puo` gestire.
Vale la pena osservare, pero`, che la quantita` di memoria necessaria alla nuo-
va implementazione della funzione RedBlackPhase e` notevolmente inferiore a quella
richiesta dalla versione originale. Nella versione originale, ogni volta che viene gene-
rata una istanza dell’analisi, la funzione si chiama ricorsivamente e genera una copia
della struttura dati che rappresenta il grafo delle dipendenze. Tale struttura dati
consiste di due tabelle hash che occupano complessivamente O(P ) memoria, dove P
e` il numero di processi atomici contenuti nei servizi nel registro. Inoltre, dato che
l’algoritmo originale effettua le chiamate ricorsive della funzione RedBlackPhase in
modo da esplorare subito tutti i punti di scelta (cioe` compie una visita in profondita`
di un albero delle scelte virtuale), la memoria complessivamente occupata dall’al-
goritmo, dopo avere effettuato n scelte, e` n × O(P ). Al crescere della profondita`
dell’albero delle scelte, la memoria occupata dalla funzione e` quindi O(P 2), dato che
n ∈ O(P ).
Nella nuova versione della funzione RedBlackPhase, descritta nella Sezione 5.2,
viene memorizzata soltanto una copia del grafo delle dipendenze e questo riduce la
dimensione della memoria occupata a O(P ), ovvero la memoria occupata cresce in
modo lineare (anziche´ quadratico) rispetto al numero di processi atomici contenuti
nei servizi nel registro. Quindi, dato il minor spazio di memoria necessario per
l’esecuzione di RedBlackPhase, ci possiamo aspettare che il numero di servizi gestiti
da SAM cresca considerabilmente. In pratica, adesso il numero di servizi che SAM
riesce a esaminare e` limitato solamente dalla memoria a sua disposizione.
Capitolo 6
Conclusioni
I servizi Web sono componenti software auto-descriventi e indipendenti dalla piat-
taforma, che sono stati proposti al fine di facilitare la costruzione di applicazioni
complesse. Il rapido successo di questa tecnologia e` dovuto alla definizione di una
serie di standard universalmente accettati: WSDL [10], SOAP [11] e UDDI [9]. Tut-
tavia, la veloce e larga diffusione di questa tecnologia ha reso altrettanto necessari
efficienti meccanismi per la ricerca e composizione di servizi Web. SAM [4], l’al-
goritmo analizzato in questa tesi, e` uno dei tanti approcci recentemente proposti.
SAM e` un algoritmo per la ricerca di composizioni di servizi Web, che data una
query (espressa come input richiesti e output prodotti dal servizio desiderato da
un certo client), interroga un registro (locale) di servizi descritti in OWL-S [6] per
determinare se esiste una composizione di servizi capace di soddisfarla.
L’analisi di SAM descritta in questa tesi ha mostrato alcune funzionalita` ap-
prezzabili dell’algoritmo, quali ad esempio la restituzione della sequenza dei processi
costituenti i servizi da invocare per soddisfare la query e l’indicazione di eventuali
input addizionali quando la query non puo` essere totalmente soddisfatta. Tuttavia
gli intensi test a cui SAM e` stato sottoposto hanno evidenziato anche alcune sue
limitazioni, in particolare la non minimalita` della composizione restituita e la scarsa
scalabilita`. Mentre il primo problema non compromette le funzionalita` dell’algorit-
mo, che al piu` restituisce risposte non ottimizzate, il secondo ne pregiudica del tutto
il funzionamento. SAM non riesce infatti a terminare correttamente non appena il
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registro contiene un numero piu` elevato di descrizioni di servizi.
L’obiettivo della tesi e` stato quindi il raggiungimento della piena scalabilita` dell’
algoritmo, attraverso la riprogettazione di una sua specifica funzione, la cui inefficien-
te implementazione ricorsiva e` stata riconosciuta come la causa di questa importante
limitazione. Tale funzione, al fine di determinare tutte le possibile composizioni di
servizi con cui poter soddisfare la query, divideva la sua esecuzione in un numero, a
volte molto elevato, di istanze, che ben presto causavano l’esaurimento della memoria
a disposizione dell’algoritmo, rendendolo di fatto inutilizzabile. Durante lo svolgi-
mento di questa tesi, tale funzione e` stata nuovamente progettata e realizzata in
maniera iterativa, enumerando, attraverso opportune strutture dati, la varie pos-
sibili composizioni capaci di soddisfare la query, prima esplorate singolarmente da
una diversa istanza della funzione. Precisamente, grazie all’uso di una particolare
struttura dati, chiamata albero delle scelte, la nuova implementazione dell’algorit-
mo e` in grado di memorizzare tutti i momenti in cui durante l’esecuzione e` stata
compiuta una scelta (ognuna delle quali condurra` alla determinazione di una certa
composizione di servizi). Esplorando tutti i nodi di tale albero, l’algoritmo e` cos`ı in
grado di determinare tutte le possibili composizioni che possono essere costruite con
i servizi disponibili e in base alla query ricevuta in input, senza pero` dividere la sua
esecuzione in innumerevoli istanze.
I test conclusivi hanno mostrato l’efficacia della nuova implementazione di SAM,
che adesso e` in grado di rispondere alle query anche nel caso di un registro di servizi
contenenti un cospicuo numero di descrizioni OWL-S.
La nuova funzione dell’algoritmo e` stata implementata in Java e il codice e`
riportato in Appendice C.
Questa tesi ha indubbiamente contribuito allo sviluppo di SAM, dato che ha
provveduto ad eliminare una sua evidente limitazione. Tuttavia, i benefici di questo
lavoro potrebbero rivelarsi ancora piu` decisivi: infatti la raggiunta scalabilita` del-
l’algoritmo apre la strada ad altri possibili futuri lavori, rivolti alla realizzazione
di ulteriori miglioramenti di SAM. Ad esempio, potrebbero essere effettuati altri
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test, con registri contenenti una quantita` notevole di servizi, al fine di ricavare infor-
mazioni utili per la risoluzione del problema della non-minimalita` delle composizioni
restituite, o per perfezionare il calcolo degli input addizionali. Potrebbero inoltre
essere sviluppate tecniche di indexing e/o ranking (nello stile dei motori di ricerca
per pagine Web) per ridurre il tempo necessario a rispondere ad una query. Natu-
ralmente, la realizzazione di queste tecniche era prima preclusa dalla non scalabilita`
di SAM.
Quindi possiamo concludere, che il futuro sviluppo ed eventuale successo di SAM
sara` dipeso anche dal contributo apportato da questa tesi.
Appendice A
Process model dei servizi
OWL-S
Qui di seguito sono mostrati i process model relativi ai servizi nell’esempio 4 del
Capitolo 4.2.
Figura A.1: Process Model del servizio Noleggio.
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Figura A.2: Process Model del servizio Console Shop.
Figura A.3: Process Model del servizio Economia.
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Figura A.4: Process Model del servizio Game Shop.
Appendice B
Codice OWL-S
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Codice Java della funzione
RedBlackPhase
Codice Java della funzione RedBlackPhase.
// **************************************************************
// * RedBlackPhase: metodo che colora in rosso tutti i nodi che *
// * sono raggiungibili dagli input della query *
// **************************************************************
public static void RedBlackPhase()
{
// radice dell’albero delle decisioni
nodoChoice nodoroot = new nodoChoice("root",null);
nodoChoice nodocorrente = nodoroot;
// Si cercano e si colorano di rosso tutti gli input contenuti nella query
Iterator iQuery = DataNodeList.iterator();
boolean go = true;
while ((iQuery.hasNext()) && (go))
{
DataNode iNode = (DataNode) iQuery.next();
if ((iNode.typeIO.equals("input")) && (iNode.query))
dataColour.put(iNode.dataName, "red");
else go = false;
}
while ((nodoroot.explored != 1)) {
ProcessNode pnode = null;
// Si cerca un processo firable (se e` necessario, cioe` se ci sono ancora
// output della query gialli (remainOutput non e` vuoto))
Iterator iProc = processList.iterator();
while ((iProc.hasNext()) && (pnode == null))
{
ProcessNode procNode = (ProcessNode) iProc.next();
if (Firable(procNode,dataColour,processColour)) pnode = procNode;
}
if (pnode != null) { // C’e` almeno un processo firable
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// Si controlla se esistono processi firable legati a pnode
// con excluding constraints (o choiceProcesses e` vuoto o contiene
// processi tutti dipinti di nero
boolean allBlack = true;
Iterator itNode = pnode.choiceProcesses.iterator();
while ((itNode.hasNext()) && (allBlack))
{
ProcessNode pChoice = (ProcessNode) itNode.next();
if (processColour.get(pChoice.processName) != "black") allBlack = false;
}
if ((!pnode.choiceProcesses.isEmpty()) && (!allBlack))
{
// esistono processi firable legati a pnode
// con excluding constraints
nodoChoice nodo = new nodoChoice(pnode.processName, null);
// nodi colorati di nero per una certa scelta
nodo.blacknodes.addAll(pnode.choiceProcesses);
// collegamenti tra nodo padre e nodo figlio
// nell’albero delle decisioni
nodocorrente.children.add(nodo);
nodo.father = nodocorrente;
// per ogni nodo in choice con pnode deve essere creato
// un nuovo nodo nell’albero delle decisioni
Iterator prc = pnode.choiceProcesses.iterator();
while (prc.hasNext())
{
ProcessNode cTemp = (ProcessNode) prc.next();
processColour.put(cTemp.processName, "black");








// Process nodes colorati di rosso per una certa scelta
nodocorrente.rednodes.add(pnode);
// Si colorano di rosso gli outpout di pnode
Iterator o = pnode.output.iterator();
while (o.hasNext())
{
DataNode dTemp = (DataNode) o.next();
dataColour.put(dTemp.dataName, "red");
// Data nodes colorati di rosso per una certa scelta
nodocorrente.reddata.add(dTemp);
if ((dTemp.query) && (dTemp.typeIO.equals("output")))
remainOutput.remove(dTemp.dataName);
}
// si aggiunge pnode alla sequenza dei processi da eseguire




{ // non ci sono piu` processi firable o tutti gli output
// sono stati soddisfatti
nodocorrente.explored = 1;
Iterator aData = DataNodeList.iterator();
// Si calcolano gli output della query diventati rossi per
// questa scelta
Set redOutput = new HashSet();
boolean g = true;
boolean satisfiedQuery = true;
while ((aData.hasNext()) && (g))
{
DataNode dataNode = (DataNode) aData.next();






else satisfiedQuery = false;
}
else if (!dataNode.query) g = false;
}
// Soluzione (tripla) per questa scelta
LinkedList procSeqString = new LinkedList();
// sequence dei nomi dei processi da eseguire
Iterator tempIt = processSequence.iterator();




// tutti gli output della query sono rossi
solution = new Solution("success",dataColour,processColour,procSeqString,redOutput);
}
else solution = new
Solution("failure",dataColour,processColour,procSeqString,redOutput);
result.put(new Integer(result.size()+1), solution);
// Si ricerca un altro ramo dell’albero delle decisioni non ancora visitato
while ((nodocorrente.explored != 0) && (nodocorrente != nodoroot))
{
// i data nodes colorati di rosso vengono ridipinti di giallo
Iterator d = nodocorrente.reddata.iterator();
while (d.hasNext())
{
DataNode dNodeTemp = (DataNode) d.next();
dataColour.put(dNodeTemp.dataName, "yellow");
}
// i process nodes colorati di rosso vengono ridipinti di giallo




ProcessNode pNodeTemp = (ProcessNode) p.next();
processColour.put(pNodeTemp.processName, "yellow");
}
// si rimuovono dalla sequenza dei processi quelli inseriti
// per la scelta che si sta per lasciare
Iterator iTemp = nodocorrente.rednodes.iterator();
while (iTemp.hasNext())
{
ProcessNode pNodeTemp = (ProcessNode) iTemp.next();
processSequence.remove(pNodeTemp.processName);
}
// i process nodes colorati di nero vengono ridipinti di giallo
Iterator b = nodocorrente.blacknodes.iterator();
while (b.hasNext())
{
ProcessNode pNodeTemp = (ProcessNode) b.next();
processColour.put(pNodeTemp.processName, "yellow");
}
// adesso che i nodi colorati di rosso e di nero nella vecchia scelta
// sono stati riportati al giallo, si puo` cercare un’altra strada
// nell’albero delle decisioni
nodocorrente = nodocorrente.father;
// Si controlla se tutti i figli di nodocorrente sono stati esplorati
nodocorrente.explored = 1;
Iterator c = nodocorrente.children.iterator();
nodoChoice ncTemp = null;
while ((c.hasNext()) && (nodocorrente.explored == 1))
{
ncTemp = (nodoChoice) c.next();
if (ncTemp.explored == 0) nodocorrente.explored = 0;
}
// Si controlla se c’e` effettivamente un nodo ancora da esplorare
if (nodocorrente.explored != 1)
{
// Si cerca un nodo dell’albero delle decisioni non ancora esplorato
nodocorrente = ncTemp;
// cerco il process node del grafo che corrisponde al nodocorrente
ProcessNode newProcNode = null;
boolean findNode = false;
Iterator f = processList.iterator();
while ((f.hasNext()) && (!findNode))
{
ProcessNode pnTemp = (ProcessNode) f.next();
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}
// cerco il pnode della lista del grafo che corrisponde al nodocorrente.choiceProcesses
Iterator l = newProcNode.choiceProcesses.iterator();
while (l.hasNext())
{
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