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SAMENVATTING 
De laatste 20 jaar is de samenleving steeds afhankelijker geworden van digitale technieken. Een van de 
drijvende krachten hierachter is de software. Deze wordt steeds omvangrijker en de complexiteit ervan neemt 
toe. Om te borgen dat alle requirements van een softwareprogramma correct zijn geïmplementeerd moet er 
grondig getest worden. De realiteit is dat er veelal door een beperkt budget of een strikte time to market 
concessies worden gedaan. Door gebruik te maken van Model Based Testing is het mogelijk om op een 
gestructureerde manier automatisch test cases te verkrijgen. Binnen de academische wereld is veel aandacht 
voor deze methodiek. Diverse onderzoeken hebben al aangetoond dat erop het gebied van correctheid en 
efficiëntie voordelen te behalen zijn. Waarbij de vraag ontstaat: wordt de verbetering in correctheid ook door de 
stakeholders ervaren? Het vinden van een antwoord op deze vraag is de doelstelling van dit onderzoeksproject. 
Het uitgangspunt is de volgende onderzoeksvraag: “Verhoogt de toepassing van Model Based Testing in het 
ontwikkelproces de correctheidsperceptie van de stakeholders?”.  
Om deze vraag te beantwoorden is een kwalitatief onderzoek in de vorm van een ingebedde enkelvoudige 
casestudy uitgevoerd. Dit vond plaats in een software ontwikkelteam van een organisatie die acteert in de High 
Tech sector. De organisatie ontwikkelt en produceert lithografiesystemen voor de halfgeleider industrie. Gestart 
is met het uitvoeren van een nulmeting. Deze meting geeft inzicht in het basisniveau van de 
correctheidsperceptie van de stakeholders. In navolging hiervan is de inhoudelijke casestudy uitgevoerd waarin 
het reguliere software ontwikkelproces is doorlopen met als enige aanvulling het gebruik van Model Based 
Testing. De eindmeting volgde aan het einde van het volledige software ontwikkelproces. Bij deze eindmeting 
lag de focus op de bevindingen van de casestudy. De resultaten van de twee metingen zijn met elkaar vergeleken 
en gecombineerd met de bevindingen tijdens het software ontwikkelproces. Op basis van dit totaalbeeld zijn de 
conclusies opgesteld. 
De objectieve resultaten uit de casestudy laten zien dat de toepassing van Model Based Testing de correctheid 
van de software verhoogd. Door het gebruik van Model Based Testing zijn voorheen onbekende defecten 
aangetoond in de software. Daarnaast liet Model Based Testing zien dat de externe interface niet robuust was bij 
oneigenlijk gebruik. Hieruit kan geconcludeerd worden dat Model Based Testing inhoudelijk een verbetering in 
correctheid biedt wanneer de gevonden afwijkingen worden gerepareerd. Deze bevindingen liggen in lijn met de 
bevindingen gedaan in diverse onderzoeken in de academische wereld. Er kan gesteld worden dat de 
uitgevoerde casestudy een valide basis is. Hierdoor zijn de subjectieve resultaten van de nul- en eindmeting te 
gebruiken om de onderzoeksvraag te beantwoorden. 
De subjectieve resultaten laten zien dat alle stakeholders de toevoeging van Model Based Testing als een 
positieve aanvulling hebben ervaren. Inhoudelijk kan er geconcludeerd worden dat de traceerbaarheid van de 
requirements in het testmodel de correctheidsperceptie van de stakeholders verhoogd. De resultaten laten zien 
dat de stakeholders, indien deze voldoende kennis bezitten van het domein/de context, in staat zijn de relatie te 
leggen tussen de requirements, de modellering en de annotatie in de visuele testmodellen. Daarnaast zorgt de 
gezamenlijke validatie/verificatie van de testmodellen voor een verhoogde correctheidsperceptie bij de direct 
betrokken stakeholders.  
Uit de resultaten van de casestudy kan het volgende antwoord op de onderzoeksvraag worden geformuleerd: 
Wanneer de stakeholders de informatie uit de testmodellen tot zich kunnen nemen zorgt dit voor een verhoging 
van het vertrouwen in de correctheid en compleetheid van de oplevering. De gezamenlijke verificatie/validatie 
van de testmodellen is van toegevoegde waarde om de kwaliteit van het testmodel te verhogen. Dit vertaalt zich 
niet direct in een verhoogde correctheidsperceptie voor alle stakeholders. Enkel stakeholders die direct bij de 
verificatie/validatie betrokken zijn beschouwen dit als vertrouwen verhogend. De vraag kan gesteld worden in 
hoeverre de resultaten te generaliseren zijn. De betrokken stakeholders hebben een sterk technische achtergrond 
wat het gebruik van abstracte testmodellen mogelijk maakt. Het is niet zeker dat dezelfde resultaten te behalen 
zijn bij stakeholders met een afwijkende achtergrond. Daarnaast is de gebruikte notatiewijze bepalend voor de 
overdraagbaarheid van de informatie. In de toekomst kan bijvoorbeeld onderzocht worden wat de 
eigenschappen van een notatiewijze zijn waaraan stakeholders met een bepaalde achtergrond zich relateren.  
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1. INLEIDING 
In de hedendaagse samenleving is de digitalisering niet meer weg te denken. De laatste decennia heeft deze een 
dermate sterke groei doorgemaakt dat men zelfs spreekt van een digitalisering van de maatschappij. Veel 
handelingen worden door deze digitalisering geautomatiseerd en de afhankelijkheid van deze systemen neemt 
toe. De drijvende kracht, de software, is onderhevig aan eenzelfde groei in omvang en complexiteit. Dit vaagt 
om steeds uitgebreidere testscenario’s om aan de utopische vraag voor foutloze en perfecte software te voldoen. 
Realiteit is dat het voor de ontwikkelaars en testers vaak onmogelijk is om alle testscenario’s voor de software te 
bedenken, te creëren en te doorlopen. Wat versterkt kan worden door een beperkt budget of een strikte time to 
market.  
Ook in het vakgebied van software ontwikkeling wordt automatisering bewerkstelligd. Momenteel is er een 
trend gaande waarbij op modellen gebaseerde technieken voor het genereren van software producten zoals 
broncode of testcode gebruikt worden. Deze technieken beogen een snellere ontwikkeltijd en een verhoogde 
kwaliteit ten opzichte van de reguliere aanpak. Model Based Testing is de verzamelnaam voor het op modellen 
gebaseerd genereren van testcode. Een model wat een representatie is van de functionaliteit wordt automatisch 
geanalyseerd. Dit resulteert in een grote verscheidenheid aan testscenario’s met daarbij gegenereerde testcode. 
Peleska (2013) beschrijft dat Model Based Testing een leading edge techniek is waarvoor in zowel het 
bedrijfsleven als de academische wereld aandacht is. Enkele onderzoeken zoals dat van Pretschner et al. (2005) 
hebben al aangetoond dat door het gebruik van deze techniek de ontwikkeltijd van testen wordt verkort en het 
bereik van de testen wordt vergroot. Deze onderzoeken richten zich voornamelijk op het aantonen van de 
correctheid van de software door middel van Model Based Testing. Maar wordt dit ook zo ervaren door de 
stakeholders? Het vinden van een antwoord op deze vraag is de doelstelling van dit onderzoeksproject. 
Het onderzoek wordt uitgevoerd in een organisatie waar men te maken heeft met een zeer complexe en kostbare 
omgeving. De hoge complexiteit zorgt ervoor dat het zeer lastig is om zaken buiten het eigen domein te 
beoordelen en te bespreken. Op de software afdeling is het voor de stakeholders, zoals de diverse 
eindgebruikers, zeer lastig om te beoordelen of de software correct is. Dit gaat gepaard met een hoge angst voor 
defecten vanwege de lange doorlooptijd en hoge kosten. Het doel van dit onderzoek is inzicht te verschaffen in 
de effecten op de belevingswereld van de stakeholders in het software ontwikkelproces wanneer deze worden 
geconfronteerd met Model Based Testing als methode voor het genereren van de test cases.  
In de wetenschappelijke wereld sluit dit aan bij de vraag die Bertolino (2007) stelt met betrekking tot Model 
Based Testing in het ontwikkelproces. Zij ziet naast een aantal technische en procesmatige uitdagingen het 
gebrek aan inbedding in het bedrijfsleven. De resultaten van dit onderzoek breiden de kennis over het gebruik 
van Model Based Testing uit met een praktijk voorbeeld. Met deze bijdrage kunnen bedrijven naast de huidige 
bekende voordelen van Model Based Testing ook gebruik maken van de mogelijke nieuwe inzichten van de 
stakeholders bij het bepalen of zij wel of niet gebruik gaan maken van Model Based Testing in hun software 
ontwikkelproces. 
1.1. ONDERZOEKSVRAGEN 
Tijdens het onderzoek is gebruik gemaakt van een hoofdvraag met de ondersteuning van enkele deelvragen om 
een antwoord te vinden op de probleemstelling. De volgende hoofdvraag is gehanteerd: 
Verhoogt de toepassing van Model Based Testing in het ontwikkelproces de correctheidsperceptie van 
de stakeholders? 
Om hier gerichter antwoord op te geven zijn een aantal deelvragen nodig. Deze deelvragen zijn specifieker en 
meer beschreven als een hypothese. De deelvragen worden aangeduid met DV gevolgd door een eigen unieke 
numerieke aanduiding.  
DV1: Verhoogt de traceerbaarheid van de requirements in het testmodel de correctheidsperceptie van 
de stakeholders? 
   
 
4  Open Universiteit 
 
DV2: Verhoogt de gezamenlijke validatie/verificatie van het testmodel de correctheidsperceptie van de 
stakeholders? 
1.2. ONDERZOEKSAANPAK 
Het onderzoekstraject kenmerkt zich door twee verschillende onderzoeksfases; namelijk een literatuurstudie en 
het empirisch onderzoek. Gedurende de literatuurstudie is het referentiekader opgesteld waarop het empirisch 
onderzoek is gebaseerd. Het concept van het onderzoekstraject is gevisualiseerd in figuur 1. 
Zoals in het concept onderzoekstraject te zien is bestaat het empirisch onderzoek uit vier delen. Gestart wordt 
met het opstellen en uitvoeren van een nulmeting. Deze meting dient inzicht te geven in de huidige perceptie 
van correctheid van de stakeholders. Dit wordt opgevolgd door een casestudy waarin het reguliere software 
ontwikkelproces wordt doorlopen met als enige aanvulling het gebruik van Model Based Testing. Gedurende de 
casestudy worden de relevante stakeholders betrokken bij het tot stand komen van het testmodel en de overige 
stakeholders geïnformeerd over de resultaten. Na het doorlopen van het software ontwikkelproces wordt een 
eindmeting uitgevoerd. Bij deze eindmeting zal de focus liggen op de bevindingen van de casestudy. De 
resultaten van de twee metingen worden met elkaar vergeleken en op basis van de verschillen worden de 
conclusies opgesteld. 
 
FIGUUR 1 CONCEPT ONDERZOEKSTRAJECT 
Het empirische deel van het onderzoek wordt uitgevoerd in een organisatie die actief is in de High Tech 
industrie. De organisatie is een Nederlands bedrijf met wereldwijd grote en bekende klanten. Het bedrijf is actief 
in de ontwikkeling en productie van lithografiesystemen ten behoeve van de halfgeleider industrie. De 
organisatie heeft een riante marktpositie, grote diversiteit aan werknemers en een jaarlijkse omzet van enkele 
miljarden waardoor dit als een grote organisatie aangemerkt kan worden. Het empirisch onderzoek vindt plaats 
in één van de ontwikkelteams van de embedded software afdeling. Door de hoge complexiteit van de 
lithografiesystemen is de embedded software afdeling onderverdeeld in meerdere ontwikkelteams. Elk van deze 
ontwikkelteams draagt de verantwoordelijkheid voor de software van een of meerdere subsystemen van de 
lithografiesystemen. Daarbij wordt er gebruik gemaakt van een projectmatige aanpak. In hoofdstuk 4 zal de 
specifieke context van het project verder worden toegelicht. 
1.3. LEESWIJZER 
Hoofdstuk 2 beschrijft Model Based Testing en het benodigde referentie kader voor de uitvoering van de 
casestudy. In hoofdstuk 3 is de onderzoeksaanpak beschreven waarbij onder andere de validiteit en 
betrouwbaarheid aanbod komen. Hoofdstuk 4 beschrijft de resultaten van de nul- en eindmeting en de 
inhoudelijke uitvoering van de casestudy. De conclusie als antwoord op de onderzoeksvraag wordt in hoofdstuk 
5 behandeld en tevens wordt een reflectie uitgevoerd op dit onderzoek. Aansluitend worden enkele toekomstige 
onderzoeksmogelijkheden aangedragen.   
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2. MODEL BASED TESTING 
In dit hoofdstuk worden verschillende begrippen die relevant zijn voor het onderzoek besproken. Gestart wordt 
met een korte introductie van het begrip Model Based Testing waarna er wordt aangegeven waarom deze 
methode toegevoegde waarde kan hebben tijdens de ontwikkeling van software. Hierna volgt een verdieping in 
het onderwerp waarbij de relatie gelegd word tussen de theorie en de casestudy.  
2.1. WAT IS MODEL BASED TESTING? 
Model Based Testing is een containerbegrip. In de taxonomie opgesteld door Utting et al. (2012)  maakt men 
gebruik van de volgende definitie: 
Model Based Testing encompasses the processes and techniques for the automatic derivation of 
abstract test cases from abstract models, the generation of concrete tests from abstract tests, and the 
manual or automated execution of the resulting concrete test cases. 
Model Based Testing is volgens hun definitie de verzameling van de processen en technieken voor het 
automatisch afleiden van test cases op basis van abstracte modellen. Waarna deze test cases handmatig of 
automatische uitgevoerd kunnen worden. Het bereik van Model Based Testing is te definiëren door drie assen 
tegen elkaar uit te zetten. De eerste as geeft aan of het om black box of white box testen gaat. De tweede as 
bevat de kenmerken die getest worden zoals functionaliteit, robuustheid en prestaties. De laatste as richt zich op 
de schaal van het testen van het System Under Test (SUT); dit begint bij unit testen en eindigt bij volledige 
systeemtesten. In figuur 2 zijn de drie assen zichtbaar met daarin het bereik van Model Based Testing.  
 
FIGUUR 2 BEREIK VAN MODEL BASED TESTING 
Op basis hiervan kan geconcludeerd worden dat Model Based Testing het testen van functionele requirements 
op alle niveaus van de software ondersteund. In paragraaf 2.3 wordt in groter detail uitgeweid over de werking 
en toepassing van Model Based Testing. 
2.2. DE KRACHT VAN MODEL BASED TESTING 
Voordat een verdieping plaats vindt op de inhoud van Model Based Testing is het van belang inzicht te 
verkrijgen in de resultaten van andere onderzoekers. Deze resultaten geven inzicht in de redenen waarom de 
toepassing van Model Based Testing gedurende het software ontwikkeltraject een waardevolle toevoeging is. 
Zoals in de inleiding is beschreven zijn er meerdere onderzoeken gedaan naar de mogelijkheden van Model 
Based Testing met betrekking tot de detectie van defecten. Studies van Artho et al. (2005),  Kervinen et al. 
(2006) , Miller & Strooper (2012) , Xu et al. (2012) en Sijtema et al. (2014) sluiten aan bij de bevindingen van 
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het eerder genoemde onderzoek van Pretschner et al. (2005). Pretschner et al. beschrijven dat er geen 
onderscheid is tussen gegenereerde en handmatige opgestelde test cases. Het verschil ontstaat wanneer het 
aantal gegenereerde test cases wordt verhoogd. Pretschner et al. geven aan dat een verzesvoudiging van het 
aantal test cases een stijging van 11% in gedetecteerde defecten teweeg brengt. Artho et al. (2005) beschrijven 
dat het door hen geïmplementeerde testraamwerk in staat was om op basis van het inputdomein test cases te 
genereren. De gegenereerde test cases tonen de aanwezigheid van defecten aan tijdens de ontwikkeling van de 
controller voor NASA’s K9 rover. Kervinen et al. (2006) onderzochten de hypothese dat Model Based Testing 
ook toepasbaar is voor GUI. Ook hier zijn de resultaten positief. Door het gebruik van Model Based Testing 
hebben de onderzoekers een zestal defecten gevonden waarvan er vooraf slechts één bekend was. Xu et al. 
(2012) maakten gebruik van een tool genaamd MISTA om de toegangscontrole te testen van een tweetal 
systemen. Door gebruik te maken van reachability graph coverage slaagden de onderzoekers er in een test suite 
te genereren welke tijdens mutatie testen 95,9% en 100% van de mutaties wist te detecteren. De onderzoekers 
beschouwen de methode dan ook als zeer effectief in het detecteren van defecten. Miller & Strooper (2012) 
voerden een casestudy uit waarbij een Model Based Testing raamwerk is toegepast voor het genereren en 
uitvoeren van testen voor twee implementaties. Deze implementaties dienden te voldoen aan de Global System 
for Mobile Communications 11.11 standaard. De resultaten zijn zeer veel belovend en positief. Wanneer er 
wordt gekeken naar de implementaties laat de test suite een coverage van 94,7% en 100% zien. Het ontbreken 
van de perfecte score is volgens de onderzoekers te wijten aan onbereikbare code wat resulteert in het ontbreken 
van de mogelijkheid om testen uit te voeren. Daarnaast is de test suite blootgesteld aan mutatie testen waarbij de 
test suite instaat was om meer dan 96% van de mutaties te detecteren. De onderzoekers stellen dat het raamwerk 
aangepast kan worden om de overige mutaties te detecteren maar uiten twijfels aan de toegevoegde waarde van 
deze inspanning. Kijkend naar het totaal concluderen de onderzoekers dat het raamwerk effectief is in het 
detecteren van defecten omdat het zowel de bekende als de tot dan toe onbekende defecten aan het licht bracht. 
Sijtema et al. (2014) vonden een vijftal defecten bij het testen van het XBus 2.0 protocol. Zij geven aan dat deze 
defecten enkel optreden wanneer bepaalde protocolberichten met een speciale sequentie worden uitgevoerd. 
Volgens de onderzoekers is dit zeer moeilijk te repliceren door gebruik van bijvoorbeeld unit testen.  
Diverse onderzoeken laten naast de defect detectie kracht een mogelijkheid tot het verbeteren van de efficiëntie 
zien. Craggs et al. (2003) schreven een artikel over het door de Europese Unie gefinancierd project AGEDIS 
(Automated Generation and Execution of Test suites in Distributed Component-based Software). Tijdens dit 
drie jaar durende project zijn vijf casestudies uitgevoerd welke de focus hadden op de toepassing van Model 
Based Testing in de bedrijfscontext. Hieruit kwam naar voren dat het gebruik van Model Based Testing zorgde 
voor een verlaging van kosten wanneer er een verandering van requirements plaats vond. De reden die hiervoor 
word aangedragen is de verlaging van inspanning wanneer testcode wordt gegenereerd in plaats van handmatige 
mutaties. Miller & Strooper (2012) concluderen dat het gebruik van hun raamwerk een kosten besparing 
realiseert van 50% ten opzichte van  het handmatig opstellen en uitvoeren van test cases. Sijtema et al. (2014) 
concluderen dat ze slechts 17% van de totale ontwikkeltijd hebben besteed aan de ontwikkeling van de 
testmodellen, adapter en het uitvoeren van de testen. Dit percentage is vrij op zichzelf staand maar toch geeft het 
aan dat met een geringe tijdsinvestering defecten gedetecteerd kunnen worden die waarschijnlijk met een 
reguliere manier van testen gemist zouden worden. 
Naast deze effecten zien de onderzoekers ook een meerwaarde tijdens het opstellen van de testmodellen. Craggs 
et al. (2003) concluderen dat het gebruik van testmodellen zorgt voor een verhoogd begrip van het SUT. 
Kervinen et. al. (2006) geven aan dat tijdens het ontwerpen van de testmodellen de meeste 
defecten/onduidelijkheden zijn gevonden en opgelost. De bevindingen van Sijtema et al. (2014) sluiten aan bij 
de hiervoor genoemde onderzoeken. Het opstellen van de testmodellen geeft veel verdieping in de functionaliteit 
van de software. Er kan gesteld worden dat naast de detectie kracht Model Based Testing ook preventief 
voordelen opleverd. 
In kader van dit onderzoek kan gesteld worden dat Model Based Testing potentieel biedt op basis van detectie 
van defecten. De vraag blijft in hoeverre de bevindingen gekleurd worden door de extra aandacht voor de testen 
gedurende de diverse studies. Hoewel er efficiëntie voordelen worden beschreven door enkele onderzoekers is 
dit niet relevant voor deze casestudy. Binnen de organisatie waarin de casestudy wordt uitgevoerd is de 
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effectieve tijd die de ontwikkelaars besteden aan het schrijven van testcode niet limiterend voor de doorlooptijd 
van het proces. De resultaten met betrekking tot het toepassen van Model Based Testing kunnen zeer waardevol 
zijn voor de organisatie. De bevindingen van bijvoorbeeld Craggs et al. (2003) en Kervinen et. al. (2006) zouden 
de organisatie met een complexe domein kunnen ondersteunen. Binnen de organisatie is veel behoefte aan 
begrip en kennisdeling. Als Model Based Testing dit faciliteert kan er een duidelijke veranderingen in de 
correctheidsperceptie worden waargenomen. 
2.3. TOEPASSEN VAN MODEL BASED TESTING 
De toepassing van Model Based Testing wordt in deze paragraaf toegelicht aan de hand van het werk van Utting 
et al. (2012). Utting et al. combineren een generiek Model Based Testing proces met een uitgebreide taxonomie. 
Zij beschrijven een proces wat gestart wordt met de requirements van de software. Na het doorlopen van een 
vijftal stappen eindigt men met een door Model Based Testing getest systeem. Deze vijf stappen zijn 
weergegeven in figuur 3. 
 
FIGUUR 3 GENERIEK MODEL BASED TESTING PROCES 
Tijdens de eerste stap wordt op basis van de requirements een testmodel gecreëerd en gevalideerd. Dit testmodel 
is veelal een abstractie van de functionaliteit van het SUT met een directe focus op de testdoelstellingen. In 
sommige situaties is het testmodel ook het designmodel van het SUT. Het is echter aan te raden om een 
bepaalde mate van onafhankelijkheid tussen het testmodel en de designmodellen te behouden (Pretschner & 
Philipps, 2005). Dit om te voorkomen dat fouten gemaakt in de designmodellen terecht komen in de 
gegenereerde testen. Naast het creëren van het testmodel is de validatie hiervan noodzakelijk. Het valideren van 
het testmodel zorgt ervoor dat de requirements op consistentie en compleetheid worden gecontroleerd. Door een 
versimpelt of abstracter testmodel te gebruiken is de validatie van, het wijzingen van en het onderhoud aan het 
testmodel eenvoudiger. Als het testmodel hetzelfde detailniveau heeft als het SUT is de inspanning van de 
validatie gelijk aan het valideren van het SUT. 
Gedurende de tweede stap worden op basis van de requirements en de beoogde testdoelen de test selectiecriteria 
bepaald. Deze test selectiecriteria dienen als leidraad voor het automatisch genereren van de test cases. 
Daarnaast dienen ze er voor te waken dat er uiteindelijk een goede test suite ontstaat. Paragraaf 2.3.1 bevat een 
uitgebreidere beschrijving van verschillende test selectiecriteria. 
De derde stap transformeert de test selectiecriteria in specifieke test case specificaties; een high level 
beschrijving van een test case. Bijvoorbeeld “state coverage” zal vertaald worden naar: elke state in het 
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testmodel zal tenminste één keer bereikt worden. Voor de automatische test case generatoren moet het mogelijk 
zijn om op basis hiervan een test suite af te leiden. 
Wanneer zowel de testmodellen als de test case specificaties zijn gedefinieerd kan een set van executeerbare test 
cases worden gegeneerd. Stap vier verzorgt deze generatie met als doel alle mogelijke test cases te genereren om 
aan de test case specificaties te voldoen. 
Tot slot worden gedurende stap vijf de gegenereerde test cases uitgevoerd. Het uitvoeren van de test kan zowel 
manueel als automatisch plaatsvinden waarbij de tools de rapportage, uitvoer en generatie op zich nemen. 
Afhankelijk van de gebruikte tooling kunnen sommige stappen in dit generieke proces in meer of mindere mate 
impliciet aanwezig zijn.  
Op basis van het generieke proces van Utting et al. (2012) kan gesteld worden dat het softwareontwikkelproces 
ten tijde van de casestudy verrijkt moet worden met alle stappen. Dit om de volledigheid van de methode mee te 
nemen in het onderzoek. Afhankelijk van het gebruikte softwareontwikkelproces zullen de stappen worden 
toegevoegd. 
2.3.1. TAXONOMIE VAN MODEL BASED TESTING 
Wanneer het generieke Model Based Testing proces wordt uiteengezet in een taxonomie zijn er zes dimensies te 
herkennen. Deze zes dimensies zijn onder te verdelen in drie hoofdonderwerpen (Utting, Pretschner, & Legeard, 
2012). Waarbij een directe relatie zichtbaar is tussen de processtappen en de hoofdonderwerpen. In figuur 4 
staan deze dimensies uitgesplitst en geannoteerd met de bijbehorende stappen. 
 
FIGUUR 4 TAXONOMIE MODEL BASED TESTING 
TESTMODEL SCOPE 
De eerste dimensie is de scope van het testmodel. Hierbij bestaat de keuze uit twee opties. Het testmodel kan 
een input-only testmodel worden of het wordt een input-output testmodel. Input-only testmodellen zijn in de 
regel eenvoudiger te specificeren, maar hebben als nadeel dat het testmodel niet kan acteren als oracle. De 
gegenereerde tests hebben een impliciete oracle die zich beperkt tot het controleren op excepties en crashes. Er 
wordt niet gecontroleerd of het SUT de juiste output retourneert. Input-output testmodellen daarentegen zijn 
instaat om vooraf de verwachtte output te voorspellen en de verwachtte output te vergelijken met de reactie van 
het SUT.  
Het testmodel van het SUT kan op verschillende niveaus van abstractie worden opgesteld. Van zeer abstract, 
waarin elke input en output mogelijk is zolang er geen excepties of crashes optreden, tot een exacte representatie 
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van het SUT. Het is ook mogelijk dat een testmodel een bepaalde functionaliteit weglaat, bijvoorbeeld security 
of timing (Prenninger & Pretschner, 2005). Het bepalen van het abstractieniveau van het testmodel is van groot 
belang. Als het testmodel te abstract is verliest het de mogelijkheid om betekenisvolle test cases te genereren. 
Het testmodel dient volledig te zijn op het gebied van de acties, input en de verwachtte resultaten. Mocht dit niet 
het geval zijn dan moeten de testen handmatig ontworpen worden en is er weinig tot geen toegevoegde waarde 
voor het gebruik van Model Based Testing. 
TESTMODEL KARAKTERISTIEKEN 
De karakteristieken van het testmodel zijn direct gerelateerd aan de eigenschappen van het SUT. Eigenschappen 
zoals de timing afhankelijkheid, (non)determinisme of de event gebaseerde aarde van het SUT. Het onderscheid 
tussen de verschillende karakteristieken is van belang omdat dit invloed heeft op de keuze van het testmodel 
paradigma, de technologie voor test case generatie en het mixen van offline/online testen. 
TESTMODEL PARADIGMA 
De derde dimensie is welk paradigma wordt gebruikt met betrekking tot de notatie. Er zijn veel verschillende 
notaties voor het beschrijven van systeemgedrag. Van Lamsweerde (2000) heeft deze verschillende notaties 
gegroepeerd en onderverdeeld. Deze paradigma’s worden gebruikt in de Model Based Testing state of the art 
survey gepubliceerd door Neto et al. (2007) en worden meer gedetailleerd beschreven in het overzichtsartikel 
van Hierons et al. (2009) . 
State-Based (of Pre/Post) Notations Het testmodel is een collectie van variabelen welke een representatie zijn 
van de interne toestand van het SUT. Elke operatie heeft meestal een 
preconditie en postconditie. De postconditie wordt geschreven als 
expliciete code die de toestand bijwerkt. In het speciale geval dat een 
pre/post notatie gebruikt wordt in een input-only model is er natuurlijk 
geen postconditie en wordt het systeem beschreven door enkel 
precondities. 
Transition-based Notations Deze notatie focust op de transitie tussen twee toestanden van het SUT. 
Typisch wordt dit visueel weergegeven met een node-arc notatie. Denk 
hierbij aan Finite State Machines waar de nodes de toestanden van het 
systeem representeren. De arc is een actie of operatie op het systeem. 
Naast visuele representatie zijn tekstuele vormen mogelijk. In de praktijk 
worden deze modellen meer expressief door het toevoegen van data 
variabelen, hiërarchie of parallellisme.  
History-based Notations De notatie van het model is een beschrijving van een trace van het 
gedrag over een bepaalde periode. Verschillende notatie methoden 
kunnen gebruikt worden (discreet, continu, lineair, branching, point of 
interval enz.).  
Functional Notations Functional notation beschrijft het systeem als een verzameling van 
mathematische functies. De functies zijn enkel van de eerste orde zoals 
algebraïsche specificaties of een hogere orde zoals HOL. 
Operational Notations Deze notatiewijze gaat uit van een verzameling van executeerbare 
processen welke in parallel uitgevoerd worden. Dit is veel voorkomend 
in communicatie protocollen. Voorbeelden voor notatie zijn CSP, CCS, 
Petri Net en in combinatie met het hardware domein VHDL en Verilog. 
Stochastic Notations Stochastic notatie beschrijft een probabilistisch model van events en 
input waardes. Dit wordt vaker toegepast voor de omgeving dan voor het 
beschrijven van het SUT. Voorbeelden hiervan zijn Markov chains. 
Data-Flow Notations Deze notatie concentreert zich op de data in plaats van de control flow. 
Een voorbeeld hiervan zijn de blok diagrammen van Matlab Simulink. 
TABEL 1 TESTMODEL PARADIGMAS 
In de praktijk komen verschillende paradigma’s vaak samen in een notatie. Unified Modeling Language (UML) 
bijvoorbeeld biedt ruimte voor zowel het transitie paradigma als het pre-post paradigma. Meerdere paradigma’s 
kunnen gebruikt worden binnen een testmodel. Bijvoorbeeld voor het dynamische gedrag en het controleren van 
enkele business regels. 
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TEST SELECTIECRITERIA 
De vierde dimensie definieert de faciliteiten die gebruikt worden tijdens de test generatie. Model Based Testing 
tools kunnen geclassificeerd worden aan de hand van de test selectiecriteria die ze ondersteunen. Deze criteria 
bepalen indirect de eigenschappen van de gegenereerde test suite. Denk hierbij aan de mogelijkheden defecten 
te detecteren, kardinaliteit, complexiteit, enzovoort. Deze criteria zijn niet uniek voor Model Based Testing; ze 
zijn ook relevant voor de meer traditionele vormen van testen. Ze zijn echter wel duidelijk onderscheidend voor 
de verschillende Model Based Testing tools en zijn daarom een belangrijk onderdeel van Model Based Testing. 
Het eenduidig aangeven van de beste test selectiecriteria is niet mogelijk. Afhankelijk van de verschillende 
aspecten en het beoogde doel dienen de test selectiecriteria gekozen te worden. Antoniol et al. (2002) geven aan 
dat een combinatie van verschillende test selectiecriteria gewenst is om een kwalitatief goede test suite te 
krijgen. De test selectiecriteria worden onderverdeeld in de volgende groepen: 
 Structural Model Coverage Criteria 
 Data Coverage Criteria 
 Requirements-Based Coverage Criteria 
 Ad hoc Test case Specifications 
 Random and Stochastic Criteria 
 Fault-based Criteria 
Een meer gedetailleerde beschrijving van de verschillende test selectiecriteria is terug te vinden in bijlage I. 
TEST GENERATIE TECHNOLOGIE 
Een van de meest aansprekende eigenschappen van Model Based Testing is de mogelijkheid tot automatisering. 
De Model Based Testing tools ontzorgen de ontwikkelaars door op basis van het testmodel en de gekozen test 
selectiecriteria de test cases te genereren. Door het gebruik van een of meerdere complexe algoritmes trachten 
de Model Based Testing tools aan alle criteria te voldoen. De algoritmes zijn onder te verdelen in zes 
categorieën namelijk: random generation, search-based algorithms, model checking, symbolic execution, 
deductive theorem proving en constraint solving. Voor het vervolgonderzoek is het niet relevant hoe deze 
algoritmes inhoudelijk werken. 
TEST EXECUTIE 
De laatste dimensie is het executeren van de tests. Dit kan zowel online als offline gebeuren. Tijdens het online 
testen genereert de Model Based Testing tool on the fly de test cases en voert deze uit. Tijdens offline testen 
wordt vooraf een test suite gegenereerd. Deze test suite kan op een later tijdstip worden uitgevoerd.  
Reflecterend kan er gesteld worden dat de taxonomie van Model Based Testing inzicht geeft in de diverse 
begrippen. Indirect vertaalt dit zich naar de keuzes die de gebruikers van Model Based Testing dienen te maken 
gedurende de stappen van het proces. Wanneer de relatie wordt getrokken met de casestudy zal er voor elke 
dimensie een of meerdere keuzes gemaakt moeten worden afhankelijk van het type software, het testdoel en het 
beoogde resultaat. 
2.3.2. HET SOFTWARE ONTWIKKELPROCES 
De vijf stappen van Utting et al. (2012) zijn dermate generiek dat deze in een verscheidenheid aan software 
ontwikkelingsprocessen toepasbaar zijn. Sinds de opkomst van software zijn er verschillende standaard 
methoden ontstaan om het software ontwikkelingsproces in goede banen te leiden. De literatuur, waarin de 
relatie wordt gelegd tussen het Model Based Testing proces en de software ontwikkelmethodes, richt zicht 
veelal op een Agile manier van werken. Deze iteratieve benadering is onder andere gedefinieerd door Beck et al. 
(2001) in het Agile Manifesto. Dit manifest bevat een visie op softwareontwikkeling die aansluit bij de in die 
tijd opkomende ontwikkelmethodieken en is nog steeds zeer actueel. Het manifest stelt het volgende: 
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We are uncovering better ways of developing software by doing it and helping others do it. Through 
this work we have come to value:  
Individuals and interactions over processes and tools 
Working software over comprehensive documentation 
Customer collaboration over contract negotiation 
Responding to change over following a plan 
That is, while there is value in the items on the right, we value the items on the left more. 
De verschillende methodieken die onder de noemer Agile vallen gaan uit van korte iteraties met een vast 
tijdsbestek. Tijdens deze iteraties worden de bekende onderdelen van softwareontwikkeling uitgevoerd 
(ontwerp, realisatie, testen en documentatie). De nadruk ligt vooral op het betrekken van de klant bij het 
ontwikkelproces, de mogelijkheid tot wijzigingen en het realiseren van een werkend systeem na elke iteratie. 
Door meerdere iteraties te doorlopen komt men tot het totaal systeem.  
Binnen het spectrum van Agile zien we diverse varianten zoals Scrum, eXtreme Programming (XP) en Test 
Driven Development (TDD). XP zoals beschreven door Beck (1999) is gebaseerd op vier basis gedachten. Deze 
vier gedachten zijn verder uitgesplitst in twaalf best practices die tot in het extreme worden uitgevoerd. Uit de 
best practice Testing van XP is de ontwikkelstrategie TDD ontstaan. Hierin staat het vooraf creëren van 
automatische testen voorop (Janzen & Saiedian, 2005). Utting (2010) stelt dat Model Based Testing zeer 
geschikt is om te combineren met TDD. Relatief compacte modellen kunnen eenvoudig de functionaliteit op 
unit niveau beschrijven. In het geval van XP zou dit plaats vinden in de iteration stap zoals zichtbaar in figuur 5. 
Het tweede moment waar Model Based Testing tot zijn recht kan komen is voor de beschrijving en generatie 
van acceptatie testen. In het XP proces kan op basis van de user stories een testmodel gecreëerd worden dat in 
een later stadium gebruikt wordt voor de acceptatie testen. Model Based Testing in het XP proces is 
gevisualiseerd in figuur 5. 
 
FIGUUR 5 AGILE EN MODEL BASED TESTING 
Wanneer er vooruit wordt gekeken naar de casestudy kan op basis van voorkennis worden gesteld dat de 
organisatie geen gebruik maakt van een iteratief ontwikkelproces zoals een van de Agile methodes. Zij hanteert 
een lineair ontwikkelproces genaamd het V-model (Rook, 1986). Het volgt een lineair verloop van ontwerp tot 
oplevering en benadrukt de relatie tussen de verschillende ontwerpfasen en de testfasen.  
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FIGUUR 6 V-MODEL 
Als een vergelijk wordt gemaakt tussen de inbedding van Model Based Testing in XP zoals voorgesteld door 
Utting et al. (2010), het bereik van Model Based Testing, de vijf generieke processtappen en het V-model zoals 
weergegeven in figuur 6 kan geconcludeerd worden dat Model Based Testing zich richt op de relatie tussen de 
user requirements en het acceptatie testen in het V-model. Waarbij de totstandkoming van het testmodel zoveel 
mogelijk in de eerste fase van het V-model zal moeten geschieden. Het schrijven van de adapter en het 
genereren van de test cases zal plaats vinden gedurende de codeerfase en de uiteindelijke uitvoering van de test 
cases tijdens de acceptatie testen. De definitieve inbedding in het ontwikkelproces ten behoeve van de casestudy 
is beschreven in paragraaf 4.3. 
Binnen software ontwikkelingsprocessen zijn er op diverse tijden verschillende stakeholders betrokken. Om de 
resultaten van dit onderzoek bruikbaar te maken is het noodzakelijk de stakeholders van het empirisch 
onderzoek onder te brengen in een gegeneraliseerde en geclassificeerde definitie. Freeman geciteerd door Fassin 
(2009) definieert een stakeholders als volgt: 
An individual or small group that can affect or is affected by the achievement of an organization’s 
objectives. 
In het vakgebied van softwareontwikkeling komt dit neer op alle individuen die invloed hebben op of beïnvloed 
worden door de ontwikkeling van deze software. Macaulay (1994) geeft vier categorieën waarin een stakeholder 
geplaatst kan worden. 
Those responsible for design and development 
Those with a financial interest, responsible for its sale or purchase 
Those responsible for introduction and maintenance 
Those who have an interest in its use 
Power (2010) maakt in zijn werk de koppeling tussen de traditionele stakeholders binnen een organisatie en de 
stakeholders van een organisatie waarin op een Agile manier software wordt ontwikkeld. Door gebruikt te 
maken van de definities van Power is het mogelijk om de stakeholders in te delen zodat deze door zowel 
traditionele als Agile organisaties worden herkend.  
Stakeholder categorieën Beschrijving/verantwoordelijkheid 
Portfolio Council Het portfolio council draagt de verantwoordelijkheid voor meerdere portfolio’s. Zij 
stemmen op hoog niveau de strategie, visie en richting van de verschillende 
producten af met de Product Owner Teams. 
Product Consumers Product Consumers zijn stakeholders die belang hebben in het evalueren, kopen of 
gebruiken van een product. Zij kunnen waardevolle input en feedback leveren tijdens 
het ontwikkeltraject. Deze stakeholders acteren vanuit de behoeften van hun eigen 
organisatie of afdeling. 
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Product Delivery Team Stakeholders in het Product Delivery Team hebben belang in het ontwikkelen van het 
product. De verantwoordelijkheid van deze stakeholders is veelal het implementeren 
van requirements van het product. De functies van deze stakeholders zijn 
bijvoorbeeld: software developers, testers, user interface designers, technical leads, 
architecten en documentatie schrijvers. 
Product Owner Team Alle personen die belang hebben in het eindproduct. Dit kan zijn door het leveren 
van input aan, het controleren of goedkeuren van de eindproducten van de Product 
Delivery Teams. In grote organisaties kunnen meerdere Product Owner Teams 
aanwezig zijn. Eén Product Owner Team per product moet als uitganspunt genomen 
worden. 
Product Sponsor Team Stakeholders in deze categorie hebben belang in het product en de strategische 
richting van de organisatie. De stakeholders sponsoren het project, helpen met het 
wegnemen van de organisatorische barrières en geven feedback op de 
productontwikkeling. 
Program Core Team De stakeholders welke zich bevinden in deze groep dragen de verantwoordelijkheid 
voor het programma, project management en het vrijgeven van het product. De 
stakeholders houden zich bezig met het managen en coördineren van de projecten 
over verschillende Product Delivery Teams heen.  
 
TABEL 2 STAKEHOLDER GROEPEN 
2.3.3. DE TOTSTANDKOMING VAN EEN TESTMODEL 
Het tot stand komen van een testmodel is een lastig onderwerp om een eenduidig antwoord op te geven. Door de 
verschillende notatiewijzen en testdoelen is er geen generieke way of work. Utting (2010) beschrijft in zijn werk 
enkele globale regels/richtlijnen die gebruikt kunnen worden bij het opstellen van een testmodel. Utting stelt dat 
men eerst begint met het bepalen van het juiste abstractieniveau dat past bij de gekozen testdoelstellingen. 
Hierbij maakt hij de aantekening dat meerdere kleine modellen veelal beter tot zijn rechtkomen dan grote 
complexe modellen. Wanneer er een UML class diagram wordt opgesteld voor de Model Based Testing kan 
men gebruik maken van de volgende handvatten.  
Beschrijf enkel classes waarvan de data gebruikt worden gedurende het testen  
Beschrijf enkel de methodes welke getest gaan worden  
Beschrijf enkel de attributen welke relevant zijn voor het geteste systeemgedrag   
Vervang complexe attributen van een class met een enumeratie 
Voor input en output parameters kunnen de volgende regels gehanteerd worden. Als een input parameter het te 
testen systeemgedrag verandert dan dient dit opgenomen te worden in het testmodel. Is dit niet het geval dan is 
het met oog op eenvoud aan te raden om deze parameters weg te laten. Output parameters dienen alleen 
opgenomen te worden wanneer deze nuttig gebruikt worden als oracle waarde. 
Utting maakt gebruik van een sterke oneliner als het aankomt op model creatie namelijk: 
Design your model to meet your test objectives when in doubt leave it out  
Verschillende onderzoeken, zoals dat van Pretschner et al. (2005) en Kirstan et. al. (2010), geven aan dat 
gedurende de validatie van het testmodel onduidelijkheden en functionele defecten voorkomen kunnen worden. 
Om dit succesvol uit te kunnen voeren is het van belang dat zowel de ontwikkelaars als de business een 
gemeenschappelijke taal spreken. In XP zoals beschreven in 2.3.2 gaat men uit van een System Metaphor. Dit is 
een beschrijving is die door alle stakeholders begrepen kan worden en die hen in staat te stelt de functionaliteit 
van het systeem te begrijpen (Beck, 1999). Evans (2004) gaat nog een stap verder in zijn boek Domain Driven 
Design. Hij streeft naar het gebruik van een gemeenschappelijke taal die zowel gebruikt wordt in alle 
gesprekken en requirements, maar die ook door sijpelt naar de source code van het eindproduct. Door een 
gemeenschappelijke taal af te spreken en vast te leggen tracht men verschillen in definitie te voorkomen. 
Daarnaast dient dit ervoor te zorgen dat de gesprekken tussen de ontwikkelaars en de business gericht zijn op de 
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functionaliteit van de verschillende aspecten in het systeem. Evans noemt deze gemeenschappelijke taal de 
ubiquitous language en is te zien in het venndiagram van figuur 7. 
 
FIGUUR 7 UBIQUITOUS LANGUAGE 
De casestudy kan baat hebben bij het gebruik van een ubiquitous language zoals beschreven door Evans (2004). 
Door een voor alle stakeholders duidelijk referentiekader te hanteren wordt een uitgangspositie gecreëerd waarin 
een zo positief mogelijk resultaat haalbaar wordt. Afhankelijk van het gehanteerde testparadigma dient er 
gekeken te worden naar de best practices welke aansluiten bij deze notatiewijze. 
2.3.4. MODEL BASED TESTING TOOLS 
Heden ten dage bestaat er een divers aanbod van Model Based Testing tools welke het software ontwikkelproces 
kunnen ondersteunen. Voor de uitvoering van de casestudy moet gebruikt gemaakt worden van tooling die 
aansluit bij de te ontwikkelen software en de manier van werken. In tabel 3 is een overzicht te zien van enkele 
van de beschikbare Model Based Testing tools met hun notatiewijze en licentie type. Hierbij is gebruik gemaakt 
van het werk van Binder (2012) en Micskei (2014) voor het overzicht van Open Source tooling en van het werk 
van Utting & Legeard (2010) en Shafique & Labiche (2010) voor de commercieel aangeboden tooling. 
Tool Test paradigma Licentie type 
AETG Model van input data domein Commercieel 
BPM-Xchange BPMN/UML Commercieel 
Case Maker Model van input data domein Commercieel 
Conformiq Test Generator UML statecharts Commercieel 
DTM Custom activity model Commercieel 
fMBT Custom(AAL) Open Source 
GraphWalker Finit state machine Open Source 
JSXM Extended finit state machine Academisch 
JTorx LTS Academisch / Open Source 
JUMBL 5.0 TML Academisch 
LEIRIOS Test Generator B notation/UML 2.0 Commercieel 
MaTeLo Markov chain Commercieel 
MISTA Petri net Academisch/ Open Source 
ModelJUnit Extended finit state machine Open Source 
MoMuT UML state machines, OOAS Academisch 
OSMO Model program Java Open Source 
PyModel Python source Open Source 
Qtronic UML Commercieel 
Rave Tabular notation Commercieel 
Reactis Mathlab Simulink Stateflow Commercieel 
RT-Tester UML/SysML, Matlab Commercieel 
SmartTest Model van input data domein Commercieel 
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Smarttesting CertifyIt UML/OCL Commercieel 
SpecExplorer Model program C# Commercieel 
Statemate Automatic Test 
Generator 
Statemate statechars and UML state 
machine 
Commercieel 
TAU Tester TTCN-3 Commercieel 
TCases Model van input data domein Open Source 
TEMPPO Task flow model Commercieel 
TestCast UML state machine Commercieel 
TestOptimal Exterend finit state machine Commercieel 
Test Cover Model van input data domein Commercieel 
T-Vec Tester Simulink/MATRIXx Commercieel 
ZigmaTEST Finite state machine Commercieel 
TABEL 3 OVERZICHT MODEL BASED TESTING TOOLS 
In de organisatie waar de casestudy is uitgevoerd is een geen officieel ondersteunde tool in gebruik. Voor de 
uitvoering van de casestudy is een tool geselecteerd welke aansluit bij de behoeftes van het onderzoek en 
daarmee zijn de behoeftes van de organisatie tot een bepaalde hoogte losgelaten. Denk hierbij bijvoorbeeld aan 
de mogelijkheden voor support, compatibiliteit met alle software in de organisatie en de uitrolbaarheid door de 
IT afdeling.  
De tool is geselecteerd op basis van de technische toepasbaarheid in de casestudy. Dit houdt in dat de tool 
ondersteuning heeft voor de meest gangbare programmeertalen in de organisatie en bij het testmodel paradigma 
aansluit of is aan te sluiten bij de functionaliteit van de software. Daarnaast zijn niet visuele notatiewijzen 
uitgesloten van de selectie. De aanname hierbij is dat niet visuele testmodellen de informatie moeilijker 
overdragen naar de stakeholders. Op het moment van selecteren is de keuze voor een online of offline test 
executie open gehouden. Uiteindelijk is de arbitraire keuze gevallen op een open source/academische tool 
genaamd MISTA (Model-based Integration and System Test Automation). MISTA is ontwikkeld door professor 
Xu van de universiteit van Boise state (Xu, 2011). De tool biedt de mogelijkheid om gebruik te maken van drie 
notatiewijzen waarvan ‘highlevel lichtgewicht Petri netten’ geschikt zijn voor de uitvoering van de casestudy. 
Na generatie van de test cases biedt MISTA de mogelijkheid om deze zowel online te executeren door middel 
van XML/JSON RPC als een offline testscript te genereren. In het geval dat een offline testscrip gewenst is 









2.4. METEN VAN CORRECTHEID 
Zoals in paragraaf 2.2 te lezen is biedt Model Based Testing een aantal voordelen in het software 
ontwikkelproces. De mogelijkheid om efficiënt en systematisch defecten te detecteren suggereert een potentiële 
verbetering in de correctheid van de software. Wat is nu een gepaste definitie van software correctheid?  
Software biedt de gebruiker ervan toegang tot functionaliteit voor het behalen van een bepaald doel. De mate 
waarin de software dit faciliteert kan worden gezien als de correctheid van de software. De term correctheid is 
een onderdeel van de ontologie van softwarekwaliteit. In de jaren 70 schreven onderzoekers zoals Boehm 
(1976), Cavano en McCall (1978) enkele publicaties over softwarekwaliteit. De correctheid van software wordt 
door Cavano en McCall (1978) gedefinieerd als: 
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Correctness: Extent to which a program satisfies its specifications and fulfills the user's mission 
objectives. 
Sinds de eerste introductie van het begrip is een grote diversiteit aan definities en modellen ontstaan. Door deze 
groei ontstond er behoefte aan cohesie en standaardisering van de begrippen. Deze behoefte leidde er toe dat de 
Internationale Organisatie voor Standaardisatie in 2001 een nieuwe standaard introduceert: ISO 9126 (2001). In 
2011 is de opvolger hiervan beschikbaar gekomen, ISO 25010 (2011), en beschrijft de correctheid als onderdeel 
van functional suitability. Functional suitability is te definiëren door middel van drie statements namelijk: 
Functional completeness: Degree to which the set of functions covers all the specified tasks and user 
objectives. 
Functional correctness: Degree to which a product or system provides the correct results with the 
needed degree of precision. 
 Functional appropriateness: Degree to which the functions facilitate the accomplishment of specified 
tasks and objectives. 
ISO 25010 (2011) beschrijft hiermee de mate waarin de software in staat is de taken volledig, correct en gepast 
uit te voeren. Door metingen en evaluaties van de software uit te voeren is het mogelijk een waarde te koppelen 
aan deze drie statements. De standaard definieert hierbij een drietal metrieken om deze mate uit te drukken 
welke weergegeven worden in tabel 4.  
Metriek  Methode van uitvoer Formule 
Functional adequacy 
Aantal functies dat geschikt is 
voor het uitvoeren van een 
specifieke taak in vergelijking 




A= Aantal functies waarin een 
probleem is ontdekt tijdens de 
evaluatie 
B= Aantal geëvalueerde functies 
Functional implementation completeness 
Voert functionele tests (black 
box test) van het systeem uit ten 
opzichte van de requirements. 
Vergelijk het aantal missende 
functies met het aantal functies 
beschreven in de requirements. 
X=1-A/B 
 
A = Aantal ontbrekende functies 
na evaluatie 
B = Aantal functies beschreven in 
de requirements 
 
Functional implementation coverage 
Voer functionele tests (black box 
test) van het systeem uit ten 
opzichte van de requirements. 
Vergelijk het aantal missende of 
incorrecte functies met het aantal 





A= Aantal ontbrekende of 
incorrecte functies na evaluatie. 
B= Aantal functies beschreven in 
de requirements 
 
TABEL 4 ISO METRIEKEN 
De toepasbaarheid van deze metrieken tijdens de casestudy zijn minimaal. Door de geringe tijdspanne van het 
onderzoek en de lange doorlooptijd van het ontwikkelproces binnen de organisatie zal een meting met deze 
metrieken altijd uitkomen op een van de uiterste waarden wanneer het bereik wordt beperkt tot enkel de 
wijzigingen. Om een objectieve meting van correctheid mee te nemen in het onderzoek zal er gebruik gemaakt 
worden van indirecte variabelen. Wanneer de aanname wordt gedaan dat de automatische test suite alle 
requirements of een deel van de requirements afdekt kan de delta in code coverage dienen als indicatie van een 
verandering in correctheid (Jansen, 2015).  
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3. METHODE VAN ONDERZOEK EN AANPAK 
In dit hoofdstuk worden de technische aspecten van het empirisch onderzoek uiteengezet. De gebruikte 
onderzoeksstrategie, databronnen, methoden en technieken worden beschreven met daarbij een kritische blik op 
zowel de validiteit als de betrouwbaarheid van het onderzoek. De opbouw van dit hoofdstuk is gebaseerd op de 
onderzoeksui van Saunders, Lewis en Thornhill (2011).  
 
FIGUUR 8 ONDERZOEKSUI (SAUNDERS, LEWIS, & THORNHILL, 2011) 
De onderzoeksui gaat uit van een serie keuzes die een onderzoeker maakt om tot een gedegen onderzoek te 
komen met daarbij de passende methode om gegevens te verzamelen. Er wordt gestart met een 
onderzoeksfilosofie welke in de praktijk vaak wordt overgeslagen. Daarna wordt de benadering gekozen. Een 
deductieve of inductieve benadering is zeer bepalend voor het technisch onderzoeksontwerp. Hierna wordt er 
gekozen of het gaat om een beschrijvend, verklarend, projecterend en/of verkennend onderzoek. De combinatie 
van de antwoorden op deze vragen vormt de basis voor de gekozen onderzoeksstrategie. 
De onderzoeksvragen zijn gericht op een gegeneraliseerd antwoord dat moet voortkomen uit een specifieke 
situatie. Dit is kenmerkend voor een inductieve benadering. Hoewel de onderzoeksvragen een mate van 
meetbaarheid en een verificatie of falsificatie van de deelvragen suggereren is het onderzoek verkennend van 
aard. 
3.1. ONDERZOEKSSTRATEGIE 
Op het moment van onderzoek liep er een afgebakend project binnen de organisatie waarin een software 
component werd aangepast. Door de directe betrokkenheid bij dit project was het mogelijk de verschillende 
aspecten van dit onderzoek in het project toe te passen. In het project werd de functionaliteit van een component 
dermate uitgebreid dat deze wijziging geschikt was voor het onderzoek. Het component in kwestie is daarbij ook 
te isoleren van de overige software wat de testbaarheid door middel van Model Based Testing ten goede komt. 
Bij aanvang van het project waren alle stakeholders beschikbaar en zij hebben allemaal vele jaren ervaring met 
het vertolken van hun rol binnen de organisatie. Hierdoor bieden deze stakeholders een goede uitgangspositie 
om het onderzoek op te baseren.  
Het verkennend karakter van het onderzoek in combinatie met een kleine populatie waarin de ervaring en de 
perceptie van de stakeholders wordt onderzocht sluit aan bij de kenmerken van een kwalitatief onderzoek. Het 
onderzoek is als een ingebedde enkelvoudige casestudy uitgevoerd. Dit houdt in dat de casestudy heeft plaats 
gevonden binnen één organisatie en op één specifieke afdeling. Binnen deze afdeling is met het oog op de 
tijdsbeperking van het afstudeertraject één enkele software oplevering gebruikt als onderzoeksobject. De geringe 
looptijd en het gebrek aan herhaling zorgt ervoor dat dit een dwarsdoorsnede onderzoek is geweest. 
   
 
18  Open Universiteit 
De praktische invulling van de casestudy zag er als volgt uit. Parallel aan de software ontwikkeling werden de 
testmodellen opgesteld en besproken met de Product Owners en het Product Delivery team. De overige 
stakeholders worden geïnformeerd over het afwijkend proces gedurende het onderzoek in vergelijking met het 
reguliere proces en de bijbehorende producten. Tevens wordt er een uitleg gegeven over de technische werking 
van Model Based Testing een voorbeeld hiervan is terug te zien in bijlage G. 
Inhoudelijk werden de volgende wijzingen gemaakt; het testplan is uitgebreid met de testmodellen die gebruikt 
zijn om de automatische test suite mee uit te breiden. Het testplan bevat een matrix waarin de requirements van 
het project staan en welke test cases en testmodellen deze requirements afdekken. Een voorbeeld hiervan is 
terug te zien in bijlage H. In het testresultatenrapport worden de onderdelen uit het testplan opgenomen en 
aangevuld met de resultaten. Tijdens de reviews van beide documenten zijn alle stakeholders betrokken 
waardoor zij op de hoogte zijn van de bevindingen. Binnen het Product Delivery team zullen de testmodellen 
worden toegevoegd in de documentatie voor het waarborgen van de requirements en de ontwerpbeslissingen. 
3.2. GEGEVENSVERZAMELING 
Voor een onderzoek is het van belang de juiste technieken te gebruiken voor het verzamelen van data. Voor 
kwalitatief onderzoek zijn er meerdere technieken mogelijk. Observaties, interviews en document analyses zijn 
verschillende vormen van veel gebruikte technieken. Gedurende dit onderzoek is er gebruik gemaakt van 
meerdere technieken om dezelfde onderzoeksvraag te beantwoorden. 
Gedurende de nul- en eindmeting wordt er gebruik gemaakt van interviews om de gegevens voor het onderzoek 
te verzamelen. Hierbij is de keuze gemaakt voor individuele semi gestructureerde interviews. De reden hiervoor 
is dat door de verkennende aard van het onderzoek sterk gestructureerde data verzamelmethoden ongeschikt 
zijn. Dit sluit gestandaardiseerde en of gestructureerde interviews uit. Daarnaast was de verwachting dat door de 
verschillende belangen van de stakeholders de interviews inhoudelijk een andere focus kregen. Semi 
gestructureerde interviews bieden de ruimte om deze variatie in het onderzoek op te nemen. De veelvuldig 
gebruikte techniek van enquêtes vereist een grotere populatie om een gedegen conclusie te vormen. Daarbij 
komt dat het gebruik van enquêtes gehinderd zal worden door het gebrek aan structuur en wordt om deze 
redenen uitgesloten van gebruik. Een document analyse is niet mogelijk aangezien er binnen de organisatie geen 
documenten zijn die inzicht geven in de perceptie van de stakeholders. Hooguit kan er gekeken worden naar de 
hoeveelheid en de aard van de defecten tijdens reviews op de test gerelateerde documentatie. Echter is het op 
basis van one-liners en relatief oude gegevens lastig de originele motieven te achterhalen.  
Tijdens het uitvoeren van de casestudy zijn de bevindingen bijgehouden door middel van de dagboekmethode. 
Hierin is vastgelegd: de informatie met betrekking tot het tot stand komen van de testmodellen, de bijbehorend 
feedback discussies en de documentatie reviews. Dit geeft de mogelijkheid om de implementatie en de 
mogelijke complicaties te borgen en tevens de verschillende momenten van interactie weer te geven. 
Uiteindelijk biedt dit de onderzoeker de mogelijkheid om de delta tussen de nulmeting en eindmeting in het 
juiste perspectief te plaatsen. Daarnaast geeft het inzicht in de manier waarop de stakeholders zijn betrokken bij 
het ontwikkelproces, de interactie en hun kennisniveau met betrekking tot de uitgevoerde tests. 
Figuur 9 geeft de mogelijke kwadranten aan waarin de onderzoeker zich kan bevinden. De positie van de 
onderzoeker tijdens het onderzoek is waarnemer als participant. De stakeholders zijn zich bewust van het feit dat 
de onderzoeker bezig is met een onderzoek en daarbij deelneemt aan het software ontwikkelproces. Gedurende 
de casestudy is de onderzoeker zelfs meer dan enkel een deelnemer in het ontwikkelproces; hij heeft daar een 
drijvende en sturende rol. Dit brengt enkele betrouwbaarheidsbezwaren met zich mee welke later in dit 
document beschreven zullen worden.  
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FIGUUR 9 POSITIE VAN DE ONDERZOEKER 
3.3. BENODIGDE DATA EN DATABRONNEN 
De benodigde data en databronnen zijn onder te verdelen in twee onderdelen. Namelijk de databronnen voor de 
metingen en de bronnen voor het uitvoeren van de casestudy. Dit onderscheid is noodzakelijk omdat de 
verschillende onderdelen sterk afwijkend zijn op het gebied van informatie behoefte. 
De databronnen voor de casestudy zijn voornamelijk de reguliere bronnen: 
 Kennisexperts 
 Technische documentatie 
 Requirement documentatie 
 Bronnen vanuit literatuurstudie 
 Documentatie Model Based Testing tools 
Databronnen voor de nul en eind metingen: 
 Ervaring van de stakeholders 
 Review commentaar van testplan/resultaten van de casestudy 
3.4. MEETNIVEAUS, VALIDITEIT EN BETROUWBAARHEID 
Een belangrijk onderdeel van ieder onderzoek is een kritische blik op de meetniveaus, validiteit en de 
betrouwbaarheid van het onderzoek. In deze paragraaf worden deze aspecten inzichtelijk gemaakt voor het 
uitgevoerde onderzoek. 
3.4.1. INTERNE VALIDITEIT 
De interne validiteit geeft aan in welke mate de onderzoekopzet aansluit bij de gestelde onderzoekvraag. Meet 
de meting ook daadwerkelijk de beoogde effecten en welke maatregelen zijn daarbij genomen om een solide 
onderzoek uit te voeren. Om hier een gedegen antwoord op te geven worden de volgende onderwerpen 
beschreven: geschiedenis, tests, instrumentatie, mortaliteit, volwassenheid en ambiguïteit van het onderzoek. 
Geschiedenis 
Gedurende de periode voorafgaand aan het onderzoek zijn er geen grote wijzigingen op het software 
ontwikkelproces doorgevoerd. Hierdoor zal de huidige perceptie van de stakeholders niet onderhevig zijn aan 
externe aanpassingen wat de validiteit van dit onderzoek ten goede komt. In het verlengde hiervan zijn de 
personen die de rollen van de stakeholders bezitten een stabiele factor. Zij vertolken allen al enkele jaren 
dezelfde rol binnen het proces. 
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Tests 
Doordat de stakeholders zich bewust zijn van de meting is het mogelijk dat dit hun perceptie wijzigt. De 
verwachting vooraf was dat de eindmeting hier mogelijk het meest onderhevig aan zou kunnen zijn. Als de 
stakeholders door een gebrek aan communicatie initieel een lage perceptie hadden kunnen de metingen invloed 
uitoefenen. Mogelijk voelen de stakeholders zich gehoord of krijgen zij een luisterend oor. Dit zijn effecten die 
de resultaten kunnen vertroebelen. Een sterk positief resultaat bij deelvraag 1 kan als indicatie dienen dat dit 
effect optreedt. Om dit tegen te gaan zijn de stakeholders tijdens de interviews gevraagd of ze kunnen uitleggen 
hoe hun mening tot stand is gekomen. Mogelijk is hieruit af te leiden wat de invloed van de tests op de perceptie 
van de stakeholders is. 
Instrumentatie 
Zowel de nul- als de eindmeting worden onder zoveel mogelijk dezelfde omstandigheden gedaan. Initieel was 
het plan om dezelfde vragenlijst te gebruiken om zowel de nul- als de eindmeting te volbrengen. Hiermee 
worden de verschillen in het meetinstrument geminimaliseerd. Na de nulmeting bleek de vragenlijst te algemeen 
om uiteindelijk de onderzoeksvraag te beantwoorden. De vragenlijst is voor de eindmeting specifieker gemaakt 
zodat veel van de organisatie specifieke antwoorden worden beperkt.  
Voor de dagboekmethode is een vast sjabloon gebruikt waardoor de gegevens van deze metingen onderling 
vergeleken kunnen worden. Gedurende het onderzoek zal er een directe vergelijking worden gemaakt tussen de 
gegevens uit het interview en de gegevens uit de dagboekmethode. 
Mortaliteit 
Vooraf werd gedacht dat mortaliteit geen vorm van betekenis ging spelen. Mede door de geringe tijdspanne van 
het dwarsdoorsnedenonderzoek. De kans dat een van de beoogde stakeholders gedurende het onderzoek 
verdwijnt werd klein geacht. De kans op fysiek overlijden is zeer klein, het verlaten van de functie door 
promotie of ontslag is altijd aanwezig. Dit wordt meestal gemitigeerd door overgangsperiodes en geschikte 
vervangers. Wel werd het van belang geacht dat tijdens de nul- en eindmeting gebruik werd gemaakt van de 
dezelfde stakeholders. Tijdens de uiteindelijke uitvoering van het onderzoek bleek mortaliteit echter een grote 
factor. Twee stakeholders zijn tijdens het onderzoek uitgevallen waardoor deze niet in het onderzoek mee 
genomen konden worden. Voor hen waren tijdens de tijdspanne van het onderzoek geen vervangers beschikbaar 
welke geschikt waren voor deelnamen aan het onderzoek. Dit gemis zorgt ervoor dat de al kleine populatie van 
stakeholders nog kleiner is geworden. 
Volwassenheid 
Wijzigingen binnen de organisatie gaan der mate traag dat gedurende het onderzoek nauwelijks gesproken kan 
worden over volwassenheid. Het team waarin het onderzoek wordt uitgevoerd is dermate volwassen dat hier een 
vaste manier van werken is aangenomen. Men is niet meer zoekende naar een geschikte aanpak of stijlen van 
leiderschap. Dit zorgt voor een stabiele basis voor het uitvoeren van het onderzoek, 
Ambiguïteit 
De ambiguïteit binnen dit onderzoek bestaat in de relatie tussen de effecten van meer communicatie en de 
toepassing van Model Based Testing. Door de nulmeting wordt een basis gelegd. Theoretisch zal de enige 
wijziging het gebruik van Model Based Testing zijn wat een zuiver experiment zou betekenen. De praktijk zal 
echter onderhevig zijn aan verschillende invloeden. Op het gebied van communicatie met de stakeholders 
kenmerkt dit onderzoek een onderscheid in twee groepen. De stakeholders die inhoudelijk betrokken zijn bij het 
opstellen van de testmodellen en de stakeholders die enkel geïnformeerd worden over het gebruik van Model 
Based Testing. Het verschil tussen deze groepen stakeholders kan de invloed van de extra communicatie aan het 
licht brengen. De extra communicatie is naar de mening van de onderzoeker een wezenlijk deel van Model 
Based Testing en dient uitgevoerd te worden. 
3.4.2. EXTERNE VALIDITEIT 
De externe validiteit geeft aan in welke mate de resultaten van een onderzoek te generaliseren zijn. Welke 
beperkingen heeft de gekozen onderzoeksopzet en wat zijn de effecten hiervan op het uit te voeren onderzoek?  
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Door de geringe populatie en de enkelzijdige casestudy binnen één afdeling van een organisatie in een 
specifieke sector is de mate van generaliseerbaarheid gering. De resultaten kunnen gebruikt worden om inzicht 
te krijgen in de effecten binnen deze casus. Daarnaast kunnen organisaties een inschatting maken of het ook in 
hun omgeving relevant is. Voor de wetenschappelijke wereld zullen meerdere uitgebreidere onderzoeken 
moeten worden gedaan om de resultaten te generaliseren. 
3.4.3. BETROUWBAARHEID 
De betrouwbaarheid geeft aan in welke mate de herhaling van de meting dezelfde resultaten oplevert. De 
betrouwbaarheid van het onderzoek wordt in kaart gebracht op basis van de volgende onderwerpen: 
deelnemersfout, deelnemersvertekening, waarnemersfout, waarnemersvertekening en transparantie. 
Deelnemersfout 
Om de deelnemersfouten uit te sluiten zullen de extreme momenten om de interviews af te nemen worden 
gemeden. Zoals direct na lange vergaderingen, maandag ochtend en vrijdagmiddag. 
Deelnemersvertekening 
Voor de stakeholders zitten er geen consequenties vast aan het deelnemen aan, slagen en/of falen van het 
onderzoek. Hierdoor zijn deze minder geneigd gewenst gedrag te vertonen ten opzichte van de organisatie. De 
mogelijkheid bestaat dat ze de onderzoeker willen helpen met het behalen van resultaten en daardoor extremere 
antwoorden gaan geven.  
Waarnemersfout 
Tijdens de casestudy wordt gebruik gemaakt van vaste sjablonen voor het bijhouden van de gegevens. De 
gegevens vanuit de dagboekmethode, nul- en eindmeting zijn hierdoor uniformer van aard wat de 
waarnemersfout reduceert. Tevens wordt er tijdens de interviews geen onderscheid gemaakt tussen de betrokken 
stakeholders . 
Waarnemersvertekening 
Gedurende de casestudy heeft de onderzoeker een participerende en sturende rol. Dit zorgt mogelijk voor een 
hoge vertekening. Om dit tegen te gaan worden de subjectieve resultaten van de dagboekmethode niet direct 
mee genomen in de conclusie. De dagboekmethode wordt gebruikt ter ondersteuning van de conclusies en om 
transparantie aan te brengen in het proces. De verslagen van de interviews worden ter controle aangeboden bij 
de stakeholders zodat de kans op interpretatie fouten van de onderzoeker wordt verminderd. Tevens bevat het 
sjabloon een aantal vragen op basis van de 10-puntsschaal zoals te zien is in bijlage A. Dit beperkt de 
antwoordmogelijkheden en de ruimte voor interpretatie en geeft de onderzoeker houvast bij het vergelijken van 
de resultaten. 
Transparantie 
De opzet van de semi gestructureerde interviews en de dagboekmethode zullen openbaar zijn. De interviews 
worden opgenomen en beschikbaar gesteld voor de examencommissie. Van de interviews zijn verslagen 
gemaakt en deze zullen openbaar worden opgenomen in dit document. Dit is ook van toepassing op de 
resultaten behaald uit de dagboekmethode. 
3.5. BEOORDELINGSMETHODE RESULTAAT CASESTUDY 
De uitvoering van de casestudy zal zowel objectieve als subjectieve resultaten voorbrengen. Door de objectieve 
en subjectieve resultaten te combineren kan een totaalbeeld worden gecreëerd. Als er wordt uitgegaan van een 
binair resultaat op het gebied van een verbetering van correctheid kunnen de resultaten tegen elkaar uitgezet 
worden en de juiste conclusies getrokken worden. Wanneer de objectieve en subjectieve resultaten als assen 
worden ingezet ontstaan er vier kwadranten. De resultaten van de casestudy zullen in één van deze kwadranten 
geplaatst worden. In figuur 10 zijn de vier kwadranten weergegeven. 
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FIGUUR 10: KWADRANTEN TEN BEHOEVE VAN DE RESULTATEN  
Kwadrant: Geen invloed 
Wanneer de zowel de objectieve als subjectieve resultaten geen verbetering laten zien kan er geconcludeerd 
worden dat Model Based Testing geen invloed heeft op de software en de perceptie van de stakeholders. Het is 
aan te raden geen verdere inspanning te steken in het gebruik van deze methodiek.  
Kwadrant: Verbetering perceptie 
Als enkel de subjectieve resultaten een verbetering laten zien dient er een verdieping plaats te vinden. Dit kan 
namelijk duiden op een placebo effect. De stakeholders zijn overtuigd van een verbeterde correctheid terwijl de 
objectieve meting dit niet onderbouwd. De andere mogelijkheid is dat perceptie gelijk wordt getrokken met de 
wezenlijke correctheid. 
Kwadrant: Inhoudelijke verbetering 
Mocht er enkel inhoudelijk verbetering zichtbaar zijn dan kan er geconcludeerd worden dat Model Based 
Testing een waardevolle toevoeging is in het ontwikkelproces. Waarbij de meerwaarde enkel gekoesterd wordt 
door de gebruiker. 
Kwadrant: Verbetering inhoud en perceptie 
Als beide resultaten een verbetering aan het licht brengen betekent dit dat er zowel voor de stakeholders als 
inhoudelijke voordelen zijn. Model Based Testing blijkt waardevol te zijn voor de organisatie en kan naar alle 
waarschijnlijkheid rekenen op draagvlak bij alle stakeholders. 
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4. ONDERZOEKSRESULTATEN 
In dit hoofdstuk worden de resultaten van het empirisch onderzoek beschreven en tegen elkaar uitgezet. Hierbij 
wordt de relatie tussen de verschillende fasen van het onderzoek en de resultaten inzichtelijk gemaakt. Om de 
resultaten in perspectief te zien wordt de context waarin de resultaten zijn vergaard beschreven in de volgende 
paragraaf. In paragraaf 4.2 worden de stakeholders gekarakteriseerd die aan het onderzoek hebben 
deelgenomen. Paragraaf 4.3 geeft inzicht in de inhoudelijke uitvoering van de casestudy en welke beslissingen 
daar zijn genomen. In de daarop volgende paragrafen worden de bevindingen chronologisch beschreven. Er 
wordt gestart met de nulmeting in paragraaf 4.4 gevolgd door objectieve en subjectieve resultaten in paragraaf 
4.5 en 4.6. Uiteindelijk worden de objectieve en subjectieve resultaten vergeleken en beschreven in paragraaf 
4.7. 
4.1. PROJECT CONTEXT 
Het project waarin de casestudy is uitgevoerd richt zich op het verbeteren van de doorvoersnelheid van het 
lithografiesysteem. Het lithografiesysteem maakt gebruik van het scanner principe wat resulteert in een 
bewegende positie module tijdens de belichting. Het samenspel van de positie modules met een ander onderdeel 
van het systeem zorgt er voor dat er op bepaalde posities een fysisch effect optreedt. Dit resulteert in een 
verslechtering van de systeemprestaties op het gebied van overlay. De herhaalbaarheid van dit effect maakt het 
mogelijk om de afwijking te leren, een correctie te berekenen en op te slaan. Bij een volgende gelijkwaardige 
belichting is het mogelijk om deze correctie te injecteren en zo de afwijking op te heffen. Is de belichting niet 
gelijkwaardig dan zal er opnieuw moeten worden geleerd. Deze leermomenten zorgen ervoor dat het 
lithografiesysteem niet gebruikt wordt voor de belichting van wafers wat resulteert in een verlies van 
doorvoersnelheid. Door intelligenter om te gaan met de geleerde correcties is het mogelijk het verlies in 
doorvoersnelheid te beperken. 
De wijziging die tijdens de casestudy is doorgevoerd heeft betrekking op het hergebruiken van de eerder 
beschreven correcties. De functionele wijziging in de driver implementatie richt zich met name op het control 
aspect. De functionaliteit en verantwoordelijkheid van de driver is duidelijk afgebakend en ondergebracht bij 
één ontwikkelteam waar de onderzoeker deel van uit maakt.  
4.2. STAKEHOLDERS 
De verschillende stakeholders spelen een cruciale rol in het ontwikkelproces. De definitie en toelichting in 
paragraaf 2.3.2 geeft inzicht in de generieke informatie; maar hoe vertaalt dit zich naar het empirisch onderzoek. 
De stakeholders binnen het ontwikkelproces zijn in kaart gebracht en toegekend aan een stakeholdergroep van 
Power (2010). Door uit elke product stakeholder groep een of meerdere stakeholders te selecteren is getracht een 
totaalbeeld te scheppen. Tabel 5 toont een overzicht van de stakeholders, hun interne functie en de stakeholder 
groep waartoe deze behoort. SH0 is de onderzoeker welke wordt uitgesloten van de nul- en eindmeting. De 
bevindingen van de onderzoeker zullen in mindere mate worden mee genomen in het eindoordeel. Om de 
anonimiteit van de overige stakeholders te bewaren zijn deze enkel aangeduid met een identificatie nummer. Dit 
nummer zal in het vervolg worden gebruikt om de relaties tussen de bevindingen aan te duiden.  
Identificatie Stakeholder groep Stakeholder functie 
SH0 Product Delivery Team Software Designer  
SH1 Product Delivery Team Lead Engineer Software / Funtional Cluster Tester 
SH2 Product Owner Team Mechatronica Engineer 
SH3 Product Consumers Equipment Engineer 
SH4 Product Consumers Manufacturing Engineer 
SH5 Product Delivery Team Teamleader 
SH6 Product Sponsor Team Group leader 
TABEL 5 STAKEHOLDER IDENTIFICATIE 
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Zoals in paragraaf 3.4.1 is beschreven zijn er door mortaliteitsredenen stakeholders afgevallen. Dit betrof SH6 
uit het product sponsor team en SH1 uit het product delivery team. In de tijdspanne van het onderzoek zijn er 
zowel in de organisatie als in het onderzoek geen directe vervangers aangesteld. Daarnaast zou een externe 
vervanger mogelijk een afwijkend referentie kader kunnen hebben wat de betrouwbaarheid van het onderzoek 
nadelig kan beïnvloeden. Om meer inzicht te geven in de belangen en de kijk van de stakeholders volgt een 
korte toelichting als aanvulling op de interne functie. 
SH1 Lead Engineer Software / Funtional Cluster Tester 
Binnen het software ontwikkelteam is de lead engineer eigenaar van de 40 tot 50 software componenten. 
Vanwege deze verantwoordelijkheid is hij/zij betrokken bij alle wijzigingen en processtappen. Inhoudelijk is de 
lead engineer voornamelijk bezig met de requirement elicitatie en de controle op kwaliteit van alle 
procesproducten zoals code, documentatie en testen. Daarnaast vertolkt deze specifieke lead engineer ook de rol 
van Funtional Cluster Tester (FCT). De FCT verzorgt de teststrategie en stelt een testroadmap op voor één 
functie cluster (een functie cluster is een verzameling van software componenten welke één functie/subsysteem 
van het lithografiesysteem vertegenwoordigen). Hierin wordt bepaald hoe de testen tot stand dienen te komen en 
welke middelen daarvoor benodigd zijn. Daarnaast wordt de FCT betrokken bij het controle proces van de test 
documentatie van overige leden van het ontwikkelteam. 
SH2 Mechatronica Engineer 
Binnen de context van het software ontwikkelproces is de mechatronica engineer functioneel verantwoordelijk. 
Deze persoon zal de requirements vanuit de eindgebruikers, eindklant of de assemblage fabriek, vertalen in 
functionele requirements. Als kennishouder/expert zal de mechatronica engineer dienen als vraagbaak voor het 
software ontwikkelteam. Inhoudelijk zal de mechatronica engineer betrokken worden bij het vertalen van de 
functionele requirements naar de requirements voor het software ontwikkelteam. Daarnaast vertolkt hij/zij ook 
een controlerende rol tijdens het software ontwikkelproces. In de eindfase zal de mechatronica engineer 
functionele testen uitvoeren om te controleren of de requirements correct zijn geïmplementeerd.  
SH3 Equipment Engineer 
De equipment engineer vertolkt de rol van interne klant. Deze persoon fungeert als tussenpersoon tussen de 
organisatie en de eindklant. In het software ontwikkelproces vertaalt dit zich naar het in kaart brengen van de 
requirements en deze aanbieden aan het ontwikkelteam. Tijdens de oplevering heeft de equipment engineer een 
kritisch oog op de kwaliteit en tracht te voorkomen dat er kwalitatief minderwaardige software wordt vrij 
gegeven. Hierbij wordt de actuele populatie bij de eindklant in acht genomen. 
SH4 Manufacturing Engineer 
Een manufacturing engineer is verantwoordelijk voor de volumeassemblage van de lithografiesystemen van de 
organisatie. Dit houdt in dat de manufacturing engineer de rol van interne klant vertolkt binnen het software 
ontwikkelproces. Hierbij levert hij/zij de requirement en defecten welke relevant zijn voor de assemblage van de 
lithografiesystemen. Tijdens oplevering heeft de manufacturing engineer een controlerende functie waarbij de 
focus ligt op kwaliteit. 
SH5 Teamleader 
De teamleader van het software ontwikkelteam heeft een ondersteunde rol. Naast het tracken en plannen van de 
opleveringen zorgt de teamleader voor coaching en begeleiding waar nodig. De teamleader tracht het 
ontwikkelteam te ontzorgen en een barrière te zijn tussen de dynamiek van de organisatie en zijn teamleden. De 
teamleader heeft geen eindverantwoordelijkheid binnen het ontwikkelproces. 
Wanneer er naar alle stakeholders wordt gekeken kan een scheiding worden gemaakt. Op basis van afstand 
kunnen er twee groepen worden gemaakt namelijk: 1) de stakeholders welke betrokken zijn bij de dagelijkse 
gang van zaken in het ontwikkelteam en 2) de stakeholders welke zich in de periferie van het ontwikkelteam 
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bevinden zoals de stakeholders die een controlerende functie hebben. Daarnaast zijn de stakeholders in de 
perifirie onder te verdelen in drie de stakeholdergroepen namelijk: Product Consumers, Product Owners en 
Product Sponsors. In kader van het empirisch onderzoek kan deze onderverdeling gebruikt worden om de 
resultaten in de juiste context te plaatsen. Figuur 11 geeft deze onderverdeling van de stakeholders weer. 
  
FIGUUR 11: STAKEHOLDER LOCATIE 
4.3. INHOUDELIJK UITVOERING VAN DE CASESTUDY 
In deze paragraaf is de uitvoering van de casestudy beschreven. Het geeft inzicht in de manier van werken, de 
beslissingen en de eigenaardigheden. Dit totaalbeeld schept de mogelijkheid om de resultaten uit de nul- en 
eindmeting in context te plaatsen. Voor het uitvoeren van de casestudy is het van belang de verschillende 
facetten van het Model Based Testing proces op te nemen in het huidige ontwikkelproces. De vijf generieke 
processtappen zoals beschreven door Utting et al. (2012) zijn aan het ontwikkelproces toegevoegd. Figuur 12 
geeft het totale ontwikkelproces weer met behulp van de BPMN notatiewijze. In deze weergave zijn diverse 
processtappen geabstraheerd om de leesbaarheid te verhogen, daarnaast zijn de delta’s ten opzichte van het 
reguliere proces geaccentueerd. 
Zoals beschreven in paragraaf 2.3.1 geeft de taxonomie van Utting et al. (2012) impliciet de beslissingen aan die 
de gebruikers van Model Based Testing moeten nemen. Tabel 6 geeft een toelichting op de beslissingen van de 
casestudy op basis van de zes dimensies in de taxonomie. 
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FIGUUR 12: MODEL BASED TESTING IN HET ONTWIKKELPROCES 
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Dimensie Toelichting 
Scope Door de keuze voor een input-output testmodel kan er gebruik gemaakt worden van 
oracle capaciteiten van Model Based Testing. Het SUT ondersteunt het gebruik van 
input-output testmodellen. Om de volledige mogelijkheden van Model Based Testing 
te benutten wordt er gebruik gemaakt van input-output testmodellen. 
Karakteristieken De karakteristieken van het SUT zijn eenvoudig. De software is op dit punt 
deterministisch van aard en reageert enkel op stimulus van de klanten van de 
interface. Dit vereenvoudigt het testen van dit component. 
Paradigma De functionaliteit kan worden uitgedrukt in de transities van de interne states van het 
SUT. Aan elke transitie is een operatie te koppelen. Transition-based notations zijn 
daarom een geschikt paradigma. 
Test selectiecriteria Voor de casestudy is het voldoen aan het criterium all-requirement coverage 
(requirements-based coverage criteria) van belang. De tool ondersteunt deze niet 
expliciet. All-requirement coverage vertaalt zich naar all-paths (transition-based test 
selection criteria). Daarnaast is het relevant om de externe interface te onderwerpen 
aan fault-based testen om de robuustheid aan te tonen. 
Technologie Zoals aangeven in paragraaf 2.3.1 is de gebruikte technologie niet relevant voor de 
uitvoering van de casestudy. De tool MISTA maakt deze keuze impliciet door de 
ondersteunde testselectiecriteria. 
On/offline Er is gekozen voor offline testexecutie. Dit vanwege het feit dat MISTA een 
onofficiële tool is binnen de organisatie. Mocht er gekozen zijn voor een online test 
executie blijft de praktische toegevoegde waarde enkel beperkt tot dit onderzoek. 
Door gebruik te maken van offline test executie is het mogelijk om het gegenereerde 
testscript op te nemen in de automatische test suite en het software archief. 
TABEL 6 INVULLING ZES DIMMENSIES 
Gedurende de casestudy zijn de user requirements gebruikt om de testmodellen op te stellen. Gekozen is om 
enkel de delta requirements op te nemen in de testmodellen om de kans op detectie van fouten door extra 
testinspanning te minimaliseren. Dit resulteerde in een viertal testmodellen. Twee state diagrammen en twee 
functionele diagrammen. De testmodellen maken gebruik van eenzelfde notatie paradigma om de leercurve van 
de stakeholders te minimaliseren. Wanneer de stakeholders de notatiewijze van één diagram kunnen 
doorgronden moet het relatief eenvoudig zijn om de overige diagrammen te begrijpen. 
De testmodellen zijn op gesteld met behulp van de literatuur van Reisig (2013). Hierin wordt de werking en het 
gebruik van petri nets toegelicht. Reisig maakt echter vaak gebruik van abstracties op het gebied van places en 
transitions. Om de overdraagbaarheid van de informatie in de testmodellen te behouden is besloten functionele 
naamgeving te hanteren om de aansluiting te houden met de conclusies uit paragraaf 2.3.3. Tabel 7 geeft de 
hoeveelheid places en transitions weer per testmodel. Deze gegevens maken de complexiteit van de 
testmodellen inzichtelijk. Figuur 13 visualiseert alle opgestelde testmodellen. In verband met de gevoeligheid 
van deze informatie zijn de testmodellen dermate verkleind dat de inhoud onleesbaar is. 
 Places Transitions 
Model 1 5 16 
Model 2 2 13 
Model 3 8 9 
Model 4 7 5 
TABEL 7 OVERZICHT TESTMODELLEN 
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FIGUUR 13: TESTMODELLEN 
In navolging van het opstellen van de testmodellen heeft er een validatie stap plaats gevonden. De functioneel 
verantwoordelijke stakeholder SH2 heeft samen met de onderzoeker de testmodellen geanalyseerd. Door de 
duidelijke requirements waren er geen discussiepunten in de testmodellen. Er is overlegd welke test 
selectiecriteria bij de functionaliteit past. Er is gebruik gemaakt van zowel transition-based als fault-based test 
selectiecriteria. Tabel 8 bevat het aantal gegenereerde test cases per testmodel en de geselecteerde test 
selectiecriteria. 
 Aantal test cases MISTA input Test selection criteria 
Model 1 36  Reachability tree + invalid paths Fault-based criteria: pre-specified faults 
Transition-based test selection criteria: all-
paths 
Model 2 23 Reachability tree + invalid paths Fault-based criteria: pre-specified faults 
Transition-based test selection criteria: all-
paths 
Model 3 5 Reachability tree Transition-based test selection criteria: all-
paths 
Model 4 15 Reachability tree Transition-based test selection criteria: all-
paths 
TABEL 8 OVERZICHT TESTGENERATIE 
Nu de lijst met test cases beschikbaar is worden deze uitgevoerd door middel van offline executie. Op het 
moment van schrijven ondersteunt MISTA de generatie van Python testcode. Echter tijdens de uitvoering van de 
casestudy was deze optie nog niet beschikbaar. Daarom is gebruik gemaakt van de optie voor Java JUnit 
testcode. Deze code is handmatig vertaald naar Python en samengevoegd met het bestaande testscript voor de 
automatische test suite. 
4.4. SUBJECTIEVE RESULTATEN: NULMETING 
Aan de hand van de nulmeting zijn de meningen en percepties van de stakeholders voorafgaand aan de 
casestudy in kaart gebracht. De resultaten van deze meting geven inzicht in de sterkten en zwakten van de 
manier van werken voordat deze is verrijkt met Model Based Testing. De meting is in drie onderdelen 
uitgesplitst waarin eerst de algemene bevindingen van het software ontwikkelproces aan het licht komen. 
Gevolgd door een verdieping op het gebied van de requirements en de manier van testen. Het gehanteerde 
sjabloon en de verslagen van de interviews zijn terug te vinden in bijlage A en D. 
Om een globaal inzicht te krijgen in de beleving van de stakeholders zijn deze gevraagd de voor hen 
belangrijkste aspecten van het ontwikkelproces aan te geven. Deze aspecten zijn afgezet tegen de door hun 
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beschreven ervaringen. Hieruit zijn drie termen naar voren gekomen waaraan de algemene bevindingen worden 
uitgewerkt: communicatie, efficiëntie en requirements. Figuur 14 geeft de onderwerpen van de algemene 
bevindingen weer. 
 
FIGUUR 14: NULMETING; ALGEMENE BEVINDEN 
De stakeholders zijn het unaniem eens dat communicatie een cruciale rol speelt bij het tot stand komen van de 
benodigde software. De stakeholders in de periferie geven allen aan dat de communicatie momenteel te wensen 
overlaat. Zowel SH3 als SH4 geven aan dat zij het gevoel hebben dat de voor hen relevante informatie niet altijd 
aankomt. Een van de redenen hiervan is de toename van tools om bepaalde processtappen te faciliteren. Waarbij 
het gebruik van de tools ook als communicatiemiddel wordt gebruikt. Hierdoor wordt de communicatie als 
indirect en afstandelijk ervaren. SH2 geeft aan dat er te weinig communicatie is tussen de beide disciplines. Dit 
gaat gepaard met een gebrek aan kennis over elkaars discipline. Daarbij constateert SH2 dat de terminologie 
tussen de disciplines, wanneer er gesproken wordt over het gemeenschappelijke domein, verschild. SH1 stelt dat 
goede communicatie van belang is om met de dynamiek van de organisatie om te gaan. Op het gebied van 
communicatie kan hieruit geconcludeerd worden dat er kansen liggen voor verbetering. Door de hoge 
complexiteit van het domein zijn communicatie en kennisdeling cruciaal. Voor de uitvoering van de casestudy 
betekent dit dat replicatie van de bevindingen van bijvoorbeeld Miller & Strooper (2012); fysieke communicatie 
over het testmodel en de werking hiervan zal waarschijnlijk een positief resultaat opleveren. Door het testmodel 
op te stellen met een ubiquitous language zoals beschreven door Evans (2004) kan dit als een verbetering 
worden ervaren door SH2. 
De tweede term is efficiëntie. SH1, SH2 en SH5 geven aan dat de efficiëntie van het proces te wensen overlaat. 
Uit de interviews komt naar voren dat de efficiëntie op verschillende aspecten kan worden verbeterd. In het 
totale ontwikkelproces is er volgens SH1 en SH5 veel overhead. Daarnaast geeft SH1 aan dat er binnen de 
software afdeling te weinig synergie is. Hierdoor worden bestaande oplossingen niet gedeeld of hergebruikt. In 
het verlengde hiervan geeft SH2 aan dat er veel werk dubbel moet worden gedaan. Ook geeft SH2 aan dat het 
proces als traag wordt ervaren en het onduidelijk is waarom het proces zolang duurt. SH1 merkt op dat de 
organisatie last heeft van een preventieve reflex om voor alle defecten een stap in het proces op te nemen 
waardoor het proces steeds logger wordt. Hoewel de theorie aangeeft dat Model Based Testing een verbetering 
in efficiëntie kan brengen (Craggs, Sardis, & Heuillard, 2003) is de verwachting dat dit in de casestudy niet het 
geval is. Uit de interviews blijkt dat de doorlooptijd voornamelijk te danken is aan de processtappen en de 
afhankelijkheid van derden zoals aangegeven door SH5. 
De requirements zijn de laatste term die nadrukkelijk aanbod kwam tijdens de interviews. Zowel SH1 als SH5 
geven aan dat de organisatie zeer ad hoc van aard is. Als gevolg hiervan zijn de software requirements in een 
vroeg stadium niet duidelijk of onderhevig aan veel veranderingen. SH3 geeft aan dat er vaak te veel focus is op 
een configuratie. Bij de vertaling van de requirements voor nieuwe software wordt te weinig rekening gehouden 
met de bestaande configuraties die gebruik maken van dezelfde software release.  
Wanneer de stakeholders wordt gevraagd een beoordeling te geven van het huidige software ontwikkelproces 
komt het volgende naar voren (schaal van 1 tot 10 waarbij 1 staat voor zeer slecht en 10 voor uitstekend). 
 SH1 SH2 SH3 SH4 SH5 
Beoordeling van het totale ontwikkelproces 5 6,5 6 8 7 
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In navolging van de algemene bevindingen zijn de stakeholders gevraagd om een verdieping te geven met 
betrekking tot de requirements. Aangezien de requirements ook naar voren zijn gekomen in de algemene 
bevindingen bevat dit deel een mate van overlap. De requirements zijn, net als de algemene bevindingen, 
onderverdeeld in drie termen. Aan de hand van deze termen worden de bevindingen gepresenteerd. Figuur 15 
geeft de termen met betrekking tot de requirements weer. 
 
FIGUUR 15: NULMETING; REQUIREMENTS 
In de algemene bevindingen is de dynamische aard van de requirements al aan het licht gekomen. SH1 voegt 
hieraan toe dat de requirements veelal licht gekleurd binnen komen. Hiermee wordt bedoeld dat de 
mechatronica engineer of de andere bronnen van requirements proberen mee te denken met het ontwikkelteam. 
Dit zorgt ervoor dat de requirements zijn aangepast volgens de bij hun bekende mogelijkheden in de software. 
SH5 stelt dat de requirements welke in de software oplevering zitten vaak pas definitief zijn op het moment dat 
deze in de test(documentatie) zijn opgenomen.  
Op het gebied van requirements per configuratie zijn er enkele lastige obstakels. SH2 mist centrale borging van 
de requirements en de mogelijkheid om requirements van een specifieke configuratie inzichtelijk te maken. 
Daarnaast dient de software meerdere configuraties te ondersteunen dan daadwerkelijke systeemconfiguraties. 
Dit komt vooral voor tijdens de ontwikkeling van de nieuwe producten. Voor experimentele doeleinden wordt 
vaak een bestaand systeem uitgerust met een of meer onderdelen van het nieuwe systeem. De software moet dus 
instaat zijn al deze vluchtige configuraties te ondersteunen aldus SH5. 
De traceability van de requirements is zeer lastig. Alle stakeholders geven aan dat het lastig is om de 
requirements door het proces te volgen. De testdocumentatie dient voor allen veelal als bron om te achterhalen 
wat de inhoud van een software oplevering is. Zowel SH3 als SH4 geven aan dat voor hen het issue 
management systeem dient als bron van de requirements, waarna er tijdens het ontwikkelproces enkel inzicht is 
in de testdocumentatie. De gegevens in het issue management systeem worden door SH3 en SH4 gebruikt als 
verificatie middel in combinatie met de testresultaten. SH1 merkt op dat de requirements vanuit verschillende 
bronnen bij het ontwikkelteam terecht komen wat de traceerbaarheid niet bevorderd. SH2 maakt gebruik van 
een eigen overzicht met de requirements en de verwachtte test cases. Gedurende het ontwikkelproject verifieert 
SH2 deze aan de deliverables van het ontwikkelteam. 
Wanneer de stakeholders wordt gevraagd een beoordeling te geven van de transparantie van de requirements in 
het ontwikkelproces komt het volgende naar voren (schaal van 1 tot 10 waarbij 1 staat voor zeer slecht en 10 
voor uitstekend). 
 SH1 SH2 SH3 SH4 SH5 
Beoordeling van de transparantie van de requirements 4 7 8 6 5 
 
Tot slot is aan de stakeholders gevraagd om hun mening geven over de manier van testen. Ook de manier van 
testen is onderverdeeld in drie termen. Aan de hand van deze termen worden de bevindingen gepresenteerd. 
Figuur 16 geeft de termen met betrekking tot de testen weer. 
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FIGUUR 16: NULMETING; TESTEN 
Hoe de test cases in het testplan tot stand komen is voor zowel SH3 en SH4 niet duidelijk. De manier van 
werken binnen het software ontwikkelteam wordt door hen als blackbox beschouwd. Daarbij komt dat het doel 
en de redenatie vaak ontbreekt zoals aangegeven door SH1. SH2, SH3 en SH4 geven aan dat een deel van de 
software specifieke test cases in het testplan onduidelijk zijn. SH1, SH2 en SH5 stellen dat de interactie tussen 
de disciplines te laag is. Door verhoogde interactie kan de gezamenlijke kennis gebruikt worden om kwalitatief 
betere of efficiëntere testplannen op te stellen. SH1 stelt dat meer richtlijnen of testdoelen van bovenaf gewenst 
zijn. 
Uit de interviews komt naar voren dat de stakeholders in de periferie het lastig vinden om de capaciteiten van de 
verschillende testomgevingen te beschrijven. SH3 en SH4 geven ook duidelijk aan dat het voor hen niet 
inzichtelijk is wat de automatische test suite nu precies test en afdekt. Zowel SH2 als SH5 vinden dat de 
testomgevingen verbeterd moeten worden om minder gebruik te hoeven maken van de zeer kostbare echte 
lithografiesystemen. Een terugkerend onderwerp zijn de configuraties. SH2 geeft aan dat er een grote focus is op 
inhoudelijke wijziging, maar de bredere kijk op de configuraties is onderbelicht. De mening van SH3 sluit aan 
bij de mening van SH2. 
De controle van de test cases en testresultaten geschiedt via een vast proces. SH5 geeft aan dat de stakeholders 
de tijd en mogelijkheid krijgen om hun mening te geven over de inhoud. SH4 heeft hier een kanttekening bij dat 
met enige regelmaat de afgesproken tijdspanne wordt doorbroken voor een “one day rush”. Wanneer zowel SH3 
als SH4 wordt gevraagd naar de manier van controleren van de testresultaten komt dit neer op een binaire 
manier. Goed of fout. De stelling hierbij is dat als men het eens was met het testplan en de verwachtte resultaten 
dan is het controleren enkel een binaire handeling. SH2 wijkt af van deze mening en geeft aan meer inhoudelijke 
informatie te willen zien in de testresultaten om zelf een mening te vormen over de conclusie. 
Wanneer de stakeholders wordt gevraagd een beoordeling te doen van de kwaliteit van de komt het volgende 
naar voren (schaal van 1 tot 10 waarbij 1 staat voor zeer slecht en 10 voor uitstekend). 
 SH1 SH2 SH3 SH4 SH5 
Beoordeling van de kwaliteit van het testen 5 7 5 7 7.5 
 
Aan de hand van de beoordelingen van stakeholders kan er gesteld worden dat het algemene beeld van de gang 
van zaken in de organisatie voldoende is. Er zijn geen excessieve uitschieters in zowel positieve of negatieve 
zin. Het overwegende negatievere beeld van SH1 kan verklaard worden door de ambitie van de stakeholder en 
de potentie binnen de organisatie om te verbeteren. Hierdoor lag de focus in het interview op alle 
verbeterpunten. Inhoudelijk kan geconcludeerd worden dat de communicatie, transparantie en de verbreding van 
het test bereik kan worden bereikt door de toepassing van Model Based Testing. 
4.5. OBJECTIEVE RESULTATEN: INHOUDELIJKE RESULTATEN 
Gedurende de casestudy zijn er enkele objectieve resultaten naar voren gekomen. Door gebruik te maken van 
enkele standaard metrieken is het mogelijk om het effect van de oplevering op het softwarearchief in kaart te 
brengen. Wanneer er naar het totale component wordt gekeken bestond dit voorafgaand aan het project uit 
plusminus 13300 lines of code. Gedurende het project zijn 1500 lines of code gemuteerd en zijn er 700 lines of 
code toegevoegd. Dit resulteert in een totale delta van 2200 lines of code en een totaal van ongeveer 14000 lines 
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of code voor het gehele component. Hierbij moet gesteld worden dat dit inclusief het vervangen van de functie 
beschrijvingen is en dus geen wijziging is in de executeerbare code. 
Voor de inhoudelijke meting is gebruik gemaakt van een tweetal tools namelijk TICS viewer en Bullseye. Nadat 
de executables met Bullseye zijn geïnstrumenteerd zijn deze gebruikt om handmatig de automatische test suite 
uit te voeren. Door de geïnstrumenteerde executables worden de gegevens verzameld die de onderzoeker instaat 
stelt om de code coverage, function coverage en condition/descion coverage te bepalen. De analyse 
mogelijkheden van Bullseye verzorgen de function en condition/decision coverage. Door de meetgegevens van 
Bullseye in TICS viewer te analyseren is de totale code coverage bepaald. Tabel 9 geeft de analyse resultaten 
weer als percentages van het totaal. 
 Pre Post 
TICS viewer: codecoverage 70,26% 75,32% 
Bullseye: function coverage 81,00% 82,00% 
Bullseye: condition/decision coverage 58,00% 61,00% 
TABEL 9 SOFTWARE METRIEKEN 
Wanneer er in detail naar de meetresultaten wordt gekeken kan worden geconcludeerd dat de totale code 
coverage een stijging van 5% laat zien. Op het gebied van function coverage is het verschil nihil. Dit is te 
verklaren door het gebruik van dezelfde software interface als de bestaande automatische test suite. Het verschil 
in percentage is te verklaren door het splitsen van bestaande en geteste functies. Hierdoor wordt het aandeel niet 
geteste functies kleiner ten opzichte van de geteste functies.  
Op het moment dat de focus wordt verlegd naar de files waarin de functionaliteit, welke is gemodelleerd in de 
testmodellen, is geïmplementeerd zien we voor alle files een verhoging in code coverage. Tabel 10 bevat de 
meetresultaten van de individuele files. Hierbij moet opgemerkt worden dat de vermindering van de lines of 
code is te wijten aan het vervangen van de functie beschrijvingen in een moderner en compacter formaat. 
 Pre Post 
Lines of Code Coverage Lines of Code Coverage 
File 1 (Testmodel 3,4) 2018 78,29% 2881 82,01% 
File 2 (Testmodel 1) 2347 76,44% 2295 85,01% 
File 3 (Testmodel 2) 1595 65,05% 1455 73,00% 
TABEL 10 SOFTWARE METRIEKEN PER FILE 
Naast deze statistische wijzigingen zijn er een aantal onregelmatigheden aan het licht gekomen in het software 
component. Ten eerste toonden de gegenereerde testcode aan dat er segmentation fault optrad in de bestaande 
code. Dit geheugen gerelateerde defect zorgt er in deze situatie voor dat het lithografiesysteem herstart moet 
worden. Mocht dit bij de eindklant optreden is dit een tijdrovende en daarmee kostbare aangelegenheid. Dit 
defect is gevonden door de test cases welke het slecht weer gedrag van de software testen. Als tweede toonde de 
genereerde testcode aan dat het component het gespecificeerd gedrag in het ontwerp document niet afdwingt. 
Aangezien het hier gaat om een externe interface mag er niet vanuit gegaan worden dat de klanten van deze 
interface zicht aan het afgesproken gedrag houden. Na overleg met de software architect is besloten om dit 
gedrag nu niet af te dwingen omdat op het moment van schrijven de impact hiervan niet duidelijk was. De test 
cases in het testscript zijn behouden maar worden overgeslagen in het bepalen van het totale resultaat. 
4.6. SUBJECTIEVE RESULTATEN: EINDMETING 
De eindmeting geeft inzicht in de meningen en percepties van de stakeholders na de uitvoering van de 
casestudy. De resultaten zijn onderverdeeld in drie onderdelen. Als eerste de algemene bevindingen met 
betrekking tot de casestudy, als tweede de testmodellen en test cases en tot slot de manier van werken. Het 
gehanteerde sjabloon en de verslagen van de interviews zijn terug te vinden in bijlage B en E. 
Na het uitvoeren van de casestudy zijn de stakeholders gevraagd om de oplevering van de casestudy te 
beschrijven. Inzicht in de afwijkingen ten opzichte van de reguliere opleveringen kunnen invloed uitoefenen op 
de overige resultaten. Figuur 17 geeft de twee onderwerpen weer waar de bevindingen in zijn onderverdeeld. 
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FIGUUR 17: EINDMETING; CASESTUDY 
De uitvoering van het project waarbinnen de casestudy plaatsvond was onderhevig aan weinig afwijkingen ten 
opzichte van het reguliere proces. SH2 geeft aan dat het vanuit zijn perspectief een oplevering was met een 
beperkte functionele oplevering, maar die vanuit een functioneel oogpunt een gedegen testplan nodig had om de 
prestaties van het systeem te waarborgen. SH4 geeft aan dat de oplevering volgens planning is verlopen en hij 
geen extra inspanningen heeft moeten leveren. SH5 stelt dat er zich op organisatorisch niveau een misverstand 
voordeed. Om de totale functionaliteit op te leveren was een multidisciplinaire inspanning vereist. Dit was bij 
het ontwikkelteam van de casestudy bekend, echter de andere ontwikkelteams hadden deze oplevering niet in 
het oog. Dit zorgde ervoor dat de totale oplevering gefaseerd opgeleverd werd. Vanuit het perspectief van de 
casestudy is die niet van belang. SH3 heeft hinder van dit voorval ondervonden op het gebied van de verwachtte 
functionaliteit. Wanneer gekeken wordt naar het algemene beeld van de oplevering geven alle stakeholders aan 
dat het om een soepele oplevering ging. 
In navolging van de context van de casestudy zijn de stakeholders gevraagd om verdieping te geven met 
betrekking tot de testmodellen en test cases. De uitwerking hiervan is opgedeeld in drie termen. Aan de hand 
van deze termen worden de resultaten gepresenteerd. Figuur 18 geeft de termen met betrekking tot de 
testmodellen en test cases weer. 
 
FIGUUR 18: EINDMETING; TESTMODELLEN 
De stakeholders geven duidelijk te kennen dat de transparantie is verbeterd. SH2, SH3 en SH5 geven aan dat het 
voor hen beter mogelijk is om te achterhalen welke requirements door de test cases zijn afgedekt. SH4 wijkt af, 
hij geeft aan dat er een verschil is in abstractie niveau tussen de vooraf opgestelde requirements en de 
requirements welke zijn geannoteerd in de testmodellen. SH2 en SH3 geven aan dat er een duidelijke link 
zichtbaar wordt gemaakt tussen de requirements en de testmodellen. Vanuit deze testmodellen kunnen deze ook 
weer de link leggen met de test cases. Dit zorgt voor meer inzicht bij de stakeholders in de oplevering. De 
verbeterde transpiratie geeft SH2 en SH3 de mogelijkheid om de verbanden tussen de verschillende 
requirements en de functionaliteit beter te zien. SH3 geeft aan dat hij dit voorheen deed op basis van geschriften 
en verbale toelichting. Hierdoor nam hij dit snel voor waar aan aangezien de verbanden niet toegankelijk zijn of 
impliciet zijn opgenomen. SH3 gaat nog een stap verder dan SH2. Hij stelt dat de testmodellen hem instaat 
stellen inhoudelijk te verdiepen. Dit resulteert in betere uitvoering van de eigen werkzaamheden van de 
stakeholder. Als voorbeeld draagt deze aan dat verhoogde begrip van de inhoud ervoor zorgt dat het 
eenvoudiger is procedures op te stellen in het geval van foutcodes. 
Zoals aangegeven in paragraaf 2.2 wordt de toegankelijkheid van de testmodellen als belangrijke factor geacht. 
SH2, SH3 en SH5 merken allen op dat de testmodellen te begrijpen zijn. Deze stakeholders zijn allen bekend 
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met soortgelijke notatiewijzen wat de toegankelijkheid ten goede komt. Ook zijn deze stakeholders allen van 
mening dat de manier van annotatie van requirements in de testmodellen van toegevoegde waarde is. SH2 is 
zeer stellig dat dit behouden moet blijven in toekomstig gebruik. SH2 en SH3 merken op dat de naamgeving van 
de verschillende objecten in de testmodellen past binnen hun referentiekader. De diverse transitions, places en 
termen sluiten op functioneel niveau aan bij het aangepaste softwarecomponent. SH3 classificeert de 
testmodellen als logisch en intuïtief. Op het gebied van de functionaliteit zijn deze stakeholders unaniem. Voor 
deze stakeholders zijn de requirements duidelijk en zij zien deze ook terugkomen in zowel de testmodellen als 
de test cases.  SH4 beschouwt de testmodellen als niet begrijpbaar en geeft aan dat dit niet te wijten is aan de 
notatiewijze maar aan het gebrek aan context. Deze stakeholder beschikt niet over de inhoudelijke context om 
de testmodellen en de gebruikte begrippen te bevatten. 
Tot slot zijn de stakeholders gevraagd om verdieping te geven met betrekking de manier van werken. Ook hier 
zijn de resultaten opgedeeld in drie termen. Aan de hand van deze termen worden de resultaten gepresenteerd. 
Figuur 19 geeft de resultaten met betrekking tot de manier van werken weer. 
 
FIGUUR 19: EINDMETING; MANIER VAN WERKEN 
Wanneer er wordt gekeken naar de interactie tijdens het opstellen van de testmodellen zijn er twee invalshoeken 
te zien. SH2 en SH5 hebben een positief gevoel bij deze gang van zaken. SH2 stelt dat de interactie en de 
combinatie van de annotaties een stapsgewijs beeld geven van de functionaliteit. Dit is een moment waarop 
wederzijds begrip kan worden opgebouwd en gecontroleerd kan worden of de gedachten over de beoogde 
functionaliteit overeen komen. SH2 geeft aan dat deze interactie vroeg in het proces moet plaats vinden met 
betrekking tot de efficiëntie.  De stakeholder stelt dat dit in het geval van de casestudy te laat in het proces 
gebeurde. Echter door de duidelijke requirements was dit minder relevant en heeft het geen gevolgen voor de 
resultaten. Wanneer in een vroeg stadium gestart wordt kan het maken van testmodellen bijdragen aan het 
duidelijk krijgen van de requirements. SH5 ziet mogelijkheden met betrekking tot het wegnemen van impliciete 
aannames wanneer op basis van testmodellen de functionaliteit wordt besproken. 
Met betrekking tot de toekomstige wijzigingen zien alle stakeholders het opnemen van de genererende test cases 
in de automatische test suite als borging en controle van de requirements. SH2 vindt deze manier van werken 
een verhoging van het volwassenheidsniveau van de organisatie. Wetende dat de automatische test suite op deze 
manier tot stand is gekomen geeft de stakeholder vertrouwen. In het verleden werd er gebruik gemaakt van een 
oud testplan om regressie aan te tonen van de ongewijzigde requirements. SH5 heeft zijn bedenkingen of het 
voor hem inzichtelijk is of de requirements in de toekomst afgedekt blijven. Als reden geeft hij hiervoor dat op 
het moment dat hij de resultaten te zien krijgt de ontwikkelaar de automatische test suite heeft bijgewerkt. 
Binnen de organisatie wordt de regel gehanteerd dat elke oplevering een slagende test suite moet hebben. Als 
generieke opmerking stelt SH5 dat een uitbreiding van de test suite ook zorgt voor een verhoging van onderhoud 
aan de test suite. 
Wanneer naar de mening van de stakeholders wordt gevraagd met de betrekking tot deze aangepaste manier van 
werken zijn er zowel positieve als kritische geluiden te horen. SH2 vindt de manier van werken een positieve 
aanpassing. Het gebruik van testmodellen geeft meer inzicht en structuur wat voor deze stakeholder resulteert in 
een verhoogd vertrouwen in de correctheid en compleetheid van de oplevering. Als toevoeging zou de 
stakeholder de prioriteiten in het testmodel willen aangeven. Dit kan helpen met de selectie van test cases 
wanneer deze techniek wordt toegepast op dure testomgevingen zoals de echte lithografiesystemen. SH3 stelt 
dat de aanpassing meer inzicht biedt in de oplevering en het reviewen vergemakkelijkt. Daarnaast zorgt de 
aanpassing er voor dat het werk met betrekking tot het opstellen van de procedures wordt vereenvoudigd. SH3 
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concludeert dat hij meer vertrouwen heeft dat de oplevering compleet is en vrij van defecten. Ook SH5 heeft de 
aanpassing in de casestudy als positief ervaren. Zowel SH3 als SH5 vinden de herhaalbaarheid van de 
methodiek een grote meerwaarde ten opzichte van de menselijke variatie bij het opstellen van test cases. 
Daarnaast biedt de methodiek de mogelijkheid om foutsituaties op te zoeken en te toetsen. SH3 geeft als 
kritische noot aan dat voor hem de explosie aan testmodellen en test cases in de automatische test suite niet te 
toetsen is. Hierdoor zal hij al snel terug vallen op een binaire manier van beoordelen. SH5 geeft aan dat de 
aanpassing ten tijde van de casestudy geen invloed heeft op zijn mening met betrekking tot de correct- en 
compleetheid van de oplevering. Volgens deze stakeholder kampt de organisatie met een ander, groter probleem 
wat zijn mening beïnvloedt namelijk de stabiliteit van de requirements. De stakeholder heeft ook twijfels over 
de toepasbaarheid in een situatie waarin de requirements snel wijzigingen. SH4 heeft een verhoogd vertrouwen 
in de correctheid van de oplevering. De kanttekening hierbij is dat dit puur gebaseerd is op het feit van meer 
testen en niet zozeer de methodiek. 
4.7. COMBINATIE OBJECTIEVE  EN SUBJECTIEVE RESULTATEN 
Nu zowel de objectieve als de subjectieve resultaten zijn beschreven is het mogelijk om de beoordeling uit 
paragraaf 3.5 toe te passen. Per type resultaat wordt een conclusie opgesteld waarna deze vergeleken wordt. 
De objectieve resultaten geven aan dat toepassing van Model Based Testing de correctheid van de software 
verhoogd. Tijdens de casestudy heeft Model Based Testing aangetoond dat er een voorheen onbekend defect 
aanwezig was in de software. Tevens is er met Model Based Testing aangetoond dat het component niet robuust 
is tegen oneigenlijk gebruik van zijn externe interface. De reparatie van het gevonden defect verhoogd de 
correctheid van het software component. Als men in de toekomst besluit het specificeerde gedrag af te dwingen 
zal dit nog een extra verhoging teweeg brengen. Wanneer deze resultaten worden vergeleken met de 
onderzoeken beschreven in paragraaf 2.2 liggen de resultaten in lijn. Model Based Testing is instaat meer 
defecten te detecteren dan handmatig ontworpen testen gegeven een vaste tijdsspanne. 
De subjectieve resultaten laten zien dat alle stakeholders de toevoeging van Model Based Testing als positief 
hebben ervaren. SH2 en SH3 geven aan door de toevoeging van Model Based Testing een verhoogd vertrouwen 
te hebben in de correctheid van de oplevering. SH4 geeft ook aan een verhoogd vertrouwen te hebben, maar 
geeft aan dat dit gebaseerd is op de notie van de hoeveelheid testen. Dit kan dus niet direct worden toe 
geschreven aan Model Based Testing. SH4 geeft aan de meerwaarde te zien van Model Based Testing maar zijn 
mening met betrekking tot de correctheid wordt vooral gevormd door de (in)stabiliteit van de requirements. In 
paragraaf 3.4.1 is beschreven dat er mogelijk een relatie bestaat tussen de effecten van Model Based Testing en 
de extra communicatie gedurende de casestudy. Wanneer naar de subjectieve resultaten wordt gekeken kan er 
gesteld worden dat SH2 en SH3 voornamelijk inhoudelijk geprikkeld zijn door de toepassing van Model Based 
Testing. De bevindingen van SH5 lijken niet beïnvloed door extra communicatie. De stakeholder geeft duidelijk 
aan de structuur van en herhaalbaarheid van de methodiek te waarderen.  De resultaten van SH4 kunnen in 
twijfel worden getrokken. Het verhoogde vertrouwen kan dit niet direct gerelateerd worden aan de toepassing 
van Model Based Testing. De onderzoeker verwacht dat dit effect te wijten is aan de extra aandacht en 
communicatie.  
De stakeholders in het Product Delivery Team en het Product Owner Team beschikten over voldoende 
inhoudelijke context. Deze stakeholders geven ook aan dat de Model Based Testing de transparantie van de 
requirements in het ontwikkelproces verbeterd. Door middel van de testmodellen wordt een inhoudelijk 
discussie gestart wat het wederzijds begrip verhoogd en daarmee het vertrouwen dat de software correct 
geïmplementeerd wordt. De stakeholders in de groep Product Consumers acteren in hetzelfde domein maar 
hebben een dermate andere insteek dat, afhankelijk van de context van de wijziging, Model Based Testing van 
toegevoegde waarde kan zijn. 
De objectieve en de subjectieve resultaten laten een verbetering zien. Hierdoor kan geconcludeerd worden dat 
het totale resultaat van dit onderzoek uitkomt in het kwadrant “verbetering inhoud en perceptie”.  
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5. CONCLUSIE EN AANBEVELINGEN 
De hoofdvraag van het onderzoek “Verhoogt de toepassing van Model Based Testing in het ontwikkelproces de 
correctheidsperceptie van de stakeholders?” wordt beantwoord op basis van de deelvragen. Door eerste een 
conclusie te vormen over de uitgevoerde casestudy kunnen de antwoorden op hoofd en deelvragen in het juiste 
licht geplaatst worden. 
Wanneer beschouwend wordt gekeken naar de resultaten van de casestudy sluiten deze aan bij de bevindingen 
uit de literatuur zoals de onderzoeken van Miller & Strooper (2012) en Xu et al. (2012). Gedurende deze 
casestudy was Model Based Testing instaat om tot nu toe onbekende defecten te detecteren en 
onregelmatigheden in de software aan te tonen. Reflecterend op de inhoudelijke uitvoering van casestudy kan er 
geconcludeerd worden dat dit een valide basis is om de perceptie van de stakeholders mee in kaart te brengen.  
De deelvragen en de hoofdvraag richten zich op de bevindingen uit de nul- en eindmeting. Per vraag worden de 
bevindingen beschreven om op deze manier tot een conclusie te komen. 
DV1: Verhoogt de traceerbaarheid van de requirements in het testmodel de correctheidsperceptie van 
de stakeholders? 
De traceerbaarheid van de requirements in het testmodel verhoogt de correctheidsperceptie van de stakeholders. 
Uit de resultaten van de casestudy komt naar voren dat de stakeholders, indien deze voldoende kennis bezitten 
over het domein/context, in staat zijn de relatie te leggen tussen de requirements, de modellering en de annotatie 
in de visuele testmodellen.    
DV2: Verhoogt de gezamenlijke validatie/verificatie van het testmodel de correctheidsperceptie van de 
stakeholders? 
De gezamenlijke validatie/verificatie van het testmodel verhoogt enkel de correctheidsperceptie van de direct 
betrokken stakeholders. De resultaten van de casestudy geven een verdeeld beeld weer. Hier is duidelijk een 
scheiding te zien in de perceptie wat gebaseerd is op de rol van de stakeholders. De stakeholders die inhoudelijk 
betrokken zijn bij de totstandkoming van de testmodellen ervaren de gezamenlijke validatie/verificatie als een 
vertrouwen verhoogde actie. De stakeholders die niet inhoudelijk betrokken zijn geven aan de aanname te doen 
dat de testmodellen die zij te zien krijgen correct en compleet zijn. Hoe deze tot stand komen en hoeveel mensen 
hierbij betrokken zijn is niet relevant voor deze stakeholder. Concluderend kan er gesteld worden dat de 
gezamenlijke validatie/verificatie van het testmodel de correctheidsperceptie van de inhoudelijk betrokken 
stakeholders verhoogd.  
Verhoogt de toepassing van Model Based Testing in het ontwikkelproces de correctheidsperceptie van 
de stakeholders? 
Wanneer de stakeholders de informatie uit de testmodellen tot zich kunnen nemen zorgt dit voor een verhoging 
van het vertrouwen in de correctheid en compleetheid van de oplevering. De gezamenlijke verificatie/validatie 
van de testmodellen is van toegevoegde waarde om de kwaliteit van het testmodel te verhogen. Dit vertaalt zich 
niet direct in een verhoogde correctheidsperceptie voor alle stakeholders. Enkel de stakeholders die hier direct 
bij betrokken zijn beschouwen dit vertrouwen verhogend. 
Wanneer op het onderzoek wordt gereflecteerd kan er gesteld worden dat de resultaten voortkomen uit een zeer 
technische organisatie waar de betrokken personen een sterke technische onderbouwing hebben. De vraag is in 
hoeverre dezelfde resultaten behaald kunnen worden met personen met een mindere mate van technische 
affiniteit. In het verlengde hiervan is het resultaat onderhevig aan de domeinkennis en context van de 
betrokkenen. In dit onderzoek is er specifiek gekozen voor een visuele notatiewijze waarbij de vraag gesteld kan 
worden in welke mate dit bijdraagt aan het behaalde resultaat. Wat zijn nu de eigenschappen van een 
notatiewijze die bepalend zijn voor de acceptatie door de stakeholders met een bepaalde achtergrond? In de 
toekomst zouden anderen een onderzoek kunnen starten om deze vragen te beantwoorden. 
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Als persoonlijke reflectie op de inhoudelijke aspecten van de casestudy kan er gesteld worden dat Model Based 
Testing zijn potentiele meerwaarde heeft bewezen. Na de initiële leercurve en het vinden van een geschikte 
aanpak binnen de organisatie is het mogelijk om een geringe tijd een gedegen test cases te genereren en op te 
nemen in de automatische test suite. Wanneer de gespendeerde tijd wordt vergeleken met voorgaande 
opleveringen zit hier gevoelsmatig geen significant verschil in. Dit betekent dat in eenzelfde tijd een kwalitatief 
hoogwaardigere test suite tot stand komt.  
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V1 Kunt u uw rol in het software ontwikkelproces beschrijven?  





V2 Wat zijn de belangrijkste aspecten in het software ontwikkelproces vanuit uw perspectief? Alleen 





V3 Bent u altijd in deze rol bij het software ontwikkelproces betrokken?  











V5 Op een schaal van 1 – 10 Hoe beoordeelt u het software ontwikkelproces? 
Beeldvormend 
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V12 Hebt u een beeld van de manier waarop een bepaalde test case tot stand is gekomen? DV2 











V14 Op een schaal van 1 – 10 Hoe beoordeelt u kwaliteit van de testen in het ontwikkelproces? 
DV2 
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V15 Wat is uw definitie van software correctheid?  





V16 Op een schaal van 1 – 10 wat is u huidige perceptie van software correctheid met gebruik van het 
huidige ontwikkelproces? 
HV1 
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V18 Kunt u uw ideale softwareontwikkelproces beschrijven? 
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V8 In de testmodellen zijn de requirements geannoteerd geeft dit meer inzicht in de afdekking van de 










V10 Hoe kijkt u tegen toekomstig wijzigingen aan van dit component wetende dat de test set op deze 





V11 Geeft deze methode vertrouwen in de automatische test set? 
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BIJLAGE D VERSLAGEN NULMETING 
 
INTERVIEW: NULMETING LEAD ENGINEER/FUNCTIONAL CLUSTER TESTER 
Naam - 





FUNCTIE & CONTEXT 
De geïnterviewde is binnen de organisatie van software designer doorgegroeid naar een functie waarin twee 
rollen worden vertolkt. Als leader engineer is de geïnterviewde eigenaar van alle componenten binnen een 
building block van de embedded software afdeling. Haar building block bestaat uit 40a50 componenten die zich 
veelal vertalen naar kalibratie, prestatie en diagnostiek applicaties en de daarbij behorende bibliotheken. De lead 
engineer is verantwoordelijk voor de kwaliteit van deze componenten en is om die reden betrokken bij alle 
wijzigingen. 
Wanneer er gekeken wordt naar software wijzigingen voor bestaande producten zijn de taken voornamelijk de 
intake van en de onderhandelingen over de binnenkomende requirements. Daarbij het bepalen van het juiste 
bereik van de requirements. In de high tech omgeving waarin de lead engineer werkzaam zijn de requirements 
van de interne klanten veelal software getint. Door het gebrek aan software kennis van de interne klant is het 
voor de lead engineer van groot belang om de requirements terug te brengen tot de functionele vraag/eis. Dit 
wordt opgevolgd door het bepalen van de gevolgen en risico's voor de bestaande software en systemen. In de 
uitvoer van het ontwikkelproces is de lead engineer betrokken bij de kwaliteitscontrolestappen binnen het 
ontwikkelproces (documentatie, code en testkwaliteit).Wanneer er gekeken wordt naar nieuwe systemen is de 
lead engineer betrokken bij het opstellen van de high level requirements en daarbij de het bepalen van de 
gevolgen, risico's en initiële planning. 
In de rol van Funtional Cluster Tester (FCT) verzorgd de geïnterviewde de test strategie en het opstellen van de 
testroadmap voor één functie cluster (een functie cluster is een verzameling van building blocken welke één 
functie/subsysteem van het lithografiesysteem vertegenwoordigen). Hierin wordt bepaald hoe de testen tot stand 
dienen te komen en welke middelen daarvoor benodigd zijn. Daarnaast wordt de FCT betrokken bij het controle 
proces van de test documentatie van overige leden van het ontwikkelteam. 
SOFTWARE ONTWIKKELPROCES 
Wanneer de bevinding van de geïnterviewde met betrekking tot het software ontwikkelproces wordt bevraagd 
komen de volgende dingen naar voren. De geïnterviewde vindt communicatie gedurende het ontwikkelproces 
van cruciaal belang. Door goede communicatie kan in de initiële fases van hoge toegevoegde waarde zijn. 
Veelal omdat door de grote complexiteit van de systemen en de snelheid van wijzigingen veel informatie wordt 
overgedragen welke niet of niet volledig in de documentatie zijn opgenomen. Door de communicatie met de 
stakeholders kunnen de gevolgen, alternatieven en soortgelijken oplossingen snel gevonden worden.  
Het software ontwikkelproces wordt niet als adequaat beschouwd omdat het software ontwikkelproces en de 
software altijd achter de organisatie en haar systemen aanloopt. De snelheid van wijzigingen kan niet worden 
bijgehouden door de software afdeling. Het grootste probleem is in een vroeg stadium duidelijk krijgen van de 
requirements. Het gevolg hiervan is dat de ontwikkeling pas laat start of later in het proces van koers moet 
wijzigingen met grote gevolgen van dien. Ten tweede wordt het proces gehinderd door een reflex in de 
organisatie om in het geval van defecten preventieve acties aan het proces toe te voegen. Hierbij wordt er te 
weinig rekening gehouden met de gevolgen hiervan en de kans op herhaling. Het proces wordt hierdoor zwaar 
en lastig. Dit is tegenstrijdig met de vraag voor Agile projecten en Lean processen welke beter aansluiten bij de 
vraag van de organisatie. Daarnaast is het niet bevorderlijk dat het proces wordt opgesteld en op gedragen door 
personen die zelf geen ervaring hebben met het werken met deze processen.  
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Als de geïnterviewde wordt gevraagd om een beoordeling van het ontwikkelproces te geven komt deze tot een 
score van 5 op een schaal van 1 t/m 10. 
REQUIREMENTS 
Het beeld van de geïnterviewde over de requirement binnen het proces zijn als volgt. De requirement moeten 
zich in de begin fase uitkristalliseren zoals gebruikelijk in de software wereld. Echter ontbreekt een duidelijk 
communicatie manier waarop de requirements worden aangedragen. Afhankelijk van de grote van de 
wijzigingen, personen en gebruikte documentatie techniek varieert de vorm waarin de requirements binnen 
komen. De requirements komen vaak vertekend binnen doordat de stakeholder willen helpen bij de 
ontwikkeling van de software maar daarbij kennis missen met betrekking tot configuraties, architectuur en 
andere specifieke domein kennis. De vraag is de altijd wat is de functionele vraag? Wat is het echte probleem? 
Er moet dus altijd kritische gekeken worden naar de requirements. 
Voor de lead engineer is het moeilijk om de requirements gedurende het proces te volgen. Door de diverse start 
punten zijn de requirements al lastig te traceren. Wie initieert de wijzigingen en wat is de reden hiervoor? Om 
de requirements succesvol te kunnen volgen, of de requirements uit eindelijk in het archief en op de systemen 
belanden, is het van groot belang om van het begin tot het einde betrokken te zijn bij het ontwikkelproces. De 
wijzigingen zijn zelden triviaal met als gevolg dat het veel tijd kost om als buitenstaander de requirements te 
volgen. Daarnaast wordt de kwaliteit van de controles minder als de personen niet vanaf het begin betrokken 
zijn door het gebrek van inhoudelijke kennis. 
De lead engineer heeft een laag vertrouwen dat de requirements in de uiteindelijke oplevering belanden. De 
voornaamste reden hiervoor zijn de vaagheid van de requirements en de complexiteit van de systemen en de 
software. Door deze combinatie is het zeer lastig te bepalen of het juiste geïmplementeerd wordt wat het 
vertrouwen verlaagd. Daarnaast is er altijd het menselijk aspect waar er rekening mee wordt gehouden. 
Afhankelijk van de personen zal de geïnterviewde de intensiteit en de manier van controle aanpassen. 
De geïnterviewde beoordeelt de transparantie van de requirements in het ontwikkelproces net een 4 op een 
schaal van 1 t/m 10. Waarbij de kanttekening wordt gemaakt de tijdspanne en de grote van de wijziging de een 
grote invloed hebben op de beoordeling. 
TESTEN 
Het huidige beeld wat leeft bij het testen van software is volgens de geïnterviewde dat het voornamelijk op 
wikkelkeur gebeurt. Er ontbreekt een duidelijke aanpak en waarin het testdoel en de manier waarop deze bereikt 
kunnen worden. Daarbij hebben de testers veelal te weinig kennis van de beschikbare tools en raamwerken wat 
de efficiëntie niet ten goede komt. Wederom speelt hier de complexiteit een rol. Door de hoge complexiteit is 
moeilijk is te schatten wat er getest dient te worden, hoe dit getest dient te worden en hoe te testen. Daardoor 
kan er veel hulp nodig zijn van andere teams. 
Kijkend vanuit een FCT perspectief is dit initiatief voornamelijk top down. Op systeem level worden de 
testdoelen opgesteld en dan wordt deze steeds specifieker naarmate er op lager niveau gekeken wordt. Het 
opstellen van test cases, testplanningen en het uitvoeren is geschied voornamelijk bottom up waardoor er te 
weinig aandacht is voor het grotere geheel. Het gat tussen deze twee is nu te groot. Deze moeten meer tot elkaar 
komen om over het geheel een uitspraak te doen. Daarnaast betwijfelt de geïnterviewde de toegevoegde 
waarden van het FCT initiatief door een gebrek aan tijd en kennis. Het merendeel van de FCT'ers mist kennis 
van één van de volgende aspecten domein kennis, test kennis en kennis met betrekking tot de software 
architectuur. Vele zijn net als de geïnterviewde building block eigenaren. Waarbij de vraag gesteld kan worden 
wat de toegevoegde waarde het is en hoe efficiënt het is aangezien testen een vak apart is. Het grootste gemist 
zijn ontwerprichtlijnen waaraan met betrekking tot de testbaarheid van de componenten en hun software 
implementaties. 
Wanneer er gekeken wordt naar de daadwerkelijke totstandkoming van test cases is er binnen de organisatie een 
rare scheiding in verantwoordelijkheden. De mechatronica afdeling is verantwoordelijk voor de functionaliteit 
en de software afdeling enkel voor de software. Hierdoor wordt het test werk verdeeld over de twee afdelingen 
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waarbij de complexe functionaliteit vaak niet door de software afdeling wordt getest. Waarbij het opvallend is 
dat de interactie tussen beide afdeling gedurende de ontwikkeling laag is. Het beste zou een gecombineerde test 
ervaring moeten zijn. Het zou beter zijn als de mechatronica en de software afdeling meer samenwerken op de 
het gebied van testen. 
Op het gebied van de traceerbaarheid van de requirements in de testplanning kan het volgende gesteld worden. 
Het is redelijk eenvoudig de relaties zien tussen de requirements en de bijbehorende test cases. Traceerbaarheid 
is niet het probleem maar de keuzes die gemaakt moeten worden. Wat is het meest efficiëntie testplatform en 
waarom? Zijn alle gevolgen getest? Zijn alle relevante configuraties getest? Deze redenering zijn zeer bepalend 
en ontbreekt altijd in testdocumentatie.  
Als de geïnterviewde kijkt naar de kwaliteit van de test cases komen de volgende ervaringen naar voren. Voor 
de componenten zijn er specifieke testplannen wanneer er een wijziging wordt gedaan aan een component wordt 
er een testplan opgesteld voor deze specifieke oplevering. Hierin worden dan de relevante test cases uit het 
component testplan opgenomen. Het is echter lastig alle test cases te traceren en te bepalen welke relevant zijn. 
Daarbij komt dat het niet gemakkelijk is om te bepalen of de geselecteerde test cases alle facetten van een 
requirement afdekt. In het geval van reparaties is dit eenvoudiger aangezien het dan veelal om een specifiek 
probleem situatie gaat. 
De geïnterviewde beoordeelt de kwaliteit van het testen met een 5 op een schaal van 1 t/m 10. Hieraan wordt 
toegevoegd dat het testen weinig problemen geeft maar vaak niet effectief en herhaalbaar is.  
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INTERVIEW: NULMETING MECHATRONICA DESIGNER 
Naam - 





FUNCTIE & CONTEXT 
De geïnterviewde ziet zijn rol binnen het software ontwikkelproces als startpunt van de requirements. De 
geïnterviewde maakt gebruik van informatie vanuit customer support en de assemblage fabriek om de 
functionele requirements specifiek op te schrijven. In de eindfase zal de geïnterviewde functionele testen 
uitvoeren om te controleren of de requirements correct in de oplevering zijn opgenomen. Gedurende het 
ontwikkelproces wordt de vinger aan de pols gehouden.  
SOFTWARE ONTWIKKELPROCES 
Voor de geïnterviewde is efficiëntie in het ontwikkel proces van groot belang bijvoorbeeld het vermijden van 
overlappende werkzaamheden. Daarnaast merkt de geïnterviewde op dat er tijdens het review proces van de 
requirements te weinig interactie is. Hierdoor is komt men er pas laat in het ontwikkelproces achter dat dingen 
niet kunnen. Dit is vaak te wijten aan de ontwikkelaar die te weinig gevoel heeft in met betrekking tot de 
functionaliteit. Meer synergie/ meer interesse in elkaars werkveld.  
Het software proces wordt als langzaam beschouwd. De geïnterviewde vraagt zich af wat hier de oorzaak van is. 
Het proces? De implementatie? De werkzaamheden en de reden voor de lange tijdsspanne van het 
ontwikkelproces zijn niet inzichtelijk voor buitenstaanders. Ook ziet de geïnterviewde dat de software afdeling 
veelal een eigen terminologie toekent aan bepaalden termen. Dit maakt de transparantie en de communicatie 
tussen beide partijen moeilijker. Een uniforme terminologie is zeer aan te raden. 
Als de geïnterviewde wordt gevraagd om een beoordeling van het ontwikkelproces te geven komt deze tot een 
score van 7 op een schaal van 1 t/m 10. 
REQUIREMENTS 
Voor de geïnterviewde zijn de requirements bij aanvang niet altijd duidelijk. Gaande weg worden deze steeds 
duidelijker en dan heeft de geïnterviewde een totaalbeeld. Wanneer naar het totaalbeeld van de requirements 
voor een software oplevering wordt gekeken geeft de geïnterviewde aan dat de extra requirements software 
specifieke requirements vaak niet duidelijk zijn voor geïnterviewde.  
De traceerbaarheid van de requirements is lastig. De geïnterviewde maakt gebruik van een overzicht van de 
functionele requirements. Hierbij stelt de geïnterviewde test cases op om aan te tonen dat de functionele 
requirements zijn geïmplementeerd. Door de test cases af te zetten tegen de test cases van de testdocumentatie 
controleert de geïnterviewde de requirements. De geïnterviewde mist een centrale borging van de requirements 
die door beide competenties gebruikt kan worden. Hierin zouden bijvoorbeeld de requirements per component, 
configuratie en release worden bijgehouden zodat men eenvoudiger kan zien wat een de software nu doet voor 
een specifiek systeem. Nu wordt er veel terug gevallen op het opzoeken en afleiden van de werking door het 
software archief te raadplegen. De geïnterviewde heeft niet altijd de volle 100% vertrouwen dat alle 
requirements zijn geïmplementeerd. Deels door gebrek aan testmogelijkheden en deels door gewijzigde 
afspraken tussen de twee afdelingen.  
De geïnterviewde beoordeelt de transparantie van de requirements in het ontwikkelproces net een 7 op een 
schaal van 1 t/m 10.  
TESTEN 
Voor het testen van software zou er meer getest moeten kunnen worden zonder gebruik te maken van echte 
lithografiesystemen. Nu zijn er hier voor een aantal mogelijkheden maar dit zijn erg uitgeklede versies van de 
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echte systemen. Het gat tussen de testomgevingen en de echte systemen is nog te groot. Door gebruik te maken 
van meer realistische testomgevingen of uitgebreidere simulatie mogelijkheden kan dit bewerkstelligd worden. 
Op het gebied van het uitvoeren van de test cases kan er een hogere efficiëntie worden behaald door het 
functionele test plan van mechatronica te toetsen met het testplan van software. Hierdoor kunnen overlappende 
test cases worden gecombineerd of de test cases uitgebreid zodat deze in een keer voor beide competenties 
afdoende zijn. Dit zou de communicatie ook ten goede komen. 
De testen op inhoudelijk/functioneel vlak hebben een hoge focus. Op het gebied van meerdere configuraties en 
doorzetten van de wijzigingen naar de verschillende releases kunnen een aantal dingen verbeterd worden. 
Momenteel is dit een moment waarop veel acties dubbel worden gedaan. Daarnaast is het door de hoeveelheid 
van releases en configuraties onmogelijk om alles af te testen. Hierdoor moet een risico afweging worden 
gedaan. Door het opbouwen van vertrouwen in de software en test cases kan worden bepaald of het testplan 
voldoende is. 
In 80% van de gevallen is het voor de geïnterviewde duidelijk wat de intentie was van de test cases. Een aantal 
software eigen testen zijn minder duidelijk. Voorbeelden hiervan zijn de codereview en timing gerelateerde test 
cases. De geïnterviewde zou tijdens het opstellen van de testplannen meer interactie willen zien met de 
functionele eigenaren. Vooraf gaand aan de review zouden de functionele eigenaren en de softwareontwikkelaar 
door het testplan moeten lopen. Hierdoor kan de inhoud van beide testplannen op elkaar afgestemd worden. 
Op het gebied van kwaliteit zou de geïnterviewde meer informatie willen hebben met betrekking tot de 
resultaten van de test cases. Dit stelt de geïnterviewde instaat meer inhoudelijk te reviewen en kan er worden 
afgestapt van het enkel kijken naar het eindresultaat in de vorm van geslaagde of gefaalde test cases.  
De geïnterviewde beoordeelt de kwaliteit van het testen met een 7 op een schaal van 1 t/m 10.  
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INTERVIEW: NULMETING EQUIPMENT ENGINEER 
Naam - 





FUNCTIE & CONTEXT 
De geïnterviewde vertolkt de rol van customer support wat in houdt dat deze persoon de verbinding vormt 
tussen de eindklant/eindgebruiker en de organisatie. In het software ontwikkelproces vertolkt de geïnterviewde 
de rol van interne klant welke de vraag van de eindklant vertaald en aanbied aan de interne organisatie. Hierbij 
ligt de focus op de user interface, het gedrag van de software en mogelijke foutcodes. In het software 
ontwikkelproces probeert de geïnterviewde een barrière te vormen tussen de organisatie en de eindklant om te 
voorkomen dat er software van slechte kwaliteit naar de eindklant wordt verstuurd. 
SOFTWARE ONTWIKKELPROCES 
De belangrijkste aspecten van het complete ontwikkelproces is de controle of de requirements in de software 
oplevering zijn beland en of deze afdoende zijn getest. Hierbij wordt rekening gehouden met de verschillende 
configuraties van de lithografiesystemen. Zeker nu het portofolio van de geïnterviewde in een onderhoudsfase 
zit is het belangrijk om geen drastische wijzigingen door te voeren en de gemaakte wijzigingen grondig te testen 
op de verschillende configuraties. 
Kijkend naar de communicatie tussen de geïnterviewde en het software ontwikkelteam is die te indirect en 
afstandelijk. Door gebruik te maken van enkel software applicaties voor de communicatie wordt niet alle 
relevante informatie overgebracht. De technische achtergrond van de geïnterviewde zorgt ervoor dat deze graag 
meer inhoudelijke informatie over de wijzigingen ontvangt. Dit help bij de beeld vorming over de functionaliteit 
van de oplevering. 
Als de geïnterviewde wordt gevraagd om een beoordeling van het ontwikkelproces te geven komt deze tot een 
score van 6 op een schaal van 1 t/m 10. De geïnterviewde uit wel wat kritiek op de hoeveelheid kleine reparaties 
en foutjes die toch in de software sluipen. Hij stelt hierbij de vraag waarom dit niet in eerdere iteraties is 
gevonden/gerepareerd. 
REQUIREMENTS 
Op het gebied van de requirements gemaakt de geïnterviewde voornamelijk gebruik van het issue management 
systeem. Ten tijden van oplevering maakt de geïnterviewde de relatie tussen het issue in het issue management 
systeem en de vermelding hiervan in het testdocumentatie. Gedurende de ontwikkeling is het voor de 
geïnterviewde niet te bepalen welke requirements worden mee genomen. De kanttekening hierbij zijn de grote 
opleveringen waarbij de (ontwerp)documentatie wordt opgesteld of uitgebreid. De controle van de documenten 
geeft de geïnterviewde inzicht in de requirements welke geïmplementeerd gaan worden. 
Door de controle die de geïnterviewde uitvoert op de testdocumentatie verhoogd deze het vertrouwen in de 
oplevering. De geïnterviewde heeft er na deze handeling vertrouwen in dat de beoogde requirements in de 
uiteindelijke oplevering terecht komen.  
De geïnterviewde beoordeelt de transparantie van de requirements in het ontwikkelproces net een 8 op een 
schaal van 1 t/m 10.  
TESTEN 
Op het gebied van testen heeft de geïnterviewde drie onderdelen, de automatische test suite, de regressie testen 
en de progressie testen. Op het gebied van automatische test suite geeft de geïnterviewde aan dat deze niet 
inhoudelijk op de hoogte is van wat er nu specifiek wordt getest. De standaard regressie testen worden enkel 
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beoordeeld op het resultaat. Als deze allemaal een bevredigend resultaat laten zien is dit afdoende voor de 
geïnterviewde.  
Voor de progressie testen vormt de geïnterviewde zich een mening over het gekozen testplatform. De 
geïnterviewde heeft hierbij kennis van de mogelijkheden van de verschillende testomgevingen. Inhoudelijk 
houdt geïnterviewde rekening met de situatie waarin de defecten optraden en verwacht een test case welke 
aantoont dat dit nu niet meer voor komt. Door het grote portofolio wordt er ook de afweging gemaakt of de test 
cases de verschillende configuraties goed afdekken. Hier zijn in het verleden wat steken laten liggen mede door 
de manier waarop de organisatie is georganiseerd. Er kan geconcludeerd worden dat de testen die uit worden 
gevoerd goed zijn. Echter is er een te grote focus op het probleem/requirement dat het testbereik vaak te nauw 
is. 
Veelal is het voor de geïnterviewde mogelijk om de intentie van de test cases te achterhalen. Wanneer de test 
cases zeer specifieke software kennis bevatten is het moeilijk te bepalen wat het doel was bijvoorbeeld een stack 
trace analyse. Wanneer de geïnterviewde test cases voor requirements van andere moet beoordelen mist deze 
soms ook de benodigde kennis. Dit effect is te zien in bijvoorbeeld de vakantie periodes wanneer men moet 
waarnemen voor hun directe collega’s. Het is van belang om het hele traject te doorlopen om zo de juiste kennis 
te hebben over de oplevering. 
De geïnterviewde is niet op de hoogte van de manier waarop een test case tot stand komt. Er is wel een 
algemeen beeld van hoe dit zou kunnen gaan maar concreet is dit een blackbox. De geïnterviewde is dus niet in 
staat een goede mening te vormen over dit aspect. Gedurende het interview is het duidelijk dat de geïnterviewde 
weinig inzicht heeft in de manier van werken binnen het software team. Tijdens het interview is informatie 
verschaft aan de geïnterviewde over de werkwijze en de gang van zaken. 
De geïnterviewde beoordeelt de kwaliteit van het testen met een 5 op een schaal van 1 t/m 10.  
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INTERVIEW: NULMETING MANUFACTURING ENGINEER 
Naam - 





FUNCTIE & CONTEXT 
De geïnterviewde vertolkt de rol van manufacturing engineer wat in houdt dat deze persoon verantwoordelijk is 
voor de volume opbouw van de lithografiesystemen van de organisatie. Vertaald naar de generieke context 
betekent dit dat de geïnterviewde de rol van interne klant vertolkt met daarbij de focus op de volume 
assemblage/productie van de systemen. Als interne klant maakt de geïnterviewde voornamelijk gebruik van de 
kalibratie, prestatie en diagnostiek applicaties. 
De geïnterviewde ziet zich zelf niet als onderdeel in het software ontwikkelproces. Zijn taken bestaan 
voornamelijk uit het detecteren en rapporten van problemen. Hierna wordt door het software ontwikkelteam de 
software ontwikkeld en veranderd de rol van de geïnterviewde naar een controlerende rol. Hierbij kijkt de 
geïnterviewde naar de testdocumentatie, de documentatie richting de klant en aspecten zoals nieuwe/gewijzigde 
error code teksten.  
SOFTWARE ONTWIKKELPROCES 
Wanneer de bevinding van de geïnterviewde met betrekking tot het software ontwikkelproces worden bevraagd 
komen de volgende dingen naar voren. De geïnterviewde vindt communicatie gedurende het ontwikkelproces 
van groot belang. In het verleden was de communicatie beter nu heeft de geïnterviewde het gevoel dat de voor 
hem relevante informatie niet altijd aankomt. De geïnterviewde draag een voorbeeld van een periodiek contact 
moment aan waarbij de relevante stakeholders in het software ontwikkelproces gezamenlijk door de 
openstaande punten lopen. 
Wanneer er wordt gekeken naar de resultaten van het software ontwikkelproces en de manier waarop dit tot 
stand komt is de geïnterviewde tevreden. De geïnterviewde vertrouwd op de kennis van het ontwikkelteam en de 
testers om tot de software correct tot stand te laten komen en de testen. De geïnterviewde merkte op dat de 
feedback mogelijkheid in het ontwikkelproces wordt als positief beschouwd. De geïnterviewde heeft een 
voorbeeld van een probleem dat speelden waarna de door hem aangedragen uitbreiding van het testplan is 
opgenomen in de standaard manier van werken. 
Het gehele software ontwikkelproces beoordeelt de geïnterviewde met een 8 op een schaal van 1 t/m 10. 
REQUIREMENTS 
Wanneer er wordt ingezoomd op de requirements binnen het software ontwikkelproces. Is de geïnterviewde 
betrokken bij het opstellen van de requirements door het indienen van problemen in het issue management 
systeem. In de vervolgstappen waar de geïnterviewde bij betrokken is maakt hij voornamelijk gebruik van de het 
voorblad van de testdocumentatie. Hierop staat de identificatie nummers van de problemen uit het issue 
management systeem. Door de relatie tussen de testplannen met daarin de test cases en het issue management 
systeem is het voor de geïnterviewde mogelijk om de requirements te traceren door het proces. 
Voor de planning en organisatie van de oplevering van de gewijzigde requirements vertrouwt de geïnterviewde 
op de gegevens in het issue management systeem. Hierin worden verschillende fases, datums en additionele 
informatie vastgelegd. 
De beoordeling van de transparantie met betrekking tot de requirements 6 op een schaal van 1 t/m 10. Dit wordt 
onderbouwd door het gebrek aan communicatie over de voortgang en inhoud van de software opleveringen. 
TESTEN 
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De geïnterviewde beschouwt de testen in het algemeen als prima. Het is echter lastig om te bepalen welke 
testomgeving het meest geschikt is voor de test cases. Het liefst zou de geïnterviewde alle wijzigingen op een 
echt lithografiesysteem getest zien maar begrijpt daar vanwege tijd, prioriteiten en kosten dit niet mogelijk is. 
Voor de geïnterviewde is het lastig te bepalen wat de mogelijkheden zijn van de verschillende testomgevingen.  
Voor nieuwe componenten en applicaties is de relatie goed te leggen tussen de requirements uit de documentatie 
en de uiteindelijke test cases in het testplan. Voor reparatie opleveringen is dat lastiger zeker als de 
geïnterviewde een controle moet uitvoeren op wijzigingen die door andere zijn aangedragen. Hierdoor zal de 
intensiteit van de controle minder zijn omdat de verantwoordelijkheid bij de aanvrager ligt aldus de 
geïnterviewde. 
De manier waarop de test cases tot stand komen is voor de geïnterviewde een black box. De standaard test cases 
zijn duidelijk en komen met een vaste regelmaat voorbij. Echter hoe de specifieke test cases voor de wijzigingen 
tot stand komen is niet inzichtelijk. De wijze van controle of de testresultaten voldoen aan verwachting gebeurt 
op een binaire manier. Als de vraagstelling in het testplan duidelijk was kijkt de geïnterviewde enkel naar het 
slagen of falen van de testresultaten. De additionele informatie bij de testresultaten wordt niet bekeken/mee 
genomen in de afweging.  
Er wordt nog gesteld dat het percentage fouten in software opleveringen momenteel niet heel rooskleurig is. De 
tijd die de geïnterviewde krijgt om de controles uit te voeren afwijkt van de gestelde norm. In de praktijk komt 
het voor de op dezelfde dag het testplan, testresultaten en het akkoord voor het afronden van het proces moet 
worden gegeven. 
De geïnterviewde beoordeelt de manier van testen met een 7 op een schaal van 1 t/m 10. 
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INTERVIEW: NULMETING TEAM LEADER 
Naam - 





FUNCTIE & CONTEXT 
De geïnterviewde is als team leader betrokken bij het ontwikkelproces. Hierin wordt geen actieve rol vertolkt 
dat wil zeggen er wordt geen software ontwikkeld door de geïnterviewde. De rol bevat voornamelijk het plannen 
en tracken van de verschillende opleveringen. Het begeleiden en coördineren van verschillende modules en 
overleg met de diverse stakeholders en coaching en begeleiding daar waar nodig. Samenvattend komt dit neer 
op alles wat er omheen geregeld moet worden zodat de software ontwikkelaars zo eenvoudig mogelijk hun werk 
kunnen doen. De geïnterviewde is als software ontwikkelaar begonnen gevolgd door een integratie rol en vanuit 
daar doorgegroeid naar de functie van team leader. 
SOFTWARE ONTWIKKELPROCES 
De geïnterviewde vindt het opvallend dat de hoeveelheid specifieke kennis die benodigd is om in deze 
organisatie werk te kunnen doen zo hoog is. Daartegenover staat dat de momenten waarop die kennis 
daadwerkelijk gebruikt wordt laag is; ongeveer 60% van de tijd. De overige tijd is het werk zeer algemeen. De 
geïnterviewde vindt dat het gat tussen deze twee aspecten te groot is. In de huidige rol is het niet mogelijk om 
integratie activiteiten de doen. Hierdoor kan de geïnterviewde niet meer "overhead" wegnemen. Volgens de 
geïnterviewde zouden de ontwikkelaars zoveel mogelijk bezig moeten zijn met het uitvoeren van hun 
competentie.  
De kwaliteit van de software en gekeken naar de hoeveelheid defecten, escalaties ect ziet de geïnterviewde een 
enorme groei over de laatste jaren. Dit uit zich in een veel stabieler plan en rust in het team. Voorheen was het 
veelal hectiek, schuiven van prioriteit en keer op keer dat "dingen stuk" gingen. De modules die opgeleverd 
worden zijn van hogere kwaliteit. Er worden minder workarounds ingebouwd en het is nu mogelijk om genoeg 
tijd te nemen om een degelijk ontwerp te maken. 
Kijkend naar de planning is het opvallend om te zien dat het inschatten van het werk redelijk goed lukt. Maar 
kunnen we het nu optijd opleveren? NEE. De geïnterviewde geeft aan dat er teveel gebeurt buiten de 
invloedssfeer van het team om dit te garanderen. Er kan geconcludeerd worden dat het team zich niet voldoende 
kan isoleren van de invloeden van buiten af. Dit is te verklaren doordat dit team relatief dicht op de hardware 
werkt. Waardoor er een grote afhankelijkheid is met de systeemplanning bijvoorbeeld en veel afhankelijkheid 
met hardware wijzigingen die vaak pas laat bekend zijn. 
Het gehele software ontwikkelproces beoordeelt de geïnterviewde met een 8 op een schaal van 1 t/m 10. 
Waarbij er is uitgegaan van een redelijke ad-hoc manier van werken. De geïnterviewde stelt dat niemand anders 
de software op deze manier kan aanpassen. 
REQUIREMENTS 
De geïnterviewde heeft geen duidelijk beeld van de requirements. Er wordt gesteld dat het testplan en 
testresultaten de enige plek is waar het duidelijk is wat er wordt opgeleverd. Dus het pas op het midden tot het 
einde van het traject waar het duidelijk is wat er opgeleverd moet worden. Daarvoor is het zeer wispelturig. Er is 
een verschil tussen de onderhoudsopleveringen voor bestaande systeemtypes en de opleveringen voor 
systeemtypes in ontwikkeling. De onderhoudsopleveringen zijn vaak kleiner en gebaseerd op een probleem 
zodat de oplossing vaak ook duidelijker is. Dit zijn heldere requirements. Bij de opleveringen voor de 
systeemtypes in ontwikkeling wordt er eigenlijk concurent engineering gedaan. Hierbij wordt er terwijl men de 
specificaties bedenkt en de hardware nog niet beschikbaar is al gevraagd om software te maken. Dit kan zijn in 
de vorm van experimenteer software of designs. Als de hardware er nog niet is dan moet er op een oud systeem 
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met lichte modificaties gedraaid worden. Voor het eindproduct het nieuwe systeem zijn dit geen wijzigingen in 
requirements maar de software afdeling wel. Alle ondersteuning moet ook gemaakt worden.  
Op het gebied van traceerbaarheid voor nieuwbouw zijn de requirements op hoog niveau te vinden in de 
documentatie. Dit sijpelt echter niet letterlijk door tot in de testplannen en testresultaten. Voor 
onderhoudsopleveringen kan het issue management systeem worden beschouwd als bron van de requirements. 
Deze zijn vaak wel terug te zien in de testplannen en testresultaten. Dit kan beschouwd worden als traceerbaar. 
In vergelijking met andere bedrijven is er hier geen (high level) requirement wat door alle documenten gevolgd 
kan worden. 
De geïnterviewde heeft een hoog vertrouwen te hebben dat de requirements uiteindelijk in het softwarearchief 
belanden. Daarbij wordt gesteld dat de ad-hoc manier van werken de kracht is van deze organisatie. Men kan 
ook kiezen om de requirements vooraf duidelijk te hebben. Dan zou de voorkant van het V-model strak moeten 
worden gehanteerd. Dus eerst alle experimenten uitvoeren en op basis hiervan de requirements opstellen om dan 
over te gaan tot het ontwikkelwerk. Dan kost het meer tijd. 
De opleveringen zijn getest. De functionele eigenaar is daarbij betrokken en is vaak samen met de ontwikkelaar 
naar een lithografiesysteem geweest voor het uitvoeren van testen. Dus voor die configuratie weet men voor 90, 
95% dat dit is wat men wil hebben. De lastigheid zit hem in de configuraties die niet beschikbaar zijn. Die 
requirements zijn vaak ook niet bepaald. Er kan geconcludeerd worden dat de requirements zeer gefocust zijn en 
dat de geïnterviewde daar zeer van overtuigd is. Deze focus kan ongewenste implicaties opleveren als deze 
gefocuste requirements als algemeen gedrag wordt geïmplementeerd en dit niet voor alle configuraties blijkt te 
kloppen. 
De beoordeling van de transparantie met betrekking tot de requirements 5 op een schaal van 1 t/m 10. De 
transparantie van de requirements in het proces wordt beoordeeld als ad-hoc, warrig, het is niet herhaalbaar en 
onvoorspelbaar. Ideaalbeeld zou zijn meer Agile aanpak. De organisatie wil graag vooraf weten hoelang iets 
duurt en wat het kost. Voor management is het heel eng om zomaar te starten. In de praktijk doen we al iteratief 
ontwikkelen. De organisatie zou de Agile aanpak moeten op nemen omdat deze werkwijze een aantal dingen 
garandeert die nu op vertrouwen intern in het team wordt geregeld. 
TESTEN 
De geïnterviewde met op de virtuele testomgeving een hele grote verbetering is. Iedereen kan daar snel en direct 
op terecht. Ook geeft deze omgeving de stakeholder de mogelijkheid om met de verschillende functionaliteiten, 
user interfaces en parameters ervaring op te doen. Daarnaast zijn er testsystemen waar een bepaald deel van de 
hardware aanwezig is. Veelal beperkt zich tot de verschillende rekenborden of niet bewegende hardware. Deze 
omgeving is een stuk duurder en daar kan je iets minder snel op terecht maar heeft een redelijk goede lokale 
dekking. Zonder deze testconfiguratie zou de organisatie minder succesvol zijn. Tot slot zijn er de echte 
lithografie systemen deze zijn gigantisch duur maar geven wel het beste beeld. Er zou meer aandacht besteedt 
kunnen worden om weg te gaan zijn de lithografiesystemen.  
De geïnterviewde verteld dat iedereen wordt geacht volgens hetzelfde proces te werken. Er wordt altijd een 
testplan opgesteld en er is altijd een testresultaten document. Geen uitzonderingen! Deze documenten zijn altijd 
gereviewd door de betrokken stakeholders. Hierdoor kunnen er weinig tot geen extra/ongeteste wijzigingen 
worden meegenomen. De geïnterviewde stelt dat de organisatie professioneel genoeg is. Er worden test cases 
opgeschreven, uitgevoerd de resultaten worden verwerkt en ook opgeschreven. Hierna is er een mogelijkheid 
voor de stakeholders om er feedback op te geven met de mogelijkheid om in te grijpen. Het momenteel wordt 
het testplan opgesteld door ontwikkelaar. Daarna wordt er gereviewd door de lead enigneer en enkele andere 
stakeholders. Waarbij het reviewproces door een moderator in de gaten wordt gehouden. Dit zorgt ervoor dat de 
belangrijkste stakeholders altijd betrokken zijn bij het proces. 
Voor de geïnterviewde is het niet altijd duidelijke met welke intentie de test cases zijn opgesteld. De rationale 
zijn niet altijd bekent en het is ook afhankelijk van het individu. De geïnterviewde geeft aan dat door dat er 
voornamelijk gewerkt wordt met experts dat er veel impliciete kennis aanwezig is. Deze kennis zit gevangen in 
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de hoofden wat resulteert dat een aantal gedachten stappen vaak worden overgeslagen omdat deze voor hen 
volslagen logisch zijn. Als je het testplan overdraagt aan een andere persoon binnen de organisatie missen deze 
zoveel stappen dat deze het niet kan uitvoeren en daarbij geen idee heeft waarom hij/zij het uit moet voeren.  
De geïnterviewde zou idealiter op 25% van het proces starten met het opstellen van de test cases. Deze worden 
vaak pas later opgesteld. De geïnterviewde stelt dat bij het opstellen van de test cases door de ontwikkelaar te 
weinig gebruik wordt gemaakt van de stakeholders. De meeste zullen een document opstellen en ter review 
aanbieden. De kracht kan hem juist zitten in gezamenlijk de test case te bepalen. Hierdoor kan er 
simpeler/efficiënter getest worden. Deze efficiëntie slag kan mogelijk dure systeem tijd besparen. 
De geïnterviewde kan aan de hand van de testdocumentatie niet alleen bepalen wat de kwaliteit van de 
oplevering is. Het meeste wordt zijn mening gebaseerd op de communicatie met de ontwikkelaar. Een testplan 
kan 100 test cases bevatten wat lijkt te duiden op een hoge kwaliteit van testen. Alle testresultaten geslaagd lijkt 
te duiden op een hoge kwaliteit maar dit is niet per definitie zo. Wanneer wordt gesproken over de risico's van 
de oplevering en de manier van testen wordt het tussen de regels door mogelijk om een gevoel te krijgen van de 
kwaliteit. 
De geïnterviewde beoordeelt de manier van testen met een 7,5 op een schaal van 1 t/m 10. 
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BIJLAGE E VERSLAGEN EINDMETING 
 
INTERVIEW: EINDMETING MECHATRONICA DESIGNER 
Naam - 





BEVINDINGEN LAATSTE OPLEVERING 
Vanuit de beleving van de geïnterviewde was het een oplevering die zeer voorspoedig ging. Er zijn geen 
strubbelingen voor gevallen of grote wijzigingen in het doel/plan. Vanuit zijn functionele perspectief waren er 
geen echte grote wijzigingen. De wijzigingen waren niet complex maar vereisten wel een degelijk testplan om te 
garanderen dat de juiste correcties worden uitgevoerd. Om het gevaar voor de systeemprestaties te mitigeren. 
De geïnterviewde geeft aan dat er meer structuur zichtbaar was in de requirements. Naast de structuur was er 
een directere link met de requirements. Als eerste ingeving geeft de geïnterviewde aan dat het een goede 
toevoeging is in de manier van werken.  
TOTSTANDKOMING VAN TESTEN 
De geïnterviewde geeft aan dat hij denkt dat dit een goede manier van werken is als de requirements duidelijk 
zijn. De geïnterviewde denkt dat bij het introduceren van een totaal nieuw stuk software dit lastiger is. Het 
grootste probleem hierbij ziet hij de grote van de testmodellen en de explosie van test cases. Wanneer de 
geïnterviewde wordt geconfronteerd met de situatie van nieuwe software waarbij gestart wordt met testmodellen 
geeft deze aan dat hierdoor de requirements sneller duidelijk kunnen/inzichtelijker worden.  
Wanneer wordt gesproken over de communicatie doormiddel van de testmodellen geeft de geïnterviewde aan 
dat de belangrijkste functionaliteit voor beide partijen zichtbaar moet zijn. Gebruik maken van boekhouding in 
het testmodel. Hiermee doelt de geïnterviewde op de notatiewijzen waarin de requirements in het testmodel 
zichtbaar worden. Wordt als meerwaarde ervaren. Er wordt gerefereerd naar het opgestelde testmodel uit de 
casestudie waarin de geïnterviewde het prettig vind dat er stapsgewijs is toegewerkt naar het afdekken van alle 
requirements. 
Interactie 
De interactie tussen de geïnterviewde en de onderzoeker ten tijden van het opstellen van het testplan werd als 
goed ervaren. De geïnterviewde geeft aan dat test cases welke hij voorogen had ook uit de testmodellen naar 
voren zijn gekomen. De geïnterviewde geeft aan graag vroeg bij de totstandkoming betrokken te willen zijn om 
zo meer gevoel te krijgen met het testmodel en dit zal ook zorgen voor wederzijds begrip. In de casestudie was 
het moment van interactie aan de late kant. Wat hier niet voor een problemen zorgden aangezien de 
functionaliteit niet onderhevig was aan discussie. De requirements waren vooraf duidelijk. De geïnterviewde 
geeft aan graag een weging/prioriteitsbeoordeling aan de test cases te willen hangen. Dit vereenvoudigd de 
discussie omtrent schaarse testtijd mocht dit voorkomen tijdens de projecten. 
Wanneer wordt teruggegrepen naar de situatie schets uit de nulmeting waar de geïnterviewde aangaf dat het 
gebrek aan functionele kennis een struikel blok kan zijn tijdens het ontwikkelproces ziet de geïnterviewde 
voordelen door het gebruik van Model Based Testing. Het modeleren van de functionaliteit zorgt voor een 
discussie over het onderwerp en verhoogd het wederzijds begrip van de requirements. 
Begrijpbaarheid 
De geïnterviewde geeft aan dat door de gekozen naamgeving/termen het voor hem duidelijk en begrijpbaar zijn. 
De beoogde functionaliteit is wat weergegeven wordt in de testmodellen. De geïnterviewde antwoord zeer 
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stellig dat de functionaliteit in de testmodellen overeenkomen met de functionaliteit die hij voor ogen had. Er 
wordt ook aan gegeven dat de twee statediagrammen al wat vager overkomen dan de puur functionele 
testmodellen.  
Vertrouwen modellen en methode 
De geïnterviewde geeft aan vertrouwen te hebben in de opstelde testmodellen. Doordat de functionaliteit 
overeenkomt met zijn beeld en de vooraf opgestelde requirements terug te zien zijn in de testmodellen schept dit 
vertrouwen. Wanneer de geïnterviewde wordt gevraagd naar zijn vertrouwen in de gebruikte tools. Baseert deze 
zijn antwoord voornamelijk op de vergelijking van zijn totaalbeeld ten op zichtte van de gegenereerde test suite. 
Hieruit concludeert hij dat hij een totaalbeeld ziet van de benodigde test cases en dus geen reden heeft om te 
twijfelen aan de tools. 
REQUIREMENTS 
Wanneer er wordt gefocust op de requirement annotaties in de testmodellen reageert de geïnterviewde zeer snel 
met de stelling dat deze behouden moeten blijven. De annotaties geeft de geïnterviewde inzicht in welke situatie 
welke requirements worden afgedekt. Ook geeft het hem inzicht in de samenhang van de verschillende 
requirements. De geïnterviewde stelt dat alle requirements in het schema getest worden en getest blijven. 
TOEKOMST 
Wetend dat de automatische test suite is uitgebreid met de test cases genereerd met de testmodellen geeft 
vertrouwen in de toekomst. Bij wijzigingen heeft de geïnterviewde vertrouwen dat de test cases zullen 
waarborgen dat de implementatie van het huidige requirements niet zullen omvallen. In het verleden werd dit 
gedaan enkel op basis van een oud testplan. Waarna een aantal test cases werd herhaald om zo de regressie aan 
te tonen. De geïnterviewde schets een toekomstige wijziging waarin het testmodel wordt aangepast en dat de 
tools dan de additionele test cases genereerd en toevoegt aan de automatische test suite. Hij ziet dit als een hoger 
volwassenheidsniveau van de organisatie. 
BEINVLOED UW MENING 
Een soepele oplevering met een duidelijke lijn via de functionele requirements naar de uiteindelijke test cases. 
Dit helpt de geïnterviewde met zijn review taken. Hij ziet Model Based Testing dan ook als een goede 
verbetering. Het gebruik van Model Based Testing beïnvloedt de mening van de interviewde op een positieve 
manier met betrekking tot de correctheid en compleetheid van de software. Concluderend kan er gesteld worden 
dat Model Based Testing de geïnterviewde inzicht geeft wat het vertrouwen in de oplevering doet groeien. 
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INTERVIEW: EINDMETING EQUIPMENT ENGINEER 
Naam - 





BEVINDINGEN LAATSTE OPLEVERING 
Het gebruik van het testmodel geeft de geïnterviewde meer inzicht en grip op de wijzigen die zijn aangebracht 
in de software oplevering. Dit maakt het voor de geïnterviewde ook eenvoudiger om te begrijpen wat er getest 
gaat worden. Voor heen maakte de geïnterviewde gebruikt van stukken tekst of gesprekken om zijn mening te 
vormen over de uit te voeren testen. Dit was voor de geïnterviewde niet altijd geschikt aangezien hij dit snel als 
aannemelijk aanname omdat de verbanden en relaties niet toegankelijk waren. Het gebruik van de testmodellen 
geeft de mogelijkheid voor extra diepgang. 
TOTSTANDKOMING VAN TESTEN 
Interactie 
De additionele interactie die Model Based Testing kan bieden is voor de geïnterviewde niet van belang. Vanuit 
zijn perspectief heeft hij geen voorkeur voor de hoeveelheid interactie tussen het software ontwikkelteam en 
andere ontwikkel disciplines moet plaats vinden. Zijn aanname is dat de testmodellen die hem gepresenteerd 
worden correct zijn. Hierna controleert de geïnterviewde of de testmodellen aansluiten bij zijn referentiekader 
met betrekking tot het onderwerp. 
Begrijpbaarheid 
De geïnterviewde geeft aan het verleden ook gewerkt te hebben met een soortgelijke notatiewijze zoals gebruikt 
in de testmodellen. De geïnterviewde verteld dat de gebruikte termen en benamingen begrijpbaar zijn. Er was 
enkel een vraag over de interne werking van het software component op het niveau van de implementatie. Het 
testmodel is volgens de geïnterviewde logisch opgezet zowel de functies als de states sluiten aan bij zijn 
referentiekader. De geïnterviewde noemde het begrijpen van het testmodel intuïtief. De geïnterviewde bevestigd 
dat de functionaliteit welke gemodelleerd is in de testmodellen overeenkomt met zijn verwachtingen. 
Vertrouwen modellen en methode 
De geïnterviewde geeft aan vertrouwen te hebben in de testmodellen. De enkele onduidelijkheden die hij 
ervaarden tijdens de review zijn verbaal toegelicht. Het totaalbeeld zorgt voor vertrouwen. De geïnterviewde 
verteld dat hij meer vertrouwen heeft in een geautomatiseerd herhaalbare methodiek dan de potentiele variatie in 
kwaliteit van een ontwikkelaar. Hoe meer er automatisch vanuit (test)modellen kan worden gegenereerd hoe 
beter dat het wordt aldus de geïnterviewde. De geïnterviewde laat merken dat deze meer afstand wil tussen het 
resultaat en de kwaliteiten van de individuele ontwikkellaar. Natuurlijk valt of staat dit bij de kwaliteit van de 
testmodellen. De geïnterviewde geeft aan dat hij bij goed gereviewde testmodellen verwacht hogere kwaliteit te 
hebben en mogelijk meer coverage. 
Wanneer er wordt terug gegrepen op de nulmeting en dan vooral op de hoge focus op de oplossing. Ziet de 
geïnterviewde ook meerwaarde in het opzoeken van het fout gedrag. De geïnterviewde ziet de gegenereerde test 
suite ook als basis set waarna de ontwikkelaar hier kritisch naar moet kijken en waar nodig moet 
aanvullen/uitbreiden. 
REQUIREMENTS 
De annotatie van de requirement biedt de geïnterviewde de mogelijkheid zelf te controleren of de requirements 
zijn afgedekt en in welke situaties deze wordt getest. Er was in de functionaliteit van de totale oplevering een 
kleine verwarring. De geïnterviewde was niet op de hoogte dat deze oplevering een tweede fase krijgt waarin 
wordt gezorgd dat de juiste input bij het gewijzigde component aankomt. De link tussen de requirement -> 
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testmodel -> test case is meer inzichtelijk. Hiermee kan dus gesteld worden dat Model Based Testing in dit 
geval de transparantie vergroot. 
TOEKOMST 
Wetende dat de automatische test suite is uitgebreid met de genereerde test cases schept vertrouwen dat de 
requirements blijven gewaarborgd in het geval van toekomstige wijzingen. Wanneer dit wordt toegepast voor 
alle tests in de automatische test suite ziet de geïnterviewde hier de voordelen van in. De geïnterviewde gaat dan 
op een binaire manier de resultaten controleren omdat dit anders te gedetailleerd is voor zijn rol.  
BEINVLOED UW MENING 
Het algemene gevoel van de geïnterviewde is dat deze beter begrijpt wat er is opgeleverd. Dit vertaald zich door 
naar zijn eigen werk waardoor deze beter in staat is de procedures voor de eindklant te beschrijven. De 
geïnterviewde geeft aan meer vertrouwen te hebben dat er geen defecten aanwezig zijn. Er kan geconcludeerd 
worden dat Model Based Testing het vertrouwen in de correctheid en compleetheid van de geïnterviewde 
verhoogd. 
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INTERVIEW: EINDMETING MANUFACTURING ENGINEER 
Naam - 





BEVINDINGEN LAATSTE OPLEVERING 
De geïnterviewde heeft geen speciale aandachtspunten gehad tijdens de oplevering van de casestudie. De 
oplevering is volgens planning verlopen waarbij de geïnterviewde geen extra inspanning heeft moeten leveren. 
TOTSTANDKOMING VAN TESTEN 
Wanneer de geïnterviewde wordt gevraagd naar de manier waarop de test cases tot stand zijn gekomen geeft 
deze het volgende aan. De automatische generatie van test cases op basis van een correct model is een goede 
manier van werken. 
Begrijpen 
De geïnterviewde geeft aan dat de testmodellen voor hem lastig te begrijpen zijn. Wanneer er specifiek wordt 
gekeken naar de testmodellen welke zijn gebruik in de casestudy geeft de geïnterviewde aan dat een gebrek aan 
context gecombineerd met de naamgeving hem niet instaat stelt om de informatie in de testmodellen tot zich te 
nemen. Wanneer gekeken wordt naar de wijzigingen in de oplevering sluit dit aan bij de bevindingen van de 
geïnterviewde. De software functionaliteit zal nimmer worden gebruik bij in de assemblage fabriek. Hierdoor 
ontbreekt elke vorm van herkenning voor de geïnterviewde. Op het gebied van functionaliteit vertrouwt de 
geïnterviewde op de interactie tussen het software en mechatronica disciplines. 
Vertrouwen in testmodellen en methode 
Wanneer de interactie heeft plaats gevonden vertrouwd de geïnterviewde de inhoud van de testmodellen. De 
methode moet zich voor de geïnterviewde nog bewijzen. Als er doormiddel van deze methode minder defecten 
worden geïntroduceerd zal de geïnterviewde uiteindelijk vertrouwen krijgen in de methode.  
REQUIREMENTS 
Wanneer de geïnterviewde wordt gevraagd zijn mening te geven over de geannoteerde requirements in de 
testmodellen gecombineerd met de oorspronkelijke requirements geeft deze aan dat hij de link niet direct kan 
leggen. De geïnterviewde geeft aan dat hij de oorspronkelijke requirements ziet als requirements op een hoger 
abstractie niveau. Wanneer naar de annotatie van de requirements in de testmodellen wordt gekeken ziet de 
geïnterviewde veel meer details. De geïnterviewde is het eens dat dit deels kan komen door het gebrek aan 
context.  
TOEKOMST 
Wanneer de geïnterviewde wordt gevraagd naar de toekomstige wijzigingen geeft deze aan dat de automatische 
test suite hem vertrouwen geeft in het borgen van de testresultaten en de requirements. 
BEINVLOED UW MENING 
De geïnterviewde geeft aan dat zijn mening van op een positieve manier beïnvloed door de toepassing van 
Model Based Testing tijdens de casestudie. De geïnterviewde heeft een verhoogd vertrouwen in de correctheid 
van de oplevering. De kanttekening hierbij is dat dit puur gebaseerd is op het feit van meer testen. De 
geïnterviewde geeft aan dat de hoeveelheid testen zijn mening beïnvloed. 
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INTERVIEW: EINDMETING TEAM LEADER 
Naam - 





BEVINDINGEN LAATSTE OPLEVERING 
De oplevering wordt door de geïnterviewd als soepel ervaringen. Het enige waar de geïnterviewde extra 
aandacht voor heeft gehad was het multidisciplinaire software aspect. In zijn team was dit bekend echter buiten 
het eigen team was dit niet bekend. Hierdoor moest de geïnterviewde extra stakeholder management toepassen. 
Wanneer er wordt gekeken naar de verandering tijdens de casestudy ten opzichte van voorgaande opleveringen 
is dat meer structuur is. Voorheen was men heel vrij om zelf invulling te geven aan de test cases. Deze 
methodiek dwingt een bepaalde structuur af wat zeer aan te raden is. Als nadeel ziet de geïnterviewde dat de 
requirements en ontwerp duidelijk moeten zijn. De geïnterviewde legt uit dat het component waar nu 
wijzigingen in aan zijn gebracht een voor de organisatie lang voortraject heeft gehad waarin de requirement 
duidelijk zijn geworden. Veelal begint de organisatie te rennen en willen ze al iets hebben voordat het duidelijk 
is wat het precies moet zijn. In het geval van experimenteer software en veel vluchtige requirements ziet de 
geïnterviewde het gebruikt van Model Based Testing niet toepasbaar zijn. Hieraan wordt toegevoegd dat als de 
fases van experimenteren is afgerond dat het dan mogelijk een toegevoegde waarde is om het achteraf als nog 
toe te passen. 
TOTSTANDKOMING VAN TESTEN 
Interactie 
De geïnterviewde geeft aan dat interactie tussen de disciplines altijd goed is. Wanneer de testmodellen worden 
besproken worden de impliciete aannames duidelijk en kunnen synergie effecten op treden tussen de diverse 
disciplines. 
Begrijpbaarheid 
Voor de geïnterviewde is zijn de opgestelde modellen begrijpbaar. De geïnterviewde is in het bezit van de juiste 
context informatie om de testmodellen te plaatsen. Dit komt mede doordat de geïnterviewde in het verleden aan 
dit component heeft gewerkt. Daarbij geeft de geïnterviewde aan dat de functionaliteit van de wijziging 
duidelijk terug te zien is in de testmodellen. 
Vertrouwen modellen en methode 
De geïnterviewde geeft aan vertrouwen te hebben in de opgestelde testmodellen en de methodiek hier achter. De 
geïnterviewde merkt op dat het proces voorheen nogal ongedefinieerd en slecht herhaalbaar is. De methodiek 
voegt dus structuur en herhaalbaarheid toe aan het opstellen en uitvoeren van test cases. 
REQUIREMENTS 
Door de annotaties in het testmodel is het voor de geïnterviewde zijn de requirements inzichtelijk. Dit 
gecombineerd met een de testdocumentatie maakt het mogelijk om de relatie te leggen tussen de verschillende 
procesproducten. 
TOEKOMST 
Voor toekomstige wijzigingen verwacht de geïnterviewde dat de automatische test suite de requirement blijft 
afdekken. Hierbij wordt ook gesteld dat veelal als de automatische test suite faalt dit voor hem niet zichtbaar 
wordt. Voornamelijk omdat tijdens het ontwikkeltraject de ontwikkelaar de automatische test suite zal 
aanpassen in het geval van een falende test case. Een algemeen opmerking met betrekking tot de automatische 
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test suite is dat de geïnterviewde er vanuit gaat dat bij een groei in testen ook het onderhoud aan de testen 
toeneemt. 
BEINVLOED UW MENING 
De geïnterviewde geeft aan dat hij wel voordelen ziet van de methodiek maar dat de organisatie een ander groter 
probleem heeft wat deze methodiek niet gaat oplossen. Hierdoor wordt de mening met betrekking tot 
correctheid en compleetheid niet beïnvloed door de toepassing van Model Based Testing. 
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BIJLAGE F DAGBOEKVERSLAGEN 
Datum Diverse dagen 
Tijd 12 uur 
Locatie Eigen bureau 
Activiteit Experimenteren met Model Based Testing 
Beschrijving van activiteit 
Voorbereiding op de uitvoering van de casestudy door de ontwikkeling van diverse testmodellen die zowel 
online als offline zijn geëxecuteerd op de verschillende testomgevingen. 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
N.v.t. 







Locatie Eigen bureau 
Activiteit Analyse requirement documentatie ten aanzien van de testbaarheid met Model Based Testing 
Beschrijving van activiteit 
Door gebruik te maken van de bestaande documentatie met betrekking tot de requirements en het delta 
document is er een totaalbeeld van de requirements. Wanneer de delta requirements worden bekeken kan 
worden geconcludeerd dat deze testbaar zijn door middel van Model Based Testing. De bestaande requirements 
op hoog niveau zijn ook te vangen in de testmodellen. De vraag is of er extra testinspanning moeten worden 
geïnvesteerd in het testen van bestaande requirements. Voor nu wordt er uit gegaan van enkel het testen van de 
delta requirements. 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
N.v.t. 







Locatie Eigen bureau 
Beschrijving van activiteit 
Opstellen van het testmodel voor het state gedrag van het logische actie component. Gevolgd door het genereren 
en converteren van de test cases. 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
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Het state gedrag van het logische actie component staat niet expliciet in de 
requirement documentatie als een identificeerbaar requirement id. In de 
functionele requirements is een UML sequentie diagram opgenomen waaruit 
het state gedrag ontleed kan worden. Dit gecombineerd met de architetuur 
eisen vanuit de organisatie om trend het gedrag van driver software is het 
mogelijk om een testmodel op te stellen. 
 
Het logische actie component bevat 5 states met 8 interface functies. Deze 
kleinschaligheid zorgt ervoor dat het testmodel relatief snel tot stand komt.  
In de requirement documentatie en software implementatie ontbreekt het 
aan de naamgeving voor de states. Dit zorgt voor een benadering van de 
naamgeving welke later gevalideerd moet worden met de stakeholders. 
 
De reachability tree + invalid paths test selectiecriteria is gebruikt voor het 
genereren van de test cases. Het gebruik van deze test selectiecriteria zorgt 
voor test cases voor alle toegestane transities en alle niet toegestane 
transities.  
 
De gegenereerde code is handmatige geconverteerd van Java JUnit code 
naar Python Unittest code. Door de gelijkenis van syntax is dit eenvoudig te 
volbrengen. Tevens is meteen de adapter code toegevoegd waarna bleek dat 
de software implementatie niet in staat is om op alle gegenereerde assert 
statements van informatie te voorzien. Het is niet mogelijk om zonder 
ingrijpende software aanpassingen deze informatie naar boven te halen. Er 
is besloten om deze assert statements te verwijderen.  
Open items/problemen/lastig heden: 
Het alleen mogelijk om de functies binnen het logische actie component te bereiken door gebruik te maken van 
de aangeboden interfaces. Deze interfaces zijn erg beperkt wanneer er vanuit een testperspectief wordt gekeken. 
Er liggen mogelijkheden in het uitbreiden van een specifieke interface voor testdoeleinden. Voor het testen van 
het state gedrag is dit nog niet nodig. 
 
In de software implementatie ontbreekt het aan state informatie. Het bepalen van de correcte state namen is 
hierdoor lastig. Tevens zorgt dit ervoor dat niet alle oracle functionaliteit van de tool benut kan worden. 
Positieve punten 
Opstellen van het testmodel voor het state gedrag relatief eenvoudig. 




Locatie Eigen bureau 
Beschrijving van activiteit 
Uitvoeren van de opgestelde testcode op het logische actie component 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
Software architect 
Bevindingen tijdens activiteit: 
   
 
67  Open Universiteit 
Voor de configuratie van het SUT is gekozen voor dezelfde configuratie als 
gebruikt tijdens het uitvoeren van de automatische test suite. Zodat de gegenereerde 
testcode later in het project in de automatsche test stuite kan worden toegevoegd. 
Hiervoor diende aan de gegenereerde code een stuk manueel geschreven code 
worden toegevoegd. Deze code haalt het te testen logische actie compontent uit zijn 
simluatie modus. Het component is dermate geisoleerd dat de onderliggende lagen 
in de simulatie modus kunnen blijven staan. 
 
Tijden het uitvoeren van de testcode is een signal 11 segmentation faul aan het licht 
gekomen. Na analyse bleek dit een valide defect te zijn welke in de software 
implementatie is gereapareerd. Het defect trad op doordat nadat er een exceptie 
werd opgeworpen nog steeds een aantal functie calls werden uitgevoerd. 
 
Het resultaat van de 36 test cases waren 17 failures. Dit komt omdat het state gedrag niet wordt afgedwongen 
door de software implementatie. Alle 17 falende test cases zijn de invalid path test cases welke een opgeworpen 
exceptie verwachten.   
Open items/problemen/lastig heden: 
De software implementatie mist expliciet state gedrag. Hierdoor zullen de helft van de test cases blijven falen. 
Na overleg met de architect is besloten dit gedrag niet af te dwingen. De impact op de klanten van het 
component is momenteel niet duidelijk en daarom wil men het risico niet lopen. 
Positieve punten 
Snelle en precieze test van de sequentie requirements. Waarbij de slecht weer test cases een voorheen gemiste 
signal 11 segmentation fault aan het licht bracht. 
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Datum 2015-07-22 
Tijd 12:00-17:00 
Locatie Eigen bureau 
Beschrijving van activiteit 
Opstellen van het testmodel voor het state gedrag van het specifieke component achter het logisch actie 
component. Gevolgd door het genereren, converteren en uitvoeren van de test cases. 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
Het state gedrag van dit component is niet beschreven in het requirements 
document. Er is ook niet echt spraken van state gedrag buiten de generieke 
driver states zoals beschreven in de architectuur. Het testmodel zal de 
implementatie testen ten opzichte van de architectuur. Het testmodel voor dit 
component is relatief eenvoudig met 2 states en 11 functies.  
 
De reachability tree + invalid paths test selectiecriteria zijn gebruikt voor het 
genereren van de test cases. Het gebruik van deze test selectiecriteria zorgt 
voor test cases voor alle toegestane transities en alle niet toegestane transities. 
De gegenereerde code is handmatige geconverteerd van Java JUnit code naar 
Python Unittest code. Door de beperkte complexiteit van het testmodel is het nu wel mogelijk alle assert 
statements van informatie te voor zien.  
 
Na het uitvoeren van de test cases is er 1 signal 11 segmentation fault gevonden. 
Welke na analyse valide blijkt te zijn. De anotaties voor de injectie van trace code 
bevatte een incorrect datatype. De verwachting is dat deze fout bij het manueel 
testen ook naar voren zou komen. Daarnaast was er een asynchrone functie welke 
geen resultaat terug geeft. Omdat het verkrijgen van de resultaten de testcode 
dermate complex zou maken is de assert op het resultaat verwijderd. 
Open items/problemen/lastig heden: 
Hoe om te gaan met asynchrone functies zonder mogelijkheid om direct het resultaat te verkrijgen? 
Positieve punten 




Locatie Eigen bureau 
Beschrijving van activiteit 
Opstellen van het testmodel voor het functionele gedrag van het groeperen van de correctiesets en het opslaan 
van de diagnostiek data. 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
De functionele wijziging in het component is onder 
te verdelen in twee delen. Namelijk het uitbreiden 
van de diagnostiek mogelijkheden en het groeperen 
van de correctiesets. Voor beide functionele 
wijzigingen is een testmodel opgesteld. De 
requirements uit de documentatie zijn de basis voor 
deze testmodellen.  
 
Het testmodel voor het groeperen van correctiesets is 
door de geringe complexiteit goed te beschrijven. 
Hierna zijn enkele iteraties gemaakt om de 
complexiteit in het testmodel te reduceren. Hierbij is 
er aandacht besteed aan het gebruik van duidelijke 
naamgeving welke door de stakeholders te begrijpen 
is. Dit resulteerde in een testmodel met 8 places en 9 
transistions welke 3 requirements uit het requirement 
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document afdekken.  
 
Het opstellen van het testmodel voor de aanvullende diagnostiek vraag was aanzienlijk lastiger. Door de 
interactie tussen twee componenten ontstond een onduidelijk diagram. Na enkele iteraties kon de complexiteit 
worden terug gebracht. Het testmodel bevat uit eindelijk nog steeds de functionaliteit van de twee componenten. 
Dit maakt het model minder duidelijk voor andere.  
Open items/problemen/lastig heden: 
 Modeleren van een testmodel waarin de communicatie tussen twee componenten een rol speelt. Het bepalen 
van het abstractie niveau en het visualiseren van de scheiding tussen de componenten. 
Positieve punten 




Locatie Eigen bureau 
Beschrijving van activiteit 
Opstellen van testplan en het bespreken met functionele stakeholder 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
SH2: Mechatronica engineer 
Bevindingen tijdens activiteit: 
Tijdens het opstellen van het testplan zijn de standaard test cases in het sjabloon uitgebreid met specifieke 
progressie en regressie test cases. Er is een expliciete test case opgenomen met betrekking tot de met Model 
Based Testing gegenereerde test cases. Dit om duidelijk te maken dat het afwijkend is ten opzichte van het 
standaard proces en een duidelijke uitbreiding op de bestaande automatische test suite. In de bijlage zijn de 
nieuwe requirements opgenomen samen met de testmodellen. Dit is aangevuld met een beschrijving van de 
werkingen en de gekozen generatie methodiek.  
 
Gezamenlijk zijn de test cases in het testplan zijn doorgenomen. De standaard test cases zijn vluchtig besproken 
hierna is de focus verschoven op de progressie en regressie test cases. De test cases die de functionele 
stakeholder bedacht had waren al opgenomen in het testplan. Hierbij is er altijd een discussie met betrekking tot 
het bepalen van een geschikte testomgeving. 
 
Hierna werden de testmodellen voor de automatische test suite besproken. Deze sloten aan bij zijn beeld van de 
nieuwe functionaliteit en bevatten alle nieuwe/gewijzigde requirements. 
Open items/problemen/lastig heden: 
 N.v.t. 
Positieve punten 
Discussie over de functionaliteit in plaats van de software implementatie. 




Locatie Eigen bureau 
Beschrijving van activiteit 
Starten review proces testplan 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
Het starten van het review proces is een standaard handeling. Hierbij is er geen invloed van het gebruik van 
Model Based Testing.   
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Datum 2015-08-14 
Tijd 9:00-16:30 
Locatie Eigen bureau 
Beschrijving van activiteit 
Uitvoeren van testplan 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
Tijdens het uitvoeren van het testplan faalden de gegenereerde automatische test suite. Na analyse bleek dat dit 
te danken was aan de configuratie van precondities van de te creëren virtuele testomgeving. Zowel productie 
code als de test code had hier geen invloed op. 
 
Na de correctie van de precondities slaagden de 
automatische test suite van het aangepaste component 







Locatie Eigen bureau 
Beschrijving van activiteit 
Starten review proces testresultaten 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
Het starten van het review proces is een standaard handeling. Hierbij is er geen invloed van het gebruik van 
Model Based Testing.  







Locatie Eigen bureau 
Beschrijving van activiteit 
Verwerking van review commentaar op het testplan 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
Er is geen commentaar geplaats bij de test case welke expliciet de uitgebreide automatische test suite 
uitgevoerd. In de bijlage waar de testmodellen en de bijbehorende uitleg is geplaatst zijn ook geen opmerking 
geplaatst.  







Locatie Eigen bureau 
Beschrijving van activiteit 
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Verwerking van review commentaar op de testresultaten 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
Gedurende het verwerken van het commentaar zijn er geen opmerkingen op de testmodellen en de hierbij 
behorende test cases. Een stakeholder had enkele opmerking met betrekking tot de mate van test detail bij de 
reguliere test cases. Deze zorgen konden worden weg genomen door de automatische test suite op basis van de 
testmodellen.  
Open items/problemen/lastig heden: 
 N.v.t. 
Positieve punten 




Locatie Eigen bureau 
Beschrijving van activiteit 
Software oplevering, verzamelen van meetgegevens met betrekking tot software wijziging 
Interactie met anderen, zoja met wie en welke rol bekleed hij/zij, gang van zaken: 
N.v.t. 
Bevindingen tijdens activiteit: 
De software is voltooid, getest en alle documenten zijn 
controleert. De administratie is voltooid. Hierdoor kan de 
software worden overgedragen aan het software 
integratie team. Dit kan gezien worden als het eindpunt 
van het software ontwikkeltraject van uit het perspectief 
van de ontwikkelafdeling.  
 
Door op dit moment terug te kijken naar de wijziging 
kunnen een aantal dingen in perspectief worden gezet.  
Het geïsoleerde component is met 700 regels gegroeid 
van 13300 naar 14000 regels.  De kant tekening hierbij 
is dat de meting alleen de extra regels telt en niet de 
totale hoeveelheid gewijzigde regels. De code review 
tooling geeft aan dat dit om ongeveer 1500 regels gaat.  
 
De code coverage is uitgedrukt in twee percentages 
namelijk de analyse van Bullseye en de tool van TICS viewer een tool van Tiobe. Hierbij moet opgemerkt 
worden daar de Tics viewer de analyse van Bullseye gebruikt voor de coverage analyse. Het verschil hierin zit 
het in de dat Tics alle lines of code mee neemt. Bullseye kijkt enkel naar het aantal functies en de 
condition/descision momenten. Hierdoor kunnen de percentages van beide tools verschillend zijn. 
  
 Pre Post 
TICS viewer: codecoverage 70,26% 75,32% 
Bullseye: function coverage 81,00% 82,00% 
Bullseye: condition/decision coverage 58,00% 61,00% 
 
Kijkend naar de function coverage is de stijging nihil. Deze stijging is te verklaren door het splitsen van 1 
functie in 2 functies. Hierdoor wordt het effect van de ongetoetste functies weg gedrukt in de grotere massa. 
 
Wanneer er gekeken wordt naar de individuele files waar de testmodellen voor zijn gemaakt is een 
verbeteringen in coverage te zien. Hierbij moet gesteld worden dat de vermindering van de lines of code te 
wijten is aan het vervangen van de beschrijving bij de alle functies in een nieuwe/compactere vorm. 
 
 Pre Post 
LoC Coverage LoC Coverage 
File 1 (functional: testmodel) 2018 78,29% 2881 82,01% 
File 2 (state: testmodel) 2347 76,44% 2295 85,01% 
   
 
72  Open Universiteit 
File 3 (state: testmodel) 1595 65,05% 1455 73,00% 
 
In vergelijking met de overige componenten in dezelfde competentie had en heeft dit component een aanzienlijk 
hoger code coverage. Het gemiddelde van de overige componenten komt uit op 50,2%. De mogelijkheid voor 
isolatie en de historie van experimenten met test methodieken kunnen mogelijke oorzaken zijn van deze 
verhoogde test coverage. 
Open items/problemen/lastig heden: 
De bestaande test suite was al van een hoog niveau vergeleken met andere componenten in dezelfde 
competentie. Hierdoor is effect van Model Based Testing mogelijk lager dan bij het gebruik op een gemiddeld 
component. 
 
Het uitvoeren van deze meting is geen standaard actie tijdens het uitvoeren van de automatische test suite. Het 
verkrijgen van deze informatie vereist een omslachtig en arbeidsintensief proces. 
Positieve punten 
Zichtbare verbetering in de totale code coverage percentages. Aangevuld met een verbetering in de individuele 
files waarin de code welke geraakt wordt door de met Model Based Testing gegenereerde test cases. 
  
   
 
73  Open Universiteit 
BIJLAGE G VOORBEELD KENNISOVERDRACHT 
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BIJLAGE H VOORBEELD TESTMATRIX 
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BIJLAGE I DETAIL TEST SELECTIECRITERIA 
STRUCTURAL MODEL COVERAGE CRITERIA  
Structural model coverage criteria zijn zoals de naam al zegt gericht op de structuur van het testmodel. Hiermee 
wordt bedoeld dat de criteria test cases dicteert die direct te koppelen zijn aan de structuur van het testmodel. 
Hierbij wordt er vaak gekeken of alle states, variabelen en transities van het testmodel getest worden.  
Controle-flow-oriented coverage criteria 
Personen met kennis van de traditionele coverage criteria voor source code herkennen de controle-flow oriented 
coverage criteria snel door de sterke gelijkenis. Deze criteria richten zich voornamelijk op het doorlopen van 
alle mogelijke paden. In deze criteria wordt er gesproken over statements, decisions en conditions in figuur 20 is 
het verschil tussen deze definities weergegeven door middel van een source code voorbeeld. 
 
FIGUUR 20: CODE VOORBEELD STATEMENT/DECISION/CONDITION 
De verschillen in controle-flow coverage criteria worden bepaald door de mate van diepgang. Beginnend bij de 
globale test cases voor alle statements tot het meest gedetailleerde niveau van een test case voor alle variaties en 
combinaties van de conditions. In tabel 11 zijn de verschillende controle-flow coverage criteria beschreven en in 
figuur 21 zijn deze hiërarchisch gevisualiseerd. 
 
Statement coverage (SC) De test suite bevat voor alle bereikbare statements in het testmodel 
een test case. 
Decision coverage (DC) Decision coverage (ook wel branch coverage genaamd) eist een test 
suite waarin alle bereikbare decisions en de uitkomsten hiervan 
worden getest. Hiermee wordt impliciet ook voldaan aan de eisen 
van statement coverage. 
Condition coverage (CC) Om aan condition coverage te voldoen moet een test suite test cases 
bevatten voor zowel een positief als negatief resultaat van alle 
conditions. 
Decision/condition coverage (D/CC) De test suite voldoet zowel aan decision coverage als aan condition 
coverage. 
Full predicate coverage (FPC) Een test suite voldoet aan FPC als alle conditions die positief of 
negatief zijn in een test welke direct gecorreleerd aan de uitkomst 
van de decision.  
d c of d  not(c)   
Modified condition/ 
decision coverage (MC/DC) 
MC/DC is een versterking van FPC met als eis dat condition 
onafhankelijk de uitkomst van de decision bepaald. 
Multiple condition coverage (MCC) Een MCC test suite bevat test cases voor alle mogelijke combinaties 
van conditions. 
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FIGUUR 21: HIERACHIE VAN CONTROL-FLOW COVERAGE CRITERIA 
Data-flow-oriented coverage criteria 
De data-flow-oriented coverage criteria van Frankl en Weyuker (1988) maken gebruik van de variabelen binnen 
een systeem. Hierbij wordt uitgegaan van de plaats waar een variabele wordt gecreëerd (definition) en het 
moment waar deze variabele wordt gebruikt (use). Het gebruik kan in de vorm van P-use of C-use. Wanneer de 
waarde van een variabele wordt gebruikt in een predicaat spreekt men van een P-use. In het geval van C-use 
wordt de waarde gebruikt gedurende een berekening en of bewerking. Een def-use pair van (dv,uv) is een direct 
pad van creatie naar het moment van gebruik. In tabel 12 zijn de verschillende data-flow oriented coverage 
criteria beschreven en in figuur 22 zijn deze hiërarchisch gevisualiseerd. 
All-Defs De test suite bevat voor elke definition tenminste een test case voor 
een van de mogelijke def-use pairs. 
All-C-Uses In de test suite bestaat voor elk direct pad van een definition naar een 
C-use en de daarop volgende node een test case. 
All-P-Uses In de test suite bestaat voor elk direct pad van een definition naar een 
P-use en de daarop volgende node een test case. 
All-P-Uses/Some-C-Uses In de test suite bestaat voor elk direct pad van een definition naar een 
P-use en de daarop volgende node een test case. Als er geen P-use is 
van een bepaalde defnition. Dan wordt er minimaal één direct pad naar 
een C-use gebruikt. 
All-C-Uses/Some-P-Uses In de test suite bestaat voor elk direct pad van een definition naar een 
C-use en de daarop volgende node een test case. Als er geen C-use is 
van een bepaalde defnition. Dan wordt er minimaal één direct pad naar 
een P-use gebruikt.. 
All-Uses De test suite bevat test cases voor alle def-use pairs. 
All-DU-Paths De test suite bevat tests voor alle def-use pairs en alle paden dv naar uv.  
 
TABEL 12: DATA-FLOW COVERAGE CRITERIA 
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FIGUUR 22: HIERACHIE VAN DATA-FLOW COVERAGE CRITERIA FRANKL AND WEYUKER 
Transition-Based coverage criteria 
Bij het gebruik van finit state machines en extended finit state machines is het gebruik van transition based 
coverage criteria veel voorkomend. Deze criteria hebben de focus om de transities tussen de verschillende states 
waarin een state machine zich kan bevinden. De resulterende test cases dicteren een specifiek pad door de state 
machine. In tabel 13 zijn de verschillende transition-based coverage criteria beschreven en in figuur 23 zijn deze 
hiërarchisch gevisualiseerd. 
All-states De test suite heeft test cases waarin elke state van het testmodel minimaal 
één keer wordt bereikt. 
All-configurations In de test suite zijn test cases aanwezig zodat elke configuratie minimaal één 
keer wordt bereikt. Voor een testmodel zonder parallellisme is dit gelijk aan 
all-states. 
All-transitions In de test suite is een test case beschikbaar voor elke transitie in het 
testmodel. 
All-transition-pairs De test suite heeft voor elk transitie paar tenminste een test case. Dat 
betekent elke input en output in combinatie behorend tot een state. 
All-loop-free-paths De test suite bevat alle mogelijke paden zonder tweemaal dezelfde state te 
bereiken. 
All-one-loop-paths De test suite bevat alle mogelijke paden met daarbij hoogstens tweemaal 
dezelfde state te bereiken. 
All-round-trips De test suite moet alle loops tenminste één keer doorlopen en alle transities 
dienen afgedekt te zijn. 
All-paths De test suite moet alle mogelijke paden bevatten.  
 
TABEL 13: TRANSITION-BASED COVERAGE CRITERIA 
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FIGUUR 23: HIERACHIE VAN TRANSITION-BASED COVERAGE CRITERIA 
UML based coverage criteria  
De UML based coveage criteria zijn onder te verdelen in twee verschillende typen UML modelen namelijk de 
class diagram coverage criteria en de sequence diagram coverage criteria. Class diagram coverage heeft drie 
criteria namelijk Association-End Multiplicity (AEM), Generalization (GN) en Class Attribute (CA). AEM 
coverage bepaald op basis van de multipliciteit van een associatie welke testen er uitgevoerd dienen te worden. 
GN coverage vereist een test voor elke subclass van een superclass. CA coverage is een meta coverage criterium 
dat vereist dat bepaalde sets van attributen van een class worden getest. Andere data coverage criteria zijn nodig 
om de waarde van de attributen te bepalen. Voor een sequence diagram is er maar een echt coverage criterium 
dat is all-paths sequence diagram coverage. Hierbij dient een test suite voor alle paden van een start tot een eind 
bericht een test case te bevatten. 
DATA COVERAGE CRITERIA  
De data coverage criteria richten zich op het selecteren van de test waarden uit een grote verzameling van 
mogelijke waarden. Het centrale idee is om de waarden te verdelen in gelijkwaardige groepen en uit elke groep 
een vertegenwoordiger te selecteren. De meest extreme vormen van data coverage criteria zijn one-value en all-
values. One-value specificeert dat de test suite één input waarde uit het domein bevat. Dit is een erg 
minimalistische uitgangspositie maar kan nuttig zijn om de hoeveelheid test cases te reduceren wanneer er ook 
gebruik wordt gemaakt van andere criteria. All-values ook wel exhaustive testing genoemd eist dat de test suite 
alle mogelijke input waarden tests. Wanneer het een zeer groot domein is wordt dit onrealistisch. 
Boundary Value Testing 
Tijdens boundary value testing worden de input waarden bepaald op basis van de grenzen van het input bereik. 
De redenering hierbij is dat veel fouten ontstaan op het moment dat het systeemgedrag veranderd wanneer een 
grenswaarde wordt overschreden. 
In tabel 14 zijn de verschillende boundary value testing coverage criteria beschreven en in figuur 24 zijn deze 
hiërarchisch gevisualiseerd. 
 
All-boundaries coverage De test suite bevat voor alle predicaten waarop het van 
toepassing is een test case voor elk grenspunt. 
Multidimensional-boundaries coverage De test suite beschikt over een test case waarbij er voor elk 
predicaat een test case is voor de minimale en de maximale 
waarde. 
All-edges coverage In de test suite zijn test cases beschikbaar met een 
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grenswaarde voor alle dimensies. 
One-boundary coverage Voor elk predicaat is er een test case met minimaal een 
grenspunt. 
 
TABEL 14: BOUNDARY VALUE TESTING 
 
FIGUUR 24: HIERACHIE VAN BOUNDARY VALUE TESTING 
 
Statistical Data Coverage 
Bij statistical data coverage maakt men gebruik van random gekozen waardes welke representatief zijn voor de 
tests. Random-value coverage (met distributie D) is een criterium dat eist dat waardes van de variabelen 
gebaseerd worden op een statistische distributie bijvoorbeeld uniform, normaal (Gaussian) of Poission. 
Pairwise Testing 
Pairwise testing gaat uit van het principe dat de meeste fouten in software ontstaan door een combinatie van 
twee test parameters in een specifieke situatie. Door het gebruik van pairwise testing ten opzichte van 
exhaustive testing kan een reductie van de test cases worden bewerkstelligd.  
 
Pairwise coverage De test suite bevat één test case voor elke mogelijke combinatie van 
waardes voor alle parameter paren. 
N-wise coverage De test suite bevat een test case voor alle mogelijke combinaties van 
alle waardes van alle combinaties van N parameters. 
All-combinations coverage Dit criterium eist een test case voor alle mogelijke combinaties van 
waardes voor alle parameters. 
 
 TABEL 15: PAIRWISE TESTING 
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REQUIREMENTS-BASED COVERAGE CRITERIA  
Gedurende het validatie proces is het aantonen van de requirements in het systeem van groot belang. Wanneer 
de requirements worden vastgelegd in het testmodel kan er bij dit criteria impliciet worden aangetoond dat de 
requirements in het systeem zijn verwerkt. All-requirement coverage vereist dan ook dat alle requirements af 
getest worden door een test case. 
AD HOC TEST CASE SPECIFICATIONS  
De test engineer schrijft handmatige test cases welke worden gebruikt om de generatie te sturen. Dit kan 
gebruikt worden om bepaalde delen van het systeem grondig te testen of om bepalende paden uit te sluiten. 
RANDOM AND STOCHASTIC CRITERIA 
Bij random en stochastic criteria wordt er net als bij statistical data coverage gebruik gemaakt van statistische 
distributies om de test cases te genereren. Echter in dit geval wordt niet de data bepaald maar de volgorde van 
systeem aanroepen. Dit is voornamelijk van toepassing op het omgevingsmodel omdat de omgeving het 
gebruikspatroon bepaald. De waarschijnlijkheid van actions kunnen indirect of direct worden gemodelleerd 
(Walton & Poore, 2000). De gegenereerde test volgens een verwacht gebruikersprofiel. 
FAULT-BASED CRITERIA 
Gedurende fault-based testing wordt het SUT getest tegen een set met voor af gespecifieerde fouten om de 
afwezigheid hiervan aan te tonen. Veel gebruikt criterium binnen dit onderwerp is mutatie coverage (Paradkar, 
2005). 
 
 
