Increasing complexity of products and safety regulations combined with an increasing amount of variants complicates the process of safety analysis within systems engineering. Moreover, it is known that the early avoidance or prevention of failures saves costs and improves the quality. As methods of safety analysis, i.e. fault tree analyses require immense manual efforts and expert knowledge, the efficiency of these analyses has to be improved. Our paper thus presents an approach to generate and evaluate fault trees by the usage of matrix-based models. It is an approach tailored to the early phases of system design and provides a preliminary fault tree analysis. It automatically generates fault trees and evaluates them. Thus, it facilitates the efficient identification of safety critical elements and the assessment and comparison of alternative system architecture concepts. This paper provides a brief introduction to fault tree analysis and presents existing approaches to automate the generation or synthesis of fault trees. The limitations of these approaches during early stages of design are discussed and the need for a tailored approach is derived. The developed approach consists of four phases and six steps which each are explained in detail. The whole approach is validated within a small industrial case study and its benefits and limitations are discussed. The case study shows, that the approach successfully improves the efficiency of a preliminary fault tree analysis.
Introduction
Customers' expectations and requirements as well as their variance are steadily increasing. This is one reason, why the complexity of products and systems grows 1 . Thus, companies are under pressure to offer even more variants, which increases the size of their product portfolio. As a result we observe a hardly manageable amount of variants and evolutionary grown complex systems in the industry 2 . Combined with stricter safety regulations this leads to immense efforts for safety analysis and approval. For each new system variant, the process of safety analysis and approval has to be repeated. However, traditional deductive methods of safety analysis strongly rely on the experience of expert analysts 3 and focus on the design validation stage 4 . This limitations become more and more critical with increasing complexity of the system 3 . Recent publications in systems engineering acknowledge, that the consideration of safety aspects should be shifted to the early stages of the system design process and develop suitable methods and support (such as 3, 4, 5 ). Safety analyses in early stages provide large value adding potential, but are difficult to perform due to the high level of uncertainty 6 . A challenge thus is, how classical methods like fault tree analysis (FTA) or failure mode and effect analysis (FMEA) can efficiently serve for a preliminary safety analysis in the early stages of design. To cope with uncertainty and a wide solution space, the required experience and manual efforts of these methods have to be reduced to facilitate the analysis and assessment of alternative concepts 7 . Thus, the objective of this paper is how the generation of preliminary fault trees and their evaluation can be automated to reduce the required efforts during the early stages of design.
In this paper we first provide a brief introduction to FTA and point out the interconnections between FTA and FMEA. We then discuss existing approaches to automate the generation of fault trees and their limitations. Based on that, we develop our approach which founds on established matrix-based models and methods. We apply and validate the approach in a simple case study on a cordless screwdriver. The paper concludes with the discussion of the findings and applicability of our approach as well as recommendations for further work.
Failure Analysis in Early Stage

Safety Analysis in Design -Classical Methods
The fault tree analysis (FTA) is a classical and standardized method applied to the safety analysis of systems (IEC61025 8 ). It identifies conditions that may cause or contribute to the occurrence of an undesired top event and represents them in a graphical form 7, 8 . Being a deductive method, it identifies an undesired top event and starting from there creates a tree structure of possible causes. The dependencies of multiple causes are modeled by Boolean logic gates. The tree's branches are followed down to the basic events. They represent failures in the system's components or elements. Thereby, the impact of a failure on multiple events, called common cause, can be identified 8 . Using analytic methods, all possible combinations of basic events that cause the top event can be determined. These combinations are called cut sets 8 . If the removal of one basic event will break the impact on the top event, a cut set is considered a minimal cut set 8 . As limitations, many researchers name the usually high manual efforts and experience, which are needed to perform the fault tree analysis 3, 7, 9 . Moreover, international norms recommend the combination of the deductive FTA with inductive methods like FMEA (IEC60812 10 ) in order to ensure a comprehensive safety analysis 8 . The link between FMEA and FTA is provided by the basic events: each basic failure mode in the FMEA which causes a system failure has to be represented by a minimal cut set in the fault tree. Also each basic failure of the fault tree has to be considered in a complete FMEA 8 . Thus, the challenge is not only to automate the generation of the fault tree but also to derive the minimal cut sets and automatically evaluate them to identify the most relevant system elements and to improve safety.
Model-Based Generation of Fault Trees -Existing Approaches
Due to the large complexity of systems, the manual activity of generating fault trees usually requires immense efforts. During the last years various approaches to automate the generation of fault trees based on system models have been published. A condensed overview on the most relevant approaches can be found in Mhenni et al. 9 and Majdara et al. 7 give an extensive reference list of approx. 20 approaches. We thus just provide a short overview on the most relevant concepts in the context of complex systems engineering. In the following they are classified by their modeling approach and we point out their advantages and limitations from our point of view.
SYSML-based Approaches
SysML is one of the main modeling languages used in the field of systems engineering, yet only few approaches to generate fault trees from these models are published.
Xiang et al. 11 present an approach to derive fault trees form SysML. Based on use cases, the system and its functional dependencies stored in the internal block diagram (ibd) and sequence diagram (sd) are analyzed. To bridge the gap between system architecture and reliability analysis, they use a reliability configuration model and a static fault tree model. These models enable the automated fault tree generation and avoid problems through dynamic dependencies. Their approach provides a successful mechanism to generate fault trees from existing SysML models. But using specially defined stereotypes, it is strongly tailored to IT-systems. This fact limits the transfer to mechatronic systems from our point of view. Moreover, the usage of the reliability configuration model is not possible with the data available in early stages of design.
Mhenni et al. 9 follow a similar approach and translate the structural SysML diagrams into fault trees. They model components and their interfaces in an ibd. Standard flow ports are used to model the interactions between components. These diagrams are transformed into a directed graph and a graph traversal algorithm combined with recognition of characteristic patterns is used to automatically derive fault trees. This approach also generates fault trees of existing SysML models. Yet, this component-oriented approach requires knowledge, which might not be available in an early stage. Moreover, the manual modeling of dependencies between components in SysML still requires huge efforts. This can impede the exploration of alternative architectures in the solution space.
Simulink-based Approaches
Papadopoulos and Maruhn 12 propose a method to automatically generate fault trees from Simulink models. Using a hierarchical system structure and dependencies between components, their algorithm generates the system's fault trees. To identify failures, they use a form of computer HAZOP and examine each system element in detail. Thereby, all possible deviations in the output are determined. The approach improves the identification of hazardous dependencies between components and thus also facilitates the safety analysis. They claim, that their method is also applicable at the early design stage, when the system model is an abstract representation and functional description of the system. However, while they efficiently decrease the efforts to generate a fault tree, the modeling and preparation efforts still are very high. A detailed analysis of each element and profound knowledge is still required. Thus, the efficient application of this method for explorative examinations is limited.
Tajarrod and Latif-Shabgahi 13 propose a method to synthesize fault trees from Simulink models as well. They enhance the Simulink model with information on failure behavior and automatically derive a fault tree. The components are manually modeled and classified according to their impact on the top event. They moreover define "usual" and "redundant" subsystems in the model before the fault tree representation is created. Basing on components, their behavior and requiring enormous manual efforts, this approach is a suitable method to visualize the fault trees of Simulink models. Yet, the approach does not manage to reduce manual efforts during the analysis of dependencies and thus is not suitable for applications in the early phase of complex system design.
Approaches Based on Other Modeling Languages
Majdara and Wakabayashi 7 automatically generate fault trees form special models. They found their approach on a directed graph which represents the components and their dependencies (i.e. flows in-between). A trace-back algorithm is applied to generate the fault tree and the functional behavior of the components is modeled by functional tables. Thereby, they generate detailed component-based fault trees including specified failure conditions. However, its non-compatibility with common modeling languages in systems engineering and the high efforts needed for the modeling limit its applicability especially for early stages of system design.
Various approaches using other special modeling languages are published. For example Bieber et al. 14 present a method to derive fault trees from models built in the modeling language AltaRica. Yet, this language reaches its limitations when models of large and complex systems are built. Joshi et al. 15 generate fault trees from models in Architecture Analysis and Design Language (AADL), which is tailored for embedded systems and thus not fully suitable for complex systems engineering.
Approaches based on Design Structure Matrices
The Design Structure Matrix (DSM) and Domain Mapping Matrix (DMM) are a well-known tool to model the dependencies of system elements and are suitable for various applications 16, 17 . Eppinger et al. 18 point out the advantages of these tools in modeling multilevel interactions. They expect large potential to improve systems engineering processes and i.e. hazard and operability studies 18 . However, no approach to generate fault trees using DSM and DMM is known to us. Höfig and Guo 19 use DSMs to support the generation of fault trees by eliminating loops in the model, but they do not derive fault trees from the information stored in the DSM.
The previously presented approaches mainly focus on the generation of fault trees based on component data. Most of them do not allow to use abstract and functional concepts to assess potential safety. Moreover, most approaches require extensive models. Only if these models exist, the approaches can reduce the overall manual efforts for safety analysis. Only improved efficiency can facilitate the assessment and comparison of different system concepts. In this step, matrix-based models are commonly used to identify modules and evaluate alternative architectures 16 . Especially facing the increasing variance, this is an important step in system design. To realize an early integration of safety, methods of safety analysis should be integrated in that step. However, no suitable method using matrix-based models is published. Thus, the objective of our contribution is to develop an approach, which provides an automated preliminary FTA in order to assess the safety of modules and alternative architectures. It will be tailored to the early stages of design in order to identify safety critical system elements as early as possible.
Approach
Our approach founds on the methodology of Structural Complexity Management (StCM) 1 . It is a widely spread method to handle complex systems and structural dependencies. StCM combines the concepts of Design Structure Matrix (DSM) 16 and Domain Mapping Matrix (DMM) 17 by arranging them in the Multiple Domain Matrix (MDM) framework 1 . It provides a five phase procedure to analyze and optimize system structures. These phases are system definition, information acquisition, deduction of dependencies, structure analysis and application on product design 1 . As StCM is an established and proven approach to handle the challenges of structural complexity, we choose it as foundation for the analysis of structural relations between failures in complex systems. The generic procedure is adapted to our specific task. This adaption results in a four phase, six step procedure which is illustrated in Fig. 1 . Starting with system definition and information acquisition, the system of interest is modeled. After deriving the indirect dependencies of failures, they are analyzed by generating fault trees identifying minimal cut sets. These results are evaluated and visualized. In the following paragraphs we discuss each of these six steps in detail.
System Definition -Setting up the Multiple Domain Matrix (MDM)
The main purpose of the system definition phase is to set up the MDM. This includes the definition of the domains and its relevant relations. In Fig. 2 the basic MDM of our approach is drawn. It includes the domains of functions, generic flows or states, failures, Boolean logic gates and minimal cut sets.
To match with the data available in the early phase of design, the approach models the system by its functions and generic flows. The domain of generic flows sets up the system's structural dependencies by two relations. It records which flows are produced or influenced by a function as well as which flows are input to or influence a function. In this context generic flows represent the abstraction of all information, energy and material flows. These two domains and their relations are recorded and modeled as direct dependencies.
The domain of failures can either be computed or recorded. Details on these alternatives will be discussed in the phase of information acquisition. Depending on the chosen source the dependencies of functions and failures either directly result from the computation or are recorded as direct dependencies. While the paragraphs above describe the basic procedure, our approach has the advantage that the domains and relations can be adapted to the available data. Following for example the approach of modeling evolutionary grown systems 2 , possible other domains are components, information and states. As long as the following three aspects are included in the MDM, the approach is applicable: domain of system elements: functions (basic procedure); alternatives for example are components or modules. domain and/or relations of structural dependencies: generic flows and their relation to functions (basic procedure); an alternative for example are direct relations between system elements. relation between system elements and failures Besides these aspects, the basic MDM in Fig. 2 shows the domain of the Boolean logic gates, including "AND" and "OR" gates. Other Boolean logics as "XOR" etc. are not considered in this approach. Following the FTA methodology described in section 2.1., the Boolean logic gates represent the logical dependencies in the fault trees. The domain minimal cut sets represent all cut sets which can be considered as minimal according to the definition given in section 2.1. The relations "failure may cause failure" (DSM FaFa), "Boolean logic gate is influenced by failure/Boolean logic gate" (DMM BgFa/DSM BgBg) and the assignment of failures to minimal cut sets (DMM FaCs) will be derived during the phases three and four of our approach. Even though a regular fault tree does not have connections between Boolean logic gates, our approach has to include those in the DSM BgBg: Due to the automated generation of failures, not all combined events caused by a Boolean logic gate are modeled as a system element. However, the resulting propagation still is included in the model by structural dependencies. Thus, a fault tree created by approach can have direct connections between two Boolean logic gates.
During the definition of the MDM and its domains the scope of the failure analysis should be specified. Therefore, the system of interest's borders and the aspired detail level of the failure analysis have to be defined.
Information Acquisition -Modeling the System Structure and its Failures
According to the detail level defined in phase one, this second phase models the structure of the system by recording the elements of the function and flow/state domain together with their direct dependencies in the DMMs FuFl and FlFu. To simplify the modeling and to improve model's quality, we suggest to use a suitable support which can be chosen from the large amount of published approaches (e.g. 1, 2, 20 22 . This step can be automated to reduce the manual efforts. In that case, the elements of the domain of failures will be computed and the resulting DMM FuFa will have entries along the diagonal only. To improve the detail level, the negation can be extended to two types: (1) the function is not executed and (2) the function is not executed properly. Yet, it has to be mentioned, that this will double the number of failures in the model and the amount of data to be processed will strongly increase.
Deduction of Indirect Dependencies -Generating a Failure Network
Based on the basic MDM, in this step, the dependencies between failures (DSM FaFa) can be deduced:
These deduced dependencies can be deduced as follows: "one failure may cause another failure, if the function, which may cause the first failure, produces a flow, which is input to another function, which can have the second failure". The DSM FaFa represents the failure network and includes all possible failure propagations. As the deduction bridges three domains, it might be useful in some applications to check the dependencies between functions on plausibility before deriving the dependencies between failures.
Structure Analysis -Generating Fault Trees
To extract the fault trees from the failure network in DSM FaFa, the top events have to be identified. The optional hierarchical function decomposition (DSM FuFu) can support this identification process. Functions on top hierarchical level are main functions and thus, failures in this functions can be considered as top events.
The failure network in DSM FaFa now includes all top events. Thus, for each top event and all its possible causes a new DSM FaFa T (failure chain) is extracted. At this stage it is important to transpose the DSM FaFa. Until now, the dependencies between failures due to the deduction via generic flows have an inductive character. The transposition converts those according to the deductive character of the FTA. Moreover the distance matrix 1 of the transposed DSM FaFa is derived. The transformation into the top event-specific DSMs then only incorporates the dependencies of elements which have a defined distance to the top event failure. Dependencies of elements without a defined distance to the top event are neglected. Fig. 3 illustrates this process with a simple example. Occurring cycles in the failure chain can be identified on the diagonal of the DSM FaFa and its products during the calculation of the distance matrix (for details see 1 ). Our approach breaks them by removing the dependency between the two elements with the smallest and largest distance to the top event.
To transform the resulting failure chains into fault trees, at each output of the failures one Boolean logic gate has to be inserted. Thus, for each failure in the failure chain with an active sum larger than zero, an element in the domain of Boolean logic gates is created. As explained in Fig. 4 , simultaneously a dependency between the failure and the Boolean logic gate is set, and the outgoing influences of the failure are transferred to the Boolean logic gate. This process is automated by using OR gates only. To explore the safety aspects in an early stage of system design, the exclusive use of OR gates represents a worst case scenario and helps to identify safety critical elements. If redundancies or events resulting from unique combinations of failures have to be modeled, the integration of AND gates still is a manual task. As described in section 3.1, this may result in dependencies in the DSM BgBg.
Structure Analysis -Identifying Minimal Cut Sets
To identify the minimal cut sets, we use the algorithm proposed by Hauptmanns et al. 23 . It requires the DMM BgFa and the DSM BgBg as input information, and only the basic events (active sum equal to zero) in the failure domain Fig. 3 . Conversion of the failure network via the distance matrix to a failure chain Fig. 4 . Inserting Boolean logic gates into the failure chain to transform it into a fault tree have to be considered. Starting from the Boolean logic gate which is closest to the top event, the iterative algorithm replaces the influencing gates by their own influences (primary failures or other logic gates). Each OR gate thus results in an additional cut set. By this all possible combinations which may cause the top event failure are identified and for each of them a new element in the domain of minimal cut sets is created. The basic events included in the minimal cut sets are recorded as dependencies in the DMM FaCs.
Structure Analysis -Evaluation and Visualization
Due to the abstract definition of failures in section 3.2., it is not possible to deduce probabilities and reliabilities of events. However, classical methods of failure analysis like FMEA define the criticality of a failure by its probability, its severity and its detection 10 . During the early stages of design at least the severity of a failure can be estimated. Therefore within our approach we consider a basic event as severe, if it has a strong individual impact on the main event and if it is often involved in minimal cut sets, causing the main failure.
A strong individual impact on abstract level is given, if the distance from basic to main event is small. To classify the basic events according to that, the distance matrix of the failure chain DSM is evaluated. For each basic event, the distance d is normalized to the interval [1; 10] considering the maximum occurring distance dmax: The occurrence in minimal cut sets o is used for the second classification. Therefore, the active sum of each basic event in the DMM FaCs is evaluated. Same as in the first criteria, the values are normalized to [1;10] . The maximum number of occurrence omax is normalized to 1, whilst the minimal occurrence omin is represented by 10:
Based on both classifications, the fault trees can be assessed and the impact of failures in alternative system concepts can be compared. To visualize the results we propose the arrangement of basic events in the portfolio shown in Fig. 5 . To support the interpretation a scale of combined criticality is inserted. Based on the assumption, that a failure which can directly cause the top event and the failure with maximum occurrence in the minimal cut sets are most critical, hyperbolic curves can enhance the portfolio. They for example can be used to describe the severity of a basic event in a scale from 1 to 10, as it is often used within a FMEA.
Evaluation
The evaluation of a safety analysis method in the early stage of design is challenging. Therefore we use an existing product (cordless screwdriver) to test and evaluate our approach. We build a functional model as it is used in an early stage of design, even though the knowledge on the components is given. This enables us to compare the results of the approach with the failure analyses done after the detailed design and in field experience. In a second approach, we test the adaptability of our approach and model the system with knowledge of the components and final product design. Both results are discussed with an expert involved in the safety analysis and product validation of the screwdriver.
The abstract functional modeling results in approx. 30 failures, while the second modeling o results in a failure network consisting of 179 failures. We define the top events and derive fault trees following our approach. In the abstract case, no redundancies occur, so the manual insertion of AND gates is not necessary. In the larger network, redundancies occur and we have to manually perform the process of adding the AND gates. In both cases, minimal cut sets are identified and we evaluate the results using our proposed visualization. Fig. 6 depicts the results of the component oriented modeling for the top event "torque is not transferred to screw". In the visualization the failures are clustered in classes according to their occurrence and individual contribution.
The discussion of the results with the expert shows: The component oriented approach identifies critical failures which in the actual safety analysis also have been identified as critical. This verifies the general procedure of the approach. The abstract modeling also is able to identify critical functions (e.g. the superposition of torque and . This preliminary results help to identify the critical functions so that during component design, the critical influence of the components can be considered for dimensioning. However, the two applications show, a too abstract modeling will limit the quality of the results.
Discussion and Outlook
This paper presents and validates a matrix-based approach to generate preliminary fault trees during the early stages of design. As shown in the case study, even a small system can result in a huge amount of data which can hardly be analyzed manually. The approach helps to handle this amount of data and to identify critical failures or elements from a structural point of view. Its high grade of automation successfully reduces manual efforts and required experience. It, thus allows the assessment and comparison of alternative architecture concepts. Moreover, as the structural dependencies can be modeled flexibly, the approach can integrate deductive and inductive methods. In comparison to the works discussed in section 2, our approach has the following advantages: integration in matrix-based methods which are commonly used in early phases and during the evaluation of alternative architectures ability to handle alternative input data automation of failure definition transformation of the analysis' results to a simple and handy visualization Even though our approach helps to manage the huge amount of information, the resulting fault trees consist of a large amount of elements and are hard to interpret for a human. The human cognitive process of neglecting unessential aspects to reduce complexity cannot be incorporated in the automated approach. In this context, it also has to be mentioned, that the manual integration of AND gates still requires much efforts. However, the automated fault trees can structure the considerations and support the manual process. In ongoing research we search for a solutions to automate this process as well.
The hierarchical dependencies of functions are inherently considered within our approach. Yet, the modeling of flows via multiple hierarchical levels is very challenging. The intuitive approach would be to model flows within one hierarchical level. In that case, our approach will only generate an inductive failure propagation network on one hierarchical level. This fact complicates the application of our approach and is one major limitation. Our future research will incorporate the functional decomposition into the approach to simplify the modeling of multi-level flows. In further work, the validity of the derived metrics and visualization has to be examined. Also the approach will be evaluated with larger and more complex systems. Finally, one tool supporting and conducting all phases of the approach needs to be developed, as in current stage still multiple tools are involved.
For the application, the case study shows, that the abstract definition of failures limits the quality of results. Yet, this quality in an early stage of design still can be sufficient. Thus, before each individual application of the approach, the tradeoff between efforts, quality and uncertainty needs to be evaluated.
