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С развитием информационных технологий большую роль в разработке 
программных продуктов стали играть средства по их реализации. К таким 
средствам относятся языки программирования, Фреймворки, библиотеки и 
любые друге компоненты, позволяющие повысить скорость разработки и 
снизить затраты на обучение. Каждый год появляются новые средства 
разработки более высокого уровня дающие возможности программировать, 
углубляясь все меньше в сложные низкоуровневые конструкции тех или иных 
средств. Разработка программных продуктов используя высокоуровневые 
средства позволяет довольно сильно экономить на времени разработки уделяя 
при этом больше времени проектированию абстрактных высокоуровневых 
систем тем самым позволяя создавать более логически сложные и продуманные 
системы поднимая уровень программного продукта на более высокий уровень. 
Среди множества программных средств, разработанных на данный момент 
есть область, затрагивающая работу с графикой. Такие средства чаще всего 
позиционируют себя как графические движки. Графический движок — это как 
правило промежуточное программное обеспечение основной задачей которого 
является визуализация двухмерной или трехмерной графики.  Данная область 
держится на дорогостоящих средствах, разработанных производителями 
графических процессоров и других аппаратных средств. Есть так же и средства, 
работающие с графикой разработанные менее известными компаниями, но даже 
такие средства не уступают в цене брендовым высокобюджетным продуктам. 
Данные программные продукты не являются высокоуровневыми средствами и 
для того чтобы использовать данные средства нужны глубокие теоретические 
познания в области работы с графикой. 
Среди графического промежуточного программного обеспечения можно 
выделить более полноценные и еще более узконаправленные средства 
программирования графических приложений таких как игровые движки. В 
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основном игровые движки можно отнести к области разработки графических 
приложений, но не всегда так как например существуют такие игровые движки 
в которых отсутствует графический модуль и как его еще принято называть 
графический движок. Игровой движок — это как правило средство или 
центральный программный компонент компьютерных видеоигр включающий в 
себя некоторых набор модулей по работе с графикой, физикой, звуками, 
анимацией, сетевой составляющей и др. Графический движок является 
высокоуровневым средством разработки графических приложений, в основном 
направленных на игровую тематику. Да некоторые игровые движки 
предоставляют возможность разрабатывать программные продукты, не 
связанные с играми, но таких движков единицы. К тому же чем сильнее развит 
игровой движок, тем сильнее он связывает себя с разработкой только 
программных продуктов игровой тематики. Игровые движки не являются 
бесплатным или даже дешевым программным продуктом так как на создание 
игрового движка могут быть затрачены годы усилий и огромные суммы денег. 
На рынке много средств по работе с графикой большинство из них 
дорогостоящие либо узконаправленные, либо и то и то вместе. Так же 
большинство графических движков, входящих в средства по работе с графикой 
представляют собой низкоуровневые средства, которые требуют много времени 
по изучению или простыми словами в них слишком высок порог вхождения, а 
игровые движки чаще всего не предоставляют возможность разрабатывать 
программные продукты, не представляющие собой игры. Следовательно, 
актуальность моей дипломной работы заключается в том, чтобы устранить 
дефицит средств по высокоуровневой разработке графических приложений с 
небольшой стоимостью за лицензию. 
По итогу выполнения дипломной работы должно быть реализовано 
средство для разработки графических приложений основанное на рендере 
реального времени что позволяет разрабатывать именного графические 
приложения, а не приложения, работающие с графикой так же средство должно 
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содержать в себе некий инструментарий упрощающий работу с графическими 
данными. Средство не должно быть самостоятельным, то есть работающим вне 
проекта разработчика, а должно быть подключаемым компонентом, 
расширяющим возможности по работе с графикой.  
Для реализации поставленной задачи необходимо проанализировать 
рынок программных продуктов по разработке графических приложений, 
систематизировать программные продукты по областям применения, изучить 
низкоуровневые средства по работе с графикой, разработать программный 
продукт по разработке графических приложений. 
Во время выполнения дипломной работы были использованы такие 
методы исследования как: 
 Анализ литературы. 
 Моделирование. 
 Сравнение. 
 Изучение и обобщение зарубежной практики. 












1. Общая часть. 
 
В общей части изложены стадии разработки проекта в которые входят 
описание средств программирования постановка задач и т.д. В данной работе 
общая часть предоставляет исчерпывающее описание всех средств, 
используемых по ходу выполнения работы. 
 
 
1.1. Цель разработки. 
 
Целью разработки программного комплекса является создание 
программного продукта, дающего возможность разрабатывать графические 
приложения на высоком уровне, не имея глубоких знаний в разного рода 
низкоуровневых API.  Так же целью является заполнение ниши рынка 
высокоуровневых программных средств по разработке графических приложений 
за небольшую стоимость лицензии. 
Программный комплекс должен предоставлять минимально необходимый 
набор средств по работе с графикой таких как: 
 
 Загрузка и хранение графических данных. 
 Управление графическими данными. 
 Преобразование графических данных. 
 Вывод графических данных. 
 
 
1.2. Анализ средств программирования. 
 
Проект был реализован на языке программирования C++. Данный язык 
широко используется в разработке фундаментальных и сложных систем в 
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которых важна стабильность и графические движки не исключение. Так как 
графический движок очень сильно зависит от производительности языка, С++ 
является наилучшим вариантом среди множества языков. 
Графический движок либо любое другое программное обеспечение, 
работающее с графикой, нуждается в прямом доступе к работе с выводом 
информации на экран.  К основным библиотекам, позволяющим напрямую 
работать с выводом на экран относятся OpenGL и DirectX. Последние версии на 
данный момент это DirectX 12 и ответвление от OpenGL Vulkan.  Выбор между 
данными API очень сложен потому что они по многим параметрам идут нога в 
ногу, но есть и отличия такие как например у OpenGL присутствует 
кроссплатформенность, а у DirectX это не только графическое API, но и набор 
API для реализации всех видов мультимедийных приложений. Так как различия 
можно перечислять долго думаю на этом можно закончить. Если смотреть со 
стороны чисто вывод графики на экран эти средства абсолютно одинаковы. Да 
если вы разрабатываете сложные бенч марки вам наверно известно несколько 
различий, но на рядовых программистов, которые используют API для 
разработки, систем, которые в большинстве своем не будут использовать весь 
потенциал это не распространяется. В итоге, основной плюс, который я выделил 
у OpenGL это кроссплатформенность, а у DirectX это большой набор 
инструментов, изначально заточенных под работу с DirectX. Так как я не 
собираюсь партировать свой программный комплекс на системы иные кроме как 
Windows мне нет выгоды от кроссплатформенности в OpenGL с другой стороны 
мне пригодятся средства по работе со звуком с устройствами ввода и т.д. у 
DirectX. Исходя из этих факторов в качестве графического API был выбран 
DirectX версии 9с. Версия 9с была выбрана как стартовая в изучении в следствии 
того что технологии в более новых версиях использованы не были. 
Среда для разработки была выбрана Visual Studio 15 Community. В 
следствии отсутствия кроссплатформенности программного комплекса не было 
необходимости выбирать среду разработки, которая позволяет компилировать 
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проект под разные платформы.  А так как Microsoft предоставляет Community 
версию бесплатно была выбрана именно она. 
 
1.2.1. Обзор методов решения. 
Методов по решению задачи поставленной в дипломной работе безумное 
множество. К примеру, если брать только известные графические API Direct3D 
и OpenGL [13], то большинство языков программирования могут их 
использовать. Следовательно, мы имеем множество комбинаций средств по 
реализации нашей задачи. К тому же графические API в свою очередь имеют 
разные версии, позволяющие решать одни задачи разными способами. Мною 
был выбрана связка из графического API DirectX, шейдерный язык HLSL и язык 
программирования C++. 
К основным версиям графического API от компании Microsoft под 
названием Direct3D или полным набором средств DirectX относятся [1]: 
 DirectX версии 1.0 – С выпуском операционной системы Windows 95 
стало невозможно обращаться к аппаратной части компьютера. 
Причиной тому стала новая защищенная модель памяти, которая 
запретила прямой доступ к устройствам. Решением появившейся 
проблемы стал API DirectX вышедший 30 сентября 1995 года под 
названием Windows Games SDK. Версия содержала в себе вывод 
двухмерной графики, звуков, а также позволяла обрабатывать 
данные с разных манипуляторов. 
 
 DirectX версии 2.0 / 2.0a – Поколение получило развитие в 1996 году. 
Представив в составе обновлений пакеты Direct3D и DirectPlay. С 
данной версии сформировался стандарт комплектации DirectX 
состоящей из: DirectDraw, Direct3D, DirectPlay, DirectInput, DirectX 
Media, DirectMusic, DirectSound, DirectSound3D, DirectX Media 
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Objects, DirectSetup. Пред означалась DirectX 2.0 для операционных 
систем Windows 95 и Windows NT 4.0.  
 
 DirectX версии 3.0 / 3.0a / 3.0b – Вскоре после появления DirectX 
версии 2.0 последовали некоторые дополнения в виде версий 3.0 – 
3.0b.  
 
 DirectX версии 4.0 – Данная версия API разрабатывалась в качестве 
решения на самое ближайшее время так как в то же время началась 
разработка версии 5.0. Не каких кардинальных изменений по 
сравнению с предыдущими сделано не было.  
 
 DirectX версии 5.0 – Данная версия начала разрабатываться в то же 
время что и предыдущая за исключением того что цели разработки 
абсолютно другие. В то время как в 4 версии стремились заполнить 
пустоту, разделявшую 3 и 5 версии, 5 версия разрабатывалась с 
прицелом на будущее. Главным достоинством новой версии 
графического API стал намного упрощенный код. Что довольно 
спокойно приняли разработчики, но вот к недостаткам прибавилось 
отсутствие поддержки технологии мультитекстурирования. 
Отсутствие данной технологии не сильно отозвалось на количестве 
критики в сторону Microsoft так как данная технология сильно 
ухудшала производительность. Версия DirectX 5.0 вышла в то же 
время что и 4.0 в августе 1997г. 
 
 DirectX версии 6.0 – В этой версии графического API были 
исправлены недостатки предыдущей 5.0 версии. Основным 
недостатком было отсутствие технологии мультитекстурирования. 
После выпуска версии 6.0 был выявлен новый недостаток который 
заключался в отсутствии технологии T&L (Transform and Lightning). 
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Данная технология позволяла обрабатывать освещение и 
трансформацию объектов в реальном времени. DirectX 6.0 была 
выпущена в августе 1998г. 
 
 DirectX версии 7.0 / 7.0a – Данная версия графического API DirectX 
была выпущена в сентябре 1999 г. Основной целью данной версии 
API была реализация поддержки T&L(Transform and Lightning) 
кроме этого был представлен новый формат текстур с расширением 
.dds. Плюс новая версия умела выделять вершинные буферы в 
видеопамяти. Также была усовершенствована технология 
мультитекстурирования.  
 DirectX версии 8.0 / 8.0a – В 2001 году вышла версия DirectX под 
номером 8.0. На протяжении шести лет Microsoft в плане развития 
своего API была догоняющей. Догоняющей даже не в плане 
конкуренции, а в плане software hardware совместимости. Каждая 
новая версия DirectX выходила гораздо позже чем выходило под неё 
аппаратное обеспечение. Но к 2001 году все изменилось. Microsoft 
наладила сотрудничество с компанией NVIDIA выпускавшая на тот 
момент одни из лучших графических видеокарт. Благодаря такому 
сотрудничеству была выпущена 8.0 версия графического API в то же 
время что и графическая видеокарта, поддерживающая возможности 
данной версии API. 
 
 DirectX версии 8.1 / 8.1b – Версия API 8.1 стала первой 
кроссплатформенной тем самым позволяя разрабатывать игры на 
консоли Xbox 360. 
 
 DirectX версии 9.0 – С выпуском 9.0 версии своего API Microsoft 
окончательно укрепились в лидерах. Новая версия графического API 
начала работать с высокоуровневым языком шейдеров HLSL что 
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позволило многократно увеличить производительность DirectX. 
Введена поддержка технологии Multi Render Target, Multiple-Element 
Texture и Stencil-buffer. 
 
 DirectX версии 9.0a / 9.0b – В данных версиях больших изменений 
графический API не претерпел зато были обновлены шейдеры до 
версии 2.0. 
 
 DirectX версии 9.0c – Версия 9.0с не сильно отличается от версии a, 
b в прогрессе. Также были улучшены шейдеры до версии 3.0. Но в 
отличии от предыдущих введена поддержка новой консоли от 
Microsoft Xbox 360. 
   
 DirectX версии 10.0 – Данная версия графического движка является 
переосмыслением некоторых компонентов DirectX. Например, 
DirectInput отвечающий за обработку данных поступающих с 
манипуляторов уступил место XInput, а DirectSound был заменен 
системой Cross-Platform Audio Creation Tool(XACT), которая 
лишилась аппаратного ускорения аудио в пользу рендеринга аудио 
на центральном процессоре. Были так же обновлены шейдеры до 
версии 4.0. Для улучшения производительности API было снижено 
число обрабатываемых команд на кадр, а также уменьшено время 
вызова функций. Выпущена данная версия была в 2006. 
 
 DirectX версии 10.1 – Версия графического API от Microsoft в 
которой было поправлена совместимость с новыми видеокартами. 
Так же улучшена шейдерная модель до версии 4.1. 
 
 DirectX версии 11.0 – Выход DirectX версии 11 состоялся с выходом 
операционной системы windows 7 в 2008 г. К поддерживаемым 
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версиям операционным системам относятся Windows 7 и Windows 
Vista. В 11 версии API была обновлена шейдерная модель до версии 
5.0. Поддержка работы с многоядерными системами. Максимальный 
размер текстур так же был увеличен с 4К до 16К. Но самым большим 
нововведением была поддержка тесселяции. 
  
 DirectX версии 11.1 – Основные изменения в DirectX 11.1 были 
исключительно для разработчиков. Множество нововведений по 
отслеживанию вычислений на шейдере, защиты от переполнения 
буфера, проверка на поддержку функций DirectX 11.1 со стороны 
видеочипов. Была добавлена поддержка стереоскопического 
рендеринга. 
 
 DirectX версии 11.2 – Основным нововведением в DirectX 11.2 было 
аппаратная поддержка оверлеев, компиляция и линковка шедеров 
производится в режиме реального времени.  
 
По соотношению необходимого функционала и теоретического материала 
в свободном доступе мною был выбран DirectX версии 9.0c. Данная версия имеет 
большое теоретическое сопровождение и весь необходимый функционал для 
реализации дипломной работы. 
 
1.2.2. Описание языка. 
 
Выбранный мною язык программирования является C++ 11. Мой выбор 
складывался из личного опыта и нескольких аспектах о которых я расскажу 
далее. Язык C++ очень популярен среди разработчиков программного 
обеспечения. Этот язык несомненно один из самых мощнейших языков на 
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данный момент. На данном языке разрабатываются программы практически 
любого назначения. Он относится к объектно-ориентированным языкам, 
позволяет работать с адресами, памятью и портами. 
Язык C++ структурно построен так что позволяет программисту получить 
власть над происходящим. Он позволяет отказаться от встроенных не 
ресурсоемких возможностей. Если все это округлить, то можно описать данный 
язык как язык дающий прекрасную скорость и эффективность работы 
программы. 
Средой разработки была выбрано средство от Microsoft под названием 
Visual Studio. В данный момент последняя доступная версия этой среды является 
Visual Studio 2015. Мною же была выбрана версия Community которая является 
бесплатно. Значительным отличием от платной версии является сильно 
урезанный функционал. Функционала, представленного в Community версии 
достаточно для реализации дипломной работы. 
 
 
1.2.3. Общие сведения. 
 
Язык программирования C++ представляет из себя текст программы, 
формируемый с помощью цифр, букв, и специальных символов. 
Каждая программа на языке C++ должна иметь точку входа. Так же 
предусмотрены конструкции, в которых вынесены заголовки функций в 
отдельный файл, называющийся заголовочным, а реализация функций 
помещается в файл исходного кода. 
В данном случае программный комплекс является статической 
библиотекой, которую можно подключить к любому проекту. В итоге 
программный комплекс представляет собой набор заголовочных фалов и 
скомпилированный файл lib.  
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В языке программирования C++ доступна поддержка нативных типов 
данных наряду с теми что может разработать сам программист. К основным 
типам, которые может разработать программист относятся классы и структуры. 
 
Основными для С++ являются следующие типы данных: 
 Int – целочисленный 
 Float – число с плавающей точкой 
 Char – символ 
 Double – число двойной точности 
 Long – длинный int 
 Short – короткий int 
 Bool – логический 
 

























































































1.2.4. Способы структурирования. 
 
Под способом структурирования подразумевают разные метода как 
написания кода, так и его хранения. К таким способам можно отнести: 
 
 Процедуры и функции. 
Язык программирования C++ довольно гибок в видах парадигм. Так, 
например, C++ поддерживает процедурную парадигму.  При этом он позволяет 
выносить заголовки функций в отдельное место. Для того чтобы 
инициализировать функцию необходимо в заголовочном файле либо в файле 




Язык так же дает возможность перегружать функции, то есть создавать 
функции с одинаковым именем, но разными входными и выходными 
значениями. Данная возможность позволяет избежать ряда ненужных действий. 
В языке С++ есть возможность написания процедур, которые в реализации 
довольно просты. Чтобы реализовать в коде процедуру достаточно указать в 




В языке программирования C++ доступна модульная архитектура, которая 
позволяется группировать исходный код распределяя инициализацию функций, 
классов, структур и т.д. в заголовочные файлы на которые в свою очередь 
ссылаются файлы исходного кода. При такой компоновке достигается 
максимальная модульность, позволяющая в любой момент отключить один из 
модулей либо подключить без копирования кода из вне проекта. Данная 
концепция программирования является одной из наиболее удобных. 
Если смотреть на проект относительно средства разработки Visual Studio, 
то можно увидеть, что стандартный проект представляет из себя файлы 
исходного кода заголовочные файлы, относящиеся напрямую к проекту и 
несколько файлов необходимых для описания проекта для Visual Studio. К таким 
файлам относятся: «.vcxproj» который является основным и хранит в себе всю 
информацию о проекте и «.sln» который в свою очередь необходим если в одном 
проекте Visual Studio находятся несколько одновременно разрабатываемых 






1.2.5. Дополнительные средства языка. 
 
При разработке проекта дополнительных средств использовано не было 
некоторые компоненты, используемые в проекте необходимы для стандартных 
действий, например, среда разработки Visual Studio предоставляла возможности 
компилятора и отладчика, графическое API DirectX предоставляла функционал 
обращения к аппаратной части компьютера. 
Для возможности работы с графическим API DirectX необходимо получить 
набор библиотек от компании Microsoft который называется DirectX SDK 
включающий в себя не только набор библиотек и заголовочных фалов DirectX, 
но и примеры, документацию, необходимые компоненты для работы DirectX на 
любом персональном компьютере под управлением операционной системы 
Microsoft Windows версии XP и выше и средства по отладки кода графического 
API. 
После получения компонентов графического API DirectX его необходимо 
подключить к проекту Visual Studio для возможности использовать его в 
качестве средства дающего доступ к аппаратной части персонального 
компьютера. Для подключения необходима в настройках компилятора указать 
пути к заголовочным файлам DirectX и пути к библиотекам DirectX после чего в 
настройках линковщика указать название статической библиотеки, которая 
несет в себе скомпилированный исходный код DirectX. Как только все 
необходимые действия выполнены можно подключать необходимые 
компоненты к проекту используя указанные заголовочные файлы. По 
завершению настройки в проекте будет доступен функционал графического API 
DirectX. 
Для конечного пользователя предоставляется установщик DirectX 




Сам по себе DirectX представляет собой набор компонентов, которые дают 
возможность реализовать графический проект практически любой сложности. К 
таким компонентам относятся: 
 
 Direct3D 
Данный компонент представляет собой программный интерфейс или API 
разработанный для решения ряда задач связанных с программирование 
графических приложений под операционную систему Microsoft Window. 
Наиболее широко используется при написании компьютерных игр. 
 
 DirectDraw 
Один из основных компонентов DirectX позволяющий создавать 
практически любые графические приложения для операционной системы 
Windows. Так же DirectDraw является менеджером видеопамяти распределяя 
блоки памяти и следя за состоянием каждого по отдельности. К тому же он 
отлично справляется и с управлением простой оперативной памятью. Основная 
задача, которую пытается реализовать DirectDraw в качестве менеджера памяти 
является увеличение надежности графического приложения. 
 
 DirectSound 
В задачи этого компонента входят запись и воспроизведение звука. Сам 
компонент представляет собой программный интерфейс, работающий в 







Компонент входящий в набор драйверов DirectX, поддерживающий 
непосредственную работу с устройствами ввода такими как джойстики, мыши, 
клавиатуры и т.д.  
 
 DirectPlay 
Данный компонент является сетевым программным интерфейсом 
обеспечивающий обслуживание на транспортном и сеансовом уровне. 
Поддерживает топологию соединений клиент-сервер, клиент-клиент. Первая из 
которых предназначена для больших многопользовательских игра. Вторая же 
представляет собой соединение между клиентами при котором пакеты 
отправляются непосредственно клиентам.  
 
 DirectSetup 
Компонент позволяющий устанавливать DirectX через один модуль. 
 
 DirectShow 
Данный компонент представляет собой интерфейс программирования 
приложений или мультимедийный Фреймворк разработанный и выпущенный 
корпорацией Microsoft для разработчиков программного обеспечения и дает 
возможность приложениям управлять устройствами аудио видео ввода-вывода. 
Данный компонент в качестве ресурсов поддерживает форматы файлов такие 
как: AVI, WAV, Windows Media. Основан на технологии COM объектов. 





2. Специальная часть. 
 
Данный раздел включает в себя полное описание разрабатываемого 
комплекса, его назначение и требования к его возможностям и характеристикам. 
  
2.1. Постановка задачи. 
В данной курсовой работе был спроектирован и разработан программный 
комплекс, представляющий собой средство для разработки графических 
приложений, выполненное в форме подключаемой статической библиотеки. 
Работа выполнена на языках программирования C++, HLSL и графическом 
API DirectX 9c. 
Все поставленные задачи в проекте были выполнены, из них можно 
выделить четыре глобальные такие как: Реализация менеджера управления 
всеми данными по ходу проектирования ПО, разработка модуля ввода данных в 
программу, разработка модуля по выводу данных из программы и разработка 
модуля хранения данных. 
 
2.1.1. Цель работы. 
 
Целью дипломной работы является решение проблемы, связанной с 
разработкой графических приложений программистами, не имеющими 









2.1.2. Задачи работы. 
 
Основной задачей данной работы является разработка программного 
комплекса, предоставляющего программисту определенный набор классов по 
работе с графикой. 
 
 
2.1.3. Объект исследования. 
 
Объектом исследования в данной работе является компьютерная графика. 
Графика как 3-х мерная, которая оперирует с объектами в трёхмерном 
пространстве, обычно результаты представляют собой плоскую картинку, 
проекцию, так и 2-х мерная.  
 
 
2.1.4. Предмет исследования. 
 
Предметом исследования дипломной работы является проблема 
разработки графических приложений без значительных затрат на изучение 
области знаний необходимых для создания графического приложения.  
 
 
2.1.5. Требования к программе. 
 
К общим требованиям относятся: 
 
 Комплекс должен позволять визуализировать двухмерную или 
трехмерную графику. 
 Должна быть возможность редактировать настройки рендера. 
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 Возможность получать рендер сцены не только на экран. 
 Возможность работы с графическими данными. 
 
2.2. Описание алгоритма. 
 
2.2.1. UML диаграмма. 
 
 
Рисунок 1. – Диаграмма вариантов использования. 
 
Диаграмма, изображенная на рисунке 1 описывает функциональные 
возможности, предоставляемые разработчику.  Данная диаграмма позволяет 
наглядно представить область, которую охватывает программный комплекс. 
Действующим лицом (в терминах универсального языка объектного 
моделирования UML — актерами) здесь является программист. Процессы 
изображены овалами. Стрелки от актера к процессам означают использование 
данным программистом функции, на которую указывает стрелка. 
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2.3. Описание программы. 
 
2.3.1. Описание структуры программы. 
 
Структурно проект представляет собой пять модулей. Если рассматривать 
программный комплекс со стороны модульности, то можно явно определить для 
какой цели был создан модуль и что с помощью него можно сделать.  
Описание модулей. 
 Input 
Модуль input исходя из названия можно понять, что данный модуль 
занимается работой со входными данными. Данный модуль реализован в 
отдельных файлах что дает более читабельный код чем если бы он был 
реализован совместно с другими модулями. Данный модуль позволяет загружать 
в память приложения данные из внешних файлов. К таким данным относятся 
модели, текстуры, звуки, пиксельные и вершинные шейдеры. На первый взгляд 
данный модуль не является большим, но если понять какие объемы информации 
зачастую приходится загружать, то такое количество функций достаточно 
велико.  
 
 Output  
Данный модуль представляет собой достаточно узкоспециализированный 
набор функций по работе с 3d сценой. В данном модуле реализован функционал 
по выводу разного рода структур данных на сцену от простых массивов до 






Компонент представляет собой модуль для структурирования и хранения 
данных загружаемых в проект по ходу исполнения приложения. Данный модуль 
по своей задаче один из самых сложных в реализации так как должен хранить 
описание всех видов структур данных объединять их в более сложные получая 
высокоуровневые конструкции.  Графические данные по своему назначению 
являются очень большими. В основном данные представляют собой координаты, 
нормали, текстурные координаты, цвет текстур, и т.д. Данные типы данных 
описывают только одну вершину модели так что если модель содержит в себе 
много тысяч вершин, то количество данных становится просто огромным. В 
итоге загрузив такую модель нужно её рассортировать по структурам что 
представляет собой не легкую задачу для программиста.  
 
 Manager 
Модуль отвечающий за работу всех компонентов графического 
приложения. К примеру, данный модуль отвечает за создание окна за хранение 
всех его компонентов. В итоге модуль дает возможность пользователю создавать 
и управлять окном, манипуляторами и другими необходимыми компонентами, 
не прибегая к изучению низкоуровневого WinAPI. Модуль хранит все данные 
необходимые для работы с графическим приложением.  
 
 Processing 
В данном модуле собрались функции, конструкции и классы, которые 
необходимы другим модулям для полнофункциональной работы. Если 
посмотреть по подробней, то вся обработка все преобразование данных проходят 
через эти функции. Сами же эти функции между собой слабо связаны, то есть 
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практически все из них не имеют зависимостей кроме нескольких которые 
представляют собой разбиение на конструкции не захламляющие исходный код. 
 
2.3.2. Организация данных в программе. 
 
Самый обширный пункт в проекте где происходит работа с графическими 
данными является описание организации этих самых данных. Исходя из моего 
изложения ранее можно сразу догадаться что речь сейчас пойдет о модуле 
Resources. Так как организация ресурсов в проекте одна из важнейших частей 
был выделен и спроектирован модуль который несет в себе задачу хранения и 
описание структур, дающих возможность остальным модулям беспрепятственно 
работать с такими типами данных. 
Организация данных в проекте будет описана максимально 
высокоуровневыми структурами, которые описывают глобальные сущности и 
хранят в себе комплексные данные. Такими структурами являются: track, texture, 
shaderV, shaderP, model, object, scene.  
 
Структуры данных в программном комплексе. 
 
 model 
Данная структура является основой всего программного комплекса так как 
описывает основную структуру хранения графических данных в проекте. Данная 
структура содержит в себе огромное множество структур, которые описывают 
все виды данных предоставляемых внешним форматом хранения данных под 
названием COLLADA.   
Формат COLLADA представляет собой описательный файл структурно 
построенный на языке разметки XML. Формат имеет расширение «.dae». Данный 
тип файлов для обмена данными между 3D приложениями был разработан 
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некоммерческой организацией Khronos Group. Данный формат отличается от 
остального доступного описания данных понятным синтаксисом и 
распространенностью. После загрузки данных из данного формата необходимо 
полученный сырой текст отсортировать по структурам и в финале предоставить 
в виде глобальной структуры, описывающей модель. 
Структура описывающая модель состоит из таких элементов как: 
o modelName – параметр описывающий название модели. 
Данный параметр может хранить и полный путь до модели. 
 
o modelFullName – Обязательно содержит путь до файла модели. 
 
o pObjects – Содержит один или более объектов из которых 
состоит модель. 
 
o pControllers – Часть данных описывающих скелетную 
анимацию дающая указания какие матрицы принадлежат к 
каким костям. 
 
o pAnimation –  Содержит данные описывающие анимацию то 
есть время воспроизведения сила преобразования матрица 
преобразования кадра анимации [9].  
 
o pMaterials – Описывает все преобразования с текстурой 
модели. Цвет, текстура, блеск, зеркальность и т.д. 
 
o pImages – Хранит пути к необработанным текстурам. 
 
o pEffects – Описывает преобразование модели её освещение 




o pNodes –  представленные здесь данные описывают 
построение 3D сцены так же храня первоначальное положение 
костей анимации. 
 
o pBuffer – содержит в себе полностью сформированные 
массивы данных по шаблону потока идущего на обработку в 
шейдер. 
 
В итоге структура описывающая модель даже описывая её не полностью, 
а только первый уровень унаследованных структур является достаточно 
большим массивом данных. Данная структура позволяет максимально полно 
описывать модель, загруженную из файла формата COLLADA. Данная 








В программном комплексе была предусмотрена работа со встроенным 
компонентом DirectX называющимся DirectAudio. Структура track позволяет 
хранить звуковые файлы и в любой момент воспроизводить их так как звуковой 
интерфейс обрабатывается в отдельном потоке.  
В качестве библиотеки по работе со звуком была использована библиотека 
XAudio2[3] разработанная Microsoft поставляемая с DirectX. Данная библиотека 
позволяет работать со звуком на более низком уровне. Библиотека является 
приемником стандартного DirectAudio. XAudio2 позволяет работать с 
приложениям разрабатываемыми под Xbox 360. 
 
Структура описывающая звуковой файл состоит из таких элементов как: 
 
o trackName – Данный параметр описывает имя фала. Так же 
возможно описывает и путь к фалу. 
 
o mWF –  Описывает звуковой буфер данных. Хранит параметры и 
состояние звукового файла. 
 
o mXA – Данный параметр описывает тип звукового сигнала. 
 
o gSource – Данный параметр описывает указатель на формат 
данных IXAudio2SourceVoice который позволяет устанавливать 
данные в поток. 
 




o gEngine – Указатель на звуковой движок обрабатывающий 
установленные в поток звуковые данные. 
 
По итогу можно отметить что структура track не велика, но при этом 
хранит в себе достаточно большой набор возможностей, реализовав который 
можно в полной мере использовать звуковые файлы. Диаграмма зависимостей 
изображена на рисунке 3. 
 
 




В отличии от текстур, поставляемых вместе с моделью пользователю так 
же потребуется загружать текстуры вручную. Для таких случаев была 
реализована структура texture. Данная структура является одной из самых 
простых в реализации так как работа с текстурами в DirectX и так на достаточно 
высоком уровне. Однако нет такого места где бы можно было хранить текстуры. 






Структура, описывающая текстуру, состоит из таких элементов как: 
 
o textureName – Данный параметр описывает имя загруженной 
текстуры.  Так же может содержать путь до загруженного 
файла текстуры. 
 
o data – Представляет собой высокоуровневый интерфейс 
работы с текстурой. Данный тип данных описан в DirectX и 
позволяет загружать графические данные и выводить их в виде 
текстуры. 
 
По окончанию описания можно сказать что данная структура имеет смысл 
лишь в виде винтика во всем проекте. Использовать же её отдельно не имеет 




Рисунок 4. Диаграмма зависимости структуры texture. 
 
 shaderV, shaderP. 
Одним из важных составляющих разработки графических приложений 
является производительность разрабатываемых продуктов. Производить 
расчеты на центральном процессоре огромного количества однообразной 
информации зачастую не эффективно. Для таких задач существует графический 
процессор, дающий при той же нагрузке гораздо выше производительность за 
счет архитектуры. Для описания шейдеров используется язык ассемблер или 
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более высокоуровневый шейдерный язык HLSL. Во время исполнения к проекту 
подключаются файлы, написанные на языке HLSL которые в свою очередь 
можно описать как шейдеры. Данные файлы содержат в себе инструкции, 
которые в последствии заменят отдельные элементы графического конвейера что 
позволит производить преобразование вершин на графическом процессоре [8].  
В нашем случае замена производится двумя составляющими такими как 
пиксельный шейдер и вершинные шейдер. Данные шейдере отвечают за два 
этапа построения графической сцены. Первый это формирования объекта из 
вершин за что отвечает вершинный шейдер. Второй это заполнение экрана 
цветом относительно вершинного шейдера за этот этап отвечает пиксельный 
шейдер. 
 
Структура, описывающая вершинный шейдер, состоит из таких элементов 
как: 
o VertShaderName –  Данный параметр описывает имя шейдера. 
Так же может содержать путь до шейдера. 
 
o pVertShader – Изначально разработанный тип данных 
LPDIRECT3DVERTEXSHADER9 позволяющий загружать 
вершинный шейдер и без труда хранить его по ходу проекта. 
 
o pConstTableVert – Параметр представляет собой таблицу 
констант которая предопределяет входные данные между 
программой и исполняемым кодом шейдера. 
 
 




o pixShaderName –  Данный параметр описывает имя шейдера. 
Так же может содержать путь до шейдера. 
 
o pPixSader – Изначально разработанный тип данных 
LPDIRECT3DPIXELSHADER9 позволяющий загружать 
пиксельный шейдер и без труда хранить его по ходу проекта. 
 
o pConstTablePix – Параметр представляет собой таблицу 
констант которая предопределяет входные данные между 
программой и исполняемым кодом шейдера 
 
 
По итогу можно сказать что данные структуры созданы исключительно 
чтобы дополнить информацию о шейдере такую как имя и путь. В последствии 
дающая возможность обращаться к файлу шейдера для получения 
скорректированных данных. Диаграмма зависимостей изображена на рисунке 5. 
 
 








Хоть модель и описывает все загруженные данные из внешнего файла, она 
хранит в себе только исходные данные, а для того чтобы объект можно было 
использовать на сцене или проще говоря при выводе его на экран необходимы 
дополнительные параметры, которые хранит в себе object. Данная структура 
является частью более высокоуровневой структуры scene которая компонует и 
настраивает каждый объект сцены. Представляет собой набор параметров, 
характеризующих объект как индивидуальный. То есть десять объектов могут 
указывать на одну модель, но при этом позиционировать её на сцене по-разному 
что дает возможность управлять сценой и каждым объектом по отдельности. 
Данная структура хранит в себе еще не мало параметров их мы рассмотрим чуть 
ниже. 
Структура, описывающая объект, состоит из таких элементов как: 
o id – Идентификатор представляющий собой личный номер 
объекта. 
 
o active – Параметр отображения позволяющий изменять 
видимость объекта на сцене. 
 
o prType – Параметр отображения отвечающий за тип 
построения объекта. 
 
o nameModel – Данный параметр описывает имя модели из 
которой был взят данный объект. 
 
o nameObject – Данный параметр описывает имя объекта сцены. 
 
o obj – Параметр указывающий на массив данных по которым 




o settingsTransform – Параметр который преобразовывает 
объект. То есть изменяет, положение, вращение, размер и т.д. 
 
o settingsAnimation – Параметр отвечающий за хранения кадров 
анимации. Позволяет проигрывать анимацию с разными 
параметрами такими как скорость, направление, 
зацикленность [7]. 
 
o pVshader – Данный параметр указывает на объект вершинного 
шейдера. Данный шейдер индивидуально устанавливается для 
каждого объекта.  
 
o vs_attr – Параметр отвечающий за установку констант в 
вершинный шейдер. Позволяет избежать проблем с 
установкой констант, когда объектов на сцене много и у 
каждого нужно изменить константу. 
 
o pPshader – Данный параметр указывает на объект пиксельного 
шейдера. Данный шейдер индивидуально устанавливается для 
каждого объекта. 
 
o ps_attr – Параметр отвечающий за установку констант в 
пиксельный шейдер. Позволяет избежать проблем с 
установкой констант, когда объектов на сцене много и у 
каждого нужно изменить константу. 
 





Подведя итоги можно отметить что данная структура необходима для 
работы с графикой. Без данной структуры было бы сложно проектировать 
больше графические сцены. Без неё пришлось бы перегружать приложения 
повторяющимися ресурсами в следствии чего пострадал бы производительность 
[15]. Диаграмма зависимостей структуры object изображена на рисунке 5. 
 
 









Когда описываются графические сцены всегда представляются большие 
загруженные объектами сцены, они могут быть нагружены тысячами объектов 
или наборов объектов, представляющие собой целы модели. В моем проекте 
структура scene представлена для того чтобы пользователь мог форматировать 
большое количество объектов и составлять из них графические сцены. Когда 
программист хочет спроектировать интерфейс или какое-то помещение на 3d 
сцене если у него нет такой структуры ему придется описывать огромное 
множество деталей при этом не как их, не структурируя и пытаться в 
последствии управлять этой кучей кода.  
Что же позволяет структура scene в данном проекте. Она упрощает работу 
со сценой тем самым позволяя снять с программиста ответственность за целый 
ряд действий связанных с описанием положения каждый раз, когда будет 
необходимо вывести модель, вручную преобразовывать мировую матрицу для 
изменения положения объекта на сцене и т.д. Когда программист захочет 
описать сцену ему достаточно будет инициализировать объект структуры scene 
и заполнить его необходимыми ему ресурсами получая в финале 
высокоуровневую конструкцию по работе с графической сценой. 
 
Структура, описывающая сцену, состоит из таких элементов как: 
o nextId – Данный параметр необходим для отслеживания 
поступающих объектов на сцену. Он хранит в себе 
идентификатор следующего объекта сцены. 
 
o active – Параметр описывающий состояние сцены. Позволяет 
в любой момент по ходу выполнения приложения выкинуть 




o prType – Параметр, отвечающий за тип построения всей сцены 
аналогичный параметру, отвечающему за построение 
отдельного объекта. Если данный параметр активен параметр 
объекта игнорируется. 
 
o sceneName – Данный параметр содержит в себе имя сцены 
необходимое для поиска сцены среди массива других сцен. Так 
же используется в качестве описательного компонента сцены. 
 
o objects – Один из главнейших параметров указывающий на 
объекты используемые в этой сцене не несет в себе никакой 
дополнительной информации только указатель на 
существующие объекты используемые в построение данной 
сцены. 
 
Подводя итог описание данной структуры, можно сказать что данная 
структура незаменима в построении больших сцен. Она позволяет грамотно 
обрабатывать большое количество объектов и присваивать объектам 
индивидуальные параметры. Без данной структуры построение больших сцен 
представляло бы собой написание громоздких функций, описывающих все 
действия, которые необходимо применить к каждому объекту и поочередный их 









2.3.3. Функции модулей. 
Представленное выше описание модулей, на которые разделен 
программный комплекс несет в себе еще достаточно обширный набор функций, 
которые по подробнее будут описаны ниже [10]. Данные модули и их 
функционал тесно связаны так как модули имеют очень узконаправленный тип 
выполняемых им задач. Например, модули Input и Output управляют входными 
и выходными данными проекта.  
 Функционал модуля Input. 
 
o loadModel – К первой из описываемых функциональных 
элементов модуля относится функция loadModel позволяющая 
загружать графические данные из специализированных 
файлов формата COLLADA [12]. Данный тип графических 
данных поддерживает работу с анимацией. Функция 
принимает в качестве аргументов путь до файла. 
Возвращаемое значение этой функции является модель, 
описанная в структурах ранее. Сложность реализации этой 
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функции велика так как для разработки загрузчика пришлось 
изучать документацию по работе с фалами COLLADA строить 
достаточно сложную структуру с зависимостями и 
производить достаточно большое количество преобразований. 
Так как COLLADA построен на XML структуре многообразие 
возможных комбинаций структур файлов, которые можно 
реализовать достаточно велико [5]. 
 
o loadTrack – Данная функция является дополнительным 
функционалом. Представляет из себя сложную 
низкоуровневую реализацию загрузки фала формата wav. 
Принимает в качестве входных параметров путь до файла, а на 
выход выдает структуру track описанную в разделе структур. 
Данная функция является сложной исключительно в 
реализации. После описание её компонентов в проекте 
пользоваться данной технологией стало достаточно просто [4]. 
 
o loadTexture – Достаточно простая функция загружающая 
текстуру из файла. Данная функция поддерживает текстуры 
форматов: .bmp, .dds, .dib, .hdr, .jpg, .pfm, .png, .ppm, and .tga. 
На вход данной функции так же поступает путь до файла. По 
завершению функция выдает данный описанные структурой 
texture которая в полной мере описана выше. 
 
o loadVertexShader – Данная функция предназначена для 
загрузки вершинного шейдер в память, компиляцию его и 
подготовки к использованию. По ходу выполнения функции 
происходит загрузка исходного кода шейдера его компиляция 
и запись в структуру shaderV. Входными данными 
поступающими в функцию является путь до файла шейдера. 
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Выходным же фалом является структура shaderV описанная 
выше. 
 
o loadPixelShader – Функция идентична предыдущей за 




 Функционал модуля Output. 
 
o dModel – Первая из функций модуля вывода реализовывает 
вывод модели. Функция не поддерживает управления моделью 
так что это придется выполнять перед вызовом функции. 
Данная функция принимает в качестве входных значений 
указатель на модель и тип построения этой модели. Типы 
построения моделей разделяются на несколько подтипов таких 
как: D3DPT_POINT, D3DPT_LINE, D3DPT_TRIANGLE. 
Выходные данные данной функции это изображение модели в 
графическом окне. 
 
o dObject – Одна из функций по выводу графики на экран. 
Данная функция предоставляет возможно выводить буфер 
графических данных. На вход поступает указатель на буфер 
формата bufferObj описанного выше и тип построения 
моделей. На выход поступает графическая информация, 
выведенная на графическом экране. 
 
o dArray – Данная функция позволяет выводить на экран массив 
данных который был построен на шаблоне BUFFER и 
представляющий собой массив графических данных. На вход 
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передается массив графических данных и тип построения 
модели.  
 
o dScene – Одна из самых сложных функций по выводу графики 
позволяет выводить на экран сцену. Сцена же может 
представлять из себя от обычного массива данных до 
множества объектов. Каждый из которых поддается 
изменению и может повторятся, не загружая память лишними 
данными. Функция принимает в качестве параметров 
указатель на структуру типа scene. Тип построения моделей 
указывается напрямую в структуре. На выход же подается 
графическая информация, выведенная на экран. 
 
o dText – Данная функция позволяет выводить на экран 2D текст. 
Функция поддерживает все шрифта от Microsoft. Позволяет 
полностью настраивать текст. На вход поступает текст 
сообщения, область вывода, описанная типом данных RECT, и 
цвет, описанный форматом D3DCOLOR. 
 
 
 Функционал модуля Manager. 
 
o createWindow – Первая из описываемых функций модуля 
Manager стала createWindow. Данная функция взяла на себя все 
приготовления приложения к работе с графикой, 
отслеживания манипуляторов и т.д. Функция регистрирует все 
необходимые конструкции для возможности работы с 
графическим приложением. В качестве входных данных 
принимает один обязательный параметр и два необязательных. 
Обязательный параметр — это параметр созданного класса 
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WinAPI получаемого при старте программы. Два не 
обязательных параметра это указатели на пред настройки, 
которые позволяют перед созданием окна вручную настроить 
его через более низкую реализацию на WinAPI. По 
выполнению функции создается окно WinAPI, графическое 
окно, регистрируются манипуляторы мышь и клавиатура, и 
записываются все необходимые структуры, которые 
позволяют работать с окном далее [2]. 
 
o editWindow – Данная функция позволяет отредактировать 
настройки окна приложения. Представляет из себя функцию 
по перезапуску программы, то есть функция не редактирует 
уже имеющийся, а пересоздает его с нуля. На вход поступают 
два необязательных параметра такие же, как и в предыдущей 
функции. После выполнения все интерфейсы перезагружаются 
и готовы к работе.  
 
o destroyWindow – Функция удаления окна. Не путать с 
функцией завершения приложения данная функция удаляет 
все интерфейсы по работе с графическим окном, а приложение 
продолжает работать. Входные данные отсутствуют, а 
результатом исполнения функции является завершённая 
работа графического окна. 
 
o getHWnd – Данная функция предназначена для получения 
доступа к указателю на созданное окно. Входные данные 
отсутствуют. Выходные данные представляют собой указатель 




o editFont – Так как шрифты инициализируются при создании 
окна то по ходу проекта их сменить составляет большие 
усилия. Была реализована функция по редактированию 
шрифта. Входными данными к которым поступают размер 
шрифта и его тип. На выходе же все последующие выводе 
текста будут осуществляется, используя этот шрифт.   
 
o getFont – Функция позволяющая получить указатель на 
созданный элемент текста. На вход ничего не поступает на 
выход же поступает указатель на объект формата 
LPD3DXFONT который хранит в себе полное описание 
шрифта. 
 
o getKeyboardState – Данная функция предназначена для 
получения указателя на обработчик нажатий с клавиатуры. 
Входные данные отсутствуют, а на выход предоставляется 
объект класса LPDIRECTINPUTDEVICE8 с помощью 
которого можно отследить нажатие клавиш. 
 
o getMouseState – Функция предназначена для получения 
указателя на устройство мыши для дальнейшего отслеживания 
событий. Нет параметров на вход. На выход поступает COM 
объект DIMOUSESTATE с помощью которого можно 
отследить работу мыши. 
 
o getDevice – При создании графического окна главным 
компонентом с помощью которого можно управлять 
графическим окном является COM объект типа 
LPDIRECT3DDEVICE9. Данная же функция предоставляет 
48 
 
доступ к данному объекту. Нет параметров на вход. На выход 
подается указатель на COM объект [11]. 
 
o getWParameters – Данная функция позволяет получить данные 
о параметрах окна. Функция ничего не принимает на вход. На 
выход выдает данные о окне типа WNDCLASSESEX_EX. 
 
o getGParameters – Функция похожа на предыдущую за 
исключением того что возвращаемая информация описывает 
графическое окно. На вход данной функции ничего не 
поступает. На выход поступают данные типа 
D3DPRESENT_PARAMETERS [14]. 
 
o setRenderfunc – Работа графического окна специфична. Для её 
работы должно быть определено место где будет происходить 
обработка и вывод графики. Данное место описывает сам 
пользователь. И после описания предоставляет функции 
setRenderfunc указатель на неё. На вход данной функции 
поступает указатель на функцию. На выходе мы получаем 
вызов функции, указанной во входных данных и возможность 
работать с выводом графики в своей функции. 
 
o close – Одна из функций модуля Manager. Данная функция 
позволяет завершить работу программы. Функция не 
принимает ничего на вход. По завершению функции 
выполняемая программа закроется. 
 
o startHandler – Функция обработчик окна. Данная функция 
начинает работу приложения. На вход ничего не поступает. 




o updateCam – Функция позиционирования и настройки окна 
вывода. Данная функция обновляет настройки камеры что 
позволяет установить параметры вывода. На вход ничего не 
поступает. При вызове обновляет параметры камеры. 
 
o getMessage – После начала работы startHandler, COM объект 
MSG начинает считывать события окна. Функция getMessage 
позволяет получить указатель на этот объект для последующей 
работы с ним. 
 
o getCamSetting – Функция updateCam позволяет обновить 
камеру однако настройка камеры происходит в изначально 
созданной структуре CAMERA которую можно получить 
вызвав функцию getCamSetting. Данная функция ничего не 
принимает на вход. На выход поступает структура CAMERA с 
помощью, которой можно изменить настройки камеры. 
 
 
 Функционал модуля Resource. 
 
o setObject – В модуле Resource главная задача это хранение 
данных. Данные нужно использовать по ходу проекта поэтому 
были реализованы функции по управлению этими ресурсами. 
setObject представляет собой функцию дающую возможность 
записать объект в ресурсы что позволит использовать его 
позже. Она принимает на вход указатель на объект и флаг 
описывающий этот объект. По окончанию этот объект 




o getObject – Данная функция позволяет получить любой объект 
из ресурсов к таким объектам относятся: object, model, texture, 
track, shaderV, shaderP, scene. На вход принимает название 
объекта и флаг описывающий этот объект. 
 
o getAll – Функция передает пользователю указатель на все 
объекты указанного типа. На вход поступает флаг 
описывающий тип объектов. На выход поступает массив 
объектов данного типа.  
 
o deleteObject – Данная функция позволяет удалить объект из 
ресурсов. На вход поступает имя объекта и флаг описывающий 
тип объекта. По окончанию работы указанный во входных 
данных файл удаляется. 
 
 
 Функционал модуля Processing. 
 
o transform – Данная функция позволяет преобразовывать 
данные положения вращения и размера в матрицу 
преобразования. На вход поступают параметры положения 
вращения и размера. По окончанию работы функция выдает 
матрицу преобразованную согласно входным данным. 
 
o manualControl – Функция предназначенная для простого 
управления камерой. Управление осуществляется клавиатурой 
с мышью. Данная функция предназначена для отладки. 
Позволяет проверять графическую сцену на наличие 
артефактов. На вход ничего не передается. По итого 
51 
 
выполнения происходит преобразование камеры согласно 
командам от пользователя. 
 
o pick – Функция позволяющая выделять объекты 3D 
пространства мышью находящуюся в 2D пространстве. На 
вход принимается объект 3D пространства на выход 
сообщается было ли взаимодействие с объектом. 
 
o getParameter – Функция разработанная специально для 
вычленения данных из файла формата dae. Позволяет получить 
из строки только параметр нужный вам. На вход поступает не 
обработанная строка. По окончанию работы функция выдает 
указанный во входных данных параметр. 
 
o getArrElem – Данная функция позволяет получить элемент 
массива структуры geometry. На вход поступают структура 
geometry, имя массива, позиция элемента и идентификатор. На 
выход поступает число.  
 
o getArray – Функция преобразовывающая строку с данными в 
массив чисел. На вход поступает строка и указатель на массив. 
По окончанию функции на выход поступает массив 
целочисленных данных. 
 
o getArrayName –  Функция преобразовывающая стоки с 
данными в массив строк. На вход поступает строка и указатель 





o convertData –  Функция предназначена для пост обработки 
структуры model. В задачу функции входит составление на 
основе имеющихся данных буферы данных подготовленные к 
выводу на экран.  На вход поступает структура model и 
указатель на LPDIRECT3DDEVICE9 который необходим для 
компоновки буферов. На выход получаем структуру model с 
конвертированными данными. 
 
2.3.4. Технико-математическое описание задачи. 
Расчеты в программном комплексе проводились в основном с матрицами. 
Основной тип матриц, используемых в проекте это матрицы четыре на четыре. 
Данный тип матриц позволяет преобразовывать модели любым образом.  
Вектора так же, как и матрицы необходимы для работы с графикой. Все 
положения расстояния от точки до точки измеряются через вектора. Любое 
расстояние на сцене — это не простое число, а набор начальных и конечных 
координат что влечет за собой потребность в расчетах расстояния, нахождение 
прямой на плоскости и т.д.  
В данном проекте как один из примеров использования математики для 
расчета взаимодействия объектов 2D сцены с объектами 3D сцены в функции 









 Преобразование 2d объекта сцены в 3d объект. 
 
v.x = (((2.0f * (ptCursor.x)) / pHWI->d3dParam.BackBufferWidth ) - 1) / pMatrixP._11; 
v.y = -(((2.0f * (ptCursor.y)) / pHWI->d3dParam.BackBufferHeight ) - 1) / pMatrixP._22; 
v.z = 1.0f; 
 
 
 Инвертирование полученной матрицы. 
 
D3DXMatrixInverse(&mMatrix, NULL, &pMatrixWV); 
 
 
 Преобразование 3d объекта в вектор. 
 
vPickDir.x = v.x * mMatrix._11 + v.y * mMatrix._21 + v.z * mMatrix._31; 
vPickDir.y = v.x * mMatrix._12 + v.y * mMatrix._22 + v.z * mMatrix._32; 
vPickDir.z = v.x * mMatrix._13 + v.y * mMatrix._23 + v.z * mMatrix._33; 
vPickOrign.x = mMatrix._41; 
vPickOrign.y = mMatrix._42; 
vPickOrign.z = mMatrix._43; 
 
 
 После проведения преобразований происходит проверка пресечения 
вектора со всеми плоскостями объекта поступившего на проверку. Если 







2.4. Инструкция пользователя. 
Раздел представляет собой описание работы с программным комплексом. 
Работа с комплексом описана в виде полной последовательности действий 
необходимых для начала работы с программным комплексом. Так же инструкция 
описывает последовательность действий для запуска приложения написанного с 
использованием разработанного комплекса. Инструкция содержит в себе 
описания пунктов, по которым можно будет определить именно ту область 
программного комплекса, которая нужна разработчику.  
Данный программный комплекс не является конечным программным 
продуктом, а предназначен для пользователей, которые знакомы с основами 
языка программирования С++ и с графическим API DirectX 9c. Пользователь без 
этих знаний не сможет воспользоваться этим программным комплексом. 
 
 
2.4.1. Как работать с программным комплексом. 
Для того чтобы начать использовать программный комплекс необходимо 
изучить основы C++ и графический API DirectX 9c. После чего ознакомится с 
представленным описанием функционала программного комплекса. По 
окончанию необходимо скомпилировать статическую библиотеку из исходных 
файлов под ваш проект. Если вы используете Visual Studio с версии 13, то вы 
можете использовать уже скомпилированный вариант программного комплекса. 
 
2.4.2. Как использовать программный комплекс в собственном 
проекте. 
Для того чтобы использовать программный комплекс в вашем проекте 
необходимо его подключить для этого необходимо в настройках компилятора 




После выполнения всех действий описанных выше программист получает 
полный доступ ко всем компонентам программного комплекса и может 
использовать его.  
2.4.3. Запуск exe-файла. 
Для запуска приложения использовавшего программный комплекс 
необходимо до установить на систему ряд библиотек, идущих в комплекте при 




Во время выполнения работы был спроектирован и разработан 
программный комплекс, представляющий собой средство для разработки 
графических приложений, выполненное в форме подключаемой статической 
библиотеки. 
Работа выполнена на языках программирования C++, HLSL и графическом 
API DirectX 9c. 
Все поставленные задачи в проекте были выполнены из них можно 
выделить четыре глобальные такие как: Реализация менеджера управления 
всеми данными по ходу проектирования ПО, разработка модуля ввода данных в 
программу, разработка модуля по выводу данных из программы и разработка 
модуля хранения данных. 
В результате выполнения работы были освоены новые навыки в области 
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Приложение А - Примеры использования программного комплекса. 
 
Программный комплекс применим для разработки графических 
интерфейсов. На рисунке 8 показан пример реализации интерфейса для 
отображения и взаимодействия с базой данных.  
 
 









Программный комплекс применим для разработки макетов. На рисунке 9 
показан пример реализации макета промышленного склада. Так же в данном 
примере использован не стандартный конвейер вывода. Были заменены 
пиксельный и вершинный шейдера. Добавлены эффекты нормализованного 
освещения и прозрачности. 
 
 











Программный комплекс поддерживает работу с технологиями frame 
animation и skeletal animation. На рисунке 10 показан пример загруженной модели 
с набором костей, но без анимации.  
 
 












На рисунке 11 показан вывод 10000 моделей с просчетом и проигрыванием 
скелетной анимации. На данном примере можно сделать вывод о 
производительности программного комплекса. 
 
 












Приложение Б - Описание разработанных модулей. 
 







Модули отвечают за определенные области действий. Каждый модуль 
разрабатывался с возможностью расширения функционала. 
 
Resources. 
Модуль Resources предназначен для хранения информации описанной в 
реализации программы. Данный модуль содержит в себе описание структур 
данных и класс по их хранению. 
 














void cResources::setObject(void *pointer, flagObj objType) 
{ 
 switch (objType) 
 { 
  case OT_MODEL: 
  { 
   pModels.push_back((model*)pointer); 
   break; 
  } 
  case OT_SCENE: 
  { 
   pScene.push_back((scene*)pointer); 
   break; 
  } 
  case OT_TEXTURE: 
  { 
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   pTextures.push_back((texture*)pointer); 
   break; 
  } 
  case OT_VSHADER: 
  { 
   pShadersV.push_back((shaderV*)pointer); 
   break; 
  } 
  case OT_PSHADER: 
  { 
   pShadersP.push_back((shaderP*)pointer); 
   break; 
  } 
  case OT_MUSIC: 
  { 
   pTracks.push_back((track*)pointer); 
   break; 




void * cResources::getObject(std::string name, flagObj flag) 
{ 
 switch (flag) 
 { 
  case OT_MODEL: 
  { 
   for (UINT i = 0; i < pModels.size(); i++) 
   { 
    if (pModels.at(i)->modelName == name) 
     return pModels.at(i); 
   } 
   break; 
  } 
  case OT_SCENE: 
  { 
   for (UINT i = 0; i < pScene.size(); i++) 
   { 
    if (pScene.at(i)->sceneName == name) 
     return pScene.at(i); 
   } 
   break; 
  } 
  case OT_TEXTURE: 
  { 
   for (UINT i = 0; i < pTextures.size(); i++) 
   { 
    if (pTextures.at(i)->textureName == name) 
     return pTextures.at(i); 
   } 
   break; 
  } 
  case OT_VSHADER: 
  { 
   for (UINT i = 0; i < pShadersV.size(); i++) 
   { 
    if (pShadersV.at(i)->vertShaderName == name) 
     return pShadersV.at(i); 
   } 
   break; 
  } 
  case OT_PSHADER: 
  { 
   for (UINT i = 0; i < pShadersP.size(); i++) 
   { 
    if (pShadersP.at(i)->pixShaderName == name) 
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     return pShadersP.at(i); 
   } 
   break; 
  } 
  case OT_MUSIC: 
  { 
   for (UINT i = 0; i < pTracks.size(); i++) 
   { 
    if (pTracks.at(i)->trackName == name) 
     return pTracks.at(i); 
   } 
   break; 
  } 
 } 
  
 return NULL; 
} 
 
void  cResources::deleteObject(std::string name, flagObj flag) 
{ 




Модуль Input предназначен для организации ввода данных в временную 
память программы. Данный модуль представляет собой набор функций по 
загрузки данных. 
 




model* in::loadModel(std::string nameFile) 
{ 
 if (nameFile.empty()) return NULL; 
 PDIRECT3DDEVICE9 pDevice = manager.getDevice(); 
 if (pDevice == NULL) return NULL; 
 
 std::fstream file_data; 
 model *tmpModel = new model(); 
 
 std::string tmpName; 
 UINT i = 0; 
 for (i = (nameFile.size() - 1); i > 0; i--) 
 { 
  if (nameFile.at(i) == '/') break; 
 } 
 for (i += 1; i < nameFile.size(); i++) 
 { 
  tmpName.push_back(nameFile.at(i)); 
 } 
 tmpModel->modelName = tmpName; 
 tmpModel->modelFullName = nameFile; 
 
 file_data.open(nameFile); 




 std::string tmpStr; 
 while (!file_data.eof()) 
 { 
  std::getline(file_data, tmpStr); 
  // Логика загрузчика  
 } 
 convertData(tmpModel, pDevice); 
 for (UINT i = 0; i < tmpModel->pNodes.size(); i++) 
 { 
  if (tmpModel->pNodes.at(i).pRootBone != NULL) 





 return tmpModel; 
} 
 
track * in::loadTrack(std::string nameFile) 
{ 
 if (nameFile == "None") 
  return NULL; 
 
 std::ifstream inFile(nameFile, std::ios::binary | std::ios::in); 
 if (inFile.bad()) 
  return NULL; 
 
 DWORD dwChunkId = 0, dwFileSize = 0, dwChunkSize = 0, dwExtra = 0; 
 track *tmpTrack = new track(); 
 
 tmpTrack->trackName = nameFile; 
 
 CoInitializeEx(NULL, COINIT_MULTITHREADED); 
 if (FAILED(XAudio2Create(&tmpTrack->gEngine, 0, XAUDIO2_DEFAULT_PROCESSOR))) 
 { 
  tmpTrack->gEngine->Release(); 
  return NULL; 
 } 
 if (FAILED(tmpTrack->gEngine->CreateMasteringVoice(&tmpTrack->gMaster))) 
 { 
  tmpTrack->gEngine->Release(); 
  return NULL; 
 } 
 
 //look for 'RIFF' chunk identifier 
 inFile.seekg(0, std::ios::beg); 
 inFile.read(reinterpret_cast<char*>(&dwChunkId), sizeof(dwChunkId)); 
 if (dwChunkId != 'FFIR') 
 { 
  inFile.close(); 
  return NULL; 
 } 
 inFile.seekg(4, std::ios::beg); //get file size 
 inFile.read(reinterpret_cast<char*>(&dwFileSize), sizeof(dwFileSize)); 
 if (dwFileSize <= 16) 
 { 
  inFile.close(); 
  return NULL; 
 } 
 inFile.seekg(8, std::ios::beg); //get file format 
 inFile.read(reinterpret_cast<char*>(&dwExtra), sizeof(dwExtra)); 
 if (dwExtra != 'EVAW') 
 { 
  inFile.close(); 





 //look for 'fmt ' chunk id 
 bool bFilledFormat = false; 
 for (unsigned int i = 12; i < dwFileSize;) 
 { 
  inFile.seekg(i, std::ios::beg); 
  inFile.read(reinterpret_cast<char*>(&dwChunkId), sizeof(dwChunkId)); 
  inFile.seekg(i + 4, std::ios::beg); 
  inFile.read(reinterpret_cast<char*>(&dwChunkSize), sizeof(dwChunkSize)); 
  if (dwChunkId == ' tmf') 
  { 
   inFile.seekg(i + 8, std::ios::beg); 
   inFile.read(reinterpret_cast<char*>(&(tmpTrack->mWF)), sizeof(tmpTrack->mWF)); 
   bFilledFormat = true; 
   break; 
  } 
  dwChunkSize += 8; //add offsets of the chunk id, and chunk size data entries 
  dwChunkSize += 1; 
  dwChunkSize &= 0xfffffffe; //guarantees WORD padding alignment 
  i += dwChunkSize; 
 } 
 if (!bFilledFormat) 
 { 
  inFile.close(); 
  return NULL; 
 } 
 
 //look for 'data' chunk id 
 BYTE* m_waveData; 
 bool bFilledData = false; 
 for (unsigned int i = 12; i < dwFileSize;) 
 { 
  inFile.seekg(i, std::ios::beg); 
  inFile.read(reinterpret_cast<char*>(&dwChunkId), sizeof(dwChunkId)); 
  inFile.seekg(i + 4, std::ios::beg); 
  inFile.read(reinterpret_cast<char*>(&dwChunkSize), sizeof(dwChunkSize)); 
  if (dwChunkId == 'atad') 
  { 
   m_waveData = new BYTE[dwChunkSize]; 
   inFile.seekg(i + 8, std::ios::beg); 
   inFile.read(reinterpret_cast<char*>(m_waveData), dwChunkSize); 
   tmpTrack->mXA.AudioBytes = dwChunkSize; 
   tmpTrack->mXA.pAudioData = m_waveData; 
   tmpTrack->mXA.PlayBegin = 0; 
   tmpTrack->mXA.PlayLength = 0; 
   bFilledData = true; 
   break; 
  } 
  dwChunkSize += 8; //add offsets of the chunk id, and chunk size data entries 
  dwChunkSize += 1; 
  dwChunkSize &= 0xfffffffe; //guarantees WORD padding alignment 
  i += dwChunkSize; 
 } 
 if (!bFilledData) 
 { 
  inFile.close(); 
  return NULL; 
 } 
 










texture* in::loadTexture(std::string nameFile) 
{ 
 if (nameFile.empty()) return NULL; 
 PDIRECT3DDEVICE9 pDevice = manager.getDevice(); 
 if (pDevice == NULL) return NULL; 
 
 texture *tmpTexture = new texture(); 
 tmpTexture->textureName = nameFile.c_str(); 
 D3DXCreateTextureFromFile(pDevice, nameFile.c_str(), &tmpTexture->data); 
 return tmpTexture; 
} 
 
shaderV * in::loadVertexShader(std::string nameFile) 
{ 
 shaderV *tmpShader = new shaderV(); 
 tmpShader->vertShaderName = nameFile; 
 LPDIRECT3DDEVICE9 pDevice = manager.getDevice(); 
 LPD3DXBUFFER pVertBuffer; 
 
 D3DXCompileShaderFromFile(nameFile.c_str(), 0, 0, "vs_main", "vs_3_0", D3DXSHADER_DEBUG, 
&pVertBuffer, NULL, &tmpShader->pConstTableVert); 
 pDevice->CreateVertexShader((DWORD*)pVertBuffer->GetBufferPointer(), &tmpShader->pVertShader); 
 pVertBuffer->Release(); 
 return tmpShader; 
} 
 
shaderP * in::loadPixelShader(std::string nameFile) 
{ 
 shaderP *tmpShader = new shaderP(); 
 tmpShader->pixShaderName = nameFile; 
 LPDIRECT3DDEVICE9 pDevice = manager.getDevice(); 
 LPD3DXBUFFER pPixBuffer; 
 
 D3DXCompileShaderFromFile(nameFile.c_str(), 0, 0, "ps_main", "ps_3_0", D3DXSHADER_DEBUG, 
&pPixBuffer, NULL, &tmpShader->pConstTablePix); 
 pDevice->CreatePixelShader((DWORD*)pPixBuffer->GetBufferPointer(), &tmpShader->pPixShader); 
 pPixBuffer->Release(); 


















Модуль Output предназначен для вывода данных или точнее 
использования их. Данный модуль представляет собой набор функций по выводу 
данных. 
 
Исходный код модуля. 
include "output.h" 
 
HRESULT out::dModel(model* data, TypeRender flag) 
{ 
 if (data == NULL) return E_FAIL; 
 
 PDIRECT3DDEVICE9 pDevice = manager.getDevice(); 
 D3DPRIMITIVETYPE type = D3DPT_TRIANGLELIST; 
 CAMERA *cam = manager.getCamSetting(); 
 switch (flag) 
 { 
 case TR_POINTS: 
 { 
  type = D3DPT_POINTLIST; 
  break; 
 } 
 case TR_TRIANGLES: 
 { 
  type = D3DPT_TRIANGLELIST; 
  break; 
 } 
 case TR_LINES: 
 { 
  type = D3DPT_LINELIST; 




 for (UINT i = 0; i < data->pBuffer.size(); i++) 
 { 
  pDevice->SetTransform(D3DTS_WORLD, &cam->wMatrix); 
  pDevice->SetStreamSource(0, data->pBuffer.at(i)->p_vb_only, 0, sizeof(BUFFER));   
  //pDevice->SetIndices(data->pBuffer.at(i)->p_ib);  
 
  pDevice->DrawPrimitive(type, 0, data->pBuffer.at(i)->sizeVB_only); 
  //pDevice->DrawIndexedPrimitive(D3DPT_TRIANGLELIST, 0, 0, data->pBuffer.at(i)->sizeVB, 0, 
data->pBuffer.at(i)->sizeIB/3); 
 
  D3DXMatrixIdentity(&cam->wMatrix); 
 } 
 return S_OK; 
} 
 
HRESULT out::dObject(bufferObj *data, TypeRender flag) 
{ 
 if (data == NULL) return E_FAIL; 
 
  
 PDIRECT3DDEVICE9 pDevice = manager.getDevice(); 
 D3DPRIMITIVETYPE type = D3DPT_TRIANGLELIST; 
 CAMERA *cam = manager.getCamSetting(); 
 




 case TR_POINTS: 
 { 
  type = D3DPT_POINTLIST; 
  break; 
 } 
 case TR_TRIANGLES: 
 { 
  type = D3DPT_TRIANGLELIST; 
  break; 
 } 
 case TR_LINES: 
 { 
  type = D3DPT_LINELIST; 
  break; 
 } 
 } 
 pDevice->SetTransform(D3DTS_WORLD, &cam->wMatrix); 
 pDevice->SetStreamSource(0, data->p_vb_only, 0, sizeof(BUFFER)); 
 pDevice->DrawPrimitive(type, 0, data->sizeVB_only); 
 D3DXMatrixIdentity(&cam->wMatrix); 
 
 return S_OK; 
} 
 
HRESULT out::dArray(std::vector<BUFFER> data, TypeRender flag) 
{ 
 if (data.empty()) return E_FAIL; 
 
 PDIRECT3DDEVICE9 pDevice = manager.getDevice(); 
 D3DPRIMITIVETYPE type = D3DPT_TRIANGLELIST; 
 CAMERA *cam = manager.getCamSetting(); 
 
 switch (flag) 
 { 
 case TR_POINTS: 
 { 
  type = D3DPT_POINTLIST; 
  break; 
 } 
 case TR_TRIANGLES: 
 { 
  type = D3DPT_TRIANGLELIST; 
  break; 
 } 
 case TR_LINES: 
 { 
  type = D3DPT_LINELIST; 
  break; 
 } 
 } 
 VOID* pBV; 
 LPDIRECT3DVERTEXBUFFER9 vb; 
 pDevice->CreateVertexBuffer(data.size() * sizeof(BUFFER), 0, NULL, D3DPOOL_MANAGED, &vb, NULL); 
 vb->Lock(0, 0, (void**)&pBV, 0); 
 memcpy(pBV, data.data(), data.size() * sizeof(BUFFER)); 
 vb->Unlock(); 
 
 pDevice->SetTransform(D3DTS_WORLD, &cam->wMatrix); 
 pDevice->SetStreamSource(0, vb, 0, sizeof(BUFFER)); 









HRESULT out::dScene(scene* data, TypeRender flag) 
{ 
 if (data == NULL) return E_FAIL; 
  
 PDIRECT3DDEVICE9 pDevice = manager.getDevice();  
 D3DPRIMITIVETYPE type = D3DPT_TRIANGLELIST; 
 CAMERA *cam = manager.getCamSetting(); 
 
 switch (flag) 
 { 
 case TR_POINTS: 
 { 
  type = D3DPT_POINTLIST; 
  break; 
 } 
 case TR_TRIANGLES: 
 { 
  type = D3DPT_TRIANGLELIST; 
  break; 
 } 
 case TR_LINES: 
 { 
  type = D3DPT_LINELIST; 




 for (UINT i = 0; i < data->objects.size(); i++) 
 { 
  if (!data->objects.at(i).active) continue; 
 
  model *pModel = (model*)resources.getObject(data->objects.at(i).nameModel, OT_MODEL); 
 
  trans *tmpTrans = &data->objects.at(i).SettingsTransform; 
  if (tmpTrans->state == TRUE) 
   cam->wMatrix = transform(tmpTrans->angleX, tmpTrans->angleY, tmpTrans->angleZ, 
tmpTrans->x, 
    tmpTrans->y, tmpTrans->z, tmpTrans->size); 
 
  if (data->objects.at(i).pVshader != NULL) 
  { 
   D3DXHANDLE tmpHandel; 
   pDevice->SetVertexShader(data->objects.at(i).pVshader->pVertShader); 
 
   tmpHandel = data->objects.at(i).pVshader->pConstTableVert->GetConstantByName(0, 
"MatrixWorld"); 
   data->objects.at(i).pVshader->pConstTableVert->SetMatrix(pDevice, tmpHandel, &cam-
>wMatrix); 
 
   tmpHandel = data->objects.at(i).pVshader->pConstTableVert->GetConstantByName(0, 
"MatrixProjection"); 
   data->objects.at(i).pVshader->pConstTableVert->SetMatrix(pDevice, tmpHandel, &cam-
>pMatrix); 
 
   tmpHandel = data->objects.at(i).pVshader->pConstTableVert->GetConstantByName(0, 
"MatrixView"); 
   data->objects.at(i).pVshader->pConstTableVert->SetMatrix(pDevice, tmpHandel, &cam-
>vMatrix); 
  } 
  else 
  { 
   pDevice->SetTransform(D3DTS_WORLD, &cam->wMatrix); 
  } 
 
  if (data->objects.at(i).pPshader != NULL) 
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   pDevice->SetPixelShader(data->objects.at(i).pPshader->pPixShader); 
 
  
  for (UINT j = 0; j < pModel->pNodes.size(); j++) 
  { 
   if (pModel->pNodes.at(j).pRootBone != NULL) 
    updateSkelet(&data->objects.at(i), pModel->pNodes.at(j).pRootBone); 
  } 
  
  if (!pModel->pAnimation.empty() && data->objects.at(i).pVshader != NULL) 
  { 
   D3DXHANDLE tmpHandel; 
   std::vector<D3DXMATRIX> *pMasMatrix = collectMasMatrix(pModel->pBuffer.at(0)); 
   if (pMasMatrix != NULL) 
   { 
    tmpHandel = data->objects.at(i).pVshader->pConstTableVert-
>GetConstantByName(0, "MatBones"); 
    data->objects.at(i).pVshader->pConstTableVert-
>SetMatrixArray(manager.getDevice(), tmpHandel, pMasMatrix->data(), pMasMatrix->size()); 
   } 
   delete pMasMatrix; 
  } 
 
  if (data->objects.at(i).pTexture != NULL) 
  { 
   pDevice->SetTexture(0, data->objects.at(i).pTexture->data); 
  } 
 
  pDevice->SetStreamSource(0, data->objects.at(i).obj->p_vb_only, 0, sizeof(BUFFER)); 
  pDevice->DrawPrimitive(type, 0, data->objects.at(i).obj->sizeVB_only); 
  pDevice->SetTexture(0, NULL); 
 
  D3DXMatrixIdentity(&cam->wMatrix); 
 } 
 
 return S_OK; 
} 
 
HRESULT out::dText(const char * text, RECT coord, D3DCOLOR color) 
{ 
 LPD3DXFONT pFont = manager.getFont(); 




















Модуль Manager предназначен для управления компонентами 
графического API и компонентами WinAPI.  Представляет собой набор функций 
классов и структур по работе с WinAPI окном и DirectX окном. 
 







 hWindow = NULL; 
 hInstance = NULL; 
 defaultParameters(); 
 
 if (pDevice != NULL) 









 ZeroMemory(&gParameters, sizeof(gParameters)); 
 gParameters.Windowed = TRUE; 
 gParameters.SwapEffect = D3DSWAPEFFECT_DISCARD; 
 gParameters.PresentationInterval = D3DPRESENT_INTERVAL_IMMEDIATE; 
 gParameters.AutoDepthStencilFormat = D3DFMT_D16; 
 gParameters.EnableAutoDepthStencil = TRUE; 
 
 gParameters.BackBufferCount = 0; 
 gParameters.FullScreen_RefreshRateInHz = 0; 
 gParameters.BackBufferHeight = 0; 






 D3DXMatrixLookAtLH(&camSettings.vMatrix, &D3DXVECTOR3(1.1f, 0, 0), 
   &D3DXVECTOR3(0, 0, 0), 
   &D3DXVECTOR3(0, 1, 0)); 
 pDevice->SetTransform(D3DTS_VIEW, &camSettings.vMatrix); 
 pDevice->SetTransform(D3DTS_PROJECTION, &camSettings.pMatrix); 




HRESULT cManager::createWindow(HINSTANCE hInstanceNew, WNDCLASSESEX_EX *windowParameters, 
D3DPRESENT_PARAMETERS *graphicParameters) 
{ 
 if (windowParameters != NULL) 
  wParameters = *windowParameters; 
 if (graphicParameters != NULL) 
  gParameters = *graphicParameters; 




 wParameters.lpfnWndProc = handler; 
 wParameters.hInstance = hInstanceNew; 
 hInstance = hInstanceNew; 
 
 if (!RegisterClassEx(&(WNDCLASSEX)wParameters)) return E_FAIL; 
 if (!(hWindow = CreateWindowEx(NULL, wParameters.lpszClassName, wParameters.lpszMenuName, 
WS_VISIBLE, wParameters.pos.x, wParameters.pos.y, 
             
             
 wParameters.width, wParameters.height,  
             
             
 NULL, NULL, hInstance, NULL))) return E_FAIL; 






 D3DDISPLAYMODE display; 
 LPDIRECT3D9 device; 
 if (!(device = Direct3DCreate9(D3D_SDK_VERSION)))  return E_FAIL;  
 if (device->GetAdapterDisplayMode(D3DADAPTER_DEFAULT, &display)) return E_FAIL; 
 
 gParameters.BackBufferFormat = display.Format; 
 
 if(device->CreateDevice(D3DADAPTER_DEFAULT, D3DDEVTYPE_HAL, hWindow, 
  D3DCREATE_HARDWARE_VERTEXPROCESSING | D3DCREATE_MULTITHREADED, 
  &gParameters, &pDevice)) return E_FAIL; 
 
 pDevice->SetRenderState(D3DRS_ZENABLE, D3DZB_TRUE);  //Параметры глубины 
 pDevice->SetRenderState(D3DRS_CULLMODE, D3DCULL_NONE);  //Отсечение не 
попадающих в кадр полигонов  
 pDevice->SetRenderState(D3DRS_LIGHTING, FALSE);   //Отключение обработки 
света  
 
 pDevice->SetSamplerState(0, D3DSAMP_MAGFILTER, D3DTEXF_ANISOTROPIC); 
 pDevice->SetSamplerState(0, D3DSAMP_MINFILTER, D3DTEXF_ANISOTROPIC); 
 pDevice->SetSamplerState(0, D3DSAMP_MIPFILTER, D3DTEXF_ANISOTROPIC); 
 
 pDevice->SetRenderState(D3DRS_ALPHABLENDENABLE, TRUE); 
 pDevice->SetRenderState(D3DRS_SRCBLEND, D3DBLEND_SRCALPHA); 
 pDevice->SetRenderState(D3DRS_DESTBLEND, D3DBLEND_INVSRCALPHA); 
 
 D3DVERTEXELEMENT9 pDecl[] = 
 { 
  { 0, 0,  D3DDECLTYPE_FLOAT3, D3DDECLMETHOD_DEFAULT, 
D3DDECLUSAGE_POSITION, 0 }, 
  { 0, 12, D3DDECLTYPE_FLOAT3, D3DDECLMETHOD_DEFAULT, 
D3DDECLUSAGE_NORMAL, 0 }, 
  { 0, 24, D3DDECLTYPE_FLOAT2, D3DDECLMETHOD_DEFAULT, 
D3DDECLUSAGE_TEXCOORD, 0 }, 
  { 0, 32, D3DDECLTYPE_FLOAT4, D3DDECLMETHOD_DEFAULT, 
D3DDECLUSAGE_BLENDWEIGHT, 0 }, 
  { 0, 48, D3DDECLTYPE_FLOAT4, D3DDECLMETHOD_DEFAULT, 
D3DDECLUSAGE_BLENDINDICES, 0 }, 
 
  D3DDECL_END() 
 }; 




 if (FAILED(DirectInput8Create(hInstance, DIRECTINPUT_VERSION, IID_IDirectInput8, (void**)&pInput, 




 pInput->CreateDevice(GUID_SysKeyboard, &pKeyboard, NULL); 
 pKeyboard->SetDataFormat(&c_dfDIKeyboard); 
 pKeyboard->SetCooperativeLevel(hWindow, DISCL_FOREGROUND); 
 pKeyboard->Acquire(); 
 
 pInput->CreateDevice(GUID_SysMouse, &pMouse, NULL); 
 pMouse->SetDataFormat(&c_dfDIMouse); 
 pMouse->SetCooperativeLevel(hWindow, DISCL_FOREGROUND); 
 pMouse->Acquire(); 
 
 D3DXMatrixPerspectiveFovLH(&camSettings.pMatrix, D3DX_PI / 4, (float)manager.wParameters.width / 




  20, 
  0, 
  FW_NORMAL, 
  1, 
  false, 
  DEFAULT_CHARSET, 
  OUT_DEFAULT_PRECIS, 
  ANTIALIASED_QUALITY, 
  DEFAULT_PITCH | FF_DONTCARE, 
  "Calibri", 
  &pFont 
 ); 
 





 if(!UnregisterClass(wParameters.lpszClassName, wParameters.hInstance)) return E_FAIL;  
 hWindow = NULL; 
 
 if (pDevice != NULL) 
 { 
  pDevice->Release(); 
  pDevice = NULL; 
 } 
 if (pInput != NULL) 
 { 
  pInput->Release();  
  pInput = NULL; 
 } 
 if (pKeyboard != NULL) 
 { 
  pKeyboard->Release(); 
  pKeyboard = NULL; 
 } 
 if (pMouse != NULL) 
 { 
  pMouse->Release(); 
  pMouse = NULL; 
 } 
 
 return S_OK; 
} 
HRESULT cManager::editWindow(WNDCLASSESEX_EX *windowParameters, D3DPRESENT_PARAMETERS 
*graphicParameters) 
{ 










HRESULT cManager::editFont(int size, char * name) 
{ 
 D3DXCreateFont(pDevice,   
  size, 
  0, 
  FW_NORMAL, 
  1, 
  false, 
  DEFAULT_CHARSET, 
  OUT_DEFAULT_PRECIS, 
  ANTIALIASED_QUALITY, 
  DEFAULT_PITCH | FF_DONTCARE, 
  name, 
  &pFont 
 ); 

















 DIMOUSESTATE mouseState; 
 if (pMouse != NULL) 
  pMouse->GetDeviceState(sizeof(DIMOUSESTATE), (LPVOID)&mouseState); 

















 renderFunction = newRenderFunc; 
 return E_NOTIMPL; 
} 
 
LRESULT CALLBACK handler(HWND hw, UINT msg, WPARAM wp, LPARAM lp) 
{ 
 




int  cManager::startHandler() 
{ 
 while (msg.message != WM_QUIT) 
 { 
  ZeroMemory(&msg, sizeof(MSG)); 
  if (PeekMessage(&msg, NULL, 0, 0, PM_REMOVE)) 
  { 
   TranslateMessage(&msg); 
   DispatchMessage(&msg); 
  } 
  manager.renderScene(); 
 
 } 









 if(renderFunction != NULL) 
  renderFunction(); 
 
 pDevice->EndScene(); 





 D3DXMatrixLookAtLH(&camSettings.vMatrix, &D3DXVECTOR3(camSettings.posX, camSettings.posY, 
camSettings.posZ), 
  &D3DXVECTOR3(camSettings.lookX, camSettings.lookY, camSettings.lookZ), 
  &D3DXVECTOR3(0, 1, 0)); 










Модуль Processing предназначен для разного рода преобразований данных. 
Представляет собой набор функций по обработке данных. 
 
Исходный код модуля. 
#include "processing.h" 
 
D3DXMATRIX transform(float angle_x, float angle_y, float angle_z, float pos_x, float pos_y, float pos_z, float size) 
{ 
 D3DXMATRIX matrix_world,  
  matrix_worldT, 
  matrix_worldRX, 
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  matrix_worldRY, 
  matrix_worldRZ, 
  matrix_worldS; 
 
 float angle_rad_x = angle_x*(D3DX_PI / 180), 
  angle_rad_y = angle_y*(D3DX_PI / 180), 
  angle_rad_z = angle_z*(D3DX_PI / 180); 
 
 double num = 0.5; 
 double crat = 10; 
 if (size > 0) 
  for (int i = 0; i < size; i++) 
  { 
   num += 1.0f / (float)crat; 
  } 
 else 
  for (int i = 0; i > size; i--) 
  { 
   double tmp = (num - (1.0 / crat)); 
   if (tmp < (1.0 / crat)) 
    crat *= 10; 
   num -= 1.0 / crat; 
  } 
 
 D3DXMatrixIdentity(&matrix_world); 
 D3DXMatrixScaling(&matrix_worldS, num, num, num); 
 D3DXMatrixMultiply(&matrix_world, &matrix_world, &matrix_worldS); 
 D3DXMatrixRotationX(&matrix_worldRX, angle_rad_x); 
 D3DXMatrixRotationY(&matrix_worldRY, angle_rad_y); 
 D3DXMatrixRotationZ(&matrix_worldRZ, angle_rad_z); 
 D3DXMatrixMultiply(&matrix_world, &matrix_world, &matrix_worldRX); 
 D3DXMatrixMultiply(&matrix_world, &matrix_world, &matrix_worldRY); 
 D3DXMatrixMultiply(&matrix_world, &matrix_world, &matrix_worldRZ); 
 D3DXMatrixTranslation(&matrix_worldT, pos_z, pos_y, pos_x); 
 D3DXMatrixMultiply(&matrix_world, &matrix_world, &matrix_worldT); 
 
 





 CAMERA *cam = manager.getCamSetting(); 
 cam->timeNew = timeGetTime(); 
 char keyboardState[256]; 
 
 manager.getKeyboardState()->GetDeviceState(sizeof(keyboardState), (LPVOID)&keyboardState); 
 DWORD time = cam->timeNew - cam->timeOld; 
 
 if (KEYDOWN(keyboardState, DIK_W)) 
 { 
  cam->posX += (time * sin(cam->radY)*sin(cam->radX))* cam->speed; 
  cam->posY += (time * cos(cam->radY))* cam->speed; 
  cam->posZ += (time * sin(cam->radY)*cos(cam->radX))* cam->speed; 
 } 
 if (KEYDOWN(keyboardState, DIK_S)) 
 { 
  cam->posX -= (time * sin(cam->radY)*sin(cam->radX))* cam->speed; 
  cam->posY -= (time * cos(cam->radY))* cam->speed; 
  cam->posZ -= (time * sin(cam->radY)*cos(cam->radX))* cam->speed; 
 } 
 if (KEYDOWN(keyboardState, DIK_A)) 
 { 
  cam->posX += (time * sin(cam->radX - (180 * (D3DX_PI / 360))))* cam->speed; 




 if (KEYDOWN(keyboardState, DIK_D)) 
 { 
  cam->posX -= (time * sin(cam->radX - (180 * (D3DX_PI / 360))))* cam->speed; 




 RECT rect; 
 GetWindowRect(manager.getHWnd(), &rect); 
 if (cam->cPosNew.x > rect.right - 5) SetCursorPos(rect.left + 5, cam->cPosNew.y); 
 if (cam->cPosNew.y > rect.bottom - 5) SetCursorPos(cam->cPosNew.x, rect.top + 5); 
 if (cam->cPosNew.x < rect.left + 5) SetCursorPos(rect.right - 5, cam->cPosNew.y); 
 if (cam->cPosNew.y < rect.top + 5) SetCursorPos(cam->cPosNew.x, rect.bottom - 5); 
 
 if (cam->cPosOld.x > cam->cPosNew.x) { cam->angleX -= (cam->cPosOld.x - cam->cPosNew.x)*cam-
>sensetive; } 
 if (cam->cPosOld.x < cam->cPosNew.x) { cam->angleX += (cam->cPosNew.x - cam->cPosOld.x)*cam-
>sensetive; } 
 if (cam->cPosOld.y > cam->cPosNew.y && cam->angleY > 5) { cam->angleY -= (cam->cPosOld.y - cam-
>cPosNew.y)*cam->sensetive; } 





 cam->radX = cam->angleX * (D3DX_PI / 360); 
 cam->radY = cam->angleY * (D3DX_PI / 360); 
 
 cam->lookX = cam->posX + 1.0f * sin(cam->radY)*sin(cam->radX); 
 cam->lookY = cam->posY + 1.0f * cos(cam->radY); 
 cam->lookZ = cam->posZ + 1.0f * sin(cam->radY)*cos(cam->radX); 
 
 cam->timeOld = timeGetTime(); 
} 
 
std::string getParameter(std::string source, std::string param) 
{ 
 bool entrance = false, takeParam = true; 
 std::string retStr; 
 
 for (unsigned int i = 0; i < source.length(); i++) 
 { 
  if (source.at(i) == '<') entrance = true; 
  if (entrance) 
  { 
   if (source.at(i) == ' ') 
   { 
    takeParam = true; 
    for (unsigned int j = 0; j < param.length(); j++) 
    { 
     i++; 
     if (source.at(i) != param.at(j)) takeParam = false; 
    } 
    if (takeParam) 
    { 
     int countSym = 0; 
     while (source.at(i) != source.back()) 
     { 
      if (source.at(i) == '\"') countSym++; 
      if (countSym == 2) break; 
      i++; 
      if (source.at(i) != '=' && 
       source.at(i) != '\\' && 
       source.at(i) != '\"' && 
       source.at(i) != ' ' && 
       source.at(i) != '>'&& 
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       source.at(i) != '#') 
       retStr.push_back(source.at(i)); 
     } 
     return retStr; 
    } 
   } 
  } 
 } 
 return "None"; 
} 
float getArrElem(geometry *tmpGeom, std::string name, DWORD pos, DWORD id) 
{ 
 std::vector<source> *tmpSrc = &tmpGeom->data; 
 
 for (unsigned int i1 = 0; i1 < tmpSrc->size(); i1++) 
 { 
  if (std::strstr(tmpSrc->at(i1).sourceId.c_str(), name.c_str())) 
  { 
   return tmpSrc->at(i1).data.at((pos*tmpSrc->at(i1).stride) + (id - 1)); 
  } 
 } 
 return 0.0f; 
} 
HRESULT getArray(std::string rawData, std::vector<float>* tmpArray) 
{ 
 if (rawData.empty()) return NULL; 
 
 std::string tmp_string = "-1"; 
 tmp_string.clear(); 
 unsigned int i = 0; 
 while (rawData.at(i) != '>' && rawData.size() != i) i++; 
 
 while (rawData.at(i) != '<' && rawData.size() != i) 
 { 
  i++; 
 
  if (rawData.at(i) == ' ' || i == rawData.length() || rawData.at(i) == '<') 
  { 
   if (!tmp_string.empty()) 
    tmpArray->push_back(std::stof(tmp_string)); 
   tmp_string.clear(); 
   if (rawData.at(i) != '<') i++; 
   else break; 
  } 
  tmp_string.push_back(rawData.at(i)); 
 } 
 
 return NULL; 
} 
HRESULT getArrayName(std::string rawData, std::vector<std::string>* tmpArray) 
{ 
 if (rawData.empty()) return NULL; 
 
 std::string tmp_string; 
 tmp_string.clear(); 
 unsigned int i = 0; 
 while (rawData.at(i) != '>' || rawData.size() == i) i++; 
 
 while (rawData.at(i) != '<' || rawData.size() == i) 
 { 
  i++; 
 
  if (rawData.at(i) == ' ' || i == rawData.length() || rawData.at(i) == '<') 
  { 
   tmpArray->push_back(tmp_string); 
   tmp_string.clear(); 
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   if (rawData.at(i) != '<') i++; 
   else break; 
  } 
  tmp_string.push_back(rawData.at(i)); 
 } 
 
 return NULL; 
} 
void setWeight(model *data, UINT iPos, BUFFER *pBuffer, std::string idGeom) 
{ 
 //Получили геометрию в которой нужно искать данные 
 geometry* tmpGeom = NULL; 
 for (unsigned int i2 = 0; i2 < data->pControllers.size(); i2++) 
 { 
  if (data->pControllers.at(i2).sourceGeom == idGeom) 
  { 
   tmpGeom = &data->pControllers.at(i2); 
   break; 
  } 
 } 
 //Проверка на существование данных 
 if (tmpGeom == NULL) return; 
 
 //Содержит сортированный по vcount массив индексов  
 std::vector<float>  *tmpArr = &tmpGeom->indexData.at(0).dataIndexes.at(iPos); 
 
 //Описание позиций в индексах (<v>) 
 std::vector<input> *tmpInputICtrl = &tmpGeom->indexData.at(0).inputSettings; 
 
 //локальная позиция веса и индекса матрицы в массиве индексов 
 int weightPos = 0, indexPos = 0; 
 for (UINT i1 = 0; i1 < tmpInputICtrl->size(); i1++) 
 { 
  if (tmpInputICtrl->at(i1).semantic == "WEIGHT") weightPos = tmpInputICtrl->at(i1).offset; 




 for (UINT i0 = 0; i0 < tmpArr->size() / tmpInputICtrl->size(); i0++) 
 { 
  bool entrance = false; 
 
  for (UINT i1 = 0; i1 < tmpInputICtrl->size(); i1++) 
  { 
   if (tmpInputICtrl->at(i1).semantic == "WEIGHT") 
   { 
    for (UINT i2 = 0; i2 < 4; i2++) 
    { 
     if (pBuffer->weights[i2] == 0) 
     { 
      pBuffer->weights[i2] = getArrElem(tmpGeom, tmpInputICtrl-
>at(i1).source, (DWORD)tmpArr->at((i0*tmpInputICtrl->size()) + i1), 1); 
      pBuffer->indeces[i2] = tmpArr->at((i0*tmpInputICtrl->size()) + i1 
+ (indexPos - weightPos)); 
      entrance = true; 
      break; 
     } 
    } 
    if (!entrance) 
    { 
     float tmpVal = getArrElem(tmpGeom, tmpInputICtrl->at(i1).source, 
(DWORD)tmpArr->at((i0*tmpInputICtrl->size()) + i1), 1); 
     for (UINT i3 = 0; i3 < 4; i3++) 
     { 
      if (pBuffer->weights[i3] < tmpVal) 
      { 
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       pBuffer->weights[i3] = tmpVal; 
       pBuffer->indeces[i3] = tmpArr->at((i0*tmpInputICtrl-
>size()) + i1 + (indexPos - weightPos)); 
       break; 
      } 
     } 
    } 
   } 
  } 
 } 
 //нормализация весов  
 float sum = pBuffer->weights[0] + pBuffer->weights[1] + pBuffer->weights[2] + pBuffer->weights[3]; 
 sum = 100 / sum; 
 for (int i = 0; i < 4; i++) 
 { 
  pBuffer->weights[i] = (sum * pBuffer->weights[i]) / 100; 
 } 
} 
void convertData(model *data, LPDIRECT3DDEVICE9 pDevice) 
{ 
 if (pDevice == NULL) return; 
 std::vector<geometry> *tmpObjects = &data->pObjects; 
 for (UINT indexObj = 0; indexObj < tmpObjects->size(); indexObj++) 
 { 
  bufferObj *tmpBufObj = new bufferObj(); 
  tmpBufObj->nameObj = tmpObjects->at(indexObj).name; 
  tmpBufObj->idObj = tmpObjects->at(indexObj).id; 
  tmpBufObj->pMasBoneForShader = InitMasBoneForShader(data, tmpObjects->at(indexObj).id); 
 
  std::string NameMasVert; 
  for (UINT i = 0; i < tmpObjects->at(indexObj).veticesData.inputSettings.size(); i++) 
  { 
   if (tmpObjects->at(indexObj).veticesData.inputSettings.at(i).semantic == "POSITION") 
    NameMasVert = tmpObjects->at(indexObj).veticesData.inputSettings.at(i).source; 
  } 
  if (NameMasVert.empty()) 
  { 
   for (UINT i = 0; i < tmpObjects->at(indexObj).indexData.at(0).inputSettings.size(); i++) 
   { 
    if (tmpObjects->at(indexObj).indexData.at(0).inputSettings.at(i).semantic == 
"POSITION") 
     NameMasVert = tmpObjects-
>at(indexObj).indexData.at(0).inputSettings.at(i).source; 
   } 
  } 
  std::vector<BUFFER> VB_data_o; 
 
 
  DWORD countVertMas = 0; 
  for (UINT i = 0; i < tmpObjects->at(indexObj).data.size(); i++) 
  { 
   if (tmpObjects->at(indexObj).data.at(i).sourceId == NameMasVert) countVertMas = 
tmpObjects->at(indexObj).data.at(i).count; 
  } 
  BUFFER *VB_data = new BUFFER[countVertMas]; 
  std::vector<WORD> IB_data; 
 
  std::vector<indexlist> *tmpIndexData = &tmpObjects->at(indexObj).indexData; 
  for (UINT indexDI = 0; indexDI < tmpIndexData->size(); indexDI++) //Цикл прогоняет все наборы 
указателейы 
  { 
   int sizeStack = 0; 
   int sizeStackAll = 0; 
   std::vector<patternBuf> patBufI; 
   std::vector<input>* tmpInputV = &tmpObjects->at(indexObj).veticesData.inputSettings; 
   std::vector<input>* tmpInputI = &tmpIndexData->at(indexDI).inputSettings; 
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   for (unsigned int i2 = 0; i2 < tmpInputI->size(); i2++) 
   { 
    if (tmpInputI->at(i2).semantic == "VERTEX") 
    { 
     for (unsigned int i3 = 0; i3 < tmpInputV->size(); i3++) 
     { 
      patternBuf tmpBuf; 
      tmpBuf.name = tmpInputV->at(i3).source; 
      tmpBuf.pos = tmpInputI->at(i2).offset; 
      tmpBuf.semantic = tmpInputV->at(i3).semantic; 
      patBufI.push_back(tmpBuf); 
     } 
    } 
    else 
    { 
     patternBuf tmpBuf; 
     tmpBuf.name = tmpInputI->at(i2).source; 
     tmpBuf.pos = tmpInputI->at(i2).offset; 
     tmpBuf.semantic = tmpInputI->at(i2).semantic; 
     patBufI.push_back(tmpBuf); 
    } 
    if (tmpInputI->at(i2).offset > sizeStack) sizeStack = tmpInputI->at(i2).offset; 
   } 
   for (UINT i = 0; i < patBufI.size(); i++) 
   { 
    if (patBufI.at(i).pos > sizeStackAll) sizeStackAll++; 
   } 
   sizeStackAll++; 
 
 
   std::vector<std::vector<float>> *masIndeces = &tmpIndexData->at(indexDI).dataIndexes; 
   
for (UINT indexPoly = 0; indexPoly < masIndeces->size(); indexPoly++)  
   { 
 
    std::vector<std::vector<float>>* tmpDataI = &tmpIndexData-
>at(indexDI).dataIndexes; 
    std::vector<float>* iDataPoly = &masIndeces->at(indexPoly);   
 for (UINT indexVert = 0; indexVert < iDataPoly->size() / (sizeStack + 1); indexVert++) 
    { 
     //3 раза для одного вертекса 
     BUFFER tmpBuffer; 
     int PosVert = 0; 
 
     for (UINT indexElem = 0; indexElem < patBufI.size(); indexElem++) 
     { 
      DWORD tmpPos = (DWORD)tmpDataI-
>at(indexPoly).at((sizeStackAll * indexVert) + patBufI.at(indexElem).pos     if 
(patBufI.at(indexElem).semantic == "POSITION") 
      { 
       PosVert = (int)iDataPoly->at(indexVert * (sizeStack + 
1)); 
 
       tmpBuffer.x = getArrElem(&tmpObjects->at(indexObj), 
patBufI.at(indexElem).name, tmpPos, 1); 
       tmpBuffer.y = getArrElem(&tmpObjects->at(indexObj), 
patBufI.at(indexElem).name, tmpPos, 2); 
       tmpBuffer.z = getArrElem(&tmpObjects->at(indexObj), 
patBufI.at(indexElem).name, tmpPos, 3); 
      } 
      if (patBufI.at(indexElem).semantic == "NORMAL") 
      { 
       tmpBuffer.nx = getArrElem(&tmpObjects-
>at(indexObj), patBufI.at(indexElem).name, tmpPos, 1); 
       tmpBuffer.ny = getArrElem(&tmpObjects-
>at(indexObj), patBufI.at(indexElem).name, tmpPos, 2); 
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       tmpBuffer.nz = getArrElem(&tmpObjects->at(indexObj), 
patBufI.at(indexElem).name, tmpPos, 3); 
      } 
      if (patBufI.at(indexElem).semantic == "TEXCOORD") 
      { 
       tmpBuffer.tu = getArrElem(&tmpObjects->at(indexObj), 
patBufI.at(indexElem).name, tmpPos, 1); 
       tmpBuffer.tv = getArrElem(&tmpObjects->at(indexObj), 
patBufI.at(indexElem).name, tmpPos, 2); 
      } 
     } 
     if (!data->pControllers.empty()) 
     { 
      DWORD tmpPos = (DWORD)tmpDataI-
>at(indexPoly).at((sizeStackAll * indexVert)); 
      setWeight(data, tmpPos, &tmpBuffer, tmpObjects-
>at(indexObj).id); 
     } 
     VB_data[PosVert] = tmpBuffer; 
     IB_data.push_back(PosVert); 
     if (VB_data_o.size() > VB_data_o.max_size() - 10) 
     { 
      VB_data_o.push_back(tmpBuffer); 
     } 
     VB_data_o.push_back(tmpBuffer); 
    } 
   } 
  } 
  VOID* pBV; 
  tmpBufObj->sizeVB = countVertMas; 
  pDevice->CreateVertexBuffer(countVertMas * sizeof(BUFFER), 0, NULL, D3DPOOL_MANAGED, 
&tmpBufObj->p_vb, NULL); 
  tmpBufObj->p_vb->Lock(0, 0, (void**)&pBV, 0); 
  memcpy(pBV, VB_data, countVertMas * sizeof(BUFFER)); 
  tmpBufObj->p_vb->Unlock(); 
 
  tmpBufObj->sizeVB_only = VB_data_o.size(); 
  pDevice->CreateVertexBuffer(VB_data_o.size() * sizeof(BUFFER), 0, NULL, 
D3DPOOL_MANAGED, &tmpBufObj->p_vb_only, NULL); 
  tmpBufObj->p_vb_only->Lock(0, 0, (void**)&pBV, 0); 
  memcpy(pBV, VB_data_o.data(), VB_data_o.size() * sizeof(BUFFER)); 
  tmpBufObj->p_vb_only->Unlock(); 
 
  tmpBufObj->sizeIB = IB_data.size(); 
  pDevice->CreateIndexBuffer(IB_data.size() * sizeof(WORD), 0, D3DFMT_INDEX16, 
D3DPOOL_MANAGED, &tmpBufObj->p_ib, NULL); 
  VOID* pBI; 
  tmpBufObj->p_ib->Lock(0, 0, (void**)&pBI, 0); 
  memcpy(pBI, IB_data.data(), IB_data.size() * sizeof(WORD)); 
  tmpBufObj->p_ib->Unlock(); 
 
  tmpBufObj->rawVectorData = VB_data_o; 
  delete[] VB_data; 
  data->pBuffer.push_back(tmpBufObj); 
 } 
} 
void parserSkel(std::fstream *file_data, std::string tmpStr, bone *pPrntBone) 
{ 
 bone *tmpSkel;          // 
 if (pPrntBone->nameBone != "Root")       tmpSkel = 
new bone();         
       else             
 tmpSkel = pPrntBone;        
 tmpSkel->nameBone = getParameter(tmpStr, "name"); 
 tmpSkel->idBone = getParameter(tmpStr, "id"); 




 if (pPrntBone->pChildBone == NULL && pPrntBone != tmpSkel) 
 { 
  pPrntBone->pChildBone = tmpSkel; 
  tmpSkel->pParentBone = pPrntBone; 
 } 
 else if (pPrntBone != tmpSkel) 
 { 
  bone * lSib = pPrntBone->pChildBone->findLSib(); 
  lSib->pSiblingBone = tmpSkel; 





 while (!std::strstr(tmpStr.c_str(), "</node>")) 
 { 
  std::getline(*file_data, tmpStr); 
  if (std::strstr(tmpStr.c_str(), "<node ") && !std::strstr(tmpStr.c_str(), "/>") && getParameter(tmpStr, 
"type") == "JOINT") 
  { 
   parserSkel(file_data, tmpStr, tmpSkel); 
  } 
  if (std::strstr(tmpStr.c_str(), "<matrix")) 
  { 
   std::vector<float> tmpVec; 
   getArray(tmpStr, &tmpVec); 
   if (!tmpVec.empty()) 
   { 
    tmpSkel->localMatrix = (D3DXMATRIX)tmpVec.data(); 
   } 
  } 
 } 
} 
std::vector<bone*> InitMasBoneForShader(model * pModel, std::string objId) 
{ 
 std::vector<bone*> tmpMasMat; 
 for (UINT i = 0; i < pModel->pControllers.size(); i++) 
 { 
  if (pModel->pControllers.at(i).sourceGeom == objId) 
  { 
   for (UINT j = 0; j < pModel->pControllers.at(i).data.size(); j++) 
   { 
    if (pModel->pControllers.at(i).data.at(j).type == "JOINT") 
    { 
     std::vector<std::string> *tmpMas = &pModel-
>pControllers.at(i).data.at(j).dataName; 
     for (UINT k = 0; k < tmpMas->size(); k++) 
     { 
      bone *tmpMatrix = NULL; 
      for (UINT y = 0; y < pModel->pNodes.size(); y++) 
      { 
       if (pModel->pNodes.at(y).pRootBone != NULL) 
       { 
        tmpMatrix = getPointerToBone(pModel-
>pNodes.at(y).pRootBone, tmpMas->at(k)); 
        break; 
       } 
      } 
      if (tmpMatrix != NULL) 
       tmpMasMat.push_back(tmpMatrix); 
     } 
     return tmpMasMat; 
    } 
   } 





 return tmpMasMat; 
} 
void setInverseMatrix(model *pModel, bone *pBone) 
{ 
 pBone->mInversePos = getStockBone(pBone->sid, pModel); 
 
 if (pBone->pChildBone != NULL) 
 { 
  setInverseMatrix(pModel, pBone->pChildBone); 
 } 
 if (pBone->pSiblingBone != NULL) 
 { 
  setInverseMatrix(pModel, pBone->pSiblingBone); 
 } 
} 
D3DXMATRIX getStockBone(std::string sid, model * pModel) 
{ 
 D3DXMATRIX tmpMatrix; 
 for (UINT i = 0; i < pModel->pControllers.size(); i++) 
 { 
  for (UINT j = 0; j < pModel->pControllers.at(i).data.size(); j++) 
  { 
   if (pModel->pControllers.at(i).data.at(j).type == "JOINT") 
   { 
    std::vector<std::string> tmpMas = pModel->pControllers.at(i).data.at(j).dataName; 
    for (UINT k = 0; k < tmpMas.size(); k++) 
    { 
     if (tmpMas.at(k) == sid) 
     { 
      for (UINT d = 0; d < pModel->pControllers.at(i).data.size(); d++) 
      { 
       if (pModel->pControllers.at(i).data.at(d).type == 
"TRANSFORM") 
       { 
        std::vector<float> tmpMasFloat; 
        for (UINT g = 0; g < 16; g++) 
         tmpMasFloat.push_back(pModel-
>pControllers.at(i).data.at(d).data.at(k * 16 + g)); 
        tmpMatrix = tmpMasFloat.data(); 
        return tmpMatrix; 
       } 
      } 
     } 
    } 
   } 
  } 
 } 
 D3DXMatrixIdentity(&tmpMatrix); 
 return tmpMatrix; 
} 
bone* getPointerToBone(bone* pSkelet, std::string name) 
{ 
 if (pSkelet->sid == name) 
  return pSkelet; 
 bone* tmpBone; 
 if (pSkelet->pChildBone != NULL) 
 { 
  tmpBone = getPointerToBone(pSkelet->pChildBone, name); 
  if (tmpBone != NULL) return tmpBone; 
 } 
 if (pSkelet->pSiblingBone != NULL) 
 { 
  tmpBone = getPointerToBone(pSkelet->pSiblingBone, name); 




 return NULL; 
} 
void updateSkelet(object *pObj, bone* pBone) 
{ 
 bool ent = false; 
 model *pModel = (model*)resources.getObject(pObj->nameModel, OT_MODEL); 
 DWORD ThisTime = timeGetTime(); 
 float time = 0; 
 if (pObj->SettingsAnimation.timeLast != 0) 
  time = (float)(ThisTime - pObj->SettingsAnimation.timeLast); 
 time *= pObj->SettingsAnimation.speed; 
 
 
 if (pObj->SettingsAnimation.activate == TRUE)  
 { 
  if(pObj->SettingsAnimation.direction == TRUE) 
   pObj->SettingsAnimation.timeCounter += time; 
  else 
   pObj->SettingsAnimation.timeCounter -= time; 
 } 
   
 for (UINT j = 0; j < pModel->pAnimation.size(); j++) 
 { 
  if (pModel->pAnimation.at(j).pDataMatrix.empty()) return; 
  if (pModel->pAnimation.at(j).nameObj == pBone->sid) //Ищет все запущенные анимации 
влияющие на кость 
  { 
   ent = true; 
   std::vector<float>* masTime = &pModel->pAnimation.at(j).pDataTime; 
   if (pObj->SettingsAnimation.endTime == -1)pObj->SettingsAnimation.endTime = masTime-
>back() * 1000; 
   if (pObj->SettingsAnimation.startTime == -1)pObj->SettingsAnimation.startTime = 
masTime->at(0) * 1000; 
 
   if ((pObj->SettingsAnimation.timeCounter > masTime->back() * 1000 || pObj-
>SettingsAnimation.timeCounter > pObj->SettingsAnimation.endTime ) 
    && pObj->SettingsAnimation.direction == TRUE) 
   { 
    pObj->SettingsAnimation.timeCounter = 0; 
    pObj->SettingsAnimation.timeLast = 0; 
    if (pObj->SettingsAnimation.loop == FALSE) 
     pObj->SettingsAnimation.activate = false; 
   } 
   if ((pObj->SettingsAnimation.timeCounter < 0 || pObj->SettingsAnimation.timeCounter < 
pObj->SettingsAnimation.startTime)  
    && pObj->SettingsAnimation.direction == FALSE) 
   { 
    pObj->SettingsAnimation.timeCounter = pObj->SettingsAnimation.endTime; 
    pObj->SettingsAnimation.timeLast = 0; 
    if (pObj->SettingsAnimation.loop == FALSE) 
     pObj->SettingsAnimation.activate = false; 
   } 
   //Узнать между какими двумя матрицами это время находится  
   DWORD PosAnim = 1; 
   PosAnim = getPosAnimation(&pModel->pAnimation.at(j), pObj-
>SettingsAnimation.timeCounter); //Возвращает количество полностью пройденных анимациий + неполностью 
выполненную 
   float timeCombine = (masTime->at(PosAnim) - masTime->at(PosAnim - 1)) * 1000; 
 
   //Расчитываем время не полного перехода  
   float timeNow = 0; 
   if (pObj->SettingsAnimation.timeCounter != 0) 





   //расчитать преобразованную матрицу от времени 
   pBone->mIntrpolate = getMatrixOfTime( pModel-
>pAnimation.at(j).pDataMatrix.at(PosAnim - 1), 
            
 pModel->pAnimation.at(j).pDataMatrix.at(PosAnim), timeCombine, timeNow); 
 
   //Потом умножается на InverseBindMatrix 
   pObj->SettingsAnimation.timeLast = timeGetTime(); 
  } 
 } 
 
 if (pBone->pParentBone != NULL) 
 { 
  if (!ent) 
   D3DXMatrixMultiply(&pBone->mFinal, &pBone->pParentBone->mFinal, &pBone-
>localMatrix); 
  else 





  if (!ent) 
   pBone->mFinal = pBone->localMatrix; 
  else 
   pBone->mFinal = pBone->mIntrpolate; 
 } 
 if (pBone->pChildBone != NULL) 
 { 
  updateSkelet(pObj, pBone->pChildBone); 
 } 
 if (pBone->pSiblingBone != NULL) 
 { 
  updateSkelet(pObj, pBone->pSiblingBone); 
 } 
} 
std::vector<D3DXMATRIX> *collectMasMatrix(bufferObj *pBuffer) 
{ 
 if (pBuffer->pMasBoneForShader.empty()) return NULL; //все время выходит 
 std::vector<D3DXMATRIX> *ResultMas = new std::vector<D3DXMATRIX>(); 
 D3DXMATRIX tmpMasMatrix; 
 for (UINT i = 0; i < pBuffer->pMasBoneForShader.size(); i++) 
 { 
  D3DXMatrixMultiplyTranspose(&tmpMasMatrix, &pBuffer->pMasBoneForShader.at(i)->mFinal, 
&pBuffer->pMasBoneForShader.at(i)->mInversePos); 
  ResultMas->push_back(tmpMasMatrix); 
  D3DXMatrixIdentity(&tmpMasMatrix); 
 } 
 return ResultMas; 
} 
D3DXMATRIX getMatrixOfTime(D3DXMATRIX matrixBegin, D3DXMATRIX matrixEnd, float time, float timeNow) 
{ 
 return matrixBegin + (matrixEnd - matrixBegin) / time * timeNow; 
} 
int getPosAnimation(animation* pAnim, float time) 
{ 
 for (UINT i = 0; i < pAnim->pDataTime.size(); i++) 
 { 
  if ((pAnim->pDataTime.at(i) * 1000) > time && i < pAnim->pDataTime.size()) 
  { 
   if(i != 0) 
    return i; 
  } 
 } 
 return 1; 
} 
88 
 
 
 
 
