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1. INTRODUCCIÓN
El Internet es hoy en día un medio de comunicación público, cooperativo y 
autosuficiente en términos económicos, accesible a cientos de millones de 
personas en el mundo entero, dentro de éste se encuentran miles de sitios Web
que contienen información de todo tipo, siendo las grandes instituciones, 
empresas, organizaciones, universidades los más interesados en ubicar su 
información en los portales Web, así como las personas del común que solo 
quieren darse a conocer mas allá de su ambiente. Pero no sólo ahí radica la 
importancia de poseer información en un sitio Web, el poder administrarla desde 
cualquier lugar en el mundo, solo con poseer un computador con conexión a 
Internet. Este es el objetivo principal de muchas organizaciones al reservar un sitio 
en la Web.
La Universidad del Magdalena no es ajena a esta situación, es por eso que por 
medio de la Oficina Asesora de Nuevas Tecnologías, se ha buscado siempre el 
desarrollo tecnológico e informático en todos sus campos y áreas. Esta Oficina,
preocupándose por la efectividad de sus procesos internos y prestación de eficaz 
de su servicio, ha solicitado la elaboración de un software que pudiera integrarse 
al portal de la Universidad del Magdalena, para que a través de éste se manejen y 
controlen todos los equipos tecnológicos, software y proyectos que se desarrollan
a las demás secciones, dependencias, institutos y áreas que conforman la 
institución, y que puedan solicitar el servicio de soporte tecnológico.
Es así como surge la idea de desarrollar el Sistema de Información Para la 
Administración de los Recursos Tecnológicos de la Universidad del Magdalena 
(SIARIT), buscando permitir que éste servicio pueda ser administrado desde el 
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portal de esta prestigiosa institución dirigido a la comunidad universitaria y a la 
Oficina Asesora de Nuevas Tecnologías directamente.
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2. PLANTEAMIENTO DEL PROBLEMA
2.1. DESCRIPCIÓN
La Oficina Asesora de Nuevas Tecnologías de la Universidad del Magdalena se 
encarga de manejar la adquisición de la tecnología de punta de la institución, el 
control de la cantidad de los equipos que posee, su ubicación y en el estado en 
que se encuentran, en la actualidad, la información generada se lleva de una 
forma manual y en archivos en Excel de los cuales se tienen documentos 
impresos.
Es deber de la Oficina Asesora de Nuevas Tecnologías rendir informes acerca del 
avance de los proyectos a su cargo, que se encuentran tanto en el Plan de Acción 
como en el Plan de Gobierno, informes referentes acerca de cuántos equipos 
posee la Universidad, el sitio donde se encuentran, la oficina que lo administra, 
que software posee y la fecha de caducidad de las licencias. Datos como los 
anteriores, se deben actualizar semanalmente, además de lo anterior, diariamente 
dentro de sus actividades se tiene que atender las solicitudes de mantenimiento
preventivo o correctivo que debe brindar a las demás dependencias de la 
Universidad donde se tienen equipos que son controlados por esta oficina, estas 
solicitudes se hacen por medio de llamadas telefónicas o por escrito, situación que 
conlleva muchas veces, a la perdida de tiempo debido a que debe haber una 
persona dispuesta a atender el teléfono y la recepción de documentos, la 
descoordinación total de los técnicos de soporte en atender las solicitudes debido
a la no asignación de unas actividades previas, es otra situación que conlleva a 
perder tiempo y de hecho molestias a muchos usuarios.
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Muchas son las causas que originan este problema, dentro de las cuales se 
encuentra la cantidad de información que se maneja y que no reposa de una
forma integrada y uniforme en esta dependencia en comparación con el personal 
que se tiene, por lo que se necesita tiempo extra para entregar los informes a 
tiempo, además, el hecho de no contar con un control sobre el estado de los 
equipos de hardware, de comunicaciones de voz y datos y de los software para 
realizar los mantenimientos preventivos o correctivos hace que este servicio no se 
preste de forma eficaz siendo foco de eventuales causas de molestia a los 
usuarios por demoras en la atención a sus solicitudes.
Por todas estas razones, se plantea el diseño e implementación de un software en 
la Oficina Asesora de Nuevas Tecnologías que cumpla con el objetivo de llevar el 
control de los equipos tecnológicos a cargo de esta oficina, así como de capturar 
las solicitudes de soporte por parte de los usuarios, resultados que se reflejarían 
en la optimización de procesos, ahorro de recursos financieros, debido a la 
disminución de llamadas y de impresión de documentos, y también la optimización 
del talento humano y del tiempo.
2.2. FORMULACIÓN
La Oficina Asesora de Nuevas Tecnologías necesita un sistema de información 
Web de fácil acceso y manipulación que le permita optimizar los procesos en 
cuanto al control de los recursos tecnológicos, de software y de comunicación que 
administra, así como la recepción de las solicitudes de soporte tecnológico, 




Internet, es la tecnología que ha impulsado el desarrollo de la humanidad de forma 
similar al empuje que recibió la especie humana tras el Neolítico, cuando el 
desarrollo de las tecnologías de la agricultura y de la ganadería cambiaron la 
relación del hombre con su entorno, potenciando de forma extraordinaria sus 
posibilidades al no estar necesariamente al albur de los dictados de la naturaleza. 
En los últimos años, la rápida expansión de Internet y del uso de intranets 
corporativas han supuesto una transformación en las necesidades de información 
de las organizaciones, en particular esto afecta a la necesidad de que: 
 La información sea accesible desde cualquier lugar dentro de la 
organización e incluso desde el exterior. 
 Esta información sea compartida entre todas las partes interesadas, de 
manera que todas tengan acceso a la información completa (o a aquella 
parte que les corresponda según su función) en cada momento. 
Internet ha conseguido cosas como transformar las formas y posibilidades de 
acceso al conocimiento: de una forma más profunda que lo hiciera en el s. XVI la 
IMPRENTA y transformar los hábitos laborales: más allá de lo que supuso la 
REVOLUCIÓN INDUSTRIAL en el s. XIX.
Los elementos tradicionales de comunicaciones para el intercambio de 
información, tales como teléfonos o faxes, han sido rebasados, y empiezan a ser 
sustituidos aceleradamente por computadoras y por redes de comunicaciones que 
las enlazan, en particular por la red que abarca el mundo entero, Internet.
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 No existe hoy en día un medio de comunicación que por su dinamismo e 
inmensurable crecimiento pueda equipararse a Internet, aunque esta oficialmente 
funcionando desde 1983 su crecimiento exponencial se ha debido al World Wide 
Web o WWW, servicio diseñado por científicos del Laboratorio Europeo de Física 
Nuclear (CERN) que ha acercado Internet al gran público.
Tres son los aspectos que más resaltan de la oferta de la Web:
 Información: Periódicos y revistas en su versión digital, publicaciones on-
line, personales y de empresas, informaciones de Gobiernos e instituciones, 
Acceso a libros y Catálogos de bibliotecas, bases de datos sobre casi todo, 
buscadores, etc.
 Comunicación Interactiva: Correo electrónico (e-mail), chats, comunidades 
virtuales, conferencias de audio y video, etc.
 Servicios: Comercio electrónico, banca on-line, descarga de toda clase de 
software, anuncios clasificados, meteorología, etc.
Mostrarse al mundo a través de la Web, recibir información y administrarla de una 
forma eficaz es uno de los objetivos que a nivel de tecnología tienen las empresas, 
industrias, universidades, etc., de ahí que el desarrollo de tecnologías y de 
sistemas de información sea fundamental para todas las entidades, debido a que 
por medio de estas se solucionan muchísimos problemas, es fundamental para la 
investigación, para avanzar competitivamente.
La Universidad del Magdalena, ha comenzado a colocarse a la par de las grandes 
entidades del mundo en cuanto al desarrollo de sistemas de información Web, 
comenzando por poseer su propio portal, y sistemas de información como: SIARA 
(Sistema de Información para la Administración de Recursos Educativos), ARCA 
(Admisiones, Registro y Control Académico), SIB (Sistema integrado de Biblioteca) 
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e Inscripción en línea a los aspirantes para diferentes programas entre otros; 
sistemas que sin duda alguna han sido fundamentales en los avances y procesos 
que ha tenido la universidad. A nivel de área, se ha creado la Oficina Asesora de 
Nuevas Tecnologías que se encarga del soporte técnico - administrativo en el 
diseño, implementación, desarrollo y mejoramiento de los planes, programas y 
proyectos de sistematización y modernización tecnológica de la institución.
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4. JUSTIFICACIÓN
Debido al creciente auge que han tenido las nuevas tecnologías orientadas a
Internet, importantes empresas nacionales y multinacionales se han visto en la 
necesidad de actualizar sus procesos, enfocarlos hacia la nueva filosofía del 
tiempo real gracias a Internet, así como la búsqueda de la integración de los 
sistemas de información ya existentes y heterogéneos.
La Universidad del Magdalena, ha avanzado mucho en los últimos siete años en 
cuanto al recurso humano, tecnológico, demanda estudiantil y en la planta física; 
siendo el avance tecnológico uno de los más importantes en el proceso de 
modernización, acreditación y todo el impacto que ha tenido ésta a nivel nacional y 
regional; detrás de todos estos logros, está la Oficina Asesora de Nuevas 
Tecnologías quien ha sido parte fundamental en este proceso. Pero así como esta 
oficina se encarga de toda la tecnología de esta institución, resulta paradójico que 
no cuente con un sistema de información en donde se pueda almacenar y a la vez 
consultar de una forma consolidada la cantidad de equipos que posee, en que 
lugar están y las características de los mismo, a su vez, esta oficina no cuenta con
un servicio donde se puedan recepcionar las diferentes solicitudes de
mantenimiento de los equipos tecnológicos, ya sea preventivo o correctivo, que le 
hacen llegar las diferentes dependencias de la institución.
Teniendo en cuenta lo antes descrito, es imperioso desarrollar un sistema de 
información que compendie toda la información en cuanto al recurso tecnológico 
que administra esta oficina y que al mismo tiempo proporcione opciones de 
consulta ágiles y genere reportes precisos; que cuente además con un servicio en 
línea tipo HELP DESK para brindar soporte a las demás dependencias, de modo 
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que se facilite la ejecución de las tareas y por consiguiente mejore la operatividad 
Institucional.
De esta forma el SISTEMA DE INFORMACIÓN PARA LA ADMINISTRACIÓN DE 
LOS RECURSOS INFORMÁTICOS Y TECNOLÓGICOS (SIARIT), pasa a ser una 
herramienta que agilizará los procesos que se llevan a cabo en la Oficina Asesora 





Analizar, diseñar, desarrollar e implementar para la Oficina Asesora de Nuevas 
Tecnologías de la Universidad del Magdalena un sistema de información Web que 
automatice y controle los procesos que se llevan a cabo para la administración de 
los equipos informáticos que posee la institución y la solicitud de soporte técnico 
que brinda esta Oficina a las demás dependencias de la Universidad.
5.2. OBJETIVOS ESPECÍFICOS.
 Diseñar e implementar un servicio de reportes al HELP DESK, integrado al
portal Web de la Universidad del Magdalena que le permita al personal de 
las diferentes dependencias de la organización realizar solicitudes de 
soporte tecnológico y supervisar su ejecución.
 Diseñar e implementar un módulo que permita crear y mantener actualizada 
la hoja de vida de los equipos informáticos y realizar informes respecto a 
estos, con el fin de tener un control más efectivo y programar los
mantenimientos preventivos y correctivos.
 Diseñar e implementar un módulo que permita registrar el estado de los 
proyectos que posee esta oficina, con el fin de conocer el avance, la 
inversión y los equipos adquiridos en cada etapa.
 Capacitar a los funcionarios de la Oficina Asesora de Nuevas Tecnologías, 
en la administración y operatividad del sistema de información.
23
6. DELIMITACIÓN DEL ESPACIO TEMPORAL Y GEOGRÁFICO.
El proyecto se desarrolló en el Centro de Investigación y Desarrollo de Software 
de la Universidad del Magdalena de la ciudad de Santa Marta en el departamento 
del Magdalena ubicado en las coordenadas 11º 13’ 58’’ latitud norte y 79º 12’ 09’’ 
longitud al oeste del meridiano de Greenwich. Durante el periodo comprendido 
entre los meses de Julio de 2005 y Febrero de 2006.
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7. MARCO DE REFERENCIA
La Oficina Asesora de Nuevas Tecnologías se creó según Acuerdo superior No. 
008 de 2002. “Por medio del cual se fija la nueva Estructura Orgánica de la 
Universidad del Magdalena”. La Oficina depende directamente de Rectoría.
7.1. MISIÓN.
Ser soporte técnico y administrativo del desarrollo institucional integral en la 
creación, diseño, implementación, desarrollo y mejoramiento de los planes, 
programas y proyectos de sistematización y modernización tecnológica 
institucional, así como asistir los procesos de adaptación, transferencia, 
innovación y aplicación de tecnologías para el desarrollo académico y 
administrativo. 
7.2.  VISIÓN.
La Oficina Asesora de Nuevas Tecnologías se visualiza como pilar fundamental en 
la apropiación y correcta utilización de los recursos de Tecnologías de la 
Información y Comunicación TIC, para consolidar los procesos y programas de 
mejoramiento institucional, brindando apoyo logístico y organizativo a las 
diferentes dependencias académicas administrativas orientándolas hacia los 
sistemas de información. De igual forma liderando proyectos tecnológicos 
regionales en articulación con otros estamentos Universitarios.
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7.3. FUNCIONES
 Asesorar en la implementación y adopción de políticas para el desarrollo 
tecnológico y sistematización institucional.
 Asesorar en los planes, programas y proyectos de diseño, implementación, 
desarrollo, aplicación y mejoramiento de tecnologías, sistemas y redes 
institucionales.
 Coordinar el mejoramiento de los procesos de sistematización para la 
integración, funcionalidad y modernización de las dependencias.
 Coordinar el Plan Integral de Modernización Tecnológica y Sistematización 
Institucional.
 Asesorar y coordinar los planes y programas de informática y 
sistematización de la Institución.
 Contribuir al desarrollo de los planes de modernización física, académica y 
de servicios de la Institución.
 Contribuir en la elaboración de los proyectos de inversión para la 
modernización tecnológica y sistematización institucional.
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8. MARCO TEÓRICO Y CONCEPTUAL
El desarrollo del Sistema de Información Para la Administración de Recursos 
Informáticos y Tecnológicos (SIARIT), fue apoyado y desarrollado bajo las 
siguientes teorías y conceptos.
8.1. INTERNET.
Es la "red de redes", es decir, una red que no sólo interconecta computadoras, 
sino que interconecta redes de computadoras entre sí. Una red de computadoras 
es un conjunto de máquinas que se comunican a través de algún medio (cable 
coaxial, fibra óptica, radiofrecuencia, líneas telefónicas, etc.) con el objeto de 
compartir recursos.
De esta manera, Internet sirve de enlace entre redes más pequeñas y permite 
ampliar su cobertura al hacerlas parte de una "red global". Esta red global tiene la 
característica de que utiliza un lenguaje común que garantiza la intercomunicación 
de los diferentes participantes; este lenguaje común o protocolo (un protocolo es 
el lenguaje que utilizan las computadoras al compartir recursos) se conoce como 
TCP/IP. Así pues, Internet es la "red de redes" que utiliza varios formatos y
protocolos de comunicación.
La tecnología Internet/Intranet está siendo utilizada cada vez con más frecuencia 
en las diferentes organizaciones ya que aglutina todas las ventajas de las distintas 
técnicas, como pueden ser:
 Interfaces Gráficas de Usuario (IGU), que contienen un conjunto de 
elementos visuales destinados a facilitar y hacer más amigable la interfaz 
entre hombre y máquina. 
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 Fácil manejo y apariencia agradable para la aplicación. 
 Homogeneidad en el manejo de aplicaciones. 
 Fácil actualización de versiones. 
 Para la utilización de esta tecnología no son necesarias grandes 
modificaciones en la arquitectura física de las redes de la organización. 
 Fácil implementación y seguimiento de los controles de seguridad 
deseados. (Aplicaciones que puede utilizar un usuario, etc.) 
8.2. WORLD WIDE WEB (WWW).
El servicio Web o WWW es una forma de representar la información en Internet 
basada en páginas. Una página WWW puede incluir diferentes tipos de 
información: texto, gráficos, audio, video e hipertexto. Un hipertexto es texto 
resaltado que el usuario puede activar para cargar otra página WWW. La 
diferencia entre un documento hipertexto y un documento normal consiste en que 
el hipertexto contiene, además de la información, una serie de enlaces o 
conexiones con otros documentos relacionados, de manera que el lector puede 
pasar de un tema a otro y volver al documento original en el momento en que le 
interese. 
Las principales ventajas del servicio WWW son tres. Primera, que puede combinar 
diferentes tipos de representaciones de la información: texto, audio, video, etc. 
Segunda, que los hiperenlaces o ligas permiten cargar páginas de cualquier otro 
servidor conectado a Internet, da igual que esté localizado en cualquier lugar del 
mundo. Y, tercera, que la creación de páginas WWW se puede hacer con 
lenguajes bastantes sencillos como por ejemplo HTML.
La funcionalidad elemental de la Web se basa en tres estándares: El Localizador 
Uniforme de Recursos (URL), que especifica cómo a cada página de información 
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se asocia una "dirección" única en donde encontrarla; el Protocolo de 
Transferencia de Hipertexto (HTTP), que especifica cómo el navegador y el 
servidor intercambian información en forma de peticiones y respuestas, y el 
Lenguaje de Marcación de Hipertexto (HTML), un método para codificar la 
información de los documentos y sus enlaces. Berners-Lee dirige en la actualidad 
el World Wide Web Consortium, que desarrolla y mantiene estos y otros 
estándares que permiten a los ordenadores de la Web almacenar y comunicar 
todo tipo de información.
8.3. LOS SISTEMAS DE INFORMACIÓN.
Según Eurométodo1, se podría definir un sistema de información como la parte de 
una organización que proporciona, usa y distribuye la información, conjuntamente 
con los recursos que ésta tiene asociados (humanos, técnicos y financieros). En 
muchas ocasiones este sistema de información está automatizado (en parte o 
totalmente). 
De una forma más general, se podría decir que un sistema de información es un 
sistema informático, constituido por bases de datos y programas de aplicación que 
convierten los datos en información requerida por los usuarios, con objeto de que 
la organización pueda disponer con rapidez de una información completa y fiable, 
lo que constituye un elemento esencial para garantizar la gestión eficaz de los 
recursos de la misma, mejorar la calidad de los servicios que presta y adecuarse 
constantemente al entorno que la rodea.
Un sistema de información realiza cuatro actividades básicas: entrada, 
almacenamiento, procesamiento y salida de información. 
                                                
1
1Eurométodo es una metodología para la adquisición de sistemas de información y servicios relacionados, desarrollada en el marco de un proyecto 
del mismo nombre, bajo supervisión de la Comisión Europea
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 Entrada de Información: Es el proceso mediante el cual el Sistema de 
Información toma los datos que requiere para procesar la información. Las 
entradas pueden ser manuales o automáticas. Las manuales son aquellas 
que se proporcionan en forma directa por el usuario, mientras que las 
automáticas son datos o información que provienen o son tomados de otros 
sistemas o módulos. Esto último se denomina interfases automáticas.
 Almacenamiento de Información: El almacenamiento es una de las 
actividades o capacidades más importantes que tiene una computadora, ya 
que a través de esta propiedad el sistema puede recordar la información 
guardada en la sección o proceso anterior. Esta información suele ser 
almacenada en estructuras de información denominadas archivos.
 Procesamiento de Información: Es la capacidad del Sistema de 
Información para efectuar cálculos de acuerdo con una secuencia de 
operaciones preestablecida. Estos cálculos pueden efectuarse con datos 
introducidos recientemente en el sistema o bien con datos que están 
almacenados. Esta característica de los sistemas permite la transformación 
de datos fuente en información que puede ser utilizada con diferentes fines.
 Salida de Información: La salida es la capacidad de un Sistema de 
Información para sacar la información procesada o bien datos de entrada al 
exterior.
8.3.1 Tipos de sistemas de información.
Se puede realizar la siguiente clasificación de los sistemas de información en 
función de los tipos de información que proporcionan y de los destinatarios de la 
misma:
 Transaccionales: Son aquellos que sirven de apoyo a la operación diaria. 
Ponen a disposición de los usuarios toda la información que necesitan para 
el desempeño de sus funciones, lo cual supone una pequeña parcela de 
datos del sistema de información global. Los precursores de estas 
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aplicaciones son los primeros sistemas batch de mecanización de tareas 
administrativas.
 De Gestión y Administración: Proporcionan la información necesaria para 
controlar la evolución de la organización, el cumplimiento de los objetivos 
operativos y la situación económico-financiera. En un principio, esta 
información se suministraba solamente por medio de informes, pero en la 
actualidad puede consultarse directamente en el ordenador, si está 
convenientemente almacenada. Un ejemplo de este tipo puede ser un 
Sistema de Gestión de Personal.
 De Ayuda a la Toma de Decisiones: Son una ampliación y continuación 
de los anteriores y permiten realizar análisis diversos de los mismos datos 
sin necesidad de programación. Suelen tener capacidades gráficas, de 
confección de informes e incluso, de simulación. Si utilizan los datos de 
gestión están destinados a los usuarios de nivel táctico, aunque también 
pueden estar destinados a usuarios de nivel estratégico. 
 Para la Dirección: (También llamados "EIS", por las siglas del término 
anglosajón Executive Information Systems): Son un paso más en la 
evolución de los anteriores, ya que relacionan en la misma base de datos 
toda la información significativa de la evolución de la organización, su 
distribución y su entorno de operaciones. Estos sistemas, preferentemente 
gráficos, permiten acceder a la información tanto vertical como 
horizontalmente. El término "vertical" se refiere a un acceso jerarquizado de 
la información, mientras el término "horizontal" hace referencia a los análisis 
comparativos, y es aquí donde entra en juego la información del entorno. 
Ejemplo de este tipo de sistemas sería aquél que pudiera contrastar 
información significativa de un área determinada de gestión con la 
correspondiente a áreas homólogas de otras organizaciones, 
administraciones, mercados, etc. Existen paquetes comerciales que 
contemplan este tipo de sistemas. 
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8.4. BASE DE DATOS.
Una base de datos (en adelante BD) es un conjunto de datos no redundantes, 
almacenados en un soporte informático, organizados de forma independiente de 
su utilización y accesibles simultáneamente por distintos usuarios y aplicaciones.
Es decir, la diferencia de una BD respecto a otro sistema de almacenamiento de 
datos es que éstos se almacenan de forma que cumplan tres requisitos básicos:
 No redundancia: Los datos se almacenan una sola vez. Si varias 
aplicaciones necesitan los mismos datos no crearán cada una su propia 
copia sino que todas accederán a la misma.
 Independencia: Los datos se almacenan teniendo en cuenta la estructura 
inherente a los propios datos y no la de la aplicación que los crea. Esta 
forma de trabajar es la que permite que varias aplicaciones puedan utilizar 
los mismos datos. Se puede hablar de dos tipos de independencia: 
independencia física, de tal manera que la estructura física de la BD puede 
ser modificada de forma transparente para los programas que la utilizan, e 
independencia lógica, es decir el programador usa la BD pero desconoce 
su estructura interna 
 Concurrencia: Varios usuarios, ejecutando la misma o diferente aplicación, 
podrán acceder simultáneamente a los datos. 
Los principales conceptos que se manejan en bases de datos son:
 Diccionario de datos: Reúne la información sobre los datos almacenados 
en la BD (descripciones, significado, estructuras, consideraciones de 
seguridad, edición y uso de las aplicaciones, etc.).
 Directorio de datos: Es un subsistema del Sistema de Gestión de Base de 
Datos (SGBD) que describe dónde y cómo se almacenan los datos de la 
BD (modo de acceso y características físicas de los datos).
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 Modelo de datos: Es un conjunto de conceptos, reglas y convenciones que 
permiten describir y manipular los datos.
 Modelo relacional: Propuesto por Codd a finales de los sesenta. Introduce 
la teoría de las relaciones en el campo de las BD. En este modelo los datos 
se estructuran en tablas manteniendo la independencia de esta estructura 
lógica respecto al modo de almacenamiento u otras características físicas. 
Las tablas se manejan mediante operaciones de la teoría de conjuntos y el 
álgebra relacional.
 DDL (Data Definition Language): Lenguaje de definición de datos, se utiliza 
para crear y mantener la base de datos y los elementos que contiene a 
nivel externo, lógico e interno. Es propio de cada SGBD. Permite definir 
entidades, identificadores (claves), atributos, interrelaciones, autorizaciones 
de acceso, restricciones de integridad, etc. A nivel interno facilita la 
definición del espacio físico, longitud de los campos, representación de los 
datos (binario, alfanumérico...), caminos de acceso (punteros, índices...), 
etc.
 DML (Data Manipulation Language): Lenguaje de manipulación de datos, 
se utiliza para la actualización y consulta de los datos almacenados en la 
base de datos. Permite añadir, seleccionar, suprimir o modificar los datos 
de la BD respetando las reglas establecidas por el DDL.
 SQL (Structured Query Language). El SQL es un lenguaje de alto nivel, no 
procedural, normalizado que permite la consulta y actualización de los 
datos de BD relacionales. Se ha convertido en el estándar de acceso a BD 
relacionales.
 Transacción: Conjunto de modificaciones sobre una BD que son una 
unidad inseparable. Es decir, si se realiza alguna de las modificaciones 
deben realizarse todas, en caso contrario no debe realizarse ninguna, este 
proceso se conoce como Atomicidad. Por ejemplo, si hay que transferir 
fondos entre dos cuentas hay que impedir que un fallo del sistema permita 
que se reste el dinero de una cuenta sin llegar a sumarse a la otra.
33
 Integridad: Mantener la integridad de una base de datos es asegurarse de 
que los datos que contiene son correctos, evitando datos inconsistentes o 
erróneos de cualquier otro tipo. Por ejemplo, que un empleado aparezca 
como perteneciente a un departamento que no existe en la tabla 
correspondiente.
 Redundancia: Se llama redundancia al hecho de que los mismos datos 
estén almacenados más de una vez en la base de datos. Las redundancias 
además de suponer un consumo de recursos de almacenamiento pueden 
llevar a situaciones en las que un dato se actualice en una de sus 
ubicaciones y en otra no y se pierda la integridad de la BD, por tanto deben 
evitarse.
 Redundancia controlada: En ocasiones, es necesario introducir 
voluntariamente redundancia en la BD por consideraciones de rendimiento. 
En estos casos los administradores del sistema repiten conscientemente 
algunos datos y, a la vez, preparan al sistema para mantener 
automáticamente las distintas copias y que no se pierda la integridad.
 Confidencialidad: Consiste en proteger la BD contra accesos no 
autorizados. Debe asegurarse no sólo que los usuarios no autorizados no 
consigan acceso a la BD sino, también, que los usuarios legítimos acceden 
sólo a los datos autorizados.
 Recuperación: Su objetivo es proteger a la BD contra fallos (lógicos o 
físicos) que destruyan su contenido parcial o totalmente. Los SGBDs suelen 
incluir los llamados "ficheros de log" en los que se almacenan todos los 
cambios antes de almacenarlos en la BD, así como, marcas de comienzo y 
final de transacción. A partir de ellos, el SGBD puede decidir después de un 
fallo, si una transacción estaba terminada o no y, por tanto si hay que 
mantenerla o deshacerla.
 Normalización: Según el modelo relacional, las tablas deben definirse 
siguiendo una serie de reglas precisas para asegurarse de que no se 
producirán anomalías en la actualización de la base de datos. Para ello, es 
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habitual que se necesite descomponer las tablas iniciales en otras más 
simplificadas que no presenten dichos problemas. Este proceso es lo que 
se conoce como normalización y es un método formalizado con diferentes 
niveles, a cada uno de los cuales se le llama forma normal.
8.5. SISTEMA DE GESTIÓN DE BASES DE DATOS (SGBD).
Es el conjunto de programas que permiten definir, manipular y utilizar la 
información que contienen las bases de datos, realizar todas las tareas de 
administración necesarias para mantenerlas operativas, mantener su integridad, 
confidencialidad y seguridad. Una BD nunca se accede o manipula directamente 
sino a través del SGBD. Se puede considerar al SGBD como el interfaz entre el 
usuario y la BD.
El funcionamiento del SGBD está muy interrelacionado con el del Sistema 
Operativo, especialmente con el sistema de comunicaciones. El SGBD utilizará las 
facilidades del sistema de comunicaciones para recibir las peticiones del usuario 
(que puede estar utilizando un terminal físicamente remoto) y para devolverle los 
resultados.
8.5.1 Funciones de un SGBD.
Un SGBD debe proporcionar un amplio surtido de funcionalidades para poder 
cumplir adecuadamente su misión. Normalmente se clasifican en definición, 
manipulación y utilización.
 Función de definición: Permite describir los elementos de datos, sus 
estructuras, sus interrelaciones y sus validaciones a nivel externo, lógico e 
interno. Esta función es realizada por una parte del SGBD denominada 
lenguaje de definición de datos (LDD o DDL, Data Definition Language). 
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 Función de manipulación: Permite buscar, añadir, suprimir y modificar los 
datos de la BD. Esta función es realizada por una parte del SGBD 
denominada lenguaje de manipulación de datos (LMD o DML, Data 
Manipulation Language). 
 Función de utilización: Incluye otras funcionalidades tales como: modificar 
la capacidad de los registros, cargar archivos, realizar copias de seguridad, 
rearranque, protección frente a accesos no autorizados, gestión de la 
concurrencia, estadísticas de utilización, etc. 
8.5.2. Características de extensibilidad de los SGBD.
Los SGBDs deben reunir una serie de características que contemplen las nuevas 
funcionalidades que deben proporcionar en estos momentos. Dichas 
características son:
 Soporte ODBC: ODBC (siglas que significan Open DataBase Conectivity, 
Conectividad Abierta de Bases de Datos) se define como un método común de 
acceso a bases de datos, diseñado por Microsoft para simplificar la 
comunicación en Bases de Datos Cliente/Servidor. ODBC consiste en un 
conjunto de llamadas de bajo nivel que permite a las aplicaciones en el 
cliente intercambiar instrucciones con las aplicaciones del servidor y
compartir datos, sin necesidad de conocer nada unas respecto a las otras. 
Las aplicaciones emplean módulos, llamados controladores de bases de 
datos, que unen la aplicación con el SGBD concreto elegido. Se emplea el 
SQL como lenguaje de acceso a los datos. El SGBD debe proporcionar los 
controladores adecuados para poder ser empleados por los distintos 
lenguajes de programación que soporten ODBC.
 JDBC: Es el acrónimo de Java Database Connectivity. 
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Antes de entrar a definir JDBC, es conveniente definir lo que es un API
(Interfaz de Programación de Aplicaciones); es un conjunto de 
especificaciones de comunicación entre componentes software; cuyo 
principal propósito consiste en proporcionar un conjunto de funciones de 
uso general, representa un método para conseguir abstracción en la 
programación, generalmente (aunque no necesariamente) entre los niveles 
o capas inferiores y los superiores del software.
Ahora JDBC es un API que permite la ejecución de operaciones sobre 
bases de datos desde el lenguaje de programación Java 
independientemente del sistema de operación donde se ejecute o de la 
base de datos a la cual se accede utilizando el dialecto SQL del modelo de 
base de datos que se utilice.
El API JDBC se presenta como una colección de interfaces Java y métodos 
de gestión de manejadores de conexión hacia cada modelo específico de 
base de datos. Un manejador de conexiones hacia un modelo de base de 
datos en particular es un conjunto de clases que implementan las interfaces 
Java y que utilizan los métodos de registro para declarar los tipos de 
localizadores a base de datos (URL) que pueden manejar. Para utilizar una 
base de datos particular, el usuario ejecuta su programa junto con la librería 
de conexión apropiada al modelo de su base de datos, y accede a ella 
estableciendo una conexión, para ello provee el localizador a la base de 
datos y los parámetros de conexión específicos. A partir de allí puede 
realizar cualquier tipo de tareas con la base de datos a las que tenga 
permiso: consultas, actualizaciones, creado, modificado y borrado de tablas, 
ejecución de procedimientos almacenados en la base de datos, etc.
 Orientación a objetos: Los SGBDs relacionales tradicionales sólo pueden 
almacenar y tratar con números y cadenas de caracteres. Las mejoras en el 
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terreno de la multimedia obligan a que las aplicaciones desarrolladas 
actualmente precisen cada vez más almacenar, junto con la información 
numérica y de caracteres, tipos de datos más complejos que permitan 
gestionar objetos de sonido, imágenes, vídeos, etc. Algunos SGBDs 
relacionales avanzaron en este sentido dando cabida en sus BDs a tipos de 
datos binarios (donde se puede guardar código binario, que es el que forma 
los objetos de sonido, imágenes, programas ejecutables, etc.), pero esto no 
es suficiente. La aparición de SGBDs relacionales Orientados a Objetos 
(SGBDROO) proporcionan toda la potencia y robustez de los SGBD 
relacionales, y al mismo tiempo, permiten gestionar objetos de un modo 
nativo, así como los campos numéricos y de caracteres que se han visto 
recogidos tradicionalmente. Los SGBDROO cuentan con todas las 
posibilidades de un motor de consultas SQL clásico, pero el lenguaje puede 
manipular tipos definidos por el usuario, de la misma manera que gestiona 
los tipos predefinidos de los sistemas más antiguos. Por lo tanto, se trata de 
un SGBD relacional, pero extendido y ampliado de manera que soporte la 
gestión de objetos. Por otra parte, la tendencia a la generación de 
aplicaciones distribuidas, donde los usuarios, datos y componentes de la 
aplicación están físicamente separados, facilita e impulsa el uso de 
SGDROO, pues los objetos y las aplicaciones distribuidas están "hechos el 
uno para el otro".
 Conectividad en Internet: Los distintos SGBDs existentes incorporan en 
sus últimas versiones software de tipo middleware (El Middleware es un 
software de conectividad que permite ofrecer un conjunto de servicios que 
hacen posible el funcionamiento de aplicaciones distribuidas sobre 
plataformas heterogéneas. Funciona como una capa de abstracción de 
software distribuida que se sitúa entre las capa de aplicaciones y las capas 
inferiores). para añadir conectividad a la base de datos a través de Internet. 
Microsoft ha desarrollado los ADO (Access Database Object, Objetos de 
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Acceso a Bases de Datos) que, incorporados en scripts dentro de páginas 
Web en HTML, proporcionan conexión con Bases de Datos, tanto locales 
como remotas, empleando ODBC. Los middleware desarrollados en los 
distintos SGBDs suelen emplear ODBC (o JDBC, conectividad abierta de 
bases de datos preparada para el lenguaje Java) para conectar con la BD, 
junto con diversos conjuntos de herramientas para facilitar al usuario la 
implementación de la comunicación con la BD a través de Internet.
 Soporte de estándares objetuales: Hay varios estándares de objetos 
diseñados para proporcionar una guía en el diseño y desarrollo de 
aplicaciones distribuidas que trabajen con BD relacionales con orientación a 
objetos. Los SGBDs actuales hacen uso de software del tipo middleware 
que asumen las tareas de servicio de transacciones de objeto siguiendo 
alguno de los estándares de objetos existentes. Los principales estándares 
de objeto son:
CORBA (Common Object Broker Architecture, o Arquitectura común de
gestores de solicitudes de objetos), del Object Management Group (OMG).
DCOM (Distributed Component Model) de Microsoft.
Java Remote Method Invocation de Sun.
Los actuales SGBD proporcionan soporte, como mínimo, a CORBA y  
DCOM.
 Data Mining, Data Warehousing, OLAP: Los SGBD deben incorporar una 
serie de herramientas que permitan, de forma cómoda, sencilla e intuitiva, 
la extracción y disección-minería de datos (Data Mining), y soporte para 
OLAP (OnLine Analytical Processing, Procesamiento Analítico de Datos En 
Vivo), que se trata de una categoría de las nuevas tecnologías del software 
que permite obtener y extraer información mediante un complejo análisis y 
procesamiento del contenido de una Base de Datos, todo ello en tiempo 
real.
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También deben proporcionar una estabilidad y robustez cada vez mejores, 
que permitan mejorar los almacenes de datos (Data Warehousing), 
mercados de datos (Data Marts) y Webs de datos, procesos de 
transacciones y otras aplicaciones de misión crítica.
8.5.3. Características de los SGBDs Relacionales.
Basados en el modelo relacional, los datos y también empleados en modelos 
transaccionales, se describen como relaciones que se suelen representar como 
tablas bidimensionales consistentes en filas y columnas. Cada fila de la relación(o 
tupla, en terminología relacional) representa una ocurrencia. Las columnas (o 
atributos) representan propiedades de las filas. Cada tupla se identifica por una 









Esta organización de la información, permite recuperar de forma flexible los datos 
de una o varias tablas, así como combinar registros de diferentes tablas para 
formar otras nuevas. No todas las definiciones posibles de tablas son válidas 
según el modelo relacional. En él, deben emplearse diseños normalizados que 
garantizan que no se producirán anomalías en la actualización de la BD. En un 
diseño normalizado para cada tabla:
 No pueden existir tuplas duplicadas. 
 El orden de las tuplas es irrelevante. 
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 La tabla es plana, es decir, en el cruce de un atributo y una tupla solo 
puede haber un valor (el orden de los atributos no es significativo). 
Para asegurar la integridad de los datos, se definen uno o más atributos de una 
tabla como clave candidata, única y no nula, de modo que no puede haber filas con 
dicha clave duplicada. De entre las posibles claves candidatas escogeremos una 
como clave primaria.
Las BD relacionales deben cumplir, además, como mínimo las tres primeras 
formas normales (FN) fundamentales definidas por Codd. Una relación está en 
1FN si no contiene grupos repetitivos. Estará en 2FN si no hay nada fuera de la 
clave que dependa de parte de la clave. Por último, una relación está en 3FN si no 
hay nada no clave que dependa de algo no clave.
De todas formas otras consideraciones, principalmente de rendimiento, llevan en 
ocasiones a que los diseños que se implantan no estén totalmente normalizados. 
Hallar el punto de equilibrio entre normalización y rendimiento es, con frecuencia, 
un punto clave para obtener un buen diseño de la BD cuando se utilizan SGBDs 
relacionales.
Los SGBDs relacionales se han impuesto hasta llegar a dominar casi totalmente el 
mercado actual. Ello se ha debido principalmente a su flexibilidad y sencillez de 
manejo. Igualmente conviene destacar la amplia implantación del lenguaje SQL 
que se ha convertido en un estándar para el manejo de datos en el modelo 
relacional lo que ha supuesto una ventaja adicional para su desarrollo. Además, 
los SGBDs objetuales emplean de manera subyacente un SGBD relacional.
8.5.4. Arquitectura de implantación de un SGBD.
Un SGBD se puede implantar en una organización siguiendo distintas 
arquitecturas. En esta guía consideraremos tres escenarios de arquitectura: 
centralizada, distribuida y cliente/servidor.
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No debe confundirse el SGBD con la arquitectura que se elige para implantarlo. 
Algunos SGBD sólo se pueden implantar en una de las arquitecturas y otros en 
todas ellas.
 La arquitectura centralizada: es la más clásica. En ella, el SGBD está 
implantado en una sola plataforma u ordenador desde donde se gestiona 
directamente, de modo centralizado, la totalidad de los recursos. Es la 
arquitectura de los centros de proceso de datos tradicionales. Se basa en 
tecnologías sencillas, muy experimentadas y de gran robustez.
 La arquitectura distribuida: el SGBD y la BD no están asociados a un 
determinado ordenador, sino a una red cuyos nodos se reparten las 
funciones. Una base de datos distribuida es vista por las aplicaciones igual 
que si fuera centralizada. Es el SGBD distribuido el que se encarga de 
preservar la integridad y coherencia de la BD. Sin embargo existe otra 
definición mucho menos estricta de base de datos distribuida utilizada por 
muchos fabricantes de SGBD, según la cual una base de datos es 
distribuida si permite lecturas y modificaciones remotas, 
independientemente de que éstas sean transparentes o no para las 
aplicaciones. Esta definición no es adecuada cuando se desea seleccionar 
una BD realmente distribuida.
Se suele distinguir entre sistemas homogéneos y heterogéneos. Un sistema 
es homogéneo si el SGBD usado en todas las máquinas es el mismo. Si 
existe más de un SGBD distinto el sistema se denomina heterogéneo.
La distribución física, espacial o geográfica de la información puede 
aconsejar la utilización de esta arquitectura. Cada vez existen más 
productos disponibles en el mercado aunque no existen estándares.
Un SGBD que soporte una arquitectura de base de datos distribuida es 
mucho más complejo que uno para base de datos centralizada y el número 
de SGBDs distribuidos disponibles en el mercado es mucho menor. Existen 
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algunos SGBDs que ofrecen la posibilidad de implementar una BD 
distribuida sólo para sistemas homogéneos. Es una tecnología que no está 
tan probada como la centralizada.
 La arquitectura cliente/servidor: separa las funciones de una aplicación 
en componentes que establecen diálogos entre sí para intercambiar 
información, servicios o recursos con el objeto de realizar una tarea común. 
Cada componente puede estar en un ordenador diferente. El proceso que 
inicia el diálogo o solicita recursos se denomina cliente y suele ser la 
aplicación que el usuario está ejecutando. El proceso que responde a las 
solicitudes se denomina servidor.
Esta arquitectura se basa, al igual que el caso anterior, en varias 
plataformas interconectadas: una de las cuales actúa como "servidor" de la 
BD en la que los datos están físicamente localizados y centraliza las 
funciones de administración. Las plataformas denominadas "clientes" 
realizan funciones de manejo de las interfaces de usuario, lógicas de 
aplicación, etc.
La arquitectura cliente/servidor no exige requisitos especialmente complejos 
a los SGBD ya que, aunque estén involucrados varios ordenadores, la base 
de datos en sí está normalmente centralizada en un ordenador y su 
mantenimiento es igual de sencillo que en una arquitectura centralizada 
clásica. Para esta arquitectura es importante que el SGBD soporte sistemas 
de comunicación normalizados ya que tendrá que recibir peticiones de 
diversos clientes operando con máquinas y protocolos distintos.
La ventaja de soluciones cliente/servidor radica en que el coste de proceso 
de los ordenadores personales o estaciones de trabajo representa una 
reducción significativa con respecto al mantenimiento y precio de los 
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grandes ordenadores, aunque por otro lado lleva asociados otros costes 
subyacentes. No obstante, muchas organizaciones están pensando o ya 
han acometido la labor de modificar sus infraestructuras basadas en 
grandes ordenadores tradicionales hacia otros que representarían, a priori, 
un ahorro considerable. Todo esto unido a que estas arquitecturas facilitan 
el no depender de un único administrador.
8.5.5. Ventajas e inconvenientes de los SGBD.
La instalación de un SGBD en un sistema que está funcionando sin él, 
normalmente proporciona una amplia serie de ventajas. Entre las más importantes 
se pueden destacar:
 Eliminan las inconsistencias en los datos. Algo especialmente difícil sin 
un SGBD cuando los mismos datos se utilizan y actualizan en diferentes 
procesos.
 Permiten compartir los mismos datos entre diferentes aplicaciones con 
distintas necesidades. Por ejemplo: aplicaciones transaccionales junto con 
aplicaciones de soporte a la dirección. 
 Se adaptan mejor a la existencia de aplicaciones rápidamente 
cambiantes. En estos casos con los enfoques tradicionales se puede 
requerir la conversión de los datos cada vez. Un SGBD proporcionará 
independencia de los datos respecto a las aplicaciones. 
 Ahorran espacio de almacenamiento al no existir redundancia o ser ésta 
escasa. También porque muchos SGBDs utilizan mecanismos de 
compresión para almacenar los datos. 
 Mejoran la seguridad de los datos. normalmente incorporan mecanismos 
de seguridad en el propio SGBD. 
 Permiten la creación de entornos de alta disponibilidad. Los SGBDs 
modernos suelen permitir realizar gran parte (a veces todo) del 
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mantenimiento del sistema sin necesidad de parar las aplicaciones. Por 
tanto, con algunos SGBDs es posible llegar a disponer de aplicaciones 
funcionando ininterrumpidamente. 
Por otra parte, si se escoge adecuadamente el SGBD no suelen presentarse 
problemas de tipo técnico que no se presenten con los sistemas anteriores de 
almacenamiento de datos sino que los problemas suelen ser los típicos de 
cualquier equipo lógico complejo:
 La puesta en funcionamiento puede ser larga. Antes de obtener los 
primeros resultados se necesita un período de formación y adaptación 
variable según la complejidad del entorno. 
 Se necesita personal especializado para su mantenimiento. En principio 
un diseñador de la BD y un administrador permanente de la BD.
8.5.6. Tendencias tecnológicas y del mercado.
Evolución de los SGBDs relacionales
En la tecnología actual de SGBDs relacionales se observan las siguientes 
tendencias.
 Los datos siguen estando centralizados en cuanto a modelado y 
administración, mientras que el desarrollo de aplicaciones se descentraliza 
o se distribuye a través de Internet. 
 Los usuarios finales acceden a las BDs con mayor facilidad (existencia de 
productos en el mercado), incrementándose la seguridad en el acceso, 
sobre todo si es a través de servicios de Internet. 
 El ordenador central pasa de soportar los procesos de manera centralizada 
a ser un servidor de datos. Los procesos pasan a máquinas clientes, o se 
distribuyen a los usuarios finales vía Internet/Intranet. 
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 Nuevas herramientas para gestión y soporte de las nuevas tendencias 
respecto al almacenamiento de datos (Data Mining, Data Warehousing) o 
respecto al procesamiento de los datos (OLAP, Online Analytical
Transaction Processing). 
En cuanto a los SGBDs distribuidos, aunque no hay estándares definidos, existen 
en el mercado algunos productos que incorporan características de estos SGBDs.
Los SGBD relacionales orientados a objetos
Una vez ya desarrollados los SGBD orientados a objetos, surge la necesidad de 
un SGBD que, aparte de soportar la orientación a objetos, tenga la robustez y 
capacidad de procesamiento de información de los SGBD relacionales. De esta 
manera aparecen los SGBD relacionales orientados a objetos, ya tratados 
anteriormente, pero que todavía se encuentran en fase de expansión, tanto en su 
uso como en sus posibilidades de integrar distintos paradigmas pertenecientes a 
la Orientación a Objetos.
Por otra parte, entre los temas en los que se está trabajando para la próxima 
versión de SQL (SQL3) se encuentra el soporte de bases de datos orientadas a 
objetos. También existen varios fabricantes de SGBD relacionales que están 
incorporando, lentamente, capacidades de orientación a objetos en sus SGBD, 
abriendo así otra vía al desarrollo de SGBD orientados a objetos que parece muy 
prometedora en un futuro muy próximo.
8.6. DESARROLLO ORIENTADO A OBJETOS.
La orientación a objetos no es solamente un lenguaje de programación. Es una 
forma diferente de desarrollar sistemas. Puede ser aplicada a toda clase de 
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desarrollos, pero está indicada especialmente para aquellas aplicaciones 
informáticas que hacen uso extensivo de gráficos e imágenes, como los Sistemas 
de Información Geográfica o las Interfaces Gráficas de Usuario (IGU), basados en 
iconos regidos por sucesos, menús desplegables, barras de desplazamiento 
(scroll) y otros elementos gráficos, accionados todos ellos en la modalidad de 
"apuntar y pulsar".
También es adecuada para desarrollos que incluyan una arquitectura técnica 
distribuida (encaja naturalmente con la arquitectura cliente/servidor), lo cual no 
quiere decir que no sea útil para entornos centralizados.
El concepto central de la orientación a objeto es que un sistema está formado por 
un conjunto de componentes independientes llamados objetos. Los objetos 
pueden ser desarrollados por personas diferentes a lo largo del tiempo, y pueden 
ser más tarde ensamblados para construir un sistema único.
Los datos de un objeto están protegidos por fragmentos de código llamados 
métodos, que manipulan los datos a través de mensajes enviados al objeto. 
Cuando un objeto recibe un mensaje, el fragmento de código correspondiente se 
ejecuta. De este modo, el objeto se convierte en un fragmento de código en 
miniatura, que contiene toda la información e instrucciones necesarias para 
realizar su función. La localización de las operaciones complejas junto con los 
datos mejora la productividad del software, reduciendo las actualizaciones a una 
única localización. Otra mejora de la productividad introducida por el desarrollo 
orientado a objetos, está en que los objetos son creados una vez, modificados si 
es necesario y reutilizados (reutilización del código), evitando la necesidad de 
regenerar código.
La programación OOP (Object Oriented Programming) sustituye a la programación 
tradicional orientada a procedimientos, que separa los datos de las operaciones 
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que han de efectuarse sobre ellos, por el procedimiento de aunar los datos con los 
métodos que han de emplearse para manipularlos (objetos).
Los beneficios que la OOP ofrece a los programadores son que los desarrollos 
orientados a objetos funcionan en diferentes equipos físicos sin necesidad de 
recompilación y que se pueden expandir o constreñir con facilidad para satisfacer 
necesidades individuales sin más que añadir o sustraer módulos de objetos 
(reutilización).
8.7. PERSISTENCIA.
Podemos encontrar diferentes definiciones del término persistencia, según 
distintos puntos de vista y autores. Veamos dos que con más claridad y sencillez, 
concretan el concepto de persistencia de objetos.
La primera, y la más antigua, dice así: «Es la capacidad del programador para 
conseguir que sus datos sobrevivan a la ejecución del proceso que los creo, de 
forma que puedan ser reutilizados en otro proceso. Cada objeto, independiente de 
su tipo, debería poder llegar a ser persistente sin traducción explicita. También, 
debería ser implícito que el usuario no tuviera que mover o copiar los datos 
expresamente para ser persistentes».
Esta definición nos recuerda que es tarea del programador, determinar cuando y
cómo una instancia pasa a ser persistente o deja de serlo, o cuando, debe ser 
nuevamente reconstruida; asimismo, que la transformación de un objeto en su 
imagen persistente y viceversa, debe ser transparente para el programador, sin su 
intervención; y que todos los tipos, clases, deberían tener la posibilidad de que sus 
instancias perduren.
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La otra definición dice así: Persistencia es «la capacidad de un lenguaje de
programación o entorno de desarrollo de programación para, almacenar y 
recuperar el estado de los objetos de forma que sobrevivan a los procesos que los 
manipulan».
Esta definición indica que el programador no debería preocuparse por el
mecanismo interno que hace un objeto ser persistente, sea este mecanismo 
soportado por el propio lenguaje de programación usado, o por utilidades de 
programación para la persistencia, como librerías, framework o compiladores.
En definitiva, el programador debería disponer de algún medio para poder 
convertir el estado de un objeto, a una representación adecuada sobre un soporte 
de información, que permitirá con posterioridad revivir o reconstruir el objeto, 
logrando que como programadores, no debamos preocuparnos de cómo esta 
operación es llevada a cabo.
8.7.1. Instancia Persistente y Transitoria.
Una instancia persistente es aquella cuyos datos perduran a la ejecución del 
proceso que materializó la instancia. Una instancia transitoria o temporal, es toda 
instancia cuyos datos desaparecen cuando finalizan los procesos que la 
manipulan. En ambos casos, las instancias en sí, como estructuras de datos 
residentes en memoria, desaparecen al finalizar los procesos que las crearon.
Veámoslo con un sencillo ejemplo, imaginemos la ejecución de un programa que
solicita introducir nuestro nombre que será usado repetidas veces en distintas 
operaciones. Si este dato es recogido en una instancia transitoria, cuando finalice 
el programa y lo volvamos a ejecutar, deberemos nuevamente introducir el dato; 
pero si está asociado a una instancia persistente, el dato introducido podría ser 
recuperado y mostrado en sucesivas ejecuciones del programa.
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8.7.2. Servicio de persistencia de objetos.
El concepto de servicio de persistencia es tema vigente de debate, investigación y
desarrollo en los mundos académicos y de la industria. Acotar con nitidez qué es 
un servicio de persistencia, es una cuestión abierta, porque la separación entre 
este concepto y el de base de datos es difusa. Aquí, asumiendo que el destino 
final de los datos serán principalmente los sistemas de gestión de datos de la 
empresa, es adoptada la siguiente acepción:
Servicio de persistencia es un sistema o mecanismo programado para posibilitar
una interfaz única para el almacenamiento, recuperación, actualización y 
eliminación del estado de los objetos que pueden ser persistentes en uno o más 
sistemas gestores de datos.
La definición hecha, considera que el sistema gestor de datos, puede ser un 
sistema RDBMS, un sistema OODBMS, o cualquiera otro sistema; que el estado 
podría estar repartido sobre varios sistemas, incluso de distinto tipo; y lo más 
importante, que un servicio de persistencia de objetos aporta los elementos 
necesarios para efectuar la modificación y la eliminación de los objetos 
persistentes, además del volcado y recuperación del estado en los sistemas 
gestores de datos. Y todo ello, debería ser efectuado de acuerdo a la definición 
hecha más atrás de persistencia, sin necesidad de traducción explicita por parte 
del programador. En todos los casos, sea cual sea el tipo de gestor datos, los 
servicios de persistencia de objetos, facilitan la ilusión de trabajar con un sistema 
de bases de datos de objetos integrado con el lenguaje de programación, 
ocultando las diferencias entre el modelo de objetos del lenguaje y el modelo de 
datos del sistema empleado como base de datos. A pesar de lo dicho, un servicio 
de persistencia no es un sistema de gestión de bases de datos orientado a 
objetos. El servicio de persistencia es un componente esencial de todo sistema 
gestor de bases de datos de objetos (ODBMS), que resuelve otros aspectos, 
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además de la persistencia. Más adelante, el concepto de servicio de persistencia 
será matizado, a través de los requisitos que debe cubrir, entonces será cuando la 
idea de servicio quedará más nítida, frente a la idea de que un servicio de
persistencia podría ser solo un interfaz vacío de funcionalidad para acceder a 
bases de datos.
8.7.3. Cierre de persistencia.
Los objetos suelen referenciar a otros objetos, estos a su vez a otros, y así puede
continuar sucesivamente. Cada objeto puede tener un gran número de objetos
dependientes de manera directa e indirecta. Esta relación de dependencias es 
parte integrante del estado de cada objeto. Cuando el estado de un objeto es 
salvado o recuperado, sus dependencias también deberían ser recuperadas o 
guardadas. De otro modo, cuando el objeto fuese recuperado, llegaría a estar 
incompleto, sería inconsistente con respecto a como fue guardado.
Un mecanismo de persistencia que posibilita la persistencia automática de las
dependencias de un objeto, que deban persistir, se dice que admite el cierre de 
persistencia. Cuando el estado de un objeto es almacenado, los estados de los 
objetos dependientes que tengan que ser persistentes, son también almacenados, 
y así, sucesivamente. En otro sentido, en la recuperación del estado de un objeto, 
los estados de los objetos dependientes son recuperados. El cierre de persistencia 
determina el conjunto de referencias necesario, que ayuda a conseguir la 
consistencia entre el estado del objeto en el instante de guardar y estado 
resultante de su recuperación.
8.7.4. Persistencia por alcance.
La persistencia por alcance o persistencia en profundidad, es el proceso de
convertir automáticamente en persistente, todo objeto referenciado directa o
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indirectamente por un objeto persistente, los objetos del cierre de persistencia de 
un objeto son hechos persistentes. 
8.7.5. Transparencia de datos.
Cuando un sistema o entorno de programación ofrece transparencia de datos, el 
conjunto de las clases persistentes y el esquema de la base de datos es uno, las
clases definen de hecho el esquema en la base de datos. Los estados 
almacenados en la base de datos, son manejados con el lenguaje de 
programación elegido, no es necesario otro. Los objetos son recuperados de la 
base de datos automáticamente, cuando las referencias a estos son accedidas. 
También, las modificaciones del estado de objetos persistentes son reflejadas en 
la base de datos automáticamente. Los estados de los objetos son recuperados y 
actualizados de forma transparente; no hay cambios en la semántica de referencia
o de asignación en la aplicación. Objetos transitorios y persistentes son
manipulados de igual forma. Las operaciones propias de la persistencia son 
efectuadas sin la intervención directa del programador, con más código. La 
frontera entre el lenguaje de programación y los servicios de datos desaparece a 
los ojos del programador, evitando la falta de correspondencia entre la base de 
datos y el lenguaje programación.
8.7.6. Falta de correspondencia entre clases y datos.
Cuando trabajamos con sistemas gestores de datos, como bases de datos
relacionales, ficheros, bases de datos documentales XML, etc., cuyo modelo de
datos no tiene una equivalencia directa con el modelo de objetos del lenguaje de
programación usado, hay una falta de correspondencia entre la base de datos y el 
lenguaje de programación, es necesario establecer un modelo de correspondencia 
que de defina, como una clase se convierte en datos sobre el modelo ofrecido por 
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un sistema que albergará el estado de los objetos. A esta equivalencia entre la 
clase y los datos, se denomina aquí correspondencia clase-datos (object 
mapping). El caso particular de la correspondencia entre clases y tablas en un 
RDBMS, es la correspondencia objeto-registros. Utilizaremos el término mapear, 
para señalar al proceso de definición de la correspondencia entre las clases de los 
objetos persistentes y los modelos de datos, el proceso puede implicar cambios en 
ambos lados de la correspondencia, en el modelo de clases creado o modificado 
para asumir ciertos modelos de datos, y al contrario, el modelo de datos puede ser 
diseñado o cambiado, para permitir una correspondencia más eficiente y eficaz 
con ciertos modelos de clases.
8.7.7. Correspondencia clases-datos.
Al guardar y recuperar los objetos, existe una falta de correspondencia entre tipos
de los objetos y los tipos de los datos en los almacenes de persistencia, excepción 
hecha de los gestores de datos objetuales, que debe ser resuelta al hacer persistir 
los objetos en un servicio de datos, para ello hay que identificar qué clases serán 
persistentes, esto es, definir la correspondencia de clases con las entidades de los 
servicios de datos. La correspondencia permite al servicio de persistencia llevar a 
cabo intercambio entre ambos sistemas de tipos con integridad.
Un servicio de persistencia debería proporcionar los medios para expresar y 
establecer la correspondencia entre el modelo de clases y los esquemas de los 
servicios de datos. Las diferencias entre los sistemas de tipos del lenguaje y los 
mecanismos de persistencia, exigen la definición de las de equivalencias entre 
estos, tanto para los tipos complejos como son las estructuras de datos.
Un servicio de persistencia con transparencia de datos debería producir la 
conversión automática entre los tipos o clases y sus correspondientes tipos, que 
definen su estado persistente en los depósitos de datos. La conversión debería ser
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efectuada sin necesidad de añadir código adicional, sin la intervención del 
programador.
La correspondencia debe cubrir el caso de las clases que son definidas a partir de 
otras de las que dependen, resultando así que se definen objetos complejos, 
objetos construidos con otros objetos, además de los tipos básicos como enteros, 
caráctereres y demás. Un servicio de persistencia debe soportar objetos 
complejos.
Entre los objetos complejos están el conjunto, la tupla y la lista que forman un 
conjunto de constructores básicos esenciales. Los conjuntos son críticos debido a 
que son la forma natural de representar colecciones de objetos del mundo real, las 
tuplas son la forma natural de representar las propiedades de un concepto u 
objeto y las listas o series (array) capturan el orden.
8.8. EQUIVALENCIA CLASE – TABLAS RELACIONALES.
Todo servicio de persistencia de objetos, debe utilizar las bases de datos 
relacionales, para recoger los estados de los objetos persistentes La cuestión de 
cómo hacer corresponder objetos en relaciones y viceversa, siempre ha sido de 
objeto interés de estudio, análisis y propuesta de solución.
8.8.1. Falta de correspondencia clase – tabla.
Clase y tabla son conceptos diferentes, utilizados para modelar realidades, que 
después manejan las aplicaciones. Una clase especifica los atributos y el 
comportamiento de la realidad que modela, define objetos. Una tabla especifica 
los datos de la entidad que representa, concreta una relación entre valores de los 
54
dominios de los datos escogidos. Ambos capturan características de interés para 
la aplicación, pero la tabla ignora aquellas características ligadas al 
comportamiento en ejecución, cosa que si modela la clase. Para la clase, la 
persistencia es una característica más, posiblemente independiente, en cambio, la 
tabla toma su sentido esencialmente, de servir al propósito de persistir y compartir 
los datos que modela. No hay por tanto, una equivalencia exacta y única entre 
ambos conceptos. Tampoco a nivel de la implementación es posible una 
equivalencia directa entre los tipos de datos sobre los que se construyen clases y 
tablas, una clase aprovecha el sistema de tipos primitivos y estructurados, 
provistos por el lenguaje de programación usado; una tabla no puede utilizar un 
árbol o vector como atributo, necesita crear otras relaciones (tablas o vistas), con 
las que modelar estos atributos complejos, habitualmente su sistema de tipos es 
diferente de aquellos presentes en los principales lenguajes de programación, y no 
permite utilizar estructuras de datos como dominios de los atributos. La tarea de 
crear una correspondencia entre un modelo de objeto y un esquema de relaciones 
requiere de establecer una equivalencia entre: 
 Identidades, la identidad de un objeto y su representación en las tablas.
 Clases y relaciones.
 Relaciones entre las clases y su equivalencia en relaciones entre tablas.
 La herencia sobre tablas.
Todo ello a simple vista parece ser sencillo, directo y sin complicaciones, pero 
resulta una tarea difícil cuando se requiere conseguir eficiencia, alto rendimiento,
flexibilidad al cambio, facilidad de mantenimiento y se quiere dar respuesta a las 
herencia y el polimorfismo, conceptos no soportados por el modelo relacional.
La creación del esquema de correspondencia, puede ser realizado desde dos 
perspectivas, una centrada en el modelo de datos, donde las tablas dirigen el 
proceso de creación de la correspondencia, buscando generar las clases que se 
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amoldan a cada tabla; y otra perspectiva, enfocada desde el modelo de objetos, 
que impulsa encontrar un modelo de tablas que sea el más apropiado para 
representar de un forma eficaz los objetos.
Son muchos los que consideran mejor, partir de una representación relacional por 
su facilidad para ser manipulada y entendida, además, de su mejor rendimiento en 
concurrencia, para después, en base a las tablas crear un modelo de objetos 
acorde. Entre quienes proceden de la cultura de la programación orientada a 
objetos, existe una postura de considerar una aproximación oportunista, donde se 
genera el mejor esquema de relaciones adecuado, aun modelo de objetos, salvo 
que se parta de un sistema legado, con esquema relacional previo a continuar, en 
cuyo caso es mejor seguir un enfoque dirigido desde el modelo esquema 
relacional. En una primera aproximación, para establecer una correspondencia 
entre clases y tablas podemos partir de las siguientes equivalencias.
Figura. 1  Equivalencia Clase – Tabla.
Modelo de objetos                                                      Modelo Relacional                 
Identidad                                                                            Clave primaria
Clase                                                                          Relación (Tabla, Vista)   
Instancia                                                                     Fila
Atributo de instancia persistente con                          Columna          
dominio un tipo básico o primitivo
Atributo persistente Referencia                                  Clave ajena   
 a objetos con tipo conocido
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Atributo persistente tipo                                            No hay equivalencia directa, debe ser                                      
Colección.                                                                   una  relación, si la cardinalidad es (m:n),
                                                                                    entonces una entidad de asociación; Si
                                                                                   (1:n), entonces atributos en las relaciones
                                                                                   correspondientes.
Atributo persistente de clases                                    Una tabla con las características comunes
                                                                                   a todas las instancias de una clase.
Herencia                                                                         Una relación agregada con todo los atributos 
                                                                                       de instancia  la jerarquía   herencia completa   o      
                                                                                       Múltiples tablas.
8.8.2. Identidad.
La equivalencia entre identidades de objetos y relaciones, es la correspondencia 
de identidad persistente a claves primarias. El identificador persistente de los 
objetos puede ser, o una característica ajena a los objetos construida y gestionada 
por el servicio de persistencia, o bien, un conjunto de atributos de los objetos 
persistentes que satisfacen la singularidad de calve primaria, esto es, identificar a 
cada objeto.
Debemos mencionar dos aspectos, uno la elección de claves primarias, el otro es 
la necesidad de conocer el tipo de los objetos polimórficos. Los objetos concretan 
su identidad mediante identificadores internos al sistema, carentes de significado 
para el usuario; en lado relacional, hoy por hoy, también los principales SGBR 
emplean identificadores de filas automáticos e internos, pero habitualmente, las 
claves elegidas tienen significado, son dependientes del valor de unos o más 
atributos con sentido para el usuario final, lo que ante cambios de la estructura de 
estos atributos, el esquema y código de los programas tienen que ser modificados. 
Desde aquí, se recomienda la utilización de claves primarias sin significado en los 
esquemas relacionales, utilizando secuencias, contadores o tickets.
Un enfoque bastante práctico y que facilita un nivel de rendimiento adecuado, para
lograr la identificación en un gran número de casos, útil para ambos lados de la
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equivalencia, es el uso de una clave primaria automática, que incluya un indicador 
de la clase del objeto correspondiente. Esto permite aprovechar la potencia de la 
integridad referencial de las bases de datos relacionales, utilizando una sola 
columna, evita accesos adicionales a los datos para determinar el tipo, no fuerza 
la introducción de campos adicionales, permite un mayor reuso, mejor 
mantenimiento e introduce menos complejidad en el código de los programa, 
aunque conlleva a una ligera sobrecarga por extraer e insertar la señal de tipo en 
el campo de clave primaria.
8.8.3. Conversión de clases en tablas.
La correspondencia más directa y simple, es hacer corresponder cada clase con 
una tabla, y cada objeto, con una fila de la tabla, éste es el punto de partida para 
la construcción de la correspondencia entre un modelo de objetos y un esquema 
relacional. Los trabajos de muchos autores, enseñan que la correspondencia entre 
clases y tablas debe ser directa, de una clase a una tabla, y viceversa, esta
fórmula es correcta para la mayoría de los casos, porque planteamientos más 
complejos, pueden implicar falta de rendimiento y problemas en las 
actualizaciones.
La Figura 1, es punto de partida para efectuar el proceso de traducción entre los 
modelos relacionales y de objetos, donde en principio, a cada clase se le hace 
corresponder con una tabla, a cada atributo persistente una columna en la tabla de
su clase. De esta forma, se construye un modelo de tablas, que inicialmente 
debería estar normalizado.
Es importante que los servicios de persistencia permitan planteamientos flexibles 
al proceso de correspondencia clase-tabla, conjugando el propósito de
persistencia, con el acceso correcto a los datos y un rendimiento suficiente. Esta 
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flexibilidad es una de las características, que más distinguen a buen producto para 
crear esquemas de persistencia clase-tabla.
8.9. JAVA DATA OBJECTS (JDO).
JDO 1,0 ha estado en existencia desde 2002, mientras que JDO 2,0 fue aprobado 
a principios de 2005.
La especificación Java Data Objects (JDO) es el estándar de la comunidad Java 
que define las interfaces y clases para manejar las clases del dominio (objetos de 
negocio y de aplicación), cuyas instancias tienen que persistir, y especifica los 
contratos entre proveedores de clases con capacidad de perdurar sus instancias, y 
el entorno de ejecución que es parte de la propia implantación de JDO.
Hay 4 áreas principales de JDO.
 JDO categoriza las clases en 3 tipos. El tipo de su clase define cómo obra 
recíprocamente con JDO. Algunas clases no tienen ninguna interacción con 
JDO, mientras que otras le requieren definir su comportamiento debajo de 
JDO.
 Controlar la persistencia de sus objetos. Esto se realiza usando un 
PersistenceManagerFactory/PersistenceManager. La persistencia de Java 
se opone resultados en cambios al estado del ciclo de vida de los objetos.
 Preguntando sus objetos en el datastore.
 Controlar las transacciones que gobiernan el proceso de la persistencia.
El diagrama que se muestra en la figura 2, se procura mostrar las áreas 
principales. 
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Figura. 2  Funcionamiento JDO
JDO no es una propuesta para definir un OODBMS. JDO quiere ser el estándar 
para interactuar con los sistemas de gestión de datos posibilitando una visión de 
los datos consistente y uniforme, constituida por objetos Java, con independencia 
del sistema de gestión de datos donde los datos residan.
JDO no es un servicio de persistencia. Es la especificación de cómo los 
programadores ven un modelo de servicios de persistencia con transparencia de 
datos. JDO es la parte visible de un sistema complejo que es un servicio de 
persistencia.
JDO resume en unas interfaces de programación los servicios necesarios para 
alcanzar la persistencia de objetos Java sobre distintos sistemas de gestión de 
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datos, de forma uniforme, sin necesidad de conocer los mecanismos de 
persistencia realmente utilizados.
8.9.1. Objetivos Fundamentales de JDO.
Los objetivos esenciales de la especificación JDO son dos: Proporcionar soporte a 
la persistencia de objetos Java, que representan objetos de negocios y datos de 
aplicación, ofreciendo a los programadores una perspectiva centrada en Java de 
la información persistente, de forma transparente e independiente del sistema 
gestor de base de datos. Y facilitar la realización de implementación de acceso a 
los sistemas de gestión de datos que pueden ser integradas en los servidores de 
aplicaciones de Java.
8.9.2. Cómo hacer que una clase sea persistente y que sus objetos 
perduren.
 Indicar que será persistente en un archivo XML.
 Establecer los parámetros de configuración que definen las condiciones de 
ejecución de la persistencia.
 Procesar el código compilado de las clases persistentes y de las que 
manejan la persistencia de las primeras.
 Finalmente, es posible operar con la persistencia aplicando algunos 
métodos que desencadenan la magia de la persistencia.
En un fichero XML se indica qué clases y qué atributos de estas son persistentes. 
El descriptor de persistencia establece que clases tendrán instancias persistentes, 
qué atributos de estas pueden persistir. Para los atributos que expresan relaciones 
se indica, si se trata de una colección o correspondencia clave-valor, cuyos 
elementos tendrán que ser compatibles, con la clase indicada.
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Los archivos descriptores de persistencia deben ser nombrados como 
(literalmente) package.jdo, (ver Manual Técnico); cuando contiene la descripción 
del estado persistente de las clases de la aplicación o paquete, o cuando solo 
contiene la definición de persistencia de una clase sola, entonces, <nombre la 
clase>.jdo.
8.9.3. Descriptor de Persistencia XML.
Como se dijo anteriormente que JDO requiere un archivo en XML, donde se 
describe cuales son las clases cuyas instancias podrán persistir y cómo objetos y 
datos están vinculados. El descriptor de persistencia es la base de conocimiento 
con la meta-información necesaria, para generar el código de persistencia 
apropiado y para traducir objetos a datos y viceversa, definir la correspondencia 
objeto-dato.
8.9.4. Elementos de descripción. Etiquetas XML.
JDO establece que el archivo descriptor debe ser denominado con la extensión jdo 
y el nombre la clase que tendrá instancias persistentes, con el nombre del paquete 
que contiene las clases a considerar o simplemente package.jdo ubicado donde el 
mismo paquete cuyas clases podrían persistir.
Las etiquetas principales que encontramos en un descriptor persistencia JDO son:
 <jdo> Elemento raíz del documento que debe aparecer dentro del ámbito 
de esta etiqueta estarán contenidas las definiciones de uno o más 
paquetes y especificaciones de extensiones de fabricante.
 <package> Establece el ámbito de la especificación de las clases a 
modificar para la persistencia de sus instancias.
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 <class> Define las características de persistencia para la clase que 
referencia: modo de identidad, atributos clave, características de los 
atributos y si dispondrá de Extent.
 <field> Esta etiqueta es usada para especificar las características de los 
atributos de instancia: ser persistente o solo transaccional, formar parte de 
la clave primaria para identidad por aplicación, gestión de los nulos, formar 
parte del grupo por defecto de extracción, ser recuperado en la primera 
lectura del sistema de datos, y estar agregado por valor o por referencia 
para los tipos no primitivos.
 <collection> Los atributos del tipo colección son especificados mediante 
esta etiqueta y sus términos son el tipo de elementos contenidos y modo e 
agregación.
 <array> Identifica a los atributos de instancia del tipo array, permite 
especificar el modo de agregación de los elementos contenidos.
 <extensión> Esta etiqueta y los elementos que incorpora, constituyen el 
mecanismo de extensión que facilita JDO para que los fabricantes 
incorporen nuevas funcionalidades, nuevas características y el modelado 
de la relación objeto datos.
8.10. JAVA PERSISTENT OBJECTS (JPOX).
JPOX es una implementación del estándar de persistencia JDO 1.0.1 (Java Data 
Objects). Están preparando una versión 1.1, de la que ya tienen una alfa, que 
implementa la versión 2.0 de este estándar, aún en proceso de revisión por Java 
Community Process (JCP).
8.10.1. El proceso de JDO y el JPOX.
JDO procura hacer el proceso entero de los datos al persistir un proceso 
transparente.  La idea gira alrededor del desarrollador que tiene una serie de 
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clases de Java que necesitan persistir. Con JDO, el desarrollador define la 
persistencia de estas clases usando un archivo o Meta-Data, también puede 
definir un en realce a las clases en el  cual se agregan métodos a las clases, pero 
en JDO 2 esto se puede hacer automáticamente (Lo que se identifica en la gráfica 
3 como Enhance). JPOX permite trabajar con un servicio llamado Schema tool, 
que funciona a través de un ANT para automatizar procesos, como es el caso de 
crear la BD. Además proporcionan maneras de tener acceso a estas clases 
usando Querys o consultas  de JD y permite almacenar los registros  logs. (En la 
gráfica 3 se puede ver el proceso para JPOX)  
Figura. 3. Proceso de Persistencia de JPOX 
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8.10.2. Arquitectura soportada.
Los objetos persistentes de java JDO (JPOX) son primeros y a primera vista 
implementan JDO, por esto apoyan totalmente la especificación JDO. JPOX ya 
pasó el Test Compatibility Kit (TCK, o test que comprueba que un producto es 
conforme con una especificación) para JDO1 y se está convirtiendo ya para pasar 
el JDO2. Después de esto planean el abastecimiento de una interfaz obediente 
EJB3 (JSR220) que se construya encima del interfaz de JDO. La figura 4 de abajo 
muestra la localización arquitectónica de JPOX, en lo que respecta a la interfaz de 
desarrollo que ofrece, y a los RDBMS que apoya. 
Figura. 4. Localización arquitectónica de JPOX 
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8.11. JAVA DATA OBJECTS QUERY LANGUAGE (JDOQL).
Es un lenguaje de consulta con el que interrogar a los mecanismos de 
persistencia, sobre las instancia persistentes que verifican las condiciones de la 
consulta, todo expresado con una sintaxis JAVA, que no obliga a conocer otro 
lenguaje sintácticamente distinto. El resultado de las consultas siempre es una 
colección, la colección es inmutable de las instancias seleccionadas.
Las consultas JDOQL, son manejadas mediante una interfaz de JDO, la interfaz 
Query y El diseño de JDOQL y de la interfaz que manipula las consultas, tienen
presente los siguientes objetivos:
 La neutralidad del lenguaje, independencia del lenguaje frente a los
mecanismos donde persisten las instancias.
 Disponer de la capacidad para la optimización de las consultas.
 Contemplar dos modos de procesamiento de consultas, procesamiento en
memoria o delegado a los sistemas de consulta de lso gestores de datos 
accedidos 
 Soportar conjuntos de resultado enormes, esto es, iterar y procesar un 
elevado número de instancias con un limitado uso de los recursos del 
sistema.
 El uso de consultas compiladas, evitando repetir el proceso de preparación 
de las consultas.
 El anidamiento de las consultas. El resultado de una consulta puede ser el
objeto sobre el que volver a refinar una consulta.
Tres son los elementos básicos requeridos para poder llevar a cabo una consulta 
a través de los objetos de la interfaz Query son: La clase de las instancias que son 
consultadas (clase candidata), el tipo de la colección resultado, bien 
java.util.Collection o Extent; y el filtro de consulta, una expresión booleana Java 
que concreta el criterio de selección. Los filtros no pueden incluir la invocación de 
los métodos de los objetos consultados. Los atributos de la clase candidata del 
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tipo colección pueden ser incluidos en los filtros para verificar si están vacíos o 
incluyen un cierto elemento ligado a una variable.
8.12. XML.
XML significa lenguaje de marcas generalizado (Extensible Markup Language). Es 
un lenguaje usado para estructurar información en un documento o en general en 
cualquier fichero que contenga texto, como por ejemplo ficheros de configuración 
de un programa o una tabla de datos. Ha ganado muchísima popularidad en los 
últimos años debido a ser un estándar abierto y libre, creado por el Consorcio 
World Wide Web, W3C (los creadores de la WWW), en colaboración con un panel 
que incluye representantes de las principales compañías productoras de software.
El XML fue propuesto en 1996, y la primera especificación apareció en 1998. 
Desde entonces su uso ha tenido un crecimiento acelerado, que se espera que 
continúe durante los próximos años; hoy en día parece que de repente todo el 
mundo está usando, o quiere usar, XML.
8.12.1. Ventajas de XML.
Antes de ser lanzado el XML, ya existían otros lenguajes de marcas, como por 
ejemplo el HTML, basados en el lenguaje generalizado de marcas (SGML). El 
problema con el SGML es que por ser muy flexible y muy general, se torna difícil el 
análisis sintáctico de un documento y la especificación de la estructura (que como 
veremos mas adelante se incluye en otro documento llamado DTD). XML es más 
exigente que SGML en la sintaxis, lo que hace más fácil la construcción de 
librerías para procesarlo. 
Comparado con otros sistemas usados para crear documentos, el XML tiene la 
ventaja de poder ser más exigente en cuanto a la organización del documento, lo 
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cual resulta en documentos mejor estructurados. Por ejemplo en LaTeX existen 
también “marcas” que permiten estructurar un documento, por ejemplo 
identificando el nombre del autor y el título del documento – los comandos \author
y \title – sin embargo no existe forma de obligar a los autores de documentos a 
que usen estas marcas y algunos de ellos pueden introducir el título de forma que 
aparezca visualmente igual a lo que se obtiene cuando se usa \author y \maketitle, 
sin usar esos comandos; esto conlleva a problemas cuando queremos extraer de 
forma automática el título de varios documentos.
Por ser posible exigir la estructura que deben tener un tipo determinado de 
documentos, se vuelve posible extraer información de varios documentos 
automáticamente, por ejemplo para crear base de datos o listados con información 
sobre todos los documentos.
8.12.2. Conceptos básicos.
Los ficheros XML son ficheros de texto, que en principio está en código Unicode, 
pero se pueden usar otros alfabetos como el latín-1. Existen cinco caracteres 
especiales en XML: los símbolos menor que, <, mayor que, >, las comillas dobles, 
”, el apóstrofe ’ y el carácter &. Los símbolos mayor que y menor que se usan para 
delimitar las marcas que dan la estructura al documento.
Cada marca tiene un nombre; veamos un ejemplo: la marca <figura>, que puede 
tener uno o más atributos: <figura fichero=”foto1.jpg”tipo=”jpeg”> tiene dos 
atributos, “fichero” y “tipo”. Los atributos toman valores que tienen que estar entre 
comillas o entre apóstrofes.
Cuando sea necesario usar uno de los 5 caracteres especiales en el texto, para 
evitar que sean interpretados de forma especial se usan las siguientes entidades: 
&lt; &gt; &quot; &apos; &amp; para <, >, ”, ’ y &, respectivamente. Esto explica 
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también porque & es un carácter especial: se usa para representar entidades; una 
entidad es un carácter adicional que no hace parte del alfabeto usado por defecto 
en el texto (los caracteres especiales obviamente quedan excluidos del alfabeto 
usado para el texto) comienza por &, seguido del nombre de la entidad e 
inmediatamente un punto y coma.
Una diferencia importante con SGML, y en particular HTML, es que los nombres 
de las marcas y de sus atributos distinguen entre mayúsculas y minúsculas; <a> y 
<A> serian dos marcas diferentes. Normalmente se suelen usar únicamente 
minúsculas para los nombres de las marcas y de sus atributos. Otra diferencia 
sobresaliente con SGML es que en XML ninguna marca se puede dejar abierta; o 
sea, por cada marca, por ejemplo <p> debería existir una marca correspondiente 
</p> que indica donde termina el contenido de la marca. En el siguiente ejemplo:
<refrán>El que mucho abarca, poco aprieta</refrán>.
El contenido de la marca “refrán” esta claramente delimitado entre <refrán> y 
</refrán>. Si una marca cualquiera no contiene ningún texto, por ejemplo 
<hr></hr>, se puede abreviar de la siguiente forma: <hr/>, pero nótese que la 
primera forma también es válida, en cambio escribir únicamente <hr> daría un 
error. 
8.13. XSLT.
XSLT es un lenguaje de programación. Forma parte de la trilogía transformadora
de XML, compuesta por las CSS (Cascading Style Sheets, hojas de estilo en 
cascada), que permite dar una apariencia en el navegador determinada a cada 
una de las etiquetas XML; XSLT (XML Stylesheets Language for Transformation , 
o lenguaje de transformación basado en hojas de estilo); y XSL:FO, (Formatting
69
Objects, objetos de formateo), o transformaciones para fotocomposición, o, en 
general, para cualquier cosa que no sea XML, como por ejemplo HTML "del viejo" 
o PDF (el formato de Adobe).
XSLT es pues, un lenguaje que se usa para convertir documentos XML en otros 
documentos XML; puede convertir un documento XML que obedezca a un DTD a 
otro que obedezca otro diferente, un documento XML bien formado a otro que siga 
un DTD, o, lo más habitual, convertirlo a "formatos finales", tales como WML 
(usado en los móviles WAP) o XHTML.
Los programas XSLT están escritos en XML, y generalmente, se necesita un 
procesador de hojas de estilo, o stylesheet processor para procesarlas, 
aplicándolas a un fichero XML. Se puede utilizar los siguientes procesadores para 
XSLT: XALAN, SAXON, XT, etc.
8.14. SAXON.
Un procesador bastante rápido, escrito en Java, con su propio parser incluido, 
aunque se puede usar uno externo. Hay una versión denominada Instant Saxon, 
un procesador rápido, y fácil de usar, sólo para Windows. Por lo pronto, es el único 
que implementa la versión 2.0 de XSLT
8.15. XPATH.
XPath es el resultado de un esfuerzo para proporcionar una sintaxis y semántica 
comunes para funcionalidades compartidas entre XSL Transformations [XSLT] y 
XPointer. El objetivo principal de XPath es direccionar partes de un documento 
XML. Como soporte para este objetivo principal, también proporciona facilidades 
básicas para manipulación de cadenas, números y booleanos. XPath utiliza una
sintaxis compacta y no-XML para facilitar el uso de XPath dentro de URLs y de 
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valores de atributos XML. XPath opera sobre la estructura lógica abstracta de un 
documento XML, más que en su sintaxis superficial. XPath obtiene su 
denominación por el uso que hace de una notación de caminos, como en los 
URLs, para navegar a través de la estructura jerárquica de un documento XML.
8.16. LENGUAJE DE PROGRAMACIÓN JAVA.
Java surgió en 1991 cuando un grupo de ingenieros de Sun Microsystems trataron 
de diseñar un nuevo lenguaje de programación destinado a electrodomésticos. La 
reducida potencia de cálculo y memoria de los electrodomésticos llevó a 
desarrollar un lenguaje sencillo capaz de generar código de tamaño muy reducido.
Como lenguaje de programación para computadores, Java se introdujo a finales 
de 1995. La clave fue la incorporación de un intérprete Java en la versión 2.0 del 
programa Netscape Navigator, produciendo una verdadera revolución en Internet. 
Java 1.1 apareció a principios de 1997, mejorando sustancialmente la primera 
versión del lenguaje. Java 1.2, más tarde rebautizado como Java 2, nació a finales 
de 1998.
8.16.1. El Entorno de desarrollo de JAVA.
Existen distintos programas comerciales que permiten desarrollar código Java. La 
compañía Sun, creadora de Java, distribuye gratuitamente el Java(tm) 
Development Kit (JDK). Se trata de un conjunto de programas y librerías que 
permiten desarrollar, compilar y ejecutar programas en Java. Incorpora además la 
posibilidad de ejecutar parcialmente el programa, deteniendo la ejecución en el 
punto deseado y estudiando en cada momento el valor de cada una de las 
variables (con el denominado Debugger). Cualquier programador con un mínimo 
de experiencia sabe que una parte muy importante (muchas veces la mayor parte) 
del tiempo destinado a la elaboración de un programa se destina a la detección y 
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corrección de errores. Existe también una versión reducida del JDK, 
denominada JRE (Java Runtime Environment) destinada únicamente a ejecutar 
código Java (no permite compilar).
Los IDEs (Integrated Development Environment), tal y como su nombre indica, son 
entornos de desarrollo integrados. En un mismo programa es posible escribir el 
código Java, compilarlo y ejecutarlo sin tener que cambiar de aplicación. Algunos 
incluyen una herramienta para realizar Debug gráficamente, frente a la versión 
que incorpora el JDK basada en la utilización de una consola (denominada 
habitualmente ventana de comandos de MS-DOS, en Windows NT/95/98) 
bastante difícil y pesada de utilizar. Estos entornos integrados permiten desarrollar 
las aplicaciones de forma mucho más rápida, incorporando en muchos casos 
librerías con componentes ya desarrollados, los cuales se incorporan al proyecto 
o programa. Como inconvenientes se pueden señalar algunos fallos de 
compatibilidad entre plataformas, y ficheros resultantes de mayor tamaño que los 
basados en clases estándar.
8.16.2. El compilador de JAVA.
Se trata de una de las herramientas de desarrollo incluidas en el JDK. Realiza un 
análisis de sintaxis del código escrito en los ficheros fuente de Java (con 
extensión *.java). Si no encuentra errores en el código genera los ficheros 
compilados (con extensión *.class). En otro caso muestra la línea o líneas 
erróneas. En el JDK de Sun dicho compilador se llama javac.exe. Tiene 
numerosas opciones, algunas de las cuales varían de una versión a otra. Se 
aconseja consultar la documentación de la versión del JDK utilizada para obtener 
una información detallada de las distintas posibilidades.
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8.16.3. La Java Virtual Machine.
La existencia de distintos tipos de procesadores y ordenadores llevó a los 
ingenieros de Sun a la conclusión de que era muy importante conseguir un 
software que no dependiera del tipo de procesador utilizado. Se planteó la 
necesidad de conseguir un código capaz de ejecutarse en cualquier tipo de 
máquina. Una vez compilado no debería ser necesaria ninguna modificación por el 
hecho de cambiar de procesador o de ejecutarlo en otra máquina. La clave 
consistió en desarrollar un código “neutro” el cual estuviera preparado para ser 
ejecutado sobre una “máquina hipotética o virtual”, denominada Java Virtual 
Machine (JVM). Es esta JVM quien interpreta este código neutro convirtiéndolo a 
código particular de la CPU utilizada. Se evita tener que realizar un programa 
diferente para cada CPU o plataforma.
La JVM es el intérprete de Java. Ejecuta los “bytecodes” (ficheros compilados 
con extensión *.class) creados por el compilador de Java (javac.exe). Tiene 
numerosas opciones entre las que destaca la posibilidad de utilizar el denominado 
JIT (Just-In-Time Compiler), que puede mejorar entre 10 y 20 veces la velocidad 
de ejecución de un programa.
8.16.4. La Estructura de Colecciones de Java.
La estructura de colecciones de Java es un conjunto de interfaces y clases que 
mejoran notablemente las capacidades del lenguaje respecto a las estructuras de 
datos. Sus elementos son: 
 Interfaces: Tipos abstractos de datos que representan las colecciones. 
Permiten manipularlas con independencia de los detalles de su 
implementación. 
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 Implementaciones: Implementaciones concretas de las interfaces 
anteriores. 
 Algoritmos: Métodos que realizan de forma eficiente tareas habituales, 
como búsquedas y ordenaciones, sobre objetos que implementan las 
interfaces de la estructura de colecciones. 
Las interfaces son muy importantes, ya que son ellas las que determinan las 
capacidades de las clases que implementan. En consecuencia, dos clases que 
implementan la misma interfaz se pueden utilizar exactamente de la misma forma. 
Las interfaces e implementaciones más importantes de la estructura de 
colecciones de Java son: 
 Collection: Colección de objetos en la que se requiere la máxima 
generalidad. 
o Set: Colección sin elementos repetidos. La colección puede estar o
no ordenada.
Implementaciones: HashSet y LinkedHashSet. 
 SortedSet: Conjunto en el que los elementos se almacenan 
en orden ascendente, siguiendo el orden natural o aquél 
establecido por un objeto Comparator.
Implementaciones: TreeSet. 
o List: Colección en la que el orden de los elementos es relevante. La 
colección puede tener elementos repetidos.
Implementaciones: ArrayList, LinkedList y Vector. 
 Map: Estructura de datos agrupados en parejas de la forma 
clave/valor, lo que permite localizar un valor en función de una clave 
dada.
Implementaciones: HashMap y Hashtable. 
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o SortedMap: Mapa en el que los elementos se almacenan en orden 




Es uno de los Sistemas Gestores de bases de Datos (SQL) más populares, 
desarrollado bajo la filosofía de código abierto. Lo desarrolla y mantiene la 
empresa MySQL AB pero puede utilizarse gratuitamente y su código fuente está 
disponible.
Características:
Inicialmente, MySQL carecía de los elementos considerados esenciales en las 
bases de datos relacionales, tales como integridad referencial y transacciones. A 
pesar de ello, atrajo a los desarrolladores de páginas Web con contenido 
dinámico, justamente por su simplicidad; aquellos elementos faltantes fueron 
llenados por la vía de las aplicaciones que la utilizan.
Poco a poco los elementos faltantes en MySQL están siendo incorporados tanto 
por desarrollos internos, como por desarrolladores de software libre. Entre las 
características disponibles en las últimas versiones se puede destacar:
 Amplio subconjunto del lenguaje SQL. Algunas extensiones son incluidas 
igualmente.
 Disponibilidad en gran cantidad de plataformas y sistemas.
 Diferentes opciones de almacenamiento según si se desea velocidad en las 
operaciones o el mayor número de operaciones disponibles.
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 Transacciones y claves foráneas.
 Conectividad segura.
 Replicación.
 Búsqueda e indexación de campos de texto.
8.18. ANT.
ANT es una herramienta usada en programación para la realización de tareas 
mecánicas y repetitivas, normalmente durante la fase de compilación y 
construcción (build). Es similar a Make pero sin las engorrosas dependencias del 
sistema operativo.
Esta herramienta, hecha en Java, tiene la ventaja de no depender de los 
comandos de shell de cada sistema operativo, sino que se basa en ficheros de 
configuración xml y clases java para la realización de las distintas tareas, siendo 
idónea como solución multi-plataforma. ANT es un proyecto de la Apache 
Software Foundation y es Open Source.
8.19. JUNIT.
JUnit es un conjunto de clases  que permite realizar la ejecución de clases Java de 
manera controlada, para poder evaluar si el funcionamiento de cada uno de los 
métodos de la clase se comporta como se espera. Es decir, en función de algún 
valor de entrada se evalúa el valor de retorno esperado; si la clase cumple con la 
especificación, entonces JUnit reportará que el método de la clase pasó 
exitosamente la prueba; en caso de que el valor esperado sea diferente al que 




Eclipse [J] surge alrededor del año 2001 como una propuesta innovadora por parte 
de IBMQ, OTI (Object Technology International) y otras compañías que querían 
desarrollar una plataforma de código abierto que permitiera la integración entre 
diversas herramientas de desarrollo y que sirviera como una manera de capitalizar 
el desarrollo de 181SC-2003-2-32 herramientas en el lenguaje de programación 
Java, "Eclipse es un IDE (Entorno Integrado de Desarrollo) para nada en 
particular", que define una funcionalidad básica sobre la cuál es posible
implementar herramientas de desarrollo para varios lenguajes como Java, C/C++, 
HTML, XML, entre otros. Todo esto es posible porque Eclipse está diseñado para 
descubrir, integrar y correr distintos módulos (plug-ins) que le dicen a la plataforma 
cuáles son las acciones que debe llevar a cabo ante la presencia de determinado 
tipo de recursos.
Eclipse gira alrededor de tres ejes: El desarrollo de un ambiente de desarrollo para 
Java, la integración de diferentes herramientas, y la comunidad de desarrolladores 
open source que trabajan en él.
Como ambiente de desarrollo en Java, Eclipse provee al desarrollador de varias 
utilidades que le permiten escribir código de manera más rápida y eficiente. Estas 
herramientas son:
Un editor especializado que provee funciones de asistencia de código, marcado de 
sintaxis, marcadores, revisión de sintaxis, etc. un depurador y un esquema sencillo 
de integración con Ant y JUnit. Todo este conjunto de características hace que la 
labor de codificación sea más sencilla para el desarrollador de Java, permitiéndole 
tener todas las herramientas para su trabajo en una sola aplicación. Como 
plataforma de integración, la arquitectura de Eclipse permite a los desarrolladores 
extender fácilmente las funcionalidades del IDE, esto a través de varios 
Frameworks y APIS, que hacen más fácil la interacción con la plataforma. Eclipse 
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permite integrar varias herramientas dentro de esto lo libra de la limitación de una 
metodología de trabajo particular, permite desarrollar fácilmente aplicaciones con 
Internacionalización y en algunos sistemas operativos, se integra con aplicaciones 
y tecnologías como el reconocimiento de voz que lo hacen una aplicación
accesible a una amplia gama de usuarios.
Como comunidad de código abierto, "la misión del proyecto Eclipse es adaptar y
desarrollar la tecnología de Eclipse para satisfacer las necesidades de la 
comunidad de desarrolladores y de usuarios". Eclipse provee varias herramientas 
para que la colaboración entre los distintos miembros de la comunidad 
(corporaciones, investigadores y desarrolladores en general) puedan desarrollar 
herramientas inter-operables.
El desarrollo de Eclipse está dividido en varios proyectos, cada uno de ellos con 
un comité propio (pMCs, Project Management Committees) que coordina su 
evolución y que administra las listas de correo, sistemas de control de errores y 
versiones que facilitan la colaboración entre sus miembros.
8.21. APACHE TOMCAT.
Tomcat (también llamado Jakarta Tomcat o Apache Tomcat) funciona como un 
contenedor de servlets desarrollado bajo el proyecto Jakarta en la Apache 
Software Foundation. Tomcat implementa las especificaciones de los servlets y de 
JavaServer Pages (JSP) de Sun Microsystems. Se le considera un servidor de 
aplicaciones.
Un contenedor de Servlets es un shell de ejecución que maneja e invoca servlets 
por cuenta del usuario.
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8.22. INGENIERÍA DE SOFTWARE.
Es el tratamiento sistemático de todas las fases del ciclo de vida del software,
abordando el desarrollo de sistemas de información de forma similar a los 
proyectos de ingeniería. Esto implica la identificación de las tareas a realizar 
(establecidas según una metodología de desarrollo), de los productos a obtener y 
de las técnicas y herramientas a utilizar.
8.23. LENGUAJE DE MODELADO UNIFICADO (UML).
UML (Unified Modeling Language) es un lenguaje que permite modelar, construir y 
documentar los elementos que forman un sistema software orientado a objetos. Se 
ha convertido en el estándar de facto de la industria, debido a que ha sido 
impulsado por los autores de los tres métodos más usados de orientación a 
objetos: Grady Booch, Ivar Jacobson y Jim Rumbaugh. Estos autores fueron 
contratados por la empresa Rational Software Co. para crear una notación 
unificada en la que basar la construcción de sus herramientas CASE. En el 
proceso de creación de UML han participado, no obstante, otras empresas de gran 
peso en la industria como Microsoft, Hewlett-Packard, Oracle o IBM, así como 
grupos de analistas y desarrolladores. 
Un modelo representa a un sistema software desde una perspectiva específica. Al 
igual que la planta y el alzado de una figura en dibujo técnico nos muestran la 
misma figura vista desde distintos ángulos, cada modelo nos permite fijarnos en 
un aspecto distinto del sistema.
Los modelos de UML que se tratan en esta parte son los siguientes:
 Diagrama de Casos de Uso.
 Diagrama de Clases
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 Diagrama de Secuencia.
 Diagrama de Colaboración.
 Diagrama de Estados.
 Diagrama de Casos de Uso.
Un Diagrama de Casos de Uso muestra la relación entre los actores y los 
casos de uso del sistema. Representa la funcionalidad que ofrece el sistema 
en lo que se refiere a su interacción externa. En el diagrama de casos de uso 
se representa también el sistema como una caja rectangular con el nombre en
su interior. Los casos de uso están en el interior de la caja del sistema, y los 
actores fuera, y cada actor está unido a los casos de uso en los que participa 
mediante una línea.
 Diagrama de Clases.
Muestra las clases (descripciones de objetos que comparten características 
comunes) que componen el sistema y cómo se relacionan entre sí.
Este diagrama sirve para visualizar las relaciones entre las clases que 
involucran el sistema, las cuales pueden ser asociativas, de herencia, de uso y 
de contenido.
Se utiliza cuando se necesita realizar un Análisis de Dominio: El analista se 
entrevista con el cliente con el objetivo de conocer las entidades principales en 
el dominio del cliente. Durante la conversación entre el cliente y el analista se 
deben tomar apuntes. Desde estos apuntes, se buscarán las clases para los 
objetos del modelo buscando los sustantivos (ej: proveedor, pedido, factura, 
etc.) y convirtiéndolos en clases. Después se verá que algunos de estos 
sustantivos pueden ser atributos de otros en vez de entidades por si mismas. 
También se buscarán los métodos para estas clases buscando los verbos (ej: 
Calcular, imprimir, Agregar).
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 Diagrama de Secuencia.
Un diagrama de Secuencia muestra una interacción ordenada según la 
secuencia temporal de eventos. En particular, muestra los objetos participantes 
en la interacción y los mensajes que intercambian ordenados según su 
secuencia en el tiempo. El eje vertical representa el tiempo, y en el eje 
horizontal se colocan los objetos y actores participantes en la interacción, sin 
un orden prefijado. Cada objeto o actor tiene una línea vertical, y los mensajes 
se representan mediante flechas entre los distintos objetos. El tiempo fluye de 
arriba abajo. Se pueden colocar etiquetas (como restricciones de tiempo, 
descripciones de acciones, etc.) bien en el margen izquierdo o bien junto a las 
transiciones o activaciones a las que se refieren. 
 Diagrama de Colaboración.
Un Diagrama de Colaboración muestra una interacción organizada basándose 
en los objetos que toman parte en la interacción y los enlaces entre los mismos 
(en cuanto a la interacción se refiere). A diferencia de los Diagramas de 
Secuencia, los Diagramas de Colaboración muestran las relaciones entre los 
roles de los objetos. La secuencia de los mensajes y los flujos de ejecución 
concurrentes deben determinarse explícitamente mediante números de 
secuencia. 
 Diagrama de Estados.
Un Diagrama de Estados muestra la secuencia de estados por los que pasa 
bien un caso de uso, bien un objeto a lo largo de su vida, o bien todo el 
sistema. En él se indican qué eventos hacen que se pase de un estado a otro y 
cuáles son las respuestas y acciones que genera.
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9. DISEÑO METODOLÓGICO
Un Sistema de Información como instrumento y medio por el cual fluye la 
información de toda organización, proporciona servicios a otros sistemas y enlaza 
todos sus componentes de tal forma que  trabajen con eficiencia y conjuntamente 
para alcanzar el mismo objetivo. 
El diseño metodológico son métodos que indican cómo hacer más eficiente y 
organizado el desarrollo de sistemas de información. Para ello, suelen estructurar 
en fases la vida de dichos sistemas con el fin de facilitar su planificación, 
desarrollo y mantenimiento.
Los principales objetivos de una metodología de desarrollo son:
 Asegurar la uniformidad y calidad tanto del desarrollo como del sistema en 
sí. 
 Satisfacer las necesidades de los usuarios del sistema. 
 Conseguir un mayor nivel de rendimiento y eficiencia del personal asignado 
al desarrollo. 
 Ajustarse a los plazos y costes previstos en la planificación. 
 Generar de forma adecuada la documentación asociada a los sistemas. 
 Facilitar el mantenimiento posterior de los sistemas. 
Entre las diversas posibilidades de desarrollo software, existe en la actualidad un 
extenso abanico de tipos de procesos o modelos de desarrollo que plantean sus 
especificaciones en cuanto a las formas de organización del proceso. La 
ingeniería del Software se orienta hacia el estudio  de los principios y 
metodologías para el desarrollo y mantenimiento de sistemas de software. Es una 
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disciplina que provee al equipo de desarrollo de software de métodos y técnicas a 
fin de desarrollar y mantener software fiable, de alta calidad. 
Los modelos poseen etapas similares entre si, pero con características diferentes, 
ventajas y desventajas, fortalezas y debilidades;  proporcionando así parámetros 
de selección para obtener el modelo que se acople a los requerimientos de un 
proyecto de software o sistema de información particular.  
Este proyecto trata del desarrollo de un sistema de procesamiento de 
transacciones, por tal razón se trabajará con un modelo de desarrollo evolutivo, 
que tiene en cuenta la naturaleza que posee un sistema de información.  El 
Modelo Incremental es un modelo que combina perfectamente la esencia de los 
modelos Lineal Secuencial y de Prototipos, tomando lo mejor de cada uno de ellos 
adaptándolo al modelo evolutivo que se requiere. 
Se ha escogido para este proyecto,  el modelo Incremental  ya que toma del 
modelo lineal secuencial todas las etapas de un desarrollo de software 
convencional, Análisis, Diseño, Codificación y Prueba. Mientras que del Modelo de 
Prototipos, adapta la entrega continua de construcción de prototipos  al usuario 
con la diferencia de que en el modelo incremental se entrega una construcción o   
producto operacional, permitiéndonos perfeccionar el software a medida que lo 
desarrollamos y anexarle las funcionalidades requeridas por el usuario, sin tener 
que esperar hasta el final para realizar una evaluación del producto, además este 
proyecto está subdividido en 3 módulos, por lo cual es bueno desarrollar  cada uno 
de ellos por separado pero integrarlos a medida que el sistema lo amerite.
Para el desarrollo de este proyecto se han determinado las siguientes fases o 
etapas:
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Figura. 5. Modelo Incremental.
1) Análisis de Requerimientos.: El trabajo comienza estableciendo los requisitos 
de todos los elementos del sistema y asignando al software algún subgrupo 
de estos requisitos. Para comprender la naturaleza del (los) programa(s) a 
construirse, el ingeniero (“analista”) del software debe comprender el 
dominio de información del software, así como la función requerida, 
comportamiento, rendimiento e interconexión. En esta fase es fundamental 
la presencia del cliente para documentar y repasar los requisitos.
2) Diseño Preliminar y detallado del Sistema.: El diseño del software es 
realmente un proceso de muchos pasos que se centra en cuatro atributos 
distintos de programa: estructura de datos, arquitectura de software, 
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representaciones de interfaz y detalle procedimental (algoritmo). El proceso 
del diseño traduce requisitos en una representación del software donde se 
pueda evaluar su calidad antes de que comience la codificación.
3) Implementación e Integración: El diseño se debe traducir en una forma 
legible por la máquina. El paso de generación de código lleva a cabo esta 
tarea. Si se lleva a cabo el diseño de una forma detallada, la generación de 
código se realiza mecánicamente. Esta fase del sistema es esencial cuando 
el software se debe interconectar con otros elementos como hardware, 
personas y bases de datos.
4) Pruebas.: El proceso de pruebas se centra en los procesos lógicos internos 
del software, asegurando que todas las sentencias se han comprobado, y 
en los procesos externos funcionales; es decir, realizar las pruebas para la 
detección de errores y asegurar que la entrada definida produce resultados 
reales de acuerdo con los resultados requeridos.
5) Transferencia de Conocimiento: Proceso en el que se comunica el 
conocimiento necesario para la instalación, mantenimiento y utilización del 
software a las personas que lo podrán en funcionamiento.
Este modelo ha sido aplicado en el desarrollo del proyecto de la siguiente forma:
9.1. ANÁLISIS DE REQUERIMIENTOS.
La oficina Asesora de Nuevas tecnologías desarrolla sus actividades  de soporte y 
asistencia técnica, control de inventario de insumos y equipos tecnológicos de una 
forma manual, utilizando planillas para atender las solicitudes de soporte técnico 
que son archivadas en carpetas, para ser consultadas cuando se requiera. 
Tampoco se lleva un control óptimo sobre el uso y comportamiento de la vida de 
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los recursos que se encuentran bajo su supervisión. Los errores se hacen 
inminentes al asignar los técnicos a las solicitudes que son presentadas por las 
diferentes dependencias, ya que las solicitudes son recibidas por distintas  
personas y muchas veces se desconoce el curso que se le ha dado a las 
solicitudes recibidas con anterioridad, ocasionando descontento e insatisfacción 
entre los usuarios. Los tiempos de respuesta también  se incrementan al tener que 
realizar la búsqueda manual en las planillas.
Por las razones antes mencionadas, la oficina Asesora de Nuevas tecnologías 
presentó al Centro de Investigación y Desarrollo de Software (CIDS) la necesidad 
de contar con un  sistema que agilizara los procesos y tareas  básicas que realiza 
como ente de la Universidad del Magdalena y de esta forma se dio inicio al
proyecto Sistema de Información para la Administración de los Recursos 
Informáticos y Tecnológicos.
Se procedió a realizar reuniones y entrevistas con el director de la oficina Ing. 
Jorge Lozano,  en donde se nos dio a conocer  las funciones y procedimientos de 
la dependencia. De igual forma se entrevistó al Ing. Edwin Gutiérrez, profesional 
adscrito a esta dependencia, quien nos explicó los pasos que se deben seguir 
para prestar el soporte técnico a las diferentes dependencias de la Universidad y
se evaluó con la ayuda del CIDS  las funciones  y requerimientos del software 
solicitado.
Contar con un sistema que fuera capaz de almacenar los datos específicos de los 
equipos informáticos y de comunicación que tienen a su cargo, como lo es su 
ubicación, marca, el uso que se le ha dado por parte de sus usuarios y el estado 
en que se encuentran, era la razón fundamental y primordial, ya que el control de 
los equipos se lleva a cabo de una forma manual. Se estableció con esta 
información la elaboración de un módulo llamado Hoja de Vida de Equipos para 
generar informes confiables, oportunos y eficientes de cada uno de los equipos 
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que  se administran. Informes y consultas referentes acerca de cuántos equipos 
posee la Universidad, el sitio donde se encuentran, la oficina que lo administra, los 
equipos que se encuentran en mal estado, su garantía, los softwares posee y la 
fecha de caducidad de las licencias. Permitiendo además, asociar a los equipos de 
red, los puertos que administra y las características funcionales que poseen.
Se acuerda elaborar un servicio Web, tipo HELP DESK, donde esta oficina pueda 
recepcionar, asignar y evaluar las solicitudes de Soporte Técnico de las 
dependencias de la Universidad del Magdalena, con el fin de agilizar y optimizar 
sus servicios, el sistema debe permitir asignar las solicitudes recibidas a los 
técnicos e  ingresar los reportes del trabajo realizado por los mismos, añadiendo  
cada soporte técnico realizado a la hoja de vida del equipo atendido. Así mismo,
es importante que el sistema se integre al portal Web institucional de la 
Universidad del Magdalena, para que a los usuarios se les facilite elevar las 
solicitudes de soporte tecnológico.
También se consideró la necesidad de contar con un módulo en donde se 
monitoree los proyectos que se desarrollan en esta oficina, esto con el fin de poder 
consultar el avance que se haya obtenido a través de sus etapas y las compras 
realizadas ya sean equipos informáticos, telefónicos, software o cualquier 
suministro tecnológico, y asociar las compras realizadas con los equipos que se 
ingresen al modulo hoja de vida de equipo. 
Para tener un conocimiento más amplio acerca de los requerimientos y 
funcionalidades que se pudieran implementar en el sistema, se realizaron 
consultas vía Internet a los sistemas  Unidad de Soporte Técnico  de la  
Universidad Nacional de Colombia, Ayúdame de la Universidad de Antioquia y 
Help Desk de la Universidad del Valle, siendo guías para desarrollar los módulos 
Hoja de vida de los equipos y Help Desk.
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Se estableció desarrollar el sistema con las políticas y estándares que se manejan 
internamente  en el CIDS, con las cuales también  fue desarrollado el  portal Web 
de la Universidad y que se pudiera ver el vínculo al sistema en el menú del portal, 
solo cuando el usuario inicie su sesión.
Por último, se procedió a levantar un acta de requerimientos con el jefe de la 
Oficina Asesora de Nuevas Tecnologías de la Universidad del Magdalena, donde 
quedó plasmada la funcionalidad básica, los tipos de usuarios, las consultas y los 
reportes  del sistema. Ver anexo 1.
9.2. DISEÑO PRELIMINAR  DEL SISTEMA.
Una vez establecido los requerimientos del sistema, realizados en la fase anterior,
se  procedió a organizarlos. Continuando con el modelado en UML de los 
requisitos funcionales del sistema. 
Se identificaron los actores del sistema, el rol o acciones que cumplirán y como 
interactúan con éste. Los actores que se definieron se muestran en la Figura 6: 
                     Figura. 6. Actores del Sistema
 Usuario Solicitante Tendría  solo acceso al Sistema para solicitar o 
hacer seguimiento a un servicio en particular previamente solicitado, de 
acuerdo a las necesidades que presenta su equipo Informático o de 
comunicaciones. Es una persona vinculada laboralmente con la 
Universidad del Magdalena, ya sea monitor, docente, administrativo, etc. 
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 Usuario Administrador SIARIT: Tendría  el control total sobre el 
sistema y la información que éste proporciona. Es el responsable de la 
actualización y el mantenimiento de los datos; por lo tanto puede 
ingresar, actualizar y/o eliminar información del mismo. Puede realizar 
consultas y reportes con criterios específicos y acceder a los 3 módulos 
que componen el sistema.
El Administrador, es el encargado de ingresar  los reportes del trabajo realizado en 
cada solicitud de soporte técnico, la mayoría de los técnicos son contratistas 
externos a la Universidad y de acuerdo a las políticas de seguridad de la Oficina 
de Asesora de nuevas tecnologías  no deberían ingresar esta información al 
sistema, ya que es necesario al ingresar el reporte actualizar la hoja de vida del 
equipo atendido. 
Se diseñó para cada tipo de usuario una interfaz gráfica independiente, con el fin 
de que cada usuario tuviese una ambiente distinto pero relacionado entre si. 
En el diseño de las páginas, se estableció la ubicación del menú principal y 
secundario para cada módulo del sistema, los textos alternativos, el mapa del sitio  
y un diseño general de las páginas que listan la información  al realizar una 
búsqueda específica  y su forma de paginación. Se definieron las hojas estilo y 
templates para proporcionar la independencia en el diseño de la interfaz. Los 
diseños fueron revisados y aprobados por el director de la Oficina Asesora de 
Nuevas Tecnologías y por  la Diseñadora de la Interfaz del Portal Web de la 
Universidad del Magdalena Marcela Pasmín, ya que el sistema  seria integrado al 
Portal como uno de sus servicios. De igual forma fue sugerido utilizar los mismos 
colores que presenta  el portal Web en sus formularios para mantener el mismo 
ambiente en todos los servicios.
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El Diseño de las estructuras de datos se estableció  con la ayuda de los diagramas 
de casos de uso, el diagrama de clases y el diagrama de secuencia (Ver Manual 
Técnico), permitiendo definir el conjunto de clases de acuerdo al estándar JDO 2  
y sus respectivos atributos y métodos, que nos permitiría generar dinámicamente 
las tablas de la base de datos del sistema.
9.3 DISEÑO  DETALLADO
Se elaboró las tablas correspondientes a las especificaciones de los casos de uso  
para cada modulo del sistema y por medio de estas se diseñaron el diagrama de 
casos de uso. En la figura 7 se muestra el caso de uso general del sistema. 
          Figura. 7. Diagrama de Casos de Usos.
            
Una vez diseñado el diagrama de casos de uso, se procedió a identificar las 
clases que integrarían el sistema con sus respectivos atributos, métodos y 
relaciones. Como resultado, se obtuvo el diseño del diagrama, el cual es 
conformado por 28 clases. En la figura 8, se muestra un ejemplo del diagrama de 
clases
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Figura. 8. Diagrama de Clases
El modelado en UML de los diferentes requerimientos funcionales del sistema se 
realizó  con la ayuda de la herramienta UML Visual Paradigm.
Se establecieron las siguientes clases principales, que conforman el modelo de 
datos. Para el módulo seguimiento de proyectos: Plan de Acción, Plan de 
Gobierno, tipo de proyectos, proyecto, etapas proveedores y compras. Para el 
modulo hoja de vida de equipos: Equipo Informático de la cual heredan la clase pc 
y servidor, monitor, dispositivos, equipo de red, teléfono, marca, ubicación, estado, 
puertos, características de red, software y  red. Para el módulo Help Desk tipos de 
servicio, técnico, solicitud, reporte.
Se observó que para desarrollar  el modulo Hoja de vida de equipos era necesario 
que estuviera ya desarrollado en más de un 70%  el modulo seguimiento de 
proyectos y que a su vez para desarrollar el modulo Help Desk es necesario 
contar con los  estados, ubicaciones y características de los diferentes equipos, 
los cuales son suministrados en el modulo Hoja de vida de equipos. 
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Al terminar el diseño de los requerimientos funcionales del sistema, se comenzó a 
realizar un minucioso estudio de cómo está desarrollado el portal Web de la 
Universidad a nivel de base de datos, seguridad y programación. Se observó que 
el portal Web está desarrollado bajo la especificación JDO (Java Data Object), por 
tal razón fue necesario estructurar y fundamentar cada uno de los métodos y 
atributos de las clases definidas con anterioridad, ya que por medio de esta 
tecnología se automatiza la creación de las tablas que integrarán la base de datos. 
Las clases establecidas fueron aprobadas por el ingeniero Carlos Sanabria, 
analista y desarrollador del portal Web de la Universidad del Magdalena y 
Arquitecto de Software adscrito al Cids.  
En la interfaz gráfica del sistema, se estableció la creación de una página inicial 
para el administrador que le permitiera ingresar a cualquiera de los tres módulos.  
Al ingresar en un modulo especifico puede realizar el ingreso, actualización, 
consultas  y eliminación de la información, desde diferentes vistas, agrupadas por 
un tipo de información en particular. (Ver Manual de Usuario). En cuanto al ingreso 
de la información se desarrollaron cada uno de los formularios que conformarían 
cada uno de los módulos, en el diseño de los reportes se definió generarlos 
automáticamente a través de una herramienta llamada iReports y el documento de 
salida seria un pdf.
Durante esta fase de diseño se recibió la asesoría del personal del CIDS para que 
todo el proceso fuera aceptado y quedara tal como lo exigen en el interior de este 
centro,  para cumplir con las normas y estándares de diseño. Ver anexo 2.
9.4 IMPLEMENTACIÓN E INTEGRACIÓN.
La programación se comenzó generando un nuevo servicio en el portal, de tal 
forma que se pudiera evaluar los diferentes usuarios que iniciarán sesión en este, 
para esto se utilizó la clase Ntecno que hereda de la clase HighService, la cual fue 
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definida por el desarrollador del Portal Web Universitario, para manejar los 
servicios con que cuenta este sitio. Después de creado el servicio, se procedió a 
crear los roles y los actores que hacen uso del sistema, los cuales son definidos 
en el archivo init.view del portal. La autentificación de los usuarios se efectuó a 
través de consultas en el servidor de correos, que contiene  los datos de todos los  
usuarios  vinculados con la Universidad, ya que el usuario del sistema  con rol de 
“usuario solicitante” puede ser cualquier persona vinculada laboral o 
académicamente con la institución. 
Después de configurar e inicializar el servicio, se codificó en JAVA las clases 
pertenecientes al Modulo seguimiento de Proyectos  y se creó el archivo descriptor
denominado package.jdo, en el cual se definieron las clases que tendrían
instancias persistentes y las relaciones entre ellas. Una vez efectuado todo este 
proceso, se verificó que a partir de las clases persistentes y con la utilización de la 
herramienta ANT, integrada al Eclipse, se generaran las tablas necesarias en el 
motor de  base datos MySql versión 4.1 para el funcionamiento del Sistema en el 
Portal Web universitario. 
Se diseñaron y crearon los primeros formularios para la inserción de datos, los 
cuales fueron desarrollados a través de los lenguajes XML, Xpath y XSLT, 
utilizando las etiquetas XML predefinidas en la creación del portal. Para la 
validación de formularios del lado del cliente se utilizó JAVASCRIPT,
En el módulo seguimiento de proyectos se crearon los formularios para ingresar 
los datos de: Planes de acción, planes de gobierno, tipos de proyecto, proyectos, 
etapas en las que se subdividen los proyectos, archivos asociados a las etapas, 
proveedores, y compras realizadas. Se codificaron las paginas en XML, partiendo 
en el orden de creación de los formularios para ingresar la información a la base 
de datos, luego la programación de las consultas y las opciones Editar y eliminar. 
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Se comenzó a desarrollar el Módulo Seguimiento de Proyectos NT, las opciones 
de crear, actualizar y eliminar fueron establecidas para los siguientes datos: 
Planes de gobierno, planes de acción, proyectos, etapas de los proyectos, 
compras realizadas. De igual forma, se creó la opción de consultar las compras 
por medio de dos criterios definidos: el proyecto al que pertenecen y el proveedor 
de los insumos o los bienes adquiridos.
El segundo módulo que se desarrolló, fue el Módulo Hojas de Vidas de Equipos
que corresponde al manejo y control de los equipos informáticos y de 
comunicaciones con que cuenta la Universidad del Magdalena, las clases mas 
importantes que se utilizaron para el desarrollo de este módulo, fueron: Marcas, 
ubicaciones y estados de los equipos, los equipos están subdivididos a su vez en: 
Pc`s, servidores, periféricos, monitores, teléfonos, hubs y switches. Con lo 
anterior, se crearon los formularios necesarios para recopilar la información de los 
equipos, con la cual se pudiera tener un control sobre cada uno de estos. 
Permitiendo consultar y generar reportes sobre las características y componentes 
de un equipo en particular, así como comprobar que equipos se encuentran en 
una oficina o lugar especifico de la universidad, verificando, modificando o 
actualizando su estado para que de acuerdo a éste, se realicen mantenimientos 
correctivos o preventivos. Todas las consultas se hicieron a través del lenguaje de 
consulta para JDO llamado JDOQL.
El último módulo desarrollado fue el Módulo Help Desk, el cual se diseñó para 
recepcionar, asignar y atender las solicitudes de Soporte técnico de los 
funcionarios del Alma Mater. Este módulo permite realizar a través de un 
formulario sencillo, la recolección de toda la información necesaria para brindar el 
servicio requerido por los usuarios, permite asignar cada solicitud a los técnicos 
que se encuentren disponibles, brindando la posibilidad de generar un reporte del 
equipo al cual se le va a realizar el servicio, con las características y partes que lo 
componen. Después de realizado el soporte técnico por la persona asignada, el 
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sistema permite el ingreso del diagnostico y el mantenimiento realizado al equipo, 
con lo cual se enriquece la hoja de vida del mismo.
El usuario solicitante tiene acceso a este módulo, a través del portal Web de la 
Universidad del Magdalena, con el fin de solicitar Soporte Técnico para un equipo 
en particular y realizar seguimientos a las solicitudes enviadas con anterioridad. 
Por último, se realizó el diseño y la programación de los reportes que integran los 
tres (3) módulos antes mencionados, esta fase se realizó con la herramienta de 
generación de reportes llamada iReports la cual permite generar reportes desde 
aplicaciones JAVA y mostrarlos en diferentes formatos, para este caso los 
reportes se muestran en formato PDF. Entre los reportes mas importantes se 
destacan: Hoja de vida de los equipos, que muestra desde el proyecto y la compra 
al que pertenece, hasta los Soportes técnicos realizados al mismo, Equipos con 
garantía vigente, Datos completos de los Técnicos activos, Estadísticas del 
Soporte técnico Prestado a las dependencias de la Institución. 
En esta fase se realizó el proceso de integrar totalmente el sistema con el portal 
Web de la institución, montando todos los archivos necesarios para el 
funcionamiento (las clases, el archivo package.jdo, los archivos de las páginas 
XML y XSL, entre otros) en el servidor del portal,  configurando el archivo de 
inicialización del servicio, los usuarios y comprobando la integración con los 
demás servicios del mismo, cumpliendo  con este objetivo y  avanzando hacia el 
objetivo final.
9.3. PRUEBAS
Esta fase se realizó con el fin de comprobar la integridad de los datos al utilizar las 
clases persistentes y generar a partir de estas la base de datos. Se utilizó una 
copia del portal Web de la Universidad del Magdalena, para verificar que no 
95
existiesen clases con nombres repetidos y que se integrara de una forma correcta 
como un servicio del portal. Además, se comprobó que se pudiera almacenar y 
consultar la información de una forma correcta en la base de datos. 
Luego, se realizaron pruebas de funcionalidad para validar los tipos de usuario,  y 
comprobar que el usuario solicitante no pudiese acceder a un módulo diferente al 
establecido para él. 
Dentro de cada una de las páginas se evaluó la redundancia de los datos y su 
integridad al ser enviados a través de cada uno de los formularios, obteniendo 
resultados óptimos. 
Así mismo se evaluó el tiempo de respuesta del sistema con respecto al manejo 
de la concurrencia, la petición de información y el ingreso de ésta, realizándolo 
desde otras estaciones de trabajo dentro del CIDS dando como resultado un 
tiempo valido para la petición efectuada,  ya que se utilizó como servidor el equipo 
donde se desarrolló el sistema, el cual no cumple con las especificaciones 
mínimas para serlo. Todo este proceso fue supervisado por el Centro de 
Investigación y Desarrollo de Software -CIDS-.
En la prueba antes mencionada, también se evaluó que el sistema fuera de fácil 
manejo para los diferentes tipos de usuarios, utilizando personal administrativo 
adscrito a la Oficina Asesora de Nuevas Tecnologías y otras personas que no 
tuvieran familiaridad con la interfaz del sistema,  obteniendo gran aceptación entre 
ellos luego de la prueba. 
A pesar de todo, por motivos ajenos al desarrollo del proyecto no se pudo realizar 
una prueba final con la aplicación en el servidor de producción donde se encuentra 
alojado el portal de UniMagadalena, debido a una migración de datos que se 
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estaba realizando por parte del personal de la oficina Asesora de Nuevas 
Tecnologías. Ver anexo 3.
9.4. TRANSFERENCIA DE CONOCIMIENTO
En esta etapa, se entregó toda la documentación técnica requerida para realizar la 
instalación y posterior mantenimiento del sistema a los Ingenieros de CDIS, los 
cuales son los encargados de la implantación del software. Puntualmente, los 
capacitados fueron el Administrador de Base de Datos y el Administrador de 
Sistemas en producción a los cuales se les entregó los documentos, el código 
fuente y se les explicó detalladamente la arquitectura del sistema.
Los funcionarios de la Oficina Asesora de Nuevas Tecnologías, también fueron 
capacitados en el uso y administración del sistema, especialmente al Ingeniero 
coordinador de Help Desk.
De lo anterior, se levantó un acta de capacitación y transferencia de conocimiento 
donde se deja constancia de lo realizado. Ver anexo 4.
Todo esto con el objetivo de garantizar el correcto uso de la aplicación, el 
mantenimiento del sistema y sus futuras actualizaciones, logrando así proyectar 







11.1 Gastos de Personal










Arquitecto de Software 1.200.000 30% 3 1.080.000
Administrador Base de Datos 1.556.611 20% 3 933.967
Tesista 381.500 100% 7 2.670.500
Tesista 381.500 100% 7 2.670.500









Desarrollo del 99% de 
la aplicación debido a 
que es un S.I
1.745.000 558.400 4.048.400







11.3 Papelería Y Materiales
Descripción Cantidad
Valor estimado 
unidad IVA Valor total
Mobiliario 2 400.000 128.000 928.000
Resmas de Papel Bond Blanco Carta 3 8.500 4.080 29.580
Cartuchos de Impresión 2 147.000 47.040 341.040
Empastes 6 10.000 9.600 69.600
Marcadores Borrables 2 1.650 528 3.828
Fólder 1 127 20 147
CD Vírgenes R 4 1.500 960 6.960
CD Vírgenes RW 2 2.700 864 6.264
Bolígrafos Negros 3 700 336 2.436
Lápiz negro 4 450 288 2.088
Borrador Nata 1 300 48 348
Resaltador 2 1.500 480 3.480
Total 1.393.771
11.4 Material Bibliográfico
Nombre del Libro Cantidad Valor Unitario IVA Valor Total
Ingeniería del software, un enfoque 
práctico 1 95.000 15.200 110.200
Análisis y diseño de sistemas de 
información 1 80.500 12.880 93.380
Estándar Xml y tecnologías asociadas 1 72.500 11.600 84.100
Total 287.680
11.5 Software
Software Cantidad Valor Unitario IVA Valor Total
Eclipse, Plataforma de desarrollo 1 Libre 0 Libre
MYSQL, Gestor de base de datos 1 Libre 0 Libre
Servidor de Aplicación Apache Tomcat 1 Libre 0 Libre
Macromedia Fireworks Student 1 Libre 0 Libre
Macromedia Dreamweaver Student 1 Libre 0 Libre
Ireport 1 Libre 0 Libre
Visual Paradigm for UML 1 Demo 0 Demo
Oxygen Editor 1 Demo 0 Demo
Total 0
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11.6 Presupuesto General de Gastos del Proyecto
RUBRO VALOR
Gastos de personal 7.942.967
Gastos de papelería y materiales 1.393.771
Gastos de material bibliográfico 287.680
Gastos de los equipos de computo 21.042.400
Gastos para adquisición software 0
TOTAL 30.666.818
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12. ANALISIS COSTO BENEFICIO
Son múltiples los beneficios que se lograrán con la implantación del sistema, 
aunque en su mayoría son de difícil cuantificación a pesar del alto costo tan 
evidente que representan para una organización tan grande y dinámica como la 
Universidad del Magdalena. A continuación se describen las áreas donde SIARIT 
genera un alto impacto y por consiguientes ahorros en tiempo y dinero.
Tiempos de respuesta a solicitudes de soporte tecnológico.
Actualmente, la Universidad cuenta con mas de 900 computadores entre todas 
sus sedes y el proceso de reporte de Help Desk se hace de forma verbal sin llevar 
registros de las solicitudes ni definir formalmente la prioridad en la atención, esto 
conlleva a que algunos usuarios se vean perjudicados porque su estación de 
trabajo permanece hasta tres días en mantenimiento correctivo, situación que 
afecta de enormemente la productividad organizacional.
Además, con esta herramienta se espera aumentar la satisfacción de los usuarios 
por la atención más pronta a sus solicitudes, lo que conllevaría a poder acceder a 
más fondos para inversión por la buena imagen de la dependencia.
Productividad de los técnicos e Ingenieros de Help Desk.
El sistema también permite organizar el trabajo de los técnicos e Ingenieros de 
Help Desk, llevando al mínimo los tiempos muertos de trabajo y aumentado la 
productividad de los mismos.
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Mantenimiento de equipos.
Con este sistema, se cuenta con la posibilidad de planear mantenimientos 
preventivos que impedirían el daño de los equipos informáticos y de 
comunicaciones de la Universidad, por descuido, envejecimiento o mal uso.
Reconfiguración de equipos.
Es más sencilla y rápida la reconfiguración de los equipos informáticos, ya que se 
sabrá con certeza el tipo de programas que deben ser instalados en los 
computadores así como la configuración de los puertos en los equipos de red. 
Esto minimizaría el riesgo de contar con información dispersa y de eventuales 
demoras en la colocación de servicios en operación luego de caídas o daños en 
los mismos.
Elaboración de informes
Hoy por hoy, los múltiples informes solicitados al área de tecnología de la empresa 
son de difícil elaboración y demandan muchas horas hombre para su realización, 
con SIARIT se ahorraran todas estas cantidades de horas laborales que se 
invertirían en tareas más productivas y de mayor impacto en la organización.
Actualización de licencias.
Al llevar un control del vencimiento de las licencias de software con este sistema, 
se pueden planear oportunamente la renovación de las mismas y no perder la 
oportunidad de renovar bajo las condiciones establecidas por los fabricantes, ya 
que al cumplirse un par de meses luego del vencimiento de las licencias resulta 
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imposible renovarlas, lo que conlleva a adquirirlas como nuevas, generando 
sobrecostos de decenas de millones de pesos.
Protección del inventario.
El sistema permite evitar más fácilmente la perdida de piezas o equipos, ya que su 
función es brindar información actualizada y confiable de los equipos informáticos 
de la Universidad, logrando con esto controlar de manera casi inmediata cuando 
una situación de estas sucede.
Definición de estrategias y proyección de gastos.
Con las estadísticas generadas por la aplicación, se apoya la definición o 
reorientación de las estrategias y proyectos planteados por la dirección de 
tecnología, ya que ahora es posible llevar un control de las solicitudes de servicios 
elevadas por las diferentes oficinas y dimensionar más rigurosamente las 




Al finalizar este proyecto, la Oficina Asesora de Nuevas Tecnologías de la 
Universidad del Magdalena cuenta con un sistema de Información en ambiente 
Web capaz de automatizar y controlar los procesos que se llevan a cabo para la 
administración de los equipos informáticos que posee la institución. Así mismo,
todas las dependencias tendrán la opción de realizar las solicitudes de soporte 
técnico a través del portal Web institucional, proceso mediante el cual, se agiliza y 
controla el envío y la recepción de solicitudes, así como los tiempos de respuesta
a las mismas. 
Con esta iniciativa se logra demostrar igualmente las amplias capacidades que 
posee el Portal de UniMagdalena para integrar las aplicaciones administrativas y 
académicas que pueden ser desarrolladas para sistematizar otros procesos 
críticos que aun no han sido abordados, colocando así al alcance de toda la 
comunidad Universitaria la información y los servicios que la Universidad ofrece y 
que demandan colocar en Internet.
El proyecto además terminó siendo parte de la estrategia del área de Tecnología 
de la Universidad en cuanto a la apropiación e implantación del modelo de 
Objetivos de control para las tecnologías de información –COBIT-, estándar 
Internacional para la administración de los recursos tecnológicos, según lo 
estipulado en el plan estratégico de Recursos informáticos y redes tecnológicas 
2005-2008. En especial, en el dominio “Administración de la Inversión” –
Administración de activos y ciclos de vida de la tecnología y software de 
aplicación- y en el dominio de “niveles de servicio”.
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La Universidad necesitaba con suma urgencia una solución de este tipo y contar 
ahora con un sistema propio, desarrollado con la capacidad instalada a un costo 
muy bajo y siguiendo los lineamientos planteados por Centro de Investigación y 
Desarrollo de Software de la Universidad, le permitirá seguir enriqueciéndolo 
según las nuevas necesidades que vayan surgiendo al interior de la organización y 
además poder apoyar a otras empresas con la experiencia obtenida en el 
proyecto.
En cuanto a la parte técnica, concluimos que al trabajar con tecnología JDO, se 
consiguió disipar la frontera existente entre las  bases de datos y los objetos en 
memoria ejecutados dentro de la Java Virtual Machine, gracias a la transparencia 
de datos y la persistencia por alcance. Salvo en la manipulación de claves y 
estado, consultas y el aseguramiento de la integridad referencial, trabajar con 
independencia del esquema de persistencia (tablas, definición de archivos), fue de
gran ventaja, debido a que la correspondencia, esquema lógico y físico, destino de 
los estados de los objetos persistentes, puede ser modificada sin necesidad de 
cambiar el sistema, ya que en una aplicación que utilice JDBC los cambios en el 
esquema provocarían avalanchas de modificaciones en el código.
Por otra parte, durante el desarrollo del Sistema de Información para la 
Administración  de los Recursos Informáticos y Tecnológicos – SIARIT, se  respetó 
el cronograma de trabajo, permitiendo ejecutar el proyecto sin contratiempos. Así
mismo, el  resultado obtenido ha sido aprobado satisfactoriamente por los 
funcionarios del área de tecnología de la institución.
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14. RECOMENDACIONES
Luego de culminar el desarrollo de este proyecto, se recomienda para su 
efectividad:
 Operar rigurosamente el sistema, con el fin de poder obtener datos exactos 
y lograr aprovecharlo al máximo.
 Documentar cualquier cambio en la información requerida o en los procesos 
de la Oficina Asesora de Nuevas Tecnologías, con el fin de que los 
administradores del sistema puedan realizar correctamente los respectivos 
cambios y el sistema se mantenga operando por largo tiempo.
 Incluir los mantenimientos, cambios, utilización y seguridad del sistema 
dentro del análisis de riesgo que se encuentra elaborando la Universidad 
incluido en el plan estratégico de Recursos Informáticos y Redes 
Tecnológicas, ya que el modelo COBIT plantea tener en cuenta la 
administración de servicios, administración de cambios y desarrollo y 
mantenimiento de procedimientos, debido a que las funcionalidades que 
cubre el sistema SIARIT son neurálgicas para el departamento de 
tecnología y los riegos potenciales deben ser evaluados, controlados y 
supervisados.
 Un control de inventario más estricto entre las compras y los equipos que 
se le entregan a la Oficina Asesora de Nuevas Tecnologías.
 Evaluar el servicio de tipo Help Desk, por parte de  los usuarios solicitantes, 




PRESSMAN, Roger S. Ingeniería del software. Un enfoque practico. Quinta 
edición. España: Mac Graw Hill, 2002. 601p
Sistemas de Información: Disponible en Internet: 
http://www.csi.map.es/csi/silice/homepage.html.
JDO y JPOX: Disponible en Internet:
http://www.jpox.org
JAVA Y XSLT: Disponible en Internet:
http://www.programacion.com/java/articulo/xml_servlets/#xsltbasico .
Arquitectura Cliente Servidor: Disponible en Internet: 
http://www.csi.map.es/csi/silice/Global71.html   
UML: Disponible en Internet:
http://www.programacion.com/java/articulo/jap_j2eemaster_3/
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HELP DESK: Disponible en Internet
https://swebse12.univalle.edu.co/soporte/
Persistencia de Objetos Java. JDO, Solución JAVA: Disponible en Internet:
http://dis.um.es/~jmolina/Persistencia%20de%20Objeto%20JDO.pdf
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