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 Abstrakt 
Tato práce popisuje několik metod návrhu bezpečnostních protokolů. Metoda „A Simple Logic for 
Authentication Protocol Design“ je následně implementována včetně vlastního rozšíření o počáteční 
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1 Úvod 
Bezpečnostní komunikační protokoly jsou jediným možným způsobem, jak na internetu přenášet 
důvěrné informace, vzájemně se autentizovat, vyměnit klíče, atd. Spoléhají na kryptografii a 
předpokládají, že architektura protokolu i kryptografických prvků je útočníkovi známá. Vývoj těchto 
metod je způsoben buď novými potřebami pro existující protokoly, nebo objevením jejich chyb. 
Návrháři se vždy snaží parametry nastavit tak, aby protokol nebyl chybný (neumožňoval získání 
tajných informací neoprávněné osobě, vydávat se za jinou osobu, …) ale současně nesmí být 
přehnaně komplexní (nešifrovat data, která to nepotřebují, …), aby nespotřeboval příliš mnoho 
zdrojů, atd.  
Existuje řada způsobů, jak tyto protokoly navrhovat a validovat. Některé se opírají o formální 
metody, jiné staví model a předpokládají všechny možné sledy událostí. V následujících kapitolách 
bude několik z metod pro návrh rozebráno1 a závěrem shrnuty jejich rozdíly, výhody či nevýhody. 
Jako první bude zpracována metoda A Derivation System for Security Protocols and its Logical 
Formalization, která odvozuje nové protokoly ze dvou základních komponent pomocí transformací. 
Následuje A Collaborative Approach to Autonomic Security Protocols, nástavba nad jinou metodou, 
která dovoluje definici nových protokolů za běhu. Poslední z kapitol se zabývá způsobem A Simple 
Logic for Authentication Protocol Design. V závěru první části je porovnání těchto metod. 
Cílem druhé poloviny práce je implementace jedné z těchto metod, konkrétně A Simple Logic for 
Authentication Protocol Design, do knihovny funkcí. 
1.1 Jazyk použité logiky 
Porovnávané metody návrhu protokolů využívají pro definici předpokladů a cílů protokolu jednotnou 
notaci, odvozenou od BAN logiky (v některých případech jde přímo o BAN logiku, např. A 
Collaborative Approach to Autonomic Security Protocols potom používá rozšířenou BSW logiku). 
Následuje přehled základních formulí. 
    Účastník P vidí zprávu X 
       Účastník P vidí na kanálu C zprávu X (pokud nemůže C číst, není schopen odhalit 
obsah zprávy) 
     P má vlastnost X (např.          ) 
   X je čerstvé2 
P X  Účastník P v minulosti řekl zprávu X 
P X  Účastník P řekl zprávu X v tomto běhu protokolu 
|P X  P věří, že X je pravda 
r(C), w(C) Vlastnost, která říká, že prvek (účastník), který ji má, ten umí číst z / zapisovat do 
kanálu C 
{A,B,C} Zpráva složená ze tří částí 





                                                            
1 Názvy jsou ponechány v původním anglickém znění, aby nedošlo k záměně, případně zkreslení významu. 
2 Čerstvost, z anglického „freshness“, je zaručena typicky se spojením s noncí. 
3 Nonce jsou označovány všechny symbolem N a liší se pouze indexem. 
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2 A Derivation System for Security Protocols and its Logical 
Formalization 
Spousta bezpečnostních protokolů implementuje metody jako Diffie-Hellman výměna klíčů, nonce 
pro neopakovatelnost, certifikáty od ověřených autorit, zakódované a podepsané zprávy (1). Metoda 
navrhuje odvozovací framework, který umožňuje z těchto základních komponent odvodit složitější (a 
většinou bezpečnější) protokoly. 
Při vývoji protokolů se často staví na již existujících a ty jsou dále vylepšovány, aby bylo zamezeno 
novým typům útoků. První náznaky metody odvozování jsou v (2) a (3). 
2.1 Odvození protokolů rodiny STS 
STS protokoly zahrnují i IKE, JFKi a JFKr (1). Bude ukázáno, jak s pomocí základních komponent lze i 
tyto pokročilé protokoly odvodit.  
2.1.1 Komponenty 
Diffie-Hellman komponenta, C1 
Základní DH protokol (4) nabízí způsob, jak si mohou dva účastníci vytvořit sdílený klíč, který pasivní 
útočník není schopen získat. Nezná však žádné metody autentizace4.  
Podepisovací autentikátor, C2 











Přesun zprávy, T1 
Jde o přesun části t zprávy m k předchozí zprávě m’, pokud obě zprávy mají stejného adresáta i 
autora a t neobsahuje žádné informace získané, nebo vygenerované od odeslání zprávy m’. Jedno 
z využití této metody je redukování množství odeslaných zpráv. 
Spojení, T2 
Jde o spojení různých částí zprávy „smysluplným“ způsobem, který může přinést další výhody. 
  : :
: , ( ) : , ( , )
: ( ) : ( , )
R R
I I
I R m I R m
R I n SIG m R I n SIG n m











Účelem transformace je vytvoření protokolu odolného proti DoS útoku. Za určitých předpokladů je 
možné odložit náročné výpočty do doby po zpětné komunikaci s klientem. V detailu je transformace 
popsána v (6). 
                                                            
4 Pro potřeby práce není podstatné, jak metoda vnitřně funguje. Pracuje se s ní jako s balíčkem. 
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V dalších transformacích je používána notace a b , rozumí se tím, že všechny výskyty a se musí 
nahradit b.  
 
R1 ( ) ( ( ))X K XSIG m E SIG m  
K je klíč sdílený mezi oběma hosty. Předpoklad je, 
že vše podepsané nemusí být nutně před tím 
zakódované, tudíž podpis je zašifrován, aby 
útočník nemohl odhadovat autora. 
R2 ( ) ( ( , ))X X K XSIG m SIG HMAC m ID  
K je sdílený klíč. Výhodou proti R4 je kódování 
nikoliv adresy autora, ale hashe předané zprávy. 
Slouží k odvození IKE protokolu. 
R3 ( ) ( ), ( , )X X K XSIG m SIG m HMAC m ID  
Slouží k odvození JFKr protokolu. 
R4 ( ) ( , )X X YSIG m SIG m ID  
IDY je veřejný klíč Y. 
R5 ,x x xg g n  
nx je čerstvá hodnota (nonce). 
R6 ( ) ( ),X X XSIG m SIG m ID  
IDX je veřejný klíč X. Jelikož druhá strana nemusí 
tento klíč znát, je potřeba ho zaslat se zprávou. 
R7 '( ) ( ), ( , ( ))K K K KE m E m HMAC role E m  
K a K’ jsou sdílené klíče. Tato transformace je 














































Obr. 1: Derivace protokolů (1)  
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2.1.3 Aplikace transformací 








R I SIG m
R I n








P2 je potom získán aplikací transformace T1: 
  :





R I n SIG m







Takto jde pokračovat až ke komplexním protokolům jako IKE a JFKr (viz (1)). 
2.2 Shrnutí metody 
Je nabídnuta sada transformací, jak z jednoduchých komponent získat bezpečnostní protokol. Tato 
sada nemusí být konečná a nové transformace mohou být navrženy pro vypořádání se s útoky, které 
nejsou předpokládány. Prozatím však pokrývá transformace i pro protokoly, které jsou považovány 
na internetu za bezpečné. U každé (případně sledu několika najednou) lze říci, co je jejím přínosem.  
Jako otázka do budoucna je možné se ptát: Bylo by možné pomocí transformací vytvořit nový, 
bezpečnější protokol, než existuje? Nebo je třeba nejdříve protokol znát a poté odvodit transformaci 
(nebo celou sadu), pomocí které je možné takový protokol vytvořit?  
3 A Collaborative Approach to Autonomic Security Protocols 
Tato metoda je od počátku zamýšlena, jako nadstavba pro rychlou automatickou syntézu (7). 
Umožňuje definici nových protokolů „za běhu“. Je-li vyžadována zabezpečená komunikace, klient 
kontaktuje server5, který mu sdělí své požadavky na cíle protokolu spolu s předpoklady, kterým 
server v tuto chvíli věří. Klient využije své vlastní předpoklady a informace ze serveru pro vytvoření 
komunikačního protokolu. Ten je potom navrácen server k validaci. Pokud obstojí, je nainstalován a 
použit pro další komunikaci. Kolaborace nastane ve chvíli, kdy klient není schopen protokol vytvořit 
sám, jelikož nemá dostačující seznam předpokladů. Potom může požádat tzv. Helper Agenty (HA), 
kterým předá dílčí cíle, ve kterých sám neumí pokračovat. Míra důvěryhodnosti agentů je definována 
potom v předpokladech klienta. HA potom mohou předávat své dílčí cíle dál až je výsledný protokol 
kompletní, nebo je zjištěno, že jeho vytvoření v současných podmínkách není možné. HA vrátí 
klientovi seznam dodatečných předpokladů, které pomohou při tvorbě protokolu. 
3.1 Postup při komunikaci informací a následná syntéza 
Všechny předpoklady, cíle i kroky protokolu jsou formulovány pomocí (rozšířené) BSW logiky.  
                                                            
5 Klientem a serverem se rozumí původce a příjemce spojení. 
































Obr. 2: Schéma přenosu mezi klientem a HA (8)  
3.1.1 Logic Deriver 
Po získání GS od serveru (cíle), začne se syntézou pravidel pro upravený ASPB ( Automatic Protocol 
Synthesis Builder ) (7). V případě, že potřebuje dodatečné předpoklady, požádá HA na jiném hostu 
(např. pokud má jako dílčí cíl ( , )B A Na a neví, který kanál je B schopno číst (a A na něj umí psát), 
potom kontaktuje HA, který tuto informaci může znát). 
Logic Deriver(LD) vybere jeden z dílčích cílů g (případně cíl konečný v počátečním stavu) a aplikuje na 
ně heuristická pravidla pro generaci všech možných závěrů. Výsledný stav s obsahuje seznam dílčích 
cílů a předpokladů odvozených z g. Pokud s je prázdné, potom LD generuje specifikaci qspec, kterou 
zašle HA na jiném hostu a čeká na přijetí odpovědi aspec. Mezi LD a HA je třeba použít bezpečnostní 
protokol6 kvůli ochraně před útočníkem. Syntéza končí až ve chvíli, když všechny dílčí cíle jsou 
konečné. Konečný cíl je takový, že na něj nelze použít další heuristická pravidla a je buď 
předpokladem, nebo má formát ( )P C X  (krok protokolu). 
3.1.1.1 Heuristická pravidla 









Kde G je cíl a G2 a G3 cíle dílčí. Aplikováním těchto pravidel je řízen proces syntézy. Jak jsou pro 
metodu definována, jsou přejata z (7), kde jsou převzata z (8), viz A Simple Logic for Authentication 
Protocol Design. 
3.1.2 Helper Agent 
HA přijímá qspec a využívá vlastního LD k odvození předpokladů potřebných pro syntézu protokolu 
na základě qspec.  
                                                            
6 V článku je navrženo, aby použitý protokol byl opět výsledkem syntézy, tudíž metoda je použita uvnitř sama 
sebe znovu. Jelikož se jedná o relativně jednoduchý protokol, nemělo by k němu být zapotřebí dalších HA, 
tudíž syntéza se nezacyklí na opakovaném žádání o pomoc jiných HA. Pravidla pro syntézu jsou potom uvedena 
u popisu HA. 
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Komunikuje s ostatními hosty pomocí protokolu, který vzniká opět syntézou na straně původního LD. 
Cíl protokolu: 
 
1 ( ( , , ))G A B A Na AS QS     (3.2) 
 
Což znamená, že A věří, že B říká AS ve stejném běhu protokolu, kdy A odeslalo QS. Aby A mohlo 
věřit tomu, že B je schopno s QS pomoci, musí být definována v seznamu předpokladů u A míra 
důvěry v tohoto HA a že B je kompetentní v hledání AS. Dále B musí věřit, že AS lze syntetizovat do 





AS QS AS QS
AS QS
       
       




Dalším cílem je poté podmínka, že B musí věřit, že A zaslalo QS nedávno: 
 
2 ( , , ))G B QS Nb B     (3.4) 
 
Typický přenos potom má tři fáze. A vygeneruje pomocný protokol (HP)  z cílů G1 a G2, potom A 
vygeneruje před-pomocný protokol s jediným cílem  
 ( ( , , ))G B A B Nb HP    (3.5) 
 
a zašle ho B. B verifikuje HP. Na konec A i B provedou pomocný protokol HP. 
3.2 Shrnutí metody 
Tato metoda je docela užitečnou nástavbou, kterou lze využít pro systémy odvozené od A Simple 
Logic for Authentication Protocol Design. Dovoluje za běhu vytvořit komplexní protokoly, které 
nemusí vždy sloužit jen pro komunikaci mezi dvěma uzly, ale celou strukturou hostů. Reaguje na 
změny v okolí a tím umožňuje do určité míry samo-opravitelnost. Jediné, co je potřeba zvážit, je to, 
jestli režie, která návrhem za běhu vznikne, je dostatečně malá. Syntéza je sice ponechána na 
klientovi, ale i při použití např. mobilního telefonu jako hosta, toto může být nežádoucí. Uvážit ji lze 
pouze v případě, že je dostatek výpočetního výkonu i energie (tudíž ne např. vestavěné systémy, 
různá čidla, atd.).  
Dalším problémem může být návrh a přenos pomocných protokolů. Pokud pro přenos protokolu je 
potřeba pomocný protokol (další režie navíc), který musí být bezpečný (paradoxně je přenos i ne-
bezpečnostního protokolu prováděn protokolem bezpečnostním), jak je tento pomocný protokol 
přenesen? Autoři navrhnuli před-pomocný protokol, který je ovšem opět výsledkem syntézy za běhu 
a musí být opět nějak přenesen. 
  9 
4 A Simple Logic for Authentication Protocol Design 
Pro verifikaci protokolů se používají formální metody, kdy většina z nich se spoléhá o různé logiky 
(např.: (9) (10) (11) a další). Zde je zavedena logika, která umožňuje tvorbu protokolu, nikoliv jen 
jeho testování. Díky tomu, že neřeší detaily kryptografie, pouze se spoléhá na vytvoření kanálů mezi 
účastníky, je logika relativně malá a snadno pochopitelná. 
4.1 Model 
Model prostředí protokolu se skládá ze dvou hlavních částí: účastníci (uživatel, proces, host) a 
kanály, které je spojují. Účastníci mezi sebou komunikují na základě předávání zpráv (podle toho, jak 
diktují pravidla protokolu) přes kanály. Kanál nemusí vždy představovat fyzické spojení, ale může 
zastupovat i kryptografické spojení mezi dvěma hosty. Podle použitých metod se potom kanály dělí 
na následující: 
Veřejný ( ) ( )r C w C   Kdokoliv může číst i zapisovat na tento kanál 
Autentický ( ) ; ( )r C w C A   Kdokoliv může číst, pouze jeden účastník smí zapsat. 
Využívá se podepisování zpráv privátním klíčem KA 
Důvěrný ( ) ; ( )r C A w C   Kdokoliv může zapsat, pouze jeden účastník smí číst. 
Využívá se asymetrického šifrování veřejným klíčem KA 
Dedikovaný ( ) ; ( )r C A w C B   Pouze účastník B umí na kanál zapsat a pouze účastník A 
z něj umí číst. Je toho možné dosáhnout kombinací 
autentického a důvěrného kanálu. 
Skupinový ( ) ( )r C w C P   P reprezentuje množinu účastníků komunikace.  Pokud 
obsahuje pouze dva prvky, potom se kanál označuje jako 
klasický 
Klasický ( ) ( ) { , }r C w C A B    
Metoda sama neřeší, jak přesně je kanál implementovaný. Pouze předpokládá dodržení jeho 
vlastností. Předání informace může být zajištěno i přes řadu dalších uzlů, ale nikdy nesmí být obsah 
zprávy odhalen někomu, kdo by k takovémuto „kanálu“ neměl podle seznamu předpokladů přístup.  
4.2 Logika 
Navržená logika umožňuje popsat chování účastníků a kanálů. Skládá se z jazyka a několika 
inferenčních pravidel. Jazyk 7  je použit k popsání předpokladů, událostí a cílů protokolu. 
Z inferenčních pravidel jsou odvozovány nové výroky o systému. Je možné logiku použít i k verifikaci 
již existujícího protokolu. K tomu je nejdříve potřeba převést zápis do používaného jazyka. To 
znamená odstranění všech kryptografických operací a jejich převedení na přenos příslušnými kanály. 
Cílem potom je vytvoření postupu dedukce, kdy ze zápisu protokolu a předpokladů je formulován cíl. 
Pokud takovýto postup není možné dosáhnout, potom protokol není validní (pravděpodobně 
dochází k porušení bezpečnosti), nebo nejsou postačující předpoklady (nutnost vytvořit nový kanál, 
nebo změnit bezpečnost stávajícího, atd.). I když nejsou odhaleny přímo možné útoky, může tento 
postup pomoci při vyhledávání chyb. 
Nejdůležitější části je zavedení několika pravidel pro syntézu protokolu. Jsou odvozeny z inferenčních 
pravidel. Díky nim je možné generovat předpoklady a kroky protokolu z jeho cíle. Je potřeba vybrat 
pravidla, která nejvíce vyhovují plánovanému cíli a již vygenerovaným předpokladům.  
                                                            
7 Jazyk je shodný s jazykem popsaným v úvodu. 
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Díky této logice mohou návrháři popsat a analyzovat protokol na vyšší abstraktní úrovni bez potřeby 
řešení metod implementace. Pokud je protokol validní na této úrovni, mohou nahradit kanály nižší 
úrovní abstrakce (kryptografickými operacemi). Oddělením návrhu a implementace je proces 
zjednodušen (8) a zpřehledněn. Metoda, jakou je návrh proveden navíc umožňuje i automatizovat 
tento proces. 
4.3 Inferenční pravidla 
Viditelnost 
(S1) Pokud účastník P přijme zprávu X na kanálu C a účastník P umí tento kanál číst, potom P ví, 
že zpráva došla právě na kanálu C a vidí tuto zprávu. 
 ( ), ( )
),
P C X P r C






(S2) Pokud účastník P vidí složenou zprávu (X, Y), potom vidí také části této zprávy. 
 ( , )
,
P X Y





(I1) Pokud účastník P věří, že na kanál C mohou zapsat pouze účastníci z množiny W, potom 





(( ) ( ))
iQ W P i
P w C W
P P X C V Q X 
  




(I2) Účastník P věří, že pokud účastník Q řekl složenou zprávu (X, Y), potom Q také řekl její 
jednotlivé komponenty. 
 ( , ))
( ), ( )
P Q X Y
P Q X P Q Y
  





(F1) Pokud P věří, že Q řekl X a věří, že X je čerstvé, potom věří, že Q řekl X v tomto běhu 
protokolu (nedávno). 
 ( ), #
)







(F2) Pokud P věří, že část složené zprávy (X, Y) X je čerstvé, potom i celá zpráva je čerstvá. 











(R1) Pravidlo odvození je K axiom modální logiky. Pokud P věří, že 
1  implikuje 2  a P věří, že 1  
je pravda, potom věří, že 














Následující teorémy jsou použity pro odvození pravidel pro syntézu. Pro jejich důkaz viz. (8). 
(T1) Pokud P přijme zprávu X na kanálu C, potom P věří, že zprávu odeslal někdo, o kom ví, že smí 
na kanál C zapisovat (kromě sebe). 
 
\{ }
( ), ( ), ( ) )
( ( ))
iQ W P i
P C X P r C P w C W
P V Q X 





(T2) Pokud P věří, že Q je čestný8 a že nedávno zaslal  , kde   je výraz, potom P věří, že Q věří 
 . 
 | (( || ) ( | )), | ( || )
( )









(T3) Pokud P věří, že Q je čestný a kompetentní a P věří, že Q nedávno odeslal  , kde   je výraz, 
potom P tomuto výrazu věří. 









4.5 Pravidla pro syntézu 
V rámci popisu metody jsou odvozena pravidla pro syntézu z teorémů a inferenčních pravidel. Jejich 
seznam není kompletní. Je možné odvodit další podle potřeb (8). Postačují však k demonstraci, jak s 
pravidly pracovat.  
 
 
                                                            
8 Čestnost a kompetentnost jsou převzaty z anglického originálu „honest“ a „competent“. Čestný účastník 
řekne pouze to, čemu sám věří. 
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Všechny z dílčích cílů (G2 i G3) musí být splněny. Jeden cíl potom může mít tvar G‘ / G‘‘, což znamená, 
že jeden z nich musí být splněn. 
(Syn1) (odvozeno z (S1)). Aby P rozpoznal zprávu X na kanálu C, musí být schopen tento kanál číst a 
zpráva na něj musí přijít. 
 ( | )
( )
( )








(Syn2) (odvozeno z (S1) a (S2)). Aby P viděl zprávu X, potom musí vidět zprávu (X, Y), která X 
obsahuje, nebo X musí přijít na kanálu C. 
 
( , ) / ( | )
P X




(Syn3) (odvozeno z (I2)). P věří, že účastník Q zaslal X tehdy, pokud Q zaslal zprávu (X,Y), která X 
obsahuje. 
 ( )
( ( , ))
P Q X






(Syn4) (odvozeno z (T1)). Aby P mohl věřit, že účastník Q řekl X, P musí X přijmout na kanálu C, který 

















(Syn5) (odvozeno z (T1) a (F1)). P věří, že účastník Q nedávno řekl X, pokud následující je splněno: 
X je výraz a P věří, že Q je čestný, P musí přijmout zprávu X na kanálu C, který umí číst a o 
kterém věří, že na něj může zapsat pouze Q, nebo Q a P. Dále P musí věřit, že X je čerstvé a Q 
musí věřit X. 











































(Syn7) (odvozeno z (T2)). Aby účastník P věřil, že Q věří  , Q musí  odeslat nedávno a musí být 
čestné. 
 | ( | )
| ( || )
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4.6 Shrnutí metody 
Nabízí jednoduchou logiku, která neřeší přímo metody implementace a dovoluje diskutovat o 
bezpečnosti protokolu již při návrhu. Díky změně kryptografických metod na komunikační kanály, 
postačuje definovat malé množství inferenčních pravidel. Je tím udržena přehlednost. V příloze je 
demonstrováno použití pravidel pro syntézu.  
Tato metoda může také sloužit k odhalení předpokladů a ne pouze k vytvoření protokolu, nebo jeho 
validaci. Uvažujme situaci, kdy jsou známé cíle, ale o předpokladech se neví nic. Pravidla pro syntézu 
potom lze použít k jejich odvození a tím získat množinu počátečních znalostí.  
Pro implementaci automatického návrhu bude pravděpodobně nutné některá pravidla změnit, jak je 
provedeno v (7) a zavést nová. 
Validita protokolu se poté opírá o správnost pravidel pro syntézu, která se kontrolují snadněji, než 
celý protokol a o správnost cíle protokolu, kterou je nutné dobře formulovat. Uvažujeme-li např. 
Woo&Lam protokol, který je ze své podstaty chybný, je možné jeho cíl zapsat jako: 
 ( ( ))bB A N   (4.22) 
 
I s bezchybnými pravidly pro syntézu, bude protokol stále chybný, náchylný na útok „útočníka 
uprostřed“ (viz (8)). Správně definovaný cíl je popsán poté v příloze, včetně postupu derivace pomocí 
pravidel výše uvedených na bezchybný protokol. 
5 Porovnání metod 
Existuje řada metod, jak navrhovat bezpečnostní komunikační protokoly. Jen několik z nich je však 
vhodné pro použití při automatizaci návrhu. Tři z nich byly vybrané a v předešlých kapitolách 
prezentované.  
A Derivation System for Security Protocols and its Logical Formalization ukazuje, jak je možné 
z jednoduchých původních protokolů a komponent odvodit komplexnější. Lze diskutovat, zda je, či 
není vhodná k automatickému návrhu. Nedovoluje postup od cíle, nýbrž dokumentuje změny ve 
vlastnostech protokolu jako celku po aplikaci transformací. Pro stávající protokol, je tato metoda 
schopná změnit úroveň zabezpečení. Ovšem nikoliv již vytvořit protokol nový, pouze z definice 
počátečního a finálního stavu hostů a jejich znalostí. 
A Collaborative Approach to Autonomic Security Protocols nabízí způsob, jak se obejít bez seznamu 
několika nainstalovaných protokolů v různých verzích a současně umožňuje reagovat na změny 
okolních parametrů. Používá modifikovaných principů  A Simple Logic for Authentication Protocol 
Design. Umožňuje využít znalosti i ostatních hostů, nikoliv jen svůj vlastní seznam předpokladů, 
ovšem za cenu další komunikace. Vzhledem k tomu, že protokol je platný pouze mezi hostitelem, 
který ho validoval a hostem, který ho vytvořil, bylo by tvořeno znovu a znovu spousta shodných 
protokolů. Při aplikování na velmi navštěvované webové servery by tato metoda mohla způsobit 
značný nárůst spotřebovaných prostředků za cenu odstranění seznamu několika předdefinovaných 
protokolů. Automatizace zde je zakořeněna přímo v metodě samotné a je na ni spoléháno. 
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 A Simple Logic for Authentication Protocol Design je metoda, jejíž obměněná verze je použita pro 
syntézu protokolu v předchozím přístupu k návrhu. Z definovaného cíle a seznamu znalostí, je možné 
odvodit protokol (seznam akcí, které v definovaném pořadí musí hosté vykonat). Po úpravě a 
doplnění pravidel syntézy bude možné proces automatizovat.  
Metoda byla vybrána pro následující práci proto, že může sloužit i jako komponenta pro 
kolaborativní přístup, ale hlavně kvůli její univerzalitě. Je možné definovat protokol pro blíže 
nespecifikované množství účastníků, kteří mezi sebou mohou komunikovat jak přímo, tak nepřímo 
(způsob komunikace metoda neřeší. Pouze předpokládá, že bude dodržena bezpečnost v takových 
parametrech, jak jsou definovány v seznamu předpokladů). 
Mezi ostatními metodami tato vynikla poté využitím pravidel logiky. Některé z ostatních spoléhaly na 
vytvoření mini-komponent, které mezi hosty vytvoří bezpečné kanály a existující protokol je pouze 
modifikován pro jejich využití, případně na komplikovaném modelu, testujícím různé možné 
kombinace posloupností zpráv a narušení bezpečnosti ve všech případech. A Simple Logic for 
Authentication Protocol Design navrhuje protokol od základů, nemění již existující a ne-bezpečný 
protokol na kvalitnější. 
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6 Analýza a návrh metody „A Simple Logic for Authentication 
Protocol Design“ 
 Cílem je vytvořit knihovnu, která bude schopna ze tří vstupů (definice heuristických pravidel, 
množina předpokladů a seznam cílů) vytvořit možné protokoly, jejichž provedením budou cíle 
splněny. Jazyk logiky, která bude k definici použita, je jazyk již definovaný dříve (viz kapitola 1.1). 
Výsledek musí pokrývat všechny možné protokoly, které lze touto metodou získat. Výstup musí být 
možné reprezentovat jako uspořádanou množinu protokolových kroků, které budou ve tvaru: 
 ( )A C X  (6.1) 
 
Kde A je účastník komunikace, C je komunikační kanál a X je přenesená zpráva. 
 
6.1 Analýza 
Problém lze rozdělit na několik částí, z nichž každá 
předá výsledek své činnosti té následující.  
Načtení vstupů: Je potřeba získat pravidla, na 
základě kterých se bude provádět syntéza a množinu 
předpokladů a cílů, kterých se bude snažit metoda 
dosáhnout. Předzpracování bude mít za úkol tyto 
informace strukturovat způsobem takovým, aby je 
aplikace mohla využívat. Generace protokolu 
následně tyto informace zpracuje vhodným 
způsobem tak, aby z výstupu bylo možné získat seznam protokolů. Prezentace výstupů potom 
nabídne několik možných zobrazení výsledků.  
 
6.1.1 Fáze 1: Získání vstupů 
Bylo zvoleno, že jako vstup bude sloužit textový soubor napsaný v textové reprezentaci jazyka logiky. 
Jeden pro heuristická pravidla a jeden pro předpoklady a cíle. Na rozdíl od XML umožňuje snadnou a 
čitelnou definici a nevyžaduje okolní metadata. Bude definován jazyk a struktura vstupního souboru. 
Jazyk musí být schopen popsání všech operací požadované logiky. Současně bylo zavedeno jedno 
omezení na heuristická pravidla: 
Pravidlo smí ve svých dílčích cílech používat pouze účastníky a zprávy, které již jsou „definovány“ 











Takovéto pravidlo selže, jelikož účastník Z není v originále použit a analyzátor jej nezná. Pokud je 
potřeba pravidlo se stejným významem použít, je potřeba jej rozepsat např. jako: 
1. 
• Načtení vstupů a jejich předzpracování 
2. 
• Generace protokolů 
3. 
• Prezentace výstupů 
Obr. 3: Rozdělení na sekce 
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 Předzpracování vstupů se sestává z několika fází: 
1. Kontrola jmenných prostorů 
Ve vstupním souboru je jasně uvedeno, co jsou formule, účastníci a názvy kanálů (a 
v případě předpokladů, co jsou „pevné zprávy“9). Tato označení musí být v rámci vstupu 
unikátní, aby bylo možné mezi nimi rozlišovat.  
2. Získání jednotlivých „tokenů“, které reprezentují symboly logiky 
Byla jednotná navržena struktura, která je schopna popsat každou jednotlivou operaci a 
symbol logiky. 
3. Sestavení syntaktických stromů pro každé jednotlivé pravidlo. 
Doplnění struktury o schopnost vázat se na ostatní prvky stejného typu do stromové 
architektury.  
4. Propagace „OR-pravidel“ 
 „OR-pravidla“10 jsou množiny dílčích cílů heuristického pravidla, kdy je požadováno splnění 
alespoň jednoho z těchto pravidel (viz např. Syn 5). Propagací se tato pravidla osamostatní a 
pro každé z nich je vytvořena kopie celého heuristického pravidla. Ačkoliv tento krok není 
nezbytný pro další práci, je vhodné jej provést z jednoho zásadního důvodu: algoritmus pro 
analýzu cílů a aplikaci heuristických pravidel bude dostatečně komplikovaný a takováto 
úprava ušetří v následujícím kroku hodně času. 
6.1.2 Fáze 2: Generování protokolu 
Detaily algoritmu budou popsány později. 
V této kapitole budou uvedeny pouze jeho 
základy a nástin struktury, která bude 
algoritmus zásobovat daty a bude schopna 
zaznamenávat jeho výsledky. 
Algoritmus bude pracovat na principu 
porovnávání a doplňování dvou (a více) 
                                                            
9 „pevné zprávy” budou detailně popsány v následující kapitole, která se zabývá syntézou 



























   




Obr. 4: Hierarchická struktura dat 
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syntaktických stromů. Jelikož možností, jak tyto stromy na sebe aplikovat je většinou více a jen 
zlomek z těchto možností vede k řešení, je potřeba struktura, která umožní takováto porovnání a 
uchová detaily o tom, které tokeny byly nahrazeny, případně které jsou již známé. Generování bude 
probíhat rekurzivně. Započne aplikací algoritmu na každý z cílů, získá se množina použitelných 
heuristických pravidel, pokusí se je doplnit a vygeneruje nové dílčí cíle. Pokud se povedlo doplnit 
všechny dílčí cíle heuristického pravidla, použijí se jako nový vstupní bod algoritmu. 
6.1.3 Fáze 3: Prezentace výstupů 
Po provedení syntézy je výsledný strom zpřístupněn pro čtení jako výstup. Tato metoda výstupu je 
upřednostněna před výpisem kroků z toho důvodu, že v případě komplexnějších protokolů a hlavně 
vyššího množství komunikačních kanálů je možné získat řádově jednotky až desítky možných 
platných derivací pro jednotlivé větve tohoto stromu a množina protokolů by potom byla množina 
všech možných průchodů tímto stromem k listovému uzlu, čímž by vygenerovaných protokolů byly 
desítky až stovky, v závislosti na struktuře stromu. Pro přehlednější zobrazení je vybrána možnost 
pro export do formátu DGML11. 
Syntezátor dovoluje i získání seznamu všech vytvořených protokolů pro definované cíle v podobě, 
která bude upřesněna v kapitole 7.5. 
 
6.2 Vstupy 
Tabulku heuristických pravidel lze sestavit ručně a předat ji jako vstup vlastnímu syntetizátoru. Je 
však vhodnější načítat vstup z textového souboru, což navíc verifikuje gramatiku. Pro uchování 
pravidla, které logika popisuje jako  
 
1 2| | ...
....
G
G G  
(6.4) 
je vytvořena struktura, která se odkazuje na seznam „OR-
pravidel“. Každé z těchto pravidel potom může obsahovat 
libovolné množství výrazů (minimálně však jeden). Tato 
struktura je uložena v seznamu spolu s tabulkou symbolů. 
Stejná hierarchie je použita i pro definici předpokladů 
(tehdy není však využitá kompletně, jelikož „OR-pravidla“ 
v předpokladech neexistují). 
 
6.2.1 Načtení 
Vstupy načítá analyzátor, který nejdříve definuje tabulky symbolů (účastníci, kanály, formule a 
v případě načítání předpokladů i „pevné zprávy“) a vše ostatní považuje za zprávu protokolu. 
Následně je vstup rozparsován na jednotlivá pravidla a ta na výrazy (stále v textové podobě). Na tyto 
                                                            
11 DGML formát je nativní formát pro orientované grafy v Microsoft Visual Studiu 2010 (libovolné edici). Jde o 




Dílčí cíl 1 Dílčí cíl 2 
OR-
pravidlo 
Dílčí cíl 3 
Obr. 5: Struktura heuristického pravidla 
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bloky textu je potom použit lexikální analyzátor, který vrací pole tokenů ve stejném pořadí, jak se ve 
vstupu nacházejí. Je třeba následně toto pole převést do podoby, která bude pro syntézu protokolu 
přehlednější a čitelnější. Pro tento účel byla zvolena prezentace výrazů pomocí syntaktického 
stromu, jelikož nabízí možnosti přístupu k výrazu hierarchicky podle priorit operátorů (případně 
vnuceného závorkování) a dovoluje snadné porovnání částí výrazů. Výhodou je také jeho využití u 
substituce, kdy je možné nový symbol zapsat jako část stromu.  
6.2.2 Příprava pro syntézu 
Syntéza protokolu pracuje se syntaktickými stromy. Je proto potřeba ze získaného seznamu tokenů 
takovýto strom sestavit.  Předně je třeba se zastavit však nad tím, co je chápáno pod pojmem výraz. 
Výrazem se nerozumí celé pravidlo, ale pouze jeho části (dílčí cíle, případně jeden každý předpoklad). 
Např. pravidlo (6.2) poté obsahuje několik výrazů: ( )P Q X   , )P Q X   , Z  . Každý 
takovýto výraz je třeba převést na strom. Je několik možností, jak takovýto převod provést.  
Sestavením gramatiky (jde o bezkontextovou 
gramatiku), případně zpracováním na 
zásobníkovém automatu. Jelikož jsou 
zpracovávány pouze jednotlivé výrazy, je zvolena 
možnost se zásobníkovým automatem, který má 
na vstupu výraz převedený do post-fixové 
notace. Při převodu do této notace je zároveň 
provedeno spojení zpráva kanálů, aby se např. 
množina ,C, D} 12  jevila ve stromu jako jeden 
token a nikoliv sada. Automat provádí typovou 
kontrolu a v potřebných případech i přetypování tokenů.  
Posledním krokem je potom distribuce „OR-pravidel“.  
6.3 Generování protokolu 
Pro každý cíl je vytvořena třída, která obsahuje prvky 
schopné uchovat tento cíl a má prostředky jak 
generovat další cíle na základě vstupů syntetizátoru. 
Obsahuje: 
Původní výraz, který je na začátku definovaným cílem, 
později je to jeden z mnoha dílčích cílů. 
Vlastnosti tohoto výrazu. Na začátku každé iterace je 
proveden test, zda dosažený cíl není již uveden 
v množině předpokladů, poté je označen jako 
předpoklad a považován za finální. Pokud je 
vyhodnocen jako krok protokolu, je tak označen a opět 
považován za finální.  
                                                            
12 Každý token obsahuje sadu identifikátorů, které obsahuje. Ta je zvažována pouze, pokud je typu zpráva, 



















Obr. 6: Syntaktický strom vygenerovaný na 
základě výrazu  
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Pokud výraz není vyhodnocen jako finální, je sestaven derivační strom.  Ten obsahuje množinu 
derivačních větví. Větve jsou tvořeny pro každé heuristické pravidlo (a později pro každou možnou 
substituci pomocí množiny předpokladů), které odpovídá výrazu (je na něj aplikovatelné). Je 
definována základní tabulka substitucí na základě tohoto pravidla. Ta je později doplněna o tabulku 
substitucí pro předpoklady. Seznam derivací v každé větvi poté obsahuje seznam nových výrazů, 
dílčích cílů, které použité heuristické pravidlo vygenerovalo. 
6.3.1 Přehled algoritmu syntézy 
V následujících kapitolách budou popsány jednotlivé prvky jedné iterace syntézy, tedy nalezení 
možných způsobů řešení (aplikace heuristických pravidel) na jeden výraz. Již bylo řečeno, že celý 
proces probíhá rekurzivně. Jako vstup první iterace syntézy jsou použity požadované cíle (každý 
jednotlivě). Výstupem každé iterace je (pokud to je možné) nalezený strom, který odpovídá všem 
možnostem dalšího rozvoje syntézy, tedy obsahuje větve, které popisují aplikaci různých 
heuristických pravidel a zaznamenávají nové dílčí cíle. Na všechny takto získané dílčí cíle je potom 
aplikován opět proces syntézy. Celý tento proces lze 
shrnout v diagramu, jehož základní komponenty budou 
podrobně popsány v následujících kapitolách.  
Test vlastností je prvním krokem, který se při syntéze 
provádí. Zkoumá vstupní výraz a vyhodnotí, zda se jedná o 
krok protokolu, předpoklad, nebo bude potřeba aplikovat 
heuristická pravidla. Testuje také, zda nedošlo při procesu 
syntézy k zacyklení.  
Aplikace heuristických pravidel generuje větve 
v derivačním stromu na základě množiny použitelných 
heur. pravidel. Provádí základní substituci a vyhodnocuje, 
pro které větve je potřeba pokračovat s analýzou podle 
množiny předpokladů.  
Doplnění pomocí předpokladů je nejnáročnějším krokem celé syntézy. V jeho průběhu se algoritmus 
snaží v nedokončených větvích (s nekompletní substituční tabulkou) dokončit substituce za pomoci 
předpokladů. Jelikož použitelných předpokladů může být více, jsou vytvořeny nové větve 
v derivačním stromu.  
6.3.2 Test vlastností výrazu 
Prvním krokem algoritmu rekurzivní syntézy je test vstupního výrazu na to, zda se jedná již o finální 
prvek, nebo bude třeba aplikovat heuristická pravidla. Nejdříve je výraz testován, zda nejde o krok 
protokolu. Ten je charakteristický tím, že se vždy sestává z tokenu typu „see-on-channel“. Pokud 
kořenový token syntaktického stromu testovaného výrazu má tento typ, je výraz považován za krok 
protokolu.  
Jelikož výraz na vstupu je již plně substituován, je možné jej porovnávat 1:1 s množinou 
předpokladů. Pokud je takovýto výraz mezi předpoklady objeven, je označen za předpoklad a tím 
pádem finální. Samotný test probíhá opět rekurzivně jako průchod dvěma stromy najednou. Jeden 













Obr. 8: Proces syntézy 
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Boolean Token.PorovnatProtiPredpokladu(Token predpoklad) 
   Pokud typ tokenu nesouhlasí s typem předpokladu => vrať FALSE 
   Pokud token je typu kanál, zpráva, nebo účastník 
      Porovnej názvy tokenů 
      Pokud souhlasí vrať TRUE 
      Pokud nesouhlasí vrať FALSE 
   Test, zda token i předpoklad obsahují či neobsahují synovské tokeny 
   na stejných místech 
      Pokud ne vrať FALSE 
   Návratová hodnota =  
      [ Token.Levy.PorovnatProtiPredpokladu (predpoklad.Levy) ] 
      [ AND Token.Stredni.PorovnatProtiPredpokladu (predpoklad. Stredni) ] 
      [ AND Token.Pravy.PorovnatProtiPredpokladu (predpoklad. Pravy) ] 
   RETURN Navrátová hodnota 
Konec; 
Tento test je potřeba provést pro kompletní množinu předpokladů. Pokud alespoň jeden 
z předpokladů výrazu odpovídá, nejsou aplikována heuristická pravidla, jelikož výraz je považován za 
splněný.  
Pokud jeden z předchozích testů uspěl, je prvek označen potřebnými příznaky a aktuální běh 
algoritmu je ukončen. Tím je proveden návrat o jednu úroveň v rekurzi výš, kde jsou zpracovány 
zbývající cíle. 
Dalším testem je test na cykly. Každý výraz obsahuje odkaz na svůj rodičovský prvek až k původnímu 
cíli.  Je potřeba porovnat, jestli přímí předci nejsou stejný výraz. Potom by docházelo k zacyklení a 
syntéza by nikdy neskončila. Algoritmus je totožný s testem na předpoklady, ovšem místo 
předpokladů jsou postupně testováni předchůdci. 
Z tohoto důvodu musí výraz obsahovat odkaz na svůj rodičovský prvek. 
6.3.3 Aplikace heuristických pravidel 
Použití heuristických pravidel probíhá v několika krocích. Nejdříve je získána množina všech 
použitelných pravidel, potom je pro každou sestavena derivační větev. Je vyplněno vzorové pravidlo 
v těchto větvích a hledají se substituce. Pokud je není možné najít, je větev odstraněna. 
Krok 1: Získání množiny použitelných heuristických pravidel 
Heuristické pravidlo je možno chápat jako hrubou šablonu, do které je potřeba výraz nasunout. Při 
testování se zkoumá pouze typ tokenu, nikoliv jeho obsah (jelikož zatím není tvořena tabulka 
substitucí). Algoritmus se proto příliš neliší od testování množiny předpokladů.  
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Boolean Token.OdpovidaVzoru(Token vzor) 
   Pokud typ vzoru je FORMULE 
      Pokud typ tokenu je zpráva, kanál, nebo účastník => vrať FALSE 
      Jinak vrať TRUE 
   ; 
   Pokud typ tokenu nesouhlasí s typem vzoru => vrať FALSE 
   Test, zda token i předpoklad obsahují či neobsahují synovské tokeny 
   na stejných místech 
      Pokud ne vrať FALSE 
   Návratová hodnota =  
      Token.Levy.OdpovidaVzoru(vzor.Levy) AND 
      Token.Stredni.OdpovidaVzoru (vzor. Stredni) AND 
      Token.Pravy.OdpovidaVzoru (vzor. Pravy) 
   Vrať Návratová hodnota 
Konec; 
Krok 2: Vytvoření a inicializace větví, základní (hrubá) substituce 
Pro každé heuristické pravidlo, které lze použít jako vzor, je vytvořena vlastní větev. V ní je potom 
vytvořena kopie tohoto pravidla (bude třeba pravidlo upravit a přerovnat, viz dále). Inicializuje se 
substituční tabulka a množina derivací. 
Při tvorbě substituční tabulky mohou nastat dvě situace. Buď je možné ji vytvořit, potom je vyplněna 
a syntéza pokračuje dál, nebo ji není možné vytvořit, protože dojde ke konfliktům. Potom je aktuální 
větev odstraněna jako nepoužitelná. Konflikt může dvou typů. Předefinování originálu, případně 
předefinování nového prvku. Při hledání substituce je předchozí algoritmus upraven tak, aby byl 
schopen vracet sadu tokenů, které je třeba v heuristickém pravidle nahradit a ke každému z nich 
token, který odpovídá originálu (nemusí jít o jediný token, může jít i o celý strom). Jakmile je zjištěno, 
že jeden z nich je definován dvakrát, pokaždé s jiným partnerem, je sestavování tabulky ukončeno 
jako neproveditelné.   
Příklad dvou substitucí původního výrazu )AA B N    
:  
Použitelné heuristické pravidlo Substituční tabulka 














Obě substituce jsou správné a záleží na okolnostech, která z nich povede k řešení (pokud k řešení 
povedou). Na této úrovni nelze ani jednu zatím vyloučit, ani potvrdit.  
Krok 3: Distribuce „part-of“ tokenů 









  23 
Takovéto pravidlo říká, že zpráva je čerstvá, pokud libovolná její část je považována za čerstvou. 
Jelikož obsah zprávy není při sestavování stromů znám, je třeba „part-of“ token zapsat přímo do 
stromu a jeho obsah uvádět jako jednu z větví (ať už se jedná o jednu zprávu, případně celý výraz). 
Jelikož je nutné definovat i čerstvost formulí, bylo rozhodnuto, že formule bude čerstvá, pokud 
libovolná zpráva v ní obsažena je považována za čerstvou.  Nyní, když jsou známé základní 
substituce, je možné „part-of“ token nahradit novým tokenem, který bude typu zpráva. Je mu 
přiděleno unikátní vygenerované označení. Následně jsou vytvořeny nové větve, pro každou zprávu 
obsaženou v „těle“ tokenu a v těchto větvích je doplněna tabulka substitucí, která za originální token 
považuje zprávu, kterou byl „part-of“ token nahrazen a jako cíl je vytvořen nový token typu zpráva, 
který má název vybraný ze seznamu všech zpráv (pro každou větev jeden). 
Krok 4: Přesun „hotových“ dílčích cílů 
Tento krok je testem, zda je potřeba dále provádět analýzu v aktuální větvi. Pod pojmem hotový dílčí 
cíl se rozumí takový, který je kompletně definovaný pomocí substituční tabulky. Heuristické pravidlo, 
které je použito pro generování zpracovávané větve, obsahovalo původně několik dílčích cílů, které 
jsou nyní přeneseny v kopii tohoto pravidla. Je proveden test na každém z nich, zda všechny listové 
tokeny (účastníci, kanály, zprávy a formule) jsou již definovány v substituční tabulce. Pokud ano, je 
provedena substituce a pravidlo je přesunuto do množiny derivací. Z teoretického pohledu to není 
možné pro jakékoliv cíle, které obsahují definici kanálu, jelikož heuristické pravidlo kanály samo o 
sobě neobsahuje (pouze v dílčích cílech). Ovšem může nastat stav, že budou plně nahrazeny všechny 
podcíle. Potom je větev považována za ukončenou a analýza se rekurzivně zavolá na všechny prvky 
v množině derivovaných cílů. V opačném případě je nutné pokračovat s hledáním substitucí pomocí 
množiny předpokladů. 
6.3.4 Využití množiny předpokladů pro dokončení syntézy 
Množina předpokladů přichází k dalšímu využití, a to při doplňování tabulky substitucí u větví, ve 
kterých stále zbývají nekompletní pravidla. I když hlavička heuristického pravidla obsahuje nutně 
definici všech účastníků a zpráv, nemusí obsahovat všechny výrazy a neobsahuje jediný kanál. Ty je 
nutné získat z předpokladů a doplnit je (pokud vhodné předpoklady existují).  Jelikož následující 
algoritmus může vytvořit i nové větve, případně některé smazat, je potřeba s takovýmto případem 
počítat a zavolat jej i na nové větve (případně po odstranění další větev nepřeskočit). 
Základními bloky algoritmu jsou dvě vnořené smyčky. První lze popsat následujícím algoritmem: 
Pro všechny větve derivačního stromu: 
   Přesuň kompletní derivace 
   Dokud existují nedokončené dílčí cíle A došlo ke změně 
      ...... 
   Konec; 
   Pokud zbývají dílčí cíle NEBO nedošlo ke změně 
       Odstraň aktuální větev 
Konec; 
Jedná se pouze o zapouzdření a následné odstranění aktuálně zpracovávané větve, která byla 
vyhodnocena jako nedoplnitelná13. Vnitřní cyklus potom vyhledává odpovídající předpoklady a k nim 
substituce. 
                                                            
13 Nelze pro ni vytvořit korektní tabulku substitucí 
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6.3.4.1 Tři úrovně substituce 
Je nutné pozastavit se nad strukturou substituční tabulky. Prozatím byl využíván pouze jeden typ 
záznamu a to substituce z heuristického pravidla do původního výrazu. Všechny tokeny takovouto 
substitucí získané jsou považovány za konečné a neměnné. Ovšem stále zbývají v dílčích cílech 
tokeny, které definované nejsou.  
Je třeba zavést nový druh substituce, který se jmenuje „substituce do předpokladu“. Jako původní 
token je použit token heuristického pravidla a jako nová hodnota je token (případně celý strom) 
z odpovídajícího předpokladu.  
Jelikož předpoklad může obsahovat výraz (formuli), případně zprávu, je nutné získat její obsah. 
Zavádí se další úroveň substituce „substituce z předpokladu“, kde je jako originální token použit 
výraz z předpokladu (nebo zpráva) a jako nová hodnota je použit token (strom) z částečně 
doplněného heuristického pravidla.  
Mějme k analýze zadaný výraz 
 | | ,A B A Na   (6.6) 
























Ovšem stále není znám obsah tokenu  . K jeho získání je potřeba nahlédnout do seznamu 
předpokladů. Při vyhledávání použitelných předpokladů se musí pravidlo nejdříve částečně 
substituovat.  
 | | ,A B A Na    (6.9) 
Mějme potom definovaný předpoklad 
 | ( | | ) ( | )A S B X B X      (6.10) 
Tímto předpokladem je řečeno, že A věří, že pokud S věří, že B řeklo zprávu, potom ji B skutečně 
řeklo. Není již řečeno, jestli to, že B skutečně zprávu řeklo, je předpokládáno pouze to, že S tomuto 
tvrzení věří.  
Dalším cílem algoritmu ve vnitřní smyčce bude tedy tato pravidla najít a doplnit podle nich 
substituční tabulku. K tomu budou zapotřebí dvě výše uvedené, nové úrovně substituce. 
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6.3.4.2 Dokončení tabulky substitucí 
Jak již bylo řečeno, k doplnění definice dalších symbolů je třeba využít tabulku předpokladů. Z ní 
ovšem může danému cíli odpovídat předpokladů hned několik. Jsou dvě možnosti. Každý z těchto 
předpokladů otestovat a potom pro ně vytvořit nové větve, nebo vytvořit nové větve a teprve potom 
je otestovat. V zájmu rychlosti algoritmu bylo rozhodnuto nejdřív tvořit nové větve i za cenu toho, že 
potom některé budou odstraněny. Dokončení algoritmu potom má tvar: 
Dokud existují nedokončené dílčí cíle (které nejsou kroky protokolu) A došlo ke změně 
   Získej první nedokončený dílčí cíl (který není krokem protokolu) 
   Získej pro něj množinu předpokladů 
   Pro všechny předpoklady v této množině 
      Vypočítej tabulku substitucí „Do předpokladu“ 
      Vypočítej tabulku substitucí „Z předpokladu“ 
      Pokud to nelze, přejdi k dalšímu předpokladu 
      Je pomocí těchto substitucí dílčí cíl „dobře definován“? 
         - NENÍ => přejdi k dalšímu předpokladu 
                   (pokud tato subs byla poslední, přejdi na další větev) 
      Došlo ke změně 
      Pokud jde o poslední prvek v množině použitelných předpokladů 
         Spoj tabulku substitucí s vygenerovanými substitucemi 
         Přesuň kompletní dílčí cíle 
      Jinak 
         Vytvoř kopii této větve ve které  
           spojíš tabulku substitucí s vygenerovanými substitucemi 
           přesuneš kompletní derivace 
   Konec; 
Konec; 
Algoritmus používá několik funkcí, které jsou v následujících kapitolách vysvětleny podrobněji.  
6.3.4.3 Nedokončené dílčí cíle 
Zde je nutné se pozastavit nad významem. Obecně řečeno, by šlo o libovolný dílčí cíl, který není 
úplně specifikován. V tomto případě ovšem dojde k drobné odchylce. Pod nedokončeným dílčím 
cílem se rozumí takový cíl, který není krokem protokolu a není výrazem ve tvaru P X . Význam 
této podmínky je následující. Pokud by existoval dílčí cíl takový, který by byl (potenciálním) krokem 
protokolu, což se často stává, potom neexistuje žádný předpoklad, podle kterého by ho bylo možné 
doplnit a takovýto cíl by zničil celou větev jako nepoužitelnou.  
Dalším problémem je získání nedokončeného cíle v první instrukci cyklu. Nelze vybrat libovolný cíl. 
Vždy je vybírán takový cíl, který je nejvíce specifikován, tedy má největší poměr doplněných symbolů 
proti ostatním. To mu dává největší šance na dokončení.  
Uvažujme případ z minulé kapitoly s heuristickým pravidlem (6.7). Je nutné porovnávat předpoklady 
proti druhému cíli, jelikož ten je více definovaný a bude vrácen jako první. Pokud by došlo k hledání 
předpokladů podle prvního cíle, nebylo by možné protokol doplnit, jelikož nebude nalezeno žádné 
pravidlo, které by dávalo význam při následné substituci.  
6.3.4.4 Substituce „z“ a „do“ předpokladu 
Vraťme se k příkladu z minulé kapitoly. Z rovnic (6.9) a (6.10) je nutné získat tabulky substitucí.  
Algoritmus lze vyjádřit jako operaci nad dvěma stromy.  
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Obr. 9: Syntaktické stromy pro výrazy | | ,A B A Na    a | ( | | ) ( | )A S B X B X      
Zeleně vyznačené uzly nesmí ve výsledném pravidlu zůstat za žádnou cenu, potom by byl výsledný 
výraz prohlášen za „ne dobře definovaný“, substituci by nebylo možné dokončit a předpoklad by byl 
zahozen jako nepoužitelný pro aktuální cíl.  
Pro vytvoření substitucí potom stačí jediný průchod oběma stromy, který se inicializuje zavoláním 
funkce na kořenový uzel částečně substituovaného dílčího cíle a jako parametr se předá kořen 
stromu výrazu předpokladu. 
Boolean Token.DoplnSubstituce(Token Předpoklad) 
   Pokud předpoklad.Typ je zpráva nebo výraz 
      Existuje už v tabulce „z předpokladu“  
         nemá stejný nový token jako je současně zpracovávaný 
            vrať FALSE 
         vrať TRUE 
      Doplň záznam do tabulky „z předpokladu“ 
      vrať TRUE 
   Pokud Token.Type je kanál nebo výraz 
      Existuje už v tabulce „do předpokladu“  
         nemá stejný nový token jako je současný předpoklad 
            vrať FALSE 
         vrať TRUE 
      Doplň záznam do tabulky „do předpokladu“ 
      vrať TRUE 
   Návratová hodnota = TRUE;  
   Pokud existuje levý syn 
      Návratová hodnota = Návratová hodnota AND LevýSyn.DoplnSubstituce; 
   Pokud existuje prostřední syn 
      Návratová hodnota = Návratová hodnota AND ProstředníSyn.DoplnSubstituce; 
   Pokud existuje pravý syn 
      Návratová hodnota = Návratová hodnota AND PravýSyn.DoplnSubstituce; 
   Vrať Návratová hodnota 
Konec; 
Pokud je v předpokladu nalezena zpráva, nebo výraz, je zařazena do tabulky substitucí „z 
předpokladu“. Pokud je v originále zprávy nalezen výraz, nebo kanál, je zařazen do tabulky substitucí 
„do předpokladu“. V obou případech je nutné provádět kontrolu, zda nepůjde o předefinování již 
existujících substitucí. Pokud snad ano, není možné tabulku sestavit a vyhledávání se přesune 
k dalšímu předpokladu. V případě, že ani jedna předchozí podmínka nebyla splněna, je nutné, aby 
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typ tokenu souhlasil s typem předpokladu, a následně je porovnávání provedeno rekurzivně na 
všechny potomky. 
Pokud je po průchodu navrácena hodnota true, potom bylo vytvoření substitucí úspěšné a je možné 
vytvořit novou (případně modifikovat stávající) větev. V opačném případě nebylo možné tabulku 
substitucí sestrojit.  









Substituce „do předpokladu“ | |S B X   
 
 
Substituce „z předpokladu“ ,X A Na
 
 
6.3.4.5 Spojení substitučních tabulek 
Po úspěšném dohledání substitucí jsou tabulky spojeny. Spojení probíhá prostým přenesením 
nových záznamů do tabulky základní. Je třeba zachovat navíc informace o typu substituce, aby 
funkce, která substituci provádí, věděla, ve kterém kroku smí použít který záznam. 
Substituční funkce, která s takovouto tabulkou potom pracuje, nejprve provede substituci 
generovanou heuristickými pravidly, následně pravidly „do předpokladu“ a nakonec „z 
předpokladu“. 
6.3.4.6 „Dobře definovaný“ dílčí cíl 
Při testování kompletnosti a hlavně správnosti nově nalezených substitucí se provádí test, kdy je 
rozhodnuto, zda tyto substituce aktuálně zpracovávaný dílčí cíl „dobře definují“. Je vytvořen nový 
dočasný výraz, který je kopií dílčího cíle. Tento nový výraz je plně substituován a u jednotlivých 
tokenů je zaznamenáno, která úroveň substituce je generovala. 
Může nastat několik případů, kdy je výraz zamítnut jako ne „dobře definovaný“: 
1. Obsahuje formuli 
Výraz nesmí obsahovat formuli vygenerovanou libovolným substitučním pravidlem. Všechny 
výskyty formulí z heuristického pravidla i z množiny předpokladů musí být nahrazeny. 
2. Obsahuje zprávu generovanou pravidlem „do předpokladu“ 
Zprávy v heuristickém pravidle jsou všechny definovány již v jeho hlavičce, tudíž jsou všechny 
známé. V množině předpokladů tomu však není. Tam je zprávou označována zpráva obecná, 
a proto musí být všechny její výskyty nahrazeny pomocí substituce „z předpokladu“. 
3. Obsahuje kanál definovaný substitucí na základě heuristického pravidla 
Heuristické pravidlo, ačkoliv kanály používá v dílčích cílech, ve své definici kanál nemá. 
Předpokladem je obecný kanál, jehož jméno se musí dosadit podle předpokladů v souvislosti 
s další vlastností, která se na kanál vztahuje (někdo jej umí číst, či umí zapisovat na tento 
kanál). V předpokladech se jedná poté o kanál konkrétní, tudíž zde je žádané jej ponechat. 
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6.3.5 Definice pojmu „pevná zpráva“ 
Bylo již několikráte zmíněno, že ve vstupu předpokladů existuje typ tokenu, který je označován jako 
„pevná zpráva“. Jeho účelem je rozlišit konkrétní zprávy od reprezentovaných zpráv.  
Uvažujme dva rozdílné předpoklady: 
 | #( )
| ( ||~ ) ( | )
A Na





Jsou uvedeny dvě zprávy. Na, která reprezentuje nonce a zpráva X, která reprezentuje obecně 
libovolnou zprávu.  
Zpráva Na potom musí být označena jako „pevná zpráva“, aby při testu na předpoklady a veškerém 
dalším porovnávání proti množině předpokladů bylo možné mezi těmito dvěma typy zpráv rozlišit. 
Pokud by tak nebylo řečeno a Na by bylo považováno za libovolnou zprávu, potom by při kontrole A 
věřilo, že všechny zprávy jsou čerstvé, jelikož je možné na ně tento předpoklad aplikovat.  
6.4 Požadované výstupy 
Jako výstup je možné zpřístupnit celý strom, na kterém byla prováděna syntéza. Může však být 
požadováno, aby byla dostupná přímo formulace získaného protokolu v podobě výrazů. Je navržena 
funkce, která provede sestup derivačním stromem pro každý cíl a předá seznam syntetizovaných 
protokolů. 
Vzhledem k tomu, že protokolů může být více, je tento algoritmus rozdělen na dvě části. První je 
aplikována na samotný cíl. Druhá je potom volána na jednotlivé větve tohoto cíle.  
Výraz.VygenerujSeznamProtokolu(Seznam<Seznam<Vyraz>> seznam, int aktuální_prvek) 
   Pokud derivační strom obsahuje více než jednu větev 
      Pro větve 2 až poslední  
         Vytvoř nový Seznam<Vyraz> a naplň ho ze seznam[aktualní_prvek] 
         Vlož jej do seznam a pamatuj si pořadové číslo 
         Větev.VygenerujSeznamProtokolu(seznam, pořadové číslo) 
   Větev[1].VygenerujSeznamProtokolu(seznam, aktuální_prvek) 
Konec; 
První část provádí na struktuře (viz kapitola 6.3) analýzu větví výrazu. Pokud jich je více, protokol je 
možné syntetizovat různými způsoby a je nutné je všechny zapsat. Funkce 
VygenerujSeznamProtokolu potom provádí zápis kroků protokolu do tabulky na správnou pozici. 
Větev.VygenerujSeznamProtokolu(Seznam<Seznam<Vyraz>> seznam, int aktuální_prvek) 
   Získej seznam kroků protokolu v této větvi 
   Zapiš je do seznam[aktuální_prvek] na první pozici 
   Získej seznam nefinálních výrazů v této větvi 
   Pro každý z nich proveď:  výraz.VygenerujSeznamProtokolu(seznam, aktuální_prvek) 
Konec; 
Při průchodu derivačním stromem je nutné zapisovat kroky protokolu v opačném pořadí, než se 
vyskytují. Důvod se skrývá ve způsobu, jak jsou používány heuristická pravidla.  
Syntéza je prováděna směrem od cíle k předpokladům. Nevychází se z množiny počátečních znalostí, 
ale je snaha jí dosáhnout (využitím předpokladů). Při použití heuristického pravidla potom vznikají 
dílčí cíle. Tedy kroky, které je nutné provést, aby byl splněn (proveden) výraz, který je v hlavičce 
pravidla.  
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V kořenu stromu je potom cíl (případně cíle) protokolu. „Pod“ ním je úroveň kroků, předpokladů a 
dalších výrazů, které je nutné splnit, aby cíle bylo dosaženo. Na další úrovni zanoření jsou potom 
kroky, které je nutné provést ke splnění těchto dílčích cílů, atd. Z toho důvodu je nutné při zápisu 
kroků protokolu celý seznam (při průchodu shora dolů) obrátit. 
6.5 Shrnutí 
V této kapitole byly navrhnuty algoritmy a základní struktury, které bude proces syntézy vyžadovat. 
Pro detailní popis implementace těchto struktur viz Programová dokumentace na přiloženém médiu. 
Byly popsány výstupy, jejichž přesná struktura je uvedena v příloze 1. 
7 Implementace 
V této kapitole bude shrnuta problematika implementace navrženého syntezátoru z obecného 
pohledu (nezávisle na implementačním jazyku). Budou popsána veřejná rozhraní implementované 
knihovny a zhodnoceny výsledky procesu syntézy. Na závěr bude navrhnuto několik doplňků, které 
by mohly přispět k vylepšení této metody. 
7.1 Rozhraní 
Knihovna poskytuje několik tříd a funkcí, díky kterým je možné realizovat všechny operace od 
načtení dat po exportování výstupů v podobě grafu, seznamu kroků protokolu, nebo textového 
souboru. 
Jedním ze základních prvků je třída Reader, která nabízí funkce pro 
načtení a kontrolu vstupů. Po načtení automaticky sestaví strukturu, 
která obsahuje syntaktické stromy pro všechny výrazy a tabulky 
symbolů. Obě z načítacích funkcí vrací objekt typu RuleSet, který je 
možné buď dál předat k syntéze, nebo upravit podle potřeb.  
Ačkoliv je možné RuleSet vytvářet ručně, není to doporučeno. Při 
sestavování syntaktického stromu dochází ke kontrole typů a 
syntaktické správnosti vůbec. Syntéza sama potom kontroluje pouze základní strukturu této třídy, 
nikoliv správnost syntaxe, nebo správné zařazení tokenů do tabulky symbolů. Kromě využití RuleSetu 
jako vstupu pro syntézu je možné jej exportovat do grafu pro bližší analýzu a případnou kontrolu 
sestavení stromů (přesná pravidla a postup při sestavování stromu jsou uvedeny v následující 
kapitole). 
Druhým základním stavebním prvkem je syntezátor samotný. Při jeho 
inicializaci se vyžaduje zadání RuleSetů, které byly získány načtením 
vstupů. Kromě vlastního zahájení syntézy potom nabízí několik funkcí 
pro rozdílnou prezentaci stromu. Ten je po dokončení syntézy 
přístupný pro čtení v atributu Goals. K jeho struktuře více v kapitole 
7.5.  
Za zmínění stojí ještě realizace syntaktického stromu. Každý z nich je 
uložen ve třídě typu Statement, která nabízí možnost získání textové 
reprezentace tohoto stromu. Statement se potom odkazuje na kořen 
stromu, který je typu Token. Tato třída uchovává odkazy jak na 
 
Obr. 10: Třída Reader 
 
Obr. 11: Třída 
ProtocolSynthesizer 
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synovské prvky, tak vlastnosti aktuálního tokenu (typ, název, jestli byl vygenerován při substituci, 
atd.). 
Kromě těchto rozhraní nabízí knihovna pomocné funkce při formátování výstupu výsledků do 
textové podoby, tvorbu vlastních syntaktických stromů, atd. (více viz Programová dokumentace na 
přiloženém CD). 
 
7.2 Jazyk vstupu 
Bylo nutné definovat textový jazyk, který bude schopen pokrýt původní logiku. Musí být možné takto 
zapsat veškeré operace při zachování možností je různým způsobem komponovat do sebe. 
Jako první je ve vstupu vyžadováno definování tabulky symbolů. Struktura obou vstupních souborů 
se potom drobně liší, ovšem má shodnou hlavičku: 
principals: 
 A, B, S, ... 
 ; 
channels: 
 Cas, Cbs, Cp, Cab, ... 
 ; 
 
formulas: fi, psi, ...; 
 
Hlavička musí obsahovat vždy klíčová slova principals, channels a formulas, následované 
dvojtečkou a seznamem symbolů tohoto typu oddělených čárkou a ukončeno středníkem. Symbolů 
může být libovolné množství, ovšem musí se skládat pouze z písmen a musí být v rámci vstupů 
unikátní.  
Formát vstupních souborů se po hlavičce liší.  Množina předpokladů je definována strukturou: 
messages: 
       X, Y, ... 
assumptions: 
 výraz; [výraz;] [výraz;] ... 
goals: 
 výraz; [výraz;] [výraz;] ... 
 
Výrazů opět může být libovolné množství, každý z nich musí být ukončen středníkem.  
Tělo vstupu heuristických pravidel se skládá z bloků, kde každý popisuje jedno heuristické pravidlo a 
má tvar: 
výraz : 
        + výraz 
       [[+-]výraz] 
       [[+-]výraz]; 
 
Heuristické pravidlo se skládá z hlavního cíle, následovaném dvojtečkou a seznamem dílčích cílů, kde 
každý dílčí cíl je označen znakem „+“. Pokud se dílčí cíl skládá z několika, potom je seznam 
volitelných cílů označen znakem „-“.   
















Pro popsání jednotlivých výrazů je definován textový jazyk, který každému symbolu logiky přiřazuje 
textovou reprezentaci. Závorky jsou ponechány bez změny, ovšem některým symbolům bylo nutné 
přidělit mírně odlišné grafické označení, případně textovou reprezentaci. Některé symboly mají dvojí 
možný zápis, textový a symbolický. Pro základní prvky logiky byla vybrána následující textová 
reprezentace: 
    P sees X 
P < X 
       P sees C X, P sees C(X) 
P < C X, P < C(X)  
     P holds X 
   X isfresh
14 
P X  P |~ X 
P X  P ||~ X 
|P X  P |= X 
P believes X 
   výraz implies výraz 
r(C), w(C) read C, write C, read (C), write(C) 
(X, Y, Z, …) (X,Y,Z)  
X,Y,Z 
{A, B, …} {X} 
{X,Y,...}15 
Tím jsou poskytnuty všechny prostředky k sestavení libovolných výrazů. Závorkování je volitelné, ale 
je definována priorita operátorů, podle které je strom sestavován. Operátory s nejvyšší prioritou 
potom mají přednost. 
Priorita Operátory 
1 |=, < 
2 holds 
3 implies 
4 |~, ||~ 
5 = 
6 reads, writes 
7 Isfresh 
8 partof 
                                                            
14 Proti originálu zde dochází ke změně asociativity, což ovšem logice na síle neubírá. Jde pouze o zvýšení 
čitelnosti zápisu. 
15 U tohoto zápisu je závorkování nutné. 
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7.3 Načtení vstupů 
Načtení vstupu probíhá pro každý soubor v několika fázích. Načtení řetězce, parsování na základní 
bloky, lexikální analýza, syntaktická analýza a výsledná úprava. 
Načtení a základní parser 
Vzhledem k tomu, že textový jazyk odděluje hlavní bloky znakem středník, je možné tyto bloky číst 
jeden po druhém, vyhodnotit jejich typ a následně zpracovat. Pokud je blok identifikován jako 
hlavička, jsou jeho jednotlivé prvky zaznamenány na příslušné místo v tabulce symbolů. Následně je 
provedena validace tabulky, aby nemohlo dojít k předefinování již známého elementu.  
Pokud je blok vyhodnocen jako heuristické pravidlo, případně předpoklad, dojde u pravidla 
k rozdělení na několik výrazů (zatím v textové podobě); u předpokladu to není nutné. Je 
inicializována struktura, která bude schopna pravidlo udržet (třída Rule). Pro každý blok je potom 
zavolána funkce lexikální a syntaktické analýzy, která převede zadaný výraz do stromové 
reprezentace a uloží v poskytnuté struktuře.  
7.3.1 Syntaktická a lexikální analýza 
Lexikální analyzátor na vstupu předpokládá 
výraz v textové podobě. Jeho jediným úkolem 
je za pomoci tabulky symbolů tento výraz 
převést na uspořádaný seznam tokenů (třída 
Token). O to se stará konečný automat. V tuto 
chvíli neprobíhá kontrola syntaxe, pouze jsou 
identifikovány jednotlivé prvky ve výrazu. Při 
vyhodnocení typu prvku reprezentovaného 
jménem je nejprve nahlédnuto do globální 
tabulky klíčových slov (viz názvy operátorů v definici jazyka). Potom teprve proběhne kontrola proti 
tabulce symbolů. Jak již bylo řečeno, výstupem je seznam tokenů, mají přiřazen svůj typ a pro další 
identifikaci svůj originální název. Bylo by možné přidělit jim vygenerované identifikační číslo podle 
tabulek symbolů, ovšem potom by nastávaly problémy při substitucích, kdy by se musela přidat další 
vrstva kontrol a tabulka symbolů by se musela přenášet po celý proces syntézy. 
7.3.1.1 Sestavení syntaktického stromu 
Po získání jednotlivých tokenů je možné zahájit syntaktickou analýzu, která současně sestavuje i 
syntaktický strom. Při sestavování stromu se vychází z toho, že postfixová notace libovolného výrazu 
je vždy proveditelná na jednom zásobníku. Pokud na vstupu je výraz, který je v této notaci, potom 
jsou operandy ukládány na zásobník a pokud se na vstupu objeví operace, provede se nad jedním až 
x prvky na vrcholu zásobníku. Výsledek je poté uložen opět na vrchol zásobníku. Nejdříve několik slov 
k postfixové notaci. 
Na rozdíl od klasické a v matematice běžně používané infixové notace (např. 
| ( | | ) ( | )A S B X B X      ) je postfixový zápis schopen obejít se bez (jindy nutného) 
závorkování. Tento výraz by potom byl převeden do podoby | | | |ASBX BX  . Postfixový 
zápis totiž říká, že operátor je použit na dva nejbližší prvky před ním samotným. Tím je velmi vhodný 
pro práci na zásobníku, jelikož nikdy nepotřebuje znát nic jiného, než je jeho vrchol. Současně dokáže 









~ Bílý_znak ( { } ) ,
 
Obr. 12: Automat pro lexikální analýzu 
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symboly na vrcholu zásobníku nemají správný typ, potom je ve vstupním souboru vyhodnocena 
syntaktická chyba a vstup je zamítnut. 
Před samotným převodem je ovšem nutné provést spojení několikanásobných zpráv a účastníků. 
Vstup je prohledán na sekvence typu zpráva, zpráva … a {účastník,…}. Tyto jsou nahrazeny jediným 
tokenem, který je reprezentuje jako celek, aby byla převodu usnadněna práce. Zároveň jsou 
odstraněny všechny složené závorky (jsou použity pouze k popisu množiny účastníků, tedy již nejsou 
nutné). 
Převod do postfixové notace 
Při převodu do postfixové notace jsou potřeba dva zásobníky. Jeden je použit jako výstup a druhý 
pro odkládání operátorů.  
Dokud jsou na vstupu tokeny 
   Je token operand? Přesuň jej na výstup. 
   Je token levá závorka? Přesuň jej na zásobník operátorů 
   Je token pravá závorka? Přesuň vše ze zásobníku operátorů na výstup, dokud nebude 
nalezena levá závorka. Pokud tam není, chyba syntaxe. Pokud tam je, odstraň ji. 
   Token je operátor: 
       Dokud je na zásobníku operátorů alespoň jeden prvek T1 a platí: 
           Token je asociativní zleva a jeho priorita je menší nebo rovna prioritě T1 
           Nebo token má pravou asociativitu a jeho priorita je menší než T1 
              Přesuň operátor ze zásobníku operátorů na výstup 
       Ulož token na zásobník operátorů 
Ulož vše ze zásobníku operátorů na výstup 
Při převodu stále ještě nedochází k žádné typové kontrole ani kontrole syntaxe (kromě kontroly 
správného množství pravých a levých závorek). Jde pouze o přípravu pro sestavení stromu. 
Sestavení stromu 
Cílem syntaktické analýzy je vyhodnotit, zda získaný výraz (např. | | | |ASBX BX  ) je 
syntakticky správný, v případě nutnosti provést korektury (pokud to bude vyžadováno) a pokud je 
správný, sestavit syntaktický strom. 
Při kontrole syntaxe je nutné určit, na které typy jsou dané operátory použitelné. Není již třeba říkat 
jejich výsledek, jelikož výsledkem bude operátor samotný, protože nedochází k žádnému 
vyhodnocování, výpočtu, atd. 
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Operátor Výraz vlevo (druhý prvek zásobníku) Výraz vpravo (vrchol zásobníku) 
| ,||   Účastník Formule, výraz 
|  Účastník Formule, výraz 
  Formule, výraz Formule, výraz 
 Účastník 
Pokud je prvek typu kanál, je změněn 
typ operace z see na see-on-channel a 
je zpracován i kanál i účastník 
Zpráva, výraz, formule 
  Účastník read, write prvek 
= read, write prvek Účastník 
read, 
write 
Nečte se Kanál 
isFresh Nečte se Zpráva, formule 
partof Nečte se Zpráva, formule, výraz 
 
Po definování požadovaných vstupních typů pro jednotlivé operace je možné zahájit tvorbu 
syntaktického stromu.  
Každý token má definovány tři synovské prvky. Levý, který reprezentuje výraz na levé straně od 
operátoru, pravý, který plní stejnou funkci pro výraz na pravé straně od operátoru. Prostřední 
synovský prvek je využíván pouze u tokenů typu see-on-channel, jelikož tento jako jediný vyžaduje tři 
vstupní hodnoty (účastníka, zprávu a označení kanálu).  
Tyto tři synovské jsou odkazy na libovolný jiný token. Jsou využívány právě pro sestavení stromu na 
zásobníku. Samotný postup je relativně jednoduchý. Pro výraz | | | |ASBX BX   by byl 
následující: 
Pokud je na vstupu symbol, vlož jej na výstupní zásobník a čti další. (A, S, B, X) 
Na vstupu operátor: 
zkontroluj, zda zásobník obsahuje potřebné množství vstupů. Pokud ne => syntax error 
zkontroluj, jestli je operátor použitelný na požadované množství parametrů. Pokud ne 
=> syntax error 
Přiřaď synovské objekty z vrcholu zásobníku. 
Ulož operátor na vrchol zásobníku. 
 
Pokud na zásobníku po dokončení zpracování kompletního vstupu zůstalo jiné množství než přesně 
jeden token, došlo k syntaktické chybě. Tento jeden poslední token (pokud běh proběhnul 
bezchybně) potom obsahuje syntaktický strom celého zpracovávaného výrazu.  
7.4 Paralelní zpracování analýzy cílů 
Po úspěšném načtení pravidel je možné 
zahájit vlastní syntézu. Algoritmus na 
vstupu očekává pouze jeden z cílů. 
Teoreticky by bylo možné provádět 
analýzu pro více cílů najednou, pomocí 
složitějších heuristických pravidel a 
rozdílného algoritmu (viz (7)). Může to 
ovšem vést k explozi stavů a proto je vždy 
syntéza prováděna pouze na jednom cíli. 
Díky tomu ovšem je možné ji provádět pro 
 
Obr. 13: Procesy v každé iteraci 
3. iterace 
2. iterace 
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více cílů paralelně. Tím paralelismus ovšem nekončí. Každá další iterace syntézy je prováděna opět 
paralelně. Tedy v okamžiku, kdy jsou získány (a úspěšně doplněny) všechny dílčí cíle, je na ně 
paralelně aplikována syntéza. Díky tomuto vylepšení bylo možné dosáhnout až 50% zrychlení u dvou 
cílů. 
Pro porovnání je zde uvedeno zrychlení syntézy 
protokolu pro dva a osm cílů. Syntéza byla 
prováděna nejdříve lineárně, následně paralelně. 
Čas potřebný k syntéze je uváděn v milisekundách. 
Je zřejmé, že paralelní zpracování přináší hlavně při 
větším množství cílů značné zrychlení. 
 
 
7.5 Prezentace výstupů 
Po dokončení syntézy jsou k dispozici dva druhy výstupu. Jedním je strom, který je možno exportovat 
v podobě orientovaného grafu, druhým výstupem je potom seznam vygenerovaných protokolů. 
Zatímco prostý seznam obsahuje pouze kroky 
protokolu definované k jednotlivým cílům, 
strom zaznamenává i použité předpoklady a 
heuristická pravidla potřebná k syntéze. 
Seznam protokolů 
Tento seznam je přístupný pouze po úspěšné 
syntéze (kdy bylo nalezeno řešení pro všechny 
cíle). Návratovou hodnotou je seznam cílů, kde 
je ke každému cíli přiřazena množina 
vygenerovaných protokolů pro daný cíl. Protokoly jsou popsány uspořádanou množinou výrazů typu 
( )A C X  (účastník A vidí na kanálu C zprávu X). 
Strom 
Druhou možností výstupu je strom, který popisuje 
průběh syntézy těch větví, které vedly 
k úspěšnému řešení. Strom je dostupný buď jako 
struktura (viz kapitola 6.3), nebo je možné ho 
exportovat do DGML formátu. Potom jsou uzlům 
přiřazeny odpovídající kategorie (použité 
heuristické pravidlo, krok protokolu, předpoklad). 
Pro podrobný popis struktury výstupu včetně 
definice použitých tříd viz Příloha 1.  
                                                            
16 Uváděný čas je měřen na procesoru Intel® Core™ 2 Duo E6750 (2.66GHz, dual-core) 
 
Obr. 14: Čas zpracování *ms]16 
 
Obr. 15: Hierarchie výstupu 
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7.6 Zhodnocení výsledků syntézy 
Logika, jak je navržena ve své základní podobě, nabízí zajímavé výsledky, ovšem generuje i protokoly, 
které jsou v praxi nepoužitelné. Heuristická pravidla ignorují fakt toho, že někdo komunikaci musí 
zahájit, případně to, že některé zprávy je možné zaslat na začátku pouze od jednoho účastníka, 
protože nikdo jiný je nezná.  
Částečně by bylo možné najít řešení v zavedení vlastníků zpráv, které bude diskutováno dále, nebo 
v připojení miniverifikátoru, který by testoval vygenerované protokoly a snažil by se odstranit ty, kde 
neodpovídá iniciátor přenosu, případně je zpráva zaslána někým jiným, než vlastníkem. Otázkou 
zůstává, jestli je takové řešení možné a pokud ano, které by bylo vhodnější (případně obě), nebo by 
to zaneslo do čisté logiky pouze chaos.  
Ohledně iniciátora přenosu je při aplikaci nedořešen další problém a to, kdo to vlastně má být. 
Heuristická pravidla to nestanoví, cíle také ne. Bylo by nutné přidat takovouto definici 
pravděpodobně pro každý jednotlivý cíl. 
7.7 Možná doplnění 
Při návrhu implementace projektu byly při několika příležitostech objeveny nové možnosti, které by 
metoda mohla obsahovat, ale jejich realizace v rámci metody řešena není. Většina z nich byla 
následně zamítnuta jako neproveditelné, ovšem několik se ukázalo jako vhodná další vylepšení. 
7.7.1 Vlastnictví zprávy 









Aby účastník P viděl zprávu X, musí přijít na kanálu C, který umí číst. Ačkoliv se jeví jako logické, skýtá 
v sobě zádrhel. Neříká totiž nic o tom, kdo zprávu X mohl odeslat. Při syntéze tedy dojde k tomu, že 
pro každý kanál, který P umí číst, je vygenerován nový protokol. Aby tomu bylo zabráněno, bylo by 
vhodné zavést atribut „vlastnictví zprávy“. Potom by zprávu směl poslat pouze vlastník, nebo někdo, 
kdo ji již přijmul. Přijetím zprávy by se člověk stal opět jejím vlastníkem. Potom by bylo třeba upravit 
















A přidat nové, které by definovalo zisk vlastnictví: 

















Potom by bylo vždy nutné v předpokladech definovat původní vlastníky zpráv. Problém ovšem 
nastává, pokud dojde ke změně zprávy, což tato logika není schopna nijak podchytit. Potom stále 
zůstává vlastnictví všem, kteří viděli starou, nebo 
novou verzi zprávy a vydávají ji za aktuální. Další 
problém by mohl nastat při syntéze v síti s vysokou 
hustotou kanálů (viz obr). Předpokládaná situace je, 
že D potřebuje získat vlastnictví zprávy Na, kterou na 
počátku vlastní pouze A. I když existuje regulérní 
řešení, že A tuto zprávu D zašle, stejně tak existují 
čtyři další možnosti:   A B D  , A C D  , 
A B C D    a A C B D   . Bylo by tedy nutné zavést další vlastnost a tou je množina 
možných vlastníků, která by musela být definována v předpokladech a říkala by, kdo má právo 
zprávu dále rozesílat.  
Vlastnictví zpráv potom dává smysl hlavně u zpráv, které obsahují tzv. nonce. Jde o náhodné číslo, 
které má za cíl zajistit odolnost proti útoku známému jako „replay attack“ (zpoždění, případně 
opakování korektní zprávy). Nonce je možné vygenerovat pouze na straně, která věří v jejich 
„čerstvost“. Nikdo jiný je není schopen na počátku zaslat (pokud je již dříve neviděl). 
7.7.2 Dynamické kanály 
Jako další možné rozšíření lze uvažovat zavedení operace, která by se starala o vytváření nových 
komunikačních kanálů za běhu protokolu. Ačkoliv jde pouze o autentizaci a tvorba kanálu následuje 
po ní (na základě vyměněných informací mezi cílem a zdrojem), mohlo by toto rozšíření být krokem 
k modifikaci metody, aby ji bylo možné použít pro návrh obecného komunikačního protokolu a 
nezůstávat pouze u autentizace. 
Při tomto zobecnění by dále bylo pravděpodobně nutné definovat množiny účastníků pro každou 
zprávu, kteří by měli oprávnění ji umět přijmout. 
7.7.3 Iniciátor komunikace 
Logika nepodchycuje problematiku toho, kdo zahájí komunikaci při plnění cíle. Lze předpokládat, že 
to bude účastník, pro kterého má být cíl splněn. Pokud si ovšem představíme platební protokol, kde 
by existovaly tři strany: banka, obchod a kupující a navzájem by mezi sebou měli v trojúhelníku 
vytvořené kanály, potom by jeden z cílů mohl být, aby banka věřila tomu, že se skutečně bavila 
s klientem. Jak se ale dozví, že má takovéto spojení žádat? Bylo by možné doplnit logiku a heuristická 
pravidla tak, aby toto bylo možné? Pravděpodobně by šlo navrhnout pouze komponentu, která by 
byla součástí většího komunikačního protokolu. Ten by již musel přijímat žádosti o komunikaci a 





Obr. 17: Síť s vysokou hustotou kanálů 
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7.8 Problémy při implementaci 
Při návrhu bylo objeveno několik nedostatků, které v metodě vznikají. 
Mezi ně patří například nejednoznačnost v definici heuristických pravidel mezi zprávou a formulí. 
Bylo nutné vytvořit nová pravidla tak, aby bylo možné přenášet obojí přes určené kanály. Další 
problém ovšem nastal při testování čerstvosti (freshness). Zpráva je čerstvá, pokud příjemce věří, že 
alespoň jedna její část je čerstvá. Jak je tomu ovšem u formulí? Jak by byl realizován přenos formule 
přímo kanálem? Pouze jako nový typ zprávy? Nebo by byla přenášena celá formule, včetně všech 
zpráv v ní obsažených? V implementaci je počítáno s druhou variantou, aby bylo možné na straně 
příjemce stále určit, jestli formule je čerstvá, či nikoliv. Celá formule je potom testována, zda 
obsahuje prvek, o kterém příjemce věří, že je čerstvý. Je otázkou, zda není vhodnější formuli 
„zabalit“ do další zprávy, která by obsahovala příznak čerstvosti již v sobě. Hlavně proto, že formule 
sama může být značně dlouhá a pro samotný přenos nevhodná.  
Dalším nedostatkem je potom generování „nesprávných“ protokolů. Jde o protokoly, které ze 
stránky logiky jsou správné, ovšem v praxi by nebyly použity. Jejich eliminaci by mohlo být možné 
provést zavedením vlastníků zprávy, jak bylo navrženo v předchozí kapitole, nebo zavedením 
iniciátora spojení, případně přidáním miniverifikátoru. Ten by ovšem takové protokoly pouze 
odstranil a nezabránil by jejich generování.  
8 Implementace rozšíření: Vlastnictví zpráv 
Z experimentálních důvodů bylo doplněno rozšíření o vlastnictví zpráv. Je snahou tímto zamezit 
vzniku protokolů, které přijímají zprávy na kanálech, na které nemůže původní vlastník zprávy 
zapisovat a zpráva před tím nebyla přeposlána nikomu, kdo by na tento kanál zapsat mohl. 
Typickým případem je vygenerování dvou správných (v rámci původní logiky) protokolů pro 
následující síť účastníků: 
Existuje veřejný kanál Cp, který všichni účastníci 
mohou číst i zapisovat a následně jsou definovány 
kanály Cas a Cbs, na které mohou zapisovat a číst 
pouze S a A (případně B). Cílem je vygenerovat 
protokol pro cíl | | , AA B A N  . Mimo jiné jsou 
definovány dva předpoklady : 
  
 | ( | | ) ( | )A S B X B X      
| ( || ) ( | )A S S      
(8.1) 
Výsledný protokol by tedy měl vypadat tak, že B získá zprávu (A, Na), přepošle ji S, které ji přepošle 







Obr. 18: Síť s privátními kanály 
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Fro goal   (A |= (B ||~ (A, Na)))   : 
    Solution: 
    (B < Cbs (A, Na)) 
    (S < Cbs (A, Na)) 
    (A < Cas (B |~ (A, Na))) 
 
    Solution: 
    (B < Cp (A, Na)) 
    (S < Cbs (A, Na)) 
    (A < Cas (B |~ (A, Na))) 
Druhý z protokolů je korektní. B vidí na sdíleném kanálu zprávu. A, které originál zprávy na počátku 
komunikace vlastní, ji tam mohlo zapsat. První protokol ovšem nemůže nikdy proběhnout. První krok 
totiž říká, že B vidí zprávu (A, Na) na kanálu Cbs. Na tento kanál smí kromě B zapsat pouze S. V této 
fázi komunikace ovšem S zprávu nezná, jelikož ji od nikoho nepřijalo. Takže i když první protokol je 
v rámci logiky správný, je ve své podstatě neproveditelný.  
Cílem zavedení vlastníků zpráv je takovéto protokoly odstranit, případně doplnit tak, aby byly 
schopné fungovat. 
Jsou zavedeny dva nové tokeny: 
Token „owns“ 
Logika je doplněna o nový operátor, který vyjadřuje vlastnictví zprávy na počátku komunikace. Lze ji 
zapsat jako 
 ( )A owns X  (8.2) 
Operaci je možné využít jak při definici heuristických pravidel, tak v množině předpokladů (zde 
ovšem pouze v kombinaci s „pevnou zprávou“). 
Token „canown“ 
Operátor canown je následně rozšířením, které autorizuje uzel, aby zprávu přeposlal dál. Uzel ji 
nepřijme za vlastní a nezíská vlastnictví této zprávy.  
 ( )A canown X  (8.3) 
Pokud by uzel zprávu přijal jako vlastní, potom by mohlo dojít k tomu, že jakmile ji vlastník změní, 
uzel ji bude neustále vydávat za aktuální. Tomu je zabráněno tím, že je přidělena autorizace pouze 
zprávu přeposlat dále, ale neustále ji musí přijmout od někoho se stejným oprávněním, případně od 
vlastníka samotného.  
Heuristické pravidlo, které bylo původně definováno jako  
P < X : 
 + P < C (X) 
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Nyní je možné rozšířit o další vlastnosti: 
P < X: 
 + P < C (X) 
 + P holds read C 
 + Q holds canown X 
 + Q holds write C 
 + Q < X 
 ; 
 
P < X : 
 + P < C (X) 
 + P holds read C 
 + Q holds write C 
 + Q holds owns X 
 ; 
Je zřejmé, že toto pravidlo popírá podmínku stanovenou pro heuristická pravidla (účastníci musí být 
definováni v hlavičce). Bylo nutné tuto podmínku odstranit a následně přepracovat i některé 
z algoritmů, které na ni spoléhaly. Hlavně jde o vyhledání substitucí pomocí předpokladů, kdy bylo 
nutné doplnit vyhledávání substitucí i pro účastníky, nikoliv pouze pro formule a zprávy. 
8.1 Úprava algoritmu pro využití množiny předpokladů 
Algoritmus pro aplikaci předpokladů bylo nutné změnit na několika místech. 
Získání prvního heuristického pravidla 
Původně tato funkce získala nejkompletnější pravidlo (které nebylo potencionálním krokem 
protokolu) a vyhledávala pro něj množinu použitelných předpokladů. Tento fakt se změnil pouze 
v jediném ohledu. Seznam, ze kterého se pravidlo vybírá, bylo nutné setřídit tak, aby dílčí cíle, které 
obsahují nedefinované účastníky, byly vybrány jako poslední. Podíváme-li se tedy na první z pravidel: 
P < X: 
1. + P < C (X) 
2. + P holds read C 
3. + Q holds canown X 
4. + Q holds write C 
5. + Q < X; 
Nejdříve bude vybrán dílčí cíl 2, jelikož ostatní jsou buď krokem protokolu, nebo obsahují 
nedefinované účastníky. Tím je provedena definice kanálu C a je automaticky doplněn cíl 1. Následně 
je vybrán buď cíl 3, nebo 4. Na pořadí nezáleží. Buď je vygenerována větev pro každého 
potenciálního vlastníka zprávy, nebo pro každého účastníka, který smí na kanál C zapisovat. Tím 
dojde k definici Q a jsou kompletně definovány všechny dílčí cíle. Následně je na ně zavolána 
syntéza, která eliminuje špatné větvě.  
Vyhledání substitucí „do předpokladu“ 
Jelikož je nutné substituovat na základě množiny předpokladů i účastníky, bylo nutné doplnit tuto 
funkci, aby neporovnávala pouze formule a zprávy. Noví účastníci jsou potom zařazeni do množiny 
substitucí „do předpokladu“.  
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Test dobře definovaných cílů 
Při testování bylo kontrolováno pouze to, zda zůstávají ve výrazu formule a případně jiné 
nespecifikované zprávy vygenerované substitucí „do předpokladu“. Je nutné testovat, zda všichni 
účastníci jsou definováni pomocí heuristických substitucí, případně pomocí substitucí „do 
předpokladu“.  
8.2 Test na zacyklení 
Teoreticky může nastat situace, kdy by zpráva byla donekonečna předávána mezi dvěma uzly, kdy 
oba mají oprávnění canown, tedy že mohou zprávu přeposlat dále.  
Toto ovšem nenastane z toho důvodu, že jakmile bude takovýto protokol generován, je již 
zakomponováno testování na zacyklení. Tedy jakmile dojde k tomu, že pro jeden cíl se stejný dílčí cíl 
(v dané větvi iterace) vyskytuje podruhé, je větev zahozena.  
Další test tedy není nutné dodávat a je využíván již implementovaný test na zacyklení.  
8.3 Porovnání výstupů 
Vraťme se k příkladu ze začátku kapitoly. Jak si toto rozšíření s problémem poradí? Definujeme 
vlastnictví zprávy (A, Na) pouze pro A a atribut canown prozatím nespecifikujeme. Syntéza korektně 
vytvoří pouze jeden protokol a to: 
Fro goal   (A |= (B ||~ (A, Na)))   : 
    Solution: 
    (B < Cp (A, Na)) 
    (S < Cbs (A, Na)) 
    (A < Cas (B |~ (A, Na))) 
Jak si potom poradí s atributem canown? Definujeme nový předpoklad ( , )AS canown A N . Jelikož 
nyní není nutné zprávu posílat na začátku přes kanál Cp, můžeme jej zrušit. Jak si s takovým 
problémem poradí nezměněná a rozšířená syntéza? 
Původní syntéza Nová syntéza 
Fro goal   (A |= (B ||~ (A, Na)))   : 
    Solution: 
    (B < Cbs (A, Na)) 
    (S < Cbs (A, Na)) 
    (A < Cas (B |~ (A, Na))) 
Fro goal   (A |= (B ||~ (A, Na)))   : 
    Solution: 
    (S < Cas (A, Na)) 
    (B < Cbs (A, Na)) 
    (S < Cbs (A, Na)) 
    (A < Cas (B |~ (A, Na))) 
Zatímco původní syntéza předpokládá, že účastník S stále nějakým „magickým“ způsobem zprávu (A, 
Na) zná, nový postup zajistí, aby ji S skutečně získal a mohl přeposlat.  
8.3.1 Další testování 
V zájmu dalšího testování budeme vždy předpokládat jediný cíl. 
 ,B A Na  (8.4) 
Tento cíl je nejkritičtější, jelikož na něm původní syntéza selže a nový postup dovoluje postupně 
požadovanou zprávu předávat. Budeme uvažovat několik kombinací sítí účastníků. Cílem je nejenom 
porovnání výstupů syntézy, ale také zjistit, jak si s různými konfiguracemi rozšířená metoda poradí.  
 
  42 





( , )AS canown A N  
( , )AT canown A N  
Fro goal (B < (A, Na)): 
    Solution: 
    (B < Cbt (A, Na)) 
Fro goal (B < (A, Na)): 
    Solution: 
    (S < Cas (A, Na)) 
    (T < Cst (A, Na)) 
    (B < Cbt (A, Na)) 
Zatímco původní algoritmus vrátil pouze jeden nesmyslný krok protokolu, nový postup dovolil 
postupné předání zprávy až k účastníkovi B.  







( , )AS canown A N  
( , )AT canown A N  
Fro goal (B < (A, Na)): 
    Solution: 
    (B < Cbt (A, Na)) 
 
    Solution: 
    (B < Cbs (A, Na)) 
Fro goal (B < (A, Na)): 
    Solution: 
    (T < Cat (A, Na)) 
    (B < Cbt (A, Na)) 
 
    Solution: 
    (S < Cas (A, Na)) 
    (B < Cbs (A, Na)) 
Cílem tohoto testu bylo zjistit, jestli nová úprava dovoluje generování dvou větví přístupu k původní 
zprávě. Prokázalo se, že syntéza to zvládne. Korektní výsledek původního algoritmu nebyl 
předpokládán.  
Jako další test byla zvolena síť s vysokou hustotou kanálů. Prozatím bylo povoleno předávání zpráv 
všem uzlům, což bude mít za následek pravděpodobně vygenerování velké množiny protokolů.  









( , )AS canown A N  
( , )AT canown A N  
Fro goal (B < (A, Na)): 
    Solution: 
    (B < Cbs (A, Na)) 
 
    Solution: 
    (B < Cab (A, Na)) 
 
    Solution: 
    (B < Cbt (A, Na)) 
Fro goal (B < (A, Na)): 
    Solution: 
    (S < Cas (A, Na)) 
    (B < Cbs (A, Na)) 
 
    Solution: 
    (B < Cab (A, Na)) 
 
    Solution: 
    (T < Cat (A, Na)) 
    (B < Cbt (A, Na)) 
 
    Solution: 
    (S < Cas (A, Na)) 
    (T < Cst (A, Na)) 
    (B < Cbt (A, Na)) 
 
    Solution: 
    (T < Cat (A, Na)) 
    (S < Cst (A, Na)) 
    (B < Cbs (A, Na)) 
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I když výsledné množství protokolů je velké, všechny z nich jsou validní. Existuje 5 různých cest, jak 
zprávu přeposlat k uzlu B, proto je nutné je všechny uvést. Jakmile dojde ke zrušení oprávnění 
přeposílat zprávy jednomu z uzlů, potom bude množství protokolů menší. 









( , )AS canown A N  
Fro goal (B < (A, Na)): 
    Solution: 
    (B < Cbs (A, Na)) 
 
    Solution: 
    (B < Cab (A, Na)) 
 
    Solution: 
    (B < Cbt (A, Na)) 
Fro goal (B < (A, Na)): 
    Solution: 
    (S < Cas (A, Na)) 
    (B < Cbs (A, Na)) 
 
    Solution: 
    (B < Cab (A, Na)) 
Z testu je zřejmé, že přiřazování oprávnění přeposílat zprávu bude nutné provádět s opatrností, aby 
nedošlo ke generování zbytečně komplexních cest pro zprávu. Pokud si představíme síť s deseti uzly, 
kde by všechny byly navzájem propojeny a všechny měly oprávnění zprávu přeposílat, bylo by 
vygenerováno vysoké množství protokolů, kde by v počátku byla zpráva pouze předávána sem a tam 
mezi jednotlivými uzly.  
8.3.2 Doba zpracování syntézy 
Ačkoliv je doba syntézy relativně krátká (řádově několik desítek milisekund), může mít její 
prodloužení o vyhledání rozšířených pravidel za následek větší prodlevy (hlavně, pokud bude 
definováno mnoho cílů). 
Graf vyjadřuje hlavně velký nárůst 
času zpracování při vysokém 
množství účastníků, kteří mohou 
zprávu přenést. Zatímco v testu 4, 
kdy byl k přenosu oprávněn pouze 
uzel S, došlo k nárůstu minimálnímu 
(jelikož bylo možné spustit dvě 
vlákna najednou, kdy každé z nich 
hledalo jednu cestu), v testu 3 byl již 
nárůst času přibližně dvojnásobný (což je stále přípustné, protože bylo vygenerováno pět validních 
protokolů místo tří, z nichž byl použitelný pouze jeden).  
8.4 Zhodnocení výsledků implementace rozšíření 
Jakékoliv rozšíření navíc přináší syntéze další práci, a proto lze předpokládat nárůst doby zpracování. 
Je nutné zvážit, zda tato doba vyvažuje zisk na funkcionalitě. Jak je z testů v předchozí kapitole 
patrné, implementované rozšíření, pokud je správně použito, dovoluje získat širší množinu 
protokolů, které jsou v rámci logiky „bezpečné“ a proveditelné. Je ovšem nutné opatrně volit, kdo 
bude mít oprávnění kterou zprávu předávat dále. Jako další možná úprava tohoto rozšíření by bylo 
možné zvážit zavedení omezení na příjemce zpráv, kdy by se oprávněným „přeposílatelům“ 
definovala množina účastníků, kterým smí zprávu přeposlat, případně naopak, od koho smí účastník 
přeposílanou zprávu získat. Tím by bylo možné definovat různé úrovně „důvěry“ k ostatním uzlům 
pro jednotlivé zdroje zpráv.   
 







Test 3 Test 4
Původní syntéza
Rozšířená syntéza
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9 Závěr 
Bezpečnost komunikace na internetu je velmi obsáhlá problematika a návrh správných 
komunikačních protokolů tvoří pouze její část. Snahou je vytvářet protokoly bezpečné, ovšem ne 
vždy je tato vlastnost v čase zachována, hlavně s ohledem na vývoj v kryptografii a technologii 
obecně. Existuje řada verifikačních procedur, ze kterých každá umí odhalit některé nedostatky 
v protokolu a pár z nich dokáže navrhnout i opravu těchto chyb. Nastává ovšem zásadní problém: 
bezpečnostní rizika lze hledat pouze taková, která již jsou známá a popsaná. Nelze najít slabinu 
v protokolu na útok, který dosud není popsaný. V tomto ohledu implementovaná metoda přínos 
nemá. Nabízí však způsob, jak navrhnout malou skupinu autentizačních protokolů, které je stále 
nutné verifikovat, ovšem je vysoká pravděpodobnost17 toho, že alespoň jeden bude odpovídat 
obecným bezpečnostním požadavkům. Jelikož „A Simple Logic for Authentication Protocol Design“ 
neřeší realizaci šifrování, nedotýká se protokolů touto metodou navržených příliš postup ve vývoji 
v kryptografii (protokol zůstává zachovaný, pouze způsob realizace kanálů je odlišný). 
„A Simple Logic for Authentication Protocol Design“ se zabývá pouze vzájemnou autentizací 
účastníků. Neřeší utajení komunikace. Snaží se zajistit, aby si uzel A byl jist, že skutečně komunikuje 
s uzlem B. Tohoto umí dosáhnout pomocí syntézy protokolu na základě jednoduchých heuristických 
pravidel. V této práci byla realizována jedna z možných implementací metody „A Simple Logic for 
Authentication Protocol Design“. Bylo použito znalostí z formálních jazyků a překladačů. Teoreticky 
by bylo možné řešit problém i jiným způsobem (funkcionální jazyky, práce nad řetězci, …). Použitý 
způsob implementace ovšem nabízí názorný pohled na to, co se při syntéze děje a jaké problémy 
mohou nastat. Bylo použito paralelního zpracování, čímž se metoda několikanásobně zrychlila. 
Získané výsledky původní syntézy obsahují některé nežádoucí vlastnosti a prvky, které by mohlo být 
možné navrhnutými rozšířeními odstranit. Jako jedno z dalších možných rozšíření je uvedeno 
zavedení vlastníků zpráv, které bylo následně implementováno. Výsledky tohoto rozšíření nabízí 
rozšířenou sadu kandidátních protokolů. Je ovšem nutné dodržovat základní pravidla práce 
s oprávněním přeposílat zprávy, aby nedošlo k explozi protokolů, kdy by pro jeden cíl bylo 
vygenerováno vysoké množství téměř totožných postupů přenosu (hlavně v sítích s vysokou 
hustotou kanálů). Bylo navrhnuto rozšíření tohoto doplňku, které by mohlo poskytnout dodatečné 




                                                            
17 Jelikož vygenerovaná skupina protokolů zahrnuje všechny způsoby, jak zprávu přes definované komunikační 
kanály odeslat, je nalezení správného protokolu téměř jistota. 
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10 Příloha 1: Struktura výstupů 
Existují tři možnosti výstupu. Textová podoba, seznam a strom. Textová forma a seznam si jsou velmi 
blízké, nabízí ta stejná data, ovšem buď v podobě plaintextu, nebo jako seznam tříd. Pro získání 
seznamu třída ProtocolSynthesizer definuje metodu GetResults(). 
public List<Result> GetResults() 
Metoda vrací seznam prvků typu Result, kde každý obsahuje jeden cíl a seznam protokolů pro tento 
cíl vygenerovaných. ProtocolGoal je typu Statement, který bude popsán 
dál a ProtocolSteps je definován jako 
public List<LinkedList<Statement>> ProtocolSteps 
Jde tedy o seznam seřazených seznamů obsahující třídu Statement. 
Vnější seznam lze přerovnávat a řadit libovolně. Udržuje pouze seznam 
protokolů. Vnitřní potom musí zůstat zachovaný v původním pořadí, 
jelikož obsahuje kroky protokolu, které jsou na sobě navzájem závislé.  
Třída Statement 
Třída Statement zveřejňuje pouze dvě metody. Jednou je konstruktor, 
kdy je možné generovat nový objekt této třídy na základě již jiného 
existujícího výrazu a druhou je metoda ToText, která, jak již jméno 
napovídá, vyjádří výraz v textové podobě v typu string.  
Pokud je nutné získat obsah výrazu, dovoluje přístup ke kořenovému 
tokenu syntaktického stromu, který je typu Token.  
Ten opět nabízí metodu ToText ovšem zde je třeba dát pozor na to, že 




Jako další možnost výstupu je zpřístupnění celého derivačního stromu (pouze pro čtení). To je možné 
vždy, i když by syntéza nedopadla úspěšně a je možné si projít 
alespoň částečné výsledky (protokoly, které byly sestaveny 
pro některé cíle, kde to bylo možné). Celý strom je potom 
zveřejněn třídou ProtocolSynthesizer pod názvem Goals. Jde o 




Obr. 20: Třída Result 
 
Obr. 21: Třída Statement 
 
Obr. 22: Třída MatchingStatement 
public class Goals 
{ 
   public List<MatchingStatement> Entries 
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MatchingStatement potom zveřejňuje ke čtení několik atributů: 
BaseStatement je typu Statement a obsahuje cíl, který byl aktuálně prováděn. V případě první 
instance této třídy půjde o cíle protokolu, následně o jejich dílčí cíle, atd.  
isAssumption, isProtocolStep, IsFinal obsahuje příznaky, jestli jde o konečný cíl, pokud ano, jakého 
typu je. Potom není tvořen derivační strom. Pokud cíl není konečný, je k dispozici derivační strom, 
což je seznam tříd typu DerivationBranch. Každá z nich 
obsahuje potom definici možných řešení aktuálního cíle. 
K dispozici je seznam Derivations, který obsahuje již 
substituované nové dílčí cíle. Dále nabízí metodu 
GetHeuristicStatement. Jejím voláním je poskytnuta kopie 
heuristického pravidla, které bylo použito k vytvoření této 
větve. Heuristické pravidlo se může pro více větví shodovat, 
jelikož mohly být vygenerovány na základě rozdílných 
substitucí z množiny předpokladů. 
Seznam Derivations je opět typu MatchingStatement, čímž je umožnění zanoření do další iterace 
syntézy.  
 
11 Příloha 2: Příklad použití knihovny 
11.1 Definice vstupů 
Jako vstup jsou použity dva textové soubory, testingrules.txt pro vstup heuristických pravidel a 
target.txt pro definici předpokladů a cílů. 
testingrules.txt 
principals: 





formulas: psi, phi; 
 
P < X : 
 + P < C (X) 
 + P holds read C; 
 
P |= (Q ||~ X) : 
 + P |= (Q |~ X) 
 + P |= (X isfresh); 
 
P |= (Q ||~ phi) : 
 + P |= (Q |~ phi) 
 + P |= (phi isfresh); 
 
P |= Q |~ X : 
 + P < C(X) 
 + P holds read C 
       + P |= (write C = Q) 
 - P |= (write C = {P,Q}) 
 + Q < X; 
 
P |= Q |~ psi : 
 + P < C(psi) 
 + P holds (read C) 
 + P |= write(C) = {Q} 
 - P |= write(C) = {P,Q} 
 + Q |= psi 
 + P |= (Q ||~ psi) implies (Q |= 
psi); 
 
P |= phi : 
 + P |= psi 
 + P |= psi implies phi; 
 
 
Obr. 23: Třída DerivationBranch 
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target.txt 
principals: 




       A, Na, B, Nb; 
assumptions: 
 
A holds read Cab; A holds write Cab; 
B holds read Cab; B holds write Cab; 
A |= write Cab = { A, B }; 
B |= write Cab = { A, B };  
A |= isfresh Na; B |= isfresh Nb; 
 
goals: 
A |= ( B ||~ (A, Na)); 
B |= ( A ||~ (B, Nb)); 
 
 
11.2 Spuštění syntézy 
Proces spuštění syntézy se skládá z několika kroků.  
Načtení vstupů 
Jako první jsou načtena heuristická pravidla. Na pořadí načítání předpokladů a pravidel nezáleží. 
Console.Write(@"Starting Scanning... "); 
var reader = new Reader(); // create new reader  
var rules = reader.ReadRules("testingrules.txt"); // read rules using the reader  
if (rules == null) 
{ 
   Console.Write(@"Synthesis failed... << Press any key to continue >>");  
   Console.ReadKey(); 
   return; 
} 
 
Pokud je jako výsledek vrácena hodnota null, potom při načítání došlo k chybě a na výstupu se objeví 
příslušné oznámení o tom kde a pokud možno proč. Následující kód, který načte předpoklady, 
vypadá velmi podobně: 
var assumptions = reader.ReadAssumptions("target.txt"); // read assumptions 
if (assumptions == null) 
{ 
   Console.Write(@"Synthesis failed... << Press any key to continue >>");  
   Console.ReadKey(); 
   return; 
} 
 
V tomto bodě je možné si nechat vykreslit syntaktické stromy vygenerované z obou souborů, 
postačuje k tomu volání statické funkce 
Synthesizer.RulesSyntaxMatcher.DEBUG.Debug.PaintDgml(assumptions, "graph.dgml"); 
Vytvoří, případně přepíše zadaný soubor grafem. Místo assumptions lze použít samozřejmě i načtená 
heuristická pravidla.  
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Zahájení analýzy 
var synthesizer = new RulesSyntaxMatcher.ProtocolSynthesizer(ref assumptions); 
var success = synthesizer.Synthesize(ref rules); 
 
if (success) 
{ // protocol generated 
   Console.WriteLine(@"It was possible to generate a protocol."); 
} 
else 
{ // protocol not generated  
   Console.WriteLine(@"Synthesis failed to find a suitable protocol. "); 
} 
Nejdříve je deklarován prvek typu ProtocolSynthesizer. Je inicializován s odkazem na množinu 
předpokladů. Následně je spuštěn proces syntézy, který bude řízen pomocí heuristických pravidel 
(viz parametr).  
Při syntéze mohou nastat dvě situace. Buď byla úspěšná, nebo selhala. Tato informace je předána 




var res = synthesizer.GetResults(); 
 
Pro výstup jsou k dispozici tři funkce, výstup do DGML formátu, textový výstup (se zadáním 
IOStremu, kam bude výstup směrován) a výstup ve formě seznamu.  
11.3 Výstupy 
Následuje demonstrace textového výstupu: 
Starting Scanning...     
Starting Synthesis...    
It was possible to generate a protocol. 
Results of the synthesis: 
Fro goal   (A |= (B ||~ (A, Na)))   : 
    Solution: 
    (B < Cab (A, Na)) 
    (A < Cab (A, Na)) 
 
Fro goal   (B |= (A ||~ (B, Nb)))   : 
    Solution: 
    (A < Cab (B, Nb)) 
    (B < Cab (B, Nb)) 
 
Synthesis done... << Press any key to continue >> 
Výstup je rozdělený na sekce podle specifikovaných cílů a ke každému je vypsána možná množina 
řešení. Jednotlivá řešení (pokud jich je více) jsou všechna uvozena hlavičkou „Solution:“.  
