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RESUMEN 
El objetivo de este trabajo es encontrar e implementar un método para organizar los trenes 
que concurren en una misma estación previamente definida. En otras palabras, el método 
diseñado se implementará para que se asigne a los trenes que llegan y se quedan un largo 
tiempo en la estación, a los que empiezan y a los que están de paso, sus respectivos 
andenes por los que pasar o parar. 
Se ha buscado entre diversos algoritmos existentes cuál es el mejor candidato para el caso 
que se plantea. Se han seleccionado dos algoritmos, un algoritmo de caminos mínimos, 
concretamente el algoritmo de Dijkstra, y un algoritmo de acoplamiento, concretamente el 
algoritmo húngaro. Se han desarrollado y adaptado para tener en cuenta todos los aspectos 
de este proyecto, entre otros, las preferencias de cada tren con cada andén, la línea y 
dirección de dichos trenes y la ocupación de los andenes. 
Se ha creado un programa informático en el lenguaje Python, que sirve para cualquier tipo 
de estación. Para distinguir una estación de otra, hace falta que se realicen unos pasos 
previos para introducir las características de dicha estación a estudiar. Estos pasos 
consisten en rellenar una hoja de cálculo OpenOffice, de una forma muy específica que se 
detalla a lo largo del proyecto. Se trata de ir introduciendo el número de andenes, las líneas 
de trenes que pasan, empiezan o acaban en esa estación, las preferencias de andén de 
cada línea en particular, el tiempo que se tarda en ir de un andén a otro y el horario de 
trenes de la estación de un día completo. 
La asignación que se ha obtenido garantiza que ningún tren colisiona con otro tren. Desde el 
momento en que un tren llega a la estación hasta que se marcha, el programa ocupa todos 
los recursos que utiliza en todo instante de tiempo. 
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1. Introducción 
1.1. Origen del proyecto 
En el pasado, las redes ferroviarias se dimensionaron para tener suficiente capacidad para 
lidiar con todos los trenes sin demasiados problemas. Con el paso del tiempo la demanda 
ha crecido y el tráfico de trenes es mucho mayor.  
En la actualidad, muchas estaciones tienen problemas reales de congestión. La tendencia 
con la que crece el uso de este transporte, tal como se demostrará más adelante, va a hacer 
que este problema sea aún más difícil de tratar en los próximos años. Una parte del 
problema es la eficiente asignación de los andenes de la estación a los movimientos de 
entrada y salida de trenes, dando cabida a este trabajo. 
 
1.2. Motivación 
Hoy en día hay muchas personas y se realizan muchas acciones a gran escala. Sin un 
estudio previo para gestionar la mayoría de estas acciones o procesos, el resultado podría 
ser caótico. 
La organización es uno de mis grandes intereses, y quería realizar un proyecto en este 
campo que tuviese una aplicación directa. 
 
1.3. Objetivos del proyecto 
El objetivo de este trabajo es encontrar la mejor manera de organizar los trenes que 
concurren en una misma estación semi-terminal previamente definida. Las estaciones 
terminales son aquellas donde los trenes finalizan y vuelven a empezar su recorrido. Con 
estaciones semi-terminales se refiere a que algunos trenes están de paso y solo paran para 
que suban y/o bajen pasajeros, además de los que finalizan y vuelven a empezar su 
recorrido. 
Se creará un programa informático en Python con el propósito de que sirva para cualquier 
tipo de estación. Con esto en mente, se introducirán los datos necesarios para distinguir los 
elementos claves de la estación mediante una hoja de cálculo. Por lo tanto, el primer paso, 
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será modelar y definir la estación de ferrocarril que se quiera gestionar.  
A los usuarios de trenes no les gusta que les mareemos con cambios de andenes cada dos 
por tres, quieren que el tren con dirección X, salga del mismo andén, al menos, 
habitualmente. Por ello, para acercarnos un poco más a lo que seria una estación real, 
llamaremos a los andenes habituales como andenes preferidos de la línea. Entonces cada 
línea de tren tendrá su lista de andenes preferidos como un dato importante de nuestro 
estudio. 
 
1.4. Alcance del proyecto 
Los recursos de los que se dispone son los andenes (donde se encuentran las personas) y 
las vías (donde circulan los trenes). La situación física de las vías respecto a los andenes (si 
está situado a la izquierda, a la derecha, enfrente…) es arbitraria, pues sólo se necesita 
saber el tiempo que se tarda en llegar de un lugar a otro y su ocupación. 
En la práctica, los trenes tienen una longitud, pero se desprecia este aspecto aquí, ya que 
se consideran los trenes como si fueran puntos que se mueven de un recurso a otro. 
Se implementará un programa informático que realice el método de asignación. Se prepara 
para una estación de un o dos sentidos. 
En este proyecto se tratarán los trenes que llegan, de los cuales bajan y/o suben pasajeros, 
y se van inmediatamente (son trenes de paso, con parada); los trenes que finalizan su 
recorrido; los trenes que empiezan su recorrido y los trenes que no paran pero necesitan 
atravesar la estación. 
Se preparará el programa para leer en la hoja de cálculo los trenes que necesitan 
mantenimiento, pero no se considerarán en este proyecto, aunque se ha previsto que en un 
futuro puedan ser estudiados y se pueda desarrollar el programa. 
Se crea una celda para la capacidad de la cochera, pero en este proyecto, la cochera tiene 
capacidad ilimitada. 
Se creará un programa para una estación de trenes con capacidad suficiente para todos los 
trenes que lleguen. 
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2. Antecedentes 
2.1. El ferrocarril 
El tren o ferrocarril se ha extendido hasta estar en la vida diaria de muchas personas. Se 
entiende que es un sistema de transporte de personas y/o mercancías sobre unas vías, 
rieles o carriles comúnmente de acero o hierro. De ahí viene el nombre de ferrocarril. 
 
Fig. 2.1 Ferrocarril [14] 
 
Propiamente dicho, el ferrocarril existe desde la revolución industrial, aunque se tienen 
evidencias de sistemas de transporte sobre carriles muy anteriores. Por ejemplo, durante el 
siglo VI a.C. a lo largo del istmo de Corinto en el camino Diolkos, se excavaron hendiduras 
sobre la piedra y a falta de un sistema motor, las plataformas que se utilizaban para 
transportar botes, eran empujadas por esclavos. La línea siguió funcionando durante 600 
años [4]. 
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2.2. Evolución de pasajeros 
La estación de Shinjuku, en Tokyo, Japón, es la estación más frecuentada de todo el mundo 
con 3,6 millones de japoneses transitando diariamente por la estación, es decir, un total de 
1,3 mil millones de pasajeros anuales [7]. Cabe destacar que aunque sean las cifras más 
elevadas, hay estaciones que siguen su número de pasajeros muy de cerca. 
Poco a poco se ha ido introduciendo el ferrocarril en nuestra vida diaria hasta que ha 
formado parte de la cotidianidad de muchos ciudadanos. En la Fig. 2.2 se puede observar el 
despegue del número de pasajeros que ha acontecido a lo largo de los últimos 30 años en 
todo el mundo [8]. 
 
 
Fig. 2.2 Evolución mundial de los pasajeros de ferrocarril. (Elaboración propia a 
partir de los datos de [8]) 
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Si se sigue con esta tendencia, lo más adecuado es tener un plan de gestión que se adapte 
a las necesidades del momento. 
 
Fig. 2.3 Ferrocarril llevando a numerosas personas [15]. 
 
2.3. Evolución de las infraestructuras 
Como era de esperar, con el crecimiento del número de pasajeros y con ello el número de 
trenes que circulan, crece la infraestructura que los alberga. 
En los pequeños pueblos lejos de las grandes ciudades, aún se puede encontrar alguna 
pequeña estación de un andén y una vía para el ferrocarril. Pero ya son más los lugares 
donde se ha tenido que adaptar el número de vías para poder dar cabida a la demanda de 
tantos viajes [5]. Un ejemplo se encuentra en las dos imágenes siguientes Fig. 2.4. 
 
Fig. 2.4 Estación de una sola vía a la izquierda [16], y Infraestructura de diversas vías a la 
derecha [17]. 
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3. Consideraciones previas 
Esta descripción es necesaria para entender pequeños detalles que se plantean en este 
proyecto.  
Se hablará del horizonte de programación, cuánto tiempo es necesario considerar y porqué 
se ha fijado ese tiempo. Qué es una línea y una dirección, para qué las necesitamos. Cómo 
son los recursos de los que se dispone. Las llegadas y salidas de trenes a la estación y de lo 
que supone que estos eventos sucedan. 
 
3.1. Horizonte de programación 
Se revisan los horarios publicados de algunas estaciones de cercanías [18] y se encuentra 
que para días laborables de lunes a viernes el horario es el mismo para cada día. Para fin 
de semana y festivos es otro horario distinto del día laboral, un poco más reducido. 
Se decide crear el programa de manera que, implícitamente, se tengan cubiertos todos los 
días. Debido a que los horarios de un día laborable son iguales a otro día laborable y 
análogamente para los días festivos: se tratarán los datos de dos días dentro del programa 
informático, uno laborable y otro festivo. 
Por ello, se tendrá que disponer y ser una entrada al método propuesto, los datos de un día 
laborable y de un día festivo. Para más información sobre cómo introducir estos datos en el 
programa que implementa el método, se explicará en el apartado 5.1.4. 
 
3.2. Línea de ferrocarril 
Una línea de ferrocarril es un recorrido predeterminado que deben realizar los trenes que 
tienen asignada una línea. Existen dos estaciones que forman los extremos de la línea 
(serán estaciones terminales para esa línea). En su recorrido para llegar a cada una de las 
dos estaciones habrá estaciones intermedias, por las que pararán o no pararán para que 
suban o bajen pasajeros. 
La red de transporte de ferrocarril de cercanías de Cataluña está compuesta por 15 líneas, 
seis de la operadora RENFE, Fig. 3.1, y nueve de la de FGC, Fig. 3.2. 
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Fig. 3.1 Plano de cercanías de RENFE [18]. 
 
 
Fig. 3.2 Plano de cercanías de FCG [19]. 
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3.3. Dirección de una línea de ferrocarril o de un andén en 
una estación 
La dirección de una línea de ferrocarril se refiere al sentido de la trayectoria que sigue el tren 
en ese momento. Una línea empieza y acaba en dos estaciones, según el tren se dirija a 
una estación u otra, tendrá un sentido u otro. 
Las direcciones a y b de una estación indican hacía dónde se dirige. Por ejemplo, “a” podría 
ser “Barcelona” y “b” “Vic” o al revés, es decir, a = Vic y b = Barcelona. 
 
Fig. 3.3 Dirección a y dirección b respecto a una estación. 
 
Lo mismo ocurre con los andenes en una estación, para no crear colisiones, los andenes 
que sean de paso según admitan a trenes con una dirección concreta, adquieren esa 
dirección. Si se tuviera el caso de que un andén admitiese con normalidad a trenes con dos 
direcciones, ese andén adquiriría las dos direcciones. Para saber si la entrada de un andén 
terminal es por una dirección u otra, también se clasifican según la dirección. Es decir, si 
para acceder a un andén terminal se debe acceder con dirección “a”, esa será la dirección 
que le daremos a ese andén, aunque obviamente se marcharán del andén en la otra 
dirección, ver Fig. 3.4. 
 
Fig. 3.4 Direcciones de los andenes. 
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3.4. Llegadas de trenes a una estación 
En este modelo, las llegadas de trenes a una estación generan entradas de trenes en el 
sistema. El tiempo de llegada de cada tren se proporciona como una entrada en la estación 
y se considera que no es modificable, es un dato que se introduce al programa que 
implementa el método. A raíz de este dato junto con otros que se describirán, aplicando el 
método seleccionado más adelante, se llegará a la asignación. Estos tiempos corresponden 
a los momentos en que los trenes llegan a dos puntos determinados del sistema, ver Fig. 
3.5. Según si viene de una dirección u otra aparecerá en la estación por un punto u otro, 
siempre los mismos. Para saber la situación de estos dos puntos de entrada de trenes al 
sistema, bastará con saber el tiempo que se tarda en ir desde esos puntos a los andenes 
que estén directamente conectados. En el caso del ejemplo de la Fig. 3.5 sería el andén 1 y 
el andén 2. 
Toda esta información se introducirá como una entrada de datos de nuestro sistema. Para 
más información sobre cómo introducir los tiempos y los puntos donde aparece el tren, se 
explicará en los apartados 5.1.4 y 5.1.3 respectivamente. 
 
3.5. Salidas de trenes de una estación 
Las salidas de trenes de una estación son conocidas por los pasajeros como el comienzo de 
un viaje en tren. Desde la perspectiva del problema, las salidas son el principio del camino 
para trenes que salen del sistema. Sus tiempos, como en las llegadas, también son fijos. 
Estos tiempos corresponden a los momentos en que los trenes llegan a dos puntos 
determinados del sistema, ver Fig. 3.5. Según si viene de una dirección u otra aparecerá en 
la estación por un punto u otro, siempre los mismos, como en las llegadas. 
Los trenes no aparecen de la nada en la estación. Tienen que estar ahí previamente, ya sea 
por haber pasado la noche o por haber llegado ese día a la estación. Se decidirá qué tren 
(que debe encontrarse en la estación) se asigna a cada partida. Una pequeña consideración 
a tener en cuenta es que sólo se asigna un tren a una salida. 
Como se ha comentado anteriormente, la información para introducir los tiempos, también 
de las salidas, se encuentra en el apartado 5.1.4. 
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Fig. 3.5 Ejemplo de los puntos de llegada y salida de una estación. 
 
Se ha de tener en cuenta también que no se tienen más trenes en la estación que recursos 
de los que dispone. Es decir, el número de recursos debe ser igual o mayor que el número 
de llegadas hasta ese momento menos el número de salidas hasta ese momento, para cada 
instante de tiempo. 
 
3.6. Los recursos 
En general, los recursos son materiales u otros activos que son transformados para producir 
beneficio, y en el proceso pueden ser consumidos [11]. 
Las estaciones de pasajeros que se estudian en este proyecto disponen, entre otros, de los 
siguientes recursos: los andenes y las vías, ver Fig. 3.6. 
 
Fig. 3.6 Ejemplo de los andenes y las vías de una estación. 
 
Los andenes son las plataformas para que los pasajeros puedan acceder al tren. Las vías 
son las herramientas que utiliza el tren para poder moverse por la estación. 
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Existen diferentes tipos de andenes, en este proyecto se estudian: 
 De paso: la vía para acceder a ese andén tiene acceso por los dos sentidos. 
 Terminal: la vía para acceder a ese andén tiene acceso solamente por un sentido, el 
otro sentido está bloqueado o fuera de uso. 
Se considera que el tren está en un andén cuando se encuentre en el trozo de vía justo al 
lado de ese andén. 
La situación de las vías respecto a los andenes es arbitrario y solo se tendrá en cuenta el 
tiempo que se tarda en ir de un lugar a otro, ya sea andén o vía, ver Tabla 3.1. 
 
 
Tabla 3.1 Matriz de tiempos (en minutos) del ejemplo de estación anterior, Fig. 3.6. 
 
En cada celda de la matriz se rellena con el tiempo que corresponda en ir del recurso que se 
indique en la fila al recurso que se indique en la columna, ver 5.1.3. Si de un recurso a otro 
no se puede acceder de forma directa, no tendrá tiempo y tendrá un guión en su lugar, como 
el caso que vemos en la Tabla 3.1 del andén 1 al andén 3. El camino del andén 1 al andén 3 
será pasando por el andén 2, tardando un minuto y medio, un minuto para ir del 1 al 2 y 
medio minuto para ir del 2 al 3. 
 
3.7. Funcionamiento general de la estación 
Se prepara el proyecto para estaciones que contengan: 
 Líneas de tren; estas líneas son rutas predeterminadas que tienen parada intermedia 
o final en la estación que se quiere estudiar. 
 Preferencias de andén según la línea de tren; son andenes en los que los trenes de 
esa línea prefieren hacer su parada. Se cree necesario definir preferencias ya que 
los trenes que tienen una dirección y una línea concreta, a lo largo del tiempo, 
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acaban pasando por unos andenes con mayor frecuencia, y los pasajeros tienen el 
hábito de ir a ellos directamente. Las preferencias de andén no son estrictamente 
necesarias. Si la línea no tuviese preferencia, el programa funcionaria también. 
 Dirección; sentido que adquieren los andenes, consultar el apartado 3.3. Si a algún 
andén de paso se le quisiese dar doble sentido, en la pestaña Estación de la hoja de 
cálculo, se escribiría el andén dos veces, una en la dirección a y otra en la dirección 
b. Ver el apartado 5.1.1. 
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4. Fases del método 
Se describe de forma general la metodología utilizada desde el inicio hasta el final del 
proceso de asignación, ver Fig. 4.4. Lo podemos ver en tres partes diferenciadas como 
preproceso 4.1, cuerpo 4.2 y postproceso 4.3. 
 
4.1. Preproceso 
El preproceso es necesario para preparar los datos que se utilizan para aplicar el método de 
asignación. Consta de dos partes bien diferenciadas. La primera es vital para que el 
algoritmo funcione, y es la introducción de datos mediante una hoja de cálculo por parte del 
usuario, como se puede ver en amarillo en la Fig. 4.1. La segunda parte es la gestión de 
datos que realiza el algoritmo, se puede ver en el texto de fondo azul en la Fig. 4.1. 
 
Fig. 4.1 Esquema del preproceso. 
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Los datos que se necesitan introducir en la hoja de cálculo son muy concretos: los andenes 
de los que dispone la estación y sus características, el número de trenes que han pasado la 
noche en la estación, el tiempo que se tarda en ir de un recurso a otro, las preferencias de 
andén de cada línea, la totalidad de trenes que pasan por la estación y sus características 
(hora de llegada o salida, línea, dirección, si está de paso, empieza, se va o no tiene 
parada). Todos estos datos que se deben conocer de antemano, se introducen en una hoja 
de cálculo de una forma muy concreta para que el programa informático pueda leerlos 
satisfactoriamente. Para ver más información de cómo se introducen estos datos, ver el 
capítulo 5. 
Una vez se tenga la hoja de cálculo correctamente rellenada, se ejecuta el programa que 
responde al algoritmo. El primer paso que realiza el algoritmo es leer los datos y guardarlos. 
A continuación, estos datos deben prepararse para aplicar el método seleccionado de 
asignación. Se crean listas a partir de la totalidad de los trenes que pasan por la estación en 
un día. Estas listas contienen los trenes que coinciden entre ellos en un intervalo de tiempo 
en la estación. Se separan las listas según la dirección del tren. 
A partir del ejemplo de la Tabla 4.1 el programa lee los datos de estos nueve trenes y los 
guarda como en la Tabla 4.2, y a partir de los trenes que coinciden en la estación crea una 
serie de listas, ver Tabla 4.3. 
 
Tabla 4.1 Ejemplo de nueve trenes introducidos en la hoja de cálculo. 
 
Para los trenes de categoría 2 y 5 (tren de paso y trenes que empiezan su recorrido, ver 
5.1.4) el tiempo de llegada al andén corresponde a un minuto antes del tiempo que se 
indica, y el tiempo de salida del andén corresponde a dos minutos después del tiempo que 
se indica. Para los trenes de categoría 3 (tren que finaliza su recorrido) el tiempo de llegada 
al andén corresponde a dos minutos antes del tiempo que se indica, y el tiempo de salida 
del andén corresponde a un minuto después del tiempo que se indica. Y para los trenes de 
categoría 1 (tren sin parada) el tiempo de llegada al andén corresponde a un minuto antes 
del tiempo que se indica, y el tiempo de salida del andén corresponde a un minuto después 
del tiempo que se indica. Se puede observar un ejemplo en la Tabla 4.2. 
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Tabla 4.2 Se completan los tiempos a partir del ejemplo anterior, Tabla 4.1. 
 
En el intervalo de tiempo de los trenes número 1 y 9 éstos, no coinciden con ningún otro tren 
en la estación. Por ello, van solos en las listas 1 y 9 respectivamente. El tren 2 coincide con 
el tren 3; el tren 4 con el 5 y el 6; y el 6 a su vez coincide con el tren 7 y 8; por ello el tren 6 
se encuentra en dos listas diferentes, ver Tabla 4.3. 
 
Tabla 4.3 Listas de trenes a partir del ejemplo anterior, Tabla 4.1. 
 
A partir de cada lista obtenida, se calcula el intervalo de tiempo de la lista, es decir, el tiempo 
de llegada del primer tren que llega y el tiempo de salida del último tren que sale de la lista, 
ver Tabla 4.4. Por ejemplo, de la lista 2 se coge el tiempo de llegada del tren 2 y el tiempo 
de salida del tren 3. 
 
 
 
 
 
 
Tabla 4.4 Intervalo de tiempo de las listas de trenes del ejemplo anterior, Tabla 4.1. 
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Una vez se tienen los intervalos de tiempo de cada lista, se consulta para cada intervalo de 
cada lista qué andenes están libres. Para consultar la ocupación de los andenes también se 
tiene en cuenta que coincida la dirección del andén con la dirección del tren (en el ejemplo 
de la Tabla 4.1, la dirección b). 
Una vez se tengan los andenes disponibles para cada lista de trenes, se crea una matriz 
cuadrada para cada lista, ver Tabla 4.5. Siendo las filas los trenes de la lista y las columnas 
los andenes disponibles en el intervalo de la lista. 
 
Tabla 4.5 Ejemplo de matriz con la lista 4, ver Tabla 4.4. 
 
Si el número de andenes libres fuera superior al número de trenes, se añadirían trenes 
ficticios hasta que el número de trenes fuese igual al número de andenes, ver Tabla 4.6. El 
caso contrario no puede ocurrir, se ha comentado en el alcance de este proyecto que se 
crea el algoritmo para una estación con suficiente capacidad para albergar en los andenes 
todos los trenes que se encuentren en la estación en cualquier instante de tiempo. 
 
Tabla 4.6 Ejemplo de matriz con más trenes en la lista que andenes disponibles. 
 
Una vez se hayan creado las matrices, se rellenan según los andenes preferidos de la línea, 
la categoría del tren, el tipo del andén y su cercanía con el andén (por ejemplo; si es un tren 
de paso, lo mejor sería asignarle el andén de paso preferido que esté más cerca y lo peor 
sería un andén terminal no preferido lejano). 
A continuación, en la Tabla 4.7 se detalla el valor que se dará a cada elemento de la matriz 
de n filas y m columnas según su correspondencia con el andén ‘i’ y el tren ‘j’ de su lugar (i, 
j) en ésta. 
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Categoría	  
Tren	  
	  	   Tipo	  de	  Andén	  
	  
Preferido	   No	  preferido	  
	  
De	  paso	   Terminal	   De	  paso	   Terminal	  
	  
Más	  cercano	   	  	   Más	  cercano	   	  	   Más	  cercano	   	  	   Más	  cercano	   	  	  
1	   1	   2	   9	   9	   3	   4	   9	   9	  
2	   1	   2	   5	   6	   3	   4	   7	   8	  
3	  y	  5	   5	   6	   1	   2	   7	   8	   3	   4	  
Ficticio	   10	   10	   10	   10	   10	   10	   10	   10	  
Tabla 4.7 Relación trenes y andenes para la construcción de la matriz húngara. 
 
4.2. Cuerpo 
Cuando se llega a este punto se tienen una serie de matrices, como se ha explicado en el 
apartado anterior, las filas representan trenes y las columnas andenes.  
A cada matriz se le aplica el algoritmo húngaro, que sirve para resolver un algoritmo de 
asignación donde un tren se asigna a un andén (para más detalle ver el apartado 6.3.2). 
Mediante el algoritmo de Dijkstra (ver el apartado 6.3.1) se calcula cuánto tiempo tarda en 
llegar cada tren a cada andén y cuál es el camino. Sabiendo el camino para llegar al andén 
se comprueba que esté libre. En caso negativo, el resultado seria una asignación vacía que 
se tratará en el postproceso. 
El resultado se representa en forma de una lista de asignación para cada matriz estudiada, 
ver Fig. 4.2. 
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Fig. 4.2 Esquema del cuerpo. 
 
4.3. Postproceso 
Al llegar a la fase final se tiene una serie de listas que contienen una asignación previa para 
cada una. Para cada tren de la totalidad de trenes que pasan por la estación en un día, se 
estudian sus asignaciones previas. 
Es poco común, pero podría ser el caso que un tren se encontrase en varias listas, y por ello 
se sigue un método para realizar la asignación final. Para una mayor claridad ver Fig. 4.3. 
 
a. Se comprueba que las listas de asignaciones previas que ha dado el algoritmo 
húngaro para cada una de ellas, no se encuentran vacías. Si se encontrasen todas 
vacías, significa que las vías están ocupadas. Se aumenta el tiempo de inicio y de fin 
de la lista en dos minutos (de esta manera esperarán dos minutos en la entrada). Se 
volvería a hacer el algoritmo desde el cuerpo (apartado 4.2) con todas las listas que 
estaban vacías. 
 
b. Primero de todo, se buscan los trenes que no tienen conflicto. Es decir, aquellos 
trenes que sólo se encuentran en una lista de asignación y tienen una asignación 
previa. Directamente se guarda la asignación y se ocupan los recursos. 
 
c. Seguidamente se buscan los trenes que se encuentren en varias listas de 
asignación. Concretamente, aquellos que tienen el mismo valor de andén asignado 
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en las diferentes listas de asignación. Se guarda la asignación y se ocupan los 
recursos. 
 
d. A continuación, se miran los trenes que se queden un largo tiempo en la estación 
(categoría 3 y 5, ver 5.1.4) y que estén en diferentes listas de asignación, con no 
más de dos valores diferentes asignados. Además, debe tener tiempo de moverse 
entre esos andenes y las vías para ir de un andén a otro deben estar libres. Esto 
significa que ese tren, en un tiempo determinado, cambiará de andén (justo el tiempo 
de inicio de la segunda lista, es decir, si el tren estaba en dos listas, era porque 
coincidía con diferentes trenes, en intervalos distintos de tiempo. Cambiará en el 
inicio del intervalo de la segunda lista). Si todo ello se cumple, se guarda la 
asignación, se ocupan los recursos y se vuelve al preproceso. Se crean de nuevo las 
listas con los trenes que no estén asignados y se vuelve a hacer el método. 
 
e. Si no se cumple el punto d, llegamos al e. Se miran el resto de trenes que estén en 
diferentes listas de asignación, pero ahora con más de dos valores diferentes 
asignados. Si algún andén se repite en las diferentes asignaciones más veces que 
otros andenes, se asigna ese andén. Se guarda la asignación, se ocupan los 
recursos y se vuelve al preproceso. Se crean de nuevo las listas con los trenes que 
no estén asignados y se vuelve a hacer el método. 
 
f. Si no se cumple el punto d ni e, llegamos al f. Si se llega a este punto sin tener 
asignados todos los trenes de las listas, queda imponer el andén de la matriz con 
mayor número de trenes y que tuviera la mayor puntuación en la matriz (menor 
valor), Tabla 4.7. Se guarda la asignación, se ocupan los recursos y se vuelve al 
preproceso. Se crean de nuevo las listas con los trenes que no estén asignados y se 
vuelve a hacer el método. 
 
g. Si no se cumple el punto d ni e ni f, llegamos al g. Se revisa si algún tren está sin 
asignación. Si hay alguno sin un andén asignado, se vuelve al preproceso. Se crean 
de nuevo las listas con los trenes que no estén asignados y se vuelve a hacer el 
método. El método acaba cuando en este punto todos los trenes tienen asignación. 
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Fig. 4.3 Esquema del postproceso. 
 
Cuando todas las asignaciones han sido establecidas, para trenes que tengan doble 
asignación de andenes, se estudia si alguno de los dos andenes se encuentra libre todo el 
tiempo y no es necesario cambiar de andén. Esta es una medida de ahorro de energía. 
Pese a que los andenes tendrán direcciones diferentes, en este caso, se admite que el tren 
salga con una dirección distinta a la del andén asignado para ahorrar energía. 
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4.4. Método 
Visión general del método que se ha descrito en detalle en los apartados anteriores. 
 
 
Fig. 4.4 Esquema del método. 
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5. Modelización del sistema estación 
Los componentes que interesan para poder implementar el programa de asignación de este 
proyecto serán: las preferencias de andén de cada línea; el tiempo que tarda un tren en ir de 
los puntos de llegada/salida hacía los andenes con los que tienen conexión directa; el 
tiempo que tarda un tren en pasar de un andén a otro mediante los enlaces; qué sentido 
tienen los andenes. Ver Fig. 5.1. 
 
 
Fig. 5.1 Ejemplo de una estación de cuatro andenes. 
 
Para distinguir una estación de otra, hace falta introducir en una hoja de cálculo las 
características de dicha estación a estudiar. A continuación se describe paso por paso cómo 
implementar estos datos. 
 
 Se requiere una hoja de cálculo1, a la que se le llamará "Asignación.ods". Se ha 
programado el código de manera que pueda leer un OpenOffice. Esta hoja de 
cálculo debe estar en la misma carpeta donde se ejecute el código Python, que más 
adelante se detallará. Para más información en el capítulo 7 (Implementación) o para 
ver todo el código, en el ANEJO II. 
                                                
1 En el contenido de la hoja de cálculo no se permite ningún acento, tampoco en el nombre de las 
pestañas ni en el nombre de la hoja de cálculo. 
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 Se han de crear cinco pestañas en dicha hoja de cálculo con los nombres siguientes 
(sin importar el orden): Estación, Líneas, Conexión, Laborable y Festivo. En la Fig. 
5.2 se puede ver un ejemplo. 
 
 
Fig. 5.2 Pestañas de la hoja de cálculo. 
 
Las imágenes que se muestran a lo largo del proyecto explicando el funcionamiento de la 
hoja de cálculo están basadas en la estación de L’Hospitalet de Llobregat [18]. 
Desafortunadamente, a falta de una respuesta útil de RENFE, se han pasado a mano todos 
los horarios referentes a la estación. Para adquirir la información de cuántos andenes 
dispone esa estación, se ha hecho una visita a la estación en concreto. Estos son parte de 
los datos con los que se ha testeado el programa, estos datos se detallan en el ANEJO I. 
 
5.1.1. Datos generales de la estación 
La primera columna de la pestaña estación tiene unos valores predeterminados, y las 
siguientes columnas se deben ir rellenando en función de los recursos que disponga la 
estación que se quiera estudiar. Si no se tuviese algún recurso que cumpliese la 
característica de algún valor de la primera columna, simplemente se dejarían las celdas de 
esa fila en blanco, sin borrar la primera columna. Por ejemplo en la Fig. 5.3, no se tienen 
andenes terminales con dirección b. 
La primera columna tiene 6 filas y sus valores respectivamente en orden son: Andén con 
dirección a, Andén con dirección b, Andén terminal con dirección a, Andén terminal con 
dirección b, Andén de mantenimiento, Número de trenes iniciales. 
Las direcciones a y b de una estación hacen referencia al sentido, ver Fig. 3.4. Es 
indiferente cual sea cual, lo importante es no mezclarlas. Por ejemplo, “a” podría ser 
“Barcelona” y “b” “Vic” o al revés, es decir, a = Vic y b = Barcelona. El resultado de la 
asignación no se ve afectado por esta decisión. 
A continuación se describe el significado de cada fila (ver Fig. 5.3 y el apartado 3.6 para 
mayor claridad). En la fila 1, Andén con dirección a, se rellena con el nombre (número de 
andén) de todos los andenes de una misma dirección que sean de paso. Análogamente, se 
rellena en la fila 2 los andenes de paso de la dirección opuesta. De la misma manera, en la 
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fila 3, Andén terminal con dirección a, con el nombre de todos los andenes de una misma 
dirección que sean terminales. Y de nuevo análogamente, en la fila 4 los andenes 
terminales de la dirección opuesta. En la fila 5, los andenes disponibles para el 
mantenimiento de los trenes. En la fila 6, número de trenes iniciales en la celda B6, el 
número total de trenes de los que la estación dispone al empezar el día, es decir, los que se 
quedan a pasar la noche y están disponibles para su uso en ese día. 
 
Fig. 5.3 Contenido de la pestaña Estación. 
 
En la Fig. 5.3 se puede ver un ejemplo. En este ejemplo se observa que los andenes de 
paso con dirección a son el 1 y 3. Los andenes terminales de esa misma dirección son del 5 
al 14. Los andenes de paso de la otra dirección son el 2 y 4 y no hay andenes terminales de 
esa dirección. Hay un andén de mantenimiento, el número 15. Y la estación amanece con 
15 trenes disponibles en la cochera para empezar el día. 
 
5.1.2. Información relacionada con las líneas de trenes 
La primera fila de la pestaña líneas tiene unos valores predeterminados, y las siguientes filas 
se deben ir rellenando en función de las líneas de tren que estén asociadas a esa estación y 
de las preferencias de andén de cada línea. 
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A continuación se describe el significado de cada fila y columna (ver Fig. 5.4 para mayor 
claridad). La primera fila representa el título y sus valores respectivamente son: Líneas, de 
menor a mayor y andenes preferidos. 
En la primera columna empezando por la segunda fila se rellenan las líneas que pasan o 
empiezan/acaban en esa estación. Se ordenan de menor a mayor. 
Le preferencia de andenes es útil para mantener un orden en la asignación, para que los 
pasajeros se orienten mejor. Normalmente, los trenes que tienen una dirección y una línea 
concreta pasan por unos andenes con mayor frecuencia y los pasajeros tienen el hábito de 
ir a ellos directamente. Para crear una menor confusión a los usuarios de la estación, se 
respetan estos andenes y se les llama andenes preferentes de la línea. De tal manera que 
cuando se vaya a realizar la asignación, se intenta asignar estos andenes antes que otros. 
En la hoja de cálculo se introducen estos andenes preferentes de la línea, en la misma fila 
que se ha indicado esa línea, independientemente de la dirección de cada andén. 
 
Fig. 5.4 Contenido de la pestaña Líneas. 
 
En la Fig. 5.4 se puede ver un ejemplo. En este ejemplo, se observa que la estación da 
cabida a las líneas 1, 3 y 4. Los andenes preferidos de la línea 1 son los andenes 1, 2, 5 y 6. 
Los andenes preferidos de la línea 3 son los andenes 3, 4, 7 y 8. Y los andenes preferidos 
de la línea 4 son los andenes 3, 4, 9 y 10. 
Cabe comentar, que el número de andenes preferidos de cada línea puede ser diferente 
entre cada línea y no hay máximo ni mínimo. Se puede ver un ejemplo en la Fig. 5.5. 
 
Fig. 5.5 Diferentes números de andenes preferidos. 
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5.1.3. Movimientos de trenes en la estación 
La pestaña conexión es una matriz que refleja los tiempos (en minutos) que un tren necesita 
para ir de un recurso (la mayoría son andenes) a otro. 
A continuación, se describe el significado de cada fila y columna (ver Fig. 5.7 para mayor 
claridad). En la primera fila y columna se pondrán los andenes totales de los cuales dispone 
la estación que se está estudiando. Dejando la celda A1 como título de la matriz, a 
diferencia de otras pestañas, solamente son títulos orientativos para el usuario con lo que no 
es importante el contenido de los títulos, lo importante es que los andenes estén en orden 
de su numeración, de menor a mayor. En la penúltima fila y columna, se sitúa la llegada y la 
salida, es decir, desde el punto en que llegan o se van los trenes de la estación. Y en la 
última fila y columna se sitúa la cochera, dónde se guardan los trenes que no se están 
usando. 
En cada celda de la matriz se rellena con el tiempo que corresponda en ir del andén que se 
indique en la fila al andén que se indique en la columna. Los tiempos se introducen con un 
decimal, el decimal se indica con la coma (no con el punto). Una vez completada, en la 
diagonal de la matriz resultante quedará el valor 0,0 ya que el tiempo que se tarda en ir a 
uno mismo es nulo. Si no se tiene un acceso directo, se rellenará también con 0,0, para 
poderlo tratar con el algoritmo como una matriz. 
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Fig. 5.6 Esquema orientativo de las conexiones de la estación. 
 
Se ha comentado anteriormente que no es importante dónde estén físicamente los recursos, 
lo importante es el tiempo que se tarda en ir de un recurso a otro. Pero para tener una idea 
más aproximada de cómo se crea la Fig. 5.7, es de ayuda mirar la Fig. 5.6. Cada “flecha” del 
esquema de la estación, representa una conexión directa entre recursos. El tiempo en que 
se tarda en esa conexión directa es lo que interesa. Ese tiempo se escribe en la pestaña de 
conexión.  
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Fig. 5.7 Contenido de la pestaña Conexión. 
 
En la Fig. 5.7 se puede ver un ejemplo. Para una mejora de la comprensión, se ha 
coloreado en fondo verde las celdas que no contienen el valor 0,0 y por lo tanto, hay un 
trayecto entre esos andenes. Por ejemplo, si se quisiera ir del andén 4 al andén 11, hay dos 
maneras de llegar: pasando por el andén 5, 6, 7, 8, 9 y 10 y sumando los tiempos se tarda 
6,5 minutos o, directamente tardando 4,5 minutos. Se puede observar también, que el punto 
de llegada y salida de los trenes se encuentra entre el andén 2 y 3, a dos minutos de dichos 
andenes. Y si se quiere dejar algún tren aparcado en la cochera ya que va a estar largo 
tiempo en la estación, desde el andén número 4 se tarda en llegar 8 minutos. 
Estos tiempos, a falta de los datos reales de la estación, han sido estimados. 
 
5.1.4. Pestañas Laborable y Festivo 
En estas dos pestañas el formato es el mismo; la única diferencia es el contenido. 
Se empezará a definir cada fila y después, cada columna (para entenderlo mejor, ver Fig. 
5.8). La primera fila de esta pestaña tiene unos valores predeterminados, y las siguientes 
filas se deben ir rellenando en función de los horarios de tren que estén asociados a esa 
estación en los días laborables, en la pestaña de Laborable, y en los días festivos, en la 
pestaña Festivo. 
La primera fila tiene 4 columnas y sus valores respectivamente son: Categoría, Línea, 
Dirección y Tiempo.  
Cada fila, empezando por la segunda (pues la primera son los títulos), muestra los datos de 
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un tren. En la primera columna (Categoría), se indica qué clase de tren es mediante una 
numeración que adquiere significado de tal manera: 
 
 Tren sin parada: 1 
 Tren con parada: 2 
 Tren que finaliza: 3 
 2 Tren que requiere mantenimiento: 4 
 Tren que empieza: 5 
 
En la segunda columna se introduce el número de línea a la que pertenece ese tren (como 
se ha comentado anteriormente, cada fila son los datos de un tren y en estas pestañas se 
introducen todos los trenes que tienen un horario en esta estación en días laborables y 
festivos respectivamente). En la tercera columna se introduce la dirección, a o b; es muy 
importante que esta dirección tenga coherencia con la dirección que se le da a los andenes 
en la pestaña Estación. Y por último, la cuarta columna corresponde al tiempo, este tiempo 
debe tener dos decimales y el decimal debe ser representado con un punto. Los datos que 
se han utilizado para testear el programa son reales, datos adquiridos de los horarios de los 
trenes, y se han introducido tal cual aparecen, por eso solo es un tiempo y en el programa 
informático se encargará de calcular si es un tiempo de llegada (finaliza el recorrido) o es el 
tiempo en que sale de la estación (empieza el recorrido o es un tren que para y se está dos 
minutos y sale). 
Estos datos se pueden ir rellenando tren por tren, y cuando todos los datos estén 
introducidos, se ordenan (con un filtro para las filas) en función de menor tiempo a mayor 
tiempo. 
En la Fig. 5.8 se puede ver un ejemplo. En la fila 10 se observa los datos del tren número 9, 
es un tren con parada (categoría 2) que pertenece a la línea 1 con dirección a y sale de la 
estación a las 7.17h. 
 
                                                
2 Como se ha comentado en el alcance del proyecto, se ha preparado el programa para poder leer los 
trenes que necesitan mantenimiento, pero no se estudiarán. 
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Fig. 5.8 Parte del contenido de la pestaña Laborable. 
 
Diseño e implementación de un método para la gestión de trenes en una estación de ferrocarril semi-terminal Pág. 37 
 
6. Asignación de recursos 
Teniendo ya el sistema que se quiere estudiar bien definido, nos adentramos en un nuevo 
aspecto del proyecto, cómo proceder a la asignación de un andén a un tren. 
Se ha realizado una búsqueda de diversos métodos, sopesando su utilidad para el estudio 
que se realiza en este proyecto [10]. A continuación, después de describir qué situación se 
debe superar, se describen algunos candidatos y se explica la razón por la cual no eran 
apropiados. 
 
6.1. Control de salidas de trenes de la estación 
Entre las llegadas y salidas en las estaciones de tren, los trenes nunca se desvanecen. 
Desafortunadamente, este aspecto es a menudo descuidado en los enfoques de 
optimización de trenes [12]. Entre llegadas y salidas, los trenes están, ya sea en movimiento 
o estacionados, en las vías o andenes que se consideran como recursos.  
Por ello, es importante saber en cada momento qué recurso se tiene libre u ocupado y quién 
está haciendo uso de él. También es muy importante enlazar correctamente los trenes que 
llegan, o ya estaban en la estación del día anterior, con los trenes que empiezan, o se 
quedan en la estación para el día siguiente. 
Se quiere generar una asignación de uno, o varios andenes si fuera necesario, a cada tren. 
En esta asignación se tienen que tener en cuenta una serie de aspectos: 
 
 Las preferencias de cada línea de trenes respecto a cada andén. 
 La dirección del tren. 
 El tiempo que se tarda en llegar a cada andén. 
 La ocupación de andenes y vías por los que el tren ha de pasar para llegar al tren 
asignado. 
 Si es un tren que está de paso o es un tren que para en la estación por un tiempo. 
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Una vez se tenga la asignación de un tren realizada, se ocupará ese andén (recurso) y 
todas las vías por las que haya pasado en los instantes de tiempo en que le corresponda. 
Los datos que se introducen en la hoja de cálculo son leídos y procesados mediante el 
programa de Python. Este paso se requiere para obtener la información que se necesita 
preparada (como se ha definido en el listado anterior de este apartado), para aplicar el 
método de optimización, siguiente paso del algoritmo. 
En este punto del algoritmo, ya se han relacionado todos los trenes entre sí. Cuando un tren 
llega y cuando se va (ya sea que se vaya al día siguiente o que ya estaba en la estación). 
A partir del ejemplo de la Tabla 6.1 el programa lee los datos de estos seis trenes y los 
guarda como en la Tabla 6.2. 
 
Tabla 6.1 Ejemplo de seis trenes introducidos en la hoja de cálculo. 
 
El primer tren del ejemplo, Tabla 6.2, es un tren con parada (llega, abre sus puertas, las 
cierra y se va en un tiempo menor a 10 minutos por norma general). El segundo tren 
empieza su recorrido, como no ha llegado ningún tren anterior, se asigna un tren de la 
reserva de trenes disponibles en la estación (los que están de la noche anterior aparcados 
en la cochera generalmente). El tren número 3 acaba su recorrido. El algoritmo busca el 
siguiente tren que sale de la estación de la misma línea y los relaciona. El tren número 3 
será el próximo tren número 5. Y así, con el resto de la totalidad de trenes que pasan por la 
estación y se han introducido en la hoja de cálculo (explicado en 5.1.4). 
 
Tabla 6.2 Control de trenes a partir del ejemplo anterior, Tabla 6.1. 
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Se hace la correspondencia a un tren que sale con el que ha llegado antes de todos los que 
se encuentran en la estación, para dar tiempo a todos los trenes descansar sus motores. 
Con esto, se tiene cubierto el horario de todos los trenes, sin que ningún tren aparezca por 
arte de magia o se desvanezca. 
 
6.2. Algoritmos Candidatos 
Se ha buscado entre diversos algoritmos [10] con la intención de saber cuál era el más 
adecuado, e intentar adaptarlos para la problemática que se estudia en este proyecto. Se 
detalla el más importante que se descartó, se explica previamente el algoritmo original y 
cómo se pensó en adaptarlo y se explica la razón por la cual no servía para hacer la 
asignación. En el próximo apartado 6.3, se podrán ver los algoritmos que sí pasaron la 
selección. 
 
6.2.1. Algoritmo de transporte 
Un problema de transporte es un caso particular de un problema de programación lineal. En 
dicho problema se debe minimizar el coste del abastecimiento a una serie de puntos de 
demanda a partir de un grupo de puntos de oferta, teniendo en cuenta los distintos costes de 
envío de cada punto de oferta a cada punto de demanda.  
El modelo supone que el costo de envío de una ruta determinada es directamente 
proporcional al número de unidades enviadas en esa ruta. Sin embargo, algunas de sus 
aplicaciones importantes (como la programación de la producción) de hecho no tienen nada 
que ver con el transporte. 
Objetivo original: Determinar las cantidades transportadas de cada centro productivo (oferta) 
a cada centro consumidor (demanda) respetando las disponibilidades y demandas y que el 
coste global de transporte sea mínimo, ver Fig. 6.1. Siendo, 
m centros productivos o fuentes (i = 1, …, m) 
ai disponibilidad en el centro productivo i (i = 1, …, m) 
n centros de consumo o sumideros (j = 1, …, n) 
bj demanda del centro de consumo j (j = 1, …, n) 
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ci,j coste unitario para transportar una unidad de i a j (i = 1, …, m ; j = 1, …, n) 
 
Fig. 6.1 Ejemplo gráfico: oferta a la izquierda y demanda a la derecha. 
 
Formulación: 
[!"#]! =    !!,! ·  !!!! !!,!
!
!!!  
Ecuación.  6.1 
!!,!!!!!   =   !!                                                     ! = 1,… ,!   
Ecuación.  6.2 
!!,!!!!!   =   !!                                                       ! = 1,… , ! 
Ecuación.  6.3 !!,!   ≥ 0                    ! = 1,… ,!  ;   ! = 1,… , ! 
Ecuación.  6.4 
 
Hasta este punto, se tendría el problema del transporte [10]. 
¿Qué falla? El concepto tiempo. Por desgracia, los algoritmos que resuelven este problema 
del transporte están pensados para tener un solo valor en la demanda ai y en la oferta bj . En 
el caso que se estudia, se tienen intervalos de tiempo en que el andén está libre y intervalos 
de tiempo en que es necesitado. 
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6.3. Método seleccionado 
Se han utilizado dos algoritmos para poder llegar a la solución final.  
Primero, se utiliza el algoritmo húngaro [10] para conseguir la asignación deseada. Antes de 
aplicar el algoritmo húngaro, se tendrán que tratar los datos (se detallará más adelante en el 
apartado 6.3.2). 
Cuando se acaba de utilizar el algoritmo húngaro se utiliza el algoritmo de Dijkstra [10] para 
saber el tiempo y camino mínimo que un tren necesita para ir de un andén a otro. Esto se 
realiza para comprobar que el tren tiene tiempo suficiente para ir del lugar en el que se 
encuentra y además, con el camino se puede consultar si las vías que necesita para llegar 
se encuentran disponibles. Si no fuese el caso, el algoritmo húngaro daría una asignación 
vacía, y en el postproceso (apartado 4.3) se trataría este caso particular. 
 
6.3.1. Algoritmo de Dijkstra 
Como información, se tienen los tiempos en que se tarda en llegar de un andén a otro y 
cuáles están disponibles. Puede pasar que haya más de un camino para llegar de un lugar a 
otro. Por ello, aquí se encuentra el camino mínimo disponible, es decir, se tiene en cuenta la 
disponibilidad de andenes y vías a la hora de calcular el camino mínimo. 
La idea consiste en ir explorando todos los caminos que parten del vértice origen y que 
llevan a todos los demás vértices; cuando se obtiene el camino más corto desde el vértice 
origen al resto de vértices que componen el grafo (conjunto de objetos llamados vértices o 
nodos unidos por enlaces llamados aristas o arcos, que permiten representar relaciones 
entre los elementos de un conjunto), el algoritmo entonces se detiene. 
La llamada matriz de conexiones que se ha introducido en la hoja de cálculo (apartado 
5.1.3), no es más que un grafo, que tiene como vértices los andenes de la estación y como 
aristas (es una matriz simétrica, se puede ir y volver de un andén a otro), los tiempos que se 
tarda en llegar de un andén a otro. 
 
A continuación, se describe el algoritmo tal como fue presentado por Edsger Dijkstra, quien 
lo presentó en 1959. 
6.3.1.1. Notación 
x: Vértice, nodo, andén. 
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F(x): Distancia del camino más corto tentativo del nodo de inicio al nodo x que se estudia en 
ese momento. 
z: Vértice a partir del cual se buscan nuevos caminos (último vértice marcado). 
α: Andén inicial. 
ω: Andén final. 
P(x): Vértice precedente, de donde se viene. 
C(x, z): longitud, tiempo entre x y z. 
 
6.3.1.2. Inicialización 
F(x) = ∞ para x ≠ α 
F(α) = 0  (La distancia de uno mismo a uno mismo es cero). 
P(x) = Vacío 
z = α  (Ningún andén está marcado excepto α). 
6.3.1.3. Cuerpo 
Para cada vértice no marcado x: 
• F(x) = min { F(x), F(z) + C(z,x) } 
• si F(x) disminuye y F(x) = F(z) + C(z,x) à P(x) = z 
Marcar el vértice no marcado con menor F(X) à z = x 
 
6.3.1.4. Bucle y final 
Si se ha marcado ω (andén al que se quiere llegar), FIN. Es decir, F(ω) es el tiempo en que 
se tarda en llegar del andén de inicio al andén final. Desde el andén de partida hasta el 
andén final, P(x) será el camino mínimo a recorrer. 
En caso contrario, volver a 6.3.1.3. 
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En la Fig. 6.2 se puede observar un ejemplo del algoritmo Dijkstra que se ha programado, 
utilizando la tabla definida en la hoja de cálculo 5.1.3. Se ha impreso el resultado en el 
terminal del ordenador en forma de tupla. El primer valor de la tupla muestra el tiempo en 
minutos que se tarda en ir del origen andén al destino. El segundo valor de la tupla muestra 
una lista con el recorrido que se ha de realizar, incluyendo el andén de inicio y el andén final. 
Se ha pedido mostrar por el terminal el camino mínimo del andén 1 al 6 y el camino mínimo 
del 6 al 1, al revés. Se comprueba que se tarda lo mismo, 4,5 minutos pasando por los 
andenes 2, 3, 4 y 5. 
 
 
Fig. 6.2 Resultados mostrados por el terminal del camino mínimo de 1 a 6 y de 6 a 1 
 
6.3.2. Algoritmo húngaro 
Este algoritmo sirve para resolver un problema de asignación. Se dispone de una matriz 
cuadrada nxm, donde cada elemento representa, el coste o la ganancia, de asignar el 
enésimo elemento (tren) al emésimo elemento (andén). Por defecto, el algoritmo realiza la 
minimización de los elementos de la matriz; de ahí que en caso de ser un problema de 
minimización de costes, es suficiente con comenzar la eliminación de Gauss-Jordan para 
hacer ceros (al menos un cero por línea y por columna). Sin embargo, en caso de un 
problema de maximización del beneficio, la matriz necesita ser modificada para que la 
minimización de sus elementos lleve a una maximización de los valores originales. 
 
Formulación: 
[!"#]! =    !!,! ·  !!!! !!,!
!
!!!  
Ecuación.  6.5 
!!,!!!!!   =   1                                                            ! = 1,… ,!   
Ecuación.  6.6 
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!!,!!!!!   =   1                                                              ! = 1,… , ! 
Ecuación.  6.7 !!,!   ∈ {0, 1}                    ! = 1,… ,!  ;   ! = 1,… , ! 
Ecuación.  6.8 
 
¿Cómo se procede? 
a. Se crean ceros: se resta de todos los elementos de cada fila el valor mínimo de 
dicha fila y análogamente en las columnas. La matriz tendrá entonces un mínimo de 
un cero en cada fila y un cero en cada columna. 
 
b. Se elige una línea (fila o columna) con el mínimo número de ceros no marcados y se 
recuadra uno de los ceros de la línea. Seguidamente se debe tachar los demás 
ceros de la fila y columna del cero recuadrado. Se repite hasta que todos los ceros 
se encuentren tachados o marcados. 
 
c. Si  z = min { n , m } siendo z el número de ceros recuadrados, n el número de trenes 
y m el número de andenes de la matriz, FIN. 
 
En caso contrario, aumentar el número de ceros; 
d. Marcar las filas sin ceros recuadrados. 
e. Marcar las columnas con ceros tachados en las filas marcadas. 
f. Marcar filas con ceros recuadrados en columnas marcadas. 
g. Rayar las filas no marcadas y las columnas marcadas. 
h. Determinar el valor mínimo δ en las casillas que quedan. 
i. Restar δ de las filas no rayadas y sumar δ a las columnas rayadas. 
j. Se desmarcan todos los ceros y se vuelve al paso b. 
 
Notar que esta matriz que utiliza el algoritmo húngaro no tiene en cuenta el elemento 
tiempo. Esto es un problema ya que no se pueden poner todos los trenes que pasan por la 
estación a la vez, pues se estaría asignando un recurso (andén) una sola vez, cuando 
puede ser utilizado más de una vez en la mayoría de los casos, ya que no todos los trenes 
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coinciden en la estación en el mismo tiempo. Por ello, para tener en cuenta este pequeño 
detalle pero a la vez muy importante, se ha decidido: 
 
 Del total de t = 1, …, T trenes que pasan por la estación estudiada, se crea una lista 
para cada tren. Cada una de estas listas contiene las coincidencias de ese tren con 
el resto de trenes que están en la estación en el mismo intervalo de tiempo. Se 
tienen T listas ya que se tienen T trenes. Se entiende que el tamaño de las listas 
pueden variar de unas a otras e incluso pueden existir listas con un solo elemento 
(por ejemplo, si un tren no coincidiese en la estación con otro tren). De la misma 
manera, también pueden haber listas diferentes que contengan un mismo tren. Una 
vez se tengan creadas todas las coincidencias de cada tren, se descartarán las 
listas que estén incluidas en su totalidad por una lista con más componentes (se 
recuerda, que la numeración de los trenes no va relacionada con el tren físicamente, 
sino con su paso por la estación; si el tren físico pasa dos veces tendrá numeración 
diferente). Por ejemplo, derivado de la Fig. 6.3 se tienen dos listas, la primera 
compuesta por el tren 25 y 26, y la segunda, por el tren 26 y 27. 
 
	  
Tiempo	  
Tren	   Llegada	   Salida	  
25	   10,22	   10,28	  
26	   10,26	   10,32	  
27	   10,30	   10,38	  
Fig. 6.3 Ejemplo de tres trenes y sus tiempos en la estación 
 
Notar que esta solución de realizar intervalos de tiempo no hubiese sido válida para 
el algoritmo de transporte que se descartó en el apartado 6.2.1. Esto es así ya que 
se sigue teniendo el problema del intervalo de tiempo de la ocupación de los 
andenes. 
 Se construye a partir de cada lista una matriz de n trenes y m andenes. Los n trenes 
son los de cada lista que se acaba de conseguir, y los m andenes se obtienen de los 
andenes libres en el intervalo de tiempo. Si n ? m se añadirían trenes ficticios, 
tantos como fuera necesario para que se tuviera una matriz cuadrada.  
 El intervalo de tiempo viene determinado por el tiempo total de estada de los n 
trenes en la estación (sin contar los ficticios). En otras palabras, el tiempo de llegada 
del tren de la lista de n (trenes) que antes esté en la estación, y el tiempo de salida 
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del último tren que se vaya. 
 A los elementos de dichas matrices, el algoritmo les da un valor (estos valores se 
detallan en la Tabla 4.7) según las preferencias de cada tren. 
 Cada matriz se trata de manera individual aplicando el algoritmo húngaro a cada una 
de ellas, obteniendo una serie de asignaciones. En este punto, se aplica el algoritmo 
de Dijkstra, tal como se ha comentado anteriormente. 
 Estas listas de asignaciones no son definitivas, pues puede que las diferentes listas 
obtengan diferentes resultados para un mismo tren, que se encontrase en más de 
una matriz. Se solucionará en el siguiente paso. 
 Se tratan los resultados obtenidos (listas de asignaciones) con la metodología ya 
explicada (ver Fig. 4.3 o el apartado 4.3). 
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7. Implementación 
Se ha implementado un programa informático que realice toda la asignación andén-tren 
mediante el algoritmo descrito anteriormente. Se tiene en cuenta que la información de la 
estación que se quiera estudiar se introducirá a través de una hoja de cálculo, y el programa 
leerá los datos, y una vez tenga esos datos, asignará trenes a andenes según el método 
que se ha programado. 
El programa creado se puede visualizar por completo en el ANEJO II. Para ejecutarlo con 
éxito, es necesario tener descargada e instalada la bliblioteca odfpy-0.9.6.tar  y tener la hoja 
de cálculo de OpenOffice sin acentos y con la estructura especificada en el capítulo 5; todo 
en el mismo lugar en el que se encuentre el programa. 
 
7.1. El lenguaje Python 
Se ha utilizado el lenguaje de programación llamado Python. Es de código abierto, software 
distribuido y desarrollado libremente. 
Python es un lenguaje cuya filosofía hace hincapié en una sintaxis que favorezca un código 
legible. Se define como un lenguaje de programación multiparadigma (permite crear 
programas usando más de un estilo de programación): soporta la orientación a objetos 
(paradigma de programación que usa los objetos en sus interacciones, para diseñar 
aplicaciones y programas informáticos; está basado en varias técnicas, incluyendo herencia, 
cohesión, abstracción, polimorfismo, acoplamiento y encapsulamiento), la programación 
imperativa (paradigma de programación que describe la programación en términos del 
estado del programa y sentencias que cambian dicho estado) y, en menor medida, la 
programación funcional (paradigma de programación declarativa basada en la utilización de 
funciones aritméticas). Otros paradigmas están soportados mediante el uso de extensiones, 
pues tiene facilidad de extensión; se pueden escribir nuevos módulos fácilmente en C o 
C++. [9] 
Es un lenguaje interpretado (suele ser más lento que los programas compilados debido a la 
necesidad de traducir el programa mientras se ejecuta, pero a cambio es más flexible como 
entorno de programación y depuración), usa tipado dinámico (una misma variable puede 
tomar valores de distinto tipo en distintos momentos), conteo de referencias para la 
administración de memoria (es una técnica para contabilizar las veces que un determinado 
recurso está siendo referido) y es multiplataforma (se puede ejecutar directamente en 
cualquier plataforma sin preparación especial). [9] 
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Por todas estas interesantes características, Python ha sido escogido como el lenguaje 
donde se ha implementado este proyecto. Y como el programa no es necesario ejecutarlo 
en tiempo real, el inconveniente de la lentitud no es relevante. 
 
7.2. Las bibliotecas (librerías) 
Para poder leer y escribir los resultados en una hoja de cálculo OpenOffice se ha utilizado 
una biblioteca libre de Python llamada odfpy-0.9.6.tar. Es una biblioteca orientada a escribir 
en las hojas de cálculo, más que a leerlas [1]. Cabe comentar que, si se quisiese leer y 
escribir en una hoja de Excel, existen otras bibliotecas para ello (xlrd-0.9.3.tar, xlutils-
1.7.1.tar y xlwt-0.7.5.tar [3]), son más avanzadas y mucho más fáciles de usar y se tendría 
que adaptar una parte del programa [2]. Pero para hacerlo más libre, se ha querido dedicar 
un poco más de esfuerzo y que sea en una hoja de cálculo OpenOffice, que está al alcance 
del uso de todos. 
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8. Validación experimental 
Para una mejor comprensión de los resultados, se estudiará el resultado de una pequeña 
muestra de trenes. Pueden verse los resultados de la totalidad de trenes de los datos 
introducidos sobre la estación de l’Hospitalet de Llobregat, ejecutando el programa 
especificado en el ANEJO II, con los datos del ANEJO I, tal como se ha explicado en el 
apartado anterior. 
Se representan dos muestras; los 29 primeros trenes de un día laborable más el tren 
número 48 que está vinculado con el tren 25, son un total de 30 trenes laborables; y los 18 
últimos trenes de un día festivo más los trenes 216, 256 y 262 que están vinculados con los 
trenes 279, 280 y 271 respectivamente, siendo un total de 21 trenes festivos. 
La asignación de la cochera se da cuando un tren tiene un intervalo muy grande entre dos 
andenes asignados y no puede quedarse en ninguno de ellos, pues lo necesitan otros 
trenes. Si un tren que empieza un nuevo recorrido utiliza un tren que llegó a la estación el 
día anterior, éste tren habrá pasado la noche en la cochera, pero no es necesario 
representarlo en los resultados debido a que no necesita ir a la cochera en un momento 
específico, como en el caso mencionado anteriormente de un intervalo grande entre dos 
andenes asignados. Todos los trenes que pasan la noche en la estación se guardan en la 
cochera y por ello, el momento en que entra en la cochera no es un resultado que sea útil 
mostrar en la tabla. 
Los resultados están ordenados cronológicamente: un tren primeramente irá a su primer 
andén asignado; luego, si es necesario, irá a la cochera y, por último, si tiene segundo 
andén asignado, irá a ese andén. 
Se recuerda que los trenes que estén vinculados, es decir, que sean el mismo tren físico, 
tendrán los mismos resultados de asignación. Estos trenes que tienen vinculación son los 
casos en los que se puede dar que un tren tenga dos andenes asignados e incluso deba ir a 
la cochera en el intervalo de tiempo entre esos dos andenes. Por ello, si un tren no tiene 
vinculación, solo tendrá un andén asignado. 
 
8.1. Obtención de los resultados de la muestra de 30 trenes 
laborables 
En la Tabla 8.1 se puede observar que se tienen 20 listas de trenes. Como se comentó 
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previamente en el preproceso (apartado 4.1), se tienen algunos trenes que están contenidos 
en listas diferentes. 
Se recuerda que antes de aplicar el algoritmo húngaro, se crean listas de trenes solapados. 
Es decir, trenes que coinciden en un mismo instante en la estación. Para más información 
ver el apartado 4.1. 
 
 
Tabla 8.1 Listas de trenes solapados de la muestra de 30 trenes laborables. 
 
Se observa también que hay algunos trenes con vinculación “Tren día anterior”. Por 
ejemplo, el tren número 1 es un tren que empieza su recorrido en la estación; es el primer 
tren del día, con lo que es un tren que ha pasado la noche en la estación. 
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8.1.1. Asignación de los trenes laborables con dirección “a” 
 
Tabla 8.2 Trenes con dirección a de la muestra de 30 trenes laborables. 
 
Si solamente se deja a la vista los trenes de dirección a, ver Tabla 8.2, en este caso, se 
puede observar que solamente hay listas que contienen un tren. Por ello, se puede asignar 
el andén preferido a cada tren, ver Tabla 8.3, Tabla 8.4 y Tabla 8.5. Para la línea 1 de 
dirección a es el andén 1 y para las líneas 3 y 4 de dirección a es el andén 3 (ver apartados 
5.1.1 y 5.1.2). 
 
 
Tabla 8.3 Trenes con dirección a y línea 1 de la muestra de 30 trenes laborables. 
 
 
 
 
Tabla 8.4 Trenes con dirección a y línea 3 de la muestra de 30 trenes laborables. 
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Tabla 8.5 Trenes con dirección a y línea 4 de la muestra de 30 trenes laborables. 
 
8.1.2. Asignación de los trenes laborables con dirección “b” 
En la Tabla 8.6 se pueden ver los trenes con dirección b. 
 
Tabla 8.6 Trenes con dirección b de la muestra de 30 trenes laborables. 
 
Se recuerda que se presentan los resultados de manera cronológica. También se recuerda 
que, para los trenes que estén vinculados, tendrán exactamente los mismos resultados. Por 
ejemplo, en la Tabla 8.6 el tren número 27 está vinculado al tren 19. El primer andén 
asignado corresponde al tren 19 y el segundo tren asignado corresponde al tren 27. Si un 
tren que está vinculado, solamente tuviese un andén asignado, como el caso de los trenes 6 
y 12, el andén corresponde a los dos trenes (que es un mismo tren que esperará en el 
andén que se le haya asignado). 
Para evitar cambios de vías innecesarios, es decir, como medidas de ahorro de energía, 
cuando todas las asignaciones han sido establecidas, se estudian los trenes con vinculación 
(dos andenes asignados). Si alguno de los dos andenes que se les ha asignado se 
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encuentra libre todo el tiempo, no será necesario cambiar de andén. En el caso de los trenes 
6-12 (tren que llega a la estación como número 6 y se va como número 12) y 10-13, no hay 
otros trenes que necesiten los andenes 1 y 3 en el intervalo de tiempo total en el que están 
en la estación, ver Tabla 8.15. Entonces, se quedan con solamente una asignación. 
En este caso hay algunos trenes que se solapan, cuatro listas que contienen dos trenes, ver 
Tabla 8.7. 
 
Tabla 8.7 Trenes solapados con dirección b de la muestra de 30 trenes laborables. 
 
Se tratan a los trenes que solamente estaban contenidos en una sola lista. Se puede 
asignar el andén preferido a cada tren, ver Tabla 8.8, Tabla 8.9 y Tabla 8.10. Para las líneas 
1, 3 y 4 de dirección b y categoría 5 son los andenes 5, 7 y 9 respectivamente, y para la 
línea 4 de dirección b y categoría 2 es el andén 4 (consultar apartados 5.1.1 y 5.1.2). 
 
 
Tabla 8.8 Trenes con dirección b y línea 1 de la muestra de 30 trenes laborables. 
 
Tabla 8.9 Trenes con dirección b y línea 3 de la muestra de 30 trenes laborables. 
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Tabla 8.10 Trenes con dirección b y línea 4 de la muestra de 30 trenes laborables. 
 
8.1.3. Tratamiento de los trenes laborables solapados con dirección “b” 
Se crea una pequeña matriz para cada lista (con más de un tren) con solamente los 
andenes preferidos pues se entenderá mejor, ya que son muy pocos trenes y no hay 
necesidad de poner todos los andenes. Cada matriz se rellena según la Tabla 4.7 y se 
aplica el algoritmo húngaro para buscar la mejor asignación para los trenes de la matriz, ver 
Tabla 8.11, Tabla 8.12, Tabla 8.13 y Tabla 8.14. 
 
Tabla 8.11 Matriz de la lista 11 de la muestra de 30 trenes laborables. 
 
En la Tabla 8.11 se puede observar que para hacer que la matriz sea cuadrada y poder 
aplicar el algoritmo húngaro, se han añadido trenes ficticios. Estos trenes tienen un valor 
superior a los valores que se les da en cualquier caso a los trenes reales, con el propósito 
de que estos trenes no intervengan en la asignación de los trenes reales. 
En las próximas matrices, no se detallarán los trenes ficticios, para mayor simplicidad. 
 
Tabla 8.12 Matriz de la lista 14 de la muestra de 30 trenes laborables. 
 
Tabla 8.13 Matriz de la lista 16 de la muestra de 30 trenes laborables. 
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Tabla 8.14 Matriz de la lista 17 de la muestra de 30 trenes laborables. 
 
El tren número 26 estaba contenido en más de una lista. Se comprueba que es el mismo 
andén el que ha sido asignado en cada lista: el andén número 4, ver Fig. 8.1. 
 
Fig. 8.1 Asignación del tren 26 contenido en dos listas diferentes, de la muestra de 
30 trenes laborables. 
 
8.1.4. Resultados de los trenes laborables 
Se presentan los resultados en forma de dos tablas; la primera contiene la asignación y los 
tiempos del primer andén, Tabla 8.15; y la segunda los tiempos de la cochera y del segundo 
andén, Tabla 8.16. No es necesario que un tren pase por la cochera o tenga un segundo 
andén asignado. Por eso, algunas celdas de estas tablas se encontrarán vacías; significará 
que no tiene que ir a la cochera o a un segundo andén. Para entender de qué tren se habla, 
las seis primeras columnas permanecerán en las dos tablas. 
Las cuatro primeras columnas (Categoría, Línea, Dirección y Tiempo) son introducidas por 
el usuario. El resto de columnas consisten en el resultado de la ejecución del programa. La 
quinta y la sexta (número de tren y vinculación de tren) ayudan a saber de qué tren se está 
hablando. 
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Tabla 8.15 Asignación y tiempos primer andén de la muestra de 30 trenes 
laborables. 
 
Se recuerda que se presentan los resultados de manera cronológica. También se recuerda 
que, para los trenes que estén vinculados, tendrán exactamente los mismos resultados. Por 
ejemplo, en la Tabla 8.15 se puede observar que los trenes número 19 y 27 están 
vinculados. Los datos que se observan en las dos filas son exactamente iguales. Se 
interpreta que el primer andén es para su llegada (tren 19), y el segundo andén es para su 
salida (tren 27). 
Si un tren que está vinculado tiene solamente un andén asignado, como el caso de los 
trenes 10 y 13, el andén de llegada y salida es el mismo. 
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Tabla 8.16 Tiempos cochera y segundo andén (si tiene) de la muestra de 30 trenes 
laborables. 
 
En la Tabla 8.16 se puede ver que solamente unos pocos trenes tienen tiempos de cochera 
y segundo andén. Únicamente los trenes vinculados que no han podido quedarse en un solo 
andén deben trasladarse a otro. Y algunos de ellos, si el tiempo entre un andén y otro es 
muy elevado y los andenes son requeridos por otros trenes, irán a esperar a la cochera. 
 
8.2. Obtención de los resultados de la muestra de 21 trenes 
festivos 
En la Tabla 8.17 se puede observar que se tienen 20 listas de trenes. Solamente hay una 
lista con más de un tren (la lista 8 con dos trenes de dirección b). 
Se recuerda que antes de aplicar el algoritmo húngaro, se crean listas de trenes solapados. 
Es decir, trenes que coinciden en un mismo instante en la estación. Para más información 
ver el apartado 4.1. 
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Tabla 8.17 Listas de trenes solapados de la muestra de 21 trenes festivos. 
 
Se observa que hay algunos trenes con vinculación “Tren día siguiente”. Por ejemplo, el tren 
número 281 es un tren que acaba; no hay ningún tren que empiece más tarde ese día y sea 
de la misma línea, con lo que pasará la noche en la estación. 
 
8.2.1. Asignación de los trenes festivos con dirección “a” 
 
Tabla 8.18 Trenes con dirección a de la muestra de 21 trenes festivos. 
Si solamente se dejan a la vista los trenes de dirección a, ver Tabla 8.18, se puede observar 
que solamente hay listas que contienen un tren. Por ello se puede asignar el andén preferido 
Diseño e implementación de un método para la gestión de trenes en una estación de ferrocarril semi-terminal Pág. 59 
 
a cada tren, ver Tabla 8.19, Tabla 8.20 y Tabla 8.21. Para la línea 1 de dirección a es el 
andén 1 y para las líneas 3 y 4 de dirección a es el andén 3 (consultar apartados 5.1.1 y 
5.1.2). 
En el caso de los trenes 216-279 que se quedan con solamente una asignación (en la Tabla 
8.27 se ve que no tienen que ir a cochera ni a un segundo andén), no se mira la asignación 
del tren 279 ya que el andén asignado corresponde con el 216. 
 
 
Tabla 8.19 Trenes con dirección a y línea 1 de la muestra de 21 trenes festivos. 
 
Tabla 8.20 Trenes con dirección a y línea 3 de la muestra de 21 trenes festivos. 
 
Tabla 8.21 Trenes con dirección a y línea 4 de la muestra de 21 trenes festivos. 
 
8.2.2. Asignación de los trenes festivos con dirección “b” 
Se estudian ahora los trenes de la muestra del horario festivo con dirección b, ver Tabla 
8.22. 
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Tabla 8.22 Trenes con dirección b de la muestra de 21 trenes festivos. 
 
Se tratan a los trenes que solamente estaban contenidos en una sola lista. Se puede 
asignar el andén preferido a cada tren, ver Tabla 8.23, Tabla 8.24 y Tabla 8.25. Para las 
líneas 1 y 3 de dirección b y categoría 5 son los andenes 5 y 7 respectivamente, y para la 
línea 4 de dirección b y categoría 2 y 3 son los andenes 4 y 9 respectivamente (consultar los 
apartados 5.1.1 y 5.1.2). 
 
 
Tabla 8.23 Trenes con dirección b y línea 1 de la muestra de 21 trenes festivos. 
 
Tabla 8.24 Tren con dirección b y línea 3 de la muestra de 21 trenes festivos. 
 
Tabla 8.25 Trenes con dirección b y línea 4 de la muestra de 21 trenes festivos. 
 
8.2.3. Tratamiento de los trenes festivos solapados con dirección “b” 
Queda por asignar los trenes que estaban contenidos en alguna lista de trenes solapados 
con más de un tren. 
Diseño e implementación de un método para la gestión de trenes en una estación de ferrocarril semi-terminal Pág. 61 
 
Se crea una pequeña matriz para la lista 8 con solamente los andenes preferidos y sin 
representar los trenes ficticios (con el fin de dar mayor claridad). Cada matriz se rellena 
según la Tabla 4.7 y se aplica el algoritmo húngaro para obtener la asignación, ver Tabla 
8.26. 
 
Tabla 8.26 Matriz de la lista 8 de la muestra de 21 trenes festivos. 
 
8.2.4. Resultados de los trenes festivos 
Como se ha comentado para la muestra de trenes laborables, se presentan los resultados 
en forma de dos tablas, ver Tabla 8.27 y Tabla 8.28. 
 
 
Tabla 8.27 Asignación y tiempos primer andén de la muestra de 21 trenes festivos. 
 
Se recuerda que se presentan los resultados de manera cronológica. También se recuerda 
que, para los trenes que estén vinculados, tendrán exactamente los mismos resultados. Se 
interpreta que el primer andén es para la llegada y el segundo andén es para la salida. Si un 
tren que está vinculado tiene solamente un andén asignado, el andén de llegada y salida es 
el mismo. 
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Tabla 8.28 Tiempos cochera y segundo andén (si tiene) de la muestra de 21 trenes 
festivos. 
 
Únicamente los trenes vinculados que no han podido quedarse en un solo andén deben 
trasladarse a otro. Y algunos de ellos, si el tiempo entre un andén y otro es muy elevado y 
los andenes son requeridos por otros trenes, irán a esperar a la cochera. 
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9. Evaluación económica 
Se detalla el coste de la realización de este proyecto. 
1.1. Coste de recursos humanos 
Las tareas realizadas en este proyecto se pueden dividir en dos roles, aunque ha sido 
llevado a cabo por una única persona. Por un lado, el ingeniero júnior encargado de la 
implementación, y por otro lado, el ingeniero sénior encargado del desarrollo. Se ha decidido 
que el ingeniero júnior tiene un coste de 15 €/h y el ingeniero sénior de 25 €/h, ver Tabla 9.1. 
 
 
Tabla 9.1 Costes de recursos humanos. 
 
1.2. Coste material e inmaterial 
Se han necesitado varias herramientas, la mayoría de ellas eran libres, como la utilización 
de las bibliotecas de Python o las hojas de cálculo de OpenOffice. Pero por ejemplo las 
herramientas de Microsoft Word utilizadas para la redacción del proyecto no lo eran, ver 
Tabla 9.4. 
La cuota eléctrica se ha calculado a partir de la energía consumida multiplicando por el 
precio de la energía. No se han tenido en cuentan tarifas especiales, ni horarios de uso ni el 
precio de la potencia, ya que este hubiera sido el mismo con los aparatos apagados. El 
precio del kWh, se ha calculado a partir de la media de las tres tarifas (hora punta, hora 
llano, hora valle): 10 céntimos de € por cada kWh [20]. 
Pág. 64  Memoria 
 
 
 
Tabla 9.2 Potencia consumida por los elementos utilizados. 
 
Tabla 9.3 Coste eléctrico [20]. 
 
El gasto de electricidad del ordenador en el cual se ha creado el programa informático, y 
redactado la memoria de este proyecto se puede ver en Tabla 9.2 y Tabla 9.3. 
 
 
Tabla 9.4 Coste de los recursos materiales y no materiales. 
 
9.1. Coste Total 
El coste total de este proyecto ha sido: 15.246 + 1010,85 = 16.256,85 € 
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10. Estudio del Impacto Medioambiental 
El impacto ambiental es el efecto que produce la actividad humana sobre el medio 
ambiente. Cada día nos damos cuenta de la gran importancia del paso del ser humano por 
el planeta, en lo que repercute su avance tecnológico en la tierra. Cada vez se tiene más 
conciencia de la necesidad de un avance más limpio. Y de eso trata este apartado, la 
evaluación del impacto ambiental (EIA) es un procedimiento por el que se identifican y 
evalúan los efectos de ciertos proyectos sobre el medio físico y social. La identificación y 
mitigación de impactos ambientales nocivos es el principal objetivo del procedimiento de 
Evaluación de Impacto Ambiental. 
A lo largo de este documento, se ha visto reflejada la finalidad de este proyecto, planificar y 
optimizar la asignación de trenes a los recursos de la estación de estudio mediante un 
programa informático.  
Se ha agregado una función en el programa informático para el ahorro de energía. La 
función consulta todos los trenes que tengan doble andén asignado, y si alguno de los dos 
andenes está libre todo el tiempo que ese tren necesita estar en la estación, le asigna 
solamente ese tren.  
Se ha realizado una recopilación de todos los trenes que han sido afectados, ver Tabla 10.1 
y Tabla 10.2. Se ha ejecutado el programa sin esa función y se ha calculado el tiempo de 
traslado que han ahorrado mediante el algoritmo de Dijkstra. Con una media de 2000KW 
que tienen los trenes de cercanías [18], se calcula el ahorro energético anual, ver Tabla 
10.3. 
 
 
Tabla 10.1 Trenes laborables que no tienen traslado de andén para ahorrar energía. 
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Tabla 10.2 Trenes festivos que no tienen traslado de andén para ahorrar energía. 
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Tabla 10.3 Ahorro energético. 
 
Tabla 10.4 Factor de emisión de ahorro eléctrico anual. 
 
El tipo de impacto que ha generado este trabajo es el gasto de electricidad del ordenador en 
el cual se ha creado el programa informático, y redactado la memoria de este proyecto. 
Potencia de los elementos: 45W (Ordenador) + 3x20W (Bombilla de bajo consumo) + 
1x50W (Bombilla analógica) = 155W 
Aproximadamente se han dedicado unas 700h a la realización de este proyecto. 
El gasto energético ha sido: 108,5 kW·h 
 
 
 
El valor de Tabla 10.5 es aproximadamente lo que un coche consume de media 
conduciendo 1h y media, o un avión modelo 747 volando durante 5 segundos [13]. 
El balance es positivo, ahorramos anualmente 316985,9 Kg de CO2 eq, más de lo que ha 
consumido la inversión de realizar este proyecto, 41,78 Kg de CO2 eq. 
 
 
Tabla 10.5 Factor de emisión de consumo eléctrico. 
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CONCLUSIONES 
Se ha diseñado e implementado un método que contiene dos algoritmos de investigación 
operativa, el algoritmo de Dijsktra para encontrar el camino mínimo y el algoritmo húngaro 
para asignar un tren a un andén. Se han desarrollado y adaptado para optimizar las 
preferencias de cada tren con cada andén, y tener en cuenta la línea y la dirección de dichos 
trenes y la ocupación de los andenes. 
Se ha creado un programa informático en el lenguaje Python, que puede aplicarse a 
cualquier tipo de estación. Para distinguir una estación de otra, hace falta que se realicen 
unos pasos previos. Estos pasos consisten en rellenar una hoja de calculo OpenOffice, de 
una forma concreta que se ha detallado a lo largo del proyecto. Se deben definir los 
elementos que componen el sistema. Se tienen que introducir, por un lado, las 
características de la estación que se quiere estudiar: el número de andenes, el tiempo que 
se tarda en ir de un andén a otro, las líneas de trenes que pasan, empiezan o acaban en 
esa estación y las preferencias de andén de cada línea en particular. Y por otro lado, las 
características de cada tren que pasa por esa estación: su categoría (acaba su recorrido, 
empieza su recorrido, está de paso, no tiene parada), la línea del tren, la dirección que tiene 
y su horario en la estación. 
El programa se ha probado satisfactoriamente introduciendo los datos de la estación de 
l’Hospitalet de Llobregat. Es una estación semi-terminal, y por lo tanto completa, y se ha 
podido entonces probar todos los aspectos del programa. Se han validado correctamente 
todos los resultados obtenidos, y se ha explicado el detalle de una muestra de 50 trenes. 
Sobre esta muestra se ha realizado el método paso por paso en la parte de validación de 
resultados, y se ha comprobado que las asignaciones de los andenes y los tiempos para 
cada tren han sido las esperadas. 
Para proyectos futuros, se pueden introducir diversas mejoras al programa teniendo en 
cuenta más factores: que la estación que se quiera estudiar no tenga capacidad suficiente 
en un momento determinado (que en un instante lleguen más trenes a la estación que 
andenes de los que dispone), gestionar un espacio para el mantenimiento, gestionar la 
capacidad de la cochera, gestionar semáforos o señales de la estación, etc. 
El algoritmo ha sido pensado y diseñado para gestionar trenes, aunque se podría adaptar 
fácilmente para otro tipo de transporte que se asemeje a las características citadas 
anteriormente, como por ejemplo aviones, barcos, etc. 
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Retos superados 
A lo largo de la realización de este proyecto, se han encontrado diversos baches que con 
mucha determinación se han ido solventando poco a poco. 
La primera fue la decisión de realizar la introducción de datos en una hoja de cálculo 
OpenOffice en vez de Microsoft Excel. La biblioteca de la primera es muy escueta, y lo que 
iba a ser una función simple de un par de líneas de código en Python, se convirtió en un par 
de cientos de líneas no tan simples. 
Luego vino el gran problema del elemento tiempo. Se buscaron algoritmos que pudiesen 
ayudar a la asignación del problema planteado, pero todos ellos carecían de dicho 
ingrediente. Se tenían dos alternativas, crear una función objetivo que lo contuviese y 
contemplase lo que otros algoritmos no contemplaban o, adaptar algunos algoritmos que 
parecían apropiados pero que les faltaba un empujón. Se optó por la segunda opción, y se 
lidió con ello mucho tiempo, hasta obtener un método que estuviese a la altura del proyecto. 
Más adelante, cuando se implementó el método en Python, se hicieron varios test de cada 
paso y todos ellos fueron satisfactorios. Pero al introducir una pequeña muestra de los datos 
de la hoja de cálculo para asegurar que la obtenía y la trataba adecuadamente, no 
respondía como se esperaba. Con matrices de diversos problemas planteados y resueltos 
en los algoritmos de investigación operativa [10] funcionaba a la perfección, por qué con los 
datos de los trenes no? Después de muchas vueltas, finalmente se encontró la solución. La 
muestra era pequeña y no estaban todas las categorías introducidas, con lo que la matriz 
resultante tenía prácticamente las filas iguales. Salió a la luz un punto débil del algoritmo y 
se crearon más líneas de código para identificar cuando ocurriese algo parecido y tratarlo de 
manera especial.  
Y por último, conseguir los datos para testear el programa. No se consiguió que la empresa 
de cercanías enviara ningún documento con un formato tratable para poder manipular los 
horarios y hacer pruebas con ellos. Por ello, se tuvo que pasar a mano todos los trenes de 
todas las líneas a la hoja de cálculo. Tampoco se facilitó información referente al 
funcionamiento interno de la estación. Este proyecto parte completamente de cero. 
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ANEJO I Datos introducidos en la hoja de cálculo 
En este anejo se detalla la hoja de cálculo con datos basados en la estación de L’Hospitalet 
de Llobregat con los cuales se ha testeado el programa informático. 
Pestaña Estación 
Anden	  con	  
direccion	  a	   1	   3	   	   	   	   	   	   	   	   	  
Anden	  con	  
direccion	  b	   2	   4	   	   	   	   	   	   	   	   	  
Anden	  terminal	  
con	  direccion	  a	   	   	   	   	   	   	   	   	   	   	  
Anden	  terminal	  
con	  direccion	  b	   5	   6	   7	   8	   9	   10	   11	   12	   13	   14	  
Anden	  de	  
mantenimiento	   	   	   	   	   	   	   	   	   	   	  
Numero	  de	  
trenes	  iniciales	   15	   	   	   	   	   	   	   	   	   	  
Capacidad	  de	  la	  
cochera	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Pestaña Líneas 
Líneas,	  de	  menor	  a	  mayor	   Andenes	  preferidos	  
1	   1	   2	   5	   6	  
3	   3	   4	   7	   8	  
4	   3	   4	   9	   10	  
 
 
Pestaña Conexión 
ORIGEN\DESTINO	   A1	   A2	   A3	   A4	   T5	   T6	   T7	   T8	   T9	   T10	   T11	   T12	   T13	   T14	   Salida	   Cochera	  
Anden	  1	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	  
Anden	  2	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   2,0	   0,0	  
Anden	  3	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   2,0	   0,0	  
Anden	  4	   0,0	   0,0	   1,0	   0,0	   0,5	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	  
Anden	  Terminal	  5	   0,0	   0,0	   0,0	   0,5	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   4,5	   5,5	   6,5	   7,5	   0,0	   8,0	  
Anden	  Terminal	  6	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	  
Anden	  Terminal	  7	   0,0	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	  
Anden	  Terminal	  8	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	  
Anden	  Terminal	  9	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	  
Anden	  Terminal	  10	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	   0,0	  
Anden	  Terminal	  11	   0,0	   0,0	   0,0	   4,5	   0,0	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	   0,0	  
Anden	  Terminal	  12	   0,0	   0,0	   0,0	   5,5	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	   0,0	  
Anden	  Terminal	  13	   0,0	   0,0	   0,0	   6,5	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   1,0	   0,0	   0,0	  
Anden	  Terminal	  14	   0,0	   0,0	   0,0	   7,5	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   1,0	   0,0	   0,0	   1,5	  
Llegada	   0,0	   2,0	   2,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   5,0	   0,0	  
Cochera	   0,0	   0,0	   0,0	   8,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   0,0	   1,5	   0,0	   0,0	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Pestaña Laborable 
Categoria	   Linea	   Direccion	   Tiempo	  
5	   3	   b	   4.38	  
5	   3	   b	   5.03	  
2	   4	   b	   5.20	  
2	   4	   a	   5.35	  
5	   1	   b	   5.38	  
3	   1	   a	   5.44	  
2	   4	   b	   5.50	  
5	   3	   b	   5.54	  
2	   4	   a	   5.57	  
3	   3	   a	   6.00	  
5	   4	   b	   6.05	  
5	   1	   b	   6.08	  
5	   3	   b	   6.14	  
2	   1	   a	   6.15	  
5	   1	   b	   6.17	  
2	   4	   a	   6.19	  
2	   4	   b	   6.20	  
5	   1	   b	   6.28	  
3	   3	   a	   6.31	  
2	   4	   b	   6.35	  
2	   4	   a	   6.37	  
5	   1	   b	   6.38	  
2	   1	   a	   6.45	  
2	   1	   b	   6.47	  
3	   3	   a	   6.48	  
2	   4	   b	   6.50	  
5	   3	   b	   6.53	  
2	   4	   a	   6.55	  
5	   1	   b	   6.58	  
2	   4	   b	   7.05	  
2	   4	   a	   7.05	  
5	   1	   b	   7.08	  
2	   1	   a	   7.10	  
3	   3	   a	   7.14	  
2	   1	   b	   7.17	  
3	   4	   a	   7.17	  
2	   4	   b	   7.20	  
2	   4	   a	   7.25	  
5	   1	   b	   7.28	  
2	   1	   a	   7.30	  
3	   1	   a	   7.35	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2	   4	   b	   7.35	  
5	   1	   b	   7.38	  
2	   4	   a	   7.39	  
3	   3	   a	   7.41	  
2	   4	   b	   7.41	  
3	   1	   a	   7.44	  
5	   3	   b	   7.44	  
2	   1	   b	   7.47	  
2	   4	   a	   7.48	  
3	   1	   a	   7.50	  
2	   4	   b	   7.50	  
3	   4	   a	   7.53	  
5	   4	   b	   7.54	  
5	   1	   b	   7.58	  
2	   4	   a	   7.58	  
2	   4	   b	   8.00	  
2	   1	   a	   8.01	  
3	   4	   a	   8.04	  
2	   4	   b	   8.05	  
3	   1	   a	   8.07	  
5	   1	   b	   8.08	  
2	   4	   b	   8.11	  
2	   4	   a	   8.11	  
3	   3	   a	   8.13	  
5	   3	   b	   8.14	  
3	   1	   a	   8.16	  
2	   1	   b	   8.17	  
3	   4	   a	   8.19	  
2	   4	   b	   8.20	  
3	   1	   a	   8.22	  
2	   4	   a	   8.25	  
5	   1	   b	   8.28	  
2	   1	   a	   8.28	  
2	   4	   b	   8.30	  
3	   3	   a	   8.32	  
3	   1	   a	   8.34	  
2	   4	   b	   8.35	  
5	   1	   b	   8.38	  
2	   4	   a	   8.38	  
3	   1	   a	   8.41	  
2	   4	   b	   8.43	  
3	   4	   a	   8.44	  
2	   1	   b	   8.47	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3	   1	   a	   8.47	  
5	   3	   b	   8.50	  
2	   4	   b	   8.50	  
2	   4	   a	   8.52	  
3	   1	   a	   8.54	  
3	   3	   a	   8.57	  
5	   1	   b	   8.58	  
2	   1	   a	   9.00	  
2	   4	   a	   9.04	  
2	   4	   b	   9.05	  
3	   1	   a	   9.06	  
5	   1	   b	   9.08	  
3	   3	   a	   9.09	  
3	   4	   a	   9.12	  
3	   1	   a	   9.15	  
2	   1	   b	   9.17	  
2	   4	   a	   9.19	  
2	   4	   b	   9.20	  
3	   1	   a	   9.21	  
3	   1	   a	   9.24	  
5	   3	   b	   9.24	  
2	   4	   a	   9.27	  
5	   1	   b	   9.28	  
3	   4	   a	   9.30	  
2	   1	   a	   9.33	  
2	   4	   b	   9.35	  
3	   3	   a	   9.36	  
5	   1	   b	   9.38	  
3	   1	   a	   9.39	  
2	   4	   a	   9.42	  
5	   3	   b	   9.43	  
2	   1	   b	   9.47	  
3	   4	   a	   9.47	  
2	   4	   b	   9.50	  
3	   1	   a	   9.51	  
5	   1	   b	   9.58	  
2	   4	   a	   9.59	  
2	   1	   a	   10.01	  
3	   1	   a	   10.04	  
2	   4	   b	   10.05	  
5	   1	   b	   10.08	  
2	   4	   a	   10.11	  
3	   1	   a	   10.13	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5	   3	   b	   10.14	  
3	   3	   a	   10.16	  
2	   1	   b	   10.17	  
3	   1	   a	   10.19	  
2	   4	   b	   10.20	  
2	   4	   a	   10.25	  
5	   1	   b	   10.28	  
2	   1	   a	   10.30	  
3	   3	   a	   10.33	  
2	   4	   b	   10.35	  
3	   1	   a	   10.37	  
5	   1	   b	   10.38	  
2	   4	   a	   10.41	  
5	   3	   b	   10.43	  
2	   1	   b	   10.47	  
3	   1	   a	   10.48	  
2	   4	   b	   10.50	  
3	   3	   a	   10.52	  
2	   4	   a	   10.56	  
5	   1	   b	   10.58	  
2	   1	   a	   11.00	  
2	   4	   b	   11.05	  
3	   1	   a	   11.07	  
5	   1	   b	   11.08	  
2	   4	   a	   11.11	  
5	   3	   b	   11.14	  
2	   1	   b	   11.17	  
3	   1	   a	   11.19	  
2	   4	   b	   11.20	  
3	   3	   a	   11.22	  
2	   4	   a	   11.25	  
5	   1	   b	   11.28	  
2	   1	   a	   11.30	  
2	   4	   b	   11.35	  
3	   1	   a	   11.37	  
5	   1	   b	   11.38	  
2	   4	   a	   11.41	  
3	   3	   a	   11.43	  
2	   1	   b	   11.47	  
3	   1	   a	   11.49	  
2	   4	   b	   11.50	  
5	   3	   b	   11.54	  
2	   4	   a	   11.56	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5	   1	   b	   11.58	  
2	   1	   a	   12.00	  
3	   3	   a	   12.04	  
2	   4	   b	   12.05	  
3	   1	   a	   12.07	  
5	   1	   b	   12.08	  
2	   4	   a	   12.11	  
2	   1	   b	   12.17	  
3	   1	   a	   12.17	  
2	   4	   b	   12.20	  
3	   4	   a	   12.20	  
5	   3	   b	   12.25	  
2	   4	   a	   12.25	  
5	   1	   b	   12.28	  
2	   1	   a	   12.30	  
2	   4	   b	   12.35	  
3	   1	   a	   12.37	  
5	   1	   b	   12.38	  
2	   4	   a	   12.41	  
3	   3	   a	   12.43	  
2	   1	   b	   12.47	  
3	   1	   a	   12.49	  
2	   4	   b	   12.50	  
5	   3	   b	   12.55	  
2	   4	   a	   12.56	  
5	   1	   b	   12.58	  
2	   1	   a	   13.00	  
5	   4	   b	   13.02	  
2	   4	   b	   13.05	  
3	   1	   a	   13.07	  
5	   1	   b	   13.08	  
2	   4	   a	   13.11	  
3	   3	   a	   13.13	  
2	   1	   b	   13.17	  
3	   1	   a	   13.17	  
2	   4	   b	   13.20	  
5	   3	   b	   13.25	  
2	   4	   a	   13.25	  
5	   1	   b	   13.28	  
2	   1	   a	   13.30	  
3	   3	   a	   13.32	  
2	   4	   b	   13.35	  
3	   1	   a	   13.37	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5	   1	   b	   13.38	  
2	   4	   a	   13.41	  
2	   1	   b	   13.47	  
3	   1	   a	   13.47	  
2	   4	   b	   13.50	  
5	   3	   b	   13.54	  
2	   4	   a	   13.56	  
5	   1	   b	   13.58	  
2	   1	   a	   14.00	  
5	   1	   b	   14.02	  
3	   3	   a	   14.02	  
2	   4	   b	   14.05	  
3	   1	   a	   14.07	  
5	   1	   b	   14.09	  
2	   4	   a	   14.11	  
5	   1	   b	   14.12	  
2	   4	   b	   14.15	  
2	   1	   b	   14.18	  
3	   1	   a	   14.19	  
3	   3	   a	   14.22	  
5	   3	   b	   14.22	  
5	   4	   b	   14.25	  
2	   4	   a	   14.25	  
5	   1	   b	   14.28	  
2	   1	   a	   14.30	  
5	   1	   b	   14.31	  
2	   4	   b	   14.35	  
3	   1	   a	   14.39	  
5	   1	   b	   14.40	  
2	   4	   a	   14.42	  
2	   1	   b	   14.47	  
3	   1	   a	   14.47	  
3	   3	   a	   14.50	  
2	   4	   b	   14.50	  
5	   3	   b	   14.53	  
2	   4	   a	   14.56	  
5	   1	   b	   14.58	  
2	   1	   a	   15.00	  
2	   4	   b	   15.05	  
3	   1	   a	   15.07	  
5	   1	   b	   15.08	  
5	   4	   b	   15.11	  
2	   4	   a	   15.11	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3	   3	   a	   15.13	  
2	   1	   b	   15.17	  
3	   1	   a	   15.19	  
2	   4	   b	   15.20	  
5	   3	   b	   15.23	  
2	   4	   a	   15.25	  
5	   1	   b	   15.28	  
2	   1	   a	   15.30	  
3	   1	   a	   15.35	  
2	   4	   b	   15.35	  
5	   1	   b	   15.38	  
5	   3	   b	   15.41	  
2	   4	   a	   15.41	  
3	   1	   a	   15.45	  
2	   1	   b	   15.47	  
3	   4	   a	   15.48	  
2	   4	   b	   15.50	  
3	   1	   a	   15.51	  
2	   4	   a	   15.55	  
5	   1	   b	   15.58	  
3	   3	   a	   15.58	  
2	   1	   a	   16.01	  
5	   3	   b	   16.02	  
2	   4	   b	   16.05	  
3	   1	   a	   16.07	  
5	   1	   b	   16.08	  
2	   4	   a	   16.11	  
5	   4	   b	   16.14	  
3	   1	   a	   16.16	  
2	   1	   b	   16.17	  
3	   3	   a	   16.19	  
2	   4	   b	   16.20	  
3	   1	   a	   16.23	  
5	   3	   b	   16.23	  
2	   4	   a	   16.26	  
5	   1	   b	   16.28	  
2	   1	   a	   16.32	  
2	   4	   b	   16.35	  
3	   4	   a	   16.35	  
5	   1	   b	   16.38	  
3	   1	   a	   16.39	  
2	   4	   a	   16.45	  
2	   1	   b	   16.47	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3	   1	   a	   16.48	  
2	   4	   b	   16.50	  
3	   3	   a	   16.51	  
5	   3	   b	   16.54	  
2	   4	   a	   16.56	  
5	   1	   b	   16.58	  
2	   1	   a	   17.00	  
2	   4	   b	   17.05	  
3	   1	   a	   17.07	  
5	   1	   b	   17.08	  
2	   4	   a	   17.11	  
2	   1	   b	   17.17	  
3	   1	   a	   17.17	  
2	   4	   b	   17.20	  
5	   3	   b	   17.24	  
2	   4	   a	   17.25	  
5	   1	   b	   17.28	  
2	   1	   a	   17.30	  
3	   3	   a	   17.31	  
2	   4	   b	   17.35	  
3	   1	   a	   17.37	  
5	   1	   b	   17.38	  
2	   4	   a	   17.41	  
2	   1	   b	   17.47	  
3	   1	   a	   17.47	  
3	   3	   a	   17.50	  
2	   4	   b	   17.50	  
5	   3	   b	   17.55	  
2	   4	   a	   17.56	  
5	   1	   b	   17.58	  
2	   1	   a	   18.00	  
2	   4	   b	   18.04	  
5	   1	   b	   18.07	  
3	   1	   a	   18.07	  
2	   4	   a	   18.11	  
5	   4	   b	   18.13	  
2	   1	   b	   18.16	  
3	   3	   a	   18.16	  
3	   1	   a	   18.19	  
5	   3	   b	   18.19	  
2	   4	   b	   18.22	  
5	   1	   b	   18.25	  
2	   4	   a	   18.25	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5	   3	   b	   18.28	  
2	   1	   a	   18.30	  
5	   4	   b	   18.31	  
5	   1	   b	   18.34	  
3	   1	   a	   18.37	  
2	   4	   b	   18.37	  
5	   1	   b	   18.40	  
2	   4	   a	   18.41	  
5	   4	   b	   18.43	  
3	   3	   a	   18.45	  
2	   1	   b	   18.46	  
5	   3	   b	   18.49	  
3	   1	   a	   18.50	  
5	   1	   b	   18.52	  
2	   4	   b	   18.55	  
2	   4	   a	   18.55	  
5	   1	   b	   18.58	  
2	   1	   a	   19.00	  
5	   4	   b	   19.01	  
5	   1	   b	   19.04	  
3	   4	   a	   19.04	  
3	   1	   a	   19.07	  
2	   4	   b	   19.07	  
5	   1	   b	   19.10	  
2	   4	   a	   19.11	  
3	   3	   a	   19.13	  
5	   3	   b	   19.13	  
2	   1	   b	   19.16	  
2	   4	   b	   19.19	  
3	   1	   a	   19.20	  
5	   4	   b	   19.22	  
5	   1	   b	   19.25	  
2	   4	   a	   19.25	  
5	   1	   b	   19.28	  
2	   1	   a	   19.30	  
5	   4	   b	   19.31	  
5	   1	   b	   19.34	  
3	   4	   a	   19.34	  
3	   1	   a	   19.37	  
5	   3	   b	   19.37	  
2	   4	   b	   19.40	  
2	   4	   a	   19.41	  
2	   1	   b	   19.43	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3	   1	   a	   19.49	  
2	   4	   b	   19.49	  
5	   1	   b	   19.52	  
2	   4	   a	   19.55	  
5	   4	   b	   19.58	  
2	   1	   a	   20.00	  
5	   1	   b	   20.01	  
3	   3	   a	   20.01	  
5	   3	   b	   20.04	  
3	   1	   a	   20.07	  
2	   4	   b	   20.07	  
5	   1	   b	   20.10	  
2	   4	   a	   20.10	  
5	   4	   b	   20.16	  
3	   1	   a	   20.17	  
2	   1	   b	   20.19	  
5	   3	   b	   20.22	  
2	   4	   b	   20.25	  
2	   4	   a	   20.25	  
5	   1	   b	   20.28	  
3	   1	   a	   20.29	  
3	   3	   a	   20.32	  
5	   4	   b	   20.34	  
5	   1	   b	   20.37	  
3	   1	   a	   20.37	  
2	   4	   a	   20.41	  
2	   4	   b	   20.43	  
2	   1	   b	   20.46	  
3	   1	   a	   20.49	  
5	   3	   b	   20.54	  
2	   4	   a	   20.55	  
2	   4	   b	   20.58	  
3	   1	   a	   20.59	  
5	   1	   b	   21.01	  
3	   3	   a	   21.02	  
3	   1	   a	   21.07	  
2	   4	   a	   21.10	  
2	   4	   b	   21.13	  
5	   1	   b	   21.16	  
3	   1	   a	   21.18	  
3	   3	   a	   21.21	  
5	   3	   b	   21.24	  
2	   4	   a	   21.25	  
Diseño e implementación de un método para la gestión de trenes en una estación de ferrocarril semi-terminal Pág. 87 
 
2	   4	   b	   21.28	  
5	   1	   b	   21.31	  
3	   1	   a	   21.31	  
3	   1	   a	   21.37	  
2	   4	   a	   21.40	  
2	   4	   b	   21.43	  
3	   3	   a	   21.44	  
5	   1	   b	   21.46	  
3	   1	   a	   21.47	  
2	   4	   a	   21.55	  
2	   1	   a	   22.00	  
3	   1	   a	   22.08	  
2	   4	   a	   22.11	  
2	   4	   b	   22.13	  
3	   3	   a	   22.14	  
5	   1	   b	   22.16	  
3	   1	   a	   22.19	  
5	   3	   b	   22.22	  
3	   1	   a	   22.29	  
3	   3	   a	   22.35	  
3	   1	   a	   22.38	  
2	   4	   a	   22.41	  
2	   4	   b	   22.43	  
5	   1	   b	   22.46	  
3	   1	   a	   22.49	  
3	   3	   a	   22.53	  
3	   1	   a	   23.07	  
2	   4	   b	   23.13	  
2	   1	   b	   23.16	  
3	   3	   a	   23.16	  
2	   4	   a	   23.25	  
3	   1	   a	   23.29	  
3	   4	   a	   23.32	  
2	   4	   b	   23.43	  
5	   1	   b	   23.46	  
3	   1	   a	   23.47	  
5	   3	   b	   23.49	  
2	   4	   a	   00.10	  
3	   1	   a	   00.07	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Pestaña Festivo 
Categoria	   Linea	   Direccion	   Tiempo	  
2	   4	   b	   5.43	  
3	   1	   a	   5.50	  
5	   4	   a	   5.53	  
3	   3	   a	   5.58	  
5	   1	   b	   6.04	  
5	   3	   b	   6.07	  
5	   1	   b	   6.19	  
3	   1	   a	   6.23	  
2	   4	   b	   6.31	  
5	   1	   b	   6.34	  
2	   4	   a	   6.47	  
5	   1	   b	   6.49	  
3	   1	   a	   6.53	  
5	   3	   b	   6.53	  
5	   1	   b	   7.04	  
3	   3	   a	   7.18	  
5	   1	   b	   7.19	  
3	   1	   a	   7.23	  
2	   4	   b	   7.31	  
2	   4	   a	   7.32	  
5	   1	   b	   7.34	  
3	   1	   a	   7.38	  
5	   3	   b	   7.41	  
2	   4	   a	   7.50	  
5	   1	   b	   7.51	  
3	   1	   a	   7.53	  
3	   4	   b	   7.54	  
2	   4	   b	   8.01	  
5	   1	   b	   8.04	  
3	   1	   a	   8.08	  
2	   4	   a	   8.12	  
3	   3	   a	   8.13	  
5	   1	   b	   8.22	  
3	   1	   a	   8.23	  
5	   3	   b	   8.25	  
3	   1	   a	   8.29	  
2	   4	   b	   8.31	  
2	   4	   a	   8.32	  
5	   1	   b	   8.34	  
3	   1	   a	   8.38	  
5	   1	   b	   8.49	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2	   4	   a	   8.50	  
3	   3	   a	   8.53	  
3	   1	   a	   8.56	  
5	   3	   b	   8.58	  
2	   4	   b	   9.01	  
5	   1	   b	   9.04	  
3	   1	   a	   9.08	  
2	   4	   a	   9.12	  
5	   1	   b	   9.19	  
3	   1	   a	   9.23	  
5	   3	   b	   9.28	  
2	   4	   b	   9.31	  
2	   4	   a	   9.32	  
5	   1	   b	   9.35	  
3	   3	   a	   9.35	  
3	   1	   a	   9.41	  
5	   1	   b	   9.49	  
2	   4	   a	   9.50	  
3	   1	   a	   9.53	  
3	   3	   a	   9.53	  
2	   4	   b	   9.53	  
5	   1	   b	   10.05	  
3	   1	   a	   10.08	  
2	   4	   b	   10.09	  
2	   4	   a	   10.12	  
5	   3	   b	   10.14	  
5	   1	   b	   10.19	  
2	   4	   b	   10.31	  
2	   4	   a	   10.32	  
5	   1	   b	   10.35	  
3	   3	   a	   10.47	  
5	   1	   b	   10.49	  
2	   4	   a	   10.50	  
2	   4	   b	   10.53	  
3	   1	   a	   10.59	  
5	   3	   b	   11.01	  
5	   1	   b	   11.05	  
3	   1	   a	   11.08	  
2	   4	   a	   11.12	  
2	   4	   b	   11.12	  
5	   1	   b	   11.19	  
3	   1	   a	   11.26	  
2	   4	   b	   11.31	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2	   4	   a	   11.32	  
5	   1	   b	   11.35	  
3	   3	   a	   11.35	  
3	   1	   a	   11.38	  
3	   3	   a	   11.44	  
5	   1	   b	   11.49	  
2	   4	   a	   11.50	  
3	   1	   a	   11.53	  
2	   4	   b	   11.53	  
5	   3	   b	   11.59	  
5	   1	   b	   12.05	  
3	   1	   a	   12.08	  
2	   4	   a	   12.12	  
2	   4	   b	   12.12	  
5	   1	   b	   12.19	  
5	   4	   a	   12.20	  
3	   1	   a	   12.23	  
2	   4	   b	   12.31	  
2	   4	   a	   12.32	  
5	   1	   b	   12.35	  
3	   1	   a	   12.38	  
5	   3	   b	   12.39	  
5	   1	   b	   12.49	  
2	   4	   a	   12.50	  
3	   3	   a	   12.53	  
2	   4	   b	   12.53	  
3	   1	   a	   12.56	  
5	   1	   b	   13.05	  
3	   1	   a	   13.08	  
5	   3	   b	   13.09	  
2	   4	   a	   13.12	  
2	   4	   b	   13.12	  
5	   1	   b	   13.19	  
3	   1	   a	   13.23	  
2	   4	   b	   13.31	  
2	   4	   a	   13.32	  
5	   1	   b	   13.34	  
3	   1	   a	   13.38	  
2	   4	   a	   13.47	  
5	   1	   b	   13.49	  
3	   3	   a	   13.51	  
2	   4	   b	   13.53	  
3	   1	   a	   13.56	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5	   3	   b	   14.00	  
5	   1	   b	   14.04	  
3	   1	   a	   14.08	  
2	   4	   a	   14.12	  
2	   4	   b	   14.12	  
5	   1	   b	   14.19	  
3	   3	   a	   14.19	  
3	   1	   a	   14.23	  
5	   3	   b	   14.28	  
2	   4	   b	   14.31	  
2	   4	   a	   14.32	  
5	   1	   b	   14.34	  
3	   1	   a	   14.38	  
3	   3	   a	   14.43	  
5	   1	   b	   14.49	  
2	   4	   a	   14.50	  
3	   1	   a	   14.53	  
2	   4	   b	   14.53	  
5	   3	   b	   15.02	  
5	   1	   b	   15.05	  
3	   1	   a	   15.08	  
3	   4	   b	   15.11	  
2	   4	   a	   15.12	  
2	   4	   b	   15.14	  
5	   1	   b	   15.19	  
3	   1	   a	   15.23	  
3	   3	   a	   15.26	  
2	   4	   b	   15.31	  
2	   4	   a	   15.32	  
5	   1	   b	   15.35	  
3	   1	   a	   15.38	  
5	   3	   b	   15.38	  
5	   1	   b	   15.49	  
2	   4	   a	   15.50	  
3	   1	   a	   15.53	  
2	   4	   b	   15.53	  
5	   1	   b	   16.05	  
3	   1	   a	   16.08	  
2	   4	   a	   16.12	  
2	   4	   b	   16.12	  
5	   3	   b	   16.15	  
5	   1	   b	   16.19	  
3	   3	   a	   16.20	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3	   1	   a	   16.23	  
2	   4	   b	   16.31	  
2	   4	   a	   16.32	  
5	   1	   b	   16.35	  
3	   1	   a	   16.38	  
5	   1	   b	   16.49	  
2	   4	   a	   16.50	  
3	   1	   a	   16.53	  
2	   4	   b	   16.54	  
3	   3	   a	   16.57	  
5	   1	   b	   17.05	  
3	   1	   a	   17.08	  
5	   3	   b	   17.09	  
2	   4	   a	   17.12	  
2	   4	   b	   17.12	  
5	   1	   b	   17.19	  
3	   1	   a	   17.23	  
2	   4	   b	   17.31	  
2	   4	   a	   17.32	  
5	   1	   b	   17.35	  
3	   1	   a	   17.38	  
5	   3	   b	   17.40	  
3	   3	   a	   17.43	  
5	   1	   b	   17.49	  
2	   4	   a	   17.50	  
3	   1	   a	   17.53	  
3	   3	   a	   17.53	  
2	   4	   b	   17.53	  
5	   1	   b	   18.04	  
3	   1	   a	   18.08	  
2	   4	   a	   18.12	  
2	   4	   b	   18.12	  
5	   3	   b	   18.19	  
3	   3	   a	   18.20	  
5	   1	   b	   18.22	  
3	   1	   a	   18.26	  
2	   4	   b	   18.31	  
2	   4	   a	   18.32	  
5	   1	   b	   18.34	  
3	   1	   a	   18.38	  
5	   3	   b	   18.49	  
2	   4	   a	   18.50	  
5	   1	   b	   18.52	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3	   1	   a	   18.53	  
2	   4	   b	   18.56	  
3	   4	   b	   19.01	  
5	   1	   b	   19.04	  
3	   1	   a	   19.08	  
2	   4	   a	   19.12	  
2	   4	   b	   19.12	  
3	   3	   a	   19.14	  
5	   3	   b	   19.19	  
5	   1	   b	   19.22	  
3	   1	   a	   19.23	  
2	   4	   a	   19.31	  
2	   4	   b	   19.31	  
5	   1	   b	   19.34	  
5	   4	   a	   19.34	  
3	   1	   a	   19.38	  
3	   3	   a	   19.41	  
5	   1	   b	   19.49	  
2	   4	   a	   19.50	  
3	   1	   a	   19.53	  
2	   4	   b	   19.53	  
5	   1	   b	   20.04	  
3	   3	   a	   20.05	  
5	   3	   b	   20.07	  
3	   1	   a	   20.08	  
2	   4	   a	   20.12	  
2	   4	   b	   20.16	  
5	   1	   b	   20.19	  
3	   1	   a	   20.23	  
2	   4	   b	   20.31	  
2	   4	   a	   20.32	  
5	   1	   b	   20.34	  
3	   1	   a	   20.38	  
5	   3	   b	   20.46	  
5	   1	   b	   20.49	  
3	   1	   a	   20.53	  
2	   4	   b	   20.53	  
2	   4	   a	   21.02	  
5	   1	   b	   21.04	  
3	   1	   a	   21.08	  
2	   4	   b	   21.12	  
5	   1	   b	   21.22	  
3	   3	   a	   21.23	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3	   1	   a	   21.26	  
2	   4	   b	   21.31	  
5	   1	   b	   21.34	  
3	   1	   a	   21.38	  
2	   4	   a	   21.42	  
3	   1	   a	   21.53	  
5	   3	   b	   21.59	  
2	   4	   b	   22.02	  
5	   1	   b	   22.05	  
3	   1	   a	   22.08	  
3	   3	   a	   22.13	  
2	   4	   a	   22.20	  
3	   1	   a	   22.23	  
2	   4	   b	   22.31	  
5	   1	   b	   22.34	  
3	   1	   a	   22.38	  
3	   3	   a	   22.42	  
2	   4	   b	   22.56	  
5	   1	   b	   23.04	  
3	   3	   a	   23.10	  
3	   1	   a	   23.14	  
2	   4	   a	   23.25	  
5	   4	   a	   23.32	  
5	   3	   b	   23.44	  
3	   4	   b	   23.47	  
5	   1	   b	   00.02	  
2	   4	   a	   00.10	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ANEJO II Programa Informático 
A continuación se detalla por completo el programa informático creado en Python para este 
proyecto: 
 
from odf.opendocument import OpenDocumentSpreadsheet, load 
from odf.style import Style, TextProperties, ParagraphProperties, TableColumnProperties, 
TableCellProperties 
from odf.number import DateStyle, Text, Year, Month, Day, Hours, Minutes, Seconds 
from odf.text import P 
from odf.table import * 
########################## CLASES 
class ODSReader: 
    # loads the file 
    def __init__(self, file): 
        self.doc = odf.opendocument.load(file) 
        self.SHEETS = {} 
        for sheet in self.doc.spreadsheet.getElementsByType(Table): 
            self.readSheet(sheet) 
    # reads a sheet in the sheet dictionary, storing each sheet as an array (rows) of arrays (columns) 
    def readSheet(self, sheet): 
        name = sheet.getAttribute("name") 
        rows = sheet.getElementsByType(TableRow) 
        arrRows = [] 
        # for each row 
        for row in rows: 
            row_comment = "" 
            arrCells = [] 
            cells = row.getElementsByType(TableCell) 
            # for each cell 
            for cell in cells: 
                # repeated value? 
                repeat = cell.getAttribute("numbercolumnsrepeated") 
                if(not repeat): 
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                    repeat = 1 
                ps = cell.getElementsByType(P) 
                textContent = ""           
                # for each text node 
                for p in ps: 
                    for n in p.childNodes: 
                        if (n.nodeType == 3): 
                            textContent = textContent + unicode(n.data) 
                if(textContent): 
                    if(textContent[0] != "#"): # ignore comments cells 
                        for rr in range(int(repeat)): # repeated? 
                            arrCells.append(textContent) 
                    else: 
                        row_comment = row_comment + textContent + " ";   
            # if row contained something 
            if(len(arrCells)): 
                arrRows.append(arrCells) 
            #else: 
            #   print "Empty or commented row (", row_comment, ")" 
        self.SHEETS[name] = arrRows 
    # returns a sheet as an array (rows) of arrays (columns) 
    def getSheet(self, name): 
        return self.SHEETS[name] 
class ValoresODS: 
    """Obtiene los valores de la tabla de datos""" 
    def __init__(self, nombre_sheet, nombre_documento): 
        self.doc = ODSReader(nombre_documento) 
        self.table = self.doc.getSheet(nombre_sheet) 
        self.num_objectos = len(self.table) 
    def lista_trenes(self): #nos da informacion de sheet="Laborable" y "Festivo" 
        lista = [] 
        i=1  # La primera fila es el titulo 
        while i < self.num_objectos: 
            contenido = self.valores_tren(i) 
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            lista.append(contenido) 
            i=i+1 
        return lista 
    def valores_tren(self, fila): #nos da informacion de cada tren, cada fila de sheet="Laborable" y 
"Festivo" 
        """No admite el valor de fila 0 (titulo)""" 
        t = [] 
        for i in range(4):            #categoria, linea, direccion, tiempo 
            if i==2: 
                celda = str(self.table[fila][i]) #la direccion tiene valores "a" y "b" 
                t.append(celda) 
            elif i!=2: 
                celda = float(self.table[fila][i]) 
                t.append(celda) 
            i=i+1 
        tren = (t[0],t[1],t[2], t[3]) #categoria, linea, direccion, tiempo 
        return tren 
    def valor_elemento(self, fila): #nos da informacion para cada elemento=fila de sheet="Estacion" 
        """No admite el valor de columna 0 (titulo)""" 
        aux = [] 
        i=1  # La primera columna es el titulo 
        ncol = len(self.table[fila]) #num_columnas de la fila que nos diga 
        while i < ncol: 
            celda = int(self.table[fila][i]) 
            aux.append(celda) 
            i=i+1 
        return aux 
    def preferencia_lineas(self): #nos da informacion para sheet="Lineas" 
        """No admite el valor de fila 0 (titulo)""" 
        andenes_preferidos = [] 
        i=1  # La primera fila es el titulo 
        num_filas = len(self.table) #num_filas=num_lineas 
        aux=0 #contador de la lista para ir introduciendo la informacion 
        while i < num_filas:  
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            andenes_preferidos.append([]) 
            ncol = len(self.table[i]) #tantas preferencias como se desee, num_columnas=preferencias de la 
fila=linea 
            j = 1   #donde empiezan a escribir la preferencia de la linea i, en j=0 se encuentra el nombre de 
la linea 
            while j < ncol: 
                celda = int(self.table[i][j]) 
                andenes_preferidos[aux].append(celda) 
                j=j+1 
            i=i+1 
            aux=aux+1 
        return andenes_preferidos 
    def lineas(self): #nos da las Lineas para sheet="Lineas" 
        """No admite el valor de fila 0 (titulo)""" 
        lineas = [] 
        i=1  # La primera fila es el titulo 
        num_filas = len(self.table) #num_filas=num_lineas 
        while i < num_filas:  
            valor = self.celda_entero(i,0) 
            lineas.append(valor) 
            i=i+1 
        return lineas 
    def valores_estacion(self): #nos da informacion para sheet="Estacion" 
        elementos = [] 
        i = 0 
        while i < len(self.table): 
            anden = self.valor_elemento(i) 
            elementos.append(anden) 
            i=i+1 
        return elementos 
    def celda_texto(self, fila, columna): #nos da informacion para una celda conviertiendola en texto, 
para los titulos 
        celda = 0 
        nfila = len(self.table) #num de filas 
        if fila < nfila: 
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            ncol = len(self.table[fila]) #num_columnas de la fila que nos diga 
            if columna < ncol: 
                celda = str(self.table[fila][columna]) 
        return celda 
    def celda_real(self, fila, columna): #nos da informacion para una celda conviertiendola en real 
        celda = 0 
        nfila = len(self.table) #num de filas 
        if fila < nfila: 
            ncol = len(self.table[fila]) #num_columnas de la fila que nos diga 
            if columna < ncol: 
                celda = float(self.table[fila][columna]) 
        return celda 
    def celda_entero(self, fila, columna): #nos da informacion para una celda conviertiendola en entero 
        celda = 0 
        nfila = len(self.table) #num de filas 
        if fila < nfila: 
            ncol = len(self.table[fila]) #num_columnas de la fila que nos diga 
            if columna < ncol: 
                celda = int(self.table[fila][columna]) 
        return celda 
    def conexion(self): #nos da la informacion para la sheet="Conexion" 
        """No admite el valor de fila o columna 0 (titulos)""" 
        i = 1 # La primera fila es el titulo 
        num_andenes = len(self.table) #num de filas y columnas, elementos 
        matriz = [] 
        while i < num_andenes: 
            j = 1 # La primera columna es el titulo 
            matriz.append([]) 
            while j < num_andenes: 
                celda = self.celda_real(i,j) 
                matriz[i-1].append(celda) 
                j=j+1 
            i=i+1 
        return matriz 
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################################## Leyendo categorias 
class Categorias: 
    """Leyenda de eventos""" 
    def __init__(self, categoria): 
        if categoria==1: 
            self.nombre = "Trenes sin parada" 
            #tiempo de llegada 
        elif categoria==2: 
            self.nombre = "Trenes con parada" 
            #tiempo de salida 
        elif categoria==3: 
            self.nombre = "Trenes que finalizan" 
            #tiempo de llegada 
        elif categoria==4: 
            self.nombre = "Trenes para reparar" 
            #tiempo de llegada 
        elif categoria==5: 
            self.nombre = "Trenes que empiezan" 
            #tiempo de salida 
################################## Leyendo tipos de anden 
class Tipo: 
    """Leyenda de tipos de anden""" 
    def __init__(self, posicion): 
        if posicion==0: 
             self.nombre = "Anden con direccion a" 
        elif posicion==1: 
             self.nombre = "Anden con direccion b" 
        elif posicion==2: 
            self.nombre = "Anden terminal con direccion a" 
        elif posicion==3: 
            self.nombre = "Anden terminal con direccion b" 
        elif posicion==4: 
            self.nombre = "Anden de mantenimiento" 
################################## Lista de Vias 
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class Vias: 
    """Modificamos el uso de cada via""" 
    def __init__(self, num_via): #Inicializamos nuestras caracteristicas 
        self.via = num_via 
        self.lista_tiempo = [] 
    def uso_via(self, tiempo_inicio, tiempo_fin, tren): #agregamos una lista con la franja de uso y el 
numero de tren que ocupara esa via en particular 
        self.lista_tiempo.append([tiempo_inicio, tiempo_fin, tren]) 
        self.lista_tiempo.sort() #ordenamos por tiempo de inicio 
        return self.lista_tiempo 
################################## Lista de Enlaces 
class Enlaces: 
    """Modificamos el uso de cada via""" 
    def __init__(self, num_via1, num_via2): #Inicializamos nuestras caracteristicas 
        self.enlace = [num_via1, num_via2] 
        self.lista_tiempo = [] 
    def uso_enlace(self, tiempo_inicio, tiempo_fin, tren): #agregamos una lista con la franja de uso y el 
numero de tren que ocupara esa enlace en particular 
        self.lista_tiempo.append([tiempo_inicio, tiempo_fin, tren]) 
        self.lista_tiempo.sort() #ordenamos por tiempo de inicio 
        return self.lista_tiempo 
################################## Lista de Andenes 
class Andenes: 
    """Modificamos el uso de cada anden""" 
    def __init__(self, num_anden, tipo_anden): #Inicializamos nuestras caracteristicas 
        self.anden = [num_anden, tipo_anden] 
        self.lista_tiempo = [] 
    def uso(self, tiempo_inicio, tiempo_fin, tren): #agregamos una lista con la franja de uso y el numero 
de tren que ocupara ese anden en particular 
        self.lista_tiempo.append([tiempo_inicio, tiempo_fin, tren]) 
        self.lista_tiempo.sort() #ordenamos por tiempo de inicio 
        return self.lista_tiempo 
################################## Lista de Trenes 
class Trenes: 
    """Caracteristicas de cada tren""" 
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    def __init__(self, lista): #lista = lista_eventos[3], siendo el tren numero 4 #indice=3 
        self.tren = [] 
        self.categoria = lista[0] 
        self.tipo_evento = Categorias(self.categoria).nombre 
        self.linea = lista[1] 
        self.direccion = lista[2] 
        self.tiempo = lista[3] 
        if self.categoria==1: 
            self.prov = self.tiempo + 0.02 
            self.llegada = self.tiempo 
            self.salida = self.reloj(self.prov) 
        elif self.categoria==2: 
            self.llegada = self.resto_reloj(self.tiempo, 0.02) 
            self.salida = self.tiempo 
        elif ((self.categoria == 3) or (self.categoria == 5)): 
            self.llegada = None #buscar tren de categoria 5 para asignarle el tiempo de salida 
            self.salida = None  #tiempo de llegada relacionado con categoria 3 
        elif self.categoria==4: 
            self.prov = self.tiempo + 0.04 
            self.llegada = self.tiempo 
            self.salida = self.reloj(self.prov)      
        self.lista_asignacion = [] 
        self.cochera = [] 
    def asigna(self, tiempo_inicio, tiempo_fin, elemento): 
        self.lista_asignacion.append([tiempo_inicio, tiempo_fin, elemento]) 
        self.lista_asignacion.sort() 
        return self.lista_asignacion 
    def envia_cochera(self, tiempo_inicio, tiempo_fin, anden_viene, anden_ira, tiempo_sale_cochera): 
        self.cochera.append([tiempo_inicio, tiempo_fin, anden_viene, anden_ira, tiempo_sale_cochera]) 
        self.cochera.sort() 
        return self.cochera 
    #lista_clase_trenes[indice].numera(indice) 
    def numera(self, indice): 
        if (indice == 'tren dia anterior' or indice == 'tren dia siguiente'): 
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            self.tren.append(indice) 
        else: 
            num_tren = indice + 1 
            self.tren.append(num_tren) 
        #self.tren.sort() 
        return self.tren 
    def empareja_llegada(self, tiempo): 
        self.llegada = tiempo 
        return self.llegada 
    def empareja_salida(self, tiempo): 
        self.salida = tiempo 
        return self.salida 
    def reloj(self, tiempo_decimal): 
        hora = int(tiempo_decimal) 
        if (hora == 0): 
            decimal = tiempo_decimal 
        else: 
            decimal = (tiempo_decimal % hora) 
        hora_minuto = decimal * (100.0 / 60.0 ) 
        hora2 = int(hora_minuto) 
        if ((hora_minuto < 1.0001) and (hora_minuto > 0.9999)): 
            hora2 = 1 
            minuto_nuevo = 0 
        elif (hora2 == 0): 
            minuto_nuevo = hora_minuto * (60.0 / 100.0) 
        else: 
            minuto_nuevo = (hora_minuto % hora2) * (60.0 / 100.0) 
        self.hora_nueva = hora + hora2 + minuto_nuevo 
        return self.hora_nueva 
    def resto_reloj(self, tiempo, resto): 
        hora = int(tiempo) 
        hora_a_minuto = hora * 60 
        if (hora == 0): 
            minuto = tiempo * 100 
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        else: 
            minuto = (tiempo % hora) * 100 
        tiempo_a_minuto = hora_a_minuto + minuto 
        nuevo = tiempo_a_minuto - ( resto * 100 ) 
        hora2 = nuevo / 60 
        hora2_a_hora = int(hora2) 
        if (hora2_a_hora == 0): 
            decimal_hora2 = hora2 
        else: 
            decimal_hora2 = (hora2 % hora2_a_hora) 
        nuevo_minuto = (decimal_hora2 * 60 ) / 100 
        self.nuevo_tiempo = hora2_a_hora + nuevo_minuto 
        return self.nuevo_tiempo 
############################################# FUNCIONES 
def crear_andenes(elementos): 
    """lista_clase_andenes[0] corresponde al anden 1 y len(lista_clase_andenes) nos da el numero de 
andenes""" 
    lista_clase_andenes = [] 
    i=1 #los numeros de andenes empiezan a contar en 1 
    while ((i in elementos[0]) or (i in elementos[1]) or (i in elementos[2]) or (i in elementos[3]) or (i in 
elementos[4])): 
        if i in elementos[0]: 
            tipo_anden = Tipo(0).nombre 
        if i in elementos[1]: 
            tipo_anden = Tipo(1).nombre 
        if i in elementos[2]: 
            tipo_anden = Tipo(2).nombre 
        if i in elementos[3]: 
            tipo_anden = Tipo(3).nombre 
        if i in elementos[4]: 
            tipo_anden = Tipo(4).nombre 
        lista_clase_andenes.append(Andenes(i, tipo_anden)) 
        i=i+1 
    return lista_clase_andenes 
def crear_vias(num_elementos): 
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    """lista_clase_vias[0] corresponde a la via 1""" 
    clase_vias = [] 
    i = 0 
    while (i < num_elementos): 
        clase_vias.append(Vias(i)) 
        i = i + 1 
    return clase_vias 
def crear_enlaces(conexiones): 
    """lista_clase_enlaces[i].enlace = [1, 2] corresponde al enlace entre la via 1 y la via 2""" 
    clase_enlaces = [] 
    i = 0 
    num_enlaces = len(conexiones) 
    while (i < num_enlaces): 
        j = 0 
        while (j < num_enlaces): 
            if (conexiones[i][j] == 0.0): 
                pass 
            else: 
                clase_enlaces.append(Enlaces(i, j)) 
            j = j + 1 
        i = i + 1 
    return clase_enlaces 
def crear_trenes(trenes): 
    """lista_clase_trenes[0] corresponde al tren 1 y len(lista_clase_trenes) nos da el numero de 
trenes""" 
    global tren_noche 
    global tren_dia 
    lista_clase_trenes = [] 
    trenes_ayer = [] #ya estan en la estacion desde ayer 
    trenes_tomorrow = [] #saldran al dia siguiente 
    i = 0 
    while i < len(trenes): #creamos por completo la lista clase trenes (dejando el tiempo de llegada y 
salida de 3 y 5 en None) 
        lista_clase_trenes.append(Trenes(trenes[i])) 
        lista_clase_trenes[i].numera(i) 
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        i = i + 1 
    i = 0 
    while i < len(trenes): #emparejamos 3 y 5 
        if (trenes[i][0]==3): #tren que finaliza 
            trenes_tomorrow, lista_clase_trenes = rellenando_3y5 (trenes, i, lista_clase_trenes, 
trenes_tomorrow) 
        elif ((trenes[i][0]==5) and (lista_clase_trenes[i].llegada == None)): #tren que empieza 
            #si no tenemos tiempo de llegada, ya estaba en la estacion 
            tren_dia = tren_dia - 1 
            lista_clase_trenes[i].numera('tren dia anterior') 
            # tiempos 
            tiempo_salida = trenes[i][3] 
            tiempo_llegada = 4.0 #tiempo simbolico, ya esta en la estacion desde ayer 
            #relleno los campos de tiempos 
            lista_clase_trenes[i].empareja_salida(tiempo_salida) 
            lista_clase_trenes[i].empareja_llegada(tiempo_llegada) 
            trenes_ayer.append(i) 
        i=i+1 
    return lista_clase_trenes, trenes_ayer, trenes_tomorrow 
#se usa en crear_trenes 
def rellenando_3y5 (trenes_laborable, indice3, lista_clase_trenes, trenes_tomorrow): 
    global tren_noche 
    def emparejandro_trenes(trenes_laborable, indice, lista_clase_trenes): #tren que llega, categoria 3 
        linea = trenes_laborable[indice][1] 
        tiempo_llegada = trenes_laborable[indice][3] 
        longitud = len(trenes_laborable)  
        indice_tren_salida = indice #lo estamos buscando, la relacion entre el tren que acaba de llegar y 
el proximo que debe partir de la misma linea 
        i = indice #los trenes siguientes a la hora de llegada del tren 
        while (i < longitud): 
            if ((trenes_laborable[i][1] == linea) and (trenes_laborable[i][0] == 5)): #no hace falta mirar t, ya 
ponemos el indice para no mirar tiempos anteriores ----- and (trenes_laborable[i][3] > tiempo_llegada)):  
            #buscamos que sean de la misma linea, que sean trenes que empiecen (categoria 5) y que su 
tiempo de salida sea superior a su tiempo de llegada 
                if (lista_clase_trenes[i].llegada == None): #miro que ese tren no tenga ya un tren tipo "3" ya 
asignado  
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                    indice_tren_salida = i #sera el primero que encuentre, pues esta ordenada segun el 
tiempo 
                    return indice_tren_salida 
            i = i + 1 
        if indice_tren_salida == indice: #no hemos encontrado ninguno 
            return None 
        return indice_tren_salida 
    indice5 = emparejandro_trenes(trenes_laborable, indice3, lista_clase_trenes) #busco el proximo 
tren que sale en esa linea 
    if indice5 != None: 
        #relacionamos los trenes (num_tren) 
        lista_clase_trenes[indice3].numera(indice5)  
        lista_clase_trenes[indice5].numera(indice3) 
        #buscamos los tiempos 
        tiempo_llegada = trenes_laborable[indice3][3] 
        tiempo_salida = trenes_laborable[indice5][3] 
        #relleno los campos del tren de categoria 3 
        lista_clase_trenes[indice3].empareja_llegada(tiempo_llegada) 
        lista_clase_trenes[indice3].empareja_salida(tiempo_salida) 
        #relleno los campos del tren de categoria 5 
        lista_clase_trenes[indice5].empareja_llegada(tiempo_llegada) 
        lista_clase_trenes[indice5].empareja_salida(tiempo_salida) 
    else: #no hay proximo tren 
        tiempo_llegada = trenes_laborable[indice3][3] 
        tiempo_salida = 3.0 #tiempo simbolico, saldra al dia siguiente 
        tren_noche = tren_noche + 1 
        lista_clase_trenes[indice3].numera('tren dia siguiente') 
        #relleno los campos del tren de categoria 3 
        lista_clase_trenes[indice3].empareja_llegada(tiempo_llegada) 
        lista_clase_trenes[indice3].empareja_salida(tiempo_salida) 
        trenes_tomorrow.append(indice3) 
    return trenes_tomorrow, lista_clase_trenes 
#################################################### OCUPACION ANDENES 
def consulta_esta_ocupado(lista_clase_andenes, anden, tiempo): 
    indice_anden = anden - 1 
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    tiempos = lista_clase_andenes[indice_anden].lista_tiempo 
    i = 0 
    ocupado = False 
    while ((i < len(tiempos)) and (not ocupado)): 
        if ((tiempos[i][0] <= tiempo) and (tiempos[i][1] >= tiempo)): 
            ocupado = True 
        i=i+1 
    return ocupado 
def consulta_esta_ocupado_intervalo(lista_clase_andenes, anden, tiempo_ini, tiempo_fin): 
    indice_anden = anden - 1 
    ocupado = False 
    tiempo_ini_prov = tiempo_ini + 0.01 
    tiempo_margen_ini = trafo_reloj(tiempo_ini_prov) 
    tiempo_margen_fin = resto_reloj(tiempo_fin, 0.01) 
    tiempo = tiempo_margen_ini 
    while ((tiempo < tiempo_margen_fin) and (not ocupado)): 
        ocupado = consulta_esta_ocupado(lista_clase_andenes, anden, tiempo) 
        tiempo_prov = tiempo + 0.01 
        tiempo = trafo_reloj(tiempo_prov) 
    intervalo = tiempo_fin - tiempo_ini 
    esta = consulta_esta(lista_clase_andenes, anden, tiempo_ini) 
    if ((intervalo <= 0.011) and (not esta)): 
        ocupado = True 
    return ocupado 
def consulta_esta_ocupado_preciso(lista_clase_andenes, anden, tiempo_ini, tiempo_fin): 
    indice_anden = anden - 1 
    ocupado = False 
    tiempo = tiempo_ini 
    while ((tiempo < tiempo_fin) and (not ocupado)): 
        ocupado = consulta_esta_ocupado(lista_clase_andenes, anden, tiempo) 
        tiempo_prov = tiempo + 0.01 
        tiempo = trafo_reloj(tiempo_prov) 
    intervalo = tiempo_fin - tiempo_ini 
    esta = consulta_esta(lista_clase_andenes, anden, tiempo_ini) 
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    if ((intervalo <= 0.00000000001) and (not esta)): 
        ocupado = True 
    return ocupado 
def consulta_esta(lista_clase_andenes, anden, tiempo): 
    indice_anden = anden - 1 
    tiempos = lista_clase_andenes[indice_anden].lista_tiempo 
    i = 0 
    esta = False 
    margen_bajo = resto_reloj(tiempo, 0.01) 
    tiempo_prov = tiempo + 0.01 
    margen_alto = trafo_reloj(tiempo_prov) 
    while ((i < len(tiempos)) and (not esta)): 
        if ((tiempos[i][2] == anden) and (tiempos[i][0] <= margen_alto) and (tiempos[i][1] >= 
margen_bajo)): 
            esta = True 
        i=i+1 
    return esta 
def ocupar_anden_tren(lista_clase_trenes, lista_clase_andenes, anden, tiempo_inicio, tiempo_fin, 
tren): 
    # if ((not consulta_esta_ocupado_intervalo(lista_clase_andenes, anden, tiempo_inicio, tiempo_fin)) \ 
    #     and ('Anden con direccion {0}'.format(lista_clase_trenes[tren-
1].direccion)==(lista_clase_andenes[anden-1].anden[1]) \ 
    #         or ('Anden terminal con direccion {0}'.format(lista_clase_trenes[tren-
1].direccion)==(lista_clase_andenes[anden-1].anden[1]))) \ 
    #     ): #Que el anden este libre y que direccion_anden = direccion_tren  
    lista_clase_andenes[anden-1].uso(tiempo_inicio, tiempo_fin, tren) 
    lista_clase_trenes[tren-1].asigna(tiempo_inicio, tiempo_fin, anden) 
    return lista_clase_trenes, lista_clase_andenes 
############################################### OCUPACION VIAS 
def consulta_via_esta_ocupada(lista_clase_vias, via, tiempo): 
    indice_via = via - 1 
    tiempos = lista_clase_vias[indice_via].lista_tiempo 
    i = 0 
    ocupado = False 
    while ((i < len(tiempos)) and (not ocupado)): 
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        if ((tiempos[i][0] <= tiempo) and (tiempos[i][1] >= tiempo)): 
            ocupado = True 
        i=i+1 
    return ocupado 
def consulta_via_esta_ocupada_intervalo(lista_clase_vias, via, tiempo_ini, tiempo_fin): 
    indice_via = via - 1 
    ocupado = False 
    tiempo_ini_prov = tiempo_ini + 0.01 
    tiempo_margen_ini = trafo_reloj(tiempo_ini_prov) 
    tiempo_margen_fin = resto_reloj(tiempo_fin, 0.01) 
    tiempo = tiempo_margen_ini 
    while ((tiempo < tiempo_margen_fin) and (not ocupado)): 
        ocupado = consulta_via_esta_ocupada(lista_clase_vias, via, tiempo) 
        tiempo_prov = tiempo + 0.01 
        tiempo = trafo_reloj(tiempo_prov) 
    intervalo = tiempo_fin - tiempo_ini 
    esta = consulta_via_esta(lista_clase_vias, via, tiempo_ini) 
    if ((intervalo <= 0.011) and (not esta)): 
        ocupado = True 
    return ocupado 
def consulta_via_esta_ocupada_preciso(lista_clase_vias, via, tiempo_ini, tiempo_fin): 
    indice_via = via - 1 
    ocupado = False 
    tiempo = tiempo_ini 
    while ((tiempo < tiempo_fin) and (not ocupado)): 
        ocupado = consulta_via_esta_ocupada(lista_clase_vias, via, tiempo) 
        tiempo_prov = tiempo + 0.01 
        tiempo = trafo_reloj(tiempo_prov) 
    intervalo = tiempo_fin - tiempo_ini 
    esta = consulta_via_esta(lista_clase_vias, via, tiempo_ini) 
    if ((intervalo <= 0.00000000001) and (not esta)): 
        ocupado = True 
    return ocupado 
def consulta_via_esta(lista_clase_vias, via, tiempo): 
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    indice_via = via - 1 
    tiempos = lista_clase_vias[indice_via].lista_tiempo 
    i = 0 
    esta = False 
    margen_bajo = resto_reloj(tiempo, 0.01) 
    tiempo_prov = tiempo + 0.01 
    margen_alto = trafo_reloj(tiempo_prov) 
    while ((i < len(tiempos)) and (not esta)): 
        if ((tiempos[i][2] == via) and (tiempos[i][0] <= margen_alto) and (tiempos[i][1] >= margen_bajo)): 
            esta = True 
        i=i+1 
    return esta 
def ocupar_via_tren(lista_clase_trenes, lista_clase_vias, via, tiempo_inicio, tiempo_fin, tren): 
    lista_clase_vias[via-1].uso_via(tiempo_inicio, tiempo_fin, tren) 
    #lista_clase_trenes[tren-1].asigna(tiempo_inicio, tiempo_fin, via) 
    return lista_clase_trenes, lista_clase_vias 
def ocupar_vias_cercanas(lista_clase_vias, lista_clase_enlaces, anden1, anden2, tiempo_ini, 
tiempo_fin, tren): 
    ocupada = consulta_via_esta_ocupada_intervalo(lista_clase_vias, anden1, tiempo_ini, tiempo_fin) 
    if ocupada: 
        ocupada2 = consulta_via_esta_ocupada_intervalo(lista_clase_vias, anden2, tiempo_ini, 
tiempo_fin) 
        ocupar_via_tren(lista_clase_trenes, lista_clase_vias, anden2, tiempo_ini, tiempo_fin, tren) 
    else: 
        ocupar_via_tren(lista_clase_trenes, lista_clase_vias, anden1, tiempo_ini, tiempo_fin, tren) 
    return lista_clase_vias, lista_clase_enlaces 
################################################ OCUPACION ENLACES 
def consulta_enlace_esta_ocupado(lista_clase_enlaces, via1, via2, tiempo): 
    num_enlaces = len(lista_clase_enlaces) 
    i = 0 
    while (i < num_enlaces): 
        if (lista_clase_enlaces[i].enlace == [via1, via2]): 
            indice_enlace = i 
        i = i + 1 
    tiempos = lista_clase_enlaces[indice_enlace].lista_tiempo 
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    i = 0 
    ocupado = False 
    while ((i < len(tiempos)) and (not ocupado)): 
        if ((tiempos[i][0] <= tiempo) and (tiempos[i][1] >= tiempo)): 
            ocupado = True 
        i = i + 1 
    return ocupado 
def consulta_enlace_esta_ocupado_intervalo(lista_clase_enlaces, via1, via2, tiempo_ini, tiempo_fin): 
    num_enlaces = len(lista_clase_enlaces) 
    i = 0 
    while (i < num_enlaces): 
        if (lista_clase_enlaces[i].enlace == [via1, via2]): 
            indice_enlace = i 
        i = i + 1 
    ocupado = False 
    tiempo_ini_prov = tiempo_ini + 0.01 
    tiempo_margen_ini = trafo_reloj(tiempo_ini_prov) 
    tiempo_margen_fin = resto_reloj(tiempo_fin, 0.01) 
    tiempo = tiempo_margen_ini 
    while ((tiempo < tiempo_margen_fin) and (not ocupado)): 
        ocupado = consulta_enlace_esta_ocupado(lista_clase_enlaces, via1, via2, tiempo) 
        tiempo_prov = tiempo + 0.01 
        tiempo = trafo_reloj(tiempo_prov) 
    intervalo = tiempo_fin - tiempo_ini 
    esta = consulta_enlace_esta(lista_clase_enlaces, via1, via2, tiempo_ini) 
    if ((intervalo <= 0.011) and (not esta)): 
        ocupado = True 
    return ocupado 
def consulta_enlace_esta_ocupado_preciso(lista_clase_enlaces, via1, via2, tiempo_ini, tiempo_fin): 
    num_enlaces = len(lista_clase_enlaces) 
    i = 0 
    while (i < num_enlaces): 
        if (lista_clase_enlaces[i].enlace == [via1, via2]): 
            indice_enlace = i 
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        i = i + 1 
    ocupado = False 
    tiempo = tiempo_ini 
    while ((tiempo < tiempo_fin) and (not ocupado)): 
        ocupado = consulta_enlace_esta_ocupado(lista_clase_enlaces, via1, via2, tiempo) 
        tiempo_prov = tiempo + 0.01 
        tiempo = trafo_reloj(tiempo_prov) 
    intervalo = tiempo_fin - tiempo_ini 
    esta = consulta_enlace_esta(lista_clase_enlaces, via1, via2, tiempo_ini) 
    if ((intervalo <= 0.00000000001) and (not esta)): 
        ocupado = True 
    return ocupado 
def consulta_enlace_esta(lista_clase_enlaces, via1, via2, tiempo): 
    num_enlaces = len(lista_clase_enlaces) 
    i = 0 
    while (i < num_enlaces): 
        if (lista_clase_enlaces[i].enlace == [via1, via2]): 
            indice_enlace = i 
        i = i + 1 
    tiempos = lista_clase_enlaces[indice_enlace].lista_tiempo 
    i = 0 
    esta = False 
    margen_bajo = resto_reloj(tiempo, 0.01) 
    tiempo_prov = tiempo + 0.01 
    margen_alto = trafo_reloj(tiempo_prov) 
    vias = [str(via1), str(via2)] 
    enlace = "-".join(vias) 
    while ((i < len(tiempos)) and (not esta)): 
        if ((tiempos[i][2] == enlace) and (tiempos[i][0] <= margen_alto) and (tiempos[i][1] >= 
margen_bajo)): 
            esta = True 
        i=i+1 
    return esta 
def ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, via1, via2, tiempo_inicio, tiempo_fin, 
tren): 
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    num_enlaces = len(lista_clase_enlaces) 
    i = 0 
    indice_enlace = i 
    while (i < num_enlaces): 
        if (lista_clase_enlaces[i].enlace == [via1, via2]): 
            indice_enlace = i 
        i = i + 1 
    lista_clase_enlaces[indice_enlace].uso_enlace(tiempo_inicio, tiempo_fin, tren) 
    vias = [str(via1), str(via2)] 
    enlace = "-".join(vias) 
    #lista_clase_trenes[tren-1].asigna(tiempo_inicio, tiempo_fin, enlace) 
    return lista_clase_trenes, lista_clase_enlaces 
####################################### CAMINO MINIMO DIJSKTRA 
def tiempo_entre_andenes(anden1, anden2, conexiones): 
    anden_1 = anden1-1 
    anden_2 = anden2-1 
    if ((conexiones[anden1][anden2]!=0.0) or (anden1==anden2)): 
        return conexiones[anden1][anden2] 
    else: 
        return minimo_tiempo(anden_1, anden_2, conexiones) 
def minimo_tiempo(anden1, anden2, conexiones): 
    num_andenes = len(conexiones) 
    camino = [] 
    i = 0 
    while i < num_andenes: 
        camino.append([9999.0, 9999]) 
        i=i+1 
    asterisco = anden1 
    lista_asteriscos = [anden1] 
    while (asterisco!=anden2): 
        j = 0 
        while ((j < num_andenes) and (anden2 not in lista_asteriscos)): 
            if ((conexiones[asterisco][j]!=0.0) and (asterisco!=j) \ 
                and (camino[j][0]>conexiones[asterisco][j]) and (j not in lista_asteriscos)): 
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                    if (camino[asterisco][0]!=9999.0):  
                        camino[j][0] = camino[asterisco][0] + conexiones[asterisco][j] #le digo cuanto tarda en 
llegar + lo que habia tardado ya en llegar a ese anden_asterisco 
                    else: 
                        camino[j][0] = conexiones[asterisco][j] #le digo cuanto tarda en llegar 
                    camino[j][1] = asterisco #le digo de donde procede 
            j=j+1 
        asterisco = nuevo_asterisco(lista_asteriscos, camino) #busco el proximo anden desde donde 
mirare 
        lista_asteriscos.append(asterisco) #lo agrego a mi lista de andenes con caminos minimos ya 
encontrados 
    tiempo = camino[anden2][0] 
    camino_minimo = camino_andenes(camino, anden1, anden2) 
    return (tiempo, camino_minimo) 
def nuevo_asterisco(lista_asteriscos, camino): 
    num_andenes = len(camino) 
    i=0 
    posible = 0 
    while (posible in lista_asteriscos): 
        posible = posible + 1 
    while i < num_andenes: 
        if ((camino[i][0] < camino[posible][0]) and (i not in lista_asteriscos)): 
            posible = i 
        i=i+1 
    return posible 
def camino_andenes(camino, anden1, anden2): 
    lista_reves = [anden2] 
    i = camino[anden2][1] 
    lista_reves.append(i) 
    while (i!=anden1): 
        i = camino[i][1] 
        lista_reves.append(i) 
    lista = [] 
    num_andenes_pasa = len(lista_reves) 
    i = num_andenes_pasa 
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    while i > 0: 
        lista.append(lista_reves[i-1]+1) 
        i=i-1 
    return lista 
def trenes_dia (lista_clase_trenes): #trenes que ya deben estar en la estacion al empezar el dia 
    lista = [] 
    i = 0 
    while (i < len(lista_clase_trenes)): 
        if (lista_clase_trenes[i].llegada == 4.0): 
            num_tren = lista_clase_trenes[i].tren[0] 
            lista.append(num_tren) 
        i = i + 1 
    return lista 
def trenes_noche (lista_clase_trenes): #trenes que pasaran la noche en la estacion 
    lista = [] 
    i = 0 
    while (i < len(lista_clase_trenes)): 
        if (lista_clase_trenes[i].salida == 3.0): 
            num_tren = lista_clase_trenes[i].tren[0] 
            lista.append(num_tren) 
        i = i + 1 
    return lista 
def noches(lista_clase_trenes, lista_trenes, elementos, lista_clase_andenes, preferencia, lineas, 
conexiones): 
    i = 0 
    num_trenes = len(lista_trenes) 
    while (i < num_ayer): 
        indice = lista_trenes[i] 
        tren = indice + 1 
        lista = [[tren]] 
        if (lista_clase_trenes[indice].direccion == 'a'): 
            matriz_preferencia_hungara, tiempo, andenes_libres = 
matriz_preferencia_hungara_direccionA (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista, 0) 
        else: 
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            matriz_preferencia_hungara, tiempo, andenes_libres = 
matriz_preferencia_hungara_direccionB (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista, 0) 
        # matriz = [[2,3,1,4]] 
        num_andenes = len(matriz_preferencia_hungara[0]) # andenes = 4 
        fila = 0 
        #Busco el valor minimo 
        j = 0 
        valor_min = 99 
        while ((j < num_andenes) and (valor_min != 0)): 
            if (matriz_preferencia_hungara[0][j] < valor_min): 
                valor_min = matriz_preferencia_hungara[0][j] 
                posicion = j 
            j = j + 1 
        anden = andenes_libres[posicion] 
        tini, tfin = tiempo_ini_fin_tren(lista_clase_trenes, i) 
        ocupar_anden(anden, tini, tfin, tren) 
        lista_clase_trenes[indice].asigna(tini, tfin, anden) 
        i = i + 1 
    return lista_clase_trenes, lista_clase_andenes 
def trenes5_emparejados (lista_clase_trenes): 
    i = 0 
    trenes_emparejados = [] 
    tren = [0, 0] 
    while (i < len(lista_clase_trenes)): 
        if (len(lista_clase_trenes[i].tren) == 2): 
            if (lista_clase_trenes[i].tren[1] == 'tren dia anterior' or lista_clase_trenes[i].tren[1] == 'tren dia 
siguiente'): 
                pass 
            else: 
                tren[0] = lista_clase_trenes[i].tren[0] 
                tren[1] = lista_clase_trenes[i].tren[1] 
                tren.sort() 
                trenes_emparejados.append(tren[1]) 
        i = i + 1 
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    return trenes_emparejados 
def trenes_solapados_direccionA(lista_clase_trenes): 
#lista[i] solapamientos del tren i+1 (incluimos el tren i+1) 
    i = 0 
    aux_i = 0 
    lista = [[]] 
    while (i < len(lista_clase_trenes)): 
        if ((lista_clase_trenes[i].direccion == "a") \ 
            and (not lista_clase_trenes[i].lista_asignacion) \ 
            and ((i) not in lista[aux_i])): 
            # direccion a 
            # no esta asignado 
            # no lo hemos puesto ya 
            tiempo_llegada, tiempo_salida = tiempo_ini_fin_tren(lista_clase_trenes, i) 
            num = i + 1 
            lista[aux_i].append(num) 
            j = 0 
            while (j < len(lista_clase_trenes)): 
                if ((lista_clase_trenes[j].direccion == "a") \ 
                    and (not lista_clase_trenes[j].lista_asignacion) \ 
                    and ((j) not in lista[aux_i]) \ 
                    and (j != i)): 
                    # misma direccion 
                    # no esta asignado 
                    # no lo hemos puesto ya 
                    # no miremos el mismo tren 
                    tiempo_llegada2, tiempo_salida2 = tiempo_ini_fin_tren(lista_clase_trenes, j) 
                    if ((tiempo_llegada2 >= tiempo_llegada) \ 
                        and (tiempo_salida2 <= tiempo_salida)): 
                        # llega despues 
                        # se va antes 
                        num = j + 1 
                        lista[aux_i].append(num) 
                j = j + 1 
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            aux_i = aux_i + 1 
            lista.append([]) 
        i = i + 1 
    i = 0 
    borrar = [] 
    while (i < len(lista)): 
        if (not lista[i]): 
            borrar.append(i) 
        lon_mini_lista_i = len(lista[i]) 
        j = 0 
        while (j < len(lista)): 
            lon_mini_lista_j = len(lista[j]) 
            coincidencia = 0 
            i_mini = 0 
            while ((i_mini < lon_mini_lista_i) and (i != j)): 
                j_mini = 0 
                while (j_mini < lon_mini_lista_j): 
                    if (lista[i][i_mini] == lista[j][j_mini]): 
                        coincidencia = coincidencia + 1 
                    j_mini = j_mini + 1 
                i_mini = i_mini + 1 
            if ((coincidencia != 0) and (coincidencia == lon_mini_lista_i) and (i not in borrar)): 
                borrar.append(i) 
                j = len(lista) 
            elif ((coincidencia != 0) and (coincidencia == lon_mini_lista_j) and (j not in borrar)): 
                borrar.append(j) 
            j = j + 1 
        i = i + 1 
    #borramos las listas que no nos son utiles 
    i = 0 
    while (i < len(borrar)): 
        pos = borrar[i] 
        pos = pos - i 
        del lista[pos] 
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        i = i + 1 
    return lista 
def trenes_solapados_direccionB(lista_clase_trenes): 
#lista[i] solapamientos del tren i+1 (incluimos el tren i+1) 
    i = 0 
    aux_i = 0 
    lista = [[]] 
    while (i < len(lista_clase_trenes)): 
        if ((lista_clase_trenes[i].direccion == "b") \ 
            and (not lista_clase_trenes[i].lista_asignacion) \ 
            and ((i) not in lista[aux_i])): 
            # direccion a 
            # no esta asignado 
            # no lo hemos puesto ya 
            tiempo_llegada, tiempo_salida = tiempo_ini_fin_tren(lista_clase_trenes, i) 
            num = i + 1 
            lista[aux_i].append(num) 
            j = 0 
            while (j < len(lista_clase_trenes)): 
                if ((lista_clase_trenes[j].direccion == "b") \ 
                    and (not lista_clase_trenes[j].lista_asignacion) \ 
                    and ((j) not in lista[aux_i]) \ 
                    and (j != i)): 
                    # misma direccion 
                    # no esta asignado 
                    # no lo hemos puesto ya 
                    # no miremos el mismo tren 
                    tiempo_llegada2, tiempo_salida2 = tiempo_ini_fin_tren(lista_clase_trenes, j) 
                    if ((tiempo_llegada2 >= tiempo_llegada) \ 
                        and (tiempo_salida2 <= tiempo_salida)): 
                        # llega despues 
                        # se va antes 
                        num = j + 1 
                        lista[aux_i].append(num) 
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                j = j + 1 
            aux_i = aux_i + 1 
            lista.append([]) 
        i = i + 1 
    i = 0 
    borrar = [] 
    while (i < len(lista)): 
        if (not lista[i]): 
            borrar.append(i) 
        lon_mini_lista_i = len(lista[i]) 
        j = 0 
        while (j < len(lista)): 
            lon_mini_lista_j = len(lista[j]) 
            coincidencia = 0 
            i_mini = 0 
            while ((i_mini < lon_mini_lista_i) and (i != j)): 
                j_mini = 0 
                while (j_mini < lon_mini_lista_j): 
                    if (lista[i][i_mini] == lista[j][j_mini]): 
                        coincidencia = coincidencia + 1 
                    j_mini = j_mini + 1 
                i_mini = i_mini + 1 
            if ((coincidencia != 0) and (coincidencia == lon_mini_lista_i) and (i not in borrar)): 
                borrar.append(i) 
                j = len(lista) 
            elif ((coincidencia != 0) and (coincidencia == lon_mini_lista_j) and (j not in borrar)): 
                borrar.append(j) 
            j = j + 1 
        i = i + 1 
    #borramos las listas que no nos son utiles 
    i = 0 
    while (i < len(borrar)): 
        pos = borrar[i] 
        pos = pos - i 
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        del lista[pos] 
        i = i + 1 
    return lista 
def matriz_none(filas, columnas): 
    matriz = [] 
    for i in range(filas): 
        matriz.append([]) 
        for j in range(columnas): 
            matriz[i].append(None) 
    return matriz 
def copiando_matriz(matriz1): 
    matriz2 = matriz_none(len(matriz1), len(matriz1[0])) 
    i = 0 
    while (i < len(matriz1)): 
        j = 0 
        while (j < len(matriz1[0])): 
            matriz2[i][j] = matriz1[i][j] 
            j = j + 1 
        i = i + 1 
    return matriz2 
def lista_none(longitud): 
    lista = [] 
    for i in range(longitud): 
        lista.append(None) 
    return lista 
def copiando_lista(lista1): 
    lista2 = lista_none(len(lista1)) 
    i = 0 
    while (i < len(lista1)): 
        lista2[i] = lista1[i] 
        i = i + 1 
    return lista2 
def tiempo_ini_fin_tren(lista_clase_trenes, i): 
    #tiempo de inicio y tiempo de fin del tren en la estacion 
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    if ((lista_clase_trenes[i].categoria == 1) \ 
        or (lista_clase_trenes[i].categoria == 2)): 
        tini = lista_clase_trenes[i].llegada 
        tfin = lista_clase_trenes[i].salida 
    elif (lista_clase_trenes[i].categoria == 5): 
        tfin = lista_clase_trenes[i].salida 
        tini = resto_reloj(tfin, 0.02) 
    elif (lista_clase_trenes[i].categoria == 3): 
        tini = lista_clase_trenes[i].llegada 
        tprov = tini + 0.02 
        tfin = trafo_reloj(tprov) 
    else: 
        tini = lista_clase_trenes[i].llegada 
        tfin = lista_clase_trenes[i].salida 
    return tini, tfin 
def resto_horas(tiempo, resto): 
    hora = int(tiempo) 
    hora_a_minuto = hora * 60 
    if (hora == 0): 
        minuto = tiempo * 100 
    else: 
        minuto = (tiempo % hora) * 100 
    tiempo_a_minuto = hora_a_minuto + minuto 
 
    hora2 = int(resto) 
    hora2_a_minuto = hora2 * 60 
    if (hora2 == 0): 
        minuto2 = resto * 100 
    else: 
        minuto2 = (resto % hora2) * 100 
    resto_a_minuto = hora2_a_minuto + minuto2 
    nuevo = tiempo_a_minuto - resto_a_minuto 
    hora2 = nuevo / 60 
    hora2_a_hora = int(hora2) 
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    if (hora2_a_hora == 0): 
        decimal_hora2 = hora2 
    else: 
        decimal_hora2 = (hora2 % hora2_a_hora) 
    nuevo_minuto = (decimal_hora2 * 60 ) / 100 
    nuevo_tiempo = hora2_a_hora + nuevo_minuto 
    return nuevo_tiempo 
def resto_reloj(tiempo, resto): 
    hora = int(tiempo) 
    hora_a_minuto = hora * 60 
    if (hora == 0): 
        minuto = tiempo * 100 
    else: 
        minuto = (tiempo % hora) * 100 
    tiempo_a_minuto = hora_a_minuto + minuto 
    nuevo = tiempo_a_minuto - ( resto * 100 ) 
    hora2 = nuevo / 60 
    hora2_a_hora = int(hora2) 
    if (hora2_a_hora == 0): 
        decimal_hora2 = hora2 
    else: 
        decimal_hora2 = (hora2 % hora2_a_hora) 
    nuevo_minuto = (decimal_hora2 * 60 ) / 100 
    nuevo_tiempo = hora2_a_hora + nuevo_minuto 
    return nuevo_tiempo 
# ya le he sumado y quiero trasformarlo en reloj de nuevo (solo para sumas) 
def trafo_reloj(tiempo): 
    hora = int(tiempo) 
    if (hora == 0): 
        decimal = tiempo 
    else: 
        decimal = (tiempo % hora) 
    hora_minuto = decimal * (100.0 / 60.0 ) 
    hora2 = int(hora_minuto) 
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    if ((hora_minuto < 1.0001) and (hora_minuto > 0.9999)): 
        hora2 = 1 
        minuto_nuevo = 0 
    elif (hora2 == 0): 
        minuto_nuevo = hora_minuto * (60.0 / 100.0) 
    else: 
        minuto_nuevo = (hora_minuto % hora2) * (60.0 / 100.0) 
    hora_nueva = hora + hora2 + minuto_nuevo 
    return hora_nueva 
def matriz_preferencia_hungara_direccionA (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista_trenes_solapados_A, num_hungaro): 
    tiempo = intervalo(lista_clase_trenes, lista_trenes_solapados_A, num_hungaro) 
    tiempo_ini = tiempo[0] 
    tiempo_fin = tiempo[1] 
    #Creamos una lista con los andenes libres en este tiempo 
    andenes_libres = lista_andenes_libresA(elementos, lista_clase_andenes, tiempo_ini, tiempo_fin) 
    #Creamos la matriz vacia 
    matriz_hungara = [] 
    # matriz[trenes][andenes]  
    i = 0 
    while (i < len(lista_trenes_solapados_A[num_hungaro])): 
        matriz_hungara.append([]) 
        j = 0 
        while (j < len(andenes_libres)): 
            matriz_hungara[i].append(None) 
            j = j + 1 
        i = i + 1 
    #Creamos la matriz con el valor de las preferencias de los trenes de la lista, num_hungaro (filas) 
respecto a los andenes libres (columnas) 
    i = 0 
    while (i < len(lista_trenes_solapados_A[num_hungaro])): #todos los trenes del hungaro 
        aux = lista_trenes_solapados_A[num_hungaro][i] - 1 
        linea = int(lista_clase_trenes[aux].linea) 
        posicion_en_preferencia = lineas.index(linea) 
        andenes_preferidos = (preferencia[posicion_en_preferencia]) #los preferidos de la linea de ese 
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tren i 
        if ((lista_clase_trenes[aux].categoria==1) or (lista_clase_trenes[aux].categoria==2)): #trenes sin 
parada, trenes con parada   
            #andenes preferidos 
            j = 0 
            aux_paso = 0 
            aux_columna = 0 
            andenes_libres_pasoA = [] 
            andenes_libres_terminalA = [] 
            anden_columna_paso = [] 
            anden_columna_terminal = [] 
            while (j < len(andenes_preferidos)):  
                #andenes preferidos de paso 
                if ((andenes_preferidos[j] in elementos[0]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_pasoA.append(andenes_preferidos[j]) 
                    anden_columna_paso.append(andenes_libres.index(andenes_libres_pasoA[aux_paso])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_paso = aux_paso + 1 
                #andenes preferidos terminales 
                elif ((andenes_preferidos[j] in elementos[2]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_terminalA.append(andenes_preferidos[j]) 
                    
anden_columna_terminal.append(andenes_libres.index(andenes_libres_terminalA[aux_columna])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_columna = aux_columna + 1 
                j = j + 1      
            cantidad = 0 
            while (cantidad < len(andenes_libres_pasoA)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 1 #le asigno puntuacion al mas 
cercano         
                else: 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 2 #le asigno puntuacion a los mas 
lejanos 
                cantidad = cantidad + 1 
            cantidad = 0 
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            while (cantidad < len(andenes_libres_terminalA)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 3 #le asigno puntuacion al mas 
cercano         
                else: 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 4 #le asigno puntuacion a los 
mas lejanos 
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionA = [] 
            anden_columna = [] 
            #andenes NO preferidos de paso 
            while (j < len(elementos[0])): 
                if (elementos[0][j] not in (andenes_preferidos) and (elementos[0][j] in andenes_libres)): 
                    andenes_libres_direccionA.append(elementos[0][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionA[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionA)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna[cantidad]] = 5 #le asigno puntuacion al mas cercano         
                else: 
                    matriz_hungara[i][anden_columna[cantidad]] = 6 #le asigno puntuacion a los mas lejanos   
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionA = [] 
            anden_columna = [] 
            #andenes NO preferidos terminales 
            while (j < len(elementos[2])): 
                if (elementos[2][j] not in (andenes_preferidos) and (elementos[2][j] in andenes_libres)): 
                    andenes_libres_direccionA.append(elementos[2][j]) 
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                    anden_columna.append(andenes_libres.index(andenes_libres_direccionA[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionA)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna[cantidad]] = 7 #le asigno puntuacion al mas cercano         
                else: 
                    matriz_hungara[i][anden_columna[cantidad]] = 8 #le asigno puntuacion a los mas lejanos   
                cantidad = cantidad + 1 
        elif ((lista_clase_trenes[aux].categoria==3) or (lista_clase_trenes[aux].categoria==5)): #trenes 
que finalizan, trenes que empiezan 
            #andenes preferidos 
            j = 0 
            aux_paso = 0 
            aux_columna = 0 
            andenes_libres_pasoA = [] 
            andenes_libres_terminalA = [] 
            anden_columna_paso = [] 
            anden_columna_terminal = [] 
            while (j < len(andenes_preferidos)): 
                linea = int(lista_clase_trenes[aux].linea) 
                posicion_en_preferencia = lineas.index(linea) 
                andenes_preferidos = (preferencia[posicion_en_preferencia]) #los preferidos de la linea de 
ese tren i  
                #andenes preferidos de paso 
                if ((andenes_preferidos[j] in elementos[0]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_pasoA.append(andenes_preferidos[j]) 
                    anden_columna_paso.append(andenes_libres.index(andenes_libres_pasoA[aux_paso])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_paso = aux_paso + 1 
                #andenes preferidos terminales 
                elif ((andenes_preferidos[j] in elementos[2]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_terminalA.append(andenes_preferidos[j]) 
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anden_columna_terminal.append(andenes_libres.index(andenes_libres_terminalA[aux_columna])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_columna = aux_columna + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_pasoA)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 3 #le asigno puntuacion al mas 
cercano         
                else: 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 4 #le asigno puntuacion a los mas 
lejanos 
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_terminalA)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 1 #le asigno puntuacion al mas 
cercano         
                else: 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 2 #le asigno puntuacion a los 
mas lejanos 
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionA = [] 
            anden_columna = [] 
            #andenes NO preferidos de paso 
            while (j < len(elementos[0])): 
                if (elementos[0][j] not in (andenes_preferidos) and (elementos[0][j] in andenes_libres)): 
                    andenes_libres_direccionA.append(elementos[0][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionA[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
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            while (cantidad < len(andenes_libres_direccionA)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna[cantidad]] = 7 #le asigno puntuacion al mas cercano         
                else: 
                    matriz_hungara[i][anden_columna[cantidad]] = 8 #le asigno puntuacion a los mas lejanos   
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionA = [] 
            anden_columna = [] 
            #andenes NO preferidos terminales 
            while (j < len(elementos[2])): 
                if (elementos[2][j] not in (andenes_preferidos) and (elementos[2][j] in andenes_libres)): 
                    andenes_libres_direccionA.append(elementos[2][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionA[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionA)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna[cantidad]] = 5 #le asigno puntuacion al mas cercano         
                else: 
                    matriz_hungara[i][anden_columna[cantidad]] = 6 #le asigno puntuacion a los mas lejanos   
                cantidad = cantidad + 1 
        elif (lista_clase_trenes[aux].categoria==4): #trenes para reparar  
            #andenes preferidos 
            j = 0 
            aux_paso = 0 
            aux_columna = 0 
            andenes_libres_direccionA = [] 
            andenes_libres_pasoA = [] 
            andenes_libres_terminalA = [] 
            anden_columna_paso = [] 
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            anden_columna_terminal = [] 
            anden_mantenimiento = elementos[4] 
            while (j < len(andenes_preferidos)):  
                linea = int(lista_clase_trenes[aux].linea) 
                posicion_en_preferencia = lineas.index(linea) 
                andenes_preferidos = (preferencia[posicion_en_preferencia]) #los preferidos de la linea de 
ese tren i 
                #andenes preferidos de paso 
                if ((andenes_preferidos[j] in elementos[0]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_pasoA.append(andenes_preferidos[j]) 
                    anden_columna_paso.append(andenes_libres.index(andenes_libres_pasoA[aux_paso])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_paso = aux_paso + 1 
                #andenes preferidos terminales 
                elif ((andenes_preferidos[j] in elementos[2]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_terminalA.append(andenes_preferidos[j]) 
                    
anden_columna_terminal.append(andenes_libres.index(andenes_libres_terminalA[aux_columna])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_columna = aux_columna + 1 
                j = j + 1 
            cantidad = 0 
            tiempo_min = 9999.0 
            anden_cercano = 99 
            while (cantidad < len(andenes_libres_pasoA)): 
                if (tiempo_entre_andenes(andenes_libres_pasoA[cantidad]+1, anden_mantenimiento, 
conexiones) < tiempo_min): 
                    anden_cercano = andenes_libres.index(andenes_libres_pasoA[cantidad]) 
                    matriz_hungara[i][anden_cercano] = 3 #le asigno puntuacion al mas cercano a 
mantenimiento        
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_pasoA)): 
                if (anden_cercano not in anden_columna_paso[cantidad]): 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 4 #le asigno puntuacion a los mas 
lejanos 
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                cantidad = cantidad + 1 
            cantidad = 0 
            tiempo_min = 9999.0 
            anden_cercano = 99 
            while (cantidad < len(andenes_libres_terminalA)): 
                if (tiempo_entre_andenes(andenes_libres_terminalA[cantidad]+1, anden_mantenimiento, 
conexiones) < tiempo_min): 
                    anden_cercano = andenes_libres.index(andenes_libres_terminalA[cantidad]) 
                    matriz_hungara[i][anden_cercano] = 1 #le asigno puntuacion al mas cercano a 
mantenimiento        
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_terminalA)): 
                if (anden_cercano not in anden_columna_terminal[cantidad]): 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 2 #le asigno puntuacion a los 
mas lejanos 
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionA = [] 
            anden_columna = [] 
            #andenes NO preferidos de paso 
            while (j < len(elementos[0])): 
                if (elementos[0][j] not in (andenes_preferidos) and (elementos[0][j] in andenes_libres)): 
                    andenes_libres_direccionA.append(elementos[0][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionA[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            tiempo_min = 9999.0 
            anden_cercano = 99 
            while (cantidad < len(andenes_libres_direccionA)): 
                if (tiempo_entre_andenes(andenes_libres_direccionA[cantidad]+1, anden_mantenimiento, 
conexiones) < tiempo_min): 
                    anden_cercano = andenes_libres.index(andenes_libres_direccionA[cantidad]) 
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                    matriz_hungara[i][anden_cercano] = 7 #le asigno puntuacion al mas cercano a 
mantenimiento        
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionA)): 
                if (anden_cercano not in anden_columna[cantidad]): 
                    matriz_hungara[i][anden_columna[cantidad]] = 8 #le asigno puntuacion a los mas lejanos 
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionA = [] 
            #andenes NO preferidos terminales 
            anden_columna = [] 
            while (j < len(elementos[2])): 
                if (elementos[2][j] not in (andenes_preferidos) and (elementos[2][j] in andenes_libres)): 
                    andenes_libres_direccionA.append(elementos[2][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionA[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            tiempo_min = 9999.0 
            anden_cercano = 99 
            while (cantidad < len(andenes_libres_direccionA)): 
                if (tiempo_entre_andenes(andenes_libres_direccionA[cantidad]+1, anden_mantenimiento, 
conexiones) < tiempo_min): 
                    anden_cercano = andenes_libres.index(andenes_libres_direccionA[cantidad]) 
                    matriz_hungara[i][anden_cercano] = 5 #le asigno puntuacion al mas cercano a 
mantenimiento        
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionA)): 
                if (anden_cercano not in anden_columna[cantidad]): 
                    matriz_hungara[i][anden_columna[cantidad]] = 6 #le asigno puntuacion a los mas lejanos 
                cantidad = cantidad + 1 
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        i = i + 1 
    return matriz_hungara, tiempo, andenes_libres 
def matriz_preferencia_hungara_direccionB (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista_trenes_solapados_B, num_hungaro): 
    tiempo = intervalo(lista_clase_trenes, lista_trenes_solapados_B, num_hungaro) 
    tiempo_ini = tiempo[0] 
    tiempo_fin = tiempo[1] 
    #Creamos una lista con los andenes libres en este tiempo 
    andenes_libres = lista_andenes_libresB(elementos, lista_clase_andenes, tiempo_ini, tiempo_fin) 
    #Creamos la matriz vacia 
    matriz_hungara = [] 
    i = 0 
    while (i < len(lista_trenes_solapados_B[num_hungaro])): 
        matriz_hungara.append([]) 
        j = 0 
        while (j < len(andenes_libres)): 
            matriz_hungara[i].append(None) 
            j = j + 1 
        i = i + 1 
    #Creamos la matriz con el valor de las preferencias de los trenes de la lista, num_hungaro (filas) 
respecto a los andenes libres (columnas) 
    i = 0 
    while (i < len(lista_trenes_solapados_B[num_hungaro])): #todos los trenes del hungaro 
        aux = lista_trenes_solapados_B[num_hungaro][i] - 1 
        linea = int(lista_clase_trenes[aux].linea) 
        posicion_en_preferencia = lineas.index(linea) 
        andenes_preferidos = (preferencia[posicion_en_preferencia]) #los preferidos de la linea de ese 
tren i 
        if ((lista_clase_trenes[aux].categoria==1) or (lista_clase_trenes[aux].categoria==2)): #trenes sin 
parada, trenes con parada  
            #andenes preferidos 
            j = 0 
            aux_paso = 0 
            aux_columna = 0 
            andenes_libres_pasoB = [] 
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            andenes_libres_terminalB = [] 
            anden_columna_paso = [] 
            anden_columna_terminal = [] 
            while (j < len(andenes_preferidos)):  
                #andenes preferidos de paso 
                if ((andenes_preferidos[j] in elementos[1]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_pasoB.append(andenes_preferidos[j]) 
                    anden_columna_paso.append(andenes_libres.index(andenes_libres_pasoB[aux_paso])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_paso = aux_paso + 1 
                #andenes preferidos terminales 
                elif ((andenes_preferidos[j] in elementos[3]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_terminalB.append(andenes_preferidos[j]) 
                    
anden_columna_terminal.append(andenes_libres.index(andenes_libres_terminalB[aux_columna])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_columna = aux_columna + 1 
                j = j + 1      
            cantidad = 0 
            while (cantidad < len(andenes_libres_pasoB)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 1 #le asigno puntuacion al mas 
cercano         
                else: 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 2 #le asigno puntuacion a los mas 
lejanos 
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_terminalB)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 3 #le asigno puntuacion al mas 
cercano         
                else: 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 4 #le asigno puntuacion a los 
mas lejanos 
                cantidad = cantidad + 1 
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            j = 0 
            aux = 0 
            andenes_libres_direccionB = [] 
            anden_columna = [] 
            #andenes NO preferidos de paso 
            while (j < len(elementos[1])): 
                if (elementos[1][j] not in (andenes_preferidos) and (elementos[1][j] in andenes_libres)): 
                    andenes_libres_direccionB.append(elementos[1][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionB[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionB)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna[cantidad]] = 5 #le asigno puntuacion al mas cercano         
                else: 
                    matriz_hungara[i][anden_columna[cantidad]] = 6 #le asigno puntuacion a los mas lejanos   
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionB = [] 
            anden_columna = [] 
            #andenes NO preferidos terminales 
            while (j < len(elementos[3])): 
                if (elementos[3][j] not in (andenes_preferidos) and (elementos[3][j] in andenes_libres)): 
                    andenes_libres_direccionB.append(elementos[3][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionB[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionB)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna[cantidad]] = 7 #le asigno puntuacion al mas cercano         
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                else: 
                    matriz_hungara[i][anden_columna[cantidad]] = 8 #le asigno puntuacion a los mas lejanos   
                cantidad = cantidad + 1 
        elif ((lista_clase_trenes[aux].categoria==3) or (lista_clase_trenes[aux].categoria==5)): #trenes 
que finalizan, trenes que empiezan 
            #andenes preferidos 
            j = 0 
            aux_paso = 0 
            aux_columna = 0 
            andenes_libres_pasoB = [] 
            andenes_libres_terminalB = [] 
            anden_columna_paso = [] 
            anden_columna_terminal = [] 
            while (j < len(andenes_preferidos)): 
                linea = int(lista_clase_trenes[aux].linea) 
                posicion_en_preferencia = lineas.index(linea) 
                andenes_preferidos = (preferencia[posicion_en_preferencia]) #los preferidos de la linea de 
ese tren i 
                #andenes preferidos de paso 
                if ((andenes_preferidos[j] in elementos[1]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_pasoB.append(andenes_preferidos[j]) 
                    anden_columna_paso.append(andenes_libres.index(andenes_libres_pasoB[aux_paso])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_paso = aux_paso + 1 
                #andenes preferidos terminales 
                elif ((andenes_preferidos[j] in elementos[3]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_terminalB.append(andenes_preferidos[j]) 
                    
anden_columna_terminal.append(andenes_libres.index(andenes_libres_terminalB[aux_columna])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_columna = aux_columna + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_pasoB)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 3 #le asigno puntuacion al mas 
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cercano 
                else: 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 4 #le asigno puntuacion a los mas 
lejanos 
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_terminalB)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 1 #le asigno puntuacion al mas 
cercano         
                else: 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 2 #le asigno puntuacion a los 
mas lejanos 
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionB = [] 
            anden_columna = [] 
            #andenes NO preferidos de paso 
            while (j < len(elementos[1])): 
                if (elementos[1][j] not in (andenes_preferidos) and (elementos[1][j] in andenes_libres)): 
                    andenes_libres_direccionB.append(elementos[1][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionB[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionB)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna[cantidad]] = 7 #le asigno puntuacion al mas cercano         
                else: 
                    matriz_hungara[i][anden_columna[cantidad]] = 8 #le asigno puntuacion a los mas lejanos   
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
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            andenes_libres_direccionB = [] 
            anden_columna = [] 
            #andenes NO preferidos terminales 
            while (j < len(elementos[3])): 
                if (elementos[3][j] not in (andenes_preferidos) and (elementos[3][j] in andenes_libres)): 
                    andenes_libres_direccionB.append(elementos[3][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionB[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionB)): 
                if (cantidad < 1): 
                    matriz_hungara[i][anden_columna[cantidad]] = 5 #le asigno puntuacion al mas cercano         
                else: 
                    matriz_hungara[i][anden_columna[cantidad]] = 6 #le asigno puntuacion a los mas lejanos   
                cantidad = cantidad + 1 
        elif (lista_clase_trenes[aux].categoria==4): #trenes para reparar  
            #andenes preferidos 
            j = 0 
            aux_paso = 0 
            aux_columna = 0 
            andenes_libres_direccionB = [] 
            andenes_libres_pasoB = [] 
            andenes_libres_terminalB = [] 
            anden_columna_paso = [] 
            anden_columna_terminal = [] 
            anden_mantenimiento = elementos[4] 
            while (j < len(andenes_preferidos)):  
                linea = int(lista_clase_trenes[aux].linea) 
                posicion_en_preferencia = lineas.index(linea) 
                andenes_preferidos = (preferencia[posicion_en_preferencia]) #los preferidos de la linea de 
ese tren i 
                #andenes preferidos de paso 
                if ((andenes_preferidos[j] in elementos[1]) and (andenes_preferidos[j] in andenes_libres)): 
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                    andenes_libres_pasoB.append(andenes_preferidos[j]) 
                    anden_columna_paso.append(andenes_libres.index(andenes_libres_pasoB[aux_paso])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_paso = aux_paso + 1 
                #andenes preferidos terminales 
                elif ((andenes_preferidos[j] in elementos[3]) and (andenes_preferidos[j] in andenes_libres)): 
                    andenes_libres_terminalB.append(andenes_preferidos[j]) 
                    
anden_columna_terminal.append(andenes_libres.index(andenes_libres_terminalB[aux_columna])) 
#nuestro anden se encuentra en esta columna en la matriz_hungara 
                    aux_columna = aux_columna + 1 
                j = j + 1 
            cantidad = 0 
            tiempo_min = 9999.0 
            anden_cercano = 99 
            while (cantidad < len(andenes_libres_pasoB)): 
                if (tiempo_entre_andenes(andenes_libres_pasoB[cantidad]+1, anden_mantenimiento, 
conexiones) < tiempo_min): 
                    anden_cercano = andenes_libres.index(andenes_libres_pasoB[cantidad]) 
                    matriz_hungara[i][anden_cercano] = 3 #le asigno puntuacion al mas cercano a 
mantenimiento        
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_pasoB)): 
                if (anden_cercano not in anden_columna_paso[cantidad]): 
                    matriz_hungara[i][anden_columna_paso[cantidad]] = 4 #le asigno puntuacion a los mas 
lejanos 
                cantidad = cantidad + 1 
            cantidad = 0 
            tiempo_min = 9999.0 
            anden_cercano = 99 
            while (cantidad < len(andenes_libres_terminalB)): 
                if (tiempo_entre_andenes(andenes_libres_terminalB[cantidad]+1, anden_mantenimiento, 
conexiones) < tiempo_min): 
                    anden_cercano = andenes_libres.index(andenes_libres_terminalB[cantidad]) 
                    matriz_hungara[i][anden_cercano] = 1 #le asigno puntuacion al mas cercano a 
mantenimiento        
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                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_terminalB)): 
                if (anden_cercano not in anden_columna_terminal[cantidad]): 
                    matriz_hungara[i][anden_columna_terminal[cantidad]] = 2 #le asigno puntuacion a los 
mas lejanos 
                cantidad = cantidad + 1 
            j = 0 
            aux = 0 
            andenes_libres_direccionB = [] 
            anden_columna = [] 
            #andenes NO preferidos de paso 
            while (j < len(elementos[1])): 
                if (elementos[1][j] not in (andenes_preferidos) and (elementos[1][j] in andenes_libres)): 
                    andenes_libres_direccionB.append(elementos[1][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionB[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            tiempo_min = 9999.0 
            anden_cercano = 99 
            while (cantidad < len(andenes_libres_direccionB)): 
                if (tiempo_entre_andenes(andenes_libres_direccionB[cantidad]+1, anden_mantenimiento, 
conexiones) < tiempo_min): 
                    anden_cercano = andenes_libres.index(andenes_libres_direccionB[cantidad]) 
                    matriz_hungara[i][anden_cercano] = 7 #le asigno puntuacion al mas cercano a 
mantenimiento        
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionB)): 
                if (anden_cercano not in anden_columna[cantidad]): 
                    matriz_hungara[i][anden_columna[cantidad]] = 8 #le asigno puntuacion a los mas lejanos 
                cantidad = cantidad + 1 
            j = 0 
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            aux = 0 
            andenes_libres_direccionB = [] 
            #andenes NO preferidos terminales 
            anden_columna = [] 
            while (j < len(elementos[3])): 
                if (elementos[3][j] not in (andenes_preferidos) and (elementos[3][j] in andenes_libres)): 
                    andenes_libres_direccionB.append(elementos[3][j]) 
                    anden_columna.append(andenes_libres.index(andenes_libres_direccionB[aux])) #nuestro 
anden se encuentra en esta columna en la matriz_hungara 
                    aux = aux + 1 
                j = j + 1 
            cantidad = 0 
            tiempo_min = 9999.0 
            anden_cercano = 99 
            while (cantidad < len(andenes_libres_direccionB)): 
                if (tiempo_entre_andenes(andenes_libres_direccionB[cantidad]+1, anden_mantenimiento, 
conexiones) < tiempo_min): 
                    anden_cercano = andenes_libres.index(andenes_libres_direccionB[cantidad]) 
                    matriz_hungara[i][anden_cercano] = 5 #le asigno puntuacion al mas cercano a 
mantenimiento        
                cantidad = cantidad + 1 
            cantidad = 0 
            while (cantidad < len(andenes_libres_direccionB)): 
                if (anden_cercano not in anden_columna[cantidad]): 
                    matriz_hungara[i][anden_columna[cantidad]] = 6 #le asigno puntuacion a los mas lejanos 
                cantidad = cantidad + 1 
        i = i + 1 
    return matriz_hungara, tiempo, andenes_libres 
def lista_andenes_libresA(elementos, lista_clase_andenes, tiempo_ini, tiempo_fin): 
#Creamos una lista con los andenes libres en este tiempo 
    i = 0 
    reloj = tiempo_ini 
    andenes_libres = [] 
    while (i < (elementos[-3][-0])): 
        anden = i + 1 
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        if ((lista_clase_andenes[i].anden[1]=='Anden con direccion a') or 
(lista_clase_andenes[i].anden[1]=='Anden terminal con direccion a')): 
            #miramos que durante todo el tiempo este libre 
            contador = True 
            while ((reloj < tiempo_fin) and (contador)): 
                if not (consulta_esta_ocupado(lista_clase_andenes, anden, reloj)): 
                    reloj = reloj + 0.01 
                    reloj = trafo_reloj(reloj) 
                else: 
                    contador = False 
            if contador: 
                andenes_libres.append(anden) 
        i = i + 1 
    return andenes_libres 
def lista_andenes_libresB(elementos, lista_clase_andenes, tiempo_ini, tiempo_fin): 
#Creamos una lista con los andenes libres en este tiempo 
    i = 0 
    reloj = tiempo_ini 
    andenes_libres = [] 
    while (i < (elementos[-3][-0])): 
        anden = i + 1 
        if ((lista_clase_andenes[i].anden[1]=='Anden con direccion b') or 
(lista_clase_andenes[i].anden[1]=='Anden terminal con direccion b')): 
            #miramos que durante todo el tiempo este libre 
            contador = True 
            while ((reloj < tiempo_fin) and (contador)): 
                if not (consulta_esta_ocupado(lista_clase_andenes, anden, reloj)): 
                    reloj = reloj + 0.01 
                    reloj = trafo_reloj(reloj) 
                else: 
                    contador = False 
            if contador: 
                andenes_libres.append(anden) 
        i = i + 1 
    return andenes_libres 
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def intervalo(lista_clase_trenes, trenes_solapados, num_hungaro): 
    i = 0 
    while (i < len(trenes_solapados[num_hungaro])): 
        tiempo_ini = 23.59 
        tiempo_fin = 0.0 
        aux = trenes_solapados[num_hungaro][i] - 1 
        if (tiempo_ini > (lista_clase_trenes[aux].llegada)): 
            tiempo_ini = (lista_clase_trenes[aux].llegada) 
        if (tiempo_fin < (lista_clase_trenes[aux].salida)): 
            tiempo_fin = (lista_clase_trenes[aux].salida) 
        i = i + 1 
    return [tiempo_ini, tiempo_fin] 
def intervalo_dic(lista_clase_trenes, trenes): 
    i = 0 
    while (i < len(trenes)): 
        tiempo_ini = 23.59 
        tiempo_fin = 0.0 
        aux = trenes[i] - 1 
        if (tiempo_ini > (lista_clase_trenes[aux].llegada)): 
            tiempo_ini = (lista_clase_trenes[aux].llegada) 
        if (tiempo_fin < (lista_clase_trenes[aux].salida)): 
            tiempo_fin = (lista_clase_trenes[aux].salida) 
        i = i + 1 
    return [tiempo_ini, tiempo_fin] 
def resto_min (matriz_preferencia_hungara): 
    num_trenes = len(matriz_preferencia_hungara[0])  
    num_andenes = len(matriz_preferencia_hungara) 
    #Busco el valor minimo de las filas 
    j = 0 
    num_zeros = [] 
    while (j < num_trenes): 
        num_zeros.append(None) 
        i = 0 
        valor_min = 99 
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        while ((i < num_andenes) and (valor_min != 0)): 
            if (matriz_preferencia_hungara[i][j] < valor_min): 
                valor_min = matriz_preferencia_hungara[i][j] 
            i = i + 1 
        if (valor_min != 0): 
            aux = 0 
            while (aux < num_andenes): 
                matriz_preferencia_hungara[aux][j] = matriz_preferencia_hungara[aux][j] - valor_min 
                if ((matriz_preferencia_hungara[aux][j]==0) and (None in num_zeros)): 
                    num_zeros[j] = 1 
                aux = aux + 1 
        else:  
            num_zeros[j] = 1 
        j = j + 1 
    #num_zeros en columnas 
    i = 0 
    i_zero = [] 
    while (i < num_andenes): 
        i_zero.append(0) 
        j = 0 
        while (j < num_trenes): 
            if (matriz_preferencia_hungara[i][j] == 0): 
                i_zero[i] = i_zero[i] + 1 
            j = j + 1 
        i = i + 1 
    if (0 in i_zero): #Si no tenemos algun zero en alguna columna 
        #Busco el valor minimo de las columnas 
        i = 0 
        while (i < num_andenes): 
            j = 0 
            valor_min = 99 
            while ((j < num_trenes) and (valor_min != 0)): 
                if (matriz_preferencia_hungara[i][j] < valor_min): 
                    valor_min = matriz_preferencia_hungara[i][j] 
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                j = j + 1 
            if (valor_min != 0): 
                aux = 0 
                while (aux < num_trenes): 
                    matriz_preferencia_hungara[i][aux] = matriz_preferencia_hungara[i][aux] - valor_min 
                    aux = aux + 1 
            i = i + 1 
    return matriz_preferencia_hungara 
def resto_min_fila (matriz_preferencia_hungara): 
    num_trenes = len(matriz_preferencia_hungara[0])  
    num_andenes = len(matriz_preferencia_hungara) 
    #Busco el valor minimo de las filas 
    j = 0 
    num_zeros = [] 
    while (j < num_trenes): 
        num_zeros.append(None) 
        i = 0 
        valor_min = 99 
        while ((i < num_andenes) and (valor_min != 0)): 
            if (matriz_preferencia_hungara[i][j] < valor_min): 
                valor_min = matriz_preferencia_hungara[i][j] 
            i = i + 1 
        if (valor_min != 0): 
            aux = 0 
            while (aux < num_andenes): 
                matriz_preferencia_hungara[aux][j] = matriz_preferencia_hungara[aux][j] - valor_min 
                if ((matriz_preferencia_hungara[aux][j]==0) and (None in num_zeros)): 
                    num_zeros[j] = 1 
                aux = aux + 1 
        else:  
            num_zeros[j] = 1 
        j = j + 1 
    return matriz_preferencia_hungara 
def borro_anden_tren_asignado(matriz_hungara, columna_anden, fila_tren): 
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    num_trenes = len(matriz_hungara[0]) 
    num_andenes = len(matriz_hungara) 
    new_matriz = [] 
    i_hun = 0 #andenes 
    i = 0 
    while (i_hun < num_andenes):  
        if (i_hun != fila_tren): 
            new_matriz.append([]) 
            j_hun = 0 #trenes 
            j = 0 
            while (j_hun < num_trenes): 
                if (j_hun != columna_anden): 
                    new_matriz[i].append(matriz_hungara[i_hun][j_hun]) 
                    j = j + 1 
                j_hun = j_hun + 1 
            i = i + 1 
        i_hun = i_hun + 1 
    return new_matriz 
def acoplamiento(matriz_hungara, andenes_libres, trenes_solapados): 
    #tendremos la modificacion en acoplamiento 
    global asignacion  
    global andenes  
    global trenes 
    copia_matriz1 = copiando_matriz(matriz_hungara) #Backup1 
    copia_matriz2 = copiando_matriz(matriz_hungara) #Backup2 
    copia_matriz3 = copiando_matriz(matriz_hungara) #Backup3 
    andenes = copiando_lista(andenes_libres) #Backup 
    trenes = copiando_lista(trenes_solapados) #Backup1 
    copia_trenes = copiando_lista(trenes_solapados) #Backup2 
    asignacion = {} #diccionario {"tren" : "anden"} 
    def igualdad(matriz): #miramos si las filas son iguales 
        iguales = False 
        num_andenes = len(matriz) 
        num_trenes = len(matriz[0]) 
Pág. 148  Memoria 
 
        fila = [] 
        i = 0 
        while (i < num_trenes): 
            fila.append(matriz[0][i]) 
            i = i + 1 
        j = 1 
        coincidencia = [False] 
        while ((j < num_andenes) and (not iguales)): 
            coincidencia = [] 
            i = 0 
            while (i < num_trenes): 
                if (matriz[j][i] == fila[i]): 
                    coincidencia.append(True) 
                else: 
                    coincidencia.append(False) 
                i = i + 1 
            if (False in coincidencia): 
                j = j + 1 
            else: 
                iguales = True 
        if (False in coincidencia): 
            pass 
        else: 
            iguales = True 
        return iguales 
    def unifila(matriz): #miramos si solo hay un tren 
        num_trenes = len(matriz) 
        if (num_trenes == 1): 
            return True 
        else: 
            return False 
    def caso_particular(matriz, andens, tren): #si solo hay una fila (tren) o si las filas tienen valores 
iguales 
        global asignacion 
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        minimos = [] 
        # matriz = [[2,2,2,2,2,2], [2,2,2,2,2,2]] 
        num_trenes = len(matriz) # trenes = 2 
        num_andenes = len(matriz[0]) # andenes = 6 
        i = 0 
        while (i < num_trenes): #Busco el valor minimo de cada fila 
            j = 0 
            valor_min = 99 
            while ((j < num_andenes) and (valor_min != 0)): 
                if ((matriz[i][j] < valor_min) and (j not in minimos)): 
                    valor_min = matriz[i][j] 
                    posicion = j 
                j = j + 1 
            minimos.append(posicion) #busco el min valor para cada tren (fila) 
            i = i + 1 
        i = 0 
        while (i < len(minimos)): 
            j = minimos[i] 
            num_tren = tren[i] 
            anden = andens[j] 
            asignacion[num_tren] = anden 
            i = i + 1 
    def zeros_filas(matriz): 
        #tendremos la modificacion en acoplamiento 
        global asignacion  
        global andenes  
        global trenes  
        #Busco el num de zeros en cada fila 
        if (len(matriz) == 0): 
            num_andenes = 0 
        else:  
            num_andenes = len(matriz[0]) 
        num_trenes = len(trenes)  
        j = 0 #trenes 
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        num_zeros = [] 
        while (j < num_trenes): 
            num_zeros.append(0) 
            i = 0 #andenes 
            pos = 0 
            while (i < num_andenes): 
                if (matriz[j][i] == 0): 
                    num_zeros[j] = num_zeros[j] + 1 
                    if not (num_zeros[j] > 1): 
                        pos = i #posicion del zero 
                i = i + 1 
            j = j + 1 
        j = 0 #indicador posicion de la matriz que vamos modificando 
        j_zeros = 0 #indicador posicion de la matriz de los zeros respecto la matriz original 
        while (j < num_trenes): 
            if (num_zeros[j_zeros] == 1):  
                tren = trenes[j] 
                anden = andenes[pos] 
                asignacion[tren] = anden 
                andenes.remove(andenes[pos]) 
                trenes.remove(trenes[j]) 
                matriz = borro_anden_tren_asignado(matriz, pos, j) 
                num_zeros = [] 
                aux = 0 #andenes 
                pos = 0 
                while (aux < len(matriz)): 
                    j = 0 
                    while (j < len(trenes)): 
                        num_zeros.append(0) 
                        if (matriz[j][aux] == 0): 
                            num_zeros[j] = num_zeros[j] + 1 
                            if not (num_zeros[j] > 1): 
                                pos = aux #posicion del zero 
                        j = j + 1 
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                    aux = aux + 1 
                j_zeros = -1 
                r = 0 
                num_trenes = len(trenes) #nueva longitud de matriz 
                if (r < len(matriz)): 
                    num_andenes = len(matriz[r]) #nueva longitud de matriz 
                else: 
                    num_andenes = 0  
            else: 
                j = j + 1  
            j_zeros = j_zeros + 1 
        i = 0 
        num_zeros = [] 
        while (i < len(matriz)): 
            j = 0 
            while (j < len(trenes)): 
                num_zeros.append(0) 
                if (matriz[j][i] == 0): 
                    num_zeros[j] = num_zeros[j] + 1 
                j = j + 1 
            i = i + 1 
        return num_zeros, matriz 
    def zeros_columnas(matriz): 
        #tendremos la modificacion en acoplamiento 
        global asignacion  
        global andenes  
        global trenes 
        if (trenes): 
            #Busco el num de zeros en cada columna 
            if (len(matriz) == 0): 
                num_trenes = 0 
            else:  
                num_trenes = len(matriz[0]) 
            num_andenes = len(matriz) 
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            i = 0 #andenes 
            i_zeros = 0 
            num_zeros = [] 
            while (i < num_andenes): 
                num_zeros.append(0) 
                j = 0 #trenes 
                pos = 0 
                while (j < num_trenes): 
                    if (matriz[i][j] == 0): 
                        num_zeros[i_zeros] = num_zeros[i_zeros] + 1 
                        if not (num_zeros[i_zeros] > 1): 
                            pos = j #posicion del zero 
                    j = j + 1 
                #Si solo hay un zero para un anden, asigno anden a tren y borramos esa fila y esa columna 
                if (num_zeros[i_zeros] == 1): 
                    tren = trenes[pos] 
                    anden = andenes[i] 
                    asignacion[tren] = anden 
                    andenes.remove(andenes[i]) 
                    trenes.remove(trenes[pos]) 
                    matriz = borro_anden_tren_asignado(matriz, i, pos) 
                    num_andenes = len(matriz) #nueva longitud de matriz 
                    num_trenes = len(trenes)  
                else: 
                    i = i + 1 
                i_zeros = i_zeros + 1 
            i = 0 
            num_zeros = [] 
            while (i < len(trenes)): 
                j = 0 
                while (j < len(matriz)): 
                    num_zeros.append(0) 
                    if (matriz[j][i] == 0): 
                        num_zeros[j] = num_zeros[j] + 1 
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                    j = j + 1 
                i = i + 1 
        else: 
            num_zeros = [] 
        return num_zeros, matriz 
    def remove_zero(lista, num): 
        i = 0 
        while (i < len(lista)): 
            if (lista[i] == num): 
                lista.remove(num) 
            i = i + 1 
        return lista 
    def min_zero_fila(min_zero, lista_zeros, matriz): 
        #tendremos la modificacion en acoplamiento 
        global asignacion  
        global andenes  
        global trenes  
        i = 0 
        while (i < len(matriz)): 
            if (min_zero in lista_zeros): 
                num_zeros_filas = zeros_filas(matriz) 
                num_zeros_filas = remove_zero(num_zeros_filas, min_zero) 
            min_zero = min_zero + 1 
            i = i + 1 
    def min_zero_columna(min_zero, lista_zeros, matriz): 
        #tendremos la modificacion en acoplamiento 
        global asignacion  
        global andenes  
        global trenes  
        i = 0 
        while (i < len(matriz)): 
            if (min_zero in lista_zeros): 
                num_zeros_col = zeros_columnas(matriz) 
                num_zeros_col = remove_zero(num_zeros_col, min_zero) 
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            min_zero = min_zero + 1 
            i = i + 1 
    def todo_zeros(lista): 
        i = 0 
        num_zeros = 0 
        while (i < len(lista)): 
            if not lista[i]: 
                num_zeros = num_zeros + 1 
            i = i + 1 
        if (num_zeros == len(lista)): 
            return True #devuelve cierto si toda la lista contiene zeros 
        else: 
            return False #devuelve falso si hay algun numero diferente de zero 
    #si la llamamos por segunda vez, despues de cardinalidad, tenemos que restaurar los valores de 
matriz (la asignamos en cardinalidad), trenes y andenes antes de llamarla 
    def iteracion(matriz, tren): 
        aux = 1 
        zeros, matriz = zeros_columnas(matriz) 
        zeros, matriz = zeros_filas(matriz) 
        zeros = remove_zero(zeros, aux) 
        aux = aux + 1 
        min_zero_fila(aux, zeros, matriz) 
        nzc, matriz = zeros_columnas(matriz) 
        nzc = remove_zero(nzc, aux) 
        min_zero_columna(aux, nzc, matriz) 
        if tren: 
            nzf, matriz = zeros_filas(matriz) 
            if (aux in nzf): 
                nzf = empate_filas(nzf, aux, matriz) 
            nzc = zeros_columnas(matriz) 
            if (aux in nzc): 
                nzc = empate_columna(nzc, aux, matriz) 
    def lista_fila_matriz (matriz, fila): 
        """dada una fila de una matriz, nos genera una lista de esa fila""" 
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        i = 0 
        lista = [] 
        while (i < len(matriz)): 
            lista.append(matriz[i][fila]) 
            i = i + 1 
        return lista 
    def cardinalidad(matriz_hungara, trenes_solapados, asignacion, trenes_sin_asignar = "trenes"): 
        modificando_matriz = copiando_matriz(matriz_hungara) 
        columna_zero_tachado = [] 
        aux = 0 
        fila_zero_marcado = [] 
        pos = 0 
        num_fila_sin_asignar = [] 
        i = 0 
        j = 0 
        while (i < len(trenes_sin_asignar)): #num_andenes (columnas), voy a mirar de una fila entera 
cada casilla (columna) 
            num_fila_sin = trenes_solapados.index(trenes_sin_asignar[i]) #trenes_sin_asignar[i] el primer 
tren sin asignar, miramos su posicion (fila) de la matriz en la lista de trenes 
            num_fila_sin_asignar.append(num_fila_sin) 
            fila_sin_asignar = lista_fila_matriz(modificando_matriz, num_fila_sin) #nos devuelve una lista 
de contenido de la fila que no se ha asignado 
            if (0 in fila_sin_asignar): #comprovamos que haya un zero en la fila que no se ha asignado 
(deberia) 
                aux = fila_sin_asignar.index(0) #posicion del primer zero en la fila 
                columna_zero_tachado.append(aux) #lista con las columnas con zeros tachados 
                fila_sin_asignar.remove(0) #quitamos el zero, para buscar siguientes si hay mas 
            while (j < len(trenes_solapados)): #voy a mirar de una columna cada casilla (fila) 
                if (j in columna_zero_tachado): 
                    pos_fila = modificando_matriz[j].index(0) #posicion del primer zero en la columna 
                    fila_zero_marcado.append(pos) #lista con los zeros marcados de las columnas con zeros 
tachados de las filas sin asignar 
                    modificando_matriz[j].remove(0) #quitamos el zero, para buscar siguientes si hay mas 
                j = j + 1 
            i = i + 1 
        #borramos columnas con zeros tachados 
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        modificando_matriz = copiando_matriz(matriz_hungara) 
        j = 0 
        while (j < len(columna_zero_tachado)): 
            aux = columna_zero_tachado[j] 
            i = len(modificando_matriz[j]) 
            while (i > 0): 
                i = i - 1 
                valor = modificando_matriz[aux][i] 
                modificando_matriz[aux].remove(valor) 
            j = j + 1 
        #busco el menor valor (delta) de la mini_matriz (filas y columnas no rayadas) 
        delta = 99 
        i = 0 
        while (i < len(modificando_matriz)): 
            j = 0 
            while (j < len(modificando_matriz[i])): 
                if ((modificando_matriz[i][j] < delta) and ((j in (num_fila_sin_asignar)) or (j in 
(fila_zero_marcado)))): 
                    delta = modificando_matriz[i][j] 
                j = j + 1 
            i = i + 1 
        #resto delta a las filas no rayadas 
        i = 0 
        nueva_matriz = copiando_matriz(matriz_hungara) 
        while (i < len(matriz_hungara)): 
            j = 0 
            while (j < len(trenes_solapados)): 
                if ((j in num_fila_sin_asignar) or (j in fila_zero_marcado)): 
                    nueva_matriz[i][j] = nueva_matriz[i][j] - delta 
                j = j + 1 
            i = i + 1 
        #sumo delta a las columnas rayadas 
        i = 0 
        while (i < len(matriz_hungara)): 
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            if (i in columna_zero_tachado): 
                j = 0 
                while (j < len(trenes_solapados)): 
                    nueva_matriz[i][j] = nueva_matriz[i][j] + delta 
                    j = j + 1 
            i = i + 1 
        return nueva_matriz 
    def empate_columna(lista, num_zeros, matriz): 
        #tendremos la modificacion en acoplamiento 
        global asignacion  
        global andenes  
        global trenes  
        pos = lista.index(num_zeros) 
        longitud = len(matriz[0]) 
        i = 0 #andenes 
        while (i < len(matriz)): 
            j = 0 #trenes 
            while (j < longitud): 
                tren = trenes[pos] 
                anden = andenes[i] 
                asignacion[tren] = anden 
                andenes.remove(andenes[i]) 
                trenes.remove(trenes[pos]) 
                matriz = borro_anden_tren_asignado(matriz, i, pos) 
                j = j + 1 
                if (len(trenes) == 0): 
                    longitud = 0 
                else:  
                    longitud = len(matriz[0]) 
            i = i + 1 
        return matriz 
    def empate_filas(lista, num_zeros, matriz): 
        #tendremos la modificacion en acoplamiento 
        global asignacion  
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        global andenes  
        global trenes 
        pos = lista.index(num_zeros) 
        longitud = len(matriz[0]) 
        j = 0 #trenes 
        while (j < longitud): 
            i = 0 #andenes 
            while ((i < len(matriz)) and (trenes)): 
                tren = trenes[j] 
                anden = andenes[pos] 
                asignacion[tren] = anden 
                andenes.remove(andenes[pos]) 
                trenes.remove(trenes[j]) 
                matriz = borro_anden_tren_asignado(matriz, pos, j) 
                i = i + 1 
            if (len(trenes) == 0): 
                longitud = 0 
            else:  
                longitud = len(matriz) 
            j = j + 1 
        return matriz 
    igual = igualdad(copia_matriz1) 
    solo_unafila = unifila(copia_matriz1) 
    if (igual or solo_unafila): #tenemos un caso particular donde las filas son iguales o solo hay una fila 
        caso_particular(copia_matriz1, andenes, trenes) 
    else: 
        matriz = resto_min_fila(copia_matriz1) 
        zeros, matrix = zeros_filas(matriz) 
        if (len(copia_trenes) != len(asignacion)): 
            iteracion(matrix, copia_trenes) 
            if (len(copia_trenes) != len(asignacion)): 
                matriz = cardinalidad(copia_matriz2, copia_trenes, asignacion, trenes) 
                andenes = copiando_lista(andenes_libres) #Backup 
                trenes = copiando_lista(trenes_solapados) #Backup 
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                iteracion(matriz, copia_trenes) 
    return asignacion 
def asignados_A (lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes): 
    lista_trenes_solapados_A = trenes_solapados_direccionA(lista_clase_trenes) 
    asignados_A = [] 
    i = 0 
    while (i < len(lista_trenes_solapados_A)): 
        matriz_preferencia_hungara, tiempo, andenes_libres = matriz_preferencia_hungara_direccionA 
(lista_clase_trenes, elementos, lista_clase_andenes, preferencia, lineas, conexiones, 
lista_trenes_solapados_A, i) 
        asignacion = acoplamiento(matriz_preferencia_hungara, andenes_libres, 
lista_trenes_solapados_A[i]) 
        asignados_A.append(asignacion) 
        i = i + 1 
    return asignados_A 
def asignados_B (lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes): 
    lista_trenes_solapados_B = trenes_solapados_direccionB(lista_clase_trenes) 
    asignados_B = [] 
    i = 0 
    while (i < len(lista_trenes_solapados_B)): 
        matriz_preferencia_hungara, tiempo, andenes_libres = matriz_preferencia_hungara_direccionB 
(lista_clase_trenes, elementos, lista_clase_andenes, preferencia, lineas, conexiones, 
lista_trenes_solapados_B, i) 
        asignacion = acoplamiento(matriz_preferencia_hungara, andenes_libres, 
lista_trenes_solapados_B[i]) 
        asignados_B.append(asignacion) 
        i = i + 1 
    return asignados_B 
def metodo(lista_clase_trenes, elementos, preferencia, lineas, conexiones, lista_clase_andenes, 
lista_clase_vias, lista_clase_enlaces, num_sheet): 
    asignadosA = asignados_A (lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes) 
    asignadosB = asignados_B (lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes) 
    A = [] 
    B = [] 
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    i = 0 #num_tren 
    while (i < len(lista_clase_trenes)): 
        aux = i + 1 
        if (lista_clase_trenes[i].lista_asignacion): #ya tiene anden asignado 
            pass 
        else: 
            j = 0 #num_lista en asignadosA 
            A = [] #posicion de i en la lista de asignadosA 
            #tiempo de inicio y tiempo de fin de la ocupacion 
            tini, tfin = tiempo_ini_fin_tren(lista_clase_trenes, i) 
            #cuantos andenes asignados al tren i 
            while (j < len(asignadosA)): 
                if (aux in asignadosA[j]): 
                    A.append(j) 
                j = j + 1 
            if (len(A) == 1): #solo un anden asignado al tren i 
                indice = A[0] 
                dic = asignadosA[indice] 
                tren = aux 
                anden = dic[tren] 
                lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden, tini, tfin, tren) 
                del A[0] 
            elif (len(A) == 2): #dos andenes asignados al tren i 
                indice1 = A[0] 
                indice2 = A[1] 
                dic1 = asignadosA[indice1] 
                dic2 = asignadosA[indice2] 
                tren = aux 
                anden1 = dic1[tren] 
                anden2 = dic2[tren] 
                if (anden1 == anden2): #dos andenes asignados al tren i, pero el mismo anden asignado 
                    lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden1, tini, tfin, tren) 
                    del A[1] 
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                    del A[0] 
                else: #dos andenes asignados al tren i, pero diferentes andenes asignados 
                    tiempo_cambio = tiempo_entre_andenes(anden1, anden2, conexiones) 
                    tiempo_estacion = resto_reloj(lista_clase_trenes[i].llegada, lista_clase_trenes[i].salida) 
                    lista_trenes_solapados_A = trenes_solapados_direccionA(lista_clase_trenes) 
                    tiempo1 = intervalo(lista_clase_trenes, lista_trenes_solapados_A, indice1) 
                    tiempo2 = intervalo(lista_clase_trenes, lista_trenes_solapados_A, indice2) 
                    #el tren se queda un rato en la estacion 
                    #tiene tiempo de cambiar de un anden a otro 
                    #tiempo final del primer anden mas tiempo de ida es inferior a tiempo de inicio del 
segundo anden 
                    tprov = tiempo2[0] + tiempo_cambio 
                    tiempo2cambio = trafo_reloj(tprov) 
                    if ((len(lista_clase_trenes[i].tren) == 2) \ 
                        and (tiempo_cambio < tiempo_estacion) \ 
                        and (tiempo1[1] <= tiempo2cambio)): 
                        if (lista_clase_trenes[i].tren[1] == 'tren dia anterior' or lista_clase_trenes[i].tren[1] == 'tren 
dia siguiente'): 
                            pass 
                        else: 
                            lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden1, tiempo1[0], tiempo1[1], tren) 
                            lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden2, tiempo2[0], tiempo2[1], tren) 
                            del A[1] 
                            del A[0] 
            j = 0 #num_lista en asignadosB 
            B = [] #posicion de i en la lista de asignadosB 
            #tiempo de inicio y tiempo de fin de la ocupacion 
            tini, tfin = tiempo_ini_fin_tren(lista_clase_trenes, i) 
            #cuantos andenes asignados al tren i 
            while (j < len(asignadosB)): 
                if (aux in asignadosB[j]): 
                    B.append(j) 
                j = j + 1 
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            if (len(B) == 1): #solo un anden asignado al tren i 
                indice = B[0] 
                dic = asignadosB[indice] 
                tren = aux 
                anden = dic[tren] 
                lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden, tini, tfin, tren) 
                del B[0] 
            elif (len(B) == 2): #dos andenes asignados al tren i 
                indice1 = B[0] 
                indice2 = B[1] 
                dic1 = asignadosB[indice1] 
                dic2 = asignadosB[indice2] 
                tren = aux 
                anden1 = dic1[tren] 
                anden2 = dic2[tren] 
                if (anden1 == anden2): #dos andenes asignados al tren i, pero el mismo anden asignado 
                    lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden1, tini, tfin, tren) 
                    del B[1] 
                    del B[0] 
                else: #dos andenes asignados al tren i, pero diferentes andenes asignados 
                    tiempo_cambio = tiempo_entre_andenes(anden1, anden2, conexiones) 
                    tiempo_estacion = resto_reloj(lista_clase_trenes[i].llegada, lista_clase_trenes[i].salida) 
                    trenes_dic1 = dic1.keys() 
                    trenes_dic2 = dic2.keys() 
                    tiempo1 = intervalo_dic(lista_clase_trenes, trenes_dic1) 
                    tiempo2 = intervalo_dic(lista_clase_trenes, trenes_dic2) 
                    #el tren se queda un rato en la estacion 
                    #tiene tiempo de cambiar de un anden a otro 
                    #tiempo final del primer anden mas tiempo de ida es inferior a tiempo de inicio del 
segundo anden 
                    tprov = tiempo2[0] + tiempo_cambio 
                    tiempo2cambio = trafo_reloj(tprov) 
                    if ((len(lista_clase_trenes[i].tren) == 2) \ 
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                        and (tiempo_cambio < tiempo_estacion) \ 
                        and (tiempo1[1] <= tiempo2cambio)): 
                        if (lista_clase_trenes[i].tren[1] == 'tren dia anterior' or lista_clase_trenes[i].tren[1] == 'tren 
dia siguiente'): 
                            pass 
                        else: 
                            lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden1, tiempo1[0], tiempo1[1], tren) 
                            lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden2, tiempo2[0], tiempo2[1], tren) 
                            del B[1] 
                            del B[0] 
        if (len(A) > 0): #en caso contrario, se impone 
            indice = A[0] 
            dic = asignadosA[indice] 
            tren = aux 
            anden = dic[tren] 
            lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden, tini, tfin, tren) 
            asignadosA = asignados_A (lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes) 
            i = -1 
            A = [] 
        elif (len(B) > 0): #en caso contrario, se impone 
            indice = B[0] 
            dic = asignadosB[indice] 
            tren = aux 
            anden = dic[tren] 
            lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden, tini, tfin, tren) 
            asignadosB = asignados_B (lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes) 
            i = -1 
            B = [] 
        i = i + 1 
    lista_asignacion = asignacion_vista(lista_clase_trenes) 
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    faltan = faltan_trenes_por_asignar(lista_clase_trenes, lista_asignacion) 
    if (faltan): 
        i = 0 
        while (i < len(faltan)): 
            tren = faltan[i] 
            lista = [[tren]] 
            indice = tren - 1 
            if (lista_clase_trenes[indice].direccion == 'a'): 
                matriz_preferencia_hungara, tiempo, andenes_libres = 
matriz_preferencia_hungara_direccionA (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista, 0) 
            else: 
                matriz_preferencia_hungara, tiempo, andenes_libres = 
matriz_preferencia_hungara_direccionB (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista, 0) 
            # matriz = [[2,3,1,4]] 
            num_andenes = len(matriz_preferencia_hungara[0]) # andenes = 4 
            fila = 0 
            #Busco el valor minimo 
            j = 0 
            valor_min = 99 
            while ((j < num_andenes) and (valor_min != 0)): 
                if (matriz_preferencia_hungara[0][j] < valor_min): 
                    valor_min = matriz_preferencia_hungara[0][j] 
                    posicion = j 
                j = j + 1 
            index = tren - 1 
            anden = andenes_libres[posicion] 
            tini, tfin = tiempo_ini_fin_tren(lista_clase_trenes, index) 
            lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden, tini, tfin, tren) 
            i = i + 1 
    lista_clase_trenes = escribiendo_vinculados(lista_clase_trenes) 
    lista_clase_trenes, lista_clase_andenes = comprobacion(lista_clase_trenes, lista_clase_andenes) 
    lista_clase_trenes, lista_clase_andenes = super_comprobacion(lista_clase_trenes, 
lista_clase_andenes) 
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    lista_clase_trenes, lista_clase_andenes = consumo(lista_clase_trenes, lista_clase_andenes) 
    lista_clase_trenes, lista_clase_vias, lista_clase_enlaces = asignacion_vias(lista_clase_trenes, 
lista_clase_vias, lista_clase_enlaces, conexiones) 
    lista_clase_trenes, lista_clase_andenes, lista_clase_vias, lista_clase_enlaces = 
tiempo_vinculados(lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes, lista_clase_vias, lista_clase_enlaces, num_sheet) 
    escribe_resultado(lista_clase_trenes, num_sheet) 
    return lista_asignacion 
def asignacion_vista(lista_clase_trenes): 
    asignacion = {} 
    i = 0 #num_tren 
    while (i < len(lista_clase_trenes)): 
        j = 0 
        while (j < len(lista_clase_trenes[i].lista_asignacion)): 
            anden = lista_clase_trenes[i].lista_asignacion[j][2] 
            tren = i + 1 
            asignacion[tren] = anden 
            j = j + 1 
        i = i + 1 
    return asignacion #con num_tren (no con indice) 
def faltan_trenes_por_asignar(lista_clase_trenes, lista_asignacion): 
    i = 0 #indice 
    trenes_asignados = lista_asignacion.keys() #num tren 
    falta = [] 
    while (i < len(lista_clase_trenes)): 
        tren = i + 1 
        if (tren in trenes_asignados): 
            pass 
        else: 
            falta.append(tren) 
        i = i + 1 
    return falta #num_tren (no indice) 
 
def escribe_resultado(lista_clase_trenes, num_sheet): 
    doc = OpenDocumentSpreadsheet() 
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    if (num_sheet == 0): 
        table = Table(name="Resultados Laborable") 
    else: 
        table = Table(name="Resultados Festivo") 
    col = Style(name='col', family='table-column')  
    col.addElement(TableColumnProperties(columnwidth='1in'))  
    table.addElement(TableColumn(numbercolumnsrepeated=3, stylename=col))  
    doc.spreadsheet.addElement(table) 
    r = 2 
    tr = TableRow()  
    table.addElement(tr)  
    c = 'E' 
    tc = TableCell()  
    tc.addElement(P(text='Numero de tren')) 
    tr.addElement(tc) 
    for c in ('F'): 
        tc = TableCell()  
        tc.addElement(P(text='Vinculacion tren')) 
        tr.addElement(tc) 
    for c in ('G'): 
        tc = TableCell()  
        tc.addElement(P(text='Anden Asignado')) 
        tr.addElement(tc) 
    for c in ('H'): 
        tc = TableCell()  
        tc.addElement(P(text='Tiempo inicio Anden')) 
        tr.addElement(tc) 
    for c in ('I'): 
        tc = TableCell()  
        tc.addElement(P(text='Tiempo final Anden')) 
        tr.addElement(tc) 
    for c in ('J'): 
        tc = TableCell()  
        tc.addElement(P(text='Cochera')) 
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        tr.addElement(tc) 
    for c in ('K'): 
        tc = TableCell()  
        tc.addElement(P(text='Tiempo Inicio para ir a Cochera')) 
        tr.addElement(tc) 
    for c in ('L'): 
        tc = TableCell()  
        tc.addElement(P(text='Tiempo Final Cochera')) 
        tr.addElement(tc) 
    for c in ('M'): 
        tc = TableCell()  
        tc.addElement(P(text='Segundo Anden Asignado')) 
        tr.addElement(tc) 
    for c in ('N'): 
        tc = TableCell()  
        tc.addElement(P(text='Tiempo inicio Segundo Anden')) 
        tr.addElement(tc) 
    for c in ('O'): 
        tc = TableCell()  
        tc.addElement(P(text='Tiempo final Segundo Anden')) 
        tr.addElement(tc) 
    i = 0 #num_tren 
    while (i < len(lista_clase_trenes)): 
        tren = i + 1 
        fila = tren + 2 
        r = fila 
        tr = TableRow()  
        table.addElement(tr)  
        for c in ('E'):  
            tc = TableCell()  
            tc.addElement(P(text=tren))  
            tr.addElement(tc) 
        if (len(lista_clase_trenes[i].tren) == 2): 
            vinculacion = lista_clase_trenes[i].tren[1]  
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            for c in ('F'):  
                tc = TableCell()  
                tc.addElement(P(text=vinculacion))  
                tr.addElement(tc) 
        j = 0 
        while (j < len(lista_clase_trenes[i].lista_asignacion)): 
            tini = lista_clase_trenes[i].lista_asignacion[j][0] 
            tfin = lista_clase_trenes[i].lista_asignacion[j][1] 
            anden = lista_clase_trenes[i].lista_asignacion[j][2] 
            if (j == 0):  
                for c in ('G'):  
                    tc = TableCell()  
                    tc.addElement(P(text=anden))  
                    tr.addElement(tc) 
                for c in ('H'):  
                    tc = TableCell()  
                    tc.addElement(P(text=tini))  
                    tr.addElement(tc) 
                for c in ('I'):  
                    tc = TableCell()  
                    tc.addElement(P(text=tfin))  
                    tr.addElement(tc) 
            else: 
                for c in ('M'):  
                    tc = TableCell()  
                    tc.addElement(P(text=anden))  
                    tr.addElement(tc) 
                for c in ('N'):  
                    tc = TableCell()  
                    tc.addElement(P(text=tini))  
                    tr.addElement(tc) 
                for c in ('O'):  
                    tc = TableCell()  
                    tc.addElement(P(text=tfin))  
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                    tr.addElement(tc) 
            j = j + 1 
        if (lista_clase_trenes[i].cochera): 
            tini = lista_clase_trenes[i].cochera[0][0] 
            tfin = lista_clase_trenes[i].cochera[0][4] 
            for c in ('J'):  
                tc = TableCell()  
                tc.addElement(P(text='SI'))  
                tr.addElement(tc) 
            for c in ('K'):  
                tc = TableCell()  
                tc.addElement(P(text=tini))  
                tr.addElement(tc) 
            for c in ('L'):  
                tc = TableCell()  
                tc.addElement(P(text=tfin))  
                tr.addElement(tc) 
        else:  
            for c in ('J'):  
                tc = TableCell()  
                tc.addElement(P(text='NO'))  
                tr.addElement(tc) 
        i = i + 1  
    #save ods 
    doc.spreadsheet.addElement(table) 
    if (num_sheet == 0): 
        doc.save("Resultados Asignacion Laborable.ods") 
    else: 
        doc.save("Resultados Asignacion Festivo.ods") 
def comprobacion(lista_clase_trenes, lista_clase_andenes): 
    i = 0 #num_tren 
    while (i < len(lista_clase_trenes)): 
        j = 0 
        while (j < len(lista_clase_trenes[i].lista_asignacion)): 
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            anden = lista_clase_trenes[i].lista_asignacion[j][2] 
            if (j == 0): 
                anden1 = anden 
            else: 
                anden2 = anden 
                if (anden1 == anden2): 
                    interv = resto_reloj(lista_clase_trenes[i].lista_asignacion[1][0], 
lista_clase_trenes[i].lista_asignacion[0][1]) 
                    if (interv < 0.40): 
                        tini = lista_clase_trenes[i].lista_asignacion[0][0] 
                        tfin = lista_clase_trenes[i].lista_asignacion[1][1] 
                        tprov = lista_clase_trenes[i].lista_asignacion[0][1] + 0.01 
                        tiempo_inicio = trafo_reloj(tprov) 
                        tprov = lista_clase_trenes[i].lista_asignacion[1][0] 
                        tiempo_fin = resto_reloj(tprov, 0.01) 
                        del lista_clase_trenes[i].lista_asignacion[1] 
                        del lista_clase_trenes[i].lista_asignacion[0] 
                        tren = i + 1 
                        indice = anden - 1 
                        lista_clase_trenes[i].asigna(tini, tfin, anden) 
                        lista_clase_andenes[indice].uso(tiempo_inicio, tiempo_fin, tren) 
            j = j + 1 
        i = i + 1 
    return lista_clase_trenes, lista_clase_andenes 
def super_comprobacion(lista_clase_trenes, lista_clase_andenes): 
    i = 0 #indice trenes 
    doble = [] #todos los trenes con doble asignacion 
    while (i < len(lista_clase_trenes)): 
        if (len(lista_clase_trenes[i].lista_asignacion) == 2):  
            doble.append(i) 
        i = i + 1 
    i = 0 #indice dobles asignados 
    while (i < len(doble)): 
        indice_tren = doble[i] 
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        tiempo_ini_primera_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[0][0] 
        tiempo_fin_primera_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[0][1] 
        tiempo_ini_segunda_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[1][0] 
        tiempo_fin_segunda_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[1][1] 
        anden1 = lista_clase_trenes[indice_tren].lista_asignacion[0][2] 
        anden2 = lista_clase_trenes[indice_tren].lista_asignacion[1][2] 
        tiempo_entre = resto_horas(tiempo_ini_segunda_asignacion, tiempo_fin_primera_asignacion) 
        tiempo1 = resto_reloj(tiempo_fin_primera_asignacion, 0.01) 
        tiempo2 = resto_reloj(tiempo_ini_primera_asignacion, 0.01) 
        if (tiempo_entre < 0): 
            tiempo_ven_pasajeros = lista_clase_trenes[indice_tren].tiempo 
            tp = tiempo_ven_pasajeros + 0.01 
            tiempo_fuera = trafo_reloj(tp) 
            camino = tiempo_entre_andenes(anden1, anden2, conexiones) 
            try: 
                tiempo_andenes = camino[0] / 100 
            except: 
                tiempo_andenes = camino / 100 
            tp = tiempo_fuera + tiempo_andenes 
            tiempo = trafo_reloj(tp) 
            otro_tren = lista_clase_trenes[indice_tren].tren[1] 
            indice_otro_tren = otro_tren - 1 
            tiempo2_pasajeros = lista_clase_trenes[indice_otro_tren].tiempo 
            tiempo_entra = resto_reloj(tiempo2_pasajeros, 0.01) 
            if (tiempo < tiempo_entra): #tiempo que sale + tiempo que va < tiempo que entra 
                hora = int(tiempo2_pasajeros) 
                if (hora == 0): 
                    decimal1 = tiempo2_pasajeros 
                else: 
                    decimal1 = (tiempo2_pasajeros % hora) 
                hora = int(tiempo_ven_pasajeros) 
                if (hora == 0): 
                    decimal2 = tiempo_ven_pasajeros 
                else: 
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                    decimal2 = (tiempo_ven_pasajeros % hora) 
                tiempo_rest1 = resto_reloj(decimal1, decimal2) 
                tiempo_rest2 = resto_reloj(tiempo_rest1, tiempo_andenes) 
                suma_resta = tiempo_rest2 / 2 
                nuevo_tiempo_fin1_prov = tiempo_ven_pasajeros + suma_resta 
                nuevo_tiempo_fin1 = trafo_reloj(nuevo_tiempo_fin1_prov) 
                nuevo_tiempo_ini2_prov = tiempo2_pasajeros - suma_resta 
                nuevo_tiempo_ini2 = trafo_reloj(nuevo_tiempo_ini2_prov) 
                del lista_clase_trenes[indice_tren].lista_asignacion[1] 
                del lista_clase_trenes[indice_tren].lista_asignacion[0] 
                lista_clase_trenes[indice_tren].asigna(tiempo_ini_primera_asignacion, nuevo_tiempo_fin1, 
anden1) 
                lista_clase_trenes[indice_tren].asigna(nuevo_tiempo_ini2, tiempo_fin_segunda_asignacion, 
anden2) 
                del lista_clase_trenes[indice_otro_tren].lista_asignacion[1] 
                del lista_clase_trenes[indice_otro_tren].lista_asignacion[0] 
                lista_clase_trenes[indice_otro_tren].asigna(tiempo_ini_primera_asignacion, 
nuevo_tiempo_fin1, anden1) 
                lista_clase_trenes[indice_otro_tren].asigna(nuevo_tiempo_ini2, 
tiempo_fin_segunda_asignacion, anden2) 
        i = i + 1 
    return lista_clase_trenes, lista_clase_andenes 
def escribiendo_vinculados(lista_clase_trenes): 
    i = 0 #indice trenes 
    vinc = [] #todos los trenes vinculados 
    while (i < len(lista_clase_trenes)): 
        if (len(lista_clase_trenes[i].tren) == 2): 
            if (lista_clase_trenes[i].tren[1] == 'tren dia anterior' or lista_clase_trenes[i].tren[1] == 'tren dia 
siguiente'): 
                pass 
            else: 
                vinc.append(i) 
        i = i + 1 
    i = 0 #indice vinculados 
    while (i < len(vinc)): 
        indice_tren = vinc[i] 
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        if (len(lista_clase_trenes[indice_tren].lista_asignacion) == 2):     
            pass 
        else: 
            mini_vinculo = lista_clase_trenes[indice_tren].tren 
            tren_indice_tren = lista_clase_trenes[indice_tren].tren[0] 
            asignacion_tren_indice_tren = lista_clase_trenes[indice_tren].lista_asignacion[0] 
            el_otro_tren = lista_clase_trenes[indice_tren].tren[1] 
            indice_otro_tren = el_otro_tren - 1 
            asignacion_el_otro_tren = lista_clase_trenes[indice_otro_tren].lista_asignacion[0] 
            mini_vinculo.sort() 
            if (mini_vinculo[0] == tren_indice_tren): 
                del lista_clase_trenes[indice_tren].lista_asignacion[0] 
                anden = asignacion_tren_indice_tren[2] 
                tini = asignacion_tren_indice_tren[0] 
                tfin = asignacion_tren_indice_tren[1] 
                lista_clase_trenes[indice_tren].asigna(tini, tfin, anden) 
                anden = asignacion_el_otro_tren[2] 
                tini = asignacion_el_otro_tren[0] 
                tfin = asignacion_el_otro_tren[1] 
                lista_clase_trenes[indice_tren].asigna(tini, tfin, anden) 
                del lista_clase_trenes[indice_otro_tren].lista_asignacion[0] 
                anden = asignacion_el_otro_tren[2] 
                tini = asignacion_el_otro_tren[0] 
                tfin = asignacion_el_otro_tren[1] 
                lista_clase_trenes[indice_otro_tren].asigna(tini, tfin, anden) 
                anden = asignacion_tren_indice_tren[2] 
                tini = asignacion_tren_indice_tren[0] 
                tfin = asignacion_tren_indice_tren[1] 
                lista_clase_trenes[indice_otro_tren].asigna(tini, tfin, anden) 
            else: 
                del lista_clase_trenes[indice_otro_tren].lista_asignacion[0] 
                anden = asignacion_el_otro_tren[2] 
                tini = asignacion_el_otro_tren[0] 
                tfin = asignacion_el_otro_tren[1] 
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                lista_clase_trenes[indice_otro_tren].asigna(tini, tfin, anden) 
                anden = asignacion_tren_indice_tren[2] 
                tini = asignacion_tren_indice_tren[0] 
                tfin = asignacion_tren_indice_tren[1] 
                lista_clase_trenes[indice_otro_tren].asigna(tini, tfin, anden) 
                del lista_clase_trenes[indice_tren].lista_asignacion[0] 
                anden = asignacion_tren_indice_tren[2] 
                tini = asignacion_tren_indice_tren[0] 
                tfin = asignacion_tren_indice_tren[1] 
                lista_clase_trenes[indice_tren].asigna(tini, tfin, anden) 
                anden = asignacion_el_otro_tren[2] 
                tini = asignacion_el_otro_tren[0] 
                tfin = asignacion_el_otro_tren[1] 
                lista_clase_trenes[indice_tren].asigna(tini, tfin, anden) 
        i = i + 1 
    return lista_clase_trenes 
def tiempo_vinculados(lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes, lista_clase_vias, lista_clase_enlaces, num_sheet): 
    i = 0 #indice trenes 
    vinc = [] #todos los trenes vinculados 
    while (i < len(lista_clase_trenes)): 
        if (len(lista_clase_trenes[i].tren) == 2): 
            if (lista_clase_trenes[i].tren[1] == 'tren dia anterior' or lista_clase_trenes[i].tren[1] == 'tren dia 
siguiente'): 
                pass 
            else: 
                vinc.append(i) 
        i = i + 1 
    i = 0 #indice vinculados 
    while (i < len(vinc)): 
        indice_tren = vinc[i] 
        if (len(lista_clase_trenes[indice_tren].lista_asignacion) == 2): 
            tiempo_fin_primera_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[0][1] 
            tiempo_ini_segunda_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[1][0] 
            tiempo_entre = resto_horas(tiempo_ini_segunda_asignacion, tiempo_fin_primera_asignacion) 
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            anden1 = lista_clase_trenes[indice_tren].lista_asignacion[0][2] 
            anden2 = lista_clase_trenes[indice_tren].lista_asignacion[1][2] 
            camino = tiempo_entre_andenes(anden1, anden2, conexiones) 
            try: 
                tiempo_andenes = camino[0] / 100 
            except: 
                tiempo_andenes = camino / 100 
            tiempo_libre = resto_reloj(tiempo_entre, tiempo_andenes) 
            if (tiempo_libre < 0): #no tiene tiempo de ir 
                lista_clase_trenes, lista_clase_andenes = rectificacion(lista_clase_trenes, elementos, 
preferencia, lineas, conexiones, lista_clase_andenes, num_sheet, indice_tren) 
            else: #ocupar vias del camino 
                cochera = len(conexiones) - 1 
                camino_cochera1 = tiempo_entre_andenes(anden1, cochera, conexiones) 
                camino_cochera2 = tiempo_entre_andenes(anden2, cochera, conexiones) 
                try: 
                    tiempo_cochera1 = camino_cochera1[0] / 100 
                except: 
                    tiempo_cochera1 = camino_cochera1 / 100 
                try: 
                    tiempo_cochera2 = camino_cochera2[0] / 100 
                except: 
                    tiempo_cochera2 = camino_cochera2 / 100 
                tiempo_cocheraX = tiempo_cochera1 + tiempo_cochera2 
                tiempo_cochera = trafo_reloj(tiempo_cocheraX) 
                if (tiempo_cochera >= tiempo_libre): #no tiene tiempo de ir a cochera, ocupar vias donde se 
encuentre o anden en el tiempo libre 
                    trens = indice_tren + 1 
                    lista_clase_vias, lista_clase_enlaces = ocupar_vias_cercanas(lista_clase_vias, 
lista_clase_enlaces, anden1, anden2, tiempo_fin_primera_asignacion, 
tiempo_ini_segunda_asignacion, trens) 
                elif (not lista_clase_trenes[indice_tren].cochera): #enviar a cochera (capacidad suficiente) 
                    otro_tren = lista_clase_trenes[indice_tren].tren[1] 
                    indice_otro_tren = otro_tren - 1 
                    tiempo_salida_cochera = resto_reloj(tiempo_ini_segunda_asignacion, tiempo_cochera2) 
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                    lista_clase_trenes[indice_tren].envia_cochera(tiempo_fin_primera_asignacion, 
tiempo_ini_segunda_asignacion, anden1, anden2, tiempo_salida_cochera) 
                    lista_clase_trenes[indice_otro_tren].envia_cochera(tiempo_fin_primera_asignacion, 
tiempo_ini_segunda_asignacion, anden1, anden2, tiempo_salida_cochera) 
        i = i + 1 
    return lista_clase_trenes, lista_clase_andenes, lista_clase_vias, lista_clase_enlaces 
# si un tren tiene dos andenes asignados, y el primer anden esta libre todo el tiempo, se queda en el 
primer anden 
def consumo(lista_clase_trenes, lista_clase_andenes): 
    i = 0 #indice trenes 
    vinc = [] #todos los trenes vinculados 
    while (i < len(lista_clase_trenes)): 
        if (len(lista_clase_trenes[i].tren) == 2): 
            if (lista_clase_trenes[i].tren[1] == 'tren dia anterior' or lista_clase_trenes[i].tren[1] == 'tren dia 
siguiente'): 
                pass 
            else: 
                vinc.append(i) 
        i = i + 1 
    i = 0 #indice vinculados 
    while (i < len(vinc)): 
        indice_tren = vinc[i] 
        if (len(lista_clase_trenes[indice_tren].lista_asignacion) == 2): 
            tiempo_fin_primera_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[0][1] 
            tiempo_ini_segunda_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[1][0] 
            tiempo_fin_segunda_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[1][1] 
            anden1 = lista_clase_trenes[indice_tren].lista_asignacion[0][2] 
            ocupado = False 
            if (tiempo_fin_primera_asignacion > tiempo_fin_segunda_asignacion): 
                tren = indice_tren + 1 
                lista_clase_andenes[anden1-1].uso(tiempo_fin_primera_asignacion, 
tiempo_ini_segunda_asignacion, tren) 
                tiempo_ini_primera_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[0][0] 
                del lista_clase_trenes[indice_tren].lista_asignacion[1] 
                del lista_clase_trenes[indice_tren].lista_asignacion[0] 
                lista_clase_trenes[indice_tren].asigna(tiempo_ini_primera_asignacion, 
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tiempo_fin_segunda_asignacion, anden1) 
            else: 
                ocupado = consulta_esta_ocupado_intervalo(lista_clase_andenes, anden1, 
tiempo_fin_primera_asignacion, tiempo_ini_segunda_asignacion) 
                if (ocupado): 
                    pass 
                else: 
                    tren = indice_tren + 1 
                    lista_clase_andenes[anden1-1].uso(tiempo_fin_primera_asignacion, 
tiempo_ini_segunda_asignacion, tren) 
                    tiempo_ini_primera_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[0][0] 
                    del lista_clase_trenes[indice_tren].lista_asignacion[1] 
                    del lista_clase_trenes[indice_tren].lista_asignacion[0] 
                    lista_clase_trenes[indice_tren].asigna(tiempo_ini_primera_asignacion, 
tiempo_fin_segunda_asignacion, anden1) 
                    otro_tren = lista_clase_trenes[indice_tren].tren[1] 
                    indice_otro_tren = otro_tren - 1 
                    del lista_clase_trenes[indice_otro_tren].lista_asignacion[1] 
                    del lista_clase_trenes[indice_otro_tren].lista_asignacion[0] 
                    lista_clase_trenes[indice_otro_tren].asigna(tiempo_ini_primera_asignacion, 
tiempo_fin_segunda_asignacion, anden1) 
        i = i + 1 
    return lista_clase_trenes, lista_clase_andenes 
# reasignacion por falta de tiempo entre andenes 
def rectificacion(lista_clase_trenes, elementos, preferencia, lineas, conexiones, lista_clase_andenes, 
num_sheet, indice_tren): 
    tiempo_ini_primera_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[0][0] 
    tiempo_fin_primera_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[0][1] 
    tiempo_ini_segunda_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[1][0] 
    tiempo_fin_segunda_asignacion = lista_clase_trenes[indice_tren].lista_asignacion[1][1] 
    anden1 = lista_clase_trenes[indice_tren].lista_asignacion[0][2] 
    anden2 = lista_clase_trenes[indice_tren].lista_asignacion[1][2] 
    tiempo_entre = resto_horas(tiempo_ini_segunda_asignacion, tiempo_fin_primera_asignacion) 
    tiempo1 = resto_reloj(tiempo_fin_primera_asignacion, 0.01) 
    tiempo2 = resto_reloj(tiempo_ini_primera_asignacion, 0.01) 
    otro_tren = lista_clase_trenes[indice_tren].tren[1] 
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    indice_otro_tren = otro_tren - 1 
    if ((tiempo_entre < 0)\ 
        and (tiempo1 < tiempo_fin_segunda_asignacion)\ 
        and (tiempo2 < tiempo_ini_segunda_asignacion)): 
        tp1 = tiempo_fin_primera_asignacion + 0.01 
        tp2 = tiempo_fin_segunda_asignacion + 0.02 
        t1 = trafo_reloj(tp1) 
        t2 = trafo_reloj(tp2) 
        ocupado = consulta_esta_ocupado_intervalo(lista_clase_andenes, anden1, t1, t2) 
        if (ocupado): 
            tiempo_ini_primera_asignacion = lista_clase_trenes[indice_otro_tren].lista_asignacion[0][0] 
            tiempo_fin_primera_asignacion = lista_clase_trenes[indice_otro_tren].lista_asignacion[0][1] 
            tiempo_ini_segunda_asignacion = lista_clase_trenes[indice_otro_tren].lista_asignacion[1][0] 
            tiempo_fin_segunda_asignacion = lista_clase_trenes[indice_otro_tren].lista_asignacion[1][1] 
            anden1 = lista_clase_trenes[indice_otro_tren].lista_asignacion[0][2] 
            anden2 = lista_clase_trenes[indice_otro_tren].lista_asignacion[1][2] 
            tiempo_entre = resto_horas(tiempo_ini_segunda_asignacion, tiempo_fin_primera_asignacion) 
            tiempo1 = resto_reloj(tiempo_fin_primera_asignacion, 0.01) 
            tiempo2 = resto_reloj(tiempo_ini_primera_asignacion, 0.01) 
            if ((tiempo_entre < 0)\ 
                and (tiempo1 < tiempo_fin_segunda_asignacion)\ 
                and (tiempo2 < tiempo_ini_segunda_asignacion)): 
                ocupado = consulta_esta_ocupado_preciso(lista_clase_andenes, anden2, t1, t2) 
                if (t1 == t2): 
                    ocupado = False 
                if (ocupado): 
                    del lista_clase_trenes[indice_tren].lista_asignacion[1] 
                    del lista_clase_trenes[indice_tren].lista_asignacion[0] 
                    del lista_clase_trenes[indice_otro_tren].lista_asignacion[1] 
                    del lista_clase_trenes[indice_otro_tren].lista_asignacion[0] 
                    tren = indice_tren + 1 
                    lista = [[tren]] 
                    if (lista_clase_trenes[indice_tren].direccion == 'a'): 
                        matriz_preferencia_hungara, tiempo, andenes_libres = 
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matriz_preferencia_hungara_direccionA (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista, 0) 
                    else: 
                        matriz_preferencia_hungara, tiempo, andenes_libres = 
matriz_preferencia_hungara_direccionB (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista, 0) 
                    # matriz = [[2,3,1,4]] 
                    num_andenes = len(matriz_preferencia_hungara[0]) # andenes = 4 
                    fila = 0 
                    #Busco el valor minimo 
                    j = 0 
                    valor_min = 99 
                    while ((j < num_andenes) and (valor_min != 0)): 
                        if (matriz_preferencia_hungara[0][j] < valor_min): 
                            valor_min = matriz_preferencia_hungara[0][j] 
                            posicion = j 
                        j = j + 1 
                    index = tren - 1 
                    anden = andenes_libres[posicion] 
                    tini, tfin = tiempo_ini_fin_tren(lista_clase_trenes, index) 
                    lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden, tini, tfin, tren) 
                    lista_clase_trenes[indice_otro_tren].asigna(tini, tfin, anden) 
                    tren = indice_otro_tren + 1 
                    lista = [[tren]] 
                    if (lista_clase_trenes[indice_otro_tren].direccion == 'a'): 
                        matriz_preferencia_hungara, tiempo, andenes_libres = 
matriz_preferencia_hungara_direccionA (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista, 0) 
                    else: 
                        matriz_preferencia_hungara, tiempo, andenes_libres = 
matriz_preferencia_hungara_direccionB (lista_clase_trenes, elementos, lista_clase_andenes, 
preferencia, lineas, conexiones, lista, 0) 
                    # matriz = [[2,3,1,4]] 
                    num_andenes = len(matriz_preferencia_hungara[0]) # andenes = 4 
                    fila = 0 
                    #Busco el valor minimo 
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                    j = 0 
                    valor_min = 99 
                    while ((j < num_andenes) and (valor_min != 0)): 
                        if (matriz_preferencia_hungara[0][j] < valor_min): 
                            valor_min = matriz_preferencia_hungara[0][j] 
                            posicion = j 
                        j = j + 1 
                    index = tren - 1 
                    anden = andenes_libres[posicion] 
                    tini, tfin = tiempo_ini_fin_tren(lista_clase_trenes, index) 
                    lista_clase_trenes, lista_clase_andenes = ocupar_anden_tren(lista_clase_trenes, 
lista_clase_andenes, anden, tini, tfin, tren) 
                    lista_clase_trenes[indice_tren].asigna(tini, tfin, anden) 
                else: 
                    lista_clase_andenes[anden1-1].uso(tiempo_fin_primera_asignacion, 
tiempo_fin_segunda_asignacion, otro_tren) 
                    del lista_clase_trenes[indice_otro_tren].lista_asignacion[1] 
                    del lista_clase_trenes[indice_otro_tren].lista_asignacion[0] 
                    lista_clase_trenes[indice_otro_tren].asigna(tiempo_ini_primera_asignacion, 
tiempo_fin_segunda_asignacion, anden1) 
                    del lista_clase_trenes[indice_tren].lista_asignacion[1] 
                    del lista_clase_trenes[indice_tren].lista_asignacion[0] 
                    lista_clase_trenes[indice_tren].asigna(tiempo_ini_primera_asignacion, 
tiempo_fin_segunda_asignacion, anden1) 
        else: 
            tren = indice_tren + 1 
            lista_clase_andenes[anden1-1].uso(tiempo_fin_primera_asignacion, 
tiempo_fin_segunda_asignacion, tren) 
            del lista_clase_trenes[indice_tren].lista_asignacion[1] 
            del lista_clase_trenes[indice_tren].lista_asignacion[0] 
            lista_clase_trenes[indice_tren].asigna(tiempo_ini_primera_asignacion, 
tiempo_fin_segunda_asignacion, anden1) 
            del lista_clase_trenes[indice_otro_tren].lista_asignacion[1] 
            del lista_clase_trenes[indice_otro_tren].lista_asignacion[0] 
            lista_clase_trenes[indice_otro_tren].asigna(tiempo_ini_primera_asignacion, 
tiempo_fin_segunda_asignacion, anden1) 
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    return lista_clase_trenes, lista_clase_andenes 
def asignacion_vias(lista_clase_trenes, lista_clase_vias, lista_clase_enlaces, conexiones): 
    i = 0 # indice tren 
    while (i < len(lista_clase_trenes)): 
        if (len(lista_clase_trenes[i].tren) == 2): 
            if (lista_clase_trenes[i].tren[1] == 'tren dia anterior' or lista_clase_trenes[i].tren[1] == 'tren dia 
siguiente'): 
              pass 
            else: 
                if (len(lista_clase_trenes[i].lista_asignacion) == 2): 
                    anden1 = lista_clase_trenes[i].lista_asignacion[0][2] 
                    anden2 = lista_clase_trenes[i].lista_asignacion[1][2] 
                    tren1 = lista_clase_trenes[i].tren[0] 
                    tren2 = lista_clase_trenes[i].tren[1] 
                    if (tren1 == (i + 1)): 
                        tini1 = lista_clase_trenes[i].lista_asignacion[0][0] 
                        tfin1 = lista_clase_trenes[i].lista_asignacion[0][1] 
                        tini2 = lista_clase_trenes[i].lista_asignacion[1][0] 
                        tfin2 = lista_clase_trenes[i].lista_asignacion[1][1] 
                        ocupar_via_tren(lista_clase_trenes, lista_clase_vias, anden1, tini1, tfin1, tren1) 
                        ocupar_via_tren(lista_clase_trenes, lista_clase_vias, anden2, tini2, tfin2, tren2) 
                        if (not lista_clase_trenes[i].cochera): 
                            camino = tiempo_entre_andenes(anden1, anden2, conexiones) 
                            try: 
                                tiempo_andenes = camino[0] / 100 
                                andenes_camino = camino[1] 
                            except: 
                                tiempo_andenes = camino / 100 
                                andenes_camino = None 
                            if (andenes_camino): 
                                via_actual = anden1 
                                tiempo_inicio = tfin1 
                                j = 1 # el primer valor es el anden1 (via_actual) 
                                while (j < len(andenes_camino)): 
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                                    siguiente_via = andenes_camino[j] 
                                    camino2 = tiempo_entre_andenes(via_actual, siguiente_via, conexiones) 
                                    try: 
                                        tiempo_vias = camino2[0] / 100 
                                    except: 
                                        tiempo_vias = camino2 / 100 
                                    tiempo_fin_prov = tiempo_inicio + tiempo_vias 
                                    tiempo_fin = trafo_reloj(tiempo_fin_prov) 
                                    ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, via_actual, 
siguiente_via, tiempo_inicio, tiempo_fin, tren1) 
                                    j = j + 1 
                            else: # enlace directo 
                                ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, anden1, anden2, 
tfin1, tini2, tren1) 
                        else: # se va a cochera 
                            cochera = len(conexiones) - 1 
                            camino = tiempo_entre_andenes(anden1, cochera, conexiones) 
                            try: 
                                tiempo_andenes = camino[0] / 100 
                                andenes_camino = camino[1] 
                            except: 
                                tiempo_andenes = camino / 100 
                                andenes_camino = None 
                            if (andenes_camino): 
                                via_actual = anden1 
                                tiempo_inicio = tfin1 
                                j = 1 # el primer valor es el anden1 (via_actual) 
                                while (j < len(andenes_camino)): 
                                    siguiente_via = andenes_camino[j] 
                                    camino2 = tiempo_entre_andenes(via_actual, siguiente_via, conexiones) 
                                    try: 
                                        tiempo_vias = camino2[0] / 100 
                                    except: 
                                        tiempo_vias = camino2 / 100 
                                    tiempo_fin_prov = tiempo_inicio + tiempo_vias 
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                                    tiempo_fin = trafo_reloj(tiempo_fin_prov) 
                                    ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, via_actual, 
siguiente_via, tiempo_inicio, tiempo_fin, tren1) 
                                    j = j + 1 
                            else: # enlace directo 
                                ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, anden1, cochera, 
tfin1, lista_clase_trenes[i].cochera[0][0], tren1) 
                            camino = tiempo_entre_andenes(cochera, anden2, conexiones) 
                            try: 
                                tiempo_andenes = camino[0] / 100 
                                andenes_camino = camino[1] 
                            except: 
                                tiempo_andenes = camino / 100 
                                andenes_camino = None 
                            if (andenes_camino): 
                                via_actual = cochera 
                                tiempo_inicio = lista_clase_trenes[i].cochera[0][1] 
                                j = 1 # el primer valor es el anden1 (via_actual) 
                                while (j < len(andenes_camino)): 
                                    siguiente_via = andenes_camino[j] 
                                    camino2 = tiempo_entre_andenes(via_actual, siguiente_via, conexiones) 
                                    try: 
                                        tiempo_vias = camino2[0] / 100 
                                    except: 
                                        tiempo_vias = camino2 / 100 
                                    tiempo_fin_prov = tiempo_inicio + tiempo_vias 
                                    tiempo_fin = trafo_reloj(tiempo_fin_prov) 
                                    ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, via_actual, 
siguiente_via, tiempo_inicio, tiempo_fin, tren1) 
                                    j = j + 1 
                            else: # enlace directo 
                                ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, cochera, anden2, 
lista_clase_trenes[i].cochera[0][1], tini2, tren1) 
                else: #solo un anden asignado 
                    anden1 = lista_clase_trenes[i].lista_asignacion[0][2] 
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                    tren1 = lista_clase_trenes[i].tren[0] 
                    tini1 = lista_clase_trenes[i].lista_asignacion[0][0] 
                    tfin1 = lista_clase_trenes[i].lista_asignacion[0][1] 
                    if (tren1 == (i + 1)): 
                        ocupar_via_tren(lista_clase_trenes, lista_clase_vias, anden1, tini1, tfin1, tren1) 
        else: #un solo tren 
            tren = i + 1 
            if (len(lista_clase_trenes[i].lista_asignacion) == 2): 
                anden1 = lista_clase_trenes[i].lista_asignacion[0][2] 
                anden2 = lista_clase_trenes[i].lista_asignacion[1][2] 
                tren1 = lista_clase_trenes[i].tren[0] 
                tini1 = lista_clase_trenes[i].lista_asignacion[0][0] 
                tfin1 = lista_clase_trenes[i].lista_asignacion[0][1] 
                tini2 = lista_clase_trenes[i].lista_asignacion[1][0] 
                tfin2 = lista_clase_trenes[i].lista_asignacion[1][1] 
                ocupar_via_tren(lista_clase_trenes, lista_clase_vias, anden1, tini1, tfin1, tren1) 
                ocupar_via_tren(lista_clase_trenes, lista_clase_vias, anden2, tini2, tfin2, tren1) 
                if (not lista_clase_trenes[i].cochera): 
                    camino = tiempo_entre_andenes(anden1, anden2, conexiones) 
                    try: 
                        tiempo_andenes = camino[0] / 100 
                        andenes_camino = camino[1] 
                    except: 
                        tiempo_andenes = camino / 100 
                        andenes_camino = None 
                    if (andenes_camino): 
                        via_actual = anden1 
                        tiempo_inicio = tfin1 
                        j = 1 # el primer valor es el anden1 (via_actual) 
                        while (j < len(andenes_camino)): 
                            siguiente_via = andenes_camino[j] 
                            camino2 = tiempo_entre_andenes(via_actual, siguiente_via, conexiones) 
                            try: 
                                tiempo_vias = camino2[0] / 100 
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                            except: 
                                tiempo_vias = camino2 / 100 
                            tiempo_fin_prov = tiempo_inicio + tiempo_vias 
                            tiempo_fin = trafo_reloj(tiempo_fin_prov) 
                            ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, via_actual, 
siguiente_via, tiempo_inicio, tiempo_fin, tren1) 
                            j = j + 1 
                    else: # enlace directo 
                        ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, anden1, anden2, tfin1, 
tini2, tren1) 
                else: # se va a cochera 
                    cochera = len(conexiones) - 1 
                    camino = tiempo_entre_andenes(anden1, cochera, conexiones) 
                    try: 
                        tiempo_andenes = camino[0] / 100 
                        andenes_camino = camino[1] 
                    except: 
                        tiempo_andenes = camino / 100 
                        andenes_camino = None 
                    if (andenes_camino): 
                        via_actual = anden1 
                        tiempo_inicio = tfin1 
                        j = 1 # el primer valor es el anden1 (via_actual) 
                        while (j < len(andenes_camino)): 
                            siguiente_via = andenes_camino[j] 
                            camino2 = tiempo_entre_andenes(via_actual, siguiente_via, conexiones) 
                            try: 
                                tiempo_vias = camino2[0] / 100 
                            except: 
                                tiempo_vias = camino2 / 100 
                            tiempo_fin_prov = tiempo_inicio + tiempo_vias 
                            tiempo_fin = trafo_reloj(tiempo_fin_prov) 
                            ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, via_actual, 
siguiente_via, tiempo_inicio, tiempo_fin, tren1) 
                            j = j + 1 
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                    else: # enlace directo 
                        ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, anden1, cochera, tfin1, 
lista_clase_trenes[i].cochera[0][0], tren1) 
                    camino = tiempo_entre_andenes(cochera, anden2, conexiones) 
                    try: 
                        tiempo_andenes = camino[0] / 100 
                        andenes_camino = camino[1] 
                    except: 
                        tiempo_andenes = camino / 100 
                        andenes_camino = None 
                    if (andenes_camino): 
                        via_actual = cochera 
                        tiempo_inicio = lista_clase_trenes[i].cochera[0][1] 
                        j = 1 # el primer valor es el anden1 (via_actual) 
                        while (j < len(andenes_camino)): 
                            siguiente_via = andenes_camino[j] 
                            camino2 = tiempo_entre_andenes(via_actual, siguiente_via, conexiones) 
                            try: 
                                tiempo_vias = camino2[0] / 100 
                            except: 
                                tiempo_vias = camino2 / 100 
                            tiempo_fin_prov = tiempo_inicio + tiempo_vias 
                            tiempo_fin = trafo_reloj(tiempo_fin_prov) 
                            ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, via_actual, 
siguiente_via, tiempo_inicio, tiempo_fin, tren1) 
                            j = j + 1 
                    else: # enlace directo 
                        ocupar_enlace_tren(lista_clase_trenes, lista_clase_enlaces, cochera, anden2, 
lista_clase_trenes[i].cochera[0][1], tini2, tren1) 
            else: #solo un anden asignado 
                anden1 = lista_clase_trenes[i].lista_asignacion[0][2] 
                tren1 = lista_clase_trenes[i].tren[0] 
                tini1 = lista_clase_trenes[i].lista_asignacion[0][0] 
                tfin1 = lista_clase_trenes[i].lista_asignacion[0][1] 
                ocupar_via_tren(lista_clase_trenes, lista_clase_vias, anden1, tini1, tfin1, tren1) 
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        i = i + 1 
    return lista_clase_trenes, lista_clase_vias, lista_clase_enlaces 
################################## Inicializando 
if __name__ == '__main__': 
    nombre_documento = "Asignacion.ods" 
    leyendo = ValoresODS("Laborable",nombre_documento) 
    trenes_laborable = leyendo.lista_trenes() 
    leyendo = ValoresODS("Estacion",nombre_documento) 
    elementos = leyendo.valores_estacion() 
    tren_dia = elementos[5][0] 
    tren_noche = 0 
    capacidad_cochera = elementos[6][0] 
    lista_clase_andenes = crear_andenes(elementos) 
    lista_clase_trenes, lista_trenes_ayer, lista_trenes_tomorrow = crear_trenes(trenes_laborable) 
    num_elementos = len(lista_clase_andenes) 
    lista_clase_vias = crear_vias(num_elementos) 
    del trenes_laborable 
    num_sheet = 0 
    leyendo = ValoresODS("Lineas",nombre_documento) 
    preferencia = leyendo.preferencia_lineas() 
    lineas = leyendo.lineas() 
    leyendo_conexion = ValoresODS("Conexion",nombre_documento) 
    conexiones = leyendo_conexion.conexion() 
    lista_clase_enlaces = crear_enlaces(conexiones) 
    asignacion = metodo(lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes, lista_clase_vias, lista_clase_enlaces, num_sheet) 
    del lista_clase_trenes 
    del lista_clase_andenes 
    del lista_clase_vias 
    del lista_clase_enlaces 
    leyendo = ValoresODS("Festivo",nombre_documento) 
    trenes_festivo = leyendo.lista_trenes() 
    lista_clase_andenes = crear_andenes(elementos) 
    lista_clase_trenes, lista_trenes_ayer, lista_trenes_tomorrow = crear_trenes(trenes_festivo) 
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    num_elementos = len(lista_clase_andenes) 
    lista_clase_vias = crear_vias(num_elementos) 
    lista_clase_enlaces = crear_enlaces(conexiones) 
    del trenes_festivo 
    num_sheet = 1 
    asignacion = metodo(lista_clase_trenes, elementos, preferencia, lineas, conexiones, 
lista_clase_andenes, lista_clase_vias, lista_clase_enlaces, num_sheet) 
    print "Fin" 
 
 
