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Resum
El Protocol DQ e´s un protocol d’acce´s al medi per a xarxes de comunicacions sense
fils d’alt rendiment que aconsegueix transmetre dades sense collisions tot concentrant
els accessos aleatoris en una part petita de la trama temporal a on es transmeten unes
sequ¨e`ncies de peticio´ d’acce´s al canal anomenades Acces Request Sequences ( ARS).
El protocol opera a trave´s de dues cues distribuı¨des que treballen en parallel i que gesti-
onen la resolucio´ de les collisions dels ARS i la transmissio´ de les dades respectivament.
Aquest protocol permet tenir un rendiment quasi-o`ptim a nivell d’enllac¸ per a qualsevol
nombre de nodes d’una xarxa de comunicacions.
Aquest projecte consisteix en la implementacio´ del protocol DQ en un hardware basat en
el kit de desenvolupament de Semtech-DK7A433, el qual opera en el rang frequ¨encial de
300 a 500 MHz, i disposa de dues modulacions, OOK i FSK.
S’ha creat un firmware per a la inicialitzacio´ dels nodes i per a poder implementar el
protocol DQ. Aquest firmware s’ha programat en codi C i esta` basat en les interrupcions
produı¨des per el transceptor de Radio Frequ¨e`ncia (RF) sobre el microprocessador del kit,
un Cortex-M3 de 32 bits.
Un dels elements fonamentals pel funcionament del sistema e´s la transmissio´ i deteccio´ de
les ARS, i molt en concret la deteccio´ de les collisions que es produeixin en cadascun dels
slots temporals definits per a la seva transmissio´. Les proves realitzades amb el hardware
seleccionat s’han centrat en la implementacio´ de la transmissio´ d’ ARS i en la deteccio´ de
les collisions , provant diferents configuracions de radiofrequ¨e`ncia disponibles. Per a la
deteccio´ de collisions s’ha estudiat la topologia de xarxa que implica ma`xima dificultat de
deteccio´, consistint en un dispositiu coordinador i dos dispositius esclaus que transmeten
al mateix temps en l’enlla de pujada (cap al coordinador) i collisionen.
Aquests tests han provat que la pro`pia robustesa de la modulacio´ FSK la fa inviable per
a la deteccio´ de collisions, ja que pateix l’efecte captura de manera molt significativa.
Tambe´ s’ha comprovat que la modulacio´ OOK e´s molt me´s adequada per a la deteccio´ de
collisions a canvi d’oferir una menor velocitat de transmissio´.
Aquestes proves constitueixen la base per la implementacio´ del primer prototip de sistema
de transmissio´ sense fils basat en DQ.

Title : Implementation of a MAC Layer High Performance Protocol
Author: Oriol Bardina Fons
Director: Lluı´s Alonso
Supervisor: Francisco Vazquez, Jesus Alonso-Zarate
Date: May 29, 2014
Overview
DQ is a high performance access protocol for wireless communications networks which
reaches collision-free data transmissions by gathering the random access requests in a
small time window and completely avoiding the collision of data packets. This protocol
operates by using two logical distributed queues, which manage the resolution of collisions
and the data transmission scheduling in parallel. The protocol achieves near-optimum
performance at the link level independently of the number of devices in the network, thus
making it appealing for the Internet of Things (IoT) as well as for highly-dense network
deployments.
This project aims to implement the DQ-protocol on Semtech DK7A433 test boards, oper-
ating at 300-500 MHz, which are able to switch between FSK and OOK modulation.
In order to manage the board initialization, and perform the protocol implementation, a
new firmware has been created, coded in C programming language, which is based on
interruptions generated by the RF transceiver over the main processor cortex M-3.
Two of the key elements for the DQ system are the transmission and detection of ARS; in
particular the collision detection that can occur in any of the access time mini slots is one of
the main challenges to be faced when implementing this protocol in real hardware. Trans-
mission and collision detection of ARS has been carried out and experimentally tested
within the scope of this project, using the different available RF configurations. The worst
case for collision detection has been considered using one central node and two slaves
transmitting simultaneously. This case has the maximum probability of not detecting a
collision and being affected by the capture effect.
The tests carried out have proven that FSK modulation is not adequate for ARS trans-
mission due to its strong sensitivity to the capture effect, while OOK modulation fits much
better our goals at the cost of a slower transmission rate, and a shorter range.
The results presented in this project constitute the foundations for the implementation of a
first prototype of a wireless transmission system using DQ ever.
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La capa Medium Acces Control (MAC) d’un sistema de comunicacions basat en la pila de
protocols OSI (Open System Interconnection) defineix les regles per les quals els nodes
d’una xarxa de comunicacions accedeixen a un canal de comunicacions compartit per
a transmetre dades. Aquestes regles han de ser senzilles d’implementar, han de ser
escalables a diferents volums de tra`fic , i han d’obtenir ma`xima eficie`ncia en quant a
energia consumida i retard en la transmissio´ de dades.
Els protocols de capa MAC existents avui en dia en les tecnologies disponibles en el mer-
cat no compleixen tots aquests requisits quan el nombre de nodes compartint el mitja` de
transmissio´ e´s molt gran. Aquest e´s l’exemple del protocol MAC de WIFI, que pateix con-
gestio´ a mida que el nu´mero de dispositius en una xarxa augmenta. Una possible sollucio´
al problema de la congestio´ per a xarxes d’alta densitat de dispositius e´s fer u´s del protocol
MAC anomenat Distributed Queuing (DQ). Aquest protocol va ser ideat a la de`cada dels
90, i fins ara tot el treball sobre aquest mateix protocol s’ha realitzat a nivell teo`ric o be´
amb simulacions,mostrant que e´s capac¸ d’aprofitar de manera o`ptima el recursos ra`dio
disponibles en una xarxa( des del punt de vista de la capa MAC). Motivat per la mancanc¸a
de una implementacio´ real de DQ que mostri que aquests resultats teo`rics i simulats es
poden aconseguir en la vida real, aquest treball constitueix la primera implementacio´ de
DQ en una xarxa sense fils.
Objectius i Desenvolupament:
L’objectiu principal d’aquest treball e´s implementar el protocol DQ en una xarxa sense
fils, operant a la banda frequ¨encial de 433MHz, utilitzant development kit de Semtech
DK7A433, que inclou un microprocessador Cortex ARM (STM32L de STM) i un transcep-
tor ra`dio SX1212 de Semtech.
Com a objectius secundaris es plantegen:
1. Identificar les limitacions del kit de desenvolupament en la implementacio´ del proto-
col i definir les possibles solucions.
2. Identificar les modulacions me´s eficients per a DQ.
Per aconseguir l’ implementacio´ del protocol DQ s’ha creat un firmware sobre el micropro-
cessador STM32L151, per a inicialitzar-lo i controlar el transceptor ra`dio SX-1212. Aquest
firmware s’ha codificat en llenguatge de programacio´ C. S’ha utilitzat l’entorn de desenvo-
lupament Ride7 de Raisonance, i un dispositiu anomenat R-Linker, el qual permet progra-
mar el processador i depurar via hardware.
Un cop realitzat el firmware, s’ha realitzat una bateria de proves, per a determinar quins
para`metres del transceptor ra`dio SX-1212 so´n els me´s adients per a poder implementar
el protocol DQ. Entre els para`metres de configuracio´ es troben: la modulacio´, la velocitat
de transmissio´, els retards de transmissio´ entre nodes de comunicacions i les pote`ncies
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de transmissio´.
Un dels principals reptes en la implementacio´ de DQ ha estat la deteccio´ de collisions.
El protocol DQ reserva un espai per a enviar dades sense collisions, pero` per a realitzar
aquesta reserva, fa u´s d’un breu espai temporal a on els nodes de la xarxa competeixen
per l’acce´s al medi utilitzant peticions d’acce´s. Per a la operacio´ de DQ e´s necessari
detectar quan es donen collisions en aquesta finestra temporal de reserva. El treball
realitzat posa de manifest que la modulaci emprada te´ una gran influe`ncia en la capacitat
per a detectar aquestes collisions. En particular, les proves realitzades han demostrat que
de les modulacions disponibles en el transceptor SX1212, e´s millor utilitzar la modulacio´
OOK, tot i que limita la velocitat de transmissio´. A me´s, e´s recomanable afegir un petit
retard en la transmissio´ de peticions d’acce´s per a evitar en part l’efecte captura, i per
tant aconseguir detectar amb una millor probabilitat quan succeeix una collisio´. Un cop
solucionada la deteccio´ de collisions, s’ha implementat l’estructura dels slots temporals
que conformen la trama DQ, aixı´ com la sincronitzacio´ adient per a poder transmetre al slot
desitjat sense interferir en els altres. Un cop realitzades aquestes tasques s’ha procedit a
programar les regles del protocol DQ per a completar la seva implementacio´.
Estructura del treball:
El treball esta` estructurat en 5 capı´tols. El primer introdueix les bases teo`riques,mentre
que el segon descriu tots els components del kit de desenvolupament de semtech. En
el tercer capı´tol s’explica tota la programacio´ per a la inicialitzacio´ del microprocessador
STM32L, aixı´ com la configuracio´ del transceptor ra`dio SX1212, la programacio´ de la
transmissio´/recepcio´ de paquets i l’ implementacio´ del protocol DQ. Al quart capı´tol s’ex-
pliquen les proves realitzades sobre la deteccio´ de collisions amb les dues modulacions
disponibles, aixı´ com diversos resultats que mostren que el protocol DQ funciona correcta-
ment. La memo`ria finalitza amb el cinque` capı´tol on trobem les conclusions, i els annexes
on s’expliquen totes les funcions del programa en detall.
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CAPI´TOL 1. FONAMENTS TEO`RICS
1.1. Medium Acces Control (MAC)
En el model de set capes de la Open System Interconnection (OSI) i dins la capa d’enllac¸
de dades, tenim la subcapa Medium Acces Control(MAC). La subcapa MAC defineix els
mecanismes d’ adrec¸ament i de control d’acce´s al medi, el que fa possible que diferents
terminals o nodes es puguin comunicar en una xarxa d’acce´s mu´ltiple compartint el mateix
medi.
1.1.1. Mecanismes d’adrec¸ament
L’ adrec¸ament a la subcapa MAC consta d’ un identificador u´nic de 48 bits, el que fa pos-
sible la transmissio´ de paquets entre nodes que resideixin en una subxarxa connectada
per mecanismes de capa 2 tals com repetidors, switches o bridges.
1.1.2. Mecanismes de Control d’Acce´s al Medi
La manera d’accedir al canal e´s realitza mitjanc¸ant protocols d’acce´s al medi, els quals
fan possible que diferents nodes comparteixin el mateix canal de la manera me´s eficient,
aquests mecanismes e´s poden dividir en dos subgrups.
1.1.2.1. Acce´s Aleatori
Els nodes competeixen pel medi generant collisions, els pros d’aquest me`tode so´n sim-
plicitat, no fa falta que el node conegui la topologia de la xarxa, no hi ha una organitzacio´
central referent als enviaments. Per contra podem destacar que quan hi ha molta ca`rrega
de tra`fic o molts nodes competint pel mateix medi, el retard i el cost energe`tic tendeixen a
augmentar molt.
Exemples de protocols d’acce´s aleatori Carrier Sense Multiple Access(CSMA) i ALOHA.
1.1.2.2. Acce´s amb Reserva
Els nodes envien ordenadament, ja que hi ha una intellige`ncia central que els ordena. El
gran pro d’aquest me`tode e´s la transmissio´ de dades sense collisions. Els contres so´n la
poca escalabilitat i el costo´s manteniment en xarxes amb molts nodes, i quan hi ha poc
tra`fic no e´s un sistema o`ptim.
Exemples de protocols d’acce´s amb reserva Time Division Multiple Access(TDMA) i Fre-
quency Division Multiple Access(FDMA).
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1.2. Protocol DQRAP
Als inicis dels anys 90, Graham Campbell i Wenxin Xu crearen el concepte de protocol Dis-
tributed Queue Random Acces Protocol(DQRAP), un protocol d’alt rendiment de subcapa
MAC. Aquest protocol combina les millors caracterı´stiques dels protocols d’acce´s aleatori
amb les millors caracterı´stiques dels protocols d’acce´s amb reserva, ja que combina els
dos me`todes d’una manera transparent i progressiva en funcio´ de la ca`rrega de dades.
La combinacio´ dels dos me`todes s’aconsegueix mitjanc¸ant la construccio´ de la trama DQ
on e´s reserven espais temporals diferenciats per a l’enviament de dades sense collisions
i per a demanar torn. Aixo` no seria possible sense utilitzar dues cues que regeixen l’or-
denacio´ dels dos espais temporals pre`viament esmentats i que seran anomenades Data
Transmission Queue (DTQ) i Collision Resolution Queue(CRQ).
Despre´s de molts anys d’estudis teo`rics, s’ han proposat diverses variants del protocol
DQRAP, que s’engloben sota el nom de protocols DQ, o simplement protocol DQ, que
esta` dissenyat per operar en xarxes amb 1 coordinador i N nodes esclaus. Creant una
Single-Hop Network amb topologia en estrella.
Per a me´s informacio´ sobre el protocol DQ [1] [2]
Per qu¨estions d’espai i brevetat no e´s possible incloure en aquest document tots els detalls
teo`rics sobre la descripcio´ del protocol DQ i ens remetem a les refere`ncies anteriors per a
que el lector tingui una descripcio´ detallada del mateix.
1.2.1. Trama DQ
La part fonamental de la implementacio´ del protocol DQ e´s l’estructura de la seva trama,
que sera` descrita aquı´ breument per entendre els detalls d’implementacio´ que han sigut
desenvolupats en aquest treball.
La trama DQ consta de tres parts ben diferenciades com es mostra a la figura 1.1.
Comenc¸a amb el feedback packet enviat per el node coordinador, despre´s tenim la con-
tention window(finestra de contencio´) que com s’explica me´s endavant e´s on es realitza
realment l’acce´s al canal amb contencio´ i la transmissio´ de les anomenades Access Re-
quest Sequences(ARS), a partir de les quals es pren la decisio´ sobre l’ordenacio´ a l’hora
de transmetre dades u´tils. Per finalitzar hi ha el data slot, que com el seu nom indica
e´s l’espai temporal reservat per a l’enviament de dades, on es garanteix que no hi haura`
collisions.
1.2.2. Feedback packet
El feedback packet e´s un paquet d’uns pocs bytes on el node coordinador transmet tota
la informacio´ necessa`ria per a que els nodes esclaus tinguin prou informacio´ per a saber
com actuar en la trama que comenc¸a.
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Figura 1.1: Time Frame Structure of DQ
Aquest paquet inclou almenys:
1.Informacio´ terna`ria respecte l’estat dels slots de la contention window immediatament
anterior. E´s terna`ria perque` pot tenir tres valors diferents:ha succeı¨t collisio´, no ha succeı¨t
collisio´ o be´ si no hi ha hagut cap transmissio´.
2. Estat de les cues de transmissions i collisions que el coordinador hagi calculat i una
marca de verificacio´ de que les dades rebudes al slot de dades han arribat correctament.
s’hi pot afegir me´s informacio´ pero` interessa que aquest paquet ocupi el menor temps pos-
sible ja que es tracta d’overhead que redueix els recursos disponibles per a la transmissio´
de dades.
1.2.3. Slots temporals del contention window i ARS (Acces Request
Sequence)
Un cop realitzada la transmissio´ del feedback packet, el coordinador espera resposta dels
esclaus en n slots temporals que conformen el que anomenem contention window. Es pot
demostrar que es pot assolir el ma`xim throughput possible amb nome´s 3 slots.
Un cop reben el feedback packet i segons sigui l’informacio´ que contingui, els esclaus
poden enviar un ARS en un dels slots de la contention window triat aleato`riament, dormir
o transmetre dades al slot de dades.
E´s molt important que els ARS ocupin el menor temps possible per a fer una contention
window curta temporalment, i a l’hora el node coordinador ha de poder determinar els tres
estats possibles en que es troba cada slot. Per tant, simplement han de portar un senyal
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senzill que pugui ser detectat o destruı¨t en collisionar.
Al acabar de transmetre el feedback packet el coordinador es prepara per rebre els ARS i
decideix en quins d’aquests hi ha hagut collisio´ , en quins s’ha rebut l’ARS sense modifi-
car, i en quins no s’ha rebut res. Despre´s de la contention window el coordinador conforma
l’slot de dades, on es rebran dades procedents d’un node esclau lliures de collisions se-
gons indiqui la cua de dades i les regles del protocol.
1.2.4. DTQ i CRQ
Les dues cues del protocol, anomenades DTQ i CRQ, so´n de tipus First In First Out(FIFO)
on el primer que hi ha entrat e´s el primer en sortir. Tot i aixı´, es podrien arbitrar altres
polı´tiques en la gestio´ d’aquestes cues.
La cua CRQ regula l’enviament de ARS dins la contention window mitjanc¸ant un algoritme
de resolucio´ de contencio´ basat en tree-splitting. En cada posicio´ de la cua hi pot haver
me´s d’un node esclau ja que aquesta e´s la cua que separa els nodes en grups segons
l’slot temporal en el que hagin collisionat. Per poder donar entrada a la cua, es dona
prefere`ncia per nu´mero d’slot en ordre temporal. Aixı´ doncs si detecte´ssim collisio´ al
slot1 i al slot3 en primera posicio´ de la CRQ tindrı´em els nodes del slot1 i a la segona els
del slot3.
La cua DTQ ,tambe´ e´s una cua FIFO pero` aquı´ cada posicio´ e´s individual per a cada
node. Aquesta cua s’omple quan en un slot temporal detectem un ARS que arriba amb
e`xit. Si en una trama arriba me´s d’un ARS amb e`xit tambe´ s’ordenen per nu´mero de slot
temporal.
L’ actualitzacio´ de l’estat de les cues es realitza amb el segu¨ent procediment :
 Transmissio´ detectada i ARS detectat: assignacio´ a DTQ.
 Transmissio´ detectada i ARS no detectat: assignacio´ a CRQ.
 Transmissio´ no detectada: no assigna res.
A la figura 1.2 podem veure un exemple de com s’actualitzen les cues durant 8 trames. Si
ens fixem en les primeres trames podem fer-nos una idea del funcionament del protocol
DQ. A la primera trama tenim una collisio´ al primer slot de la contention window, un ARS
amb e`xit en el segon slot d’aquesta i un altre collisio´ en el tercer slot. El slot de dades e´s
buit ja que e´s la primera trama.
En la segona trama podem veure com s’han actualitzat les cues. DTQ conte´ el node
que ha enviat l’ARS amb e`xit. CRQ conte´ a la primera posicio´ els 3 nodes que han
collisionat en el primer slot de la trama anterior i a la segona posicio´ els dos nodes que
han collisionat en el tercer slot de la trama anterior. Aixı´ doncs en la contention window de
la segona trama nome´s enviaran els tres nodes que figuren a la primera posicio´ de CRQ,
generant les collisions i e`xits pertinents. Al slot de dades de la segona trama podem
veure com envia el node que figurava en la primera posicio´ de DTQ.
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Figura 1.2: Exemple de Funcionament del Protocol-DQ (8 frames i 6 esclaus)
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CAPI´TOL 2. ENTORN DE DESENVOLUPAMENT
2.1. Mo`dul hardware SX1212-DK7A433
Figura 2.1: Mo`dul Hardware DK7A433
El mo`dul DK7A433 e´s un kit de desenvolupament de Semtech que inclou un transceptor
de radiofrequ¨e`ncia (RF) SX-1212 i un microprocessador STM32L151 ARM de 32bits de la
famı´lia Cortex-M3. La connexio´ entre el microprocessador i el transceptor radio es realitza
mitjanc¸ant la Serial Port Interface (SPI2).
Per a me´s informacio´ respecte al mo`dul SX1212-DK7A433 [3].
L’eleccio´ d’aquest mo`dul e´s deguda al baix consum energe`tic del transceptor en mode
recepcio´, a la seva bona sensibilitat i a la gran quantitat de para`metres de RF configurables
des de el microprocessador.
Les interfı´cies d’entrada/sortida que suporta aquest mo`dul so´n les segu¨ents: Universal
Serial Bus(USB), Inter Integrated Circuit(I2C),General Purpose Input Output(GPIO), que
seran explicades en detall als segu¨ents apartats. El mo´dul disposa d’una antena cera`mica
en la banda dels 433Mhz integrada a la placa, i un connector que permet l’u´s d’una antena
externa.
El mo`dul es pot expandir amb una placa auxiliar que disposa d’una interfı´cie Joint Test
Action Group(JTAG) per a la programacio´ del microprocessador i d’ un connector RS-232.
2.1.1. Microprocessador STM32L151
El microprocessador STM32l151 forma part dels processadors de la famı´lia Cortex-M3 de
ARM, en aquest cas concret la se`rie L que son microprocessadors de 32 bits de molt baix
consum,amb les segu¨ents caracterı´stiques principals .
Per a me´s informacio´ sobre el microprocessador STM32L151 [5].
Podem observar el diagrama de blocs de l’arquitectura del microprocessador a la segu¨ent
figura 2.2.
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Figura 2.2: Microprocessador STM32L151CBT
 El sistema principal consta d’un bus de 32 bits que connecta els segu¨ents dispositius
mestre: el microprocessador, el bus dades, el bus d’instruccions, el bus del sistema i
el controlador DMA; amb 3 esclaus,que so´n la memo`ria FLASH, la memo`ria SRAM,
i el BUS Advanced High-performance Bus(AHB) al qual es connecten els perife`rics
a trave´s dels busos Advanced Peripherial Bus(APB).
 El microprocessador cortex-M3 te arquitectura harvard, pipeline de 3 etapes,set
d’instruccions de 32 bits,13 registres generals de 32 bits (R0 a R12),stack pointer
,dos registres per guardar les posicions del stack pointer, un program counter, un
registre status de programa , i un registre linker, utilitza ordenadcio´ little endian.
 El bus de dades es utilitzat pel microprocessador per a fer ca`rregues de dades des
de la memo`ria FLASH o SRAM.
 El bus d’instruccions, s’encarrega de fer el fetch (proce´s de lectura) de les instrucci-
ons de programa, des de la memo`ria FLASH o SRAM.
 El bus del sistema, s’encarrega d’accedir a les dades dels perife`rics o de la SRAM.
 El bus DMA, s’encarrega de connectar el master del DMA amb els perife`rics, el bus
de dades , SRAM i FLASH.
 El bus AHB porta tota la informacio´ dels perife`rics als quals enllac¸a a trave´s d’un
bridge que el divideix en dos busos anomenats APB1 i APB2, dels quals pengen
tots els perife`rics del microprocessador.
ENTORN DE DESENVOLUPAMENT 11
2.1.1.1. Rellotges
El microprocessador disposa d’una se`rie de rellotges(clocks) interns(oscilladors RC) i
externs(oscillador de quartz) , que sincronitzen tant el nucli del sistema com els diferents
busos. Especial refere`ncia al bus AHB un cop dividit en els busos APB1 i APB2, ja que
el rellotge assignat a aquests busos estara` alimentant el rellotge de tots els perife`rics.
El microprocessador tambe´ te´ un PLL intern el qual pot ser alimentat per la majoria de
rellotges de que disposa el microprocessador, la sortida del qual tambe´ pot e´sser utilitzada
com a rellotge. La velocitat ma`xima del microprocessador e´s de 32 MHz.
2.1.1.2. Entrades i sortides digitals GPIO
Els perife`rics del STM32L151 tracten l’ informacio´ d’entrada o sortida a traves dels GPIO,
que podrı´em definir com les entrades i sortides fı´siques dels diferents perife`rics. So´n pins
agrupats en ports, 16 pins per port, 8 ports en total que fan un total de 128 entrades i
sortides. Cada un d’aquests pins esta` connectat als perife`rics mitjanc¸ant un multiplexor,
permetent el control de fins a 16 perife`rics per pin sequ¨encialment (aixo` s’anomena com
AF alternate function) , tots els ports tenen interrupcio´ per via externa. Podem veure
l’arquitectura interna d’una d’aquestes entrades i sortides digitals a la Figura 2.3.
Figura 2.3: Diagrama de Ports GPIO
2.1.1.3. Interrupcions
Les interrupcions del STM32L151 poden ser externes o internes. Les interrupcions exter-
nes sempre han d’anar sobre un GPIO, utilitzant el que s’anomena lı´nia externa d’interrup-
cio´(EXTI). A banda, tots els perife`rics tenen processos d’interrupcio´ interns. El que com-
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parteixen en els dos casos es l’NVIC (Nested Vectored Interrupt Controller), que serveix
les interrupcions al microprocessador amb molt poca late`ncia i que disposa d’un plegat de
prioritats per a servir aquestes interrupcions.
2.1.1.4. Perife`rics
El STM32L151 disposa de tot un seguit de perife`rics, que e´s detallen a continuacio´:
 El ADC (Analog to Digital Converter) e´s un convertidor analo`gic digital de 12 bits.
Te´ 26 canals multiplexats d’entrada, als quals pot conectar 24 senyals externes i 2
d’internes, amb resolucio´ configurable de 6 bits a 12 bits, velocitat de conversio´ 1
microsegon i disposa d’interrupcio´.
 El DAC (Digital to Analog Converter) disposa de dos convertidors digitals analo`gics,
que poden treballar amb 8 o 12 bits.
 Dos comparadors analo`gics (COMP), un amb un llindar fixe, i l’altre amb un llindar
programable. Poden ser connectats a senyals externs o interns com per exemple el
DAC, els comparadors tenen interrupcio´ assignada.
 6 timers (TIMX) de 16 bits, que poden funcionar amb diferents rellotges, tenen un
prees calat del rellotge i generen interrupcio´.
 2 watchdog timer, que funcionen amb el rellotge intern me´s lent (LSI) i que corren
independentment del rellotge del sistema. Els watchdog timers serveixen per si hi
ha mal funcionament, poder temporitzar un reset per exemple.
 Interfı´cie USB 2.0 que connecta amb l’ interfı´cie APB1.
 Interfı´cie I2C (Inter Integrated Circuit) que serveix per interconnectar dispositius re-
sidents a la mateixa placa. Disposa d’ interrupcions.
 Interfı´cie SPI (Serial Port Interface), port se`rie que permet comunicacions sı´ncrones
half o full duplex amb dispositius externs, tals com el transceptor SX1212. El micro-
processador pot actuar de mestre o esclau del bus SPI, manega transaccions de 8
o 16 bits i disposa d’interrupcions.
 USART (Universal Synchronous Asynchronous Receiver Transmitter) ofereix inter-
canvi de dades full duplex amb dispositius externs, que requereixin d’un esta`ndard
Non Return Zero(NRZ), disposa d’interrupcions
2.1.2. SX1212
El SX1212 e´s un transceptor radio que opera a la banda frequ¨encial entre 300 MHz i 510
MHz. Esta` optimitzat per a tenir un molt baix consum, sobretot en recepcio´. Incorpora
un mo`dem capac¸ d’operar fins a 150Kb/s, disposa de dues modulacions FSK(Frequ¨ency
Shift Keying) i OOK(On Off Keying), i una FIFO de 64 bytes.
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Per a me´s informacio´ sobre el transceptor SX-1212 [4].
El transceptor SX1212 disposa de tres modes de funcionament:
 Continuos Mode: les dades que surten del desmodulador surten en una lı´nia de
dades, conectada directament al microprocessador STM32L151. El transceptor
SX1212 tambe´ proporciona un rellotge sı´ncron amb les dades, disposa de interrup-
cions de deteccio´ de Syncword (SYNC) i de Read Signal Strenght Indicator(RSSI).
 Buffered Mode: les dades es guarden a la FIFO del SX1212, per despre´s ser ac-
cedides a traves de la SPI2 del STM32L151, aixo` permet que el STM32L pugui fer
altres operacions mentre s’omple la FIFO, a me´s es pot buidar en mode standby
el que permet un gran estalvi energe`tic. Disposa d’ interrupcions de deteccio´ de
SYNC, RSSI, FIFOFULL, FIFOEMPTY, FIFO-THRESHOLD, i WRITE-BYTE.
 Packet Mode: e´s similar al mode de funcionament Buffered, les dades passen per
la FIFO del SX1212 abans d’anar al SPI2 del STM32L. Aquest mode te´ una funcio-
nalitat anomenada packet handler, que s’ocupa automa`ticament de les tasques ne-
cessa`ries per a la transmissio´ de paquets, tals com inclusio´/extraccio´ de prea`mbul,
comprovacio´ de syncword, ca`lcul i comprovacio´ de CRC,filtrat per adrec¸a. Totes les
interrupcions del mode Buffered estan disponibles per al packet mode.
2.1.2.1. El transceptor radio SX1212 esta` format pels segu¨ents blocs funcionals
Figura 2.4: Diagrama de blocs del SX1212
 PLL: Phase Locked Loop te´ la funcio´ de proporcionar les frequ¨e`ncies als mescladors
tant en transmissio´ com en recepcio´. Esta` alimentat per un oscillador de cristall que
li proporciona la frequ¨e`ncia de refere`ncia.
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 Modulador: els senyals en fase (I) i en quadratura (Q) en banda base so´n gene-
rades per DDS (Direct Digital Synthesis) , la frequ¨e`ncia d’aquests senyals I i Q e´s
equivalent a la desviacio´ de frequ¨e`ncia seleccionada, la qual e´s programable. En
mode FSK la fase relativa d’aquests senyals I i Q e´s transformada per les dades en-
trants entre -90 i 90 graus, en la primera etapa del mesclador aquesta diferencia de
fase sera` convertida en un canvi de frequ¨e`ncia. En mode OOK la diferencia de fase
entre els senyals I i Q es mante´ constant independentment de les dades entrants,
el primer mesclador genera un senyal a la desviacio´ de frequ¨encia seleccionada
el que explica que l’espectre de OOK sigui alterat per la desviacio´ de frequ¨e`ncia
de FSK. Per modular el senyal en OOK simplement activa o desactiva el PA(Power
Amplifier) segons si la dada es un 1 o un 0 .
 Mescladors: tenen la finalitat de mesclar els senyals i pujar-los o baixar-los de
frequ¨e`ncia depenent de si esta` transmetent o rebent, per tal d’obtenir o be´ la frequ¨e`ncia
portadora o be´ els senyals en banda base.
 PA(Power Amplifier): amplificador de pote`ncia en transmissio´.
 LNA(Low Noise Amplifier):amplificador de baix soroll en recepcio´ ( figura de soroll
7dB).
 IF Gain: amplificador a frequ¨e`ncia interme`dia.
 Filtres: aquests so´n els filtres selectors de canal que so´n programables, i consten
d’un filtre passiu de segon ordre, i un filtre actiu butterworth de tercer ordre.
 RSSI: Aquest bloc serveix per a messurar la potencia rebuda de senyal.
 Desmodulador: en FSK extreu l’ informacio´ dels senyals en banda base respecte
a la diferencia de fases entre els senyals, en OOK compara la RSSI amb un valor
llindar.
2.1.2.2. Interfı´cie SPI
L’ interfı´cie SPI del SX1212, consta de dos blocs anomenats, SPI CONFIG i SPI DATA
com podem veure a la Figura 2.5.
 SPI CONFIG: s’utilitza en tots els modes de funcionament del SX1212. Serveix per
a llegir i escriure els registres interns del SX1212 que controlen tots els para`metres
de RF, aixı´ com els del propi transceptor.
 SPI DATA: s’utilitza en els modes buffered i packet per a llegir i escriure a la FIFO.
Els dos blocs estan configurats com a esclaus, i el STM32L151 com a mestre. Els blocs
SPI CONFIG i SPI DATA, tenen diferents pins per a ser seleccionats, NSS CONFIG i NSS
DATA,respectivament, i tenen els segu¨ents pins compartits:
 SCK (SPI CLOCK): Senyal de rellotge provinent del STM32L151.
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Figura 2.5: Diagrama de l’interfı´cie SPI
 MOSI (MASTEROUTPUT SLAVE INPUT): Entrada de dades provinent del STM32L151.
 MISO (MASTER INPUT SLAVE OUTPUT): Sortida de dades provinent del SX1212.
2.2. Ride7
RIDE7 e´s l’entorn de desenvolupament software que s’ha utilitzat per a editar,compilar,
programar i depurar el codi del microprocessador STM32L151. Es programa en llenguatge
C, tambe´ disposa de llibreries per a C++. El RIDE7 dona acce´s a diferents eines per
a programar, i simular el microprocessador, o be´ utilitzar la interfı´cie hardware R-Link
descrita me´s endavant per a depurar directament el codi corrent al microprocessador.
El compilador te la segu¨ent interfı´cie gra`fica d’usuari descrita a continuacio´. Com es pot
apreciar a la Figura2.6 . A l’esquerra a dalt hi ha les llibreries ba`siques del microproces-
sador STM32L151, on hi so´n declarades i programades totes les funcions i registres de
tots els perife`rics del STM32L151.
A l’esquerra avall podem veure tot el conjunt d’opcions de que disposa el compilador:
 Application options: aquı´ es configuren els directoris del projecte, on aniran les
llibreries i els outputs.
 Advanced ARM options: s’especifica el processador que volem programar, les di-
reccions d’inici de les memo`ries ROM, RAM, la mida d’aquestes, i en quina d’elles
resideix el codi. Dona l’opcio´ d’utilitzar GNU o Phyton, s’especifica si s’utilitzara`
simulador o be´ R-Linker.
 Compiler: Totes les opcions del compilador, definicions, els tipus d’output per depu-
rar, codi, optimitzacio´, avisos i errors.
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Figura 2.6: Compilador Ride 7
 Linker: especifica els fitxers que contenen les instruccions d’inici del microproces-
sador, inici del program counter i del stack pointer,i la localitzacio´ d’aquests. Tambe´
s’especifica quines llibreries per defecte utilitza el compilador.
 R-Linker Configuration: ens permet configurar el R-Link sempre i quan el tinguem
connectat a la placa, defineix les maneres de gravar la flash, la velocitat, el protocol
i ens dona diferents opcions per a gravar la memo`ria.
2.2.1. R-Linker
El R-Linker serveix per a programar la memo`ria flash dels dispositius als quals es con-
necta. Serveix per a tot un conjunt de microprocessadors incloent el STM32L. Tambe´
serveix per depurar per hardware en temps real. Permet posar fins a 6 punts de para-
da(breakpoints) dins el codi i esta` integrat en l’entorn de programacio´ RIDE7.
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Figura 2.7: Rlinker
2.3. Microsoft C Sharp
Per a poder veure el funcionament del protocol DQ s’ha desenvolupat una aplicacio´ amb
Microsoft Csharp, que es descriu en el segu¨ent capı´tol.
Microsoft CSharp e´s un llenguatge de programacio´ orientat a objectes i estandarditzat
per Microsoft per a formar part de la seva plataforma .NET. La sintaxis ba`sica de CSharp
deriva de C/C++ i utilitza el model d’objectes de la plataforma .NET similar a java.
Per a me´s informacio´ sobre microsoft C Sharp [6]
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CAPI´TOL 3. IMPLEMENTACIO´ DEL PROTOCOL
DQ SOBRE LA PLACA DK7A433
3.1. Plantejament
Aquest projecte esta` encaminat a l’estudi de la viabilitat e implementacio´ del protocol
DQ sobre nodes de comunicacions basats en el kit de desenvolupament DK7A433 de
semtech.
Com hem referit al capı´tol 1, el protocol DQ funciona en topologia de xarxa en estrella i
per tant la configuracio´ de treball esta` composta d’un node coordinador i N nodes esclaus,
el que provoca la creacio´ de codis diferenciats d’operacio´ per al node coordinador i per als
esclaus.
Per a poder realitzar aquesta implementacio´ s’han realitzat les segu¨ents tasques:
1. Configuracio´ de l’aplicacio´ al compilador RIDE7 per a poder iniciar la programacio´ del
microprocessador STM32L151 a la placa DK7A433. Inclusio´ de llibreries ba`siques del
STM32L151, aixı´ com l’startup file per a inicialitzar els punters de memo`ria.
2. Creacio´ d’una llibreria que conte´ les funcions i estructures per inicialitzar i activar tots
els perife`rics del STM32L151 que necessitarem per al projecte. Aquesta llibreria ha estat
anomenada DK7A433 i e´s comu´ tant al node coordinador com als esclaus.
3. Creacio´ de les funcions per a comunicar el microprocessador STM32L151 amb el
transceptor ra`dio SX-1212. Aquestes funcions seran comunes als nodes coordinador i
esclaus i per tant apareixen a les dues llibreries SX1212DriverBuffered.
4. Creacio´ de dues llibreries diferenciades per a node coordinador i node esclau. Aques-
tes llibreries han estat anomenades SX1212DriverBufferedC i SX1212DriverBufferedS .
Contenen tot el codi que implementa el protocol DQ.
5. Creacio´ d’un sincronisme ba`sic entre node coordinador i esclaus, tota aquesta imple-
mentacio´ esta` ubicada a les llibreries SX1212DriverBuffered.
6. Creacio´ del programa principal on s’inicialitzen els nodes per a que funcionin amb els
para`metres desitjats. E´s comu´ tant al node coordinador com als esclaus.
7. Creacio´ d’un programa en Csharp per a poder veure visualment el funcionament del
protocol-DQ i el seu rendiment.
Les tasques es descriuen en detall als segu¨ents apartats.
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3.2. Configuracio´ de l’aplicacio´
El primer pas en la realitzacio´ d’aquest projecte consistira` en afegir totes les llibreries
especifiques del microprocessador. Aquestes llibreries son un sistema de fitxers .c els
quals duen totes les funcions. I fitxers .h els quals duen totes les definicions de registres i
estats possibles d’aquests u´ltims.
A banda d’aquests fitxers .c i .h tenim un fitxer .s, l’u´nica diferencia e´s que es tracta d’un
fitxer en codi assembler, les llibreries necessa`ries so´n:
 Startup-stm32lxx-md.s: fitxer en assembler, aquest fitxer porta les funcions per a
inicialitzar els punters de programa i registres, quan hi ha un reset o s’inicia el pro-
grama, tambe´ te´ la informacio´ referent a les interrupcions disponibles del micropro-
cessador.
 System-stm32lxx.c: aquest fitxer porta les funcions per inicialitzar els rellotges del
microprocessador.
 Stm32lxx-syscfg.c: fitxer que inclou les funcions per a manegar les interrupcions
externes, indexar la memo`ria.
 Misc.c: fitxer que incorpora les funcions que defineixen les prioritats de les interrup-
cions.
 Stm32lxx-rcc.c: fitxer que conte´ totes les funcions referents a la configuracio´ dels
rellotges, aixı´ com a les funcions que indiquen quin sera` el rellotge que alimentara`
el microprocessador i els busos principals del sistema.
 Stm32lxx-gpio.c: fitxer que conte´ totes les funcions i definicions per a configurar els
ports d’entrada i sortida del microprocessador, aixı´ com les interrupcions produı¨des
per aquests.
 Stm32lxx-spi.c: fitxer que conte´ totes les funcions i definicions per a configurar el
mode d’u´s de la SPI, aixı´ com de les interrupcions generades per aquesta.
 Stm32lxx-exti.c: fitxer que conte´ les funcions per a configurar les lı´nies externes
d’interrupcio´.
 Stm32lxx-tim.c: fitxer que conte´ totes les funcions i definicions per a la configuracio´
dels timers, aixı´ com de les seves interrupcions.
 Stm32lxx-usart.c: fitxer que conte´ totes les funcions i definicions per a utilitzar l’in-
terfı´cie USART i poder treure dades pel port se`rie.
3.3. Creacio´ de la llibreria DK7A433
Aquesta llibreria es creada degut a que el kit de desenvolupament DK7A433 no te cap
firmware associat per a inicialitzar-la, per tant aquest firmware s’ha creat sota el nom de
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DK7A433. Aquesta llibreria consta d’un fitxer .c sense tenir un fitxer .h associat, ja que els
registres que acaba modificant so´n els descrits a les llibreries principals del microproces-
sador.
En aquesta llibreria trobarem totes les funcions que serveixen per a inicialitzar i donar
funcionalitat a tots els perife`rics, rellotges i busos del microprocessador. Aixo` es realitza
mitjanc¸ant les crides adients amb els para`metres adequats a les funcions de les llibreries
principals del microprocessador STM32L151 que hem descrit pre`viament.
S’ha de tenir en compte que en aquesta llibreria nome´s es descriuen les funcions per a
inicialitzar, i no l’ordre en que s’han de cridar per a una correcta inicialitzacio´ dels nodes.
Aixo` sera` detallat me´s endavant en la descripcio´ del programa principal, que e´s on es
realitzen les crides a les funcions en qu¨estio´.
Les funcions creades a la llibreria DK7A433 es descriuen a continuacio´:
 Funcio´ EnableCLK(void): En aquesta funcio´ s’habiliten els rellotges per als diferents
perife`rics, que agafen el sincronisme de rellotge del bus al qual pertanyen.
 Funcio´ SetSysClock(void): En aquesta funcio´ es decideix quina font de rellotge ali-
mentara` el sistema principal(HSI High Speed Internal 16MHz), i amb quin preescalat
alimentara` els busos principals del sistema, dels quals depenen tots els perife`rics.
 Funcio´ GPIOconfig(void): En aquesta funcio´ es configuren els diferents ports i pins
que utilitzarem, activant-los i configurant-los per entrada o sortida segons requereixi
l’aplicacio´.
 Funcio´ ConfSPI(void): En aquesta funcio´ es configura la SPI del microprocessador,
indicant el mode de treball (master) si la comunicacio´ sera` direccional o bidirecci-
onal(bidireccional full duplex), la llargada de cada trama (16 bits) i la velocitat de
transmissio´ de l’ interfı´cie(250Kbauds).
 Funcio´ ConfTimers(void): En aquesta funcio´ es configuren tots els timers que utilit-
zarem, i tots els para`metres d’aquests, velocitat de tic, manera de contar (amunt,avall)
i duracio´.
 Funcio´ ConfUSART(void): En aquesta funcio´ es configura el port se`rie i tots els
para`metres d’aquest, llargada de paraula(8b), velocitat de transmissio´(115200bauds),
nombre de bits de parada(1), si nome´s enviem o si tambe´ rebem.
 Funcio´ ConfAD(void): En aquesta funcio´ es configura el convertidor analo`gic digital,
indicant resolucio´(12b), mode d’escaneig, nombre de conversions, alineament de
les dades escanejades.
 Funcio´ Confinterrupts(void): En aquesta funcio´ es configuren totes les interrupcions
de que disposarem, tant les externes produı¨des pel transceptor ra`dio SX-1212 com
les internes provinents dels perife`rics (timers,spi, etc...). Es possible assignar un
sistema de prioritats sobre les interrupcions.
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3.4. Funcions que configuren el transceptor SX1212
En aquest punt es descriuen les funcions que permeten configurar els registres del trans-
ceptor ra`dio SX1212 a trave´s de la interfı´cie SPI2. Es descriuen a banda de les llibreries
on estan programades (SX1212DriverBufferedC i SX1212DriverBufferedS) ja que aques-
tes funcions so´n comuns tant al node coordinador com als nodes esclaus.
Aquestes funcions s’han programat seguint les directrius del datasheet del SX1212 i so´n
les segu¨ents:
 SPICONFWRITE(address, comodin): aquesta funcio´ ens serveix per escriure els
registres de configuracio´ de 8 bits del SX1212 i per tant per configurar tots els
para`metres que el SX1212 permet. Les paraules enviades so´n de 16 bits, dels
quals els 8 de major pes so´n per a format i direccio´ i els 8 de menor pes per a l’
informacio´.
 SPICONFREAD(address): aquesta funcio´ serveix per llegir els registres de configu-
racio´ del SX1212.
 SPIDATAWRITE(charge): aquesta funcio´ s’encarrega d’escriure paraules de 8 bits
a la FIFO del SX1212 , per tant les dades que escrivim aquı´ seran les dades que el
transceptor SX1212 anira` enviant sequ¨encialment.
 InitSX1212(): aquesta funcio´ s’encarrega de fer un bucle que recorre tota la memo`ria
de configuracio´ del SX1212 i la configura amb els para`metres desitjats.
 Setmode(mode): aquesta funcio´ s’encarrega de canviar el mode de funcionament
del SX1212, aquest proce´s el realitza mitjanc¸ant la funcio´ SPICONFWRITE().Per
passar d’un mode a un altre el transceptor SX1212 requereix de cert temps estipulat
en el datasheet, que depe`n del mode en que ens trobe´ssim pre`viament.
 DATAMODE(): aquesta funcio´ reconfigura l’ interfı´cie SPI2 per a enviar paraules de
8 bits que so´n les que requereix el SX1212 per a omplir la FIFO.
 CONFIGMODE(): aquesta funcio´ reconfigura l’ interfı´cie SPI2 per a enviar paraules
de 16 bits que so´n les que requereix el SX1212 per a configurar els registres.
3.5. Creacio´ de les llibreries SX1212DriverBuffered
Les llibreries SX1212DriverBuffered so´n realment 2 llibreries diferenciades. La llibreria
SX1212DriverBufferedC e´s la que porta tot el codi del node coordinador. La llibreria
SX1212DriverBufferedS e´s la que conte´ tot el codi dels nodes esclaus.
Les u´niques funcions en comu´ que tenen aquestes dues llibreries so´n les esmentades al
punt anterior, la resta de funcions tot i tenir els mateixos noms a les dues llibreries conte-
nen un codi diferent. Aixo` e´s aixı´ degut a que tot el codi del programa tant al node coordi-
nador com als esclaus esta` inserit dins les interrupcions. Aquestes interrupcions tenen els
noms fixats pel fitxer del microprocessador STM32L anomenat Startup-stm32lxx-md.s.
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Aquestes llibreries, tant la del node coordinador com la dels nodes esclaus funcionen a
partir d’interrupcions, la majoria temporitzades i encadenades, e´s per aixo` que a l’hora de
descriure-les en profunditat adjuntarem un diagrama de blocs simplificat. On es podran
veure les diferents parts de la trama DQ, amb les interrupcions que les conformen i els
temps de duracio´ de cada part. Tambe´ s’hi comenten les tasques me´s importants de cada
funcio´. Despre´s del diagrama simplificat s’explicara` amb me´s detall quina tasca realitza
cada funcio´.
Tot el sistema esta` dissenyat per funcionar a una velocitat de transmissio´ de 25Kbps, si
es volgue´s canviar la velocitat s’hauria de canviar el sincronisme de tot el sistema.
3.5.1. Llibreria SX1212DriverBufferedC
La Llibreria SX1212DriverBufferedC e´s la llibreria que porta el codi del protocol DQ per
al node coordinador. Per tant la funcio´ principal d’aquesta llibreria es conformar la trama
DQ, el feedback packet i encarregar-se de la deteccio´ de collisions.
El diagrama de blocs simplificat del programa coordinador el podem veure a la figura 3.1:
Figura 3.1: Diagrama de Blocs del Node Coordinador
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Si s’observa el diagrama de blocs anterior, verifiquem que la trama DQ resultant varia
respecte de la trama DQ ideal descrit al capı´tol 1, com es pot observar a la figura 3.2
ens apareix un espai de temps buit, anomenat IFS (inter-frame space) entre el feedback
packet i la contention window. Aquest IFS es necessari degut a que els nodes esclaus
estan en mode receptor quan reben el feedback packet. Han de processar-lo i despre´s
canviar a mode transmissor, el que comporta un temps i per tant l’aparicio´ de la necessitat
d’aquest IFS. El temps resultant dels slots s’explica en les funcions que els conformen.
Figura 3.2: Trama DQ coordinador
Les funcions que conformen la trama DQ so´n ba`sicament 3, les tres interrupcions dels
timers 2,3 i 4. La descripcio´ d’aquestes funcions a continuacio´:
TIM4-IRQHandler(): Aquesta interrupcio´ s’hi accedeix cada cop que el timer 4 es desborda
(9ms despre´s d’ haver enviat el feedback packet). La seva funcio´ principal e´s ajudar al
sincronisme, donant un temps d’espera adequat per a que els nodes esclaus es fiquin
en mode transmissor i realitzin la transmissio´ al slot adequat. La seva segona funcio´
e´s actualitzar la conta de la cua CRQ abans dels slots temporals. L’u´ltima tasca que es
desenvolupa dins aquesta interrupcio´ e´s activar el timer3 per a comenc¸ar el primer slot i
per tant la contention window.
TIM3-IRQHandler(): Aquesta interrupcio´ s’hi accedeix cada cop que el timer 3 es des-
borda(4ms despre´s de l’ interrupcio´ TIM4-IRQHandler tants cops com slots temporals tin-
guem). La seva funcio´ principal e´s conformar la contention window, i ho fa de la segu¨ent
manera: els 4 ms d’interval entre cada interrupcio´ del timer3 conformen cada slot tem-
poral, en aquest cas so´n 3 pero` en podrien ser me´s si l’aplicacio´ ho necessites. Quan
arriba al tercer slot apaga el timer 3 i en el seu lloc activa el timer 2 el qual expliquem me´s
endavant.
A la Figura 3.3 podem veure els slots resultants en un oscilloscopi, activant i desactivant
una sortida digital cada vegada que el timer 3 s’ence´n i s’apaga.
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Figura 3.3: Visualitzacio´ de 3 Slots a l’oscilloscopi
Un altre funcio´ molt important d’aquesta interrupcio´ e´s encarregar-se de la deteccio´ de
collisions dels ARS dins els slots. Per decidir, el node coordinador cada cop que entra
en aquesta interrupcio´ (TIM3-IRQHandler), verifica que les interrupcions del SX1212 refe-
rents a RSSI i Syncword s’han activat durant el temps que dura 1 slot. Si cap de les dues
s’ha activat decideix que no hi ha hagut cap transmissio´. Si nome´s s’activa l’ interrupcio´
de RSSI decideix que hi ha hagut una o me´s d’una collisio´ i per tant augmentara` la cua
CRQ. Si les dues interrupcions s’han activat decideix que hi ha hagut un ARS que ha
arribat correctament i per tant augmentara` la cua DTQ. Al finalitzar cada slot es reinicien
les interrupcions del SX1212. Al finalitzar el tercer slot desactivem el timer3 i activem el
timer2.
TIM2-IRQHandler(): Aquesta interrupcio´ s’hi accedeix cada cop que el timer 2 es desbor-
da(50ms despre´s del final de la contention window). La funcio´ principal d’aquest timer e´s
conformar l’slot de dades, rebre-les i descodificar l’ informacio´ que s’hi encapsula dins,
en el nostre cas so´n 120 bytes de dades, dels quals nome´s el primer va ple i porta un
identificador per a cada node.
La segona funcio´ d’aquesta interrupcio´ e´s crear el feedback packet amb les dades adients
per a que els nodes receptors entenguin que han de fer en la segu¨ent trama, com podem
veure a la figura3.4. Un cop enviat el feedback packet activa el timer 4 i el proce´s torna a
comenc¸ar.
Les funcions que controlen les interrupcions externes provinents del SX1212 so´n les
segu¨ents. Aquestes interrupcions poden ser accedides en mode transmissor o en mo-
de receptor.
EXTI1-IRQHandler(): Aquesta interrupcio´ quan s’hi accedeix en mode transmissor indica
que la FIFO esta` plena i per tant que comenc¸a a enviar dades. El codi u´nicament ence´n
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Figura 3.4: Feedback Packet
el led vermell del node coordinador. En recepcio´ indica que s’ha rebut correctament la
syncword. Si detecta que ha rebut la syncword en un slot de la contention window, actua-
litza una variable que informara` a l’ interrupcio´ del timer 3 que durant el temps d’slot s’ha
rebut un ARS correctament. Si detecta que ha rebut la syncword durant l’slot de dades
procedira` a omplir la FIFO.
EXTI2-IRQHandler(): Aquesta interrupcio´ quan s’ hi accedeix en mode transmissor indica
que la transmissio´ ha estat finalitzada. Quan l’ u´ltim byte de la FIFO ha estat transme`s.
El codi u´nicament apaga el led vermell del node coordinador i activa el mode receptor.
En mode receptor aquesta interrupcio´ detecta que hi ha un senyal per sobre el llindar de
RSSI establert, el codi actualitza una variable que informara` a l’interrupcio´ del timer 3 de
que en aquell slot hi ha hagut una collisio´ sempre i quan l’ interrupcio´ de syncword no
hagi estat activada. En el cas que l’ interrupcio´ de RSSI no s’activi suposem que no hi ha
hagut transmissio´.
SPI2-IRQHandler(): Aquesta interrupcio´ s’activa quan l’ interfı´cie SPI2 rep les dades de
la FIFO del SX1212, aixo` nome´s succeeix al slot de dades despre´s de rebre el syncword
corresponent, aleshores es guarda tota l’ informacio´ rebuda en un vector(nome´s el primer
byte porta informacio´ real, la ID del node que ha enviat les dades, la resta dels 120 bytes
estan buits).
USART3-IRQHandler(): Aquesta interrupcio´ s’activa quan des d’un dispositiu extern con-
nectat a la placa DK7A433 via el connector RS232 arriba un byte d’informacio´ indicant que
la node coordinador pot comenc¸ar a enviar feedback packets. Aquesta interrupcio´ tambe´
s’activa al final de cada trama enviant des de la node coordinador al dispositiu extern quina
e´s la node esclau que ha enviat dades aquesta trama.
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3.5.2. Llibreria SX1212DriverBufferedS
La llibreria SX1212DriverBufferedS e´s la llibreria que codifica el protocol DQ per als nodes
esclaus. Els nodes esclaus tenen com a funcions principals saber quan han de transme-
tre ARS, saber quan toca transmetre dades, saber quan toca dormir. S’encarreguen de
sincronitzar els enviaments dins els slots conformats pel node coordinador.
El diagrama de blocs simplificat de la llibreria SX1212DriverBufferedS es pot veure a la
Figura 3.5
Figura 3.5: Diagrama de Blocs Esclaus
Per entendre millor la funcio´ de sincronisme dels nodes esclaus a continuacio´ podem
veure la Figura 3.6, on es veu el sincronisme de la trama DQ junt amb el sincronisme dels
nodes esclaus. Es pot apreciar que els slots conformats per el node coordinador, so´n me´s
grans temporalment que les respostes dels nodes esclaus, aixo` e´s aixı´ ja que per disseny
s’ha decidit deixar marges de seguretat.
Les funcions que apliquen les regles DQ so´n tres:
QDR(): Funcio´ que s’encarrega de descodificar les dades rebudes en el feedback packet,
d’actualitzar les cues DTQ i CRQ i de saber la posicio´ del node en qu¨estio´ dins aquestes
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Figura 3.6: Sincronisme Coordinador Receptors
cues.
DTR(): Funcio´ que s’encarrega de mirar si el node esclau en qu¨estio´ e´s a la primera
posicio´ de DTQ, si e´s aixı´ sincronitza el node per enviar al slot de dades.
RTR(): Funcio´ que s’encarrega de mirar si el node esclau en qu¨estio´ e´s a la primera
posicio´ de CRQ i si no e´s dins de DTQ, en aquest cas sincronitza el node per a enviar
dins un dels 3 slots temporals de la contention window.
Les segu¨ents funcions s’encarreguen de l’aleatoritzacio´ del slot on s’envien els ARS.
SEED(): Funcio´ que es crida al programa principal al inicialitzar els nodes, fa una lectura
del canal quan no hi ha transmissio´ i de la lectura del conversor analo`gic digital en treu
una llavor aleato`ria utilitzant la funcio´ srand() de C.
RANDOMIZESLOT(): Funcio´ que a partir de la funcio´ rand() de C, decideix en quin dels
slots temporals enviara` l’ARS equiprobablement.
L’execucio´ de les regles DQ aixı´ com el sincronisme pertinent es realitza tot a les diferents
interrupcions tant del SX1212, com dels timers corresponents.
EXTI1-IRQHandler(): Funcio´ que en transmissio´ s’hi accedeix quan la FIFO esta plena
i en recepcio´ quan detecta la syncword. En ambos casos s’ence´n un led, vermell en
transmissio´ o verd en recepcio´.
EXTI2-IRQHandler(): Funcio´ que en transmissio´ s’hi accedeix quan aquesta ha finalitzat.
S’hi pot accedir al finalitzar la transmissio´ d’un ARS i al finalitzar les dades. En aquest cas
apagara` el led vermell i ficara` el node a dormir un temps determinat depenent del slot en
el qual el node hagi transme`s per a deixar-lo dormint la resta de trama, acte seguit activa
el timer3.
Tambe´ s’hi pot accedir a mig slot de dades. Aixo` es degut a que la FIFO del SX1212 e´s de
64 bytes i nosaltres n’ estem enviant 128. Aleshores quan els primers 64 bytes han estat
transmesos entra en aquesta interrupcio´ la qual detecta que estem a mig enviar les dades,
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i torna a reomplir la FIFO amb les dades que volem. En el temps que tarda en servir-se
l’ interrupcio´ perdem 3 bits, e´s per aixo` que a mitja trama de dades i tenim un Byte buit. .
Aixı´ doncs les dades enviades queden en el format que es pot veure a la Figura 3.7.
Figura 3.7: Format d’un Paquet de Dades
Aquesta funcio´ en recepcio´ s’hi accedeix quan s’omple la FIFO, aleshores activem l’ in-
terrupcio´ de la SPI2 per a buidar la FIFO amb les dades del feedback packet. Activem el
timer2 per a sincronitzar mentre buidem la FIFO, assegurant-nos que sempre tardem el
mateix.
SPI2-IRQHandler(): Funcio´ que s’encarrega de buidar la FIFO, un cop buida i per tant
rebut el feedback packet, apaguem l’ interrupcio´ de la SPI2, i cridem a les funcions que
implementen les regles DQ i que hem descrit pre`viament. Acte seguit entrarem a l’ inter-
rupcio´ del timer2 que estava sincronitzant aquesta funcio´.
TIM2-IRQHandler(): Aquesta funcio´ s’encarrega d’executar les decisions que han pres les
regles DQ, si toca enviar dades o ARS crida a les funcions pertinents. Si per contra no
toca enviar res fica el node esclau a dormir, i activa el timer 3 amb un temps d’espera
o`ptim per assegurar que estara` dormida la resta de trama.
ENVIADADES(): Funcio´ que s’encarrega de ficar el node en mode transmissor i prepara
el preamble la syncword i la meitat de les dades a enviar, l’altre meitat es prepara sobre
la marxa a l’ interrupcio´ EXTI2-IRQHandler com ja s’ ha explicat pre`viament.
ENVIAARS(): Funcio´ que s’encarrega de ficar el node en mode transmissor i prepara el
preamble i el syncword, , que e´s del que esta` composat un ARS com podem veure a la
Figura3.8.
TIM3-IRQHandler(): Aquesta funcio´ s’hi arriba quan el timer 3 desborda el seu comptador.
Sempre al final del slot de dades, ja que les interrupcions pre`vies EXTI2-IRQHandler() si
ha enviat ARS o dades, o be´ TIM2-IRQHandler() si ha dormit aixı´ ho sincronitzen. La
funcio´ d’aquesta interrupcio´ es tornar a ficar els nodes en mode receptor per a que puguin
rebre el segu¨ent feedback packet.
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Figura 3.8: Composicio´ d’una ARS
3.6. Programa principal
El cos principal del programa es descriu al final donat que per si mateix no porta codi,
l’u´nic que s’executa aquı´ so´n crides a funcions de la llibreria DK7A433 que serveixen
per a inicialitzar els nodes. Despre´s de l’ inicialitzacio´ el programa principal entra en un
bucle while infinit, a l’espera d’entrar a les interrupcions pertinents per a comenc¸ar. El
codi d’operacio´ dels nodes es codificat a les llibreries DriverBuffered que so´n les que
maneguen totes les interrupcions. Per tant el programa principal e´s el mateix per a nodes
esclaus o el node coordinador, ja que simplement els inicialitza. Excepte la funcio´ que
s’encarrega d’inicialitzar la llavor per a l’enviament d’ARS en un slot aleatori, que nome´s
apareix en els nodes receptors.
Figura 3.9 on es mostra l’ordre de crides a les funcions per inicialitzar el codi.
Figura 3.9: Ordre de crida de funcions al programa principal
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3.7. Aplicacio´ en CSharp per a veure resultats.
Per a finalitzar el projecte s’ha realitzat una aplicacio´ en CSharp per a poder visualitzar de
quina manera es reparteix el torn de dades per a cada node en concret. Aquesta aplicacio´
consta d’un windows forms on es mostrara` una gra`fica que s’actualitza a temps real. La
captura de dades e´s realitza pel port se`rie mitjanc¸ant una classe que hem creat.
Figura 3.10 on podem veure l’aplicacio´ creada, les dades a la gra`fica de la figura no so´n
reals del protocol DQ.
Figura 3.10: Aplicacio´ en CSharp per a veure resultats
Windows forms:
Identifica quins ports COM te l’ordinador activats per a poder triar en quin d’ells tenim
connectat el node. Configura els para`metres de la gra`fica i crea un boto´ per fer un reinici.
Activa un timer que a cada tick actualitza els valors de la gra`fica.
Conte´ les segu¨ents funcions:
button1-click(): Interrupcio´ que s’activa al pre´mer el boto´ COM SELECTED, activa el port
seleccionat i fa desapare`ixer el boto´.
Listadopuertos-SelectedIndexChanged(): Interrupcio´ que s’activa al seleccionar un nou
objecte del desplegable. Guarda en format string el nom de l’objecte, en aquest cas el
port seleccionat.
Timer1-Tick: Interrupcio´ que s’activa al desbordar el comptador del timer. Crida a varies
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funcions de la classe puertoserie per cone`ixer els valors actuals que han d’omplir la gra`fica
i actualitza aquesta.
Reset-Click: Interrupcio´ que s’activa al pre´mer el boto´ de reset, posa a 0 tots els valors de
la gra`fica.
Button2-Click: Interrupcio´ que crea una nova gra`fica tipus pie amb els valors actualitzats i
en percentatge del moment en que hem premut el boto´.
Classe PuertoSerie:
El programa captura pel port se`rie l’id del node que ha enviat dades a cada trama. Guarda
l’ id del node i el nombre de vegades que aquesta ha enviat dades en una variable tipus
diccionari.
Conte´ les segu¨ents funcions:
Cambiarpuerto(): Funcio´ que rep el nom del port seleccionat al windows form i activa el
port en qu¨estio´.
Netejadiccionario(): Funcio´ que reinicialitza tots els valors del diccionari.
Getkey(): Funcio´ que obte´ la clau del diccionari referida a un para`metre.
Getvalor(): Funcio´ que obte´ el valor del diccionari referent a una clau en concret.
Port-DataReceived(): Interrupcio´ que s’activa al rebre un byte pel port se`rie seleccionat.
Rep el Byte y el guarda com a clau dins el diccionari, cada cop que rep la mateixa clau
augmenta el valor referit a la clau en qu¨estio´ en 1.
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CAPI´TOL 4. PROVES I RESULTATS
El capı´tol de proves esta` estructurat en dos blocs, el primer bloc inclou les proves realitza-
des per a poder tenir una correcta deteccio´ de collisions dels ARS. El segon bloc inclou
les proves realitzades per a verificar el bon funcionament del protocol DQ.
4.1. Proves de deteccio´ de collisions
Per a poder implementar el protocol-DQ en els nodes DK7A433 hem de tenir en compte
que un dels factors me´s importants e´s poder discernir tres estats possibles en cada slot
temporal del contention window en funcio´ del nombre d’ARS que s’hagin transme`s en
el mateix. En particular e´s molt important poder detectar quan s’ha produit una collisio´
perque` dos o me´s ARS s’han transme`s en el mateix slot . Hem de tenir en compte que
aquests nodes estan dissenyats per a poder desmodular encara que arribi una senyal
forc¸a degradada, la qual cosa pot complicar la deteccio´ de collisions. Per tant abans d’
implementar les regles pro`pies del protocol DQ s’han realitzat proves per a poder garantir
la correcta deteccio´ de les collisions.
El transceptor ra`dio SX1212 ofereix dues modulacions FSK i OOK. Per tant les proves
s’han realitzat per a aquestes dues modulacions. La configuracio´ que s’ha buscat per
aquestes proves ha estat el pitjor cas, es a dir el cas on hi ha me´s risc de patir efecte
captura. Aquest cas e´s quan tenim dos nodes enviant al mateix temps i a molt poca
dista`ncia del coordinador. La configuracio´ utilitzada e´s la segu¨ent :
 1 node DK7A433 actuant com a coordinador i enviant un paquet de sincronisme
cada 50ms.
 2 nodes DK7A433 actuant com a esclaus, situats de forma equidistant (82,5cm), i
responent a la vegada un syncword de 32 bits just despre´s de rebre el paquet de
sincronisme.
L’objectiu d’aquestes proves e´s mesurar la probabilitat de deteccio´ de collisions per les
modulacions FSK i OOK. Ajustant els para`metres com es pot veure a la taula 4.1
Para`metres RF FSK OOK
Vtx (Kbps) 25:50:100 25
Ptx (dBm) 0,5:6,5:12,5 0,5:6,5:12,5
Retard (Tb) 0:0,25:0,5:1:3 0:0,25:0,5:1:3
Taula 4.1: Para`metres configurables de RF
En aquesta prova per a decidir si succeeix collisio´ s’ha codificat un comptador dins l’in-
terrupcio´ de syncword per a saber en quines trames es detecta. Cada vegada que es
detecta un syncword indica que la collisio´ no s’ha detectat ja que la syncword no ha estat
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alterada al collisionar amb ella mateixa. En canvi quan no detectem syncword durant la
resposta considerem que tenim una collisio´.
Cada prova que consta de 1000 enviaments de syncword amb cada combinacio´ de para`metres,
l’hem repetit 5 vegades calculant la mitjana per a obtenir el resultat.
4.1.1. Proves amb modulacio´ FSK
Per qu¨estions de concisio´,de tots els resultats obtinguts a les proves realitzades amb els
diferents para`metres que podem veure a la taula 4.1, es mostren aquı´ els me´s rellevants ,
que so´n aquells que podem comparar amb els obtinguts amb la modulacio´ OOK.
Les gra`fiques segu¨ents tenen totes el mateix format. A l’eix Y es mostra el nombre de
collisions correctament detectades en percentatge. A l’eix X es mostra el retard en temps
de bit que hem aplicat a un node respecte de l’altre.
Figura 4.1: Resultats test de deteccio´ de collisions FSK pote`ncies balancejades
Com es pot observar a la figura 4.1 el percentatge de collisions correctament detectades
en cap cas e´s superior al 50 per cent. El que sı´ es pot apreciar e´s que incorporar un retard
entre els 2 nodes produeix un efecte positiu en la deteccio´ d’aquestes collisions.
A la figura 4.2 podem observar el que succeeix quan els dos nodes envien la resposta amb
les pote`ncies de transmissio´ desbalancejades. La deteccio´ de collisions e´s pra`cticament
0 i encara que incorporem retards entre els nodes, continua pro`xima a 0. Aixo` e´s degut al
gran efecte captura que presenta la modulacio´ FSK. Aquest efecte s’accentua al canviar
la dista`ncia respecte al coordinador d’un dels dos nodes esclaus. En aquest cas el coor-
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Figura 4.2: Resultats test de deteccio´ de collisions FSK pote`ncies desbalancejades
dinador e´s capac¸ de desmodular correctament totes les dades provinents del node que
detecta amb me´s pote`ncia.
4.1.2. Proves amb modulacio´ OOK
OOK e´s una modulacio´ en amplitud, me´s sensible a interfere`ncies i collisions que FSK.
Amb aquesta modulacio´ quan el modulador envia un ’0’ no transmet energia, en canvi
al enviar un ’1’ sı´ transmet energia. E´s per aquest motiu que al collisionar dos senyals,
sobretot si porten un petit retard l’un respecte de l’altre s’assoleixi l’efecte de destruccio´
que es desitja.
Les gra`fiques segu¨ents tenen totes el mateix format. A l’eix Y es mostra el nombre de
collisions detectades correctament en percentatge. A l’eix X es mostra el retard en temps
de bit que hem aplicat a un node respecte de l’altre.
Com es pot observar a la Figura 4.3 amb modulacio´ OOK, si no fiquem cap tipus de retard
tambe´ apareix l’efecte captura. Les conclusions importants es veuen al ficar retards entre
els nodes, com es pot apreciar la deteccio´ de collisions puja fins a un 99 per cent a partir
d’un quart de bit de retard.
Per veure si apareix l’efecte captura quan enviem amb pote`ncies desbalancejades po-
dem veure els resultats a la segu¨ent Figura 4.4. Es pot constatar que el desbalanceig
de pote`ncies no afecta a la deteccio´ de collisions amb OOK, ja que els resultats so´n
pra`cticament iguals que en l’anterior figura.
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Figura 4.3: Resultats test de deteccio´ de collisions OOK pote`ncies balancejades
4.1.3. Conclusions de les proves de deteccio´ de collisions
Despre´s d’haver realitzat aquestes proves, s’ha decidit utilitzar la modulacio´ OOK per a
continuar amb el proce´s d’implementacio´ del protocol DQ. OOK presenta una bona pro-
babilitat de detectar les collisions inclu´s amb les potencies desbalancejades. No obstant
cal puntualitzar alguns conceptes.
La taxa de transmissio´ que ofereixen els nodes emprats fent servir OOK e´s me´s baixa
que la que es pot obtenir amb FSK. Per altra banda, la sensibilitat del receptor en OOK
so´n -104 dBm a 2 Kbps. A me´s, estem portant el transceptor ra`dio SX1221 10 cops me´s
enlla` de la velocitat recomanada pel datasheet i aixo` comporta els segu¨ents efectes. A
l’augmentar la velocitat de transmissio´ la sensibilitat ja no e´s de -104 dBm i per tant el radi
de cobertura disminueix. Hem tingut que retocar el llindar de RSSI i aixo` fa que apareguin
falses deteccions de collisions. Aquestes falses collisions comporten que apareguin slots
de dades buits i per tant el rendiment del sistema e´s menor.
Com em vist FSK presenta un gran efecte captura, impedint la correcta deteccio´ de
collisions. E´s aquest el motiu per al que ha estat descartada en aquest projecte. Pero`
s’obre la possibilitat d’aprofitar l’efecte captura si s’envia informacio´ respecte l’ identificacio´
de cada node dins els ARS. Aquesta via sera` explicada en la descripcio´ de futures lı´nies
de treball i tambe´ presentara` els seus propis reptes tecnolo`gics.
PROVES I RESULTATS 37
Figura 4.4: Resultats test de deteccio´ de collisions OOK pote`ncies desbalancejades
4.2. Proves per a verificar el funcionament del protocol
DQ
Un cop realitzades aquestes proves i havent escollit una de les modulacions, OOK en el
nostre cas, s’ha procedit a la codificacio´ de les regles DQ, aleshores s’han realitzat uns
altres tests per a verificar el bon funcionament del protocol DQ. Aquests tests consisteixen
en:
Monitoritzacio´ d’un node esclau durant el funcionament del protocol DQ.
Monitoritzacio´ del node coordinador durant el funcionament del protocol DQ.
4.2.1. Monitoritzacio´ del node esclau
Per a veure el bon funcionament dels nodes esclaus se n’ha monitoritzat un durant 25000
trames del protocol DQ amb 3 i 4 nodes esclaus funcionant.
Veurem els resultats en l’ interfı´cie del compilador RIDE7 en mode depuracio´. Aquesta
interfı´cie ha estat simplificada per a poder veure les dades de manera senzilla. A la part
superior de la figura 4.5 i tenim el codi,a la part inferior tenim les variables que estem
monitoritzant.
Com podem observar a la figura 4.5 a la part del codi hi ha 3 punts de parada. Aquests
punts ens serviran per a comprovar que les cues DTQ i CRQ en cap moment so´n supe-
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Figura 4.5: Monitoritzacio´ d’un node esclau amb 3 nodes esclaus
riors al nombre de nodes esclaus de l’experiment. Com es verifica despre´s dels 25000
enviaments el codi nome´s para a l’ u´ltim punt de parada que indica el final de la prova
Si observem la part inferior de la figura 4.5 o be´ les dades de la taula 4.2 i veurem tot
un conjunt de variables amb els seus valors corresponents. Les tres primeres variables
indiquen quants enviaments d’ARS ha realitzat el node en qu¨estio´ a cada slot temporal de
la contention window. Aquesta prova la realitzem per a verificar que l’aleatoritzacio´ del slot
esta` funcionant correctament. Comprovem que el node receptor envia aproximadament
un 11 per cent dels cops a cada slot temporal, al ser 3 nodes esclaus tenim una ocupacio´
a cada slot del 33 per cent. La variable segu¨ent e´s totalframes que simplement indica
la mida de l’experiment en trames DQ. Les 3 ultimes variables de la figura 4.5 indiquen
el nombre de trames en que el node esclau ha enviat ARS, ha enviat dades o ha dormit
la trama sencera. Al ser l’experiment amb 3 nodes esclaus aquesta reparticio´ ha de ser
aproximadament d’un terc¸ per a cada estat. Podem verificar que e´s aixı´.
A la taula 4.2 podem observar les dades dels dos experiments amb 3 i 4 nodes esclaus,
en percentatges. A la figura 4.6 podem observar les dades del mateix experiment, pero`
aquest cop amb 4 nodes esclaus. Podem constatar que el node esta` en estat de dormir
el doble de vegades que en els altres estats i que la ocupacio´ dels slots per a cada node
individual s’ha reduı¨t a un 8 per cent, que al tenir 4 nodes dona un 33 per cent d’ocupacio´
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Taula 4.2: Para`metres del node2
a cada slot temporal de la contention window.
Figura 4.6: Monitoritzacio´ d’un node esclau amb 4 nodes esclaus
4.2.2. Monitoritzacio´ del node coordinador
Hem realitzat la monitoritzacio´ del node coordinador, durant els mateixos experiments.
l’ informacio´ la veurem sota l’aplicacio´ de CSharp que s’ha desenvolupat per a aquest
projecte, i que ens dona informacio´ sobre l’u´s de l’slot de dades per cada node. Tambe´
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ens donara` informacio´ sobre la taxa d’error dels enviaments i de les trames buides que
apareguin a causa de falses deteccions de collisions.
La figura4.7 i la figura4.8 ens mostren aquestes dades, amb 3 nodes esclaus i 25000
tramas.
Figura 4.7: Monitoritzacio´ del node coordinador amb 3 nodes esclaus
A la figura 4.7 es pot veure la gra`fica de barres resultant de l’experiment, aquestes dades
coincideixen amb les de la monitoritzacio´ del node esclau amb 3 nodes esclaus figura 4.5.
A l’eix Y hi tenim el nombre total de trames en que cada node esclau ha enviat dades. A
l’eix X hi tenim les id de cada node, id 0 correspon a trama buida, id -1 correspon a trama
amb errors a les dades.
Es pot observar que l’slot de dades es reparteix equitativament entre els diferents nodes
de la xarxa.
Per a veure aquestes xifres en percentatge podem observar la figura 4.8 on apareixen
aquestes mateixes dades en format de gra`fic circular o be´ a la taula 4.3.
Reparticio´ de l’slot de dades Node1 Node2 Node3
Slot de dades 32,79 32,71 33,11
Trames buides 0,54 0,62 0,22
Taula 4.3: Reparticio´ slot de dades amb 3 nodes esclaus
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Figura 4.8: Monitoritzacio´ del node coordinador amb 3 nodes esclaus
Aquests experiments tambe´ els hem realitzat per a 4 nodes esclaus. Les gra`fiques resul-
tants corresponen a la figura 4.9 per al gra`fic en nombres absoluts, i a la figura 4.10 per al
gra`fic en percentatges. Podem observar que les proporcions canvien i l’ocupacio´ del slot
de dades e´s d’ un 25 per cent ja que tenim 4 nodes esclaus.Tambe´ tenim un 1 per cent de
trames buides.
A la taula 4.4 podem observar les xifres de l’experiment en percentatges:
Reparticio´ de l’slot de dades Node1 Node2 Node3 Node4
Slot de dades 24,85 24,62 24,83 24,76
Trames buides 0,15 0,38 0,17 0,24
Taula 4.4: Reparticio´ slot de dades amb 3 nodes esclaus
4.2.3. Conclusions de les proves del protocol DQ
Un cop acabades aquestes proves podem verificar que el protocol DQ esta` funcionant
correctament.
Monitoritzant els nodes esclaus s’ha constatat que les cues del protocol funcionen cor-
rectament. La reparticio´ de les transmissions dins els slots de la contention window e´s
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Figura 4.9: Monitoritzacio´ del node coordinador amb 4 nodes esclaus
realment aleato`ria. Els nodes assoleixen els tres estats, enviar ARS, enviar dades i dormir
de manera proporcionada al nombre de nodes que hi ha a l’experiment.
Monitoritzant el node coordinador s’ha constatat que l’ slot de dades es reparteix de ma-
nera equiprobable entre els nodes esclaus de l’experiment. S’ha comprovat que el nombre
de trames buides e´s pro`xim a un 1 per cent i que la taxa d’error en transmissio´ e´s molt
baixa aproximadament unes 20 ppm (parts per milio´).
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Figura 4.10: Monitoritzacio´ del node coordinador amb 4 nodes esclaus
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CAPI´TOL 5. CONCLUSIONS I EVOLUCIO´ DEL
PROJECTE
Els resultats d’aquest projecte posen de manifest que e´s possible implementar el protocol
DQ en un prototip real de sistema de comunicacions sense fils. Per tant, aquest projecte
constitueix un important aven en el desenvolupament de la tecnologia DQ.
La teoria indica que aquest protocol funciona de forma o`ptima en situacions on hi ha un
gran nombre de nodes compartint el mateix canal. Aquesta previsio´ teo`rica ha pogut ser
comprovada nome´s per a un nombre petit de nodes, donat que nome´s hem disposat de
5 nodes per a la realitzacio´ d’aquest projecte. Pero` nome´s caldria disposar de me´s no-
des per a poder realitzar els experiments que demostressin que el rendiment es mante´
per a qualsevol nombre de nodes. Donat que el codi ja esta` desenvolupat, nome´s caldria
carregar-lo en tants nodes com sigui necessari i executar les proves. Per tant, aquest
primer prototipus e´s un pas molt important en la demostracio´ pra`ctica de la viabilitat del
protocol DQ com un candidat a millorar substancialment el rendiment de les comunica-
cions sense fils en entorns d’alta densitat de nodes, com pot ser el futur IoT (Internet of
Things) o xarxes amb molta densitat d’usuaris (congregacions en esdeveniments espor-
tius, manifestacions, embussos de tra`nsit,etc).
L’implementacio´ del protocol DQ en aquest projecte s’ha realitzat utilitzant la modulacio´
OOK sobre els kits de desenvolupament DK7A433 de Semtech treballant a 433Mhz. Du-
rant l’execucio´ d’aquest projecte hem pogut constatar que tambe´ era viable realitzar l’im-
plementacio´ amb la modulacio´ FSK, encara que l’efecte captura sofert a la part de trans-
missio´ d’ARS la fa menys recomanable (FSK e´s me´s robusta a interfere`ncies que OOK).
S’ha creat un nou firmware per als kits de desenvolupament de Semtech que inicialitza
els nodes coordinador i esclaus utilitzant una llibreria anomenada DK7A433. Per altra
banda, el codi que executa el protocol DQ s’ha implementat fent s de les interrupcions
de les llibreries SX1212DriverBufferedC per al coordinador (a on es crea la trama DQ) i
la llibreria SX1212DriverBufferedS per als esclaus, a on es codifiquen totes les regles del
protocol DQ. Aquestes dues llibreries tambe´ formen part del nou firmware creat.
Els resultats de les proves realitzades durant el projecte demostren que:
1. La modulacio´ OOK e´s me´s viable que la modulaci FSK a l’hora de detectar les
collisions, ja que no apareix l’efecte captura en el cas que els nodes esclaus tinguin
certs retards aleatoris a l’hora de transmetre les ARS dins un mateix slot temporal.
2. Al monitoritzar un node esclau durant 25000 enviaments s’ha demostrat que la se-
leccio´ d’slot temporal dins de la contention window e´s absolutament equiprobable.
Aixı´ mateix s’ha demostrat que els nodes esclaus assoleixen els tres estats possi-
bles (envia ARS, envia dades, o dormir) dins de cada trama DQ de manera propor-
cional als nodes que formen part de la prova.
3. Al monitoritzar el node coordinador durant 25000 enviaments s’ha demostrat que
la reparticio´ de l’slot de dades e´s equiprobable per a tots els nodes esclaus. S’ha
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verificat que l’evolucio´ de les cues DTQ i CRQ mai assoleix valors que no siguin
possibles segons les regles del protocol.
Aquesta primera demostracio´ del protocol DQ ha de servir per anar me´s enlla` i millorar les
prestacions que hem aconseguit, com ara aconseguir velocitats de transmissio´ me´s altes
o rangs de transmissio´ me´s grans. En aquest projecte s’ha utilitzat la modulacio´ OOK
a una velocitat de transmissio´ molt me´s alta que el que recomanen les especificacions
de la placa DK7A433, 25kbps, amb el que hem disposat d’un rang de transmissio´ d’uns
10 metres. El llindar de RSSI del node coordinador s’ha configurat a un valor molt baix
per a poder detectar les collisions i les transmissions, el que produeix que apareguin
falses deteccions de collisions. Aquestes falses collisions provoquen l’aparicio´ de trames
buides, el que empitjora les prestacions del protocol. S’ha triat aquesta velocitat per a
poder comparar-la amb la modulacio´ FSK.
Respecte a l’evolucio´ del protocol DQ en el mo´n real, cal dir que els protocols existents
avui en dia com ALOHA o CSMA ofereixen prestacions molt inferiors al DQ, sobretot quan
tenim en compte un gran nombre de nodes compartint el canal. Aquestes prestacions
so´n tant en taxa neta de transmissio´ com en termes d’eficie`ncia energe`tica. Comencen
a apareixer aplicacions on es podra` utilitzar DQ de manera que proporcioni unes millores
tals que promogui l’ inversio´ en un desenvolupament professional del protocol DQ. Per
exemple, el control d’ stocks utilitzant RFID(Radio frequency Identification), control de
senyalitzacio´ per a ma`quines industrials via radiofrequ¨e`ncia, i inclu´s l’u´s de gran nombre
de sensors en projectes de Smart Cities poden fer que en un futur pro`xim l’u´s d’aquest
protocol sigui viable i degudament explotat, molt me´s en el context del IoT i el paradigma
de les comunicacions ma`quina a ma`quina, conegut com M2M. La miniaturitzacio´ dels
components electro`nics portara` a l’u´s de cada cop me´s sensors i donada la seva petita
mida i poc cost energe`tic sera` aleshores quan aquest protocol sera` realment rellevant.
S’ha trobat un problema en el funcionament del protocol al quedar-se els nodes sense
bateria. Alguns rellotges del node s’alenteixen, incloent el HSI (High Speed Internal clock
at 16MHz) que e´s el que s’ha fet servir en aquesta implementacio´. S’ha monitoritzat el
voltatge dels nodes esclaus per apagar-los automticamente quan baixen de cert nivell de
bateria. Malauradament, el sistema no e´s prou sensible i els rellotges baixen el rendiment
abans de que s’apagui els nodes automticamente. Es podria implementar un control via
codi amb el rellotge del node coordinador que en teoria no ha de funcionar amb bate-
ries. Tambe´ es podria utilitzar el watchdog timer dels nodes esclaus per a verificar que
els timers encarregats del sincronisme continuen marcant els temps pels quals han estat
programats. Es podria activar un altre rellotge del sistema, LSE (low speed external) o
LSI (low speed internal) ambdo´s so´n rellotges per a treballar a baix consum, el problema
e´s que so´n rellotges que funcionen a 37 KHz i s’hauria de verificar la duracio´ del propi
codi que no afecte´s al sincronisme. Tambe´ es podria realitzar un canvi de plataforma
hardware per desenvolupar les noves versions del prototipus. Aixo` obriria noves possibi-
litats tals com noves modulacions i diferents para`metres de RF. Inclu´s es podria intentar
una implementacio´ sobre algun sistema de firmware ja establert.
Es podria millorar l’aplicacio´ en CSharp per a obtenir me´s dades respecte a les cues i aixı´
poder-les monitoritzar. Tambe´ s’hauria de implementar codi als nodes a la funcio´ USART
per a poder treure l’ informacio´ de les cues.
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En aquests annexes es prete´n explicar el codi a nivell d’instruccions. Pot e´sser molt u´til si
s’ha de continuar la feina.
A.1. Creacio´ de la llibreria DK7A433
Les funcions de la llibreria e´s descriuen a continuacio´ amb una descripcio´ de les funcio-
nalitats que tenen.
Funcio´ EnableCLK(void)
En aquesta funcio´ s’habiliten els rellotges als diferents perife`rics, els quals com ja s’ha
explicat al capı´tol 1 depenen dels segu¨ents busos, AHB, APB1 o APB2. La instruccio´ amb
la que habilitem els rellotges als perife`rics e´s la segu¨ent: RCC-XXXPeriphClockCmd(), on
XXX indica el bus on s’ allotja el perife`ric a activar, i aquest e´s passa com a para`metre de
la funcio´.
Funcio´ SetSysClock(void)
Aquesta funcio´ te´ com a finalitat definir quina font de rellotge alimenta el microproces-
sador, i a partir d’aquesta alimenta els rellotges dels bus,amb uns certs preescalats. La
funcio´ RCC-DeInit() reinicia tota la configuracio´ de rellotges als seus valors per defecte.
RCC-HSICmd(ENABLE), ence´n o apaga el rellotge HSI (High Speed Internal, 16MHz), en
aquest cas l’ence´n. A continuacio´ tenim un bucle if que te´ com a condicio´ d’entrada que
l’indicador de que el rellotge HSI esta` llest estigui habilitat, en cas afirmatiu inspeccionem
les segu¨ents funcions:
FLASH-SetLatency(): simplement indiquem quin retard te´ la memo`ria flash en cicles de
rellotge.
RCC-SYSCLKConfig(): Indica quina font de rellotge alimentara` el microprocessador, en
aquest cas el HSI (High Speed Internal) que funciona a 16 MHz.
RCC-HCLKConfig() : aquesta funcio´ configura el rellotge que alimentara` el bus AHB,
sempre derivat del rellotge que alimenta el sistema, amb un cert preescalat, en aquest
cas e´s 1, per tant el bus AHB tambe´ funciona a 16 MHz.
RCC-PCLK1Config() : aquesta funcio´ configura el rellotge que alimentara` el bus APB1,
sempre deriva del rellotge que alimenta el AHB, amb un cert preescalat, en aquest cas 2,
per tant el bus APB1 funciona a 8 MHz.
RCC-PCLK2Config() : aquesta funcio´ configura el rellotge que alimentara` el bus APB2,
sempre deriva del rellotge que alimenta el AHB, amb un cert preescalat, en aquest cas 2,
per tant el bus APB2 funciona a 8 MHz.
Si el rellotge HSI no estigue´s llest, en el moment que el microprocessador executa l’if ,
entraria en la opcio´ else, on e´s podria programar o be´ una nova inicialitzacio´ com hem fet
pre`viament o be forc¸ar un reset, actualment no esta` implementat.
Funcio´ GPIOconfig(void)
Aquesta funcio´ s’encarrega d’omplir l’estructura i carregar-la als registres, per a configurar
els ports d’entrada i sortida del microprocessador.
GPIO-InitTypeDef GPIO-InitStructure, aquesta sentencia indica que estem creant una es-
tructura de GPIO, despre´s de l’espai ve la nomenclatura d’aquesta que no e´s rellevant,
aquesta estructura inclou les segu¨ents variables:
GPIO-InitStructure.GPIO-Pin: Aquesta part de l’ estructura incloura` els pins que aquı´ es-
pecifiquem, per afegir-ne me´s d’un utilitzem el sı´mbol de la or lo`gica.
GPIO-InitStructure.GPIO-Speed: Aquesta part de l’ estructura indica la ma`xima velocitat
de sortida o entrada dels pins en qu¨estio´.
GPIO-InitStructure.GPIO-Mode: Aquesta part de l’estructura configura en quin mode fa-
rem treballar els pins definits me´s amunt, hi ha 4 modes input,output, alternate function i
analo`gic.
GPIO-InitStructure.GPIO-OType: Aquesta part de l’estructura indica la manera en com les
tensions de sortida e´s disposen, els dos modes s’anomenen open-drain i push-pull.
GPIO-InitStructure.GPIO-PuPd: Activa o no els resistors de baixa impeda`ncia a la sortida
del pin.
GPIO-Init() : Funcio´ que carrega l’estructura que passem per para`metre als registres cor-
responents, indicant el port al qual afectara` tambe´ per para`metre.
A part de l’estructura GPIO que acabem de descriure podem observar la segu¨ent funcio´.
GPIO-PinAFConfig(). Aquesta funcio´ configura els pins que estan en mode AF (Alternate
Function), per para`metre passem.El port al que pertanyen, els pins que volem que siguin
afectats i per u´ltim quina de les funcions alternate function utilitzarem, en aquest cas SPI2.
Funcio´ ConfSPI(void)
Aquesta funcio´ s’encarrega d’omplir l’estructura, carregar-la als registres per a configurar
la SPI2, a part tambe´ activa la SPI2.
SPI-InitTypeDef SPI-InitStructure, aquesta sente`ncia indica que estem creant una estruc-
tura SPI, despre´s de l’espai ve la nomenclatura d’aquesta que no es rellevant, aquesta
estructura inclou les segu¨ents variables:
SPI-I2S-DeInit(): Aquesta funcio´ reinicia els valors de la SPI.
SPI-InitStructure.SPI-Direction: Aquesta part de l’estructura defineix la direccio´ de les da-
des, unidireccional o bidireccional. I tambe´ si la transmissio´ es simple o full du´plex.
SPI-InitStructure.SPI-Mode: Indica si la SPI actuara` com a mestre o esclau, configura
MOSI i MISO com pertoqui.
SPI-InitStructure.SPI-Datasize: Indica la mida dels paquets de dades que s’envien, dona
opcio´ a 8 o 16 bits.
SPI-InitStructure.SPI-CPOL: Indica en quin estat e´s queda el rellotge quan no hi ha data
a transmetre, CPOL(Clock Polarity).
SPI-InitStructure.SPI-CPHA: (Clock Phase) Indica a quin tic de rellotge comenc¸a a captu-
rar la informacio´.
SPI-InitStructure.SPI-NSS: Automatitza o no, via hardware la seleccio´ del pin NSS, en el
cas que ens ocupa, esta` configurat com a soft per tant la seleccio´ e´s fa per software.
SPI-InitStructure.SPI-BaudRatePrescaler: Ofereix un divisor respecte de la frequ¨e`ncia del
bus on resideix la SPI2, en aquest cas l’APB1 que corre a 8 MHz amb un preescalat de
32 tenim la SPI2 funcionant a 250KHz.
SPI-InitStructure.SPI-FirstBit: Indica l’ordre de la transmissio´, si comenc¸a pel bit de me´s
pes o pel de menys.
SPI-InitStructure.SPI-CRCPolynomial: Indica el polinomi per al ca`lcul de CRC.
SPI-Init(): Funcio´ que carrega l’estructura als registres corresponents, passant l’estructura
per para`metre i indicant la SPI2 per para`metre tambe´.
SPI-Cmd(): Funcio´ que activa o desactiva la SPI.
Funcio´ ConfTimers(void)
Aquesta funcio´ carrega l’estructura dels timers als registres corresponents, per a configurar-
los, nome´s e´s mostra un timer per qu¨estions d’espai, en realitat en configurem tres.
TIM-TimeBaseInitTypeDef Timer2-Initstructure, sente`ncia que indica que estem creant
una estructura per a timer, la nomenclatura que la segueix no e´s rellevant, l’estructura
inclou les segu¨ents variables:
TIM-Deinit(): Funcio´ que reinicia el timer, el timer en qu¨estio´ a reiniciar e´s passa per
para`metre.
Timer2-Initstructure.TIM-ClockDivision: aquesta part de l’estructura defineix el preescalat
del rellotge del timer respecte del rellotge del bus on resideix aquest u´ltim, APB1 en aquest
cas.
Timer2-Initstructure.TIM-Period: indica el valor fins on ha de contar el timer cada tic de
rellotge un cop escalat conta un.
Timer2-Initstructure.TIM-CounterMode: indica si el timer compte cap amunt o descompte.
Timer2-InitStructure.TIM-preescaler: Aquesta part de l’estructura indica el preescalat que
s’aplica al rellotge del timer per a obtenir els tics del timer.
TIM-TimeBaseInit(): Funcio´ que carrega l’estructura als registres corresponents, passant
per para`metre el timer a configurar i l’estructura per a fer-ho.
Funcio´ ConfInterrupts(void)
Aquesta funcio´ s’encarrega de configurar les interrupcions, tant al NVIC, que e´s el contro-
lador d’interrupcions, com les lı´nies externes d’interrupcio´, per aquelles interrupcions que
no so´n internes del microprocessador o els seus perife`rics, per qu¨estions d’espai nome´s
e´s mostra la configuracio´ d’una de les interrupcions externes, en realitat hi ha 7 fonts me´s
d’ interrupcio´.
NVIC-SetVectorTable(): Aquesta funcio´ indica a quina posicio´ de quina memo`ria residira`
la taula NVIC, es passen per para`metre.
NVIC-PriorityGroupConfig(): Aquesta Funcio´ configura els grups de prioritats de les inter-
rupcions.
SYSCFG-EXTILineConfig(): Aquesta funcio´ configura un pin GPIO com a lı´nea externa
d’interrupcio´, el port i el pin en qu¨estio´ e´s passen per para`metre.
NVIC-InitTypeDef NVIC-InitStructure defineix que sera` una estructura NVIC, el nom que
segueix no e´s rellevant. Els diferents para`metres de l’estructura e´s descriuen a continua-
cio´.
NVIC-InitStructure.NVIC-IRQChannel: Aquesta part de l’estructura indica quin canal d’in-
terrupcio´ utilitzara` l’estructura en concret.
NVIC-InitStructure.NVIC-IRQChannelPreemptionPriority: Aquesta part de l’estructura fixa
quina prioritat tindra` l’ interrupcio´ en concret.
NVIC-InitStructure.NVIC-IRQChannelCmd: Indica si el canal d’interrupcio´ estara` activa o
desactivat.
NVIC-Init(): Funcio´ que carrega l’estructura NVIC que passem per para`metre.
EXTI-InitTypeDef EXTI-InitStructure defineix el que sera` una estructura EXTI el nom que
segueix no e´s rellevant, els diferents para`metre de l’estructura e´s descriuen a continuacio´.
EXTI-InitStructure.EXTI-Mode: Indica en quin mode de funcionament e´s configurara` la
lı´nea externa, event o interrupcio´.
EXTI-InitStructure.EXTI-Trigger: Indica quina condicio´ fa disparar l’ interrupcio´ o l’event,
flanc de pujada o de baixada.
EXTI-InitStructure.EXTI-LineCmd: Indica si estara` habilitada o no la lı´nea externa.
EXTI-InitStructure.EXTI-Line: Indica quina lı´nea externa configura l’estructura en concret.
EXTI-Init(): Funcio´ que carrega l’estructura EXTI que passem per para`metre.
Funcions NSSConfig(-Bool state) i NSSData(-Bool state)
Aquesta funcio´ s’encarrega d’activar els GPIO que controlen els pins Data i Config del
SX-1212, per para`metre entra un 1 o un 0, si es 1 activa el GPIO, si e´s 0 el desactiva,
mitjanc¸ant les instruccions GPIO-SetBits() i GPIO-ResetBits() respectivament.
A.2. Creacio´ de les llibreries SX1212DriverBuffered
Passarem a descriure les funcions que siguin iguals a les dues llibreries, i despre´s e´s
descriuran les funcions de la llibrera SX1212DriverBufferedC i SX1212DriverBufferedS
per separat.
Funcio´ CONFIGMODE(void) i DATAMODE(void)
Aquesta funcio´ nome´s crida la funcio´ SPI-DataSizeConfig() que canvia la mida de les
dades a enviar per la SPI en aquest cas a 16 bits, a 8 bits en cas de la funcio´ DATAMODE().
Funcio´ SPICONFWRITE(uint8-t adress, uint8-t comodin)
Aquesta Funcio´ envia les dades per configurar els registres del SX-1212, per para`metre
rep la direccio´ del registre i el valor d’aquest, els dos son bytes, acte seguit fiquem la SPI
en mode configuracio´, e´s a dir la preparem per enviar paraules de 16 bits, i li diem que
esperi fins que el buffer d’enviar estigui buit, bucle while. A continuacio´ carreguem els
dos bytes que hem entrat per para`metre, en una sola variable de 16 bits, el desplac¸ament
a l’esquerra e´s de 9 bits degut a certa particularitat de com el SX-1212 rep la direccio´,
mirar el datasheet per a me´s informacio´. Procedim a enviar les dades per la SPI utilitzant
la funcio´ SPI-I2S-SendData(), tot activant pre`viament NSSConfig() (explicada a la llibreria
DK7A433), el segu¨ent bucle while espera a que la transmissio´ acabi, guardem el resultat
en una variable, el resultat e´s el valor que hi havia en el registre que hem carregat, aixo`
e´s aixı´ degut que la SPI envia i rep a la vegada.
Funcio´ SPIDATAWRITE(uint8-t charge)
Aquesta funcio´ s’encarrega de carregar dades a la FIFO, funciona igual que les anteriors
amb les segu¨ents diferencies, escollim enviar paquets d’ un byte amb la funcio´ DATAMO-
DE(), activem el pin NSSdata, que indica al SX-1212 que el que rebra` son dades i per tant
ha d’omplir la FIFO.
Funcio´ InitSX1212()
Aquesta funcio´ te com a finalitat carregar tots els registres del SX-1212 amb uns valors
pre-configurats, que resideixen en el vector RegistersCfg[], la funcio´ es un bucle for que
recorre tots els registres i a cada un crida la funcio´ SPICONFWRITE(), la qual els escriu.
Acte seguit apareix la funcio´ SetMode(), que ve descrita a continuacio´.
Funcio´ SetMode(uint8-t mode)
Aquesta funcio´ canvia el mode del SX1212, escrivint els registres corresponents, neces-
sita una funcio´ a part perque` per passar d’un mode a un altre hem d’esperar cert temps
manat pel microprocessador, aleshores depenent del mode en que estiguem hem d’es-
perar uns temps o uns altres, la funcio´ aquı´ exposada e´s nome´s una part, per qu¨estions
d’espai, en concret la part de ficar en mode transmissor, les altres parts so´n exactament
iguals.
La funcio´ simplement e´s un primer bucle if on e´s mira a quin mode volem posar-nos,
aleshores un altre bucle if anidat mira en quin mode estem, aleshores depenent del mode
on estiguem carrega el registre en qu¨estio´ i espera els temps necessaris per complir les
especificacions del microprocessador de RF, finalment fixem la variable premode al mode
que haguem triat per al segu¨ent cop que entrem en aquesta funcio´.
El proce´s es repeteix per a la resta de modes receptor, dormir, standby i transmissor.
A.2.1. Llibreria SX1212DriverBufferedC
Funcio´ EXTI1-IRQHandler(void)
Aquesta funcio´ manega les segu¨ents interrupcions: en transmissio´, FIFOthreshold i en
recepcio´ deteccio´ de syncword, la funcio´ consta de 3 if’s, el primer simplement neteja el
bit d’interrupcio´.
El segon bucle if s’activa si estem en mode transmissor, en cas que si simplement activem
un led.
El tercer bucle if indica que estem en mode recepcio´, tenint en compte que hem entrat en
aquesta interrupcio´ quan hem detectat syncword. Anotem en una variable que el codi ha
passat per aquı´(count-sync), i ens trobem un primer if nidat ques’utilitza per anar buidant
la FIFO per la SPI2.Per finalitzar tenim un segon if nidat que mira sis’ha entrat en aquesta
interrupcio´ a l’slot de dades,si e´s aixı´ el vector que enviem al feedback packet l’informem
ques’han enviat dades, informem que l’slot de dades sa acabat, i canviem la font d’inter-
rupcio´ a WRITEBYTE. El que fara` entrar en aquesta interrupcio´ cada cop que rebem un
byte, aixo` e´s aixı´ degut a que necessitem buidar la FIFO byte a byte ja que rebem 120
bytes i la FIFO nome´s en te´ 64.
Funcio´ EXTI2-IRQHandler(void)
Aquesta funcio´ manega les segu¨ents interrupcions: en transmissio´ TX-DONE i en recepcio´
RSSI. La funcio´ consta de tres bucles if, en el primer bucle netegem el bit d’interrupcio´.
El segon bucle if mira si estem en mode transmissor, si e´s aixı´ activem desactivem el led
vermell ja que indica transmissio´ finalitzada i ens fiquem en mode receptor.
El tercer bucle if mira si estem en mode receptor si e´s aixı´ activem el led verd ja que hem
detectat RSSI per sobre el llindar i augmentem la variable count-RSSI.
Funcio´ TIM2IRQHandler(void)
Aquesta funcio´ manega l’ interrupcio´ del timer 2, que ba`sicament conte´ una part de codi
DQ referent a la comprovacio´ de si s’han enviat dades al slot de dades, i si e´s aixı´ i DTQ
(cua de dades) e´s me´s gran que 1 reduı¨m aquesta en 1.
Tambe´ marca l’inici de trama, per tant aquı´ e´s fiquen tots els flags a 0 i e´s desactiva l’
interrupcio´ de SPI2. Tambe´s’ envia un byte que conte´ l’ ID del node que ha enviat dades
per l’ interfı´cie USART3 mitjanc¸ant l’ instruccio´ USART-SendData(USART3,Info).
Per altra banda ens encarreguem de preparar el vector que conforma el feedback paquet
que conte´ l’estat dels 3 slots temporals en els bytes 0,1,2, DTQ als bytes 3,4, CRQ als
bytes 5,6 i el comprovant de dades enviades al byte 7 , me´s endavant s’afegiran bytes
per a crc si calen. Un cop carregat el vector fiquem el SX-1212 en mode transmissor i
procedirem a omplir la FIFO, i per tant a enviar.
Al finalitzar activem el timer4 aixı´ tenim temporitzant el temps de canviar a mode trans-
missor i enviar.
Aquesta interrupcio´ succeeix cada 50 ms a partir de ques’activa el timer 2.
Funcio´ TIM3IRQHandler(void)
Aquesta funcio´ manega l’ interrupcio´ del timer 3, i conforma el que son els 3 slots tem-
porals, cada cop que el timer 3 entra en interrupcio´ aquesta funcio´ mira si hi ha hagut
enviament, no enviament o enviament amb collisio´, aixı´ fins a 3 vegades pero` es pot
reprogramar per a n vegades, les dues primeres instruccions son per a netejar els bits
d’interrupcio´ i flag.
El primer bucle if mira el valor de les variables count-sync i count-RSSI i decideix si hi
ha hagut enviament , no enviament o collisio´, acte seguit actualitzem les variables ne-
cessa`ries i fem un reset al proce´s de rebre, escrivint certs registres del SX-1212, tornem
a activar l ?interrupcio´ del timer i repetim el proce´s en aquest cas 3 vegades.
El segon bucle if mira si hem acabat els tres slots si e´s aixı´ desactivem el timer 3, activem
el timer 2 i posem a 1 la variable que indica que comenc¸a l’ slot de dades.
Aquesta interrupcio´ succeeix cada 4 ms a partir de ques’activa el timer 3.
Funcio´ TIM4IRQHandler(void)
Aquesta funcio´ manega l’ interrupcio´ del timer 4, aquesta funcio´s’hi accedeix abans dels
slots per ARS.
El primer if anidat inclou el codi a realitzar que consisteix en actualitzar CRQ i ficar els
contadors de RSSI y syncword a 0, i activar el timer 3 per comenc¸ar els slots.
Funcio´ SPI2IRQHandler(void)
Aquesta interrupcio´s’hi accedeix cada cop que enviem un byte per la SPI2 al buidar la
FIFO.
El primer bucle if mira si el flag de SPI2 esta` activat, serveix per a verificar que no ha
entrat per error.
El segon bucle if nidat, simplement guarda l’ Id deL node esclau que esta` enviant dades
dins l’ slot de dades i continua buidant la FIFO, no guardem res ja que no estem enviant
dades u´tils tret de l’ Id.
El tercer bucle if nidat mira si ja hem buidat 128 bytes, en cas positiu canvia la font d’inter-
rupcio´ i apaga l’ interrupcio´ de SPI.
A.2.2. Llibreria SX1212DriverBufferedS
Funcio´ SEED(void)
Aquesta funcio´s’encarrega d’obtenir un nu´mero pseudo-aleatori a trave´s del convertidor
analo`gic digital, llegint la lectura de temperatura del sensor del microprocessador, els
bucles while son per a fer esperes, el primer ens indica que el conversor esta` llest per
comenc¸ar, el segon que esta` anidat dins un for espera fins que l’ ADC ha acabat de fer
una conversio´.
El bucle for e´s per a obtenir 30 mostres diferents que les anem sumant a elles mateixes,
pero` nome´s agafant els 3 u´ltims bits de cada conversio´, per aixo` te una mascara amb
una and i 0x07,, acte seguit deshabilitem el conversor, i enviem la variable on hem sumat
les conversions, a la funcio´ srand() de la llibreria c, que permetra` a cada esclau generar
nu´meros diferents.
Funcio´ RANDOMIZESLOT(void)
Aquesta funcio´ obte´ un valor pseudo-aleatori, que carregarem me´s endavant en els ti-
mers corresponents per a poder enviar en un slot aleatori, nome´s e´s mostra el codi per
aleatoritzar l’slot 1, pero` la resta e´s igual.
La funcio´ rand() de c ens proporciona un nu´mero aleatori diferent de 16 bits cada vegada
que e´s cridada. Aleshores tenim un bucle if on depenent del nu´mero proporcionat per
rand(), e´s decideix a quin slots’envia.
Un cop decidit l’slot tenim una se`rie de bucles if, on e´s decideix si e´s fica un retard o no
tambe´ depenent del nu´mero que hagi sortit en el rand(), aixo` e´s aixı´ ja que requerim de
que les respostes encara que vagin dins el mateix slot, tinguin certs desfases temporals
de l’ordre de mig temps de bit, el perque`, e´s detallara` al capı´tol 3.
Funcio´ EXTI1-IRQHandler(void)
Funcio´ que implementa les interrupcions de FIFO-threshold en transmissio´ i de deteccio´
de syncword en recepcio´, el primer que e´s realitza e´s ficar a 0 el bit d’interrupcio´ de la
lı´nea externa, i acte seguit en dos bucles if que indiquen si es transmissio´ o recepcio´ l’u´nic
que e´s fa e´s activar un led vermell en cas de transmissio´, verd en cas de recepcio´.
Funcio´ EXTI2-IRQHandler(void)
Aquesta funcio´ implementa les interrupcions de TX-DONE en transmissio´ i de FIFO-
threshold en recepcio´, la primera funcio´ es deshabilitar el bit d’interrupcio´, despre´s tenim
dos bucles if que pregunten si estem en transmissio´ o en recepcio´.
En transmissio´, un cop realitzada, apaguem el led vermell, i amb una se`rie de bucles if,
decidim el temps que han de dormir els esclaus carregant el timer 3 amb el valor corres-
ponent, que dependra` de a quin slot haguem fet la transmissio´ en qu¨estio´, acte seguit
habilitem el timer que comenci a contar, i fiquem el SX-1212 a dormir. Aquesta funcio´ de-
tecta si estem a mig enviar dades,recordem que enviem 128 bytes i la fifo e´s de 64 bytes.
Aixo` ho aconseguim amb el primer bucle if dintre el mode transmissor, que simplement
recarrega la FIFO per a que aquesta segueixi enviant.
En recepcio´ carreguem el timer2 amb un valor que ens assegura que el microprocessador
tindra` temps d’executar tot el codi referent al buidat de la FIFO i l’execucio´ de les funcions
pro`pies del protocol-DQ, acte seguit activem el timer en qu¨estio´ i fiquem el SX-1212 en
mode standby, ja que permet buidar la cua en aquest mode i estalviem energia, despre´s
habilitem l’ interrupcio´ de la SPI, ens fiquem en mode data(8 bits), indiquem al SX-1212
que enviarem dades amb la funcio´ NSSData() i finalment enviem un 0 per la SPI2, per a
que aquesta retorni la primera posicio´ de la cua i faci saltar l’ interrupcio´ de SPI.
Funcio´ SPI2-IRQHandler(void)
Aquesta funcio´ implementa l’ interrupcio´ de la SPI, en aquesta funcio´ u´nicament buidem
la FIFO fins a 8 bytes, mitjanc¸ant el sistema de rebre, i tornar a enviar un 0 per la SPI per
a que aquesta retorni la primera posicio´ de la cua, al retornar torna a saltar l’ interrupcio´,
aixı´ fins al 8 byte on desactivem l’ interrupcio´ de la SPI apaguem el led verd i procedim a
cridar les funcions del protocol-DQ .
Funcio´ TIM2-IRQHandler(void)
La segu¨ent funcio´ implementa l’ interrupcio´ del timer 2 als esclaus, com a totes les inter-
rupcions el primer que fem e´s netejar el bit d’interrupcio´ i de flag, acte seguit tenim un
bucle if, que controla si estem entrant a l’ interrupcio´ per primera vegada o no, aixo` e´s aixı´
perque` utilitzem el mateix timer per a diverses operacions.
Si e´s la primera iteracio´, el codi entra en un nou bucle d’if on es miren les variables
ques’han actualitzat a les funcions del protocol DQ, i en base als valors d’aquestes e´s
determina el valor que es recarregara` al mateix timer2 ja sigui per enviar un ARS o dades,
o be´ si l’esclau en qu¨estio´ ha de romandre inactiu fins al segu¨ent FBP, en aquest u´ltim cas
e´s temporitza el timer3 i e´s fica el SX-1212 a dormir.
Si e´s la segona iteracio´, el software simplement para el timer2 , fica el SX-1212 en mode
transmissor i comenc¸a a omplir la FIFO i per tant a transmetre.
Funcio´ TIM3-IRQHandler(void)
Aquesta funcio´ implementa l’ interrupcio´ del timer 3, netegem el bit de interrupcio´ i el flag,
desactivem el timer 3 i fiquem el SX-1212 en mode receptor, per a que pugui rebre un nou
feedback packet.
Funcio´ QDR(void)
La funcio´ QDR e´s la funcio´ que carrega totes les variables per a que despre´s DTR i RTR
decideixin si han de transmetre i quan han de transmetre, el primer que fa aquesta funcio´
es mirar el feedback paquet i extreure les dades referents al estat dels slots, nombre de
collisions i de peticions correctes, si la collisio´ o peticio´ correcte ha estat del propi esclau
i la posicio´ dels exits i collisions, acte seguit carreguem les variables de DTQ i CRQ que
ens envia el coordinador que nome´s seran per verificar errors (encara no implementat) i
per que els esclaus tinguin una refere`ncia de les cues del coordinador.
El segu¨ent pas l’esclau mira quants exits hi han hagut a la trama DQ, i augmenta DTQ per
cada exit, DTQ fa refere`ncia a la cua de transmissions.
A continuacio´ un bucle if mira al feedback paquet si a la trama DQ anterior s’han transme`s
dades, si e´s aixı´ redueix DTQ en 1, sempre i quan sigui superior a 0, amb aixo` DTQ queda
actualitzat correctament.
Ara toca actualitzar CRQ, la cua de collisions, si CRQ e´s me´s gran que 0 restem 1, ja
que cada trama avanc¸a una posicio´, acte seguit mirem l’estat dels slots i sumem a la cua
el nombre de collisions que hagin succeı¨t, d’aquesta manera tenim la cua de collisions
actualitzada.
El segu¨ent que actualitzarem son els punters, comenc¸ant pel punter de la cua de dades
PTQ, aixo` e´s realitza mitjanc¸ant uns bucles if nidats, el primer de tots pregunta si PTQ
e´s me´s gran que 0, per saber si ja esta` en cua o no, si la resposta e´s que no actualitza
PTQ a la posicio´ que li correspongui, si la resposta e´s que sı´. Trobem uns altres if que
miren si el coordinador ha rebut dades, u´ltim byte del feedback packet, i si som nosaltres
els que hem transme`s, si som nosaltres els que hem transme`s fiquem PTQ a 0, si no som
nosaltres reduı¨m PTQ en 1, i ja tenim PTQ actualitzat.
l’u´ltim pas e´s actualitzar PRQ, e´s me´s senzill que PTQ, si PRQ e´s me´s gran que 0 reduı¨m
PRQ en 1, si PRQ e´s 0,i hem enviat ARS a la trama anterior, actualitzem PRQ a la posicio´
que li correspongui, fiquem les variables a 0 un cop acabat.
Funcio´ DTR(void)
Funcio´ que si PTQ e´s 1, e´s a dir som els primers de la cua, carrega el timer per enviar al
slot de dades.
Funcio´ RTR(void)
Aquesta funcio´ e´s l’encarregada de determinar si toca enviar ARS, sempre i quan no
estigui a la cua de transmissions i no estigui o sigui el primer node de la cua de collisions.
Funcio´ ENVIADADA(void)
Funcio´ que fica el SX-1212 en mode transmissor i carrega les dades a enviar dins l’ slot
de dades.
Funcio´ ENVIARS(void)
Funcio´ que fica el SX1212 en mode transmissor i carrega les dades a enviar dins els slots
temporals de la contention window.
