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Katedra aplikované geoinformatiky a kartografie
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Algoritmus pro automatizovanou kartografickou generalizaci shluk̊u budov
metodou agregace
Abstrakt
Diplomová práce se věnuje tématu automatizované kartografické generalizace. Jej́ım
hlavńım ćılem je navržeńı nového generalizačńıho algoritmu pro agregaci budov.
V prvńı části je provedena rešerše algoritmů dosud navržených pro agregaci budov.
Dále je podán výklad vlastńıho návrhu algoritmu - nejprve jsou podrobně popsány pomocné
datové struktury a algoritmy, které algoritmus využ́ıvá, dále jsou stanoveny kartografické
a geometrické podmı́nky pro agregaci.
Vlastńı algoritmus je založen na principu konstrukce straight skeletonu. Ze straight ske-
letonu jsou odebrány vněǰśı vrcholy, nad takto vzniklými strukturami je provedena agregace
a agregovaný polygon je źıskán zpětnou rekonstrukćı ze své kostry.
Druhá část práce je zaměřena na implementaci a zhodnoceńı výsledk̊u. Algoritmus je im-
plemetován pomoćı open-source knihoven CGAL, Boost a Shapelib. Dosažené výsledky a jejich
stručné porovnáńı se SW ArcGIS je diskutováno v závěru práce.
Kĺıčová slova: automatizovaná kartografická generalizace, aggregace budov, straight skele-
ton
Algorithm for automated building simplification using aggregation
Abstract
Diploma thesis deals with automated cartographic generalization. The main aim is to pro-
pose a new generalization algorithm for building aggregation.
The first part brings summary of existing algorithms for building aggregation.
Then the new algorithm is presented: at first, auxiliary data structures and algorithms are
presented, then cartographic and geometric requirements are defined.
New algorithm is based on the principle of straight skeleton construction. Outer verti-
ces are removed from constructed straight skeletons and those structures are aggregated.
The aggregated polygon is reconstructed from aggregated structures.
The second part is focused on implementation and results evaluation. The algorithm
is implemented using open-source libraries CGAL, Boost and Shapelib. The results and con-
frontation with SW ArcGIS are discussed in conclusion of the thesis.
Key words: automated cartographic generalization, building aggregation, straight skeleton
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5.1 Kartograficky přirozené výstupy . . . . . . . . . . . . . . . . . . . . . . . . . 43
5.2 Zachováńı plochy a těžǐstě agregovaných oblast́ı . . . . . . . . . . . . . . . . . 45
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6.1 Určeńı budov vhodných pro agregaci . . . . . . . . . . . . . . . . . . . . . . . 46
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4.2 Konstrukce Voronoi diagramu (převzato z: BERG et al., 2008, s. 152) . . . . 25
4.3 Fortune algoritmus (převzato z: BERG et al., 2008, s. 153-154) . . . . . . . . 25
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1 ÚVOD
Kartografická generalizace je v současné době stále živým tématem kartografického
výzkumu. Podněty k daľśımu zkoumáńı a zefektivňováńı kartografické generalizace jsou dávány
jak rozvojem digitálńıch technologíı, tak i nových technik źıskáváńı a zpracováńı prostorových
dat (např. laser scanning). Kartografové se této problematice věnovali odjakživa, dř́ıve byla
zaměřena předevš́ım na tǐstěné mapy, s rozvojem poč́ıtačové kartografie se stále v́ıce uplatňuj́ı
automatizované systémy pro generalizaci. Prvńı pokusy o návrh algoritmů pro automatizo-
vanou kartografickou generalizaci se objevuj́ı již v 60. letech 20. stolet́ı, nicméně d̊ukladněǰśı
zkoumáńı, společně s rozvojem poč́ıtač̊u, se váže sṕı̌se až k počátku 70. let. Jako prvńı
se začaly zkoumat algoritmy na generalizaci polyliníı, což je relativně snadněǰśı úkol
než např. generalizace polygon̊u. Později se pozornost přesunula i do daľśıch oblast́ı, bylo
vytvořeno množstv́ı koncepčńıch model̊u a nových př́ıstup̊u k automatizované generalizaci.
Generalizace budov je řešena nejen národńımi mapovaćımi agenturami při tvorbě státńıch
mapových děl, ale i v soukromém sektoru. Generalizace může být prováděna bud’ ručně, nebo
poloautomatizovaně.
Ćılem kartograf̊u je dospět do stavu existuj́ıćıho plně automatizovaného systému. Cesty
k dosažeńı takového stavu jsou dvoj́ı: bud’ se navrhuj́ı nové algoritmy, nebo se optimali-
zuj́ı algoritmy stávaj́ıćı. Některé oblasti automatizované kartografické generalizace jsou již
poměrně bohatě rozpracovány - např. problematika zjednodušováńı tvar̊u budov. Jiné ob-
lasti, mezi něž patř́ı i problematika agregace, jsou rozpracovány méně. Ćılem předkládané
diplomové práce je tedy navrhnout nový algoritmus, který řeš́ı problematiku kartografické
generalizace budov metodou agregace.
Nově navrhovaný algoritmus pracuje ve vektorovém prostřed́ı. Jeho stěžejńı myšlenkou
je využit́ı topologické kostry polygonu, konkrétně straight skeletonu. Při práci s kostrou po-
lygonu jsou využ́ıvány grafové algoritmy, předevš́ım prohledáváńı do hloubky a nalezeńı mi-
nimálńı kostry grafu. Z kostry agregovaného polygonu je rozšǐrováńım po bisektorech zrekon-
struován vlastńı výsledný polygon.
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Navrhovaný algoritmus se snaž́ı vytvořit alternativu k již existuj́ıćım řešeńım, která v́ıce
či méně úspěšně řeš́ı problematiku agregace. Hlavńı př́ınos nového algoritmu vid́ım předevš́ım
v následuj́ıćıch oblastech:
• v pokusu zahrnout agregaci do celkového kontextu kartografické generalizace,
• ve snaze zjednodušit nově vznikaj́ıćı polygon v závislosti na zadaných parametrech
(měř́ıtku),
• ve snaze zpracovat co neǰsirš́ı spektrum budov,
• v návrhu pouze ve vektorovém prostřed́ı.
Konkrétńı požadavky na algoritmus jsou dále stanoveny a rozvedeny v 5. kapitole, 6. ka-
pitola se věnuje návrhu algoritmu a 8. kapitola je zaměřena na jeho celkové zhodnoceńı.
Diplomová práce je rozdělena do dvou hlavńıch část́ı - teoretické a praktické. Teoretická
část obsahuje šest kapitol - úvod, literárńı rešerši, shrnut́ı poznatk̊u v oblasti kartografické
generalizace se zaměřeńım na agregaci a tři kapitoly věnuj́ıćı se návrhu nového algoritmu.
Praktická část zahrnuje tři části - implementaci navrženého algoritmu, zhodnoceńı výsledk̊u
a efektivity vytvořeného nástroje a závěr. Práce je uzavřena seznamem použitých zdroj̊u.
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2 REŠERŠE LITERATURY
Rešeršńı část diplomové práce se věnuje předevš́ım generalizačńım algoritmům v kar-
tografii se zaměřeńım na automatické řešeńı agregace a také je zmı́něno několik publikaćı
pojednávaj́ıćıch obecně o (automatizované) kartografické generalizaci.
Ačkoliv je problematika kartografické generalizace řešena souvisle již téměř tři desetilet́ı,
obsáhleǰśıch publikaćı zabývaj́ıćıch se touto problematikou je pouze několik (existuje však
poměrně rozsáhlé množstv́ı publikaćı kratš́ıho rozsahu). Problematika automatizované karto-
grafické generalizace metodou agregace nebyla doposud v kartografické literatuře detailněji
řešena, existuje k ńı pouze velmi málo relevantńıch publikaćı.
V rámci rešerše byly prostudovány dvě knižńı publikace a několik článk̊u a závěrečných
praćı týkaj́ıćıch se problematiky kartografické generalizace, automatizované generalizace bu-
dov a automatizované generalizace metodou agregace. Převážná většina literatury je cizo-
jazyčná, zejména anglická, česká literatura je zmı́něna na závěr kapitoly.
Dobrý výchoźı základ pro pochopeńı vývoje a problematiky kartografické generalizace
nejen teoreticky, ale i s kapitolami o provedených výzkumech, představuje publikace Genera-
lisation of Geograhic Information: Cartograhic Modelling and Applications (MACKANESS,
RUAS, SARJAKOSKI, 2007). Tato publikace mimo jiné shrnuje dosavadńı teoretické př́ıstupy
ke kartografické generalizaci.
Publikace Algorithmic Foundation of Multi-Scale Spatial Representation (LI, 2007)
se zaměřuje předevš́ım na výklad principu algoritmů použ́ıvaných v digitálńı kartografii.
V prvńı části je srozumitelně podán výklad rámce pro tyto algoritmy a také matematicko-
geometrické základy (matematická morfologie, Delaunay triangulace, Voronoi diagramy, ske-
letonizace). Druhá část publikace se pak zaměřuje na jednotlivé algoritmy, klasifikované podle
generalizačńıch operátor̊u a podle dimenzionality prvk̊u (bod, linie, polygon, 2,5-D). V této
části jsou vyloženy i základńı generalizačńı algoritmy pro agregaci.
Tyto dvě knihy se staly výchoźım materiálem pro studium, dále byly prostudovány články
pro hlubš́ı pochopeńı problematiky.
Jedńım z prvńıch, kdo se zabýval generalizaćı śıdel, byl německý kartograf W. Staufenbiel
(1973, Universität Hannover). Navrhl komplexńı algoritmus pro generalizaci śıdel, včetně
vodstva, komunikaćı, budov a vegetačńıho pokryvu. V otázce generalizace budov se zaměřuje
předevš́ım na zjednodušeńı tvaru budov, založenému na odstraněńı nebo upraveńı krátkých
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stran. Otázce agregace se věnuje jen v náznaćıch a nenavrhuje žádný konkrétńı algoritmus.
Daľśı německý kartograf, U. Meyer (1989), hodnotil a testoval Staufenbiel̊uv algoritmus
a sám se pokoušel navrhnout algoritmy pro automatické rozeznáńı zvláštně tvarovaných bu-
dov, které Staufenbiel̊uv algoritmus nedokáže dobře řešit (podle ŠTAMAPACH, 2006).
Konkrétńı návrh algoritmu týkaj́ıćıho se agregace polygon̊u vytvořili SU et al, 1997. Tento
algoritmus je založen na matematické morfologii a je prováděn v rastrovém prostřed́ı.
V letech 1997-2000 byl pod hlavičkou Evropské komise veden projekt AGENT (Auto-
mated GEneralisation New Technology) za účelem vyvinut́ı nových generalizačńıch technik.
Účastńıky projektu byli francouzská NMA (IGN), firma LaserScan a univerzity v Curychu,
Edinburgu a Grenoblu. Výsledkem je model hierarchicky pracuj́ıćı, založený na agentech
ve třech úrovńıch (mikro-, meso- a makro- měř́ıtko), a t́ım je usměrňována generalizace
v širokém kontextu. O projektu bylo publikováno množstv́ı článk̊u, např. AGENT, DD2,
2001 (přehled základńıch algoritmů), nebo LAMY et al. (princip fungováńı).
Zpráva AGENT, DD3, 2001 uvád́ı přehled algoritmů pro některé operace (mezi nimi
i agregaci) a doporučeńı pro použit́ı těchto algoritmů v rámci generalizace. Z algoritmů
pro agregaci jmenujme algoritmy WARE et al., 1995. Jeden je založený na Delaunay tri-
angulaci a následné rotaci a posunut́ı objekt̊u, druhý také využ́ıvá triangulaci a následné
vyplněńı prostor̊u mezi objekty. REGNAULD, 1998, navrhl algoritmus založený na posunut́ı
objekt̊u a v témže roce i algoritmus založený na konvexńı obálce. ORMSBY, 1999 navrhl
podobně jako SU algoritmus založený na matematické morfologii.
Daľśı zpráva AGENT, DA2, 2001, definuje omezuj́ıćı podmı́nky (constraints) pro gene-
ralizaci jednotlivých témat (včetně zástavby) a to na všech třech úrovńıch (mikro, mezo,
makro). Některé z těchto omezeńı využ́ıvaj́ı STEINIGER a TAILLANDIER, 2005 při genera-
lizaci budov se snahou o zlepšeńı této generalizace. Přidávaj́ı pravidla pro rozděleńı zástavby
do pěti typ̊u. Praktický př́ıklad ukázali na generalizaci z měř́ıtka 1:10 000 do měř́ıtka 1:25 000
na švýcarských a francouzských mapách.
Projekt AGENT poskytuje dobré výsledky zejména v urbánńıch oblastech. Vylepšeńı
přináš́ı model CartACom (DUCHENE, 2004), který se zaměřuje na slabosti předchoźıho
modelu v rurálńıch oblastech.
V roce 2007 byly tyto dva modely doplněny ještě daľśım, který lépe pracuje pro pod-
kladová témata, která souvisle pokrývaj́ı plochu (např. landcover, vrstevnice). Tento model
se nazývá GAEL a byl vytvořen Gaffurim. Možné zp̊usoby kombinace těchto tř́ı model̊u
navrhuj́ı DUCHENE a GAFFURI, 2008. Otázce agregace se věnuje ve své disertačńı práci
HAUNERT, 2008. Zaměřuje se na optimizaci agregace plošných prvk̊u (landcover, adminis-
trativńı členěńı...). Jeho řešeńı přináš́ı lepš́ı výsledky zejména v otázce sémantické přesnosti,
jedná se o deterministickou metodu a umožňuje lepš́ı zpracováńı omezuj́ıćıch podmı́nek (con-
straints).
QI a LI, 2008 v úvodńı části svého článku provád́ı krátké shrnut́ı dosavadńıch algoritmů
pro generalizaci budov, např. Ruas, 1998, která se zabývala metodou odsunu budov, Regnauld
2001, který zkoumal typifikaci budov nebo Christophe a Ruas, 2002 (detekce linie budov (bu-
ilding alignment)). Oni sami se věnuj́ı otázce shlukováńı budov založenému na hierarchických
omezeńıch, jakými jsou např́ıklad bĺızkost, podobnost nebo orientace.
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Kartografickou generalizaćı, zejména jej́ı algoritmizaćı, se také dlouhodobě zabývá
BAYER. Př́ıkladem jeho práce je publikace z roku 2009, kde navrhuje algoritmus na zjed-
nodušeńı budov s využit́ım rekurze. Tento algoritmus se snaž́ı zlepšovat výsledky předevš́ım
samostatně stoj́ıćıch pravoúhlých budov komplexńıch geometrických tvar̊u.
Z česky psaných publikaćı se problému generalizace budov věnuje ve své diplomové práci
ŠTAMPACH, 2006, který implementuje Staufenbiel̊uv algoritmus. Testuje jeho úspěšnost
na př́ıpadu města Brna. Nav́ıc také podává stručný přehled algoritmů týkaj́ıćıch se generali-
zace budov (zjednodušováńı tvaru, posuny objekt̊u, typifikace).
Diplomová práce POPELÍNSKÉHO, 2011 se věnuje generalizaci ř́ıčńıch śıt́ı, implemen-
tuje a porovnává výsledek generalizace na základě r̊uzných klasifikaćı ř́ıčńıch tok̊u a daľśıch
parametr̊u. Nemá tedy př́ımou souvislost s generalizaćı budov, v úvodńım přehledu je však
provedena krátká rešerše př́ıstup̊u ke generalizaci.
Uvedený přehled neńı ani nemůže být vyčerpávaj́ıćı. Většina publikaćı týkaj́ıćıch se karto-
grafické generalizace je ve formě článk̊u a r̊uzných př́ıspěvk̊u v odborných časopisech a na kon-
ferenćıch. Jsou navrhovány nové algoritmy pro r̊uzné generalizačńı operátory, nicméně pro-
blematika agregace neńı př́ılǐs často v zájmu výzkumńık̊u.
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3 KARTOGRAFICKÁ GENERALIZACE SE
ZAMĚŘENÍM NA AGREGACI
V této části je podrobněji vysvětlena problematika kartografické generalizace a př́ıstupy
k jej́ımu řešeńı, je definována a popsána operace agregace a kapitolu uzav́ırá přehled exis-
tuj́ıćıch algoritmů prováděj́ıćıch agregaci.
3.1 Koncepčńı modely generalizace
V pr̊uběhu času bylo kartografy vytvořeno velké množstv́ı koncepčńıch model̊u generali-
zace. Koncepčńı model je teoretický podklad pro řešeńı dané problematiky. Nastiňuje pohled
autor̊u na věc a navrhuje zp̊usob řešeńı nebo zpracováńı problému.
Jedńım z prvńıch byl model Robinsona et al. (1978), kteř́ı rozdělili proces generalizace
na dva kroky: selekce (předzpracováńı) a samotná generalizace zahrnuj́ıćı geometrickou a sta-
tistickou manipulaci s objekty, která je dosažena skrz operátory simplifikace, klasifikace a sym-
bolizace.
I v dnešńı době je často citovaný model McMASTER a SHEA, 1989. Stanovuje tři d̊uležité
aspekty: proč generalizovat, kdy generalizovat a jak generalizovat. Prvńı část představuje te-
oretické otázky (stanoveńı ćıl̊u generalizace), druhá část analýzu prostředk̊u, které jsou k dis-
pozici (kartometrické analýzy a dostupné algoritmy) a třet́ı generalizačńı operátory, pomoćı
kterých je generalizace prováděna. Tento model slouž́ı ke zhodnoceńı, zda je generalizace
nutná a pokud ano, tak jakými prostředky v dané situaci j́ı nejlépe dosáhnout.
Tyto modely jsou stále použ́ıvané, i když jsou kritizované z d̊uvodu, že přistupuj́ı ke ge-
neralizaci sekvenčně a nikoliv komplexně. Sekvenčńı př́ıstup je charakteristický t́ım, že jed-
notlivé kroky generalizace jsou řešeny postupně, např. postupnou aplikaćı jednotlivých ge-
neralizačńıch operátor̊u na jednotlivé složky databáze (body, linie, polygony; vodstvo, terén,
komunikace, zástavba...). Problém nastává v tom, že jednotlivé prvky se navzájem ovlivňuj́ı
a v toku generalizace je nelze editovat samostatně. Komplexněǰśı řešeńı se tak snaž́ı na-
vrhnout postup, který zohledňuje právě tyto vazby. Byly proto vytvořeny i daľśı modely,
založené na znalostńıch systémech a umělé inteligenci (např. Muller, 1990, 1991, Buttenfield
a McMaster, 1991), modely založené na komunikuj́ıćıch agentech (projekt AGENT) nebo mo-
dely s omezeńımi (constraint-based modelling) - např. Sarjakoski a Kilpeläinen, 1999 nebo
Sester, 2005.
Modely se r̊uzně vyv́ıjej́ı, ale v pozad́ı stále z̊ustává geometrický základ jednotlivých
operátor̊u, které generalizaci charakterizuj́ı.
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3.2 Generalizačńı operátory
Generalizačńı operátory reprezentuj́ı zp̊usob transformace prvk̊u mapy v pr̊uběhu gene-
ralizace, resp. transformace, ke kterým v d̊usledku generalizace docháźı. Těchto změn je pak
v pr̊uběhu generalizace prakticky dosaženo implementaćı vhodných algoritmů.
Operátory mohou být klasifikovány r̊uznými zp̊usoby. Podle LI, 2007 provedli Rieger
a Coulson v roce 1993 pr̊uzkum mezi uznávanými kartografy, a mnoźı z nich se neshodli
na definici jednotlivých operátor̊u nebo některé ani definovat nedokázali. Neexistuje konsensus
pro klasifikaci nebo definici operátor̊u. Zde budeme vycházet z klasifikace použité LI, 2007,
která rozděluje operátory podle dimenzionality prvk̊u, na kterých jsou generalizačńı algoritmy
prováděny.
Náš zájem lež́ı předevš́ım na generalizaci polygon̊u, konkrétně budov. Bylo vytvořeno
množstv́ı algoritmů pro operátory pracuj́ıćı jak s jednotlivými polygony, tak i se skupinou
polygon̊u. Téma práce je zaměřeno na problematiku agregace, která dosud neńı uspoko-
jivě řešena, a proto se v následuj́ıćı části budeme věnovat algoritmům zaměřeným na agre-
gaci a amalgamaci. S operátory agregace a amalgamace bude v této části stručně porovnán
i operátor typifikace a proto uvedeme také jeho definici. Definice operátor̊u jsou následuj́ıćı.
agregace : spojeńı v́ıce prvk̊u oddělených prázdným prostorem v jeden zjednodušený
amalgamace : spojeńı v́ıce prvk̊u oddělených jiným prvkem v jeden zjednodušený
typifikace : zachováńı typického vzoru v́ıce prvk̊u se současným zjednodušeńım struktury,
výsledkem je opět v́ıce prvk̊u
Obr. 3.1: Vybrané generalizačńı operátory (upraveno podle: LI, 2007, s. 23)
LI v klasifikaci tyto operátory odděluje, nicméně v části věnované algoritmům jsou agre-
gace a amalgamace vykládány společně. Tento princip je použit i v diplomové práci.
Závislost na měř́ıtku mapy. Generalizačńı operátor, který rozsahem své použitelnosti
a vhodnosti použit́ı nejv́ıce soupeř́ı s agregaćı, je typifikace. Podle LI, 2007, se měńı typ
použitých operátor̊u při generalizaci v závislosti na měř́ıtku. Při generalizaci z měř́ıtka 1:10 000
do 1:25 000 je hlavńı operaćı typifikace. Při transformaci do 1:50 000 už se zač́ıná v́ıce
uplatňovat agregace a amalgamace. Při daľśım oddáleńı (1:100 000) už jsou převažuj́ıćımi
operacemi právě tyto dvě.
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Ve zprávě AGENT (DD3, 2001) můžeme nalézt jiný př́ıklad. Zde je agregace pojata
jako souhrný název pro amalgamaci a typifikaci. Agregace v našem pojet́ı je zde nazývána
amalgamaćı, resp. amalgamaćı, kdy se jedná o sloučeńı v́ıce prvk̊u v jeden větš́ı stejné vrstvy.
Ćılem této operace je pak zachovat co nejv́ıce p̊udorys, plochu i strukturu agregovaných
prvk̊u.
Zachováńı struktury je i ćılem typifikace. Kritériem, kdy vybrat mezi agregaćı a typifi-
kaćı, je pak geografický kontext. Ve zprávě je uveden př́ıklad rozčleněńı města do tř́ı typ̊u
zástavby, resp. hustoty zástavby: centrum města, okrajové oblasti a přechodné oblasti. V cen-
tru je zástavba znázorněna plnými bloky budov, v přechodné oblasti se uplatňuje agregace
pro spojeńı jednotlivých budov v komplexněǰśı budovy a v okrajových částech se uplatňuje
hlavně typifikace pro zachováńı rozvolněné zástavby.
České mapové sady. Tyto skutečnosti jsou platné i pro české sady mapových děl. Prostu-
dováńım Základńıch a Topografických map ČR r̊uzných měř́ıtek (od 1:10 000 do 1:100 000)
můžeme zhodnotit znázorněńı budov jako samostatně stoj́ıćıch objekt̊u následovně:
• v měř́ıtku 1:10 000 jsou znázorněny téměř všechny budovy (při porovnáńı ZABAGED
s ortofoto), i když už tvarově zjednodušené,
• v měř́ıtku 1:25 000 (topografická mapa) docháźı k částečné agregaci budov, převažuj́ı
však sṕı̌se jiné operátory (předevš́ım typifikace a to předevš́ım v mı́stech suburbánńıho
a rurálńıho charakteru),
• v měř́ıtku1:50 000 (Základńı i topografická mapa) jsou téměř bez výjimky hustě za-
stavěná územı́ (urbánńı oblasti) znázorněna jako bloky budov, mı́sta s nižš́ı hustotou
staveb jsou zakreslena zjednodušenými budovami,
• v měř́ıtku 1:100 000 jsou śıdla zobrazena bud’ plošným nebo bodovým znakem v závislosti
na jejich velikosti a významu.
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3.3 Algoritmy pro generalizaci skupin polygon̊u metodami agregace a amal-
gamace
Algoritmy pro agregaci a amalgamaci můžeme podle LI, 2007 rozdělit na dva typy: al-
goritmy pracuj́ıćı s hranićı polygonu (boundary-based), nebo pracuj́ıćı s oblast́ı jako celkem
(region-based). Ve zprávě AGENT, DD3, 2001 jsou algoritmy pro agregaci (resp. amalgamaci)
rozděleny podle techniky, kterou je agregace provedena. Prvńı skupina pracuje s posunut́ım
prvk̊u (displacement), druhá s vyplněńım mı́sta mezi objekty. K prvńımu typu algoritmů
(dle LI) patř́ı předevš́ım algoritmy využ́ıvaj́ıćı konvexńı obálky.
Mezi druhý typ algoritmů můžeme zařadit algoritmus SU et al., 1997, který využ́ıvá morfo-
logických operátor̊u. Ten byl navržen pro rastrové prostřed́ı, kdežto předchoźı pracuj́ı s vekto-
rovými daty. Nicméně LI, 2007, se domńıvá, že neńı př́ılǐs nutné rozlǐsovat mezi prostřed́ım al-
goritmů. Algoritmy jsou velmi často aplikované tak, že se vycháźı z vektoru, který je převeden
na rastr, ve kterém se daj́ı snáze definovat prostorové vazby, a jsou na něm aplikovány jed-
notlivé generalizačńı kroky. Výsledek generalizace je pak konvertován na vektorová data.
Tyto transformace jsou však výpočetně velmi neefektivńı a informačně ztrátové.
3.3.1 Boundary-based algoritmy
V nejjednodušš́ı formě je proces agregace pomoćı konvexńıch obálek vlastně jen vy-
tvořeńım př́ıslušné konvexńı obálky. Algoritmů na tvorbu konvexńıch obálek je velké množstv́ı,
zmiňme např́ıklad gift-wrapping algoritmus (Jarvis, 1973) a quick hull algoritmus (Gosper,
1998; O’Rourke, 1993) nebo Graham’s scan (Graham, 1972). Výklad principu jednotlivých
algoritmů lze nalézt např́ıklad v LI, 2007, jejich ilustrace je na obr. 3.2.
Obr. 3.2: (a) budovy vstupuj́ıćı do algoritmu pro konvexńı obálku, (b) gift-wrapping algorit-
mus, (c) quick hull algoritmus, (d) výsledná konvexńı obálka
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LI dále uvád́ı, že řešeńı agregace t́ımto zp̊usobem je v některých př́ıpadech velmi zjed-
nodušené. Uvád́ı možnost přidáńı nějakých omezeńı pro tvorbu konvexńı obálky (např. ma-
ximálńı délka strany), ale ani toto řešeńı nepřináš́ı př́ılǐs uspokojivé výsledky.
Jak je zřejmé z obrázku 3.2, tyto algoritmy maj́ı tu nevýhodu, že nezachovávaj́ı pravé
úhly, takže nejsou př́ılǐs použitelné pro budovy. To je d̊usledkem definice konvexńı obálky.
Obálka vytvář́ı polygon o nejmenš́ı ploše, který obsahuje všechny body útvaru, ale jej́ımi
vertexy jsou pouze body p̊uvodńıch prvk̊u. T́ım nelze přesněji vystihnout tvar agregovaných
prvk̊u. Zároveň se také zvětšuje plocha agregovaných oblast́ı. Daľśım problémem může být
vznik self-intersections.
Existuje také redefinice konvexńı obálky zvaná rectangular convex hull, která dokáže za-
chovat pravé úhly. Stále však z̊ustává problém vzniku topologicky nekorektńıch polygon̊u.
Zpráva AGENT, DD3 uvád́ı alogritmus REGNAULDA, 1998, který také pracuje s kon-
vexńı obálkou. Algoritmus funguje vždy pro dvojici objekt̊u, v př́ıpadě nutnosti spojeńı v́ıce
prvk̊u se agreguj́ı postupně. Princip algoritmu uvád́ı obr. 3.3.
Obr. 3.3: Agregace konvexńı obálkou, REGNAULD, 1998 (převzato z: AGENT, DD3, 2001,
s. 39)
Na úvod algoritmus vytvář́ı konvexńı obálku, která je dále modifikována tak, aby lépe
vystihovala p̊uvodńı tvar budov. Jej́ı p̊uvodńı hrana (a1b1) může být nahrazena bud’ hranami,
které vzniknou prodloužeńım vněǰśıch hran objekt̊u (Ea1, Eb1) a jejich protnut́ım (E1 na obr.
3.3b) nebo prodloužeńım a protnut́ım vnitřńıch hran Ia1, Ib1 (I1 na obr. 3.3b). Obdobně
źıskáme dva nové body I2 a E2 pro nahrazeńı hrany a2b2. Kombinaćı těchto čtyř bod̊u můžeme
źıskat čtyři r̊uzná řešeńı (E1,E2; E1, I2; I1, E2; I1, I2). Upřednostňovány jsou interńı body,
ale v př́ıpadě porušeńı topologie nebo minimálńı š́ı̌rky agregované oblasti může být vybrán
exterńı bod tak, aby minimalizoval změnu plochy.
WARE et al., 1995 navrhli algoritmus pro agregaci pomoćı Delaunay triangulace (obr. 3.4).
Hrany vytvořené triangulace rozděĺı prostor mezi agregovanými prvky, který je následně za-
plněn.
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Zpráva dále uvád́ı dva algoritmy založené na posunu prvk̊u. Prvńı z nich navrhli v roce
1995 WARE et al., jeho princip je znázorněn na obr. 3.5. Nejprve je zkonstruována Delaunay
triangulace nad vrcholy agregovaných prvk̊u. Dále je určena úsečka posunu, a to bud’ jako
nejmenš́ı vzdálenost mezi prvky (obr. 3.5a) nebo jako nejkratš́ı hrana triangulace (obr. 3.5d).
Podle hodnoceńı zprávy AGENT je z hlediska kartografické generalizace obecně vhodněǰśı
přisunut́ı objekt̊u po úsečce určené nejkratš́ı hranou triangulace.
Na základě účelové funkce (cost function) je spočteno, o kolik a jak se proporcionálně
objekty posunou (bud’ oba, nebo jen jeden). Následně je provedeno vlastńı přisunut́ı po úsečce
tak, že se objekty bud’ střetnou hranou a vertexem (obr. 3.5b) nebo vertexem a vertexem
(obr. 3.5e). Na závěr je provedena rotace objekt̊u a jejich spojeńı (obr. 3.5c, 3.5f).
Obr. 3.4: Agregace přidáńım plochy, WARE et al., 1995 (převzato z: AGENT, DD3, 2001,
s. 39)
Také STAUFENBIEL, 1973 (podle ŠTAMPACH, 2006) navrhoval podobný př́ıstup k agre-
gaci budov. Po prostudováńı existuj́ıćıch map tvrdil, že přisunut́ı budov je nejčastěǰśım
př́ıpadem agregace, pokud je úhel natočeńı menš́ı než 45◦. Sám však nenavrhl žádný konkrétńı
algoritmus, kterým této agregace dosáhnout.
Obr. 3.5: Agregace posunut́ım, WARE et al., 1995 (převzato z: AGENT, DD3, 2001, s. 38)
Druhý algoritmus založený na posunut́ı navrhl REGNAULD v roce 1998, jeho princip
je na obr. 3.6. Agregace se dosáhne posouváńım objekt̊u, dokud se nepřekrývaj́ı. K posunu
docháźı po vektoru nejkratš́ı vzdálenosti mezi objekty, která je určena bud’ jako nejkratš́ı
vzdálenost mezi vertexem a vertexem, vertexem a hranou nebo hranou a hranou. Mı́ra posunu
objekt̊u je stejně jako u předchoźıho algoritmu určena účelovou funkćı. Překrýváńı objekt̊u
je zastaveno v okamžiku, kdy je splněna podmı́nka nejmenš́ı š́ı̌rky objektu (na obr. 3.6 spojnice
AC).
Oba tyto algoritmy výrazně modifikuj́ı umı́stěńı a strukturu p̊uvodńıch objekt̊u a ani
nedávaj́ı př́ılǐs dobré kartografické výsledky. Daľśım problémem může být sebeprot́ınáńı (self-
intersection).
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Obr. 3.6: Agregace posunut́ım, REGNAULD, 1998 (převzato z: AGENT, DD3, 2001, s. 38)
Problém agregace byl také řešen s využit́ım bufferu (např. ESRI, 2000). Tento př́ıstup
však neńı kartograficky př́ılǐs př́ıznivý. Může být použit pouze jeden buffer, který by zaplnil
mezery mezi agregovanými objekty, nicméně t́ım se neúměrně zvyšuje plocha agregovaných
objekt̊u. V manuálu ESRI je uveden př́ıklad řešeńı jedńım vněǰśım bufferem pro zaplněńı me-
zer a následné použit́ı vnitřńıho bufferu se stejným poloměrem aplikovaným na nově vzniklý
objekt. Problémem je, že opakovaná aplikace bufferu poskytuje nepřirozené kartografické
výsledky, viz obr. 3.7. Hlavńımi nevýhodami jsou:
• př́ılǐsné zvětšeńı plochy agregovaných oblast́ı,
• zaobleńı pravých úhl̊u,
• vznik
”
obloučk̊u“ v mı́stě spojeńı p̊uvodńıch polygon̊u.
Obr. 3.7: (a, b) agregace jednoduchým bufferem, (c, d, e) agregace vněǰśım a vnitřńım
bufferem (zpracováńı: ArcMap 9.3)
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3.3.2 Region-based algoritmy
Algoritmus SU et al. využ́ıvá pro agregaci operátory matematické morfologie. Matema-
tická morfologie vycháźı z teorie množin a je to věda o tvaru a struktuře geometrických
struktur, vytvořená v 60. letech. Jej́ımi autory jsou francouzšt́ı geostatistikové G. Matheron
a J. Serra. Základńı morfologické operátory dilatace a eroze, jsou definovány následovně:
Dilatace: A⊕B = {a+ b : a ∈ A, b ∈ B} = ∪b∈BAb
Eroze: AΘB = {a : a+ b ∈ A, b ∈ B} = ∩b∈BAb
A je prvek, který chceme modifikovat a B je tzv. strukturńı element, který se po A pohybuje
konvolućı. V př́ıpadě dilatace je oblast a rozš́ı̌rena a v př́ıpadě eroze jsou zachovány pouze
ty pixely, nad kterými je strukturńı element shodný s A.
Daľśımi dvěma operátory jsou otevřeńı a uzavřeńı, které jsou složitěǰśı, jedná se o kom-
binaci dilatace a eroze. Jsou definovány takto:
Otevřeńı: A ◦B = (AΘB)⊕B
Uzavřeńı: A •B = (A⊕B)ΘB
SU et al. v návrhu svého algoritmu využili právě kombinace dilatace a eroze. Předkládaj́ı
jednoduchý algebraický model:
C = (A⊕B1)ΘB2
Pokud jsou oba strukturńı elementy B1 a B2 shodné, jedná se o uzavřeńı. Velikost a tvar struk-
turńıch element̊u jsou určeny poměrem p̊uvodńıho a nového měř́ıtka (velikost) a obecným tva-
rem generalizovaných struktur (tvar – strukturńı element je pak čtverec, úhlopř́ıčka, kolečko
atd). Ukázky funkčnosti předloženého algoritmu jsou na obr. 3.8 a 3.9.
Proces agregace v širš́ım kontextu by měl být následován zjednodušeńım tvaru agrego-
vaných polygon̊u (SU, 1997; LI, 2007). Po procesu agregace dojde ke spojeńı bĺızkých nebo
sousedńıch polygon̊u, výsledný tvar však bude málokdy dostatečně zjednodušený. Budou
se na něm vyskytovat malé konkávńı nebo konvexńı tvary, které v daném měř́ıtku nejsou
d̊uležité. To ilustruje obr. 3.10.
Funkcionalita algoritmu SU et al. z hlediska kartografické agregace na předvedených
ukázkách je dobrá. Nicméně problémem tohoto algoritmu je komplikovaná změna typu datové
reprezentace (vektor-rastr-vektor). Konverze vektor-rastr neńı tolik složitá, je však ztrátová.
Převod z rastru na vektor je nav́ıc daleko složitěǰśı a výpočetně náročněǰśı. Problematickým
se také může jevit výběr tvaru a velikosti strukturńıho elementu.
Ideálńı by tak bylo navrhnout algoritmus, který by pracoval pouze s vektorovými daty
bez nutnost́ı vzájemných konverźı mezidatovým reprezentacemi.
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Obr. 3.8: Př́ıklad agregace pravoúhlých tvar̊u (převzato z: SU et al., 1997, s. 242)
Obr. 3.9: Př́ıklad agregace složitěǰśıch tvar̊u (převzato z: SU et al., 1997, s. 243)
Obr. 3.10: Skupina polygon̊u vstupuj́ıćıch do algoritmu (vlevo), po agregaci (pro měř́ıtko
10x menš́ı, uprostřed) a následném zjednodušeńı tvaru (vpravo) (převzato z: SU et al., 1997,
s. 241, 245)
22
4 POMOCNÉ DATOVÉ STRUKTURY A ALGORITMY
Navržený algoritmus bude použ́ıvat kombinaci v́ıce technik a postup̊u. Uved’me zde
stručně funkcionalitu algoritmu, aby bylo zřejmé, k jakému účelu budou ńıže uvedené struk-
tury a algoritmy sloužit.
Algoritmus na úvod vyhledává budovy vhodné pro agregaci. V druhé fázi jsou budovy
určené pro agregaci nahrazeny topologickou kostrou zkonstruovanou metodou straight skele-
tonu. Straight skeleton je následně redukován pouze na vnitřńı hrany a vrcholy, nazvěme tuto
strukturu jako redukovaný straight skeleton. Nalezeńım minimálńı kostry grafu, tvořeného
d́ılč́ımi redukovanými straight skeletony, je určen redukovaný skeleton polygonu reprezen-
tuj́ıćıho agregovanou budovu. Tuto strukturu je vhodné ještě generalizovat zjednodušeńım
tvaru, např. odstraněńım nevýznamných vrchol̊u. Posledńım krokem je zpětná rekonstrukce
agregovaného polygonu z generalizovaného redukovaného skeletonu.
Vlastńı návrh algoritmu bude podrobně rozebrán v kapitole 6, zde budou z formálńıho
hlediska popsány pomocné struktury a algoritmy.
4.1 Voronoi diagram
Voronoi diagram bude využit v prvńı části algoritmu pro rychlé nalezeńı navzájem bĺızkých
budov. Na základě sousednosti Voronoi buněk budou definovány soused́ıćı polygony - ty bu-
dou podrobeny testováńı, jsou-li vhodné pro agregaci.




(px − qx)2 + (py − qy)2
Necht’ P = {p1, p2, . . . , pn} je množina bod̊u v rovině, tyto body jsou nazývány generátory.
Voronoi diagram V (P ) množiny P je definován jako rozděleńı roviny do n buněk, jedna
pro každý generátor p s takovou vlastnost́ı, že bod q lež́ı v buňce odpov́ıdaj́ıćı generátoru pi
právě tehdy, plat́ı-li: dist(q, pi) < dist(q, pj) pro ∀pj ∈ P, j 6= i. (BERG et al., 2008, s. 148-
149)
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Voronoi diagram tedy rozděluje rovinu na Voronoi buňky, pro které plat́ı, že každý bod
v buňce má nejbĺıže k centru (tj. ke generátoru) této buňky, než k centru jiné buňky. Body
lež́ıćı na hranách maj́ı bĺıže k v́ıce než jednomu centru. Hrany jsou tvořeny úsečkami, po-
lopř́ımkami nebo př́ımkami. Obecně mohou být generátory Voronoi buněk i v́ıcerozměrné
prvky (např. linie, kružnice).
Obr. 4.1: Voronoi diagram (upraveno podle: BAYER, 2008)
Konstrukce. V poč́ıtačovém prostřed́ı jsou Voronoi diagramy konstruovány v́ıce metodami,
mezi nejčastěji použ́ıvané patř́ı konstrukce Fortunovým algoritmem a inkrementálńım
vkládáńım. Vytvořená teselace bývá ukládána v datové struktuře DCEL (Doubly Connec-
ted Edge List), která má nav́ıc uložen ukazatel na generátor buňky.
Inkrementálńı vkládáńı. Algoritmus pracuje na principu postupného přidáváńı bod̊u
do V (P ). Předpokládejme, že již máme vytvořený V (P ) pro prvńıch j−1 generátor̊u a chceme
vložit generátor pj (viz obr. 4.2). Jako prvńı je nutné naj́ıt generátor pi, v jehož buňce lež́ı
pj . Pak je zkonstruován bisektor w1w2 mezi pi a pj kolmý na jejich spojnici tak, že pj lež́ı
od bisektoru vlevo. Dále se pokračuje postupnou konstrukćı hran jako bisektor̊u pj a každého
z m generátor̊u jeho sousedńıch buněk. Pak tato sekvence hran w1w2, w2w3, . . . , wmw1 tvoř́ı
hranici Voroného polygonu generátoru pj . Na závěr se smažou vnitřńı hrany v nově vniklé
buňce.
Problémem je vkládáńı generátor̊u, jejichž Voroného polygon má hrany konč́ıćı v ne-
konečnu. Proto je na začátek celého algoritmu nav́ıc vytvořen simplex tvořený třemi daľśımi
generátory p1, p2, p3, které lež́ı v dostatečné vzdálenosti od ostatńıch generátor̊u.
Jejich souřadnice mohou být následuj́ıćı:





























odvozené ze souřadnic min-max boxu
h = max(xmax − xmin, ymax − ymin)
a těžǐstě T [xc, yc] množiny P . (OKABE et al., 2000)
Obr. 4.2: Konstrukce VD inkrementálńım vkládáńım (vlevo), princip Fortunova algoritmu
(vpravo) (převzato z: BERG et al., 2008, s. 152)
Obr. 4.3: site event (nahoře), circle event (dole) (převzato z: BERG et al., 2008, s. 153-154)
Fortun̊uv algoritmus. Tento algoritmus bývá také označován jako sweep line algoritmus
(sweep line = zametaćı př́ımka). Základńım principem je posunováńı zametaćı př́ımky l rovi-
nou odshora dol̊u a udržováńı informace o Voronoi diagramu nad př́ımkou l, který už nemůže
být změněn generátory pod př́ımkou l. Označme polorovinu nad l jako l+, polorovinu pod l
jako l−. Pro každý bod q ∈ l+ a pro každý generátor pi ∈ l− pak plat́ı:
d(q, pi) > d(q, l)
25
Nejbližš́ı generátor pi k bodu q pak lež́ı v polorovině l
+, pokud plat́ı:
d(q, pi) ≤ d(q, l)
Množina bod̊u q, které splňuj́ı tuto podmı́nku, tvoř́ı parabolu. Pro v́ıce generátor̊u je tato
množina tvořena parabolickými oblouky nazývanými beach line, viz obr. 4.2. Zlomové body
beach line pak koṕıruj́ı hrany Voronoi diagramu. Vertexy a nové hrany Voronoi diagramu
vznikaj́ı pohybem zametaćı př́ımky, který zp̊usobuje změnu topologie beach line. Může doj́ıt
ke vzniku dvou událost́ı:
• site event - zametaćı př́ımka doraźı k daľśımu generátoru, č́ımž se vytvář́ı nový para-
bolický oblouk definuj́ıćı hranu Voronoi buňky (obr. 4.3 nahoře)
• circle event - docháźı k zániku parabolického oblouku, č́ımž vzniká bod q jako nový
vertex Voronoi diagramu (obr. 4.3 dole). Pro tento bod plat́ı
d(q, pi) = d(q, pj) = d(q, pk) = d(q, l)
je tedy středem kružnice tvořené body pi, pj , pk. (BERG et al., 2008)
Časová složitost. Algoritmus inkrementálńım vkládáńım má horńı časovou složitost O(n2),
Fortun̊uv algoritmus O(n log n).
Struktura DCEL. Struktura DCEL slouž́ı k uložeńı geometrických, topologických
a př́ıpadných daľśıch informaćı o rozděleńı roviny. Obsahuje tři kolekce záznamů: jednu pro vr-
choly, druhou pro hrany a třet́ı pro plochy. Každá hrana je vpodstatě uložena dvakrát ve formě
tzv. half-edges (polohran). Jedná se o navzájem opačně orientované úsečky ~e a Twin(~e).
Můžeme tak mluvit o jejich počátečńım a koncovém vrcholu, kdy Origin(~e) =
Destination(Twin(~e)) a naopak. Jejich orientace je taková, že vnitřek plochy (face), kterou
ohraničuj́ı, lež́ı vždy vlevo od polohrany. Dı́ry maj́ı orientaci opačnou. Geometrické a topo-
logické vlastnosti rozděleńı roviny jsou pak v DCEL uloženy následovně:
• záznam vrcholu v nese informace o svých souřadnićıch a pointer na polohranu, j́ıž
je počátečńım bodem,
• záznam plochy f nese pointer na nějakou svoji vněǰśı polohranu, v př́ıpadě neuzavřené
plochy je hodnota pointeru NULL. Dále má uložen seznam vnitřńıch komponent (děr),
pro každou d́ıru je udržován pointer na nějakou jej́ı polohranu,
• záznam polohrany ~e má uložen ukazatel k počátečńım bodu polohrany Origin(~e), uka-
zatel na opačnou polohranu Twin(~e) a pointer na inciduj́ıćı plochu. Dále jsou uloženy
ukazatele na předchoźı a následuj́ıćı hrany lež́ıćı na hranici inciduj́ıćı plochy. (BERG
et al., 2008)
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Využit́ı Voronoi diagram̊u. V kartografii a GIS jsou Voronoi diagramy (stejně jako
Delaunay triangulace, s nimiž maj́ı těsný vztah) často využ́ıvány jako pomocné geomet-
rické struktury. V rámci GIS se jedná předevš́ım o určováńı spádových oblast́ı, nalezeńı všech
soused̊u dané oblasti nebo o interpolaci metodou natural neighbour. V rámci kartografické
generalizace jsou voronoi diagramy jedńım z možných zp̊usob̊u určeńı geografického kontextu
(např. Basaraner a Selcuk, 2004) nebo určeńı sousednosti (např. Steihauer et al., 2001, podle
LI et al., 2004).
4.2 Minimálńı vzdálenost dvou polygon̊u
Po určeńı dvou budov jako navzájem soused́ıćıch bude algoritmus testovat, má-li doj́ıt k je-
jich agregaci. Jedńım z hlavńıch kritéríı je minimálńı vzdálenost mezi nimi. Otázka výpočtu
vzdálenosti je řešena využit́ım analytické geometrie.
Označme oba analyzované polygony P , Q, viz obr. 4.4a. Problém vzájemné polohy
je převeden na výpočet minimálńı vzdálenosti dvou úseček AB, EF , kde AB ∈ P a EF ∈ Q,
které tvoř́ı hrany testovaných polygon̊u (obr. 4.4b).
Obr. 4.4: Výpočet vzdálenosti dvou polygon̊u
Určeńı orientace vektor̊u. Označme vektor u =
−→
AC = (ux, uy), vektor v =
−−→
AB = (vx, vy).
Pokud je úhel mezi vektory ~u, ~v, měřený proti směru hodinových ručiček, menš́ı než π, pak
je orientace vektor̊u kladná, pokud je větš́ı než π, je orientace vektor̊u záporná. Výpočet
orientace dvou vektor̊u lze využ́ıt pro analýzu vzájemné polohy bodu a př́ımky.
Necht’ C představuje bod, jehož polohu analyzujeme vzhledem k př́ımce určené body AB,





t < 0 C lež́ı vlevo od AB
t = 0 C lež́ı na AB
t > 0 C lež́ı vpravo od AB
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Určeńı vzdálenosti dvou úseček. Minimálńı vzdálenost dvou úseček AB, EF (viz obr.
4.4b) lze určit z následuj́ıćıho vztahu:
dmin(AB,EF ) = min(d(A,EF ), d(B,EF ), d(E,AB), d(F,AB))
Při výpočtu vzdálenosti úseček je třeba rozlǐsit, zda testovaný bod (vezměme např. př́ıpad
d(A,EF ) lež́ı v pásu vymezeném normálami úsečky EF , nebo v některém z obou krajńıch
pás̊u. K tomu je využit test orientace vektor̊u −−→nEF = (−uy, ux),
−→





EA) < 0 AND t(~n,
−→
FA) < 0, A ∈ εL (levý pás)
t(~n,
−→
EA) > 0 AND t(~n,
−→
FA) < 0, A ∈ εS (středńı pás)
t(~n,
−→
EA) > 0 AND t(~n,
−→
FA) > 0, A ∈ εP (pravý pás)
Vzdálenost d(A,EF ), kde A = [xA, yA] je pak vypočtena následovně. Pokud
A ∈ εL : d(A,EF ) = |
−→
EA|
A ∈ εS : d(A,EF ) =
|axa · bya · c|√
a2 + b2
A ∈ εP : d(A,EF ) = |
−→
FA|
kde a, b, c jsou koeficienty obecné rovnice př́ımky určené body EF .




min(dmin(p0p1, q0q1), . . . , dmin(pi−1p0, q0q1)),
. . .
min(dmin(p0p1, qj−1q0), . . . , dmin(pi−1p0, qj−1q0))

kde i je počet vrchol̊u polygonu P , j je počet vrchol̊u polygonu Q.
Časová složitost. Časová složitost algoritmu je O(m · n), kde m je počet vrchol̊u polygonu
P , n je počet vrchol̊u polygonu Q.
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4.3 Straight skeleton
Jak již bylo uvedeno výše, straight skeleton bude využit nejprve pro redukci polygon̊u
budov na jejich topologickou kostru. V této souvislosti definujeme novou datovou strukturu
zvanou redukovaný straight skeleton (viz část 4.4).
Závěrečným krokem navrženého algoritmu je zpětná rekonstrukce polygonu z reduko-
vaného straight skeletonu. Jedná se o inverzńı postup ke konstrukci straight skeletonu, který
bude využ́ıvat datové struktury a funkćı algoritmu Felkela a Obdržálka, 1998.
Topologická kostra. Definujme uzavřený ohraničený polygon P v R2. Topologická kostra
je výsledkem procesu zvaného skeletonizace. Skeletonizace provád́ı dekompozici P na posloup-
nost jednodušš́ıch 1D entit.
Straight skeleton, představený O. AICHHOLZEREM a F. AURENHAMMEREM, 1996,
je jednou z metod konstrukce topologické kostry polygonu. Topologická kostra je prostoro-
vou redukćı prvku tvořenou posloupnost́ı úseček či křivek, u straight skeletonu pouze úseček.
Zachovává tvarové a geometrické charakteristiky polygon̊u, a je tak vhodnou strukturou
pro automatizovanou kartografickou generalizaci (BAYER, 2008).
Definice. Definujme tzv. smršt’ovaćı proces. Jedná se o proces, kdy se posunuj́ı vrcholy po-
lygonu P po osách úhl̊u (bisektorech) inciduj́ıćıch hran směrem dovnitř konstantńı rychlost́ı,
dokud neńı plocha polygonu nulová. Straight skeleton S(P ) je pak definován jako sjednoceńı
část́ı os úhl̊u (tj. bisektor̊u), po kterých se pohybuj́ı vrcholy P během smršt’ovaćıho procesu.
Tyto úsečky jsou označovány jako segmenty (hrany) skeletonu, jejich koncové body, které
nejsou vrcholy P , jsou uzly skeletonu. Každý uzel odpov́ıdá události edge, split nebo ver-
tex event. Oblasti vymezené hranićı polygonu a segmenty skeletonu jsou nazývány ploškami
(faces).
Obr. 4.5: Princip tvorby straight skeletonu
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Konstrukce. Při smršt’ovaćım procesu docháźı k r̊uzným změnám v topologii polygonu.
Tyto změny mohou být troj́ıho typu, jejich ilustrace je na obr. 4.6:
• zánik hrany (edge event) - délka hrany se smršt’ováńım zmenš́ı na nulu (tj. bod)
a zp̊usob́ı, že jej́ı inciduj́ıćı hrany se stanou navzájem soused́ıćımi,
• rozděleńı hrany (split event) - vnitřńı nekonvexńı úhel se střetne s posunuj́ıćı se pro-
tilehlou hranu polygonu a dojde tak k jej́ımu rozděleńı,
• vertex event - událost definovaná až v roce 1999 EPPSTEINEM a ERICKSONEM,
při ńıž docháźı ke střetnut́ı dvou nebo v́ıce nekonvexńıch vrchol̊u polygonu.
Obr. 4.6: (a) dva současné edge eventy, (b) split event, (c) vertex event, (d) degenerovaný
straight skeleton (upraveno podle: EPPSTEIN a ERICKSON, 1999, s. 8)
V př́ıpadě edge event nebo split event vznikne jedna nebo v́ıce nových konvexńıch podob-
last́ı. V př́ıpadě vertex event dojde k rozpadu na dvě nebo v́ıce podoblast́ı, z nichž některé mo-
hou být opět nekonvexńı. Podoblasti jsou zdrojem nových os úhl̊u a jsou dále zpracovávány.
V př́ıpadě pravidelných n-úhelńık̊u je skeleton degradován na jediný uzel vysšš́ıho stupně
(obr. 4.6d).
Pořad́ı vzniku událost́ı. Kĺıčovým problémem správné konstrukce straight skeletonu
je určeńı pořad́ı vzniku jednotlivých událost́ı. Vznik událost́ı (a tedy i uzl̊u skeletonu) je jed-
noznačně určen délkou pohybu vrcholu po ose úhlu. Události jsou ukládány v prioritńı frontě,
která zajǐst’uje správné pořad́ı jejich zpracováńı. Algoritmy, které řeš́ı konstrukci straight ske-
letonu, se pak lǐśı předevš́ım zp̊usobem detekce a udržováńım událost́ı.
Implementace algoritmu. Algoritmus pro konstrukci straight skeletonu implementovali
např. AICHHOLZER a AURENHAMMER, 1996; FELKEL a OBDRŽÁLEK, 1998
nebo CACCIOLA, 2004. Aichholzer a Aurenhammer využ́ıvaj́ı triangulaci a prioritńı frontu.
Pro vnitřek zmenšovaného polygonu je provedena triangulace. Zánik trojúhelńıka vede
ke změně topologie. Časy zániku trojúhelńık̊u jsou uloženy v prioritńı frontě, která je po-
stupně zpracovávána. Felkel a Obdržálek využ́ıvaj́ı datovou strukturu SLAV (set of circular
lists of active vertices), která uchovává ukazatele (pointery) na hrany p̊uvodńıho polygonu.
Cacciola implementoval straight skeleton pro open source knihovnu CGAL (Computional
Geometry Algorithms Library). Vycháźı z algoritmu Felkela a Obdržálka, je však obohacena
o vertex event, který v p̊uvodńı implementaci chyb́ı. Využ́ıvá datové struktury HDS (Halfedge
Data Structure), která je součást́ı CGAL knihovny.
30
Algoritmus Felkela a Obdržálka
Jak již bylo uvedeno, algoritmus využ́ıvá datové struktury SLAV (set of circular list
of active vertices - sada kruhových seznam̊u aktivńıch vrchol̊u). Tato struktura je tvořená
kruhovými seznamy vrchol̊u (LAV) pro každý polygon, d́ıru polygonu a polygony vzniklé
v pr̊uběhu skeletonizace. Konvexńı polygon je tak představován pouze jednou strukturou
LAV, nekonvexńı polygon nebo polygon s d́ırami v́ıce strukturami. Každý vrchol ve SLAV
má přǐrazeny ukazatele na oba soused́ıćı (tj. předchoźı a následuj́ıćı) vrcholy v seznamu (LAV).
Konstrukce se lǐśı pro konvexńı a nekonvexńı polygony. V př́ıpadě konvexńıch polygon̊u může
doj́ıt pouze k edge event, v př́ıpadě nekonvexńıch i ke split event (jak bylo uvedeno, algorit-
mus nezahrnuje vertex event).
Konstrukce pro konvexńı polygony
Za předpokladu, že vrcholy a hrany polygonu jsou orientovány proti směru hodinových
ručiček, prob́ıhá algoritmus následovně.
1. Inicializace:
(a) vlož všechny vrcholy V1, V2, . . . , Vn do dvojitého kruhového seznamu (LAV)
uloženého ve SLAV. Všechny vrcholy jsou označeny jako aktivńı - nezpracované.
(b) pro každý vrchol Vi v LAV přidej pointery (ukazatele) na jeho incidentńı hrany
ei−1 = Vi−1Vi a ei = ViVi+1, a vypočti osu úhlu bi těmito hranami sevřeného.
(c) pro každý vrchol Vi vypočti nejbližš́ı pr̊useč́ık jeho osy úhlu bi s osami úhl̊u bi−1,
bi+1 přilehlých vrchol̊u a pokud existuje, ulož ho do prioritńı fronty v závislosti
na vzdálenosti od hrany ei. Pro každý pr̊useč́ık Ii ulož ukazatele na vrcholy Va,
Vb, z nichž vycháźı prot́ınaj́ıćı se osy úhl̊u.
2. Dokud neńı prioritńı fronta s pr̊useč́ıky I prázdná, prováděj následuj́ıćı:
(a) vezmi pr̊useč́ık I s největš́ı prioritou,
(b) pokud jsou vrcholy/uzly Va a Vb, na které ukazuje I, označené jako zpracované,
pokračuj krokem 2, pokud ne, docháźı k edge event a hrana zaniká:
(c) pokud v LAV plat́ı, že předch̊udce vrcholu předcházej́ıćı Va odpov́ıdá vrcholu Vb,
přidej do skeletonu tři segmenty VaI, VbI, VcI, kde Vc je předch̊udce Va a zároveň
následńık Vb (v LAV zbývaj́ı posledńı tři vrcholy) a pokračuj krokem 2. V opačném
př́ıpadě přidej pouze hrany VaI, VbI a modifikuj LAV následovně:
• označ vrcholy Va, Vb jako zpracované,
• vytvoř nový vrchol V na mı́stě I, vlož ho do LAV a přidej ukazatele na přilehlé
hrany ea, eb,
• spočti osu úhlu b mezi ea, eb a vypočti a ulož pr̊useč́ık I stejně jako v kroku
1c).
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Obr. 4.7: Datová struktura LAV (upraveno podle: FELKEL a OBDRŽÁLEK, 1998, s. 4)
Konstrukce pro nekonvexńı polygony
Princip konstrukce je podobný konstrukci pro konvexńı polygony. Pro pr̊useč́ıky I v pri-
oritńı frontě je nav́ıc ukládána informace o tom, zda se jedná o split event nebo edge event.
Př́ıtomnost nekonvexńıho vrcholu může vést k rozděleńı hrany, ale nemuśı. Na obr. 4.8a bod
A představuje edge event, kdežto bod B split event. Hlavńım problémem je určeńı souřadnic
bodu B. Ten má tu vlastnost, že lež́ı ve stejné vzdálenosti od protilehlé hrany vrcholu
V i od prodloužeńı hran, které inciduj́ı s vrcholem V (obr. 4.8a). Problém je, že neznáme
protilehlou hranu e. Pro hrany se testuje existence pr̊useč́ıku hrany ei, resp. př́ımky, která
hranu obsahuje, s bisektorem úhlu vrcholu V a zda potenciálńı bod Bi lež́ı v oblasti vyme-
zené hranou ei a bisektory vycházej́ıćıch z inciduj́ıćıch vrchol̊u (obr. 4.8b). Samotný vrchol
Bi je určen jako pr̊useč́ık os úhl̊u trojúhelńıka, který vznikne z hrany ei (resp. jej́ı př́ımky)
a prodloužeńı hran inciduj́ıćıch s vrcholem V (obr. 4.8c). Výsledný bod B je pak vybrán
z množiny bod̊u Bi jako ten s nejmenš́ı vzdálenost́ı od V .
Pokud je určeno, že bod B odpov́ıdá události split event, je nutné provést změnu v LAV,
nebot’ dojde k rozděleńı polygonu na dvě části. LAV se rozpadne na dvě nové struktury
a do každé jsou souřadnice bodu B uloženy jako nové uzly.
Obr. 4.8: Konstrukce straight skeletonu pro nekonvexńı polygony (upraveno podle: FELKEL
a OBDRŽÁLEK, 1998, s. 5)
32
1. Inicializace:
(a) proved’ stejné operace jako v př́ıpadě konvexńıch polygon̊u. Pro nekonvexńı vrcholy
nav́ıc spočti pr̊useč́ıky s protilehlými hranami a do prioritńı fronty ulož pr̊useč́ık
I s informaćı o typu události.
2. Dokud neńı prioritńı fronta prázdná, prováděj následuj́ıćı:
(a) vezmi pr̊useč́ık I z prioritńı fronty. Pokud se jedná o edge event, pokračuj
jako v př́ıpadě konvexńıch polygon̊u. V opačném př́ıpadě postupuj v tomto al-
goritmu.
(b) pokud je vrchol/uzel V , na který ukazuje I, označený jako zpracovaný, pokračuj
krokem 2, v opačném př́ıpadě přidej ke kostře hranu V I a proved’ změny ve SLAV:
• označ vrchol V jako zpracovaný,
• LAV se rozpadne na dvě části, do každé vlož jeden vrchol (V1, V2)
se souřadnicemi shodnými s bodem I. Vrchol V1 vlož mezi předch̊udce V
a koncový bod protilehlé hrany, vrchol V2 vlož mezi následńıka V a počátečńı
bod protilehlé hrany, č́ımž dojde k rozděleńı polygonu na dvě části. Pro oba
vrcholy ulož ukazatele na odpov́ıdaj́ıćı hrany,
• pro vrcholy V1, V2 spoč́ıtej bisektory a odpov́ıdaj́ıćı pr̊useč́ıky a ulož je do pri-
oritńı fronty jako v kroku 1c) společně s typem události.
Časová složitost. Časová složitost algoritmu je O(n ·m + n log n), kde n je celkový počet
vrchol̊u polygonu a m je počet nekonvexńıch vrchol̊u.
Využit́ı straight skeletonu. V oblasti kartografické generalizace lze skeleton využ́ıt např.
při generalizaci prostorovou redukćı (např. generalizace ř́ıčńıch tok̊u nebo cestńıch śıt́ı, HAU-
NERT a SESTER, 2008) nebo rozděleńı polygonu polygon̊um sousedńım (ŠÍP, 2007).
Mezi daľśı aplikace patř́ı např. nástroje pro umist’ováńı popis̊u nebo rekonstrukci tvar̊u střech.
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4.4 Redukovaný straight skeleton
Redukovaný straight skeletonRS(P ) je nově definovanou strukturou, která je podmnožinou
straight skeletonu S(P ). V algoritmu bude využit jako vstup pro nalezeńı minimálńı kostry
agregovaného polygonu. Nalezená minimálńı kostra je pak redukovaným straight skeletonem
agregovaného polygonu. Z redukovaného skeletonu bude provedena zpětná rekonstrukce agre-
govaného polygonu.
Definice. Necht’ S(P ) = v, e je straight skeleton polygonu P , kde v je množina vrchol̊u
skeletonu, e je množina hran skeletonu. Označme vI podmnožinu množiny v takovou, že je
tvořena pouze vnitřńımi vrcholy skeletonu (uzly). Obdobně označme eI podmnožinu množiny
e takovou, že je tvořena pouze vnitřńımi hranami skeletonu. Redukovaný straight skeleton
RS(P ) polygonu P pak definujme jako:
RS(P ) = {vI , eI}
Obr. 4.9: (a) straight skeleton, (b) redukovaný straight skeleton
Konstrukce. Základem konstrukce redukovaného straight skeletonu je konstrukce straight
skeletonu (viz kap. 4.3). Přidáńım pomocného booleovského atributu (např. inner) uzl̊um
konstruovaného straight skeletonu můžeme odlǐsit jeho vnitřńı a vněǰśı uzly:
pro vnitřńı uzly inner = true
pro vněǰśı uzly inner = false




Grafové algoritmy, zejména algoritmy pro nalezeńı minimálńı kostry grafu a prohledáváńı
do hloubky, budou v navrženém algoritmu jedněmi ze stěžejńıch technik. Minimálńı kostra
grafu bude využita pro konstrukci redukovaného skeletonu agregovaného polygonu z jed-
notlivých redukovaných skeleton̊u agregovaných budov. Prohledáváńı do hloubky se uplatńı
při větš́ım počtu d́ılč́ıch operaćı. Mezi ně bude patřit předevš́ım určeńı skupin polygon̊u
pro agregaci a určeńı správného řazeńı a orientace vrchol̊u redukovaného skeletonu agrego-
vaného polygonu.
4.5.1 Minimálńı kostra grafu
Z hlediska teorie graf̊u můžeme na skeleton hledět jako na neorientovaný graf, nav́ıc
strom. S grafy je svázáno velké množstv́ı pojmů, zde uved’me ty, které maj́ı př́ımou souvis-
lost s řešeńım diplomové práce: neorientovaný graf, spojová reprezentace grafu, diskrétńı graf,
podgraf, faktor grafu, souvislost, les, strom, kostra grafu, minimálńı kostra grafu. Některé
ze struktur ilustruje obr. 4.10.
Neorientovaný graf. Necht’ E, V jsou libovolné disjunktńı množiny a ε : E 7→ V ⊗ V
zobrazeńı. V ⊗ V je množina všech neuspořádaných dvojic [u, v]; u, v ∈ V . Neorientovaným
grafem nazýváme uspořádanou trojici G = (V,E, ε), prvky množiny E jsou hranami grafu G,
prvky množiny V uzly grafu G a zobrazeńı ε incidenćı grafu G. Incidence ε grafu přǐrazuje
každé jeho hraně neuspořádanou dvojici uzl̊u. (KOLÁŘ, 2004, s. 18)
Spojová reprezentace grafu. Základńı forma spojové reprezentace neorientovaného grafu
G = (V,E, ε) sestává z pole Adj obsahuj́ıćı |V | odkaz̊u na seznamy soused̊u jednotlivých uzl̊u
z množiny V . Pro každý uzel v ∈ V obsahuje spojový seznam Adj[v] jeden záznam pro každou
neorientovanou hranu e = [v, w] ∈ E s druhým krajńım uzlem w. Záznam typicky obsahuje
identifikaci (č́ıslo) uzlu w. (KOLÁŘ, 2004, s. 72)
Diskrétńı graf. Diskrétńı graf je takový graf, jehož množina E je prázdná.
Podgraf. Graf G′ je podgrafem grafu G, vznikne-li z grafu G vynecháńım nějakých
(nebo žádných) vrchol̊u a hran. Podgraf muśı být také grafem: spolu s každou hranou, která
je v podgrafu, tam muśı být i jej́ı krajńı vrcholy. (DEMEL, 2002, s. 18)
Faktor grafu. Faktor grafu G′ je speciálńım podgrafem grafu G, který vznikne vynecháńım
některých (nebo žádných) jeho hran, tj. plat́ı-li V (G) = V (G′). (DEMEL, 2002, s. 18)
Souvislost, komponenta souvislosti. Graf nazýváme souvislým, jestliže každé jeho dva
vrcholy jsou spojeny neorientovanou cestou. Komponenta souvislosti grafu G je každý pod-
graf H grafu G, který je souvislý a který je maximálńı s touto vlastnost́ı, tj. neńı část́ı větš́ıho
souvislého podgrafu. (DEMEL, 2002, s. 57)
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Obr. 4.10: (a) Neorientovaný graf, (b) podgraf, (c) cesta grafu, (d) faktor grafu, (e) les
tvořený stromy (komponentami souvislosti), (f) kostra grafu
Les a strom. Les je graf, který neobsahuje kružnici. Kružnice je neorientovaná uzavřená
cesta. Cesta je neorientovaný sled, v němž se neopakuje žádný vrchol. Sled je posloupnost
vrchol̊u a hran v0, e1, v1, e2, v2, . . . , ek, vk, kde každá hrana ei spojuje vrcholy vi−1, vi. Strom
je graf, který neobsahuje kružnici a nav́ıc je souvislý. (DEMEL, 2002, s. 19, s. 20, s. 58)
Kostra grafu. Faktor grafu G, který je stromem, nazýváme kostrou grafu. Každý souvislý
graf má kostru. (DEMEL, 2002, s. 58)
Minimálńı kostra grafu. Necht’ je dán souvislý neorientovaný graf G = 〈E, V 〉
s nezáporným ohodnoceńım hran ω : E 7→ R+. Problém minimálńı kostry grafu G spoč́ıvá
v nalezeńı takové jeho kostry T = 〈Eu, V 〉, která splňuje následuj́ıćı podmı́nku:
∑
e∈Eu ω(e)
je minimálńı. (KOLÁŘ, 2004, s. 98)
Hledat minimálńı kostru grafu má smysl pouze tehdy, jsou-li hrany grafu ohodnocené.
Všechny kostry daného grafu totiž obsahuj́ı stejný počet hran:
nH = |u| − 1
kde u je počet vrchol̊u. Pokud nejsou hrany ohodnocené, nelze určit, která z nich je nej-
vhodněǰśı pro daný účel (např. minimálńı). Nicméně i v př́ıpadě ohodnocených hran může
doj́ıt k tomu, že minimálńı kostra neńı jednoznačně určena.
Hledáńı minimálńı kostry grafu spojováńım podkoster s minimálńım ohodnoceńım je bĺızké
postupu agregace. Navržený algoritmus právě krokem hledáńı minimálńı kostry grafu agre-
gaci provád́ı (viz část 6.2).
36
Využit́ı. Úlohy, které využ́ıvaj́ı hledáńı minimálńı kostry, maj́ı za ćıl spojit množstv́ı
bod̊u (mı́st) cestou nejmenš́ıch náklad̊u. Př́ıkladem může být oblast dopravy (např. nalezeńı
nejkratš́ı cesty pro posyp silnic ve městě), energetiky (např. návrh śıtě pro rozvod elektřiny -
tuto úlohu řešil O. Bor̊uvka při návrhu elektrických śıt́ı v polovině 20. let 20. stolet́ı) nebo te-
lekomunikaćı.
Hledáńı minimálńı kostry grafu. Z algoritmického hlediska lze ke konstrukci minimálńı
kostry (Minimum Spanning tree - MST ) přistupovat v́ıce zp̊usoby. Všechny varianty pra-
cuj́ı iteračně: postupně konstruuj́ı podgrafy daného grafu tak, aby se přibližovaly hledané
minimálńı kostře. Přibližováńı se může dosáhnout bud’ vypouštěńım hran výchoźıho grafu,
přidáváńım hran k podgrafu, který je na počátku prázdný, nebo výměnou hran v nějaké
výchoźı kostře.
Z hlediska efektivity je nejvýhodněǰśı varianta přidáváńı hran k podgrafu. Zač́ıná
se prázdnou množinou hran T , ke které se přidávaj́ı daľśı vhodné hrany. Tento př́ıstup ilustruje
alg. 4.1. Základńı podmı́nkou je, že množina hran T je podmnožinou hran nějaké minimálńı
kostry - tato podmı́nka se nesmı́ přidáńım nové hrany porušit. (KOLÁŘ, 2004, s. 100)
Algoritmus 4.1 - hledáńı minimálńı kostry grafu
1. T = ∅
2. while T netvořı́ kostru
3. do najdi vhodnou hranu [u, v] pro T
4. T = T ∪ {[u, v]}
5. return T
Základem úspěšného nalezeńı minimálńı kostry je grafu je zvoleńı hrany [u, v], která
je přidávána ke vznikaj́ıćı kostře (alg. 4.1, krok 3). Tento krok je řešen dvěma zp̊usoby.
Jako prvńı navrhl algoritmus pro hledáńı minimálńı kostry již v roce 1926 O. Bor̊uvka, v roce
1956 ho v souvislosti s rozvojem výpočetńı techniky znovuobjevil američan J. Kruskal. Dnes
je tento algoritmus označován za Bor̊uvk̊uv-Kruskal̊uv. Efektivněǰśı metodu řešeńı navrhl
v roce 1930 V. Jarńık a nezávisle na něm v roce 1957 R. C. Prim. Tento algoritmus tak bývá
označován jako Jarńık̊uv-Primův. Při řešeńı diplomové práce byl využit Kruskal̊uv algorit-
mus, na tomto mı́stě proto uvedeme pouze jeho princip.
Bor̊uvk̊uv-Kruskal̊uv algoritmus
Princip algoritmu. Princip ilustruje obr. 4.11 a alg. 4.2. Základńı myšlenkou je přidáńı
takové hrany E = [u, v], která má ze všech hran spojuj́ıćıch dva podstromy vznikaj́ıćı kostry
minimálńı ohodnoceńı ω. U vybrané hrany je zjǐst’ováno umı́stěńı inciduj́ıćıch uzl̊u. Na základě
umı́stěńı uzl̊u je pak provedeno spojeńı odpov́ıdaj́ıćıch podstromů.
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Obr. 4.11: Princip Bor̊uvkova-Kruskalova algoritmu (převzato z: KOLÁŘ, 2004, s. 102)
Algoritmus 4.2 - Bor̊uvk̊uv-Kruskal̊uv algoritmus
1. T = ∅
2. for ∀u ∈ U
3. do MAKE-SET(u)
4. uspořádej E do neklesajı́cı́ posloupnosti podle váhy ω
5. for ∀e = [u, v] ∈ E v pořadı́ neklesajı́cı́ch vah
6. do if FIND-SET(u) 6= FIND-SET(v)
7. then T = T ∪ {[u, v]}
8. UNION(u, v)
9. return T
MAKE-SET(x) vytvoř́ı nový podgraf, jehož jediným prvkem (a zároveň i reprezentantem) je prvek x.
Předpokládá se přitom, že x neńı prvkem žádného jiného podgrafu.
1. p[x] = x //nastavenı́ otce ve stromu
2. hod[x] = 0 //udává vzdálenost k nejvzdálenějšı́mu listu stromu
UNION(x,y) provede sjednoceńı podgraf̊u obsahuj́ıćıch prvky x a y. Tyto podgrafy jsou před sjedno-
ceńım disjunktńı. Důsledkem je i to, že se p̊uvodńı podgrafy odstrańı a mı́sto nich se vytvoř́ı jeden
sjednocený podgraf. Reprezentantem sjednoceńı může být jakýkoliv prvek.
1. LINK(FIND-SET(x), FIND-SET(y))
LINK (x,y)
1. if hod[x] > hod[y] then p[y] = x
2. else p[x] = y
3. if hod[x] = hod[y] then hod[y] = hod[y] + 1
FIND-SET(x) vraćı jako svou hodnotu reprezentanta podgrafu obsahuj́ıćı prvek x.
1. if x 6= p[x] then p[x] = FIND-SET(p[x])
2. return p[x]
Časová složitost. Časovou složitost lze stanovit rovnou O(n log n), kde n je počet hran
grafu. (KOLÁŘ, 2004)
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4.5.2 Prohledáváńı grafu do hloubky (Depth First Search)
Tento algoritmus je využ́ıván pro analýzu grafu, jeho ćılem je dostat se do grafu co
”
nej-
hlouběji“. Algoritmus procháźı hrany vycházej́ıćı z posledně nalezeného uzlu u, který ještě
má nějaké neprozkoumané hrany. Když projde všechny jeho hrany, vrát́ı se zpátky k uzlu,
ze kterého se do uzlu u dostal a z něho pokračuje po daľśı dosud neprozkoumané hraně.
Postupuje se tak dlouho, dokud nejsou objeveny všechny uzly dosažitelné z výchoźıho uzlu.
Pokud ještě nějaké neprozkoumané vrcholy zbývaj́ı, zvoĺı se nový výchoźı uzel. Takto se po-
kračuje, dokud nejsou prozkoumány všechny vrcholy.
Označeńı uzl̊u. Algoritmus rozděluje uzly do tř́ı skupin:
• nové (zat́ım neobjevené),
• otevřené,
• uzavřené.
Na začátku jsou všechny vrcholy označeny jako nové (stav[v] == −1). Otevřenými se sta-
nou po svém objeveńı (stav[v] == 0) a uzavřenými po kompletńım prozkoumáńı svých sou-
sed̊u (stav[v] == 1).
Při prováděńı algoritmu jsou každému vrcholu v přǐrazeny značky d[v] a f [v], které od-
pov́ıdaj́ı okamžiku otevřeńı a uzavřeńı uzlu. S pomoćı těchto značek lze provádět daľśı grafové
algoritmy. Při objeveńı nového uzlu u je do vektoru p uložen jeho předch̊udce v.
Algoritmus 4.3 - Prohledáváńı do hloubky
Inicializace
1. for ∀v ∈ V : stav[v] = −1 a p[v] = −1. Čı́tač značek i = 0
2. for ∀v ∈ V
3. if stav[v] == −1
4. DFS(v)
DFS(v)
1. stav[v] = 0
2. i = i+ 1; d[v] = i
3. for ∀u ∈ Adj[v]
4. if stav[u] == −1
5. p[u] = v
6. DFS(u)
7. stav[v] = 1
8. i = i+ 1; f [v] = i
Časová složitost. Algoritmus je realizován rekurzivńım zp̊usobem a jeho složitost je O(m+
n), kde m je počet vrchol̊u a n je počet hran grafu. (KOLÁŘ, 2004)
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4.6 Douglas-Peucker algoritmus
V pr̊uběhu agregace je třeba zjednodušit tvar redukovaného skeletonu agregovaného poly-
gonu. Pro generalizaci bude použit Douglas-Peucker̊uv algoritmus, který patř́ı mezi nejčastěji
použ́ıvané algoritmy pro generalizaci polyliníı.
Algoritmus byl nezávisle na sobě publikován v roce 1973 dvěma autory - D. Dougla-
sem a T. Peuckerem, bývá proto označován jako Douglas-Peucker algoritmus. V informatice
je známý sṕı̌se jako Ramer algoritmus. Patř́ı mezi globálńı algoritmy, které zohledňuj́ı tvar
generalizované linie jako celku. Jedná se o rekurzivńı algoritmus, který postupně přidává k li-
nii vrcholy splňuj́ıćı danou podmı́nku.
Princip algoritmu. Princip ilustruje obr. 4.12 a alg. 4.4. Lomená čára L = {p1, p2, . . . , pn}
je nahrazena úsečkou L′ = p1pn spojuj́ıćı počátečńı a koncový bod p̊uvodńı čáry. Je definován
koridor o š́ı̌rce h. Pak je hledán bod p vně koridoru takový, že plat́ı
d(p, L′) = max(d(pi, L
′))
Pokud takový bod neexistuje, algoritmus konč́ı. V opačném př́ıpadě je bod p přidán k L′
a pokračuje se hledáńım nového bodu p. Vstupńımi parametry algoritmu jsou tak indexy
počátečńıho a koncového bodu generalizované linie a š́ı̌rka koridoru h.
Obr. 4.12: Princip Douglas-Peucker algoritmu
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Algoritmus 4.4 - Douglas-Peucker(L, h, start, end)
1. if (end > start+ 1) do
2. max = start+ 1
3. dmax = dist(pmax, pstartpend)
4. i = max+ 1
5. do untill (i < end)
6. d = dist(pi, pstartpend)
7. if (d > dmax) do
8. max = i; dmax = d
9. i = i+ 1
10. if (dmax > h)







V této části, před představeńım vlastńıho návrhu algoritmu, budou stanoveny podmı́nky
pro agregaci. Generalizačńı algoritmus byl navrhován tak, aby co nejlépe splnil poměrně široké
požadavky kartografického i geometrického charakteru. Uved’me nejvýznamněǰśı kartografické
požadavky kladené na navrhované řešeńı:
• kartografická věrnost výstupu,
• alespoň rámcové zachováńı plochy generalizovaných objekt̊u,
• univerzalita (použitelnost pro r̊uzné tvary budov včetně moderńı architektury),
• malý posunu těžǐstě agregovaného objektu vzhledem ke vstupńım dat̊um,
• zjednodušeńı tvaru při současném zachováńı výše uvedených parametr̊u.
Z hlediska informatického požadujeme:
• snadnou implementaci algoritmu,
• rozumnou výpočetńı složitost,
• uchováńı topologie dat,
• schopnost předcházeńı tzv. self-intersections, které negativně ovlivňuj́ı kvalitu výstup̊u.
Řada stanovených požadavk̊u má poměrně protich̊udný charakter, a nebude zřejmě jedno-
duché je beze zbytku při návrhu algoritmu splnit. Algoritmus využ́ıvá poměrně široké škály
pomocných algoritmů a datových struktur, jejichž zkombinováńı nebude při implementaci
snadné. Zachováńı polohy, plochy a topologie dat by měly být silněǰśımi stránkami algoritmu.
S t́ım souvisej́ıćı kartografická věrnost výstupu (předevš́ım zachováńı pravoúhlosti a orientace
budov) je v teoretickém návrhu splnitelná, jej́ı cenou je však složitěǰśı implementace.
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Ve zprávě AGENT (DA2, 2001) jsou stanoveny omezeńı pro generalizaci budov a shluk̊u
budov. Některé z nich, podpořené např. praćı STEINIGERA a TAILLANDIERA i vlastńım
studováńım českých mapových děl (Základńı mapy, Topografické mapy) jsou dále uvedeny
v jednotlivých podkapitolách, nebot’ definuj́ı podmı́nky kartografické přirozenosti a čitelnosti
výstup̊u.
5.1 Kartograficky přirozené výstupy
Jedńım z hlavńıch požadavk̊u na algoritmus je kartografická věrnost výstupu. Tento aspekt
se promı́tne nejen do samotného procesu agregace, ale také už při výběru prvk̊u, které budou
do agregace vstupovat.
Omezeńı liniovými prvky. Budovy a shluky budov v rámci śıdelńıch systémů jsou ome-
zeny předevš́ım cestńı śıt́ı. Agregace by proto neměla spojovat budovy, které nálež́ı do r̊uzných
blok̊u. Tato skutečnost je stanovena jako jedna ze základńıch omezuj́ıćıch podmı́nek pro na-
vrhovaný algoritmus. Obdobně by bylo možné stanovit podmı́nku, aby se neagregovaly bu-
dovy, mezi kterými lež́ı např́ıklad vodńı tok, nebo které jsou od sebe výškově př́ılǐs vzdáleny.
Tyto skutečnosti v algoritmu zahrnuty nejsou, jejich zabudováńı by však nebylo př́ılǐs náročné.
Pro každou dvojici agregovaných budov můžeme zjǐst’ovat, zda spojnice jejich centroid̊u kř́ıž́ı
vodńı tok nebo stanovený počet vrstevnic (viz obr. 5.1). Odpov́ıdaj́ıćı vrstvy bychom sa-
mozřejmě museli mı́t k dispozici.
Obr. 5.1: Omezeńı liniovými prvky: (a) kř́ıžeńı vrstevnic, (b) kř́ıžeńı vodńıho toku
Zachováńı geografického kontextu. V rámci zachováńı geografického kontextu by měly
být z agregace vyloučeny osamocené malé budovy, které by v mapě menš́ıho měř́ıtka neměly
zaniknout. V rámci kontextu by také měl být zachován charakteristický vzor budov. Pro-
blematika zachováńı charakteristického vzoru byla rozvedena v části 3.2. V oblastech roz-
volněněǰśı zástavby by v̊ubec nemělo docházet k agregaci, ale sṕı̌se k typifikaci budov.
Identifikovat tyto oblasti by bylo vhodné před samotnou aplikaćı navrženého algoritmu.
Jedná se o samostatný problém, řešený např. pomoćı př́ıstup̊u založených na gestalt teorii
(STEINIGER a TAILLANDIER; LI et al., 2004) nebo kombinaćı bufferu a Voronoi diagramu
(BASARANER a SELCUK, 2004).
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Navržený algoritmus v této otázce řeš́ı pouze pro české prostřed́ı častý fenomén chatových
oblast́ı. Budovy v chatových oblastech maj́ı typicky čtvercový p̊udorys s malou plochou.
Podle informaćı od ČÚZK se např́ıklad vektorizace ZABAGED na základě ZM 10 ř́ıdila
následuj́ıćım pravidlem. Mohly se uměle zvětšovat budovy právě v chatových oblastech tak,
aby splňovaly kritérium minimálńı plochy 50m2, resp. se mu přibĺıžily (odpov́ıdaj́ı čtverci
o straně 7 metr̊u). Jedná se o postup v kartografii poměrně častý, tzv. kresba přes mı́ru.
V př́ıpadě jiných datových sad mohou být minimálńı rozměry jiné, měly by však být podř́ızeny
podmı́nkám čitelnosti, viz obr. 5.2.
Navržený algoritmus při nač́ıtáńı budov ze zdrojových soubor̊u odfiltruje budovy menš́ı
než kritická hodnota Smin, v př́ıpadě testováńı na datech ZABAGED bude Smin stanoveno
na hodnotu 50m2.
Obr. 5.2: Grafické limity (upraveno podle: AGENT, DA2, 2001, s. 32)
Obr. 5.3: Omezuj́ıćı podmı́nky pro budovy (upraveno podle: STEINIGER a TAILLANDIER,
s. 2)
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5.2 Zachováńı plochy a těžǐstě agregovaných oblast́ı
V souvislosti se zachováńım kartografické věrohodnosti je třeba také minimalizovat změny
geometrických vlastnost́ı budov. Mezi hlavńı kritéria patř́ı (podle AGENT, DA2, 2001) za-
chováńı přesnosti p̊uvodńıho umı́stěńı, zachováńı absolutńı a relativńı orientace, s č́ımž souviśı
i zachováńı tvaru - protáhlost budov, pravoúhlost, minimálńı velikost hran a výstupk̊u budov
(obr. 5.3).
Při agregaci muśı vždy zákonitě doj́ıt ke zvětšeńı plochy objekt̊u, stejně tak k posunu
těžǐstě. Při hodnoceńı algoritmu budou tyto charakteristiky vypočteny a posouzeny.
5.3 Různé typy budov, zjednodušeńı tvaru
Schopnost zpracováńı budov obecných tvar̊u představuje značně složitý problém. Agregace
v́ıceméně pravoúhlých budov bez zvláštńıch výstupk̊u je poměrně jednoduchá, dobré výsledky
v tomto př́ıpadě dává algoritmus REGNAULDA, 1998 (viz část 3.3.1), větš́ı problém však
má v př́ıpadě budov složitěǰśıch tvar̊u. Důležitou roli hraje nejen tvar jedné budovy, ale i tvar
a poloha budov sousedńıch, které jsou adepty pro agregaci.
Algoritmus je proto navrhován se snahou provést agregaci bez explicitńıho zjǐst’ováńı
charakteristik jednotlivých budov (protáhlost, pravoúhlost, počet vrchol̊u, úhel natočeńı,
minimálńı š́ı̌rka...) tak, aby dokázal zpracovat budovy složitěǰśıch tvar̊u. Při finálńım zjed-
nodušeńı prvk̊u je nutné brát v úvahu geometrické limity tvar̊u budov.
5.4 Změna datové reprezentace
Rastrová reprezentace dat, která diskrétně rozděluje prostor, má své výhody pro mnohé
prostorové analýzy. Uved’me např́ıklad široké využit́ı mapové algebry, interpolace, filtrace
nebo modelováńı geografických jev̊u. Také v ńı neńı nutné řešit topologickou správnost
objekt̊u v takové mı́̌re, jako u vektorových dat. Naproti tomu vektorová reprezentace dat
je pamět’ově méně náročná, umožňuje př́ımé propojeńı s databáźı, snadnou editaci, lepš́ı
prováděńı některých analýz (např́ıklad śıt’ové analýzy).
Databáze, z kterých vznikaj́ı státńı mapová d́ıla, turistické mapy, mapy na webových
portálech atd. jsou uloženy ve vektorovém formátu. Algoritmy pro kartografickou generalizaci
by proto měly umět pracovat s t́ımto typem dat. Jak bylo uvedeno v části 3.3.2, konverze mezi
datovými reprezentacemi jsou náročné. Ćılem je proto navrhnout nový algoritmus pracuj́ıćı
pouze ve vektorovém prostřed́ı.
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6 NÁVRH GENERALIZAČNÍHO ALGORITMU
V této části je představen vlastńı návrh generalizačńıho algoritmu. Problém generalizace
technikou agregace je netriviálńı, při návrhu je nutné zohlednit řadu geometrických i kar-
tografických požadavk̊u, které jsou v mnohých př́ıpadech protich̊udné. Ćılem je navrhnout
algoritmus s co největš́ı mı́rou automatizace tak, aby se minimalizoval počet ručńıch korekćı
výsledk̊u.
Algoritmus bude vhodné aplikovat na datové sady, ve kterých jsou budovy znázorněny jako
samostné objekty, př́ıpadně jako bloky budov. Tuto podmı́nku splňuj́ı datové sady do měř́ıtka
podrobnosti 1:100 000. Vstupńı datové sady by měly být před vstupem do algoritmu gene-
ralizovány tak, aby neobsahovaly nadbytečné vrcholy. Vstupńım i výstupńım formátem pro
generalizaci je shapefile. Uživatelským vstupem algoritmu bude nav́ıc hodnota minimálńı
plochy Smin (viz část 5.1) a měř́ıtkové č́ıslo M měř́ıtka mapy, do které chceme generalizovat.
Pr̊uběh navrhovaného algoritmu můžeme v zásadě rozdělit do dvou krok̊u: určeńı budov
vhodných pro agregaci a vlastńı postup agregace. Prvńı krok zahrnuje vyhledáńı soused́ıćıch
budov, zhodnoceńı kritéríı pro jejich agregaci a určeńı skupin budov, které budou tvořit
agregovaný polygon. Druhý krok zahrnuje vytvořeńı redukovaného skeletonu agregovaného
polygonu a jeho následné rozš́ı̌reńı.
6.1 Určeńı budov vhodných pro agregaci
Vyhledáńı soused́ıćıch budov. Definujme navzájem soused́ıćı budovy na základě soused-
nosti Voronoi buněk. Generátory Voronoi diagramu tvoř́ı centroidy generalizovaných budov,
viz obr. 6.1.
Obr. 6.1: Voronoi diagram nad centroidy budov pro určeńı sousednosti polygon̊u
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Zhodnoceńı kritéríı pro agregaci. Označme dvě navzájem soused́ıćı budovy jako P , Q.
Základńım kritériem pro rozhodnut́ı, zda budou sloučeny, je hodnota jejich minimálńı
vzdálenosti d(P,Q), vypočtená pomoćı algoritmu z části 4.2. Kritická hodnota vzdálenosti
dmax bude stanovena v závislosti na uživatelském vstupu měř́ıtkového č́ısla M - bude od-
pov́ıdat vzdálenosti 0, 25mm ve výsledném měř́ıtku (hodnota stanovená dle grafických limit̊u,
viz. obr. 5.2):
dmax = 0, 25 ·
M
1000
Agregovat se tedy budou pouze takové polygony P , Q, pro které plat́ı:
d(P,Q) < dmax
V souladu s část́ı 5.1 jsou ze zpracováńı vynechány polygony P , pro které plat́ı:
S(P ) < Smin
Pro testováńı algoritmu na datech ZABAGED je Smin = 50m
2. Hodnota je stanovena
na základě textu v části 5.1.
Množina omezeńı. Definujme množinu omezeńı O tvořenou liniovými segmenty
představuj́ıćı prvky, přes které nesmı́ být agregace prováděna (silnice, vodńı toky, vrstev-
nice...) - viz část 5.1. Následně testujme vzájemnou polohu spojnic centroid̊u agregovaných
budov s prvky množiny O, viz obr. 6.2. K agregaci dojde pouze v př́ıpadě, je-li splněna
podmı́nka
O ∩ sc = ∅
kde sc je testovaná spojnice centroid̊u.
Obr. 6.2: Testováńı vzájemné polohy spojnic centroid̊u a segment̊u omezeńı
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(yi + yi+1)(xiyi+1 − xi+1yi) (6.2)







n je počet vrchol̊u polygonu, posledńı vrchol je shodný s počátečńım.
Označme P seznam všech vstupńıch polygon̊u, Pagr seznam všech polygon̊u, které budou
agregovány, C(P ) seznam všech centroid̊u a Padj seznam soused̊u polygonu Pi ∈ P . Plat́ı,
že Pagr je podmnožinou P . Vlastńı algoritmus pro nalezeńı budov vhodných pro agregaci lze
zapsat takto:
Algoritmus 6.1 - Určeńı budov pro agregaci
Vstup: seznam P, výstup: Padj for ∀Pi ∈ P
1. for ∀Pi ∈ P
2. if (S(Pi) > Smin)
3. Pagr ← Pi
4. for ∀Pi ∈ Pagr
5. urči centroid C(Pi) dle vztahů 6.1, 6.2
6. Voronoi diagram V (C(P ))← C(Pi)
7. for ∀ buňka fp ∈ V (C(P ))
8. for ∀ hrana h ∈ fp
9. urči sousedı́cı́ polygon s
10. if (O ∩ sc = ∅ and vzdálenost d(s, p) < dmax)
11. Padj ← s
Vytvořeńı seznamu soused̊u. Sekvenčńım procházeńım Voronoi buněk jsou každému po-
lygonu přǐrazeny indexy sousedńıch polygon̊u, s nimiž se má agregovat (za dodržeńı podmı́nek
minimálńı plochy a pr̊useč́ık̊u s omezeńımi). T́ım se vytvoř́ı pro každý polygon lineárńı se-
znam soused̊u pro agregaci, Padj (alg 6.1, krok 7-11).
Množina všech lineárńıch seznamů Padj je spojovou reprezentaćı grafu G, představuj́ıćıho
skupiny budov pro agregaci (př́ıklad viz. obr. 6.3). Každý podstrom grafu G definuje jednu
skupinu budov pro agregaci. Určeńı - explicitńı vyjádřeńı - těchto podstromů je ćılem prvńı
části algoritmu. Pro jejich nalezeńı je na graf G spuštěn algoritmus prohledáváńı do hloubky
(alg. 4.3).
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Obr. 6.3: Graf představuj́ıćı skupiny budov pro agregaci
Spojová reprezentace grafu G (tj. množina ∀Padj) vypadá pro obr. 6.3 následovně:
0→ ∅ 6→ 2, 1 12→ 10, 15
1→ 4, 6 7→ 9, 8 13→ ∅
2→ 6, 9 8→ 7 14→ ∅
3→ ∅ 9→ 7, 2 15→ 12
4→ 1 10→ 12, 11
5→ ∅ 11→ 10
Nalezeńı podstrom̊u grafu. Prohledáváńı do hloubky grafu G je zahájeno ve vrcholu v
(pro ilustraci např. vrchol 0 na obr. 6.3). Jedná se o izolovaný vrchol, prohledáváńı proto
pokračuje daľśım vrcholem (např. 1 na obr. 6.3). Po objeveńı všech vrchol̊u dosažitelných
z vrcholu 1 (tj. po objeveńı celého podstromu) se zvoĺı nový výchoźı vrchol. V algoritmu
se pokračuje tak dlouho, dokud neńı graf kompletně prohledán.
Pokud v pr̊uběhu DFS ukládáme vždy do jednoho nového lineárńıho seznamu sekvenci
vrchol̊u tvoř́ıćıch d́ılč́ı podstrom (při současném ignorováńı izolovaných vrchol̊u), je výsledkem
prohledáváńı množina lineárńıch seznamů představuj́ıćıch podstromy grafu G, pro obr. 6.3
ve tvaru:
8, 7, 9, 2, 6, 1, 4
11, 10, 12, 15, 13
Každý z lineárńıch seznamů tedy představuje jeden podstrom, tj. jednu skupinu budov, které
se budou vzájemně agregovat.
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6.2 Vlastńı agregace
Pro vlastńı agregaci byl navržen př́ıstup s využit́ım konstrukce topologické kostry,
konkrétně straight skeletonu, konstruovaném nad agregovanými polygony. Na úvod popǐsme
a ilustrujme funkcionalitu algoritmu na konkrétńım př́ıpadě (viz obr. 6.4).
Obr 6.4a znázorňuje budovy určené pro agregaci. V prvńı fázi zkonstruujme pro každou
z budov straight skeleton (obr. 6.4b). Z každého straight skeletonu źıskejme redukovaný strai-
ght skeleton (obr. 6.4c). Následně agregujme redukované straight skeletony Kruskalovým
algoritmem. Úloha agregace budov je tedy převedena na úlohu agregace podkoster grafu
(obr. 6.4d).
Posledńım krokem celého algoritmu je rekonstrukce polygonu z vytvořené kostry
(obr. 6.4e). Vytvořme z kostry pohybem jej́ıch vrchol̊u po bisektorech úhl̊u směrem ven
malý polygon, jehož plocha se limitně bĺıž́ı 0, a nazvěme ho prvńı aproximaćı agregovaného
polygonu. Poté rozšǐrujme tento pomocný polygon (opět po bisektorech úhl̊u), dokud
wakt ≤ w
kde wakt je aktuálńı š́ı̌rka polygonu, w je ukončovaćı š́ı̌rka. Nastaveńı hodnoty w bude disku-
továno v části 6.2.3.
Obr. 6.4: Princip agregace polygon̊u
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V následuj́ıćıch podkapitolách jsou podrobněji popsány jednotlivé kroky vlastńı agregace
polygon̊u - prvńı se věnuje tvorbě a generalizaci redukovaného skeletonu agregovaného poly-
gonu, druhá rozš́ı̌reńı redukovaného skeletonu na prvńı aproximaci polygonu a třet́ı vlastńımu
rozšǐrováńı polygonu. Funkcionalita celého algoritmu je znázorněna na obr. 6.5.
Obr. 6.5: Schéma generalizačńıho algoritmu
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6.2.1 Tvorba a generalizace redukovaného straight skeletonu agregovaného
polygonu
Tvorba redukovaného skeletonu agregovaného polygonu. Pro každý z polygon̊u
určených pro agregaci sestrojme straight skeleton. Ze skeletonu źıskejme redukovaný ske-
leton (obr. 6.4b,c,d). Každý z redukovaných skeleton̊u považujme za graf Gi = (Vi, Ei, εi),
kde Vi a Ei jsou množiny vrchol̊u a hran redukovaných skeleton̊u. Nyńı uvažujme, že každý
z těchto graf̊u je podgrafem grafu H = (V,E, ε). Graf H je tvořen všemi vrcholy a všemi
hranami všech redukovaných skeleton̊u. Minimálńı kostra grafu H pak určuje redukovaný
straight skeleton agregovaného polygonu. Ohodnoceńı hran představuj́ı jejich délky.
Generalizace redukovaného skeletonu. Vytvořený redukovaný skeleton je vhodné gene-
ralizovat - předevš́ım odstranit krátké výstupky a zjednodušit jeho tvar. Definujme na tomto
mı́stě pojem větev.
Větev. Podgraf grafu G, který je stromem a pro každý z jeho uzl̊u plat́ı:
su ≤ 2
kde su je stupeň uzlu (tj. počet hran s uzlem inciduj́ıćıch), nazvěme větv́ı grafu.
Obr. 6.6: Generalizace redukovaného skeletonu agregovaného polygonu
Na obr. 6.6a je znázorněn redukovaný straight skeleton agregovaného polygonu. Ćılem
je provést jeho generalizaci. Navržený algoritmus generalizuje redukovaný skeleton po větv́ıch,





Generalizace je prováděna Douglas-Peuckerovým algoritmem (část 4.6). V př́ıpadě,
že kostra obsahuje krátké větve, jsou tyto větve zcela odstraněny. Douglas-Peucker algoritmus
požaduje jako vstup š́ı̌rku koridoru h. Pro odstraněńı větv́ı je třeba stanovit minimálńı délku
větve hmin. Hodnoty h a hmin budou určeny v závislosti na uživatelském vstupu měř́ıtkového
č́ısla M - budou odpov́ıdat kritické hodnotě 0, 2mm ve výsledném měř́ıtku:




Hodnota 0, 2mm je stanovena na základě grafických limit̊u (obr. 5.2). Stejnou hodnotu použili
(pro š́ı̌rku pásu hDouglas-Peuckerova algoritmu) ve své práci STEINIGER a TAILLANDIER.
Zhodnoceńı kvality generalizace. Zd̊urazněme, že kvalita generalizace redukovaného ske-
letonu bude ve výsledku výrazně ovlivňovat tvar polygonu vzniklého z této kostry. Z imple-
mentačńıho hlediska se jedná o netriviálńı úkol a navržený algoritmus je v otázce genera-







reálný“ stav generalizované kostry.
Situace na obr. 6.6b, 6.6c a 6.6d znázorňuj́ı r̊uznou mı́ru generalizace redukovaného ske-
letonu. Obr. 6.6d představuje
”
ideálńı stav“, kdy:
• je zachována hlavńı linie, podél které jsou budovy umı́stěny (spojnice AB),
• jsou odstraněny hrany, které vznikly v mı́stech p̊uvodńıch pravých úhl̊u (hrana 2-3, 8-9,
10-11, 12-13) tak, aby tyto úhly z̊ustaly po rekonstrukci zachovány,
• jsou odstraněny krátké segmenty,




• jsou odstraněny hrany, které vznikly v mı́stech p̊uvodńıch pravých úhl̊u (hrana 2-3, 8-9,
10-11, 12-13) tak, aby tyto úhly z̊ustaly po rekonstrukci zachovány,
• jsou odstraněny krátké segmenty,
• jsou odstraněny nadbytečné vrcholy v jednotlivých větv́ıch.
Obr. 6.6c představuje
”
reálný stav“, který bude dosažen aplikaćı navrženého algoritmu:
• jsou odstraněny krátké segmenty,
• jsou odstraněny nadbytečné vrcholy v jednotlivých větv́ıch.
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Algoritmus dosahuje pouze stavu ilustrovaného na obr. 6.6c z následuj́ıćıch d̊uvod̊u:
• Douglas-Peucker algoritmus zjednodušuje linii pouze odstraněńım bod̊u, neměńı jejich
polohu,
• generalizace prob́ıhá po větv́ıch, takže lze těžko zachovat hlavńı linii (AB na obr. 6.6d),
• nahrazeńı hran v mı́stě pravých úhl̊u by vyžadovalo identifikaci těchto hran a jejich
správné nahrazeńı.
Pro daľśı rozpracováńı navrženého algoritmu představuje krok generalizace redukovaného
skeletonu jednu z největš́ıch výzev.
Nalezeńı větv́ı redukovaného skeletonu. Uved’me zde ještě algoritmus pro nalezeńı větv́ı
redukovaného skeletonu. Redukovaný skeleton je uložen ve formě spojové reprezentace grafu.
Pro nalezeńı větv́ı je využito prohledáváńı do hloubky. Větve jsou ukládány v kontejneru








kde n je počet uzlových vrchol̊u, su je stupeň uzlu.
Algoritmus 6.2 - Nalezeńı větv́ı RS(P)
Vstup: redukovaný skeleton agregovaného polygonu RS(P ), výstup: dvojrozměrný vektor
branches
1. urči počet větvı́ RS(P) z
2. čı́slo větve branchNo = 0
3. if (z 6= 1)
4. for ∀ vrchol u ∈ RS(P )
5. if (stav[u] == −1 and su > 2)
6. aktuálnı́ uzel nodeDFS = u
7. DFS(u)
8. if (z == 1)
9. najdi uzel u takový, že su == 1
10. DFS2(u) - klasické prohledávánı́ do hloubky, alg. 4.3
DFS(u)
1. stav[u] = 0
2. for ∀ vrchol v ∈ Adj[u]
3. if (sv > 2)










13. if (stav[v] == −1)
14. branches[branchNo].pushback(v)
15. DFS(v)
6.2.2 Prvńı aproximace agregovaného polygonu
Vezměme generalizovaný redukovaný skeleton agregovaného polygonu a rozšǐrme ho pohy-
bem po bisektorech úhl̊u směrem ven (viz obr. 6.7). Z 1D entity tvořené stromem tak vznikne
2D entita představuj́ıćı polygon. Nazvěme ji prvńı aproximaćı polygonu.
Obr. 6.7: Prvńı aproximace polygonu
Prvńı aproximace polygonu muśı splňovat dvě podmı́nky:
• muśı se jednat o jednoduchý polygon (bez vnitřńıch intersekćı),
• polygon muśı být správně orientován (pro řešeńı práce je zvolena counter-clockwise
orientace).
Korektńı konstrukce prvńı aproximace polygonu je zajǐstěna dvěma kroky. Nejprve určeme
správnou orientaci polygonu. K tomu využijme modifikovaného prohledáváńı do hloubky.
Poté proved’me vlastńı změnu prostorové dimenze.
Určeńı správné orientace vrchol̊u polygonu. Ilustrujme postup na obr. 6.8 a 6.9. Mějme
k dispozici redukovaný straight skeleton ve formě spojové reprezentace grafu, jeho grafická
reprezentace viz obr. 6.8 vlevo. Určeme správnou orientaci a řazeńı vrchol̊u pro tento graf
tak, aby z něho bylo možno prostým pohybem po bisektorech vytvořit polygon v counter-
clockwise orientaci. Řazeńı pro obr. 6.8 by bylo následuj́ıćı: 0− 1− 6− 7− 8− 7− 6− 1− 4−
5− 4− 1− 2− 3− 2− 1− 0. Vlastńı modifikované prohledáváńı do hloubky ilustruje obr. 6.9.
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Vstupme do algoritmu pro prohledáváńı do hloubky v koncovém bodě grafu (bod A).
Dojdeme-li do uzlového bodu (bod U), postupujme následovně. Označme úhly
α = ∠AUB, β = ∠AUC, γ = ∠AUD, δ = ∠AUA
Uložme úhly podle jejich velikosti do prioritńı fronty PQ. Vyzvedávejme postupně z PQ
úhly od nejmenš́ıho po největš́ı a procházejme odpov́ıdaj́ıćı segmenty kostry, dokud neńı graf
kompletně prohledán.
Obr. 6.8: Vytvořeńı prvńı aproximace polygonu
Obr. 6.9: Určeńı úhl̊u pro správnou orientaci vrchol̊u kostry
Změna prostorové dimenze. Určeme pro každý vrchol redukovaného skeletonu osu úhlu
inciduj́ıćıch hran. V př́ıpadě koncových vrchol̊u je bisektor určen jako úhel inciduj́ıćı hrany
∓135◦ (viz obr. 6.7). Při counter-clockwise orientaci jsou bisektory vždy orientovány směrem
vpravo od redukovaného skeletonu.
Vytvořme prvńı aproximaci polygonu ve vzdálenosti d od redukovaného skeletonu.
Souřadnice vrchol̊u se změńı podle vztah̊u:












je polovina úhlu sevřeného inciduj́ıćımi hra-
nami vrcholu p.
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Hodnota vzdálenosti d muśı být velmi malá, aby při tvorbě prvńı aproximace polygonu
nedošlo k žádné topologické změně. Obecně nemůžeme zaručit, že ke změně topologie ne-
dojde (viz následuj́ıćı část 6.2.3). Za předpokladu, že redukovaný skeleton je generalizován
a nevyskytuj́ı se v něm body vzájemně velmi bĺızké, může být d např:
d = 0, 001m
Tato hodnota je zvolena empiricky a je použita v implementaci algoritmu.
Vztahy 6.4, 6.5 lze odvodit pomoćı obr. 6.10. Označme Q[x, y] p̊uvodńı vrchol, Q′[x′, y′]
hledaný vrchol. Dle obr. 6.10a:
d = dist(PQ,P ′Q′),
bq představuje úhel bisektoru vrcholu Q, aq ∈ 〈0, π〉 úhel sevřený hranami inciduj́ıćımi s vr-
cholem Q.
Obr. 6.10: Odvozeńı vztah̊u pro posun vrchol̊u po bisektorech




Kĺıčovým úkolem je tedy určit složky ux,uy vektoru
−−→







Dle obrázku 6.10c můžeme psát:
ux = dx = cos(bq) · lq
uy = dy = sin(bq) · lq
a tedy
x′ = x+ ux
y′ = y + uy
6.2.3 Zpětná rekonstrukce polygonu
Označme prvńı aproximaci polygonu P jako PA = {p1, p2, . . . , pn}, kde pi = [xi, yi]
představuje vrchol PA. Rozšǐrujme PA posunováńım vrchol̊u pi po osách úhl̊u inciduj́ıćıch
hran směrem ven, dokud nedosáhneme požadované š́ı̌rky w. Jedná se o postup inverzńı
ke konstrukci straight skeletonu, nazvěme ho zpětnou rekonstrukćı polygonu P. Podobně jako
při konstrukci skeletonu při něm docháźı k několika typ̊um událost́ı (topologickým změnám),
viz obr. 6.11:
• událost vertex-vertex - obr. 6.11b), docháźı k zániku hrany
• událost vertex-hrana - obr. 6.11a), docháźı ke střetu nekonvexńıho vrcholu a pro-
tilehlé hrany, polygon je rozdělen na dvě části. Podobně může doj́ıt ke střetu dvou
nekonvexńıch vrchol̊u proti sobě, je to v podstatě hraničńı situace střetu vertexu a hrany
• událost hrana-hrana - obr. 6.11c,d) - dojde ke střetu rovnoběžných hran, d̊usledkem
je bud’ vznik d́ıry nebo jednoduchého polygonu
Princip konstrukce. Pro správnou konstrukci nového polygonu je nutné uvedené události
správně detekovat (algoritmus 6.3). Pro detekci je použit stejný princip jako využili FELKEL
a OBDRŽÁLEK, 1998. Pro každý vertex je určen nejbližš́ı pr̊useč́ık:
• bud’ jako pr̊useč́ık s bisektory soused́ıćıch vertex̊u,
• nebo jako pr̊useč́ık vertexu a hrany.
Pr̊useč́ık vertexu a hrany je určován stejným zp̊usobem jako při konstrukci straight skele-
tonu pro nekonvexńı polygony (část 4.3). Je také využita datová struktura SLAV. Pr̊useč́ıky
I jsou stejně jako u Felkela a Obdržálka ukládány v prioritńı frontě PQ a zpracovávány podle
vzdálenosti d od generuj́ıćı hrany (alg. 6.3). Algoritmus 6.4 popisuje zpracováńı detekovaných
událost́ı. Označme vrcholy generuj́ıćı I jako vLEFT , vRIGHT . V př́ıpadě pr̊useč́ıku vzniklého
jako událost vertex-hrana vLEFT = vRIGHT .
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Obr. 6.11: Topologické změny polygonu při rekonstrukci polygonu. (a) střetnut́ı vertexu
a protěǰśı hrany - vznik d́ıry, (b) střetnut́ı dvou vertex̊u - zánik hrany, (c) střetnut́ı dvou
hran - vznik d́ıry, (d) - střetnut́ı dvou hran bez vzniku d́ıry
Algoritmus 6.3 - Identifikace událost́ı: určeńı pr̊useč́ık̊u
1. for ∀ vrchol vi ∈ P
2. spočti průsečı́ky I1, I2 bisektorů bv, bprev a bv, bnext
3. urči vzdálenosti d1 = d(I1, e1 = vivprev) a d2 = d(I2, e2 = vivnext)
4. if (bv > π)
5. urči průsečı́k B - viz. část 4.3
6. urči vzdálenost d3 = d(B, e), e je protilehlá hrana
7. urči dmin ∈ {d1, d2, d3}
8. if (dmin == d1)
9. PQ← I1, I1.type == convex
10. else if (dmin == d2)
11. PQ← I2, I2.type == convex
12. else // (dmin == d3)
13. PQ← I3, I3.type == nonconvex
Algoritmus 6.4 - Zpracováńı událost́ı
1. while (PQ ! empty)
2. PQ→ I
3. PQ.pop




7. if (I.type == convex)
8. vytvoř vrchol U na mı́stě I
9. vLEFT .done = true, vRIGHT .done = true
10. modifikuj LAV - viz část 4.3
11. urči IU - alg. 6.3
12. PQ← IU
13. if (I.type == nonconvex)
14. vytvoř vrcholy U1, U2 na mı́stě I
15. vLEFT .done = true, vRIGHT .done = true
16. modifikuj SLAV - viz část 4.3
17. urči IU1, IU2 - alg. 6.3
18. PQ← IU1, PQ← IU2
Objasněme ještě v daľśım textu zpracováńı události hrana-hrana - bude zřejmé, že i tento
typ události lze detekovat a zpracovat stejným zp̊usobem jako události vertex-vertex a vertex-
hrana.
Událost hrana-hrana. K této události může doj́ıt v př́ıpadě, kdy se spolu střetnou dvě
rovnoběžné hrany. Událost hrana-hrana může být dvoj́ıho typu: bud’ při ńı docháźı zároveň
i k zániku hrany (obr. 6.11d), nebo pouze ke vzniku d́ıry (obr. 6.11c). Rozeberme nyńı obě
z těchto situaćı na př́ıkladu obr. 6.12, události budou zpracovány v pořad́ı 1-4:
• událost 1 a 2: dojde k detekci dvou událost́ı ve stejné vzdálenosti od p̊uvodńıho po-
lygonu. Událost 1 je typu rozděleńı (událost vertex-hrana), událost 2 je typu zánik
(událost vertex-vertex). Jako prvńı bude zpracována událost 1 - dojde k rozděleńı LAV
na dvě části. Jako druhá bude zpracována událost 2 - LAV tvořený vrcholy na mı́stě
pr̊useč́ık̊u 1 a 2 bude mı́t nulovou plochu a pro výsledný polygon již nemá význam,
• událost 3 a 4: dojde k detekci dvou událost́ı ve stejné vzdálenosti, obě budou typu
rozděleńı (událost vertex-hrana). Při zpracováńı události 3 se LAV znovu rozpadne.
Při zpracováńı události 4 vznikne daľśı LAV, jeden z nich je tvořen pouze vrcholy
na mı́stě pr̊useč́ık̊u 3 a 4, opět bude mı́t nulovou plochu a pro výsledný polygon již
nemá význam.
V předchoźım textu byla objasněna detekce a zpracováńı událost́ı, k nimž docháźı
při zpětné rekonstrukci polygonu. V následuj́ıćım textu budou vyloženy změny, které byly
do algoritmu Felkela a Obdržálka zabudovány, aby mohla být zpětná rekonstrukce úspěšně
dokončena.
Připomeňme, že algoritmus Felkela a Obdržálka neaktualizuje souřadnice všech vrchol̊u
polygonu P při zpracováńı události I. Dojde pouze k zapojeńı vrcholu V na mı́stě pr̊useč́ıku I
do SLAV (viz obr. 6.13b). Po zpracováńı všech událost́ı je proto nutné aktualizovat souřadnice
dosud nezpracovaných vrchol̊u rekonstruovaného polygonu - t́ım je źıskán finálńı rekonstru-
ovaný polygon (obr. 6.13c).
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Obr. 6.12: Střet rovnoběžných hran
Do datové struktury Felkela a Obdržálka byly proto přidány dva nové atributy pro vr-
choly ve SLAV: double Idist a int offset. Nav́ıc je přidána globálńı proměnná int
sizeOfOffset, jej́ıž funkcionalita souviśı s atributem offset. Vyložme nejprve funkcionalitu
atributu Idist.
Obr. 6.13: Zapojeńı vrcholu na mı́stě pr̊useč́ıku I do SLAV
Atribut Idist. Necht’ PA představuje prvńı aproximaci polygonu P . Atribut Idist udržuje
pro každý vrchol pi ∈ PA hodnotu:
pi.Idist = d(pi, PA)
Před započet́ım rekonstrukce polygonu je tedy hodnota atributu pro každý vrchol pi ∈ PA
nulová.
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Hodnota w (viz obr. 6.13) představuje ukončovaćı podmı́nku zpětné rekonstrukce poly-
gonu. Označme vzdálenost d(I, 45) na obr. 6.13a jako wakt - představuje vzdálenost pr̊useč́ıku
I od generuj́ıćı hrany. Na obr. 6.13b je vrchol 9 na mı́stě pr̊useč́ıku I zapojen do LAV a je třeba
mu nastavit hodnotu atributu Idist:
Idist = wakt
Žádný daľśı pr̊useč́ık, pro který by platilo
wakt ≤ w (6.6)
neexistuje. Zpracováváńı pr̊useč́ık̊u z prioritńı fronty je ukončeno a dle algoritmu 6.5 dojde
k výpočtu souřadnic výsledného rekonstruovaného skeletonu.
Atribut offset. Atribut offset udržuje pro každý vrchol v informaci, ke kterému LAV nálež́ı.
Př́ıslušnost k LAV je využita při exportu rekonstruovaného polygonu do shapefilu, také
je udržena informace o počtu LAV ve SLAV.
Před započet́ım zpracováńı je nastavena globálńı proměnná sizeOfOffset a každému vr-
cholu pi ∈ PA nastavena hodnota atributu offset :
sizeOfOffset = 1
p.offset = sizeOfOffset
Dojde-li k události vedoućı k rozpadu LAV, je hodnota proměnné sizeOfOffset navýšena o 1.
Označme jeden LAV jako LAV 1, druhý jako LAV 2. Pro každý vrchol v ∈ LAV 2 aktualizujme
hodnotu offset :
v.offset = sizeOfOffset
Algoritmus 6.5 - Finálńı aktualizace souřadnic rekonstruovaného polygonu
1. for ∀ vrchol p ∈ P
2. if (! p.done)
3. double l = w − p.Idist
4. aktualizuj souřadnice vrcholu p podle vztahů 6.4, 6.5 (část 6.2.2), kde d = l
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Posledńı neurčenou hodnotou je ukončovaćı podmı́nka w zpětné rekonstrukce polygonu,
která určuje vzdálenost rekonstruovaného polygonu P od prvńı aproximace polygonu PA.
Stanoveńı hodnoty w. Hodnota w je nezbytná pro ukončeńı běhu algoritmu. Měla by být
volena s ohledem na data vstupuj́ıćı do agregačńıho algoritmu. Plocha a poloha agregovaného
polygonu by se měly co nejv́ıce přibližovat charakteristikám p̊uvodńıch polygon̊u. Současně
by hodnota w měla být větš́ı než kritéria čitelnosti pro dané měř́ıtko.
Pro každý nový polygon P bude tedy hodnota w r̊uzná. V navrženém algoritmu byl zvolen








kde n je počet p̊uvodńıch polygon̊u, Si je plocha každého z polygon̊u, m je počet segment̊u
kostry agregovaného polygonu, lj je délka každého segmentu.
Obr. 6.14: Stanoveńı hodnoty w
Koeficient 12 je ve vztahu pro výpočet w z prostého d̊uvodu - w určuje pouze polovinu
š́ı̌rky výsledného rekonstruovaného polygonu, viz obr. 6.14.
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7 IMPLEMENTACE ALGORITMU
Algoritmus byl implementován pomoćı volně dostupných knihoven CGAL, Boost
a ShapeLib v prostřed́ı Microsoft Visual C++ 2010 Express. Zde muśı být uvedeno, že tento
postup se mı́rně odlǐsuje od zadáńı diplomové práce. Podle zadáńı měl být algoritmus im-
plementován jako nadstavba pro program ArcGIS. Od této implementace jsem však musela
odstoupit z několika d̊uvod̊u. Podle specifikaćı požadavk̊u pro SDK ArcGISu (ESRI, ArcGIS
Resource Center) je pro programováńı v C++, na rozd́ıl od Javy a .NET, nutný ArcGIS
Engine Runtime a komerčńı verze Microsoft Visual Studia. Komerčńı verze VS sice poskytuj́ı
90-denńı trial verzi, ovšem v pr̊uběhu této doby jsem neměla k dispozi ArcGIS Engine Run-
time, který se pro verzi 10 nepodařilo źıskat ani po konzultaci s firmou ARCDATA Praha.
Na katedře dostupná verze 9.2 zase nemohla být naistalována z d̊uvodu naistalované nověǰśı
verze ArcGIS Desktopu 10 s ročńı licenćı poskytnutou katedrou.
Tyto problémy s licencemi tak vyústily v nutnost řešit vzniklý problém jinak.
Z uživatelského hlediska sice výsledné řešeńı přináš́ı nutnost spustit samostatný program
mimo prostřed́ı ArcGIS, na druhé straně však také pracuje s nativńım formátem ESRI (sha-
pefile) a nav́ıc uživatel nemuśı mı́t tento komerčńı software (včetně nutných extenźı) v̊ubec
naistalovaný. Prohĺıžet, vyb́ırat a editovat shapefile je možné např. pomoćı open source pro-
gramu QuantumGIS (http://www.qgis.org/).
V daľśıch částech jsou nejprve stručně představeny využité knihovny a dále následuje
vlastńı postup implementace.
7.1 Knihovny CGAL, Boost a ShapeLib
Knihovna CGAL (Computational Geometry Algorithms Library) je volně dostupná
knihovna napsaná v jazyce C++, která umožňuje př́ıstup k efektivńım a spolehlivým al-
goritmům v oblasti výpočetńı geometrie, jako jsou např́ıklad triangulace, Voronoi teselace
nebo tvorba konvexńıch obálek. Projekt byl založen v roce 1996 sedmi výzkumnými institu-
cemi a od té doby se stále rozšǐruje. V současné době je nejnověǰśı verźı verze 4.0 uvolněná
v březnu 2012. Pro zpracováńı diplomové práce byla použita verze 3.9.
Boost knihovny jsou taktéž psány v jazyce C++. Jejich instalace je nutná už při insta-
lováńı knihovny CGAL, a pro daľśı práci byla nav́ıc využita knihovna BGL - The Boost
Graph Library, která implementuje rozličné grafové algoritmy. Nejnověǰśı verze boost kniho-
ven je 1.49.0, uvolněná v únoru 2012, pro zpracováńı diplomové práce byla využita verze
1.47.0.
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Knihovna ShapeLib napsaná v C slouž́ı pro čteńı, zápis a editaci shapefil̊u. Jej́ım autorem
je Frank Warmerdam, prvńı verze je z roku 1998. Dokumentace knihovny je stručná, ale vzhle-
dem k jej́ı jednoduchosti dostatečná. Nevýhodou je neexistence veřejného fóra, ale dotazy mo-
hou být pośılány př́ımo autorovi. Nejnověǰśı verze je 1.3.0, diplomová práce byla zpracována
pomoćı verze 1.2.10.
7.2 Určeńı budov pro agregaci
Finálńım výstupem prvńı fáze algoritmu je dvojrozměrný vektor typu vector
<vector<int>>, nesoućı v každém řádku seznam ID polygon̊u, které se maj́ı agregovat.
ID řádku je zároveň ID nového polygonu, vzniklého z odpov́ıdaj́ıćıch záznamů. V následuj́ıćıch
podkapitolách je rozveden postup, jak k tomuto finálńımu poli dojdeme.
7.2.1 Načteńı shapefil̊u
Jako prvńı je požadováno zadáńı cest k shapefil̊um (k samostatným soubor̊um s koncovkou
.shp, ne k feature classes uloženým v geodatabázi) se zdrojovými daty. Jeden shapefile by měl
obsahovat polygonovou vrstvu budov. Tato vrstva muśı splňovat následuj́ıćı podmı́nky.
• polygony nesmı́ obsahovat d́ıry,
• orientace polygon̊u muśı být běžná pro shapefile (uzavřený polygon je zadán body
po směru hodinových ručiček),
• vrstva muśı mı́t v atributové tabulce sloupec se spočtenou plochou polygonu (s názvem
”
Shape Area“).
Druhá vrstva je vrstva liniová obsahuj́ıćı (osy) cestńı śıtě.
Shapefily jsou nač́ıtány pomoćı funkćı knihovny ShapeLib. Funkćı SHPOpen se vytvoř́ı
objekt typu SHPHandle, který je dále využit pro zjǐstěńı informaćı o shapefilu, předevš́ım
typu geometrie (point, line, polygon, multipoint) a počtu záznamů (viz kód 7.1).
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Každý prvek shapefilu je reprezentován objektem typu SHPObject, který je návratovým
typem funkce SHPReadObject. Procházeńım shapefilu se dostáváme ke konkrétńım prvk̊um,
jejichž souřadnice lze uložit do vhodné datové struktury. Vzhledem k tomu, že k daľśım
operaćım s polygonem je využita knihovna CGAL, jsou souřadnice ukládány do datových
struktur Point 2 a 2D Polygon této knihovny. Linie jsou nač́ıtány do struktury Segment 2
(tj. úsečka).
Při nač́ıtáńı jednotlivých prvk̊u shapefilu je kontrolována plocha objektu, nebot’ algorti-
mus nebude zpracovávat budovy s plochou menš́ı Smin (část 6.2). Hodnota plochy je nač́ıtána
př́ımo z atributové tabulky (souboru .dbf) shapefilu. Podobně jako v př́ıpadě čteńı geometrie
je nutné použ́ıt funkci pro otevřeńı databáze DBFOpen (kód 7.2).
Do proměnné area je nač́ıtána plocha ze sloupce
”
Shape Area“ a je porovnávána s kritic-
kou hodnotou Smin. Pokud je plocha menš́ı, geometrie objektu se v̊ubec nenačte a pokračuje
se daľśım prvkem.
7.2.2 Voronoi diagram a určeńı sousednosti polygon̊u
Daľśı fáźı je vytvořeńı Voronoi diagramu nad centroidy načtených polygon̊u. Voronoi dia-
gramy jsou následně využity pro hledáńı sousedńıch polygon̊u. Centroidy jsou vypoč́ıtávány
pro každý polygon ihned po jeho načteńı dle vztah̊u 6.1 a 6.2 a uloženy do samostatného
vektoru. Zároveň je každému centroidu přǐrazen index shodný s ID polygonu.
Voronoi diagram je generován pomoćı knihovny CGAL. Algoritmus implementoval Mene-
laos Karavelas a to ve formě adaptoru 2D Delaunay triangulace. Výsledná teselace je uložena
ve struktuře DCEL, která umožňuje standardńı operace: procházet hrany buněk, zjǐst’ovat
sousedńı buňky, procházet hrany vycházej́ıćı z daného vertexu a daľśı. Z uživatelského hle-
diska jsou diagramy konstruovány pomoćı př́ıkazu insert(generátor buňky):
vd.insert(centr[i]);
Pro nalezeńı navzájem soused́ıćıch polygon̊u jsou postupně procházeny všechny buňky
vytvořené Voronoi teselace. Pomoćı funkce dual() je př́ıstupný generátor aktuálńı buňky.
Procháźı se hrany aktuálńı buňky a pro každou z nich je určen sousedńı centroid.
Spojnice centroid̊u vytvoř́ı úsečku. Testuje se, zda prot́ıná některou z liníı cestńı śıtě
postupným testováńım, dokud se najde/nenajde pr̊useč́ık. Pokud neprot́ınaj́ı, vypoč́ıtá se mi-
nimálńı vzdálenost mezi př́ıslušnými polygony, viz část 4.2. Pokud je vzdálenost menš́ı než dmax
je index testovaného centroidu (tj. i polygonu) přidán do spojového seznamu (linked list)
aktuálńıho centroidu (polygonu). T́ım je vytvořen seznam soused̊u pro agregaci pro každý
polygon (kontejner vecRef2) - dle alg. 6.1, viz kód 7.3.
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Pro nalezeńı seznamů budov pro agregaci je použit algoritmus prohledáváńı do hloubky
(viz část 6.1). Jak bylo uvedeno v části 4.5.2, výslednými produkty tohoto algoritmu jsou
časové značky otevřeńı a uzavřeńı vrchol̊u a vektor předch̊udc̊u. Tyto vektory nejsou v našem
př́ıpadě potřeba, naopak jsou zavedeny dva nové dvojrozměrné vektory paths a ToAggreg.
Oba jsou typu vector<vector<int>>. Protože před začátkem prohledáváńı nev́ıme, kolik
izolovaných podstromů (tj. kolik skupin polygon̊u pro agregaci) bude v grafu objeveno, je po-
mocnou strukturou při prohledáváńı do hloubky vektor paths, jehož délka odpov́ıdá počtu
polygon̊u. Po ukončeńı prohledáváńı jsou hodnoty vektoru paths překoṕırovány do vektoru
ToAggreg, aby se eliminovaly prázdné řádky tohoto vektoru. Zároveň pak pořad́ı ve vektoru
ToAggreg určuje index nového agregovaného polygonu (kód 7.4).
7.3 Vlastńı agregace
7.3.1 Konstrukce straight skeletonu a nalezeńı minimálńı kostry grafu
Po naplněńı kontejneru ToAggreg je pro každý polygon v něm obsažený zkonstruován
straight skeleton pomoćı funkce knihovny CGAL create interior straight skeleton 2.
Výsledná skeletonizace je uložena v datové struktuře HDS, která umožňuje podobné operace
jako struktura DCEL.
Z vytvořených straight skeleton̊u jsou vybrány pouze vnitřńı vrcholy - źıskáme reduko-
vané straight skeletony. Pro zjǐstěńı, zda se jedná o vnitřńı uzel skeletonu, je možné využ́ıt
funkci CGAL is skeleton(). Odpov́ıdaj́ıćı uzly jsou nač́ıtány do dvojrozměrného vektoru
vector<vector<PointRec>> pointsOfGraph. Dále jsou připravena data pro spuštěńı funkce
pro nalezeńı minimálńı kostry grafu.
Jsou vytvořeny všechny možné (ve své podstatě orientované) hrany mezi body, jejichž
indexy jsou uloženy do kontejneru vector<vector<int>> Edges a zároveň jsou vypoč́ıtávány
jejich váhy a ukládány do vektoru vector<vector<double>> Eweights. Naplněné kontejnery
představuj́ı vstupńı argumenty kruskalova algoritmu pro nalezeńı minimálńı kostry grafu.
Funkce je z knihovny BGL (kód 7.5 a 7.6).
Nalezená kostra grafu, tj. redukovaný skeleton agregovaného polygonu, je uložena ve formě
spojové reprezentace grafu do nového kontejneru vector<vector<vector<int>>> MST.
Tento kontejner je trojrozměrný, protože udržuje informaci o každém novém polygonu,




7.3.2 Generalizace redukovaného skeletonu a tvorba prvńı aproximace polygonu
Podle algoritmu 6.2 jsou na základě informaćı z kontejneru MST uloženy všechny větve
každého polygonu do kontejneru vector<vector<list<int>>> branches. Tento kontejner
je opět trojrozměrný, protože nese informaci o každém polygonu, ke každému polygonu
udržuje seznam větv́ı a každá větev je tvořena posloupnost́ı vrchol̊u (jejich index̊u). Struktura
seznam (list) je nejen pro kontejner branches použita kv̊uli následuj́ıćım výhodám:
• seznam umožňuje přidáváńı prvk̊u na konec i na začátek seznamu,
• seznam umožňuje rychlé smazáńı všech prvk̊u dané hodnoty.
Prvńı výhoda seznamu je využita už při sestavováńı větv́ı, nebot’ kv̊uli správnému pořad́ı
vrchol̊u je nutné při prohledáváńı přidávat vrcholy jak na začátek, tak na konec seznamu.
Následuje generalizace větv́ı podle algoritmu 4.6 (Douglas-Peucker) a odstraněńı krátkých
větv́ı. Výstupem algoritmu však neńı seznam bod̊u, které maj́ı v dané větvi z̊ustat. Nao-
pak, výstupem je kontejner vector<list<int>> toErase, který nese seznam index̊u vrchol̊u,
které se maj́ı smazat. Š́ı̌rka koridoru h pro Douglas-Peucker algoritmus je určena dle vztahu
6.3.
Dále je vytvořen kontejner vector<list<int>> finalSkeleton. V něm je uložen topo-
logicky správný a proti směru hodinových ručiček orientovaný redukovaný skeleton agrego-
vaného polygonu (viz část 6.2.2). Zbývá tyto dva kontejnery, finalSkeleton a toErase,
zkombinovat: ze seznamu finalSkeleton jsou smazány všechny indexy vrchol̊u, které jsou
uloženy v seznamu toErase - źıskáme generalizovaný redukovaný skeleton.
Posledńım krokem před samotnou rekonstrukćı polygonu je tvorba jeho prvńı aproxi-
mace, která vznikne posunut́ım bod̊u po bisektorech podle vztah̊u 6.4 a 6.5, kdy d = 0, 001
(viz část 6.2.2). Souřadnice bod̊u jsou nač́ıtány z kontejneru pointsOfGraph a finálńı vrcholy
jsou uloženy v kontejneru vector<vector<PointRec>> finalPoints.
7.3.3 Zpětná rekonstrukce polygonu
Jak bylo uvedeno v části 6.2.3, pro zpětnou rekonstrukci polygonu byla využita datová
struktura SLAV Felkela a Obdržálka, která byla jen mı́rně modifikována. Základńı definované
tř́ıdy a struktury jsou následuj́ıćı:
• tř́ıda PointRec: nese souřadnice vrchol̊u (double x, double y)
• tř́ıda RayRec: slouž́ı pro uložeńı polopř́ımek - bisektor̊u a hran
• struktura Vertex: ukládá jednotlivé vrcholy v LAV
• struktura Intersection: slouž́ı pro uložeńı souřadnic, vzdálenosti a typu detekované
události
• tř́ıda VertexList: udržuje dvojitý kruhový seznam
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Celá datová struktura i definované algoritmy jsou poměrně komplexńı a popisovat zde
celou funkcionalitu algoritmu by nebylo vhodné:
• za prvé, jedná se z velké části o přejatý kód (z d̊uvodu velké podobnosti funkcionality
a vhodnosti datové struktury),
• za druhé, kód je rozsáhlý a dávat do textu jen některé ukázky by vyžadovalo velké
množstv́ı vysvětluj́ıćıho textu. Pro zájemce bude proto patrně nejvhodněǰśı pod́ıvat
se př́ımo do zdrojového kódu (viz př́ıloha 1), který je podrobně okomentován. Zde bude
uvedena jen základńı funkcionalita algoritmu.
Vstupńı a výstupńı typy argument̊u funkce pro zpětnou rekonstrukci polygonu
createOffset jsou následuj́ıćı:
vector<PointRec> createOffset(vector<PointRec> &input, double offsetDistance)
Vstupńı vektor input obsahuje seznam vrchol̊u prvńı aproximace polygonu v counter-
clockwise orientaci. Argument offsetDistance představuje ukončovaćı podmı́nku w.
Navrátovým typem je vector<PointRec>.
Při nač́ıtáńı vstupńıho polygonu jsou body typu PointRec ukládány do struktury
VertexList, která je tvořena jednotlivými vertexy. Každý Vertex je inicializován třemi
body - prvńı nese souřadnice vlastńıho vertexu, daľśımi dvěma jsou předchoźı a následuj́ıćı
bod vstupńıho polygonu (viz kód 7.7). Při nač́ıtáńı je vypočten bisektor a definovány sou-
sed́ıćı hrany (atributy axis, leftLine, rightLine). Zapojeńı do LAV (atributy prevVertex,
nextVertex) je provedeno až po načteńı všech bod̊u polygonu, nebot’ se jedná o pointery.
Atributy leftVertex a rightVertex jsou ukazatele na vrcholy, z nichž daný vrchol vznikl.
Druhý z uvedených konstruktor̊u slouž́ı pro vytvořeńı Vertexu na mı́stě p̊uvodńıho
pr̊useč́ıku - Vertex je inicializován souřadnicemi pr̊useč́ıku a pointery na vrcholy v LAVu,
z nichž nový vrchol vzniká.
Do struktury jsou nav́ıc přidány atributy double Idist a int offset. Ty slouž́ı pro finálńı
rekonstrukci polygonu - viz část 6.2.3.
Po zpracováńı všech pr̊useč́ık̊u splňuj́ıćıch podmı́nku 6.6 jsou podle algoritmu 6.5 aktua-
lizovány souřadnice výsledného rekonstruovaného polygonu, viz kód 7.8.
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Zápis do shapefilu. Návratovým typem funkce createOffset je vector<PointRec>,
ve kterém jsou uloženy vrcholy rekonstruovaného polygonu v clockwise orientaci (orientace
pro uzavřený polygon v shapefilu). Ve SLAV jsou uloženy všechny LAV, tedy včetně děr.
Pro zjednodušeńı zápisu do shapefilu je však navrácen pouze ten LAV, který určuje konturu
uzavřeného polygonu.
Pro tvorbu shapefilu a zápis dat je podobně jako při nač́ıtáńı využita knihovna ShapeLib.
Do shapefilu je společně s geometríı samotnou uložen atribut double origArea, ve kterém
je uložena hodnota součtu ploch p̊uvodńıch polygon̊u (kód 7.9).
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7.4 Vytvořený nástroj
Vytvořený nástroj je ve formě konzolové aplikace pro Windows 32-bit. Uživatelským
vstupem jsou cesty k shapefil̊um polygonové a liniové vrstvy, mı́sto uložeńı a název nově
vytvářeného shapefilu. Dále je požadována hodnota Smin a měř́ıtkové č́ıslo M .
Výstupem je shapefile obsahuj́ıćı agregované polygony.
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8 DOSAŽENÉ VÝSLEDKY A JEJICH ZHODNOCENÍ
Generalizačńı algoritmus byl testován na dev́ıti vzorových územı́ch, které reprezentuj́ı šest
dále uvedených typ̊u zástavby, typických pro české prostřed́ı. Algoritmus byl pro každé územı́
spuštěn ve dvou mı́rách generalizace - s parametry odpov́ıdaj́ıćı měř́ıtk̊um 1:25 000 a 1:50
000. Ve stejných mı́rách generalizace byla vzorová data agregována i nástrojem pro agregaci
zabudovaném v SW ArcGIS. Dosažené výsledky jsou vzájemně porovnány. Z kartografického
hlediska jsou výsledky zhodnoceny vizuálně. Hodnoceno je předevš́ım:
• zachováńı pravoúhlosti budov,
• zachováńı polohové přesnosti budov,
• celková kartografická přirozenost výsledk̊u.
Z objektivńıho hlediska je hodnocena změna plochy a posun těžǐstě agregovaných budov.
Kapitola je rozdělena do čtyř část́ı - prvńı popisuje testovaćı data, druhá definuje a cha-
rakterizuje vybraná vzorová územı́, třet́ı posuzuje dosažené výsledky a čtvrtá obecně hodnot́ı
navržený algoritmus na základě dosažených výsledk̊u.
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8.1 Testovaćı data
Algoritmus byl testován na datech ZABAGED a CEDA, data byla k dispozici pro západńı
část města Prahy a pro účely testováńı byla poskytnuta katedrou kartografie a aplikované
geoinformatiky PřF UK. Z databáze ZABAGED byla použita vrstva 1.02 - budova jednotlivá
nebo blok budov, z databáze CEDA byla použita vrstva os cestńı śıtě pro Prahu. Obě datové
vrstvy jsou v měř́ıtku odpov́ıdaj́ıćı podrobnosti 1:10 000.
8.2 Vybraná vzorová územı́
Pro účely testováńı bylo definováno šest typ̊u zástavby, typických pro české prostřed́ı,
aby mohla být zhodnocena efektivita algoritmu z kartografického hlediska. Pro každý z typ̊u
byla vybrána jedna nebo v́ıce lokalit, na nichž prob́ıhalo testováńı. Lokality jsou menš́ıho roz-
sahu, s počtem vstupńıch polygon̊u < 250 (kromě územı́ 2). Uved’me jednotlivé typy zástavby
a konkrétńı testovaćı lokality (viz obr. 8.1). V daľśım textu je stručně charakterizujme.
• śıdlǐstě - śıdlǐstě Petřiny, Nové Butovice a Velká Ohrada
• čtvrti rodinných domů a vil - Vokovice, Suchdol
• bloky starš́ıch budov - Vinohrady
• historické centrum města - Malá Strana
• centrum menš́ı obce - Řepy
• pr̊umyslový areál - Brańık
Obr. 8.1: Výřezy vzorových územı́ (měř́ıko je proměnlivé v rozsahu 1:10 000 - 1:25 000)
75
Śıdliště. Tento typ zástavby může být poměrně r̊uznorodý, a proto je testován na třech
r̊uzných lokalitách. Může být typický uniformńımi budovami s pravoúhlým p̊udorysem a po-
dobnou orientaćı budov v̊uči ulici nebo se naopak může vyznačovat r̊uzně tvarovanými
a vzájemně r̊uzně natočenými budovami. Společným rysem však bývá výrazná protáhlost
budov.
Čtvrti rodinných dom̊u a vil. Rodinné domy a vily jsou vesměs charakteristické jedno-
duchým p̊udorysem ve tvaru čtverce nebo obdélńıka, avšak často se u nich vyskytuj́ı drobné
výstupky. Jako celek jsou typicky zarovnány podél komunikace, č́ımž vytvář́ı r̊uzné vzory -
čtverec, obdélńık, kruhovou výseč apod. (viz. obr. 8.1). Jedná se o rozvolněnou zástavbu.
Bloky (starš́ıch) budov. Jsou typické vyšš́ımi, těsně na sebe navazuj́ıćımi budovami
koṕıruj́ıćımi komunikaci, č́ımž zpravidla vytvář́ı uzavřený blok budov s vnitřńım dvorem.
V testovaćıch datech byl tento typ zástavby většinou znázorněn jako blok budov.
Historické centrum města. Je typické hustou zástavbou, r̊uzně tvarovanými budovami
a užš́ımi ulicemi. Ulice bývaj́ı křivolaké a zástavba je koṕıruje. Historické budovy mı́vaj́ı
složitěǰśı p̊udorys.
Centrum menš́ı obce. Je typické náměst́ım (návśı) uprostřed, od kterého se rozeb́ıhaj́ı
ulice r̊uznými směry. Budovy bývaj́ı jednodušš́ıho p̊udorysu (čverec, obdélńık), ale vzájemně
r̊uzně natočené. Zástavba bývá rozvolněněǰśı, ale hustš́ı než v př́ıpadě čtvrt́ı rodinných domů.
Pr̊umyslový areál. Podobně jako śıdlǐstě může nabývat mnoha podob. Typický je však
budovami velkého a malého rozsahu v těsné bĺızkosti, často r̊uzně vzájemně natočenými. Velké
budovy mohou mı́t bud’ jednoduchý p̊udorys, nebo naopak p̊udorys poměrně komplikovaný.
Zástavba bývá volněǰśı.
8.3 Testováńı algoritmu na vzorových územı́ch a porovnáńı se SW ArcGIS
V této části jsou posouzeny výstupy algoritmu na menš́ıch shlućıch budov s ćılem ohodno-
tit kartografickou věrnost výsledk̊u. Př́ılohy 2 - 8 ilustruj́ı generalizaci celých vzorových územı́
(př́ıpadně většiny jejich rozsahu, v závislosti na jejich velikosti). Tab. 8.1 a 8.2 podávaj́ı
přehled o změnách ploch a poloze těžǐstě agregovaných budov. Porovnáńı se SW ArcGIS
je provedeno vizuálně. Funkce ArcGIS pro agregaci je nazvána Area Aggregate, uved’me zde
jej́ı princip.
Area Aggregate. Algoritmus prob́ıhá v rastrovém prostřed́ı. Nejprve je vstupńı vektorová
vrstva převedena na vrstvu rastrovou. Aplikaćı funkćı Expand a Shrink (pravděpodobně
funkce dilatace a eroze, viz část 3.3.2) docháźı k agregaci budov ve specifikované vzdálenosti
(uživatelský vstup). Výsledek je převeden zpět na rastr. Základńımi variantami algoritmu
je bud’ možnost zachováńı pravoúhlosti (vhodné pro budovy) nebo nikoliv - viz obr. 8.2
(ESRI, 2000).
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Obr. 8.2: Ilustrace výsledk̊u funkce Area Aggregate. Agregace neortogonálńıch prvk̊u (vlevo),
agregace ortogonálńıch prvk̊u (vpravo). (převzato z: ESRI, 2000, s. 11)
Před vlastńım testováńım navrženého algoritmu i algoritmu Area Aggregate byla nej-
prve výběrem zjednodušena vrstva os cestńı śıtě. Byly vytvořeny dvě nové vrstvy - jedna
odpov́ıdaj́ıćı měř́ıtku 1:25 000, druhá odpov́ıdaj́ıćı měř́ıtku 1:50 000 (podkladem pro výběr
byly Topografické mapy ČR odpov́ıdaj́ıćıch měř́ıtek). Poté byly spuštěny vlastńı algoritmy
pro agregaci.
Určeńı centroid̊u budov. V tab. 8.1 a 8.2 jsou porovnány vzdálenosti centroid̊u p̊uvodńıch
polygon̊u a výsledného agregovaného polygonu. Souřadnice centroidu výsledného polygonu
jsou spočteny dle vztah̊u 6.1 a 6.2 (část 6.1). Centroid p̊uvodńıho shluku budov je určen jako





kde wi je plocha d́ılč́ıho polygonu.
Před zhodnoceńım výsledk̊u uved’me legendu platnou pro obrázky 8.3 - 8.9:
Územı́ 1 - Vokovice. Pohled na generalizaci územı́ jako celku přináš́ı př́ıloha 2. Územı́
bylo zvoleno předevš́ım pro testováńı, zda je algoritmus schopen zachovat zarovnáńı bu-
dov podél zakřivené komunikace. Z výsledku je zřejmé, že obecně zarovnáńı nezachová.
Př́ıčinou je předevš́ım generalizace redukovaného skeletonu agregovaného polygonu. Při po-
hledu na výslednou generalizaci jako celek je nutné konstatovat, že předevš́ım pro měř́ıtko
1:50 000 je výsledek z kartografického hlediska nepř́ıznivý.
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Ze statistického hlediska (tab. 8.1 a 8.2) můžeme konstatovat, že posun těžǐstě je malý
a ve výsledných měř́ıtćıch zanedbatelný (< 2mm). Obr. 8.3 ilustruje agregaci konkrétńıch
skupin budov. Algoritmus zachová pravé úhly, budovy tvarově zjednodušš́ı. Problematická
je agregace větš́ıho počtu budov - zač́ınaj́ı vznikat nepřirozené útvary (viz i př́ıloha 2).
V př́ıpadě obr. 8.3 můžeme sledovat i větš́ı odchylku od p̊uvodńıho umı́stěńı budov. Důvody
jsou dva:
• generalizace kostry agregovaného polygonu,
• volba ukončovaćı podmı́nky w: při agregaci vzdáleněǰśıch budov malé plochy dává vztah
6.7 př́ılǐs malou hodnotu w.
Obr. 8.3: Ilustrace výsledk̊u pro územı́ 1: 1:25 000 (vlevo), 1:50 000 (vpravo)
Územı́ 2 - Suchdol. Vzorové územı́ je podobné územı́ 1, ale vzdálenost mezi budovami
v rámci blok̊u jsou menš́ı. Důsledkem je častěǰśı (a z kartografického hlediska nepř́ıznivá)
agregace budov např́ıč bloky (viz př́ıloha 3, obr. 8.4 vlevo). Jako celek p̊usob́ı výsledná ge-
neralizace obdobně jako v př́ıpadě územı́ 1 - problematická je generalizace předevš́ım větš́ıho
množstv́ı budov.
Alogritmus dokáže zachovat pravé úhly, ovšem stejně jako v př́ıpadě územı́ 1 docháźı
k větš́ım odchylkám v p̊uvodńım umı́stěńı budov.
Územı́ 3 - Brańık. Územı́ bylo zvoleno předevš́ım pro testováńı, jak se algoritmus vypořádá
s agregaćı bĺızkých budov r̊uzné velikosti a tvaru. Vzhledem k tomu, že při zpětné rekonstrukci
docháźı k rozšǐrováńı redukovaného skeletonu konstatńı rychlost́ı, nebude pravděpodobně al-
goritmus schopen správně vystihnout tvar agregovaných budov. Bud’ budou p̊uvodně velké
budovy př́ılǐs malé, nebo naopak p̊uvodně malé budovy př́ılǐs velké. Provedenou agregaci ilu-
struje obr. 8.5, který potvrzuje tyto domněnky. Je t́ım také negativně ovlivněna schopnost
algoritmu zachovat p̊uvodńı polohu agregovaných polygon̊u.
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Obr. 8.4: Ilustrace výsledk̊u pro územı́ 2: 1:25 000 (vlevo), 1:50 000 (vpravo)
Obr. 8.5: Ilustrace výsledk̊u pro územı́ 3: 1:25 000
Územı́ 4 a 5 - Nové Butovice, Velká Ohrada. Výslednou generalizaci územı́ 5 přináš́ı
př́ıloha 5. V př́ıpadě obou územı́ docháźı ke generalizaci předevš́ım pravoúhlých budov srov-
natelné š́ı̌rky. Jejich pravoúhlost i polohová přesnost jsou dobře zachovány (viz i obr. 8.6).
V př́ıpadě generalizace do měř́ıka 1:50 000 však opět sledujeme výše zmı́něné problémy -
nepřirozenou agregaci větš́ıho množstv́ı budov a budov výrazně odlǐsného tvaru a velikosti
v těsné bĺızkosti.
Obr. 8.6: Ilustrace výsledk̊u pro územı́ 5: 1:50 000
79
Tab. 8.1: Statistické charakteristiky testováńı v měř́ıtku 1:25 000
Tab. 8.2: Statistické charakteristiky testováńı v měř́ıtku 1:50 000
Územı́ 6 - Petřiny. Př́ıloha 6 dokumentuje výslednou generalizaci. Na územı́ je testováno,
jak algoritmus zpracuje budovy vzájemně r̊uzně natočené, které maj́ı srovnatelnou š́ı̌rku. Ge-
neralizaci ilustruje i obr. 8.7. Výsledky jsou v tomto př́ıpadě poměrně uspokojivé. Agregované
polygony zachováváj́ı polohu p̊uvodńıch budov a budovy jsou dobře zjednodušené.
Územı́ 7 - Řepy. Územı́ bylo zvoleno pro posouzeńı agregace bĺızkých budov r̊uzné velikosti,
které jsou vzájemně r̊uzně natočené. Vzhledem k bĺızkosti jednotlivých budov se jich agreguje
poměrně velké množstv́ı (obr. 8.8, př́ıloha 7). Ačkoliv posun těžǐstě výsledných a p̊uvodńıch
budov neńı př́ılǐs velký, z kartografického hlediska jsou výsledky krajně nepř́ıznivé.
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Obr. 8.7: Ilustrace výsledk̊u pro územı́ 6: 1:25 000 (vlevo), 1:50 000 (vpravo)
Obr. 8.8: Ilustrace výsledk̊u pro územı́ 7: 1:50 000
Územı́ 8 - Malá Strana. Územı́ obsahuje velké množstv́ı r̊uznorodých budov. Budovy jsou
vzájemně r̊uzně natočené, v těsné bĺızkosti se nacházej́ı budovy r̊uzných tvar̊u. Výsledek ge-
neralizace dokumentuje př́ıloha 8. Jako celek p̊usob́ı výsledek relativně dobře v porovnáńı
s výsledkem generalizace v SW ArcGIS. Při bližš́ım zkoumáńı jednotlivých agregovaných bu-
dov však opět objevujeme dř́ıve uvedené skutečnosti (obr. 8.9 vlevo): problematická agregace
budov r̊uzné š́ı̌rky, problematická agregace velkého množstv́ı budov, ale i poměrně zdařilá
agregace budov podobné š́ı̌rky.
Územı́ 9 - Vinohrady. Zástavba územı́ je ve vzorových datech znázorněna jako bloky
budov. Je tedy testována schopnost algoritmu agregovat bloky budov. Muśıme konstatovat,
že výsledky jsou velmi nevhodné, at’ už se jedná o hledisko kartografické (obr. 8.9 vpravo)
nebo statistické (velký posun centroid̊u). Nav́ıc docháźı k překryv̊um soused́ıćıch agrego-
vaných polygon̊u. Problém překryv̊u algoritmus v̊ubec neřeš́ı, k překryv̊um proto může doj́ıt
i v jiných př́ıpadech (i když nebyly při testováńı zaznamenány).
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Obr. 8.9: Ilustrace výsledk̊u pro územı́ 8: 1:50 000 (vlevo), ilustrace výsledk̊u pro územı́ 9:
1:50 000 (vpravo)
Porovnáńı se SW ArcGIS. Ukázky agregace vzorových územı́ funkćı Area Aggregate ilu-
struje obr. 8.10. Algoritmus agreguje budovy vyplněńım prázdného prostoru mezi nimi. Dobře
zachovává pravé úhly. Z hlediska kartografické přirozenosti poskytuje obecně lepš́ı výsledky
než navržený algoritmus - předevš́ım skutečně dokáže dobře zpracovat široké spektrum budov
i v souvislosti s okolńımi budovami.
Oproti navrženému algoritmu provád́ı agregaci bez ohledu na omezeńı liniovými prvky.
Agregované budovy nejsou tvarově zjednodušeny.
Jako celek lze výsledky dosahované navrženým algoritmu porovnat s algoritmem Area
Aggregate na základě př́ıloh 2-8. Agregace v SW ArcGIS p̊usob́ı ve většině př́ıpad̊u přirozeněji
- na rozd́ıl od navrženého algoritmu totiž dokáže budovy agregovat tak, že vytvoř́ı vizuálně
pěkné bloky budov (viz. např. obr. 8.10 dole). Navržený algoritmus se v těchto př́ıpadech
potýká s t́ım, že vytvář́ı nepřirozené polygony (např. obr. 8.8), což má dle mého názoru
největš́ı dopad na negativńı p̊usobeńı výsledné agregace na vzorových územı́ch.
Můžeme však objevit i některé nedostatky algoritmu Area Aggregate. Protože algorit-
mus v̊ubec nezjednodušuje tvar agregovaných budov, lze pozorovat např. vznik velmi úzkých
propojeńı mezi dvěma agregovanými budovami nebo budovy s velkým množstv́ım malých
výstupk̊u.
Ač ani Area Aggregate algoritmus neńı dokonalý, muśıme na závěr zkonstatovat,
že v současné chv́ıli podává lepš́ı výsledky než navržený algoritmus.
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Obr. 8.10: Generalizace vybraných budov generalizačńım algoritmem Area Aggregate
8.4 Zhodnoceńı navrženého algoritmu a jeho implementace
V této podkapitole bude diskutována kvalita dosažených výsledk̊u a efektivita implemen-
tace algoritmu. Návrh algoritmu byl podrobně popsán v 6. kapitole. Byly v ńı naznačeny
některé potenciálńı problémy algoritmu. Shrňme nyńı ve třech bodech skutečnosti, které al-
goritmus v současné podobě omezuj́ı:
1. kvalita generalizace redukovaného straight skeletonu agregovaného polygonu,
2. zpětné rozšǐrováńı polygonu prob́ıhaj́ıćı konstantńı rychlost́ı pro všechny vrcholy,
3. volba ukončovaćı podmı́nky w.
Zhodnoceńı dosažených výsledk̊u. Dosažené výsledky jsou ovlivněny výše uvedenými
skutečnostmi. Zhodnot’me nejprve úspěšnost agregace z pohledu agregace několika budov
mimo geografický kontext.
Algoritmus dává dobré výsledky při agregaci menš́ıho množstv́ı jednoduchých pravoúhlých
budov i budov obecněǰśıch tvar̊u (viz např. obr. 8.3 vlevo, obr. 8.6, obr. 8.7).
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V př́ıpadě agregace v́ıce menš́ıch budov, zarovnaných v řadě a s větš́ımi rozestupy
(např. obr. 8.3 vpravo), vnikaj́ı př́ılǐs úzké polygony. Př́ıčinou je volba ukončovaćı podmı́nky
w (vztah 6.7). Pro tyto př́ıpady, kdy:
• počet agregovaných budov je relativně velký (> 5),
• poměr plochy agregovaných budov a délky kostry výsledného polygonu je př́ılǐs malý
(např. na hraně grafických limit̊u),








nový koeficient by bylo nutné dát do souvislosti s konkrétńım př́ıpadem, což by vyžadovalo
daľśı testováńı těchto př́ıpad̊u.
Třet́ım diskutovaným př́ıpadem je problém agregace dvou budov rozd́ılné š́ı̌rky (např. obr.
8.5). Tento problém je z logiky návrhu algoritmu vpodstatě neřešitelný, jedná se o d̊usledek
výše zmı́něných omezeńı (bod 2). Potenciálńım možným řešeńım by mohlo být udržeńı infor-
mace o (např. pr̊uměrné) vzdálenosti vrchol̊u každého polygonu od jeho redukovaného straight
skeletonu (označme tento atribut jako vzdál). Atribut vzdál by byl využit při tvorbě prvńı
aproximace agregovaného polygonu. Délka posunut́ı jednotlivých vrchol̊u kostry by byla př́ımo
úměrná atributu vzdál každého z vrchol̊u. Vlastńı rekonstrukce polygonu by již prob́ıhala
konstantńı rychlost́ı. Zda by tento př́ıstup přinášel lepš́ı výsledky by opět vyžadovalo daľśı
testováńı.
Zmiňme ještě př́ıpad agregace dvou blok̊u budov (obr. 8.9 vpravo). Př́ıčinu chováńı al-
goritmu se v tomto př́ıpadě nepodařilo z teoretického hlediska objasnit. Př́ıčinou může být
chyba v implementaci (pravděpodobné slabé stránky implementace budou ještě diskutovány),
pro tento př́ıpad se však nepodařila objasnit.
Na závěr zhodnot’me celkové p̊usobeńı provedené generalizace na vzorových územı́ch
(př́ılohy 2-8). Bohužel je nutno konstatovat, že z kartografického pohledu generalizace jako ce-
lek př́ılǐs dobře nep̊usob́ı. Důvody jsou předevš́ım následuj́ıćı:
• výskyt úzkých polygon̊u, tento problém by mohl být odstraněn metodou uvedenou výše,
• v některých mı́stech nezachováńı linie podél komunikace (problematika generalizace,
viz část 6.2.1),
• vznik nepřirozených tvar̊u při agregaci velkého množstv́ı budov (např. obr. 8.8).
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Pokud by se podařilo odstranit jednotlivé d́ılč́ı problémy agregace, pravděpodobně
by výsledky byly výrazně kartograficky př́ıznivěǰśı. Vyžadovalo by to však ještě nemalý objem
práce.
Můžeme konstatovat, že algoritmus je schopný zpracovat budovy složitěǰśıch tvar̊u
(kromě budov s d́ırami, viz dále), ovšem dosažené výsledky jsou ovlivněny předevš́ım po-
lohou, tvarem a orientaćı soused́ıćıch budov, které se lǐśı pro každý konkrétńı př́ıpad.
Omezeńı algoritmu. Mimo výše uvedené skutečnosti algoritmus nedokáže zpracovat bu-
dovy s d́ırami (tj. např́ıklad budovy s vnitřńım dvorem). Důvodem je předevš́ım složitost
zpracováńı. Polygon̊um s d́ırami by bylo nutné věnovat velkou pozornost nejen při tvrobě
prvńı aproximace polygonu, ale předevš́ım při zpětné rekonstrukci polygonu. Oba problémy
jsou značně složité a dosáhnout úspěšné implementace by bylo velmi náročné (alespoň pro stu-
denta neiformatického oboru).
Zhodnoceńı implementace algoritmu. Algoritmus se podařilo v́ıceméně úspěšně imple-
mentovat v jazyce C++ a vytvořit konzolovou aplikaci pro Windows. Zat́ım byla objevena
jedna slabé stránka implementace, a to pravděpodobně v mı́stě konstrukce prvńı aproxi-
mace polygonu nebo v mı́stě generalizace kostry. U některých výsledných polygon̊u (např.
př́ıloha 2, viz obr. 8.11) můžeme sledovat
”
uĺıtlý“ vrchol, tedy vrchol, který při konstantńım
rozšǐrováńım prvńı aproximace polygonu nikdy nemůže vzniknout. Přesné mı́sto chyby
se ale zat́ım nepodařilo objevit.
Z hlediska časové složitosti je nejnáročněǰśı testováńı pr̊useč́ık̊u s omezeńımi (alg. 6.1),
výpočet vzdálenosti dvou polygon̊u (část 4.2) a konstrukce straight skeletonu (část 4.3). Délka
běhu algoritmu je závislá předevš́ım na počtu budov, které jsou určené pro agregaci. Při počtu
budov určených pro agregaci do 1000 prob́ıhal algoritmus do 20 sekund, při 1200 agrego-
vaných budovách 25 sekund, při 2500 budovách 51 sekund. Při testováńı větš́ıho množstv́ı
budov bohužel došlo k pádu aplikace (v pr̊uběhu zpracováńı). Při zpracováńı cca 28 000
vstupńıch budov by odhadem algoritmus prob́ıhal déle než 10 minut a při daľśım navyšováńı
počtu budov by pravděpodobně doba zpracováńı nar̊ustala strměji.
Obr. 8.11: Chyba implementace
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Zhodnoceńı vhodnosti použitých metod. Využit́ı straight skeletonu a grafových algoritmů
pro agregaci budov dosud nebylo v literatuře publikováno (nebo se v záplavě odborných
článk̊u nepodařilo objevit). Jedná se tedy ve své podstatě o pr̊ukopnickou práci v oblasti
agregačńıch algoritmů. Samotnou myšlenku tvorby topologické kostry, jej́ıho převedeńı na re-
dukovaný straight skeleton a následnou agregaci koster aplikaćı algoritmu pro nalezeńı mi-
nimálńı kostry grafu považuji za úspěšnou. Jej́ı realizace je však dosti složitá. Nav́ıc pouhou
aplikaćı tohoto postupu nemůžeme dosáhnout optimálńıch výsledk̊u pro všechny (nebo ale-
spoň většinu) vstupńı konfigurace budov. Jako největš́ı problém (nav́ıc těžko řešitelný) bych
uvedla již diskutovanou neschopnost algoritmu agregovat větš́ı množstv́ı budov do kartogra-
ficky dobře vypadaj́ıćıch blok̊u budov.
Nicméně ještě jednou zd̊urazněme, že se jedná o zcela nový př́ıstup k agregaci budov a bylo
by naivńı se domńıvat, že hned prvńım pokusem dosáhneme optimálńıch výsledk̊u pro každou
situaci. Navržený algoritmus skrývá potenciál, bylo by však nutno jej ještě přepracovat a do-
plnit. Jako negativńı faktor se nav́ıc jev́ı poměrně velká časová složitost algoritmu.
Závěrečné shrnut́ı výsledk̊u. Algoritmus prokázal dobrou schopnost agregovat menš́ı
množstv́ı budov při současném zjednodušeńı agregovaných polygon̊u. Dosažené výsledky jsou
kartograficky přirozené, zachovávaj́ı pravé úhly i polohovou přesnost p̊uvodńıch budov.
Slabš́ımi stránkami algoritmu je vznik př́ılǐs úzkých polygon̊u v př́ıpadě agregace větš́ıho
množstv́ı budov, tento problém by měl být odstranitelný změnou podmı́nky w. Dále je pro-
blematická generalizace kostry agregovaného polygonu, což se projevuje např. v nedodržeńı
linie komunikace. Tento bod patř́ı zajisté k jedněm z možnost́ı daľśıho rozpracováńı práce.
Třet́ım problémem je vznik nepřirozených, dlouhých polygon̊u v př́ıpadě agregace velkého
množstv́ı budov, kdy by z kartografického hlediska měl agregovaný polygon tvořit uzavřený
blok budov.
Do budoucna by bylo možné práci ještě rozš́ı̌rit o zpracováńı budov s d́ırami, což, jak bylo
uvedeno výše, je poměrně složitý problém.
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9 ZÁVĚR
Předložená diplomová práce se zabývá tématem automatizované kartografické generali-
zace. Jej́ım hlavńım ćılem bylo navrhnout nový generalizačńı algoritmus pro agregaci budov.
V prvńı, teoretické části diplomové práce, byl podán přehled dosud publikovaných al-
goritmů použ́ıvaných pro agregaci budov. Byly zmı́něny algoritmy pracuj́ıćı ve vektorovém
i rastrovém prostřed́ı. Daľśı kapitoly se již věnovaly návrhu nového algoritmu. Z formálńıho
hlediska byly popsány použité pomocné datové struktury a algoritmy, byly stanoveny kar-
tografické a geometrické podmı́nky pro agregaci. Vlastńı algoritmus je založen předevš́ım
na myšlence redukce polygon̊u na topologickou kostru metodou straight skeletonu, ze které
je źıskán redukovaný straight skeleton. Agregaćı redukovaných straight skeleton̊u je vpod-
statě provedena i vlastńı agregace budov. Výsledný polygon je zrekonstruován postupným
rozšǐrováńım topologické kostry pohybem po bisektorech směrem ven.
Výstupem praktické části diplomové práce je konzolová aplikace implementovaná v jazyce
C++. Aplikace byla otestována na datových sadách ZABAGED a CEDA. Pro účely testováńı
bylo vybráno několik vzorových územı́, na kterých byl algoritmus spuštěn ve dvou variantách
vstupńıch parametr̊u. Dosažené výsledky byly zhodnoceny a stručně porovnány s výsledky
dosahovanými nástrojem implementovaným v SW ArcGIS.
V úplném závěru práce byly diskutovány problémy navrženého algoritmu a naznačena
možná řešeńı těchto problémů. Byla také zhodnocena úspěšnost implementace algoritmu.
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Dostupné na WWW: <http://agent.ign.fr/deliverable/DA2.html>
AGENT, DD2: Selection of Basic Algorithms [on-line]. [cit. 14. 9. 2011] Agent Consortium,
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