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Abstrakt
Práce se zabývá koncepčním návrhem elementárního procesoru. Tento procesor řeší dife-
renciální rovnice za pomocí Eulerovy metody. Práce je rozdělena na dvě významné části.
V první se řeší návrh procesoru, jež pracuje v aritmetice pevné řádové čárky. Na základě
tohoto návrhu je v druhé části uveden návrh procesoru pracujícího v aritmetice plovoucí
řádové čárky.
Abstract
This thesis is about the concept of elementar processor. This processor solves of differential
equations using Eulerian equation. The thesis consists of two major parts. In the first one
the processor uses fixed point arithmetic. The second part tackles the problem of floating
point arithmetic.
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Kapitola 1
Úvod
Existují procesory s univerzálními instrukčními sadami, jež mohou být nasazeny na nej-
různější aplikace a vykonávat široké spektrum příkazů. Na druhou stranu jsou i speciali-
zované procesory, které se soustředí na jednu činnost (obrazový procesor, audioprocesor,
. . . ). Tyto jednoúčelové procesory si našly místo ve speciálních systémech a tam, kde je
požadovaná rychlost a tato specializace ji umožňuje zlepšit.
Práce se zabývá koncepčním návrhem elementárního procesoru určeného pro numerické
řešení diferenciální rovnice. Řešení je postaveno na Eulerově metodě. Práce se zvlášť za-
bývá návrhem elementárního procesoru pro práci s čísly ve formátu pevné řádové čárky
a v aritmetice pohyblivé řádové čárky.
V úvodních dvou kapitolách je postupně přiblížena nejprve problematika numerické in-
tegrace s přiblížením dvou základních jednokrokových metod numerické integrace (kapitola
2) a koncepce našeho procesoru (kapitola 3). Koncepce je odvozena ze vzorového příkladu,
který nám ujasní operace, jež bude muset náš procesor implementovat. V této kapitole
jsou tyto operace rozebrány zvlášť z pohledu obou aritmetik. Díky jejich značné rozdílnosti
následují dvě kapitoly zabývající se zvlášť návrhem procesoru nejprve v aritmetice pevné
řádové čárky a poté ve formátu plovoucí řádové čárky.
Kapitola 4, zabývající se návrhem v pevné řádové čárce, nám postupně přiblíží dílčí
funkční prvky procesoru, které jsou použité v návrhu, obvodový návrh aritmetických ope-
rací s důrazem na Boothův algoritmus a konečně je zde uveden samotný návrh procesoru
s popisem jeho činnosti. Kapitola je zakončena návrhem mikroprogramu, jež procesor řídí.
Kapitola 5 se zabývá návrhem elementárního procesoru v plovoucí řádové čárce. Jsou
zde uvedeny podpůrné obvody mikroprocesoru, které zabezpečují činnost procesoru s čísly
uloženými v požadovaném formátu plovoucí řádové čárky. Po seznámení s těmito bloky je
uveden návrh mikroprocesoru s pseudokódem, jež přibližuje činnost této obvodové realizace.
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Kapitola 2
Numerická integrace
Diferenciální rovnice jsou matematické rovnice, ve ktrých vystupují derivace funkcí. Pokud
se v rovnici vyskytuje derivace hledané funkce jen podle jedné proměnné, mluvíme o oby-
čejné diferenciální rovnici. Naproti tomu parciální diferenciální rovnice obsahují derivace
hledané funkce podle více proměnných ([1]). Pomocí numerických metod hledáme řešení
jen v diskrétních bodech na zvolené množině.
Numerické integrační metody lze rozdělit do dvou skupin podle způsobu výpočtu. Jed-
nokrokové a vícekrokové metody ([8]). Rozdíl mezi nimi je dán nutností znát při výpočtu
v kroku i výsledek z kroku předchozího i − 1 v jednokrokové metodě, respektive výsledků
i − 1, i − 2, . . . ve vícekrokové metodě. Jak vidíme, je nezbytné uvést výchozí stav (popří-
padě stavy), ze kterých se postupně počítají následující kroky. Tyto hodnoty označujeme
za počáteční podmínky.
2.1 Taylorova řada
Taylorovu řadu lze považovat za základní jednokrokovou iterační metodu. Mějme funkci y
v bodě i. Pro následující hodnotu i + 1 lze zapsat Taylorovu řadu následujícím vztahem
([3]):
yi+1 = yi + hy′i +
h2
2!
y
(2)
i + · · ·+
hn
n!
y
(n)
i =
∞∑
n=0
hn
n!
y
(n)
i (2.1)
Z rovnice je patrná nutnost existence všech derivací funkce y v daném bodě i. Vidíme,
že se v Taylorově rozvoji pracuje s derivacemi velkých řádů. Nejjednodušší metodou sloužící
k řešení obyčejných diferenciálních rovnic je Eulerova metoda. Tato metoda uvažuje pouze
první dva členy Taylorova rozvoje. Jak vidíme Eulerova metoda v sobě skýtá nutnost počítat
pouze s první derivací:
yi+1 = yi + hy′i (2.2)
4
Kapitola 3
Koncepce procesoru
Procesor, anglicky označován jako CPU (Central Processing Unit), je výkonnou jednotkou
každého počítače ([5]). Obsahuje řadič, jež řídí v návaznosti na instrukce programu samotný
procesor. Pokud se zaměříme blíže na jednotlivé fáze činnosti procesoru, můžeme zde rozlišit
opakující se části. Načtení instrukce do registru, její dekódování a provedení. Samozřejmě
existují operace, jež ke svému vykonání potřebují operandy. I případné načtení příslušných
operandů je v režii právě řadiče.
Každý procesor zvládající aritmetické a logické operace obsahuje ALU (aritmeticko-
logická jednotka). Některé procesory mohou obsahovat speciální matematický koprocesor
(více viz. [6]) sloužící k vykonávání operací s čísly ve formátu plovoucí řádové čárky.
Nedílnou součástí každého procesoru jsou registry. Registry jsou rychlé paměti první
úrovně. Dělíme je na univerzální a řídící ([5]). Univerzální jsou v režii samotného programu.
Naopak do řídících se ukládají data nutné pro samotnou činnost procesoru. Za všechny
uveďme například registr uchovávající adresu následující instrukce.
Jak vidíme, procesor je komplexní jednotkou. Náš návrh bude závislý na matematických
operacích, jež jsou prováděny při řešení diferenciálních rovnic. Náš procesor tedy bude
jednoúčelová aritmetická jednotka zapouzdřující právě tyto operace. O které operace se
jedná? Nejjednodušeji lze tyto operace odtušit z příkladu. Mějme následující příklad:
y′ = y y(0) = y0 (3.1)
Po dosazení 3.1 do 2.2 je:
yi+1 = yi + hyi (3.2)
První krok výpočtu je:
y1 = y0 + hy0
dalšími kroky výpočtu jsou:
y2 = y1 + hy1
y3 = y2 + hy2
...
Jak vidíme, pro řešení tohoto příkladu je výchozí rovnice 3.2. Tato rovnice nám určuje
matematické operace, které bude muset náš elementarní procesor implementovat:
• Sčítání
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• Odečítání, jež lze převést na sčítání změnou znaménka menšitele
• Násobení, které se provádí na principu Boothova algoritmu
Na obrázku 3.1 vidíme schéma, které nám řeší výpočet rovnice 3.2. V registrech se
nachází počáteční hodnota y0 a hodnota kroku h. Během prvního výpočtu je multiplexor
nastaven na propagaci hodnoty počáteční podmínky y0. Tím dojde k vyčíslení rovnice
y1 = y0 + hy0. V dalších krocích je již nastaven na přenos aktuální hodnoty yx. Aby
nedocházelo k nežádoucímu chování, musí být všechny prvky synchronyzovány stejným
hodinovým signálem CLK. Tento obrázek nám tedy schématicky ukazuje řešení Eulerovy
metody obvodovou realizací.
Obrázek 3.1: Obvodové řešení příkladu
Náš návrh procesoru tedy bude směřovat k řešení soustav homogenních diferenciálních
rovnic 1. řádu s konstantními koeficienty. Veškeré operace budou realizovány ve dvojkové
soustavě. Pro převod čísel budeme používat doplňkový kód. Uvedeme návrh elementárního
procesoru nejprve pro práci s čísly v pevné řádové čárce a následně pak uvedeme i návrh,
jež bude pracovat nad čísly reprezentovanými ve formátu pohyblivé řádové čárky.
3.1 Čisla s pevnou řádovou tečkou
Hodnoty jež vyjadřujeme pomocí tohoto formátu lze chápat jako podmnožinu racionálních
čísel. Jak již sám název napovídá, všechna čísla mají řádovou binární čárku umístěnou na
stejném místě. Musí být tedy zachován stejný počet binárních cifer v každém reprezentova-
ném čísle. Tabulka 3.1 ([11]) znázorňuje uložení číselné hodnoty na osmi bitech s desetinou
čárkou mezi čtvrtým a třetím bitem.
Pozice 7 6 5 4 3 2 1 0
Váha 24 23 22 21 20 2−1 2−2 2−3
Desítková váha 16 8 4 2 1 0,5 0,25 0,125
Tabulka 3.1: Uložení číselné hodnoty na osmi bitech s desetinou čárkou mezi čtvrtým a tře-
tím bitem
Jak vidíme, pozice řádové čárky je vždy dopředu známa. V našem případě se nachází
mezi třetím a čtvrtým bitem. Není zde tedy nutnost pozici přídávat k samotné číselné
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hodnotě. Jak jsme odvodili z řešení homogenní diferenciální rovnice 3.2, budou nás zajímat
operace sčítání, odečítání a násobení. Nyní si tyto operace přiblížíme právě ve spojení
s formátem pevné řádové čárky.
3.1.1 Součet
Lze jej provést za předpokladu, že obě hodnoty mají shodný počet bitů před a za binární
řádovou čárkou. Pokud je tato podmínka splněna lze provés součet dle vztahu:
A ∗ 2b +B ∗ 2b = (A+B) ∗ 2b (3.3)
Jak vidíme sčítání čísel s pevnou řádovou čárkou je shodné se sčítáním celočíselných hod-
not. Obsahuje-li procesor aritmetické instrukce pro práci s celočíselnými hodnotami, lze
tyto instrukce využívat i nad hodnotami v tomto formátu. Při sčítání může dojít k pře-
tečení výsledku o jeden bit. Přetečení při součtu v aritmeticko-logické jednotce je většinou
signalizováno pomocí příznaků.
3.1.2 Rozdíl
Tato aritmetická operace se provádí stejným způsobem a za stejné podmínky jako sčítání.
Pokud tedy operandy vstupující do operace mají shodný počet bitů před a za binární
čárkou, je splněna podmínka a lze provésr rozdíl:
A ∗ 2b −B ∗ 2b = (A−B) ∗ 2b (3.4)
U obou zmíněných operací byla podmínka stejného typu operandů. V případě, že se
operandy vzájemně liší počtem bitů před, či za binární řádovou tečkou, je nutné provést
korekci spočívající v bitovém posunu doleva či doprava.
3.1.3 Násobení
Násobení budeme provádět pomocí Boothova algoritmu násobení. Jeho postup si ukážeme
dále v části 4.2.2.
3.2 Čísla s plovoucí řádovou tečkou
Jejich formát a pravidla pro operace jsou popsány v normě IEEE 754 ([4]). Norma IEEE
754 specifikuje dva základní formáty.
3.2.1 Základní formát single normy IEEE 754
V současné době prakticky všechny matematické koprocesory, programovatelné grafické
procesory nebo knihovny, které pracují s číselnými hodnotami v pohyblivé řádové čárce,
podporují formát jednoduché přesnosti – označován jako single či float. Používá třiceti
dvou bitů k uložení numerické hodnoty rozdělěných do třech částí (viz. tabulka 3.2).
První část je tvořena znaménkovým bitem. V našem případě je označena jako s – sign.
V této části je uloženo znaménko. Pak následuje osm bitů pro uložení posunutého expo-
nentu. V poslední části, tvořené dveceti třemi bity, je uložena mantisa. Vzorec pro vyjádření
reálné hodnoty je pak:
Xsingle = (−1)s ∗ 2exp−127 ∗ (1.m) (3.5)
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Bit 31 30 29 . . . 24 23 22 21 . . . 3 2 1 0
Význam s exponent (8 bitů) mantisa (23 bitů)
Tabulka 3.2: Struktůra formátu single normy IEEE 754
Jak vidíme, pokud je znaménkový bit roven jedné, jedná se o zápornou hodnotu, v opa-
čném případě o hodnotu kladnou. Jak jsme již zmínili, exponent je uložen v tzv. posunuté
formě, čímž je jeho hodnota vždy v rozmezí 0. .255. Po vyjádření neposunutého exponentu
dostáváme rozsah -127. .128. Obě krajní hodnoty exponentu (všechny bity buď jedničkové
či nulové) jsou použity pro speciální účely – udávájí nám významné hodnoty kladné ne-
konečno, záporné nekonečno, kladná nula, záporná nula a hodnoty NaN (not a number).
Mantisa tvoří část čísla pozičně za desetinou čárkou. Jak vidíme z rovnice 3.5, před manti-
sou je jednička – je takzvaně normalizovaná. To znamená, že do mantisy se ukládájí čísla
z rozsahu < 1, 0; 2, 0). Pokud mantisa není v daném intervalu, jedná se o číslo denormalizo-
vané. Při ukládání denormalizovaných čísel je exponent nastaven vždy na nějnižsí hodnotu
(-126) a nejvyšší (explicitně neukládáný) bit není jedna, nýbrž nula. Pro ujasnění uvádíme
tabulku 3.2.1 s příklady.
FP binárně decimálně
hodnota s exponent mantisa s exponent mantisa
0.000 0 00000000 00000000000000000000000 + −127 1.000000
1.000 0 01111111 00000000000000000000000 + +0 1.000000
−2.000 1 10000000 00000000000000000000000 − +1 1.000000
999.000 0 10001000 11110011100000000000000 + +9 1.951172
0.100 0 01111011 10011001100110011001101 + +4 1.600000
Tabulka 3.3: Příklady čísel uložených ve formátu single normy IEEE 754
Jak lze tabulku interpretovat si ukážeme například na čísle 999.000. Jak vidíme exponent
je po posunutí 9 a mantisa má hodnotu 95117. Tyto hodnoty dosadíme do 3.5:
(−1)0 ∗ 29 ∗ 1, 95117 = 999, 000064 (3.6)
3.2.2 Základní formát double dle normy IEEE 754
Norma IEEE 754 obsahuje kromě základního formátu single i formát dvojité přesnosti
(double). V mnohém je podobný formátu s jednoduchou přesností. Jak vidíme z tabulky
3.2.2 nejvýznamnější bit je nositelem znaménka. Následuje jedenáct bitů exponentu taktéž
posunutého v tomto případě o hodnotu 2047. Zbývajících 52 bitů tvoří mantisu.
Bit 63 62 . . . 52 51. . . 0
Význam s exponent (11 bitů) mantisa (52 bitů)
Tabulka 3.4: Struktůra formátu double normy IEEE 754
Vzorec pro výpočet reálné hodntoty z tohoto tvaru je pak:
Xdouble = (−1)s ∗ 2exp−2047 ∗ (1.m) (3.7)
8
3.2.3 Součet a rozdíl dvou hodnot v plovoucí řádové čárce
Při sečítání dvou čísel v tomto formátu je dán algoritmus (viz. [12]) v normě IEEE 754,
podle kterého by se mělo postupovat:
1. Nejprve je nutné ověřit, zda-li se mezi operandy nevyskytuje speciální hodnota (NaN,
nekonečno). Pokud se jedná o tyto hodnoty, je výsledek součtu uveden v tabulce 3.5.
V opačném případě se přechází na další bod.
2. Provede se porovnání exponentů u obou čísel. Zde je výhoda posunutého exponentu,
neboť nemusíme brát v úvahu znaménko. Při shodnosti se pokračuje dál. Jinak se
vypočítá číselný rozdíl exponentů a o ten je proveden posun mantisy menšího čísla
doprava.
3. Na základě znaménkových bitů je vyčíslen buď rozdíl, nebo součet mantis. Pokud
hodnota výsledku přeteče (výsledek se nevejde do počtu bitů mantisy) posunou se
bity v mantise doprava o jeden bit a exponent se zvýší o jedničku. K tomu, aby se
toto přetečení mohlo detekovat, je nutné provádět součet na sčítačce o jeden bit vyšší,
než je bitová šířka mantisy.
4. Kontrola normalizace. Pokud není nejvyšší bit mantisy nastaven na jedničku, posouvá
se mantisa doleva a exponent se snižuje. Tato operace se opakuje, dokud není hodnota
normalizována. Tím je zajištěno, že nejvyšší bit mantisy je vždy jedničkový a nemusí
být v mantise uložen.
5. Nyní se vyjádří znaménko výsledku. Při sčítání se zkopíruje znaménko většího čísla.
Odečítání je složitější. Zde se bere v úvahu i pozice v operaci, zda se jedná o menšence
či menšitele.
6. Provede se zaokrouhlení. Norma IEEE 754 specifikuje čtyři způsoby zaokrouhlení (viz.
[4]).
7. Dosáhne-li exponent během výpočtu své maximální hodnoty, dojde k přetečení vý-
sledku. Tento stav nelze obejít bez zvýšení rozsahu, tj. volbou jiného formátu. Při
této skutečnosti je výsledek operace sčítání kladné nekonečno. V případě odečítání
pak nekonečno záporné.
8. Dosáhne-li hodnota exponentu své minimální hodnoty, dochází k podtečení. Jako
výsledek je vrácena, dle vypočítaného znaménka výsledku, kladná či záporná nula.
Kombinace operandů Výsledek součtu operandů
konečný +∞ +∞
konečný −∞ −∞
+∞ +∞ +∞
−∞ −∞ −∞
+∞ −∞ NaN
NaN libovolný NaN
Tabulka 3.5: Výsledek operace sčítání při výskytu speciálních hodnot
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3.2.4 Součin hodnot ve formátu plovoucí řádové čárky
Mějme dvě vstupmí hodnoty:
x1 = (−1)s1 ∗ 2exp1 ∗m1, x2 = (−1)s2 ∗ 2exp2 ∗m2 (3.8)
Součin těchto hodnot je pak dán vzorcem:
x1x2 = (−1)s1 ∗ (−1)s2 ∗ 2exp1+exp2 ∗m1 ∗m2 (3.9)
Jak vidíme, pokud nebudeme uvažovat normalizaci a zaokrouhlení, výsledek dostaneme
vynásobením mantis a sečtením exponentů. Výsledný znaménkový bit je dán operací no-
nekvivalence nad nejvýznamnějšímmi bity operandů. Stejně jako u předchozích operací
i u součinu je algoritmus, kterého bychom se měli držet (viz. [12]):
1. Nejprve je nutno ověřit, zda do operace nevstupují speciální hodnoty. Pokud ano, je
dán výsledek operace tabulkou 3.6.
2. Exponent výsledku se rovná součtu exponentů, od něhož poté odečteme posun expo-
nentů (bias). Toto odečtení provádíme, neboť vynásobením mantis dostane posunutý
výsledek (násobíme hodnoty s binární čárkou umístěnou za prvním bitem). Pokud
bychom tuto korekci neprovedli, dostali bychom výsledek posunutý o několik řádů
doleva.
3. Výsledná mantisa vznikne součinem mantis operandů. Při přetečení je bitově posunuta
doprava o příslušný počet bitů. O tuto hodnotu je samozřejmě zvýšen exponent.
4. Provede se normalizace.
5. Dosáhne-li exponent během výpočtu své maximální hodnoty, dojde k přetečení vý-
sledku. Při této skutečnosti je výsledek operace kladné, popřípadně záporné nekonečno
(dáno znaménkovými bity operandů).
6. Dosáhne-li hodnota exponentu své minimální hodnoty, dochází k podtečení. Jako
výsledek je vrácena, dle vypočítaného znaménka výsledku, kladná či záporná nula.
7. Výsledný znaménkový bit je vyjádřen nonekvivalencí obou znaménkových bitů.
8. Poslední akcí je zaokrouhlení hodnoty podle nastaveného režimu.
3.3 Shrnutí
Jak vidíme, bude-li chtít náš procesor pracovat s čísly v plovoucí řádové čárce, bude jej
nutné vybavit porovnávací logikou abychom zjisitili, zda do operace nevstupují speciální
hodnoty. V případě sčítání bude nutné mít dále k dispozici logiku na porovnání dvou expo-
nentů a registr na posunutí mantisy menšího čísla. Tento registr by i případně mohl sloužit
k normalizaci, ke které je zapotřebí posuvného registru a komparační logiky, zda nejvyšší
bit mantisy je roven logické hodnotě jedna. Netriviální je i zjištění znaménka výsledné hod-
noty. Jedná-li se o odečítání, musí být logice zřejmé, který z operandů sehrává roly menšence
a který menšitele. Jak jsme zmínili, norma IEEE 754 definuje čtyři způsoby zaokrouhlení.
Procesor by měl obsahovat implementace těchto zaokrohlouvacích módů a přepínaní mezi
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Kombinace operandů Výsledek násobení operandů
nenulový kladný +∞ +∞
nenulový kladný −∞ −∞
nenulový záporný +∞ −∞
nenulový záporný −∞ +∞
nula +∞ NaN
nula −∞ NaN
+∞ +∞ +∞
+∞ −∞ −∞
−∞ −∞ +∞
NaN libovolná NaN
Tabulka 3.6: Výsledek operace násobení při výskytu speciálních hodnot
nimy, aby bylo dosaženo kompatibility dle této normy. I násobení ze své podstaty potře-
buje komparační logiku, posuvné registry a logiku na porovnání speciálních hodnot. Tyto
speciální hodnoty musí být samozřejmě pro operací porovnávání dostupné. Je tedy jasné,
že i načtení těchto hodnot si vyžádá svou režii jak obvodovou, tak i časovou. O čase jsme
se nezmínili podrobněji, ale je jasné, že případná normalizace výsledku může v nejhorším
případě spotřebovat i několik taktů strojového času.
Situace je daleko příznivější při práci s hodnotami s pevnou řádovou čárkou. Jsme zde
sice limitováni nutností pracovat s předem daným počtem bitů připadajících na část před
a za desetinou čárkou, ale pracujeme-li s hodnotami s přiměřenou dynamikou (poměr mezi
nejvyšší a nejnižší absolutní hodnotou) je toto omezení zcela nepodstatné.
Vzheldem ke značné rozdílnosti práce s čísly uloženými v pevné a plovoucí řádové čárce,
budeme se nejprve v této práci zabývat návrhem elementárního procesoru v pevné řádové
čárce. Na základě tohoto návrhu ukážeme i realizaci elementárního procesoru v plovoucí
řádové čárce.
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Kapitola 4
Procesor v pevné řádové čárce
4.1 Dílčí prvky procesoru
Jak jsme zmínili, procesor se neobejde bez své paměti – registrů. Data v registrech jsou
uchovávána v binární reprezentaci po jednotlivých bitech. Ukažme si například uložení
čísla 0, 625 na osmi bitech. Číselná reprezentace v binární soustavě je uvedena v rovnici 4.1.
(0, 625)10 = 1 ∗ 2−1 + 1 ∗ 2−3 = (01010000)2 (4.1)
Nesmíme opomenout zmínit, že čísla jsou ukládána se znaménkem. O tom, zda-li se jedná
o číslo kladné či záporné rozhoduje nejvíce významový bit. Je-li tedy první bit v pořadí
roven hodnotě nula, jedná se o číslo kladné, v opačném případě je číslo záporné. Na obrázku
4.1 vidíme uložení čísla 0, 625 v paměťových prvcích.
Obrázek 4.1: Uložení čísla po jednotlivých bitech
Obrázek 4.2: Klopný obvod typu D
Každý paměťový prvek má svůj vstup a výstup a realizuje jednobitovou paměť, jež
umožňuje zápis (čtení) příslušné hodnoty se synchronizací pomocí hodinového signálu CLK.
Nejpoužívanějšími paměťovými prvky jsou klopné obvody typu D ([2]. Jeho schématická
značka je uvedena na obr. 4.2). Tento klopný obvod je synchronní a může nabývat dvou
stabilních stavů. Je vybaven dvojicí signálů pro nastavení – SET a nulování – RESET
hodnoty.
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Klopný obvod je základní jednotkou pro uchování elementární informace. Podle jednot-
livých zapojení těchto obvodů dostáváme rozdílné registry ([10]).
4.1.1 Registr s paralelním vstupem a paralelním výstupem
Obrázek 4.3: Paralelní registr
Jak již název napovídá jedná se o registr, kde dochází k paralelnímu zápisu dat do
registru při současném čtení dat z registru. Vše je opět řízeno hodinovým signálem.
Detailní zapojení jednotlivých D klopných obvodů, jimiž je tvořen tento registr je na
obrázku 4.4.
Obrázek 4.4: Paralelní registr
4.1.2 Posuvný registr
Obrázek 4.5: Posuvný registr
Posuvný registr zajišťuje paralelní vstup dat. Data jsou vedena z tohoto registru sé-
riově. Signál S/W specifikuje prováděnou akci. Při S/W = 0 dojde s nástupnou hranou
hodinového signálu k zápisu dat do registru. Je-li S/W = 1, s nástupnou hranou hodino-
vého signálu dojde k posunu všech bitů vpravo a nejvíce významový bit je nahrazen novou
hodnotou podle typu posuvu. Rozlišuje aritmetický a logický posuv.
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1. Logický posuv – posunutí jednotlivých bitů směrem vpravo, nejvyšší významový
bit se postupně nastavuje na hodnotu 0.
10110010→ 01011001
2. Aritmetický posuv – posunutí jednotlivých bitů směrem vpravo, nejvyšší význa-
mový bit kopíruje svou hodnotu před posuvem. Umožňuje nám tedy zachovat zna-
ménko.
10110010→ 11011001
Posuvný registr potřebuje realizovat operace pro paralelní zápis vstupních dat (operace
nahrání hodnoty), sériový vstup dat (pro nastavení příslušné hodnoty nejvyššího význa-
mového bitu), sériový výstup dat (nejnižší významový bit před posuvem) a v neposlední
řadě musí implementovat operaci posuvu dat vpravo. Detailní schéma zapojení je na ob-
rázku 4.6. Z obrázku je patrné, že hodnota přivedená na signál S/W ovládá multiplexory
Obrázek 4.6: Vnitřní zapojení posuvného registru
na jejichž vstupech je připojen výstup předcházejícího paměťového prvku a datový vstup.
Jeli hodnota signálu S/W v logické 0, provede se při nástupně hraně signálu CLK zápis
hodnot na datových vstupech (X7 — X0) do jednotlivých D klopných obvodů. Při logické
1 se s nástupnou hranou CLK povede posun obsahu registru o jeden bit vpravo. Poslední
bit registru, který při posuvu opouští registr je veden vodičem SO. Obvod multiplexoru je
znázorněn na obrázku 4.7.
Obrázek 4.7: Obvod multiplexoru
Podle obrázku 4.7 lze vidět, že při hodnotě 0 signálu S/W je hodnota vrchního hradla
AND 1 a hodnota v signálu Xi je nastavena na MPX, neboť spodní hradlo AND nám bude
propagovat logickou hodnotu 0 a vrchní bude propagovat logickou hodnotu na vstupu Xi.
Je tedy povolen zápis vstupu. Pokud je S/W v 1 je spodní vstup vrchního hradla AND v 0
a spodní AND propaguje hodnotu z předchozího paměťového D klopného obvodu.
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4.1.3 Akumulátor s aritmetickým posuvem
Obrázek 4.8: Akumulátor s aritmetickým posuvem
Akumulátor bude realizovat již známý aritmetický posuv, paralelní zápis dat a para-
lelní čtení dat. Přítomnost signálu CLR dává možnost tento registr nulovat. Na obr. 4.9
vidíme detailní zapojení D klopných obvodů tvořících akumulátor. Povšimněme si červeně
zvýrazněné spojnice, jež nám umožňuje zachování hodnoty v nejvyšším významovém bitu.
Činnost akumulátoru je analogická k posuvnému registru. Je-li na vstupu signálu S/W při-
pojena logická hodnota 1, dojde s nástupnou hranu synchronizačních hodin k aritmetickému
posuvu. Jestliže je na vstupu S/W logická 0, zapíší se do akumulátoru s nástupnou hranou
CLK jeho vstupní data. Obsah akumulátoru lze vynulovat přivedením logické hodnoty 1
na vstup CLR.
Obrázek 4.9: Vnitřní realizace akumulátoru
4.1.4 Multiplexor
Obrázek 4.10: Multiplexor
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Základní čínností je přepínání paralelních datových vstupů. Přepínání provádí signál
ARV . Při logické úrovni 1 signálu ARV jsou na výstupu Z data přivedená sběrnicí Y ,
v opačném případě jsou na výstupu multiplexoru data ze sběrnice X. Schéma zapojení je
na obr. 4.11 – obvod M je na obr. 4.12.
Obrázek 4.11: Vnitřní zapojení multiplexoru
Obrázek 4.12: Obvod M multiplexoru
4.1.5 Blok řízené negace
Obrázek 4.13: Blok řízené negace
Blok řízené negace realizuje dvě funkce:
1. přenos vstupních dat beze změny (NEG=
”
0“)
2. negaci vstupních dat (NEG=
”
1“)
Požadovaná operace bloku řízené negace je určena hodnotou signálu NEG. Činnost
tohoto obvodu je popsána funkční tabulkou 4.1.
Tento obvod může být realizován pomocí registru, jež má vedle přímého výstupu i výstup
negovaný. Tyto výstupy jsou připojeny na jednobitový multiplexor. Pomocí řídícího signálu
NEG je přepínáno mezi přímým a negovaným výstupem z registru. Schéma tohoto zapojení
vidíme na obrázku 4.14
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NEG Y
0 X
1 X
Tabulka 4.1: Činnost BNEG
Obrázek 4.14: Realizace bloku řízené negace
4.1.6 Blokovací obvod
Obrázek 4.15: Blokovací obvod
Tento obvod propaguje svůj výstup za předpokladu, že signál BL je roven hodnotě 1.
V opačném případě je jeho výstup nastaven do 0. Detailní zapojení je uvedeno na obrázku
4.16.
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Obrázek 4.16: Realizace blokovacího obvodu
4.1.7 Sčítačka
Obrázek 4.17: Kombinační sčítačka
Obsahuje vstup pro dva operandy a jednobitový vstup Cin. Detailní schéma zapojení
je na obr. 4.18. Jak vidíme je zde propojeno tolik jednobitových sčítaček, kolika bitové
operandy vstupují do operace sčítání. Vzájemné propojení jednotlivých sčítaček nám zajistí
postupné šíření přenosu, který může při výpočtu vzniknout.
Obrázek 4.18: Vnitřní realizace kombinační sčítačky
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Ci−1 Yi Xi Zi Ci
0 0 0 0 0
0 0 1 1 0
0 1 0 1 0
0 1 1 0 1
1 0 0 1 0
1 0 1 0 1
1 1 0 0 1
1 1 1 1 1
Tabulka 4.2: Úplná jednobitová sčítačka
4.2 Výpočetní operace
V kapitole 3 jsme si odvodili, které operace bude muset náš procesor realizovat. V této části
si ukážeme, jak jsou tyto operace v našem mikroprocesoru prováděny za pomoci základních
prvků rozebraných v kapitole 4.1.
4.2.1 Sčítání a odečítání
Operaci sčítání jsme přiblížili v části 3.1.1. Bude realizována pomocí sčítačky uvedené
v 4.1.7. Operaci odečítání provedeme ve dvou krocích. Nejpre převedeme do dvojkového
doplňku menšitele a poté provedeme součet.
4.2.2 Boothův algoritmus násobení
Násobení bude prováděno pomocí Boothova algoritmu ([9]). Tento algoritmus je založen na
dílčích součtech (rozdílech) a posuvech. Násobení tímto algoritmem vychází z násobitele a to
porovnáním postupně všech jeho sousedních bitů (právě zpracovávaného a předchozího).
Kombinace sousedních botů násobitele určuje prováděnou operaci podle tabulky 4.3
log. hodnota bitů násobitele
bi bit bi−1 bit odpovídající akce
0 0 přičtení nul k mezivýsledku
0 1 přičtení násobence k mezivýsledku
1 0 odečtení násobence od mezivýsledku
1 1 přičtení nul k mezivýsledku
Tabulka 4.3: Princip Boothova algoritmu
V prvním kroku se nesrovnává poslední a předposlední bit násobitele, nýbrž se srovná
poslední bit s hodnotou 0. Tuto nulu označujeme za tzv. Malou nulu. Postup si ukážeme
na čtyřech příkladech s různou kombinací znamének operandů.
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• 0,5 * 0,25 = 0,125
Násobitel: (0, 5)10 = (0, 100)2
Násobenec: (0, 25)10 = (0, 010)2
Mínus násobenec: (−0, 25)10 = (1, 110)2
0, 1 0 0 ≡ 0, 1 0 0
∗ 0, 0 1 0
0 0 0 0
+ 0 0 0 0 0 0 (plus nula)∑
0 0 0 0
→ 0 0 0 0
+ 0 0 0 0 0 0 (plus nula)∑
0 0 0 0
→ 0 0 0 0
+ 1 1 1 0 1 0 (mínus násobenec)∑
1 1 1 0
→ 1 1 1 1
+ 0 0 1 0 0 1 (plus násobenec)∑
0, 0 0 1 výsledek
Kontrola výsledku (převod do dekadické soustavy):
(0, 001)2 = (0, 125)10
• 0,5 * (-0,25) = -0,125
Násobitel: (0, 5)10 = (0, 100)2
Násobenec: (−0, 25)10 = (1, 110)2
Mínus násobenec: (0, 25)10 = (0, 010)2
0, 1 0 0 ≡ 0, 1 0 0
∗ 1, 1 1 0
0 0 0 0
+ 0 0 0 0 0 0 (plus nula)∑
0 0 0 0
→ 0 0 0 0
+ 0 0 0 0 0 0 (plus nula)∑
0 0 0 0
→ 0 0 0 0
+ 0 0 1 0 1 0 (mínus násobenec)∑
0 0 1 0
→ 0 0 0 1
+ 1 1 1 0 0 1 (plus násobenec)∑
1, 1 1 1 výsledek
Kontrola výsledku (převod do dekadické soustavy):
(1, 111)2 = (−0, 125)10
20
• (-0,5) * 0,25 = -0,125
Násobitel: (−0, 5)10 = (1, 100)2
Násobenec: (0, 25)10 = (0, 010)2
Mínus násobenec: (−0, 25)10 = (1, 110)2
1, 1 0 0 ≡ 1, 1 0 0
∗ 0, 0 1 0
0 0 0 0
+ 0 0 0 0 0 0 (plus nula)∑
0 0 0 0
→ 0 0 0 0
+ 0 0 0 0 0 0 (plus nula)∑
0 0 0 0
→ 0 0 0 0
+ 1 1 1 0 1 0 (mínus násobenec)∑
1 1 1 0
→ 1 1 1 1
+ 0 0 0 0 1 1 (plus nula)∑
1, 1 1 1 výsledek
Kontrola výsledku (převod do dekadické soustavy):
(1, 111)2 = (−0, 125)10
• (-0,5) * (-0,25) = 0,125
Násobitel: (−0, 5)10 = (1, 100)2
Násobenec: (−0, 25)10 = (1, 110)2
Mínus násobenec: (0, 25)10 = (0, 010)2
1, 1 0 0 ≡ 1, 1 0 0
∗ 1, 1 1 0
0 0 0 0
+ 0 0 0 0 0 0 (plus nula)∑
0 0 0 0
→ 0 0 0 0
+ 0 0 0 0 0 0 (plus nula)∑
0 0 0 0
→ 0 0 0 0
+ 0 0 1 0 1 0 (mínus násobenec)∑
0 0 1 0
→ 0 0 0 1
+ 0 0 0 0 1 1 (plus nula)∑
0, 0 0 1 výsledek
Kontrola výsledku (převod do dekadické soustavy): (0, 001)2 = (0, 125)10
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Vidíme, že při jakkékoliv kombinaci znamének operandů vstupujících do násobení nám
Boothův algoritmus dává správný výsledek. Je však nutné si uvědomit, že pracujeme pouze
nad čtyřmi bity. Výsledek násobení se však běžně udává na dvojnásobném počtu bitů, než
mají vstupující operandy. V předchozích příkladech byla zvolena čísla tak, že výsledek byl
na oněch čtyřech bitech zobrazitelný. Ukažme si nyní ještě jeden příklad.
• 0,375 * 0,625 = 0,234375
Násobitel: (0, 375)10 = (0, 011)2
Násobenec: (0, 625)10 = (0, 101)2
Mínus násobenec: (−0, 625)10 = (1, 011)2
0, 0 1 1 ≡ 0, 0 1 1
∗ 0, 1 0 1
0 0 0 0
+ 1 0 1 1 1 0 (mínus násobenec)∑
1 0 1 1
→ 1 1 0 1
+ 0 0 0 0 1 1 (plus nula)∑
1 1 0 1
→ 1 1 1 0
+ 0 1 0 1 0 1 (plus násobenec)∑
0 0 1 1
→ 0 0 0 1
+ 0 0 0 0 0 0 (plus nula)∑
0, 0 0 1 výsledek
Výsledek by nám měl vyjít 0, 001111 ((0, 234375)10), ale vzhledem k tomu, že pracujeme
na čtyřech bitech dostáváme výsledek 0, 001 ((0, 125)10). Vznikla chyba zaokrouhlení. Je
tedy nutné zvolit rozumnou přesnost a dle toho pracovat s příslušným počtem bitů.
4.2.3 Obvodová realizace násobení
V této části uplatníme znalosti Boothova algoritmu k návrhu obvodové realizace pro jeho
výpočet. Na začátku potřebujeme paměťovou jednotku, kam bude ukládána průběžná hod-
nota a po skončení Booth algoritmu zde bude výsledek. K tomuto účelu nám bude sloužit
akumulátor (viz. 4.1.3). K této hodnotě budeme přičítat nuly, přičítat násobence nebo jeho
dvojkový doplňek. Prováděná akce bude ovlivněna kombinací dvou sousedních bitů násobi-
tele. Nejprve potřebujeme registr, kde bude po celou dobu uložen násobenec. Jeho výstup
bude vstupem do bloku, kterým projde hodnota násobence nezměněna – při kombinaci
sousedních bitů násobitele 0, 1 (viz. tabulka 4.3), nebo bude jeho hodnota blokována –
kombinace 0, 0 nebo 1, 1, popřípadě bude na jeho výstupu dvojkový doplňek násobence.
To nám zajišťuje obvod na obrázku 4.19 a jeho činnost je popsána tabulkou číslo 4.4.
Shrneme-li činnost tabulky 4.4, při hodnotě signálu BL = 0, jsou na výstupu samé nuly.
Pokud je signál BL = 1, je výstup řízené negace buď násobenec (NEG = 0) nebo jeho in-
verze (NEG = 1). Nyní se podíváme, jak zajistit správný výstup tohoto bloku v návaznosti
na kombinaci sousedních bitů násobitele. Násobitele před začátkem algoritmu umístíme do
posuvného registru (registr SR). Jak jsme zmínili u Boothova algoritmu, v úplně první fázi
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Obrázek 4.19: Obvod řízené negace a blokování
řídící signály
BL NEG Výstup obvodu BLOK
0 0 < 0 >
0 1 < 0 >
1 0 < RN >
1 1 < RN >
Tabulka 4.4: Výstup obvodu BLOK v kombinaci s BNEG
Obrázek 4.20: Posuvný registr násobitele a logika nastavující signály NEG a BL
dochází ke srovnání posledního bitu s hodnotou tzv. Malé nuly. Malou nulu umístíme do
paměťové buňky – D klopného obvodu. Obvodové zapojení je na obr. 4.20.
Z obrázku je patrné, že signály BL a NEG nastavuje vždy poslední bit registru náso-
bence a hodnota uložená v D klopném obvodu. Po provedeném logickém posuvu registru
SR je poslední bit registru zapsán do D kolpného obvodu a znovu dojde k nastavení signálů.
Hodnoty signálů, jež jsou nastaveny logikou v závislosti na sousedních bitech, jsou popsány
tabulkou č. 4.5.
blast bit v D klopném obvodu BL NEG
0 0 0 0
0 1 0 0
1 0 1 1
1 1 0 1
Tabulka 4.5: Závislost signálů BL a NEG na srovnávaných sousedních bitech
Jak vidíme z tabulek 4.5 a 4.4 výstupem bloku řízene negace a blokování je vždy příslu-
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šná hodnota, která je daná Boothovým algoritmem. Jediný problém je zde při kombinaci
srovnávaných bitů bi = 1, bi−1 = 1. Při této kombinaci Boothův algoritmus vyžaduje ode-
čtení násobence. My jsme tuto nutnost převedli na přičtení jeho dvojkového doplňku. Jak
lze vidět z tabulky 4.4 dostáváme pouze invertní hodnotu všech bitů násobence. K tomu,
abychom dostali dvojkový doplněk je však ještě nutno přičíst jedničku k této invertní hod-
notě. Situaci vyřešíme tak, že nastavíme při této kombinaci signál Cin do 1. Součet tedy
bude proveden vždy nad aktuální hodnotou Booth algoritmu (registr SR), výstupem bloku
řízené negace a blokování a vstupem přenosu sumátoru připojeného na signál BL. Zapojení
je na obr. 4.21
Obrázek 4.21: Násobička
Podívejme se nyní detailně, jak bude násobení prováděno nad naší obvodovou reali-
zací. Na začátku násobení se do registru SR nahraje násobenec a v RN je násobitel. Do-
jde k vynulování ACC a obvodu Malé nuly (CLRACC = 1, CLRMN = 1) a nastaví se
CLKACC = 0, CLKSR = 0 a signál S/WRSR = 1. Ukončí se nulování ACC a nastaví se
signál S/WRSR = 0 aby s nástupnou hranou hodinového signálu CLKACC došlo k zápisu
dat (výsledek součtu předchozí hodnoty ACC s výstupem obvodu řízené negace a bloko-
vání a s hodnotou přenosu Cin). Poté je signál CLKACC nastaven do nuly. Nastaví se signál
S/WRACC = 1 aby se signálem CLKACC = 1 došlo k aritmetickému posuvu. Paralelně
s aritmetickým posuvem dochází k logickému posuvu registru SR (CLKSR = 1). Ukončí se
CLKACC (CLKACC = 0) a CLKSR (CLKSR = 0). Vše se opakuje od zápisu součtu do
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ACC dokud nedojde k posuvu celého obsahu registru SR.
4.3 Návrh mikroprocesoru
Základní jednotkou našeho mikroprocesoru je obvod realizující operaci násobení Boothovým
algoritmem. Realizuje nám násobení h ∗ y0 v rovnici y1 = y0 + h ∗ y0. K výsledku násobení
je však nutno přičíst počáteční podmínku y0. Ta bude v našem procesoru uložena v regis-
tru RV. Do operace sečtení bude vstupovat za pomocí multiplexoru MPX po ukončeném
násobení. Výsledné zapojení mikroprocesoru vidíme na obr. 4.22.
Obrázek 4.22: Mikroprocesor
4.3.1 Činnost procesoru
Před výpočtem každého členu Eulerovy metody se procesor nastaví do výchozího stavu.
Registry jsou vynulovány, do registru SR a RV se uloží počáteční podmínka y0 a do RN
integrační krok h. Klopný obvod je také nastaven do hodnoty 0. Tím je zajištěna nutnost pr-
votního srovnání posledního bitu násobitele s nulou, kterou si vyžaduje Boothův algoritmus.
Multiplexor se nastaví do stavu, kdy na svém výstupu propaguje hodnotu z obvodu řízené
negace a blokování. V tomto stavu je spuštěno násobení, jež jsme popsali v části 4.2.3. Po
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skončení násobení je přepnut multiplexor a dojde k sečtení výsledku násobení s počáteční
podmínkou. Výsledná hodnota je pak uložena z ACC do registru výsledku (RV).
Operace jako anulování jednotlivých registrů, nahrání kroku a počáteční hodnoty či
přepnutí multiplexoru musí být řízeny. Toto řízení má za úkol řídící logika procesoru –
řadič.
4.3.2 Řadič
Obrázek 4.23: Mikroprogramový řadič
V dnešní době existuje mnoho typů řadičů (viz. [7]), které tvoří řídící logiku procesoru.
V našem návrhu budeme pracovat s mikroprogramovým řadičem (obr. 4.23). Je tvořen
překrývacím registrem a pamětí, ve které je uložen mikroprogram. Z obrázku vidíme, že
překrývací registr má paralelní vstup a výstup. Řídící signály jsou CLRPR (nulování všech
klopných obvodů) a CLKPR, jehož nástupná hrana provede zápis vstupních dat do registru.
Data vstupující do překrývacího registru jsou tvořena dvěma částmi. V první části se na-
chází informace ovládající řídící signály mikroprocesoru. V druhé částu je obsažena adresa
následující instrukce, jež bude nahrána do překrývacího registru. Tabulka 4.6 obsahuje mik-
roprogram začínající na adrese 0000. Od této adresy až do adresy 1000 se nachází instrukce
řídící operaci násobení násobičky z kapitoly 4.2.3. Řídící signály níásobení jsou CLRACC ,
CLRMN , S/WACC , S/WSR, CLKACC , CLKSR. Signál CLKMN v programu chybí, ne-
boť je shodný se signálem CLKSR z důvodu nutné synchronizace posuvu v registru SR
s nahráním nejnižšího významového bitu do D klopného obvodu. Řídící signál ARV řídící
MPX zajišťuje přepínání datových vstupů do sčítačky. CLKRV slouží k ukložení hodnoty
do registru RV.
Popis činnosti
Na začátku dojde k vynulování překrývacího registru signálem CLRPR = 1. Nulové bity
adresové sběrnice nám adresují první instrukci (adresa 0000). S nástupnou hranou signálu
CLKPR dojde k načtení první instrukce. Tím jsou nastaveny řídící signály dle této instrukce.
Se sestupnou hranou hodinového signálu se adresuje následující adresa, která se objeví na
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CLRACC CLRMN S/WACC S/WSR CLKACC CLKSR CLKRV ARV INSTR
1 1 0 1 0 0 0 0 0001
0 0 0 1 0 0 0 0 0010
0 0 0 1 0 0 0 0 0011
0 0 0 1 1 0 0 0 0100
0 0 0 1 0 0 0 0 0101
0 0 1 1 0 0 0 0 0110
0 0 1 1 1 1 0 0 0111
0 0 1 1 0 0 0 0 1000
if (posunut celý registr násobitele vpravo) instrukce=1001 else instrukce=0011
0 0 0 1 0 0 0 0 1001
0 0 0 1 0 0 0 1 1010
0 0 0 1 1 0 0 1 1011
0 0 0 1 0 0 1 1 1100
Tabulka 4.6: Mikroprogram aritmeticko-logické jednotky
výstupu paměti. S nástupnou hranou je pak tato instrukce nahrána do překrývacího registru
a dochází k nastavení řídících signálů procesoru. Tyto kroky se opakují až do ukončení
mikropogramu. Význam jednotlivých instrukcí je následující:
• adresa 0000 -- vynulování ACC a D klopného obvodu v obvodu Malé nuly
• adresa 0001 -- ukončení nulování
• adresa 0010 -- ACC do režimu zápisu
• adresa 0011 -- zápis mezisoučtu do ACC
• adresa 0100 -- konec zápisu do ACC
• adresa 0101 -- nastavení ACC na posuv
• adresa 0110 -- posuv ACC i SR vpravo
• adresa 0111 -- konec hodin posuvu
• adresa test konce násobení (posunut celý registr násobitele vpravo)
• adresa 1000 -- ukončení nulování
• adresa 1001 -- přepnutí MPX
• adresa 1010 -- zápis výsledku do ACC
• adresa 1011 -- zápis výsledku do RV
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Podstatné je, že s nástupnou hranou CLKPR se generují nové hodnoty bitů řídící sběr-
nice (CLRACC , CLRMN , S/WACC , S/WSR, CLKACC , CLKSR, CLKRV , ARV ), které
požadovaným způsobem řídí aritmeticko-logickou jednotku.
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Kapitola 5
Procesor v plovoucí řádové čárce
Při návrhu procesoru budeme vycházet z předchozích kapitol. Princip výpočtu se samozřejmě
nikterak nemění. Stále budeme vycházet z Eulerovy metody (přesněji z rovnice 3.2). V ka-
pitole 3.2 jsme se dozvěděli, že operace v aritmetice pohyblivé řádové čárky se rozpadají na
operace s mantisami, operace s exponenty a normalizaci. Těmto požadavkům přizpůsobíme
návrh procesoru v pevné řádové čárce.
5.1 Dílčí prvky procesoru
Jak jsme již uvedli, budeme vycházet při návrhu z obvodové realizace procesoru v pevné
řádové čárce. V této části popíšeme další komponenty, které jsou nezbytné pro operace
s čísly ve formátu pohyblivé řádové čárky.
5.1.1 Obvod podmíněného zápisu – PC
5.6.
Obrázek 5.1: Obvod podmíněného zápisu
Operandy vstupující do operace sečítání v plovoucí řádové čárce musí mít stejné expo-
nenty. Pokud tato podmínka není splněna, je nutné menší z operandů posunout doprava
o tolik pozic, kolik činí rozdíl jejich exponentů. Při výpočtu rozdílu mezi operandy můžeme
dostat:
1. nezáporný rozdíl, je-li exponent prvího operandu vetší nebo roven exponentu dru-
hého operandu. Posuv pak bude proveden o tento rozdíl nad mantisou druhého ope-
randu.
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2. záporný rozdíl, je-li exponent prvního operandu menší než expopnent druhého.
V tomto případě se musí posouvat mantisa prvního operandu.
Obvod podmíněného zápisu je tvořen dvěma částmi. Obvodem podmínky COND a obvodem
zápisu PODWRT (viz. obrázek 5.1).
Obrázek 5.2: Detail obvodu COND
Obvod podmínky COND na obrázku 5.2 slouží k výrobě signálu pro podmíněný zápis do
registru. Tento signál je dán srovnáním znaménkového bitu střadače ACC s řídícím signálem
IN . Výstupní signál PWR a hodinový signál CLKC jsou současně vedeny do obvodu zápisu
PODWRT. Aktivní signál PWR je pak tou podmínkou, která blokuje či povoluje hodinový
signál zápisu do registru. Funkci obvodu pro jednotlivé kombinace signálu nám ukazuje
tabulka 5.1.
Vstupy Výstup
ACCs IN CLKC PWR
0 0 1 1
0 1 1 0
1 0 1 0
1 1 1 1
Tabulka 5.1: Obvod podmínky COND
Nyní se podívejme blíže na obvod zápisu PODWRT (obr. 5.3). Na základě vstupních
signálů PWR a CLKC z obvodu podmínky COND a řídícího signálu zápisu CLKXX
z řadiče dostaneme na výstupu obvodu hodinový signál CLKX (XX a X je univerzální
označení, ve schématu má pak podobu konkrétního označení podle registru, ke kterému
jsou tyto signály vztaženy), který je již přímo použit k řízení registru. Jak vidíme registry,
u kterých uplatňujeme podmíněný zápis, nejsou ovládány řadičem přímo, ale hodinový
signál prochází tímto obvodem podmíněného zápisu. Každý registr s podmíněným zápisem
tedy musí mít svůj obvod PODWRT.
Na základě tabulky 5.2 můžeme rozlišit čtyři nejvýznamější stavy:
a) Je-li hodinový signál CLKXX = 1 a současně signály PWR i CLKC = 0, uskuteční
se obvyklý (nepodmíněný) zápis do registru. Hodinový signál CLKC = 0 označí, že
obvod podmínky COND není v činnosti.
b) Jsou-li signály CLKXX , PWR i CLK = 1, uskuteční se podmíněný zápis, signál
CLKC = 1 značí, že obvod podmínky COND je aktivní.
c) Je-li signál CLKXX = 0 a signály PWR i CLKC = 1 značí to, že obvod podmínky
COND je aktivní, ale signálem CLKXX = 0 je blokován zápis řadičem do registru.
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Obrázek 5.3: Detail obvodu PODWRT
d) Je-li signál CLKXX i CLKC = 1 a signál PWR = 0 značí to, že se jedná o podmí-
něný zápis, který se však neuskuteční. Není splněna podmínka rovnosti signálu IN
a znaménkového bitu střadače ACC (PWR = 0).
Vstupy Výstup
CLKXX PWR CLKC CLKX
0 0 0 0
0 0 1 0
0 1 0 0
0 1 1 0 c
1 0 0 1 a
1 0 1 0 d
1 1 0 0
1 1 1 1 b
Tabulka 5.2: Závislost výstupu hodinového signálu pro daný registr na obvodu PODWRT
a jeho vstupních signálech
5.1.2 Obvod ošetření přetečení
Při sečítání dvou operandů může nastat přetečení. V aritmetice pohyblivé řádové čárky
je přetečení ošetřeno přímo v procesoru posuvem mantisy vpravo a snížením exponentu
výsledku o jedničku. Přetečení je detekováno v našem návrhu obvodem na obr. 5.4.
Na základě znaménkových bitů vstupujících do sčítačku SUM (vstupy S1,S2) a znamén-
kového bitu vystupujícího ze sčítačky SUM (Ss) – viz. zapojení 5.8, dostaneme signál PR,
který zajišťuje případné přičtení jedničky k exponentu. Tento signál je nutno si pamatovat
v D klopném obvodu v důsledku postupného zpracování mantisy a exponentu. Funkci ob-
vodu pro jednotlivé kombinace nám blíže ukazuje tabulka 5.3. Jak vidíme z této tabulky,
signál PR je generován jen při kombinaci znaménkových bitů indikujících přetečení. Sig-
nál PR, který je veden do obvodu podmínky COND, je srovnáván s řídícím signálem IN .
K ošetření přetečení dojde pouze tehdy, pokud jsou signály IN a PR rovny jedné. Ošetření
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Obrázek 5.4: Obvod ošetření přetečení
přetečení můžeme blokovat hodinovým signálem CLKC rovným nule v obvodě podmínky
COND.
Klopný obvod typu D v obvodě podmíněného zápisu PC je nutno bezprostředně po
ošetření přetečení nulovat.
Vstupy Výstup
S1 S2 Ss PR
0 0 0 0
0 0 1 1
0 1 0 0
0 1 1 0
1 0 0 0
1 0 1 0
1 1 0 1
1 1 1 0
Tabulka 5.3: Obvod ošetření přetečení pro vstupující kombinace signálů
Na počátku ošetření přetečení je mantisa operandu v ACC a exponent v registru RVE.
S hodinovým signálem CLKD se zapíše hodnota signálu PR do D klopného obvodu v COND
a současně se nastaví signál IN = 1. Provede se posuv obsahu střadače ACC. Anuluje se
D klopný obvod a signál IN se vrací do původního stavu (zrušení podmíněného zápisu).
Následuje přesun mantisy do registru RV. Nyní se inkrementuje exponent. Opět se signálem
CLKD zapíše hodnota signálu PR do D klopného obvodu a nastaví se signál IN na hodnotu
jedna. Poté je hodnota RVE sečtena se signálem přenosu Cin v ACC. Inkrementovaný
exponent je uložen do RVE, nuluje se klopný obvod typu D a signál IN .
5.1.3 Obvod normalizace
Splňuje-li mantisa M nerovnost
z−1 <= |M | < 1 (5.1)
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nazýváme ji normalizovanou mantisou čísla a převod do tohoto tvaru se jmenuje normali-
zace. Číslo z představuje základ použité číselné soustavy.
Obrázek 5.5: Obvod normalizace
Obvod na obr. 5.5 umožňuje normalizaci obvodovými prostředky. Vychází ze skuteč-
nosti, že hodnoty prvních dvou nejvíce významových bitů jsou odlišné (tj. nabývají tvaru
01 nebo 10). Srovnání těchtou dvou hodnot v bloku ekvivalnce zajistí požadovaný řídící
signál pro posuvy vlevo, které se provádějí při normalizaci v registru SIR. Porovnání s pří-
padným posuvem však nechceme provádět v každém okamžiku, proto je výstupní signál pro
posuv blokován signálem CLKON . Současně při posuvech je nutno dekrementovat exponent
operandu. Snižování exponentu je zajištěno smyčkou ACC – sčítačka SUM s přenosem CI
– ACC. Funkci obvodu normalizace nám ukazuje tabulka 5.4. Pro správnou činnost obvodu
je nutné, aby řídící signál IN byl roven jedné.
Vstupy Výstup
SIR8 SIR7 POS
0 0 1
0 1 0
1 0 0
1 1 1
Tabulka 5.4: Obvod normalizace pro vstupující kombinace signálů
Obvod normalizace spojíme v našem návrhu s obvodem, jež zajišťuje ošetření přetečení.
Symbolická značka je pak uvedena na obr. 5.6.
Obrázek 5.6: Symbolická značka obvodu ošetření přetečení a normalizace
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5.1.4 Obvod blokování hodin registru SIR
Při sečítání operandů s různými exponenty je třeba, aby si jednotlivé řády mantis ope-
randů odpovídaly. Někdy je tedy nutné jednu z mantis roznormalizovat (posunout o rozdíl
exponentů).
Obrázek 5.7: Obvod blokování hodin registru SIR
Na obrázku 5.7 vidíme obvod blokování hodin registru SIR. Výsledný signál CLKS
dostaneme na základě kombinace hodnot znaménkového bitu střadače ACC, hodinového
signálu CLKTN , který udává dobu aktivity daného obvodu. V tabulce 5.5 jsou pak zachy-
ceny všechny možné kombinace vstupních signálů. Tabulku lze shrnout tak, že pokud je
nutný posuv (ACC je stále záporný), nebo je povolena aktivita obvodu (CLKTN = 1) je
propagována hodnota CLKSIR. Řádek a nám označuje situaci, kdy už je upravena mantisa
a je nutno blokovat hodiny registru.
a
CLKTN 1 1 1 1 0 0 0 0
ACC8 0 0 1 1 0 0 1 1
CLKSIR 0 1 0 1 0 1 0 1
CLKS 0 1 0 1 0 0 0 1
Tabulka 5.5: Obvod blokování hodin registru SIR
5.2 Návrh elementárního procesoru v plovoucí řádové čárce
Elementární mikroprocesor na obrázku 5.8 provádí zpracování mantisy a exponentu ope-
randů postupně. Posuvy mantisy při úpravě se zásadně provádějí v registru SIR. Počítadlo
počtu posuvů je realizováno smyčkou střadač ACC – multiplexor MPX2 – sčítačka SUM
s přenosem Cin – střadač ACC. Čítání probíhá tím způsobem, že do střadače se zapíše zá-
porně vzatý rozdíl exponentů obou operandů a postupně se k obsahu ACC přičítá jednička.
Ukončení posuvů nastane tehdy, když je znaménkový bit ACC roven nule.
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Obrázek 5.8: Elementární mikroprocesor pro práci s čísly v plovoucí řádové čárce
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5.2.1 Činnost procesoru
Algoritmnus výpočtu si ukážeme na následující posloupnosti příkazů. Výraz tvaru /XXX/
→ YYY představuje přenos obsahu registru XXX do registru YYY.
Zápis mantisy počáteční podmínky do registru RV a exponentu do RVE.
1. MAY0 → SIR
2. /SIR/ → ACC, RV, SR
3. 0 → ACC
4. EXPY0 → SIR
5. /SIR/ → ACC, RVE
Zápis hodnoty integračního kroku H. Mezitím proveden výpočet exponentu součinu H ∗ Yi
na řádku 7.
6. EXPH → SIR
7. /SIR/ + /ACC/ → ACC, PRI
8. MAH → SIR
9. 0 → ACC
Výpočet hodnoty mantisy součinu H ∗ Yi. Určení rozdílu mezi řády operandů a zápis zna-
ménka výsledku rozdílu do klopného obvodu typu D v blou podmíněného zápisu PC.
10. /SIR/ * /SR/ → ACC
11. /ACC/ → PRII
12. 0 → ACC
13. /PRI/ → ACC, SIR
14. NEG/SIR/ + 1 + /RVE/ → ACC
15. ACC8 → D klopný obvod
16. 0 → PRI
17. /ACC/ → SIR
18. /RVE/ → ACC
Úprava mantisy příslušného operandu pro sečtení s hodnotou Yi (nastavení odpovídajících
řádů). Řídící signál IN určuje, které operace se uskuteční.
19. IN = 1; /ACC/ + NEG/SIR/ + 1 → ACC, RVE
20. IN = X; 0 → ACC
21. IN = 0; /SIR/ + 1 → ACC, SIR
22. IN = X; 0 → ACC
23. IN = 0; NEG/SIR/ + 1 → ACC, PRI
24. IN = X; 0 → ACC
25. IN = 0; /PRII/ → ACC, SIR
26. IN = X; 0 → ACC
27. IN = 0; /PRI/ → ACC
28. IN = X; 0 → ACC
29. IN = 0; /ACC/ + 1 → ACC ←↩
30. IN = 0; /RV/ → ACC
31. IN = 1; /SIR/ + /ACC/ → ACC, PRI
32. IN = 1; NEG/SIR/ + 1 + /ACC/ → ACC, PRI
33. IN = 1; /SIR/ + /ACC/ → ACC
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34. IN = 1; /ACC/ → SIR 35. IN = 1; /RV/ → ACC, SIR
36. IN = 1; NEG/SIR/ + 1 + /ACC/ → ACC
37. IN = 1; /PRI/ → ACC
38. IN = 1; /ACC/ + 1 → ACC ←↩
39. IN = 1; /PRII/ → ACC
40. IN = 0; CLRD
Výpočet mantisy nové hodnoty Yy+1.
41. /SIR/ + /ACC/ → ACC
42. CLKD1
43. 0 → PRI
43. ošetření přetečení a normalizace
Přes registr SIR je nahrána hodnota mantisy Y0 do ACC, RV a SR. Poté dojde k anulo-
vání ACC a nahrání exponentu Y0 do SIR. Odtud je hodnota uložena i do ACC a registru
RVE. Nyní dojde k nahrání exponentu kroku h do SIR a sečtení s hodnotou v ACC. Vý-
sledek je uložen do pomocného registru PRI – tím je dán součet exponentů. Následuje
nahrání mantisy kroku h a proběhne násobení Boothovým algoritmem s uložením výsledku
do pomocného registru PRII. Nyní bude realizováno sečtení. Před tím však je nutno pro-
vést případný posuv mantisy menšího čísla doprava se zvýšení jeho exponentu. Po korekci
je provedeno sečtení a mantisa výsledné hodnoty Y1 je uložena v registrech SR, RV a expo-
nent se nachází v registru RVE. Poté dojde k případnému ošetření přetečení a normalizaci.
Výsledná hodnota Yy+1 je uložena v registrech SR, RV (mantisa) a RVE (exponent).
I tento návrh samozřejmě bude řízen svým řadičem. Řadič bude řídit načítání hodnot,
hodinové signály jednotlivých registrů, aritmetické operace a také řízení pomocí signálu
IN .
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Kapitola 6
Závěr
Srovnáme-li oba návrhy, je jasné, že procesor pracující s čísly v plovoucí řádové čárce je
z podstaty této aritmetiky složitější. Na začátku se musí postupně načíst exponent i mantisa
obou operandů a tyto dvě hodnoty jsou pak drženy po celou dobu výpočtu. V aritmetice
pevné řádové čárky se pracuje s vyjádřením operandu na jednom místě. Tím je dána nutnost
mít v procesoru v plovoucí řádové čárce více registrů, než v aritmetice pevné řádové čárky.
Jak vidíne z návrhu 4.22 , obsahuje přinejmenším čtyři registry (SR, ACC, RN, RV), z toho
dva s možností posuvu (SR, ACC). Návrh s práci v plovoucí řádové čárce je pak postaven
minimálně na sedmi registrech (SR, ACC, RV, RVE, PRI, PRII, SIR), z toho jsou SR, ACC
a SIR posuvné. Počet registrů lze v obou návrzích snížit. Registry u kterých nepotřebujeme
posuv, lze nahradit rychlou pamětí, kam budou hodnoty ukládány. Je však nutno dát pozor
na podmíněný zápis v rámci procesoru v plovoucí řádové čárce.
Oba návrhy obsahují rozhodovací obvod (řídí Boothův algoritmus), ale návrh pracující
v aritmetice plovoucí řádové čárky musí obsahovat i obvody zajišťující ošetření přetečení,
normalizaci, podmíněný zápis a obvod blokování hodin registru SIR. Tím je tento návrh
podstatně složitější.
Návrhy jsou vystavěny na základě Eulerovy metody. Bylo by zajímavé se zabývat otáz-
kou, zda-li je možné jejich rozšíření o implementaci Taylorovy řady a nakolik se takto
upravené návrhy budou lišit od návrhů v této práci. Je také zajímavé se dále zabývat otáz-
kou zapojení několika procesorů vzájemně do procesorové matice. K tomu je veden návrh
obou procesorů. Například u procesoru v plovoucí řádové čárce signál IN , který zajišťuje
vykonání potřebné sekvence příkazů (viz. kapitola 5.2.1), by byl veden do všech procesorů
procesorové matice a zajistil by provedení potřebné sekvence příkazů pro správný výpočet.
U procesoru v plovoucí řádové čárce jsme ukázali návrh, kdy mantisa a exponent jsou zpra-
covávany v jedné aritmeticko-logické jednotce. Toto zpracování však lze zcela jistě oddělit
do samostatných jednotek.
V této práci jsem shrnul návrh procesoru v pevné řádové čárce a na jeho základě jsem
navrhl procesor pracující v aritmetice plovoucí řádové čárky. Vytkl jsem podstatné obvody
s možností jejich obvodové implementace a ukázal, jakým způsobem by probíhala případná
činnost procesorů. V jednom dokumentu tak lze najít rozdíly při práci v základních arit-
metikách s možnými obvodovými realizacemi elementárních procesorů.
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Práce navazuje na výukový materiál, který jsem vytvořil pod vedením pana doc. Ing. Jiřího
Kunovského, CSc. Jedná se o materiál, který názorně přibližuje souvislosti mezi aritmeticko-
logickou jednotkou a Booth algoritmem. Tento materiál je v době psaní této práce již dru-
hým rokem úspěšně zařazen do výuky v rámci předmětu IPR na FIT VUT v Brně a najdete
ho i na přiloženém CD.
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