Abstract. In this paper, we exploit the potential of the GPU in order to accelerate the process of 3D shape retrieval in large databases. Indeed, the massive parallelism of the GPU offers a huge performance in much high-performance computing (HPC) applications. Our solution consists to accelerate the shape matching process of methods that use a specific similarity metric called Clock Matching (CM). This CM measure is used by view-based methods as an efficient solution to compare two 3D models even if they are not presented in same pose and orientation by taking into account all possible poses in the matching phase. However, the increase in the number of comparisons has a strong influence on the execution time. Our challenge is to exploit the maximum benefit of GPU computing resource by considering the difficulty of implementing the CM metric on GPU. Indeed, the descriptor of a given 3D object is organized using a specific data structure (hash table), where only the information whose values are not equal to zero appears in the feature vector, which makes the parallelization on GPU to be not trivial. Experiment results show a reasonable benefit from the GPU approach.
1. Introduction. Thanks to the current digitizing and modeling technologies, the number of accessible and available 3D models on the web is increasing, which yielded large databases of 3D models. This has led to the development of 3D shape retrieval systems [1, 7, 6, 9, 10, 12, 14, 15, 16] that, given a query object, retrieve similar 3D models. These systems work into two essentials phases which are shape indexing and shape matching. The first one consists to compute the descriptor of a given 3D object while the second one, consists to compare the query object with the 3D models in the database. For most of 3D shape retrieval method, the k objects similar to the query are returned until the shape matching is done with the whole 3D objects in the database. When the dataset size gets very large, the shape matching process becomes very challenging. The challenges come especially from the augmentation of computational time.
In order to accelerate the retrieval process, various content-based retrieval methods and approaches have been proposed in the literature [1, 2, 3, 4, 8, 14, 16] . Including sequential solutions [1, 4] and those based on high-performance computing, like multi-core [3] and GPU [2, 8] , ... Despite the high-efficiency of HPC solutions, the problem is that there are a few works in the literature that implement the 3D shape retrieval under GPU environment, most of them are partial since they only concern the shape indexing phase [8] .
To accelerate the shape matching phase we have already proposed a GPU-based implementation [2] , of a given 3D shape retrieval method called BF-SIFT [11] . The solution proposed in [2] is general and it can be applied to several methods based on the same similarity metric which is KLD (Kullback-Leibler divergence), such as Euclidean distance.
In this paper, we propose a GPU-based implementation of a specific similarity metric called Clock Matching (CM). This similarity measure is used by two view-based methods which are CM-BOF proposed by [10] , and CM-VGG presented in [14] . The only difference between the two methods is in the way they do shape indexing, the first one uses Bag-Of-Feature [5, 10, 11] while the second one uses the deep learning approach [14] . The CM metric is the common point between them, its basic idea is to compare two 3D objects even if they are presented in different poses and directions by doing a set of comparison according to 24 different poses still exist for a normalized model. This technique permits to overcome the problem of the alignment and the reflexion. However, the increase in the number of comparisons is a very critical point with a strong influence on the execution time. Our challenge is to adapt the CM metric to be performed on GPU. Indeed, the difficulty of this implementation is that the feature vector of a given 3D object is organized using a specific data structure cf. Figure 1. 1.b, which makes the parallelization GPU to be not trivial. Note that as our contribution concerns not only the CM approach but it resolves the problem of how performing a metric between specific data-structure as a hash table on the GPU.
The rest of the paper is organized as follows. Sect. 2 is devoted to the related works. In Sect. 3 we give a brief description of the Clock matching technique. Our proposed implementation is presented in Sect. 4. Sect. 5 is devoted to the experimental results. We conclude the paper in Sect. 6.
2. Related works. 3D shape content-based retrieval in large datasets is an active research topic related to different fields such as computer vision and pattern recognition,... Indeed, large databases of multimedia data have become available on the web. However, when the dataset size gets very large, the retrieving process becomes very challenging. The challenges come from storage, computation speed, and features representation. Various methods and techniques have been proposed in the literature to accelerate the process of retrieving [1, 2, 3, 4, 8, 14, 16] . The different solutions proposed can be classified into two categories:
• Solutions based on sequential approaches: as an example of these solutions, our proposed work [4] , the idea is, for a classified database, we represent each class by a representative in order to orient the process of matching only in the classes of which its representative is the most similar to query. In other work [1] , we have proposed an approach that can reduce the number of comparisons of the query in the database.
• Solutions based on high-performance computing(HPC), for multi-core architecture, the idea presented in [3] is to compare the query object simultaneously with P objects, where P is the number of processors. For GPU solutions, Wu [8] have proposed an implementation of SIFT algorithm, this solution is partial because it concerns only a step of shape indexing process and not the shape matching process. To our knowledge, the only work that dealt with the shape matching process on GPU is [2] , in which we have proposed a GPU-based implementation of an existing method called BF-SIFT [11] . This solution is general it can be applied to different well-known dissimilarity measurements such as Euclidean L2, Minkowski.
3. Description of the Clock Matching metric. The Clock matching is a specific similarity metric employed for the first time by the CM-BOF [10] method to compare descriptors of two 3D objects. Recently, it's used in SHREC'17 Track by the CM-VGG method [14] . The CM-BOF and CM-VGG are both view-based methods and the only difference between them is in the way that's used to characterize the shape of a given 3D object. The first one uses the Bag-Of-Features approach [5, 10, 11] while the second one uses the deep learning approach [14] .
To characterize a given 3D object, these view-based methods capture a set of 2D view around its 3D shape using a virtual camera. Each 2D view is described as a feature vector of one dimension. Fortunately, for the two case, in CM-BOF and in CM-VGG, the feature vector produced is a very sparsely populated histogram, in which most of the bins have population zero, and the remaining non-zero elements are small (e.g., < 200) positive integers. Thus, the descriptor can be replaced by a lookup into a small table in order to minimize the spatial storage and then the execution time. In this case, a 3D object is described by a matrix of a set of lines, corresponding to each 2D view; while the number of columns differs from one view to another. Each line represents the data structure, it contains the following information: number of non-zero elements, the non-zero elements and its index in the original form cf. To compare two 3D objects, the two methods uses the Clock Matching metric. The basic idea of this approach is that, after getting the major axes of an object, instead of completely solving the problem of fixing the exact positions and directions of these three axes to the canonical coordinate frame, all possible poses are taken into account during the shape matching stage. For this, 24 different poses still exist for a normalized model.
When comparing two 3D objects, one is fixed in the original orientation while the second one may appear in 24 different poses. The dissimilarity between two 3D objects is measured by the minimum distance of their all (24) possible matching pairs. The dissimilarity measurement used is:
where O 1 , O 2 are the two objects to be compared, N v is the number of 2D views of a given 3D object. Dist is the distance between the descriptors of two 2D views and it's defined as follows:
where N w is the number of features in each 2D view. Note that this number differs from one view to another.
The proposed implementation.
Our solution is to adapt Clock Matching dissimilarity measurements used by CM-BOF and CM-VGG to be performed in the GPU by parallelizing the two functions cf. Eq(3.1) and cf. Eq(3.2) presented in previous section.
In order to maximize the benefits power of GPU computing, by launching the maximum of threads, our general idea is to compare the query object simultaneously with the whole database of 3D models instead of comparing one by one such as the sequential solution.
Launching the maximum of threads using Clock Matching metric is very challenging because this similarity function contains several loops, and it's necessary to take into account several permutations. The matter is further complicated by the fact that, the data of the descriptors are organized using a specific data structure (cf. Figure 1.1.b) which makes the parallelization GPU to be difficult and not trivial. For example, to compute the following function
we need to compute the minimum between elements of two vectors for the same indices, which is not the case because the two vectors are data structured.
To achieve the aim of comparing the query object at the same time as the entire database by launching the maximum of threads, we need a good preparation of the data and an efficient adaptation of the treatment.
Assume that we have a database of m 3D models, and we want to retrieve similar objects for a given query on the GPU. The first step is to prepare the data to be transferred to the GPU. For m 3D objects in the database, the descriptor of each 3D object is represented by a matrix of N v * N w (j), while and N w (j) is the size of the jth line; this size is different from one view to another cf. Fig 1. 1. All this data will be converted to a one-row vector of size equal m * N v * N w (j) and we transfer it to the GPU. We denote this vector by
Regrouping all the data of m 3D objects as one vector will raise the problem of how to determinate the size of each jth line corresponding to each 2D view. To overcome this problem, our idea is to keep the data of the query object in the original form without structuring it. In this case, the query object is represented by a matrix of size N w * N v while N w is the size of the descriptor of each 2D view. Since the indexing process of the object query is performed online, our solution that consists of keeping the initial form permits to reduce the execution time allowed to the structuring process.
So, after transferring the dataDB to GPU, we transfer the data of query object as one vector of N w * N v which we denote dataQuery.
To perform the shape matching on the GPU, by taking into account the exploiting of the maximum of GPU computing power, our solution consists to separate the treatment of the two functions cf. Eq(3.1) and cf. Eq(3.2) as follows:
• Step 1: we calculate the function
• Step 2: we calculate the function max(
Step 3: we calculate the distance: Dist (dV o1 , dV o2 ) • Step 4: we calculate the distance:
Step 5: we sort the obtained distance D. Several kernels are used to calculate the different functions on GPU such as:
1. Kernel 1 is used to compute the minimum between pair of elements of two vectors 2. Kernel 2 is used to compute the maximum between pair of elements of two vectors 3. Kernel 3 is used to compute the sum of elements of a given vector.
Kernel 4 is used to compute the division between pair of elements of two vectors
Each step of the five steps has its special adaptation on GPU. To clarify this, we will explain step by step.
Step 1. For the first step which is
min(dV o1 (j) ,dV o2 (j)), we use two kernels (kernel 1 and kernel 2). The first one is to compute the minimum function and the second one to calculate the summation of results obtained by the first kernel.
4.1.1. The minimum function. Instead of computing the minimum between two descriptors one by one and sequentially, our solution is to compute this minimum function simultaneously and in the same time between query and all objects in the database. Our idea is to launch a m*N v *N w (j)*24 threads on GPU each one will execute following instruction:
The problem with launching these numbers of threads simultaneously is how to control access index to vector elements because the size of each row in the database is different from one line to another cf. Figure 1. 1. For example, assume we have launched 18 threads to compute the minimum between the two vectors presented in cf. Figure 1. 1, for the first four threads there is no problem, each one will execute its instruction as follows:
dataQuery [3] <dataDB [3] The problem start with the second line of the matrix, it consists of determining the index that permits the access to the second line of query matrix. To overcome this problem our solution is to generate two vectors :
• The first one is to control the acces to information in dataDB, its size is equal to the size of the database data (m * N v * N w (j) ); we call it T ableSize. Note that as this operation is performed offline. This vector is generated as follows: 
• The second one is to control the access to the information in dataQuery, its size is equal to the size of the data query N v * N w . We call it IndexDB. The two tables are used as follows :
where 0≤ i < m*N v *N w (j)*24 and 0≤ j < m*N v *N w (j). It remains to take into account the 24 permutations possible, to do this our kernel is presented as follows:
global void MinGPU(const int *dataQuery ,const int *indexDB, const int * tableSize, const int *dataDB, const int *Permute, int *ResultMin, int num, int numElements)
The kernel represented above is not very optimized. To optimize it, we calculate the treatment indexDB[j] + N w * tableSize[i] on CPU since it's an offline operation. To optimize the memory, we transfer the result of this treatment using the vector allowed to return the result; this vector is called ResultM in. The final kernel is given as follows: global void MinGPU(const int *dataQuery, const int *dataDB, int *ResultMin, int num, int numElements) { int tmp,j; int i = blockDim.x * blockIdx.x + threadIdx.x; if (i < numElements)
This kernel is used to execute m * N v * N w (j) * 24 threads simultaneously. The data transferred to GPU memory for this kernel is as follows:
• The vector dataQuery is of size equal to N w * N v • The vector dataDB is of size equal to m * N v * N w (j)
• The vector ResultMin is of size equal to 24 * m * N v * N w (j) 4.1.2. Calculate the sum of the obtained result. In this step we calculate the sum of the sub-vectors of size N w (j) of the obtained result (ResultMin). To compute this sum we have used the kernel 'reduce by key' of Thrust library by exploiting tableSize vector used previously.
4.2.
Step 2. For this step, we proceed as follows:
• We transfer to the GPU the vector that contain the sum of lines of dataDB (
dV (j)). Note that as this sum is calculated offline on the CPU (cf. Figure 4.1) . This vector of size m * N v is denoted by SumDB.
• We calculate on GPU of the sum
dV (j) of the dataQuery. We obtain by this a vector of size N v . We call this vector by SumQuery. Note that as the data of the query is previously transferred to the GPU memory.
• We calculate the max function simultaneously between the two vectors SumQuery and SumDB. To do this we proceed as follows : we launch 24 * m * N v threads on the GPU, each one will execute the operation: Step 4. In this step :
• Firstly, we calculate the sum of sub-vector of size N v of the obtained Dist vector. This step is performed on GPU using the kernel 3. We obtain by this a vector of size 24 * m. We call it by SumDist.
• Then, we calculate the minimum of 24 elements of the obtained vector (SumDist). This step is performed on GPU using reduce kernel but instead of calculating the sum we calculate the min between two elements. The obtained vector (D) is the distance of the object query and m objects in the database. 
4.5.
Step 5. In order to return the result, the last step is to sort the obtained vector of distance. This step is performed also on GPU.
Experimental results.
Tests are performed on a machine with a GPU of type GeForce GT610 of 2048 MB global memory. For the GPU programming, we have used CUDA.
For the 3D object database, we have used Princeton 3D Shape Benchmark database [13] . We have compared between CPU and GPU for the sizes of the database (100, 200, 300, 400, 500, 600, 700, 800). Figure 5 .1, shows the evolution of the execution time of the shape matching process with different sizes of the database and for both implementations on the CPU and on the GPU. The obtained results show that the execution time is significantly reduced for the case of GPU based implementation which means that's interesting to use this new resource of high-performance computing. On the other hand and always for the case of GPU, the Fig Figure 5 .1 shows that the evolution of the execution time when increasing the size of the database is almost linear; if we consider T m as the GPU time obtained for m 3D objects, the obtained results show as T m ≈(2 * T m/2 ), which means that the large scale can be achieved using GPU. For multi-GPU, the database of m 3D objects can be divided on the number k of GPUs. Each one performs the matching of m/k 3D models independently.
6. Conclusion. In this paper, we are interested in the computational efficiency of 3D shape retrieval process. We have proposed a GPU-based implementation in order to accelerate the shape matching of methods that use Clock Matching metric. This implementation exploits the maximum of the potential of the GPU and it permits to compare simultaneously, the query object with a large number of 3D models. This has the advantages of obtaining the retrieval results in a very short time, the thing that was well justified by the experimental results. Experimental results show that the execution time is significantly reduced compared to the execution on the CPU. Our proposed solution shows that the large-scale retrieval can be achieved using GPU.
