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Tato práce se zabývá steganalýzou, neboli detekcí steganografie, a dále pak útoky na di-
gitální vodoznaky, jejichž úlohou je zneplatnění vodoznaků. V práci je navržena a imple-
mentována aplikace, sloužící na detekci stegogramů. Aplikace se zabývá hlavně obrázky,
vytvářenými metodou substituce nejméně významných bitů programem QuickStego. Spo-
lehlivou detekci zajišťuje navržená metóda, která dekóduje informace vložené do obrázku, a
vyhledává specifická data vkládaná programem QuickStego. V závěru práce jsou prováděny
experimenty na vzorce obrázků, které potvrzují možnost detekovat stegogramy.
Abstract
This thesis focuses on steganalysis, which is detection of steganography, and then on at-
tacks on digital watermarking, which aim to invalidate watermarks. The application for
stegograms detection is designed and implemented in this thesis. The application focuses
on the images, produced by substitution of the least significant bits in QuickStego program.
Reliable detection is insured by the designed method, which decodes information embedded
in the image, and searches for specific data embedded by the program QuickStego. In the
end of the thesis, few experiments are conducted on the sample images, which confirm the
ability of detecting stegograms.
Klíčová slova
Steganalýza, Zneplatnění vodoznaků, Vizuální útok, Statistický útok
Keywords
Steganalysis, Watermark breaking, Visual Attack, Statistical Attack
Citace
Jakub Gavorník: Útoky na steganografické systémy
a vodoznaky, bakalářská práce, Brno, FIT VUT v Brně, 2012
Útoky na steganografické systémy
a vodoznaky
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing.
Mgr. Martina Henzla. Uvedl jsem všechny literární prameny a publikace, ze kterých jsem
čerpal.




V tejto časti by som sa chcel poďakovať vedúcemu práce Ing. Mgr. Martinovi Henzlovi
za ochotu pomôcť mi pri vypracovaní tejto práce a takisto za ponechanie dostatočného
priestoru na moje vlastné riešenia problémov.
c© Jakub Gavorník, 2012.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
1 Úvod 3
2 Steganografia a Watermarking 4
2.1 Steganografia . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.1.1 História steganografie . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.1.2 Steganografický systém . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.1.3 Substitúcia najmenej významného bitu . . . . . . . . . . . . . . . . 7
2.1.4 Ďalšie algoritmy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.2 Digitálny watermarking . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.2.1 Metódy vkladania vodoznaku . . . . . . . . . . . . . . . . . . . . . . 10
3 Steganalýza a útoky na watermarking 11
3.1 Steganalýza . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3.1.1 Vizuálny útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
3.1.2 Štrukturálny útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.1.3 Štatistický útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3.2 Útoky na watermarking . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.2.1 Jitter Attack . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.2.2 Mosaic Attack . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.2.3 Interpretačný útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.2.4 StirMark . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4 Súčasný stav 23
4.1 Stego-software . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
4.1.1 QuickStego . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
4.2 Software na steganalýzu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.2.1 StegSecret . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.2.2 Virtual Steganographic Laboratory – VSL . . . . . . . . . . . . . . . 24
4.2.3 StegSpy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.2.4 Guillermitove nástroje . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.3 Zhrnutie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
5 Návrh aplikácie 26
5.1 Požiadavky na program . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
5.2 ASCII útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
1
6 Implementácia 27
6.1 Použité nástroje . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
6.1.1 Programovací jazyk . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
6.1.2 Qt . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
6.1.3 QCustomPlot . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
6.1.4 GNU Scientific Library – GSL . . . . . . . . . . . . . . . . . . . . . 28
6.2 Grafické rozhranie . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
6.3 Načítanie obrázku . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
6.4 Načítanie adresára . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
6.5 Vizuálny útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
6.6 Štatistický útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
6.7 ASCII útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
6.8 Obrázky hotovej aplikácie . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
6.9 Známe problémy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
7 Experimenty 32
7.1 Vizuálny útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
7.2 Štatistický útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
7.3 ASCII útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
7.4 Ostatné . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
7.4.1 Štrukturálny útok . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
7.4.2 Útoky na InPlainView . . . . . . . . . . . . . . . . . . . . . . . . . . 38
8 Záver 41
A Obsah CD 44
B Manuál 45
B.1 Príprava programu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
B.1.1 Použité knižnice . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
B.1.2 Inštalácia GSL knižnice . . . . . . . . . . . . . . . . . . . . . . . . . 45
B.2 Preklad a spustenie programu . . . . . . . . . . . . . . . . . . . . . . . . . . 45




Táto bakalárska práca sa zameriava na steganalýzu a útoky na watermarking. Pre pochope-
nie fungovania steganalýzy a útokov na watermarking je potrebé zoznámiť sa so základmi
steganografie a watermarkingu. V prvej časti kapitoly 2 sa budem najprv venovať stega-
nografii. Stručne spomeniem jej vývoj a jej úlohu v histórii. Následne čítateľa zoznámim
s terminológiou využívanou v súvislosti so steganografiou a steganalýzou. Na konci tejto
časti sú spomenuté najvyužívanejšie algoritmy na ukrývanie dát. V druhej časti kapitoly sa
budem venovať digitálnemu watermarkingu. Na základe jednotlivých vlastností vysvetlím
jeho potrebu v súčasnosti.
Tak ako existuje kryptoanalýza, ktorá núti kryptografiu k neustálemu posunu ďalej,
bližšie k bezpečnejším algoritmom, tak isto steganalýza núti steganografiu vyvýjať sa. To
isté platí aj pre watermarking, ktorý so steganografiou úzko súvisí. V kapitole 3 sú po-
písané metódy útokov a ich cieľ. Detailne sa budem venovať vizuálnemu útoku a útoku
štatistickému, ktoré budú slúžiť ako hlavné útoky v mojej aplikácii.
Útokom na watermarking sa budem venovať v druhej časti kapitoly 3. Popíšem hlavné
ciele útokov, a pár ich detailne popíšem. Na rozdiel od steganalýzy sa útokom na water-
marking budem venovať iba na teoretickej úrovni.
V nasledujúcich kapitolách sa budem venovať praktickej časti bakalárskej práce – vý-
voju steganalytického softwaru, ktorého hlavná úloha spočíva v detekcii ukrytých dát. Na
základe rozboru súčasného stavu dosputných nástrojov (kapitola 4) som si vybral program
QuickStego, proti ktorému sa budem zameriavať.
V kapitole 5 popíšem návrh programu, a novej metódy, ktorá bude mať na starosti
presnú detekciu ukrytých dát v obrázku vytvorenom programom QuickStego. Proces imple-
mentácie, spolu s popisom využitých nástrojov bude popísaný v kapitole 6.
Následne sa budem venovať experimentovaniu na testovaciom súbore obrázkov vytovre-
ných programom QuickStego (kapitola 7). Nakoniec sa pokúsim otestovať program aj na




V nasledujúcej kapitole sa budem postupne venovať histórii steganografie (sekcia 2.1.1),
základným pojmom z tejto oblasti a jednotlivým časťiam steganografického systému (sekcia
2.1.2). Sekcia 2.1.3 obsahuje najjednoduchší a najpoužívanejší spôsob ukrývania informácií
– substitúcia najmenej významného bitu.
V časti 2.2 je stručne popísané využitie vodoznakov v súčastnosti a ich hlavné vlastnosti.
V prípade robustnosti sú popísané robustné, semi-krehké a krehké vodoznaky. Na základe
viditeľnosti sú vodoznaky delené na viditeľné a neviditeľné.
Aj keď sa na vkladanie informácie využívajú, či už v steganografii, alebo watermarkingu
podobné postupy, je dôležité uvedomiť si základný rozdiel medzi týmito spôsobmi. Kým
v steganografii je cieľom dáta ukryť tak, aby nebolo možné s určitosťou povedať, či sa tam
dáta nachádzaju, alebo nenachádzajú, hlavnou úlohou watermarkingu je zaistiť aby nebolo
možné vodoznak odstrániť. Vo všeobecnosti môže byť úplne jasné, že sa v obrázku vodoznak
nachádza [5].
Možnosti ukrývania informácii sú delené do kategórii (Obrázok 2.1), vytvorených do-
hodou na prvom medzinárodnom workshope, týkajúceho sa ukrývania informácii [1] [12].
Obrázek 2.1: Možnosti ukrývania informácií
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2.1 Steganografia
Steganografia je umenie tajnej komunikácie. Jej hlavným cieľom je ukryť výskyt komuniká-
cie cez verejný kanál. Na rozdiel od kryptografie, steganografia ukrýva samotnú existenciu
správy alebo akúkoľvek inú formu komunikácie, zatiaľ čo cieľom kryptografie je zatajiť
obsah správy. Ukrytie výskytu komunikácie je vykonané vložením tajnej správy do inej
krycej správy, ktorá slúži ako nosič. Cieľom je modifikovať nosič tak, že vloženie správy,
ani samotná správa nie je viditeľná. Multimediálne dáta ako audio, video alebo obrázky
môžu slúžiť ako výborné nosiče. Po digitalizácií obsahujú takzvaný kvantizačný šum, ktorý
poskytuje miesto na vloženie dát [18].
2.1.1 História steganografie
Steganografia je grécke slovo, pozostávajúce zo slov στεγανός (steganos) a γράφειν (gra-
phei), čo znamená
”
skryté písanie“ [12]. Prvý steganografický typ komunikácie bol použitý
v starovekom Grécku 430 pred n.l. Grécky historik Herodotus popisuje použitie stegano-
grafie v jeho knihe Dejiny v dvoch prípadoch. V prvom, Histiaeus – tyran z Milétu, oholil
hlavu otrokovi, ktorému najviac veril, správu mu vytetoval na hlavu, a po dorastení vlasov
ho poslal na zadané miesto a takto poslal správu. V ďalšom prípade spomenutom Herodo-
tom použil Demeratus (grék na Perskom dvore) drevenú tabuľku s voskom, na ktorú vyryl
správu, a následne ju prekryl novým voskom. Takto varoval Spartu pred inváziou vedenou
Xerxesom [2][12].
Prvé zaznamenané použitie slova steganografia sa datuje do roku 1499, kedy bolo použité
v diele Steganographia. Johannes Trithemius túto rozpravu o kryptografii a steganografii
zamaskoval za knihu o mágii [19].
V blízkej minulosti boli použité vyspelejšie steganografické techniky. Jednou s nich bolo
použitie neviditeľného atramentu, ktorý po napísaní správy zmizol. Správa bola potom od-
halená pomocou nahrievania, alebo inej chemickej reakcie. Táto technika bola využívaná už
ku koncu Prvej Svetovej Vojny a na začiatku Druhej Svetovej Vojny bola veľmi využívaná.
Ako neviditeľný atrament boli používané ľahko dostupné organické substancie ako mlieko,
alebo moč [12].
V roku 1860 bol vyriešený základný problém tvorby malých obrázkov, čo bolo využívané
v rokoch 1870-1871 počas Prusko-francúzskej vojny. V dobe Prvej Svetovej Vojny boli tieto
obrázky redukované na veľkosť mikrobodiek. Bolo ich možné umiestniť na vytlačené bodky,
čiarky, alebo písmená v listoch, alebo aj časopisoch [12][9].
V súčasnosti sa využíva hlavne metóda substitúcie dát, kde je časť dát v krycom médiu
nahradených tajnou správou.
2.1.2 Steganografický systém
Stego-systém (steganografický systém) je v steganografii obrázkov systém, ktorý je schopný
skryť tajnú informáciu v obrázku, bez toho aby o existencii správy vedela tretia strana. Vý-
sledný obrázok sa nazýva stegogram [2], alebo stego-obrázok [13]. Pri vytváraní stegogramu
je vynaložené veľké úsilie na čo najnevinnejší vzhľad obrázku. Fungovanie steganografického
systému je zobrazené na obrázku 2.2 (prevzaté z [2]).
Stego-systém však obsahuje aj systém, ktorý umožnuje prijatú správu prečítať po do-
ručení adresátovi. Tieto dva podsystémy sa nazívajú stego-systém enkóder a stego-systém
dekóder.
5
Obrázek 2.2: Steganografický systém
Stego-systém enkóder
Stego-systém enkóder je srdcom steganografického systému. Umožňuje vkladať tajnú správu
do krycieho média. V prípade steganografie obrázkov, enkóder číta krycí obrázok cm,n (kde
m a n sú dimenzie výšky a šírky obrázku c), a vkladá správu m úpravou starostlivo vy-
braných hodnôt krycieho obrázku ci. Ktoré hodnoty ci sú zmenené, zavisí na jednotlivom
vybranom algoritme [2]. Tento proces výberu robí každý stego-systém výnimočným.
Región, ktorý je typicky zvolený na ukrytie správy, je často vybraný podľa domnienky,
že obsahuje redundantné dáta [13]. Výberom takejto oblasti je možné dosiahnuť zmenu
obrázku, bez priameho dopadu na celkovú zreteľnosť obrázku. To znamená, že je obtiažne
voľným okom detekovať ukrytú správu[2].
Fungovanie enkódera je zobrazené na obrázku 2.3 z [2].
Obrázek 2.3: Všeobecná schéma základného stego-systém enkódera
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Stego-systém dekóder
Stego-systém dekóder umožňuje príjemcovi steganoramu získať odhad tajnej správy m′.
Vo všeobecnosti hovoríme o odhade, pretože každá časť správy mi je odvodená od miesta
v stegograme v závislosti na zdieľanom kľúči k. To znamená, že to nie je 100 % identická
správa, k správe vloženej do enkódera. V každom prípade, dobrý stego-systém zaručuje, že
odhad bude čo najbližšie k pôvodnej správe m ako to len pôjde [2]. Na obrázku 2.4 z [2] je
zobrazená schéma základného stego-systém dekódera.
Obrázek 2.4: Všeobecná schéma základného stego-systém dekódera
2.1.3 Substitúcia najmenej významného bitu
LSB, alebo aj najmenej významný bit je vo výpočetnej technike bit, ktorého poloha v bi-
tovej sekvencii určuje párnosť, respektíve nepárnosť čísla. Majme takúto 8 bitovú binárnu
sekvenciu:
1 0 1 1 0 0 1 1
Celková suma tohto čísla je v desiatkovej sústave 179. LSB je číslo nachádzajúce sa na po-
slednom mieste. Zmena tohto bitu nema veľký dopad na celkovú sumu čísla. Číslo sa zmení
maximálne o ±1. Ak počítame, že každá takáto 8-bitová sekvencia vyjadruje farbu pixela
v obrázku, zmenou tejto hodnoty o ±1 nedosiahneme žiadnu zmenu, ktorá by bola viditeľná
voľným okom. Faktom je, že najmenej významný bit každého pixela môže byť potenciálne
zmenený bez toho, aby bola zmena viditeľná. To poukazuje na veľkú mieru redundancie
dát v obrázkoch, a znamená to, že môžeme efektívne nahradiť najmenej významné bity,
bitmi tajnej správy. Táto metóda sa nazíva substitúcia najmenej významného bitu – LSB
substitúcia [2].
Pri aplikovaní algoritmu na zmenu najmenej významného bitu sú časté dve schémy:
sekvenčná a náhodná. Sekvenčný prístup znamená, že vkladanie správy prebieha od prvého
pixelu krycieho obrázku c0,0 a pokračuje pre každý bit správy postupne. Náhodné vkladanie,
na rozdiel od sekvenčného, rozptyľuje jednotlivé bity tajnej správy do plochy krycieho
obrázku [12][2].
V ranných fázach steganografického vývoja sa verilo, že najmenej významné bity ob-
rázku sú ideálne miesto na ukrytie tajnej správy [18]. Nielenže zmenou LSB nedochádza
k výraznej modifikácii obrázku, ale taktiež sa celkové rozloženie týchto bitov javí byť ná-
hodné. Inými slovami, ak zobrazíme najmenej významné bity na obrázku, kde 0 je čierna
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a 1 je biela, ich rozdelenie bude také náhodné, že zmenou ich hodnoty budú stále vyzerať
náhodne.
Obrázok 2.5 z [2] ilustruje na základe čoho sa počítalo s týmto predpokladom. Obrá-
zok umožnuje porovnanie jednotlivých bitových rovín (Bit Plane), kde BP = 8 znamená
zobrazenie obrázku na základe jeho najviac významného bitu.
Obrázek 2.5: Pôvodný obrázok a jeho jednotlivé bitové roviny v zostupnom poradí
Pri pohľade na obrázok 2.5 je zrejmé, že zobrazenie najmenej významných bitov je
náhodnejšie ako zobrazenie bitov významnejších, preto je pochopiteľné odvodenie takéhoto
predpokladu. Andreas Westfeld a Andreas Pfitzmann prišli na to, že táto hypotéza nie je
pravdivá [18]. Tento problém je popísaný v kapitole 3.1.1, venovanej vizuálnemu útoku.
2.1.4 Ďalšie algoritmy
Nasledujúce algoritmy patria medzi pokročilejšie. Venovať sa im budem len v krátkosti,
pretože sa venujú ukrývaniu informácii do JPEG obrázkov pomocou DCT (diskrétna cosí-
nusová transformácia) alebo DFT (diskrétna fourierova transformácia)[8]. Aj tieto algorimy
sú už prelomené, a je možné detekovať dáta nimi ukryté [6].
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Outguess
Software vyvynutý Nielsom Provosom [16], taktiež mení najmenej významné bity ako
ostatné programy. Robí to spôsobom, aby nezmenil štatistiky v obrázku. Úplne zjedno-
dušene vkladanie prebieha nasledujúcim spôsobom. Po každej zmene bitu v obrázku (napr.
z 0 na 1), sa na inom mieste v obrázku taktiež zmení ekvivalentný bit (napr. z 1 na 0), aby
boli zachované štatistické detaily [16]. V konrétnej implementácii je algortimus použitý na
zmenu kompresných koeficientov JPEG obrázku.
Algoritmy F3, F4 a F5
F3 algortimus mení koeficienty tak, že ich absolútna hodnota sa zmenšuje, alebo ostáva
rovnaká. Napríklad, ak chcem vložiť bit obsahujúci log. 1, do koeficientu ktorý obsahuje
číslo 2, nestane sa z koeficientu číslo 3, ale klesne na 1 [9][16].
F4 sa od algoritmu F3 odlišuje tak, že pracuje s negatívnimy koeficientami JPEG obrázku.
To znamená, že ak by sme mali koeficient −5 a chceli do neho vložiť nulu, nedostaneme
−4, ale hodnota ostane −5 [9][16].
F5 sa správa rovnako ako F4, ale vylepšuje jeho efektivitu vkladania použitím matíc [9][16].
2.2 Digitálny watermarking
Digitálny watermarking (vodoznak) je proces vkladania informácie do digitálneho signálu.
V súčasnej dobe je watermarking používaný nasledovne [11][12]:
• ochrana autorských práv (copyright protection) – zabrániť tretím stranám privlastniť
si vlastníctvo digitálneho média
• fingerprinting – poskytnúť informácie o príjemcovi (namiesto vlastníka), aby bolo
možné sledovať distribuované kópie média
• ochrana proti kopírovaniu – kontrola zariadení slúžiacich na kopírovanie a zabránenie
kopírovania, v prípade, že je nastavená ochrana média voči kopírovaniu
• overovanie obrázku (image authentication) – kontrola pravosti digitálneho média
Vodoznaky je možné podľa robustnosti kategorizovať do týchto kategórií [20]:
• krehký vodoznak – Vodoznak ktorý nie je možné detekovať už po jemnej modifikácii.
To je využívané ako dôkaz, že obrázok nebol zmenený (napríklad dôkaz na súde) [12].
• semi-krahký vodoznak – Vodoznak, ktorý je odolný miernym zmenám, ale je zničený
silným utokom. Používa sa na detekciu týchto silných útokov [20].
• robustný vodoznak – Vodoznaky ktoré nie je možné odstániť bez zničenia objektu [12].
Tieto vodoznaky sa používajú na určenie vlastníckych práv.
Podľa viditeľnosti [20]:
• Viditeľný watermark – obsahuje informáciu viditeľnú voľným okom (v prípade audia,
voľne počuteľné). Toto riešenie slúži vo väčšine prípadov na ochranu autorských práv
a na určenie vlastníka obrázku, videa, alebo audia. Medzi vitideľný watermark partrí
napríklad logo televízie v obraze, alebo zvučka rádia počas pesničky.
• Neviditeľný watermark – slúži vo väčšine prípadov na ochranu autorských práv.
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2.2.1 Metódy vkladania vodoznaku
Vodoznaky je možné do obrázkov vkladať viacerými spôsobmi [8].
• Patchwork: Tento algoritmus vkladá do nosiča menší vodoznak, ktorý obsahuje in-
formáciu o tom, kde v nosiči sa nachádza vodoznak veľký. Patchwork je robustný na
orezávanie a na korekciu tónovej stupnice. Nie je však odolný voči prekladaniu, rotácii
alebo škálovaniu.
• Spread Spectrum: Informácia ktorá má byť vložená do nosiča, sa vloží do šumu
obrázku, audia alebo videa ktorý sa následne vloží späť do krycieho média. Táto
technika je veľmi robustná a ťažko detekovateľná.
• Ortogonálna projekcia: Vodoznak ktorý chceme do obrázku vložiť, je vkladaný do
časti obrázku, ktorá je v obrázku najdôležitejšia. Vďaka tomu je menej náchylný na
zničenie pri kompresii, alebo normálnou manipuláciou s obrázkom. Tento spôsob je
odolný voči stratovej kompresii, programom na manipuláciu s obrázkami a útokom
ako je napríklad StirMark (popísaný v kapitole3.2.4).
Všeobecná schéma fungovania vodoznakov je znázornená na obrázku 2.6. Alica – majiteľ
obrázku zakóduje do svojho originálneho obrázku vodoznak W kľúčomK. Výsledný obrázok
IW následne distribuje cieľovým užívateľom. Označením obrázku vodoznakom sa dá predísť
útokom Boba, ktorý chce obrázok ukradnúť.
Na extrahovanie vodoznaku je potrebný obrázok obsahujúci vodoznak, kľúč k vodoznaku
a vo veľa prípadoch aj originálny obrázok. Schéma extrahovania vodoznaku je na obrázku
2.7
Obrázek 2.6: Schéma fungovania watermarkingu (ob-
rázok prevzatý z [4])




Steganalýza a útoky na
watermarking
V tejto kapitole sa budem venovať steganalýze a watermarkingu osobitne, pretože aj napriek
tomu, že watermarking využíva postupy rovnaké ako steganografia, ich ciele su odlišné.
Preto sa aj ciele útokov líšia. Pri steganalýze nám ide predovšetkým o to, zistiť či sa nejaká
správa v obrázku nachádza. Pri watermarku nie je dôležité aby bol samotný vodoznak tajný
(aj v prípade že sa jedná o skrytý vodoznak), ale aby bol v ideálnom prípade neodstrániteľný.
Cieľom útokov na vodoznaky je v tom prípade zneplatnenie vodoznaku.
Sekcia o steganalýze obsahuje základné delenie útokov a samotných postupov stegana-
lýzy. Detailne sú popísané myšlienky vizuálneho útoku na stegogram (sekcia 3.1.1) a šta-
tistického útoku (sekcia 3.1.3), ktorý využíva štatistickú metódu na overenie, či náhodná
veličina má dopredu dané rozdelenie pravdepodobnosti – test dobrej zhody.
Útoky na watermarking je možné rozdeliť do troch hlavných skupín. Cieľom robustných
útokov je odstránenie vodoznaku z obrázku. Prezentačné útoky zaručujú, že vodoznaky
nebudu rozpoznané detektormi vodoznakov. O viacero interpretácií vodoznaku sa starajú
interpretačné útoky. Samostatnou skupinou sú útoky právne. V skratke sa budem venovať
útoku chvením (jitter attack) v kapitole 3.2.1 a útoku mozaikovému v kapitole 3.2.2. Detail-
nejšie sa budem zaoberať ukážkou interpretačného útoku (kapitola 3.2.3) a útoku StirMark
(kapitola 3.2.4).
3.1 Steganalýza
Steganalýza je veda detekovania ukrytých správ z médií vytvorených pomocou steganogra-
fie. Steganalýza je relatívne nová, rýchlo sa rozvýjajúca veda. Cieľom steganalýzy je rozlíšiť,
či obrázok obsahuje ukrytú tajnú správu, alebo nie. Ak je možné odhadnúť, s pravdepo-
dobnosťou väčšou ako náhodné hádanie, či obrázok tajnú správu obsahuje, je stenanalýza
považovaná za úspešnú [9].
Je možné odhaliť aj ďalšie informácie, napríklad typ kódovacieho algoritmu, dĺžku
správy, alebo obsah tajnej správy. Každá z informácií môže viesť k rozlúšteniu ďalších
informácií. Steganalytika v praxi v ideálnom prípade zaujíma práve vyňatie a dešifrovanie
tajnej spávy. To je kvôli absencii údajov o použitej stego techniky veľmi časovo náročné, až
nemožné. Preto každá ďalšia získaná informácia, ako napríklad dĺžka správy, alebo miesto
jej ukrytia, môže pomôcť pri steganalýze.
Podobne ako pri šifrovacých útokoch, aj v steganalýze môžeme rozdeliť útoky do štyroch
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kategórií. Pri každom type predpokladáme znalosť stegogramu [9]:
Chosen Stego Attack: V tomto prípade je známy použitý steganografický algoritmus.
Vďaka znalosti algoritmu a stegogramu je možné vytvoriť nové stego obrázky, z kto-
rých je potom možné odvodiť metodológiu a takto zaútočiť na zachytené médium.
Stego Only Attack: Okrem stego média nemá útočník dostupné žiadne iné informácie.
Jedinou možnosťou je skúšanie každého známeho útoku.
Known Cover Attack: Pri tomto útoku je okerm stego média známy aj pôvodný krycí
obrázok. Pri porovnaní týchto dvoch obrázkov je možné nájsť rozdiely, a pokúsiť sa
zistiť o aký typ steganografického algoritmu sa jedná.
Known Message Attack: Tento útok môže byť použitý, ak je tajná správa odhalená.
Steganalytik sa potom môže pokúsiť analyzovať stego obrázok pre budúce útoky.
Kedže v steganalýze ide prevažne o zistenie prítomnosti tajnej správy, používa sa menej
teoretické, a viac praktické delenie steganalýzy [9]:
Targeted Steganalysis (cielená steganalýza): Na zistenie prítomnosti tajnej správy
sa pre známy steganografický algoritmus používa špecifický algoritmus steganalýzy.
Študovaním a analyzovaním enkódovacieho algoritmu je možné objaviť štatistiky
ktoré sa menia po vložení tajnej správy. Výsledky väčšiny cielených útokov sú preto
veľmi presné.
Blind Steganalysis (slepá steganalýza): Táto technika je navrhnutá tak, aby praco-
vala pre všetky druhy steganografických algoritmov. Slepá steganalýza sa učí roz-
poznať rozdiely v štatistických vlastnostiach čistého a stego obrázku. Proces učenia
prebieha na veľkom množstve obrázkov v databáze. Slepé metódy sú vo väčšine prí-
padov menej presné, ale sú otvorené rozšíreniam.
Semi-blind Steganalysis (poloslepá steganalýza): Steganalýza funguje na špecifickom
rozsahu rôznych stego-systémov. Napríklad stego-systémy využívajúce vkladanie in-
formácie do priestorovej domény.
Rola steganalytika je odvodzovaná podľa cieľa ktorý chce dosiahnúť a spôsobu akým sa cieľ
pokúša dosiahnúť. Tieto roly je možné rozdeliť do troch kategórií [2]:
Pasívny steganalytik: Počas komunikácie medzi Alicou a Bobom, steganalytik zachytí
správu počas prenosu cez komunikačný kanál. Správa je analyzovaná, a je zistené, či
obsahuje tajnú informáciu. Ak je tajná informácia detekovaná, nie je Bobovi správa
doručená. V opačnom prípade je správa poslaná ďalej. To, že Bobovi nebola očakávaná
správa doručená, ho môže viesť k podozreniu, že jeho komunikácia s Alicou už nie je
bezpečná. Schéma tejto komunikácie je zobrazená na obrázku 3.1.
Aktívny steganalytik: Od pasívneho steganalytika sa lýši tým, že ak je tajná informácia
detekovaná, nasleduje pokus o jej zničenie. To može byť dosiahnuté niektorým z úto-
kov popísaných v časti 3.2. Bob správu nakoniec dostane, ale tajná informácia bude
stratená. Väčšina steganografických schém však očakáva pasívneho steganalytika, a
aktívny prístup sa využíva hlavne pri watermarkingu. Schéma tejto komunikácie je
zobrazená na obrázku 3.2.
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Obrázek 3.1: Pasívny steganalytik
Obrázek 3.2: Aktívny steganalytik
Škodlivý steganalytik: Tento útočník analyzuje správy od Alici Bobovi. Ak zachytí
správu obsahujúcu tajnú informáciu, pokúsi sa napodobniť algoritmus, ktorým boli
informácie zakódované. Takto môže neskôr komunikovať s Bobom v Alicinom mene.
Znázornenie na obrázku 3.3.
3.1.1 Vizuálny útok
Hlavnou myšlienkou tohto útoku je odstrániť všetky častí obrázku, ktoré zakrývajú správu
tak, aby bolo možné pre ľudské oko rozlíšiť kde sa nachádza ukrytá tajná správa [7]. Príkla-
dom pre sekvenčné vkladanie môže byť vyňatie LSB roviny obrázku a kontrola podozrivých
štruktúr v obrázku. Na obrázku 3.4 z [9] sú znázornené najmenej významné bitu obrázku,
pri ktorých je jasné že neobsahujú žiadne podozrivé štruktúry. Na druhom obrázku 3.5 z [9],
obsahujúcom ukrytú tajnú správu je jasne viditeľná štruktúra, ktorú možno ďalej skúmať.
Dôvod úspechu spomínaného útoku je vkladanie správy do obrázku hneď po konverzii
z ASCII na 8 bitové sekvencie [2]. Ak konvertujeme a vkladáme týmto spôsobom, nechcene
skresľujeme frekvenciu núl v obrázku, a to je dôvod prečo vidíme miesto vloženia tak jasne.
Skreslenie je spôsobené štruktúrou bitových sekvencií, ktoré sú vytvorené konverziou. Veľké
a malé anglické písmená spadajú v ASCII tabuľke do pásma 65-90, respektíve 97-122, a
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Obrázek 3.3: Škodlivý steganalytik
Obrázek 3.4: Najmenej významné bity
prirodzeného obrázku [9]
Obrázek 3.5: Najmenej významné bity
stego-obrázku [9]
práve tie sú najčastejšie využívané na komunikáciu. Pri prevode týchto čísel do dvojkovej
sústavy, získame sekvencie ktoré vidno na príklade v tabuľke 3.1.
Z tohto príkladu je vidno, že frekvencia núl je podstatne vyššia ako frekvencia jednotiek.
Je samozrejmé, že ak nahradíme zdanlivo náhodnú distribúciu núl a jednotiek distribúciou,
ktorá obsahuje viac núl, bude možné odhaliť istý vzor. Takisto je vidieť, že prvých pár bitov
sa vo väčšine prípadov vôbec nemení, a to bude spôsobovať istú formu periodicity. Tomuto
správaniu sa dá predísť kryptografiou, ktorá produkuje
”
náhodnú“ sekvenciu bitov.
Aby sme boli schopný vidieť nezrovnalosti, alebo štruktúry, predpokladáme, že dĺžka
tajnej správy je kratšia ako celková možná kapacita danej bitovej roviny (LSB roviny v na-
šom prípade). Ak by bola správa vložená do každého najmenej významného bitu obrázku,
ako výsledok útoku by sme videli obrázok podobný nasledovnému – Obrázok 3.6 z [2]. Nie
je naďalej možné vidieť zmeny v štruktúre, a preto je tažšie pre steganalytika vysloviť záver
o tom či sa jedná o stegogram. V každom prípade, ak je na obrázku istý objekt, je vysoko
nepravdepodobné, že by LSB rovina vyzerala nasledovne.
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A 65 01000001 a 97 01100001
B 66 01000010 b 98 01100010
C 67 01000011 c 99 01100011
D 68 01000100 d 100 01100100
. . . . . . . . . . . . . . . . . .
Z 90 01011010 z 122 01111010
Tabulka 3.1: Príklad čísel predstavujúce znaky abecedy v ASCII tabuľke
Obrázek 3.6: Rovina LSB obsahujúca správu plnej kapacity [2]
3.1.2 Štrukturálny útok
Kompresné algoritmy, podobne ako steganografia využívajú redundanciu v obrázkoch na
dosiahnutie cieľa [7]. To znamená, že aj napriek tomu, že žiadna zmena na obrázku nie je
viditeľná, kompresné algoritmy to ovplyvní. Po vložení (hlavne náhodných) dát nebudú tieto
algoritmy také účinné. Aj keď majú jednotlivé obrázky rovnakú veľkosť (bezstratový BMP
formát), po kompresii niektorým z kompresných algoritmov napr. zip, je možné pozorovať
rozdiely vo veľkosti súborov.
3.1.3 Štatistický útok
Stegogram môžeme rozdeliť na dve časti – dáta tvoriace obrázok a dáta tvoriace správu.
Dáta obrázku sa týkajú fyzického obrázku, ktorý vidíme, a hodnoty farieb pre jednotlivé
pixely tomu odpovedajú. Dáta správy sa vzťahujú na informáciu, ktorá je obsiahnutá v taj-
nej správe, a ak sú zašifrované, sú typicky oveľa viac náhodné ako dáta tvoriace obrázok
[7]. A to je predpoklad pre štatistický útok. Vo všeobecnosti je menej dát správy ako ob-
rázkových dát, a toto percento náhodnosti ktoré zašifrovaná správa obsahuje postačuje na
prevedenie útoku. Tento útok zdokumentovali [18] (z hľadiska steganalýzy) v roku 1999
Andreas Westfeld a Andreas Pfitzmann. Útok využíva štatistický test, ktorý zistí, či sú dve
zadané množiny (reálna a predpokladaná) výrazne odlišné – Chi-squared Test
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Chi-squared (χ2) Test (Test dobrej zhody)
Test umožňuje porovnať štatistické vlastnosti podozrivého obrázku s teoreticky očakáva-
nými štatistickými vlastnosťami jeho nosiča. Týmto je možné odhadnúť pravdepodobnosť,
že obrázok je stegogram. Pri tomto type útoku nie je potrebná znalosť originálneho krycieho
obrázku.
Pri použití sekvenčnej substitúcie najmenej významných bitov dochádza ku tranformácií
hodnôt medzi sebou. Majme napríklad pixel s hodnotou 166. Ak tajná správa obsahuje 0,
hodnota ostane nezmenená. Ak chceme vložiť hodnotu 1, hodnota pixela sa zmení na 167.
Ďalej uvažujme, že niekde v obrázku sa nachádza pixel s hodnotou 167. Vložením hodnoty
0 sa hodnota transformuje na hodnotu 166, kďežto pri vložení hodnoty 1, ostane pixel
nezmenený. Na príklade vidíme, že hodnoty 166 a 167 môžu byť zmenou posledného bitu
transformované navzájom. Taktéto dvojice sa v steganalýze nazívaju páry hodnôt (PoV –
Pairs of Values). Páry hodnôt pre 8 bitový obrázok v stupňoch šedi sú tieto:
{0↔ 1, 2↔ 3, . . . , 252↔ 253, 254↔ 255}.
Zmena najmenej významných bitov ovplyvní frekvenciu každej hodnoty pixela (Yk), kým
suma (Yk + Yk+1) ostane nezmenená [9][2][7][18]. Na základe toho môžeme vypočítať oča-




(Y2i + Y2i+1) (3.1)
Po získaní očakávanej distribúcie krycieho obrázku z rovnice 3.1, môžeme porovnať výsledok




















Ďalším postupom metódy môže byť vyčíslenie pravdepodobnosti, že obrázok je stegogram.
Výsledok je známy ako p-hodnota [18]. Tá je vypočítaná prechádzaním obrázku v rovna-
kom poradí ako algoritmus, ktorý vkladal správu (v našom prípade sekvenčne), a pomocou
funkcie hustoty s hornou medzou χ2PoV , ako je znázornené v rovnici 3.4.




















Stegogram obsahujúci menej ukrytých dát, ako je maximálne možné, bude nadobúdať p-
hodnôt blízkych 1 pre zmanipulované časti obrázku. Tieto hodnoty budú drasticky klesať
pre nezmenené časti [14]. To znamená, že Chi-squared testom budeme schopný určiť aj
približnú dĺžku správy.
Na obrázku 3.7 je príklad obrázku, ktorý neobsahuje žiadne ukrýté dáta. Z grafu na
obrázku 3.8 je vidno, že pravdepodobnosť sa po celý čas držala na úrovni ≈0 %.
Obrázek 3.7: Obrázok neobsahujúci žia-
dne vložené dáta [2]
Obrázek 3.8: Graf pravdepodobností
ukrytého obsahu [2]
Obrázok 3.9 obsahuje vložené dáta, ktoré využívajú 50 % celkovej kapacity obrázku.
Pravdepodobnosť vloženia dát do obrázku je ≈ 100 % v priestore kde je správa vložená
(Obrázok 3.10).
Obrázek 3.9: Obrázok obsahujúci tajnú
správu – 50% kapacity [2]
Obrázek 3.10: Graf pravdepodobností
ukrytého obsahu [2]
3.2 Útoky na watermarking
Podľa S. Cravera [4] je možné útoky na vodoznaky rozdeliť do štyroch základných kategórií.
Robustné útoky: Tieto útoky majú za cieľ potlačiť alebo odstrániť prítomnosť vo-
doznaku v dátach označených watermarkom bez škody, ktorá by zničila obrázok (dáta).
Tieto útoky môžu byť ďalej rozdelené na tie ktoré sú založené na operáciach na spracovanie
signálu a na analytické alebo algoritmické.
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• Do prvej skupiny patria bežné operácie na spracovanie obrazu, ako sú kompresia,
filtrovanie, zmena veľkosti, tlač a skenovanie [4]. Tieto operácie sú často používané
napríklad na zmenšenie prenášaných dát v sieti.
• Medzi robustné útoky patria aj zámerné zmeny v obrázku, napríklad pridanie šumu,
ktorý oslabí, či zničí vodonak.
• Analytické a algoritmické útoky zahŕňajú zneplatnenie alebo oslabenie vodoznaku na
základe metódy ktorou bol do obrázku vložený. Na prevedenie týchto útokov sú vyu-
žívané slabosti jednotlivých protokolov. V mnohých prípadoch nie je nutné dokazovať
útok na reálnych obrázkoch, ale je postačujúca analytická štúdia [4][3].
Prezentačné útoky: Hlavným rozdielom medzi touto skupinou útokov a predošlou
je, že pre prezentačné útoky nie je nutnosťou vodoznak z obrázku odstrániť. Ich úlohou je
pozmeniť obsah tak, aby detektor nebol schopný detekovať vodoznak.
• Napríklad, prezentačné útoky môžu oklamať automatické detektory vodoznakov typu
Webcrawler alebo Web-based inteligent agent. Konkrétnemu útoku sa budem venovať
v kapitole 3.2.2.
• Ďalším prikladom sú geometrické operácie [3]. Schéma vodoznaku môže očakávať
určité zarovnanie obrázku s vodoznakom pred tým, ako ho bude schopná detekovať.
Preto bežné geometrické operácie ako sú rotácia, preklad, orezávanie a škálovanie
môžu zabrániť rozpoznaniu vodoznaku [4].
Interpretačné útoky: V niektorých schémach značenia vodoznakom, je možné po
detekovaní vodoznaku dospieť k viacerým možným interpretáciám vodoznaku. Cieľom in-
terpretačných útokov je vytvoriť vodoznak, ktorý bude mať viacero interpretácií. Útočník
takto môže podvrhnúť obrázok a neutralizovať tak silu dôkazu vlastníctva. Napríklad sa
môže pokúsiť o ďalšiu interpretáciu vodoznaku, ktorá bude mať rovnakú silu ako vodo-
znak pôvodný, a tým zabrániť správnemu určeniu vlastníka obrázku. Interpretačné útoky
vo všeobecnosti vyžadujú hĺbkovú analýzu konkrétneho algoritmu, ktorým bol vodoznak
vyrobený. V sekcii 3.2.3 je príklad konkrétneho útoku.
Právne útoky: Tieto útoky uvádzam pre úplnosť delenia podľa [4], no s technickou
stránkou vodoznakov nemaju nič spoločné. Jedná sa o útoky ktoré majú za úlohu zdiskre-
ditovať účinnosť a spoľahlivosť vodoznakov pri súdnom konaní a tým ich zneplatniť.
Kategorizovanie útoku do jednotlivých kategórií nie je stále jednoznačné, pretože naprí-
klad StirMark [11] (popísaný v sekcii 3.2.4) znižuje úroveň vodoznaku a zároveň narušuje
obsah, aby oklamal automatické detektory. Tento a ďalšie útoky sú popísané v nasledujúcich
sekciách.
3.2.1 Jitter Attack
Na začiatku implementácie útoku sa uvažovalo nad schémou značkovania audia, kde sa
informácia vkladala do najmenej významných bitov, ktorých lokácia bola špecifikovaná
kľúčom. Pridaním chvenia do signálu sa dosiahlo devastujúceho účinku na túto schému.
V prvej implementácii [11] je signál rozdelený do kusov po 500 vzorkách, kde v každom
kuse bola náhodne duplikovaná alebo vymazaná jedna vzorka. Výsledkom toho boli kusy
so vzorkami 499 alebo 500 dlhími. Spojením kusov dokopy bol výsledný signál rovnako dlhý,
no chvenie zabezpečilo, že vodoznak nebol lokalizovaný. Podobný postup je využívaný aj
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pri obrázkoch, kde sa náhodne zmažú niektoré stĺpce, a niektoré sa duplikujú. Príklad je
znázornený na obrázku 3.11.
Obrázek 3.11: Znázornenie útoku chvením (jitter attack) z [11]
3.2.2 Mosaic Attack
Tento útok slúži, ako už bolo spomínané, na oklamanie automatických detektorov, ktoré vy-
hľadávanú autorizované, alebo neautorizované využitie obrázkov označených vodoznakom.
Útok spočíva v rozdelení obrázku na viacero malých častí, ktoré sú následne v prehliadači
zobrazené na svojom mieste. Na obrázku 3.12 je znázornený mozaikový útok. Obrázok som
prebral zo zdroju z roku 1998 [11], pretože pri dnešných rýchlostiach internetu, takto roz-
delené obrázky prehliadač načíta takmer okamžite. Pre používateľov je to výhodné, pretože
rozdelenie obrázku ani neuvidia. Obrázok pochádza zo stránky Fabiena Petitcolasa [10],
ktorý demonštruje použitie mozaikového útoku. O rozdelenie obrázku sa stará program
2Mosaic [10]. V prehliadači je zobrazený následovne:
<nobr>
<img SRC="kings_chapel_wmk1.jpg" BORDER="0" ALT="1/6" width="116" height="140">
<img SRC="kings_chapel_wmk2.jpg" BORDER="0" ALT="2/6" width="116" height="140">
<img SRC="kings_chapel_wmk3.jpg" BORDER="0" ALT="3/6" width="118" height="140">
</nobr>
<nobr>
<img SRC="kings_chapel_wmk4.jpg" BORDER="0" ALT="4/6" width="116" height="140">
<img SRC="kings_chapel_wmk5.jpg" BORDER="0" ALT="5/6" width="116" height="140">
<img SRC="kings_chapel_wmk6.jpg" BORDER="0" ALT="6/6" width="118" height="140">
</nobr>
<img SRC="kings_chapel_wmk.jpg" BORDER="0" ALT="King’s Chapel, Cambridge"
width="350" height="280">
Tento útok vyzerá byť použiteľný pre všeky značkovacie schémy [11], pretože každá
schéma potrebuje na ukrytie nejakej zmysluplnej informácie istý priestor. Preto rozdelenie
na dostatočné množstvo menších obrázkov zabráni detektorom objaviť vodoznak.
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Obrázek 3.12: Znázornenie mozaikového útoku z [11]
Jediným riešením pre automatické detektory, je uloženie si celej web stránky do pamäte,
detekovanie kde sú uložené obrázky a následná analýza obrázku ako celku. To je však príliš
náročné na výpočtový čas [10].
3.2.3 Interpretačný útok
Ukážku útoku popisuje S. Craver v [4]. Tento útok funguje na triedu vodoznakov, ktoré
môžu byť popísané vzorcom Ow = O + W , kde je do obrázku O pridaný watermark W ,
ktorý spôsobuje zanedbateľné zmeny v obrázku (znázornenie v sekcii 2.2 na obrázku 2.6).
Výsledný označkovaný obrázok je označený ako Ow. Vlastník obrázku (Alica) potom disti-
buje obrázok Ow. Vodoznak môže byť potom vyňatý zo skúmaného obrázku odpočítaním
ho od originálu. Potom je výsledná hodnota porovnaná s originálnym watermarkom. Ak
skúmaný obrázok označíme O′, potom W ′ = O′ −O a P = C(W, (O −O′)), kde C(W,W ′)
je istá miera podobnosti medzi dvoma vodoznakmi. Táto schéma watermarkingu očakáva
originálny obrázok pri dekódovaní.
Útočník Bob otočí operácie vkladania vodoznaku, čize jeho útok vyjme vodoznak. Bob
vypočíta podvrhnutý originál OB = Ow −WB a označí OB za jeho originálny obrázok a
WB za vodoznak. Alicin originálny obrázok bude ďalej označovaný ako OA a jej pôvodný
vodoznak ako WA. Teraz aj Alica aj Bob dokážu vytvoriť obrázok Ow označením ich origi-
nálov. To znamená, že zakódovaním OA, aj OB dostaneme Ow. Každý z nich by následne
musel dekódovať originálny obrázok toho druhého, na porovnanie so svojím (znázornenie
na obrázku 3.13):
NA = OB −OA = WA −WB
PA = C(NA,WA) = C(WA −WB,WA)
NB = OA −OB = WB −WA
PB = C(NB,WB) = C(WB −WA,WB) (3.6)
Prítomnosť Alicinho vodoznaku v originálnom obrázku Boba je PB a prítomnosť Bobovho
vodoznaku v Alicinom originálnom orbázku je PA. Symetria je zrejmá. Prítomnosť Bobovho
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vodoznaku WB v Alicinom obrázku OA je rovnaká ako prítomnosť Alicinho vodoznaku WA
v Bobovom obrázku OB. Dospeli sme k neriešiteľnej situácii – čo bolo našim cieľom. Dôkazov
o vlastníctve obrázku Ow je rovnako pre Alicu, ako aj pre Boba.
Obrázek 3.13: Znázornenie určenia vlastníka (obrázok z [4])
3.2.4 StirMark
Tento útok bol navrhnutý a implementovaný F. A. P. Petitcolasom a spol., popísaný je v [11].
Po vyhodnotení rôznych watermarkingových softwaroch sa zistilo, že niektoré sú schopné
odolať základným operáciám – to sú operácie, ktoré je možné ľahko aplikovať štandart-
nými nástrojmi, ako napríklad rotácia, strihanie, prevzorkovanie, zmena veľkosti a stratová
kompresia. Nie sú však schopné vysporiadať sa s ich kombináciou.
V najjednoduchšej verzii, StirMark simuluje proces prevzorkovania – zavádza do ob-
rázku drobné chyby, ktoré by vznikli pri tlači na kvalitnej tlačiarni a oskenovaní na kvalit-
nom skeneri. Do obrázku sú zanesené drobné geometrické odchýlky: obraz je trošku rozti-
ahnutý, ostrihnutý, posunutý a/alebo otočený o nepozorovateľnú, náhodnú hodnotu (obrá-
zok 3.14). Poloha bodu M môže byť vyjadrená rovnicou 3.7, kde 0 ≤ α, β ≤ 1 sú relatívne
súradnice vzhľadom na rohy A,B,C,D. Skreslenie je dosiahnuté posunutím týchto bodov
o malú hodnotu v oboch smeroch. Nové súradnice bodu M sú opäť vypočítané rovnicou
3.7, pričom (α, β) ostávajú konštantné.
M = α[βA+ (1− β)D] + (1− α)[βB + (1− β)C] (3.7)
Následne je obrázok prevzorkovaný bi-lineárnou alebo Nyquistovou interpoláciou. Emulácia
chýb vnášaných do obrázku analógovo-digitálnym konvertorom, ktorý sa typicky nachádza
v skeneroch a zobrazovacých zariadeniach je implementovaná transformačnou funkciou.
Ďalšie skreslenia je možné dosiahnúť globálnym ohnutím obrázku. Drobná odchýlka je
aplikovaná na každý pixel – najväčšia je v strede, a pri krajoch takmer nulová (posledný
obrázok v 3.14). Navyše, posun vyšších frekvencií sa riadi vzorcom λsin(wxx)sin(wyy) +
n(x, y), kde n je náhodné číslo.
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Týmyto geometrickými skresleniami boli Petitcolas a spol. schopný prekonať väčšinu
systémov na trhu. Strata kvality je po použití programu StirMark nepozorovateľná, no po
viacerých použitiach je pokles kvality viditeľný.




V tejto kapitole sa budem najprv venovať steganografickému softwaru, zabezpečujúcemu
vkladanie správy do obrázku. Následne zhrniem dostupný software vhodný k analyzovaniu
týchto obrázkov.
4.1 Stego-software
Na začiatok by som chcel podotknúť, že mnoho programov, ktoré sú spomínané v zdrojoch
ktoré som využíval ([8][7][17]), je v súčastnosti nedostupných. Preto som bol nútený vyberať
z programov, ktoré ešte neboli detailne popísané z hľadiska steganalýzy.
Vyberať je možné z dvoch typov programov: vkladajúce dáta do JPEG obrázkov, a
vkladajúce dáta do obrázkov BMP. Toto delenie je zjednodušené, ale postačujúce.
Formát JPEG je síce využívanejší na internete, práve kvoli stratovej kompresii, ale pre
steganografiu toto správanie nie je vhodné. Kompresia zabraňuje vkladaniu dát priamo do
pixelov, a preto sú dáta vkladané do jednotlivých koeficientov DCT (diskrétna cosínusová
transformácia) alebo DFT (diskrétna fourierova transformácia). To je síce menej náchyl-
nejšie na detekciu, ale je možné tam skryť len zlomok dát.
Vyberal som si z programov ukrývajúcich dáta do BMP formátu, jednak z dôvodu vyššej
kapacity, a jednak kvôli jednoduchšej manipulácii s týmto formátom.
4.1.1 QuickStego
QuickStego1 je freeware software, ktorý je časťou už plateného programu QuickCrypto2.
Zatiaľ čo QuickStego umožnuje do obrázkov vkladať iba text, program QuickCrypto umož-
nuje vkladať do obrázku aj šifrovaný text a súbory. Pri experimentovaní som na vkladanie
súborov do obrázkov použil aj skúšobnú verziu tohto plateného softwaru.
Na stránke firma tvrdí, že je náročné detekovať prítomnosť ukrytých dát v stegograme.
A aj keď je informácia detekovaná, je obtiažne ju rozlúštiť.
1Dostupný na http://quickcrypto.com/free-steganography-software.html
2Dostupný na domovskej stránke firmy QuickCrypto http://quickcrypto.com/index.htm
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4.2 Software na steganalýzu
Na analyzovanie stego-obrázkov existuje viacero programov, ktoré spomeniem. Jedná sa
o programy: StegSecret3, Virtual Steganographic Laboratory4, StegSpy5 a nástroje na zvý-
raznenie najmenej významných bitov a štatistický útok od autora s prezývkou Guillermito6.
4.2.1 StegSecret
Tento program je open-source, šírený pod licenciou GNU/GPL. Podľa stránky program
zvláda detekovať nasledujúce algoritmy: camouflage V1.2.1, inThePicture v2, JPEGXv2.1.1,
PGE (Pretty Good Envelope) v1.0, appendX v≤4, steganography v1.6.5, inPlainView, Da-
taStash v1.5 a dataStealth v1.0.
Stegogramy detekuje vizuálnym útokom, štatistickým útokom a RS útokom.Problémom
je, že celý program je v španielčine, bez možnosti zmeniť jazyk. Preto by detailnešie ana-
lyzovanie tohto programu mohlo obsahovať nepresnosti z mojej strany. Výhodou programu
je implementácia v Jave, čiže dostupnosť programu napríklad aj v Linuxe.
4.2.2 Virtual Steganographic Laboratory – VSL
Program taktiež pod licenciou GNU/GPL vyvýjaný Michalom Wegrzynom. Jedná sa o ste-
ganografický a steganalytický program vo forme nástroja na tvorbu grafických diagramov.
Na detekciu vložených dát používa algoritmi LSB-RS a BSM-SVM7
4.2.3 StegSpy
Jednoduchý program, ktorý na detekciu vložených dát využíva
”
podpisy“ jednotlivých ste-
ganografických programov. Nedovolím si tvrdiť nakoľko je spoľahlivý, pretože ukryté dáta
nachádzal aj v niektorých obrázkoch, ktoré žiadne ukryté dáta neobsahovali.
4.2.4 Guillermitove nástroje
Tieto dva programy písané v jazyku symbolických inštrukcií (Assembly) sú dostupné len vo
forme programu v príkazovom riadku. Prvý program slúži na vizuálny útok – zvýrazňuje
najmenej významné bity. Druhý program prevázda útok štatistický.
4.3 Zhrnutie
Žiaden zo spomínamých steganalytických programov sa priamo nevenuje algoritmu ktorý
využíva program QuickStego. Programy StegSecret a VSL sú schopné tieto stegogramy
odhaliť, no práca s nimi nie je ideálna: u QuickStego chýba anglický jazyk a u VSL je výstup
generovaný do súborov a nie je možné analyzovať výsledok priamo v grafickom rozhraní
programu. Program StegSpy ponúka jedine informáciu o tom či sa v obrázku ukryté dáta
nachádzajú a neponúka žiadne ďalšie informácie o obrázku. Program venujúci sa vizuálnemu





7Metóda navrhnutá I. Avcibasom a spol. Metóda využíva Binary Similarity Measures
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obrázku, ale v prípade vloženia náhodných dát už si s touto metódou neporadí. Štatistický
útok v tomto prípade taktiež nefunguje, pretože je závislý od poradia vkladania dát do




V tejto kapitole sa budem venovať návrhu výslednej aplikácie. Požiadavky na aplikáciu
vyplývajú zo samotného zadania práce. Z predchádzajúcej kapitoly vyplýva, že momentálne
je na trhu viacero steganalytických programov, z ktorých ale žiaden nie je schopný so 100%
istotou detekovať steganogram produkovaný programom QuickStego. Mojím cieľom je teda
navrhnúť, a naimplementovať nástroj, ktorý by okrem klasických metód využíval aj metódy
zamerané na konkrétny algoritmus programu QuickStego. Útok, ktorý bol navrhnutý na túto
detekciu som nazval ASCII útok, a je popísaný v kapitole 5.2.
5.1 Požiadavky na program
Program by mal spĺňať nasledujúce požiadavky:
• intuitívne užívateľské rozhranie
• prevedenie vizuálneho útoku
• prevedenie štatistického útoku
• detekcia alebo v ideálnom prípade extrakcia správy vloženej do obrázku programom
QuickStego
• možnosť výberu práce s obrázkom alebo s celým adresárom obrázkov
• možnosť automatickej detekcie stegogramu
5.2 ASCII útok
Myšlienka tohto útoku je jednoduchá. Zo všetkých najmenej významných bitov vytvorím
postupne bajty, ktoré budem reprezentovať príslušnými znakmi z ASCII tabuľky. Ak z týchto
dát budem schopný vyčítať nejakú informáciu, budem môcť prehlásiť, či sa jedná o stego-
gram.
Keďže každý steganografický program vkladá dáta do obrázku vlastným algoritmom,
budem sa snažiť zistiť, aký algoritmus využíva program QuickStego, aby som túto metódu
mohol prispôsobiť.
Tento útok bude možné automatizovať, a to tak, že bude vyhľadávať vo výslednom texte




V tejto kapitole sa budem najprv venovať použitým nástrojom a knižniciam ktoré som
využíval (kapitola 6.1). Následne prejdem na implementáciu grafického rozhrania (kapitola
6.2). Popíšem ako je menené v závislosti na tom, či pracujem s jedným obrázkom (kapi-
tola 6.3), alebo s celým priečinkom (kapitola 6.4). Ďalej sa budem venovať implementácii
jednotlivých útokov: vizuálneho v kapitole 6.5, štatistického v kapitole 6.6 a ascii útoku
v kapitole 6.7. Na konci kapitoly (6.8) sa nachádzajú obrázky výslednej aplikácie.
6.1 Použité nástroje
Aby som sa vyhol kontraproduktívnej práci, venoval som dostatok času rozboru dostupných
nástrojov. Celú prácu som implementoval pod systémom Linux (Ubuntu 12.04). Ako imple-
mentačný jazyk som si vybral C++ v spojení s Qt, v ktorom je vytvorené grafické rozhra-
nie. Na vykresľovanie grafov som využíval knižnicu QCustomPlot, ktorá nie je štandartne
súčasťou Qt. Na zložitejšie matematické výpočty som využíval knižnicu GNU Scientific
Library. V nasledujúcich sekciách sú mnou používané nástroje popísané.
6.1.1 Programovací jazyk
Ako už bolo spomenuté, na implementáciu programu som si vybral jazyk C++. S týmto
jazykom mám z predošlých projektov najlepšie skúsenosti. Je v ňom možné objektovo ori-
entované programovanie, ktorého zásady som sa snažil dodržiavať.
6.1.2 Qt
Pracoval som vo vývojovom prostredí QtCreator 2.4.1, ktorý pracuje s Qt 4.8.0 (32 bit).
Na prácu s grafickým rozhraním som využíval QtDesigner, ktorý funguje na princípe drag
& drop. Qt obsahuje mnoho tried, ktoré som využíval pri implementovaní.
6.1.3 QCustomPlot
Táto knižnica1 je distribuovaná pod licenciou GNU/GPL. Využíval som ju na vykresľovanie
výstupných grafov pri štatistickom útoku. Práca s touto knižnicou je veľmi jednoduchá.




Najprv je vytvorený graf pomocou QCustomPlot::addGraph, potom sú do grafu pridané
dáta:
QCPGraph::setData (const QVector< double > & x,
const QVector< double > & y).
Trieda QCustomPlot obsahuje štyri osi: xAxis, yAxis, xAxis2, yAxis2 typu QCPAxis.
Využil som iba dve hlavné osi – xAxis a yAxis, ktorým som nastavil rozsah na žiadané
hodnoty pomocou QCPAxis::setRange. Popis ôs zabezpečuje QCPAxis::setLabel a krok
zvýraznený na osiach QCPAxis::setTickStep
Na konci je volaná metóda QCustomPlot::replot, ktorá zabezpečí prekreslenie grafu.
6.1.4 GNU Scientific Library – GSL
Knižnica2 zameraná na zložitejšie vedecké numerické výpočty. Využil som z nej funkciu na
vypočítanie kumulatívnej pravdepodobnosti chi-squared rozdelenia:
gsl_cdf_chisq_Q(double chi-squared, double degrees_of_freedom)
6.2 Grafické rozhranie
Grafické rozhranie sa mení v závislosti na tom či chcem analyzovať jediný obrázok, alebo
celý priečinok. Takisto sa grafické rozhranie mení v závislosti na zvolenom útoku. Celkovo
využíva aplikácia dve možnosti pre ľavú časť rozhrania (vstupná časť) a tri možnosti pre

















(a) výstupný text útoku
Obrázky jednotlivých rozložení sa nachádzajú v kapitole 6.8.
6.3 Načítanie obrázku
Po stlačení tlačítka na načítanie obrázku, sa zobrazí okno, ktoré slúži na prehliadanie súbo-
rov v počítači. Zobrazuje iba priečinky a súbory s koncovkou .bmp. Po výbere obrázku sa
daný obrázok načíta do pamäte a aktualizuje sa grafické prostredie, na základe toho, aký




V prípade stlačenia tlačítka na načítanie celého adresára, sa zobrazí okno, v ktorom sú
zobrazené jednotlivé priečinky v počítači. Po výbere priečinka je vytvorený zoznam ucho-
vávajúci cesty k jednotlivým obrázkom s príponou .bmp. Ku každej položke je priradená
drobná ikona (tomuto kroku sa budem ešte venovať v časti o známych problémoch – 6.9).
Po kliknutí na položku zo zoznamu je prevedený vybraný útok na obrázok podľa vybranej
položky.
6.5 Vizuálny útok
Tento útok je naimplementovaný pre obrázky s koncovkou .bmp. Formát obrázkov môže byť
vo formáte 8 bit, 24 bit alebo 32 bit. Pre 8 bitové obrázky je výstupný obrázok vyfarbený
dvoma farbami – čiernou a bielou, na základe najmenej významných pixelov pôvodného
obrázku.
24 bitový obrázok je v Qt interpretovaný ako 32 bitový obrázok, s fixnou alfa hladinou
priehľadnosti. Keďže je každý pixel vyjadrený ako zložka farieb – červená 8 bitov, zelená
8 bitov a modrá 8 bitov, nachádzajú sa v každom ukryté 3 bity správy. Aby vynikli na vý-
slednom obrázku všetky 3 bity na každý pixel, zvolil som spôsob navrhnutý v [7]. Najmenej
významný bit každej zložky je vynásobený hodnotou 255, to znamená, že bude nadobúdať
iba dve hodnoty – 0 alebo 255. To bude vo výslednom obrázku produkovať 8 (23) možných
farieb.
Naimplementovaný je aj útok na 32 bitové obrázky. Pre farebný kanál je postup rovnaký
ako u 24 bitových obrázkov, jediná zmena nastáva u alfa hladiny, ktorá predstavuje priehľad-
nosť jednotlivých pixelov. Rovina najmenej významných bitov alfa kanálu je vykreslená na
samostatný obrázok.
6.6 Štatistický útok
Keďže štatistický útok funguje na základe toho ako sú dáta do obrázku vkladané, zameral
som jeho implementáciu na obrázky ktoré produkuje QuickStego. To znamená 24 bitové
.bmp obrázky s dátami vloženými po stĺpcoch. Dáta obrázku najprv musím načítať po
stĺpcoch. Následne si obrázok rozdelím na 100 častí predstavujúce percentá. Postupne
zvyšujem skúmanú oblasť od 1 po 100 percent. Pre každú oblasť zistím výskyt jednot-
livých farieb, ktorý porovnám s očakávaným výskytom (myšlienka štatistického útoku je
detailne popísaná v kapitole 3.1.3). Podľa [14] je potrebné znížiť hodnotu stupňov voľ-
nosti, ak frekvencia jednotlivých párov hodnôt nebude dosahovať hodnoty 4. Z hodnoty
ChiSquared a zo stupňov voľnosti je vypočítaná pravdepodobnosť, či je rozloženie do-
statočne náhodné. Na tento výpočet som použil funckiu z knižnice GSL (sekcia 6.1.4) –
gsl_cdf_chisq_Q(double chi-squared, double degrees_of_freedom). Výsledná prav-
depodobnosť je vykreslená do grafu, od 1 % po 100 % obrázku.
6.7 ASCII útok
Táto metóda je implementovaná špeciálne pre detekciu stegogramu vytvoreného v programe
QuickStego. Obrázok je prechádzaný po stĺpcoch, a najmenej významné bity jednotlivých
farebných zložiek každého pixlu sú ukladané do reťazca. Skúmaním bolo zistené, že po
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každom bajte ukrytých informácií (jeden znak v ASCII tabuľke) je do dát vložený oddeľo-
vací bit, ktorý je potrebné preskočiť. Každý bajt je prekódovaný na znak z ASCII tabuľky,
a výsledný reťazec je vytlačený na výstup. Ak sa v reťazci nachádza príznak programu
QuickStego – QCE_S message, QCE_B message alebo QCE_F message, je obrázok s urči-
tosťou prehlásený za stegogram (ak analyzujem priečinok, položka ktorá odpovedá danému
obrázku je zafarbená na zeleno). V opačnom prípade sa nejedná o stegogram (vytvorený
programom QuickStego), a položka je zafarbená na červeno.
6.8 Obrázky hotovej aplikácie
Obrázek 6.1: Vizuálny útok na jeden ob-
rázok
Obrázek 6.2: ASCII útok na jeden obrá-
zok
Obrázek 6.3: Štatistický útok na kon-
krétny obrázok z adresára




Jeden z problémov je spotreba pamäte. Pri načítaní adresára s viac obrázkami, je spo-
treba pamäte programom o niečo vyššia ako suma veľkostí všetkých obrázkov v adresári, aj
napriek tomu, že si program ukladá iba cestu k jednotlivým obrázkom (vo forme reťazca).
Problém pravdepodobne spočíva v metóde QListWidgetItem::setIcon, ktorú používa pro-
gram na vykreslenie ikony v zozname obrázkov. Riešením môže byť buď odstránenie ikony
úplne, alebo zmenšenie obrázku na postačujúcu veľkosť, čo však bude zaberať viac času.
Ďalší problém s výkonom nastáva kvôli metóde QImage::setPixel, ktorá je drahá na
zdroje. Využívam ju na prácu s jednotlivými pixelmi, a na výsledok napríklad štatistického




V tejto kapitole sa budem venovať konkrétnym steganalytickým experimentom. Vstupný
obrázok ktorý je použitý pri väčšine experimentov pochádza zo stránky
http://www.nationalgeographic.com/. Vkladaním dát do obrázku sa jeho výzor vidi-
teľne nemení. Na porovnanie sú obrázky 7.1, ktorý neobsahuje žiadne dáta a obrázok 7.2,
ktorého kapacita je takmer úplne zaplnená.
Obrázek 7.1: Pôvodný obrázok neobsa-
hujúci žiadnu vloženú správu
Obrázek 7.2: Obrázok so správou zabe-
rajúcou ≈ 100% kapacity
Na experimentovanie som vytvoril sadu obrázkov.
• BlackHowlerMonkey.bmp Pôvodný obrázok neobsahujúci žiadne vložené dáta
• BlackHowlerMonkey ascii30.bmp Obrázok obsahujúci 30 kB ASCII textu – Lorem
Ipsum.
• BlackHowlerMonkey ascii120.bmp Obrázok obsahujúci 120 kB ASCII textu – Lorem
Ipsum.
• BlackHowlerMonkey ascii250.bmp Obrázok obsahujúci 250 kB ASCII textu – Lorem
Ipsum
• BlackHowlerMonkey encrypted15.bmp Obrázok obsahujúci 15 kB zašifrovaného textu
• BlackHowlerMonkey random30.bmp Obrázok obsahujúci 30 kB náhodných dát.
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• BlackHowlerMonkey random120.bmp Obrázok obsahujúci 120 kB náhodných dát.
• BlackHowlerMonkey random252.bmp Obrázok obsahujúci 252 kB náhodných dát.
Pôvodný obrázok má rozmery 1024×768. Do každého pixelu v obrázku je možné vložiť 3
bity (počítam s 24 bitovou RGB schémou – 0xRRGGBB). Teoreticky som schopný vložiť až
2 359 296 bitov. V prepočte na bajty to je 2 359 296/8 = 294 912 B. Keďže QuickStego vkladá
po každom bajte do správy navyše jeden bit na oddelenie bajtov, odrátam počet bajtov(na
každý bajt jeden bit) od celkovej kapacity, čo je 2 359 296−294 912 = 2 064 384. Vo výsledku
to znamená, že do obrázku by malo byť možné vložiť celkovo 2 064 384/8/1024 = 252 kB.
Pár bajtov je ešte použitých samotným programom QuickStego, ktorý vkladá aj ďalšie dáta
(spomínané v časti 5.2).
7.1 Vizuálny útok
Najprv som obrázky podrobil vizuálnemu útoku. Na obrázku 7.3 sú znázornené najmenej
významné bity pôvodného obrázku. Je vidno, že nevytvárajú žiadne štruktúry a javia sa
byť úplne náhodné.
Obrázek 7.3: Vizuálny útok na neupravený obrázok
Po vložení 30 kB ASCII textu, a následnom prevedení útoku už je viditeľný istý vzor
v ľavej časti obrázku 7.4.
Podobne ako pri predošlom experimente, aj po vložení 120 kB (obrázok 7.5) alebo 250 kB
(obrázok 7.6) je vidiťeľný vzor v časti obrázku, v ktorom sú dáta zapísané.
Program QuickStego má v ponuke aj zašifrovanie textu. Na obrázku 7.7 je znázornený
vizuálny útok na obrázok obsahujúci zašifrovaných približne 15 kB textu. Text je však za-
šifrovaný opäť ako ASCII znaky, a preto je vizuálny útok úspešný.
Rozdielne správanie však nastane ak sú do obrázku vložené náhodné dáta. Náhodne
dáta v tomto prípade nahradzujú vhodne zašifrované dáta. Na obrázku 7.8 je vizuálny útok
na obrázok, ktorý obsahuje 252 kB náhodných dát, čo predstavuje takmer 100 % kapacity.
Obdobne vyzerá aj výstup pre obrázky obsahujúce 30 kB a 120 kB. Je zrejmé, že vizuálny
útok už nie je postačujúci.
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Obrázek 7.4: Vizuálny útok na obrázok
obsahujúci 30 kB textu
Obrázek 7.5: Vizuálny útok na obrázok
obsahujúci 120 kB textu
Obrázek 7.6: Vizuálny útok na obrázok
obsahujúci 250 kB textu
Obrázek 7.7: Vizuálny útok na obrázok
obsahujúci zašifrované dáta
Obrázek 7.8: Vizuálny útok na obrázok obsahujúci 252 kB náhodných dát
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7.2 Štatistický útok
Tento útok určuje pravdepodobnosť výskytu vložených dát na základe miery náhodnosti
(detailne je útok pipísaný v časti 3.1.3). To znamená, že ak sú vložené dáta v obrázku
dostatočne náhodné, pravdepodobnosť, že sa jedná o stegogram je blízko 100 %. V opač-
nom prípade je pravdepodobnosť nulová. Na obrázku 7.9 je výstup programu pre obrázky
s vloženým ASCII textom rôznej dĺžky. Ako je vidno, takto zakódovaný text nie je pre túto
metódu dostatočne náhodný a preto nie je útok efektívny. Lepšie výsledky som dosiahol
Obrázek 7.9: Štatistický útok na obrázky s ASCII textom
pri experimentovaní s obrázkami obsahujúce náhodné dáta. Pri vložení 30 kB náhodných
dát (≈ 12 %) do obrázku je vidno (obrázok 7.10), že pravdepodobnosť je v prvých ≈ 12 %
blízka 1 a následne začne prudko klesať. Od ≈ 18 % až do konca je rovná 0 %.
Obrázek 7.10: Štatistický útok na obrázok obsahujúci 30 kB náhodných dát
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Po vložení 120 kB náhodných dát do obrázku je zaplnenej niečo pod 50 % kapacity.
Pre túto časť obrázku je pravdepodobnosť rovná 1. Tesne pred dosiahnutím 50 % začína
pravdepodobnosť prudko klesať (obrázok 7.11). Náhodné dáta veľkosti 252 kB predstavujú
Obrázek 7.11: Štatistický útok na obrázok obsahujúci 120 kB náhodných dát
približne 100 % kapacity. Na obrázku 7.12 je výstup z môjho programu pre obrázok obsa-
hujúci tieto dáta.
Obrázek 7.12: Štatistický útok na obrázok obsahujúci 252 kB náhodných dát
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7.3 ASCII útok
Testovacie obrázky som podrobil aj útoku ktorý som navrhol na prelomenie programu
QuickStego (popísaný v sekcii 5.2).
Vložený text
Výstup pre obrázky ktoré obsahovali textové dáta bol takmer identický, rozdiel bol jedine
v konkrétnych vložených dátach.
QCE S messageLorem ipsum dolor sit amet, consectetur adipiscing
elit. Sed convallis nulla ac diam tempor ut semper sapien feugiat.
Morbi faucibus mollis pretium. Suspendisse potenti. Integer a dolor
vitae magna mattis faucibus at sit amet lorem. Aliquam elit purus,
cursus ultrices fringilla a, lacinia in metus. Donec accumsan
adipiscing porttitor. Mauris in nibh quis risus adipiscing accumsan
quis ac eros.
...
Curabitur luctus suscipit sem, eu scelerisque est convallis in. In
ultrices metus.end message
...
zvyšné dáta, neobsahujúce správu
Ako je vidno, po úvodnom reťazci QCE S message nasleduje samotná správa, ktorá je
ukončená reťazcom end message.
Vložený šifrovaný text
V prípade šifrovaných dát, sú do obrázku vkladané navyše ďalšie dáta.
QCE S messageThe message below has been ENCRYPTED by QuickCrypto.
If you do not have QuickCrypto, please go to www.QuickCrypto.com
for FREE DECRYPTION of this message (you will need to know the Pass






zvyšné dáta, neobsahujúce správu
Takto som sa sa síce nedozvedel konkrétne znenie správy, ale s istotou môžem tvrdiť, že
obrázok správu obsahuje, dokonca viem ako bola správa zašifrovaná.
Vložené náhodné dáta
Pri vkladaní súboru do obrázku, program QuickStego vloží do obrázku aj názov súboru.
V tomto prípade je názov súboru random30.
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QCE F XXXXrandom30XXXX
...náhodné dáta prekódované do ASCII
end message
...
zvyšné dáta, neobsahujúce správu




Ako už bolo popísané v časti 3.1.2, myšlienkou tohto útoku je porovnanie veľkostí súborov
vzniknutých po kompresii obrázkov. Pôvodný obrázok neobsahujúci žiadne vložené dáta
má veľkosť 2, 3 MB, takisto ako obrázok obsahujúci vložených 252 kB. Na obrázku 7.13
je vidieť, že aj napriek tomu, po zkomprimovaní programom zip majú súbory rozdielne
veľkosti. Najmenšiu veľkosť má zkomprimovaný pôvodný obrázok, pretože obsahoval najviac
redundantných dát.
Obrázek 7.13: Veľkosti súborov pred a po kompresii
7.4.2 Útoky na InPlainView
Aj keď som svoje riešenie zameral na steganografický software QuickStego, pokúsil som
sa aplikovať útoky aj na obrázky z tohto programu. Obrázky pochádzajú z [7], pretože
program InPlainView sa mi nepodarilo zohnať. Keďže môj program pri štatistickom útoku
počíta s vkladaním správy do obrázku po stĺpcoch, otočil som obrázky o 90◦. Na vizuálny
útok to vplyv nemá.
Na obrázku 7.14 je pôvodný obrázok z [7] otočený o 90◦. Po aplikovaní vizuálneho útoku
je zrejmé, že obrázok obsahuje ukryté dáta (obrázok 7.15). Štatistický útok nevracia úplne
presvedčivé výsledky (obrázok 7.16), ale rozhodne vzbudzuje isté podozrenie.
Obrázok 7.17 je opäť prevzatý z [7]. Vizuálny útok v prípade tohto obrázku nedokáže
odhaliť ukryté dáta (obrázok 7.18). V prípade štatistického útoku tam istá pravdepodobnosť
ukrytých dát je (obrázok 7.19).
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Obrázek 7.14: Pôvodný obrázok otočený o 90◦
Obrázek 7.15: Vizuálny útok
Obrázek 7.16: Štatistický útok
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Obrázek 7.17: Pôvodný obrázok otočený
o 90◦
Obrázek 7.18: Vizuálny útok




Cieľom tejto práce bolo vytvoriť aplikáciu, ktorá by bola schopná detekovať dáta vložené
do obrázkov. Zameral som sa na steganografický software QuickStego, proti ktorému som
navrhol a naimplementoval spoľahlivý útok. Z kapitoly 7, kde som sa venoval experimentom,
vyplynulo, že zatiaľ čo vizuálny útok funguje pre textové dáta vložené do obrázku, štatistický
útok funguje jedine pre dáta náhodné, alebo inak povedané zašifrované. Bez rozdielu na
vložené dáta som bol schopný detekovať vložené dáta mnou navrhnutým útokom. V prípade,
že do obrázku boli vložené nezašifrované dáta, bol môj program schopný odhaliť aj vloženú
správu. Ak boli vložené zašifrované dáta, alebo súbor, bol môj program schopný zistiť
niektoré ďalšie informácie ako názov súboru, alebo metódu šifrovania, ktoré by mi mohli
pomôcť v ďalšom analyzovaní obrázku.
V budúcnosti by bolo možné naimplementovať automatickú detekciu stegogramov, ktorá
bola navrhnutá, ale nebola implementovaná. Momentálne to nie je žiadúce, pretože analýza
obrázku ASCII útokom zaberá pomerne veľa času kvôli funkciám ktoré využívam, a pri
spustení útoku na viacero súborov by operácia zabrala desiatky sekúnd až minút (v závislosti
na počte a veľkosti súborov). Tento problém je popísaný v časti 6.9.
Ďalšie smerovanie vývoju by som skôr videl v rozšírení detekovateľných steganografic-
kých programov. Na to je však potrebná bližšia analýza jednotlivých metód, ktoré tieto
programy využívajú, čo je v mnohých prípadoch príliš náročné.
Môj program si napríklad neporadí so žiadným programom, ktorý ukrýva dáta inak ako
sekvenčne, čo mnoho steganografických programov využíva.
Počas experimentovania ma prekvapila skutočnosť, že som sa nestretol s programom,
ktorý by dáta ukrýval do bajtu vyhradeného pre alfa kanál pri 32 bitových obrázkoch. Na
túto skutočnosť som prišiel až po tom, ako som implementoval vizuálny útok aj na takto
ukryté dáta. Pri zmene hodnoty priehľadnosti o ±1 je nemožné pre človeka zbadať rozdiel,
a preto by som navrhol úkrývať dáta aj do tohto bajtu.
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• Technická správa vo formáte PDF
• Zdrojové texty technickej správy vo formáte LATEX
• Zdrojové súbory programu
• Potrebné knižnice











B.1.2 Inštalácia GSL knižnice
Zdrojové súbory sa nachádzajú v priečinku /src/gsl-1.9 Podrobne je postup inštalácie
popísaný v súbore INSTALL.
• Príprava súboru Makefile – ./configure
• Preklad knižnice – make
• Inštalácia knižnice – make install
B.2 Preklad a spustenie programu
• Generovanie súboru Makefile – qmake
• Preklad programu – make
• Spustenie programu – ./steganalyst
B.3 Práca s programom
• Načítanie vstupných dát
– Load Image – načítanie vstupného obrázka
– Load Directory – načítanie obrázkov z adresára
• Voľba útoku
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– Visual Attack – prevedenie vizuálneho útoku
– Statistical Attack – prevedenie štatistického útoku
– ASCII Attack – prevedenie ASCII útoku
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