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Abstrakt
Cílem práce je popsat možnosti programování aplikací pro zařízení s operačním systémem
Android Wear, tedy popsat Android Wear API a komponenty, které se dnes vyskytují
v chytrých nositelných zařízeních. Práce dále obsahuje popis možností rozpoznávání dyna-
mických gest s využitím metod strojového učení pomocí dat, která jsou chytrým zařízením
poskytována. V praktické části práce byla popsána implementovaná knihovna, která umož-
ňuje trénování a rozpoznávání gest pomocí algoritmu FastDTW a jejich přenos do připoje-
ného zařízení. Využití knihovna je demonstrováno na ukázkové aplikaci.
Abstract
The goal of this master’s thesis is to describe the possibilites of devices with operating
system Android Wear, there is a description of Android Wear API and components, which
are nowadays widely used in smart wearable devices. The thesis contains a description
of recognition of dynamic gestures with the use of machine learning methods applied on
data, which are provided by a smart device. In the practical part of this master’s thesis is
described an implemented library, which allows to train gestures and recognize them using
FastDTW algorithm and inform a connected device about the recognized movement. Use
of the library is shown on a demo application.
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Kapitola 1
Úvod
Chytrá nositelná (wearlable) zařízení, která obsahují operační systém umožňující běh vícero
aplikací, které mohou uživatelé v roli vývojářů sami vytvářet, jsou relativně novým feno-
ménem v oblasti informačních technologií, do kterého se v roce 2014 zapojila i společnost
Google [4]. Google ještě v témže roce vydal svůj vlastní operační systém Android Wear.
Ten ve své první verzi vlastně vznikl zjednodušením a omezením funkcí operačního systému
pro mobilní telefony. Dnes jde již o poměrně propracovanou nadstavbu a přestože je teprve
na vzestupu, společnost IDC předpovídá nárust podílu na trhu a prodej až 173,4 miliónů
zařízení s tímto operačním systémem v roce 2019 [7].
Tímto tématem se tedy má smysl zabývat, protože nejde jen o zajímavou technickou
novinku, jde také o reálný produkt, o který mají zákazníci a vývojáři zájem. Zároveň jde
celkově o dynamicky se rozvíjející oblast, ve které je teprve zkoumán hlavní směr využití,
zkouší se přidávání a odebírání různých funkcionalit a periferních zařízení a sledují se reakce
zákazníků (SIM karta, kamera, reproduktory, dotykový displej). Paralelu lze nalézt napří-
klad u mobilních zařízení a tabletů; mobilní telefony ještě před několika lety nabízely pouze
základní funkce (SMS, volání, WAP), po jejich masovém rozšíření ve světě pak výrobci
zkoušeli zaujmout různými dnes už spíše zvláštními rozšířeními, které se neujaly, například
miniaturní externí kamerou (Philips 530), možností vytváření 3D fotek (HTC EVO 3D)
atd.
Základní myšlenkou tohoto konceptu je bezdrátové propojení nositelného zařízení s mo-
bilním telefonem, nejčastěji ve formě Bluetooth, díky čemuž je pro koncové zákazníky jed-
nodušší sledovat příchozí zprávy a oznámení pohledem na ruku místo stálého kontrolování
mobilního telefonu, což podle Google většina uživatelů dělá více, než 150krát za den [1].
I z praktického hlediska je bezpochyby výhodnější přenechat minimálně část výpočetního
výkonu na telefonu, u kterého se předpokládá, že má baterii o větší kapacitě a lepší výpo-
četní parametry.
Výrobci šli ale dál, kromě prostého zařízení pro zobrazování dat (čas, předpověď po-
časí, zprávy z komunikátorů) plní zařízení také úlohu přístroje, pomocí kterého je uživatel
schopen provádět jednoduché operace a na notifikace v grafickém rozhraní na notifikace
i částečně reagovat. Poslední důležitou součástí je sledování aktivity a stavu uživatele, ať
již jde o jeho pohyb nebo o sledování životních funkcí (např. tepu).
Dynamický rozvoj této oblasti přináší i své problémy a úskalí, s tím, jak se zařízení ještě
rozvíjí, se některé funkce mohou ztrácet a jiné měnit, takže při vývoji aplikace, která má
být využitelná delší dobu po jejím vzniku je potřeba předvídat a využívat funkcionality,
které se již tolik měnit nebudou. Mezi funkcionality, u kterých předpokládám, že „přežijí“
další vývoj, řadím senzor pohybu a polohy, jehož využitím se v této práci budu zabývat.
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1.1 Cíl a obsah práce
Cílem práce je popsat možnosti programování aplikací pro zařízení s operačním systémem
Android Wear a možnosti rozpoznávání dynamických gest s využitím metod strojového
učení pomocí dat, která jsou chytrým zařízením poskytována.
V kapitole 2 je obecně rozebráno téma rozpoznávání a klasifikace pohybu z pohledu
extrakce a výběru příznaků a jsou představeny metody rozpoznávání, v kapitole 3 jsou
popsány funkce, které lze kontrolovat pomocí operačního systému Android Wear a kon-
kretizovány na zařízení LG G Watch, které jsem měl pro tuto práci k dispozici. Dále jsou
zmíněny některé již existující aplikace využívající pohybových senzorů.
V kapitole 4 je popsána praktická část práce. Je zde popsán návrh architektury a použití
vyvinuté knihovny, ukázková aplikace pro mobilní i nositelné zařízení a způsob, jakým bylo
rozpoznávání optimalizováno.
Kapitola 5 popisuje výhody a omezení, resp. možné zdánlivé nedostatky vytvořeného
systému. Závěr práce shrnuje dosažené výsledky a nastiňuje možná rozšíření knihovny a apli-
kace do budoucna.
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Kapitola 2
Rozpoznávání pohybu v kontextu
nositelných zařízení
Rozpoznávání (zde ve smyslu klasifikace) s využitím strojového učení obecně probíhá v ně-
kolika krocích, které jsou znázorněny na obrázku níže. V této kapitole a první podkapitole
vycházím z [19].
Obrázek 2.1: Kroky strojového učení s učitelem, převzato z [19].
Učení s učitelem má dvě fáze, trénování a predikci. V obou fázích se objekty z reál-
ného světa nejdříve převedou do vhodné digitální reprezentace a proběhne tzv. extrakce
příznaků (features), které daný objekt nebo chování popisují. Příznakem mohou být buď
přímo naměřené hodnoty, nebo jejich vhodná kombinace (už v této fázi může dojít k jistému
předzpracování dat) a lze se na něj dívat jako na vektor ve vektorovém prostoru. Jakmile je
získána kolekce příznaků (vektorů), je v trénovací fázi použit některý z algoritmů strojového
učení, který získaná data „smysluplně“ zobecní. Dá se říci, že jsou v datech „vysledovány“
jisté trendy, je sledována korelace mezi požadovaným výstupem (label) a vstupy (příznaky).
Ve druhé fázi již program očekávaný výstup nezná, s využitím natrénovaného modelu jej
predikuje. Výstup může mít různé formy, buď jde o výstup spojitý, pak hovoříme o regresi,
nebo může jít o zařazení objektu do určité třídy dat, potom hovoříme o klasifikaci. V rámci
klasifikace pak u většiny modelů dává informaci, s jakou jistotou objekt do třídy dat zařadil.
Při využívání strojového učení je ale stále nutné počítat s jistou chybovostí, která prak-
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ticky nikdy není nulová a je potřeba ji měřit a pokoušet se ji snižovat. To je možné více
způsoby: prvním způsobem pro zlepšení úspěšnosti klasifikace je zlepšení kvality senzorů,
které sbírají základní data. Dalším je výběr vhodnějších příznaků, případně jejich redukce
nebo rozšíření. V neposlední řadě pak je možné vybrat vhodnější algoritmus klasifikace
pro danou situaci, rozšířit nebo snížit množství trénovacích dat (filtrovat velmi neobvyklá
přiřazení vstupů k očekávanému výstupu).
V této kapitole se dále zaměřím na způsoby výběru příznaků, což dám do kontextu dat
získatelných z nositelných zařízení a na popis několika různých modelů, se kterými je možné
provádět klasifikaci provedených pohybů.
2.1 Výběr příznaků
Výběr správných příznaků hraje při implementaci systému pro rozpoznávání klíčovou roli,
právě pomocí nich je totiž probíhá rozhodování, zda objekt do dané třídy dat patří, nebo
ne. Zároveň také může ovlivnit její rychlost.
Aby byl příznak při rozpoznávání užitečný, je vhodné, aby splňoval kritérium rozliši-
telnosti, tedy, aby pomocí něj bylo možné odlišit různé třídy dat. Je zbytečné používat
příznak, který říká shodnou informaci o všech prvcích, případně říká zcela nerelevantní in-
formaci. Dále by měl být jednoduchý, s větším rozměrem roste výpočetní náročnost během
trénování i predikce a (možná i zdánlivě paradoxně) úspěšnost rozpoznávání z důvodu rych-
lejšího přetrénování modelu. Navíc by měl být invariantní, v případě rozpoznávání obrázků
třeba vůči otočení nebo světlosti, v případě rozpoznávání pohybu například vůči otočení
člověka na různé světové strany.
Zvolení těch správných příznaků nebývá snadný úkol. Nejběžnějším přístupem k řešení
této úlohy je vyjmout z trénovacích dat, která máme k dispozici, nějakou menší část, kte-
rou nepoužijeme pro trénování modelu, ale pro jeho testování. Vyzkoušíme na nich, jak by
u nich proběhla predikce a porovnáme výsledky se správnými. Z toho pak můžeme odhado-
vat, jak by vypadaly výsledky na reálných datech. Poté buď lze algoritmicky projít strom
všech možných příznaků, které jsou k dispozici a vybrat tu kombinaci, která je při odha-
dech nejúspěšnější, nebo, bylo-li by to výpočetně příliš náročné nebo nemožné, je možné
vytvořit pro ohodnocení příznaků, seřadíme příznaky od nejhodnotnějších až po ty nejméně
hodnotné, a vybereme prvních 𝐾 nejlepších.
Při úvahách o extrakci příznaků nám může pomoci matice záměn (v angl. literatuře con-
fusion matrix) [19], ta je popsána v následující podkapitole. Úvaha je ale velmi zjednodušená
tím, že při rozpoznávání pohybu ruky na chytrých nositelných zařízeních je původních ne-
zpracovaných dat velmi málo (není nutné provádět filtrování a vyhledávání hranic objektu,
jako je tomu např. u rozpoznávání objektů na fotkách), jde vlastně jen o směr pohybu,
rychlost a otočení ruky, což jsou data dostupná přímo ze senzorů.
2.1.1 Matice záměn
Matice záměn (confusion matrix) je matice, kterou je možné vytvořit při použití natréno-
vaného modelu tak, že na něm vyzkoušíme data, u kterých známe správné výstupy [19]. Do
matice potom zaznamenáme, kolik prvků z jisté třídy dat bylo interpretováno správně a se
kterou třídou dat ji systém nejčastěji zaměňoval [19].
Jednu takovou matici ukazuje obrázek 2.2. Představme si natrénovaný model, který je
natrénován na velké množině novinových článků, ke kterým jsou vždy přiřazeny rubriky
(kategorie). Nyní je model využit při klasifikaci pro něj neznámých novinových článků (u
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kterých ale víme, jak mají být správně klasifikovány), program má tedy za úkol každý
článek přiřadit do jedné z osmi kategorií. Výsledky můžeme vizualizovat tak, že každý
prvek matice 𝑝[𝑖, 𝑗] bude říkat, kolikrát byla označena jako správná kategorie 𝑗, když měla
být jako správná označena kategorie 𝑖 [19]. Z matice pak víme, že články o podnikání byly
nejčastěji zaměňovány se zprávami o technologiích, podobný problém je u článků o cestování
a o jídle.
Obrázek 2.2: Matice záměn.
Z takového diagramu je pak možné vycházet při vytváření nových příznaků, kdyby
existoval příznak, který by tyto dva páry od sebe dokázal lépe odlišit, byl by složitější
model pravděpodobně výrazně úspěšnější.
2.2 Klasifikace pohybu
V této kapitole představím některé možnosti, jak klasifikovat provedené pohyby. Před kla-
sifikací je nutné definovat, čím bude dán začátek a konec sledovaného pohybu (pro začátek
připadá v úvahu manuální označení začátku, pozastavení objektu atp.), až poté jsou extra-
hovány příznaky, kterými jsou pak modely trénovány. Těmito modely mohou být rekurentní
neuronové sítě [23], skryté Markovovy modely [26], nebo může být použita technika dyna-
mického borcení času (DTW) [21], případně její modifikace, např. FastDTW [25].
2.2.1 Rekurentní neuronové sítě
Pro klasifikaci dynamického pohybu je zcela jistě možné využít neuronové sítě, existuje
nespočet knihoven, které umožňují jednoduché zapracování do vlastního projektu včetně
ovlivňování množství vrstev, vstupů, výstupů a dalších parametrů. Zde stručně vysvětlím
její princip. Při jejím popisu zde vycházím z [23].
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Neuronová síť se skládá z velkého množství jednotek (neuronů), které mají více vstupů
a jeden výstup. Formálně můžeme definovat vstup jako n-rozměrný vektor𝑋 = (𝑥1, 𝑥2, . . . , 𝑥𝑛).
Výstupem jednotky 𝑗 pak je:
𝑋𝑗 = Φ(
∑︁
𝑖
𝑊𝑗𝑖𝑋𝑖 + 𝜃𝑗) (2.1)
kde 𝑋𝑖 je výstup jednotky 𝑖, 𝑊𝑗𝑖 je váha vazby mezi neurony 𝑖 a 𝑗 a 𝜃𝑗 je práh neuronu
𝑗 (je-li hodnota nižší, než práh, zůstává neuron v pasivním stavu). Neurony jsou různě po-
spojovány mezi sebou, hovoříme o tzv. vrstvách, kdy jedna vrstva je vstupní (jde o množinu
neuronů, které k sobě obvykle nemají na své vstupní části připojeny neurony další), jedna
výstupní (výstup neuronů není již při klasifikaci spojen s dalšími neurony) a jedna nebo
více vrstev skrytých, které jsou mezi nimi. Počet vrstev, počet neuronů a váhy pak ovlivňují
to, jak rychle je neuronová síť náchylná k přetrénování a jak jsou její výsledky spolehlivé.
Trénování neuronové sítě probíhá tak, že jsou výstupy používány pro stanovení vah mezi
neurony. Váhy jsou nejdříve stanoveny náhodně, poté jsou postupně do vstupní vrstvy
vkládána trénovací data. Výstup je pak porovnán s očekávaným výstupem a váhy jsou
zpětně upraveny. Jakmile je chybovost dostatečně nízká, je proces ukončen (v opačném
případě bychom se vystavili riziku přetrénování systému).
Rekurentní neuronové sítě jsou takové sítě, které obsahují zpětné vazby, tj. část vstupů
je v dalším kroku spojena výstupy, což umožňuje neuronové síti držet kontext.
2.2.2 Skryté Markovovy modely (HMM)
Pro rozpoznání pohybu, resp. gesta je také možné využít skrytých Markovových modelů,
přestože jsou používány hlavně pro rozpoznání řeči. Technika obsahuje efektivní algoritmy
pro učení a rozpoznávání, jako je Baum-Welchův algoritmus a Viterbiho algoritmus pro vy-
hledávání [26].
HMM (zkratka z angl. Hidden Markov Models) se dá chápat jako automat, který ob-
sahuje množinu stavů s přechody mezi nimi. Každý přechod má dvě pravděpodobnosti:
pravděpodobnost provedení přechodu a pravděpodobnost výstupu. Počáteční stav je dán
pravděpodobnostním rozložením, že je daný stav počáteční [22].
Některá možná propojení automatu jsou na obr. 2.3. První propojení je vhodné pro
sekvence, u kterých záleží na pořadí a které určitým způsobem postupují v čase, nemají
tedy zpětnou cestu, stav se v dalším kroku buď posouvá dále, nebo zůstává stejný. Druhý
obrázek ukazuje model, ve kterém jsou stavy propojeny všechny, je tedy možné se vracet
i zpět.
2.2.3 Dynamické borcení času (DTW)
Technika dynamického borcení času [21] vychází z předpokladu, že pohyb může být klasi-
fikován jako tentýž, i když je proveden různou rychlostí. Algoritmus byl původně navržen
pro rozpoznávání slov v mluvené řeči nebo pro klasifikaci několika mála gest a je poměrně
výpočetně náročný, časová složitost roste kvadraticky s délkou rozpoznávané sekvence [20].
Proto vzniklo několik variant této metody (mimo jiné např. [21], [25]), které výpočet vý-
znamně urychlují (přestože je výsledek často aproximací původní metody). Nejdříve bude
popsán význam této metody a možnosti urychlení výpočtu.
Význam transformace je ilustrován na obrázku 2.4. Záznam pohybu, který by byl při
klasickém přístupu klasifikovatelný velmi těžko, je pomocí několika jednoduchých operací
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Obrázek 2.3: Možné topologie HMM. Převzato z [25]
upraven tak, aby byl podstatný tvarový průběh křivky pohybu místo polohy objektu v čase.
V popisu problému zde vycházím z [21].
Obrázek 2.4: Srovnání klasického přístupu a přístupu DTW. Převzato z [25]
Formálně můžeme problém definovat tak, že máme dvě časové sekvence 𝑄 a 𝐶 o délce
𝑛 a 𝑚.
𝑄 = 𝑞1, 𝑞2, . . . , 𝑞𝑖, . . . , 𝑞𝑛 (2.2)
𝐶 = 𝑐1, 𝑐2, . . . , 𝑐𝑗 , . . . , 𝑐𝑚 (2.3)
Pro zarovnání těchto dvou sekvencí nejdříve vytvoříme 𝑛 × 𝑚 matici, ve které každý
element matice obsahuje vzdálenost 𝑑(𝑞𝑖, 𝑐𝑗) mezi prvkem sekvence𝑄 (𝑞𝑖) a prvkem sekvence
𝐶 (𝑐𝑗). Vzdálenost je počítána následující rovnicí.
𝑑(𝑞𝑖, 𝑐𝑗) = (𝑞𝑖 − 𝑐𝑗)2 (2.4)
Cílem je v této matici nalézt cestu 𝑊 (v obrázku 2.5 je vyznačena šedou barvou), což
je spojitá posloupnost prvků matice.
𝑊 = 𝑤1, 𝑤2, . . . , 𝑤𝑘, . . . , 𝑤𝐾 𝑚𝑎𝑥(𝑚,𝑛) ≤ 𝐾 < 𝑚 + 𝑛− 1 (2.5)
Cesta 𝑊 musí splňovat několik základních podmínek [21].
∙ Okrajové podmínky Cesta musí začínat a končit v protilehlých bodech matice, tedy
𝑤1 = (1, 1) a 𝑤𝑘 = (𝑚,𝑛).
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Obrázek 2.5: Dynamické borcení času. Dvě podobné sekvence Q a C nejsou v čase přesně
zarovnány (a), proto je vytvořena matice vzdáleností mezi jednotlivými body (b), následně
je vytvořena optimální cesta 𝑊 pro namapování jedné sekvence na druhou (znázorněna
šedě). Podobnost sekvencí Q a C je pak počítána mezi odlišnými body v čase (c). Převzato
z [21].
∙ Spojitost Pro každé 𝑤𝑘 = (𝑎, 𝑏) platí, že 𝑤𝑘−1 = (𝑎′, 𝑏′), kde 𝑎− 𝑎′ ≤ 1 a 𝑏− 𝑏′ ≤ 1.
Není tedy možné přeskakovat jednotlivé body v sekvencích.
∙ Monotónnost Pro každé 𝑤𝑘 = (𝑎, 𝑏) platí, že 𝑤𝑘−1 = (𝑎′, 𝑏′), kde 𝑎 − 𝑎′ ≥ 0 a
𝑏 − 𝑏′ ≥ 0. Není tedy možné se vracet v matici „zpět“, každý další prvek z 𝑊 musí
být v matici ve stejném sloupci, nebo vpravo, stejně tak musí být na stejném nebo
vyšším řádku.
Cest, které tyto podmínky splňují, může být více, my ale hledáme tu, která má nejnižší
ohodnocení ve smyslu následující rovnice.
𝐷𝑇𝑊 (𝑄,𝐶) = min
{︁√︁∑︀𝐾
𝑘=1𝑤𝑘 (2.6)
Cesta může být nalezena rekurentně pomocí vztahu níže. 𝛾(𝑖, 𝑗) je kumulativní vzdá-
lenost, která se spočítá sečtením ohodnocení současného prvku matice 𝑑(𝑖, 𝑗) a minimální
kumulativní vzdálenosti vypočtené pro přilehlé prvky stejným způsobem.
𝛾(𝑖, 𝑗) = 𝑑(𝑞𝑖, 𝑐𝑗) + min{𝛾(𝑖− 1, 𝑗 − 1), 𝛾(𝑖− 1, 𝑗), 𝛾(𝑖, 𝑗 − 1)} (2.7)
Složitost tohoto postupu je 𝑂(𝑛𝑚), proto se pro výpočet používají různá urychlení.
Mezi možná urychlení se podle [25] běžně řadí:
∙ Omezující podmínky; snížení počtu elementů matice, které jsou při výpočtu uvažo-
vány.
∙ Datová abstrakce; provedení DTW na redukované reprezentaci dat.
∙ Indexování; snížení počtu iterací DTW pro nalezení cesty s minimálním ohodnocením.
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Omezující podmínky jsou využívány při DTW poměrně často, jejich principem je vhodné
omezení množství polí. Nejrozšířenější varianty jsou Sakoe-Chiba band a Itakura Paral-
lelogram [25], ilustrace je na obrázku 2.6. Šířky, tedy velikosti obou ploch jsou zadány
parametricky. časová složitost je stejná, jako u klasické formy DTW, nicméně výpočet je
v absolutních číslech o konstantu rychlejší. Tato varianta výpočtu není optimální, protože
pokud cesta s nejlepším ohodnocením neleží celá uvnitř daného útvaru, pak není nalezena.
Obrázek 2.6: Sakoe-Chiba band (vlevo) a Itakura Parallelogram (vpravo). Převzato z [25].
Datová abstrakce urychluje výpočet tím, že cesta není hledána rovnou na celé matici,
ale na její redukované formě, viz obr. 2.7. Nalezení cesty v redukované formě matice umožní
vytvoření omezujících podmínek ve tvaru, který může, ale nemusí lépe reflektovat rozložení
hodnot v matici. Ani tak ale není algoritmus optimální, nebere totiž v úvahu lokální maxima
uvnitř redukovaných polí; pole, které obsahuje mnoho vysokých hodnot, může být tedy
chybně ohodnoceno jako nevýhodné.
Obrázek 2.7: Urychlení pomocí datové abstrakce. Převzato z [25].
Indexování neurychluje přímo algoritmus DTW, nicméně omezuje počet provedení al-
goritmu a je také hojně využíváno v mnoha různých aplikacích [25].
V následující podkapitole bude věnována pozornost metodě FastDTW, která vhodně
kombinuje první dva přístupy.
FastDTW
Stan Salvador a Philip Chan představili metodu snížení složitosti DTW, která spočívá
v provedení několika základních operací [25], které sníží časová složitost této na 𝑂(𝑁).
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∙ Zhuštění časové sekvence na menší úsek, který reprezentuje křivku tak přesného (po-
dobného) tvaru, jak to je jen možné.
∙ Nalezení minimální cesty v matici s nižším rozlišením.
∙ Nalezení minimální cesty v jemnějším rozlišení.
Zhuštění časové sekvence probíhá tak, že je vždy vypočítán průměr nejbližších prvků
matice. Tato operace se provádí několikrát tak, aby bylo vytvořeno několik různých rozlišení
původní sekvence. V dalším kroku je nalezena cesta maticí ve velmi nízkém rozlišení, což
následně determinuje, kde bude vyhledáváno při jemnějším rozlišení. Ilustrováno to je na
obr. 2.8.
Obrázek 2.8: Zvyšování rozlišení v metodě FastDTW. Převzato z [25].
Tato metoda negarantuje nalezení optimální cesty, proto, aby byla zvýšena šance na na-
lezení optimální cesty, byl navíc vytvořen parametr radius, který vyjadřuje počet elementů
matice, které mají být ještě navíc prohledány v okolí nalezené cesty. Na obr. 2.8 je parametr
nastaven na 1.
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Kapitola 3
Chytré hodinky
Chytré hodinky v současné době obsahují několik vstupně výstupních zařízení a senzorů,
kromě displeje to většinou je mikrofon, senzory pohybu, senzor pozice a vibrační motor
a v některých zařízeních navíc malé reproduktory. V této kapitole je ve zkratce popsáno
Android Wear API (s ohledem na využitelnost funkcionalit v praktické části práce) a první
zařízení s operačním systémem Android Wear, což jsou hodinky LG G Watch [3].
3.1 Android Wear API
Operační systém Android Wear a jeho API je navrženo tak, že se počítá s velmi úzkým
propojením nositelného zařízení s mobilním telefonem [14].
Klíčovou originální součástí systému je společný komunikační kanál a to, že počítá
i s jinými tvary obrazovek, než se čtvercovými. Zbylé funkce systému se velmi podobají
běžnému systému Android s tím, že některé funkce API zpřístupněny nejsou (jedná se
například o ty části knihovny, které umožňují nebo vyžadují komunikaci přes síť).
3.1.1 Komunikace s Android telefonem
Prakticky každá Android Wear aplikace má dvě součásti. Tou první je aplikace určená
pro Android Wear zařízení, druhá aplikace je určená mobilnímu zařízení, které je k němu
spárováno (není to ale podmínkou, je možné vytvořit i aplikaci, která poběží čistě na An-
droid Wear zařízení).
Spárování je možné provést externí aplikací Android Wear v telefonu nebo tabletu, která
zajišťuje Bluetooth spojení s nositelným zařízením, přenos notifikací a informací z aplikací
pro sledování pohybu; navíc lze měnit vzhled a chování ciferníku (angl. watch face) [6].
Vyhledání zařízení a Bluetooth spojení tedy uživatelské aplikace nemusí provádět: mezi
aplikacemi je v rámci Google Play services1 poskytována abstraktní datová vrstva, která
umožňuje přenos jednoduchých textových zpráv, souborů, serializovatelných objektů i vět-
ších objemů dat (hudby, videa). Přenos probíhá přes Bluetooth nebo přes Wi-Fi, ilustrováno
to je na diagramu 3.1. Programátor potom přistupuje k předpřipravené datové vrstvě API
(angl. Wearable Data Layer API ).
Datová vrstva API obsahuje v současné době následující možnosti přenosu, liší se v typu
přenášených dat a v místě, kde s přijatými daty lze pracovat [16].
1Google Play services je knihovna, která umožňuje přístup k funkcím Google aplikací, které jsou nain-
stalovány v Android zařízení [10].
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Obrázek 3.1: Ukázka spojení mobilního zařízení s nositelným zařízením, převzato z [16].
∙ DataItem zprostředkovává datové úložiště s automatickou synchronizací mezi mobil-
ním zařízením a chytrým nositelným zařízením.
∙ MessageApi zprostředkovává zasílání jednoduchých textových zpráv mezi zařízeními.
∙ Asset objekty jsou objekty, které lze využít pro přenos binárních dat, např. obrázků.
∙ WearableListenerService je služba, ve které lze pracovat s přijatými daty, když je
aplikace na pozadí.
∙ DataListener je služba, ve které lze pracovat s přijatými daty, když je aplikace na po-
předí.
∙ ChannelApi třída je třída, pomocí které lze přesouvat mezi zařízeními velké množství
dat, např. hudbu nebo filmy.
3.1.2 Senzory pohybu
Zařízení s operačním systémem Android Wear má v sobě zabudovanou podporu několika
senzorů pohybu, stejnou, jako u zařízení Android. Dva z nich jsou založené přímo na hard-
warovém vybavení zařízení (rychloměr a gyroskop), ty zbylé mohou být (ale nemusí vždy
být) softwarově dopočítávány [9].
Pohyb je snímán ve velmi krátkých časových intervalech, ve kterých je vyvolávána udá-
lost onSensorChanged. Je vždy předávána naměřená hodnota (např. síla zrychlení ve směru
tří os), přesnost této hodnoty (angl. accuracy) a časové razítko. Čas je udáván v nanosekun-
dách a reprezentuje dobu od startu zařízení (nejde tedy o aktuální nastavený čas v systému;
zjištěnou hodnotu lze použít pouze pro porovnání, která událost nastala dříve a která poz-
ději, neznáme přesný čas jejího vyvolání).
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Tabulka 3.1 ukazuje jednotlivé možnosti API pro snímání pohybu, ne všechny jsou
dostupné u všech zařízení.
Senzor Jednotky Popis
TYPE_ACCELEROMETER 𝑚/𝑠2 Síla zrychlení ve směru os x, y a z.
TYPE_GRAVITY 𝑚/𝑠2 Síla gravitace ve směru os x, y a z.
TYPE_GYROSCOPE 𝑟𝑎𝑑/𝑠 Rychlost rotace kolem os.
TYPE_GYROSCOPE_UNCALIBRATED 𝑟𝑎𝑑/𝑠 Rychlost rotace (bez kompenzace
driftu).
TYPE_LINEAR_ACCELERATION 𝑚/𝑠2 Síla zrychlení ve směru os, není uva-
žována gravitace.
TYPE_ROTATION_VECTOR bez jednotky Rotační vektor os.
TYPE_SIGNIFICANT_MOTION nedostupné Konstanta, která říká, že byl prove-
deno „dostatečně velký“ pohyb.
TYPE_STEP_COUNTER počet kroků Počet kroků provedených od posled-
ního restartu zařízení.
TYPE_STEP_DETECTOR nedostupné Konstanta, která je použita, pokud
byl proveden krok.
Tabulka 3.1: Podporované senzory pohybu na Android zařízení. [9]
3.1.3 Senzory pozice
Senzory, které umožní zjistit polohu zařízení, jsou v Android zařízení typicky dva, senzor
pozice vůči magnetickému poli země a senzor orientace. Dále může zařízení obsahovat senzor
blízkosti k jinému objektu (ten ale bývá často reprezentován pouze jedinou hodnotou, tedy,
zda je další objekt „daleko“ nebo „blízko“).
V tabulce 3.2 jsou ukázány možnosti Android API pro snímání pozice. Nicméně opět,
jako v předchozí podkapitole, je potřeba zmínit, že ne všechny z těchto popsaných senzorů
musí být vždy přítomny.
Senzor Jednotky Popis
TYPE_GAME_ROTATION_VECTOR bez jednotky Rotační vektor os, nebere
v úvahu magnetické pole
země.
TYPE_MAGNETIC_FIELD 𝜇𝑇 Síla geomagnetického pole
ve směru os.
TYPE_MAGNETIC_FIELD_UNCALIBRATED 𝜇𝑇 Síla geomagnetického pole
ve směru os (bez kalibrace).
TYPE_PROXIMITY 𝑐𝑚 Vzdálenost od objektu (někdy
pouze binární hodnota).
Tabulka 3.2: Podporované senzory polohy na Android zařízení. [15]
3.1.4 Ovládání vibrací
Ovládání vibrací je zajištěno třídou Vibrator. Pro použití této funkcionality je potřeba si
v souboru AndroidManifest.xml explicitně vyžádat povolení:
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<uses-permission android:name=’android.permission.VIBRATE’ />
Vibrace pak lze spustit buď na určitý časový úsek metodou vibrate(long ms), anebo lze
zvolit „vibrační vzor“ (angl. pattern), tedy, programově vložit posloupnost délek vibrování
a klidového stavu [12].
3.1.5 Ovládání reproduktoru
Reproduktory obsahují pouze některá zařízení. Proto před jejich použitím je nutné zjistit,
zda jsou dostupné metodou getDevices() a zkontrolovat, že je zde mimo jiné i konstanta
FEATURE_AUDIO_OUTPUT. Dále pak je spouštění zvuků stejné, jako na jiných Android zaří-
zení, tj. pomocí tříd MediaPlayer a AudioManager [18].
3.2 LG G Watch
Hodinky LG G Watch, které mám pro tuto práci k dispozici, jsou jedním z prvních zařízení,
se kterým byl dodáván systém Android Wear. Hardwarová výbava je tedy poněkud omezená
oproti jiným (později vytvořeným) hodinkám. Displej je ve tvaru obdélníku (nyní už je tento
tvar spíše netypický, hodinky bývají dnes častěji kulatého tvaru) s úhlopříčkou o velikosti
1,65 palců.
Obrázek 3.2: LG G Watch, převzato z [2].
Hodinky obsahují mikrofon, senzory pohybu a polohy (rychloměr, kompas, gyroskop)
a pro signalizaci lze využít pouze vibrační motor, reproduktor zde není přítomen, stejně
tak jako měřič tepu [2].
3.3 Existující aplikace s rozpoznáváním pohybu
V některých aplikacích se již vývojáři pokusili v různých formách využít metod strojového
učení pro rozpoznávání gest a pohybu. Daly by se obecně rozdělit do dvou kategorií, do první
kategorie by spadaly ty aplikace, které mají předdefinované vzory pohybu (tedy natrénované
modely), do druhé kategorie potom spadají ty, které umožňují uživatelům nejdříve definovat,
jak má pohyb probíhat a poté daný pohyb sledují.
V této kapitole představím tři aplikace, Google Fit [8], Wear Fitness Personal Trai-
ner [13] a Track My Golf Swing Analyzer [11].
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3.3.1 Google Fit
Aplikace Google Fit se dá pojmout jako agregátor jakýchkoliv pohybových aktivit, které uži-
vatel s chytrým zařízením provádí. S touto aplikací mohou spolupracovat také ostatní apli-
kace, které jí mohou zasílat naměřená data, která je možné dále analyzovat, sledovat grafy,
spálené kalorie a provádět další akce [8].
Obrázek 3.3: Ukázka aplikace Google Fit, převzato z [8].
Spolupráce probíhá pomocí speciálního API v rámci Google Play Services, což je knihovna
obsahující složitější funkce, které je možné na Android zařízení využívat. Google Fit tedy
mimo jiné nabízí (názvy funkcionalit ponechávám v angličtině, protože se shodují s názvy
tříd knihovny) [5]:
∙ Sensors API, toto API zpřístupňuje nezpracovaná data ze senzorů z Android i An-
droid Wear zařízení.
∙ Recording API, které umožňuje automatické ukládání pohybových dat tak, aby byly
aplikace energeticky efektivnější.
∙ History API, které zpřístupňuje historii a umožňuje ukládání, mazání a čtení pohy-
bových dat.
∙ Sessions API, díky kterému je možné ukládat pohybová data a jejich metadata
v rámci aktuální relace (session), což je časový interval během kterého uživatel provádí
danou aktivitu.
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∙ Bluetooth Low Energy API, které umožňuje přístup k nízkoenergetickým senzorům
v Google Fit.
3.3.2 Wear Fitness Personal Trainer
Tato aplikace [13] je schopná automaticky identifikovat prováděný pohyb a počítat jeho
opakování. V první fázi je nutné aplikaci natrénovat, tedy několikrát provést cvik a uložit
jej, a poté je ve sledovacím módu automaticky rozpoznán a počítán. V případě, že je cvik
neznámý, aplikace sama odhadne, kolikrát byl cvik proveden a nabídne uložení nového
pohybového vzoru. Algoritmus, kterým počítání a rozpoznávání cviků probíhá, ale není
zveřejněn. Snímek obrazovky, která slouží pro počítání cviků, je na obr. 3.4.
Obrázek 3.4: Ukázka aplikace Wear Fitness Personal Trainer, převzato z [13].
Aplikace obsahuje i další funkce, manuální vložení provedeného cviku, časovač, stopky,
práci s historií (odmazání chybně zadaného cviku) a je integrována s Google Fit, takže lze
její výstupy sledovat i v agregované formě [13].
3.3.3 Track My Golf Swing Analyzer
Aplikace Track My Golf Swing Analyzer představuje zástupce aplikací, které mají pohyb,
který má být proveden, předdefinovaný. Provedený pohyb pak je srovnáván s vzorovým
pohybem a z tohoto rozdílu jsou pak tvořena doporučení a analýzy pro hráče golfu (rych-
lost swingu, úhly v různých fázích pohybu atd.). Narozdíl od předchozí aplikace tato není
integrována s Google Fit [11].
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Kapitola 4
Návrh a implementace
V rámci praktické části této práce byla navržena a implementována knihovna, která umož-
ňuje rozpoznat a rozlištit provedená gesta a manipulovat s nimi (učit se nová gesta, mazat
naučená gesta, měnit jejich parametry). Na rozlišená gesta lze v aplikaci reagovat a dále
je o gestech informován připojený tablet nebo telefon pomocí speciálního komunikačního
protokolu. Zároveň je vytvořena možnost exportovat naučený soubor gest, případně využít
ve vlastním projektu přednastavený soubor s gesty.
V této sekci jsou jednotlivé komponenty knihovny (a jejich použití) podrobněji popsány.
Knihovna byla následně využita pro vytvoření ukázkové aplikace, pomocí které bylo roz-
poznávání gest optimalizováno a testováno.
4.1 Navržená architektura
Základní myšlenka při navrhnování architektury byla ta, že bude existovat jedna aplikace
(resp. knihovna využitelná Android aplikací) na zařízení, která bude sledovat, interpretovat
a reagovat na provedená gesta, a k němu bude možné navázat další aplikaci umístěnou
na jiném (připojeném) zařízení, které bude mít možnost na rozpoznaná gesta také reagovat.
4.1.1 Celkový pohled
Celkový pohled na implementovaný systém lze popsat pomocí obrázku 4.1. Pro vytvoření
dvou spolu komunikujících aplikací lze využít v rámci této práce vytvořenou jednotnou
knihovnu (naznačena v obrázku zeleným ohraničením), ze které lze zvolit využití jedné
nebo druhé hlavní služby (tedy služby pro rozpoznávání, nebo přijímání zpráv).
Grafické rozhraní aplikace, která je určena pro rozpoznávání gest (je očekáváno, že to
bude Android Wear zařízení, není to ale podmínkou) využívá služby pro rozpoznávání gest
pojmenovanou GestureCaptureService. Ta je základním stavebním kamenem pro práci
s gesty (rozpoznání a manipulaci) a jejím úkolem je o provedeném gestu informovat toto
i připojené zařízení. Kroky prováděné v této aplikaci jsou popsány v podkapitole 4.1.2,
detaily implementace a využití služby pro rozpoznávání v podkapitole 4.3.1.
Aplikace, která je určena pro spárované zařízení, využívá služby pro příjem zpráv pojme-
novanou GestureReceiveService. Tato služba informuje o provedených gestech grafické
rozhraní téměř shodně, jako to dělá služba pro rozpoznávání. Podrobnější popis struktury
této části lze nalézt v podkapitole 4.1.3. Popis vnitřní implementace a popis možného po-
užití služby je v podkapitole 4.3.2.
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Obrázek 4.1: Návrh celého systému. Zeleně je vyznačena část, kterou zajišťuje knihovna
vytvořená v rámci této práce.
Mezi službami je vytvořen komunikační protokol, který na připojeném zařízení umožní
správně přijmout serializovaná data a vytvořit z nich zpětně jejich původní objektovou
reprezentaci.
Při rozpojení dvou zmíněných zařízení (resp. aplikací) musí být služba pro rozpoznání
stále schopna rozpoznávat pohyby, pokud to je vyžadováno; výpočty tedy musí být dosta-
tečně rychlé i pro použití na méně výpočetně vybaveném stroji a vzory gest by měly být
uloženy v paměti tohoto zařízení.
4.1.2 Architektura aplikace pro rozpoznávání gest
Jádrem celého systému je služba pro rozpoznávání gest. Ta je zodpovědná za uložení gest,
natrénování systému, průběžnou klasifikaci detekovaných gest a informování připojeného
zařízení o rozpoznaném gestu.
Vytvoření, vylepšení, uložení a reprezentace gest
Jako počáteční vstupní data pro rozpoznávání byly zvoleny údaje z akcelerometru. Zasí-
lané údaje zahrnují velikosti zrychlení ve směru os x, y a z, odhadovanou přesnost měření
(angl. accuracy) a časovou známku (jde o dobu od spuštění zařízení v nanosekundách, angl.
timestamp).
Hodnoty zrychlení se zdály být pro rozpoznávání dynamických gest dostačující, protože
naměřené zrychlení téměř nikdy není zcela nulové a navíc není počítáno s tím, že by gesta
obsahovala dlouhé pohyby s konstantní rychlostí.
Nejdříve bude nyní popsán proces vytváření gest s využitím obrázku 4.2, poté bude
podrobněji popsána vnitřní reprezentace a jejich uložení.
Vytváření nových gest probíhá tak, že se postupně získávají data z akcelerometru a sys-
tém se kontinuálně pokouší o jejich interpretaci. Pokud gesto nebylo systémem rozpoznáno,
doporučí jej k uložení (spuštěním metody onNewGestureDetected, bude popsána dále).
Po vložení jména gesta je časový průběh i s názvem uložen do souboru v JSON formátu.
Do zmíněného JSON souboru se ukládají názvy gest a jejich předzpracované časové
průběhy. Časové průběhy gest jsou získány tak, že během fáze předzpracování rozpozná-
vání jsou upraveny hodnoty zrychlení ve směrech os tak, aby rozestup mezi ukládanými
20
Obrázek 4.2: Proces vytvoření gesta.
body nebyl menší, než 100 ms, a aby byl omezen vliv gravitační síly (přesný algoritmus
předzpracování a ostatní fáze programu jsou popsány dále).
Data mohou tedy být kdykoliv použita pro nové natrénování, protože jsou redukována
pouze na zmíněný minimální rozestup. Díky tomu při změně jiných parametrů trénování
a rozpoznávání, jako je například hranice přijetí gesta a časový rozestup mezi sledovanými
velikostmi hodnot zrychlení, není nutné vytvářet trénovací sadu znovu od začátku.
Kód dále naznačuje strukturu obsahu JSON souboru.
[
{
"name": "#left",
"trainingSet": [
[
{ "timestamp": 912692106394502,
"accuracy": 3,
"values": [ 0.03, 0.18, -0.06 ] }, // ... dalsi bod v case
], // ... dalsi vzorek
]
}, // ... dalsi objekt gesta
]
V souboru, který je ve výchozím stavu nazván default.json a je uložen v externí
paměti, je uloženo pole objektů, ve kterém každý objekt reprezentuje jedno naučené gesto
(tedy všechny jeho zaznamenané průběhy ve fázi vytváření gesta). Je doporučeno, aby každé
gesto mělo jiný název, ve struktuře to ale není vyžadováno (je možné natrénovat více růz-
ných průběhů gest pod stejným názvem). Každý objekt, který reprezentuje gesto, obsahuje
atribut name, tedy název, a pole průběhů naměřených a předzpracovaných údajů z akce-
lerometru v atributu trainingSet (zde každý prvek posloupnosti obsahuje časové razítko,
informaci o přesnosti měření a naměřené hodnoty zrychlení ve třech dimenzích).
Ještě zbývá stručná zmínka o způsobu vylepšování gest (ve smyslu přidávání jejich časo-
vých průběhů). Přidání nového časového průběhu je navrženo tak, že po pokusu o klasifikaci
(zde již nezáleží tolik na tom, zda je úspěšná, nebo neúspěšná) je možné uložit předzpra-
covaný průběh gesta k existujícímu gestu pomocí jeho názvu (na základě názvu je gesto
vyhledáno ve slovníku a je k němu přidán průběh).
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Trénovací fáze
Vstupem trénovací fáze jsou data v JSON formátu, výstupem je vnitřní reprezentace,
ve které program může efektivněji vyhledávat.
Vstupní data mohou být vložena do aplikace před její kompilací, nebo nasnímána a ulo-
žena za běhu, nebo je do zařízení uložen soubor jinou cestou (např. stažením z nějaké webové
stránky) a v programu je na tento soubor odkázáno. Preferovanou možností je ale vytvoření
těchto dat uživatelem, který bude aplikaci používat (jinak by bylo obtížné rozpoznat jeho
gesto - protože ho může provést jiným způsobem, než jak bylo definováno).
Trénování probíhá tak, že každý průběh uloženého gesta je načten do paměti do slovníku
gest, a zde je reprezentováno každé z nich svým názvem a seznamem upravených průběhů
(průběhem je zde myšlena posloupnost tří dimenzí zrychlení s časovým razítkem). Upravení
průběhu gesta spočívá v její možné opětovné redukci. Jak bylo psáno v předchozím textu,
do JSON formátu se ukládají průměry hodnot na osách z akcelerometru, které jsou od sebe
dále, než 100 ms. Stejně tak zde lze nastavit, aby byla dimenze problému ještě více snížena
a byly vytvořeny průměry nových hodnot.1 Touto operací je trénovací fáze ukončena.
V rámci této fáze by ještě mohlo dojít k předzpracování dat tak, aby další fáze algoritmu
mohla rychle určit podmnožinu klasifikačních tříd, mezi kterými je pravděpodobnější, že
bude nejlepší výsledek a bylo by možné následně detailně prohledávat až výslednou pod-
množinu. Nicméně tato možnost součástí algoritmu není, protože je navržená knihovna
určena spíše pro menší počet jednoduchých, snadno rozlišitelných gest.
Fáze klasifikace
V této části bude obecně popsán celkový postup fáze rozpoznávání, což je fáze, která probíhá
od chvíle, kdy je do aplikace uloženo alespoň jedno gesto a služba pro rozpoznávání je
korektně spuštěna. Jednotlivé fáze algoritmu jsou dále přesněji popsány v podkapitole 4.2.
Celý postup je ukázán na obrázku 4.3.
Po spuštění rozpoznávače jsou sbírána data z akcelerometru, jejichž počet je snížen
pomocí fáze předzpracování. Poté je detekován počátek a konec gesta pomocí velikosti
vektorů zrychlení, data před detekovaným počátkem i data za koncem jsou odejmuta (je
ponechána jenom část, která je vyznačená v obrázku zelenou barvou). V dalším kroku jsou
již používána data ve všech třech rozměrech (x, y, z).
Postupně je v cyklu zjišťována vzdálenost naměřených a upravených dat od všech refe-
renčních gest pomocí techniky dynamického borcení času s optimalizací rychlosti FastDTW
(která byla vybrána na základě nastudované teorie) a je hledána ta vzdálenost, která je
nejmenší. Vzdálenostní funkce byla nalezena v knihovně Java Machine Learning Library
ve verzi s označením 0.1.7.
Jakmile je nalezeno referenční gesto, které nejlépe odpovídá provedenému pohybu, je
ještě ověřeno, zda není vzdálenost „příliš velká“. Velikost této hranice byla určena experi-
mentálně, princip bude popsán dále v textu.
Je-li gesto přijato, služba rozešle informaci o rozpoznání; nejdříve je informace rozeslána
po grafickém rozhraní aplikace, poté je zaslána spárovaným zařízením, která jsou připojená
přes Bluetooth a jsou schopna rozesílaná data přijmout. Pokud gesto přijato není, je ob-
dobným způsobem rozeslána informace o možném provedení nového gesta.
1Nicméně, experiment, který bude popsán v podkapitole 4.5.2, později ukázal, že pro zvolené pohyby je
využití další redukce nevhodná. Přesto je ponechána programátorovi možnost, aby ji využil; jde o parametr
groupByMs.
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Obrázek 4.3: Postup vyhodnocení gesta.
4.1.3 Architektura aplikace pro přijímání událostí
Aplikace určená pro vzdálené reakce na události, které nastanou na druhém zařízení, oče-
kává příchod zpráv ve formátu definovaného protokolu. Jakmile je přijatá zpráva, která od-
povídá některé ze zpráv, kterému aplikace „rozumí“, je nejdříve zpracována do odpovídající
vnitřní reprezentace (proběhne deserializace) a následně je informována o události zbytek
aplikace. Podrobnější popis protokolu je v kapitole 4.3.3, proces je ilustrován na obr. 4.4.
4.2 Použité algoritmy pro rozpoznávání
V této podkapitole budou popsány detailně jednotlivé fáze a postupy výpočtu. V algoritmu
je použito několik konstant, jejich nejvhodnější hodnoty pro zamýšlený účel byly zjištěny
experimentálně a/nebo iterativně; některé z nich jsou v knihovně ale nastavitelné progra-
mátorem (jejich popis lze nalézt v dokumentaci přiložené na CD).
4.2.1 Fáze předzpracování
Od jednotlivých rozměrů vektoru zrychlení je vždy nejdříve odečten vliv gravitační síly
s využitím filtru dolní propust na základě vztahu popsaného v [9] (zde ukázáno pouze pro
jeden rozměr):
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Obrázek 4.4: Postup přijetí gesta připojeným zařízením.
𝑎 = 0 8 (4.1)
𝑔𝑥,𝑖 = 𝑎 · 𝑔𝑥,𝑖−1 + (1− 𝑎) · 𝑥𝑖 (4.2)
𝑙𝑥,𝑖 = 𝑥𝑖 − 𝑔𝑥,𝑖 (4.3)
Kde 𝑔𝑥 je gravitační zrychlení ve směru osy x, 𝑙𝑥 je lineární zrychlení, a 𝑎 je konstanta,
která zohledňuje přibližné zpoždění událostí měření. Detaily výpočtu jsou popsány v [9].
Vzhledem k tomu, že jsou údaje z akcelerometru posílány velmi často (každých cca
10 ms, hodnota je ale závislá na aktuálním výpočetním vytížení hodinek), procesor by
nestíhal provádět složitější výpočty, kdyby data nebyla předzpracována. Zároveň jsou jed-
notlivé hodnoty přijímané z akcelerometru velmi variabilní a jejich přílišná „přesnost“ by
byla pro rozpoznání spíše kontraproduktivní.
Předzpracování je proto zvoleno tak, že je do dalšího výpočtu posílán průměr hodnot
přijatých v průběhu každých minimálně 100 ms (100000000 ns). Po každém přijetí události
měření gesta je kontrolován následující vztah, kde 𝑡𝑖 je aktuální časové razítko a 𝑡0 je první
zpracovávaný čas:
|𝑡𝑖 − 𝑡0| <= 100000000 (4.4)
Dokud výše uvedený vztah platí, jsou prováděny následující výpočty zvlášť pro každou
dimenzi (zde je ukázáno pro rozměr 𝑥):
𝑠𝑢𝑚𝑥,𝑖 = 𝑠𝑢𝑚𝑥,𝑖−1 + 𝑥𝑖 (4.5)
𝑐𝑜𝑢𝑛𝑡𝑖 = 𝑐𝑜𝑢𝑛𝑡𝑖−1 + 1 (4.6)
Jakmile vztah 4.4 neplatí, je spočítán podíl tak, je uvedeno níže a pole obsahující všechny
tři dimenze je vloženo do výstupní posloupnosti k dalšímu zpracování. Časové razítko nově
vloženého bodu je nastaveno na 𝑡0 a hodnoty 𝑠𝑢𝑚𝑥, 𝑐𝑜𝑢𝑛𝑡𝑥 a 𝑖 jsou nastaveny na iniciální
hodnoty (tedy 𝑖 = 1, 𝑠𝑢𝑚𝑥 = 𝑥, 𝑐𝑜𝑢𝑛𝑡𝑥 = 1).
𝑎𝑑𝑑𝑋 =
𝑠𝑢𝑚𝑥,𝑖−1
𝑐𝑜𝑢𝑛𝑡𝑖−1
(4.7)
𝑎𝑑𝑑𝑌 =
𝑠𝑢𝑚𝑥,𝑖−1
𝑐𝑜𝑢𝑛𝑡𝑖−1
(4.8)
𝑎𝑑𝑑𝑍 =
𝑠𝑢𝑚𝑥,𝑖−1
𝑐𝑜𝑢𝑛𝑡𝑖−1
(4.9)
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4.2.2 Ohraničení gesta
Pokaždé, když je vložena nová hodnota do předzpracované posloupnosti, je testováno, zda
je, nebo není detekováno provedení celého gesta. Začátek a konec gesta je v případě imple-
mentované knihovny chápán tak, že jde o pohyb, který:
1. Začíná a končí nulovou (nebo téměř nulovou) velikostí zrychlení.
2. Má délku trvání v intervalu [600, 5000] ms.
Hranice, kdy je velikost zrychlení interpretována jako nulová byla zvolena empiricky
na průměrnou hodnotu velikostí zrychlení 0, 25𝑚/𝑠2 v průběhu posledních 300 ms. Je tedy
počítán průměr všech hodnot |𝑣| vypočítaných následujícím vztahem, které mají časové
razítko mladší než 300 ms.
|𝑣| =
√︀
𝑥2 + 𝑦2 + 𝑧2 (4.10)
Výše uvedené konstanty byly zvoleny s pomocí obrazovky Hand move v ukázkové apli-
kaci a vizualizace grafy; příkladem vizualizace je obr. 4.5.
Obrázek 4.5: Graf naměřených velikostí vektorů zrychlení v čase při provádění krouživého
pohybu doleva. Modře jsou předzpracované hodnoty, zeleně klouzavý průměr těchto hod-
not s velikostí okna 300 ms, šedá linka naznačuje zvolenou hranici, při které je zrychlení
považováno za nulové.
Bylo-li detekováno ucelené gesto, je posloupnost zbavena bodů, které v klouzavém prů-
měru velikostí vektorů nedosahují hranice 0,25 a takto ořezaná posloupnost je poslána
k dalšímu kroku zpracování.
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4.2.3 Výpočet vzdálenosti od referenčního gesta
Vzhledem k povaze vstupních dat jsem se rozhodl využít jako příznaky průměrné velikosti
zrychlení ve třech osách (už ne okamžitá velikost vektoru) za určité časové období, tak, jak
již bylo naznačeno v předchozích kapitolách. Délka období byla určena iterativně tak, aby
byl systém schopen rozlišit ukázková gesta co nejlépe. Iterativní optimalizace je popsána
v části 4.5.2.
Bylo by samozřejmě možné využít i jiné příznaky, například okamžité zrychlení v ur-
čitých bodech času, případně bych mohl analyzovat funkci, která by vznikla, pokud bych
jednotlivé body zrychlení aproximoval polynomem (příznakem by pak mohly být maxima
nebo minima dané funkce atd.). Nicméně, výsledky jedné dřívější práce poukazují na ne-
vhodnost tohoto řešení (viz [24]).
Vyhodnocení nejlepší shody probíhá pomocí vyhledání nejbližšího souseda; vzdálenost
mezi časovými průběhy je definována výsledkem metody FastDTW.
Vyhodnocení úseku gesta testTimeSeries lze zapsat následujícím pseudokódem:
double bestDist = Double.MAX_VALUE;
double measuredDist;
Gesture bestGesture = null;
for(int i = 0; i < refGestures.length; i++) {
measuredDist = FastDTW(testTimeSeries, refGestures[i].timeseries);
if(measuredDist < bestDist) {
bestDist = measuredDist;
bestGesture = refGestures[i];
}
}
Úsek gesta je porovnán s každým z uložených předzpracovaných vzorů gest. Zároveň je
ukládána nejlepší (nejmenší) vzdálenost, která následně slouží k rozhodnutí, zda je gesto
dostatečně podobné gestu původnímu. Hranice této podobnosti byla opět zjištěna experi-
mentálně a postup získání hodnoty hranice je popsán dále v textu.
4.3 Android knihovna
Knihovna je rozdělená na dvě části. Jedna z částí je určená pro sběr a vyhodnocení dat;
ta by měla být použita na nositelném zařízení, ale není to podmínkou, knihovnu lze použít
i bez navázání na nositelné zařízení. Druhá část je určena pro přijímání vyhodnocených
akcí druhým zařízením v reálném čase (role obou částí mohou být na zařízeních prohozeny,
nebo může být využita pouze první z částí).
V následujících podkapitolách je popsáno použití obou možností a je stručně popsána
jejich implementace a způsob komunikace.
4.3.1 Použití na nositelném zařízení
Rozpoznání gest probíhá ve službě GestureCaptureService, ke které je potřeba se pouze
připojit. Připojení probíhá pomocí metody bindService tak, jak je doporučeno v Android
dokumentaci [17].
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Kód níže reprezentuje vhodný způsob připojení a je typické je umístit do metod onStart
nebo onResume v aktivitě nebo službě.
Intent intent = new Intent(this, GestureCaptureService.class);
bindService(intent, mConnection, Context.BIND_AUTO_CREATE);
Jakmile je aktivita nebo služba, ve které probíhá rozpoznávání, ukončena, je důležité
korektně ukončit i práci s knihovnou, resp. odpojit se od služby GestureCaptureService
(služba totiž není ukončena do té doby, dokud existuje jakákoliv reference na ní). To lze
provést následujícím fragmentem kódu (běžně se vkládá do metod pro pozastavení nebo
ukončení kontextu, tedy do metody onStop nebo onPause).
if (mBound) unbindService(mConnection);
Připojení je možné detekovat kódem pod tímto odstavcem; po připojení ke službě je
již možné používat její veřejné metody pro řízení rozpoznávání a definovat požadované
chování po rozpoznané akci (pomocí rozhraní GestureListener, které je blíže popsáno
v podkapitole 4.3.3). Nejdůležitější metody GestureCaptureService jsou shrnuty v tabulce
4.1, jejich podrobnější popis a popis veřejných atributů, kterými je možné upravit parametry
rozpoznávání, lze nalézt v přiložené dokumentaci.
private ServiceConnection mConnection = new ServiceConnection() {
@Override
public void onServiceConnected(ComponentName className,
IBinder binder) {
GestureCaptureService mService;
mService = GestureCaptureService.getService(binder);
mService.startRecognition();
mService.getGestureListenerManager()
.registerListener(mGestureListener);
}
@Override
public void onServiceDisconnected(ComponentName className) { }
};
Metoda Popis
startRecognition Spuštění rozpoznávání.
stopRecognition Pozastavení rozpoznávání.
setTrainingSetFile Výběr souboru s uloženými trénovacími daty.
setTrainingResource Výběr souboru s uloženými trénovacími daty (vložen
před kompilací).
loadTrainingSet Načtení trénovacích dat k rozpoznávání.
readTrainingSet Získání trénovacích dat.
getGestureListenerManager Umožňuje registraci implementace rozhraní
GestureListener metodou registerListener.
Tabulka 4.1: Nejdůležitější metody řízení rozpoznávání.
Nicméně, typicky by se měly po připojení ke službě provést následující kroky:
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1. Nastavení parametrů rozpoznávání (jde o minimální a maximální délku gesta, hranici
přijetí gesta, „jemnost“ sbírání údajů z akcelerometru; volitelné).
2. Nastavení souboru s uloženými trénovacími daty (volitelné).
3. Spuštění rozpoznávání.
4. Registrace implementace rozhraní GestureListener.
Implementace rozhraní GestureListener může zahrnovat také ukládání nově detekova-
ných gest. Pro manipulaci s gesty (přejmenování, smazání a vylepšení gesta) slouží metody,
které jsou popsány v tabulce 4.2.
Metoda Popis
saveGesture Uložení gesta.
renameGesture Přejmenování gesta.
improveGesture Přidání nového vzorku k danému gestu.
Tabulka 4.2: Metody pro manipulaci s gesty.
4.3.2 Použití na připojeném zařízení
Připojené zařízení dokáže přijímat zprávy a spouštět reakce na ně na základě jejich přijetí
události. Zároveň je schopno částečně řídit chod knihovny na druhém zařízení.
Stejně, jako v předchozím případě, i zde je vše řešeno ve službě (tentokrát ale ve službě
GestureReceiverService), ke které se lze připojit metodou bindService s využitím ná-
sledující instance třídy ServiceConnection.
private ServiceConnection mConnection = new ServiceConnection() {
@Override
public void onServiceConnected(ComponentName className,
IBinder binder) {
GestureCaptureService mService;
mService = GestureReceiverService.getService(binder);
mService.getGestureListenerManager()
.registerListener(mGestureListener);
mService.registerCommunicationListener(mCommListener);
}
@Override
public void onServiceDisconnected(ComponentName className) { }
};
Reakce na události je možné implementovat zcela shodně s reakcemi v případě nositel-
ného zařízení a je popsáno v následující kapitole.
Zcela specifickou možností je možnost přijímat další (řídící) zprávy pomocí zvláštního
přijímače událostí (CommunicationListener). V současné verzi knihovny je jedinou tako-
vou komunikační zprávou, na kterou lze reagovat, přijetí serializovaných trénovacích dat
ve formě řetězce ve formátu JSON. Na tuto zprávu lze reagovat implementováním metody
onJSONReceived(String json) daného rozhraní.
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4.3.3 Komunikace a oznamování událostí
V této kapitole bude popsáno rozhraní, které je možné implementovat a reagovat tak
na různé akce, které uživatel se zařízením provede, a dále komunikační protokol, který
zajišťuje přenos zpráv o těchto akcích a umožňuje použití toho stejného rozhraní i na při-
pojeném zařízení.
Události rozpoznávání
Po rozpoznané akci, kterou se v rámci knihovny rozumí pohyb ruky, zastavení ruky, roz-
poznání existujícího nebo nového gesta, jsou spuštěny implementované metody rozhraní
GestureListener všech registrovaných příjemců.
public interface GestureListener {
void onHandMove();
void onHandStop();
void onGestureLearned(Gesture gesture);
void onNewGestureDetected(Gesture gesture);
void onGestureRecognized(Gesture gesture,
double distance,
ArrayList<GestureEvent> gestureEventList);
}
Komunikační protokol
Komunikační protokol se sestává z textových popisků, které označují typ zasílané zprávy,
a dále z případných dodatečných informací, které jsou zasílány jako serializovaný objekt re-
prezentující gesto nebo provedený pohyb. Výjimkou je zpráva /json, při které je očekáváno
zasílání většího množství dat, a proto je pro zaslání a příjem využita instance třídy Asset.
Jednotlivé textové popisky zpráv a jejich význam je popsán v tabulce 4.3, podrobněji
jsou popsány v přiložené dokumentaci.
Zpráva Popis
/gestureRecognized Gesto bylo rozpoznáno.
/newGestureDetected Bylo detekováno nové gesto.
/handMove Zařízení změnilo stav a je v pohybu.
/handStop Zařízení se zastavilo.
/getjson Zaslání požadavku na získání trénovacích dat
v zařízení.
/json Zpráva, která přenáší trénovací data.
/gestureLearned Bylo uloženo nové gesto.
Tabulka 4.3: Komunikační protokol mezi nositelným a připojeným zařízením.
Po přijetí zprávy jsou ihned automaticky informováni všichni příjemci událostí, kteří
implementují rozhraní GestureListener, takže přímé využití tohoto protokolu programá-
torem, který integruje tuto knihovnu, není nutné.
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4.4 Ukázková aplikace
Pro ukázku využití jednotlivých funkcionalit knihovny byla vytvořena aplikace Android
Wear, která byla optimalizována pro zařízení LG G Watch. Z toho vyplývá požadavek,
že aplikace předpokládá čtvercový tvar obrazovky hodinek. Mobilní aplikace pak byla op-
timalizována pro zařízení s minimální verzi API 15.
4.4.1 Aplikace na nositelném zařízení
Aplikace na nositelném zařízení zobrazuje možnosti postupného vytváření souboru s gesty,
úpravy souboru (manipulace s gesty) a možnost vložení souboru předem nasnímaných gest.
Měla by sloužit spíše jako ukázka toho, jakým způsobem je možné implementovat různé
požadované akce. Nejde tedy o doporučené grafické rozhraní, jde o ukázku, která může
usnadnit počátky programování nové aplikace s využitím vytvořené knihovny.
Aplikace obsahuje následující položky hlavního menu, které se zobrazí hned po jejím
spuštění.
∙ Detect
∙ New Gesture
∙ Gestures
∙ Hand move
∙ Detect directions
Ukázka detekce gest
Po výběru položky Detect aplikace začne rozpoznávat provedená gesta rukou, která má
uživatel možnost sám přidat. Detekce je indikována nápisem Detecting. Jakmile je naučené
gesto rozpoznáno, zobrazí se jeho název a uvnitř závorek za názvem se zobrazuje vzdále-
nost od nejbližšího referenčního gesta. Navíc je uživatel o rozpoznaném gestu informován
vibračním upozorněním. Po kliknutí kamkoliv na obrazovku lze pak detekovat gesto další.
Posloupnost obrazovek ukazuje obrázek 4.6.
Obrázek 4.6: Posloupnost obrazovek ukázkové aplikace při detekci.
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Ukázka přidání nového gesta
Položka New Gesture umožňuje přidání nového gesta. Nejdříve je požadováno po uživateli,
aby provedl gesto. Pokud je gesto dostatečně odlišné od gest, která jsou již uložena, je nabíd-
nuto uložení nového gesta na obrazovce, která zobrazuje text Unknown gesture, za kterým
je uvedena délka provedeného gesta (čímž uživatel může částečně zkontrolovat, že bylo gesto
naučeno správně). Pokud se zdá, že bylo gesto naučeno nesprávně, lze učení opakovat krát-
kým kliknutím na obrazovku. Po dlouhém podržení prstu na obrazovce je možné nastavit
jméno gesta tak, že jej uživatel vysloví do mikrofonu v zařízení, aplikace rozpozná řeč a pře-
vede ji na text. Je-li uživatel spokojen s rozpoznáním jména, potvrdí uložení, pokud není,
je možné celou akci zopakovat. Proces vytvoření nového gesta je zobrazen na obrázku 4.7.
Obrázek 4.7: Posloupnost obrazovek ukázkové aplikace při vytváření nového gesta.
Ukázka manipulace s gesty
V části Gestures se zobrazují všechna naučená gesta, se kterými je možné manipulovat. Je
možné přejmenovat gesto, smazat gesto, nebo vylepšit (možnost Improve). Vylepšení spočívá
v přidání dalšího časového průběhu gesta, které lze potvrdit dlouhým podržením prstu na
obrazovce; pokud je na obrazovku kliknuto krátce, je možné učení opakovat. Po kliknutí
na položku Rename aplikace očekává zvukový vstup od uživatele (do mikrofonu má být
vysloven nový název gesta). Po kliknutí na Delete je gesto ihned smazáno.
Tyto možnosti přehledně ukazuje diagram 4.8 na další straně.
Ukázka detekce pohybu
Pro zobrazení, kdy knihovna interpretuje čtené údaje z akcelerometru jako zastavení ruky
a kdy jako ruku v pohybu, byla vytvořena položka menu Hand move. Při zastavení se
zobrazí text Hand is stopped, při detekovaném počátku pohybu se zobrazí text Hand is
moving.
Tato obrazovka byla mimo jiné využita při optimalizaci hranice, kdy jsou naměřené
hodnoty zrychlení považovány za nulový (konstantní) pohyb. Priorita byla v tomto případě
dána tomu, aby bylo možné rukou jednoznačně určit konec gesta, proto je hranice minimální
průměrné velikosti zrychlení nastavena na tak malou hodnotu.
Ukázka předtrénované datové sady
Poslední položkou menu je Detect directions, která umožňuje vyzkoušet předtrénovanou
datovou sadu. Tato datová sada se skládá z pěti pohybů, které jsou popsány v podkapitole
4.5.3. Po spuštění této části aplikace se zobrazí text Detecting. Po provedení některého
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Obrázek 4.8: Posloupnost obrazovek ukázkové aplikace při manipulaci s gesty.
z pohybů, které je možné s pomocí této datové sady rozpoznat, se v mobilní aplikaci pohne
definovaným směrem barevný čtverec (nebo změní barvu) a zařízení krátce zavibruje.
4.4.2 Aplikace na mobilním zařízení
Aplikace na mobilním zařízení zobrazuje ve vrchní části obrazovky názvy provedených
a správně rozpoznaných gest na nositelném zařízení, a tím prezentuje způsob, jakým se
dá na provedené akce v programu reagovat.
Ukázka úvodní (a jediné) obrazovky aplikace je na obrázku 4.9.
Graficky je odlišeno přijetí zpráv o rozpoznání gesta z předtrénované datové sady (de-
tekována je po zvolení možnosti Detect directions v menu aplikace pro nositelné zařízení),
a to šedým obdélníkovým polem se čtvercem uprostřed. Po provedení a rozpoznání krou-
živého pohybu dopředu, dozadu, doleva nebo doprava se čtverec posune výše, níže, doleva,
resp. doprava. Po rychlém pohybu nahoru a dolů čtverec změní barvu tak, jak je ukázáno
na obrázku 4.10.
Zároveň aplikace obsahuje možnost si vyžádat natrénovanou datovou sadu v JSON
formátu a odeslat ji na e-mail, což by mohlo velmi usnadnit budoucí využití knihovny
v další práci. To lze provést kliknutím na tlačítko Require training data.
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Obrázek 4.9: Ukázka obrazovky na mobilním zařízení po inicializaci.
Obrázek 4.10: Ukázka obrazovky na mobilním zařízení po rozpoznání předtrénovaného
gesta.
4.5 Trénování, testování a optimalizace rozpoznávání
V této kapitole bude popsán celý proces rozpoznávání gest a způsoby, které byly použity
pro zlepšení výsledků rozpoznávání.
Práce byla řešena tak, že bylo postupně vytvořeno rozhraní knihovny a grafické apli-
kační rozhraní, poté byla postupně nasbírána uživatelem klasifikovaná data. Na jejich zá-
kladě došlo k úpravám výchozích hodnot algoritmu a algoritmus byl nakonec otestován
na klasifikovaných (ale pro algoritmus neznámých) datech a byla otestována časová nároč-
nost výpočtu na zařízení LG G Watch v závislosti na počtu natrénovaných vzorů. Postup
úprav výchozích hodnot bude popsán v následujících podkapitolách.
4.5.1 Trénovací a testovací sada pohybů
Rozpoznávání bylo optimalizováno a testováno na pěti zvolených gestech, které byly prová-
děny s hodinkami v přibližně vodovážné poloze před osobou, která pohyby prováděla.
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Jde o krouživé pohyby směrem od těla (front), k tělu (back), doprava (right) a doleva
(left); posledním pohybem je pohyb hodinkami nahoru a zpět a jejich zastavení (top).
Ilustrace pohybů je na obr. 4.11.
Sada provedených pohybů byla rozdělena na tři části. První část byla použita pro uložení
pohybových vzorů pro samotné rozpoznávání (každé gesto bylo v tomto případě zopakováno
desetkrát a každé opakování bylo uloženo). Druhá část (181 uložených vzorů) byla použita
pro optimalizaci hodnot v algoritmu tak, aby byla gesta mezi sebou co nejlépe rozlišena
(postup optimalizace je popsán v podkapitole 4.5.2). Třetí část (100 uložených vzorů) byla
použita pro celkové zhodnocení rozpoznávače a před tím nebyla nijak využita pro trénování.
Obrázek 4.11: Zvolené pohyby pro optimalizaci a testování. Zleva: od těla, k tělu, doprava,
doleva, nahoru a zpět.
4.5.2 Optimalizace
Optimalizace algoritmu probíhala ve dvou krocích. Nejdříve bylo potřeba, aby byla gesta
co nejlépe rozlišena mezi sebou. Toho je možné docílit s pomocí matice záměn. Pokud jsou
nejvyšší hodnoty přiřazení umístěny na hlavní diagonále, dochází k nejmenším záměnám
gest mezi sebou. Jsou-li hodnoty rozmístěné spíše náhodně, pak jsou gesta rozlišená velmi
málo.
Druhým krokem bylo určit, jaká vzdálenost gesta od referenčního vzoru bude ještě
přijata a jaká vzdálenost bude interpretována jako neexistující gesto.
Oba tyto kroky optimalizace jsou popsány v této podkapitole.
Rozlišitelnost gest
Každý uložený pohyb byl v optimalizační fázi porovnán s pohyby referenčními a pohyby
byly na základě nejmenší vzdálenosti mezi sebou klasifikovány do pěti tříd, do kterých jsou
rozdělena gesta popsaná v předchozí podkapitole. Na základě těchto dat pak bylo možné
vytvořit matici záměn a porovnávat úspěšnosti rozpoznání gest.
Jak bylo již zmíněno v předchozí kapitole, příznakem jsou průměrné směry vektorů
za zvolený časový úsek. Délka úseku byla zpočátku zvolena na 400 ms. Úspěšnost tohoto
postupu ilustruje matice záměn na obr. 4.12.
Na předchozím obrázku je vidět, že gesta při této délce úseku od sebe nejsou dostatečně
zvolenou reprezentací odlišená, a pravděpodobně proto je velká část z nich misinterpre-
tována jako jiná gesta. Proto bylo toto období programově iterativně snižováno. Nejlepší
výsledky byly nalezeny při hodnotě 100 ms, která se ukázala jako dostatečně velká na to,
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Obrázek 4.12: Matice záměn před optimalizací.
aby nedošlo k přetrénování rozpoznávače a zároveň jako dostatečně rozlišující (viz obr.
4.13).
Hranice přijetí gesta
V dalším kroku bylo potřeba vyřešit hranici, při které bude gesto ještě přijato a kdy bude
zamítnuto jako příliš odlišné. Při trénování bylo tedy sledováno nejen to, do které třídy
by bylo gesto bez této hranice zařazeno, ale také byla poznamenávána vzdálenost všech
správně rozpoznaných gest. Agregované výsledky jsou zaznamenané do tabulky 4.4.
Gesto Minimum Maximum Průměr Std. odchylka
left 3,30 7,73 5,17 1,09
right 3,19 6,75 4,53 0,96
front 2,84 5,98 4,35 0,90
back 2,83 5,66 4,95 0,77
top 1,66 7,57 3,99 1,38
Tabulka 4.4: Porovnání vzdáleností správně rozpoznaných gest.
Výchozí hranice byla zvolena tak, aby nebylo odmítnuto žádné ze správně provedených
gest. Proto byla hranice nastavena na nejvyšší naměřenou hodnotu vzdálenosti metodou
FastDTW, kterou lze vyčíst z tabulky 4.4, což je hodnota 7,73. Pokud je nejmenší zjištěná
hodnota vzdálenosti mezi detekovaným a referenčním gestem menší, než 7,73, gesto je od-
mítnuto. Nicméně, jde pouze o výchozí hodnotu, při využití implementované knihovny tuto
hodnotu lze změnit podle aktuálních potřeb programátora.
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Obrázek 4.13: Matice záměn po optimalizaci.
4.5.3 Testování
Po ukončení optimalizační fáze práce bylo přistoupeno k testování. Testování probíhalo
dvojí, jednak bylo testováno, kolik pohybů bude správně rozpoznáno, a dále bylo testována
rychlost algoritmu pro různá množství natrénovaných vzorů.
Testování správnosti rozpoznání
Testování proběhlo tak, že bylo na hodinkách vyzkoušeno provedení dvacet pohybů ke kaž-
dému pohybovému vzoru a bylo sledováno, kolik pohybů bude rozpoznáno správně, kolik
nesprávně a kolik bude zamítnuto kvůli nerozpoznání začátku resp. konce gesta nebo kvůli
příliš velké vzdálenosti od referenčního gesta. Výsledky shrnuje tabulka 4.5.
Gesto Správně rozpoznáno Nesprávně rozpoznáno Zamítnuto
left 17 3 0
right 14 2 4
top 19 0 1
back 16 4 0
front 18 0 2
Celkem 84 9 7
Tabulka 4.5: Porovnání úspěšnosti rozpoznávání gest.
Celkem bylo 84 pohybů z celkových 100 rozpoznáno korektně, 16 pohybů bylo zamítnuto
nebo označeno za chybné gesto.
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Testování rychlosti rozpoznávání
Testována byla délka provádění metody getRecognizedGesture na různě velkých počtech
natrénovaných vzorů v milisekundách. Vzory byly vytvořeny náhodně o stejné velikosti
a jejich počet byl vždy zdvojnásobován až do hodnoty 512. Výsledky měření zobrazuje
graf 4.14.
Obrázek 4.14: Doba provádění algoritmu (𝑡) v závislosti na počtu natrénovaných vzorů (𝑐).
Naměřené hodnoty lze interpretovat tak, že mezi počtem natrénovaných vzorů a dobou
provádění algoritmu je lineární vztah. To by potvrdilo i odvození teoretické časové složitosti:
technika FastDTW má časovou složitost lineární v závislosti na počtu bodů časových po-
sloupností. Lze ale očekávat, že počet bodů se v závislosti na počtu zopakování gesta příliš
měnit nebude (stejné gesto bude totiž reprezentováno podobným počtem bodů), proto je
možné tuto část výpočtu považovat za část s konstantní časovou složitostí (porovnání dvou
vzorů jednoho gesta bude provedeno za přibližně stejný počet kroků). Ve fázi rozpoznávání
pak je počítána vzdálenost nově naměřeného gesta postupně od všech vzorů. Cyklus má
lineární časovou složitost, takže výsledkem je složitost lineární.
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Kapitola 5
Zhodnocení výsledků
Ze zvolené implementace a technik řešení problému vyplývají některé výhody a možnosti
využití knihovny do budoucna. Zároveň ale z nich vyplývají i omezení, resp. podmínky,
za kterých je možné systém dobře využít. Oba tyto protipóly jsou diskutovány následujících
podkapitolách.
5.1 Obecná využitelnost systému
Systém je připraven pro snadné použití na nositelném zařízení, kterým je díky implemen-
tované knihovně možné gesty ovládat aplikace, které běží na zařízení druhém. Bylo expe-
rimentálně potvrzeno, že aplikace dokáže poměrně dobře (až s 84% úspěšností) rozlišovat
malý počet natrénovaných gest jedním uživatelem, takže se počítá s tím, že uživatel sám při
prvním spuštění konkrétní aplikace provede gesta, která mu budou graficky prezentována
na obrazovce zařízení.
Nicméně, před provedením gesta je potřeba zastavit pohyb ruky, takže knihovnu zatím
nelze využít v případech, kdy aplikace očekává velkou dynamiku pohybu (gesto by totiž
nebylo v takovém případě řádně ohraničeno). Velká dynamika pohybu je očekávána napří-
klad ve hrách nebo fitness aplikacích. Stejně tak knihovnu nelze využít pro „gesta“, která
jsou provedena velmi malou dynamikou pohybu, například s ní nelze (nebo lze jen velmi
těžko) počítat kroky nebo rozlišovat velmi přesné a malé pohyby rukou.
Z výše uvedených důvodů se lze domnívat, že by aplikaci šlo využít pro pohodlnější
přepínání stránek prezentace (při napojení Android zařízení na projektor), vzdálené ovlá-
dání zvuku telefonu (například pokud telefon zvoní a zvonění není možné vypnout, protože
je druhá ruka právě zaměstnána), přepínání programů na televizi, nebo si ji lze představit
jako jeden z doplňkových bezpečnostních prvků tak, že by při přístupu do aplikace byl
vyžadován ještě kromě hesla navíc naučený pohyb.
5.2 Omezení systému
Přestože se zdá, že většina gest je rozpoznána správně, je potřeba zdůraznit veškerá ome-
zení, které vytvořený systém má. Omezení byla nalezena tři: jednak jde o předpokládanou
malou velikost trénovacích dat, při jejich větším množsví jde o problém rychlosti klasifikace;
posledním omezením je výchozí nastavení hranice detekovaného gesta.
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5.2.1 Velikost trénovací množiny
Trénování bylo provedeno na poměrně malé množině (deset vzorů pro každé gesto), bylo
totiž počítáno s tím, že při využití v reálné aplikaci bude uživatel vyzván k tomu, aby
natrénoval rozpoznávání svými pohyby. Při větším počtu vzorů by mohl systém vracet
velmi odlišné výsledky. V algoritmu je použit pouze nejbližší soused, při vyšším počtu
natrénovaných gest by mohlo být dobrou cestou ke zlepšení rozpoznávání zjistit 𝑘 nejbližších
sousedů a z nich vybrat nejčastější třídu, do které spadají. Výsledky jsou navíc z důvodu tak
malého počtu měření vázané na osobu, která prováděla trénování a testování, resp. na její
konkrétní pohyb, který v danou chvíli provedla.
5.2.2 Rychlost klasifikace
Druhým omezením je rychlost klasifikace. Technika dynamického borcení času je technikou,
která určuje nejmenší vzdálenost mezi dvěma časovými průběhy pohybu a samotné zjištění
této vzdálenosti je poměrně náročná operace.
V implementovaném algoritmu je právě testovaný pohyb porovnán se všemi pohyby,
které byly předem natrénovány. Tato operace má lineární časovou složitost, která byla ex-
perimentálně ověřena; se zvyšujícím sepočtem natrénovaných dat tedy může program pro-
vádět klasifikaci znatelně dlouho a v případě rozšiřování aplikace by bylo nutné nastudovat,
vybrat a využít některou z technik urychlení výpočtu, které se používají pro podobný typ
úloh (za všechny lze jmenovat například kd-tree).
5.2.3 Hranice detekovaného gesta
Posledním omezením, o kterém je potřeba se zmínit, je volba hranice, kdy je gesto inter-
pretováno jako „dostatečně blízké“. Při nastavení této hranice výše je akceptována menší
přesnost provedeného gesta, zároveň ale je nutné počítat s tím, že budou akceptována i
gesta, která byla provedena velmi odlišně od původního vzoru. Na druhou stranu, pokud
je tato hranice nízko, je potřeba provést pohyb téměř přesně tak, jak byl natrénován. Toto
omezení zůstává na volbě programátora, který má možnost při využití knihovny tuto hod-
notu změnit podle konkrétní aplikace.
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Kapitola 6
Závěr
V této práci byly popsány možnosti rozpoznávání dynamických gest (pohybu) z pohledu tří
různých modelů, které se v současnosti používají většinou pro rozpoznávání gest na videu.
S rozvojem a rozšiřováním chytrých nositelných zařízení je možné tyto metody využít přímo
na data přijímaná z těchto zařízení, což může zvýšit úspěšnost rozpoznání gest. Tímto
způsobem rozpoznávání totiž odpadá jeden krok celého procesu - což je detekce ruky a jejího
pohybu (už při této detekci může docházet k chybám). Pohyb je u nositelných zařízení
snímán přímo senzory, přesto je zachována pohodlnost pro koncové uživatele. V teoretické
části práce byl tedy stručně popsán operační systém Android Wear a jeho API s ohledem
na tyto možnosti.
V praktické části práce byly aplikovány znalosti o možné klasifikaci pohybů sepsané
v kapitole 2 na Android Wear zařízení LG G Watch, které bylo popsáno v kapitole 3. Byly
aplikovány vytvořením knihovny, která by měla umožnit trénování a rozpoznávání pohybů
na hodinkách a přenos informací o provedených pohybech do jiného zařízení. Knihovna byla
poté využita pro vytvoření ukázkové aplikace.
Pro rozpoznávání byla zvolena metoda dynamického borcení času, byly zvoleny příznaky
k rozpoznávání a celý systém byl optimalizován a nakonec otestován uživatelem klasifikova-
nými daty. Výsledný program byl na zvolených datech schopen správně rozpoznat až 84 %
provedených pohybů.
V kapitole 5 jsou diskutována možná využití knihovny a omezení, které navržený a im-
plementovaný systém má. Je zmíněno to, že byla použito menší množství pohybových vzorů,
dále problematika časové složitosti a nakonec vyžadovaná míra přesnosti provedeného po-
hybu.
V ukázkové aplikaci bylo trénováno a optimalizováno pět jednoduchých pohybů. Při pří-
padném rozvoji této knihovny (který je velmi pravděpodobný, protože je v rámci této práce
plánováno knihovnu umístit na komunitní server pod odpovídající licencí tak, aby mohla
být dále rozšiřována) by bylo zajímavé zjistit, jak systém reaguje na pohyby složitější, na-
příklad by uživatel mohl chtít psát pohybem ruky číslice a tiskací písmena. Dále by bylo
vhodné upravit definici počátku a konce gesta, nyní je počátek a konec definován zasta-
vením ruky, možná by bylo vhodné sledovat její zpomalení a pro klasifikaci použít nejen
pohyb ohraničený jedním „zpomalením“ a „zrychlením“ ruky, ale i další kombinace těchto
definovaných hranic (uživatel mohl uprostřed gesta ruku významně zpomalit, což ale nemusí
nutně, že jde o konec gesta). To by umožnilo provedená gesta plynule navazovat na sebe.
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Příloha A
Obsah CD
Na přiloženém CD disku jsou uloženy všechny zdrojové soubory, dokumentace k Android
knihovně a manuál pro přeložení ukázkové aplikace. Přesný popis adresářové struktury je
uveden níže:
∙ tex/ Zdrojové LATEX soubory pro sestaveného PDF souboru této práce.
∙ tex/fig/ Obrázky a fotografie použité v této práci.
∙ doc/ Dokumentace knihovny (HTML).
∙ pdf/ PDF dokument této práce.
∙ manual/ PDF dokument s popisem, jak přeložit a spustit ukázkovou aplikaci a jak
použít implementovanou knihovnu.
∙ src/ Zdrojové soubory mobilní a Anroid Wear aplikace.
45
Příloha B
Manuál
Následující text slouží jako návod k přeložení aplikace a použití knihovny.
B.1 Postup přeložení aplikace
1. Stáhnout z https://developer.android.com/studio/index.html Android Studio.
2. Otevřít projekt pomocí Open project.
3. Připojit tablet a Android Wear zařízení.
4. Přeložit aplikaci pro Android Wear a vložit na odpovídající zařízení.
5. Přeložit aplikaci pro Android a vložit na odpovídající zařízení.
B.2 Použití knihovny
1. Vytvořit nový projekt v Android Studiu, nebo otevřít stávající.
2. Otevřít src/fastrecognition/build/outputs/aar, vybrat jeden z *.aar souborů.
3. Přesunout soubor do složky library.
Android Studio by mělo být ve výchozím nastavení nakonfigurováno tak, že je knihovna
okamžitě připravena k použití.
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