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1. Introducción al proyecto 
1.1 Introducción 
Hoy en día la protección de la información y el acceso que tenemos a ella se han convertido en 
aspectos muy difíciles de controlar debido a la gran cantidad de vías mediante las cuales puede 
fluir la información. Internet se ha convertido en una autopista digital con múltiples entradas y 
salidas, donde podemos encontrar la forma en que ha prosperado en los últimos años el uso 
masivo de las redes sociales para poner en contacto a millones de usuarios. 
En este contexto es cuando la propiedad intelectual de los contenidos juega un papel 
determinante especialmente para los creadores del contenido ya que, aunque hoy en día existen 
multitud de licencias que permiten compartir y difundir libremente el contenido, se ha de tener 
en cuenta que hay ciertos tipos de información muy sensible por los que sus autores esperan 
conseguir un beneficio (series de televisión, fotos, películas, canciones…)  
Para tratar de solucionar estos problemas existen sistemas de protección de la información 
basados en la Gestión Digital de Derechos (DRM, sigla en inglés de Digital Rights 
Management). A grandes rasgos, estos sistemas se orientan al desarrollo de tecnologías de 
control de acceso a la información con tal de limitar y controlar el acceso a información 
protegida por derechos de autor. 
El uso de los sistemas DRM ha suscitado polémica desde sus orígenes. El conflicto principal 
entre sus defensores y detractores se centra esencialmente en la cultura del acceso a la libre 
información, ampliamente enfrentada con las grandes industrias del cine y la música, cuya 
misión entre otras consiste en prevenir la difusión sin autorización de las obras con derechos de 
autor así como prevenir su duplicación. 
A grandes rasgos, un DRM tiene la capacidad de detectar quién accede a una obra y bajo qué 
condiciones, de forma que el autor de la obra pueda ser reportado de ese acceso. Además, tienen 
la capacidad de autorizar o denegar el acceso al contenido bajo ciertas condiciones establecidas 
por el creador. 
Estos sistemas están ampliamente presentes en multitud de dispositivos digitales: ordenadores, 
reproductores de DVD y audio, teléfonos, televisores, impresoras… de forma que su presencia 
es muy habitual en la interacción con cualquier tipo de dispositivo que usemos de forma regular. 
En las grandes industrias, el DRM tiene un fuerte impacto en el cine y la televisión. Existe un 
consorcio de cerca de 250 organismos de radiodifusión, fabricantes, operadores de redes, 
desarrolladores de software y organismos reguladores de cerca de 35 países involucrados en 
desarrollar nuevos estándares de TV digital, entre los cuales podemos destacar a Disney, Intel, 
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Microsoft, IBM, Toshiba o Sony. En la industria musical, sin embargo, el uso del DRM fue 
desestimado tanto en los formatos físicos como en el acceso a la música por Internet, debido a 
los infructuosos esfuerzos de las discográficas por implantar un estricto DRM. 
Adicionalmente, también podemos encontrar el DRM en tecnologías recientes como los libros 
electrónicos, típicamente para limitar que éstos pueden ser copiados, compartidos o imprimidos. 
De este modo, este Proyecto Final de Carrera está destinado a trabajar con un sistema DRM ya 
existente, llamado MIPAMS y desarrollado por el grupo de investigación DMAG
1
, en el 
contexto del desarrollo de una aplicación bajo el Sistema Operativo Android. Este sistema 
DRM, a su vez, cumple con una serie de estándares definidos por MPEG
2
 para definir y 
representar contenidos sobre los que interactuar. 
Se trata de un caso interesante debido a que Android está diseñado para ser usado en 
dispositivos móviles o tablets, que actualmente constituyen gran parte de los consumidores de 
información multimedia de Internet, de manera que se recree un modelo de comportamiento de 
este tipo de sistemas en el contexto tecnológico actual. 
El Proyecto ha sido desarrollado en el contexto de una beca de Colaboración con el grupo de 
investigación DMAG de dos cuatrimestres de duración.  
                                                     
1
 El DMAG (Distributed Multimedia Applications Goup o Grupo de Aplicaciones Multimedia Distribuidas, en 
castellano) es un grupo de investigación del DAC que trata, entre otros temas, gestión de derechos digitales (DRM), 
interoperabilidad de metadatos, búsquedas de contenidos multimedia o seguridad y privacidad. Para más información 
visitar http://dmag.ac.upc.edu/.   
2
 El Moving Picture Experts Group (MPEG) es un grupo de expertos que se formó por ISO y IEC para establecer 
estandares para el audio y la transmisión de video. Actualmente constituye un grupo de estandarización formado por 
más de 350 orgasnismos relacionados con la industria, las universidades y los grupos de investigación. 
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1.2 Objetivos 
El Proyecto de Final de Carrera propone el desarrollo de una aplicación Android compatible con 
MIPAMS. En esencia, esta plataforma consiste en un conjunto de funcionalidades orientadas a 
la Gestión Digital de Derechos sobre contenidos que los usuarios almacenan en la plataforma. 
El contenido está restringido a que solamente pueda ser consumido por aquellos usuarios que 
estén autorizados para hacerlo mediante la compra de licencias definidas sobre el contenido. 
La plataforma MIPAMS puede ser vista desde dos escenarios en función del tipo de usuario 
existente. Por un lado nos encontramos con los usuarios que suben contenidos y publican ofertas 
(licencias) sobre estos objetos. Para este escenario ya ha sido desarrollado anteriormente otro 
PFC con el que se comparten algunos aspectos técnicos y tecnológicos como detalla más 
adelante. 
Actualmente existe una versión web de MIPAMS a la que se puede acceder, y que contiene 
tanto los escenarios de comprador como los de vendedor de contenido. La web es accesible 
mediante el enlace http://dmag1.ac.upc.edu:8080/MIPDemoWeb/index.jsp 
El escenario que ocupa a este PFC es el del comprador de contenidos, es decir, en esta 
aplicación encontramos a un usuario que desea: 
 Buscar contenidos bajo diversos criterios 
 Comprar ofertas sobre estos contenidos 
 Consumir el contenido 
 Visualizar información de los objetos y las licencias que ha comprado 
No obstante, hay que tener en cuenta que estos dispositivos pueden quedarse en alguna ocasión 
sin conexión a Internet y el usuario debería poder seguir usando el sistema. Para ello, la 
aplicación dispone de un modo desconexión que sigue funcionando de forma transparente al 
usuario y que le ofrece las mismas funcionalidades que el modo con conexión, exceptuando la 
búsqueda de contenidos en MIPAMS. 
De este modo, el objetivo principal del PFC es el de desarrollar una aplicación Android que 
interactúe directamente con MIPAMS para proporcionar al usuario las funcionalidades 
mencionadas anteriormente. Tal y como se verá más adelante, al contar la aplicación con un 
modo de desconexión, es necesario modificar la implementación de alguno de los módulos ya 
existentes en MIPAMS. 
Otro objetivo importante consiste en la adquisición de los conocimientos de Android necesarios 
para desarrollar aplicaciones, establecer conexiones con servicios web, diseñar interfaces 
gráficas y debuggar. 
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Tal y como se ha comentado anteriormente no solamente es necesario desarrollar la parte 
correspondiente en Android, sino que también se requiere modificar módulos de MIPAMS. Por 
ello, la adquisición de conocimientos sobre la arquitectura distribuida del sistema, su entorno de 
trabajo, la metodología a la hora de desarrollar y añadir cambios en los módulos constituye otro 
aspecto interesante que añadir al proyecto. 
Paralelamente a la aplicación Android, se han realizado contribuciones con el grupo de 
estandarización MPEG en el contexto de la definición de un nuevo estándar llamado MPEG-M, 
que pretende ser un punto común de comunicación entre distintos sistemas distribuidos. Para 
ello, se han desarrollado una serie de operaciones y módulos que se explicitan más adelante. 
Finalmente, y como colofón, se han unido las contribuciones a MPEG-M y la aplicación 
Android en una aplicación DRM compatible con el estándar MPEG-M, que será presentada en 
la próxima reunión de MPEG que se celebrará en enero de 2013 en Ginebra. 
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1.3 Organización del documento 
En este apartado se describe la organización de la documentación de este proyecto para hacer 
más fácil su comprensión y lectura. 
El capítulo 2 engloba el punto de partida del desarrollo, es decir, los estándares usados directa o 
indirectamente en el desarrollo de la aplicación, en la modificación de los módulos de la 
plataforma MIPAMS y los estándares interrelacionados que toman parte en el estándar MPEG-
M para el que se han realizado las contribuciones. Además, se define el entorno de trabajo de 
los 3 subproyectos comentados anteriormente. 
La plataforma MIPAMS se trata en el capítulo 3. En él se detalla el funcionamiento de la 
plataforma, así como detalles de diseño de su arquitectura y conectividad entre servicios. El 
capítulo sirve de introducción para comprender el sistema en el que se basa la aplicación 
Android desarrollada. 
En el capítulo 4 gira alrededor del núcleo del proyecto: el desarrollo de la aplicación Android. 
Se aborda todo el proceso de desarrollo: desde un primer análisis de requisitos y lo que se quiere 
conseguir, pasando por la especificación, el diseño, la implementación y las pruebas del 
proceso. 
El capítulo 5 versa sobre la parte del sistema MIPAMS existente que ha tenido que ser 
modificada para hacer compatible la aplicación Android con el sistema. Comienza definiendo la 
problemática que existe en la aplicación Android, pasando por los cambios que se han realizado 
en el sistema y las pruebas que se han realizado. 
Las contribuciones y el proceso del desarrollo de operaciones y módulos del estándar MPEG-M 
se detallan en los capítulos 6 y 7. 
El capítulo 8 está dedicado a la planificación y los costes del Proyecto, tanto humanos como 
económicos. 
En el capítulo 9 se plantea una revisión de los objetivos con la intención de comparar la idea 
inicial con la aplicación final. En base a esto, y pensando en el futuro, se plantea otro apartado 
con el trabajo que se pretende realizar en un futuro respecto al Proyecto, y en último lugar se 
realiza una valoración personal de lo que ha implicado la realización de este Proyecto. 
La bibliografía y las referencias se muestran en el capítulo 10.  
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Figura 1 - Logo de Android 
Fuente: www.flickr.com 
2. Punto de partida: estándares y entorno de trabajo 
Este capítulo pretende dar un punto de vista inicial al contexto del proyecto. Al tratarse de un 
proyecto que combina una nueva aplicación a desarrollar, un sistema en el cual la aplicación 
está basada y contribuciones a un nuevo estándar basado en otros anteriores, es importante 
presentar un esquema inicial de los estándares, tecnologías y entorno de trabajo desde los cuales 
ha partido el desarrollo de este proyecto. 
2.1 Estándares y tecnologías usados 
Este apartado está destinado a detallar las tecnologías y estándares usados en el proceso de 
desarrollo de la aplicación Android, con el objetivo de facilitar la comprensión de los aspectos 
más técnicos y específicos de la aplicación y el sistema MIPAMS. 
La lista es amplia ya que hay que tener en cuenta que Android es un Sistema Operativo que 
engloba multitud de tecnologías y estándares. Con la plataforma MIPAMS nos encontramos en 
la misma situación, de modo que se ha decidido detallar los estándares más específicos 
utilizados con el objetivo de comprender la filosofía que hay detrás del funcionamiento de la 
aplicación y el sistema MIPAMS. 
Además, debido al gran alcance  y extensión de algunos de los estándares y tecnologías, la 
información que figura en este apartado está directamente enfocada a la aplicación del estándar 
o tecnología en este Proyecto, con lo cual nos encontramos con un proceso de filtrado de la 
información que muestra las partes más relevantes que tienen que ver directamente con este 
Proyecto.  
2.1.1 Android 
Android es un Sistema Operativo de código abierto orientado a 
dispositivos móviles y tablets. Tiene la garantía de haber sido 
desarrollado por un gigante como Google, con lo cual la comunidad de 
desarrolladores que existe y el soporte a la resolución de problemas es 
son muy elevados y fiables. 
La versión 1.0 de Android fue lanzada en el año 2008. A partir de ahí, 
la cantidad de nuevas versiones que han ido apareciendo en el mercado 
ha crecido muy rápidamente, y actualmente podemos encontrarnos con la versión 4.1 Jelly Bean 
de Android, compatible indistintamente con tablets y dispositivos móviles. 
Por otra parte, hay ciertas versiones de Android que han sido especialmente diseñadas para 
aumentar la experiencia del usuario en tablets, como es el caso de las versiones 3.x de Android 
llamadas HoneyComb. 
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Figura 2 - Ejemplo XML 
Fuente: http://es.wikipedia.org 
 
La aplicación de Android desarrollada para este proyecto usa la versión 3.2 Honeycomb de 
Android, aunque la aplicación también ha sido pensada para teléfonos móviles. La idea es 
diseñar una aplicación para los dos tipos de dispositivos pero que cuente con un diseño especial 
para tablets. Tal y como veremos más adelante, el diseño de las pantallas de la aplicación se ha 
efectuado de forma genérica para ambos dispositivos. 
2.1.2 XML 
El lenguaje de marcas XML se usa intensivamente en este 
Proyecto. Este estándar está pensado para intercambiar 
información estructurada entre dos plataformas y, como es el 
caso de este Proyecto, la comunicación entre el dispositivo que 
ejecuta la aplicación y el sistema con el que se comunica (en este 
caso MIPAMS) se debe realizar de forma clara y estructurada 
con el objetivo de que la comunicación con los distintos 
servicios de la plataforma sea correcta y precisa. 
Por un lado, el lenguaje XML se usa en este Proyecto para 
elaborar la interfaz gráfica de la aplicación Android. Android usa XML para esta parte ya que le 
otorga la facilidad de hacer crecer una interfaz gráfica de forma sencilla, pudiendo definir 
interfaces relativamente complejas en poco tiempo y código. 
Por otra parte, los mensajes que se intercambian con MIPAMS también tienen usan el lenguaje 
XML. Los distintos mensajes de entrada y salida están claramente diferenciados para comunicar 
a la aplicación con los distintos servicios. 
XML también aparece en la definición de los distintos elementos que conforman los estándares 
usados por MIPAMS como es el caso de MPEG-21 DIDL
3
 y MPEG-21 REL
4
 
Finalmente, en el estándar al que se han realizado contribuciones (MPEG-M) también aparece 
XML a la hora de definir los distintos elementos que conforman el estándar. 
2.1.3 SOAP Web Services 
Una vez tenemos definido el lenguaje mediante el cual se van a comunicar la aplicación 
Android y los distintos módulos de MIPAMS debemos definir el protocolo de comunicación 
mediante el cual se van a intercambiar los mensajes. 
                                                     
3 Estándar de MPEG basado en la definición del término de objeto digital. Estos objetos serán los bienes con los que 
se comerciará dentro del mercado establecido en la red MPEG-21. Además se especifica diferente información como 
los derechos de propiedad intelectual y de utilización que tiene cada usuario sobre los objetos digitales disponibles. 
4
 Estándar de MPEG basado en la definición de licencias asociadas a objetos digitales (Digital Items). El objetivo de 
estas licencias es vincular a los consumidores de contenidos con una serie de derechos sobre los objetos definidos 
mediante estas licencias. 
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En este caso el protocolo usado por MIPAMS en sus servicios web es SOAP. SOAP es un 
protocolo de servicios web que puede ser usado sobre cualquier protocolo de transporte (HTTP, 
SMTP, TCP…) y define una estructura de intercambio de mensajes. 
La estructura de un mensaje SOAP es muy clara y entendible. Por un lado 
nos encontramos con la parte más externa del mensaje, el llamado 
Envelope. Dentro de este Envelope podemos encontrarnos una cabecera 
opcional y, finalmente, el cuerpo del mensaje. En el contexto de este 
proyecto, el cuerpo del mensaje indica el servicio al cual va dirigida la 
petición, la operación que debe ejecutar y los datos concretos de la llamada. 
Lo mismo ocurre con la respuesta, aunque en este caso el cuerpo del 
mensaje incluye la respuesta del servicio web. 
2.1.4 MPEG-21 DIDL 
Anteriormente se ha hablado de que MIPAMS permite, entre otras cosas, registrar contenido, 
autorizarlo y definir licencias sobre estos objetos. 
Sin embargo, es necesaria una estructura que nos permita definir el contenido de forma 
estructurada, clara y concisa. A priori esta labor no constituye una reflexión sencilla debido a 
todos los tipos de contenido que existen, su estructura y su semántica. 
De esta problemática surge el estándar MPEG-21 DIDL (Digital Item Declaration Language). 
Este estándar se basa en la definición de un concepto abstracto llamado Digital Item con el cual 
se puede representar cualquier tipo de contenido multimedia de forma unívoca y no ambigua. 
El estándar define los siguientes elementos principales que conforman el modelo abstracto de 
representación comentado anteriormente: 
 Container: Es un contenedor que puede estar formado por Containers o por Items. 
 Item: Un Item constituye la representación de más Items o Components. 
 Component: Está formado por Resources. 
 Resource: Constituye el eje central del contenido. Dentro de un recurso podemos tener, 
por ejemplo, una foto, una canción en formato mp3 o un vídeo en formato mp4. 
 Descriptor: Posee la información o los metadatos de un Container, Item o Component. 
Los metadatos constituyen información específica y concreta asociada al Digital Item, 
como por ejemplo la fecha de publicación, el autor, el título o su descripción. 
El formato que ocupa a MIPAMS en este caso, siempre es el mismo a la hora de definir el 
contenido. Por un lado nos encontramos con que un Digital Item contiene un elemento de tipo 
Figura 3 - Esquema 
mensaje SOAP 
Fuente: 
http://es.wikipedia.org 
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Item que contiene sus metadatos y, además, posee un elemento de tipo Item por cada Resource 
que tenga. 
2.1.5 MPEG-21 REL 
Del mismo modo que MIPAMS requiere del estándar MPEG-21 DIDL para representar 
contenido, también requiere de un estándar para representar las licencias que se pueden definir 
sobre un Digital Item (de aquí en adelante llamado DI). 
En este caso, el estándar MPEG-21 REL (Rigths Expression Language) hace referencia a la 
forma de expresar los derechos que se desean expresar sobre un contenido para que éste pueda 
ser consumido por un usuario autorizado. En resumen, el estándar permite restringir y limitar las 
acciones que se podrán realizar sobre el contenido, siempre y cuando el usuario posea una 
licencia que lo autorice a consumirlo. 
El estándar define una serie de elementos que en el contexto de MIPAMS tienen la siguiente 
semántica: 
 License: Representación de una licencia MPEG-21 
 Issuer: Representa al creador de la licencia 
 Grant: Elemento que puede representar varios tipos: 
o Principal: El comprador de la licencia 
o Right: El derecho que se desea efectuar sobre el contenido 
o Resource: Recurso al que hace referencia la licencia 
o Condition: Restricciones sobre el consumo del contenido 
En el siguiente capítulo se describe con más detalle la representación de licencias en MIPAMS, 
así como el detalle de los elementos comentados anteriormente. La siguiente figura muestra un 
esquema de los elementos del estándar: 
 
Figura 4 - Esquema MPEG-21 REL 
Fuente: http://mpeg.chiariglione.org 
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2.1.6 SAML 2.0 
El protocolo SAML (Security Assertion Markup Language) está pensado para la compartición 
de autenticación y autorización de usuarios entre distintos dominios de seguridad. Típicamente, 
el protocolo cuenta con dos entes claramente diferenciados. 
En primer lugar encontramos al proveedor de identidad (Identity Provider) que es el encargado 
de comprobar que la autenticación del usuario es correcta y, en caso afirmativo, asignarle un 
token, es decir, una instancia de autenticación conforme la autenticación ha sido correcta. 
Por otra parte está el proveedor de servicios (Service Provider) cuya funcionalidad, aparte de 
existir como servicio propiamente, es la de comprobar que el token que le envía el usuario es 
válido y está autorizado para realizar la operación que desee el usuario. 
En MIPAMS se utiliza la versión 2.0 de este protocolo para realizar el login de los usuarios. 
2.1.7 Parseo de documentos 
Una vez recibida una respuesta de un servicio de MIPAMS en formato XML, es hora de utilizar 
un mecanismo para interpretarla y poder recoger el resultado. Por otra parte el diseño de la 
aplicación ha obligado a desarrollar otros parsers para interpretar y estructurar información 
interna que debía ser intercambiada entre los distintos módulos internos de la aplicación. 
En el caso de la aplicación Android se utilizan distintos tipos de parseo dependiendo de los 
datos que se deseen interpretar. 
Por un lado, del anterior PFC se han heredado los parsers de las respuestas XML de los 
servicios MIPAMS así como el parser de los Digital Items. Estos parsers están hechos de forma 
simple utilizando operaciones de la clase String para adquirir los distintos atributos y elementos 
de los documentos XML. 
Por otra parte, el parseo de las licencias MPEG-21 REL ha sido reutilizado del parser de la 
versión web de MIPAMS. 
Finalmente, se ha desarrollado un parser SAX
5
 para el parseo de datos internos añadidos en la 
aplicación para el modo desconexión. Estos datos son descritos más adelante en el proceso de 
desarrollo de la aplicación. 
El motivo para usar SAX como parser ha sido su sencillez y rapidez a la hora de parsear 
pequeños documentos, factor que en una aplicación diseñada para móviles es esencial ya que la 
rapidez juega un papel muy importante en la experiencia del usuario. 
                                                     
5 SAX son las siglas de "Simple API for XML", originalmente una API únicamente para el lenguaje de programación 
Java, que después se convirtió en la API estándar para usar XML en JAVA 
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2.1.8 Java Sockets 
Un socket es un punto de unión entre dos procesos que les permite intercambiar flujos de datos. 
Este flujo de datos se abre cuando se inicia la comunicación y se cierra cuando termina. Puede 
funcionar sobre TCP o UDP indistintamente. Los sockets son usados por MIPAMS para la 
descarga de ficheros.   
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Figura 5 - Imagen del logo de Eclipse con 
Android 
Fuente: www.flickr.com 
2.2 Entorno de trabajo 
En este apartado se detalla el entorno de trabajo usado para desarrollar la aplicación Android, 
los cambios en los módulos MIPAMS y el desarrollo de los nuevos módulos y operaciones 
MPEG-M. 
2.2.1 Aplicaciones Android y MPEG-M 
Para desarrollar la aplicación Android se han usado dos herramientas principales: la versión 
Juno del IDE Eclipse
6
 y el plugin de Android SDK para Eclipse. 
La programación de la aplicación se ha desarrollado en el lenguaje Java, mientras que para el 
diseño de las interfaces gráficas se ha usado el formato XML como se ha comentado 
anteriormente. 
El plugin de Android para Eclipse permite trabajar 
con cualquier versión de Android siempre y cuando 
se descarguen previamente las APIs del repositorio 
de Android, lo cual se puede hacer mediante el 
propio plugin. El plugin, además, incorpora la 
opción de emular un dispositivo Android mediante 
dispositivos virtuales, con lo cual en un solo PC se 
puede tener todo el entorno de desarrollo para poder 
hacer pruebas. 
Para mantener el código actualizado y tener un control de los cambios se ha usado el cliente de 
Subversion
7
 Tortoise sincronizado con el repositorio de la cuenta personal del servidor 
Subversion de la FIB. 
2.2.2 Módulos de MIPAMS 
Para implementar los distintos cambios en el servicio MIPAMS se ha usado la versión 10.0 del 
IDE Microsoft Visual Studio, programando en el lenguaje C. 
Este IDE ha permitido trabajar con los distintos módulos de MIPAMS de forma sencilla y 
también hacer pruebas para testear las nuevas funcionalidades y cambios que se han 
implementado en el sistema. 
                                                     
6
 Eclipse es un entorno de desarrollo integrado de código abierto multiplataforma para desarrollar aplicaciones y 
proyectos. Eclipse es ahora desarrollado por la Fundación Eclipse, una organización independiente sin ánimo de lucro 
que fomenta una comunidad de código abierto y un conjunto de productos complementarios, capacidades y servicios. 
7 Subversion es un sistema de control de versiones de software. Está basado en un repositorio el cual se va 
actualizando con nuevas versiones a medida que se va modificando el desarrollo. Es especialmente útil si se quiere 
desarrollar en computadoras distintas o en proyectos colaborativos.  
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Hay que tener en cuenta que el conocimiento previo de este sistema antes de comenzar el PFC 
era nulo, con lo cual se ha producido un proceso de aprendizaje tanto de la arquitectura de 
MIPAMS como del uso del IDE con el objetivo de trabajar adecuadamente. 
2.2.3 Módulos MPEG-M 
Para desarrollar los nuevos módulos de MPEG-M también se ha usado la versión Juno de 
Eclipse, juntamente con el plugin de Maven
8
 para Eclipse con el objetivo de gestionar la gran 
cantidad de dependencias que tiene el código. 
El código del proyecto es compartido entre todos 
los grupos implicados en el desarrollo del 
estándar, con lo cual el repositorio donde se ha 
almacenado el código es propiedad de MPEG, y 
en este caso ha sido gestionado directamente 
mediante el plugin de SVN Subclipse para Eclipse, por su facilidad para tener un entorno de 
integración completo en el propio IDE, y porque ha permitido gestionar más eficazmente un 
proyecto basado en Maven.  
                                                     
8 Maven es una herramienta de software para la gestión y construcción de proyectos Java. Permite definir cómo se 
construye un proyecto, sus dependencias de otros módulos y componentes externos y el orden de construcción de sus 
componentes a través de un archivo de configuración. 
Figura 6 - Logo de MPEG 
Fuente: http://mpeg.chiariglione.org 
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3. La plataforma MIPAMS 
3.1 Introducción 
Para comprender la filosofía y utilidad de la plataforma MIPAMS en primer lugar hemos de 
remitirnos al significado de su sigla. La sigla MIPAMS proviene de Multimedia Information 
Protection And Management System. Nos encontramos, pues, con un sistema basado en la 
Gestión de Derechos Digitales (DRM) de información multimedia que a su vez se encarga de 
proteger y gestionar el contenido. 
La plataforma MIPAMS consiste en un conjunto de módulos que ofrecen funcionalidades 
destinadas a la protección, autorización, búsqueda, registro y gestión de contenido por parte de 
usuarios. El acceso al contenido está regulado mediante licencias, de manera que solo es 
accesible a los usuarios que tengan derecho a acceder a ese contenido. 
Para llevar a cabo todas estas funcionalidades, los módulos del sistema han sido distribuidos de 
tal manera que la semántica de sus operaciones está claramente diferenciada. Para ilustrar la 
arquitectura de la plataforma se incluye la siguiente figura: 
 
Figura 7 - Arquitectura de MIPAMS 
Fuente: http://dmag.ac.upc.edu/downloads/papers/jdvtslerTWDCTI.pdf 
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Figura 8 - Logo de MIPAMS 
3.2 Arquitectura del sistema 
Este apartado está destinado a explicar con detalle el diseño de la arquitectura de la plataforma 
MIPAMS, con el objetivo de conocer mejor el diseño del sistema desde el punto de vista 
modular, su conectividad con el usuario, la comunicación y autenticación de los mensajes entre 
módulos y la interrelación de los estándares utilizados en el desarrollo de la plataforma. 
3.2.1 Diseño modular 
Tal y como se puede observar en la figura 1, MIPAMS cuenta con los siguientes módulos: 
En primer lugar nos encontramos con el módulo de autenticación 
(Authentication Service), cuya principal funcionalidad consiste en 
autenticar a los usuarios para que puedan interactuar con el sistema. 
Esta autenticación consiste, básicamente, en comprobar si el usuario y la contraseña 
introducidos por el usuario son correctos y, en caso afirmativo, otorgarle un token firmado 
SAML 2.0 visto anteriormente. 
A partir de ese momento, el usuario deberá incluir el token en todos sus mensajes a la hora de 
comunicarse con los distintos módulos, ya que éstos se encargan de comprobar la autenticidad 
del token para procesar la petición del usuario, y de lo contrario responderán con un mensaje de 
error. 
Los usuarios están agrupados por roles, de manera que es posible delimitar las operaciones que 
cada rol puede efectuar. En el token del usuario es donde se pueden comprobar las operaciones 
que éste puede efectuar. De este modo, el módulo también proporciona operaciones de gestión 
de roles y usuarios: creación de roles, asignación de usuario a distintos roles… Por defecto, el 
único usuario que puede realizar estas operaciones es el administrador del sistema.  
Seguidamente nos encontramos con el servicio de registros de objetos (Object Registration 
Service). Este servicio permite a los usuarios registrar contenido con el formato del estándar 
MPEG-21 Digital Item explicado anteriormente. El usuario es el encargado de realizar este 
proceso introduciendo los metadatos del Digital Item y de sus recursos asociados, para 
posteriormente subir los ficheros del objeto en cuestión. 
El usuario puede cifrar el contenido cuando sube los ficheros si así lo desea. En este caso entra 
en juego el servicio de protección (Protection Service), encargado de generar las claves de 
cifrado, guardarlas y transmitirlas al servicio de autorización cuando sea necesario. 
Tras subir un nuevo objeto al sistema, es hora de limitar el acceso al contenido mediante el 
establecimiento de licencias sobre el objeto en cuestión. Para ello, el módulo permite al usuario 
definir nuevas ofertas siguiendo el estándar MPEG-21 Rights Expression Language (MPEG-21 
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REL) visto anteriormente. El servicio también permite la compra de licencias por parte del resto 
de usuarios para que puedan consumir el objeto. 
Una vez el acceso al contenido está limitado por las licencias, es hora de que el usuario pueda 
consumirlo. Para ello debe solicitarle el acceso al módulo de autorización (Authorisation 
Service), que será el encargado de habilitarle el acceso al contenido si es preciso, es decir, si el 
usuario posee una licencia que le habilita a consumir el objeto que desea. En el caso de que el 
contenido esté cifrado, el servicio se comunicará con el módulo de protección que le responderá 
con las claves de cifrado para que el usuario pueda desencriptar el contenido. 
El encargado de realizar las subidas y bajadas de contenido es el servicio de contenido (Content 
Service). Por una parte habilita al usuario a subir los distintos ficheros asociados a los recursos 
de los objetos que registra mediante el Object Registration Service. Por otra, permite a los 
usuarios autorizados mediante una licencia a descargar el contenido para ejercer el derecho 
correspondiente. 
Para facilitarle al usuario la búsqueda de contenidos y licencias se encuentra el servicio de 
búsqueda (Search Service). El servicio permite la búsqueda de contenidos y licencias filtrando 
por distintos campos: título o autor del contenido, licencias de un objeto, usuario o creador en 
concreto… 
Por último, una labor poco presente en la interacción con el usuario pero no menos importante 
consiste en el registro de la actividad que se realiza en el sistema: creación de nuevos objetos y 
licencias, compra de licencias y autorizaciones a usuarios, que es recogida y generada por el 
servicio de reporting (Reporting Service) de manera que en cualquier momento se puede 
monitorizar qué está ocurriendo en el sistema. 
3.2.2 Conectividad con los servicios 
La comunicación entre el usuario y los distintos servicios (y los servicios entre sí cuando se da 
el caso) se produce mediante el protocolo de mensajes SOAP explicado anteriormente. Los 
mensajes de entrada y salida siguen el formato XML. 
El token del usuario es obligatorio mandarlo en los mensajes de entrada. Cuando a un servicio le 
llega una petición, lo primero que realiza es una serie de comprobaciones sobre el token pasado 
como parámetro. Se comprueba que la firma del token sea válida, que el token no haya expirado 
y que le permita realizar la operación al usuario (las operaciones que el rol del usuario puede 
desempeñar se encuentran en el token). En el caso de que el token sea inválido por alguna de las 
razones expuestas anteriormente el servicio devuelve el mensaje de error correspondiente. 
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En la siguiente figura se representa un esquema simple de comunicación entre un smartphone y 
un servicio MIPAMS: 
3.2.3 Representación de Digital Items y licencias 
Un aspecto fundamental en MIPAMS es la representación de Digital Items y licencias. Como ya 
se ha mencionado en el capítulo que trata sobre los estándares que la plataforma usa, los Digital 
Items se representan en formato MPEG-21 DIDL y las licencias siguen el estándar MPEG-21 
REL. 
Sin embargo, se hacen necesarias ciertas puntualizaciones para comprender mejor estas 
estructuras de datos. A continuación se muestra un fragmento de código XML que representa un 
Digital Item existente en MIPAMS. Se ha omitido código XML irrelevante para la explicación 
de la estructura (cabeceras, namespaces…). 
El primer tag Item introduce el nuevo Digital Item. Tras él, dos elementos de tipo Descriptor 
nos indican el identificador del DI y sus metadatos respectivamente. Los metadatos que se 
contemplan para el DI son: título, autor, descripción, formato y fecha. El formato del DI en 
MIPAMS siempre es MPEG-21. 
Cada recurso viene precedido de otro tag Item. Dos elementos de tipo Descriptor nos indican, 
en este caso, el identificador del recurso y sus metadatos. En este caso los metadatos 
contemplados son: título, autor, responsable de la publicación, extensión del recurso (es decir, 
de su fichero asociado), descripción, fecha y poseedor de los derechos de ese recurso 
Figura 9 - Esquema de comunicación entre un smartphone y un servicio SOAP de MIPAMS 
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(normalmente corresponderá al creador de la licencia). Finalmente, un elemento de tipo 
Component hace referencia a la extensión del fichero y al nombre de fichero almacenado en el 
sistema. 
<Item> 
    <Descriptor> 
      <Statement mimeType="text/xml"> 
        <dii:Identifier>id</dii:Identifier> 
      </Statement> 
    </Descriptor> 
    <Descriptor> 
      <Statement mimeType="text/xml"> 
        <didl-msx:Metadata> 
          <didl-msx:StructuredData> 
            <ipos:IPOSMetadata> 
              <dc:title>Logo DMAG Encrypted</dc:title> 
              <dc:creator>mipams</dc:creator> 
              <dc:format>MPEG-21</dc:format> 
              <dc:description>Logo del DMAG</dc:description> 
              <dc:date>2012-10-26T12:33:53</dc:date> 
            </ipos:IPOSMetadata> 
          </didl-msx:StructuredData> 
        </didl-msx:Metadata> 
      </Statement> 
    </Descriptor> 
    <Item> 
      <Descriptor> 
        <Statement mimeType="text/xml"> 
          <dii:Identifier>IDLIC</dii:Identifier> 
        </Statement> 
      </Descriptor> 
      <Descriptor> 
        <Statement mimeType="text/xml"> 
          <didl-msx:Metadata> 
            <didl-msx:StructuredData> 
              <ipos:IPOSMetadata> 
                <dc:title>Logo picture</dc:title> 
                <dc:creator>mipams</dc:creator> 
                <dc:publisher /> 
   <dc:format>image/jpeg</dc:format> 
                <dc:rightsHolder>mipams</dc:rightsHolder> 
                <dc:description>Logo del DMAG</dc:description> 
                <dc:date>2012-10-26</dc:date> 
              </ipos:IPOSMetadata> 
            </didl-msx:StructuredData> 
          </didl-msx:Metadata> 
        </Statement> 
      </Descriptor> 
      <Component> 
        <Resource mimeType="jpg" ref="file.jpg"/> 
      </Component> 
    </Item> 
  </Item> 
Figura 10 - Representación de un MPEG-21 DI 
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Asimismo, la representación de las licencias sigue el estándar MPEG-21 REL. El siguiente 
código ilustra un ejemplo de licencia: 
<r:license> 
  <r:title>license title</r:title> 
  <r:grantGroup> 
    <r:grant> 
      <mx:play/> 
      <r:digitalResource>     
  <r:nonSecureIndirect URI="IDURI"/> 
      </r:digitalResource> 
      <r:allConditions> 
        <sx:feePerUse> 
    <sx:rate>       
      <sx:amount>10.0</sx:amount> 
      <sx:currency>EUR</sx:currency> 
    </sx:rate> 
  </sx:feePerUse>     
  <sx:exerciseLimit> 
    <sx:count>6</sx:count> 
  </sx:exerciseLimit> 
      </r:allConditions> 
    </r:grant> 
  </r:grantGroup> 
  <r:issuer> 
    <r:keyHolder> 
      <r:info> 
        <dsig:KeyName>issuer</dsig:KeyName> 
      </r:info> 
    </r:keyHolder> 
  </r:issuer> 
</r:license> 
Figura 11 - Representación de una licencia MPEG-21 REL 
La licencia tiene tres elementos principales: su título, un GrantGroup que contiene los diversos 
Grants y su Issuer o creador. 
Cada Grant, a su vez, tiene una estructura bien definida. En primer lugar nos encontramos con 
el tag mx:play que hace referencia al derecho que se desea ejercer sobre el contenido asociado a 
la licencia. En el caso es la aplicación desarrollada en el Proyecto únicamente se contempla el 
derecho de visualización (play), a pesar de que existen otros ya definidos en el estándar 
(derecho de copia, impresión…). 
Tras concretar el derecho que se desea ejercer sobre el contenido se encuentra la referencia al 
contenido dentro del tag <r:digitalResource>. La referencia sirve para identificar el contenido 
en el sistema. 
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Finalmente, dentro del tag <r:allConditions> se encuentran todas las condiciones asociadas a la 
licencia. En MIPAMS existen cinco tipos de condiciones: 
 Fee per use: cantidad monetaria a pagar por la licencia. 
 Exercise limit: establece una cantidad máxima de visualizaciones del contenido. 
 Validity interval: determina un rango de fechas en las que se puede visualizar el 
contenido. 
 Validity interval floating: establece una periodo de tiempo en el cual, a partir de la 
primera visualización, el contenido puede ser vuelto a visualizar. 
 Territory: restringe la visualización del contenido a un territorio concreto. 
Puesto que la aplicación no es comercial, la condición de pago por uso no se controla, aunque se 
pueden crear licencias en el sistema con este tipo de condición. De igual modo la condición de 
territorio tampoco se controla. 
En la licencia de ejemplo se pueden observar dos condiciones, la primera indica un pago por uso 
de 10 euros y la segunda indica que el máximo de visualizaciones es de 6. 
3.2.4 Caso de uso de la aplicación Android 
Tal y como se ha definido en los objetivos del Proyecto, el escenario que ocupa a la aplicación 
Android corresponde al caso de uso del comprador de objetos en MIPAMS. En este caso de uso 
un usuario desea visualizar un objeto. 
Para ello, primero busca el objeto mediante el servicio de búsqueda y compra una licencia de 
entre todas las que hay disponibles para ese objeto. En la terminología de este Proyecto se 
entiende que comprar un objeto es lo mismo que comprar una licencia, con lo cual a lo largo de 
la memoria las compras de objetos y licencias pueden referirse de ambas maneras. 
Una vez el usuario compra la licencia se descarga el Digital Item y su información. Es necesario 
puntualizar esta información ya que lo que se descarga no es el fichero a reproducir sino solo el 
XML que contiene la información del DI y de sus recursos. 
Cuando el usuario desea ver el objeto el sistema comprueba que esté autorizado, es decir, que 
posea una licencia que le permita consumir el objeto. Si el objeto está encriptado le devuelve las 
claves de encriptación del objeto. Una vez autorizado el usuario puede descargarse el recurso 
físico y reproducirlo, previa desencriptación si hiciese falta. 
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La descripción gráfica del caso de uso se presenta a continuación: 
 
Figura 12 - Caso de uso del comprador de objetos 
Fuente: http://dmag.ac.upc.edu/downloads/papers/jdslerieee2011.pdf  
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4. Aplicación MIPAMS para Android 
Una vez nombrados los objetivos, introducido el sistema MIPAMS, los estándares involucrados 
y el entorno de trabajo de la aplicación, es hora de comenzar con el desarrollo de la propia 
aplicación. 
Se trata de una aplicación desarrollada bajo la versión 3.2 Honeycomb
9
 de Android. La 
aplicación está pensada tanto para dispositivos móviles como para tablets, ya que constituyen 
una gran audiencia de contenido multimedia. 
Sin embargo, intrínsecamente la aplicación está pensada para ser usada de forma algo distinta 
según usemos una tablet o un smartphone. Hay ciertos casos, como por ejemplo la reproducción 
del capítulo de una serie o una película, donde es más probable que el usuario se decante por 
visualizarlos mediante una tablet que con un smartphone, aunque también podría darse el caso. 
Por otra parte, si analizamos la aplicación desde el punto de vista del 
vendedor, que fue desarrollada en el anterior PFC, podemos observar 
que es más factible usarla desde un teléfono móvil. Por ejemplo, un 
usuario podría estar interesado en registrar una foto que haya hecho 
desde su dispositivo cuando está en medio de la calle si le resulta 
interesante. Sin embargo, las tablets no se suelen utilizar para hacer 
fotos, suele ser menos usual. 
El desarrollo de la aplicación, como se ha explicado antes, combina 
conocimientos de Java, C, Web Services, XML, manejo de IDEs y 
repositorio de código, debugging tanto de C como de Java desde los 
IDEs correspondientes, uso de estándares de MPEG para los objetos y 
licencias y desarrollo de interfaces gráficas, con lo cual el alcance del proyecto es amplio y da 
lugar a un esquema global muy completo de tecnologías. 
El siguiente apartado constituye el núcleo del desarrollo de la aplicación. En él se justifican 
todas las decisiones, tanto de funcionalidades como de diseño, implementación, librerías usadas 
y tests efectuados. 
El desarrollo ha seguido la metodología clásica de la Ingeniería del Software
10
, consistente en 
un previo análisis de requerimientos para definir qué sistema se quiere construir y bajo qué 
                                                     
9
 Los nombres de las versiones de Android reciben el nombre de postres en inglés. Del mismo que HoneyComb se 
traduce como panal de miel, encontramos versiones como Donut, Gingerbread (pan de gengibre), Jelly Bean (judía de 
gelatina), etc. 
10 La Ingeniería del software es la aplicación de un enfoque sistemático, disciplinado y cuantificable al desarrollo, 
operación y mantenimiento de software. 
Figura 13 - Pantalla de 
inicio de la aplicación 
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Figura 14 - Actores del sistema 
características, pasando por la especificación, el diseño del sistema y su arquitectura, la 
implementación del mismo y los tests para comprobar su correcto funcionamiento. 
4.1 Análisis de requisitos 
El análisis de requisitos define el sistema que queremos construir. Para ello es necesario definir 
las características que ha de tener la aplicación, es decir, sus requisitos funcionales y no 
funcionales. Además, para llevar a cabo un proceso completo y minucioso también se ha optado 
por definir los actores que interactúan con el sistema. 
Es imprescindible que este proceso sea lo suficientemente válido para que los siguientes pasos 
del proceso requieran de los mínimos cambios posibles. Es decir, es importante establecer el 
alcance del proyecto y sus funcionalidades para que luego se adecúen a los plazos previstos. 
4.1.1 Actores del sistema 
Los actores constituyen los roles que se le pueden asociar a un usuario cuando interacciona con 
el sistema. Los actores pueden realizar una serie de acciones determinadas. La siguiente figura 
los muestra: 
El usuario no autenticado únicamente puede crear una nueva cuenta y hacer login. El usuario 
autenticado puede realizar todas las operaciones del sistema. 
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4.1.2 Requisitos funcionales  
Los usuarios no autenticados podrán: 
 Crear nueva cuenta 
 Iniciar sesión en el sistema 
Los usuarios autenticados podrán: 
 Cerrar sesión 
 Obtener una lista de sus objetos comprados 
 Consultar información detallada sobre sus objetos comprados 
 Consultar información sobre las licencias de sus objetos comprados 
 Comprar licencias sobre objetos 
 Consultar información detallada sobre los objetos a comprar 
 Consultar información sobre las licencias de los objetos a comprar 
 Visualizar los objetos comprados 
 Buscar objetos 
La aplicación ha de contar con un modo desconexión para que la aplicación siga funcionando en 
el caso de que el usuario no disponga de conexión. Todas las funcionalidades del modo 
conexión se podrán llevar a cabo en el modo desconexión excepto dos: la de buscar objetos, ya 
que al no haber conexión no se podrá consultar al sistema, y la visualización de objetos si se da 
el caso de que el usuario no dispone del fichero en su dispositivo. 
Esta decisión de incluir un modo desconexión tiene un fuerte impacto en el diseño de la 
arquitectura y especialmente en el de la base de datos, como se explica en la etapa de diseño de 
la aplicación. 
4.1.3 Requisitos no funcionales 
Los requerimientos no funcionales van ligados directamente a la experiencia del usuario y al 
funcionamiento operacional del sistema. Los requerimientos considerados para la aplicación 
junto con su prioridad son los siguientes: 
Usabilidad 
 El usuario debe poder aprender a utilizar todas las funcionalidades del sistema en menos 
de 20 minutos (Alta) 
 Todo el aspecto de la aplicación es similar, dotándola de consistencia y coherencia a la 
hora de facilitar el aprendizaje del usuario (Media) 
 36 
Rendimiento 
 La carga de cualquier pantalla del sistema excepto la de descarga y visualización de 
recursos no deberá exceder de 10 segundos con una conexión de banda ancha (Alta) 
 El sistema garantiza que posee recursos suficientes para guardar un número 
razonablemente alto de ficheros de los usuarios (Media) 
Fiabilidad 
 El sistema debe estar siempre disponible para interactuar con el usuario (Alta) 
 El sistema no perderá datos del usuario a no ser que éste borre manualmente las bases 
de datos locales del dispositivo, lo cual no puede ser controlado por el sistema (Alta) 
 En caso de fallo del sistema, éste será notificado al usuario mediante el pertinente 
mensaje (Alta) 
Seguridad 
 Las conexiones con el servidor deben ser seguras y usar el protocolo https (Alta) 
 Todos los datos locales del usuario estarán cifrados (Alta) 
Portabilidad 
 El sistema debe ser compatible con cualquier dispositivo Android con una versión del 
SO superior o igual a 3.2 (Media) 
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4.2 Especificación 
La especificación del sistema define el funcionamiento del sistema desde el punto de vista del 
usuario, es decir, detalla las acciones que puede acometer. 
Se elabora a través de la definición de casos de uso. Un caso de uso no es más que la definición 
de una interacción entre el usuario y el sistema con el objetivo de cumplir un requisito 
funcional. 
4.2.1 Modelo de casos de uso 
A continuación se presenta el modelo de casos de uso del sistema agrupados por categorías. Los 
usuarios no autenticados únicamente pueden iniciar sesión y registrarse como nuevos usuarios. 
Los usuarios autenticados pueden llevar a cabo el resto de funcionalidades del sistema, tal y 
como se describe en la figura. 
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En la siguiente figura se pueden observar las relaciones de inclusión y extensión de los casos de 
uso pertenecientes al grupo de gestión de usuarios. El caso de uso de cerrar sesión incluye al de 
iniciar sesión ya que antes de cerrar una sesión el usuario no autenticado debe iniciar una. Por 
otra parte también existe una relación de extensión del caso de uso de registro de usuario 
respecto al de iniciar sesión. 
Figura 15 - Diagrama de casos de uso 
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Las relaciones de inclusión y extensión de la gestión de contenido se muestran a continuación. 
Para ejecutar los casos de uso de búsqueda de objetos y listado de los objetos comprados el 
usuario previamente debe iniciar sesión. Del mismo modo, para consultar la información del 
objeto o las licencias del objeto buscado por el usuario previamente se debe realizar dicha 
búsqueda. Finalmente, la visualización de los objetos, las licencias y el propio contenido 
comprado por el usuario debe realizarse tras listar los objetos comprados por el mismo. Para 
reducir el tamaño de la figura se han omitido los actores participantes en las interacciones. 
 
  
Figura 16 – Diagrama de casos de uso – Gestión de Usuarios 
Figura 17 - Diagrama de casos de uso – Gestión de Contenidos 
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4.2.2 Especificación de los casos de uso 
Una vez definido el modelo de casos de uso del sistema, debemos especificar cada caso de uso, 
es decir, definir los actores que intervienen, la condición que activa el caso de uso, los 
escenarios principales y alternativos y las interacciones entre el actor y el sistema. 
Iniciar sesión 
Actores: Usuario no autenticado 
Condición de activación: Un usuario no autenticado desea iniciar sesión. 
Escenario principal: 
Actor Sistema 
El usuario no autenticado indica al sistema que 
desea iniciar sesión en el sistema. 
 
 
El sistema muestra la zona de identificación y 
registro de usuarios. 
El usuario proporciona un nombre de usuario, una 
contraseña e indica al usuario que quiere 
autenticarse. 
 
 
El sistema identifica al usuario y le muestra su 
página principal. 
 
Tabla 1 - Caso de Uso Iniciar Sesión: Escenario principal 
Escenario alternativo: El usuario no autenticado introduce un nombre de usuario y/o contraseña 
incorrectos. 
Actor Sistema 
El usuario no autenticado indica al sistema que 
desea iniciar sesión en el sistema. 
 
 
El sistema muestra la zona de identificación y 
registro de usuarios. 
El usuario proporciona un nombre de usuario, una 
contraseña e indica al usuario que quiere 
autenticarse. 
 
 
El sistema identifica incorrectamente al usuario 
debido a que los datos proporcionados por éste son 
incorrectos y le muestra un mensaje de error. 
 
Tabla 2 - Caso de Uso Iniciar Sesión: Escenario alternativo 
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Cerrar sesión 
Actores: Usuario autenticado 
Condición de activación: El usuario autenticado desea cerrar sesión en el sistema. 
Escenario principal: 
Actor Sistema 
Si el usuario no está autenticado entonces Iniciar 
sesión. 
 
El usuario autenticado indica al sistema que desea 
cerrar su sesión. 
 
 
El sistema cierra la sesión del usuario y le muestra 
la pantalla de inicio de sesión y registro de 
usuarios. 
 
Tabla 3 - Caso de Uso Cerrar Sesión: Escenario principal 
Registrar usuario 
Actores: Usuario no autenticado 
Condición de activación: El usuario no autenticado desea registrar un nuevo usuario. 
Escenario principal: 
Actor Sistema 
El usuario no autenticado indica al sistema que 
desea registrar un nuevo usuario. 
 
 
El sistema solicita al usuario los datos del nuevo 
usuario. 
El usuario introduce un nombre de usuario, una 
contraseña e indica al sistema que registre un 
nuevo usuario. 
 
 
El sistema registra al nuevo usuario y le indica al 
usuario que el registro ha sido satisfactorio. 
 
Tabla 4 - Caso de Uso Registrar Usuario: Escenario principal 
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Escenario alternativo: El nombre de usuario proporcionado ya existe. 
Actor Sistema 
El usuario no autenticado indica al sistema que 
desea registrar un nuevo usuario. 
 
 
El sistema solicita al usuario los datos del nuevo 
usuario. 
El usuario introduce un nombre de usuario, una 
contraseña e indica al sistema que registre un 
nuevo usuario. 
 
 
El sistema comprueba que el nombre de usuario 
introducido por el usuario ya existe y le informa 
del error. 
 
Tabla 5 - Caso de Uso Registrar Usuario: Escenario alternativo 
Buscar objetos 
Actores: Usuario autenticado 
Condición de activación: El usuario autenticado indica al sistema que desea buscar nuevos 
objetos. 
Escenario principal: 
Actor Sistema 
Si el usuario no está autenticado entonces Iniciar 
sesión. 
 
El usuario autenticado indica al sistema que desea 
buscar nuevos objetos. 
 
 
El sistema muestra al usuario la zona de búsqueda 
y le solicita los datos para realizarla. 
El usuario indica el tipo de búsqueda que desea 
realizar, el término que desea buscar e indica al 
sistema que realice la búsqueda. 
 
 
El sistema muestra los objetos que coinciden con 
el criterio de búsqueda del usuario. 
 
Tabla 6 - Caso de Uso Buscar Objetos: Escenario principal 
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Información del objeto buscado 
Actores: Usuario autenticado 
Condición de activación: El usuario desea consultar información sobre uno de los objetos que 
ha buscado. 
Escenario principal: 
Actor Sistema 
Si el usuario no ha buscado objetos entonces 
Buscar objetos. 
 
El usuario autenticado indica al sistema que desea 
consultar la información de un objeto que 
selecciona. 
 
 
El sistema muestra al usuario la información sobre 
el objeto deseado. 
 
Tabla 7 - Caso de Uso Info Objeto Buscado: Escenario principal 
Información de las licencias de un objeto 
Actores: Usuario autenticado 
Condición de activación: El usuario desea consultar información sobre las licencias de un objeto 
buscado. 
Escenario principal: 
Actor Sistema 
Si el usuario no ha buscado objetos entonces 
Buscar objetos. 
 
El usuario autenticado indica al sistema que desea 
consultar la información de licencias de uno de los 
objetos que selecciona. 
 
 
El sistema muestra al usuario la información sobre 
las licencias del objeto deseado. 
 
Tabla 8 - Caso de Uso Info Licencias Objeto Buscado: Escenario principal 
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Comprar licencia 
Actores: Usuario autenticado 
Condición de activación: El usuario desea comprar una licencia de uno de los objetos que ha 
buscado. 
Escenario principal: 
Actor Sistema 
Si el usuario no ha consultado información sobre 
la licencia del objeto antes entonces Información 
de las licencias de un objeto. 
 
El usuario indica al sistema que desea comprar una 
de las licencias del objeto. 
 
 
El sistema notifica al usuario del éxito en la 
compra de la licencia. 
 
Tabla 9 - Caso de Uso Comprar Licencia: Escenario principal 
Listar objetos comprados 
Actores: Usuario autenticado 
Condición de activación: El usuario desea listar los objetos que ha comprado. 
Escenario principal: 
Actor Sistema 
Si el usuario no está autenticado entonces Iniciar 
sesión. 
 
El usuario indica al sistema que desea conocer 
todos los objetos que ha comprado. 
 
 
El sistema muestra al usuario una lista de todos sus 
objetos comprados. 
 
Tabla 10 - Caso de Uso Listar Objetos Comprados: Escenario principal 
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Información de un objeto comprado 
Actores: Usuario autenticado 
Condición de activación: El usuario quiere consultar información sobre uno de los objetos que 
ha comprado. 
Escenario principal: 
Actor Sistema 
Si el usuario no ha listado sus objetos comprados, 
entonces Listar objetos comprados. 
 
El usuario selecciona un objeto e indica al sistema 
que desea consultar información del objeto. 
 
 
El sistema muestra al usuario la información del 
objeto. 
 
Tabla 11 - Caso de Uso Info Objeto Comprado: Escenario principal 
Información de las licencias compradas de un objeto 
Actores: Usuario autenticado 
Condición de activación: El usuario quiere consultar información sobre las licencias de uno de 
los objetos que ha comprado. 
Escenario principal: 
Actor Sistema 
Si el usuario no ha listado sus objetos comprados, 
entonces Listar objetos comprados. 
 
El usuario selecciona un objeto e indica al sistema 
que desea consultar información de las licencias 
del objeto seleccionado. 
 
 
El sistema muestra al usuario la información de las 
licencias del objeto. 
 
Tabla 12 - Caso de Uso Info Licencias Compradas Objeto: Escenario principal 
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Visualizar objeto 
Actores: Usuario autenticado 
Condición de activación: El usuario desea visualizar uno de sus objetos comprados. 
Escenario principal: 
Actor Sistema 
Si el usuario no ha listado sus objetos comprados, 
entonces Listar objetos comprados. 
 
El usuario selecciona un objeto e indica al sistema 
que desea visualizarlo. 
 
 
El sistema muestra la visualización del objeto al 
usuario. 
 
Tabla 13 - Caso de Uso Visualizar Objeto: Escenario principal 
Escenario alternativo: El usuario no posee ninguna licencia válida que le permita visualizar el 
objeto. 
Actor Sistema 
Si el usuario no ha listado sus objetos comprados, 
entonces Listar objetos comprados. 
 
El usuario selecciona un objeto para el cual no 
posee licencias válidas e indica al sistema que 
desea visualizarlo. 
 
 
El sistema notifica al usuario un mensaje de error 
indicándole que no está autorizado a visualizar el 
objeto. 
 
Tabla 14 - Caso de Uso Visualizar Objeto: Escenario alternativo 
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4.2.3 Modelo conceptual 
Una vez especificados los casos de uso, es hora de modelar el dominio de los conceptos. Para 
ello se elabora un diagrama de clases independiente del diseño, que permite comprender el 
dominio del sistema y las relaciones entre las distintas clases que aparecen. Posteriormente este 
diagrama de clases constituirá un punto de inicio para consolidar el modelo de datos. Para 
construir el modelo conceptual se ha usado el lenguaje UML. 
Cabe remarcar que, puesto que la aplicación se basa en el sistema MIPAMS, el modelo 
conceptual de ambos es casi idéntico ya que han de representar los mismos conceptos. 
 
Figura 18- Modelo conceptual 
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Un usuario es propietario de diversos objetos que corresponden a elementos de tipo Digital Item 
tal y como se ha explicado en apartados anteriores. A su vez, cada Digital Item está compuesto 
por varios recursos. En el caso que nos ocupa, sin embargo, la aplicación ha sido pensada para 
que cada objeto tenga asociado un único recurso. 
Sobre estos objetos el usuario puede comprar licencias. Cada licencia tiene un propietario o 
Issuer que corresponde al creador de la licencia. Por otra parte, cada licencia está compuesta por 
diversos elementos de la clase GrantGroup que a su vez contienen diversos Grants, que 
corresponden a los contenedores de las condiciones de la licencia. El diseño del modelo 
contempla los cinco tipos de condiciones explicados anteriormente en la introducción de 
MIPAMS. 
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4.3 Diseño 
El diseño construye el sistema para que cumpla con el análisis de requisitos y la especificación. 
Es dependiente de la tecnología, con lo cual es imprescindible diseñar una buena arquitectura 
del sistema para construirlo correctamente. 
La arquitectura de la solución, en este caso, se basa principalmente en la arquitectura de 
aplicaciones de Android con algunos matices que se detallan más adelante. 
4.3.1 Introducción a la arquitectura de una aplicación Android 
Para entender la arquitectura de una aplicación Android se hace indispensable presentar una 
serie de conceptos asociados al Sistema Operativo. 
El elemento principal de una aplicación Android es la Activity. Una Activity no es más que una 
pantalla con la que interactúa el usuario y donde, mediante el lenguaje XML, se puede construir 
una interfaz gráfica más o menos compleja dependiendo de las funcionalidades que se deseen 
ofrecer. 
Las Activity de Android, como los procesos de cualquier SO, tienen su propio ciclo de vida. Una 
Activity no se encuentra en el mismo estado cuando ha sido recién mostrada al usuario que 
cuando se interactúa con ella y ésta carga otra Activity. El ciclo de vida de una Activity de 
Android se muestra a continuación: 
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Figura 19 - Ciclo de vida de una Activity 
Fuente: http://developer.android.com 
Los métodos a analizar del ciclo de vida más importantes para el Proyecto son los siguientes: 
 onCreate(): Se ejecuta cuando la Activity es llamada por primera vez. En este punto es 
conveniente realizar las inicializaciones pertinentes de la aplicación, así como la 
asignación de las distintas vistas que la componen. 
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 onRestart(): Se activa cuando la Activity vuelve a ser llamada tras haber sido parada. El 
caso más común se produce cuando esta Activity llamó a otra y en algún momento el 
usuario vuelve atrás y carga la Activity en cuestión. 
 onResume(): Se ejecuta una vez que la Activity ha terminado de cargarse en el 
dispositivo y el usuario empieza a interactuar con la aplicación.  
 onDestroy(): Es la llamada final de la Activity. Es llamada por el sistema cuando va a 
ser destruida, con lo cual al crear una nueva se iniciaría otro ciclo de vida 
completamente nuevo. 
Se ha hablado de Activities y transiciones entre ellas, aunque no se ha especificado la forma en 
que se realizan. Este problema se solventa con el uso de la clase Intent. Un Intent es un nexo de 
unión con un punto de partida, un destino y una serie de parámetros que pueden circular entre la 
Activity de partida y la de destino. 
De este modo, cuando se quiere transicionar entre Activities, simplemente hay que instanciar un 
nuevo Intent, indicar la Activity de inicio, la de destino y especificar una serie de parámetros si 
la nueva Activity los va a necesitar. 
Por otra parte también es necesario conocer ciertos aspectos del diseño de interfaces gráficas de 
Android.  El diseño de interfaces es muy complejo y extenso, de forma que se detalla la 
información de diseño que concierne a este proyecto. 
Un Activity hace multitud de cosas, pero por ella misma no presenta nada en la pantalla. Para 
conseguir que aparezca algo en la pantalla es necesario diseñar la interfaz de usuario. Para ello, 
existen una serie de clases que nos permiten construir interfaces siguiendo un modelo jerárquico 
de diseño: 
 View: Una View es el elemento más básico del diseño de interfaces. Constituyen el 
punto de interacción con el usuario. Hay multitud de ejemplos: botones, inputs de texto, 
checkboxes, radio buttons, barras de progreso… 
 GroupView: Su función es agrupar y controlar un grupo de Views u otros GroupViews. 
Usualmente son representados mediante elementos de la clase Layout que se detallan a 
continuación. 
 Layout: Contenedores que permiten incluir dentro otros Layouts o Views. Están 
organizados jerárquicamente y son los responsables de controlar la posición de los 
Layouts o Views que incluyan. Existen diversos tipos de Layouts que distribuyen las 
vistas de una forma u otra; los más usados en la aplicación son: 
o LinearLayout: Agrupa los elementos en horizontal o vertical, cada uno a 
continuación del siguiente. 
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o RelativeLayout: Permite colocar sus elementos en posiciones relativas a otros. 
Por ejemplo, podemos definir que un botón se coloque a la izquierda de otro y 
que, a su vez, una cadena de texto se coloque debajo de estos botones. Las 
posibilidades son muchas y hacen del RelativeLayout un elemento muy potente 
para distribuir las vistas de forma original y creativa. 
o TableLayout: Distribuye los elementos como si fuesen una tabla. Incluye 
elementos de tipo TableRow que corresponden a filas de una tabla y los va 
llenando con elementos. 
Puesto que este apartado tiene el objetivo de introducir la arquitectura básica de una aplicación 
Android, se dejan para más adelante aspectos más concretos del diseño de las interfaces. 
4.3.2 Modelo Vista Controlador 
Se ha optado por implementar el patrón 
arquitectónico MVC (Modelo Vista 
Controlador). De esta manera se han 
separado los datos de la aplicación, la 
interfaz de usuario y la lógica de 
control en tres componentes distintos:  
 
 
 Modelo: representa la información con la cual el sistema trabaja. Un modelo hace 
referencia a un ente de la realidad, de esta manera se pueden representar Digital Items, 
licencias, condiciones... 
 Controlador: módulo que toma todas las decisiones, es el encargado de invocar 
peticiones al modelo y modificar la vista adecuadamente. También se encarga de 
responder a eventos, normalmente a acciones del usuario.  
 Vista: se encarga de presentar el modelo, los datos, de forma agradable al usuario.  
 
El flujo de control es el siguiente:  
1. El usuario interactúa con la interfaz de usuario (vista), normalmente, pulsando un botón.  
2. El controlador recibe el aviso de la acción solicitada por el usuario.  
3. El controlador accede al modelo, actualizándolo según la petición del usuario.  
4. La vista obtiene los datos del modelo a través del controlador para generar la interfaz 
apropiada para el usuario donde se reflejan los cambios en el modelo. La vista y el 
modelo nunca se comunican directamente.  
5. La vista espera nuevas interacciones del usuario, comenzando el ciclo de nuevo.  
Figura 20 - Esquema MVC 
Fuente: http://es.wikipedia.org 
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La decisión de usar el patrón se fundamenta en que Android lo implementa, aunque no siempre 
sigue este estricto orden ya que en ocasiones la vista y el controlador se mezclan, como veremos 
en el capítulo de implementación. 
Para el caso que ocupa a la aplicación el modelo se corresponde con un objeto Java, la vista 
consiste en el archivo XML que la define y el controlador es un elemento de la clase Activity. 
4.3.3 Diseño del modelo de datos 
En este apartado se empiezan a exponer las primeras ideas del diseño de la base de datos del 
sistema y los criterios a la hora de tomar algunas decisiones del diseño de la misma. 
En primer lugar, y como factor determinante a la hora de pensar en el diseño, la aplicación debe 
realizar una serie de llamadas a servicios web de MIPAMS a través de una API y, como 
consecuencia de esta llamada, recibirá en una respuesta los datos correspondientes al modelo de 
datos de la plataforma MIPAMS. Esto indica, por tanto, que el modelo de datos de la aplicación 
reside en el propio sistema MIPAMS, con lo cual a priori no haría falta diseñar base de datos 
alguna. 
Ahora bien, no hay que descuidar el modo desconexión de la aplicación. El modo desconexión 
de la aplicación implica que ésta debe seguir funcionando de forma transparente al usuario si 
deja de haber conexión. De este modo la información del estado de cada usuario debe estar 
almacenada en el dispositivo, esto es, en resumen: 
 Licencias que ha comprado con toda la información que ello implica: grantgroups, 
grants, issuers, conditions… 
 Información sobre los Digital Items que posee: metadatos del propio Digital Item y sus 
recursos (autor, título, descripción…) 
 El estado de las licencias que posee: este concepto se refiere al estado de las 
condiciones que componen la licencia. Hay que tener en cuenta que si el usuario se 
encuentra en modo desconexión y desea visualizar un objeto, la aplicación debe tener la 
capacidad de autorizar al usuario para responder si puede hacerlo o no, y para ello es 
imprescindible disponer de la información del estado actual de las licencias para poder 
comprobar si alguna condición de las licencias autoriza al usuario a poder visualizarlo. 
 Claves de descifrado del contenido encriptado: Si el contenido a descargar está 
encriptado es necesario disponer de las claves de descifrado para poder visualizar el 
contenido. 
 Información de login del usuario (nombre de usuario y password protegido) 
 
 54 
Figura 21 - Esquema BD 
En el siguiente diagrama se presenta el modelo de la base de datos de la aplicación: 
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4.3.4 Diagrama de actividades 
El diseño de navegación de las pantallas de la aplicación ha sido confeccionado en base a las 
funcionalidades que la aplicación debe otorgar al usuario. Para simplificar el diagrama se han 
omitido las interacciones de volver a la pantalla anterior.  
 
Figura 22 - Diagrama de actividades 
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4.4 Detalles de la implementación 
Una vez presentado el diseño dedicado a satisfacer la especificación y los requisitos de la 
aplicación, es hora de proceder con su implementación. Como se ha mencionado anteriormente 
la aplicación sigue el patrón de diseño MVC, de forma que en este apartado se presenta en 
primera instancia el diagrama de la arquitectura final de la aplicación. 
Seguidamente se presenta la organización en paquetes del código con el objetivo de observar 
cómo queda distribuido el código bajo el patrón MVC y comprender el esqueleto de la 
aplicación. A continuación se van presentando las distintas funcionalidades que posee la 
aplicación así como distintos comentarios y aportaciones técnicas presentes en el desarrollo. 
4.4.1 Diagrama arquitectónico de la aplicación 
El patrón MVC aplicado a la aplicación conlleva el mapeo siguiente: 
 Modelo: Un objeto Java 
 Vista: Interfaz definida en XML 
 Controlador: Elemento de la clase Activity 
Bajo estos principios el desarrollo es simple: existe un controlador por cada vista, que es el 
encargado de actualizar el modelo según se van produciendo interacciones del usuario con el 
sistema. Este modelo, a su vez, actualizará la Base de Datos definida en el apartado de diseño de 
forma conveniente. 
El diagrama arquitectónico de la aplicación es el siguiente: 
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Las vistas corresponden a las clases pintadas de cian, los controladores a las clases amarillas y 
el modelo está pintado en color morado. Como se puede observar cada vista está conectada con 
su controlador y cada controlador, a su vez, se relaciona con otros controladores y con el 
modelo que gestione. 
Es importante observar que no todos los controladores interaccionan con el modelo, ya que hay 
controladores que únicamente se dedican a modificar el aspecto de sus vistas correspondientes. 
El detalle de cada controlador se explica más adelante. 
Además, en el diagrama se han omitido otras clases importantes para el desarrollo de la 
aplicación con tal de clarificar el diagrama. El resto de clases son introducidas a medida que se 
explican las funcionalidades donde toman parte. 
  
Figura 23 - Diagrama arquitectónico 
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4.4.2 Organización del código 
Uno de los aspectos más importantes para agilizar la programación y la eficacia a la hora de 
distribuir las clases de la aplicación ha sido su estructuración del código. Siguiendo el modelo 
MVC queda claro que la división principal de los packages Java al menos tenía que contemplar 
los packages del modelo, la vista y los controladores. 
Pero como ya se ha comentado anteriormente debido al número de funcionalidades también 
existen otras clases que se dedican a implementar funcionalidades a nivel local muy específicas. 
Por otra parte también son necesarias clases intermedias que implementen la representación 
Java del modelo de base de datos, los parsers, el cliente SOAP… 
La organización adoptada finalmente ha sido la siguiente: 
 
Figura 24 - Organización del código en Eclipse 
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Una breve descripción del contenido de cada package se detalla a continuación: 
 controllers: Controladores del patrón MVC. Están ligados a una vista y se encargan de 
actualizarla, gestionar el modelo e interactuar con otros controladores. 
 database: Clases necesarias para gestionar las bases de datos de la aplicación. Se 
encargan de implementar las operaciones necesarias para crear las tablas, obtener datos, 
insertar y borrar. 
 databaseModel: Con tal de facilitar el uso de las clases del package database, se han 
implementado una serie de clases intermedias para gestionar los objetos del modelo de 
la base de datos. 
 localServices: Clases específicas que se encargan de realizar las funcionalidades 
principales de la aplicación (visualización de objetos, autorización local, guardado en la 
base de datos de objetos y licencias…) 
 model: Implementación del modelo del patrón MVC. La mayoría de estas clases han 
sido heredadas del modelo de la versión web de MIPAMS. 
 parser: Implementación de los distintos parsers que necesita la aplicación. En este 
package se encuentran, por ejemplo, los parsers de licencias y Digital Items. 
 security: Clases necesarias para la correcta gestión del desencriptado de ficheros y el 
establecimiento de conexiones seguras con MIPAMS. 
 SOAPclient: Cliente SOAP heredado del antiguo PFC y ampliado para realizar las 
llamadas a nuevas operaciones. 
 utils: Clase que posee una gran cantidad de métodos estáticos que son usados por 
muchas clases de la aplicación de forma frecuente. 
 layout (ubicado en /res/layout): Definición en XML de las vistas del patrón MVC. 
4.4.3 Librerías externas usadas 
Con tal de acometer las funcionalidades para las cuales está pensada la aplicación a veces el 
código del desarrollador no es suficiente y éste se debe apoyar en código externo que le aporte 
funcionalidades y clases ya existentes. 
Además, en el caso de la aplicación para MIPAMS, es necesario cumplir con ciertos 
requerimientos no funcionales críticos, como la encriptación de la información. 
Por una parte se ha usado código de la librería DMAGLicensing que ha aportado todo el 
modelo de la aplicación, ya que éste es compartido con la versión web de MIPAMS. El código 
utilizado se encuentra en el package mipams.model. 
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Respecto al cifrado de la base de datos se ha usado la librería SQLCipher. Esta librería se basa, 
a su vez, en la librería para bases de datos Android SQLite
11
, ampliamente usada. La librería 
SQLCipher integra automáticamente el cifrado de contenidos mediante el algoritmo de cifrado 
AES, con lo cual la información ubicada en ella es totalmente segura. 
Para el cliente SOAP se han utilizado las librerías clásicas de Apache para establecer 
conexiones HTTP mientras que las peticiones SOAP no se han hecho mediante ninguna librería, 
sino que se han implementado de forma clásica con Strings. 
A su vez, para realizar el parseo de licencias y de la información de la base de datos obtenida 
mediante algunas llamadas a servicios de MIPAMS se ha utilizado un parser SAX. 
4.4.4 Bases de datos 
La plataforma que nos proporciona Android para el almacenamiento y consulta de datos es la 
base de datos SQLite. SQLite es un motor de bases de datos muy popular en la actualidad por 
ofrecer características como su pequeño tamaño, no necesitar servidor, precisar poca 
configuración, ser transaccional y por supuesto ser de código libre. 
Android incorpora todas las herramientas necesarias para la creación y gestión de bases de datos 
SQLite, entre ellas una completa API para llevar a cabo de manera sencilla todas las tareas 
necesarias. La forma típica para crear, actualizar y conectar con una base de datos SQLite es a 
través de una clase auxiliar llamada SQLiteOpenHelper. 
Se ha tomado como decisión de diseño dividir el número de clases de gestión de la base de 
datos en 7 clases distintas, agrupadas por la semántica de los datos que manejan. El motivo de 
esta decisión radica principalmente en el número de operaciones que existen para cada tabla de 
la base de datos. Las tablas existentes son las siguientes: 
 DBDI: Tablas relacionadas con Digital Items 
 DBEventReports: Event reports generados a nivel local cuando el usuario autoriza sin 
tener conexión 
 DBLicenses: Gestión de licencias, grants, grantgroups… 
 DBProtInfo: Información sobre claves de desencriptación 
 DBResourceCache: Información sobre el path de ficheros almacenados y gestión de 
ficheros auxiliares de desencriptación (más información en siguientes apartados) 
 DBResources: Gestión de la información de los recursos 
 DBUsers: Información de usuarios 
                                                     
11
 SQLite es un sistema de gestión de base de datos relacional compatible con ACID (Atomicidad, Consistencia, 
Aislamiento y Durabilidad) compatible con Android. Su pequeño tamaño y la inexistencia de servidor hacen su que 
ligereza sea perfecta para dispositivos móviles. 
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A continuación se muestra un ejemplo de implementación de la clase DBResources. Todas las 
implementaciones son semejantes: heredan de la clase SQLiteOpenHelper e implementan los 
métodos necesarios. 
 
public class DBResources extends SQLiteOpenHelper{ 
  
  String createTable = "CREATE TABLE IF NOT EXISTS Resources   
                       (ResourceID VARCHAR(40) PRIMARY KEY, DIID  
                       VARCHAR(40), title TEXT, author VARCHAR(20)," + 
        "description TEXT, type VARCHAR(10), path TEXT,  
                       size INTEGER);"; 
 
  public DBResources(Context context, String name, CursorFactory  
    factory, int version) { 
   
    super(context, name, factory, version); 
  } 
 
  @Override 
  public void onCreate(SQLiteDatabase db) { 
   
    db.execSQL(createTable); 
  } 
  
  public void insert(SQLiteDatabase db, String resourceid, String          
    diid, String title, String author, String description, String  
    type, String path, String size) { 
   
    String sqlInsert = "INSERT INTO Resources (resourceid, diid,  
                       title, author, description, type, path, size)  
                       VALUES (?, ?, ?, ?, ?, ?, ?, ?)"; 
    String args[] = new String[] {resourceid, diid, title, author,  
                                  description, type, path, size}; 
    db.execSQL(sqlInsert, args); 
  } 
  
  public Boolean exists(SQLiteDatabase db, String resourceid) { 
   
    String sqlExists = "SELECT 1 FROM Resources WHERE resourceid = ?"; 
    String[] args = new String[] {resourceid}; 
    Cursor c = db.rawQuery(sqlExists, args); 
    if (c.moveToFirst()) { 
      c.close(); 
      return true; 
    } 
    c.close(); 
    return false; 
  } 
  
  public String getPath(SQLiteDatabase db, String objectid) { 
   
    String result = ""; 
    String sql = "SELECT path FROM Resources WHERE DIID = ?"; 
    String[] args = new String[] {objectid}; 
    Cursor c = db.rawQuery(sql, args); 
    if (c.moveToFirst()) result = c.getString(0); 
      c.close(); 
      return result; 
  } 
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  public String getResourceID(SQLiteDatabase db, String objectid) { 
   
    String result = ""; 
    String sql = "SELECT ResourceID FROM Resources WHERE DIID = ?"; 
    String[] args = new String[] {objectid}; 
    Cursor c = db.rawQuery(sql, args); 
    if (c.moveToFirst()) result = c.getString(0); 
      c.close(); 
      return result; 
  } 
  
  public ArrayList<String> getResInfo(SQLiteDatabase db, String  
                                      objectid) { 
   
    ArrayList<String> result = new ArrayList<String>(); 
    String sql = "SELECT title, description, type FROM Resources WHERE  
                  DIID = ?"; 
    String[] args = new String[] {objectid}; 
    Cursor c = db.rawQuery(sql, args); 
    if (c.moveToFirst()) { 
      result.add(c.getString(0)); 
      result.add(c.getString(1)); 
      result.add(c.getString(2)); 
    } 
    c.close(); 
    return result; 
  } 
} 
Figura 25 - Implementación de la clase DBResources 
La implementación usa de forma transparente el encriptado AES proporcionado por la librería 
SQLCipher, de manera que la implementación no debe ser modificada por el programador. Sin 
embargo, la forma de obtener la instancia correspondiente de la base de datos cambia 
ligeramente de: 
DBUsers dbUsers = new DBUsers(this, "DBUsers", null, 1); 
SQLiteDatabase db = dbUsers.getWritableDatabase(); 
Figura 26 - Obtención de la instancia del controlador de la BD de usuarios en SQLite 
a esta otra ligera modificación: 
DBUsers dbUsers = new DBUsers(this, "DBUsers", null, 1); 
SQLiteDatabase db = dbUsers.getWritableDatabase("password"); 
Figura 27 - Obtención de la instancia del controlador de la BD de usuario en SQLCipher 
Es decir, es necesario introducir un password para obtener la base de datos. Este password 
constituye la clave de encriptado de la base de datos. 
  
 63 
4.4.5 AsyncTask 
Las versiones de Android por encima de la 3.0 incluyen una restricción relacionada con el 
thread principal de cada Activity. Imaginemos un caso en el que el thread principal de un 
controlador intenta establecer una conexión con algún servicio y esta conexión se bloquea. 
Como consecuencia de ello toda la aplicación se bloquearía, y esto es algo que no podemos 
permitir. La solución a este bug consiste en ubicar el código en un hilo separado del thread 
principal de manera que el establecimiento de conexión y el transcurso normal del thread 
principal sean independientes el uno del otro. 
Afortunadamente Android ha ideado distintas soluciones factibles para solventar este problema. 
La usada en esta aplicación es la clase AsyncTask. Esta clase permite realizar operaciones en 
segundo plano y actualizar la interfaz de usuario de manera fácil mediante una serie de 
operaciones predefinidas. Como resumen se comentan las operaciones principales del 
funcionamiento de una AsyncTask: 
 onPreExecute(): Operación invocada antes de la ejecución de la propia tarea. Su 
utilidad principal en el desarrollo de esta aplicación es el muestro de popups de carga. 
 doInBackground(Params): Invocada después de onPreExecute(). Operación que se 
encarga de realizar la tarea correspondiente, en nuestro caso el establecimiento de 
conexión y la petición correspondiente. Un aspecto muy importante a destacar es que 
desde esta operación NO se puede actualizar la interfaz gráfica de la aplicación. Sin 
embargo se puede actualizar el progreso de la tarea mediante el uso de la operación 
publishProgress(Progress) y actualizar en esta operación la interfaz gráfica. 
 onPostExecute(Result): Operación que se llama una vez finalizada la ejecución de 
doInBackground(). En la aplicación se usa para actualizar las vistas adecuadamente y 
guardar datos en las bases de datos locales. 
El uso de AsyncTask mejora la experiencia de usuario ya que el usuario está informado en todo 
momento del estado de carga de la vista, en lugar de aparecerle una pantalla en negro y tenerlo 
esperando sin saber el estado de la carga. 
Sin embargo, Android incorpora una serie de limitaciones a la hora de trabajar con AsyncTasks. 
En primer lugar Android trabaja con un pool de 5 AsyncTasks concurrentes con un máximo de 
128. Este es un aspecto a tener en cuenta a la hora de implementar para que la aplicación no se 
sature de AsyncTasks concurrentes. 
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4.4.6 Intents 
Como ya se ha introducido en el apartado de diseño, para conectar dos vistas entre ellas se han 
usado elementos de la clase Intent. Como ejemplo de conexión de dos vistas se ilustra el 
siguiente código: 
Intent searchIntent = new Intent(getApplicationContext(), 
SearchController.class); 
searchIntent.putExtra("dmag.mipams.token", token); 
searchIntent.putExtra("dmag.mipams.username", username); 
startActivity(searchIntent); 
Figura 28 - Ejemplo de transición entre Activities 
Mediante el método startActivity(Intent) podemos iniciar la nueva vista, mientras que el método 
putExtra() de la clase Intent nos permite pasarle parámetros al nuevo controlador de la vista 
para que éste los pueda recoger y utilizarlos convenientemente. La definición del Intent es 
sencilla y simplemente se inicializa con el controlador de origen y el de destino. Cabe remarcar 
que hablamos casi indistintamente de controlador y vista ya que en Android estos dos elementos 
se encuentra semifundidos en la clase Activity y se llegan a mezclar tanto que en ocasiones 
parece que el patrón MVC se difumine. 
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4.5 Implementación de funcionalidades 
En este apartado se detallan aspectos de implementación de las funcionalidades más importantes 
de la aplicación, especialmente aquellas específicas que recrean el comportamiento local de 
MIPAMS en la aplicación. Las funcionalidades presentadas son las siguientes: 
 Autorización remota 
 Autorización local 
 Descarga de ficheros 
 Visualización de objetos 
 Desencriptación de contenidos 
 Borrado de ficheros auxiliares de desencriptación 
 Gestión local de Event Reports 
 Sincronización con MIPAMS 
 Redirección al login en modo desconexión 
 Chequeo periódico de la conectividad 
 Actualización local de la base de datos 
4.5.1 Autorización remota 
La autorización remota tiene por objetivo comunicarse con el servicio de autorización de 
MIPAMS y visualizar el objeto en el dispositivo si el usuario ha sido autorizado para hacerlo. 
El funcionamiento de la autorización en MIPAMS es sencillo. Un usuario intenta autorizarse 
para visualizar un objeto concreto. Si el sistema detecta que posee una licencia válida autorizará 
al usuario a realizar la visualización, de lo contrario el usuario no estará autorizado y si desea 
visualizar el objeto deberá comprar una licencia que se lo permita. 
Debido a que la autorización y posterior visualización de objetos va a ser por lo general la 
funcionalidad que más se use en la aplicación, se ha aprovechado para añadirle otras 
funcionalidades: 
 Almacenamiento en base de datos de la información del objeto sobre el cual se autoriza 
(si no existe previamente) 
 Actualización y almacenamiento en base de datos de la información de la licencia que 
autoriza el objeto 
 Sincronización 
De este modo la información local referente a objetos y licencias se actualiza cada vez que un 
usuario desea autorizar un objeto. Cabe destacar que se actualizará la información referente a 
ese objeto y a la licencia con la cual MIPAMS autorice al usuario. 
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Una vez el usuario se autoriza el proceso para realizar la visualización continúa. En primer lugar 
se procede al almacenamiento de las claves de desencriptación del fichero si el objeto a 
descargar está encriptado. Para ello simplemente es necesario obtener las claves de la respuesta 
XML del servicio de autorización e insertarlas en la BD local si anteriormente no existían. 
El siguiente paso consiste en descargar el fichero. Siempre y cuando el dispositivo no posea ya 
el fichero (puede ser que aún lo conserve de una antigua autorización), el fichero será 
descargado. Este proceso está resumido en un próximo subapartado. Una vez el fichero está 
descargado en el dispositivo, es hora de visualizarlo. Si el fichero está encriptado hace falta 
desencriptarlo y guardar el fichero a reproducir en un fichero auxiliar que será el fichero que 
finalmente se acabará reproduciendo. En un próximo subapartado se detalla una funcionalidad 
que se encarga de borrar estos ficheros auxiliares cuando el usuario no los está visualizando, con 
el objetivo de que el dispositivo no guarde el fichero sin cifrar. 
Una vez preparado el fichero ya se puede visualizar. Para ello, y tal y como se ha explicado en 
el apartado 4.4.6 referente a los Intents, simplemente se crea un Intent con destino 
ACTION_VIEW
12
, se configuran los parámetros referentes al tipo de archivo y su ubicación en 
el dispositivo y se reproduce. 
4.5.2 Autorización local 
La autorización local entra en juego cuando el usuario no tiene conexión y desea visualizar uno 
de sus objetos. En este caso la autorización depende de las licencias que el usuario tenga 
almacenadas en su BD local del dispositivo. 
El usuario, del mismo modo que en la autorización remota, desea autorizar un objeto concreto 
para ejercer el derecho de visualización. La misión del algoritmo de autorización local es, por 
tanto, buscar entre todas las licencias del usuario una que le permita autorizarse. 
Para implementar el algoritmo se ha tomado en consideración el algoritmo existente en el 
servicio de autorización de MIPAMS aunque ha hecho falta adaptarlo a la arquitectura de la 
aplicación. El algoritmo, en esencia, se encarga de evaluar las condiciones de los distintos 
Grants de la licencia en busca de una condición que permita al usuario autorizarse y, si es así, 
permitirle visualizar el objeto en cuestión. 
Sin embargo hace falta algo más, puesto que si no guardamos de ningún modo que el usuario ha 
intentado autorizarse, cuando el dispositivo recupere la conexión de nuevo y comience a 
autorizarse remotamente el servidor no tendrá constancia de la actividad que el usuario ha hecho 
en modo desconectado. Para solucionarlo se guarda en la base de datos un registro de las 
                                                     
12 Evento por defecto de Android para abrir ficheros en base a su extensión. 
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autorizaciones que se han concedido al usuario cuando no dispone de conexión. Este mecanismo 
de sincronización se explica en un subapartado siguiente. 
4.5.3 Descarga de ficheros 
La descarga de ficheros en MIPAMS funciona mediante Sockets. Su funcionamiento ha sido 
explicado en el apartado 2.1. El mecanismo de descarga sigue un protocolo privado de 
MIPAMS de forma que el algoritmo no se detalla en este Proyecto. Tras efectuar la descarga el 
fichero se encuentra dentro de la carpeta /sdcard/Download con lo cual ya es accesible para su 
visualización. 
4.5.4 Visualización de objetos 
Para visualizar el fichero solo es necesario crear un Intent del tipo ACTION_VIEW y pasarle los 
parámetros necesarios para su visualización. Los parámetros necesarios son el tipo de fichero y 
la ubicación del mismo. Un ejemplo de código de visualización es el siguiente: 
Intent myIntent = new Intent(android.content.Intent.ACTION_VIEW); 
String mimetype = “image/jpeg”; 
File newFile = new File("/sdcard/Download/example.jpeg”); 
myIntent.setDataAndType(Uri.fromFile(newFile), mimetype); 
Figura 29 - Código para abrir un archivo por defecto en Android 
El código es una versión muy simplificada del que se puede encontrar en la aplicación, pero 
sirve para ejemplificar lo sencillo que resulta visualizar archivos por defecto en Android. 
Android se encarga de llamar al player por defecto en función del tipo de archivo. 
4.5.5 Desencriptado de contenido 
Tras la descarga del fichero, cabe la posibilidad de que el contenido esté encriptado. La 
aplicación se encarga de crear un fichero auxiliar donde desencripta el contenido y lo manda a 
reproducir. Se han usado las clases del package javax.crypto
13
 para desencriptar el contenido. El 
método que implementa el desencriptado es el siguiente: 
  
                                                     
13 Package de Java que contiene clases e interfaces para realizar operaciones criptográficas. 
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public static void decrypt(String inputPath, String outputPath, 
String key) { 
  FileInputStream fis = new FileInputStream(inputPath); 
  byte[] key2 = Base64.decode(key); 
  FileOutputStream fos = new FileOutputStream(outputPath); 
  SecretKeySpec sks = new SecretKeySpec(key2, "AES"); 
  Cipher cipher = Cipher.getInstance("AES"); 
  cipher.init(Cipher.DECRYPT_MODE, sks); 
  CipherInputStream cis = new CipherInputStream(fis, cipher); 
  int b; 
  byte[] d = new byte[8]; 
    while((b = cis.read(d)) != -1) { 
      fos.write(d, 0, b); 
    } 
  fos.flush(); 
  fos.close(); 
  cis.close(); 
} 
Figura 30 - Desencriptado de contenido en Android 
4.5.6 Borrado de ficheros auxiliares de desencriptación 
Los ficheros auxiliares de desencriptación interesa que sean borrados, puesto que si un usuario 
se descarga un fichero encriptado, lo desencripta y lo reproduce, en su dispositivo existen los 
dos ficheros: el encriptado y el desencriptado. Con tal de no duplicar el espacio ocupado en el 
dispositivo e intentar, además, que el usuario no burle la seguridad del sistema, se ha decidido 
que los archivos desencriptados de los objetos se borrarán una vez el usuario haya reproducido 
el contenido. 
Sin embargo, esta solución presenta problemas ya que no es sencillo comprobar cuando 
Android está usando un archivo. Pongamos el caso de que el usuario esté reproduciendo un 
vídeo de gran tamaño. El reproductor de vídeo carga en memoria una parte del vídeo y, a 
medida que se va reproduciendo, va cargando el resto del vídeo en memoria (hablamos de un 
reproductor genérico de vídeo, cada uno tiene sus particularidades). El problema es que si se 
borra el archivo de vídeo justo después de mandárselo al player para que lo reproduzca el 
usuario se encontrará de repente que no ve el vídeo ya que éste ha sido borrado y por lo tanto el 
player no puede reproducirlo. 
Con tal de solucionarlo se ha optado por una solución más conservadora. Puesto que el usuario 
está obligado a volver al menú de usuario si desea visualizar otros objetos o comprar nuevos, el 
borrado de los ficheros desencriptados se realiza cuando se carga la vista del menú de usuario. 
Por tanto, si el usuario desea volver a visualizar el objeto encriptado la aplicación deberá 
volverlo a desencriptar. 
4.5.7 Gestión local del Event Reports 
Cuando un usuario se autoriza de forma local (es decir, en modo desconexión) su actividad 
queda registrada en la BD local del dispositivo. Estos logs son llamados Event Reports y siguen 
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el mismo formato que el definido en MIPAMS y no se incluye en el alcance del proyecto el 
explicarlo. 
Cabe destacar que los Event Reports solo son almacenados si la autorización local del usuario es 
positiva. El objetivo es almacenar todas las autorizaciones positivas que el usuario ha registrado 
en modo desconexión para posteriormente sincronizarse con el servidor. 
4.5.8 Sincronización con MIPAMS 
El mecanismo de sincronización está destinado a actualizar el estado de las autorizaciones de un 
usuario cuando se encuentra en modo desconexión y vuelve a tener conexión. La idea básica es 
que mientras está en modo desconexión y va realizando autorizaciones, la aplicación genera 
Event Reports que registran la actividad del usuario. 
Cuando se vuelve a tener conexión y hay algún Event Report almacenado se produce una 
llamada al servidor en la cual se envían todos los Event Reports generados por el usuario en 
modo desconectado. El servidor recibe estos Event Reports, los procesa y actualiza la 
información relativa a las licencias a las que hacen referencia. Tras esto le devuelve a la 
aplicación la nueva información de licencias para que la aplicación actualice su base de datos. 
El motivo por el cual el servidor devuelve la información actualizada es el siguiente. 
Imaginemos un caso donde el usuario se queda sin conexión y sigue autorizándose para 
visualizar un objeto determinado. En este caso el servidor no está teniendo constancia de esas 
autorizaciones puesto que el usuario no dispone de conexión. Al mismo tiempo, el usuario se 
conecta vía web y autoriza el mismo objeto para reproducirlo. Obviamente esto constituye un 
fallo en el diseño de la autorización, puesto que el usuario ha podido autorizarse dos veces para 
un mismo objeto cuando el servidor solo tiene constancia de la autorización vía web. 
Este fallo es una de las limitaciones del mecanismo de autorización y sincronización y al diseñar 
la arquitectura del sistema ya se tuvo en cuenta y se acepta ya que esta limitación es provocada 
por dotar a la aplicación de un mecanismo propio de autorización local. 
Cuando el usuario retome conexión, la aplicación enviará al servidor los Event Reports 
indicando que el usuario ha realizado autorizaciones mientras estaba en modo desconexión. De 
este modo el servidor tendrá constancia de la actividad del usuario y actualizará la información 
de las licencias adecuadamente de forma que la aplicación tenga constancia de la autorización 
que se ha realizado vía web. Por tanto, a pesar de que exista este fallo su frecuencia se minimiza 
mediante el mecanismo de sincronización. 
La siguiente decisión implica cuándo realizar esta sincronización. Por un lado hay que tener en 
cuenta que el código de la sincronización está dentro de una AsyncTask y, debido a las 
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limitaciones de Android respecto a las AsyncTasks, no conviene ejecutarlo demasiadas veces. 
Por otra parte un smartphone se quedará raras veces sin conexión, ya que actualmente la 
mayoría tienen tarifa de datos o se conectan vía WiFi. 
Debido a estas reflexiones se ha decidido realizar la sincronización cada vez que se recarga el 
menú de usuario y cada vez que el usuario realiza una autorización. Es obvio que la 
sincronización solo se realizará si el usuario dispone de conexión. Los Event Reports locales son 
borrados tras la ejecución de la operación. 
4.5.9 Redirección a login en modo desconectado 
Cuando un usuario inicia sesión en modo desconectado no dispone de token válido para realizar 
peticiones remotas al sistema. Por esta razón, cuando el usuario recupera la conexión e intenta 
realizar alguna operación, el sistema le obliga a ir a la pantalla de inicio de sesión para que 
realice el login de nuevo y obtenga un token válido. La siguiente pantalla muestra el mensaje 
mostrado al usuario: 
 
Figura 31 - Pantalla de redirección de login 
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4.5.10 Chequeo periódico de conectividad 
Una funcionalidad que se ha incluido para mejorar la usabilidad de la aplicación consiste en 
comprobar periódicamente el estado de la conectividad y notificárselo al usuario mediante un 
pequeño icono en la interfaz. 
La funcionalidad ha sido implementada mediante una AsyncTask que se encarga de monitorizar 
el estado de la red cada 3s y actualizar el icono de estado de la conexión. La ejecución de esta 
AsyncTask es destruida cuando se cambia de vista, de forma que las AsyncTasks que se van 
generando no interfieran en el buen rendimiento del sistema. 
4.5.11 Actualización local de la base de datos 
La información local de la base de datos se actualiza de 4 modos diferentes: 
1. Cuando un usuario compra una licencia, se registra en la base de datos la información 
del Digital Item (si no existía previamente) y la licencia que ha comprado. Con este 
mecanismo se consigue mantener actualizada la lista de objetos comprados si la 
aplicación entra en modo desconexión. 
2. Al realizar una sincronización se actualiza la información relativa a las licencias que 
devuelve el servidor, y que corresponden a las licencias que han sido usadas por el 
usuario en modo desconexión.  
3. Cuando se realiza una autorización en primer lugar se realiza una sincronización. 
Posteriormente, se pide al servidor la actualización de la información de la licencia que 
se está autorizando con el objetivo de mantener la información local de esa licencia lo 
más actualizada posible. A su vez, si el contenido está encriptado el servidor devuelve 
las claves y se almacenan localmente. Adicionalmente se actualiza la información del 
Digital Item (podría darse el caso de que la base de datos fuese borrada, con lo cual es 
una buena forma de restituir la información). 
4. Al realizar un login en modo conexión se guarda en la base de datos la información de 
login del usuario encriptada (nombre de usuario y password), para habilitarle el login en 
modo desconexión. 
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4.6 Pantallas de la aplicación 
4.6.1 Login 
La vista de Login es la primera que aparece al iniciar la aplicación. En ella se puede realizar el 
login del sistema y crear una nueva cuenta sin cambiar de vista. Tan solo hay que introducir un 
usuario y un password y pulsar uno de los dos botones. 
 
Figura 32 - Pantalla de inicio 
El comportamiento de la aplicación depende del botón pulsado y los datos introducidos: 
Login correcto: La aplicación carga el menú de usuario. Si el usuario no tiene conexión pero 
sus datos de login están almacenados en la base de datos y coinciden con los datos introducidos 
por el usuario, la aplicación también muestra el menú de usuario aunque las funcionalidades que 
puede realizar el usuario están limitadas por entrar en modo desconexión. 
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Login incorrecto: Se pueden producir diversos mensajes de error. Por un lado, si el usuario no 
introduce el usuario o el password aparece un mensaje tipo Toast indicándole que ambos 
campos son requeridos. Si introduce ambos campos y el usuario o el password son incorrectos 
también aparece un mensaje de error indicándolo. Por último, si se produce otro tipo de error 
(caída del servicio, fallo en el establecimiento de la conexión…) se le notifica al usuario 
mediante un mensaje de error estándar. Las capturas de los distintos errores aparecen a 
continuación.  
Creación de cuenta: Del mismo modo que al hacer login, si alguno de los campos está vacío el 
usuario es notificado. También aparecen mensajes informativos si el usuario es creado 
correctamente, si el nombre de usuario ya existe o si el proceso falla por otras causas. Como 
añadido, si el usuario no dispone de conexión se le informa al usuario de que no puede crear un 
usuario debido a la falta de conexión. 
Figura 33 - Error de conexión en 
login 
Figura 35 - Error: usuario o 
password vacíos 
Figura 34 - Error: el usuario o el 
password introducidos son 
incorrectos 
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Como detalles técnicos de la implementación de este controlador, cada vez que se interactúa con 
un botón se inicia una nueva AsyncTask que es la encargada de iniciar los popups de carga, 
establecer la conexión, procesar los resultados, mostrarlos en la interfaz y almacenar los datos 
del usuario en la base de datos si es necesario. 
Si el login es correcto y el usuario dispone de conexión el sistema le devuelve un token válido 
para realizar las operaciones del sistema. Este token se pasa como parámetro a la vista del menú 
de usuario y se va pasando entre el resto de vistas con el objetivo de mantener autenticado al 
usuario. 
4.6.2 Menú de usuario 
Una vez el usuario entra en el sistema le aparece su menú de usuario indicándole los objetos que 
ha comprado. Por cada objeto aparece un pequeño thumbnail indicando el tipo de recurso del 
Digital Item (el objeto) correspondiente. Además aparecen el título y 3 botones: visualizar 
objeto, información del Digital Item y su recurso y la información de las licencias que el usuario 
posee sobre ese objeto. La lista de objetos permite hacer scrolling si la cantidad de objetos del 
usuario excede el tamaño de la pantalla. 
En la parte superior de la vista aparece una barra de usuario con el logo de la aplicación, el 
nombre de usuario, la cantidad de objetos de los que dispone, un icono que indica si el usuario 
posee o no conexión, un icono para refrescar el menú y un icono que permite iniciar búsquedas. 
El número de objetos comprados aparece una vez se ha completado la carga de la lista de 
Figura 36 - Popup de creación de 
usuario 
Figura 37 - Notificación de creación 
correcta de usuario 
Figura 38 - Error: el nombre de 
usuario que se desea crear ya existe 
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objetos. A su vez, el icono de búsqueda sólo es accesible si el usuario dispone de conexión, de 
lo contrario aparece un mensaje de error. 
 
Figura 39 - Pantalla del menú de usuario 
Para lograr una mayor coherencia respecto a la información mostrada, el muestreo de la lista de 
objetos se realiza cada vez que la Activity correspondiente ejecuta la operación onResume(), es 
decir, cuando la vista se refresca de nuevo. La vista también se puede refrescar pulsando el 
icono de refresco. 
El motivo de esta decisión es que la lista de objetos debe ser lo más actual posible. Supongamos 
que el mismo usuario entra en la web de MIPAMS y compra un objeto, pero a la vez está 
usando la aplicación mediante un smartphone y desea ver ese objeto. Simplemente refrescando 
el menú de usuario éste se actualizaría y el usuario podría ver sus nuevos objetos comprados. 
Del mismo modo, si un usuario está ejecutando la aplicación en segundo plano y ha estado 
mucho tiempo inactivo, al restaurar de nuevo la aplicación su lista se actualizará mostrando los 
nuevos cambios. 
Respecto a los aspectos técnicos, la aplicación se comporta de forma distinta según la 
conectividad del usuario: 
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 Modo conexión: La aplicación obtiene los datos mediante la llamada correspondiente 
al servicio de MIPAMS. Acto seguido, parsea los datos XML de la respuesta y va 
rellenando cada contenedor de objetos con los datos asociados. 
 Modo desconexión: La aplicación obtiene los datos de la base de datos local. Es 
importante remarcar en este caso que la información que se muestra al usuario 
corresponde a la más actualizada de la base de datos. Esto conlleva que, si el usuario 
lleva mucho tiempo sin conexión pero ha comprado más objetos vía web o mediante la 
aplicación desde otro terminal, éstos no le serán mostrados. Sin embargo, este problema 
se soluciona mediante el almacenamiento y la actualización de la información local de 
objetos y licencias de forma transparente al usuario a medida que va navegando por la 
aplicación. Los detalles de implementación se detallan en siguientes subapartados. 
Respecto a la creación de la vista, se ha optado por separar la vista general de la vista de cada 
objeto en dos clases. Por un lado está la vista general que se encarga de estructurar la barra de 
usuario, el texto “Your Purchases” y la lista de objetos. A cada objeto de la lista le corresponde 
un layout especialmente creado para este fin y que se encuentra en un XML distinto. 
Cada objeto de la lista tiene su propio controlador, que consiste en una clase que realiza un 
extends
14
 de SimpleAdapter
15
. El controlador permite tratar la vista de cada objeto 
independientemente y construir la vista en base a los datos que se reciben de la vista general. La 
vista general, a medida que va recolectando datos de los Digital Items pertenecientes al usuario 
(ya sea en modo conexión o desconexión) los va añadiendo a un HashMap
16
<String, String>. 
Estas estructuras permiten asociarle un valor a cierta clave, con lo cual son muy útiles para que 
la vista general le pase nuevos parámetros al Adapter correspondiente indicándole el atributo al 
que hacen referencia. Un ejemplo simple se puede observar en la siguiente figura: 
  
                                                     
14
 Relación de herencia entre clases en Java. 
15 Un elemento de la clase SimpleAdapter representa una interfaz que mapea datos a vistas definidas en un archivo 
XML. Permite, pues, definir la forma en que se tratan los datos cuando se inicia la vista. Es especialmente útil para 
definir una lógica compleja a la hora de recoger los datos y mostrarlos en la vista. 
16 Un hashmap es una estructura de datos que permite crear un mapa en memoria para la rápida identificación de 
elementos a partir de un dato usado como llave. 
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private int setupPurchasedItemsLocal() { 
 
  purchasedItemList = new ArrayList<HashMap<String, String>>(); 
  DBDI dbdi = new DBDI(this, "DBDI", null, 1); 
  SQLiteDatabase db = dbdi.getWritableDatabase("dbdi"); 
  ArrayList<DIInfo> diinfo = dbdi.getObjectsFromUserID(db, user); 
  for (int i = 0; i < diinfo.size(); ++i) { 
    HashMap<String, String> map = new HashMap<String, String>(); 
    map.put("title", diinfo.get(i).getTitle()); 
    map.put("objectId", diinfo.get(i).getDIID()); 
    map.put("format", diinfo.get(i).getFormat()); 
    map.put("viewOrPurchase", "LICENSE"); 
    purchasedItemList.add(map); 
  } 
  db.close(); 
 
  return diinfo.size(); 
} 
Figura 40 – Inclusión de información de objetos en el HashMap 
El ejemplo hace referencia a la obtención de la lista de objetos del usuario en modo 
desconexión. Para ello simplemente se obtienen los datos de la base de datos local y, a medida 
que se van recorriendo, se van añadiendo a un nuevo objeto de la clase HashMap. Finalmente 
hay que añadir el HashMap actual a la lista de HashMaps que conforman la lista completa de 
objetos. 
Una vez añadidos los datos al HashMap correspondiente al controlador de la vista de cada 
objeto de la lista, es hora de asociar el controlador de la vista general con el controlador de cada 
vista de los objetos. La vista general engloba todos los objetos dentro de un elemento de tipo 
ListView. Básicamente, una ListView es una lista desplegable a la cual se le pueden añadir 
elementos horizontalmente y que además permite hacer scroll sobre ella. 
Para realizar esta asociación se ejecuta el siguiente código: 
private void setupListViewAdapter() { 
      
    ListView listItems = (ListView) findViewById(R.id.menuListView); 
    listItems.removeAllViewsInLayout(); 
    MenuController.this.adapter = new PurchasedItemController( 
        listItems.getContext(),  
        MenuController.this.purchasedItemList,  
        R.layout.mipams_purchaseditem, 
        new String[] { token, username }, 
        new int[] { } 
    ); 
    listItems.setAdapter(this.adapter); 
} 
Figura 41 - Asociación entre la vista actual y el Adapter contenedor de objetos 
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En esencia, este código le indica a la ListView de objetos que cada uno de sus elementos estará 
formado por un layout definido en layout/mipams_purchaseditem y que además usará como 
controlador a la clase PurchasedItemController. 
Respecto al controlador PurchasedItemController, sus tareas se reducen a recolectar los datos 
del HashMap y presentarlos en la vista correspondiente. A su vez, inicializa los botones de 
visualización, información de objeto e información de licencias y también sus 
onClickListener()
17
 correspondientes, necesarios para gestionar las interacciones de lo usuarios 
con los botones. 
4.6.3 Búsqueda 
La pantalla de búsqueda está diseñada para facilitar al usuario la compra de objetos, así como la 
búsqueda eficaz de objetos y licencias. La estética es casi idéntica al menú de usuario. 
 
Figura 42 - Pantalla de búsqueda de objetos 
El único cambio respecto a la vista del menú de usuario es que en este caso aparece una barra de 
búsqueda. Esta barra consta de un filtro de búsqueda que permite al usuario buscar por título o 
autor, el campo de búsqueda y el botón para efectuarla. 
                                                     
17
 Un Listener es un elemento que gestiona una interacción de un usuario con una vista. Se pueden definir listeners de 
diversos tipos (pulsar, dejar de pulsar, pulsar durante un largo periodo de tiempo…). En este caso, el listener definido 
hace referencia a la interacción de pulsar un botón. 
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La vista incluye, a su vez, un elemento ListView que se encarga de mostrar los resultados, y su 
funcionamiento es idéntico al ya explicado en el subapartado anterior. 
El mecanismo para llenar la lista es casi idéntico al del menú de usuario, aunque en este caso se 
trata de una búsqueda definida por los parámetros que introduce el usuario. Del mismo modo, 
en esta vista el modo desconexión no está permitido y si el usuario desea realizar una búsqueda 
y no dispone de conexión se le notifica un mensaje de error. 
4.6.4 Información de un objeto 
La vista de información de un objeto es accesible desde el menú de usuario y desde el menú de 
búsqueda mediante el icono        . En esta vista se aglutina la información de metadatos del 
Digital Item y de su recurso. Además cuenta con un botón que permite ver las licencias del 
objeto en cuestión. 
De cada objeto se muestra su título, creador, descripción y fecha. El recurso incluye el título, su 
descripción y el tipo de archivo. 
La obtención de los datos a mostrar depende del modo de la aplicación: 
 Modo conexión: Se obtienen los datos remotamente via llamada al servicio de 
MIPAMS, se parsea la respuesta y se muestran. 
 Modo desconexión: Se buscan los datos en la base de datos local y se muestran. 
Figura 44 - Resultado de una 
búsqueda 
Figura 43 - Error: no se dispone de 
conexión pa realizar la búsqueda 
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Si durante este proceso se produce algún error o hay información que falta, el usuario es 
notificado mediante un mensaje informativo. 
Si la aplicación se encuentra en modo conexión la aplicación también se ocupa de guardar estos 
datos en la base de datos local si es pertinente. Si el Digital Item o el recurso en cuestión ya 
están registrados en la BD no hace nada. De lo contrario actualiza las tablas correspondientes 
con la nueva información, de manera que si el usuario se queda sin conexión ya puede disponer 
de esta nueva información. 
 
Figura 45 - Pantalla de información de un objeto 
Una muestra del código que se ocupa de guardar la información de los Digital Items en la base 
de datos se presenta a continuación: 
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public void saveLocalResource() { 
 
  String resId = dip.di.getResource(0).getIdentifier(); 
  String resAuthor = dip.di.getResource(0).getAuthor(); 
  String resFormat = dip.di.getResource(0).getFormat(); 
  String resPath = dip.di.getResource(0).getPath(); 
  String resSize = dip.di.getResource(0).getSize(); 
   
  DBResources dbRes = new DBResources(this, "DBResources", null, 1); 
  SQLiteDatabase db2 = dbRes.getWritableDatabase("dbresources"); 
   
  if (!dbRes.exists(db2, dip.di.getResource(0).getIdentifier())) { 
    dbRes.insert(db2, resId, diid, resTitle, resAuthor,   
                 resDescription, resFormat, resPath, resSize); 
    } 
    db2.close(); 
} 
Figura 46 - Guardado de un recurso en la BD 
En este caso el código es responsable de almacenar los metadatos del recurso en la BD. 
4.6.5 Información de licencias compradas 
La vista de información de licencias compradas es accesible desde el menú de usuario mediante 
el icono . En esta vista se presenta una lista de todas las licencias que el usuario ha 
comprado sobre uno de sus objetos. 
Figura 47 - Popup de carga de licencias Figura 48 - Información de las licencias de un 
objeto comprado 
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La lista se desplega sobre un elemento ListView presente en la vista general. El método para 
rellenar la lista es idéntico al del menú de usuario y la búsqueda (creación de un elemento 
Adapter, asociación entre la vista general y el controlador de cada elemento de la lista). 
La obtención de datos también varía entre modo conexión y desconexión. Como siempre, el 
modo conexión obtiene los datos del servicio remoto de MIPAMS mientras que el modo 
desconexión los obtiene de la base de datos local. 
Cada licencia está relacionada con una vista independiente que, a su vez, cuenta con su 
controlador de tipo LicenseItemController. El controlador se encarga de mostrar los datos que 
recibe del controlador general cuando obtiene los datos de todas las licencias. 
4.6.6 Información de licencias de un objeto 
Esta vista es casi idéntica a la anterior salvo que se accede a ella desde el menú de búsqueda, no 
desde el menú de usuario. La diferencia principal radica en que la vista anterior muestra las 
licencias compradas por el usuario sobre este objeto, mientras que esta vista muestra las 
licencias que se pueden comprar sobre este objeto. Obviamente la vista no es accesible si no 
hay conexión ya que la única forma de buscar las licencias que se pueden comprar es 
remotamente. 
Figura 49 - Popup de carga de licencias del 
objeto 
Figura 50 - Licencias que se pueden comprar 
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En cada una de las licencias aparece un botón de búsqueda. Este botón es el encargado de 
habilitar al usuario la compra de licencias. De este modo, el sistema se comunica con el servicio 
MIPAMS correspondiente y le indica que el usuario desea comprar la licencia en cuestión. 
Una vez la licencia es comprada correctamente, se le notifica al usuario mediante un mensaje 
informativo. Además se guarda la licencia y todos los elementos relacionados con él en la base 
de datos, si es que no existía esta licencia anteriormente en el sistema. 
El código que realiza este almacenamiento se muestra a continuación junto a aclaraciones 
explicativas que se han considerado necesarias de puntualizar: 
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private void saveLocalLicense(String license, String objectid, String  
issuer) { 
 
    LicenseInfoParser licenseInfoParser = new LicenseInfoParser(); 
    LicenseInfo licenseInfo =                          
        licenseInfoParser.getLicenseInfoParsed(license); 
    if (licenseInfo == null) return; 
   
    DBLicenses dbLic = new DBLicenses(context, "DBLicenses", null, 1); 
    SQLiteDatabase db = dbLic.getWritableDatabase("dblicenses"); 
   
    String licenseid = licenseInfo.getLicenseID(); 
    String status = licenseInfo.getStatus(); 
    String timeofissuance = licenseInfo.getTimeOfIssuance(); 
    if (!dbLic.elicense(db, licenseid))  
dbLic.ilicense(db, licenseid, status, timeofissuance); 
    else dbLic.ulicense(db, licenseid, status, timeofissuance); 
   
    GrantGroupInfo gg = licenseInfo.getGrantGroup(); 
    String grantgroupid = gg.getGrantGroupID(); 
    if (!dbLic.egrantgroup(db, licenseid, grantgroupid))  
        dbLic.igrantgroup(db, licenseid, grantgroupid); 
   
    for (int i = 0; i < gg.getGrantList().size(); ++i) { 
        GrantInfo g = gg.getGrantList().get(i); 
        String grantid = g.getGrantID(); 
        String rightname = g.getRightName(); 
        String userid = g.getUserID(); 
        String timesUsed = g.getTimesUsed(); 
        String firstTimeUsed = g.getFirstTimeUsed(); 
        if (!dbLic.egrant(db, licenseid, grantgroupid, grantid))  
      dbLic.igrant(db, licenseid, grantgroupid, grantid,  
rightname, objectid, userid, timesUsed,  
firstTimeUsed); 
        else dbLic.ugrantSynch(db, licenseid, grantgroupid, grantid,  
                               timesUsed, firstTimeUsed); 
    
        for (int j = 0; j < g.getConditionList().size(); ++j) { 
            ConditionInfo c = g.getConditionList().get(j); 
            String conditionid = c.getConditionID(); 
            String conditiontype = c.getConditionType(); 
            String tvalue1 = c.getTvalue1(); 
            String tvalue2 = c.getTvalue2(); 
            String nvalue1 = c.getNvalue1(); 
                if (!dbLic.econdition(db, licenseid, grantgroupid,  
   grantid, conditionid)) 
                    dbLic.icondition(db, licenseid, grantgroupid,  
  grantid, conditionid,  
  conditiontype, tvalue1, tvalue2,  
  nvalue1); 
} 
} 
 
    if (!dbLic.eissuer(db, licenseid, issuer)) { 
        dbLic.iissuer(db, licenseid, issuer); 
    } 
   
    db.close(); 
} 
Figura 51 - Almacenamiento local de una licencia en la BD 
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Figura 52 - Comprando una licencia Figura 53 - Licencia comprada con éxito 
El método se encarga de guardar en la base de datos los datos pertenecientes a una licencia en 
formato XML que recibe como parámetro de entrada. Lo primero que hace es parsear la licencia 
en un objeto del modelo. Posteriormente guarda la información de la propia licencia y su 
grantgroup correspondiente y los inserta en la base de datos si no existen. Tras esto, recorre la 
lista de todos los grants que contiene el grantgroup y los inserta en la base de datos si es 
necesario. Dentro de cada grant puede haber varias condiciones, con lo cual se recorren todas y 
se insertan en la base de datos. Por último se almacena el issuer de la licencia. 
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4.6.7 Autorización y visualización de objetos 
La visualización de un objeto es accesible mediante el icono  desde el menú de usuario. 
Tras pulsar el icono la aplicación notifica al usuario que está en proceso de autorización. Una 
vez autorizado correctamente, si el dispositivo no dispone del fichero a reproducir se lo 
descarga y finalmente lo reproduce. En caso de producirse un error durante la ejecución de estos 
pasos o si la autorización es negativa se le notifica al usuario mediante un mensaje informativo. 
Figura 55 - Autorizando al usuario Figura 54 - Reproduciendo una canción 
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4.7 Test y mantenimiento 
La fase de test y mantenimiento tiene por objetivo probar la aplicación completa y corregir bugs 
para que la aplicación funcione de forma correcta. Normalmente estas dos fases se separan pero 
en el caso de este Proyecto se han realizado conjuntamente. 
Para realizar las pruebas se han usado 3 dispositivos distintos. Por un lado, el SDK de Android 
proporciona un emulador virtual que se puede ejecutar en la misma máquina en la que se lleva a 
cabo el desarrollo. El plugin de Eclipse proporciona todo el entorno necesario para explorar los 
archivos de la máquina, comprobar los procesos que están en ejecución, el estado de la 
aplicación que se ejecuta… de forma que hacer debugging es muy sencillo. El modo debugging 
permite usar cualquier tipo de dispositivo, con lo cual se puede utilizar conectando al ordenador 
un smartphone o un tablet por USB. 
Por otra parte se han usado un smartphone y una tablet para realizar las pruebas. El smartphone 
corresponde al modelo Galaxy Nexus de Samsung y la tablet al modelo Galaxy Tab de 
Samsung. Las pruebas se han realizado en modo debugging con Eclipse y sin este modo, de 
forma que se refleje el uso normal de una aplicación por parte de cualquier usuario. 
La metodología seguida ha consistido en implementar una funcionalidad determinada y acto 
seguido someterla a varios tests con el objetivo de probarla. Al final del Proyecto ha habido un 
testing exhaustivo de toda la aplicación. La idea es que los tests prueben la aplicación a todos 
los niveles, de más abajo a más arriba: datos, modelo, controlador, vista, funcionalidad y 
aplicación. 
Por simplicidad se incluyen los tests referentes a las funcionalidades de la aplicación. Si no se 
indica lo contrario los tests se hacen en modo conexión. 
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Funcionalidad Test efectuado Resultado 
Login Datos correctos Login correcto 
Login Datos incorrectos Login incorrecto 
Login Modo desconexión con datos correctos Login correcto 
Login Modo desconexión con datos incorrectos Login incorrecto 
Login 
Modo desconexión sin que exista una base de 
datos local de usuarios 
Login incorrecto 
Creación cuenta Datos correctos Creación correcta 
Creación cuenta Usuario ya existente Creación incorrecta 
Creación cuenta Sin conexión Creación incorrecta 
Menú usuario Carga normal Carga satisfactoria 
Menú usuario Modo desconexión Carga satisfactoria 
Menú usuario 
Modo desconexión sin que exista la base de 
datos local 
No se muestra ningún 
resultado 
Menú usuario 
Seleccionar icono de búsqueda sin tener 
conexión 
Búsqueda no accesible 
Info objeto 
comprado 
Modo conexión Carga correcta 
Info objeto 
comprado 
Modo desconexión Carga correcta 
Info objeto 
comprado 
Modo desconexión sin que exista la base de 
datos local 
Carga incorrecta 
Info licencias 
compradas 
Modo conexión Carga correcta 
Info licencias 
compradas  
Modo desconexión Carga correcta 
Info licencias 
compradas 
Modo desconexión sin que exista la base de 
datos local 
Carga incorrecta 
Menú búsqueda Búsqueda normal 
Se muestran los resultados 
de la búsqueda 
Menú búsqueda Búsqueda sin resultados 
No es muestra ningún 
resultado 
Info objeto 
buscado 
Modo conexión Carga correcta 
Info objeto 
buscado 
Modo desconexión Carga correcta 
Info objeto 
buscado 
Modo desconexión sin que exista la base de 
datos local 
Carga incorrecta 
Info licencia 
objeto búsqueda 
Modo conexión Carga correcta 
Info licencias 
objeto búsqueda 
Modo desconexión Carga correcta 
Info licencias 
objeto búsqueda 
Modo desconexión sin que exista la base de 
datos local 
Carga incorrecta 
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Funcionalidad Test efectuado Resultado 
Compra licencia Modo conexión Compra satisfactoria 
Compra licencia Modo desconexión Error al hacer la compra 
Autorización El usuario tiene derecho Autorización correcta 
Autorización El usuario no tiene derecho Autorización incorrecta 
Autorización Modo desconexión y el usuario tiene derecho Autorización correcta 
Autorización 
Modo desconexión y el usuario no tiene 
derecho 
Autorización incorrecta 
Autorización Modo desconexión y el fichero no existe Autorización incorrecta 
Visualización Fichero encriptado Desencriptado correcto 
Visualización Fotografías (jpg, png…) Visualización correcta 
Visualización Audio (mp3 y mp4) Visualización correcta 
Visualización Vídeo (mp4) Visualización correcta 
Sincronización Sincronización tras recuperar conexión Sincronización correcta 
Sincronización 
Autorización cuyo usuario no tiene derecho 
tras haber sincronizado 
Autorización negativa 
Sincronización 
Autorización cuyo usuario tiene derecho tras 
haber sincronizado 
Autorización positiva 
 
Tabla 15 - Tests efectuados 
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5. Cambios en el módulo de autorización de MIPAMS 
Una vez desarrollada la aplicación MIPAMS, se hace necesario explicar los cambios que se han 
adoptado en el sistema MIPAMS con tal de habilitar el mecanismo de sincronización entre el 
dispositivo y el sistema. En este apartado se detallan la problemática, las operaciones añadidas 
en el módulo de autorización de MIPAMS y el test efectuado. 
5.1 Problemática 
El motivo por el cual se hace necesario implementar en MIPAMS un mecanismo de 
sincronización compatible con la aplicación Android se ha ejemplificado en el subapartado 4.5.8 
Sincronización con MIPAMS.  
La explicación genérica del problema radica en que la aplicación, al contar con un modo 
desconexión y poder autorizar localmente al usuario, necesita comunicarle al servidor la 
actividad del usuario cuando la aplicación vuelva a tener conexión. A su vez, mientras el 
usuario está en modo desconectado puede haberse conectado desde otro dispositivo o desde la 
versión web y haber visualizado más objetos. 
Por tanto, cuando la aplicación vuelve a tener conexión es necesario, por una parte, comunicar 
al servidor la actividad que ha realizado el usuario pero, por otra, también es necesario que el 
servidor le transmita a la aplicación la información actualizada de las licencias que el usuario ha 
usado en modo desconexión, puesto que el usuario ha podido autorizarlas mediante otro 
dispositivo o vía web. 
Por otra parte, también es necesario que la aplicación obtenga la información más actualizada de 
las licencias cuando el usuario realiza una autorización remota, puesto que podría ser que la 
información local de la aplicación sobre una licencia concreta no estuviese actualizada debido a 
que hubiese realizado autorizaciones desde otro dispositivo o vía web. En este caso el servidor 
tiene la información actualizada y, cuando el usuario autoriza con su dispositivo, el servidor 
procesa esta información y le devuelve a la aplicación la información actualizada de modo que 
la aplicación puede actualizar la información de las licencias. 
Con este sistema de sincronización y actualización de información el único resquicio existente 
se produce cuando el usuario se queda sin conexión y autoriza objetos. El problema reside en 
que mientras el usuario autoriza en local en su dispositivo también puede autorizarse 
remotamente vía web o vía otro dispositivo, ya que MIPAMS no puede tener control sobre los 
dispositivos que actúen en modo local. 
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5.2 Operaciones añadidas 
Se ha modificado el módulo de autorización añadiendo dos nuevas operaciones. La primera 
operación corresponde a la sincronización, y se encarga de: 
 Recibir los Event Reports de la aplicación 
 Actualizar la información correspondiente a la licencia que consta en cada Event Report 
 Devolver la información actualizada de las distintas licencias involucradas en los Event 
Reports 
La aplicación y la operación comparten unas estructuras de datos que usan para transmitir la 
información, parsearla y tratarla. Esta estructura de datos se basa en el diseño de la base de 
datos de licencias y contiene la información necesaria para que la actualización sea correcta y 
precisa. 
La segunda operación diseñada se encarga de devolver al usuario la información actualizada de 
una licencia tras realizar una autorización remota. La operación se encarga de: 
 Recibir por parámetro la licencia con la que el usuario se ha autorizado 
 Devolver la información actualizada de esa licencia  
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5.3 Test 
Las dos operaciones anteriores han sido programas en lenguaje C, que es el que actualmente 
usan los servicios de MIPAMS. La programación y el debugging se han efectuado con el IDE 
Microsoft Visual Studio 10.0. 
Para realizar las pruebas se optó en primera instancia por montar el sistema MIPAMS en el 
entorno local del equipo donde se desarrolló el Proyecto. Esto permitió debuggar las 
operaciones y corregir bugs rápidamente puesto que los servicios se ejecutaban en un entorno 
local. Una vez corregidos los bugs el nuevo servicio de autorización fue subido a la máquina 
dmag2.upc.edu que hospeda la versión MIPAMS destinada a este Proyecto con tal de probarlas 
en el propio sistema. 
Respecto al testeo de las propias operaciones, primero se testearon las aplicaciones a nivel de 
datos, es decir, que las queries a base de datos funcionasen y no arrojasen ningún tipo de error. 
Posteriormente se testeó la correcta construcción de las estructuras de datos que las operaciones 
devuelven con el objetivo de evitar errores en el parseo por parte de la aplicación. Finalmente se 
testearon las operaciones a nivel de funcionalidad.  
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6. El estándar MPEG-M 
6.1 Introducción 
El estándar ISO/IEC 23006 está diseñado con el objetivo de facilitar el diseño y la 
implementación de una plataforma interoperable en la cual interactúan dispositivos que 
comparten un conjunto de servicios multimedia y de plataformas tecnológicas, especialmente 
tecnologías estandarizadas por MPEG. Esta plataforma es accesible mediante APIs de un 
middleware, servicios elementales (Elementary Services de ahora en adelante, abreviado ES) y 
servicios de agregación. 
El estándar está estructurado en 6 partes, cuyo contenido se resume a continuación: 
 Parte 1: Arquitectura del estándar 
 Parte 2: Especificación de las middleware APIs 
 Parte 3: Guía de la estructura, la implementación y el testing del Reference Software  
que implementa el estándar 
 Parte 4: Especificación de los Elementary Sercices y los protocolos de comunicación 
usados para el intercambio de mensajes 
 Parte 5: Mecanismos de generación de servicios agregados 
 Parte 6: Guía de uso de los servicios agregados 
En los siguientes apartados se resumen cada una de las partes del estándar con el objetivo de 
facilitar la comprensión del mismo. Las partes 5 y 6 están fuera del alcance del Proyecto de 
manera que no son detalladas en esta Memoria.  
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6.2 Parte 1: Arquitectura 
Los elementos de la arquitectura MPEG-M son: 
1. MPEG-M Engines: Colección de tecnologías específicas diseñadas para funcionar 
conjuntamente (MPEG-21 REL, MPEG-21 DI…) 
2. MPEG-M Engine APIs: APIs usadas para acceder a las funcionalidades MPEG-M 
3. MPEG-M Orchestrator Engine (OE): un Engine especial capaz de conectar diversos 
Engines con el objetivo de implementar una funcionalidad concreta (autorizar a un 
usuario, autenticarlo, buscar licencias…) Es el coordinador de las distintas llamadas 
entre Engines 
4. MPEG-M Orchestrator Engine APIs: APIs usadas para acceder al OE 
5. MPEG-M Device: Dispositivo equipado con Engines 
6. MPEG-M Application: Aplicación que se ejecuta en un dispositivo MPEG-M y 
realizada llamadas mediante las APIs de los Engines y del OE 
La plataforma MPEG-M es una plataforma end-to-end formada por dispositivos MPEG-M. A su 
vez, cada dispositivo MPEG-M puede ejecutar varias aplicaciones MPEG-M, que se comunican 
con el middleware de la plataforma mediante las APIs correspondientes. 
Al mismo tiempo dos dispositivos MPEG-M pueden comunicarse entre sí mediante protocolos 
de servicio a nivel de aplicación, tal y como se puede observar en la figura siguiente: 
 
Figura 56 - Arquitectura de MPEG-M 
Fuente: http://mpeg.chiariglione.org 
El protocolo de comunicación entre ambos dispositivos consiste en: 
1. La aplicación cliente llama a un ES remoto 
2. El servicio llama a su OE, encargado de iniciar las distintas llamadas que cumplirán con 
la petición del cliente 
3. El OE genera una cadena de Engines, donde cada uno se responsabiliza de la tarea 
específica de ese Engine. El OE coordina las llamadas entre ellos y genera la respuesta   
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6.3 Parte 2: Middleware APIs 
Como ya se ha introducido anteriormente, los dispositivos MPEG-M interactúan a través de una 
serie de APIs pertenecientes a los Engines del middleware presente en la arquitectura. Este 
middleware recibe el nombre de MXM cuyas siglas corresponden a MPEG eXtensible 
Middleware. Las APIs pueden ser de dos clases: 
 MXM Engine APIs: proveen acceso a una o varias tecnologías de MPEG-M 
 MXM Orchestrator API: acceden a las operaciones del OE 
Las APIs están programadas en lenguaje Java, tal y como se detalla en el siguiente apartado. Las 
principales interfaces y clases comunes a todos los MXM Engines son: 
 MXM: es la clase que usan las aplicaciones MPEG-M para obtener instancias de los 
Engines. Usa un fichero de configuración donde se listan los Engines que son 
requeridos por una aplicación y permite su instanciación. Este fichero de configuración 
está relacionado directamente con la filosofía de modularidad del sistema ya que 
permite crear un sistema a medida con los Engines que la aplicación necesite. 
 MXMAbstractEngine: clase abstracta y superclase de un Engine. Todos los Engines 
heredan de esta clase. 
 MXMObject: interface básica de la mayoría de clases MXM. Esta clase define un 
contenedor común para el intercambio de mensajes entre los distintos Engines de 
MPEG-M. 
 MXMAdapter: clase que implementa la interface MXMObject. Gracias a ella es posible 
convertir cualquier objeto en un MXMObject. 
 MXMEngineName: enumeración de todos los posibles nombres de Engines, con el 
objetivo de identificarlos unívocamente 
 MXMException: superclase de la que deben heredar todas las excepciones del MXM 
 MXMCreatorAndParser: interface que hereda de MXMCreator y MXMParser, que 
corresponden a interfaces que especifican una serie de métodos comunes 
implementados por las clases para crear y parsear datos gestionados por los Engines 
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6.4 Parte 3 MPEG-M: Reference software 
La parte 3 del estándar hace referencia a la estructura e implementación del Reference Software 
de MPEG-M. El Reference Software constituye una implementación pública del estándar con el 
objetivo de representar todos los módulos y tecnologías usados en el estándar. 
El desarrollo se lleva a cabo en un repositorio donde participan todos los grupos implicados en 
la implementación. El lenguaje usado para el desarrollo es Java y la herramienta usada para la 
gestión y la construcción del software es Maven. Maven permite describir un proyecto, definir 
nuevos módulos y dependencias con otros proyectos u otros módulos. 
La existencia de un plugin Maven para Eclipse permite integrar fácilmente el entorno de 
desarrollo en un solo programa, lo cual agiliza la construcción de nuevos módulos. En el caso 
que ocupa a MPEG-M existe un módulo por cada Technology Engine, Process Engine y 
Elementary Service definido en el estándar. 
La estructuración de cada módulo contiene: 
 src/main/java: clases/interfaces organizadas en packages 
 src/main/resources: recursos (ficheros xml, propiedades...) usados por los engines o la 
aplicación al ejecutarse 
 test/java: clases de test unitarios para probar las clases 
 test/resources: recursos usados por los tests cuando se ejecutan 
Los principales módulos que contiene el software son: 
a) mxm-engines: implementación de diversos MXM Engine APIs 
Los Engines existentes pueden ser de dos clases: TE y PE. Como ejemplos se encuentran: 
a) Technology Engines (TE): Digital Item Engine, REL Engine, Contract Engine... 
b) Process Engine (PE): Authorize User Engine, Revoke License Engine... 
 
b) mxm-core: clases/interfaces que representan el core de MXM 
1. interfaces de las APIs MXM 
2. clases para el parseo del MXM Config file, que indica qué implementaciones de 
MXMEngines deben ser cargadas para usar la aplicación en concreto 
3. clases de carga de los MXMEngines 
Para asegurar la interoperabilidad entre distintas implementaciones de MXMEngines el core de 
MXM usa dos mecanismos fundamentales: 
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1. Definición de una clase general de intercambio de datos (MXMObject) 
2. Definición de todas las interfaces proporcionadas por las APIs MXM, de tal forma que 
si su implementación es distinta, las mismas llamadas puedan ser usadas para 
interactuar con los TE de forma transparente usando los métodos definidos en las core 
interfaces 
Además, el módulo también posee otras funcionalidades: 
 
 Define la interface MXMObject y la clase que lo implementa: MXMAdapter. 
MXMObject constituye el elemento básico de intercambio de mensajes entre los 
distintos Engines. Una vez recibido, el Engine recoge sus datos y los usa 
adecuadamente 
 Define las interfaces de los PE y los TE 
 Inicializa los middleware engines, comprueba que existen y están operativos y transmite 
esta información al OE y otros componentes de alto nivel. Los Engines se asocian a 
través del MXM Configuration File, que provee un mapeo entre el nombre del engine y 
la clase que lo implementa en cada instancia del middleware 
 Define una clase genérica de eventos llamada MXMEvent. Esta clase dota a los TE de 
flexibilidad, de manera que pueden comunicarse asíncronamente entre ellos 
 Define las interfaces remotas de los ES 
 
c) mxm-applications: ejemplos de aplicaciones MPEG-M. Dentro de este módulo se 
encuentran los tests contribuidos para probar los módulos que se han desarrollado para el 
estándar. 
 
d) mxm-dataobject: esquemas que representan los datos manejados por los Engines. Se usa 
JAXB (Java Arquitecture for XML Binding) para asociar los esquemas XML presentes en el 
estándar a clases Java y que los Engines puedan interactuar de forma más sencilla con las clases. 
En este módulo se pueden encontrar, por ejemplo, representaciones Java de las request de cada 
ES, Digital Items en formato MPEG-21, licencias MPEG-21 REL... en esencia, todas los 
elementos que conforman el estándar mapeados desde sus correspondientes XML en clases 
Java. 
 
e) mxm-es: implementación del servicio remoto que se encarga de recoger los datos de la 
petición del usuario, llamar al OE correspondiente y devolver la respuesta al usuario. 
Relacionándolo con MIPAMS, cada ES correspondería a un módulo de MIPAMS encargado de 
procesar la petición de cada usuario. 
 100 
6.5 Parte 4: Elementary Services 
Esta parte está destinada a la especificación de los Elementary Services. Para ello, se especifican 
y definen todos los protocolos de intercambio de mensajes entre cliente y ES mediante la 
definición de los ficheros XML correspondientes a los distintos elementos participantes. 
 
Por cada ES se detalla: 
 Protocolo de funcionamiento: intercambio de mensajes entre el cliente y el servicio 
 Sintaxis del protocolo: código XML donde se detallan los elementos participantes en el 
intercambio de mensajes 
 Semántica del protocolo: significado semántico de los elementos participantes en el 
protocolo 
Esta parte del estándar es la que ha estado más ligada al desarrollo que se ha hecho para este 
Proyecto y se detalla en el próximo capítulo. 
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7. Contribuciones a MPEG-M 
7.1 Elementary Services desarrollados 
Los ES desarrollados para la contribución del DMAG en la reunión de MPEG de julio de 2012 
han sido: 
 RevokeLicense: Revoca una licencia. La licencia revocada no será válida para futuras 
autorizaciones. 
 SearchLicense: Búsqueda de licencias bajo distintos criterios. 
 StoreLicense: Operación que almacena una o diversas licencias representadas en 
formato MPEG-21 REL. 
El ES AuthorizeUser también había sido planificado para ser implementado pero ya fue 
desarrollado por el grupo CONVERGENCE con anterioridad, de manera que lo único que se 
implementó fue un test para probar su correcto funcionamiento. 
7.1.1 Authorize User 
El servicio de autorización es parecido al existente en MIPAMS y se encarga de autorizar o no a 
un usuario que desea ejercer un derecho sobre un contenido. Su especificación es: 
Input:  
 Principal: Corresponde al usuario 
 License: La licencia con la cual el usuario desea autorizarse 
 Right: Derecho que se desea ejercer sobre el contenido 
 Resource: Referencia al contenido 
Output: Un elemento de tipo AuthorizationResponse que indica si la respuesta es positiva o 
negativa. 
Puesto que este ES ya había sido implementado por el grupo CONVERGENCE se ha 
implementado un test para probar su funcionalidad. El test lee una licencia de ejemplo y llama 
al ES de autorización pasándole los parámetros de entrada comentados anteriormente. El 
servicio genera la respuesta dependiendo de estos parámetros. 
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7.1.2 Revoke License 
El servicio de revocación de licencias se encarga de marcar una licencia como revocada de 
forma que no se puede usar en futuras autorizaciones. Su especificación es: 
Input: 
 License: La licencia a revocar 
 Revocacion date: Fecha de revocación 
 Revocation reason: Razón de la revocación 
Output: Un elemento de tipo RevocationLicenseResponse indicando si la respuesta ha sido 
positiva o negativa. 
Hay que tener en cuenta que la funcionalidad de revocar una licencia depende de la 
implementación concreta que haya en el sistema para guardar licencias. De este modo, la 
implementación de la operación definida en el Orchestrator debe ser definida específicamente 
en función del sistema existente. 
El test existente prueba la comunicación entre el cliente y el servicio generando una Request que 
contiene los parámetros necesarios para realizar la llamada al servicio. La petición es procesada 
correctamente y una RevocationLicenseResponse es generada en consecuencia indicando el 
éxito y el fallo de la operación. 
7.1.3 Store License 
El servicio de guardado de licencias se encarga de almacenar una o diversas licencias 
representadas en formato MPEG-21. Su especificación es: 
Imput: La licencia o licencias a almacenar 
Output: Respuesta de tipo StoreLicenseResponse indicando el éxito o fallo de la operación. 
Como en el caso de la operación de revocación, el almacenamiento depende del sistema. En este 
caso, y con tal de implementar una versión básica, se ha optado por guardar la licencia en un 
fichero. La lógica de la operación se encarga de almacenar todas las licencias si el usuario envía 
varias en lugar de enviar una. 
El test implementado parsea una licencia de ejemplo (licenseSpec.xml) guardada en 
src/main/resources y realiza la llamada al servicio de almacenamiento.  
  
 103 
7.1.4 Search License 
El servicio de búsqueda de licencias permite realizar búsquedas bajo diferentes criterios. La 
especificación es: 
Input: Una query de búsqueda en formato MPEG Query Format (MPQF). Este formato de 
búsqueda está definido en el estándar ISO/IEC 15938-12 
Output: Una query de respuesta en formato MPQF indicando los resultados de la búsqueda. 
Del mismo modo que las operaciones anteriores, la implementación de la operación depende del 
sistema de búsqueda y de los campos por los que se quiera buscar. 
El test implementado prueba la comunicación entre cliente y servidor mediante la generación de 
una Request de prueba y la generación de la SearchLicenseResponse correspondiente. 
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7.2 Aplicación Android basada en MIPAMS compatible con MPEG-M 
De la idea principal de este Proyecto juntamente con los módulos desarrollados para MPEG-M 
surge la idea de adaptar la aplicación Android desarrollada para MIPAMS y hacerla compatible 
con MPEG-M. 
La aplicación está basada en la aplicación Android desarrollada previamente. El caso de uso que 
representa la aplicación es el mismo de la aplicación, aunque adaptado a las operaciones 
MPEG-M. 
Las funcionalidades que se pueden realizar son las siguientes: 
 Autenticación de usuarios: Operación AuthenticateUser 
 Búsqueda de licencias: Operación SearchLicense 
 Compra de licencias: Operaciones CreateLicense y StoreLicense 
 Autorización de usuario contra una licencia: Operación AuthoriseUser 
Puesto que el estándar MPEG-M está pensado para situarse un nivel por encima de sistemas 
como MIPAMS, con la intención de comunicar usuarios y distintos sistemas multimedia entre 
ellos, se hace necesario implementar una serie de wrappers, que no son más que porciones de 
código encargadas de traducir peticiones y respuestas de MPEG-M a MIPAMS y viceversa. 
Las peticiones, por tanto, se generan en formato MPEG-M y son traducidas mediante estos 
wrappers a formato MIPAMS. Una vez el servicio MIPAMS genera la respuesta, el wrapper 
inverso traduce de formato MIPAMS a formato MPEG-M. 
La aplicación pretende ser uno de los primeros ejemplos de una aplicación MPEG-M 
compatible con un sistema multimedia existente, y será presentada en la próxima reunión de 
MPEG que se celebra en Ginebra del 21 al 25 de enero de 2013.  
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8. Planificación y costes 
8.1 Planificación temporal 
El proyecto se ha desarrollado en el contexto de una beca a jornada completa en el DMAG, 
desde marzo hasta finales de diciembre de 2012, lo cual implica 8 meses de trabajo sin contar el 
mes de agosto y otro mes en el que se llevaron a cabo labores relacionadas con otro proyecto del 
DMAG. 
El proyecto MPEG-M se ha llevado a cabo desde principios de marzo hasta finales de junio de 
2012, coincidiendo con una reunión trimestral de MPEG para la cual se elaboró un Input 
Document explicando los Elementary Services desarrollados. 
La aplicación Android comenzó a desarrollarse paralelamente a MPEG-M durante 4 meses. A 
partir de ahí, durante gran parte del mes de julio se trabajó en otro proyecto distinto del DMAG 
hasta finales de agosto, fecha en la que se retomó el desarrollo de la aplicación hasta su 
finalización. 
La jornada laboral ha sido de 7 h/día aproximadamente, ya que la carga de trabajo se ha ido 
adaptando en función de los picos de carga. Los 4 primeros meses del proyecto la carga se ha 
repartido entre ambos proyectos equitativamente. El resto de meses la dedicación ha 
correspondido en exclusiva a la aplicación. 
Se ha elaborado una tabla de dedicación en horas y rol por cada tarea para ambos proyectos. 
Además, se ha optado por elaborar dos diagramas distintos de planificación, uno para la 
aplicación Android y otro para MPEG-M, puesto que se han desarrollado en paralelo durante 
una parte del tiempo. 
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Tarea Rol Horas 
MPEG-M Total 264 
Investigación previa Investigador 90 
Lectura y comprensión del 
estándar 
 63 
Análisis Reference Software 
repositorio 
 27 
Análisis Analista 15 
Diseño Diseñador 20 
Implementación Programador 104 
Implementación ES  28 
Integración de los ES 
programados 
 18 
Implementación wrappers 
MIPAMS 
 42 
Integración y configuración 
en repositorio MPEG 
 6 
Test Programador 39 
Elaboración tests  24 
Testing y corrección bugs  15 
Documentación Investigador 8 
Tabla 16 - Distribución de horas de MPEG-M agrupadas por perfiles 
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Tarea Rol Horas 
Aplicación MIPAMS Total 964 
Investigación previa Investigador 130 
Estándares y entorno de 
trabajo 
 70 
Comprensión estructura 
modular y código MIPAMS 
 60 
Análisis Analista 67 
Análisis requisitos  25 
Especificación  42 
Diseño Diseñador 55 
Implementación Programador 518 
Primer esqueleto de la 
aplicación 
 90 
Login y creación cuenta  15 
Menú usuario  25 
Menú búsqueda  12 
Compra de contenido  10 
Autorización y visualización  35 
Cambios módulo MIPAMS 
de autorización 
 96 
Controlador base datos  32 
Autorización local  30 
Gestión Event Report locales  8 
Sincronización  35 
Interfaz  130 
Testing y corrección bugs Programador 84 
Elaboración memoria Investigador 130 
Elaboración presentación Investigador 35 
Tabla 17 - Distribución de horas de la aplicación agrupadas por perfiles 
 108 Figura 58 - Planificación temporal de la aplicación 
Figura 57 - Planificación temporal de MPEG-M 
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8.2 Análisis de costes 
El coste total del proyecto se puede descomponer en la suma del coste de recursos humanos y el 
coste de hardware y software. 
El coste de recursos humanos se ha calculado en base al salario percibido por la beca del 
DMAG. El Proyecto ha ocupado un total de 8 meses contando que la dedicación en horas para 
el proyecto MPEG-M ha sido de 264 h mientras que para la aplicación MIPAMS ha sido de 964 
h. La remuneración de la beca ha consistido en 1000€ cada mes, con lo cual el coste de recursos 
humanos arroja un total de 8000€. 
La mayor parte del software usado para elaborar el proyecto es de código abierto y gratuito 
excepto Microsoft Word 2010, usado para elaborar la presente memoria, cuyo coste de una 
licencia asciende a 189€. 
El hardware usado para desarrollar el proyecto ha consistido en un ordenador portátil Asus X52j 
Series para desarrollar la aplicación, una tablet Samsung Galaxy Tab y un Smartphone Samsung 
Galaxy Nexus para testear la aplicación. El coste asciende a: 
 Asus x52j Series: 600€ 
 Samsung Galaxy Tab: 360€ 
 Samsung Galaxy Nexus: 400€ 
El coste total del proyecto se resume en la siguiente tabla: 
Concepto Precio 
Recursos humanos 8000€ 
Licencia Microsoft Word 2007 189€ 
Asys x52j Series 600€ 
Samsung Galaxy Tab 360€ 
Samsung Galaxy Nexus 400€ 
Total 9549€ 
Tabla 18 - Análisis de costes del proyecto 
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9. Conclusiones 
9.1 Revisión de los objetivos 
Rememorando los objetivos propuestos inicialmente, se ha construido una aplicación para 
Android que cumple todas las funcionalidades propuestas. 
Un usuario es capaz de crearse una cuenta, entrar en el sistema, buscar contenido, obtener la 
información del contenido y de las licencias asociadas a ese contenido y comprar una de ellas. 
Una vez comprada la licencia puede visualizar ese objeto tenga o no tenga conexión. En el caso 
de que tenga conexión la comunicación se produce con el sistema MIPAMS remoto. En el caso 
de no disponer de ella existe un mecanismo interno que se encarga de autorizar la visualización 
y registrar la actividad en modo desconexión para posteriormente sincronizarse con el servidor. 
Para desarrollar la aplicación ha sido necesario efectuar cambios en el módulo de autorización 
de MIPAMS mediante el desarrollo de dos nuevas operaciones. 
Respecto a la parte de MPEG-M se han realizado las contribuciones al estándar desarrollando 
las operaciones RevokeLicense, SearchLicense, StoreLicense y AuthorizeUser.  
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9.2 Trabajo futuro 
Un buen punto de partida para el trabajo futuro consiste en juntar la aplicación ya existente del 
caso de uso del comprador de objetos con esta aplicación, de modo que se tengan ambos puntos 
de vista en una sola aplicación Android. 
Por otra parte el diseño de la interfaz puede mejorarse y aprovechar al máximo las posibilidades 
de diseño para tablet. Actualmente todas las aplicaciones tienden a usar un Responsive Design 
basado en web consiste en patrones de usabilidad que permiten mejorar la experiencia de 
usuario al usar la aplicación. 
El paso de Android a otras plataformas como iOS también se contempla como un posible 
objetivo, aunque exige aprender el desarrollo de aplicaciones para Apple y conlleva un esfuerzo 
notable de asimilación y aprendizaje. 
Respecto a las funcionalidades propias de la aplicación suena interesante implementar una 
reproducción vía streaming de los contenidos de forma que si son muy grandes no haga falta 
que el usuario se los baje. Esto iría en detrimento del modo desconexión ya que la aplicación no 
guardaría los ficheros, aunque se puede pensar una solución intermedia. Lo ideal sería que todos 
los ficheros estuvieran encriptados y que la aplicación los reprodujese vía streaming a medida 
que los va desencriptando, aunque ese objetivo escapa del alcance del presente PFC. 
Para MPEG-M se está desarrollando actualmente la parte del Reference Software referente a la 
implementación del estándar MPEG-21 Contract Expression Language.  
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9.3 Valoración personal 
Contacté con Jaime Delgado y Silvia Llorente debido a que la descripción del PFC me suscitó 
gran interés por desarrollar una aplicación para Android. Llevaba mucho tiempo pensando en 
iniciarme en la programación para dispositivos móviles y tablets pero por entonces no había 
acabado la carrera y no tenía demasiado tiempo. La propuesta me pareció ambiciosa y muy 
interesante así que la abordé con ganas. 
Mirando el PFC en perspectiva la experiencia ha sido altamente gratificante. No solo he 
aprendido a programar en Android y a desarrollar interfaces gráficas, sino que he tenido que 
aprender cómo funciona un sistema modular y distribuido como MIPAMS. Además he 
reforzado mis conocimientos sobre tecnologías web y he desarrollado nuevas operaciones sobre 
un servicio ya existente en MIPAMS. 
Por otra parte, algo tan simple como debuggar aplicaciones se acabó convirtiendo en algo 
indispensable para afrontar el día a día del desarrollo. No tenía casi experiencia en debuggar, de 
manera que tuve que aprender a hacerlo tanto en Eclipse como en Visual Studio, y muchas 
veces me he visto obligado a debuggar en ambas a la vez, puesto que a la vez que probaba las 
funcionalidades de la aplicación Android probaba que las operaciones que desarrollé para 
MIPAMS funcionasen correctamente. Esto me ha ayudado a adoptar una gran fluidez y 
eficiencia a la hora de trabajar, y sobre todo a la hora de resolver los bugs que he ido 
encontrándome durante el desarrollo. 
Respecto a MPEG-M, ha sido muy interesante ver más de cerca un proceso de estandarización y 
poder colaborar tan de cerca desarrollando módulos y operaciones. Cuando trabajas tan de cerca 
en un proyecto de estandarización te das cuenta de lo complejo que resulta y de lo complejo que 
es poner a tantas partes en común a la hora de tomar decisiones. 
Las reuniones han sido un punto muy importante a la hora de tomar decisiones y progresar en el 
Proyecto. Casi todas las semanas se producían reuniones para comprobar el trabajo realizado, 
decidir cuál era el siguiente paso y planificarlo. Estas reuniones han sido vitales para que el PFC 
avanzase rápidamente y finalmente se pudiesen cumplir todos los objetivos propuestos. 
Por otra parte, el formar parte del DMAG durante el desarrollo del proyecto me ha permitido 
conocer a un gran equipo de trabajo y crear un gran ambiente laboral, aspecto que considero 
clave para mantener constante la motivación y las ganas de impulsar un proyecto. 
Cuando se comenzó a fraguar el proyecto aún no era miembro del DMAG puesto que estaba 
realizando prácticas en una empresa, de modo que entre estas prácticas y las asignaturas que me 
quedaban de la Ingeniería no pude impulsar el proyecto lo suficiente como para que arrancase. 
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El verdadero arranque del PFC comenzó al convertirme en miembro del DMAG, de manera que 
me gustaría agradecer la paciencia por parte de Jaime Delgado y Silvia Llorente por el intervalo 
de tiempo desde que se inició nuestra primera reunión y se lanzó el verdadero desarrollo del 
proyecto, así como también agradecer la oportunidad de ser miembro de un grupo en el que me 
siento muy integrado y además me estoy realizando como Ingeniero. 
Por último, me gustaría agradecer el apoyo y la ayuda de mis compañeros de trabajo por 
ayudarme a resolver dudas, a compartir inquietudes y crear un gran ambiente de trabajo. Me 
gustaría también agradecer el apoyo y los ánimos del resto de miembros del DMAG y de mis 
compañeros de Universidad. 
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