Abstract-It is important in communication networks to use routes that are as short as possible (i.e have low stretch) while keeping routing tables small. Recent advances in compact routing show that a stretch of 3 can be achieved while maintaining a sublinear (in the size of the network) space at each node [14] . It is also known that no routing scheme can achieve stretch less than 3 with sub-linear space for arbitrary networks. In contrast, simulations on real-life networks have indicated that stretch less than 3 can indeed be obtained using sub-linear sized routing tables [6] . In this paper, we further investigate the space-stretch tradeoffs for compact routing by analyzing a specific class of graphs and by presenting an efficient algorithm that (approximately) finds the optimum space-stretch tradeoff for any given network.
I. INTRODUCTION
Routing messages is a central functionality of a network. For the efficient use of network resources (link capacities, etc.) we want to build schemes which route along paths that are as short as possible. This is measured by the stretch factor, which is the maximum ratio between the length of the path traversed by a message and the length of the shortest path between its source and its destination. On the other hand, as networks grow in size it becomes important to reduce the amount of memory that needs to be maintained at every node for routing purposes.
There is an obvious trade-off between the storage requirement and the stretch factor. On the one hand you can have shortest path routing (i.e. with a stretch factor of 1) while maintaining O(n log(n)) tables at each node (one entry for every other node in the network for a total storage of O(n 2 log(n)). In that scenario upon receiving a message, a node can just look up the entry corresponding to the destination and forward along the shortest path. At the other extreme, you can maintain only an O(log(n)) identifier at each node, and send messages by "flooding" the entire network, in a depth-first search manner for example, with a worst-case stretch factor equal to n for general graphs. Neither of these solutions scales well.
For special types of graphs (e.g. trees [8] , [11] , outerplanar and planar networks [12] , [13] , growth-bounded networks [12] [10]) there are routing schemes which achieve optimal or nearoptimal stretch with sub-linear memory requirements. Except in the case of special graphs mentioned above, routing schemes with o(n) memory requirement and stretch values less than 3 have been particularly hard to achieve in general graphs. In fact, lower-bound results indicate that universal routing schemes cannot achieve stretch less than 3 with o(n) memory at each node [5] .
A. Our Results
In this paper, we study how a landmark-based routing approach can lead to achieving stretch values less than 3 with high probability while maintaining o(n) memory requirements for Internet-like graphs and other large distributed networks. We also study the complementary problem: given a maximum stretch value s, find out the minimum routing table necessary to achieve this stretch value.
In Section II, we present the details of the routing scheme we consider. It is similar to the Thorup and Zwick [8] stretch-3 universal (i.e. for all graphs) routing scheme. The main idea is to select a set of landmarks that act as a post-office/forwarding center for nearby nodes.
In Section III, we show that with high probability such a routing scheme can achieve stretch less than 3 with o(n) space requirement in Bernoulli random graphs. Our method relies on neighborhood results extended from the work of Chung and Lu [9] for Bernoulli random graphs. We show that stretch s = 2 can be achieved withÕ(n 3/4 ) memory at each node in Bernoulli random graphs (as opposed to Ω(n) memory for general graphs. In general, stretch s can be achieved while usingÕ(n 2 s+1 + ) memory at each node. The proof of this generalized result is omitted due to space constraints. We hope our results for Bernoulli random graphs can be extended to power-law graphs via a similar neighborhood expansion analysis.
This full text paper was peer reviewed at the direction of IEEE Communications Society subject matter experts for publication in the IEEE INFOCOM 2008 proceedings.
In Section IV, we present and analyze a simple compact routing scheme that achieves an approximately optimum stretch-space tradeoff. The core of our scheme is a simple (and efficient) greedy algorithm for landmark selection. Our scheme takes a desired stretch s and a budget L on the number of landmarks as input, and produces a set of at most O(L log n) landmarks that achieve stretch s. Our scheme produces routing tables that use no more total space than the optimum landmark-based scheme for achieving stretch s with L landmarks, ignoring the space used to route to the landmarks. This may be a valuable tool for obtaining nearoptimum stretch-space tradeoffs for specific graphs.
In Section V, we perform simulations of our routing schemes on Bernoulli random graphs, on power law graphs, and on the Internet AS graph. We observe that in practice stretch less than 3 can be achieved with o(n) memory requirement at each node. We also explore a highest-degree landmark selection heuristic as an alternative to the random landmark selection explored in Section III.
B. Related Work
Much of the work in compact routing has been incremental, and some of the initial algorithms and ideas proved to be so flexible as to allow subsequent layers of requirements to be added to the existing framework. One such example is the first o(n) algorithm of stretch 3, proposed by Cowen [4] , which requiredÕ(n 2/3 ) maximum space at every node. This algorithm is based on a very natural idea: to designate a set of "landmarks" which cover all other nodes in the network. The non-landmark nodes are then re-labeled to include the name of the closest landmark. Each node needs to remember routing information regarding its immediate neighbors and the landmarks. Expanding on this idea, Thorup and Zwick [7] , [8] created a scheme that achievesÕ( √ n) memory for stretch 3, matching the lower bound for general graphs (up to logfactors). Furthermore they provide a generalized scheme that achieves 2k − 1 stretch while usingÕ(n 1/k ) bits of memory at each node, for any integer k ≥ 2. They do not explore stretches less than 3, since lower bounds indicate it cannot be achieved in universal compact routing schemes.
To the best of our knowledge there are no lower-bounds for random graphs and power-law graphs known other than those of universal routing schemes for which the following is known: in order to use o(n) memory at each node (or o(n 2 ) total memory), we need to route with a stretch factor of at least 3, as shown by Gavoille and Gengler [5] . More generally a girth conjecture of Erdos and others, implies that Ω(n 1+1/k ) bits of total storage are needed to give distances with stretch strictly less than 2k +1, for any integer k ≥ 1. This conjecture is proved for k = 1, 2, 3, 5 as documented in [15] . We should note that these lower bounds are proved under strict naming constraints (names are usually restricted to log n size for a network with n nodes).
Previous empirical studies document that simple routing scheme have excellent performance on Internet-like graphs [6] . Under certain assumptions regarding the distance distribution in these graphs, Krioukov et. al [6] show an average stretch of 1.1 and table size of 50 for the AS-graph which contains about 1000 nodes for the Thorup and Zwick (TZ) scheme. The authors note that the current degree distribution observed for the AS-graph, as well as the standard deviation of this distribution lead to close to optimum results for average stretch, and make them question the "existence of a certain link between the Internet topology and the analytical structure of the average TZ stretch function." [6] In contrast to this work our paper focuses on the study of the maximum, rather than the average stretch value. We also study methods that allow us to find out the minimum routing table necessary to achieve a given stretch value s.
We will assume, as in [4] , [8] , [7] , [16] that the designer of the scheme is allowed to assign a poly-logarithmic name to each node (labeled model). Name-independent schemes [2] , [3] , [10] , [1] , are inherently harder that labeled schemes, but can many times be derived from the corresponding labeled scheme by using a low-stretch lookup service before routing on the low-stretch path. Our work fits well with the current research agenda of the IRTF/RRG group, which deals with similar scalability in routing issues. In fact, scalability is their top goal, while stretch is also an important goals. Our paper studies the tradeoff between these two goals.
II. MODEL AND DEFINITIONS
In this section we formalize our network and routing model, and introduce some of the basic notation that will be used in later sections.
We view a communication network as a symmetric, weighted, finite graph G = (V, E, δ), |V | = n, the nodes representing computers/processors, the edges -bidirectional communication links, and δ -the edge weight function. Each node v is assigned a unique identifier, and can have arbitrary degree. The weights on the edges induce a distance between any two nodes u, v, given by the sum of the edge weights on the shortest path connecting them, and which we will denote by d G (u, v) or d (u, v) . Note that Bernoulli random graphs are un-weighted, and for these, the distance becomes the hop distance between two nodes.
A routing scheme RS is a distributed algorithm for message delivery between any two nodes in the network. A name dependent routing scheme consists of a distributed data structure, a delivery protocol, and a routing label for every node in the graph. The message is delivered via a sequence of transmission determined uniquely by the distributed data structure (with no centralized control and no randomization).
The length of the path traversed by a message from u to v according to the routing scheme R is denoted by d R (u, v). We can now formally define the stretch factor of the scheme R as max u,v dR (u,v) d (u,v) .
A. Landmark-Based Routing Scheme
The routing scheme we study in this paper is based on maintaining information about a set of landmarks as well as the neighboring nodes. There are four aspects we need to make explicit: the landmark selection procedure, the storage requirement, the labeling, and the actual routing.
Since the scheme is supposed to bound the necessary memory requirements at all nodes, for any possible graph, a fundamental realization is that neighborhoods need to be defined in terms of volume as well as radius. Thus, we define and denote by B t (v) the set of the t closest to v, breaking ties by increasing node identities. We use N i (v) to denote the set of nodes at distance at most i from v (in number of hops), and Γ i (v) to denote those nodes at distance exactly equal to i from v.
As in the Cowen [4] scheme, we opt for picking the landmark set LS at random, in a single stage. To ensure that with high probability any node v / ∈ LS has a landmark in its B v (t), we recall the following known result:
Lemma II.1 [Awerbuch et al. [3] ] Let L be a set of landmark produced by marking a node as landmark with probability cn/t log n (where c ≥ 2 is a fixed constant). Then with probability at least
We denote by l v the landmark assigned to v, and by r v the distance (number of hops for the Bernoulli analysis) from v to its landmark. Each non-landmark node has label (v, l v , p lv ), as in the Cowen scheme. To route from a node u to another node v, u first checks if v is in its neighborhood/routing table. If so, u has the next hop info for v and uses it, otherwise, u has the next hop info for l v and uses that.
The storage requirement has three components. First, every node needs to maintain the next hop information for the landmarks. The second routing component, which we will denote by RRT 1 serves to route from a landmark l v to the node v: any node u that is in the path from l v to v needs to remember the next hop info for v. This component is necessary because the volume based neighborhoods are non-symmetrical. In previous schemes [4] , [8] remembering the neighborhood ensures RRT 1 is covered. We make the assumption that if a node w is on the shortest path 1 from l v to v, then w needs to remember v. This is what we call a landmark-based routing scheme.
Finally, in order to achieve a given stretch s, every node u for which sd (u, v) 
needs to remember the next-hop info for v. We denote this storage requirement by RRT 2 , and this will be the focus of our space requirement analysis. It is not necessary that all nodes in the path from u to v remember the next hop info. If u satisfies sd (u , v 
< s, so the resulting path satisfies the stretch requirement.
III. STRETCHES LESS THAN 3 IN BERNOULLI RANDOM GRAPHS
In this section, we will show that stretches between 1 and 3, can be achieved with high probability in a large family of random graphs. The graphs we are considering here are the Bernoulli random graphs denoted by G(n, p). The parameter n represents the number of nodes of a graph in this class. The parameter p is the probability that an edge exists between any two nodes in the graph (independent coin toss for each edge).
We will study the radius of the volume based neighborhoods The assumption np > 2 log n ensures the average degree is above the connectivity threshold, so that the graph is connected, while the assumption np = o(n 1/9 ) excludes very high density graphs.
To prove our result we will use a stronger version of the results regarding neighborhood size from Chung and Lu [9] which we state below. We provide the proof of the next two lemmas in the appendix.
Lemma III.2 (Upper-Bound Lemma)
Then with probability at least 1−o(n −2 ), we have 
where i 0 satisfies i 0 ≤ 2 c + 1.
Proof of Theorem III.1:
To show the desired stretch result, it is enough to bound the ratio r R by 1 2 , where r is an upper bound of the distance from a node x to its landmark l x (as defined in Section II-A) and R is a lower-bound on the radius of B n 3/4 (x) for any node x, i.e. R = min x R n 3/4 (x). To obtain a bound on the ratio, we first bound r and R individually.
First, by choosing c 0 = 3 in Lemma II.1, we get that with probability at least 1 − o(n −2 ) every node x has a landmark within its closest n 1/4 neighbors. We will now use this to bound r x , the largest distance from x to its landmark, using the fact that the sum of all rings at distance 1, 2, . . . , r x from a node x is at most n 1/4 with high probability. This result is true for any node x, thus using the union bound we get that with probability at least 1 − o(n −1 ) the following is true for r (the upper bound on all distances):
Now, since the result in Lemma III.3 holds for a given node x with probability at least 1 − o(n −2 ), then with probability o(n −1 ) it will hold for all x, so we can lower bound |Γ i (x)| as long as i 0 ≤ i ≤ 2/3 n log(np)
n log(np) to be able to ensure that the use of the lemma is legal.] Now, using Lemma III.3 we get:
This result will give us a way to bound r. We have:
Taking the logarithm of both sides, we get:
Since log is an increasing function and i 0 ≥ 0 the above equation implies that:
Since log(x − 1) ≥ log x − c 1 , for any constant c 1 > 1 and x large enough, we get:
log n − log 5 + log c + log(np) + c 1 > (r + 1 − i 0 ) log(np) And thus, r < i 0 + 1 4 log n−log 5+log c+c1 log(np)
(note the necessary bound on r mentioned in the beginning of our proof does hold for large enough values of n).
Similarly, we can bound R using Lemma III.2. First, recall that we only consider neighborhoods up to size n 3/4 , thus we need to consider at most an R s.t.:
or in other words |N R (x)| ≥ n 3/4 . From Lemma III.2 with probability at least
R for a given x, and using union bound, this result holds in fact for all x with probability 1 − o(n −1 ). Thus we get the following bound on R: R log(np) ≥ 3 4 log n − log 10 + log c
We want to show that
It is enough then to argue (based on the bounds on r and R) that: 2(i 0 log(np) + 1 4 log n − log 5 + log c + c 1 )
log n − log 10 + log c ⇔ 2i 0 log(np) + log c + 2c 1 + log 10 ≤ 1 4 log n + 2 log 5 ⇔ 2i 0 log(np) + log c + 2c 1 + log 10 log n ≤ 1 4 + 2 log 5 log n
The only contributions on the LHS that does not tend to zero as n → ∞ is the first term. Using the hypothesis assumption that np = o(n 1/9 ) and c = 2 we can bound the 2i0 log(np) log n term by 2 9 . Since this is clearly less than 1 4 , and given that the other terms are negligible, we conclude that the above inequality holds.
It remains to show why this bound on r R induces a stretch of at most 2. Let x be the destination node, and y the source node. If the routing from x to y is done via a non-direct path then D = d G (x, y) > R (otherwise this destination node would be in the neighborhood of x). The routing cost d R (x, y) of the non-direct path is bounded by r + (r + D), where r represents the bound from the destination node y to l y , and r + D represents a bound from x to the landmark l y (using triangle inequality). Thus the stretch cannot exceed
Note that the argument regarding the inter-dependence of the stretch s and the ratio r R exposed in the proof of Theorem III.1 can be expanded. In general, in order to guarantee a stretch value s we need to have
2 . This ratio gets arbitrarily close to 0 as s approaches the optimum stretch 1.
Since in Lemma III.3 i 0 is a constant, r R is bounded away from 0 as long as log(np) log n is bounded away from 0 and thus we cannot guarantee stretch values arbitrarily close to 1 without imposing strict restrictions on how high the average degree np can be. In general we can show the following tradeoff: Theorem III. 4 Suppose np ≥ 2 log n. If np = o(nc) then we can achieve stretches s > 1 + 2c while storingÕ(n x ) bits at each node, where x ≥ 2 s+1 + (c), where (c) → 0 asc → 0 The proof is similar with the proof in the previous section as is omitted due to space constraints. Notice the implications for the memory requirement, which increases steeply as s → 1, going above n for s ≈ 1.2 for n = 100000. For s ∈ [1.5, 3], however, the memory requirement is quite scalable. Note also that the upper bound on the average degree must decrease as s → 1.
IV. GREEDY ALGORITHM FOR LANDMARK SELECTION
In this section we present a simple greedy scheme for landmark selection that takes a desired stretch s and a budget L on the number of landmarks as input, and produces a set of at most O(L log n) landmarks that achieve stretch s. Our scheme produces routing tables that use no more total space than the optimum landmark-based scheme (as defined in
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Section II-A) for achieving stretch s with L landmarks. This may be a valuable tool for obtaining near-optimum stretchspace tradeoffs for specific graphs. Note that the analysis does not depend on any assumptions regarding the graph, so the algorithm can be applied to any general network topology.
Let us denote by M v,l the number of nodes w that would need to keep v in either their RRT 1 (i.e. w is on the shortest path 1 from v to l v ) or RRT 2 (i.e. for which the stretch is above s) given that l v = l (i.e. l is v's designated landmark). Let T i be the total memory requirement at step i. Let v L be the best landmark of node v from the set L, i.e. the landmark that is the argument of min l∈L M v,l .
We consider the memory requirement for storing landmark information separately. We will study the remaining total memory requirement (i.e. for RRT 1 and RRT 2 ) of the following greedy algorithm for choosing landmarks:
Algorithm 1: Greedy Landmark Selection Note: l 1 can also be chosen via the same Greedy method assuming we start with 0 landmarks and T 0 = n 2 .
Theorem IV.1 The above Greedy algorithm is guaranteed to produce a landmark set with memory requirement less than or equal to the total memory requirement of an optimal set of size L. The Greedy will select 2L log n landmarks (by construction).
Greedy Performance: In the following proof we will track the memory requirements of an optimal choice of L landmarks (the OPT) compared to the memory requirement of our algorithm (GREEDY). In particular we will compare the number of "entries" utilized by these solutions.
Each pair of nodes (w, v) represents a potential memory "entry", i.e. w need to remember v in reverse routing table (w, v) . If the entry is not needed, we will say that a landmark covers the entry.
Lemma IV.2 The number of covered entries only increases during GREEDY.
Proof: Although the specific entries may get covered/uncovered, this lemma is true because landmarks, once added are never deleted (thus entries covered by the first case remain covered), and a node changes landmarks only if this improves its number of covered entries (thus entries covered by the second case are exchanged with a larger set of covered entries that were not previously covered).
Now let us analyze what we can say about the magnitude of the decrease during consecutive stages of GREEDY. Let
. There are at least D i entries that could be covered by OPT but remain uncovered by GREEDY after i landmarks are added to GREEDY. Since OPT covers these entries using L landmarks, there exists one landmark in OPT that is not currently used by GREEDY and which could cover at least 1 L D i new elements in GREEDY. By construction, GREEDY will pick a new landmark that covers at least this many elements in the next stage, so that
This argument holds for any of the L log n stages. Also initially D 1 = |T 1 − OPT| ≤ n 2 , thus at the end of the algorithm:
Since the difference can only be a non-negative integer, the above shows that after 2L log n landmark are added GREEDY covers at least as many elements as OPT.
Note that although the above greedy routine ensures the RRT 1 and RRT 2 requirements are no more than those of the landmark-based optimal scheme, we will be using O(log n) more landmarks.
V. SIMULATIONS AND REAL NETWORK DATA RESULTS
In this section, we present simulation results to verify the theoretical studies shown in previous sections and extensions to power-law graphs and real network graphs. We focus on the scalability of routing table size (RRT 2 in particular) as the total number of nodes increases while keeping the maximum stretch to less than or equal to 2.
A. Random Graphs
Random graphs are generated based on [17] . With a total of n nodes, each pair of nodes has a probability of p that these two nodes are directly connected by an edge. We explored several schemes of landmark construction based on random graphs.
1) Scheme 1: Random Landmark Selection:
In this scheme, landmarks are randomly picked among the nodes as in Section III. The simulation constitutes the following steps. 1. Randomly select n 2/3 nodes as landmarks in a random graph with a total of n nodes; 2. For each node u, choose the landmark that is the closest to this node L u ; 3. For each source node u, route to all destination nodes v by first going to v's landmark node L v and then from Figure 1 shows that when the number of landmarks increases as n 2/3 , the maximum RRT 2 size also increases as n 2/3 , consistent with the theoretical studies laid out in Section III. 
2) Scheme 2: Greedy Landmark Selection:
The Greedy Landmark Section algorithm iteratively picks each landmark that minimizes the RRT size. When applied to random graphs, we found that the RRT size is much reduced compared to random selection of landmarks, n 1/2 rather than n 2/3 . The results on Greedy Landmark Selection are summarized in Figure 2 .
The smaller RRT size from Greedy Landmark Selection demonstrates that Greedy algorithm is more efficient in selecting landmarks. Analysis of the landmarks chosen from this scheme show that most of the landmarks chosen are high degree nodes, as seen in Figure 3 . This result suggests that an efficient choice of landmarks is by picking those nodes with higher degrees than others.
3) Scheme 3: Highest-degree Landmark Selection: The simulation results based on Greedy Landmark Selection prompted us to experiment with a heuristic approach -picking the landmarks based on the degree of the nodes:
1. Rank the degree of all n nodes and pick n 2/3 of the nodes with the highest degrees as landmarks.
Steps 2-4 are the same as those in the Random Landmark Selection. This scheme is intuitive and easy to implement. Our simulation results, shown in Figure 4 , show that the average RRT scale as n 1/2 , almost identical to the results based on Greedy Landmark Selection.
B. Power-law Graphs
Previous studies have shown that real networks behave more like power-law graphs [6] (otherwise known as scale- free graphs) rather than random graphs. The degrees of the nodes follow power-law distributions with a small fraction of the nodes having a high degree of connections with others. It is important to analyze the scaling behavior of our technique on these networks.
The power-law graphs are generated according to [18] where several seed nodes are all connected to each other. With the addition of each new node, it is connected to one or a few of the existing nodes with a probability that is proportional to the degree of the existing nodes.
Because of the heavy-tailed nature of the power-law graphs, it is natural to apply the scheme with Highest-degree Landmark Selection, which has been shown above to generate nearoptimum landmarks for random graphs. The simulation results plotted in Figure 5 show that the scaling in power-law graphs is much more favorable than in random graphs. Even when the number of landmarks is reduced to n 1/2 (compared to n 2/3 in random graphs), the maximum RRT size is also limited to n 1/2 . Note that stretch is also limited to 2 in these simulations on power-law graphs.
C. AS Graph from Real Network Data
To verify our results on real network topography, we carried out simulations on the current AS graph acquired from CAIDA [19] with a total of 20906 number of nodes. By applying the Highest-degree Landmark Selection to the AS graph, we found that results match very well with our simulations on power-law graphs (see Figure 5 ).
These simulation results on the AS graph are quite significant. The existing routing scheme requires that each node stores the routing information to all other nodes in the network. By switching to compact routing, each node only needs to store the routing information to a very small fraction of the nodes: the landmarks and RRTs. In this particular case with the AS graph, we found that the memory required is less than 2% of what is needed currently. This large gain in memory is accomplished by relaxing the stretch, which is bound to 2 with our approach. The simulation results on power-law graphs demonstrate that such scheme is scalable to much larger network sizes.
VI. CONCLUSIONS
In this paper we explore ways to lower the bound of the maximum stretch to values below 3, while maintaining sublinear average and maximum routing table size. We use the stretch value 2 as an illustrative example throughout the paper, but the results can be generalized to achieve any stretch less than 3.
Through theoretical proofs and simulations, we demonstrate the bounds for stretch and routing table size, using three landmark selection schemes on three types of graphs: random graphs, power-law graphs, and AS graph from real network.
Our results show: 1). Stretch less than 3 can be achieved with high probability in a large family of random graphs while maintaining sublinear memory size on each node. We presented the memory vs. stretch and average-degree vs. stretch tradeoffs specific to this family of graphs in Lemma III.4. 2). Selecting high degree nodes as landmarks is efficient for reducing memory consumption while keeping stretch bounded by a stretch value s < 3. 3). Compact routing scheme applying to AS graph from real network can reduce the maximum routing table size at each node to 1.5% (0.7% on average) of the total number of nodes on the entire network and achieve maximum stretch bounded by 2.
These results are encouraging for reducing routing table size and increasing scalability of the network. The first inequality holds using Chernoff bounds with β = 1/2, and noting that the probability a node not in N i0 becomes attached to a node in Γ i0 is at most 1/2|Γ i0 |p. Using d = 20 c we obtain a probability at most o(n −2 ) that |Γ i (x)| ≤ A similar argument can be made for i = i 0 + 2. In [9] the proof is based on the claim that |Γ i (x)| dominates a random variable with distribution B(t, p) where t = |Γ i0+1 (x)|(n − |N i0+1 (x)|), which in general is not true. |Γ i (x)| may be smaller due to some vertices being linked to the previous layer by more than one edge. Thus B(t, p) will double count some vertices. If we add a term that generally will be larger than the double-counting error, we can fix the above statement. Let D i represent the contribution of extra vertices. By definition |Γ i (x)| + D i dominates a random variable with distribution B (t, p) .
Note that for a vertex to be double-counted two edges from Γ i0+1 need to connect to the same vertex outside of N i0+1 (x). There are C
