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Pre´face
Il est difficile d’imaginer une application cryptographique bien conc¸ue ne reposant pas sur
des nombres ale´atoires. Qu’il s’agisse de vecteurs d’initialisation, d’une cle´ de session, du salt
utilise´ dans une fonction de hachage ou de nonces utilise´s dans un protocole d’authentification,
l’ale´atoire est re´ellement une des bases d’un syste`me cryptographique. Or, la production
d’ale´atoire est loin d’eˆtre simple et beaucoup de syste`mes se contentent d’imple´menter une
source pseudo-ale´atoire pour produire de tels nombres. La technologie assez re´cente des RFID
n’e´chappe bien suˆr pas a` la re`gle, et la taˆche est d’autant plus complique´e. D’un coˆte´, les
concepteurs conside`rent parfois que l’utilisation d’un ge´ne´rateur d’ale´atoire plus complexe
et plus suˆr n’est qu’un “gaˆchis de portes logiques”. De l’autre, les tags RFID passifs ne
posse`dent pas d’alimentation propre et sont donc de´pendants du lecteur qui les alimente. Les
ge´ne´rateurs de nombres pseudo-ale´atoires imple´mente´s dans les tags RFID sont donc sujets a`
certaines faiblesses. Le but de ce travail est notamment de de´finir une proce´dure permettant
d’analyser les ge´ne´rateurs imple´mente´s dans ces tags, et plus pre´cise´ment d’analyser des
nonces produits lors du protocole d’authentification du tag. Ce me´moire vise a` analyser les
particularite´s des ge´ne´rateurs pseudo-ale´atoires imple´mente´s dans la technologie RFID, et a`
de´finir une me´thode de test claire de ceux-ci. Cette me´thode est d’ailleurs applique´e a` quelques
ge´ne´rateurs existant afin de la valider. Une autre approche de ce travail met en œuvre une
se´rie d’expe´riences physiques permettant e´ventuellement de constater une variation dans le
fonctionnement du ge´ne´rateur de nombres pseudo-ale´atoires d’un tag RFID.
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1 Introduction
La technologie RFID (Radio Frequency IDentification) 1 consiste a` utiliser des ondes radio
afin d’e´changer des donne´es entre deux appareils : un lecteur et un tag RFID. Il arrive, pour
des communications plus se´curise´es, que ces tags contiennent un PRNG (Pseudorandom num-
ber generator) 2. L’e´tude des PRNG imple´mente´s dans les tags RFID n’a jusqu’a` aujourd’hui
fait l’objet que de tre`s peu de documents. D’un coˆte´, les constructeurs se gardent bien de
pre´senter les PRNG utilise´s dans leurs tags et de l’autre, certaines caracte´ristiques techniques
propres a` la technologie RFID en compliquent l’analyse. Les seuls travaux relatifs a` de telles
e´tudes proviennent soit d’une analyse physique du tag au cours de laquelle le PRNG a pu eˆtre
identifie´ [NESP08], soit de tests statistiques sommaires effectue´s sur le PRNG de quelques
tags [MHCPL11]. Or, ces caracte´ristiques rendent l’e´tude de tels PRNG tre`s inte´ressante,
a` cause des faibles moyens techniques mis a` leur disposition par le tag RFID. De plus, le
protocole d’authentification de tels tags repose presque exclusivement sur leur ge´ne´rateur
pseudo-ale´atoire. Une faiblesse dans celui-ci permettrait facilement a` un attaquant de pou-
voir proce´der a` une attaque par rejeu, par exemple, afin de pouvoir s’authentifier aupre`s du
tag. Le but premier de ce travail sera donc de de´finir une me´thode ge´ne´rique permettant de
tester la qualite´ de ge´ne´rateurs de nombres pseudo-ale´atoires imple´mente´s dans la technologie
RFID. Pour cela, ce document est divise´ en 4 parties.
La premie`re dresse l’e´tat de l’art actuel de la technologie RFID. Une large varie´te´ de tags
est pre´sente sur le marche´, et il convient de distinguer les caracte´ristiques de ceux-ci. Que
ce soit au niveau de leur source d’alimentation, de leur fre´quence, de leur me´moire ou de
leurs capacite´s de calcul, ceux-ci ont des modes de fonctionnement bien diffe´rents, et il s’agit
donc de de´finir les limites des caracte´ristiques des tags e´tudie´s dans la suite de ce document.
Une pre´sentation du mate´riel utilise´ est ensuite faite, de´crivant les lecteurs et les librairies
ayant permis de communiquer avec les tags RFID. Cette premie`re partie est cloˆture´e par une
description des tags dont le PRNG est analyse´ dans la suite du document. Ceux-ci sont au
nombre de trois et sont tous fabrique´s par la socie´te´ NXP. Le premier type de tag, la Mifare
Classic, sert de re´fe´rence a` l’analyse et a` l’e´laboration de la me´thode de test. En effet, celle-ci
a pu eˆtre analyse´e par le passe´ [NESP08] et constituera une bonne base de travail.
La seconde partie de ce document introduit les ge´ne´rateurs de nombres pseudo-ale´atoires.
Apre`s avoir aborde´ les diffe´rences existant entre l’ale´atoire et le pseudo-ale´atoire et les
diffe´rents proble`mes inhe´rents a` la production d’ale´atoire, cette partie s’inte´resse aux diffe´rentes
caracte´ristiques lie´es aux ge´ne´rateurs pseudo-ale´atoires proprement dits. Ensuite, une pre´sentation
1. Identification par radiofre´quence
2. Ge´ne´rateurs de nombres pseudo-ale´atoires
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de quelques ge´ne´rateurs connus et utilise´s est effectue´e, en abordant pour chacun leurs qua-
lite´s et leurs faiblesses. Finalement, quelques me´thodes permettant de tester ces ge´ne´rateurs
pseudo-ale´atoires sont aborde´es. Celles-ci consistent a` appliquer une se´rie de tests statistiques
sur une se´quence produite par le ge´ne´rateur afin de de´celer certaines faiblesses.
La troisie`me partie s’inte´resse aux ge´ne´rateurs de nombres pseudo-ale´atoires imple´mente´s
dans la technologie RFID. La technologie RFID impose trois caracte´ristiques majeures a`
la ge´ne´ration d’ale´atoire : une ge´ne´ration en continu, une re´initialisation de la graine et une
impre´cision lie´e au lecteur. De ces caracte´ristiques de´coule une me´thode d’analyse particulie`re.
L’exemple du PRNG de la Mifare Classic servira de base a` l’e´laboration d’une proce´dure
impliquant cinq tests semblant pertinents dans la recherche de faiblesses de tels ge´ne´rateurs.
Cette proce´dure de test sera applique´e sur les trois tags pre´sente´s dans la premie`re partie.
Enfin, cette partie pre´sente une se´rie de commentaires ayant e´te´ tire´s au vu des re´sultats de
l’application de la proce´dure sur les trois tags pre´ce´dents.
Le fil conducteur de cette partie est donne´ par 2 questions auxquelles ce travail tente de
donner des re´ponses :
– Est-il possible de retrouver les faiblesses pre´sentes dans le PRNG de la Mifare Classic
sans pour autant devoir effectuer un long travail de re´tro-inge´nierie ?
– Est-ce que la socie´te´ NXP, fabricante de la Mifare Classic, a re´alise´ les meˆmes erreurs
dans la conception des PRNG de ses autres tags, que celles pre´sentes dans le PRNG de
la Mifare Classic ?
La quatrie`me partie pre´sente une se´rie d’expe´riences visant a` modifier le comportement
du ge´ne´rateur d’un tag RFID de type Mifare Classic. Trois tests seront effectue´s lors de ces
expe´riences afin de de´celer un e´ventuel dysfonctionnement du ge´ne´rateur du tag. Les trois
tests se focaliseront sur la validite´ des nombres renvoye´s par le tag, sur la vitesse de ge´ne´ration
du PRNG, ainsi que sur la graine de celui-ci. Les trois expe´riences applique´es au tag seront
un tir de laser sur celui-ci, un refroidissement via une bombe ae´rosol re´frige´rante ainsi qu’un
refroidissement plus important du tag graˆce a` l’utilisation d’azote liquide. Le seul but de




E´tat de l’art de la RFID
2 Ge´ne´ralite´s
Une large varie´te´ de dispositifs RFID existe sur le marche´. Cette section donne tout
d’abord une rapide pre´sentation ge´ne´rale de la technologie RFID. Ensuite, les principales
diffe´rences existants entre les tags sont aborde´es. Les tags se diffe´rencient en effet par des
crite`res tels que leur source d’alimentation, leur fre´quence, leur me´moire ou leur capacite´ de
calcul [Fin10]. Il est e´galement important de spe´cifier les caracte´ristiques des tags utilise´s
dans la suite du document.
2.1 De´finitions et historique
La RFID (acronyme pour Radio Frequency Identification) consiste a` utiliser des champs
e´lectromagne´tiques et des ondes radio pour obtenir des donne´es sans fil graˆce a` des e´tiquettes
(ou tags ou encore transpondeurs) RFID. Ces tags sont de petits appareils permettant l’iden-
tification d’objets ou d’individus par des machines. La technologie RFID a la particularite´ de
fonctionner a` distance, sur le principe suivant : un lecteur e´met un signal radio et rec¸oit en
retour les re´ponses des tags qui se trouvent dans son champ d’action. Un tag RFID contient
un microcircuit et une antenne, qui lui permet d’envoyer et de recevoir des donne´es, graˆce a`
un lecteur RFID. Une large varie´te´ de tags existe, permettant des applications tre`s varie´es,
allant d’un tag tre`s simple permettant l’identification animale, a` des tags plus complexes
utilise´s par exemple comme passeport biome´trique.
Historique
Le premier exemple d’identification par radio fre´quence date de la seconde guerre mon-
diale, et est lie´ au de´veloppement de la radio et du radar. L’identification par fre´quence radio
e´tait utilise´e pour de´terminer si un avion rencontre´ e´tait un avion appartenant au meˆme
camp. Ne´anmoins, le de´veloppement de la technologie RFID n’a re´ellement pris son essor
que pendant les anne´es 1970. Depuis ces anne´es, cette technologie est de plus en plus uti-
lise´e, pour remplacer progressivement d’autres techniques d’identification telles que les codes
barres ou les cartes a` bande magne´tique.
C’est Charles Walton qui est conside´re´ comme l’inventeur de la RFID, graˆce a` plusieurs
brevets de´pose´s a` partir de 1971 [Suh04]. Le tout premier brevet a` utiliser le terme “RFID”
fut de´pose´ en 1983. Une des premie`res applications commerciales de la RFID est l’identifi-
cation du be´tail en Europe. De`s le de´but des anne´es 1980, plusieurs entreprises commencent
a` fabriquer des tags RFID. Pendant de longues anne´es, la technologie RFID a connu un
de´veloppement limite´, a` cause du prix des tags et de leur encombrement. Aujourd’hui, graˆce
aux progre`s de miniaturisation et a` une baisse des couˆts de production des tags, ceux-ci sont
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vendus par milliards chaque anne´e. La figure 1 pre´sente l’e´volution du nombre de tags et de
lecteurs vendus dans le monde entre 2002 et 2006, ainsi que le prix de ceux-ci.
Figure 1: Vente et prix des tags RFID dans le monde entre 2002 et 2006
2.2 Applications
La technologie RFID se retrouve implique´e dans une large varie´te´ d’applications. En voici
une liste non-exhaustive :
– Distribution : suivi et trac¸age des produits.
– Controˆle d’acce`s : Identification de personnes ayant acce`s a` un baˆtiment par exemple.
– Passeports e´lectroniques (ou biome´triques).
– Titres de transports dans les transports en commun (ex : MOBIB).
– Paiement sans contact (ex : Bpaid).
– Billeterie.
– Cle´ de voiture sans contact.
– Identification animale.
La figure 2 pre´sente 3 applications courantes de la technologie RFID.
(a) Titre de Transport (b) Billetterie (c) Identification animale
Figure 2: Exemples d’applications des RFID
Sources : (a) Belga, (b) liquidx.net, (c) rfid-smartcard.com
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2.3 Source d’alimentation
Les tags RFID peuvent eˆtre divise´ en 3 cate´gories, en fonction leur source d’alimentation
[MW06] :
Tags passifs
On distingue trois cate´gories de tags en fonction de leur source d’alimentation. La premie`re,
celle qui sera analyse´e dans la suite de ce document, est la cate´gorie des tags dits passifs.
C’est-a`-dire qu’ils ne posse`dent pas de source d’e´nergie interne et doivent donc eˆtre alimente´s
par une source d’e´nergie exte´rieure. Toute l’e´nergie qu’ils consomment (que ce soit pour les
calculs internes ou la transmission de donne´es) provient du champ e´lectromagne´tique du lec-
teur, qui alimente tous les tags pre´sents dans son champ. La majorite´ des tags RFID sont
issus de cette cate´gorie, c’est notamment le cas des tags lie´s a` une simple identification, qui
ne ne´cessitent pas d’eˆtre alimente´s en permanence.
Tags actifs
La seconde cate´gorie, celle des tags actifs, concerne tous les tags qui posse`dent une batterie
interne utilise´e pour les calculs et les transmissions de donne´es. Les tags actifs peuvent e´mettre
des donne´es de manie`re autonome. Graˆce a` leur batterie, ils posse`dent de meilleures porte´es,
de meilleures capacite´s de calcul et des me´moires plus importantes. Par contre, ils ont une
espe´rance de vie plus courte, sont plus gros et plus chers a` produire que les tags passifs.
Une batterie peut permettre a` un tag actif d’eˆtre alimente´ pendant une dizaine d’anne´es au
maximum.
Tags semi-actifs
La troisie`me cate´gorie est celle des tags semi-actifs, tags qui ont e´galement une batterie,
mais celle-ci n’est utilise´e que pour les calculs internes ou le stockage de donne´es, l’e´nergie
ne´cessaire pour les transmissions provenant toujours du champ e´lectromagne´tique du lecteur.
Ce type de tags est utilise´ lorsque des calculs permanents sont ne´cessaires, inde´pendamment
des ope´rations de lecture/e´criture du lecteur.
2.4 Fre´quence et porte´e
Suivant les fre´quences et les puissances d’e´mission utilise´es, les tags ont des performances
et des couˆts de fabrication tre`s diffe´rents qui conditionnent leur usage. De plus, la le´gislation
interdit certaines plages de fre´quences pour ne pas perturber d’autres types de transmission
(militaire notamment). La fre´quence des technologies RFID se cantonne donc aux fre´quences
ISM (pour “Industrial Scientific and Medical”). On retrouve 4 plages de fre´quence principales
pour la technologie RFID :
– Low Frequency (LF) : Tags a` basse fre´quence (125-135 kHz). Les tags basse fre´quence
pre´sentent une porte´e de lecture courte et une vitesse de lecture lente. Les applications
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classiques de cette fre´quence sont le controˆle des acce`s, l’identification des animaux, le
controˆle de stock et les syste`mes antivol de ve´hicules. La porte´e est ge´ne´ralement de
quelques centime`tres.
– High Frequency (HF) : Tags a` haute fre´quence (13.56 MHz). La porte´e varie de quelques
centime`tres a` quelques de´cime`tres et la vitesse de lecture est supe´rieure a` celle des tags
basse fre´quence. Les applications classiques utilisant cette fre´quence incluent le controˆle
des acce`s et des titres de transport.
– Ultra High Frequency (UHF) : Tags a` ultra haute fre´quence (860-960 MHz). Cette
fre´quence est fre´quemment choisie pour les applications de distribution et de logistique.
La porte´e de lecture peut atteindre quelques me`tres.
– Microwave : Tags micro-ondes (2.45 GHz). Porte´e de quelques me`tres.
Il existe des tags fonctionnant a` d’autres fre´quences, mais ces cate´gories sont les plus
utilise´es pour les tags RFID [Ser05]. Une description plus pre´cise des diffe´rentes fre´quences
peut par exemple eˆtre trouve´e dans [Fin10]. L’ISO 18000 (RFID Air Interface family of
standards) propose une standardisation de ces fre´quences [MW06]. La suite de ce document
ne pre´sente que les tags HF, pour leur maturite´, leurs usages et leur grande diffusion.
2.5 Me´moire
Capacite´
Les tags RFID posse`dent au minimum quelques bits permettant de stocker l’identifiant ou
UID du tag. Cet identifiant est unique et ge´ne´ralement choisi par le constructeur. L’utilisateur
ne peut donc pas le modifier. Il existe cependant quelques exceptions : certains tags ont en
effet un UID ale´atoire (par exemple, celui du passeport e´lectronique) qui est modifie´ a` chaque
fois que le tag est initialise´. De plus, il existe certains tags dont l’UID est modifiable. Certains
tags RFID posse`dent e´galement une me´moire additionnelle. Ge´ne´ralement, les tags passifs
posse`dent entre 64 bits et 1 KB de me´moire. Les tags passifs ont souvent plus de me´moire,
entre 16 octets et 128 KB. Signalons aussi l’existence de tags ne posse´dant qu’un seul bit de
me´moire (tags Electronic Article Surveillance (EAS)) : c’est peu mais suffisant pour prote´ger
les biens dans les magasins ou les entreprises, par exemple.
Type
On trouve trois types principaux de me´moire dans la technologie RFID :
– EEPROM (Electrically Erasable Programmable Read-Only Memory) : consomme beau-
coup d’e´nergie lors des ope´rations d’e´criture. De plus, le nombre de re´e´critures possibles
est limite´ (entre 100.000 et 1.000.000). C’est la me´moire actuellement la plus largement
re´pandue dans les tags RFID.
– FRAM (Ferromagnetic Random Access Memory) : Consomme beaucoup moins d’e´nergie
que l’EEPROM (de l’ordre de 100 fois). Le temps d’e´criture est e´galement re´duit par
rapport a` l’EEPROM. Ne´anmoins, des proble`mes de fabrication ont retarde´ sa diffusion
sur le marche´.
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– SRAM (Static Random Access Memory) : Largement utilise´e dans les syste`mes a` micro-
ondes. Ne´cessite une source d’e´nergie permanente pour la re´tention de donne´es.
Acce`s
On distingue 3 types d’acce`s diffe´rents pour les tags RFID :
– Read-Only (RO) : Me´moire accessible uniquement en lecture. Les donne´es contenues
dans ce type de me´moire sont e´crites de manie`re permanente par le constructeur lors
de la fabrication du tag. C’est par exemple ge´ne´ralement le cas de la me´moire re´serve´e
a` l’identifiant unique du tag (UID), qui ne sera accessible qu’en lecture.
– Read-Write (RW) : Me´moire accessible en lecture et en e´criture. Ce type de me´moire
pourra eˆtre lu et modifie´ par n’importe quel utilisateur capable de communiquer avec
le tag. Des questions d’inte´grite´ de donne´es se poseront naturellement pour ce type de
me´moire.
– Write Once, Read Many (WORM) : Type de me´moire ne pouvant eˆtre modifie´ qu’une
seule fois par l’utilisateur. Une fois re´e´crite, la me´moire ne sera plus disponible qu’en
lecture.
2.6 Capacite´s de calcul
Les tags RFID peuvent posse´der plus ou moins de puissance de calcul. Certains tags
n’ont par exemple aucune capacite´ de calcul et ne peuvent que stocker de l’information.
D’autres permettent de re´aliser des ope´rations logiques simples (ve´rifier un mot de passe par
exemple). D’autres enfin sont capables de re´aliser de ve´ritables ope´rations cryptographiques.
On distingue :
– Cryptographie syme´trique : actuellement utilise´e principalement sur les tags HF et
LF. La plupart du temps, la cryptographie repose sur DES, AES, ou un algorithme
proprie´taire.
– Cryptographie asyme´trique : actuellement imple´mente´e uniquement dans des tags HF.
2.7 Authentification
La technologie RFID est de plus en plus utilise´e dans des applications ne´cessitant l’uti-
lisation de me´canismes de se´curite´ contre diffe´rentes attaques. De ce fait, des me´canismes
d’authentification doivent eˆtre mis en place dans la technologie RFID afin de permettre au
tag de ve´rifier l’identite´ du lecteur tentant d’acce´der a` ses donne´es. Les explications des deux
me´canismes d’authentification des sections 2.7.1 et 2.7.2 proviennent notamment de [Fin10]
et [MVO96].
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2.7.1 Authentification syme´trique mutuelle
Ce me´canisme d’authentification sche´matise´ a` la figure 3 est base´ sur l’authentification
three-pass (ISO 9798-2 “nonce based mutual authentication”) dans laquelle chacun des 2
participants ve´rifie la connaissance de l’autre d’une cle´ secre`te. Le protocole d’authentification
Figure 3: Proce´dure d’authentification mutuelle entre un lecteur et un tag
Source : [Fin10]
de´bute par l’envoi d’une commande GET CHALLENGE du lecteur vers le tag. Un nombre
ale´atoire RA appele´ nonce est alors ge´ne´re´ par le tag et envoye´ au lecteur. Le lecteur ge´ne`re
ensuite un nombre ale´atoire RB . En utilisant l’algorithme de chiffrement eK commun et lie´
a` la cle´ commune K, le lecteur va chiffrer un bloc de donne´es comprenant les 2 nombres
ale´atoires ainsi que certaines donne´es de controˆle. Il va ensuite envoyer ces donne´es chiffre´es
(Token1) au tag.
Token1 = eK(RB ||RA||B)
Token1 est ensuite de´chiffre´ par le tag qui va donc retrouver RB et RA, et comparer la valeur
de RA retrouve´e via Token1 avec le nombre ale´atoire qu’il a ge´ne´re´ pre´ce´demment. Si les
deux nombres correspondent, le tag a la confirmation que les 2 cle´s correspondent. Le tag
va alors inverser RA et RB dans la re´ponse qu’il va envoyer au lecteur afin de lui prouver sa
connaissance de K. Le bloc Token2 transmis par le tag au lecteur est donc :
Token2 = eK(RA||RB)
Le lecteur va alors ve´rifier que le nombre ale´atoire qu’il a ge´ne´re´ pour former Token1 est
bien semblable au nombre RB re´sultant du de´chiffrement de Token2. Si c’est le cas, le lecteur
aura lui aussi la confirmation que les 2 cle´s correspondent et l’authentification mutuelle sera
termine´e, chacune des 2 parties ayant pu prouver la connaissance de l’autre de la cle´. Cette
authentification pre´sente les avantages suivants :
– La cle´ n’est jamais transmise lors de l’authentification, ce sont seulement des nombres
ale´atoires chiffre´s qui sont transmis.
– N’importe quel algorithme de chiffrement peut eˆtre utilise´.
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– Une cle´ de session peut facilement eˆtre calcule´e a` partir des nombres ale´atoires ge´ne´re´s,
ce qui permet de se´curiser les transmissions de donne´es futures.
2.7.2 Authentification utilisant des cle´s de´rive´es
Un inconve´nient de la me´thode pre´sente´e en 2.7.1 est que pour une meˆme application, tous
les tags doivent avoir la meˆme cle´ secre`te. Pour des applications impliquant un grand nombre
de tags (par exemple, un syste`me de controˆle de titres de transport pour un re´seau de trans-
ports en commun, qui implique des milliers de tags), cela peut repre´senter un risque potentiel.
La faible probabilite´ que la cle´ soit de´couverte compromettrait en effet tout le syste`me. Une
ame´lioration peut donc eˆtre apporte´e au me´canisme d’authentification pre´ce´dent en utilisant
des cle´s diffe´rentes lors de l’authentification pour chaque tag. Pour ce faire, l’UID (identifiant
unique du tag) du tag va eˆtre lu lors de l’authentification. Le lecteur et le tag (et l’ensemble
des autres tags de l’application) partagent toujours une cle´ commune KM qui est la master
key. A partir de cette master key et de l’UID du tag, une cle´ KX va maintenant eˆtre ge´ne´re´e
(de´rive´e). Cette cle´ KX sera utilise´e lors de l’authentification, en suivant le meˆme protocole
qu’en 2.7.1. L’authentification utilisant des cle´s de´rive´es est repre´sente´ sur la figure 4.
Figure 4: Proce´dure d’authentification par cle´s de´rive´es
Source : [Fin10]
2.8 Standards
La technologie RFID s’appuie sur un grand nombre de standards (pas moins de 45 stan-
dards en relation avec les RFID sont pre´sente´s dans [Fin10]). Ne´anmoins, ceux-ci ne couvrent
cependant aucun me´canisme de se´curite´. Les standards implique´s dans la technologie RFID
proviennent e´galement de plusieurs organisations (ISO, EPC, ETSI, FCC,...). Ce document
ne pre´sente donc que quelques standards utilise´s dans les tags HF.
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2.8.1 ISO 7816
La norme 7816 a e´te´ cre´e´e dans un premier temps pour le besoin des smartcards (cartes a`
puce avec contact). Ce n’est donc pas une norme propre a` la technologie RFID. Ne´anmoins,
cette norme, et plus particulie`rement sa partie 4 traitant des commandes permettant de
communiquer avec les cartes a` puce, spe´cifie la commande a` envoyer a` la carte pour re´aliser
diverses ope´rations. La commande GET CHALLENGE, par exemple, est particulie`rement
utile dans le cadre de ce travail, car elle permet d’interroger le tag, qui va renvoyer un
challenge (nonce). La partie 4 de l’ISO 7816 de´finit la structure (CLA, INS, P1, P2, Data
Field) de la commande qui doit eˆtre envoye´e au tag (voir section 2.8.1).
APDU
Une APDU (pour Application Protocol Data Unit) est l’unite´ de communication entre
un lecteur et un tag RFID (ou une smartcard). La structure d’une APDU est de´finie dans
l’ISO 7816-4. Il en existe 2 types : les APDU de commande (envoye´es depuis le lecteur vers
le tag) et les APDU de re´ponse (envoye´es par le tag au lecteur). Conforme´ment a` l’ISO 7816,
la structure d’une APDU de commande est la suivante :
Nom du champ Longueur (octets) Description
CLA 1 Type de commande
INS 1 Instruction (ex : “write data”)
P1-P2 2 Parame`tres de l’instruction
Lc 0, 1 ou 3 Longueur du champ Data Field
Data Field Lc Lc octets de donne´es
Le 0, 1, 2 ou 3 Longueur maximale attendue de la re´ponse
La structure d’une APDU de re´ponse est la suivante :
Nom du champ Longueur (octets) Description
Response Lr (Le max) Bytes contenant la re´ponse
SW1-SW2 2 Statut de la commande (90 00 indique un succe`s)
2.8.2 ISO 14443
L’ISO 14443 de´finit un standard de communication RFID haute fre´quence et ses proto-
coles de communication. Cette norme de´crit 2 types de tags : les tags de type A et les tags
de type B. Cette norme est divise´e en 4 parties :
– Partie 1 : Couche physique.
– Partie 2 : Types de modulation et de codage.
– Partie 3 : Processus d’initialisation et d’anti-collision.
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– Partie 4 : Protocole de transmission utilisable pour le type A et le type B qui permet
de transfe´rer les commandes de´finies dans la norme ISO 7816.
Les principales diffe´rences entre le type A et le type B se situent au niveau de la modulation
et du codage (seconde partie) et des me´canismes d’initialisation et d’anti-collision. Certains
tags n’imple´mentent cependant pas toute la norme iso 14443. La Mifare Classic de NXP,
par exemple, se contente d’imple´menter les 3 premie`res parties de la norme et d’utiliser son
propre protocole de transmission.
2.8.3 ISO 15693
L’ISO 15693 de´finit un standard de communication RFID haute fre´quence et ses proto-
coles de communication. Les principales diffe´rences avec la norme 14443 se retrouvent dans
les techniques de modulation et dans la puissance ne´cessaire au tag pour fonctionner. Un tag
de type 15693 n’a pas besoin d’autant de puissance qu’un tag de type 14443. Par contre, la
vitesse de communication est plus importante pour un tag de type 14443. La conse´quence de
ces diffe´rences se manifeste dans les faits par une plus grande porte´e pour l’ISO 15693 (10
cm maximum pour la 14443, 1m pour l’ISO 15693).
La majorite´ des tags RFID haute fre´quence (13,56 Mhz) utilise une de ces deux normes :




Une large varie´te´ de lecteurs RFID existe sur le marche´, supportant chacun certaines
normes, et de ce fait, permettant de communiquer avec certains tags. Les lecteurs suivants
ont notamment e´te´ utilise´s :
ACR122U
Le lecteur ACR122U (pre´sente´ a` la figure 5) est un lecteur RFID haute fre´quence fabrique´
par ACS et base´ sur le chip PN531 de NXP. Ce chip supporte tous les tags de type ISO 14443
A et B. Il supporte e´galement tous les tags Mifare. Ne´anmoins, il ne supporte pas les tags de
type 15693. L’ACR122U est compatible sous Linux, Windows et MacOSX. La particularite´
de l’ACR122U est que les APDU envoye´es au tag doivent eˆtre encapsule´es dans des “pseudo-
APDU” propres au lecteur.
Figure 5: Lecteur ACR122U “Touchatag”
Source : giiks.com
SCL3711
Le lecteur SCL3711 (figure 6) est un lecteur RFID haute fre´quence fabrique´ par SCM et
base´ sur le chip PN533 de NXP. Ce chip supporte tous les tags de type ISO 14443 A et B. Il
supporte e´galement tous les tags Mifare et Felica. Il ne supporte par contre pas les tags de
type 15693.
Omnikey CardMan 5321
Le lecteur Omnikey 5321 (figure 7) est un lecteur RFID haute fre´quence fabrique´ par HID
et base´ sur le chip CL RC632 de NXP. Ce chip supporte tous les tags de type ISO 14443 A et
B. Il supporte e´galement tous les tags Mifare. Contrairement a` l’ACR122U et au SCL3711,
l’Omnikey 5321 supporte la norme ISO 15693.
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Figure 6: Lecteur SCL3711
Source : nfcstuff.com
Figure 7: Lecteur Omnikey 5321
Source : scardshop.com
3.2 Software
Cette section vise a` pre´senter les diffe´rents outils et librairies utilise´s afin de communiquer
avec les tags RFID. En effet, il arrive fre´quemment qu’un outil ne soit spe´cifique qu’a` un ou
plusieurs standards et ne permette de communiquer qu’avec certains lecteurs. Le recours a`
plusieurs librairies a donc e´te´ ne´cessaire.
3.2.1 Scriptor et gscriptor
Scriptor est un outil permettant d’envoyer directement des APDU a` un tag RFID ou une
smartcard. Il est possible d’envoyer un fichier d’APDU ou de les introduire manuellement.




Pyscard 3 est un module python ajoutant du support pour les smartcards et tags RFID.
Il permet d’envoyer des APDU au tag. Pyscard est tre`s simple d’utilisation, multi-support
et supporte les 3 lecteurs pre´sente´s dans la section 3.1
3.2.3 Libnfc
Libnfc 4 est une librairie open-source permettant les communications NFC (Near Field
Communication). La libnfc est e´crite en C et son grand avantage est de permettre une com-
munication avec un tag a` un plus bas niveau que les APDU. Il est par exemple possible de
manipuler le protocole d’anti-collision graˆce a` la libnfc. Un autre exemple re´side dans le fait
que la libnfc permet d’obtenir des challenges (nonces) d’un tag Mifare Classic, ce qui n’est
pas possible avec une communication de plus haut niveau telle que les APDU. Le point faible
de la libnfc re´side dans le fait qu’elle n’est pas compatible avec la norme ISO 15693 et qu’elle
n’est supporte´e que par des lecteurs dont le chip est un PN53X.
3.2.4 Librfid
La librfid 5 est une librairie e´crite en C permettant de communiquer avec des tags RFID
a` bas niveau, tout comme la libnfc. Son grand avantage est qu’elle supporte la norme ISO
15693. Par contre, elle est assez mal documente´e, n’est plus mise a` jour et ne supporte que
peu de lecteurs (OpenPCD ou Omnikey 5x21).
3.3 Pre´sentation des tags utilise´s
3.3.1 Mifare Classic
Le tag Mifare Classic fait partie de la famille des tags Mifare, de´veloppe´e en 1995 par
NXP. La Mifare Classic est un tag de milieu de gamme, entre la tre`s basique Mifare Ultralight
et la plus perfectionne´e Mifare DESFire. Il existe 3 variantes de Mifare Classic, en fonction
de leur capacite´ de me´moire (mini : 320 octets, 1K et 4K). La se´curite´ de la Mifare Classic
repose sur une cle´ de 48 bits. La Mifare Classic est un tag respectant partiellement l’ISO
14443 A, car elle utilise un protocole proprie´taire a` la place du protocole ISO 14443-4 et ne
respecte pas le format des trames de´fini dans l’ISO 14443-3. La me´moire, la communication et






Les tags Mifare Classic 1K disposent de 1024 octets de me´moire (EEPROM) re´partis en
16 secteurs. Chacun de ces secteurs est subdivise´ en 4 blocs de 16 octets. Le 4e`me bloc de
chaque secteur est re´serve´ pour le controˆle d’acce`s en lecture et en e´criture aux blocs. Suivant
les conditions et cle´s de´finies dans ce bloc, un utilisateur pourra lire et/ou e´crire sur les blocs
du secteur en fournissant la cle´ du secteur au tag. Le 4e`me bloc contient principalement :
– La cle´ secre`te A (octets 0 a` 5).
– Les conditions d’acce`s aux blocs du secteur (octets 6 a` 9).
– La cle´ secre`te B (optionnelle, octets 10 a` 15).
La cle´ A n’est jamais lisible, la cle´ B est lisible seulement dans certains cas lorsque A est
connue.
Le premier bloc du premier secteur est lui un peu diffe´rent, car il n’est pas modifiable par
l’utilisateur. En effet, il contient les donne´es du fabricant (UID du tag, somme de controˆle,...).
Communication
Lorsqu’un tag entre dans le champ du lecteur, celui-ci attend une requeˆte venant du
lecteur. Lorsque le lecteur veut interagir avec un tag, il envoie une requeˆte a` tous les tags
pre´sents dans son champ. Les tags re´pondent alors par un Answer To reQuest (ATQA),
signalant leur pre´sence. Une fois que le lecteur a au moins un tag pre´sent dans son champ,
celui-ci proce`de au me´canisme d’anti-collision. A la fin de ce me´canisme, le lecteur connait
l’UID de tous les tags pre´sents dans son champ et peut communiquer avec eux de manie`re
individuelle.
Me´canisme d’authentification
Le me´canisme d’authentification du tag Mifare Classic repose sur une authentification par
challenge-re´ponse. E´tant donne´ que le lecteur et le tag partagent un secret commun (la cle´ du
secteur), ils vont, au moyen d’un challenge (commune´ment appele´ nonce), mutuellement se
prouver qu’ils connaissent ce secret. Le nonce garantit ici une protection contre les attaques
par rejeu, ou` l’attaquant pourrait simplement enregistrer une communication entre le lecteur
et un tag afin de la rejouer plus tard.
En pratique, l’authentification de la Mifare Classic se de´roule en 3 phases [AMS08].
CRYPTO1, l’algorithme proprie´taire de la Mifare Classic, est initialise´ a` l’aide de la cle´
secre`te :
– (2) Le tag envoie au lecteur un challenge nT de 32 bits.
– (3) Le lecteur envoie ensuite un challenge nR au tag. Celui-ci est chiffre´ avec CRYPTO1.
CRYPTO1 a e´te´ initialise´ avec l’UID du tag et nT . Le lecteur re´initialise alors CRYPTO1
avec nR et chiffre maintenant nT
– (4) Graˆce a` l’UID, nT et nR, le tag peut passer CRYPTO1 dans le meˆme e´tat que celui















Figure 8: Me´canisme d’authentification de la Mifare Classic
Comme il est difficile d’imple´menter un nonce ve´ritablement ale´atoire sur un tag RFID,
ceux-ci ont recours a` des fonctions de ge´ne´ration de nombre pseudo-ale´atoires, que nous
de´velopperons dans la seconde partie de ce document.
Travaux existants
La Mifare Classic a aujourd’hui re´ve´le´ tous ses secrets. Quatre e´tudes dans le courant
de l’anne´e 2008 ont permis de de´voiler de nombreuses failles de se´curite´ pre´sentes dans le
tag. La de´marche de la premie`re e´tude, re´alise´e par Nohl et Plo¨tz, e´tait de re´aliser du re-
verse engineering hardware, en isolant et de´coupant la puce afin de reconstruire l’algorithme
CRYPTO1 [NESP08]. Cette e´tude a notamment permis de retrouver le ge´ne´rateur pseudo-
ale´atoire imple´mente´ par la Mifare Classic. La partie III de ce document pre´sente une analyse
de ce ge´ne´rateur ainsi qu’une manie`re pour retrouver le ge´ne´rateur utilise´ graˆce a` cette ana-
lyse.
3.3.2 Mifare DESFire
Les tags de type Mifare DESFire appartiennent eux aussi a` la famille des tags Mifare
de NXP. Contrairement a` la Mifare Classic, la Mifare DESFire repose sur l’algorithme de
chiffrement DES. La Mifare DESFire repose e´galement sur un syste`me de fichiers base´ sur
des applications distinctes et des fichiers contenus dans ces applications. Il existe 4 types
diffe´rents de Mifare DESFire, selon leur taille ou le support de l’ISO 7816. La figure 9 reprend






Taille de la me´moire 4k 2k 4k 8k
Espace libre 4096 octets 2272 octets 4832 octets 7936 octets
Nombre Max. d’applica-
tions
28 28 28 28
Nombre Max. de fichiers
par application
16 32 32 32








limite´ oui oui oui
Figure 9: Re´capitulatif des diffe´rents mode`les de Mifare DESFire
Authentification
Lorsque le lecteur veut communiquer avec une application du tag (ou un fichier de cette
application), il est ne´cessaire de proce´der a` une authentification pre´alable afin de prouver la
connaissance de la cle´ secre`te relative a` cette application (ou de la cle´ du fichier) [AM10]. Une
fois l’authentification re´alise´e, le lecteur et le tag e´tablissent une cle´ de session qui sera utilise´e
pour les ope´rations cryptographiques suivantes. Avant de proce´der a` l’authentification, le
lecteur doit se´lectionner l’application de la DESFire avec laquelle il veut communiquer. La
figure 14 pre´sente le me´canisme d’authentification de la Mifare DESFire de´crit ci-dessous.
– (1) Le lecteur envoie au tag la commande relative a` l’authentification, avec comme
parame`tre la cle´ a` utiliser (KeyNo).
– (2) Le tag ge´ne`re alors un nombre ale´atoire nT de 8 octets qu’il chiffre avec sa cle´ kNo
et l’envoie au lecteur.
– (3) Le lecteur de´chiffre la valeur rec¸ue avec kNo et retrouve nT . Le premier octet de
nT est ensuite place´ a` la fin. Ce nT dont les 8 premiers bits ont e´te´ de´place´s se nomme
n′T . Le lecteur ge´ne`re ensuite lui aussi un nombre ale´atoire de 8 octets nR qu’il va
concate´ner avec n′T . Ce nouveau nombre (nR||n′T ) sera ensuite de´chiffre´ (avec kno) et
envoye´ au tag.
– (4) En chiffrant le nombre rec¸u, le tag va pouvoir retrouver n′T et nR. Il va pouvoir
ve´rifier la valeur de n′T . nT est ensuite lui aussi modifie´ en n′T (de´placement des 8
premiers bits de nT a` la fin) et chiffre´. EkNo(n
′
R) est ensuite envoye´ au lecteur.
– (5) Le lecteur de´chiffre le nombre rec¸u. Si il retrouve n′T , les deux parties (tag et lecteur),
se sont authentifie´es mutuellement.
A la fin d’une authentification re´ussie, le lecteur et le tag s’accordent sur une cle´ de session
de la forme :

















Figure 10: Me´canisme d’authentification de la Mifare DESFire
3.3.3 Mifare Ultralight C
La Mifare Ultralight C est un tag low-cost fabrique´ e´galement par NXP. Apparue en 2008,
la Mifare Ultralight C contient 192 octets de me´moire (EEPROM) divise´s en pages de 16
octets (la structure de la me´moire est semblable a` celle de la Mifare Ultralight, qui elle ne
contient aucun me´canisme de se´curite´). Ce tag respecte e´galement les 3 premie`res parties
de la norme ISO 14443 type A. La Mifare Ultralight C permet l’authentification 3DES afin
d’obtenir l’acce`s a` des donne´es prote´ge´es (authentification mutuelle 3-DES en CBC mode,
tout comme pour la Mifare DESFire). Les spe´cifications de la Mifare Ultralight C peuvent





La se´curite´ d’un des syste`mes d’authentification repose sur la ge´ne´ration d’ale´atoire. C’est
le cas, par exemple, lors du me´canisme d’authentification pre´sente´ dans la section 2.7. Si un tel
nombre ale´atoire n’e´tait pas utilise´ ou s’il pouvait eˆtre devine´ facilement par un attaquant,
une attaque par rejeu, par exemple, pourrait tre`s facilement compromettre ce me´canisme
d’authentification. Ce nombre ale´atoire doit donc eˆtre suffisamment suˆr (taille suffisante,
le plus “ale´atoire” possible,...). Ce chapitre pre´sente donc une introduction a` la ge´ne´ration
d’ale´atoire et aux difficulte´s et faiblesses rencontre´es lors de la ge´ne´ration, afin de permettre
la compre´hension du chapitre suivant, qui s’inte´resse plus spe´cifiquement a` la ge´ne´ration
d’ale´atoire dans la technologie RFID.
4.1 De´finitions
Ces de´finitions proviennent inte´gralement d’une traduction de [MVO96].
Ge´ne´rateur de nombres ale´atoires
Un ge´ne´rateur de nombres ale´atoires (RNG) est un appareil ou me´canisme produisant
une se´quence de nombres statistiquement inde´pendants et non biaise´s.
Ge´ne´rateur de nombres pseudo-ale´atoires
Un ge´ne´rateur de nombres pseudo-ale´atoires (PRNG) est un algorithme de´terministe qui,
e´tant donne´e une se´quence re´ellement ale´atoire de longueur k, produit une se´quence de lon-
gueur strictement supe´rieure a` k, qui semble ale´atoire. La se´quence passe´e en entre´e est
appele´e la graine du PRNG.
Distinction entre 2 se´quences
Un ge´ne´rateur re´ussit tous les tests statistiques de temps polynomial s’il est impossible de
trouver un algorithme de temps polynomial qui permet de distinguer une se´quence produite
par le ge´ne´rateur d’une se´quence re´ellement ale´atoire avec une probabilite´ significativement
supe´rieure a` 12 .
Test du prochain bit
Un ge´ne´rateur re´ussit le test du prochain bit s’il n’existe aucun algorithme en temps
polynomial qui, prenant en entre´e les l premiers bits d’une se´quence produite s, permet de
pre´dire le (l + 1)eme bit de s avec une probabilite´ significativement supe´rieure a` 12 .
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Ge´ne´rateur Cryptographiquement suˆr
Un ge´ne´rateur est dit cryptographiquement suˆr (CSPRNG) si il passe le test du prochain
bit avec succe`s.
4.2 Ale´atoire et pseudo-ale´atoire
Il faut bien faire la distinction entre une suite de nombres ale´atoires et une suite de
nombres pseudo-ale´atoires. La seconde pourra s’approcher d’un ale´a statistiquement parfait
mais ne pourra jamais eˆtre conside´re´e comme comple`tement ale´atoire. L’utilisation d’un
ge´ne´rateur de nombres pseudo-ale´atoires permet de se passer d’un ge´ne´rateur re´ellement
ale´atoire, plus lourd et complique´ a` mettre en place. Un ge´ne´rateur de nombres pseudo-
ale´atoires permet simplement de ne se servir que d’une petite se´quence re´ellement ale´atoire
d’une certaine longueur et d’en ge´ne´rer une se´quence plus longue afin qu’un adversaire ne
puisse pas distinguer si une se´quence est re´ellement ale´atoire ou a e´te´ ge´ne´re´e par le PRNG.
Les moyens de ge´ne´rer de l’ale´atoire ou du pseudo-ale´atoire et leurs caracte´ristiques sont
de´finis ci-dessous.
4.2.1 Ge´ne´rateurs ale´atoires
Un ge´ne´rateur re´ellement ale´atoire ne´cessite une source naturelle d’ale´atoire. Cre´er un
ge´ne´rateur re´ellement ale´atoire est une chose ardue, car la suite de nombres ge´ne´re´s ne doit
contenir ni biais ni corre´lations. De plus, dans le but d’eˆtre utilise´ en cryptographie, le
ge´ne´rateur ne doit pas eˆtre observable ou manipulable par un adversaire. Des ge´ne´rateurs
base´s sur des sources naturelles d’ale´atoire pourraient e´galement eˆtre influence´s par des
e´ve´nements exte´rieurs, et il faut donc tester re´gulie`rement le bon comportement du ge´ne´rateur.
Ge´ne´rateurs hardware
Un ge´ne´rateur ale´atoire hardware permet d’exploiter l’ale´atoire survenant dans des phe´nome`nes
physiques. En voici quelques exemples [Lom08] :
– Temps e´coule´ entre l’e´mission de particules durant la radioactivite´. Exemple d’imple´mentation :
HotBits 6.




Mettre en place un ge´ne´rateur software est encore plus difficile. De tels ge´ne´rateurs
peuvent eˆtre base´s sur [Lom08] :
– L’horloge du syste`me.
6. http ://www.fourmilab.ch/hotbits
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– Le temps e´coule´ entre des entre´es clavier ou souris.
– Diffe´rentes valeurs du syste`me d’exploitation.
Le comportement de ces ge´ne´rateurs peut varier conside´rablement en fonction de la plate-
forme sur laquelle il est de´ploye´. De plus, il est parfois complique´ de se prote´ger contre un
adversaire tentant d’observer ou de manipuler le ge´ne´rateur. Par exemple, si cet adversaire a
une vague ide´e de la fac¸on dont l’ale´atoire est ge´ne´re´, il pourrait deviner le contenu de l’horloge
a` un certain moment. C’est pourquoi l’utilisation d’une multitude de sources d’ale´atoire est
une bonne pratique, au cas ou` l’une de ces sources venait a` eˆtre compromise. Une autre bonne
pratique est d’utiliser une fonction de hachage telle que MD5 ou SHA-1 sur les se´quences
produites par le ge´ne´rateur.
4.2.2 Ge´ne´rateurs pseudo-ale´atoires
La section ci-dessus a pre´sente´ les difficulte´s de l’imple´mentation d’un ge´ne´rateur ve´ritablement
ale´atoire. L’utilisation de ge´ne´rateurs pseudo-ale´atoires permet donc de ge´ne´rer des nombres
semblants ale´atoires en passant outre ces difficulte´s. Un ge´ne´rateur pseudo-ale´atoire est
de´fini par une fonction f qui au de´part d’une graine s permet d’obtenir une se´quence
f(s), f(s + 1), f(s + 2), .... Si le ge´ne´rateur prend successivement le nombre ge´ne´re´ comme
entre´e de la prochaine ite´ration, le ge´ne´rateur produit la suite f(s), f(f(s)), f(f(f(s))), ....
Suivant le ge´ne´rateur utilise´, il peut eˆtre ne´cessaire de ne garder que certains bits des
diffe´rents nombres ge´ne´re´s afin de supprimer les possibles corre´lations et biais produits par
le ge´ne´rateur. Certains ge´ne´rateurs sont cryptographiquement suˆrs, tandis que d’autres ne le
sont pas. Un ge´ne´rateur non cryptographiquement suˆr peut eˆtre suffisant pour la plupart des
applications ne ne´cessitant pas une se´curite´ e´leve´e.
Graine
La graine est le nombre qui initialisera le ge´ne´rateur de nombres pseudo-ale´atoires. Cette
graine est tre`s importante, car c’est elle qui de´finit tous les e´tats successifs du PRNG. Ob-
tenir la graine permet de reconstruire l’e´tat interne complet du ge´ne´rateur. Pour des graines
semblables initialisant le meˆme ge´ne´rateur, celui-ci produira exactement la meˆme se´quence de
nombres pseudo-ale´atoires. En conse´quence, il faut que cette graine provienne d’une source
ve´ritable d’ale´atoire. De plus, la graine est toujours plus petite que la se´quence pseudo-
ale´atoire ge´ne´re´e et est donc plus facile a` deviner. La graine est donc le point crucial du
ge´ne´rateur et la premie`re source d’attaques.
Pe´riodicite´
Un ge´ne´rateur pseudo-ale´atoire, au contraire d’un ge´ne´rateur ale´atoire, implique la notion
de pe´riodicite´. Comme un PRNG est de´fini par une fonction de´terministe, celui-ci produira
automatiquement le meˆme re´sultat sur base des meˆmes parame`tres et du meˆme e´tat. Il
arrivera donc un moment ou` cette fonction prendra des parame`tres et un e´tat semblable a`
28
une e´tape pre´ce´dente, et le ge´ne´rateur entrera dans un cycle. Le nombre total de nombres
ale´atoires produits au cours du meˆme cycle est appele´ pe´riode.
4.2.3 Faiblesses des ge´ne´rateurs
Corre´lation
Un ge´ne´rateur (ale´atoire ou pseudo-ale´atoire) peut eˆtre soumis a` une corre´lation (de´pendance
entre les bits). Cela signifie que la probabilite´ que le prochain bit e´mis par le ge´ne´rateur
soit un 1 de´pend des autres bits de´ja` ge´ne´re´s par le ge´ne´rateur. Il est assez e´vident que
pour un ge´ne´rateur pseudo-ale´atoire classique, le prochain nombre ge´ne´re´ sera de´pendant
des nombres de´ja` ge´ne´re´s par celui-ci. Un moyen d’e´viter une corre´lation pour un ge´ne´rateur
pseudo-ale´atoire est d’introduire de l’ale´a ve´ritable a` chaque e´tape de ge´ne´ration d’un nou-
veau nombre pseudo-ale´atoire.
Biais
Un ge´ne´rateur (ale´atoire ou pseudo-ale´atoire) peut eˆtre biaise´. Cela signifie que la proba-
bilite´ que le prochain bit e´mis par le ge´ne´rateur soit un 1 n’est pas e´gale a` 12 . Une technique
permettant d’e´viter ce biais est la suivante :
Soit un ge´ne´rateur pseudo-ale´atoire biaise´ mais non corre´le´. Etant donne´ p la probabilite´
que le prochain bit e´mis par le PRNG soit un 1 et 1−p la probabilite´ que le prochain bit soit
un 0, il suffit de grouper les bits ge´ne´re´s par paire afin de reme´dier au biais. Si la prochaine
paire ge´ne´re´e est 10, le ge´ne´rateur produira un 1. Si, au contraire, la prochaine paire est 01, le
ge´ne´rateur produira un 1. Les paires 00 et 11 sont supprime´es. Le ge´ne´rateur sera maintenant
non-biaise´.
Autres faiblesses
Le biais et la corre´lation ne sont pas les seules faiblesses pouvant eˆtre pre´sentes dans un
ge´ne´rateur. Voici une liste de quelques faiblesses communes :
– Pe´riode trop courte.
– Mauvaise qualite´ du ge´ne´rateur pour certaines graines.
– Basse qualite´ de la graine (fixe, pas re´ellement ale´atoire, devinable par un attaquant,...).
– Distribution imparfaite, manque d’uniformite´.
– Distribution trop ide´ale, uniformite´ trop parfaite.
– Certains bits du nombre produit sont moins ale´atoires (Exemple : le bit n˚ 8 du nombre
produit est plus souvent un 1 tandis que le n˚ 3 est souvent un 0).
Certaines de ces faiblesses peuvent eˆtre assez complique´es a` de´celer, tandis que d’autres
peuvent eˆtre visibles a` l’œil nu. Afin de pouvoir de´celer ces faiblesses, une se´rie de tests
doivent eˆtre mis en place avant d’utiliser le ge´ne´rateur (voir section 6).
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5 PRNG existants
5.1 Ge´ne´rateurs cryptographiquement non-suˆrs
5.1.1 Middle-square
La me´thode du middle-square (aussi appele´e me´thode de Von Neumann ou me´thode
du carre´ me´dian) est une des premie`res me´thode ayant vu le jour pour tenter de ge´ne´rer
de l’ale´atoire [Knu81]. Propose´e en 1946 par John Von Neumann (et imple´mente´e pour
l’ENIAC), celle-ci n’est pas une bonne me´thode permettant de ge´ne´rer de l’ale´atoire. Ne´anmoins,
elle est inte´ressante car elle permet de comprendre facilement le fonctionnement d’un PRNG
et d’en de´couvrir certaines faiblesses. L’ide´e de la me´thode middle-square est de mettre le
nombre pre´ce´dent au carre´ et de prendre seulement les n chiffres du milieu du carre´ ge´ne´re´.
La figure 11 pre´sente un exemple de cette me´thode pour des nombres de n = 6 chiffres.
Le nombre pre´ce´dent est 675248. Mis au carre´, cela donne 455959861504. de ce carre´, on
ne retient en sortie que les 6 chiffres du milieu : 959861. 959861 sera e´galement le prochain























Figure 11: Me´thode du middle-square
On se rend compte qu’un nombre ge´ne´re´ par ce type de ge´ne´rateur est directement
de´pendant du seul nombre ge´ne´re´ pre´ce´demment. Ne´anmoins, cette me´thode semble a` premie`re
vue donner de bons re´sultats.
Faiblesses
La me´thode du middle-square est cependant loin d’eˆtre une bonne source de nombres
ale´atoires, pour plusieurs raisons :
– La pe´riode ne sera jamais supe´rieure a` 10n.
– Si les chiffres du milieu ne sont que des ze´ros, le ge´ne´rateur ne produira plus que des 0.
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– Si la premie`re moitie´ d’un nombre de la se´quence n’est forme´e que de ze´ros, le ge´ne´rateur
ne produira plus que des nombres tendant vers ze´ro. Exemple pour n = 4 : 0099 produit
00009801. Le prochain nombre est 0098, et ainsi de suite. Bien que cela soit facile a`
de´tecter cela arrive trop fre´quemment dans cette me´thode pour qu’elle puisse re´ellement
eˆtre utilisable.




5.1.2 Ge´ne´rateur line´aire congruentiel (LCG)
Les ge´ne´rateurs line´aires congruentiels sont de loin les ge´ne´rateurs les plus populaires
et utilise´s aujourd’hui. Introduits en 1949 par D.H. Lehmer, ils sont base´s sur 4 nombres
[Knu81] :
– m, le modulo ; m > 0
– a, le multiplicateur ; 0 ≤ a < m
– c, l’incre´ment ; 0 ≤ c < m
– X0, la valeur de de´part (graine) ; 0 ≤ X0 < m
La se´quence X1, X2, X3, ..., Xn+1 est ensuite produite par :
Xn+1 = (aXn + c) mod m, n ≥ 0
Par exemple, les parame`tres m = 10, X0 = a = c = 7 va produire la se´quence :
6, 9, 0, 7, 6, 9, 0, 7, ...
Cet exemple montre directement que tous les nombres ne sont pas force´ment de bons pa-
rame`tres et qu’il faut apporter un soin particulier au choix de ces parame`tres. En effet, la
se´quence ge´ne´re´e n’est pas “ale´atoire”. Cette se´quence est e´galement un exemple parfait de la
notion de cycle. Le ge´ne´rateur produira en effet inde´finiment le cycle 6, 9, 0, 7. La pe´riode de
ce ge´ne´rateur est donc de longueur 4. Dans cette forme simple, la pe´riode du LCG ne pourra
jamais eˆtre de longueur supe´rieure a` son modulo. Il s’agit donc maintenant de s’inte´resser au
choix des parame`tres.
Choix du modulo
Il faut donc choisir m pour que la pe´riode soit assez large, comme celle-ci ne peut eˆtre plus
grande que le modulo. Le deuxie`me crite`re est la vitesse de ge´ne´ration. Il faudra s’assurer
que le modulo soit bien choisi dans le but de favoriser par la machine le calcul de (aXn + c)
mod m. Une de´monstration de la me´thode a` utiliser pour effectuer ce choix peut eˆtre trouve´e
dans [Knu81]. Pour re´sumer, un modulo du type m = 2e ou m = 2e ± 1 est un bon choix de
modulo.
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Choix des autres parame`tres
Il s’agit ici de choisir a, c et X0 afin d’avoir la pe´riode la plus grande possible, ide´alement
maximale (longueur m). 3 conditions sont ne´cessaires pour obtenir un tel ge´ne´rateur :
– c est premier avec m. Pgcd(c,m) = 1.
– Pour chaque nombre premier p divisant m, (a− 1) est un multiple de p.
– (a− 1) est un multiple de 4 si m en est un.
Une remarque est cependant importante a` faire : ce n’est pas parce qu’un ge´ne´rateur est
de pe´riode maximale qu’il produit une se´quence ale´atoire. L’exemple a = c = 1 (ge´ne´rateur
(Xn + 1) mod m) permettra de dissiper les doutes. La notion de potentiel permet alors
d’e´carter certains LCG de pe´riode maximale trop faible. La description de cette notion de
potentiel peut eˆtre trouve´e dans [Knu81].
Un LCG choisi avec de bons parame`tres est relativement rapide compare´ a` d’autres
PRNG. La figure 12 pre´sente un tableau comprenant les parame`tres de quelques LCG utilise´s
dans diverses applications.
Source m a c
RANDU 231 65539 0
Microsoft VisualBasic 6.0 224 1140671485 12820163
Ge´ne´rateur de Java java.util.Random 248 25214903917 11
glibc (utilise´ par gcc) 231 1103515245 12345
Figure 12: Exemple de quelques LCG utilise´s dans des applications re´pandues
Bien que les LCG soient relativement rapides et qu’ils ne ne´cessitent que peu de me´moire,
ils pre´sentent un inconve´nient majeur. En effet, il est possible, moyennant une se´quence
ge´ne´re´e partiellement, de retrouver le reste de la se´quence [Hal04].
5.1.3 Lagged Fibonacci Generator (LFG)
Le lagged fibonacci generator se base sur un LCG et en apporte une seule modification
importante : le prochain nombre ge´ne´re´ Xn+1 n’est plus ge´ne´re´ uniquement par le seul nombre
pre´ce´dent Xn mais par plusieurs nombres pre´ce´dents (comme dans la se´quence de Fibonacci,
qui utilise les 2 nombres pre´ce´dents pour cre´er le suivant). Un LFG peut eˆtre de´fini sous la
forme :
Xn+1 = (Xn−j ? Xn−k) mod m, avec 0 ≤ j < k
Le symbole ? peut eˆtre un des ope´rateurs suivants : addition, soustraction, multiplication
ou XOR. La the´orie sur ce genre de ge´ne´rateur est assez complexe et les valeurs de j et de
k doivent eˆtre choisies judicieusement. m est ge´ne´ralement une puissance de 2 (m = 2M ),
souvent 232 ou 264. Il est e´vident que ce type de ge´ne´rateur demande plus de me´moire qu’un
simple LCG, car il faut retenir les k derniers nombres ge´ne´re´s. Un avantage du LFG est
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sa pe´riode maximale, qui est plus importante que m. Celle-ci de´pend imme´diatement de
l’ope´ration mathe´matique utilise´e :
– Addition ou soustraction : (2k − 1) ∗ 2M−1
– XOR : (2k − 1) ∗ k
– Multiplication : (2k − 1) ∗ 2M−3
Diffe´rents bons choix de j et de k peuvent eˆtre trouve´s dans la litte´rature [Knu81]. Par
exemple,
Xn = (Xn−24 +Xn−55) mod m, avec n ≥ 55
de Mitchell et Moore est un bon ge´ne´rateur.
5.1.4 Linear Feedback shift register (LFSR)
Un Linear Feedback shift register (ou registre a` de´calage line´aire) est un PRNG produisant
des bits a` partir d’un e´tat interne par un de´calage de ceux-ci [Rod]. L’exemple de la figure 13
montre un LFSR de longueur de 8 bits et 4 taps. Les taps sont les positions des bits entrant
en compte dans le calcul du prochain bit. Ici, les taps 2, 5, 6 et 8 sont pris en compte dans
le calcul du prochain bit. Le polynoˆme de ce LFSR est donc
x8 + x6 + x5 + x2 + 1
01100101
0⊕ 0⊕ 1⊕ 0 = 1
Figure 13: Exemple de LFSR
Pour effectuer une ite´ration, le ge´ne´rateur va effectuer une ope´ration XOR sur les valeurs
des taps du LFSR. Le prochain bit ge´ne´re´ sera donc
0⊕ 1⊕ 0⊕ 0 = 1






La pe´riode maximale d’un LFSR est 2n−1 ou` le LFSR produit tous les 2n e´tats possibles
des bits (sauf le cas ou` tous les bits sont a` 0, et ou` le LFSR ne changerait jamais d’e´tat)
avant de produire un cycle complet. Un LFSR ne sera de pe´riode maximale que s’il contient
un nombre pair de taps. 2 ou 4 taps peuvent souvent suffire, meˆme pour de grands LFSR. Il
existe toujours plusieurs combinaisons de taps permettant d’obtenir une pe´riode maximale
pour un LFSR de longueur n. En effet, e´tant donne´ un LFSR de longueur maximale de´fini
par xn +xA +xB +xC + 1, le LFSR de´fini par xn +xn−A +xn−B +xn−C + 1 sera e´galement
de longueur maximale (exemple : x32 + x7 + x3 + x2 + 1 et x32 + x30 + x29 + x25 + 1 seront
tous deux de longueur maximale) . Une autre contrainte afin d’obtenir un LFSR de pe´riode
maximale est qu’il ne doit pas exister de diviseur commun entre tous les taps.
Avantages et inconve´nients
Un LFSR est tre`s simple a` imple´menter en pratique et est e´galement tre`s rapide. Ne´anmoins,
l’utilisation d’un LFSR pour ge´ne´rer de l’ale´atoire est de´conseille´e. En effet, les nombres pro-
duits par un tel ge´ne´rateur sont line´aires. De plus, le polynoˆme d’un LFSR peut eˆtre retrouve´
avec seulement 2n bits ge´ne´re´s par le LFSR (algorithme de Berlekamp-Massey). Afin de pa-
lier a` ces de´fauts majeurs pour la ge´ne´ration d’ale´atoire, 2 techniques peuvent eˆtre utilise´es :
des combinaisons de LFSR ou` la se´quence pseudo-ale´atoire produite est la combinaison de
plusieurs LFSR ou l’utilisation d’une fonction de filtrage sur la se´quence produite par le
LFSR (une fonction de hachage, par exemple).
Combinaisons de LFSR
En pratique, l’utilisation de combinaisons de LFSR permet de produire des pe´riode plus
longues et d’e´liminer les de´pendances existant entre les nombres ge´ne´re´s par un seul LFSR.
Le LFSR combine´ n’est autre que l’application d’une fonction f boole´enne sur n LFSR en









Figure 14: Combinaison de LFSR
La se´curite´ d’une combinaison de LFSR de´pend e´videmment directement de la fonction
boole´enne f utilise´e 7.
7. http://www.picsi.org/parcours_58_270.html
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A chaque ite´ration, tous les ge´ne´rateurs vont produire un nouveau bit. Ces bits vont eˆtre
combine´s suivant la fonction f pour donner le prochain bit du LFSR combine´.
LFSR filtre´
Un LFSR filtre´ n’est rien d’autre qu’un LFSR unique auquel on applique une fonction
non-line´aire f sur la sortie. La qualite´ d’un tel ge´ne´rateur de´pend essentiellement du LFSR
lui-meˆme et de la fonction de filtrage utilise´e.
5.1.5 Mersenne Twister
Le ge´ne´rateur de nombres pseudo-ale´atoires Mersenne Twister est un algorithme de´veloppe´
en 1996/1997 par Makoto Matsumoto et Takuji Nishimura [MN98]. Ce ge´ne´rateur est parti-
culie`rement re´pute´ pour sa qualite´. 2 versions de ce ge´ne´rateur existent, MT11213 et MT19937
qui ont respectivement une pe´riode de 211213 − 1 et 219937 − 1. Ces pe´riodes sont bien suffi-
santes pour qu’aucun ordinateur ne puisse produire un cycle sur la dure´e de vie de l’univers.
E´trangement, ce ge´ne´rateur est plus rapide qu’un LCG classique. Ne´anmoins, ce ge´ne´rateur
n’est pas cryptographiquement suˆr puisque la connaissance de 624 nombres ge´ne´re´s successi-
vement permet de de´terminer l’e´tat interne du ge´ne´rateur et ainsi de produire le reste de la
suite. Mersenne Twister est un TGSFR (twisted generalised shift feedback register), un type
particulier de LFSR. Le Mersenne Twister est notamment le PRNG par de´faut de Python,
Ruby, et php.
5.2 Ge´ne´rateurs cryptographiquement suˆrs
5.2.1 Blum-Blum-Shub
Le ge´ne´rateur Blum-Blum-Shub (du nom de ses inventeurs) est un ge´ne´rateur cryptogra-
phiquement suˆr qui pre´sente cependant l’inconve´nient d’eˆtre extreˆmement lent. L’algorithme
du Blum-Blum-Shub est tre`s simple, et peut eˆtre repre´sente´ sous la forme [MVO96] :
Xn+1 = (Xn)
2 mod M
Ou` M est le produit de p et q, deux grands nombres premiers congruents a` 3 modulo 4 (p− q
doit eˆtre divisible par 3 et par 4). Ge´ne´ralement, on ne prend en sortie de chaque e´tape que
le bit de poids faible (LSB) pour constituer la se´quence pseudo-ale´atoire.
5.2.2 Yarrow
Yarrow - 160 est un ge´ne´rateur pseudo-ale´atoire utilisant l’algorithme 3-DES (EK). Il est
compose´ de 4 me´canismes [KSF] :
– Un pool d’entropie qui collecte un maximum d’ale´a provenant de diverses sources.
– Un me´canisme qui permet de ge´ne´rer une nouvelle cle´ K pe´riodiquement.
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– Un me´canisme de ge´ne´ration utilise´ pour ge´ne´rer des se´quences pseudo-ale´atoires a`
partir de la cle´ K.
– Un me´canisme de controˆle qui de´cide quand il y a lieu de ge´ne´rer une nouvelle cle´.
L’algorithme de Yarrow est :
Ci = (Ci−1 + 1) mod 2n ou` Ci est un compteur
Ri = EK(Ci) ou` Ri est la sortie du PRNG
Le PRNG Fortuna par exemple, repose sur le meˆme principe que Yarrow, avec AES a` la
place de 3-DES.
5.3 Erreurs communes
L’histoire des PRNG est parseme´e de mauvais algorithmes et des conse´quences de leur
utilisation. Outre l’exemple du middle-square pre´sente´ dans la section 5.1.1, en voici quelques
autres.
Modification de bons ge´ne´rateurs
Une des premie`res erreurs est de se dire que, prenant comme point de de´part un ge´ne´rateur
relativement bon, il suffit de le modifier un peu pour obtenir un ge´ne´rateur encore meilleur.
Par exemple, partant d’un LCG de la forme :
Xn+1 = (aXn + c) mod m
qui produit des se´quences pseudo-ale´atoires relativement bonnes, est-ce qu’un ge´ne´rateur de
la forme
Xn+1 = ((aXn) mod (m+ 1) + c) mod m
produira des se´quences “encore plus ale´atoires” ? La re´ponse est probablement non, et le
ge´ne´rateur de´rive´ produira sans doute des se´quences tre`s pauvres en terme d’ale´atoire.
Comme il n’existe aucune the´orie sur le ge´ne´rateur de´rive´, celui-ci peut eˆtre compare´ a`
un simple ge´ne´rateur Xn+1 = f(Xn) ou` f est une fonction choisie ale´atoirement et dont le
comportement est sans doute moins ale´atoire qu’une fonction plus connue et documente´e.
RANDU
RANDU est probablement l’exemple le plus connu d’un mauvais ge´ne´rateur. De´veloppe´
en 1968 par IBM, RANDU est un LCG prenant pour parame`tres :
Xn+1 = (65539Xn + 0) mod 2
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Ces choix en font un ge´ne´rateur tre`s rapide. Ne´anmoins, la proprie´te´ suivante entre trois
nombres successifs est inse´re´e a` cause des ces parame`tres :
Xk+2 = 6Xk+1 − 9Xk pour tout k
Cette proprie´te´ compromet bien suˆr tout le ge´ne´rateur, qui est de ce fait loin d’eˆtre ale´atoire.
36
6 Outils existants permettant de tester les PRNG
Bien qu’aucun ge´ne´rateur pseudo-ale´atoire ne puisse eˆtre dit ale´atoire, il est possible
de soumettre ces ge´ne´rateurs a` des tests afin d’e´liminer les ge´ne´rateurs pre´sentant certaines
faiblesses. Ces tests sont ne´cessaires mais pas suffisants. En effet, rien ne dit qu’un ge´ne´rateur
re´ussissant les x premiers tests ne va pas e´chouer au x+ 1e`me.
6.1 Test du Chi-carre´
Le test du chi-carre´ est un test basique servant de base a` toute une se´rie d’autres tests.
Voici un petit exemple permettant de l’expliquer tre`s simplement [Knu81]. Soit 144 lancers
de deux “vrais” de´s. La somme de ces de´s est appele´e s. La figure 15 pre´sente un tableau des
diffe´rentes valeurs et valeurs attendues suivant les probabilite´s des de´s pour 144 lancers. On
s’attend par exemple a` obtenir 4 fois la valeur 2 (double 1), comme la probabilite´ d’obtenir
un double un est de 136 . On proce`de a` 3 expe´rimentations diffe´rentes de ces 144 lancers de
paires de de´s diffe´rents. Les valeurs observe´es sont e´galement reprises dans la figure 15. La
question est maintenant de savoir quels de´s utilise´s lors des 3 observations diffe´rentes sont les
plus e´quitables. La re´ponse intuitive donne´e est que les de´s utilise´s pour l’expe´rimentation Ys2
sont les meilleurs, car ce sont ceux dont la distribution se rapproche le plus de la distribution
attendue. Pourtant, le test du Chi-carre´ va donner d’autres re´sultats.
Valeur de s 2 3 4 5 6 7 8 9 10 11 12
nombre attendu nps 4 8 12 16 20 24 20 16 12 8 4
nombre observe´ Ys1 4 10 10 13 20 18 18 11 13 14 13
nombre observe´ Ys2 3 7 11 15 19 24 21 17 13 9 5
nombre observe´ Ys3 2 4 10 12 22 29 21 15 14 9 6
Figure 15: Exemple de valeurs attendues et observe´es pour 144 lancers de 2 de´s






Ou` o est le re´sultat observe´ pour une cate´gorie, et e le re´sultat attendu. Applique´ a` l’exemple,










De`s lors, on trouve pour les diffe´rentes expe´rimentations :
V1 = 29 +
59
120
V2 = 1 +
17
120




La technique du chi-carre´ consiste alors a` ve´rifier a` l’aide d’une table les valeurs obtenues. Il
faudra pour cela utiliser une valeur supple´mentaire : le degre´ de liberte´. Le degre´ de liberte´
n’est autre que le nombre total de possibilite´s - 1 (df = k−1). Dans l’exemple, il y a pre´sence
de 11 valeurs diffe´rentes possibles (k = 11), la ligne de la table analyse´e sera donc celle ou`
df = 10. Dans l’exemple de la figure 15, on remarque que :
Figure 16: Table des distribution Chi-carre´ en fonction des degre´s de liberte´
Source : bio.miami.edu
– pV 1 < 0, 005
– pV 2 > 0, 995
– 0, 5 < pV 3 < 0, 9
Or,
– Si pV est infe´rieure a` 0,01 ou supe´rieure a` 0,99, la distribution est conside´re´e comme
insuffisamment ale´atoire.
– Si pV est entre 0,01 et 0,05 ou entre 0,95 et 0,99, la distribution est conside´re´e comme
suspecte.
– Si pV est entre 0,05 et 0,1 ou entre 0,90 et 0,95, la distribution est conside´re´e comme
presque suspecte.
La conclusion est que les 2 premiers jeux de de´s ne sont sans doute pas assez ale´atoires (le
premier donnant une distribution trop imparfaite et le second donnant une distribution trop
parfaite), et que le troisie`me jeu de de´s est le “plus ale´atoire”. Il faut souvent proce´der au
moins 3 fois au test du chi-carre´. Si au moins deux des trois re´sultats sont conside´re´s comme
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suspects, la se´quence observe´e n’est pas suffisamment ale´atoire.
6.2 Outils de tests statistiques
Une bonne manie`re de tester la qualite´ d’un ge´ne´rateur de nombres pseudo-ale´atoires est le
recours a` l’utilisation d’une librairie de tests statistiques. Ces librairies contiennent plusieurs
tests diffe´rents, chacun visant a` trouver une faiblesse particulie`re dans la se´quence ge´ne´re´e
par le PRNG. Un test ayant e´choue´ fournira donc des indications sur la fac¸on d’ame´liorer
le ge´ne´rateur. Pour de bons re´sultats, il est important de donner en entre´e des tests une
grande quantite´ de nombres ge´ne´re´s par le PRNG. En effet, chaque test doit eˆtre effectue´
sur plusieurs se´quences ge´ne´re´es et chaque se´quence doit contenir un minimum de bits afin
d’eˆtre pertinente, et d’apporter assez d’information au test. Il est impossible de valider qu’un
ge´ne´rateur est bien ale´atoire, quelque soit le nombre de tests passe´s avec succe`s, mais il est
possible de dire qu’un ge´ne´rateur n’est pas ale´atoire, de`s lors qu’il e´choue a` au moins un test.
Les 4 sections suivantes de´crivent les batteries de tests les plus reconnues et utilise´es.
6.2.1 ENT
Ent 8 est un petit programme permettant de tester si une se´quence semble ale´atoire, en
effectuant 5 tests :
– Test d’entropie : donne l’entropie de chaque octet (en bits). Cette valeur est proche de
8 pour un fichier re´ellement ale´atoire. Donne e´galement une valeur de compression du
fichier, qui permet de re´duire sa taille (plus proche de ze´ro est la valeur de compression,
moins le fichier de bits est compressible et plus il est ale´atoire).
– Test Chi-carre´ : Ce test a e´te´ pre´sente´ dans la section 6.1.
– Arithmetic mean : C’est simplement la somme de tous les octets (de tous les nombres
ge´ne´re´s), divise´e par la longueur du fichier. Elle doit eˆtre proche de 127,5 (255 soit
“11111111” divise´ par 2) pour un fichier de nombres ale´atoires.
– Valeur de Monte Carlo pour pi : les valeurs de la se´quence permettent de calculer des
points successifs qui ont une probabilite´ de pi4 de se retrouver dans un cercle de centre
(0, 0) et de rayon 1. Le test permet de donner une approximation du nombre pi en faisant
le rapport des points dans le disque sur le nombre de tirages. Plus l’approximation est
proche de pi, plus la se´quence est ale´atoire.
– Serial Correlation Coefficient : Calcule simplement la corre´lation entre les octets suc-




Les tests Diehard 9 ont e´te´ de´veloppe´s en 1995 par George Marsaglia. C’est une batterie
comprenant 15 tests diffe´rents. Les tests de Diehard se sont rapidement impose´s comme un
standard pour le test de ge´ne´rateurs pseudo-ale´atoires, jusqu’a` l’arrive´e des tests du NIST. A
l’exception du runs test qui est un test standard (e´galement pre´sent dans les suites du NIST
et TESTU01) efficace, tous les tests ont e´te´ de´veloppe´s par Marsaglia. Les parame`tres des
tests sont fixes mais une description de ceux-ci peut-eˆtre trouve´e pour une re´imple´mentation
avec d’autres parame`tres. On retrouve, par exemple :
– Overlapping permutations : Analyse les se´quences successives de 5 nombres conse´cutifs
(sur 1 million de nombres). Les 120 arrangements possibles de ces 5 nombres doivent
apparaˆıtre en fre´quence e´gale dans le million de nombres.
– Binary rank test : Cre´e des matrices de 31x31, 32x32 et 6x8. Calcule ensuite le rang
de ces matrices, en sachant que pour des nombres ale´atoires, certains rangs devraient
avoir moins d’occurrences que d’autres.
– Diffe´rents tests de Monte Carlo (exemple : le craps test ou` 200 000 parties de craps sont
joue´es graˆce aux fichiers de nombres ale´atoires. Le nombre de victoires doit respecter
la probabilite´ de victoire de 200 000 jeux de craps re´ellement ale´atoires).
6.2.3 NIST
La suite de tests statistiques du NIST (National Institute of Standards and Technology)
est une se´rie de 15 tests permettant d’identifier les se´quences de nombres qui n’ont pas
un comportement re´ellement ale´atoire. Cette suite fut de´veloppe´e afin de devenir la suite
standard permettant de tester l’ale´atoire. Pour cela, ces tests de´rivent une p-value pour
chaque se´quence de bits, qui est en fait la probabilite´ de la se´quence d’avoir e´te´ ge´ne´re´e par
un vrai ge´ne´rateur de nombres ale´atoires. Chaque test est re´ussi si la p-value est supe´rieure
a` une certaine valeur (niveau de confiance) α. α sera ici fixe´e a` 0,01. Un test est donc re´ussi
si la p-value de ce test est supe´rieure a` 0,01 (il y a en fait 99% de chances que la se´quence
n’ait pas e´te´ ge´ne´re´e par un vrai RNG).
Il est impossible de tester la validite´ d’un PRNG en ne testant qu’une seule se´quence, chaque
test doit donc eˆtre effectue´ sur plusieurs se´quences du fichier de bits original. Le “Pass Rate”
est la proportion de se´quences passant le test. Chaque test du NIST requiert un nombre de
bits minimum, et certains requie`rent des parame`tres (Taille des blocs,...). Les tests du NIST
sont tre`s compre´hensibles car bien documente´s. Comme ces tests seront utilise´s dans la partie
III, une description de chacun d’eux est pre´sente´e ici. Une description des algorithmes utilise´s




Partant du principe qu’une suite ale´atoire de bits doit contenir approximativement le
meˆme nombre de 1 que de 0, le test de fre´quence consiste simplement a` de´terminer la propor-
tion de 1 pre´sente dans la se´quence. Celle-ci doit eˆtre proche de 12 pour une se´quence ale´atoire.
Un e´chec a` ce test indique une proportion trop e´leve´e de 1 ou de 0 dans la se´quence.
Test de fre´quence dans un bloc
Ce test est exactement le meˆme que le test de fre´quence, a` l’exception qu’il s’applique
sur des blocs de M bits. Pour chaque bloc m, le nombre de 1 sera analyse´. Celui-ci doit eˆtre
relativement proche de M2 pour une se´quence ale´atoire. Pour des blocs de taille M = 1, ce
test est le meˆme que le pre´ce´dent.
Runs test
Un run est une suite ininterrompue de bits identiques. Un run de longueur k est donc
une suite d’exactement k bits identiques borne´e avant et apre`s par un bit de valeur oppose´e.
Le but de ce test est de ve´rifier si le nombre et la longueur des runs de 1 et de 0 ont le
comportement attendu par une se´quence ale´atoire. En particulier, ce test permet de dire si
l’oscillation entre les 0 et les 1 est trop lente ou trop rapide par rapport a` une se´quence
ale´atoire.
Test du plus long run de 1 dans un bloc
Ce test permet de de´terminer si la longueur du plus long run de 1 a` l’inte´rieur d’un bloc
de taille M correspond a` la longueur du plus long run de 1 dans une se´quence ale´atoire.
Un test sur le plus long run de 1 est suffisant, le test pour le plus long run de 0 de´coulant
naturellement du premier re´sultat.
Test du rang des matrices (rank test)
Ce test produit des matrices a` partir de la se´quence de de´part. Le rang de ces matrices
sera ensuite ve´rifie´. Le test permet de`s lors de ve´rifier l’absence de de´pendance line´aire dans
la se´quence.
Test de la transforme´e de Fourier (Spectral test)
Ce test est base´ directement sur la transforme´e de Fourier. Un seuil T est ensuite calcule´
sur cette transforme´e. Si la se´quence est re´ellement ale´atoire, 95% des valeurs obtenues par
la transforme´e ne doivent pas exce´der T . Graˆce a` l’analyse de la hauteur des pics (valeur
de´passant le seuil) de cette transforme´e, le test est capable de de´tecter des patterns re´pe´titifs
proches les uns des autres.
Test des templates (sans chevauchement)
Le nombre d’occurrences de se´quences pre´-de´termine´es de tailles diffe´rentes est analyse´
par ce test, qui permet de de´tecter si certains patterns de bits sont trop pre´sents dans la
se´quence ge´ne´re´e par le ge´ne´rateur. Ce test est effectue´ sans chevauchement. C’est-a` dire que
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pour un pattern de n bits, si celui-ci est trouve´ lors de l’analyse de la se´quence, le test passe
directement au bit suivant le pattern trouve´.
Test des templates (avec chevauchement)
Ce test de´coule directement du pre´ce´dent, a` l’exception qu’il est effectue´ avec chevauche-
ment. C’est a` dire que contrairement au test sans chevauchement, une fois le pattern trouve´
dans la se´quence, le test passera simplement au bit suivant et non plus au bit suivant le
pattern trouve´.
Test statistique universel de Maurer
Ce test se concentre sur le nombre de bits apparaissant entre des patterns de k bits. Ce
test permet de de´terminer si la se´quence peut eˆtre compresse´e sans perte d’information. En
effet, moins il y a de bits entre les patterns, plus la se´quence peut eˆtre compresse´e. Une
se´quence pouvant eˆtre significativement compresse´e n’est e´videmment pas conside´re´e comme
ale´atoire.
Test de la complexite´ line´aire
Ce test tente de trouver le LFSR le plus petit pouvant repre´senter l’ensemble de la
se´quence. Ce test permet de de´terminer si la se´quence est assez complexe pour eˆtre conside´re´e
comme ale´atoire. Les se´quences ale´atoires sont repre´sente´es par de longs LFSR.
Test des se´ries
Ce test s’inte´resse a` la fre´quence d’apparition de tous les patterns de m bits. Pour une
se´quence ale´atoire, les diffe´rents patterns doivent apparaˆıtre avec approximativement la meˆme
fre´quence. Pour m = 1, ce test est e´quivalent au test de la fre´quence. Ce test est effectue´ avec
chevauchement des patterns.
Test de l’entropie approximative
Ce test est comparable au test des se´ries, a` l’exception qu’il compare les fre´quences des
patterns de m bits avec les fre´quences des patterns de m + 1 bits. Ce test est e´galement
effectue´ avec chevauchement des patterns.
Test des sommes cumulatives
Une marche ale´atoire consiste a` faire la somme de tous les bits de la se´quence. Si le test
rencontre un bit a` 1, le test ajoute 1 a` la somme. S’il rencontre un bit a` 0, il soustrait 1 a` la
somme. Le test cherche alors a` de´terminer si au cours de marche ale´atoire, la somme des bits
s’e´loigne trop de 0. En effet, pour une se´quence ale´atoire, la somme de la marche ale´atoire
reste proche de 0 a` chaque e´tape.
Test de l’excursion ale´atoire
Le test de l’excursion ale´atoire divise la marche ale´atoire en cycles. Un cycle est une
suite d’e´tapes de la marche commenc¸ant et se terminant par 0. Lors de chaque cycle, le
42
test compare alors le nombre de visites d’un e´tat particulier (par exemple l’e´tat +1) avec le
nombre de visites attendues dans une se´quence re´ellement ale´atoire. Ce test est divise´ en une
se´rie de 8 tests, pour chacun des e´tats −4,−3,−2,−1,+1,+2,+3,+4.
Test de l’excursion ale´atoire (variante)
Ce test est identique au pre´ce´dent, si ce n’est qu’il s’inte´resse au nombre total de visites
de chaque e´tat, et plus au nombre de visites de chaque e´tat a` l’inte´rieur d’un cycle. Ce test
est effectue´ sur les e´tats de -9 a` +9 (0 exclus).
Re´sultats
La batterie de tests du NIST produit un fichier de re´sultat reprenant pour chaque test les
diffe´rentes cate´gories de p-values apparaissant, la p-value de l’uniformite´ de ces cate´gories,
ainsi que la proportions des se´quences ayant passe´ ce test.
Un test est re´ussi si l’uniformite´ de ses p-values est correcte (p-value > 0,01) et que la
proportion des se´quences passant ce test est supe´rieure a` un certain pourcentage (90%).
Si l’un de ces crite`res n’est pas rempli, le ge´ne´rateur n’aura pas re´ussi le test. Pour des
parame`tres corrects et un nombre de bits conse´quent, tous les tests doivent eˆtre re´ussis.
6.2.4 TestU01
TestU01 est une librairie de tests statistiques de´veloppe´e par Pierre L’Ecuyer et Richard
Simard a` l’Universite´ de Montre´al. TestU01 a pour but de fournir un nombre tre`s large de
tests statistiques (il imple´mente actuellement pratiquement tous les tests connus permettant
de tester une se´quence pseudo-ale´atoire). TestU01 imple´mente e´galement un grand nombre
de ge´ne´rateurs. Pour un usage simpliste, TestU01 rassemble ses tests dans 3 batteries :
– Small Crush (10 tests)
– Crush (96 tests)
– Big Crush (106 tests)
Les tests spe´cifiques ainsi que leur imple´mentation applique´s par chaque batterie peuvent
eˆtre trouve´s dans le manuel de TestU01 [LS09].
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Troisie`me partie
Les PRNG dans les tags RFID
7 Introduction
7.1 Limites d’un tag RFID
La partie II a pre´sente´ les principales caracte´ristiques et difficulte´s inhe´rentes a` la ge´ne´ration
d’ale´atoire. Or, si certains ge´ne´rateurs cryptographiquement suˆrs existent, il semble difficile
voire impossible d’imple´menter un ge´ne´rateur demandant beaucoup de me´moire et/ou de ca-
pacite´s de calcul sur des appareils aussi simplistes que des tags RFID. Comment, par exemple,
ge´ne´rer assez d’ale´atoire pour alimenter un ge´ne´rateur de type Yarrow ? Comment calculer
rapidement des nombres ale´atoires avec une faible capacite´ de calcul et un ge´ne´rateur Blum-
Blum-Shub ? Il est e´vident que la plupart des ge´ne´rateurs de nombres ale´atoires imple´mente´s
dans la technologie RFID sont assez simples, a` cause des contraintes techniques relatives a`
cette technologie. Ce document ne s’inte´resse qu’aux tags RFID passifs et de haute fre´quence.
7.2 Particularite´s des PRNG utilise´s dans les tags RFID
Ge´ne´ration en continu
Les PRNG des tags RFID ayant de´ja` e´te´ analyse´s dans la litte´rature (NXP Mifare Classic,
HID Iclass et certains tag UHF EPC Class-1 Generation-2) ont tous la particularite´ de
fonctionner en continu. Ils ge´ne`rent en fait des nombres ale´atoires de manie`re ininterrompue
tant que le tag est alimente´, c’est-a`-dire tant qu’il est dans le champ du lecteur (pour un tag
passif). Lorsque le lecteur l’interroge, le tag va renvoyer un nombre ale´atoire x0. Il va ensuite
continuer de ge´ne´rer des nombres, jusqu’a` la prochaine interrogation du lecteur, ou` le tag
renverra un nombre x0+t, t e´tant le nombre d’ite´rations du PRNG effectue´es entre les deux
interrogations du lecteur. Il est impossible pour un tel tag d’obtenir des nombres ale´atoires
ge´ne´re´s successivement par le PRNG du tag.
Bien que le cas n’ait jamais pu eˆtre analyse´, il n’est pas impossible que pour un tag, le
PRNG soit imple´mente´ de manie`re a` ce que celui-ci ne ge´ne`re des nombres que lorsque le
lecteur en fait la requeˆte. Lors d’interrogations successives par le lecteur, le tag renverrait
alors les nombres ge´ne´re´s successivement par son PRNG. Ce type de ge´ne´rateur est bien suˆr
plus facile a` analyser, et certaines techniques pourraient alors lui eˆtre applique´es (l’algorithme
de Berlekamp-Massey pour un LFSR, par exemple).
Re´initialisation de la graine
Une autre particularite´ de la technologie RFID et plus pre´cise´ment des tags passifs, vient
du fait que le ge´ne´rateur utilise´ ne de´marre que lorsque le tag se trouve dans le champ du
lecteur. C’est lors de cette entre´e dans le champ du lecteur que le tag initialise la graine de
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son PRNG. De`s que le tag sort du champ du lecteur, le PRNG cesse d’eˆtre alimente´. Son e´tat
est donc perdu et le tag doit le re´initialiser a` la prochaine entre´e dans le champ du lecteur.
Cette particularite´ est utilise´e dans la suite de ce travail afin de tester le caracte`re ale´atoire
de cette graine. En effet, les librairies utilise´es pour communiquer avec le tag (section 3.2)
fournissent des commandes permettant de couper ou d’activer le champ du lecteur. Il est
donc possible, en re´initialisant le champ du lecteur (soit en le coupant et en le re´initialisant
successivement), de ne ge´ne´rer que les premiers nombres produits juste apre`s l’initialisation
du PRNG du tag.
Impre´cision du lecteur
Le dernier point a` souligner lors de la ge´ne´ration de nombres ale´atoires concerne l’impre´cision
lie´e au lecteur. En effet, lorsque le lecteur interroge le tag afin d’obtenir un nombre de´termine´
via un timing pre´cis, le nombre renvoye´ par le tag se situera dans un intervalle plus ou moins
important. Cette impre´cision de´pend du lecteur, de l’environnement dans lequel le lecteur
interroge le tag et des librairies utilise´es pour interroger le tag.
7.3 Exemple : Mifare Classic
La Mifare Classic, pre´sente´e a` la section 3.3.1, ge´ne`re lors de l’authentification un nombre
ale´atoire rT de 32 bits. Les e´tudes pre´ce´dentes (notamment [NESP08] et [GdKGM
+08]) ont
permis de retrouver le PRNG utilise´ pour ge´ne´rer ce nombre. Il s’agit d’un LFSR de 16 bits
de la forme :
x16 + x14 + x13 + x11 + 1
Ce LFSR est de pe´riode maximale, donc de pe´riode 216 − 1 = 65535. Les bits 17 a` 32 sont
compose´s par le re´sidu du LFSR, comme pre´sente´ sur la figure 17. Le tag effectue alors une
Figure 17: LFSR imple´mente´ dans la Mifare Classic
rotation entre les octets, pour renvoyer au lecteur un nombre sous la forme B1||B2||B3||B4.
Une constatation e´vidente est que B1 et B2 permettent directement de reconstituer B3 et
B4. En effet, en appliquant 16 ite´rations du LFSR 16 bits x16 + x14 + x13 + x11 + 1 prenant
comme graine B1||B2, la se´quence B3||B4 est produite.
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Nohl, Plo¨tz, Staburg et Evans
Nohl, Plo¨tz, Staburg et Evans sont des chercheurs ayant re´ussi a` effectuer une re´tro-
inge´nierie hardware du tag Mifare Classic. Pour cela, ils ont aborde´ le proble`me en de´coupant
la puce du tag en tranches. A partir de photos de ces tranches analyse´es au microscope, ils
ont pu identifier les diffe´rentes portes logiques du tag. Cette analyse des portes logiques leur
a notamment permis de retrouver le PRNG utilise´ par la Mifare Classic. Cette me´thode est
cependant loin d’eˆtre simple a` mettre en œuvre, car elle ne´cessite un lourd mate´riel.
La proce´dure de´taille´e dans la section suivante vise a` e´viter une analyse hardware du tag
afin d’en retrouver le PRNG. Pour cela, cette proce´dure conside`re le PRNG comme une black-
box produisant des se´quences de nombres, et lui applique une se´rie de tests afin d’identifier
des faiblesses ou le type de PRNG imple´mente´.
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8 Proce´dure de test du PRNG d’un tag RFID
8.1 Objectif
Cette proce´dure de test est destine´e a` identifier le PRNG imple´mente´ dans un tag RFID
et a` en trouver les faiblesses. Pour cela, une se´rie de tests est applique´e sur un e´chantillon de
nombres ale´atoires ge´ne´re´s.
Ces tests ont e´te´ e´labore´s a` partir des faiblesses rencontre´es sur un tag de Mifare Classic et
sont valables pour un ge´ne´rateur produisant des nombres ale´atoires en continu tant que le tag
est pre´sent dans le champ du lecteur. En pre´sence d’un e´ventuel ge´ne´rateur ne produisant des
nombres ale´atoires que quand il est interroge´ par le lecteur, la proce´dure peut eˆtre simplifie´e.
La proce´dure peut eˆtre repre´sente´e sous la forme d’un diagramme pre´sentant le chemine-
ment des tests a` effectuer. Ce diagramme est pre´sente´ a` la figure 18 :
Figure 18: Diagramme du cheminement des tests
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Les diffe´rentes e´tapes sont explique´es dans la suite de ce document.
8.2 Ge´ne´ration de nombres ale´atoires
8.2.1 Description
Cette e´tape consiste a` ge´ne´rer des e´chantillons de nombres ale´atoires selon deux approches
diffe´rentes. Les re´sultats sont stocke´s dans des fichiers pour eˆtre utilise´s ulte´rieurement.
– Le premier fichier contient 90 millions de bits ge´ne´re´s en continu. La taille de l’e´chantillon
permet d’appliquer tous les tests du NIST. Il permet e´galement de trouver un cycle
lorsque la pe´riode du ge´ne´rateur est suffisamment petite. En plus de cela, il faut mesu-
rer le temps total ne´cessaire a` la ge´ne´ration de l’e´chantillon complet. Cette information
sera utile pour le test de la section 8.3. Ce fichier est appele´ nombres non reinit dans
la suite du document.
– Le second fichier contient 5000 nombres ale´atoires se´pare´s a` chaque ge´ne´ration par une
coupure et une re´activation du champ du lecteur. Cette ge´ne´ration doit se faire dans un
environnement minimal (live-cd, pas de re´seau,...) afin d’avoir le moins de perturbations
possible provenant de l’environnement de test. Par exemple, le simple fait de de´sactiver
le re´seau lors de la ge´ne´ration a permis expe´rimentalement de passer d’une impre´cision
de 10000 nombres a` une impre´cision de 4000 nombres pour un tag de type Mifare Clas-
sic et l’utilisation de la librairie libnfc. Concre`tement, une impre´cision de 4000 nombres
signifie que lors d’une interrogation du tag par le lecteur en vue d’obtenir un nombre
pre´cis, le nombre renvoye´ le sera dans un intervalle d’ite´rations du ge´ne´rateur de -2000
a` 2000. Ce fichier est appele´ nombres reinit dans la suite du document.
Il est difficile de concevoir un outil permettant de ge´ne´rer un tel fichier pour n’importe
quel tag. En effet, ceux-ci utilisent des moyens parfois tre`s distincts pour communiquer avec
le lecteur, et suivant le lecteur et le tag utilise´s, il est pre´fe´rable d’utiliser l’une ou l’autre
librairie.
Le fichier doit se pre´senter sous la forme suivante pour eˆtre utilisable par tous les tests :
– Format ASCII.
– Un nombre ale´atoire (sous forme binaire) par ligne.
– Le meˆme nombre de bits par nombre (e´ventuellement, rajouter des bits a` 0 au de´but
du nombre).
8.2.2 Pratique
A` titre d’exemple, les programmes genClassic et genClassic reinit fournis en annexe
permettent de ge´ne´rer respectivement les 2 fichiers via la libnfc pour un tag de type Mifare
Classic. La commande a` utiliser est la suivante :
./genClassic nombre_de_nombres fichier_output
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Les scripts geneDESULC.py et genULC.c permettent quant a` eux de ge´ne´rer des nombres
ale´atoires pour la DesFIRE et l’Ultralight C en utilisant respectivement directement des
APDU, ou en passant par la libnfc.
8.3 Recherche d’un cycle
8.3.1 Description
Comme pre´cise´ dans la section 4.2.2, un ge´ne´rateur de nombres pseudo-ale´atoires implique
la notion de cycle. Apre`s un certain nombre d’ite´rations, il reproduit exactement la se´quence
initiale. Le nombre de ces ite´rations est appele´ pe´riode.
L’objectif du test est de trouver un cycle dans le fichier nombres non reinit, afin de de´terminer
la pe´riode du PRNG. Comme le temps pris par le tag pour effectuer un cycle n’est a` priori
pas connu, un double n’apparaˆıtra pas de fac¸on certaine dans nombres non reinit. Dans
ce cas, la conclusion est que le ge´ne´rateur a une pe´riode trop e´leve´e pour pouvoir eˆtre
de´termine´e avec ce test dans un temps raisonnable. La seule information retire´e d’un tel
re´sultat est que le ge´ne´rateur a une pe´riode plus e´leve´e que le nombre de nombres ge´ne´re´s
dans nombres non reinit. Ce test est divise´ en deux parties, chacune d’elle permettant de
donner une e´valuation de la pe´riode du ge´ne´rateur. Ces tests sont comple´mentaires et chacun
d’eux permet de confirmer ou d’infirmer le re´sultat de l’autre.
Test du plus petit double
Le test consiste a` tenter de retrouver un nombre ale´atoire ge´ne´re´ en double dans le fichier
nombres non reinit. En effet, si le test identifie un nombre en double, cela signie que le
ge´ne´rateur aura produit au moins un cycle si le ge´ne´rateur ne produit pas plusieurs fois le
meˆme nombre dans un cycle. Comme le test tente d’identifier un seul cycle (ou en tout cas le
plus petit nombre de cycles), il ne retiendra que le nombre pre´sent en double dans le fichier et
dont les deux ite´rations sont se´pare´es par le plus petit nombre de nombres ale´atoires possible.
La suite du test consiste a` tenter de donner une e´valuation chiffre´e de la pe´riode graˆce au
temps pris par le ge´ne´rateur pour produire un ou plusieurs cycles et graˆce a` la fre´quence de
celui-ci. La formule fre´quence du ge´ne´rateur ∗ temps mis pour ge´ne´rer un ou plusieurs cycles
nous donne un multiple de la pe´riode. La fre´quence peut eˆtre trouve´e dans la documentation
du tag RFID. Graˆce au nombre x de nombres ale´atoires ge´ne´re´s en y secondes (timer), le
temps mis pour ge´ne´rer un ou plusieurs cycles peut e´galement eˆtre de´termine´. En effet, si
z est e´gal au plus petit e´cart entre deux nombres ale´atoires apparaissant en double dans le
fichier, le temps mis pour ge´ne´rer ces cycles est e´gal a` yx ∗z. Et donc, un multiple de la pe´riode
du ge´ne´rateur correspond a` frequence ∗ yx ∗ z.
Cette me´thode est cependant fort impre´cise et ne fonctionne que pour certaines imple´mentations.
Ne´anmoins, pour un ge´ne´rateur non particulier, elle permet de donner une borne supe´rieure
pour la pe´riode du ge´ne´rateur (les recherches de ge´ne´rateur peuvent se limiter aux PRNG
ayant une pe´riode plus petite ou e´gale).
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Test des tirages
Une seconde me´thode d’e´valuation de la pe´riode est e´galement effectue´e sur base du fichier
nombres non reinit. Etant donne´e, pour un PRNG ne produisant pas 2 nombres semblables
lors du meˆme cycle, la probabilite´
Pr(b′ = b) = 1ρ avec ρ la pe´riode du PRNG
de tirer un nombre b′ e´gal a` un premier nombre b de re´fe´rence. En effectuant ce test un grand
nombre de fois, il est possible de donner une approximation de la pe´riode. En pratique, ce test
sera effectue´ pour chaque nombre du fichier nombres non reinit. Pour chacun des nombres, il
faudra compter le nombres de doubles retrouve´s. La fraction nombrededoublestrouvesnombredetestseffectues sera donc
une approximation expe´rimentale de 1ρ et ρ sera e´value´ a`
nombredetestseffectues
nombrededoublestrouves .
Le test des tirages tente de donner une e´valuation pre´cise, tandis que le test du meilleur
double peut donner un multiple de la pe´riode si plusieurs cycles se sont produits avant de
retrouver un nombre en double. Il est donc clair que si la pe´riode trouve´e par le test du
meilleur double est approximativement un multiple du test des tirages, ceux-ci ne sont pas
contradictoires. Si au contraire, ces deux tests ne correspondent pas, il est probable que
le ge´ne´rateur imple´mente´ dans le tag analyse´ soit un ge´ne´rateur plus particulier, comme
mentionne´ dans la section 8.3.4.
8.3.2 Algorithme
Test du plus petit double
Le test effectue en premier lieu un quicksort (tri rapide) sur le fichier nombres non reinit
en retenant, pour chaque nombre ale´atoire, sa position initiale. Ce tri est un des plus ra-
pides et des plus utilise´s en pratique. Ensuite, il parcourt toute la liste maintenant trie´e des
nombres ale´atoires. Si, au cours de ce parcours, deux nombres successifs sont e´gaux et que
leur diffe´rence de position est plus petite que celle trouve´e jusqu’ici, ce nombre devient le
nouveau double dont l’e´cart entre ses occurrences est le plus faible. Ce nombre est retourne´
a` la fin du test. L’e´cart entre les deux occurrences de ce nombre est e´galement retourne´.
Test des tirages
Pour donner l’e´valuation de la pe´riode, le test initialise deux compteurs a` la valeur 0 : C
et T . Il parcourt toute la liste trie´e. A chaque fois qu’il trouve un double lors du parcours
de la liste (liste[n] = liste[n + 1]), C est incre´mente´. De`s qu’un double n’est pas trouve´,
(liste[n] 6= liste[n + 1]), la taille de la liste est ajoute´e a` T . L’e´valuation de la pe´riode du
ge´ne´rateur est donne´e, une fois toute la liste parcourue, par TC .
8.3.3 Pratique
Lancer le programme PRNGAnalyzer.jar.
Spe´cifier le chemin d’acce`s au au fichier nombres non reinit et se´lectionner le test de la
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pe´riode.
Le re´sultat se pre´sente dans le fichier result.txt sous la forme :
Double X trouve´, en I et J. Ecart : Y
Estimation de la pe´riode : K
Fin du test de la pe´riode
Ou` :
– X est le nombre ale´atoire trouve´ en double avec un e´cart minimal,
– I et J sont les positions (nume´ros de lignes) dans le fichier de nombres ale´atoires
correspondant aux deux occurrences les plus favorables du nombre,
– Y est l’e´cart entre ces 2 nombres (J − I).
– K est la pe´riode estime´e par le test des tirages.
Si aucun double n’est trouve´, la premie`re ligne du re´sultat n’apparaˆıt pas.
Le calcul yx ∗ Z secondes donne le temps t apre`s lequel le ge´ne´rateur aura fait 1 cycle (ou
2, 3,...). Connaissant maintenant le temps pris par le ge´ne´rateur pour boucler et connaissant
la fre´quence du ge´ne´rateur, la pe´riode maximale est e´value´e a` frequence ∗ t.
8.3.4 Ge´ne´rateurs particuliers
La recherche de cycle n’est cependant pas applicable a` tous les ge´ne´rateurs. Premie`rement,
il sera impossible en pratique de trouver un cycle lorsque le PRNG posse`de une pe´riode tre`s
e´leve´e.
Deuxie`mement, pour certains ge´ne´rateurs, le fait de trouver un nombre ale´atoire en double
ne signifie pas pour autant qu’un cycle a eu lieu. Exemple :
– xn+1 = (xn + xn−1) mod m
– pour m = 3 et x0 = 0 et x1 = 1, produit :
– 1, 2, 0, 2, 2, 1, 0, 1, 2,...
– 2 apparaˆıt plusieurs fois a` l’inte´rieur du meˆme cycle
De la meˆme manie`re, la pre´sence d’une fonction de filtrage a` la sortie du ge´ne´rateur produisant
le meˆme nombre en sortie pour certaines valeurs diffe´rentes de nombres en entre´e rendrait
e´galement la de´tection du cycle plus complique´e.
8.4 Test de la graine
8.4.1 Description
Le but de ce test est de ve´rifier le caracte`re ale´atoire de la graine du PRNG. Ce test
s’effectue donc sur le second fichier, nombres reinit. Le test calcule le nombre de nombres
ale´atoires diffe´rents et de collisions multiples se trouvant dans le fichier. Si le nombre de
nombres diffe´rents est faible et que les 20 nombres les plus pre´sents ont un nombre e´leve´
d’apparitions, il est possible de de´duire que la graine du PRNG n’est pas ale´atoire. Sinon,
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celle-ci n’est pas fixe 10.
Pour donner un ordre de grandeur (tre`s relatif, car cela de´pend de la pe´riode, a` priori
inconnue), a` partir de 4500 nombres ale´atoires diffe´rents et d’un maximum de 5 collisions
(si la pe´riode du ge´ne´rateur est tre`s courte) jusque 5000 nombres ale´atoires diffe´rents et un
maximum de 1 collision multiple, la graine ne peut pas eˆtre dite fixe. Si l’on obtient moins de
1000 nombres ale´atoires diffe´rents et plus de 100 comme maximum d’occurrence d’un meˆme
nombre ale´atoire, elle peut eˆtre dite fixe.
E´ventuellement, pour un re´sultat n’entrant dans aucun de ces crite`res, ge´ne´rer un second
e´chantillon permettrait de lever l’inde´cision.
5000 nombres ale´atoires permettent d’obtenir des re´sultats concluants. Ge´ne´rer plus de
nombres ale´atoires permet d’obtenir un re´sultat plus fin, mais 5000 e´tait un nombre suf-
fisant dans toutes les expe´riences re´alise´es.
8.4.2 Algorithme
Le programme parcourt le fichier nombres reinit. Pour chaque nombre pre´sent dans le
fichier, le programme le compare avec une liste initialise´e au de´but du test. Si le nombre est
pre´sent dans le fichier, il incre´mente le compteur de ce nombre de 1. S’il n’est pas encore
pre´sent, il le rajoute en fin de liste en initialisant son compteur a` 1. Une fois le fichier parcouru,
le test renvoie la taille de la liste ainsi que le tableau des 20 nombres dont les compteurs sont
les plus e´leve´s.
8.4.3 Pratique
Lancer le programme PRNGAnalyzer.
Spe´cifier le chemin d’acce`s au fichier nombres reinit et se´lectionner le test de la graine. Le
re´sultat se pre´sente dans le fichier result.txt sous la forme :
Nombre de nombres diffe´rents : X
Nombre max d’occurrences d’un nombre : Y fois, pour Z
Tableau des 20 nombres appraissant le plus de fois : T
Fin test du nombre de nombres ale´atoires semblables
Ou` :
– X est le nombre de nombres diffe´rents trouve´s dans le fichier
– Y est le nombre maximal d’occurrences du meˆme nombre dans le fichier
– Z correspond au nombre qui apparaˆıt le plus de fois dans le fichier
– T est un tableau reprenant les 20 nombres ayant le maximum d’occurrences
10. ou elle n’est pas re´initialise´e entre chaque coupure du champ, ce qui est improbable, car cela ne´cessiterait
le stockage de la graine dans la me´moire du tag
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8.4.4 Particularite´
Si le PRNG imple´mente´ dans le tag est connu, il est possible a` partir d’un fichier
imple´mentant tous les nombres ale´atoires possibles du ge´ne´rateur, de voir si les nombres
ale´atoires ge´ne´re´s sont e´tale´s sur l’ensemble des nombres possibles ou au contraire s’ils se
retrouvent dans un faible sous-ensemble des nombres possible. Dans le second cas, la graine
ne serait pas ale´atoire. Pour ce faire, le programme divise l’ensemble des nombres ale´atoires
pouvant eˆtre ge´ne´re´s en x, suivant leur index. Cette division cre´e donc x cate´gories contenant
des intervalles d’index. Le programme va alors compter le nombre de nombres ale´atoires dont
l’index apparaˆıt dans chacune des cate´gories. Si celui-ci est dans le meˆme ordre de grandeur
pour chaque cate´gorie, la graine est conside´re´e comme ale´atoire. Si des pics sont pre´sents
dans certaines cate´gories, elle est conside´re´e comme fixe.
Il faut ici spe´cifier au programme PRNGAnalyzer.jar que le ge´ne´rateur est connu, et lui
donner le chemin d’acce`s au fichier imple´mentant la suite de tous les nombres ale´atoires
possibles du ge´ne´rateur. Le re´sultat se pre´sente dans le fichier result.txt sous la forme :
Distribution des nombres :
Entre a et b : X
Entre b+1 et c : Y
Entre c+1 et d : Z
...
Ou` a, b, c, ... repre´sentent les index de de´but et de fin de cate´gorie et X,Y, Z, ... le nombre de
nombres ale´atoires obtenus dans chaque cate´gorie. Graˆce a` ces donne´es, un diagramme de la
re´partition des nombres sur l’ensemble des valeurs possibles du ge´ne´rateur peut eˆtre trace´.
Test du chi-carre´
Afin de valider l’ide´e intuitive sur le caracte`re ale´atoire de la graine donne´ par le dia-
gramme, un test du Chi-carre´ va alors eˆtre effectue´ sur ces diffe´rentes cate´gories. Le test ne
peut pas eˆtre effectue´ directement sur l’ensemble des 5000 nombres. En effet, selon Robert
Sedgewick, pour que le test soit valide, il faut que N soit plus grand que 10 ∗ r (N e´tant
le nombre d’expe´riences, et r le nombre de valeurs possibles). Comme il est tre`s complique´
dans un temps raisonnable de ge´ne´rer 10 ∗ r nombres, le test va diviser les index des valeurs
possibles en 100 cate´gories diffe´rentes. Le test acquiert ainsi un nombre suffisants d’observa-
tions par rapport aux valeurs possibles, et devient ainsi valide. Les r diffe´rentes valeurs sont
e´quiprobables, tout comme les 100 cate´gories nouvellement analyse´es. Comme pre´cise´ a` la
section 6.1, le test sera effectue´ sur 3 se´quences ge´ne´re´es, afin d’e´viter une e´ventuelle erreur
provenant d’un e´chantillon pas assez favorable. Le test est effectue´ sur les 100 cate´gories. La
valeur attendue pour chaque cate´gorie est donc de 5000100 = 50. Pour un degre´ de liberte´ de 99,
l’interpre´tation du re´sultat du test est la suivante 11 :
11. http://econ.clarion.edu/econ222/eagle222/chisquaretable.htm
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– Si χ2 > 134.642 ou χ2 < 69.230 : insuffisamment ale´atoire.
– Si 123.225 < χ2 ≤ 134.642 ou 77.046 > χ2 ≥ 69.230 : suspecte.
– Si 117.407 < χ2 ≤ 123.225 ou 81.449 > χ2 ≥ 77.046 : presque suspecte.
– Sinon (81.449 ≤ χ2 ≤ 117.407), la distribution est suffisamment ale´atoire.
Au niveau de l’imple´mentation, le test prend en entre´e le tableau des occurrences des cent
cate´gories, et applique la formule du chi-carre´ en prenant comme nombre attendu 5000100 .




La suite de tests statistiques du NIST a e´te´ de´taille´e dans la section 6.2.3. Afin de pouvoir
effectuer tous les tests avec un nombre de se´quences suffisant, ceux-ci sont effectue´s sur le
fichier nombres non reinit.
Les parame`tres pour les tests du NIST sont de´taille´s dans la partie pratique.
Un exemple de fichier de re´sultats des tests du NIST est donne´ a` la figure 19. Dans ce
fichier, le test de fre´quence donne comme re´sultat 2 p-values entre 0 et 0,1, 3 p-values entre
0,1 et 0,2,... la p-value de l’uniformite´ de ces cate´gories de p-values est de 0.689019 et la
proportion des tests re´ussis est de 21/21.
Figure 19: Exemple de re´sultats des tests du NIST




1 Fre´quence Trop de 0 ou de 1
2 Fre´quence dans un bloc Trop de 0 ou de 1 dans un bloc
3 Runs Trop grand (respectivement petit) nombre de runs,
indiquant que l’oscillation entre les 0 et les 1 est trop
rapide (lente)
4 Plus long run de 1 Le plus long run de 1 est trop grand/petit dans un
bloc
5 Rank Identification d’une de´pendance entre certains bits
6 Fourier De´tection de patterns re´pe´titifs proches les uns des
autres
7 Non-overlapping Template Trop d’occurrences de certains templates sans che-
vauchement (voir le fichier de re´sultats pour l’iden-
tification du template en question)
8 Overlapping Template Trop d’occurrences de certains templates avec che-
vauchement (voir le fichier de re´sultats pour l’iden-
tification du template en question)
9 Universal La se´quence est trop compressible
10 Linear Complexity Le LFSR pouvant repre´senter les sous-se´quences est
trop simple
11 Serial Les diffe´rents patterns de m bits n’apparaissent pas
avec une fre´quence uniforme
12 Entropie approximative Les diffe´rents patterns de m bits n’apparaissent pas
avec une fre´quence uniforme en comparaison avec les
patterns de m+ 1 bits
13 Sommes cumulatives Lors d’un random walk de la se´quence, la somme
s’e´loigne trop de 0
14 Random Excursions Le nombre de visites de l’e´tat 0 lors d’une random
walk est trop e´leve´ (faible)
15 Random Excursion Variant Le nombre de visites de certains e´tats (de -9 a` 9
excepte´ l’e´tat 0) lors d’une random walk est trop
e´leve´ (faible)
Figure 20: Tableau des interpre´tations des e´checs aux tests du NIST
Afin d’obtenir des indices sur le PRNG imple´mente´ dans le tag RFID, plusieurs ge´ne´rateurs
diffe´rents ont e´te´ teste´s par la suite du NIST. Cela permet e´ventuellement, lors de l’analyse du
fichier nombres non reinit, de trouver un ge´ne´rateur obtenant approximativement les meˆmes
re´sultats. Des exemples de re´sultats de tests pour diffe´rents types de PRNG sont pre´sente´s
sur les figures 21, 22 et 23. La figure 21 pre´sente des re´sultats pour des ge´ne´rateurs faibles,
qui produisent un nombre a` chaque e´tape du ge´ne´rateur. Les diffe´rents LFSR sont de pe´riode
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maximale et de polynoˆme :
– (1) x16 + x14 + x13 + x11 + 1
– (2) x32 + x22 + x2 + x1 + 1
– (3) x64 + x63 + x61 + x60 + 1
– (4) x16 + x14 + x13 + x11 + 1 e´tendu sur 32 bits, c’est-a`-dire que les 16 bits de poids
faible correspondent a` l’application du LFSR avec les 16 bits de poids fort servant de
graine.
Test LFSR 16 bits (1) LFSR 32 bits (2) LFSR 64 bits (3) LFSR 16 bits
e´tendu sur 32 bits (4)
1 90/90 34/90* 22/90* 51/90*
2 0/90* 0/90* 0/90* 0/90*
3 90/90 15/90* 0/90* 24/90*
4 0/90* 0/90* 0/90* 0/90*
5 0/90* 0/90* 0/90* 0/90*
6 0/90* 0/90* 0/90* 0/90*
7 4/90* 1/90* 0/90* 1/90*
8 0/90* 0/90* 0/90* 0/90*
9 0/90* 0/90* 0/90* 0/90*
10 0/90* 0/90* 0/90* 0/90*
11 90/90 0/90* 0/90* 0/90*
12 0/90* 0/90* 0/90* 0/90*
13 1/90* 2/90* 0/90* 3/90*
14 13/13 2/2 – 1/1
15 13/13 2/2 – 1/1
Figure 21: Tableau de re´sultats des tests du NIST pour divers exemples de ge´ne´rateurs avec
1 seule ite´ration
La figure 22 donne les re´sultats des tests du NIST pour des ge´ne´rateurs faibles, mais dont
le comportement se rapproche de certains PRNG imple´mente´s dans des tags RFID connus.
C’est-a`-dire qu’ils ne produisent pas un nombre a` chaque e´tape du ge´ne´rateur, mais apre`s
entre 10000 et 20000 e´tapes. Les diffe´rents LFSR sont de pe´riode maximale et de polynoˆme :
– (1) x16 + x14 + x13 + x11 + 1
– (2) x32 + x22 + x2 + x1 + 1
– (3) x64 + x63 + x61 + x60 + 1
– (4) x16 + x14 + x13 + x11 + 1 e´tendu sur 32 bits.
– (5) x32 + x22 + x2 + x1 + 1 e´tendu sur 64 bits.
Le contraste est assez flagrant vis-a`-vis du tableau de la figure 21. Il est clair que les
ge´ne´rateurs obtiennent un certain ale´a statistique graˆce au lecteur qui ne capte un nombre
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qu’avec une pre´cision faible.
Test LFSR 16 LFSR 32 LFSR 64 LFSR 16 bits LFSR 32 bits
bits (1) bits (2) bits (3) e´tendu sur 32 bits (4) e´tendu sur 64 bits (5)
1 90/90 89/90 90/90 89/90 89/90
2 90/90 89/90 89/90 89/90 89/90
3 89/90 89/90 87/90 90/90 88/90
4 89/90 90/90 90/90 77/90* 90/90
5 90/90 89/90 90/90 0/90* 88/90
6 87/90 89/90 88/90 90/90 89/90
7 89/90 89/90 89/90 89/90 87/90
8 89/90 90/90 89/90 88/90 89/90
9 86/90 90/90 90/90 90/90 90/90
10 89/90 90/90 90/90 90/90 88/90
11 89/90 90/90 90/90 88/90 89/90
12 89/90 90/90 87/90 88/90 87/90
13 89/90 89/90 90/90 90/90 90/90
14 50/51 53/53 55/56 61/61 60/60
15 50/51 52/53 56/56 60/61 59/60
Figure 22: Tableau de re´sultats des tests du NIST pour divers exemples de ge´ne´rateurs avec
plusieurs ite´rations
Enfin, la figure 23 donne les re´sultats des tests du NIST pour des ge´ne´rateurs plus com-
plexes, avec ou sans ge´ne´ration d’un nombre a` chaque ite´ration. Il faut remarquer qu’ici
encore, si les tests du NIST permettent d’identifier une faiblesse dans un ge´ne´rateur pro-
duisant un nombre a` chaque ite´ration du ge´ne´rateur, ceux-ci sont incapables de de´tecter
cette meˆme faiblesse de`s que le ge´ne´rateur produit plusieurs ite´rations avant de renvoyer un
nombre.
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Test LCG Knuth Combinaison de LCG Knuth&Lewis avec Combinaison LFSR Geffe
& Lewis LFSR de Geffe plusieurs ite´rations avec plusieurs ite´rations
1 90/90 90/90 90/90 90/90
2 90/90 90/90 90/90 90/90
3 90/90 90/90 89/90 90/90
4 90/90 90/90 88/90 90/90
5 89/90 89/90 90/90 90/90
6 0/90* 0/90* 90/90 90/90
7 90/90 88/90 90/90 89/90
8 89/90 90/90 89/90 88/90
9 89/90 88/90 89/90 90/90
10 89/90 0/90* 90/90 90/90
11 88/90 0/90* 88/90 89/90
12 90/90 90/90 90/90 87/90
13 90/90 90/90 89/90 90/90
14 64/65 74/75 64/65 75/75
15 63/65 74/75 65/65 74/75
Figure 23: Tableau de re´sultats des tests du NIST pour divers exemples de ge´ne´rateurs plus
complexes
8.5.2 Algorithme
Une explication des algorithmes de tests peut eˆtre trouve´e dans [RSN+10].
8.5.3 Pratique
– Lancer le binaire assess pre´sent dans le dossier des tests du NIST avec la commande :
./assess 1000000
– Entrer 0 pour pour indiquer au programme qu’il doit effectuer ses tests sur un fichier
de bits.
– Spe´cifier ensuite le chemin d’acce`s au fichier.
– Entrer 1 pour effectuer tous les tests du NIST sur le fichier.
– Re´gler les parame`tres du programme (voir ci-dessous).
– Pre´ciser au programme sur combien de se´quences doit s’appliquer le test (90).
– Les re´sultats se trouvent dans le fichier experiments/AlgorithmTesting/finalAnalysisReport.txt.
– Les tests non re´ussis sont marque´s d’une e´toile (*) dans le fichier de re´sultats.
Parame`tres
Diffe´rentes contraintes doivent eˆtre applique´es aux tests afin que ceux-ci soient valides.
Ces contraintes de´pendent principalement du nombre de bits de la se´quence. La figure 24
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pre´sente les diffe´rentes contraintes a` appliquer lors du choix des parame`tres des tests du
NIST. Les notations sont les suivantes :
– Le nombre de bits de la se´quence est note´ n.
– La taille d’un bloc (pour les tests n˚ 2, 10, 11 et 12) est note´e M .
– Le nombre de ces blocs est note´ N .
– La taille d’un template (pour les tests n˚ 7 et 8) est note´e m.
N˚ Test n minimum contrainte(s)
1 100





7 1000000 m = 9 ou m = 10
8 1000000 m = 9 ou m = 10
9 387840
10 1000000 500 ≥M ≥ 5000
11 1000000 M < (log2n)− 2




Figure 24: Tableau reprenant les diffe´rents parame`tres des tests du NIST
Pour le fichier nombres non reinit, les parame`tres de la figure 25 donnent des re´sultats
cohe´rents.
Figure 25: Exemple de bons parame`tres a` appliquer au fichier nombres non reinit
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8.6 Test de de´pendance des bits d’un nombre ale´atoire
8.6.1 Description
Une de´pendance peut e´ventuellement exister dans le fichier de nombres. Trouver cette
de´pendance peut eˆtre tre`s inte´ressant car cela permet de simplifier le test final. Cela peut
eˆtre une de´pendance entre les nombres du fichier, ou une de´pendance a` l’inte´rieur meˆme des
nombres. Ne´anmoins, ce test ne s’occupe que de tester si la moitie´ d’un nombre ale´atoire
de´pend de l’autre moitie´. Tout simplement parce qu’il est fort peu probable qu’une autre
de´pendance ait lieu a` l’inte´rieur du nombre et car cela simplifie e´norme´ment le calcul.
8.6.2 Algorithme
Le test parcourt une fois le fichier de nombres ale´atoires en plac¸ant chaque nombre
ale´atoire dans une liste. Si la premie`re moitie´ du nombre est de´ja` pre´sente dans la liste,
le test regarde la seconde moitie´ du nombre. Si les 2 sont e´gales, il passe au nombre ale´atoire
suivant dans le fichier. Sinon, il a trouve´ deux nombres dont les premie`res moitie´s sont e´gales,
mais pas les secondes. La conclusion est alors qu’il n’existe pas de fonction de´terministe per-
mettant, a` partir des 16 bits de poids faible du nombre, de produire les 16 bits de poids fort.
Si le test ne trouve aucun nombre ale´atoire violant la de´pendance, c’est que celle-ci est
pre´sente, ou que l’e´chantillon n’est pas assez large.
8.6.3 Pratique
Lancer le programme PRNGAnalyzer.jar.
Spe´cifier le chemin d’acce`s au fichier nombres non reinit.
Effectuer le test de de´pendances.
Le re´sultat se pre´sente dans le fichier result.txt sous la forme :
Pas de de´pendance entre les bits de poids faible et de poids fort
Fin du test des de´pendances.
ou :
Soit le test a identifie´ une de´pendance entre les bits de poids faible
et les bits de poids fort, soit le fichier en input est trop petit.
Fin du test des de´pendances.
Suivant le re´sultat du test.
8.7 Tests de comparaison de ge´ne´rateurs
8.7.1 Description
Ce test consiste a` comparer le PRNG analyse´ avec des PRNG connus, graˆce aux infor-
mations recueillies dans les tests pre´ce´dents. Par exemple, si le test pre´ce´dent a identifie´ une
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de´pendance entre les bits de poids faible et de poids fort du nombre ale´atoire, le test des
ge´ne´rateurs ne sera effectue´ que sur les bits de poids fort des nombres ale´atoires.
Le test va simuler des ge´ne´rateurs. Il va en fait prendre la liste de nombres ale´atoires et
regarder si, effectivement, il aurait pu ge´ne´rer cette liste avec le ge´ne´rateur teste´. S’il avait
pu la ge´ne´rer, le ge´ne´rateur est sans doute le bon. Sinon, le ge´ne´rateur est e´carte´. Comme le
ge´ne´rateur du tag RFID fonctionne a` priori en continu et que le lecteur a une vitesse plus
faible pour re´cupe´rer les nombres ale´atoires, il faudra effectuer un certain nombre d’ite´rations
avec le ge´ne´rateur entre chaque nombre ale´atoire. Ce test permet de trouver :
– Les LFSR a` 2, 4 et 6 taps, e´ventuellement avec une permutation des octets du nombre
ale´atoire. Le test est re´alise´ sur toutes les permutations des taps possibles. E´ventuellement,
le test peut eˆtre effectue´ sur des ge´ne´rateurs plus petits que le nombre de bits du nombre
ale´atoire (test de tous les LFSR 16 bits sur des nombres pseudo-ale´atoires de 32 bits,
par exemple). Pour des nombres ale´atoires de 32 bits, le test analysera 31 LFSR de 2
taps, 4495 LFSR de 4 taps et 169911 LFSR de 6 taps. S’il doit e´galement analyser les
LFSR plus petits que 32, ces nombres grimpent a` 496 LFSR 2 taps, 35960 LFSR 4 taps
et 906192 LFSR de 6 taps.
– Les ge´ne´rateurs congruentiels line´aires les plus courants (des imple´mentations connues
et de´ja` existantes). Les LCG teste´s sont donne´s dans le tableau de la figure 26. Un
test exhaustif pour un modulo (par exemple : 2nombrebitsdunombre) ou des intervalles de
modulo et des intervalles de multiplicateur donne´s (avec ou sans somme) peut e´galement
eˆtre effectue´. Cela allonge bien e´videmment conside´rablement la dure´e du test.
– Les ge´ne´rateurs Blum-Blum-Shub, pour un intervalle de modulos donne´.
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Nom ou utilisation multiplicateur a incre´ment c modulo m
RANDU 65539 231
Robert Sedgewick 31415821 1 108
Standard minimal 16807 232 − 1
Turbo Pascal 129 907633385 232
UNIX 1103515245 12345 231
Knuth 137 187 28





glibc 1103515245 12345 232
Haynes 134775813 1 232
Borland Delphi 6364136223846793005 264
Microsoft Visual 214013 2531011 232
Visual Basic 1140671485 12820163 224
RtlUniform 2147483629 2147483587 231 − 1
Apple CarbonLib 16807 231 − 1
MMIX 6364136223846793005 1442695040888963407 264
Java Rand 25214903917 11 248
LC35 232 − 333333333 232 − 5
Figure 26: Tableau des parame`tres des ge´ne´rateurs inse´re´s dans le test des LCG
Toute la difficulte´ d’un tel test est qu’il existe une infinite´ de ge´ne´rateurs, et que le
choix des parame`tres est important. Pour des tests plus importants, le test peut prendre
e´norme´ment de temps (plusieurs heures pour un test de tous les LFSR de 64 bits et plus
petits, par exemple).
8.7.2 Algorithme
Le test prend en entre´e une liste de X nombres ale´atoires.
L’imple´mentation du test des LFSR est faite de cette manie`re :
Le test prend en compte les LFSR dans les 2 sens (en allant du bit de poids faible jusqu’au bit
de poids fort et vice-versa). Pour ce faire, il cre´e deux listes contenant tous les taps possibles
(exemple : 16,15,14,13). Pour chaque paire de nombres ale´atoires, il teste tous les taps de la
premie`re liste dans un sens, et tous les taps de la seconde liste dans le second sens. Il part donc
du premier nombre ale´atoire et effectue pour chaque tap un certain nombre d’ite´rations. Si,
au cours de l’une de ces ite´rations, il tombe sur le second nombre ale´atoire, le tap en question
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est conserve´ et le test passe au tap suivant. Sinon, le test retire de sa liste le tap en question.
Il recommence alors en prenant la seconde paire de nombres (nombres ale´atoires 2 et 3), et
effectue le test pour les diffe´rents taps restants dans les 2 listes.
Pour le test des ge´ne´rateurs line´aires congruentiels, le test proce`de de la meˆme manie`re. Il
n’y a cependant plus qu’une liste, et celle-ci contient 20 ge´ne´rateurs couramment utilise´s en
informatique. Celle-ci peut e´galement eˆtre peuple´e graˆce aux parame`tres passe´s par l’utilisa-
teur (modulo, multiplicateur et e´ventuellement somme).
Le test des ge´ne´rateurs Blum-Blum-Shub se fait exactement de la meˆme manie`re, mis a` part
que l’utilisateur ne peut que spe´cifier un intervalle de modulos.
8.7.3 Pratique
Lancer le programme PRNGAnalyzer.jar. Spe´cifier le chemin d’acce`s au fichier nombres non reinit
ainsi que le nombre de nombres pseudo-ale´atoires a` tester. Pre´ciser au programme le test a`
effectuer (LFSR, LCG, BBS). Donner au test les diffe´rents parame`tres a` utiliser :
– Nombre d’ite´rations produites par le ge´ne´rateur pour retrouver le second nombre ale´atoire
a` partir du premier.
– Pour un LFSR :
– Permutation des octets.
– Test des LFSR plus petits.
– Pour un LCG :
– Intervalle de modulos.
– Intervalle de multiplicateurs.
– Somme (Facultatif).
– Pour un BBS :
– Intervalle de modulos.
A la fin de chaque test, un re´sultat est pre´sente´, contenant :
– Le nombre de ge´ne´rateurs encore possibles apre`s chaque e´tape.
– Pour la dernie`re e´tape (le dernier nombre ale´atoire), le cas e´che´ant, les ge´ne´rateurs qui
auraient pu ge´ne´rer cette suite de nombres ale´atoires pour les parame`tres donne´s.
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9 Re´sultats et commentaires
Cette section pre´sente les re´sultats de l’application de la proce´dure a` diffe´rents tags.
9.1 Mifare Classic
9.1.1 Ge´ne´ration de nonces
Le PRNG de la Mifare Classic renvoie des nombres pseudo-ale´atoires de 32 bits. Comme
il faut au minimum 90 millions de bits afin d’obtenir des re´sultats corrects, le premier fi-
chier ge´ne´re´ contient 3 millions de nombres pseudo-ale´atoires. En moyenne, le lecteur a pris
0,048154 seconde pour ge´ne´rer 1 nombre. Il aura fallu une quarantaine d’heures pour ge´ne´rer
l’ensemble du fichier avec un lecteur SCL3711. La ge´ne´ration via un lecteur ACR122U est
bien suˆr possible, mais ce lecteur a malheureusement tendance a` eˆtre plus lent lors de la
ge´ne´ration d’ale´atoire en continu.
Le second fichier est lui compose´ de 5000 nombres pseudo-ale´atoires, dont la ge´ne´ration a
e´te´ entrecoupe´e d’une re´initialisation du champ du lecteur. La proce´dure a e´te´ applique´e a` 3
types de tags Mifare Classic diffe´rents :
– Le premier tag est un tag Mifare Classic NXP 1k standard, de bloc b0 : f3 f5 d9 cf 10
88 04 00 46 ba 14 14 55 60 07 10.
– Le second tag est un tag Mifare Classic 1k utilise´ a` l’UCL pour le controˆle d’acce`s au
baˆtiment. Ce tag est plus re´cent que le premier.
– Le dernier tag est un tag Mifare Classic Chinois, vraisemblablement sorti de l’usinage
avant sa phase de finalisation. Il posse`de les particularite´s d’avoir un ge´ne´rateur pro-
duisant des nombres fixes et d’avoir un UID modifiable.
9.1.2 Cycle
Le programme a trouve´ un cycle. Le plus petit cycle probable a e´te´ trouve´ en 13 nombres.
Il faut maintenant tenter de donner une approximation de la pe´riode du ge´ne´rateur. E´tant
donne´ que le lecteur ge´ne`re un nombre en 0,048154 seconde, il produira un cycle au bout de
0, 048154 ∗ 13 = 0, 626002 seconde. Connaissant la fre´quence du PRNG du tag (106 kHz),
on peut estimer la pe´riode du tag a` 106000 ∗ 0, 62 = 66356 nombres. Le test visant a` donner
une e´valuation au cycle du ge´ne´rateur nous donne : Pe´riode trouve´e : 65557. E´tant donne´
que les deux estimations sont concordantes, si le ge´ne´rateur ne produit pas deux nombres
semblables au sein du meˆme cycle, il est raisonnable de penser que la pe´riode de celui-ci se
situe aux alentours de 66356 et 65557. Une ide´e intuitive au vu du fonctionnement de certains
ge´ne´rateurs (et de leur pe´riode) serait d’estimer celle-ci a` 216.
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9.1.3 Graine
Le test de la graine sera effectue´ sur les 3 tags Mifare Classic diffe´rents.
Mifare Classic NXP 1k
Les tests basiques relatifs a` la graine sont d’abord effectue´s sur 5000 nombres ge´ne´re´s de
la Mifare Classic NXP 1k. Les re´sultats de ces tests sont pre´sente´s aux figure 27 et 28.
Nombre de nombres diffe´rents 864
Nombre maximum d’occurrences d’un nombre 32
Figure 27: Nombre de nombres diffe´rents et maximum d’occurrences de la graine de la
Mifare Classic NXP 1k





















Figure 28: Nombres d’occurrences des 20 nombres pseudo-ale´atoires apparaissant le plus de
fois pour la graine de la graine de la Mifare Classic NXP 1k
Il est clair qu’intuitivement, la graine ne semble pas ale´atoire. En effet, le tableau de
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la figure 28 pre´sente des valeurs e´tonnantes d’occurrence pour 5000 nombres parmi 65535
possibilite´s. De plus, la figure 27, montre que seulement 864 nombres sont diffe´rents parmi
les 5000 tire´s. Comme la pe´riode du ge´ne´rateur n’est cependant pas encore connue avec
certitude et pre´cision, seule une intuition sur le caracte`re ale´atoire de la graine peut eˆtre
tire´e.
A posteriori, une fois le ge´ne´rateur de la Mifare Classic connu, il est cependant possible de
tester le caracte`re ale´atoire de la graine avec plus de pre´cision. La division des 5000 nombres
obtenus en 100 cate´gories permet d’obtenir les re´sultats pre´sente´s dans les figures 29 et 30.





Figure 30: Re´sultats et interpre´tation du test chi-carre´ pour la graine de la Mifare Classic
NXP 1k
Graphiquement, le re´sultat semble assez clair. En effet, sur le graphique de la figure
29, des pics de valeurs se forment et les diffe´rents nombres possibles ne sont pas e´tale´s sur
l’ensemble des index des possibilite´s. Le test du chi-carre´ pre´sente´ a` la figure 30 vient confirmer
l’intuition de de´part. Le test, effectue´ sur trois fichiers ge´ne´re´s inde´pendamment renvoie des
valeurs tre`s e´loigne´es d’une distribution ale´atoire optimale. Comme les trois tests ont e´choue´,
il est possible de conclure que la graine n’est pas ale´atoire. E´tant donne´ les re´sultats, il est
meˆme possible de penser que la graine de la Mifare Classic NXP 1k est fixe et que si le lecteur
e´tait assez pre´cis, le ge´ne´rateur produirait toujours le meˆme nombre.
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Mifare Classic 1k UCL
Les tests basiques relatifs a` la graine sont d’abord effectue´s sur 5000 nombres ge´ne´re´s de
la Mifare Classic 1k UCL. Les re´sultats de ces tests sont pre´sente´s aux figure 31 et 32.
Nombre de nombres diffe´rents 4813
Nombre max d’occurrences d’un nombre 3
Figure 31: Nombre de nombres diffe´rents et maximum d’occurrences de la graine de la
Mifare Classic 1k UCL





















Figure 32: Nombre d’occurrences des 20 nombres pseudo-ale´atoires apparaissant le plus de
fois pour la graine de la graine de la Mifare Classic 1k UCL
En comparaison avec la Mifare Classic NXP 1k, il semble que cette graine soit bien
meilleure. Un nombre n’apparaˆıt en effet que 3 fois au maximum parmi les 5000 nombres.
De plus, 4813 nombres sont diffe´rents parmi les 5000 obtenus. Il est cependant impossible
de conclure que cette graine est ale´atoire (le nombre total de valeurs possibles est inconnu).
Comme le ge´ne´rateur de la Mifare Classic est connu, il est cependant possible de tester le
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caracte`re ale´atoire de la graine avec plus de pre´cision. La division des 5000 nombres obtenus
en 100 cate´gories permet d’obtenir les re´sultats pre´sente´s dans les figures 33 et 34.





Figure 34: Re´sultats et interpre´tation du test chi-carre´ pour la graine de la Mifare Classic
1k UCL
Le graphique de la figure 33 est bien diffe´rent de celui de la figure 29. Ici, il n’y a plus
de pics clairs qui se forment, et les nombres sont bien plus e´tale´s sur l’ensemble de toutes les
valeurs possibles. Le test du chi-carre´ pre´sente´ a` la figure 34 vient confirmer les impressions
du graphique. Le test, effectue´ sur trois fichiers ge´ne´re´s inde´pendamment renvoie deux fois
le re´sultat ale´atoire, et une fois un re´sultat suspect. Ce dernier re´sultat est sans doute duˆ a`
un e´chantillon tre`s de´favorable. Comme pre´cise´ a` la section 6.1, comme deux tests sur trois
sont concluants, la graine peut eˆtre dite ale´atoire au sens du test Chi-carre´.
Mifare Classic “Chinoise”
2 tests ont e´te´ effectue´s sur les 5000 nombres ge´ne´re´s de la Mifare Classic “Chinoise”. Les
re´sultats de ces tests sont pre´sente´s aux figure 35 et 36.
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Nombre de nombres diffe´rents 1
Nombre max d’occurrences d’un nombre 5000
Figure 35: Nombre de nombres diffe´rents et maximum d’occurrences de la graine de la
Mifare Classic “chinoise”
Figure 36: Graphique de l’intervalle des index des graines pour une Mifare Classic “chinoise”
Comme le montrent les figures 35 et 36, le “ge´ne´rateur” de ce type de Mifare Classic
renvoie inde´finiment le meˆme nombre. La graine (si l’on peut parler de graine), est donc
e´videmment fixe.
9.1.4 Tentative d’identification d’une graine fixe semblable pour plusieurs tags
Ce comple´ment au test de la graine a pour but de comparer les diffe´rentes valeurs obtenues
par le test de la graine pour une Mifare Classic NXP 1k. Comme pre´cise´ dans le test pre´ce´dent,
les diffe´rentes graines de ces tags sont fixes. L’ide´e de ce test est donc de comparer plusieurs
tags afin de ve´rifier si la graine semble eˆtre la meˆme sur les diffe´rents tags. Ce test a e´te´
effectue´ sur 3 tags diffe´rents. Chaque tag ayant e´te´ teste´ 3 fois. Les figures 37, 38 et 39
pre´sentent les graphiques des index de valeurs obtenus pour 3 ge´ne´rations diffe´rentes de 5000
nombres avec re´initialisation du champ du lecteur effectue´es sur chacun des 3 tags.
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Figure 37: Graphique de l’intervalle des index des graines pour la Mifare Classic NXP 1k
n˚ 1
Figure 38: Graphique de l’intervalle des index des graines pour la Mifare Classic NXP 1k
n˚ 2
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Figure 39: Graphique de l’intervalle des index des graines pour la Mifare Classic NXP 1k
n˚ 3
Pour les ge´ne´rations de chacun des 3 tags, des pics se retrouvent aux meˆmes endroits. Les
diffe´rentes courbes des diffe´rents graphiques semblent concorder et se superposer sur chacun
des graphes. Cela signifie qu’il n’y a pas eu de perturbations lors des ge´ne´rations, et que les
3 ge´ne´rations successibles semblent indiquer que le tag posse`de la meˆme graine.
Un tel graphe pre´sente´ pour des Mifare Classic diffe´rentes mais posse´dant la meˆme graine
fixe, devrait donc pre´senter le meˆme genre de courbes superpose´es qu’obtenues dans les figures
37, 38 et 39. Le graphique de la figure 40 pre´sente une telle expe´rience.
Figure 40: Graphique de l’intervalle des index des graines des 3 Mifare Classic NXP 1k
Le graphique de la figure 40 donne un re´sultat totalement diffe´rent. En effet, ce graphe ne
pre´sente pas des courbes se superposant. Les pics n’interviennent pas pour les meˆmes valeurs
d’index. Plus pre´cise´ment, les plus hauts pics constate´s se retrouvent dans la cate´gorie 91
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pour la Mifare Classic n˚ 1, la cate´gorie 77 pour la Mifare Classic n˚ 2 et la cate´gorie 48 pour
la Mifare Classic n˚ 1. Il est donc impossible de conclure via cette expe´rience que les graines
de Mifare Classic diffe´rentes sont les meˆmes. Au contraire, cette expe´rience soule`ve plusieurs
questions :
– Les graines fixes de Mifare diffe´rentes sont-elles diffe´rentes ? Est-il de`s lors possible
d’identifier un tag Mifare Classic en fonction de sa graine ?
– Ces valeurs sont-elles les meˆmes lorsque l’expe´rience est re´alise´e dans d’autres condi-
tions ? En modifiant la position du tag par rapport au lecteur, par exemple.
– Est-ce que certains tags prennent plus de temps que d’autres a` renvoyer un nombre ? En
particulier, le temps pris par le tag pour effectuer le protocole d’anti-collision pourrait
eˆtre diffe´rent d’un tag a` l’autre.
L’expe´rience a donc e´te´ reproduite une seconde fois afin de pouvoir pre´ciser nos re´sultats.
Le re´sultat de la seconde expe´rimentation est pre´sente´ sur la figure 41
Figure 41: Graphique de l’intervalle des index des graines des 3 Mifare Classic NXP 1k pour
la seconde expe´rience
Le graphique de la seconde expe´rience, re´alise´e a` un autre moment et donc en ayant
de´place´ le tag vis-a`-vis du lecteur est pratiquement le meˆme que le graphique de la figure 40.
En particulier les, plus hauts pics constate´s se retrouvent dans les meˆmes cate´gories que lors
du test pre´ce´dent. Ce re´sultat vient donc e´liminer la seconde hypothe`se faite sur les graines
fixes de Mifare Classic. Il ne reste donc plus que deux possibilite´s : Soit les graines fixes de
Mifare Classic diffe´rentes sont diffe´rentes, soit certains protocoles exe´cute´s avant l’envoi de
nombre par le tag prennent plus ou moins de temps, en fonction du tag.
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9.1.5 Tests statistiques
Le PRNG de la Mifare Classic e´choue a` 2 tests du NIST, comme le montre la figure
42. Le premier, le rank test, n’est d’ailleurs passe´ avec succe`s par aucune des 90 se´quences
d’un million de bits. Cet e´chec au rank test suppose la pre´sence d’une de´pendance entre
les nombres, ou d’un PRNG sous la forme d’un LFSR. Le second test e´choue´, le serial test,




Fre´quence dans un bloc 89/90
Runs 89/90
Plus long run de 1 86/90
Rank 0/90 *
Fourier 90/90
Non-overlapping Template Matchings 89/90
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Figure 42: Tableau de re´sultats des tests du NIST pour une Mifare Classic
9.1.6 De´pendance
Le test renvoie :
Soit le test a identifie´ une de´pendance entre les bits de poids faible et les bits de poids fort,
soit le fichier en input est trop petit.
Il est fort improbable que le fichier soit trop petit. En effet, si il existe une de´pendance
entre les bits de poids fort et les bits de poids faible du nombre, il n’existe que 216 = 65536
possibilite´s de nombres diffe´rents au maximum, le reste du fichier de 3 millions de nombres
ne contiendrait plus que des doubles. Or, s’il n’y a pas de de´pendance, il est fort probable que
le test identifie un nombre dont les premie`res moitie´s sont semblables et les secondes moitie´s
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diffe´rentes. Le test n’en a identifie´ aucun, il est donc pertinent de suspecter la pre´sence d’une
de´pendance entre les bits de poids fort et les bits de poids faible des nombres.
9.1.7 Ge´ne´rateur
Les tests pre´ce´dents ont donne´ une estimation de la pe´riode a` 66356 nombres. C’est une
pe´riode maximale, et le ge´ne´rateur a sans doute une pe´riode plus courte. Or, 216 = 65536,
il est donc raisonnable de commencer les tests sur des ge´ne´rateurs de pe´riode maximale 216.
Un LCG de pe´riode maximale de forme
Xn+1 = (aXn + c) mod 2
16, n ≥ 0
ou un LFSR de 16 bits de pe´riode maximale semblent parfaitement adapte´s pour produire
une telle se´quence.
Le premier test, effectue´ sur des LCG de modulo 216, 216 + 1 et 216 − 1 pour 10 nombres
et 20 000 ite´rations du LCG ne donnera aucun re´sultat.
Le test effectue´ sur les LFSR obtiendra plusieurs re´sultats, pour 10 nombres et 20000
ite´rations du ge´ne´rateur. Le test sera e´galement effectue´ sur les se´quences dont les octets ont
e´te´ inverse´s. Les LFSR suivants ont e´te´ identifie´s par le test avec une inversion des octets :
– x16 + x14 + x13 + x11 + 1
– x32 + x20 + x12 + x9 + 1
– x32 + x28 + x26 + x22 + 1
Il va de soi que les diffe´rents LFSR identifie´s produisent en fait la meˆme se´quence (les
taps du 3eme LFSR trouve´ sont le double des taps du premier LFSR identifie´). Il est donc
possible de limiter le re´sultat a` un seul de ces ge´ne´rateurs :
x16 + x14 + x13 + x11 + 1
Afin de valider ce re´sultat, le test peut eˆtre effectue´ sur un plus grand nombre de nombres, et
donne le meˆme re´sultat. Il est donc possible de penser que le ge´ne´rateur de la Mifare Classic
a e´te´ identifie´ graˆce a` l’application de la proce´dure.
9.1.8 Conclusion
La proce´dure, applique´e a` un tag de type Mifare Classic permet de trouver un ge´ne´rateur
probable pour la Mifare Classic, un LFSR, dont le polynome est :
x16 + x14 + x13 + x11 + 1
La proce´dure a e´galement permis de trouver plusieurs faiblesses :
– La pe´riode maximale courte du ge´ne´rateur, d’environ 66356 nombres.
– Une de´pendance probable entre les bits de poids faible et de poids fort des nombres
ge´ne´re´s.
– Une faiblesse de la graine de certains types de Mifare Classic, qui semble eˆtre fixe.
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9.2 Mifare DESFire MF3IC41-EV1
9.2.1 Ge´ne´ration de nonces
Le PRNG de la Mifare DESFire renvoie des nombres pseudo-ale´atoires de 64 bits. Comme
il faut au minimum 90 millions de bits afin d’obtenir des re´sultats corrects, le premier fichier
ge´ne´re´ contient 1,5 millions de nombres pseudo-ale´atoires.
Le second fichier est lui compose´ de 5000 nombres pseudo-ale´atoires, dont la ge´ne´ration a e´te´
entrecoupe´e d’une re´initialisation du champ du lecteur.
9.2.2 Cycle
Le programme n’a pas pu trouver de double parmi les 1,5 millions de nombres pseudo-
ale´atoires. Le ge´ne´rateur a vraisemblablement une pe´riode plus e´leve´e que 1500000.
9.2.3 Graine
Pour la Mifare DESFire, le test de la graine sur le fichier de 5000 nombres ale´atoires donne
comme re´sultat 5000 nombres diffe´rents. Les 5000 nombres n’apparaissent donc chacun qu’une
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Figure 43: Tableau de re´sultats des tests du NIST pour une Mifare DESFire
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Le fichier de 90 millions de bits de la Mifare DESFire passe avec succe`s tous les tests
statistiques du NIST. La figure 43 pre´sente ces re´sultats.
9.2.5 De´pendance
Aucune paire de nombres violant la de´pendance n’a e´te´ trouve´e (une moitie´ de bits sem-
blable avec l’autre moitie´ diffe´rente). Le fichier d’input est cependant trop petit (par rapport
a` la pe´riode probable) pour conclure a` l’existence une de´pendance.
9.2.6 Ge´ne´rateur
Aucun LFSR de 2, 4 ou 6 taps ne correspond avec les nombres pseudo-ale´atoires ge´ne´re´s
par la Mifare DESFire, et ce avec ou sans inversion des octets du nombre. Aucun LCG
connu ne correspond a` la suite de nombres ale´atoires ge´ne´re´e par la Mifare DESFire. Aucun
test supple´mentaire sur les LCG n’a e´te´ effectue´ e´tant donne´ l’absence de re´sultat des tests
pre´ce´dents.
9.2.7 Conclusion
La proce´dure applique´e au PRNG de la Mifare DESFire n’a permis d’identifier aucune
faiblesse. Les re´sultats semblent indiquer que le ge´ne´rateur imple´mente´ dans ce tag produit
de bons nombres pseudo-ale´atoires. La pe´riode du PRNG de la DESFire semble supe´rieure
a` 1,5 million. De plus, la graine de ce ge´ne´rateur n’est vraisemblablement pas fixe.
9.3 Mifare Ultralight C
9.3.1 Ge´ne´ration de nonces
Le PRNG de la Mifare Ultralight C, tout comme celui de la Mifare DESFire, renvoie des
nombres pseudo-ale´atoires de 64 bits. Comme il faut au minimum 90 millions de bits afin
d’obtenir des re´sultats corrects, le premier fichier ge´ne´re´ contient 1,5 millions de nombres
pseudo-ale´atoires.
Le second fichier est lui compose´ de 5000 nombres pseudo-ale´atoires, dont la ge´ne´ration a e´te´
entrecoupe´e d’une re´initialisation du champ du lecteur.
9.3.2 Cycle
Le programme n’a pas pu trouver de double parmi les 1,5 millions de nombres pseudo-
ale´atoires. Le ge´ne´rateur a vraisemblablement une pe´riode plus e´leve´e que 1500000.
9.3.3 Graine
Pour la Mifare Ultralight C, le test de la graine sur le fichier de 5000 nombres ale´atoires
donne comme re´sultat 5000 nombres diffe´rents. Les 5000 nombres n’apparaissent donc chacun
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Figure 44: Tableau de re´sultats des tests du NIST pour une Mifare Ultralight C
Le fichier de 90 millions de bits de la Mifare Ultralight C passe avec succe`s tous les tests
statistiques du NIST. La figure 44 pre´sente ces re´sultats.
9.3.5 De´pendance
Le test a identifie´ une absence de de´pendance (une moitie´ de bits semblable avec l’autre
moitie´ diffe´rente).
9.3.6 Ge´ne´rateur
Aucun LFSR de 2, 4 ou 6 taps ne correspond avec les nombres pseudo-ale´atoires ge´ne´re´s
par la Mifare Ultralight C, et ce avec ou sans inversion des octets du nombre. Aucun LCG
connu ne correspond a` la suite de nombres ale´atoires ge´ne´re´e par la Mifare Ultralight C.
Aucun test supple´mentaire sur les LCG n’a e´te´ effectue´ e´tant donne´ l’absence de re´sultat des
tests pre´ce´dents.
9.3.7 Conclusion
La proce´dure applique´e au PRNG de la Mifare Ultralight C n’a permis d’identifier aucune
faiblesse. Les re´sultats semblent indiquer que le ge´ne´rateur imple´mente´ dans ce tag produit
de bons nombres pseudo-ale´atoires. La pe´riode du PRNG de la Mifare Ultralight C est sans
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doute supe´rieure a` 1,5 million. De plus, la graine de ce ge´ne´rateur n’est vraisemblablement
pas fixe.
9.4 Commentaires
Apre`s application de la proce´dure aux quelques exemples re´els pre´sente´s ci-dessus, il
convient de donner quelques commentaires a` chaque e´tape de la proce´dure.
9.4.1 Ge´ne´ration de nombres ale´atoires
Sans eˆtre une e´tape difficile, plusieurs proble`mes peuvent se poser. Premie`rement, certains
tags effectuent l’e´tape d’authentification a` plus bas niveau que les APDU. C’est notamment le
cas de la Mifare Classic. Il est alors ne´cessaire de trouver une librairie adapte´e permettant de
communiquer avec le tag a` plus bas niveau afin de pouvoir enregistrer les nombres ale´atoires
produits par celui-ci. Le proble`me s’est e´galement pose´ avec les tags respectant l’ISO 15693.
L’utilisation d’une librairie telle que librfid est de trop haut niveau pour pouvoir capter les
nombres ale´atoires produits par le tag. En second lieu, la ge´ne´ration de nombres ale´atoires
est assez longue e´tant donne´e la quantite´ de nombres ne´cessaires pour effectuer les tests. De
plus, celle-ci doit se de´rouler en une seule fois afin de ne pas compromettre les re´sultats.
9.4.2 Cycle
Il est raisonnable de penser qu’un tel test ne pourra identifier un cycle que pour des
ge´ne´rateurs tre`s faibles. Le temps ne´cessaire pour la ge´ne´ration d’une grande quantite´ de
nombres est en effet tre`s e´leve´ (plusieurs jours pour seulement 3 millions de nombres). Or, un
simple LFSR a` 32 bits de pe´riode maximale produit 232−1 = 4294967296 ite´rations avant de
produire un cycle. Porte´ a` la fre´quence d’une Mifare Classic par exemple, cela signifie qu’il
faudra plus de 11 heures a` un tel ge´ne´rateur avant de produire un cycle (contre moins d’une
seconde pour un LFSR 16 bits). Il faudra meˆme plus de 5 millions d’anne´es a` un LFSR 64
bits de meˆme fre´quence pour produire un cycle. Et comme le lecteur ne renvoie qu’un nombre
sur quelques milliers d’ite´rations du PRNG a` chaque requeˆte d’un nombre, il est possible de
penser que ce test ne pourra jamais identifier de ge´ne´rateur dont la pe´riode est suffisamment
grande. C’est vraisemblablement pour cette raison que les Mifare DESFire et Ultralight C
ne renvoient aucun double pour ce test.
9.4.3 Graine
Le test de la graine s’inte´resse a` la base du PRNG et est donc tre`s inte´ressant. En effet,
avec mate´riel relativement basique (un simple SCL3711), il a e´te´ montre´ que dans le cas
d’une graine fixe, il e´tait possible de produire 32 fois le meˆme nombre pour 5000 ge´ne´rations.
Quelque soit le ge´ne´rateur imple´mente´, celui-ci est directement compromis s’il utilise une
graine fixe. Ne´anmoins, ce test ne nous apprend absolument rien sur le PRNG imple´mente´
dans le tag analyse´.
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Une analyse statistique pourrait eˆtre tre`s inte´ressante sur un fichier de nombres ge´ne´re´s
avec re´activation du champ du lecteur entre chaque ge´ne´ration. En effet, une bonne graine
doit eˆtre re´ellement ale´atoire et donc ge´ne´re´e par des moyens physiques. Malheureusement,
il est impossible de remonter aux graines sans connaˆıtre le ge´ne´rateur utilise´ et le nombre
d’ite´rations produite par le ge´ne´rateur depuis son initialisation pour produire un nombre.
9.4.4 Tests statistiques
Une simple analyse des tableaux de re´sultats de plusieurs ge´ne´rateurs pre´sente´s a` la section
8.5.1 permet de dire que :
– La ge´ne´ration de nonces en continu et l’impre´cision du lecteur rendent l’identification
de faiblesses tre`s difficile via des tests statistiques. Meˆme des ge´ne´rateurs tre`s simples
(un LFSR 16 bits par exemple) passent tous les tests du NIST moyennant cette ca-
racte´ristique.
– Le seul ge´ne´rateur continu analyse´ ne re´ussissant pas tous les tests avec succe`s est celui
de la Mifare classic (LFSR 16 bits e´tendu sur 32).
– Des ge´ne´rateurs plus complique´s ne ge´ne´rant des nombres que lors des interrogations
du lecteur e´chouent a` diffe´rents tests.
De`s lors, si les tests statistiques ne sont pas tous passe´s avec succe`s, il est possible de
conclure que le ge´ne´rateur analyse´ :
– Soit souffre d’une re´elle erreur d’imple´mentation (ge´ne´rateur 16 bits e´tendu sur 32 et
provoquant des de´pendances, par exemple).
– Soit ne ge´ne`re des nonces qu’a` chaque interrogation du lecteur.
Il est e´galement e´vident que le fait de re´ussir tous les tests du NIST pour un ge´ne´rateur
n’en fait pas un bon ge´ne´rateur.
9.4.5 De´pendance
Le test des de´pendances est tre`s spe´cifique et n’a e´te´ imple´mente´ que parce que le
ge´ne´rateur de la Mifare Classic pre´sentait cette faiblesse. Ne´anmoins, si ce genre de faiblesse
est pre´sent dans un tag comme la Mifare Classic, il est fort possible que la meˆme faiblesse se
retrouve dans un autre tag.
9.4.6 Ge´ne´rateur
Bien que ce test permette d’identifier le ge´ne´rateur utilise´ dans un tag, il pre´sente certaines
limites. Premie`rement, certains types de PRNG imple´mente´s dans la technologie ne sont pas
identifiables via ce test (LFG, fonction de filtrage). D’autres types de PRNG ne peuvent pas
eˆtre trouve´s dans des temps raisonnables. Il est par exemple impossible de tester toutes les
combinaisons de LFSR pouvant exister. Ne´anmoins, pour des LFSR simples, cette me´thode
donne d’excellents re´sultats.
Il est e´galement difficilement concevable qu’un tag RFID imple´mente un ge´ne´rateur Blum-
Blum-Shub, par exemple. A priori, les ge´ne´rateurs de type LFSR (simple, combinaison, filtre´)
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seraient les plus pre´sents dans la technologie RFID pour leur facilite´ d’imple´mentation (de




influencer le PRNG d’un tag RFID
10 Tests et objectifs
Cette partie de´crit les expe´riences qui ont e´te´ re´alise´es sur un tag RFID. Les tags RFID
pre´sentent des limites de fonctionnement, notamment des limites de tempe´ratures normales
de fonctionnement. Des tests ont e´te´ mis en place pour chaque expe´rience, qui permettent de
ve´rifier que le ge´ne´rateur pseudo-ale´atoire du tag fonctionne toujours normalement, c’est a`
dire de la meˆme fac¸on que dans un environnement normal de fonctionnement. Ces tests seront
effectue´s sur un tag Mifare Classic. Comme le PRNG de ce tag est connu, la de´tection d’une
erreur dans le fonctionnement de son LFSR sera aise´e. 3 tests seront effectue´s, pour controˆler
respectivement les re´sultats, la vitesse et la graine de ce PRNG. Il est bien suˆr impossible
d’effectuer dans ce cas-ci un test demandant une grande ge´ne´ration de nombres, car les
e´ve´nements exte´rieurs applique´s au tag sont de courte dure´e. Aucun document pre´sentant des
expe´riences semblables n’a pu eˆtre trouve´ dans la litte´rature, celles-ci ont donc e´te´ e´labore´es
en se basant principalement sur les spe´cifications des limites de fonctionnement de la Mifare
Classic.
10.1 Test de la validite´ d’un nombre
Le premier test a pour but de controˆler les re´sultats du PRNG. Le tag Mifare Classic
imple´mente un LFSR de 16 bits qui produit des nombres pseudo-ale´atoires de 32 bits. Il est
possible, comme la section 7.3 l’a pre´cise´, de reconstituer les 16 bits de poids faible a` partir
des 16 bits de poids fort. Pour ce faire, il suffit de partir des 16 bits de poids fort, et de
produire les 16 bits de poids faible a` partir du LFSR imple´mente´ dans la Mifare Classic, a`
savoir :
x16 + x14 + x13 + x11 + 1
Pour chaque combinaison des 16 premiers bits, il n’y a qu’une et une seule valeur possible
pour les 16 derniers bits. Le test aura donc pour but de ve´rifier si le nombre produit par
le PRNG de la Mifare Classic est un nombre pouvant effectivement avoir e´te´ ge´ne´re´ par la
Mifare Classic. Pour chaque nombre produit par le tag, le test ve´rifiera les 16 bits de poids
faible en fonction des 16 bits de poids fort. Si le test identifie un nombre dont les 16 bits de
poids faible ne peuvent pas eˆtre retrouve´s a` partir des 16 bits de poids fort et du LFSR de
la Mifare Classic, cela voudra dire que ce nombre ne pourrait pas eˆtre ge´ne´re´ par une Mifare
Classic dans des conditions normales, et que les e´ve´nements exte´rieurs applique´s au tag ont
perturbe´ son ge´ne´rateur.
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10.2 Test de la distance entre 2 nombres
Le second test a pour but de controˆler la vitesse de ge´ne´ration du PRNG. E´tant donne´
que le lecteur, moyennant quelques impre´cisions, re´cupe`re des nombres a` intervalle re´gulier,
si le test de´tecte une valeur de´passant une borne fixe´e, le ge´ne´rateur aura e´te´ perturbe´. Le
tag produit un nombre x1 et l’envoie. Celui-ci continue ensuite sa ge´ne´ration. Le prochain
nombre envoye´ au lecteur sera le nombre x1+δ±ρ, ou` δ est le nombre d’ite´rations effectue´ par
le LFSR de la Mifare Classic entre 2 interrogations, et ρ l’impre´cision lie´e au lecteur. ρ pour
un tag Mifare Classic et un ge´ne´rateur SCL3711 dans l’environnement utilise´ a e´te´ e´value´
a` un maximum de 2000 ite´rations tandis que δ a e´te´ e´value´ a` 6000. Si lors du test, le tag
produit des nombres avec un e´cart de moins de 4000 ou de plus de 8000 ite´rations de son
LFSR, cela voudra dire que le LFSR de la Mifare Classic ge´ne`re des nombres respectivement
moins ou plus vite que lors de son fonctionnement normal. L’e´ve´nement exte´rieur applique´
influencerait alors la vitesse de ge´ne´ration du PRNG.
10.3 Test de la graine
Le dernier test a pour but de controˆler la graine du PRNG. Ici, le test aura simplement
comme imple´mentation le test vu en 8.4. Il sera effectue´ si possible sur un tag mifare classic
de graine non fixe. Si des anomalies par rapport au fonctionnement normal (tel que de´crit
dans la section 9.1.3) du tag apparaissent, l’e´ve´nement exte´rieur applique´ au tag modifie la
ge´ne´ration de la graine du PRNG. Ce test est le seul qui demande une ge´ne´ration pre´alable
de nombres, et qui ne peut pas eˆtre effectue´ au cours de celle-ci. Ne´anmoins, comme le test
de la section 8.4 ne demande que 5000 nombres, il est possible d’effectuer une telle ge´ne´ration
sur la dure´e de la perturbation applique´e. Ce test n’a pas re´ellement pour but de tester le
ge´ne´rateur en lui-meˆme mais plutoˆt la fac¸on dont est ge´ne´re´e sa graine.
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11 Eve´nements exte´rieurs
11.1 De´sencapsulation d’un tag RFID
Les expe´riences, et plus particulie`rement celles des sections 11.2 et 11.3 ne pouvaient pas
directement eˆtre effectue´es sur la carte Mifare Classic. En effet, le microprocesseur de ce tag
be´ne´ficie de plusieurs couches de protection rendant impossible les expe´riences directes sur
celui-ci. Ces tentatives d’isolation ont d’abord e´te´ mene´es sur des Mifare Classic pre´sente´es
sous la forme d’un tag autocollant, ou` le microprocesseur semblait plus facilement accessible.
La figure 45 pre´sente un de ces tags, ou` le microprocesseur entoure´ de ses couches de protection
est la partie noire du tag. Cette protection est notamment forme´e par une couche de silicium,
et les diffe´rentes pistes envisage´es afin de l’isoler (attaque chimique via de l’acide fluorhydrique
par exemple) n’ont pas pu eˆtre mene´es a` bien.
Figure 45: Tag Mifare Classic autocollant
La seconde technique a e´te´ mise en œuvre sur un tag Mifare Classic pre´sente´ sous la forme
d’une carte plastique. L’ace´tone permet de dissoudre entie`rement la couche de plastique
entourant le tag. Ne´anmoins, le microprocesseur reste prote´ge´ par au moins une couche
supple´mentaire. La me´thode d’isolation choisie a finalement e´te´ un simple fraisage du tag a`
l’endroit du microprocesseur. Cette me´thode, bien que plus grossie`re, est celle qui permet de
retirer le plus de couches prote´geant le microprocesseur sans recourir a` l’utilisation de moyens
plus lourds. La figure 46 pre´sente l’isolation re´alise´e sur le tag telle qu’elle a e´te´ applique´e
pour re´aliser les expe´riences.
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Figure 46: Isolation du microprocesseur re´alise´e pour les expe´riences
11.2 Tirs de Laser
Le premier test a eu pour but d’effectuer des tirs de laser sur un tag Mifare Classic. Le laser
utilise´ posse`de une puissance de fonctionnement maximale de 500mW ainsi qu’une longueur
d’onde de 700-960 nm. La figure 47 pre´sente une photo des conditions de l’expe´rience. Les
2 premiers tests de la section 10 ont e´te´ applique´s sur le tag dans ces conditions. Le test de
la graine n’a pas pu eˆtre re´alise´ sur un tag Mifare de graine non fixe, e´tant donne´ que le
microprocesseur d’un tel tag n’a pas e´te´ isole´. Ces tests ont e´te´ effectue´s sous un tir continu
du laser. Le tir du laser s’est lui concentre´ sur le microprocesseur du tag RFID.
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Figure 47: Pre´sentation de l’expe´rience re´alise´e avec le laser
Re´sultats et commentaires
Tous les nombres produits par le LFSR de la Mifare Classic au cours de l’expe´rience
ont e´te´ valide´s par le test et sont donc des nombres pouvant eˆtre produits par le tag dans
un environnement normal. De meˆme, tous les nombres ge´ne´re´s l’ont e´te´ dans un intervalle
d’ite´rations du LFSR compris entre 4000 ite´rations et 8000 ite´rations. Cela signifie que la
ge´ne´ration de nombres du LFSR de la Mifare Classic n’a pas e´te´ alte´re´e (ou alte´re´e suffi-
samment) pour que le test de la distance entre deux nombres e´choue. Bien que ce test n’a
e´te´ re´alise´ que sur un tag pre´sentant une graine fixe, le ge´ne´rateur de celui-ci a pre´sente´ des
re´sultats e´quivalents a` ceux obtenus a` la section 9.1.3 pour une graine fixe.
11.3 Refroidissement du tag via des bombes re´frige´rantes
Il est pre´cise´ dans les spe´cifications du tag [NXP11b] les valeurs limites de tempe´rature de
fonctionnement de la Mifare Classic. Celles-ci sont situe´es entre -55˚ C et 125˚ C en stockage,
et entre -25˚ C et 75˚ C pour la tempe´rature ambiante. En refroidissant le tag a` cette limite, le
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fonctionnement de celle-ci devrait donc eˆtre perturbe´. Les spe´cifications pre´cisent d’ailleurs
que des variations au-dela` des limites de tempe´ratures pre´cise´es peuvent causer des de´gaˆts
permanents aux tags et qu’une exposition prolonge´e a` des valeurs proches de ces limites
peut affecter la fiabilite´ du tag. Afin d’effectuer ces tests, une bombe re´frige´rante servant
a` refroidir certains composants e´lectroniques afin d’identifier des pannes mate´rielles a e´te´
utilise´e. La bombe utilise´e est capable de refroidir un composant a` -50˚ C et -65˚ C en pointe 12.
L’application de froid s’est faite sur un tag passe´ par le processus d’isolation de´crit a` la section
11.1. Les 2 premiers tests de la section 10 ont e´te´ applique´s sur le tag dans ces conditions. Le
test de la graine n’a pas pu eˆtre re´alise´ sur un tag Mifare de graine non fixe pour les meˆmes
raisons que l’expe´rience de la section 11.2.
Re´sultats et commentaires
Les trois tests effectue´s lors de cette expe´rience n’ont montre´ aucun changement par
rapport aux tests effectue´s dans des conditions normales de fonctionnement. Il semblerait
que la Mifare Classic (ou tout du moins son PRNG) offre un fonctionnement normal dans ces
conditions. En particulier, les tests n’ont renvoye´ aucun nombre impossible a` ge´ne´rer pour une
Mifare Classic, la vitesse de fonctionnement est reste´e dans les bornes fixe´es par le test de la
distance entre 2 nombres et le test de la graine pour une Mifare Classic a pre´sente´ des re´sultats
cohe´rents pour une graine fixe. Alors que ces tempe´ratures approchaient ou de´passaient les
limites pre´cise´es par les spe´cifications, le tag n’a donc subi aucune perturbation visible par
les trois tests effectue´s, et son PRNG n’a vraisemblablement subi aucun dysfonctionnement.
Le test de la section 11.4 vise donc a` refroidir a` une tempe´rature encore plus basse le tag
RFID afin d’obtenir une perturbation.
11.4 Refroidissement du tag via de l’azote liquide
Le test de la section 11.3 n’ayant pas perturbe´ le fonctionnement du tag, le test sui-
vant consiste a` appliquer de l’azote liquide sur le tag. La tempe´rature de l’azote liquide est
d’environ -200 C˚, son point d’e´bullition e´tant de -195,79 C˚. Les limites de tempe´ratures
de fonctionnement normales spe´cifie´es dans la documentation de la Mifare Classic sont de`s
lors tre`s largement de´passe´es. L’expe´rience a consiste´ a` tremper un tag RFID de type Mifare
Classic dans un Dewar d’azote liquide. L’isolation du Dewar permet une tre`s lente e´bullition
de l’azote. Celui-ci reste ainsi plus longtemps a` l’e´tat liquide. Le but e´tant bien suˆr de lais-
ser le tag assez longtemps dans le Dewar pour que celui-ci soit refroidi a` une tempe´rature
approchant celle de l’azote liquide. Une fois a` la bonne tempe´rature, le tag fut mis dans le
champ du SCL3711, et les 3 tests de la section 10 ont e´te´ re´alise´s. Ces tests ont e´te´ re´alise´s
plusieurs fois avec des dure´es de mise en contact a` l’azote liquide diffe´rentes, ce qui a permis
de tester plusieurs tempe´ratures. Il n’a par contre pas e´te´ possible de mesurer exactement la
tempe´rature du tag aux moments ou` les tests ont e´te´ re´alise´s.
12. C’est-a`-dire lorsque la bombe re´frige´rante est directement mise en contact avec le composant
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Figure 48: Insertion de la Mifare
Classic dans le Dewar d’azote liquide
Figure 49: Tag Mifare Classic plonge´ dans
de l’azote liquide
Re´sultats et commentaires
Les diffe´rentes dure´es de mise en contact avec l’azote liquide ont e´te´ d’ 1, 3 et 10 minutes.
Il faut bien suˆr noter que le fait de devoir sortir le tag de l’azote pour le positionner dans le
champ du lecteur n’est pas ide´al pour les re´sultats car celui-ci a le temps de se re´chauffer.
C’est pourquoi les diffe´rents tests ont e´te´ effectue´s plusieurs fois sur de tre`s courtes pe´riodes
de temps (environ 300 nombres ge´ne´re´s). La ge´ne´ration des 5000 nombres a e´te´ effectue´e en
plusieurs fois, par pallier de 300 nombres, avec remise dans l’azote liquide de 10 minutes entre
chaque ge´ne´ration de 300 nombres. Pour chaque dure´e d’exposition, les tests de la validite´
d’un nombre et de la distance entre 2 nombres n’ont pre´sente´ aucun re´sultat ne´gatif. Le test
de la graine a lui e´te´ effectue´ sur un tag non isole´ de graine non fixe et d’exposition de 10
minutes, dont les re´sultats sont pre´sente´s sur les figures 50 et 51 :
Nombre de nombres diffe´rents 4777
Nombre max d’occurrences d’un nombre 3
Figure 50: Nombre de nombres diffe´rents et maximum d’occurrences de la graine ale´atoire
d’une Mifare Classic refroidie via de l’azote liquide
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Figure 51: Nombres d’occurrences des 20 nombres pseudo-ale´atoires apparaissant le plus de
fois pour une graine ale´atoire de Mifare Classic refroidie via de l’azote liquide
Ces re´sultats, lorsqu’ils sont compare´s avec ceux de la section 9.1.3 semblent indiquer la
pre´sence d’une graine pratiquement aussi ale´atoire qu’une graine non soumise a` un refroidis-
sement. Comme le montre la figure 50, un nombre n’apparaˆıt en effet que 3 fois au maximum
parmi les 5000 nombres. De plus, 4777 nombres sont diffe´rents parmi les 5000 obtenus. La
figure 51 pre´sente quant a` elle des re´sultats semblables a` la figure 32. Les tests des figures
52 et 53 ont e´galement pu eˆtre re´alise´s graˆce a` la connaissance du ge´ne´rateur de la Mifare
Classic.
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Figure 52: Graphique de l’intervalle des index des graines pour une Mifare Classic de graine
ale´atoire soumise a` un refroidissement via de l’azote liquide
Valeur Interpre´tation
145.59 Pas ale´atoire
Figure 53: Re´sultats et interpre´tation du test chi-carre´ pour une graine ale´atoire de Mifare
Classic refroidie via de l’azote liquide
Le graphique de la figure 52 semble lui aussi tre`s semblable a` celui d’un tag non soumis a`
un e´ve´nement exte´rieur tel que pre´sente´ a` la figure 33. Le test du chi-carre´ pre´sente´ a` la figure
53 semble lui imposer un peu plus de vigilance, e´tant donne´ qu’il renvoie l’interpre´tation “Pas
Ale´atoire”. Ne´anmoins, ce test n’a e´te´ re´alise´ qu’une seule fois e´tant donne´ les contraintes
applique´es a` la ge´ne´ration dans de telles conditions. Il n’est donc pas possible de conclure
avec affirmation que le test du chi-carre´ a e´choue´ et que la graine soumise a` de l’azote liquide
est “moins ale´atoire” qu’une graine non soumise a` ces conditions, mais il faut faire preuve de
re´serve, et une faible influence du froid intense sur la ge´ne´ration de la graine du PRNG de
la Mifare Classic n’est pas a` exclure.
On peut ne´anmoins conclure, au vu des trois tests re´alise´s, que bien que refroidi a` -
200˚ C pendant une dure´e de plusieurs minutes, le tag et plus pre´cise´ment son ge´ne´rateur,
semble avoir un comportement de fonctionnement normal, contrairement a` ce que laissait
sous-entendre la documentation de celui-ci. Le seul point ne´gatif provient de la ge´ne´ration
de sa graine, qui pourrait eˆtre tre`s faiblement influence´e par ce parame`tre. Ces propos sont
cependant a` nuancer e´tant donne´ que le test du chi-carre´ n’a pu eˆtre re´alise´ qu’une seule fois.
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12 Conclusion
Au cours de ce travail, une proce´dure de test des PRNG imple´mente´s dans la technologie
RFID a e´te´ e´tablie. Celle-ci a pu eˆtre de´finie a` partir des premie`re et seconde parties, qui ont
pre´cise´ son champ d’application. Les faiblesses pre´sentes dans le PRNG de la Mifare Classic
ont re´ellement constitue´ une base solide de travail pour la de´finition et la re´alisation des tests
de la proce´dure. D’ailleurs, cette proce´dure applique´e telle quelle a` la Mifare Classic permet
de retrouver les diffe´rentes faiblesses de son ge´ne´rateur ainsi que d’identifier ce dernier. Cette
proce´dure propose une me´thode d’analyse relativement simple en comparaison aux travaux
de re´tro-inge´nierie effectue´s dans les travaux de Nohl, Plo¨tz, Staburg et Evans [NESP08].
De plus, cette proce´dure a permis d’apporter des informations supple´mentaires sur la graine
du PRNG de la Mifare Classic. En effet, les tests re´alise´s a` la section ont permis d’obtenir
le re´sultat suivant : Soit les graines fixes de Mifare Classic diffe´rentes sont diffe´rentes, soit
certains protocoles exe´cute´s avant l’envoi de nombre par le tag prennent plus ou moins de
temps, en fonction du tag. Il faudrait imaginer pour la suite un test prenant en compte la
vitesse de ge´ne´ration des nombres pour les 3 Mifare Classic.
La proce´dure, applique´e a` deux autres tags de la famille Mifare, a` savoir les Mifare
DESFire et Ultralight C n’a permis de trouver aucune faiblesse. La pe´riode de ces deux tags
est plus importante que 1,5 millions. De plus, leurs graines respectives sont vraisemblablement
ge´ne´re´es ale´atoirement. Enfin, leur ge´ne´rateur n’est ni un LFSR simple a` 2,4 ou 6 taps, ni un
LCG de la liste de la figure 26. Au vu des re´sultats, ces tags semblent posse´der un ge´ne´rateur
de nombres pseudo-ale´atoires bien plus suˆr que celui de la Mifare Classic. Ils ne pre´sentent en
tout cas aucune des faiblesses de la Mifare Classic, preuve que la socie´te´ NXP a fait preuve
de plus de prudence lors de la conception du PRNG de ces 2 tags.
Cette proce´dure n’a pas encore pu eˆtre applique´e sur d’autres tags RFID. Cela constitue
naturellement une priorite´ dans une perspective de poursuite de ce travail. Le tag HID IClass,
notamment, semble eˆtre tout de´signe´ pour une analyse car son ge´ne´rateur a lui aussi re´ve´le´ ses
secrets dans le courant de l’anne´e 2010 13. L’application de la proce´dure a` ce tag permettrait
sans doute d’e´laborer diverses ame´liorations et changements a` appliquer a` cette proce´dure,
a` l’instar de l’analyse du PRNG de la Mifare Classic.
En ce qui concerne les expe´riences re´alise´es sur la Mifare Classic et ayant pour but de
perturber le ge´ne´rateur de celle-ci, aucun test pour aucune des expe´riences n’a produit un
re´sultat sensiblement diffe´rent de celui observe´ dans un environnement normal de fonctionne-
ment. Il serait ici aussi inte´ressant d’aller plus loin en expe´rimentant divers autres e´le´ments
13. http ://www.openpcd.org/HID iClass demystified
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pouvant perturber le ge´ne´rateur du tag. Bien qu’il semble tre`s difficile de soumettre un tag
a` des tempe´ratures infe´rieures, l’e´chauffement de celui-ci pourrait eˆtre re´alise´ a` l’aide, par
exemple, d’une e´tuve ou d’un laser plus puissant.
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