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UDK 621.22-519(043.2)
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Za upravljanje sodobnega mobilno hidravličnega stroja z manipulacijsko roko se od
uporabnika zahteva velika mera spretnosti in izkušenj. Zato je prisotna želja, da kr-
milno hidravlični sistem, pomaga upravljalcu pri natančneǰsem opravljanju njegovega
dela. V obravnavanem delu smo se osredotočili na nadgradnjo krmiljenja hidravličnega
prijemala, kot enega od možnih priključkov roke. Zasnovali in izdelali smo hidravlični
sistem z asistenčnim krmilnikom in zaslonom na dotik. Sistem omogoča bolǰsi nadzor
nad dejanskimi razmerami v grabilcu. Prenos signala iz tlačnega zaznavala v grabilcu
je bil izveden z brezžičnim modulom. Na prototipu naprave so bile izvedene osnovne
meritve hidravličnih parametrov ter validacija krmilnega sistema.
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Abstract
UDC 621.22-519(043.2)
No.: MAG II/650
Smart grapple development
Matej Luheni
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data acquisition
To operate a modern mobile hydraulic machine with a manipulator arm, the user
require a great deal of skill and experience. Therefore, there is a desire for the control
hydraulic system to assist the operator in performing his work more precisely. In
the present work, we have focused on upgrading the control of the hydraulic grapple
as one of the possible attachments of the arm. We designed and manufactured a
hydraulic system with an assist machine control and touch screen. The system provides
better control over physical conditions of the grapple. The signal transmission from the
grapples pressure sensor was carried out using a wireless module. Basic measurements
of hydraulic parameters and validation of the control system were carried out on the
device prototype.
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3.6 Meritve hidravličnih parametrov . . . . . . . . . . . . . . . . . . . . . . 70
3.7 Validacija krmilnega sistema . . . . . . . . . . . . . . . . . . . . . . . . 73
4 Rezultati in diskusija . . . . . . . . . . . . . . . . . . . . . . . . . . . . 75
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Slika 2.19: Oddajnik s trižičnim napetostnim izhodom [36]. . . . . . . . . . . . 26
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vezje krmilnega modula (82 × 69 mm). . . . . . . . . . . . . . . . . 53
Slika 3.25: Postavitev elementov močnostnega modula v programskem okolju
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vezje močnostnega modula (88 × 60 mm). . . . . . . . . . . . . . . 54
Slika 3.27: Diagram poteka krmarjenja po glavnem oknu aplikacije. . . . . . . . 56
Slika 3.28: Prikaz glavnega menija izdelane aplikacije . . . . . . . . . . . . . . 57
Slika 3.29: Prikaz nastavitvenega menija aplikacije . . . . . . . . . . . . . . . . 65
Slika 3.30: Diagram poteka krmarjenja v oknu SETTINGS. . . . . . . . . . . . 66
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Slika 4.2: Rezultati meritev tlačnih razmer pri rotaciji grabilca v desno in upo-
rabi zavore. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 76
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GUI grafični uporabnǐski vmesnik (ang. Graphical User Interface)
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1 Uvod
1.1 Ozadje problema
Predstavljeno delo obravnava razvoj pametnega hidravličnega prijemala. Hidravlično
prijemalo, ki ga v praksi pogosteje imenujemo grabilec, je orodje, ki ga namestimo na
delovni stroj težke gradbene ali gozdarske mehanizacije. V sodobni mobilni hidravliki
se uporablja proporcionalna oziroma zvezno-delujoča hidravlika. Izvršilne elemente, kot
je na primer hidravlični valj, upravljalec krmili prek krmilne ročice (angl. Joystick).
Z njo definiramo moč signala, ki v hidravličnem sistemu krmili proporcionalni ventil.
Z večjim gibom ročice pošljemo večji krmilni signal, ki nato odpira ali zapira ventil
odvisno od funkcije, izvedbe in/ali tehničnih nastavitev ventila. Pri tem mora imeti
upravljalec, ki upravlja s strojem, veliko občutka oziroma izkušenj, saj so navadno taki
sistemi precej odzivni.
V primeru grabilca upravljalec s pomikom ročice ali s pomožnim gumbom na ročici
odpira ali zapira proporcionalni potni ventil (PPV). S potnim ventilom določa, na
katero stran hidravličnega valja naj doteka hidravlično olje. Na ta način posredno krmili
odpiranje in zapiranje rok grabilca. V proporcionalni hidravliki pa s pomočjo krmilne
ročice določamo tudi pretok olja in s tem posredno hitrost hidravličnega aktuatorja. Pri
polnem signalu krmilne ročice bo tako do hidravličnega valja dotekalo olje z največjo
hitrostjo, ki jo sistem dopušča. Pri prijemanju z grabilcem bo tlak narasel, kadar se
roke naslonijo na breme in ga pri tem stiskajo. Če je breme togo, kot je na primer skala,
bo tlak v trenutku narasel do tlaka nastavitve varnostnega ventila sistema. Težave pa
se lahko pojavijo, kadar prijemamo krhke predmete in predmete, ki se lahko plastično
deformirajo. V praksi so to pogosto drenažne cevi na gradbǐsčih. Pri manipulaciji s
takšnimi predmeti pa so zelo pomembne strojnikove izkušnje.
Zato je smiselno v sistem umestiti asistenčen podsistem, ki regulira največjo prijemalno
silo glede na to, s kakšnim predmetom manipuliramo oziroma kaj hočemo z njim nare-
diti. Ideja naročnika projekta je tako bila zasnovati in izdelati pametno prijemalo. V
kombinaciji z monitoringom hidravličnih parametrov bi lahko prek krmilnika v kabini
stroja nastavljali delovne “režime” in s tem posredno prijemalno silo. Omenjeni delovni
režimi in z njimi povezani delovni parametri pa bi se nanašali tudi na vrsto delovnega
orodja, nameščenega na stroju, kot so na primer univerzalno prijemalo, motorna žaga,
škarje za les itd. Vsako od teh orodij ima neko svojo značilnost, ki za seboj potegne
potrebo po različnih delovnih parametrih.
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1.2 Cilji in projektne zahteve
Zahteva naročnika projekta je zasnova krmilno-hidravličnega sistema pametnega pri-
jemala. V prvem koraku je treba zasnovati hidravlični sistem in izbrati ustrezne hi-
dravlične sestavine, ki bodo omogočale nastavitev prijemalnega tlaka do 35 MPa in
dopuščale pretoke do 60 l/min. Predvideti je treba tudi vgradnjo tlačnega ojačevalnika,
s katerim lahko dosežemo tlak do 50 MPa. Visokotlačna veja mora biti zaradi varnosti
ustrezno hidravlično ločena od ostalega sistema. Prav tako je treba predvideti vgradnjo
ventila za vklop in izklop motorne žage.
V hidravlični valj mora biti vgrajeno tlačno zaznavalo za sprotno spremljanje tlaka v
valju in s tem posredno prijemalne sile na orodju. Ker je grabilec zasnovan tako, da
se lahko poljubno vrti okrog svoje osi, kar pomeni, da lahko opravi več neprekinjenih
obratov, mora biti izmerjen signal prenesen do krmilnika prek brezžične povezave.
V drugem delu je treba zasnovati elektro krmilni sistem. Želja naročnika je, da se
za upravljanje krmilnika uporabi zaslon na dotik. Krmilnik mora omogočati izbiro
in nastavljanje delovnih režimov glede na željo uporabnika. Zaslon mora prikazovati
animacijo prijemala med delovanjem. Prikazane morajo biti vrednosti tlakov iz tlačnih
zaznaval, nameščenih v sistemu. Aplikacija mora vsebovati slikovna in zvočna opozorila
za primere, ko sistem preseže ali pade pod dovoljeno mejo uporabe. Na vstopu in
izstopu iz hidravličnega motorja, ki skrbi za rotacijo grabilca, morata biti nameščeni
tlačni zaznavali. Vrednosti teh tlakov morata biti prikazani na zaslonu. Krmilno-
hidravlični sistem mora omogočiti vzpostavitev zavornega momenta na hidravličnem
motorju, ki skrbi za rotacijo grabilca.
2
2 Teoretične osnove in pregled lite-
rature
2.1 Stanje tehnike
Hidravlični grabilec je eno od številnih možnih orodij, ki jih uporabljamo na različnih
strojih, kot so bagri, žerjavi, kamionska dvigala, gozdarska dvigala, železnǐski stroji,
kmetijski stroji, gradbeni stroji, komunalni stroji, mini bagri, nakladalniki, viličarji,
teleskopski viličarji in dvigala za prekladanje materiala [1].
Hidravlični grabilec je naprava, ki je sestavljena iz osrednjega priključnega dela, na
katerega sta navadno priključeni dve delovni roki, ki ju upravljajo hidravlični valji. V
večini primerov gre za en valj, ki je prek vzvoda povezan na obe roki. Za gibanje rok
skrbi hidravlični sistem stroja, na katerega je grabilec nameščen. Uporablja se ga lahko
za nakladanje in ravnanje z različnimi materiali, kot so komunalni odpadki, organski
odpadki, odpadne kovine, gnoj, drevesne veje in hlodovina, listje, seno, zemlja, gramoz,
pesek, stenske plošče, opeke itd. [1–3].
Na trgu obstaja veliko različnih izpeljank priključkov, tako s tehničnega vidika kot tudi
z vidika namembnosti. Različni proizvajalci svoje izdelke različno poimenujejo in jim
obenem pripisujejo tudi različne funkcije. Razlog pa je ta, da oblika orodja ni glavni
pogoj za opravljanje nekega dela in je lahko eno orodje uporabno na več različnih
področjih. Vseeno pa lahko zapǐsemo okvirno delitev glede na namembnost priključka:
– polipni grabilci oziroma grabilci z več rokami,
– grabilci za razsuti tovor,
– grabilci za hlodovino,
– grabilci za sortiranje,
– grabilci za rušenje,
– hidravlične vilice...
Naštete kategorije bi lahko razdelili še na podkategorije. V obravnavanem delu pa se
bomo osredotočili predvsem na dve skupini:
– grabilci za rokovanje, sortiranje in rušenje ter
– grabilci za biomaso:
– z motorno žago in
– s škarjami za les.
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2.1.1 Krmilni sistemi v mobilni hidravliki
Integracija novih tehnologij v mobilni hidravliki strmo narašča. Glavni razlogi so želja
po večji produktivnosti, varnost delavcev ter mentalna in fizična razbremenitev upra-
vljavca stroja [4–7]. V preglednici 2.1 so predstavljene definicije različnih vrst krmilje-
nja mobilnih strojev oziroma njihove stopnje avtomatizacije.
Daljinsko krmiljenje se uporablja na nevarnih območjih, kot je spravilo lesa na strmih
pobočjih, nevarno rušenje stavb, ali pa pri tlačenju prsti z valjarjem. V teh primerih
upravljalec upravlja s strojem prek daljinskega upravljalnika. Teleoperirani stroji so
manj pogosti, ker so veliko bolj kompleksni. Upravljalec je lahko od stroja zelo odda-
ljen, v nekaterih primerih tudi več tisoč kilometrov. Operater lahko vidi in v nekaterih
primerih tudi slǐsi dogajanje stroja z uporabo video kamer ter drugih senzorjev, ki so
nameščeni na stroju. Te sisteme se uporablja pri zračnih plovilih, kot so na primer le-
talniki, ki jih uporablja vojska, v industriji pa predvsem v rudnikih, tako v podzemnih
kot tudi v tistih z zunanjim kopom. Popolna avtomatizacija pri hidravličnih mobilnih
strojih praktično ni prisotna. Obstajajo polavtomatski sistemi, kot so na primer ru-
dnǐski tovornjaki, ki se sami zapeljejo na drugo lokacijo, in tudi tovornjaki za spravilo
lesa. Prav tako je avtomatizacija prisotna pri ponavljajočih se gibih, kot je prekladanje
prsti z bagersko žlico [8].
Preglednica 2.1: Različne vrste krmiljenja
Ročno upravljanje
Upravljalec sedi v kabini stroja in ga upravlja neposredno prek
mehanske, hidravlične ali električne povezave s strojem.
Daljinsko krmiljenje
Upravljalec ni na stroju, vendar pa je v njegovi bližini. Daljinski
upravljalnik je povezan s strojem krmilnika z radijskim signalom.
Teleoperiranje
Upravljalec ima pogled na delovno območje prek video slike
(ali prek kakšnega drugega senzorskega sistema, kot so radar, LiDAR,
sonar). Krmiljenje je enako kot pri daljinskem krmiljenju.
Avtomatizacija
Pri krmiljenju ni povezave človek-stroj. Stroj sam izbira
odločitve ter sam opravlja delo. Človek ga lahko pri tem
nadzoruje.
V praksi je še vedno najbolj razširjeno ročno upravljanje [2, 8], ki pa je lahko pod-
krepljeno z raznimi pomožnimi sistemi, kot so: krmilne ročice s povratno reakcijo
sile [9], identifikacija pozicije orodja [10] ter globina in smer kopa pri uporabi bagerske
žlice [11,12].
2.1.2 Pomožni nadzorni sistemi v mobilni hidravliki
Najbolj razširjen pomožni sistem v mobilni hidravliki je sistem za tehtanje bremena,
predvsem pri viličarjih in bagrih z nakladalno žlico. V obeh primerih se manipulira s
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tovorom, ki se ga naloži na tovornjak, ta pa ne sme biti preobremenjen predvsem zaradi
cestno prometnih predpisov, ki omejujejo največjo maso tovora. Drugi vidik pa je cena
tovora, saj je na primer cena premoga v splošnem določena glede na maso. Če ima
stroj za pretovarjanje vgrajen sistem za tehtanje, se lahko izognemo preobremenitvam
in z njimi povezanimi nevšečnostim [13].
Tak sistem meri maso posredno s pomočjo tlačnih zaznaval, nameščenih na hidravličnih
valjih nakladalnika, ter s pomočjo zaznaval zasuka, ki so nameščena na vrtljivih spojih
hidravlične roke. Tlak v hidravličnem valju je posledica bremena, posredno pa tudi
posledica njegove pozicije [14]. Na podoben princip deluje tudi sistem, predstavljen v
patentni prijavi US8660738 [15], vendar v tem primeru krmilnik prejema signal pozicije
bremena iz zaznaval pomika, ki so nameščena na hidravličnih valjih. Patent obenem
opisuje tudi metodo in algoritem obdelave izmerjenih signalov in prikaz rezultatov
na zaslonu. Zasledimo pa lahko tudi sisteme, pri katerih je obremenitev določena s
pomočjo merilnih lističev. V raziskavi [16] so raziskovalci vgradili merilne lističe na
sornike, ki služijo kot spoj med različnimi deli hidravlične roke. Sornik je v tem pri-
meru obravnavan kot obojestransko konzolno vpet nosilec. Na podlagi matematičnega
modela je določen upogib nosilca pod obremenitvijo, ta upogib je nato pomerjen z
merilnimi lističi, iz katerih je dobljen merilni signal.
Na sliki 2.1 je prikazan sistem za dinamično tehtanje, ki bazira na gibalni enačbi,
katere parametri so dobljeni iz različnih zaznaval. Tehtanje temelji na vrednostih iz
tlačnih zaznaval (4) na obeh straneh dvižnega valja. Trenutni položaj glavnih delov
hidravlične roke je določen s pomočjo induktivnih kotnih zaznaval (3) in dajalnika (5).
Merjeni signali so zajeti s krmilnikom (7) PLK (Programabilni Logični Krmimilnik), ki
je direktno povezan z grafičnim zaslonom (1). Sistem lahko omogoča: tehtanje bremena
v žlici, zaščito pred preobremenitvijo in informacijo o kalibraciji pozicije, doseženo z
vibriranjem krmilne ročice [13].
Slika 2.1: Razporeditev različnih zaznaval na bagru z manipulacijsko roko s sistemom
za tehtanje [13].
Naslednji zelo razširjen sistem je sistem za nadzor vkopa bagerske žlice, ki omogoča
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izravnavo nivojev, kopanje jarkov, uravnavanje strmine pobočja ali pa ustvarjanje kom-
pleksneǰsih večdimenzionalnih profilov tal. Na sliki 2.2 je prikazan primer komercial-
nega sistema, ki služi upravljalcu kot pomoč pri procesu kopanja. Premiki hidra-
vlične roke in žlice so avtomatizirani tako, da stroj sam zagotavlja enakomeren nivo
vkopa. Sistem prek zaslona na dotik omogoča, da že v naprej določimo lokaciji jarka
in tovornjaka, na katerega odlagamo izkopan material. Prav tako avtomatizacija žlice
omogoča, da ta obdrži konstanten naklon v dveh smereh. Krmilni sistem omogoča tudi
preprečevanje preglobokega vkopa ali previsok dvig roke, preprečuje pa tudi preveliko
nihanje orodja v primeru, da delamo v bližini ovir [17].
Slika 2.2: Komercialni pomožni sistem za nadzor gibanja bagerske žlice [17].
Kljub temu, da takšni sistemi niso novost, v zadnjih letih na to temo še vedno poteka ve-
liko raziskav. Predvsem z vidika izbolǰsanja krmiljenja, optimizacije gibanja, vǐsje sto-
pnje avtomatizacije, povečanja robustnosti in novih pristopov do problema [12,18–20].
V patentu US8817238 [21] je predstavljena uporaba kombinacije merilnih naprav za
določanje pozicije v tridimenzionalnem prostoru delovǐsča in nadalje za merjenje loka-
cije izkopa ali topografskih značilnosti. Opisano je tudi sočasno zapisovanje merilnih
podatkov v računalnik. Patent US8689471 [22] opisuje krmiljenje več regulacijskih
ventilov, od katerih je vsak vezan na enega od hidravličnih valjev hidravlične roke.
Blokovna shema tega sistema je prikazana na sliki 2.3. Iz sheme je razvidno, da me-
rilna zaznavala – GPS, kotni dajalnik, laserski merilnik, naklonomer, magnetni kompas
– predstavljajo vhode v procesor. Procesor določi pozicijo bagerske žlice za izvršitev
naloge kopanja, primerja položaj žlice z želenim nivojem vkopa in posreduje podatke
na zaslon za prikaz. Upravljalec krmili bager s kontrolami v kabini, vključno s parom
krmilnih ročic, ki upravljajo potne ventile (ventili ročic). Z njimi usmerja tok olja v
želeno tlačno linijo, ki vodi prek hidravličnega bloka in krmilnega ventila, ki potem
usmeri glavni tok olja do hidravličnih naprav.
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Slika 2.3: Blokovni diagram krmilnega sistema iz patenta US8689471B2 [22].
2.1.3 Sistemi za nadzor prijemalne sile
V literaturi na temo prijemalne sile lahko zasledimo predvsem matematične modele,
ki bazirajo na obliki rok grabilca [23]. V tej raziskavi so avtorji opravili validacijo
matematičnega modela, izhajajočega iz diagrama sil na sliki 2.4. Model izhaja iz
enačbe za ravnotežje momentov okrog točke vpetja (o). Sila, s katero grabilec prijema
(v tem primeru hlodovino), je enaka reakcijski sili, ki jo povzroči upor ob stiskanju
bremena. Matematični model nadalje opisuje tudi silo v odvisnosti od položaja rok,
saj se ob odpiranju in zapiranju spreminja kot delovanja sile.
Drugi način za zaznavanje sile, ki je pravzaprav posredni način in ni eksaktni, je za-
znavanje togosti materiala pri čemer sistem aplicira povratno silo na krmilno ročico.
Na ta način upravljalec stroja dobi povratni signal neposredno na svojo roko, vendar
na ta način ne more vedeti kakšna je dejanska sila.
V raziskavi [9] so avtorji razvili krmilno metodo nadrejen-podrejen za zaznavanje sile
med stiskanjem, pri čemer so uporabili tlačno zaznavalo v kombinaciji z zaznavalom
pomika. Gradbeni robot, na katerem so izvedli eksperiment, je namenjen odpravljanju
posledic po naravnih nesrečah ali celo nesrečah v jedrskih elektrarnah, zato je robot
voden teleoperacijsko. Na sliki 2.5 je prikazan shematski diagram postavitve eksperi-
menta. Sistem je sestavljen iz dveh krmilnih ročic, ki predstavljata nadrejeno enoto,
in iz gradbenega robota, ki predstavlja podrejeno enoto.
Krmilne ročice omogočajo gibanja naprej/nazaj ter levo/desno. Premik krmilnih ročic
zaznajo zaznavala pomika, katerih vrednosti so nato poslane do osebnega računalnika,
ki v tem primeru služi kot krmilna enota robota. Dva DC-motorja, ki sta vgrajena v
vsaki od ročic, omogočata, da upravljalec začuti prijemanje objekta ter reakcijsko silo.
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Teoretične osnove in pregled literature
(a) (b)
Slika 2.4: (a) Diagram sil, ki delujejo na roko grabilca, in (b) matematični model sil
prijemalnega upora [23].
Robotska roka ima štiri prostostne stopnje, upravljanje s krmilnimi ročicami v štirih
smereh pa omogoča upravljanje s hidravličnimi valji rotacije, dvižne roke, pregibne
roke ter grabilca. Velikost in smer hitrosti pomika batnice valja se spreminjata z
velikostjo in smerjo krmilnih ročic. Hidravlični valji so krmiljeni s proporcionalnimi
ventili. Pomik batnice je zaznan z magnetnimi zaznavali pomika, ki so vgrajeni v
valjih. Tlačna zaznavala so vgrajena na obeh koncih hidravličnega valja in zaznavajo
tlak, ki ga povzroči breme. Ta tlačna zaznavala so uporabljena za zaznavo sile, ki je
izračunana z osebnim računalnikom in nato poslana na stran nadrejene enote.
Matematični model bazira na gibalni enačbi hidravličnega valja in sile, ki deluje nanj.
Izraz je zapisan v enačbi (2.1), kjer b predstavlja koeficient dušenja hidravličnega bata,
f pa je vsota vseh zunanjih sil (razen sile viskoznega trenja in gonilne sile), ki delujejo
na bat.
mÿs + bẏs + f = fs (2.1)
Povratna sila na krmilno ročico, ki je izražena z reakcijskim momentom τr, je sesta-
vljena iz dveh parametrov; prvi je odvisen od odstopanja med hitrostjo bata in pozicijo
krmilne ročice, drugi pa od pogonske sile fs. Moment τr se pojavi, kadar je koeficient
ojačanja nadrejene enote T večji od nič. Kadar prijemalo prijema predmet, τr in T
popisuje enačba (2.2).
τr = T (kpm(Ym − Ẏ s) + ktmfs) (2.2)
Ker je v praksi težko matematično popisati silo fs, so avtorji razmerje med pogonsko
silo in hitrostjo bata določili eksperimentalno. Pri testu so testirali trši predmet (av-
tomobilsko pnevmatiko) in mehkeǰsi predmet (spužvo). Odzivnost sistema so v prvi
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Slika 2.5: Shematski diagram postavitve eksperimenta raziskave [9].
vrsti prilagajali s spreminjanjem reakcijskega momenta na krmilni ročici, ki ga je še
moč občutiti τs. Reakcijski moment na krmilni ročici zdaj dobi obliko, ki jo popisuje
enačba (2.3). Ta člen so dodali zaradi težave, ker v začetnem stanju prijemanja objekta
upravljalec ni začutil reakcijske sile.
τr = T (kpm(Ym − Ẏ s) + ktmfs + τs) (2.3)
Naslednjo težavo je predstavljal reakcijski moment pri prijemanju spužve, ki ima majhno
togost. Ker se ob stiskanju sila na roki spreminja zelo počasi, se tudi reakcijski moment
skoraj ne spremeni. V ta namen so morali izbolǰsati nadzor hitrosti tako, da so v sistem
vnesli različni vrednosti koeficienta ktm. Za bolǰso odzivnost pri prijemanju spužve so
ta koeficient povečali, kar pa privede do tega, da je pri tršem objektu že v začetnem
stanju reakcijski moment na zgornjem nivoju. Zato so koeficientu ktm pripisali vrednost
1. Na sliki 2.6 je prikazana izvedba eksperimenta pri prijemanju pnevmatike in spužve,
pred (a) in po (b) nastavitvi ustreznih parametrov ktm in τs.
Sistema, s katerim bi predhodno nastavljali največjo silo na grabilcu, v literaturi nismo
zasledili. Je pa sistem za nastavljanje sile hidravličnega valja v splošni hidravliki nekaj
običajnega in smo ga opisali v naslednjem poglavju 2.2.
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Slika 2.6: Primerjava deformacije objekta pred (a) in po (b) spremembi reakcijskega
momenta τs na krmilni ročici [9].
2.2 Tlačno reducirni ventil
Tlačno reducirne ventile umeščamo med tlačne ventile. Najpogosteǰsi tlačni ventil je
varnostni ventil, ki je praktično obvezen v vsakem hidravličnem sistemu. Varnostni ven-
til varuje sistem pred preobremenitvijo, ki lahko nastane zaradi postopnega povečevanja
sistemskega tlaka ali pa zaradi nenadnega odpiranja in zapiranja ventilov, medtem ko
tlačno reducirni ventil uporabimo za omejitev tlaka v podsistemu. Zmanǰsan tlak je
koristen pri krmiljenju največjega navora ali sile določenega aktuatorja ali pa za zaščito
komponent, ki so namenjene manǰsim tlakom od sistemskega. To je edini tlačni ventil,
ki je normalno odprtega tipa in se pomika proti zaprtemu stanju, kadar tlak v nad-
zorovanem delu sistema doseže nastavljeno vrednost. Poznamo tako direktno kot tudi
posredno krmiljene reducirne ventile. Reducirni ventili so navadno drsnǐskega tipa, kar
omogoča večjo natančnost. Rezultat tega pa je notranje puščanje z visokotlačne veje
na reducirano vejo, kar pa ponavadi ne predstavlja problema. Ti ventili imajo vedno
povezavo do rezervoarja, ki služi tudi kot tlačna referenca reduciranemu tlaku [24–27].
V splošnem se redukcija in krmiljenje tlaka izvedeta s pomočjo dušilnih elementov.
Princip delovanja tlačno reducirnega ventila prikazuje slika 2.7. Uporabljeni sta dve
dušilki, ki povezujeta reduciran tlak z visokotlačno vejo in s povratno vejo v rezer-
voar. Reduciran tlak pR se poveča s povečevanjem površine A1 ali pa z zmanǰsevanjem
površine A2 in obratno.
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Slika 2.7: Shematski prikaz delovanja tlačno reducirnega ventila [24].
Enačba (2.4) popisuje pretok tekočine čez režo oziroma šobo.
Q = CqA1
√︄
2(pS − pR)
ρ
= CqA2
√︄
2(pR − pT)
ρ
(2.4)
Če predpostavimo, da je tlak v povratnem vodu enak nič (pT = 0), potem za enaka
pretočna koeficienta Cq velja enačba (2.5).
pR =
A21
A21 + A
2
2
pS (2.5)
Reduciran tlak lahko kontroliramo s spreminjanjem dušilnih površin A1 in A2. Kadar
je prva reža popolnoma zaprta (A1 = 0), in druga odprta (A2 > 0), je reduciran tlak
enak tlaku v povratnem vodu pR = pT. Kadar pa velja A2 = 0 in A1 > 0, je reduciran
tlak enak dovodnemu sistemskemu tlaku pR = pS. Iz tega sledi, da ima lahko reduciran
tlak kakršnokoli vrednost med tlakom napajalnega in povratnega voda [24].
2.2.1 Direktno krmiljen tlačno reducirni ventil
Neposredno delujoči ventili imajo podobne lastnosti kot neposredno delujoči varnostni
ventili, kjer stiskanje vzmeti daje spremembo sile in odpira ventil. V tem primeru
se tlak zmanǰsuje z naraščanjem pretoka na zmanǰsano mejo, kar pogosto imenujemo
podkrmiljenje. Zaradi tega razloga so ponavadi neposredno krmiljeni ventili omejeni
na pretoke do 100 l/min. Tripotne izvedbe preprečujejo reduciranemu tlaku, da bi pre-
segel nastavljeno mejo z nadaljnjim pomikom krmilnega bata prek zaprtega položaja,
z nadaljnjim stiskanjem vzmeti in odpiranjem poti v povratni vod. Prav tako je možno
vgraditi nepovratno funkcijo, ki omogoča prosto povratno pot, če je reducirni ventil
vezan naprej od potnega ventila pri napajanju aktuatorja [25].
11
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Neposredno delujoči ventil omejuje največji tlak, ki je na voljo v sekundarnem toko-
krogu ne glede na spremembe tlaka v glavnem tokokrogu. Pri tem predpostavljamo, da
breme ne povzroči povratnega toka na priključek reducirnega ventila, kar bi povzročilo
zaprtje ventila (slika 2.8). Signal, ki predstavlja zaznavanje tlaka pride iz sekundarnega
tokokroga. V bistvu deluje obratno kot varnostni ventil, ki zaznava tlak iz dovodnega
primarnega tokokroga in je normalno zaprt.
Slika 2.8: Direktno vkrmiljen tlačno reducirni ventil [27].
Ko tlak v sekundarnem tokokrogu narašča (slika 2.8), hidravlična sila deluje na površino
A in delno zapira ventil. Tej sili z druge strani nasprotuje sila vzmeti tako, da do
sekundarnega tokokroga teče zadostna količina olja pri želenem tlaku. Pri tem je
vzmet nastavljiva. Ko zunanji tlak doseže vrednost nastavitve ventila, se le-ta zapre.
Pri tem pa manǰsa količina olja iz visokotlačne strani pušča čez dušilko v batu ter prek
vzmetne komore v rezervoar.
Če se ventil popolnoma zapre, lahko lekaža prek bata povzroči porast tlaka v sekun-
darnem tokokrogu. To je preprečeno z lekažno povezavo v rezervoar, ki drži ventil v
rahlo odprtem stanju in s tem preprečuje porast tlaka nad tlak nastavitve ventila [27].
2.2.2 Posredno krmiljen tlačno reducirni ventil
Krmilni bat posredno delujočega reducirnega ventila je hidravlično uravnotežen s tla-
kom, ki deluje na obe čelni površini (slika 2.9). Mehka vzmet drži ventil v odprtem
stanju. Majhen varnostni ventil, ki je običajno vgrajen v glavno ohǐsje ventila, prepušča
pot olju do rezervoarja, kadar reduciran tlak doseže vrednost nastavitve krmilnega var-
nostnega ventila. Ta pretok povzroči padec tlaka prek krmilnega bata. Tlačna razlika
nato pomika bat v zaprto pozicijo nasproti mehki vzmeti.
Krmilni ventil prepusti ravno zadostno količino olja za pozicioniranje glavnega bata
ali sedeža, tako da pretok čez glavni ventil zadostuje tokovnim zahtevam v tokokrogu
z nizkim tlakom. Če v tokokrogu z nizkim tlakom med delovnim ciklom ni potrebe
po pretoku, se glavni ventil zapre. Olje, ki pušča iz visokotlačne strani na reducirano
stran ventila, se nato vrne v rezervoar prek krmilnega razbremenilnega ventila.
Posredno krmiljeni tlačno reducirni ventili (TRV) imajo širše območje nastavitve vzmeti
kot direktno krmiljeni ventili in zagotavljajo bolǰso ponovljivost. Vendar pa lahko
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nečistoče v olju blokirajo pretok do krmilnega ventila in s tem preprečijo pravilno
zaprtje ventila [27].
Slika 2.9: Posredno krmiljen tlačno reducirni ventil [27].
2.3 Grafični uporabnǐski vmesnik
Računalnǐski uporabnǐski vmesnik je del računalnika za komuniciranje z uporabnikom.
En del uporabnǐskega vmesnika je sestavljen iz strojne opreme, kot sta tipkovnica in
prikazovalni ekran, drugi del uporabnǐskega vmesnika pa je ta, da operacijski sistem
računalnika sprejema ukaze s strani uporabnika. Vrsto let je bil edini način komunici-
ranja z operacijskim sistemom prek vmesnika z ukazno vrstico. Tak vmesnik navadno
prikaže poziv, zatem pa uporabnik vtipka ukaz, ki se nato izvrši [28].
Za veliko uporabnikov, predvsem za začetnike, je vmesnik z ukazno vrstico težaven za
uporabo. Razlog je v tem, da se je treba naučiti veliko različnih ukazov, pri čemer
ima vsak ukaz svojo sintakso, podobno kot programski stavek. Če ukazna vrstica ni
popolnoma pravilna, ukaz ne bo deloval [28].
V 80. letih 20. stoletja pa se pojavi nov tip vmesnika, ki je poznan pod imenom grafični
uporabnǐski vmesnik GUI (angl. Graphical User Interface). GUI uporabniku omogoča
komuniciranje z operacijskim sistemom in drugimi programi prek grafičnih elementov
na ekranu. GUI je tudi populariziral uporabo računalnǐske mǐske kot vhodne naprave.
Namesto da bi uporabnik vnašal ukaze prek tipkovnice, GUI uporabniku omogoča, da
pokaže na grafični element in ga aktivira s klikom na gumb mǐske [28].
Razliko med obema vmesnikoma prikazujeta blokovna diagrama na sliki 2.10. V te-
kstovnih urejevalnikih, kot je vmesnik z ukazno vrstico, so programi tisti, ki določajo
vrstni red, po katerem se dogajajo stvari. Če vzamemo kot primer program, ki računa
površino pravokotnika, program najprej pozove uporabnika, da vnese širino pravoko-
tnika. Uporabnik vnese širino, nato pa ga program pozove, da vnese še dolžino pra-
vokotnika. Uporabnik vnese dolžino in zatem program izračuna površino. Uporabnik
pri tem nima druge izbire kot vnašati podatke po vrsti, kot mu jih določi program.
Medtem ko je v okolju grafičnega vmesnika uporabnik tisti, ki določa vrstni red, po
katerem se bodo zgodili dogodki.
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Poziv
Branje vhoda
Operacija
Pisanje izhoda
Konec
(a)
Poziv
Ustvari GUI
Začni zanko
dogodka
Dogodek za
procesiranje?
Zahteva za
prekinitev?
Proces
Konec
DA
DA
NE
NE
(b)
Slika 2.10: Primerjava programov z ukazno vrstico (a) ter programov z grafičnim
vmesnikom (b) [29].
2.3.1 Programiranje grafičnega uporabnǐskega vmesnika v pro-
gramskem jeziku Python
Programski jezik Python nima vgrajenih funkcij za programiranje grafičnih vmesni-
kov. Vendar pa vsebuje modul, ki se imenuje tkinter in omogoča izdelavo enostavnih
programov z grafičnim vmesnikom. Ime tkinter je okraǰsava za Tk interface ozi-
roma “Tk vmesnik”. Tako se imenuje, ker Python omogoča programerjem uporabo
GUI knjižnice, ki se imenuje Tk. To knjižnico uporabljajo tudi mnogi drugi programski
jeziki [28].
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GUI program predstavlja okno z različnimi grafičnimi gradniki (angl. Widgets), ki
jih lahko uporabnik vidi oziroma z njimi komunicira. Modul tkinter zagotavlja 15
gradnikov, ki so predstavljeni v preglednici 2.2.
Preglednica 2.2: Grafični gradniki GUI knjižnice tkinter [28].
Gradnik Opis
Button Gumb, ki lahko sproži akcijo, ko kliknemo nanj.
Canvas Pravokotno območje, ki se lahko uporablja za prikaz grafike.
Checkbutton Gumb, ki je lahko v vklopljenem ali izklopljenem stanju.
Entry Okvir, v katerega lahko uporabnik vnese eno vrstico prek tipkov-
nice.
Frame Ogrodje, ki lahko vsebuje druge gradnike.
Label Območje, ki prikazuje eno vrstico besedila ali sliko.
Listbox Seznam, iz katerega lahko uporabnik izbere element.
Menu Seznam izbir, ki se prikažejo, kadar uporabnik izbere gradnik Me-
nubutton.
Menubutton Meni, ki se prikaže na zaslonu in je lahko izbran s strani uporabnika.
Message Prikaže več vrstic besedila.
Radiobutton Gradnik, ki je lahko izbran ali neizbran. Radiobutton gradniki se
ponavadi pojavijo v skupini in omogočajo uporabniku izbiro ene od
več možnosti.
Scale Gradnik, ki omogoča uporabniku, da spreminja vrednost s pomikom
drsnika na zaslonu.
Scrollbar Lahko se uporablja z nekaterimi drugimi gradniki in omogoča po-
mikanje.
Text Gradnik, ki omogoča uporabniku vnos večvrstičnega besedila.
Toplevel Ogrodje, kot je Frame, ampak prikazan v novem oknu.
Ko v programu definiramo posamezni gradnik, ga je treba ustrezno umestiti na zaslon
uporabnǐskega vmesnika. Ta postopek imenujemo upravljanje geometrije. tkinter
nam omogoča tri različne načine [30]:
– pack: enostaven za uporabo za enostavne postavitve, vendar lahko postane precej
kompleksen pri kompleksneǰsih postavitvah.
– grid: je najbolj pogosto uporabljen upravljalnik geometrije, ki omogoča enostavneǰse
tabelirano postavljanje gradnikov.
– place: najmanj popularen, vendar omogoča najbolǰso kontrolo za absolutno pozici-
oniranje gradnikov.
V sklopu geometrije so mogoče tudi funkcije, kot je variabilno spreminjanje velikosti
zaslona ter celozaslonski način. Funkcije, s katerimi lahko ustvarimo vmesnik bolj
privlačen [30].
Upravljalnik “pack”
Ime upravljalnika pack (pakiranje) izhaja iz dejstva, da dobesedno pakira gradnike po
principu “prvi pride, prvi melje” v prostor, ki je na voljo v glavnem okvirju, v katerega
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so nameščeni gradniki. Upravljalnik pack namesti podrejene gradnike v nadrejeni
prostor. Pri pakiranju podrejenih gradnikov upravljalec paketov razlikuje med tremi
vrstami prostorov [30]:
– neprevzet prostor,
– prevzet, vendar neuporabljen prostor,
– prevzet in uporabljen prostor.
Najbolj uporabljene opcije v upravljalniku pack so:
– side: LEFT, TOP, RIGHT in BOTTOM (določajo poravnavo gradnika),
– fill: X, Y, BOTH, NONE (določajo, ali lahko gradnik spreminja velikost),
– expand: 1/0 ali YES/NO (glede na ustrezno vrednost),
– anchor: NW, N, NE, E, SE, S, SW, W in CENTER (glede na glavne smeri),
– notranje podlaganje (ipadx in ipady) in zunanje podlaganje (padx in pady), ki imajo
privzeto vrednost nič.
Program 1 prikazuje uporabo upravljalnika geometrije pack na primeru, njegova iz-
vedba pa je prikazana na sliki 2.11.
1 from tkinter import *
2 root = Tk()
3 Button(root, text="A").pack(side=LEFT, expand=YES, fill=Y)
4 Button(root, text="B").pack(side=TOP, expand=YES, fill=BOTH)
5 Button(root, text="C").pack(side=RIGHT, expand=YES, fill=NONE,
anchor=NE)↪→
6 Button(root, text="D").pack(side=LEFT, expand=NO, fill=Y)
7 Button(root, text="E").pack(side=TOP, expand=NO, fill=BOTH)
8 Button(root, text="F").pack(side=RIGHT, expand=NO, fill=NONE)
9 Button(root, text="G").pack(side=BOTTOM, expand=YES, fill=Y)
10 Button(root, text="H").pack(side=TOP, expand=NO, fill=BOTH)
11 Button(root, text="I").pack(side=RIGHT, expand=NO)
12 Button(root, text="J").pack(anchor=SE)
13 root.mainloop()
Program 1: Primer programa, ki prikazuje uporabo nekaterih opcij upravljalnika pack
[30].
Ko vstavimo gumb (Button) “A” v okvir root, zavzame njegovo skrajno levo območje,
se raztegne (expand) in zapolni os Y. Ker sta možnosti za zapolnitev in razširitev
potrjeni z YES, zavzame vso površino, ki jo želi, in zapolni os Y. Če povečamo velikost
okvirja root, se gumb “A” razširi navzdol (v smeri koordinate Y). Ob spreminjanju
velikosti okvirja v stran pa ne povzroči večanja gumba v horizontalni smeri.
Ko vstavimo naslednji gumb “B” v okvir root, zavzame prostor s preostalega območja
in se pri tem poravna z zgornjim robom (TOP), se razširi in zapolni razpoložljivo območje
ter zapolni tako X- kot Y-koordinato razpoložljivega prostora.
Tretji gumb “C” zavzame desno stran preostalega prostora. Ker pa je parameter fill
določen kot NONE (nič), zavzame samo toliko prostora, kot ga je potrebnega za prilago-
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ditev teksta znotraj gumba. Če povečamo okno root, gumb “C” ne bo spremenil svoje
velikosti.
Atribut sidranja (anchor), uporabljen v nekaterih vrsticah, omogoča postavitev gra-
dnika glede na referenčno točko. Če sidrǐsče ni podano, upravljalnik postavi gra-
dnik v sredino razpoložljivega prostora ali pakirnega polja. Druge dovoljene možnosti
vključujejo štiri glavne smeri (N, S, E, W) in kombinacijo poljubnih dveh smeri. Zato
so veljavne vrednosti za sidranje naslednje: CENTER (privzeto), N, S, E, W, NW, NE,
SW in SE.
Slika 2.11: Primer programa z grafičnim vmesnikom [30].
Upravljalnik “grid”
Geometrijski upravljalnik grid je verjetno najlažji za razumevanje in je tudi najbolj
uporaben geometrijski upravljalnik modula tkinter. Glavna ideja geometrijskega
upravljalnika grid je razdeliti okvir v dvodimenzionalno tabelo, razdeljeno na več
vrstic in stolpcev. Vsako celico v tabeli lahko nato označimo, da zadrži gradnik. Vsaka
celica lahko vsebuje samo en gradnik, ki pa je zato lahko raztegnjen čez več celic.
Znotraj vsake celice lahko položaj gradnika dodatno poravnamo z uporabo možnosti
sticky. Ta določa, kako se gradnik razširi, če je okvir celice večji od samega gradnika.
Možnost sticky lahko določimo z uporabo ene ali več možnosti položaja: N, S, E in
W, ali NW, NE, SW in SE. Če položaja ne definiramo, gradnik zavzame privzeto možnost
na sredini.
Primer je prikazan na sliki 2.12 in pripada programu 2.
Slika 2.12: Primer programa z grafičnim vmesnikom in uporaba možnosti grid [30].
Če si pogledamo grid, ki je določen z vrsticami in stolpci, z namǐsljeno mrežno tabelo,
ki zajema celoten okvir, lahko vidimo, kako z uporabo možnosti sticky=W držimo
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gradnik na zahodni oziroma levi strani, kar povzroči “čisto” postavitev. Širina vsakega
stolpca (ali vǐsina vsake vrstice) je samodejno določena s širino in vǐsino gradnika,
ki ga celica vsebuje. Zato ni treba skrbeti, da bi morali posebej nastaviti vǐsino in
širino celice. To lahko storimo s spreminjanjem velikosti gradnika, če se nam to zdi
potrebno. Uporabimo lahko tudi argument sticky=N+S+E+W, če želimo narediti gradnik
raztegljiv, da z njim zapolnimo celotno celico mreže. V bolj kompleksnem scenariju
lahko gradnik raztegnemo čez več celic v mreži. Da omogočimo mreži združitev več
celic, nam grid omogoča zelo priročni možnosti rowspan in columnspan. Pogosto je
treba gradniku zagotoviti blazino med gradniki. V ta namen nam grid upravljalnik
omogoča možnosti padx in pady, s katerima zagotovimo oblazinjenje okrog gradnika v
celici. Podobno imamo tudi možnosti ipadx in ipady za notranje oblazinjenje. Privzeta
vrednost notranjega in zunanjega oblazinjenja je 0.
1 from tkinter import *
2 root = Tk()
3 Label(root, text="Uporabnisko ime").grid(row=0, sticky=W)
4 Label(root, text="Geslo").grid(row=1, sticky=W)
5 Entry(root).grid(row=0, column=1, sticky=E)
6 Entry(root).grid(row=1, column=1, sticky=E)
7 Button(root, text="Prijava").grid(row=2, column=1, sticky=E)
8 root.mainloop()
Program 2: Primer programa, ki prikazuje uporabo nekaterih opcij upravljalnika grid
[30].
Dogodki in klici
Naslednji korak pri kreiranju grafičnega vmesnika je, da gradnikom priredimo delujoče
funkcije. Funkcionalnost gradnikov pomeni, da se odzivajo na dogodke, kot so pri-
tiskanje gumbov, pritiskanje tipk na tipkovnici, kliki mǐske in podobno. To zahteva
povezovanje povratnih klicev z določenimi dogodki [30].
Povratni klici so ponavadi povezani s posebnimi dogodki gradnikov, katerih pravila z
uporabo ukaza command vežemo na njih. Najenostavneǰsi način za dodajanje funkci-
onalnosti gumbu se imenuje vezava ukaza (command binding). Primer prikazuje pro-
gram 3. Tu je treba opomniti, da je funkcija moj klic poklicana brez oklepajev (),
znotraj opcije command. Razlog je v tem, da je ob nastavitvi funkcije povratnega klica
treba posredovati sklicevanje na funkcijo, namesto da bi jo dejansko klicali [30].
1 def moj_klic():
2 # naredi nekaj
3 Button(root, text="Klik", command=moj_klic)
Program 3: Primer programa z uporabo povratnega klica (callback) [30].
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S to enostavno funkcijo lahko ustvarimo povratni klic v primeru, da le-ta ne spre-
jema nobenega argumenta. Če pa hočemo, da povratni klic sprejme argumente, lahko
uporabimo funkcijo lambda, kot je prikazano v primeru programa 4.
1 def moj_klic():
2 # naredi nekaj z argumentom
3 Button(root, text="Klik", command=lambda: moj_klic('argument'))
Program 4: Primer programa z uporabo funkcije lambda [30].
Python si v tem primeru izposodi sintakso iz funkcionalnega programa, ki se imenuje
lambda funkcija. Funkcija lambda nam omogoča, da določimo trenutno enovrstično
brezimensko funkcijo. Format za uporabo funkcije lambda je lambda arg: #naredi
nekaj z arg v eni vrstici, na primer: lambda x: return x^2 [30].
2.3.2 Objektno orientirano programiranje
Danes sta v uporabi predvsem dva načina programiranja: postopkovno in objektno
orientirano (OOP). Najzgodneǰsi programski jeziki so bili postopkovni, kar pomeni,
da je bil program sestavljen iz enega ali več postopkov. Postopek si lahko zamislimo
preprosto kot funkcijo, ki opravlja določeno nalogo, kot je zbiranje vhodnih podatkov od
uporabnika, izvajanje računov, branje in zapisovanje datotek, prikazovanje rezultatov
itd. Primeri programov, ki smo jih predhodno zapisali, so bili postopkovne narave [28].
Običajno postopki delujejo na podatkih, ki so ločeni od postopkov. V postopkovnem
programu se podatki običajno prenesejo iz enega postopka v drugega. Kot si lahko
predstavljamo, je postopkovno programiranje osredotočeno na oblikovanje postopkov,
ki delujejo na podlagi podatkov programa. Ločitev podatkov in kode, ki deluje na
podlagi podatkov, lahko povzroči težave, saj program postane večji in bolj zapleten [28].
Za primer si lahko zamislimo, da smo del programske skupine, ki je razvila obsežen
program baze podatkov o strankah. Program je bil prvotno zasnovan tako, da so tri
stranke navedle ime, naslov in telefonsko številko stranke. Naše delo je bilo načrtovati
več funkcij, ki sprejemajo te tri spremenljivke kot argumente in z njimi opravljajo
operacije. Programska oprema tako že nekaj časa uspešno deluje, vendar je bila naša
ekipa pozvana, da jo posodobi tako, da doda več novih funkcij. Med postopkom nas
vodja obvesti, da ime, naslov in telefonska številka stranke ne bodo več shranjeni v
spremenljivkah, ampak v seznamu. To pomeni, da bomo morali spremeniti vse funkcije,
ki smo jih oblikovali, tako da bodo sprejemale in delale s seznamom namesto s tremi
spremenljivkami. Izdelava teh obsežnih sprememb ne povzroči samo veliko dela, ampak
tudi odpira možnosti, da se v kodi pojavijo napake [28].
Medtem ko je postopkovno programiranje osredotočeno na ustvarjanje postopkov (funk-
cij), je objektno programiranje (OOP) osredotočeno na ustvarjanje objektov. Objekt
je subjekt programske opreme, ki vsebuje podatke in postopke. Podatki v objektu so
znani kot atributi podatkov objekta. To so preprosto le spremenljivke, ki se sklicujejo
na podatke. Postopki, ki jih izvaja objekt, so znani kot metode. Metode objekta so
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funkcije, ki izvajajo operacije na atributih podatkov objekta. Objekt je konceptualno
samostojna enota, ki je sestavljena iz podatkovnih atributov in metod, ki delujejo na
atributih podatkov. To prikazuje slika 2.13 [28].
Slika 2.13: Shematski prikaz objektno orientiranega programa [28].
OOP se ukvarja s problemom ločevanja kode in podatkov prek zaprtja in skrivanja
podatkov. Zaprtje se nanaša na združevanje podatkov in kode v en objekt. Skrivanje
podatkov se nanaša na zmožnost objekta, da kodi, ki se nahaja izven objekta, skrije
atribute podatkov. Samo metode objekta lahko neposredno dostopajo do podatkov
objekta in jih spreminjajo.
Objekt običajno skrije svoje podatke, vendar omogoča zunanji kodi, da dostopa do
njegovih metod. Kot je prikazano na sliki 2.14, metode objekta nudijo programske
stavke zunaj objekta s posrednim dostopom do atributov podatkov objekta [28].
Slika 2.14: Shematski prikaz dostopa zunanje kode do atributov objekta [28].
Kadar so atributi podatkov objekta skriti pred zunanjo kodo in je dostop do atributov
podatkov omejen na metode objekta, so atributi podatkov zaščiteni pred naključno
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okvaro. Poleg tega koda zunaj objekta ne potrebuje znanja o obliki ali notranji struk-
turi podatkov objekta. Koda potrebuje le interakcijo z metodami objekta. Ko progra-
mer spremeni strukturo notranjih atributov podatkov objekta, spremeni tudi metode
objekta, tako da lahko pravilno delajo s podatki. Način, kako zunanja koda komunicira
z metodami, se ne spremeni.
Poleg reševanja problema ločevanja kode in podatkov uporabo OOP spodbuja tudi
trend ponovne uporabnosti objektov. Objekt ni samostojen program, temveč ga upo-
rabljajo programi, ki potrebujejo njegove storitve.
2.3.3 Razredi
Preden lahko objekt ustvarimo, ga moramo oblikovati. Programer določi atribute in
metode podatkov, ki so potrebni, in nato ustvari razred (angl. Class). Razred je koda,
ki podaja atribute podatkov in metode za določene vrste objekte. O razredu lahko
razmǐsljamo kot o “načrtu”, iz katerega lahko ustvarjamo objekte. Služi podobnemu
namenu kot načrt za hǐso. Sam načrt ni hǐsa, ampak podroben opis hǐse. Ko upo-
rabljamo načrt za izgradnjo dejanske hǐse, lahko rečemo, da gradimo primer hǐse, ki
jo opisuje načrt. Če želimo, lahko zgradimo več enakih hǐs iz istega načrta. Vsaka
hǐsa je ločen primer hǐse, ki jo opisuje načrt. Razred je torej opis lastnosti objekta.
Ko se program zažene, lahko s pomočjo objekta v pomnilniku ustvari toliko objektov
določene vrste, kot je potrebno. Vsak objekt, ki je ustvarjen iz razreda, se imenuje
instanca razreda [28].
2.3.4 Programske niti – sočasno programiranje
S prihodom večjedrnih procesorjev, ki so postali nekaj vsakdanjega, je razumljivo in
praktično, da želimo kar najbolj izkoristiti vsa razpoložljiva jedra. Obstajata dva
glavna pristopa za delitev delovne obremenitve. Pri prvem gre za uporabo več procesov,
pri drugem pa za uporabo več programskih niti (angl. Threads) [29]. Mi se bomo
osredotočili na slednje.
Delo z nitmi je alternativa razdeljevanju dela z neodvisnimi procesi (v tem poglavju
jih ne opisujemo) in delo razdeljuje na neodvisne niti izvajanja. Ta način ima to
prednost, da lahko preprosto komuniciramo s skupno rabo podatkov (če zagotovimo, da
so skupni podatki dostopni samo eni niti naenkrat), vendar je upravljanje s sočasnostjo
prepuščena programerju. Python zagotavlja dobro podporo za ustvarjanje programov
z nitmi, kar zmanǰsuje obseg dela, ki ga moramo narediti. Kljub temu so večnitni
programi sami po sebi bolj zapleteni kot programi z eno nitjo in zahtevajo veliko več
pozornosti pri njihovem ustvarjanju in vzdrževanju [29].
Nastavitev dveh ali več ločenih niti izvajanja v Pythonu je precej enostavna. Kom-
pleksnost se pojavi, kadar želimo, da si ločene niti delijo podatke. Za primer si pred-
stavljajmo, da imamo dve niti, ki si delita seznam (angl. List). Ena nit bi lahko
začela ponavljajoče krožiti čez seznam z uporabo zanke for x in L, druga nit pa bi
nekje vmes izbrisala nekaj elementov seznama. V najbolǰsem primeru bi to povzročilo
nejasne zrušitve, v najslabšem pa napačne rezultate [29].
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Ena od pogostih rešitev je uporaba neke vrste zaklepnega mehanizma. Na primer, ena
nit bi lahko pridobila zaklep in nato začela krožiti prek seznama; katera koli druga nit
bi bila potem blokirana s ključavnico. Dejansko pa stvari niso tako jasne, odnos med
ključavnico in podatki, ki jih zaklene, obstaja zgolj v naši domǐsljiji. Če ena nit pridobi
ključavnico, druga nit pa poskuša pridobiti isto ključavnico, bo druga nit blokirana,
dokler prva ne sprosti zaklepa. Z vključitvijo dostopa podatkov v skupni rabi v okviru
pridobljenih ključavnic lahko zagotovimo, da do skupnih podatkov dostopa samo ena
nit naenkrat, čeprav je zaščita posredna [29].
Ena od težav pri zaklepanju je nevarnost zastoja. Predpostavimo, da nit št. 1 pridobi
blokado A, tako da lahko dostopa do skupnih podatkov a in nato v okviru zaklepa A
poskuša pridobiti ključavnico B, da lahko dostopa do skupnih podatkov b – vendar ne
more pridobiti zaklepa B, ker je medtem nit št. 2 pridobila zaklep B, tako da lahko
dostopa do b in zdaj poskuša pridobiti ključavnico A, tako da lahko dostopa do a.
Torej nit št. 1 drži ključavnico A in poskuša pridobiti zaklep B, medtem ko nit št. 2
drži ključavnico B in poskuša pridobiti ključavnico A. Posledično sta obe niti blokirani
in je zato blokiran tudi program, kot je prikazano na sliki 2.15 [29].
Slika 2.15: Zastoj: dve ali več blokiranih niti, ki poskušajo pridobiti medsebojne
ključavnice [29].
Čeprav si je ta zastoj preprosto vizualizirati, pa je v praksi zastoje težko opaziti, saj
niso vedno tako očitni. Nekatere nitne knjižnice lahko pomagajo z opozorili glede
možnih zastojev, vendar je še vedno potrebna človeška skrb in pozornost, da se jim
izognemo [29].
En preprost, a učinkovit način, da se izognemo zastojem, je pravilo, ki opredeljuje vrstni
red, po katerem je treba pridobiti ključavnice. Na primer, če imamo pravilo, da mora
biti zaklepanje A vedno pridobljeno pred zaklepom B in smo pri tem želeli pridobiti
ključavnico B, pravilo zahteva, da najprej pridobimo ključavnico A. To bi zagotovilo,
da se opisan zastoj ne bi zgodil, ker bi se obe niti začeli s poizkusom pridobitve A, in
prva, ki bi to storila, bi nadaljevala z zaklepanjem B – razen če nekdo pozabi slediti
pravilniku [29].
Naslednji problem pri zaklepanju je, da če več nizov čaka na zaklepanje, so ti blokirani
in ne delajo nobenega koristnega dela. To lahko v manǰsi meri ublažimo z rahlimi
spremembami našega načina kodiranja, da zmanǰsamo količino dela, ki ga opravimo v
okviru ključavnice [29].
Vsak program ima vsaj eno nit – glavna nit (main thread). Če želimo ustvariti več niti,
moramo uvoziti nitni modul (threading) in z njim ustvarimo toliko niti, kot jih želimo.
Obstajata dva načina za ustvarjanje niti: lahko pokličemo threading.Thread() in mu
podamo objekt, ki ga je mogoče klicati, ali pa ustvarimo podrazred razreda threading.
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Thread. Ustvarjanje podrazredov je najbolj prilagodljiv pristop in je precej direk-
ten. Podrazredi lahko ponovno izvajajo init () (v tem primeru morajo klicati
izvedbo osnovnega razreda) in morajo ponovno izvesti run() – v tej metodi se de-
jansko zgodi delo niti. Metoda run() ne sme biti nikoli klicana z našo kodo – niti
se zaženejo s klicanjem metode start in pokliče run(), ko je pripravljen. Nobena
druga threading.Thread metoda ne more biti ponovno izvedena, lahko pa dodajamo
dodatne metode [29].
2.3.5 MicroPython
MircoPython je nepotratna in učinkovita izvedba programskega jezika Python 3, ki
vključuje majhno podmnožico standardne knjižnice Python in je optimizirana za de-
lovanje na mikrokrmilnikih ter omejenih okoljih. MicroPython ima veliko naprednih
funkcij, kot so interaktivni poziv, poljubno natančna števila, zaprtja, razumevanje se-
znama, generatorji, ravnanje z izjemami itd. Ob tem pa je paket dovolj kompakten,
da se prilega in teče le na 256 kB kodnega prostora in 16 kB pomnilnika RAM. Okolje
MicroPython stremi k temu, da je čim bolj združljiv z običajnim Pythonom, kar nam
omogoča preprost prenos kode z namizja osebnega računalnika na mikrokrmilnik ali
vgradni sistem [31].
2.4 Zajem podatkov
2.4.1 Tlačno zaznavalo
Pri zaznavalih tlaka je zaznavalni element mehanska naprava, ki spreminja obliko pod
vplivom napetosti. Takšne naprave so Bourdonova cev (v obliki črke C, zvite in spi-
ralne), valovite in kontaktne mebrane, kapsule, mehovi, sodčaste cevi in drugi predmeti,
ki pod tlakom spremenijo svojo obliko [32].
Meh na sliki 2.16a je namenjen pretvorbi tlaka v linearni pomik, ki ga je mogoče izmeriti
z ustreznim zaznavalom. Meh je tako prvi element v merilni verigi za pretvorbo tlaka v
električni signal. Zanj je značilna razmeroma velika površina in s tem velik premik pri
nizkih tlakih. Togost brezšivnih kovinskih mehov je sorazmerna z modulom elastičnosti
materiala in obratno sorazmerna z zunanjim premerom ter številom pregibov meha.
Togost se prav tako poveča s tretjo potenco debeline stene [32].
Priljubljen način pretvorbe tlaka v linearno deformacijo je membrana (slika 2.16b) v
aneroidnem barometru. Deformabilni člen vedno tvori vsaj eno steno tlačne komore in
je povezan z zaznavalom deformacije (npr. merilni listič), ki pretvori upogib v električni
signal. Večina tlačnih zaznaval je izdelanih iz silicijevih membran z uporabo tehnologije
mikroobdelave [32].
Membrana je tanka opna, ki je obremenjena z radialno napetostjo S in jo podaja enota
Pa. Notranje upogibne napetosti lahko zanemarimo, saj je debelina membrane mnogo
manǰsa v primerjavi z njenim polmerom (vsaj 200-krat). Kadar na eno stran membrane
vpliva tlak, se ta oblikuje v sferično obliko (slika 2.17). Pri majhnih spremembah tlaka
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(a) (b)
Slika 2.16: (a) Meh [33] in (b) membrana [32].
p sta sredinski odklon zm in napetost σm kvazi linearne funkcije tlaka p, enačbi (2.6)
in (2.7).
zmaks =
r2 p
4S
(2.6)
zmaks ≈
S
g
(2.7)
Kjer je r radij membrane in g njena debelina. Napetost je običajno enakomerno po-
razdeljena po površini membrane.
Slika 2.17: Fizikalni model mebrane pod obremenitvijo tlaka p [32].
Merilni listič
Za izdelavo tlačnega zaznavala sta potrebna dva bistvena elementa, to sta membrana
z znano površino A in detektor, ki se odziva na silo F , enačba (2.8). Oba elementa
sta lahko izdelana iz silicija. Tlačno zaznavalo je tako sestavljeno iz silicijeve mem-
brane kot elastični material in iz piezouporovnih merilnih uporov, narejenih iz difuznih
nečistoč. Zaradi izjemnih lastnosti monokristalnega silicija ni prisotnega pojava leze-
nja in histereze, tudi pri močnem statičnem tlaku ne [32, 34]. Visoka občutljivost ali
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merilni faktor silicijevih lističev je približno stokrat večji od faktorja tankih kovinskih
merilnih lističev [34]. Običajno so ti upori vezani v Wheatstonov mostiček [32].
p =
dF
dA
(2.8)
Wheatstonov mostiček
Upori zaznavala so lahko povezani bodisi v pol-mostični ali polni Wheatstovnov mo-
stiček (slika 2.18), pri čemer se upornost dveh poveča s pozitivnim tlakom, drugima
dvema pa se upornost zmanǰsa. Ko je zaznavalo tlačno obremenjeno, se upornosti mo-
stička spremenijo za ∆R. Položaj upora na siliciju določa, ali se bo pod vplivom tlaka
povečal ali zmanǰsal [34].
Slika 2.18: Merilni lističi, vezani v polni Wheatstonov mostiček [35].
Ko so upornosti vseh štirih uporov v mostičku absolutno enake, je most popolnoma
uravnotežen in izhodna napetost Vi je enaka 0. Vendar ko eden ali več uporov spreme-
nijo svojo vrednost samo za delček, mostiček proizvede pomembno merljivo napetost.
Kadar mostiček uporabljamo v zaznavalu, enega ali več uporov zamenjamo z merilnimi
lističi, in ko listič spremeni obliko, ker je vezan na testni vzorec (v našem primeru mem-
brano), poruši ravnotežje mostiča in proizvede izhodno napetost, ki je proporcionalna
obremenitvi [35].
Čeprav so polovične in četrtinske vezave zelo pogoste, je za vezavo merilnih lističev
najbolj optimalna polna vezava. Zagotavlja najvǐsjo občutljivost in ima najmanj ele-
mentov, ki lahko predstavljajo potencialno napako, in ker ima polni mostič največjo
izhodno napetost, je šum pri merjenju manj pomemben dejavnik. Zaradi teh razlogov
je priporočljivo, kadar je to le mogoče, uporabiti polno vezavo [35]. Izhodno napetost
polnega Wheatstonovega mostiča Vi predstavlja enačba (2.9) [32].
Vi = (
R1
R1 + R2
− R3
R3 + R4
) · Vr (2.9)
Kjer so R1, R2, R3 in R4 upornosti posameznih merilnih lističev in Vr je referenčna
napajalna napetost. Mostič izniči faktorje potencialnih napak, kot so spremembe tem-
perature, ker imajo vsi štirje merilni lističi enak temperaturni koeficient in so v ne-
posredni bližini membrane. Upornost vodnikov pa ne vpliva na natančnost meritev,
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dokler ima vhodni ojačevalnik visoko vhodno impedanco. Na primer ojačevalnik z vho-
dno impedanco 100 MΩ povzroči, da je tok, ki teče po vodnikih, zanemarljiv, s tem pa
je zanemarljiv tudi padec napetosti čez vodnike [35].
2.4.2 Tokovna zanka
Eden najpogosteǰsih industrijskih merilnih sistemov je zajem podatkov s tokovno zanko
od 4 do 20 mA. Običajno tlačno zaznavalo (oddajnik na sliki 2.19) potrebuje napajalno
napetost, kar zahteva dve žici, in ima izhod, ki potrebuje dodatno žico. Na ta način
je zaznavalo povezano z merilno enoto prek trižilnega kabla. Ena od možnosti je, da
ima oddajnik napetostni izhod. Ta izhod je v linearnem razmerju z merjeno fizikalno
veličino [36].
Slika 2.19: Oddajnik s trižičnim napetostnim izhodom [36].
Trižična tokovna zanka
Druga možnost je, da uporabimo zaznavalo s tokovnim izhodom (slika 2.20), ki nima
delilnika napetosti in težav s šumom. Tokovne signale lahko prenašamo preko veliko
večjih razdalj v primerjavi z napetostnimi signali. Najbolj pogosta tokovna signala sta:
od 0 do 20 mA in od 4 do 20 mA tokovni zanki. Z zaznavali s tokovnim izhodom se
srečujemo ves čas, tako pri kontroli procesov kot tudi pri osnovnih merilnih karticah
za pridobivanje podatkov. Velika prednost signalov od 4 do 20 mA je zmožnost od-
krivanja napak na vodnikih. Če je izmerjeni tok enak 0 mA, pomeni, da je ena od
žic odklopljena. Zato, da lahko tokovni signal naprej procesiramo z digitalno elektro-
niko, ga moramo na strani merilne kartice pretvoriti na napetostnega. To zagotovimo
z vgraditvijo merilnega upora R, ki je tipično velikosti 250 Ω [36,37].
Električni tok i je proporcionalen merjeni fizikalni veličini. Z uporabo Ohmovega za-
kona pa dobimo spodnjo (enačba (2.10)) in zgornjo (enačba (2.11)) napetostno mejo
signala, za primer od 4 do 20 mA tokovne zanke. Na ta način dobimo napetostni signal
v intervalu od 1 do 5 V.
U = R · i = 250 Ω · 0.004 mA = 1 V (2.10)
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Slika 2.20: Oddajnik s trižičnim tokovnim izhodom [36].
U = R · i = 250 Ω · 0.020 mA = 5 V (2.11)
Dvožična tokovna zanka
Kot že ime pove, ima ta tip oddajnika samo dve žici (slika 2.21). Zato zaznavalo
prejema napajalno moč iz istih dveh žic, prek katerih potuje od 4 do 20 mA signal, kar
obenem določa eno od primarnih zahtev pri snovanju dvožilnih 4 do 20 mA oddajnikov.
Zaznavalo, vezje zaznavala in 4-20 mA prenosno vezje mora imeti porabo manǰso od 4
mA, sicer oddajnik ne more oddati ničelne vrednosti toka 4 mA [38].
Slika 2.21: Oddajnik z dvožičnim tokovnim izhodom [36].
2.4.3 Filtri
Elektronski filtri so pomembni za ločevanje merjenih signalov in šuma [34]. Trije najpo-
gosteǰsi tipi filtrov so Butterworthov, Chebyshev in Besselov. Vsak tip ima edinstvene
lastnosti, zaradi katerih je bolj primeren za eno ali drugo aplikacijo. Vsi pa se lahko
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uporabljajo za visoko prepustne, nizko prepustne, pasovno prepustne in pasovno ne-
prepustne aplikacije, vendar pa imajo različne profile odziva. Uporabljamo jih lahko v
pasivnih ali aktivnih mrežah [35].
Nizkoprepustni filtri
Nizko prepustni filtri zadržijo visoke frekvence v različnem obsegu, odvisno od stopnje
filtra in amplitude visoke frekvence glede na lomno frekvenco. Ojačevalna stopnja ne
potrebuje velike pasovne širine, kadar ima merjen signal veliko manǰse frekvence. Dej-
stvo je, da je načrtovanje namenjeno odpravljanju prevelikih pasovnih širin v vseh vez-
jih, kar zmanǰsuje šum. Ena od glavnih prednosti posameznih stopenj priprave signala
pri zaznavalih nizke stopnje (v nasprotju z multipleksiranimi stopnjami) je vključiti
nizko prepustno filtriranje na osnovi kanala v signalni poti. V multipleksiranih vezjih
(ojačevalnik, ki si ga deli več enosmernih signalov) glavna pot signala ne more delovati
kot nizkoprepustni filter zaradi hitrega časa ustalitve, ki je potreben v multipleksiranih
sistemih [35].
Najbolǰse mesto za nizkoprepustne filtre je na individualni poti signala pred predpo-
mnilnikom in multiplekserjem (slika 2.22). Pri šibkih signalih lahko ojačanje z instru-
mentalnim ojačevalnikom pred filtriranjem omogoči nizkoprepustnemu filtru optimalno
razmerje med signalom in šumom [35].
Slika 2.22: Enostaven RC filter [35].
Nizkoprepustni filter je sestavljen iz upora in kondenzatorja, ki sta vezana v konfigu-
racijo napetostnega delilnika (slika 2.22). V tem primeru se “upornost” kondenzatorja
zmanǰsa pri visoki frekvenci, tako da se izhodna napetost zmanǰsa z naraščanjem vho-
dne frekvence. To vezje torej učinkovito filtrira visoke frekvence in prepušča nizke [34].
Matematično analizo začnemo z uporabo kompleksnega zapisa za impedanco [34],
enačba (2.12).
Z1 = R Z2 =
1
i ω C
(2.12)
Zapǐsemo enačbo (2.13) napetostnega delilnika iz slike 2.22.
Vi =
Z2
Z1 + Z2
Vv (2.13)
Izraza za Z1 in Z2 iz enačbe (2.12) vstavimo v enačbo 2.22 in dobimo enačbo (2.14).
Vi =
1
i ω C
R + 1
i ω C
Vv =
1
i ω RC + 1
Vv (2.14)
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Amplitudo izhodnega signala Vi zapǐsemo z enačbo (2.15).
|Vi| =
√︄
1
(ωRC)2 + 1
|Vv| (2.15)
Fazni zamik pa z enačbo (2.16).
ϕ = tan−1 (−ωRC) (2.16)
Pri tem so:
– Z1 [Ω] impedanca upora R,
– Z2 [Ω] impedanca kondenzatorja C,
– R [Ω] upornost upora R,
– ω [s−1] krožna frekvenca,
– Vi [V] izhodna napetost,
– Vv [V] vhodna napetost.
2.4.4 Napetostni delilnik
Večina sistemov za zajemanje podatkov lahko meri napetosti v območju do 10 V.
Vǐsje napetosti od te moramo zmanǰsati. To lahko enostavno rešimo z napetostnim
delilnikom, vendar pa sta pri tej enostavni rešitvi dve pomanjkljivosti. Prvič napetostni
delilniki predstavljajo bistveno nižjo impedanco izvora kot pa direktni analogni vhodi.
Drugič, njihova izhodna impedanca je previsoka za vhode multipleksorja [35].
Slika 2.23: Napetostni delilnik ter napetostni sledilnik za razrešitev obremenitvenega
problema [35].
Obremenitveni problem nizke impedance enostavnega napetostnega delilnika je mogoče
rešiti z uporabo operacijskega ojačevalnika, vezanega v sledilnik napetosti, ki ga vežemo
na izhod iz delilnika (slika 2.23). Namenski napetostni sledilnik ima visoko vhodno
impedanco v območju MΩ in ne obremenjuje izvora kot ga vezje iz preǰsnjega primera.
Poleg tega je izhodna impedanca sledilnika napetosti izredno nizka, kar je potrebno za
multipleksiran analogni vhod [35].
Vi =
R2
R1 + R2
Vv (2.17)
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2.4.5 Sledilnik napetosti
Sledilnik napetosti je en najpogosteǰsih primerov uporabe operacijskega ojačevalnika.
Shematično je prikazan na sliki 2.24. Če izhajamo iz osnovne enačbe za operacijski
ojačevalnik, lahko zapǐsemo izhodno napetost kot izraz v enačbi (2.18), [39].
Slika 2.24: Sledilnik napetosti [39].
Ui = A(U2 − U1) = A(Uv − U1) = AUv − AUi ⇒ Ui =
A
1 + A
Uv ≈ U (2.18)
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3.1 Konstrukcija grabilca
Naročnik projekta v svojem prodajnem programu ponuja širši izbor večnamenskih gra-
bilcev. Prednost njihove ponudbe pred konkurenco je v modularnosti konstrukcije. V
praksi to pomeni, da za spremembo funkcije grabilca ni treba menjati celega orodja,
ampak samo delovne roke. Ta način omogoča enostavneǰso in predvsem hitreǰso spre-
membo funkcije orodja. Modularnost grabilca omogoča več kot 15 različnih funkcij,
vendar se bomo v tem delu osredotočili le na univerzalne roke za najbolǰsi oprijem ter
na gozdarski sklop za manipulacijo z biomaso. Gozdarski sklop zajema tako imenovane
aligatorske roke, škarje za les ter motorno žago (sliki 3.1 in 3.2).
(a) (b)
Slika 3.1: (a) Roke za najbolǰsi oprijem in (b) roke s škarjami.
Grabilci se delijo tudi glede na velikostni razred in so označeni z oznakami od MD 3.0
do MD 30.0. Grabilec, ki je predmet naše predelave v pametno prijemalo, spada v
velikostni razred MD 16.0. Oznaka se navezuje na tonažo stroja, ki mu je grabilec na-
menjen. Manǰsi modeli za rotacijski pogon uporabljajo hidravlični motor tipa gerotor,
gred motorja ob tem služi tudi kot nosilec grabilca. Pri večjih modelih je med vrtljivim
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(a) (b)
Slika 3.2: (a) Aligatorske roke in (b) aligatorske roke z žago.
delom in statičnim delom vgrajen vrtljiv spoj, ki ima zobnik z notranjim ozobjem.
To ozobje je gnano z manǰsim zobnikom, ki je pritrjen na gred gerotor hidravličnega
motorja.
Grabilec je sestavljen iz štirih glavnih podsklopov slika 3.3a. Na hidravlično manipula-
cijsko roko je grabilec pritrjen prek priključnega spoja. Znotraj tega spoja ima večina
modelov nameščen hidravlični blok, na katerem so ustrezni hidravlični priključki, ven-
tili in tlačna zaznavala. Rotacijo grabilca omogoča vrtljiva enota (slika 3.3b), ki ima
uležajen zobnik z notranjim ozobjem in ga poganjajo od 1 do 4 hidravlični motorji,
odvisno od velikostnega razreda grabilca. Vrtljiva enota povezuje priključno enoto
in osnovno pogonsko enoto, v kateri je dvojni ročični mehanizem s hidravličnima va-
ljema ter drugimi hidravličnimi sestavinami, ki so potrebne za pravilno delovanje. Na
osnovno enoto sta na koncu priključeni dve roki, ki opravljata delo oprijema bremena.
Roki upravljata prej omenjena hidravlična valja.
(a) (b)
Slika 3.3: (a) Glavni podsklopi grabilca in (b) rotacijski sklop [40].
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Posebnost obravnavanega hidravličnega grabilca je tudi v tem, da ima v ohǐsju vgra-
jena dva hidravlična valja (slika 3.4). S tem je dosežena dvojna prijemalna sila pri
enakih gabaritih orodja. Obenem je v tem primeru prisotna tudi možnost asinhronega
gibanja rok. Asinhronost gibanja se izkaže za prednost v primerih, ko se mora orodje
prilagajati bremenu, kot na primer pri manipuliranju s skalami. Slabost tega sistema
pa je zahtevneǰsa konstrukcija, predvsem z vidika prostorskega razvrščanja hidravličnih
in drugih mehanskih sestavin.
Slika 3.4: Notranjost grabilca MD 6.0 z dvema hidravličnima valjema.
Obstoječo popolnoma mehansko izvedbo osnovne pogonske enote grabilca prikazuje hi-
dravlična shema na sliki 3.5. Kot je bilo že predhodno omenjeno, je sistem sestavljen iz
dveh hidravličnih valjev velikosti Φ90/40 × 300 (poziciji 1.1a ter 1.1b). Vsakemu valju
pripada krmiljen protipovratni ventil (1.2a, 1.2b), ki zagotavlja, da se hidravlični valj
ne posede. Na strani batnice je za vsakim valjem zaporedno vgrajen sekvenčni ventil
(2a, 2b), ki je nastavljen na tlak odpiranja 4,2 MPa. Sekvenčna ventila zagotavljata
paralelnost oziroma sinhronost gibanja obeh hidravličnih valjev. Pozicija 3 predstavlja
hidravlični blok, ki služi kot priključna plošča med gredjo hidravličnega motorja in
cevmi, ki vodijo do valjev.
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Slika 3.5: Hidravlična shema trenutne konstrukcije prijemala.
3.2 Razvoj hidravličnega sistema
Pri zasnovi hidravličnega sistema smo imeli željo, da bi vse hidravlične sestavine ume-
stili v glavno pogonsko enoto in s tem kar se da najbolje izkoristili prostor ohǐsja.
Pri tem je bilo treba biti pozoren na velikost sestavin ter na dostopnost za njihovo
montažo. V poglavju je opisan potek zasnove z opisom ključnih parametrov, ki so
vplivali na konstrukcijo sistema.
3.2.1 Hidravlične sestavine
Pri izbiri hidravličnih sestavin je najbolj pomembno, da sestavina zadosti tehničnim
potrebam hidravličnega sistema. Glavna tehnična parametra, ki jih najprej preverimo,
sta: največji dovoljeni tlak ter največji pretok, ki ga sestavina dopušča. Drugi para-
metri pa se navadno nanašajo na tip sestavine. Pri izbiri sestavin sta zelo pomembna
tudi cena in dobavni rok. Slednji pri razvoju prototipov pogosto odigra ključno vlogo.
V nadaljevanju so predstavljene hidravlične sestavine, ki smo jih izbrali za naš sistem,
to so:
– tlačni ojačevalnik,
– tlačno reducirni ventil,
– 2/2 – potni ventil in
– 3/2 – potni ventil.
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Proporcionalni tlačno reducirni ventil
Pri izbiri tlačno reducirnega ventila smo kot najbolj ugodno rešitev izbrali ventil z
oznako PDR08P-01. To je dvostopenjski proporcionalni hidravlično krmiljen ventil
drsnǐskega tipa s tremi priključki. Ventil dopušča tlake do 35 MPa in pretoke do 60
l/min. Prerez ventila s pripadajočim simbolom je prikazan na sliki 3.6. Njegova funkcija
je vzdrževanje konstantnega tlaka na priključku 1. Tlak je reguliran z električnim
krmilnim signalom neodvisno od tlaka črpalke. Če tlak na priključku 1 preseže tlak
nastavitve ventila, se krmilni del odpre in olje steče za glavnim batom do priključka
3, ki vodi v rezervoar, in na ta način vzdržuje nastavljen tlak. Če je na priključku 3
prisoten tlak, se ta prǐsteje k tlaku nastavitve ventila.
Slika 3.6: Prerez dvostopenjskega proporcionalnega tlačno reducirnega ventila
PDR08P-01 (Φ36 × 129) s pripadajočim simbolom [41].
Slika 3.7: Karakteristika delovanja proporcionalnega tlačno reducirnega ventila
PDR08P-01 [41].
Na sliki 3.7 je prikazana krmilna karakteristika ventila, ki je bila izmerjena s hidra-
vličnim oljem z viskoznostjo 34 mm2/s in temperaturo 46 °C. Iz karakteristike je raz-
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vidno, da če želimo najvǐsji možni tlak v sistemu, mora biti krmilni signal na zgornjem
nivoju (100 %); v tem primeru to pomeni, da tuljava proporcionalnega magneta “po-
vleče” iz napajalnega sistema največji tok, ki je 2,1 A. Vidimo lahko, da je karakteristika
linearna in da je prisotna histereza, ki je po navedbi proizvajalca od 2 do 4 %.
Tlačni ojačevalnik
Tlačni ojačevalniki delujejo na principu transformacije tlaka. V osnovi je to hidravlični
valj, ki ima na vstopni strani bat z večjo površino, na izstopni pa bat z manǰso površino.
Ko na vstopno stran privedemo kapljevino pod nekim tlakom, se ta na izhodu glede na
razmerje površin batov premo sorazmerno poveča. Pri tem pa se seveda pretok obratno
sorazmerno zmanǰsa [42].
Za naš sistem smo izbrali dvosmerno delujoč tlačni ojačevalnik HC2D s faktorjem
ojačanja i = 2,2. V neobremenjenem stanju je na visokotlačni strani zmožen oddati
pretok do 11 l/min. Ojačevalnik preide v delujočo fazo, ko tlak na vstopu preseže 2
MPa, zgornja meja vstopnega tlaka pa je 21 MPa. Gabariti ohǐsja so ϕ64×185, skupna
masa je 3,4 kg.
Funkcijska shema ojačevalnika je prikazana na sliki 3.8. Olje doteka do ojačevalnika
prek potnega ventila PV, ki je del hidravličnega sistema, do vstopnega priključka IN.
V tej fazi olje prosto teče čez vse proti-povratne ventile PPV1, PPV2 ter KPPV do
visokotlačne strani H. V tej fazi dosežemo največji pretok za zagotovitev hitrega giba
hidravličnega valja, ki je vezan naprej v sistemu. Ko na visokotlačni strani H tlak
naraste, se ventili PPV1, PPV2 in KPPV zaprejo. Takrat začne bat OB oscilirati in s
tem povečevati izhodni tlak. Ko tlak doseže končno vrednost, se ojačevalnik avtomat-
sko ustavi. V primeru, da tlak spet pade – zaradi porabe ali notranjega puščanja –,
ojačevalnik ponovno preide v fazo delovanja in vzdržuje končni tlak [43].
Slika 3.8: Funkcijska shema tlačnega hidravličnega ojačevalnika HC2D [41].
3.2.2 Zasnova 1
Hidravlični sistem smo začeli snovati glede na določene omejitve hidravličnih sesta-
vin. Največji vpliv na kompleksnost sistema ima v našem primeru vgradnja tlačnega
ojačevalnika. Shema začetne zasnove hidravličnega sistema je prikazana na sliki 3.9a.
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Ker ojačevalnik (3) ne dopušča, da bi prek njega tekel pretok 60 l/min, ga je treba
vezati vzporedno z linijo, ki vodi do hidravličnega valja na stran bata. Vzporedno z
ojačevalnikom smo vezali tudi varnostni ventil (4), ki bi bil nastavljen na tlak odpiranja
45 MPa. Z njegovo vgradnjo omejimo največji tlak na vstopu v ojačevalnik, ta tlak
je omejen s strani proizvajalca na 21 MPa. Obenem pred preobremenitvijo zaščitimo
tudi krmiljen protipovratni ventil (5) in oba hidravlična valja v grabilcu.
(a) (b)
Slika 3.9: (a) Zasnova hidravličnega sistema z varnostnim ventilom in (b) brez
varnostnega ventila.
Z željo po poenostavitvi sistema smo proučili tudi možnost sistema brez varnostnega
ventila (slika 3.9b). To nam omogoča tlačno reducirni ventil (6), saj lahko z njim
nastavimo oziroma omejimo največji tlak na vstopu v tlačni ojačevalnik. Slabost tega
je, da lahko tlak na visokotlačni strani (H, bat) krepko preseže dopustno mejo obeh
hidravličnih valjev in proti povratnega ventila. To se lahko zgodi v primeru, kadar
operater zaradi neznanja ali malomarnosti nasloni cel stroj na grabilec. Sila teže stroja
se v tem primeru prenese na oba hidravlična valja, kar ima za posledico velik porast
tlaka.
V obeh primerih se tok olja iz tlačno reducirnega ventila razdeli na vejo, ki vodi prek
krmiljenega proti povratnega ventila, in na vejo, ki vodi na tlačni ojačevalnik. Kadar
se roki grabilca zapirata in sta pri tem oba valja v prostem gibu, gre večji del čez
protipovratni ventil. Kadar se roki oprimeta bremena in tlak v sistemu naraste nad 2
MPa, začne delovati tlačni ojačevalnik, protipovratni ventil pa se zapre. Takrat olje
teče samo čez ojačevalnik. Slabosti te rešitve sta predvsem dve: ker se ojačevalnik
vklopi vedno kadar tlak naraste nad 2 MPa nimamo nadzora nad prijemalno silo,
hitrost batnic pa je omejena z največjim izhodnim pretokom iz ojačevalnika, ki je 7,8
l/min, v obremenjenem stanju pa še precej nižji.
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3.2.3 Zasnova 2
Da bi bil sistem bolj kompakten, smo želeli sestavine združiti v skupnem hidravličnem
bloku (4) (slika 3.10). V omenjen blok smo umestili že prej predvidena tlačno re-
ducirni ventil (4.1) in protipovratni ventil (4.3). Zato da imamo lahko nadzor nad
tlačnim ojačevalnikom in s tem posredno tudi nad prijemalno silo, smo v hidravlični
blok vgradili še 2/2-potni ventil (4.2). Ta ventil je normalno zaprtega tipa in je v za-
prtem položaju sedežne izvedbe, zato nima notranjega puščanja. Ves pretok tako teče
prek protipovratnega ventila. Tlačni ojačevalnik tako vklopimo z vklopom omenjenega
potnega ventila. Pri tem mora krmilnik nastaviti tlak tlačno reducirnega ventila na 21
MPa.
Slika 3.10: Nadgradnja začetne zasnove hidravličnega sistema.
3.2.4 Zasnova 3
Zaradi omejenega prostora v ohǐsju grabilca nam vanj ne bi bilo mogoče vgraditi vseh
ventilov iz preǰsnje zasnove. Med obema hidravličnima valjema je namreč le 96 mm
širok prostor, prek katerega pride vrtljivi spoj. Hidravlični blok z izbranimi ventili pa
mora biti nameščen direktno na vrtljivi spoj, saj vgradnja dodatnih hidravličnih cevi
ni bila izvedljiva. Zaradi tega smo se odločili, da blok premaknemo izven vrtljivega
dela in ga združimo z enoto za krmiljenje hidravličnega motorja, kot prikazuje shema
na sliki 3.11. Blok je zaradi lažje izdelave ter montaže sestavljen iz štirih delov, ki so
med seboj povezani z vijaki. V shemi posamezni blok predstavlja okvir, označen s črto
“črta-pika”. Glavni blok predstavlja okvir (6), leva stran predstavlja krmilni sistem
38
Metodologija raziskave
rotacije, desna stran pa krmilni sistem rok grabilca. Vsaka od obeh funkcij je potem
krmiljena s svojim 4/3-potnim ventilom z elektromagnetnim krmiljenjem, ki sta del
stroja, na katerega je grabilec nameščen. Oba simbola sta podana kot primer, saj je
lahko tip ventila od stroja do stroja drugačen.
S prekrmiljenjem potnega ventila, povezanega na priključka A1 in B1, v vzporedni
položaj zavrtimo hidravlični motor (5.1) v eno stran, s prekrmiljenjem ventila v križni
položaj pa v drugo. Oba voda v hidravlični motor sta povezana z ventilom ALI (6.6),
ki odvzame največjega od obeh tlakov in ga prek 3/2 razbremenilnega ventila (6.5)
pelje do zavore motorja (5.2). Zavora motorja je sestavljena iz zavornih diskov ter
hidravličnega valja s povratno vzmetjo. Kadar motor rotira in je v eni od obeh vej
prisoten tlak, je zavora razbremenjena. Kadar želimo zavreti motor, pa moramo vklo-
piti razbremenilni ventil. S tem odvzamemo tlak na strani batnice zavornega valja
in zavorne čeljusti se oprimejo diska na gredi motorja. Ustvari se zavorni moment.
Na vsako od dovodnih vej v hidravlični motor je povezan tudi varnostni ventil (6.7),
ki varuje grabilec pred preobremenitvijo, do nje lahko pride, če operater nepravilno
uporablja grabilec oziroma nanj nasloni cel stroj.
S potnim ventilom, ki je povezan s priključkoma A2 ter B2, krmilimo roki grabilca.
Zapiramo jih, ko je potni ventil v vzporednem položaju, odpiramo pa takrat, kadar je
v križnem položaju. Na poti do hidravličnih valjev je vgrajen tlačno reducirni ventil
(6.2), s katerim nastavljamo silo prijema. Olje gre nato prek vrtljivega spoja (4) do
obeh hidravličnih valjev. Ko je potni ventil v križnem položaju, olje prosto steče v
rezervoar.
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Slika 3.11: Hidravlična shema krmilnega bloka pametnega prijemala.
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3.3 Razvoj krmilnega sistema
3.3.1 Strojna oprema
Tlačna zaznavala
V celoten sistem smo vgradili štiri tlačna zaznavala: trije so nameščeni nad vrtljivim
spojem, eden pa v samem grabilcu. Pri izbiri slednjega smo bili zelo omejeni z vgradnim
prostorom, zato smo iskali takšnega s čim manǰsim ohǐsjem. Po pregledu trga smo se
odločili za tlačno zaznavalo AS30, ki je prikazano na sliki 3.12 [44] in ima merilni
razpon od 0 do 60 MPa ter napetostni izhod od 0 do 5 V, drugi podatki so podani v
preglednici 3.1. Zaznavalo ima standardni colski hidravlični priključek velikosti G1/4
in električni priključek po standardu DIN43650C. Premer zaznavala je 20 mm, dolžina,
ki je pri vgradnji na zunanji strani, pa je cca. 26 mm, k temu pa je treba dodati še
vǐsino električnega priključka na signalnemu kablu.
Slika 3.12: Tlačno zaznavalo AS30 s pripadajočimi zunanjimi merami.
Preglednica 3.1: Tehnični parametri tlačnega zaznavala AS30 [44].
Parameter Vrednost
Merilni razpon od 0 do 60 MPa
Izhodni signal od 0 do 5 V
Največja dovoljena upornost bremena 400 Ω
Poraba električnega toka 5,5 mA
Natančnost 0.25 % MR
Pri drugih treh zaznavalih velikost ohǐsja ni bila tako pomembna. Izbrali smo zaznavalo
z oznako A-10 (slika 3.13a) z merilnim razponom od 0 do 40 MPa ter tokovnim izhodom
od 4 do 20 mA. Dimenzije zaznavala so prikazane na sliki 3.13b. Gre za najbolj pogosto
velikost zaznavala v hidravličnih sistemih, kar je ustrezno za namestitev na hidravlični
blok nad vrtljivim spojem, saj v primerjavi z zaznavalom na hidravličnem valju tu
nismo omejeni s prostorom v tolikšni meri. Drugi tehnični parametri so podani v
preglednici 3.2.
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(a) (b)
Slika 3.13: (a) Tlačno zaznavalo A-10 in (b) pripadajoče dimenzije [45].
Preglednica 3.2: Tehnični parametri tlačnega zaznavala A-10 [45].
Parameter Vrednost
Merilni razpon od 0 do 400 bar
Izhodni signal od 4 do 20 mA
Največja dovoljena upornost bremena 400 Ω
Poraba električnega toka 25 mA
Nelinearnost ≤ ±0,5 % MR
Merilna deviacija (tipično) ≤ ±0.5 % MR
Natančnost pri sobni temperaturi ≤ ±1 % MR
Šum signala ≤ 0,1 % MR
Brezžični modul ESP-WROOM-02U
Modul ESP-WROOM-02U bazira na modulu ESP8266EX. Ta modul zagotavlja vi-
soko integrirano WiFi SoC rešitev z učinkovito rabo energije, kompaktnim ohǐsjem in
zanesljivim delovanjem v industriji interneta stvari. S popolnimi in samostojnimi zmo-
gljivostmi za povezovanje v omrežje WiFi lahko ESP8266EX deluje kot samostojna
aplikacija ali pa kot podrejena enota. Kadar ESP8266EX gosti aplikacijo, se ta takoj
(ob vklopu) zažene iz njegovega spomina. Uporablja se lahko tudi za vse mikrokrmil-
nike kot adapter WiFi prek vmesnikov SPI/SDIO ali UART. Modul združuje antenska
stikala, RF-balanser, močnostni ojačevalnik, sprejemnik z majhnim šumom, filtre in
module za upravljanje porabe energije. Kompaktna oblika minimizira velikost tiska-
nega vezja in zahteva minimalne zunanje povezave. Poleg funkcij WiFi, ESP8266EX
vključuje tudi izbolǰsano različico 32-bitnega procesorja Tensilica serije L106 Diamond
in ima vgrajen čip SRAM. Lahko ga povežemo z zunanjimi merilnimi zaznavali in
drugimi napravami prek vhodov/izhodov GPIO [46].
42
Metodologija raziskave
Zaslon na dotik CM3-Panel
Pri izbiri zaslona na dotik je poleg vseh potrebnih priključkov in povezovalnih zmožnosti
imela največjo težo njegova cena. V primerjavi s konkurenčnimi ponudbami je ta
zaslon do štirikrat ceneǰsi. Vendar večina drugih ponudnikov ponuja celovito rešitev
skupaj z ohǐsjem po industrijskem standardu. Pozneje bo v našem projektu zato treba
upoštevati tudi zasnovo in izdelavo ohǐsja.
CM3-Panel je tanek tablični računalnik (slika 3.14), ki temelji na industrijskem modulu
Raspberry Pi 3 lite in je primeren za panelno vgradnjo v razne naprave. Glavne
lastnosti tablice so:
– 7 palčni, 10 točkovni zaslon TFT z resolucijo 800 x 480,
– priklop za Raspberry Pi Compute Module 3 normal ali lite,
– priključek MIPI za kamero Raspberry Pi 3,
– prostor za modul USB WiFi ali priključek USB,
– prostor za radio modul Yarm,
– do 24 digitalnih vhodov/izhodov, ki so na voljo za razširitev,
– delovna temperatura od −20 ◦C do +70 ◦C.
Baterija
Pri izbiri baterije smo se osredotočili na čim večjo kapaciteto, kajti zelo nepraktično
bi bilo, če bi moral delavec baterijo polniti vsak dan. Najprej smo ocenili električno
porabo celotnega modula. Iz kataloškega lista brezžičnega modula ESP-WROOM-02
je moč razbrati, da ima povprečno porabo 80 mAh. Poraba zaznavala je največ 5,5
mA, nekaj izgub dodajo še druge sestavine, zato lahko porabo zaokrožimo na 100 mA.
Pri izbiri baterije smo izhajali iz tega, da zdrži vsaj pet delovnih dni, kar predstavlja
40 ur delovanja. Porabo lahko ocenimo z enačbo (3.1).
W = I · t (3.1)
Kjer je:
– W [Ah] električno delo,
– I [A] električni tok in
– t [h] čas.
Če vstavimo v enačbo (3.1) naše vrednosti dobimo:
W = 0,1 · 40 = 4 Ah (3.2)
Ker je minimalna napajalna napetost za napajanje tlačnega zaznavala 7 V, moramo
izbrati baterijo LiPo z dvema celicama. Ena celica baterije LiPo ima namreč nazivno
napetost 3,7 V. Zato smo izbrali dvocelično baterijo Multiplex ROXXY EVO LiPo 2 z
napetostjo 7,4 V ter kapaciteto 5000 mAh.
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(a)
(b)
Slika 3.14: (a) Zaslon na dotik CM3-Panel in (b) njegova hrbtna stran z modulom
Raspberry Pi CM3 in drugimi priključki (165 × 100 × 20mm).
3.3.2 Brezžični modul
Ker ima grabilec funkcijo, da se lahko poljubno vrti okrog svoje osi in ker nimamo
možnosti za konstrukcijski poseg v vrtljivi spoj, smo morali za prenos signala izbrati
brezžično povezavo. Brezžični merilni modul mora zajemati merilni signal iz tlačnega
zaznavala, pretvoriti analogni signal v digitalnega ter ga prek modula WiFi poslati do
strežnika oziroma glavnega vezja. Zaradi vrtljivega spoja morata biti modul in tlačno
zaznavalo napajana prek baterije. Napajalna napetost modula WiFi je omejena na 3,3
V, zato je bilo treba v vezje umestiti napetostni regulator (slika 3.15).
Poznamo linearne in preklopne napetostne regulatorje. Izbrali smo preklopni regula-
tor LM2574M-3.3, ker ima v primerjavi z linearnimi regulatorji večjo efektivnost in
s tem tudi manǰso disipacijo energije. Slabost preklopnih regulatorjev je predvsem v
tem, da zaradi preklapljanja povzročajo šum. Izbrani regulator je zmožen oddati do
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0,5 A električnega toka. Za njegovo hlajenje pa so dovolj bakrene povezave tiskanega
vezja. Pri vezavi napetostnega regulatorja je treba biti pozoren na postavitev ustreznih
komponent na ustrezna mesta. Zaradi preklopnih tokov, ki so povezani z induktivno-
stjo ožičenja, se pojavljajo prehodne napetosti, ki lahko povzročijo težave. Glede na
priporočila s tehničnega lista [47] so bile izbrane naslednje komponente:
– dušilka L1 velikosti 470 µH,
– kondenzator C1 s kapacitivnostjo 22 µF na vhodu,
– kondenzator C2 s kapacitivnostjo 220 µF na izhodu ter
– Schotky dioda MBR120LSFT1G.
Zaradi zagotavljanja stabilnosti moramo na vhodni kanal regulatorja vezati elektrolitski
kondenzator, ki mora biti velikosti vsaj 22 µF. Za neprekinjeno delovanje regulatorja
je treba na izhod vezati relativno veliko dušilko, še posebej pri nižjih tokovih. Glede
na priporočila smo izbrali dušilko HM78D. Izhodni kondenzator C2 je potreben za
filtriranje izhodne napetosti ter zaradi stabilnosti zanke. Preklopni regulator zahteva
tudi diodo, zato da zagotovimo povratno pot iz dušilke, kadar je stikalo regulatorja
izklopljeno. Zaradi velikih preklopnih hitrosti je za ta namen najbolj primerna Schotky
dioda. Vsi izbrani elementi morajo biti na tiskanemu vezju postavljeni čim bolj skupaj
in s čim kraǰsimi povezovalnimi potmi.
Slika 3.15: Električno vezje z napetostnim regulatorjem.
Za analogno/digitalno pretvorbo smo izbrali 12-bitni pretvornik MCP3204 s štirimi
vhodnimi kanali. Ločljivost pretvornika je definirana kot najmanǰsa sprememba vhodne
napetosti ∆Vmin, ki jo lahko pretvornik vzorči, kar pomeni 1 bit. Ločljivost oziroma
minimalno spremembo izračunamo z enačbo (3.3).
∆Vmin =
Vref
2n
=
3,3
212
=
3,3
4096
= 0,0008057V (3.3)
Tlačno zaznavalo AS30 ima tri žice, dve sta napajalni, tretja pa predstavlja izhodni
signal. Signal peljemo do operacijskega ojačevalnika, ki ga vežemo kot sledilnik nape-
tosti. To je pomembno zato, da izničimo vpliv vhodne impedance analogno-digitalnega
pretvornika. Pred ojačevalnik pa smo morali vezati še napetostni delilnik. Z njim smo
razdelili območje signala od 0 do 5 V na območje od 0 do 3 V. Na ta način smo omejili
zgornjo mejo signala na 3 V in s tem zagotovili, da ne bi presegli dovoljene vstopne
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napetosti A/D pretvornika. Izhodno napetost dobimo, če v enačbo (2.17) vstavimo
vrednosti izbranih uporov ter vhodne napetosti.
Za upornost R2 smo izbrali upor velikosti 20 kΩ. Pri izbiri uporov napetostnega de-
lilnika je treba biti pozoren, da ne izberemo uporov majhnih vrednosti, saj s tem
povečamo porabo energije. Omejitev zgornje vrednosti pa je odvisna od upornosti
bremena, na katerega je delilnik priključen. V našem primeru to sicer ni težava, ker
smo vmes vezali sledilnik napetosti. Velikost drugega upora izračunamo s preureditvijo
enačbe (2.17) na strani 29 in dobimo velikost upora R3 po enačbi (3.4):
R3 = R2
(︃
UN
UI
− 1
)︃
= 20
(︃
5
3
− 1
)︃
= 30 kΩ (3.4)
kjer so:
– UI – izhodna napetost [V]
– UV – vhodna napetost [V]
– R1 – upornost prvega upora [Ω]
– R2 – upornost drugega upora [Ω]
Na podoben način določimo tudi vrednosti uporov napetostnega delilnika za merjenje
napolnjenosti baterije. Tudi tu izberemo večje upore in s tem dosežemo manǰso porabo
energije. Za upor R4 smo izbrali upornost 56 kΩ. Upor R5 pa določimo z enačbo (3.5):
R5 =
UI
UN − UI
R1 =
3
8,4 − 3
· 56 = 31,11 kΩ (3.5)
Ker nismo dobili standardnega upora te vrednosti, smo izbrali naslednjega večjega
z upornostjo 31,6 kΩ. S tem se izhodna napetost nekoliko spremeni, kar smo mo-
rali upoštevati v nadaljevanju pri programskem operiranju s signalom. Da bi izničili
vpliv šuma visokih frekvenc, smo za merilni signal iz tlačnega zaznavala vezali še eno-
stavni RC filter z uporom (R1) 56kΩ in kondenzatorjem (C4) 0,47µF. Frekvence, ki jih
prepušča ta filter, določimo z enačbo (3.6) za lomno frekvenco.
fc =
1
2π RC
=
1
2 π · 0,56 · 0,47 · 10−3
= 6,05 Hz (3.6)
Končna vezava vseh elementov je prikazana na sliki 3.16. Oba signala sta nato speljana
na sledilnik napetosti ter od tam na prvi in drugi kanal analogno-digitalnega pretvor-
nika. Digitalni signal se nato prenese do modula WiFi prek komunikacijskega protokola
SPI.
3.3.3 Krmilni modul
Za zajem signalov iz drugih merilnih zaznaval, ki so nameščena izven vrtljivega dela
grabilca, smo predvideli krmilni sistem, ki bo nameščen v istem sklopu kot zaslon na
dotik. Za spremljanje hidravličnih parametrov smo predvideli tri tlačna zaznavala s
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Slika 3.16: Električno vezje za zajem signalov z brezžičnim modulom.
tokovnim signalom od 4 do 20 mA. Na sliki 3.17 je prikazana shema vezja, na kate-
rega je mogoče priklopiti štiri zaznavala. Konfiguracija vhodov je taka, da lahko nanje
priključimo tako dvožilna kot tudi trižilna tokovna zaznavala. Signalni vodnik prvega
zaznavala tako priključimo na vhod 12. Ker želimo analogni tokovni signal brati z
analogno-digitalnim pretvornikom MCP3204-CI/SL, ga je treba pretvoriti na napeto-
stni signal. To smo izvedli s pomočjo merilnega upora. Napetost, ki jo dobimo na
ta način, ne sme preseči referenčne napetosti analogno-digitalnega pretvornika. Pre-
tvornik AD ima namreč dva napajalna vhoda, prvi je VDD, drugi pa že prej omenjeni
VREF. Napetost VDD je napajalna obratovalna napetost, ki zagotavlja delovanje čipa,
referenčna napetost VREF pa določa območje vhodnega analognega signala. Pri tem
zajeti vhodni signal ne sme preseči vrednosti VREF, zato smo se odločili za varnostni
interval 0,3 V. To pomeni, da moramo vhodni signal omejiti na 3 V. Merilni upor smo
določili s pomočjo enačbe (3.7), ki izhaja iz Ohmovega zakona.
R =
U
I
(3.7)
Enačba (3.8) predstavlja izračun merilnega upora pri največjem tokovnemu signalu 20
mA.
Rmer =
3
0,02
= 150 Ω (3.8)
Od tu naprej pravzaprav merimo padec napetosti čez merilni upor. Dobimo napeto-
stni signal, ki navadno nosi s sabo šum visokih frekvenc. V ta namen smo vgradili
“bypass-kondenzator, ki služi kot enostavno nizkoprepustno sito ali nizkoprepustni fil-
ter. Vzporedno z merilnim uporom smo zato vezali kondenzator velikosti 0,47 µF.
Za tem smo dodali še pasivni RC filter z uporom velikosti 56 kΩ ter kondenzatorjem
velikosti 0,47 µF. Lomno frekvenco filtra opisuje enačba (3.9).
fc =
1
2 π RC
(3.9)
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Lomno frekvenco z našimi vrednostmi določa enačba (3.10).
fc =
1
2π · 56000 · 470 · 10−9
= 6,05 Hz (3.10)
Filtriran signal nato peljemo do operacijskega ojačevalnika MCP6004-I/SL, ki je vezan
v konfiguracijo sledilnika napetosti. Z njim izničimo obremenitveni problem z nizko
impedanco ter s tem preprečimo, da bi se del signala porazgubil med analogno digitalno
pretvorbo. Napajalna napetost 5 V je vzeta iz računskega modula CM3 Raspberry Pi.
Digitalni signal je nato povezan do procesorja prek komunikacijskega protokola SPI, ki
ima štirižilno povezavo; SCLK, MISO, MOSI ter CS.
Slika 3.17: Električno vezje za zajem signalov iz tokovnih zaznaval.
Za pravilno in natančno pretvorbo signala je zelo pomembno, da na vezje dovajamo čim
bolj konstantno referenčno napetost VREF. To smo zagotovili s čipom MCP1501-33E.
Vezavo prikazuje shema na sliki 3.18. Glede na proizvajalčeva priporočila smo na vhod
in izhod čipa vezali tudi dva kondenzatorja velikosti 1 µF ter 0,1 µF. Prvi preprečuje
morebiten prevelik šum na vhodu, drugi pa šum na izhodu.
V vezju smo morali predvideti tudi tri digitalne vhode za vklop tlačnega ojačevalnika,
zavore ter motorne žage. Na sliki 3.19 je prikazana shema vezave vhodnega signala.
Vezje je zasnovano na logiki z uporabo upora “pull-up”, v normalnem stanju tako na
digitalni vhod krmilnega modula GPIO dobimo napetost 3,3 V oziroma logični nivo
1. Za upor “pull-up” upor smo uporabili upor z upornostjo 1 kΩ. S tem uporom
preprečimo, da bi čez vhod krmilnika stekel prevelik tok. Kadar pritisnemo tipko za
vklop nekega aktuatorja, s tem povežemo zanko na električni ponor in na digitalnem
vhodu krmilnika preberemo logični nivo 0.
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Slika 3.18: Vezje, ki nam zagotavlja referenčno napetost 3,3 V.
Slika 3.19: Vezava tipke kot digitalni vhod v krmilnik.
3.3.4 Močnostni modul
V mobilni hidravliki se v največji meri uporablja elektromagnetne ventile, ki delujejo
pri napetosti 24 V. Predvsem pri stareǰsih strojih pa je še vedno moč zaslediti tudi na-
pajalno napetost 12 V. Iz tega razloga smo se odločili, da na prototipno vezje umestimo
tako izhode s 24 V kot tudi izhode z napetostjo 12 V. Bistvena razlika je v tem, da
tuljava z nižjo nazivno napetostjo 12V čez navitje potegne dvakrat večji električni tok
kot tuljava z nazivno napetostjo 24 V. V splošnem je pri 24 V tuljavah električni tok
ranga 1 A, pri 12 V tuljavah pa okrog 2 A, z drugimi besedami tuljave imajo moč od
20 do 25 W. Na sliki 3.20 je prikazana shema vezave štirih priključnih sponk za tuljave
na GPIO digitalne izhode iz krmilnika. Prvi je vezan na izhod s signalom PWM, drugi
pa na običajne logične izhode. Ker imamo v tem primeru sistem z različno električno
močjo, je treba izvesti ustrezno električno sklopitev. Prvi sistem za nas predstavlja
logično vezje krmilnika Raspberry Pi, drugo pa močnostna zanka z elektromagnetnimi
tuljavami, ki delujejo pri napetosti 12 in 24 V z okvirno porabo električnega toka
od 1 do 2 A. Za elektromehansko sklopitev smo uporabili tranzistor MOSFET NPN z
oznako IRLZ44NS. Kadar krmilniku povemo, da naj da na želen izhod logično vrednost
1 oziroma zgornji napetostni nivo, ki je 3,3 V, takrat steče električni tok čez tuljavo.
Vzporedno s tuljavo smo vezali Schottky diodo MBRS340T3, ki skrbi za zaščito pred
morebitnimi napetostnimi špicami, ki se lahko pojavijo ob preklapljanju tuljave.
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Slika 3.20: Vezje s tranzistorji MOSFET za vklapljanje električnih aktuatorjev.
3.3.5 Zasnova in izdelava tiskanega vezja
Prototipno vezje brezžičnega modula
Po končani zasnovi vezja smo začeli z zasnovo prototipnega tiskanega vezja. Za posta-
vitev elementov na tiskano vezje smo uporabili programsko okolje Autodesk Eagle. Za
vsak element je bilo treba poiskati ustrezno podnožje, ki predstavlja obliko površine
bakrene podloge, ki je natisnjena na vezje. Omenjena podnožja so zbrana v knjižnicah
in so v večini primerov del programskega okolja. Tiste, ki pa jih programsko okolje ne
zajema, smo morali poiskati na spletu.
Postavitev elementov je ključnega pomena za pravilno delovanje preklopnih napajal-
nikov. Prvič, površina ozemljitvene ploskve mora biti dovolj velika za ustrezen odvod
toplote. Drugič, treba je upoštevati ustrezne smernice, da bi zmanǰsali učinek preklo-
pnega šuma. Preklopni regulatorji so zelo hitre preklopne naprave. V takem primeru
hitro povečanje vhodnega toka v kombinaciji s parazitsko indukcijo vodnikov privede
do neželenih vrhov šuma. Velikost tega šuma se povečuje z naraščanjem izhodnega
toka. Ta šum se lahko pretvori v elektromagnetne motnje, ki povzročijo težave pri
delovanju naprave [47].
Na sliki 3.21 je prikazana končna postavitev vseh elementov skupaj s povezavami
brezžičnega modula. Z vidika lokacije postavitve je najpomembneǰsi element nape-
tostni regulator LM2574, na sliki označen z IC3. Temu integriranemu vezju pripadata
kondenzatorja C1 in C2, dioda D1 ter dušilka L1. Vsi elementi so postavljeni blizu sku-
paj s čim kraǰsimi povezovalnimi potmi. Okrog celotnega tiskanega vezja lahko vidimo
obrobno črtkano črto, ki označuje ozemljitveno območje. Program nato sam ustvari
prekinitve (območja brez bakra) med ozemljitvijo in drugimi povezovalnimi linijami.
Postavitev tiskanega vezja sprva zgleda zapleteno, vendar program poskrbi, da sam
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Slika 3.21: Postavitev elementov brezžičnega modula v programskem okolju Eagle
(68 × 68 mm).
poveže povezovalne poti na podlagi shematskega modela, ki smo ga izrisali predho-
dno. Kakršnekoli spremembe na vezju se potem odražajo tako v datoteki sheme kot
tudi v datoteki z vezjem PCB. Naša naloga je potem samo smiselno razporediti vse
komponente in povezave med njimi. Program nas pri tem tudi opozarja na morebitne
napake in na to, ali so na koncu vse povezave sklenjene, tako kot smo jih predvideli v
shematskem delu.
V nekaterih primerih se lahko zgodi, da se določene povezave križajo. Če pri tem
nimamo možnosti, da bi se križanju izognili, lahko naredimo preboj čez ploščico (na
sliki so preboji označeni kot zeleni krogci). Vodniki, ki so speljani po zgornji strani
so rdeče barve, vodniki na spodnji strani pa modre. Iz slike lahko razberemo, da so
nekateri preboji poljubno razporejeni po praznem prostoru. Ti preboji imajo funkcijo
povezovanja obeh ozemljitvenih funkcij, zato da električni tok najde kar najhitreǰso pot
ponora. Ko smo mnenja, da je postavitev elementov in povezav ustrezna, ustvarimo
datoteko ustreznega formata, kot ga zahteva proizvajalec tiskanih vezij. V taki obliki
nato datoteko pošljemo proizvajalcu, kjer nato tiskano vezje izdelajo.
Na sliki 3.22a je prikazano fizično postavljanje elementov na vezje PCB. Elemente smo
na vezje pritrdili z ročno tehniko z uporabo spajkalnika z ustrezno konico in dodajnim
cinom. Končni izgled brezžičnega modula je prikazan na sliki 3.22b.
Prototipno vezje krmilnega modula
Zasnova tiskanega vezja krmilnega modula je prikazana na sliki 3.23. Tako kot v pri-
meru brezžičnega modula tudi tu rdeče linije predstavljajo povezave na zgornji strani,
modre linije pa na spodnji strani vezja. Pri tem vezju je bilo zelo pomembno, da smo
pravilno postavili priključka EXP1 in EXP2 za povezavo signalnih linij s tabličnim
računalnikom CM3-Panel. Tu je bila pomembna predvsem razdalja med njima, zato
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(a) (b)
Slika 3.22: (a) Postavljanje elementov na tiskano vezje in (b) končano tiskano vezje
brezžičnega modula (68 × 68 mm).
da smo lahko pozneje naš modul priključili neposredno na vezje zaslona. Priključka sta
namenjena povezavi ene ploščice tiskanega vezja na drugega (angl. Board to Board).
Oba priključka smo umestili na spodnjo stran vezja. Priklopne sponke X1 so namenjene
merilnim signalom, sponka X3 za napajanje zaznaval, sponka X4 za zajem signalov iz
tipk za vklope ventilov. Priključek X2 pa je namenjen povezavi z močnostnim mo-
dulom, ki je nameščen nad krmilnim modulom. V ta namen so na ploščici izdelane
luknje, ki so na vezju vidne kot večji in manǰsi krog v vseh štirih vogalih. Krmilni in
močnostni modul sta nato prek priključka X2 povezana s povezovalnim kablom.
Prototipno vezje močnostnega modula
Pri tiskanem vezju močnostnega modula (3.25) so nam največjo težavo predstavljali
veliki tokovi. Pri tlačno reducirnem ventilu je lahko ta tok velikosti 2,1 A, ko je le-ta
v odprtem stanju, kar pa bo v primeru delovanja grabilca večino časa. Zato morajo
biti povezave z velikim tokom dovolj široke, da dobimo dovolj velik presek vodnika.
Proizvajalci tiskanih vezij imajo podane tabele, ki izhajajo iz standarda IPC-2221, iz
katerih lahko razberemo primerno širino vodnika. Ob predpostavki, da temperatura
vodnika naraste samo za 20 ◦C, je potrebna širina vodnika 2 mm pri debelini 0,32 mm.
Debelina vodnika je namreč standardna in podana s strani proizvajalca. Za naše vezje
smo se odločili, da naredimo povezave debeline 3 mm.
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Slika 3.23: Postavitev elementov krmilnega modula v programskem okolju Eagle
(82 × 69 mm).
(a) (b)
Slika 3.24: (a) Postavljanje elementov na tiskano vezje in (b) končano tiskano vezje
krmilnega modula (82 × 69 mm).
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Slika 3.25: Postavitev elementov močnostnega modula v programskem okolju Eagle
(88 × 60 mm).
(a) (b)
Slika 3.26: (a) Postavljanje elementov na tiskano vezje in (b) končano tiskano vezje
močnostnega modula (88 × 60 mm).
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3.4 Implementacija grafičnega uporabnǐskega vme-
snika
V tem poglavju je opisan potek programiranja grafičnega vmesnika, zaradi preglednosti
bodo predstavljeni samo izseki kode, ki je v celoti predstavljena v prilogi . V prvem
koraku smo si morali zamisliti grafično obliko in postavitev vseh gradnikov na zaslon
vmesnika. Začeli smo z glavnim menijem, ki smo ga razdelili na 5 podrejenih enot
nadrejene enote, ki smo jo poimenovali kot razred SmartGrapple(tk.Tk) in predsta-
vlja glavni okvir vmesnika. Podrejene enote so notranji okvirji, definirani z metodo
tk.Frame. Vmesnik smo gradili na način OOP, tako da vsak okvir predstavlja svoj
objekt, ki v našem primeru deduje lastnosti metode tk.Frame:
– okvir z logotipom, stanjem signala WiFi in stanjem baterije
class LogoFrame(tk.Frame),
– okvir z gumbi za izbiro režima
class RadioButtonsFrame(tk.Frame),
– okvir z nastavljenimi vrednostmi za izbrani režim
class ForceValuesFrame(tk.Frame),
– okvir z animacijo grabilca in izpisom vrednosti iz tlačnih senzorjev
class AnimationFrame(tk.Frame),
– okvir z animacijo drugih tlačnih parametrov na HM ter stanjem žage in tlačnega
ojačevalnika
class MonitoringFrame(tk.Frame).
Na sliki 3.27 je prikazan diagram poteka upravljanja z vmesnikom. Ob prikazu vme-
snika na zaslonu nam mora ta najprej omogočiti izbiro ustreznega režima dela. Režim
dela je odvisen od tega, kakšno delo želimo opravljati in s katerim orodjem. Če in ko
je gumb za izbiro želenega režima dela označen, se vprašamo, ali so vsi delovni tlačni
parametri ustrezni za naše delo. V primeru, da je naš odgovor negativen, odpremo
zavihek z nastavitvenim menijem. Ko imamo enkrat nastavljene želene vrednosti, se
vprašamo, ali želimo med delom uporabiti ojačevalnik tlaka, ki ga aktiviramo ali deakti-
viramo z ustreznim gumbom. Ko zaključimo z vsemi koraki nastavitev, lahko začnemo
z opravljanjem fizičnega dela, ki ga enkrat tudi zaključimo (konec diagrama poteka).
Izgled glavnega menija vmesnika je predstavljen na sliki 3.28. Ob zgornjem robu je
umeščen objekt z logotipom (LogoFrame), ki ima v zgornji levi kot postavljen logotip
podjetja, poleg tega pa ima funkcijo prikaza stanja signala WiFi in stanja napolnjenosti
baterije. V zgornjem desnem kotu pa imamo gumb za izhod iz programa.
Drugi objekt predstavlja okvir z gumbi za izbiro režima RadioButtonsFrame, ta okvir
je postavljen pod okvirjem z logotipom. Gumbi za izbiro režima si sledijo po vrsti:
BEST GRIP, TREE SHEAR, SAW in MANUAL. Na koncu je dodan še gumb
za dostop do nastavitvenega menija SETTINGS. Definicijo objekta z gumbi prikazuje
program 5. V 2. vrstici je definirana inicializacijska funkcija init () z argumen-
toma self in settings, ki ju posredujemo v razred. Inicializacijska funkcija oziroma
metoda se izvede vedno, kadar kličemo razred, v katerem se ta funkcija nahaja. Ime
self je referenca na instanco razreda, ki ga ustvarimo. V 4. vrstici smo definirali argu-
ment settings, s pomočjo katerega pozneje kličemo metodo open settings window()
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Start
Ustrezen
režim?
So nastavitve
ustrezne?
Vklop
ojačevalnika?
Izberi režim
Izberi SETTINGS
Odpri
nastavitve
Odznači BOOSTER
BOOSTER
onemogočen
Označi BOOSTER
BOOSTER
omogočen
Opravljanje
dela
Konec
DA
NE
DA
NE
NE
DA
Slika 3.27: Diagram poteka krmarjenja po glavnem oknu aplikacije.
(program 6) iz nadrejenega razreda SmartGrapple. Ta metoda ustvari instanco ra-
zreda SettingsWindow(self) in odpre novo okno z nastavitvami. Nastavitveni meni
odpremo s pritiskom na gumb SETTINGS, ki je definiran v 12. vrstici. Prej omenjen
klic metode pa je definiran z opcijo command in lambda funkcijo.
Če se vrnemo nekoliko nazaj, vidimo, da je v 5. vrstici definirana spremenljivka
self.mode type = tk.StringVar(). Spremenljivka se nanaša na tip delovnega režima
in ima vrednost, ki pripada izbranemu radio gumbu. Gumbi za izbiro so definirani v
vrstici 7 s pomočjo zanke for. Tipi režimov (MODE TYPES) so definirani globalno v
obliki niza na začetku skupnega programa. Ko izberemo želeni gumb, se izvrši ukaz
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Slika 3.28: Prikaz glavnega menija izdelane aplikacije
(command), ki kliče metodo set mode(self). Ta metoda prebere nastavljene vrednosti
za izbrani režim in jih shrani v objekt ForceValuesFrame. Zatem metoda kliče še po-
vratno funkcijo z imenom pwm callback(), ki spremeni vrednost širine pulza pulzno
širinske modulacije (PWM).
Nižje na levi strani zaslona je okvir ForceValuesFrame, ki prikazuje nastavljene pa-
rametre za izbrani režim dela. Maximum pressure prikazuje vrednost največjega
dovoljenega tlaka oziroma največji dovoljeni tlak v hidravličnem valju grabilca za iz-
brani režim. Warning pressure je tlak, pri katerem aplikacija sproži zvočni signal.
Vrednost tega tlaka je spodnja meja, pri kateri ima grabilec še dovolj moči, da obdrži
breme v oprijemu. Kadar tlak pade pod to mejo, tvegamo, da bomo izgubili breme.
HM difference pressure je največja dovoljena razlika tlakov med enim in drugim
priključkom dvosmernega hidravličnega motorja. Če je razlika večja od nastavljene,
program sproži opozorilo. Razlika tlakov pomeni, da se grabilec še vedno vrti. V
režimu, ko delamo z motorno žago, je v tem primeru ni mogoče vklopiti.
Desno od tlačnih parametrov je postavljen okvir AnimationFrame, ki vsebuje poeno-
stavljeno animacijo odpiranja in zapiranja grabilca. Animacija je sestavljena iz slike z
odprtimi in slike z zaprtimi kleščami. Kadar v hidravličnem valju ni tlaka, je prika-
zana slika z odprtimi kleščami, pri povečanem tlaku pa slika z zaprtimi. Pod animacijo
sta prikazani vrednosti tlaka v hidravličnem valju in tlaka za razbremenitev zavore
na hidravličnem motorju. Vrednost tlaka v hidravličnem valju krmilnik prejme prek
brezžičnega modula, ki je nameščen v grabilcu. Signal za tlak zavore pa je pripeljan
prek kabla neposredno na krmilnik.
Neposredno na krmilnik sta pripeljana še druga dva signala iz tlačnih zaznaval, ki sta
nameščena na obeh tlačnih priključkih hidravličnega motorja. Vrednosti teh dveh si-
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1 class RadioButtonsFrame(tk.Frame):
2 def __init__(self, settings):
3 super().__init__()
4 self.settings = settings
5 self.mode_type = tk.StringVar()
6 self.mode_type.set(MODE_TYPES[0])
7 self.radios = [tk.Radiobutton(self, text=t, value=t,
width=10, height=2, bg=COLOUR_1, font=BUTTON_FONT,
indicatoron=0, variable=self.mode_type, command=lambda:
self.set_mode()) for t in MODE_TYPES]
↪→
↪→
↪→
8
9 for i, radio in enumerate(self.radios):
10 radio.pack(side=tk.LEFT)
11
12 self.settings_button = tk.Button(self, text="SETTINGS",
width=10, height=2, font=BUTTON_FONT, command=lambda:
self.settings.open_settings_window())
↪→
↪→
13 self.settings_button.pack()
14
15 def set_mode(self):
16 self.settings.force_values_frame.set_force_values(self.mode_t ⌋
ype.get())↪→
17 self.settings.pwm_callback()
Program 5: Definicija objekta RadioButtonsFrame za izbirne gumbe.
1 def open_settings_window(self):
2 SettingsWindow(self)
Program 6: Metoda, ki odpre nastavitveni meni SETTINGS.
gnalov sta prikazani v skrajno desnem objektu z imenom MonitoringFrame. Ta objekt
na grafičnem števcu prikazuje tlačno razliko čez hidravlični motor, vstopni in izstopni
tlak, stanje motorne žage s svetlobnimi signali in stanje tlačnega ojačevalnika (gumb
BOOSTER) skupaj z animacijo. Program 7 prikazuje definicijo razreda MonitoringFrame
ter definicijo spremenljivk vrednosti iz vseh treh zaznaval. V 5. vrstici je tako defi-
nirana spremenljivka za prvo zaznavalo kot self.sensor 1 value = tk.IntVar(), v
naslednji vrstici pa je njena vrednost nastavljena na 0. Na enak način sta definirani
tudi spremenljivki za naslednji dve zaznavali.
Branje vrednosti signalov tlačnih zaznaval
Težava pri branju signala iz zaznaval je, da moramo vrednost nenehno osveževati,
saj je signal časovna spremenljivka, kar pa privede do zrušitve programa, ker se na
glavni programski niti (jedru) že izvaja prikaz vmesnika z vsemi prej opisanimi objekti.
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1 class MonitoringFrame(tk.Frame):
2 def __init__(self, master):
3 super().__init__(master)
4
5 self.sensor_1_value = tk.IntVar()
6 self.sensor_1_value.set(0)
7 self.sensor_2_value = tk.IntVar()
8 self.sensor_2_value.set(0)
9 self.sensor_3_value = tk.IntVar()
10 self.sensor_3_value.set(0)
Program 7: Definicija objekta MonitoringFrame in vrednosti tlačnih zaznaval.
Zato smo morali objekt za branje signala definirati tako, da njegove funkcije tečejo
na ločeni programski niti v ozadju glavnega programa. Ta objekt je definiran kot
SensorsAsyncAction in deduje lastnosti modula thrading.Thread (program 8). V
tem objektu smo uporabili atribut queue, to je modul, ki je del programskega jezika
Python in nam omogoča shranjevanje niza v “čakalno vrsto”, ta niz pa lahko nato
uporabimo v različnih programskih nitih. Razred Queue, ki ga ta modul vsebuje, izvaja
vse zahtevane semantike zaklepanja. V 5. vrstici je postavljena zastavica self.daemon
= True. Ob izhodu iz glavnega programa se namreč ostale programske niti še vedno
odvijajo, čeprav je grafični vmesnik zaprt. Z zastavico daemon pa označimo, da se
programska nit, ki zastavico vsebuje, zaustavi ob zaustavitvi glavnega programa.
V 7. vrstici sledi metoda run. V tej metodi programska nit dejansko izvaja ciljne
operacije. Mi smo to metodo prisilno prepisali z razširitvijo razreda, tako da smo
vanjo vpisali funkcijo za zajem vrednosti signala iz analogno-digitalnega pretvornika.
Funkcija se neskončno vrši v zanki while (8. vrstica). Zajem signalov je definiran od 9.
do 10. vrstice z uporabo metode read adc(), ki je del knjižnice Adafruit MCP3008,
v našem programu skraǰsano mcp. To je nestandardna knjižnica, ki jo je moč najti
na spletu. Napisana je za analogno digitalni pretvornik MCP3008, ki pa je z vidika
komunikacijskega protokola enak našemu (MCP3204). Nadalje imamo zapisano vrstico
za čas prekinitve time.sleep(0.2), ki je podan v sekundah. To pomeni, da naša zanka
while bere signal s frekvenco 5 vzorcev na sekundo. V zadnji vrstici zapǐsemo zajete
signale v niz queue.
Do tega trenutka pa opisan objekt še nima učinka, zato smo v glavnem programu defi-
nirali funkcijo read sensors (program 9). S to funkcijo programski niti določimo ciljni
razred SensorsAsyncAction, ki mu podamo atribut self.sensors queue. Z naslednjo
vrstico sensors thread.start vzbudimo objekt, da začne delovati na vzporedni niti.
V zadnji vrstici kličemo naslednjo funkcijo poll sensors thread, s katero periodično
preverjamo, ali je programska nit v ozadju aktivna. V 6. vrstici pa kličemo funkcijo
check sensors queue, s katero beremo vrednosti iz čakalne vrste queue. Poleg tega s
to funkcijo binarni signal ustrezno formatiramo za izpis na glavnem zaslonu. Funkcijo
prikazuje skraǰsan program 10 in prikazuje operiranje samo s signalom enega senzorja.
Kot je bilo omenjeno v preǰsnjih poglavjih, smo za zajem tlačnih vrednosti uporabili
tlačna zaznavala s tokovnim izhodom od 4 do 20 mA. Ta signal smo nato ustrezno
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1 class SensorsAsyncAction(threading.Thread):
2 def __init__(self, queue):
3 super().__init__()
4 self.queue = queue
5 self.daemon = True
6
7 def run(self):
8 while True:
9 sensor_1 = mcp.read_adc(0)
10 sensor_2 = mcp.read_adc(1)
11 sensor_3 = mcp.read_adc(2)
12
13 time.sleep(0.2)
14 self.queue.put((sensor_1, sensor_2, sensor_3))
Program 8: Definicija objekta SensorsAsyncAction za branje signalov tlačnih zazna-
val.
1 def read_sensors(self):
2 sensors_thread = SensorsAsyncAction(self.sensors_queue)
3 sensors_thread.start()
4 self.poll_sensors_thread(sensors_thread)
5
6 def poll_sensors_thread(self, sensors_thread):
7 self.check_sensors_queue()
8 if sensors_thread.is_alive():
9 self.after(10, lambda:
self.poll_sensors_thread(sensors_thread))↪→
10 else:
11 print("No readings!")
Program 9: Definicija funkcije read sensors, ki ustvari instanco programske niti
SensorsAsyncAction.
pretvorili na napetostni izhod v mejah od 0,6 do 3 V. 12-bitni analogno-digitalni pre-
tvornik nam analogni signal razdeli na 212 intervalov oziroma na vrednosti od 0 do
4096. Vrednost 4096 v našem primeru zavzame napetost 3,3 V, ki je referenčna nape-
tost, s katero napajamo analogno-digitalni pretvornik. Ločljivost pretvornika je zato
0,0008057 V, podaja pa jo enačba (3.3). Spodnjo digitalno vrednost našega signala
določimo z enačbo (3.11).
digitalna izhodna vrednost =
4096 · Vv
Vref
=
4096 · 0,6
3,3
= 745 (3.11)
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Na enak način določimo tudi zgornjo digitalno vrednost, enačba (3.12)
digitalna izhodna vrednost =
4096 · Vv
Vref
=
4096 · 3,0
3,3
= 3724 (3.12)
To pomeni, da je naše dejansko merilno območje v intervalu od 745 do 3724 digitalne
vrednosti. Enačba (3.13) nam podaja ločljivost končnega signala v enoti za merjenje
tlaka bar.
ločljivost =
400
zgornja digitalna meja
=
400
3724
= 0,1074 bar (3.13)
V programu smo to implementirali v vrstici 8. Najprej od zajete digitalne vrednosti
int(v)[0] odštejemo spodnjo digitalno mejo (− 745) in pomnožimo z ločljivostjo si-
gnala, ki ima enoto bar. V 10. vrstici ustvarimo formatiran izpis, ki ga nastavimo s
klicem nadrejene metode self.monitoring frame. Na podoben način smo izvedli tudi
programsko nit za branje vhodnih signalov tipk za vklop zavore, ojačevalnika in žage.
1 def check_sensors_queue(self):
2 while self.sensors_queue.qsize():
3 try:
4 v = self.sensors_queue.get()
5 if int(v[0]) < 745:
6 s_1 = 0
7 else:
8 s_1 = int((int(v[0])-745) * (400 / 3724))
9
10 self.monitoring_frame.sensor_1_value.set('{:3d}'.format(s ⌋
_1))↪→
11
12 except queue.Empty:
13 pass
Program 10: Definicija funkcije check sensors queue za formatiran izpis izmerjenih
vrednosti.
Vzpostavitev brezžične komunikacije
Za vzpostavitev strežnika med brezžičnimi modulom in krmilnikom smo uporabili
knjižnico socket. To je nizko nivojni mrežni vmesnik, ki omogoča dostop do vmesnika
BSD, niza standardnih klicev funkcij za uporabo na aplikativnem nivoju. Te funkcije
programerjem omogočajo dostop do internetnih komunikacij v njihovih produktih. V
okolju Python je ta vmesnik preprosta transkripcija Unix sistemskega klica za vtičnike
(angl. Sockets) v objektno usmerjenih programih.
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Za implementacijo strežnika smo ustvarili razred z imenom WifiAsyncAction, pro-
gram 11 prikazuje metodo run tega razreda. Strežnik je implementiran z metodo run
z uporabo protokola TCP/IP in lahko komunicira samo z enim odjemalcem. Ustva-
rimo ga z metodo socket.socket, ki ji podamo dva argumenta; družino naslovov
(socket.AF INET) in vrsto vtičnika (socket.SOCK STREAM). V vrstici 10 sta pripeta
IP-naslov in vrata strežnika, ki sta definirana v začetku programa kot globalni spre-
menljivki. V naslednji vrstici z metodo s.listen omogočimo, da strežnik sprejme
povezavo. V 12. vrstici pa povezavo sprejmemo z metodo s.accept, ki nam vrne par
conn in addr, kjer je conn nov objekt vtičnika, ki ga je mogoče uporabiti za pošiljanje
in prejemanje podatkov o povezavi, addr pa je naslov, ki je vezan na vtičnik na drugi
strani povezave. V 15. vrstici sledi zanka za neprekinjeno prejemanje podatkov z ustre-
znim dekodiranjem (’utf-8’). Podatka o signalu tlačnega zaznavala in signalu stanja
baterije nato shranimo v spremenljivki pressure in battery.
1 def run(self):
2 print("Starting wifi connection...")
3 with socket.socket(socket.AF_INET, socket.SOCK_STREAM) as s:
4 s.bind((HOST, PORT))
5 s.listen(1)
6 conn, addr = s.accept()
7 with conn:
8 print('Connected by', addr)
9 while True:
10 data = conn.recv(9)
11 data = data.decode('utf-8')
12 pressure, battery = data.split(',')
13 self.queue.put((pressure, battery))
14 if not data:
15 break
Program 11: Definicija objekta WifiAsyncAction z implementacijo mrežnega
strežnika.
Na drugi strani povezave imamo v našem primeru brezžični modul ESP-WROOM-02U.
Na ta modul smo morali najprej namestiti programski jezik MicroPython, zatem pa
še program 12 za povezavo z glavnim krmilnikom. Program sestavljata dve metodi:
do connect in do socket. Prva metoda najprej preveri, ali je signal aktiven, zatem
pa poizkusi vzpostaviti povezavo s strežnikom. To metodo wlan.connect() lahko
vidimo v 9. vrstici, sprejme pa dva argumenta: ime in geslo naprave, s katero želimo
vzpostaviti povezavo.
Ko je brezžična povezava vzpostavljena, lahko dostopamo do strežnika z uporabo
vtičnika (socket). Metoda do socket najprej sprejme IP-naslov serverja in se nato z
njim poveže (s.connect(addr)). V vrstici 23 kličemo interno knjižnico MicroPythona
machine, ki se nanaša na strojni del brezžičnega modula ESP8266 in prek katerega
lahko naslavljamo vhodno/izhodne kanale. Za komunikacijo z analogno-digitalnim
pretvornikom smo uporabili knjižnico MCP3008 (25. vrstica). Zatem sledi neskončna
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zanka, ki na vsakih 100 ms prebere in pošlje podatke dveh kanalov, ki bereta vre-
dnost iz tlačnega zaznavala in vrednost napolnjenosti baterije. Te vrednosti so pred
pošiljanjem še ustrezno programsko urejene v naslednjih vrsticah, vendar smo jih tu
zaradi preglednosti umaknili iz mesta, ki je označen z nizom # znakov.
1 def do_connect():
2 import network
3 wlan = network.WLAN(network.STA_IF)
4 wlan.active(True)
5 if not wlan.isconnected():
6 wlan.connect('<your ESSID>', '<your password>')
7 while not wlan.isconnected():
8 pass
9
10 def do_socket():
11 import socket
12 addr_info = socket.getaddrinfo('192.168.5.1', 4443)
13 print('addr info:', addr_info)
14 addr = addr_info[0][-1]
15 print('addr:', addr)
16 s = socket.socket()
17 s.connect(addr)
18
19 import machine
20 import time
21 mcp = MCP3008()
22
23 while True:
24 time.sleep_ms(100)
25 battery = mcp.read(1)
26 pressure = mcp.read(0)
27 ###############################
28 s.send(value_1 + ',' + value_2)
29 s.close()
Program 12: Definicija glavnega programa za brezžični modul ESP8266EX.
Izhodni PWM signal
Za krmiljenje proporcionalnega tlačnega ventila potrebujemo na enem izhodu iz krmil-
nika signal PWM. Ta signal mora biti prisoten ves čas delovanja grabilca, zato mora
njegova implementacija potekati na ločeni programski niti. V ta namen smo ustvarili
objekt, prikazan v programu 13 z imenom AsyncPWM. Najprej smo z metodo GPIO.PWM
(vrstica 5) definirali, na katerem izhodu naj računalnik generira signal. Izhod smo
poimenovali PRV PIN in je definiran kot globalna spremenljivka. Drugi argument me-
tode je frekvenca signala PWM, ki smo jo nastavili na 200 Hz. Metodo zaženemo v 6.
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vrstici s funkcijo start z argumentom 100, ki predstavlja širino pulza signala. Enota
predstavlja 100 %, kar pomeni, da je napetostni nivo konstantno na zgornji meji 3,3 V
oziroma na izhodu močnostnega modula 12V. V metodi run smo ustvarili zanko while,
v kateri najprej v zanki if preverjamo vrednost nastavljenega tlaka. Nato vrednosti
primerno nastavimo širino pulza na izhodu kanala PWM (vrstica 17).
1 class AsyncPWM(threading.Thread):
2 def __init__(self):
3 super().__init__()
4 self.max_pressure = 350
5 self.pressure_reducing_pwm = GPIO.PWM(PRV_PIN, 200)
6 self.pressure_reducing_pwm.start(100)
7 self.reducing_pressure = 100
8 self.daemon = True
9
10 def run(self):
11 try:
12 while True:
13 if int(self.max_pressure) < 350:
14 self.reducing_pressure = int(self.max_pressure)
15 elif int(self.max_pressure) >= 350:
16 self.reducing_pressure = 350
17 duty_cycle = float('{:.1f}'.format((100 / 350) *
self.reducing_pressure))↪→
18 time.sleep(0.01)
19 self.pressure_reducing_pwm.ChangeDutyCycle(duty_cycle)
20
21 except KeyboardInterrupt:
22 self.pressure_reducing_pwm.stop()
23 GPIO.cleanup()
Program 13: Definicija objekta AsyncPWM, ki generira izhodni signal PWM.
Pri opisu glavnega menija smo omenili, da lahko uporabnik dostopa do nastavitvenega
menija s klikom na gumb SETTINGS. Odpre se okno, ki predstavlja nov objekt z ime-
nom SettingsWindow in deduje lastnosti metode tk.Toplevel iz knjižnice tkinter.
Ta metoda ustvari in odpre novo okno, medtem pa se glavno okno še vedno izvaja.
Nastavitveni meni je prikazan na sliki 3.29 in je grajen na podoben način kot glavni
meni. Sestavljajo ga gumbi za izbiro režima in okvir, ki prikazuje trenutne parametre
izbranega režima. V tem okvirju imamo možnost, da s pomočjo grafične tipkovnice in
zaslona na dotik spreminjamo vrednosti parametrov.
Diagram poteka krmarjenja po nastavitvenem meniju je prikazan na sliki 3.30. Ob
vstopu v meni se vprašamo, ali je trenuten izbrani režim tisti, pri katerem želimo
spremeniti vrednosti, izberemo drugega oziroma nadaljujemo. Če želimo spremeniti
katerega od parametrov, kliknemo v polje s številom, ki mu pripada. Z uporabo grafične
tipkovnice lahko izbrǐsemo celo število s klikom na C ali pa samo cifro s klikom na Del.
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Slika 3.29: Prikaz nastavitvenega menija aplikacije
Ko smo zadovoljni s številskimi vrednostmi, lahko zamenjamo tudi enoto za prikaz v
glavnem meniju. Enak postopek lahko ponovimo še za preostale režime. Na koncu s
klikom na gumb Save shranimo vse nastavljene parametre, shranjevanje se izvede v
ozadju programa, okno se zapre in vrnemo se nazaj na glavni meni. V primeru, da smo
si medtem premislili in želimo obdržati takšne nastavitve, kot smo jih imeli ob vstopu
v nastavitveni meni, kliknemo na gumb Cancel. V tem primeru ozadje programa
poskrbi samo za zaprtje okna in vrnemo se v glavni meni.
Vzporedno s pisanjem celotnega programa smo ustvarili tudi lastno knjižnico z ime-
nom SG configurations. Ta knjižnica ne vsebuje nobene metode, služi pa nam kot
mesto za nastavitve konstant, ki jih uporabljamo v glavnem programu. Te konstante
so lahko na primer vrstna števila vhodno/izhodnih kanalov računalnika Raspberry Pi.
V tej knjižnici pa so shranjene tudi spremenljivke tlačnih parametrov za posamezne
režime. V primeru, ko zapremo program, so vrednosti teh spremenljivk ob ponovnem
zagonu programa vedno enake, imajo privzete vrednosti. To pa je lahko pri uporabi zelo
moteče, saj pogosto želimo, da ostanejo parametri enaki, kot smo jih imeli pri preǰsnji
uporabi. Zato smo morali ustvariti še dodatno nastavitveno datoteko SG options.ini,
v katero lahko shranjujemo podatke za stalno. Ob zaustavitvi glavnega programa tako
ostanejo vsi nastavljeni parametri shranjeni do naslednje uporabe. Upravljanje s to
datoteko nam omogoča razred ConfigParser iz knjižnice configparser. Instanco
razreda zapǐsemo kot config = ConfigParser(). Podatke iz datoteke beremo z me-
todo config.read(’SG options.ini’), ustrezen parameter, na primer največji tlak
režima best grip, pa preberemo z metodo config.get(’best grip pressures’,
’best grip max pressure’).
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Start
Ustrezen
režim?
Ustrezni vsi
parametri?
Zamenjam
režim?
Shranim
nastavitve?
Save
Shranjevanje
parametrov
izhod
Cancel
Ponastavitev
vrednosti
parametrov
Izberi režim
Prikaz
izbranega
režima
Izberi parameter
Izbrǐsem
število?
C
Izbrǐsem
cifro?
Del
Brisanje
števila
Brisanje cifre
Je število
ustrezno?
DA
DA
NE
DA
NE
NE
NE
NE
DA DA
DA
NE
DA
Slika 3.30: Diagram poteka krmarjenja v oknu SETTINGS.
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3.5 Prototip pametnega prijemala
Pri izdelavi prototipa smo razmǐsljali v smeri zasnove razstavnega eksponata, saj je
naročnik želel predstaviti prijemalo na sejmu. Za samo konstrukcijo so tako poskrbeli
sami in zato ta ni predmet tega dela. Za hidravlični sistem smo izbrali tretjo zasnovo
(podpoglavje Zasnova 3). Hidravlični blok, ki je predstavljen na shemi (slika 3.11), je
zasnoval in izdelal zunanji izvajalec, zato zasnova ni bila del naše naloge.
Na sliki 3.31 sta prikazana hidravlični blok ter ohǐsje vrtljivega spoja pred montažo. Na
blok smo morali namestiti vse izbrane hidravlične ventile in priključke, slepe izvrtine
pa zapreti s hidravličnimi čepi. Ko je bil hidravlični blok pripravljen, smo ga skupaj z
ohǐsjem vrtljivega spoja vgradili na statični del grabilca, kot je prikazano na sliki 3.32.
100mm
Slika 3.31: Hidravlični blok levo in ohǐsje vrtljivega spoja grabilca desno.
Za montažo brezžičnega modula smo izbrali zasilno rešitev in si pomagali s plastičnimi
vezicami (slika 3.33). Za praktično uporabo to ne zadostuje, saj mora biti elektronika
zaščitena pred zunanjimi vplivi, predvsem pred vdorom vode oziroma vlage. Ker je
brezžični modul zaprt v ohǐsju iz konstrukcijskega jekla, smo morali na zunanjo stran
namestiti anteno. Pri namestitvi smo njen priključek izolirali s plastično podložko in s
tem preprečili, da bi se signal porazgubil po konstrukciji. V nadaljevanju projekta bo
morala biti antena ustrezno zaščitena pred udarci, kar pri obravnavanem prototipu še
ni bilo rešeno.
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100mm
Slika 3.32: Sestavljen sistem s hidravličnim blokom in vrtljivim spojem.
50mm
Slika 3.33: Namestitev brezžičnega modula z baterijo v ohǐsje grabilca.
68
Metodologija raziskave
Hidravlični sistem prototipa poganja manǰsi hidravlični agregat z močjo 1,7 kW in
črpalko s pretokom 2,3 l/min, sistemski varnostni ventil pa je nastavljen na 5 MPa.
Agregat omogoča pravilno delovanje naprave v smislu zagotavljanja gibanja gibljivih
delov grabilca (rotacija in klešče). Na sliki 3.34a je prikazan krmilni sistem z zaslo-
nom na dotik in krmilno ročico. Krmilni modul, ki je skrit pod zaslonom, je povezan
z vsemi tlačnimi zaznavali in hidravličnimi ventili, ki so nameščeni na hidravličnem
bloku. Krmilna ročica pa je neposredno povezana na mobilno hidravlične potne ven-
tile, ki so nameščeni ob pogonskem agregatu. Premik ročice v smereh levo/desno
zagotavlja rotacijo grabilca, premik naprej/nazaj pa odpiranje in zapiranje klešč. V
smislu krmiljenja je sistem ekvivalenten sistemu, ki bo v prihodnosti deloval na bagru.
Na sliki 3.34b je prikazana konstrukcija s sprednje strani, kjer lahko vidimo nameščen
grabilec, ki je zaradi varnosti na demonstraciji brez rok. Nad celotno konstrukcijo smo
namestili televizor za prenos slike grafičnega vmesnika z zaslona na dotik.
200mm
(a) (b)
Slika 3.34: (a) Krmilna plošča z zaslonom na dotik ter krmilno ročico in (b) končni
prototip pametnega prijemala.
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3.6 Meritve hidravličnih parametrov
Meritve hidravličnih parametrov smo izvedli na prototipu. Pri meritvah smo bili ome-
jeni z močjo hidravličnega agregata, zato smo dosegli samo slabih 10 % zmogljivosti
prijemala. Hidravlična shema preizkusa je prikazana na sliki 3.37.
Meritve smo izvedli s prenosno merilno napravo Service Master Plus (slika 3.35). Iz
sheme je razvidno, da so izvršilne sestavine grabilca krmiljene prek potnih ventilov 9.1
in 9.2, ki sta del mobilno hidravličnega bloka. Blok ima vgrajen tudi varnostni ventil,
ki smo ga nastavili na 7 MPa oziroma na najvǐsjo vrednost, ki jo dopušča. Poudariti
moramo tudi, da sta ventila namenjena pretokom do 5 l/min. Prvi sklop meritev smo
izvedli s krmiljenjem ventila 9.1, drugi sklop pa prek ventila 9.2. Ker smo bili omejeni
z razpoložljivo močjo agregata, smo vse meritve opravili z nastavitvijo signala PWM
tlačno reducirnega ventila pri 100 %.
100mm
Slika 3.35: Priklop tlačnih zaznaval za zajem meritev s prenosno merilno napravo
Service Master Plus.
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Za merjenje pretoka smo uporabili analogni merilnik pretoka SCFT-060-02-02 (slika
3.36a), ki omogoča merjenje pretokov do 60 L/min pri največjem tlaku 42 MPa. Na-
tančnost merilnika je ±1 % merilnega območja, njegov odzivni čas pa je 50 ms. Poleg
osnovne funkcije je mogoče na ohǐsje priklopiti tudi tlačno zaznavalo ter temperaturno
zaznavalo, s tem lahko določimo vse tri fizikalne veličine v eni točki. Merilnik smo
vezali neposredno pred mobilno hidravlični krmilni blok (9) in je na shemi označen z
MQ.
Za merjenje tlaka smo uporabili tlačno zaznavalo SCPT-600-02-02 (slika 3.36b) z me-
rilnim razponom od 0 do 60 MPa. Tlačno zaznavalo ima natančnost 0,5 % merilnega
območja in odzivni čas 1 ms. Za meritve smo uporabili tri taka zaznavala, ki smo jih,
tako kot tudi merilnik pretoka, priključili na CAN vhode merilne naprave (slika 3.35).
20mm
(a)
20mm
(b)
Slika 3.36: (a) Merilnik pretoka SCFT-060-02-02 in (b) tlačno zaznavalo
SCPT-600-02-02.
Pri prvi in drugi meritvi smo zajemali naslednje veličine:
– tlak na merilnem mestu MA1,
– tlak na merilnem mestu MB1,
– pretok olja na vstopu v sistem MQ.
Pri prvi meritvi smo preizkušali delovanje rotacije grabilca. S preklapljanjem potnega
ventila 9.1 smo spreminjali smer toka olja, prvič na vejo s priključkom A1 in drugič
na vejo s priključkom B1. Na ta način smo dovajali hidravlično olje na eno ali drugo
stran hidravličnega motorja in s tem spreminjali smer vrtenja.
Druga meritev v vezavi na shemi (dovod na A1 in B1) je zajemala preizkus delovanja
zavore. Najprej smo merili tlačno stanje med vrtenjem v levo stran, med intervalom
pritisnili zavoro, jo spustili in ponovno sprostili. Enak postopek smo izvedli za vrtenje
grabilca v desno stran.
V naslednji sklop meritev smo dodali še meritev tlaka pD na hidravličnem valju, ki
je v grabilcu. V tem primeru smo krmilili potni ventil 9.2, namesto rotacije pa smo
opazovali odziv sistema pri odpiranju in zapiranju klešč.
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Slika 3.37: Shema hidravličnega sistema grabilca za meritve hidravličnih parametrov.
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3.7 Validacija krmilnega sistema
Za preizkus delovanja krmilnega sistema smo določili načrt validacije. V prvi vrsti smo
želeli preizkusiti, ali sistem pravilno generira signal PWM na tuljavi proporcionalnega
tlačno reducirnega ventila. Opravljen je bil tudi preizkus delovanja analognega vhoda
krmilnega modula za zajem podatkov iz tlačnega zaznavala.
Delovanje proporcionalnega tlačno reducirnega ventila smo preizkusili z meritvami si-
gnala PWM na sponkah električne tuljave ventila. Merilni tokokrog je predstavljen
na shemi na sliki 3.38. Signal smo zajeli z osciloskopom SDS1052DL+, merilno sondo
smo priključili na priključno sponko X2-1 ter ozemljitev na X2-2. Kar pomeni, da smo
merili napetost na tuljavi L1. Naredili smo meritve pri različnih vrednostih signala
oziroma pri različnih širinah pulza signala PWM. Širino pulza smo postopno zvǐsevali
po korakih za 10 %, od širine pulza 0 % do širine 100 %.
Slika 3.38: Električna shema preizkuševalǐsča za zajem signala PWM.
Za preizkus delovanja zajema podatkov iz tlačnega zaznavala, priključenega na analogni
vhod izdelanega krmilnega modula, ki služi tudi kot merilna kartica, smo postavili
preizkuševalǐsče, ki je prikazano na hidravlični shemi (slika 3.39). Uporabljena je bila
batna črpalka, ki omogoča pretoke do 30 L/min, kar v našem primeru ne igra bistvene
vloge, saj smo merili samo tlak v hidravličnem sistemu. Črpalko poganja elektro motor
z močjo 20 kW in se vrti z vrtilno hitrostjo 1650 vrt/min. Na izhod iz črpalke smo
namestili tlačno zaznavalo A-10, njegove signalne žice pa na analogni vhod krmilnega
modula. Na podoben način smo preizkusili tudi zajem podatkov z brezžičnim modulom,
ker pa je električno vezje za zajem signala podobno tistemu na krmilnem modulu,
rezultatov nismo podrobneje predstavili.
S tem enostavnim sistemom smo želeli preizkusiti, ali izdelana elektronika in program-
ska oprema pravilno delujeta. Za meritev smo izbrali naključno nihanje tlaka v sistemu,
ki smo ga ročno spreminjali z nastavitvijo varnostnega ventila in pri tem spremljali tlak
na manometru. Signal, merjen na krmilnem modulu, smo ustrezno zapisali v datoteko
“.csv”, iz katere smo dobili rezultate za nadaljnjo obdelavo.
Delovanje aplikacije je bilo preizkušeno na prototipnem sistemu, opisanem v poglavju
3.5 Prototip pametnega prijemala. Preizkusili smo delovanje sistema za krmiljenje
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Slika 3.39: Hidravlična shema preizkuševalǐsča za preizkus delovanja zajema signala s
krmilnim modulom.
motorne žage. V tem primeru je pomembno, da ventil, ki odpira hidravlično vejo za
vklop žage, ne prejme električnega signala, če obenem ni pritisnjena tipka za vklop
zavore. Šele takrat, ko vklopimo zavoro, lahko opravljamo delo z žago. Pri tem smo
opazovali slikovno signalizacijo na zaslonu. Ker v omenjen prototip nismo vgradili
tlačnega ojačevalnika, preizkus njegovega delovanja v tej fazi projekta ni bil mogoč.
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4 Rezultati in diskusija
4.1 Rezultati meritev hidravličnih parametrov
Rezultate meritev hidravličnih parametrov prikazuje graf na sliki 4.1. Meritev je raz-
deljena na 5 faz (vrstna števila od 1 do 5) glede na položaj potnega ventila, s katerim
smo upravljali smer rotacije grabilca. Interval meritve je bil razdeljen na: zaprt, križni,
zaprt, vzporedni in ponovno zaprt položaj potnega ventila.
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Slika 4.1: Rezultati meritev tlačnih razmer pri rotaciji grabilca.
V 1. fazi imamo pretok olja Q čez mobilno hidravlični ventil, ki ima blokiran ničelni
položaj, 21,5 l/min. Oba tlaka pMA1 in pMB1 sta velikosti 2.1 MPa. Ker smo z napravo
upravljali tudi pred točko začetka meritev, se je ob postavitvi potnega ventila v blokiran
položaj tlak “ujel” v obeh vejah nad priključkoma A1 in B1. Če bi čakali dovolj dolgo,
bi oba tlaka zaradi notranjega puščanja hidravličnega motorja in potnega ventila začela
padati proti vrednosti 0 MPa. V 2. fazi je potni ventil v križnem položaju, olje vstopa
v priključek B1 in izstopa iz priključka A1. Tlak pMB1 doseže vrednost 4,6 MPa (46
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bar), ki je potrebna, da sistem premaga lastno težo grabilca, trenje v rotirajočih delih
in tlačne izgube čez hidravlični sistem. Tlak pMB1 v povratnem vodu je primerno
manǰsi za približno 2 MPa, kar predstavlja prej omenjena težo in trenje. V 3. fazi,
ko je potni ventil ponovno v ničelni legi, tlak v delovnem vodu upade, v povratnem
pa naraste, ker se zaradi vztrajnostnih mas tlak “ujame” med hidravličnim valjem in
potnimi ventilom. Od 10. do 15. sekunde lahko vidimo, da potem še nekoliko upade
zaradi notranjega puščanja. V 4. fazi smo potni ventil prekrmilili v vzporedni položaj,
tlak delovnega voda pMA1 tu naraste na približno 4,8 MPa (48 bar). V zadnji fazi je
ventil ponovno v zaprtem ničelnem položaju.
Meritve rotacije grabilca z uporabo zavore prikazuje graf na sliki 4.2. V 1. fazi je
potni ventil v ničelnem zaprtem položaju, motor in grabilec pa mirujeta. Tok olja (22
l/min) teče čez varnostni ventil. Tlaka na obeh priključkih sta enaka kot v preǰsnjem
primeru – 2.1 MPa. V 2. fazi je potni ventil v križnem položaju, ki smo ga zadržali do
konca 4. faze. Tlak na merilnem mestu pMB1 je 4,6 MPa, na merilnem mestu pMA1 pa
3.3 MPa. Prvi je večji zato, ker premagujemo breme vrtenja motorja. V tem intervalu
imamo pretok olja 16 l/min. Vmes (3. faza) smo pritisnili vklop zavore, ki sproži potni
ventil 6.5 (shema 3.35), ta pa potem razbremeni vod, ki stiska vzmet v zavornem valju
5.2. Iz grafa lahko razberemo, da zavora deluje, ker na motorju ustvari breme, saj
tlak v fazi 3 naraste do 5,8 MPa. Po razbremenitvi zavore tlak ponovno pade na 4,6
MPa. V 5. fazi smo preklopili ventil nazaj v zaprti položaj, v sistemu pa se “ujame”
tlak 4 MPa in pada proti vrednosti 3,7 MPa. Če bi sistem pustili nekaj časa, bi zaradi
notranjega puščanja tlak še naprej upadal.
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Slika 4.2: Rezultati meritev tlačnih razmer pri rotaciji grabilca v desno in uporabi
zavore.
Graf na sliki 4.3 prikazuje tlačno stanje sistema pri zapiranju in odpiranju klešč.
Z vrstnimi števili od 1 do 5 so označene faze: mirovanje, zapiranje klešč, mirovanje,
odpiranje klešč in ponovno mirovanje. Faze se nanašajo na krmilni položaj potnega
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ventila. V prvi fazi je potni ventil zaprt, pretok čez varnostni ventil je 22 L/min in tlak
2.1 MPa. Ob prekrmiljenju potnega ventila 9.2 v vzporedni položaj tlak pMA1 naraste,
ker mora premagati vse upore v povratni veji – najprej tlak nastavitve sekvenčnih
ventilov (2a in 2b), zatem pa še tlak, ki je posledica upora čez potni ventil. Potni
ventil je namreč namenjen za pretoke do 5 l/min. Razlika med tlakom pMA2 in pMB2
je posledica razmerja ploskev R hidravličnih valjev, ki je 0,7. V 3. točki smo ponovno
premaknili ventil v blokiran položaj, pojavi se manǰsi tlačni udar zaradi vztrajnostnih
sil, tlak pMB2 za kraǰsi čas naraste na 4,2 MPa. V 4. fazi smo prekrmilili potni ventil
v križni položaj, tlak pMB2 pa naraste do 5,5 MPa zaradi upora pri pretoku olja čez
sekvenčna ventila, kjer mora olje obiti glavno-točni del ventila po mimobežni poti.
Drugi razlog pa je upor pretakanja čez tlačno reducirni ventil 6.1. Razlika med pMA2 in
pMB2 je tudi tu posledica razmerja površin ploskev hidravličnih valjev. Pretok olja od
začetka 1. pa do konca 3. faze je enak, ker sta sekvenčna ventila 2a in 2b nastavljena
na približno enako vrednost kot varnostni ventil 9.3. V takem primeru se lahko zgodi,
da so vsi ventili delno odprti in se pretok porazdeli.
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Slika 4.3: Rezultati meritev tlačnih razmer pri odpiranju in zapiranju klešč.
Zadnja meritev hidravličnih parametrov pri odpiranju in zapiranju klešč je bila
razdeljena na intervale od 1 do 4 (slika 4.4). Prva faza je faza mirovanja, zatem pa
preidemo v 2. fazo ob preklopu potnega ventila v vzporedni položaj. V tem položaju
smo ga zadržali, dokler obe batnici nista dosegli končnega hoda, kar v sistemu ustvari
breme. Ob prehodu med 1. in 2. fazo tlak naraste za 0,5 MPa in je posledica uporov
čez sistem. Pretok ima med obema fazama konstantno vrednost 23 l/min. Ob dosegu
bremena (3. faza) tlak naraste na nastavitev varnostnega ventila 7 MPa. 4. faza je
ponovno blokiran položaj, tlak pD (6 MPa) ostane ujet med batom hidravličnega valja
in tlačno reducirnim ventilom. Tlak pMA2 pa začne hitro padati zaradi puščanja čez
potni ventil.
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Slika 4.4: Rezultati meritev tlačnih razmer pri zapiranju klešč do bremena.
4.2 Rezultati validacije krmilnega sistema
4.2.1 Rezultati preizkusa izhodnega signala PWM
Izmerjen signal PWM s 30 % širino pulza je prikazan na sliki 4.5. 30 % signal pri-
pada nastavitvi tlaka 10,5 MPa (105 bar). Frekvenca signala je 195 Hz in je nekoliko
manǰsa od nastavljene (200 Hz), razlog je krmilna logika, kjer smo pri definiciji ra-
zreda AsyncPWM, kjer smo v zanki za generiranje signala PWM določili časovni zamik
ene stotinke sekunde, ki je potreben za stabilno delovanje programske niti. Vendar pa
na delovanje ventila ta vrednost nima vpliva. Iz slike signala lahko razberemo, da je
povprečna izmerjena napetost točno takšna, kot smo jo pričakovali (3,6 V).
Na sliki 4.6 je prikazan naslednji primer signala PWM za širino pulza 60 %, ki pripada
nastavitvi tlaka 21 MPa (210 bar). Pričakovana napetost je bila v tem primeru 7.2 V,
izmerjena pa 7 V. Razlog za to odstopanje je lahko notranja upornost tuljave.
Za preizkus delovanja tlačno reducirnega ventila bi bilo smiselno, da bi ventil vgradili v
hidravlični sistem in merili dejanski tlak sistema pri različnih nastavitvah signala PWM,
kar pa v tej fazi razvoja ni bilo mogoče zaradi omejitev hidravličnega preizkuševalǐsča.
S pomočjo rezultatov, ki bi jih pridobili na ta način, bi lahko potem v program vnesli
ustrezne korekcije signala.
4.2.2 Rezultati zajema podatkov na analognem vhodu
Na sliki 4.7 je prikazan graf poteka spreminjanja tlaka, ki smo ga zajeli z izdelanim kr-
milnim modulom. Signal smo zajemali s frekvenco 10 Hz. Tlak merilnega sistema smo
78
Rezultati in diskusija
Slika 4.5: Zajet signal PWM s širino pulza 30%.
Slika 4.6: Zajet signal PWM s širino pulza 60%.
spreminjali naključno z nastavljanjem sistemskega varnostnega ventila in ga postopno
dvigovali od 0 do približno 35 MPa (350 bar).
V intervalu prvih desetih sekund je bil hidravlični agregat izklopljen, zato je izmerjeni
tlak 0 MPa. Po desetih sekundah smo vklopili črpalko in tlak je narasel na naključno
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Slika 4.7: Rezultati zajema podatkov iz tlačnega zaznavala na analognem vhodu
krmilnega modula.
vrednost nastavitve varnostnega ventila pri 9 MPa, ki smo jo zadržali za 5 sekund. V
naslednjem koraku smo tlak dvignili na 15,5 MPa in zatem še postopno do najvǐsje
točke pri 37,5 MPa. Na koncu smo tlak ustavili pri vrednosti 34,7 MPa. Nihanje
tlaka v intervalu od 35. sekunde do konca meritve je posledica karakteristike batne
črpalke. Taka meritev je ob prikazu na zaslonu GUI-aplikacije neprivlačna za oko, saj
se vrednosti na zaslonu spreminjajo zelo hitro. V nadaljevanju bi bilo smiselno, da bi
na zaslonu prikazovali povprečne vrednosti nekega intervala, npr. intervala 1 sekunde.
Na podlagi obravnavanega grafa lahko zaključimo, da električni sistem za zajem signala
deluje pravilno. Za bolj relevanten rezultat bi morali uporabljeno tlačno zaznavalo
priklopiti na podoben preverjen sistem z merilno kartico in primerjati rezultate.
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5 Zaključki
Obravnavano delo zajema razvoj in izdelavo mobilno hidravličnega pametnega prije-
mala. Projekt je bil razdeljen na hidravlični sistem, krmilni sistem, izdelavo prototipa
in meritve. V sklopu razvoja pametnega prijemala in predstavljenih rezultatov v tem
delu, lahko zaključimo:
1. Zasnovali smo hidravlični sistem pametnega prijemala, ki zagotavlja delovne tlake
do 35 MPa, ob uporabi tlačnega ojačevalnika pa tlake do 50 MPa. Zasno-
van sistem omogoča pretoke do 60 l/min. Z vgradnjo proporcionalnega tlačno-
reducirnega ventila smo zagotovili možnost nastavitve prijemalne sile.
2. Zasnovali in izdelali smo krmilni sistem pametnega prijemala. Električni del smo
razdelili na tri module: brezžični, krmilni in močnostni za krmiljenje električnih
tuljav različnih hidravličnih ventilov. Brezžični modul omogoča prenos signala
iz tlačnega zaznavala nameščenega na hidravlični valj v ohǐsju prijemala. Za vse
module so bila izdelana tiskana vezja PCB.
3. Izdelan je bil grafični vmesnik v razvojnem okolju Python za krmiljenje sistema, ki
deluje na računalnǐski enoti Raspberry Pi z zaslonom na dotik. Grafični vmesnik
omogoča enostavno in pregledno nastavitev ter spremljanje hidravličnih parame-
trov delovanja naprave.
4. Izdelali smo prototipno napravo, na kateri smo izvedli bazične meritve hidra-
vličnih parametrov, ki so pokazale, da naprava pravilno deluje. Zaradi omejitev
hidravličnega sistema ter preizkuševalǐsča smo dosegli tlake do 7 MPa in pretoke
hidravličnega olja do 23 l/min. Ugotovljeno je bilo, da obstoječa vezava pro-
porcionalnega tlačno reducirnega ventila predstavlja pretočni upor v povratnem
vodu.
5. Na prototipni napravi je bila izvedena validacija krmiljenja motorne žage z ustre-
znim vklopom zavornega momenta na hidravličnem motorju prijemala.
6. Narejena je bila validacija krmilnega sistema, s katero smo preverili delovanje
zajema signala prek analognega vhoda krmilnega modula. Na hidravličnem pre-
izkuševalǐsču smo z naključnim spreminjanjem tlaka opravili meritve do 35 MPa.
Iz validacijskega preizkusa lahko zaključimo, da funkcija zajema signala deluje
pravilno. Z meritvami signala PWM na priključnih sponkah tuljave proporcio-
nalnega tlačno reducirnega ventila smo ugotovili, da proporcionalno krmiljenje
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deluje pravilno. Preizkus je bil izveden za različne širine pulza, pri vseh pa je
bila izmerjena frekvenca 195 Hz.
Zaključek tega dela ne pomeni tudi zaključka projekta, za katerega lahko rečemo, da je
v vmesni razvojni fazi. Do zdaj še nismo uspeli preizkusiti sistema v realnih razmerah.
Končni izdelek je zahteven mehatronski sistem, saj zajema različne tehnične smeri:
hidravliko, elektroniko in programiranje.
Predlogi za nadaljnje delo
V nadaljevanju je treba projekt pripeljati do stopnje, ko bomo lahko prijemalo pre-
izkusili v realnih pogojih na mobilno hidravličnem stroju. Smiselno bi bilo preizku-
siti energetsko učinkovitost hidravličnega sistema pri različnih nastavitvah sekvenčnih
ventilov. Delovanje tlačno reducirnega ventila je treba preizkusiti v ločenem sistemu z
obtočnim hidravličnim vodom in preveriti tlačne izgube obeh sistemov. Krmilni sistem
je treba nadgraditi tako, da bo uporabnik lahko priključil tlačna zaznavala na krmilni
modul prek ustreznih standardnih električnih priključkov, ki zagotavljajo, da v ohǐsje
elektronike ne vstopi vlaga. Celoten električni sistem mora biti ustrezno zaščiten pred
zunanjimi vplivi za delovanje v zelo dinamičnem delovnem okolju. Ustrezno je treba
zaščititi brezžično električno vezje, ki je nameščeno v grabilcu in omogočiti uporabniku
enostavno menjavo baterije.
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[42] J. Pezdirnik, F. Majdič: Pogonsko-krmilna hidravlika: zapiski za predavanja-RRP
del Hidravlika. Fakulteta za strojnǐstvo, 2012.
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Glavni program Smart Grapple.py
1 """
2 This is a GUI script for controlling a hydraulic grapple through the
touch screen.↪→
3 At the same time, the GUI allows monitoring of measured parameters in
the hydraulic grapple.↪→
4 The script is written for running on Raspberry Pi Compute module 3.
5
6 Script name: Smart_Grapple.py
7
8 Author: Matej Luheni
9 Laboratory for Fluid Power and Controls
10 University of Ljubljana
11 Faculty of Mechanical Engineering
12
13 Date: 09.04.2019
14 """
15
16 # Included libraries:
17 import tkinter as tk
18 import threading
19 import socket
20 import subprocess
21 import re
22 import time
23 import queue
24 import tk_tools
25 from configparser import ConfigParser
26 import RPi.GPIO as GPIO
27 import tkinter.ttk as ttk
28 import SG_configurations
29
30 # RPi host IP and PORT:
31 HOST = SG_configurations.HOST
32 PORT = SG_configurations.PORT
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33
34 # RPi SPI inputs:
35 CS = SG_configurations.CS
36 MISO = SG_configurations.MISO
37 MOSI = SG_configurations.MOSI
38 CLK = SG_configurations.CLK
39 mcp = SG_configurations.MCP
40
41 # RPi input pin definitions:
42 SAW_IN_PIN = SG_configurations.SAW_IN_PIN
43 SAW_OUT_PIN = SG_configurations.SAW_OUT_PIN
44 BOOSTER_IN_PIN = SG_configurations.BOOSTER_IN_PIN
45 BOOSTER_OUT_PIN = SG_configurations.BOOSTER_OUT_PIN
46 BRAKE_IN_PIN = SG_configurations.BRAKE_IN_PIN
47 BRAKE_OUT_PIN = SG_configurations.BRAKE_OUT_PIN
48 PRV_PIN = SG_configurations.PRV_PIN # pwm
49 BUZZER_PIN = SG_configurations.BUZZER_PIN
50
51 GPIO.setwarnings(False)
52 GPIO.setmode(GPIO.BCM)
53 GPIO.setup(SAW_IN_PIN, GPIO.IN)
54 GPIO.setup(SAW_OUT_PIN, GPIO.OUT)
55 GPIO.setup(BOOSTER_IN_PIN, GPIO.IN)
56 GPIO.setup(BOOSTER_OUT_PIN, GPIO.OUT)
57 GPIO.setup(BRAKE_IN_PIN, GPIO.IN)
58 GPIO.setup(BRAKE_OUT_PIN, GPIO.OUT)
59 GPIO.setup(PRV_PIN, GPIO.OUT)
60 GPIO.setup(BUZZER_PIN, GPIO.OUT)
61
62 # GUI widget colours:
63 COLOUR_1 = SG_configurations.COLOUR_1
64 COLOUR_2 = SG_configurations.COLOUR_2
65 COLOUR_3 = SG_configurations.COLOUR_3
66 COLOUR_4 = SG_configurations.COLOUR_4
67
68 # GUI widget fonts:
69 BUTTON_FONT = SG_configurations.BUTTON_FONT
70 UNIT_FONT = SG_configurations.UNIT_FONT
71 VALUE_FONT = SG_configurations.VALUE_FONT
72 LABEL_FONT = SG_configurations.LABEL_FONT
73
74 # GUI modes and units:
75 UNIT_TYPES = SG_configurations.UNIT_TYPES
76 MODE_TYPES = SG_configurations.MODE_TYPES
77
78 BOOSTER_IMAGES = ("booster_2_5.png", "booster_1_1.png",
"booster_1_2.png", "booster_1_3.png",↪→
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79 "booster_1_4.png", "booster_1_5.png", "booster_2_1.png",
"booster_2_2.png",↪→
80 "booster_2_3.png", "booster_2_4.png")
81
82
83 class LogoFrame(tk.Frame):
84 """GUI logo frame which includes company logo, wifi icon, battery
status bar and quit button."""↪→
85
86 def __init__(self, master):
87 super().__init__(master, bg=COLOUR_1)
88 self.logo_file =
tk.PhotoImage(file="images/modularis_logo_1.png")↪→
89 self.wifi_full = tk.PhotoImage(file="images/wifi_full_1.png")
90 self.wifi_medium =
tk.PhotoImage(file="images/wifi_medium_1.png")↪→
91 self.wifi_low = tk.PhotoImage(file="images/wifi_low_1.png")
92 self.wifi_no_signal =
tk.PhotoImage(file="images/wifi_no_signal_1.png")↪→
93 self.quit_icon = tk.PhotoImage(file="images/quit_icon_1.png")
94
95 self.battery_value = tk.IntVar()
96 self.battery_value.set(75)
97
98 style = ttk.Style()
99 style.theme_use('clam')
100 style.configure("red.Horizontal.TProgressbar",
foreground='white', background='gray14')↪→
101
102 self.battery_bar = ttk.Progressbar(self,
style="red.Horizontal.TProgressbar",↪→
103 length=100, orient=tk.HORIZONTAL, variable=self.battery_value)
104
105 self.wifi_strength = tk.IntVar()
106
107 self.logo_label = tk.Label(self, image=self.logo_file)
108 self.quit_button = tk.Button(self, image=self.quit_icon,
command=lambda: master.close_app())↪→
109 self.pressure_value_label = tk.Label(self,
textvariable=self.battery_value, font=VALUE_FONT)↪→
110 self.wifi_label = tk.Label(self, image=self.wifi_no_signal)
111
112 self.logo_label.pack(side=tk.LEFT, fill=tk.X)
113 self.quit_button.pack(side=tk.RIGHT, padx=20)
114 self.battery_bar.pack(side=tk.RIGHT, ipady=12)
115 self.pressure_value_label.pack(side=tk.RIGHT)
116 self.wifi_label.pack(side=tk.RIGHT, padx=20)
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117
118
119 class ForceValuesFrame(tk.LabelFrame):
120 """
121 GUI frame witch shows the set hydraulic parameters.
122
123 Attributes:
124 mode: Smart grapple operating mode.
125 values: Variable values according to the selected operating mode.
126 unit_labels: Unit variables according to the set unit.
127 pressure_labels: Different hydraulic parameter labels.
128 """
129
130 def __init__(self, master):
131 super().__init__(master, text="GRIP FORCES", font='12')
132 self.mode = MODE_TYPES[0]
133 self.values = (tk.StringVar(), tk.StringVar(),
tk.StringVar(), tk.StringVar())↪→
134 self.unit_labels = (tk.StringVar(), tk.StringVar(),
tk.StringVar(), tk.StringVar())↪→
135 self.pressure_labels = ("Maximum pressure:", "Warning
pressure:",↪→
136 "HM difference pressure:", "Booster switch pressure:")
137
138 self.labels = [tk.Label(self, text=t, height=2,
font=LABEL_FONT) for t in self.pressure_labels]↪→
139 self.forces = [tk.Label(self, textvariable=t, width=5,
bg=COLOUR_3, fg=COLOUR_2,↪→
140 font=VALUE_FONT) for t in self.values]
141 self.units = [tk.Label(self, textvariable=t, width=5,
bg=COLOUR_2, font=UNIT_FONT)↪→
142 for t in self.unit_labels]
143 k = 0
144 for i, label in enumerate(self.labels):
145 label.grid(row=i + k, column=1, columnspan=2, sticky=tk.W
+ tk.N)↪→
146 print(i, k)
147 k += 1
148
149 m = 1
150 for j, force in enumerate(self.forces):
151 force.grid(row=j + m, column=1, sticky=tk.W)
152 m += 1
153
154 m = 1
155 for j, unit in enumerate(self.units):
156 unit.grid(row=j + m, column=2, sticky=tk.W)
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157 m += 1
158
159 def set_force_values(self, mode):
160 """Initial default settings of hydraulic parameters according
to the selected mode type."""↪→
161 best_grip_defaults =
(SG_configurations.BEST_GRIP_MAX_PRESSURE,↪→
162 SG_configurations.BEST_GRIP_WARNING_PRESSURE,
163 SG_configurations.BEST_GRIP_DIFFERENCE_PRESSURE,
164 SG_configurations.BEST_GRIP_BOOSTER_PRESSURE)
165 tree_shear_defaults =
(SG_configurations.TREE_SHEAR_MAX_PRESSURE,↪→
166 SG_configurations.TREE_SHEAR_WARNING_PRESSURE,
167 SG_configurations.TREE_SHEAR_DIFFERENCE_PRESSURE,
168 SG_configurations.TREE_SHEAR_BOOSTER_PRESSURE)
169 saw_defaults = (SG_configurations.SAW_MAX_PRESSURE,
170 SG_configurations.SAW_WARNING_PRESSURE,
171 SG_configurations.SAW_DIFFERENCE_PRESSURE,
172 SG_configurations.SAW_BOOSTER_PRESSURE)
173 manual_defaults = (SG_configurations.MANUAL_MAX_PRESSURE,
174 SG_configurations.MANUAL_WARNING_PRESSURE,
175 SG_configurations.MANUAL_DIFFERENCE_PRESSURE,
176 SG_configurations.MANUAL_BOOSTER_PRESSURE)
177 for i in range(len(self.values)):
178 if mode == MODE_TYPES[0]:
179 self.mode = MODE_TYPES[0]
180 if SG_configurations.BEST_GRIP_UNIT == "bar":
181 self.values[i].set(int(best_grip_defaults[i]))
182 elif SG_configurations.BEST_GRIP_UNIT == "MPa":
183 self.values[i].set(int(int(best_grip_defaults[i]) /
10))↪→
184 elif SG_configurations.BEST_GRIP_UNIT == "kN":
185 self.values[i].set(int(int(best_grip_defaults[i]) /
10 * 5027 * 0.18))↪→
186 elif SG_configurations.BEST_GRIP_UNIT == "kg":
187 self.values[i].set(int(int(best_grip_defaults[i]) /
100 * 5027 * 0.18))↪→
188 self.unit_labels[i].set(SG_configurations.BEST_GRIP_U ⌋
NIT)↪→
189 elif mode == MODE_TYPES[1]:
190 self.mode = MODE_TYPES[1]
191 if SG_configurations.TREE_SHEAR_UNIT == "bar":
192 self.values[i].set(int(tree_shear_defaults[i]))
193 elif SG_configurations.TREE_SHEAR_UNIT == "MPa":
194 self.values[i].set(int(int(tree_shear_defaults[i] ⌋
) /
10))
↪→
↪→
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195 elif SG_configurations.TREE_SHEAR_UNIT == "kN":
196 self.values[i].set(int(int(tree_shear_defaults[i] ⌋
) / 10 * 5027 *
0.18))
↪→
↪→
197 elif SG_configurations.TREE_SHEAR_UNIT == "kg":
198 self.values[i].set(int(int(tree_shear_defaults[i] ⌋
) / 100 * 5027 *
0.18))
↪→
↪→
199 self.unit_labels[i].set(SG_configurations.TREE_SHEAR_ ⌋
UNIT)↪→
200 elif mode == MODE_TYPES[2]:
201 self.mode = MODE_TYPES[2]
202 if SG_configurations.SAW_UNIT == "bar":
203 self.values[i].set(int(saw_defaults[i]))
204 elif SG_configurations.SAW_UNIT == "MPa":
205 self.values[i].set(int(int(saw_defaults[i]) / 10))
206 elif SG_configurations.SAW_UNIT == "kN":
207 self.values[i].set(int(int(saw_defaults[i]) / 10
* 5027 * 0.18))↪→
208 elif SG_configurations.SAW_UNIT == "kg":
209 self.values[i].set(int(int(saw_defaults[i]) / 100
* 5027 * 0.18))↪→
210 self.unit_labels[i].set(SG_configurations.SAW_UNI ⌋
T)↪→
211 elif mode == MODE_TYPES[3]:
212 self.mode = MODE_TYPES[3]
213 if SG_configurations.MANUAL_UNIT == "bar":
214 self.values[i].set(int(manual_defaults[i]))
215 elif SG_configurations.MANUAL_UNIT == "MPa":
216 self.values[i].set(int(int(manual_defaults[i]) /
10))↪→
217 elif SG_configurations.MANUAL_UNIT == "kN":
218 self.values[i].set(int(int(manual_defaults[i]) /
10 * 5027 * 0.18))↪→
219 elif SG_configurations.MANUAL_UNIT == "kg":
220 self.values[i].set(int(int(manual_defaults[i]) /
100 * 5027 * 0.18))↪→
221 self.unit_labels[i].set(SG_configurations.MANUAL_ ⌋
UNIT)↪→
222
223
224 class AnimationFrame(tk.Frame):
225 """
226 GUI animation frame witch shows opened or closed grapple
227 according to the pressure in hydraulic cylinder.
228 Frame also shows pressure value in hydraulic cylinder and
hydraulic motor brake pressure.↪→
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229
230 Attributes:
231 grapple: Image of smart grapple according to the selected mode
type.↪→
232 pressure_value: Pressure in the hydraulic cylinder.
233 brake_pressure: Hydraulic motor brake pressure.
234 unit_value: Unit values according to the selected mode type.
235 """
236
237 def __init__(self, master):
238 super().__init__(master)
239 self.closed_grapple =
tk.PhotoImage(file="images/closed_grapple.png")↪→
240 self.opened_grapple =
tk.PhotoImage(file="images/opened_grapple.png")↪→
241 self.saw_grapple =
tk.PhotoImage(file="images/saw_grapple.png")↪→
242 self.grapple = tk.Label(self, image=self.closed_grapple)
243 self.grapple.grid(row=0, column=0, rowspan=3, columnspan=3)
244
245 self.pressure_value = tk.IntVar()
246 self.brake_pressure = tk.IntVar()
247 self.unit_value = tk.StringVar()
248 self.unit_value.set("bar")
249
250 self.sensor_label = tk.Label(self, text="Sensor value:",
font=VALUE_FONT, anchor=tk.W)↪→
251 self.sensor_label.grid(row=3, column=0, columnspan=3,
sticky=tk.W, padx=10)↪→
252
253 self.pressure_value_label = tk.Label(self,
textvariable=self.pressure_value, font=VALUE_FONT,↪→
254 bg=COLOUR_3, fg=COLOUR_2, width=5, anchor=tk.E)
255 self.pressure_value_label.grid(row=4, column=0, columnspan=2,
sticky=tk.E)↪→
256
257 self.unit_label = tk.Label(self,
textvariable=self.unit_value, font=UNIT_FONT)↪→
258 self.unit_label.grid(row=4, column=2, sticky=tk.W)
259
260 self.brake_label = tk.Label(self, text="Brake pressure:",
font=VALUE_FONT, anchor=tk.W)↪→
261 self.brake_label.grid(row=5, column=0, columnspan=3,
sticky=tk.W, padx=10)↪→
262
263 self.brake_pressure_label = tk.Label(self,
textvariable=self.brake_pressure, font=VALUE_FONT,↪→
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264 bg=COLOUR_3, fg=COLOUR_2, width=5, anchor=tk.E)
265 self.brake_pressure_label.grid(row=6, column=0, columnspan=2,
sticky=tk.E)↪→
266
267 self.brake_unit = tk.Label(self,
textvariable=self.unit_value, font=UNIT_FONT)↪→
268 self.brake_unit.grid(row=6, column=2, sticky=tk.W)
269
270
271 class MonitoringFrame(tk.Frame):
272 """
273 Shows measured hydraulic parameters of the grapple; input and
output pressure of hydraulic motor and brake↪→
274 pressure of hydraulic motor. Also shows chainsaw and pressure
booster status.↪→
275
276 Attributes:
277 sensor_1_value: Hydraulic motor input pressure.
278 sensor_2_value: Hydraulic motor output pressure.
279 sensor_3_value: Hydraulic motor brake pressure.
280 gauge: Graphical display of the pressure difference in the
hydraulic motor.↪→
281 """
282 def __init__(self, master):
283 super().__init__(master)
284
285 self.sensor_1_value = tk.IntVar()
286 self.sensor_1_value.set(0)
287 self.sensor_2_value = tk.IntVar()
288 self.sensor_2_value.set(0)
289 self.sensor_3_value = tk.IntVar()
290 self.sensor_3_value.set(0)
291
292 self.gauge = tk_tools.Gauge(self, width=250, height=125,
min_value=-250, max_value=250, divisions=20,↪→
293 red_low=20, red=80, yellow_low=45, yellow=55,
label='\u0394p', unit=' bar')↪→
294 self.gauge.grid(row=0, column=0, columnspan=6)
295
296 self.hydraulic_motor_symbol =
tk.PhotoImage(file="images/hm_symbol.png")↪→
297 self.hydraulic_motor = tk.Label(self,
image=self.hydraulic_motor_symbol)↪→
298 self.hydraulic_motor.grid(row=1, column=2, rowspan=2,
columnspan=2)↪→
299
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300 self.red_led_off =
tk.PhotoImage(file="images/red_led_off.png")↪→
301 self.red_led_on = tk.PhotoImage(file="images/red_led_on.png")
302 self.red_led = tk.Label(self, image=self.red_led_on)
303 self.red_led.grid(row=3, column=2)
304
305 self.green_led_off =
tk.PhotoImage(file="images/green_led_off.png")↪→
306 self.green_led_on =
tk.PhotoImage(file="images/green_led_on.png")↪→
307 self.green_led = tk.Label(self, image=self.green_led_off)
308 self.green_led.grid(row=3, column=4)
309
310 self.pressure_in_label = tk.Label(self,
textvariable=self.sensor_1_value, font=VALUE_FONT,
anchor=tk.E, width=3,
↪→
↪→
311 bg=COLOUR_3, fg=COLOUR_2)
312 self.pressure_in_label.grid(row=1, column=1)
313
314 self.pressure_in_unit = tk.Label(self, text="bar",
font=UNIT_FONT, anchor=tk.W, width=3)↪→
315 self.pressure_in_unit.grid(row=2, column=1)
316
317 self.pressure_out_label = tk.Label(self,
textvariable=self.sensor_2_value, font=VALUE_FONT,↪→
318 anchor=tk.E, width=3, bg=COLOUR_3, fg=COLOUR_2)
319 self.pressure_out_label.grid(row=1, column=4)
320
321 self.pressure_out_unit = tk.Label(self, text="bar",
font=UNIT_FONT, anchor=tk.W, width=3)↪→
322 self.pressure_out_unit.grid(row=2, column=4)
323
324 self.booster_button = tk.Button(self, text="BOOSTER",
font=BUTTON_FONT, height=2, bg="gray64", relief=tk.RAISED,↪→
325 command=self.toggle_booster_button)
326 self.booster_button.grid(row=4, column=0, columnspan=3,
sticky=tk.W)↪→
327
328 self.booster_images = [tk.PhotoImage(file="images/" + f) for
f in BOOSTER_IMAGES]↪→
329 self.booster_animation = tk.Label(self,
image=self.booster_images[0])↪→
330 self.booster_animation.grid(row=4, column=3, columnspan=3)
331
332 self.saw_image = tk.PhotoImage(file="images/chainsaw.png")
333 self.saw_image_green =
tk.PhotoImage(file="images/chainsaw_green.png")↪→
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334 self.saw_on_off = tk.Label(self, image=self.saw_image)
335 self.saw_on_off.grid(row=3, column=0, columnspan=2)
336
337 self.button_state = True
338
339 def toggle_booster_button(self):
340 """Toggles booster button state between disable and enable."""
341 if self.button_state is True:
342 self.booster_button.config(relief=tk.SUNKEN, bg=COLOUR_1)
343 self.button_state = False
344 elif self.button_state is False:
345 self.booster_button.config(relief=tk.RAISED, bg="gray64")
346 self.button_state = True
347
348
349 class WifiAsyncAction(threading.Thread):
350 """
351 Echo server program.
352 Source: https://docs.python.org/3/library/socket.html
353 """
354 def __init__(self, queue):
355 super().__init__()
356 self.queue = queue
357
358 self.daemon = True
359
360 def run(self):
361 print("Starting wifi connection...")
362 with socket.socket(socket.AF_INET, socket.SOCK_STREAM) as s:
363 s.bind((HOST, PORT))
364 s.listen(1)
365 conn, addr = s.accept()
366 with conn:
367 print('Connected by', addr)
368 while True:
369 data = conn.recv(9)
370 data = data.decode('utf-8')
371 pressure, battery = data.split(',')
372 self.queue.put((pressure, battery))
373 if not data:
374 break
375 print("WiFi connection finished!")
376
377
378 class SensorsAsyncAction(threading.Thread):
379 """
380 Reads sensor values from A/D converter.
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381 """
382 def __init__(self, queue):
383 super().__init__()
384 self.queue = queue
385
386 self.daemon = True
387
388 def run(self):
389 while True:
390 sensor_1 = mcp.read_adc(0)
391 sensor_2 = mcp.read_adc(1)
392 sensor_3 = mcp.read_adc(2)
393
394 time.sleep(0.2)
395 self.queue.put((sensor_1, sensor_2, sensor_3))
396
397
398 class WifiStrength(threading.Thread):
399 """
400 Reads wifi signal strength from subprocess and saves it to
wifi_queue.↪→
401 """
402 def __init__(self, wifi_queue):
403 super().__init__()
404 self.wifi_queue = wifi_queue
405
406 self.daemon = True
407
408 def run(self):
409 with subprocess.Popen(["sudo", "iwlist", "wlan1", "scanning",
"essid", "MicroPython-138b95"], # "MicroPython-371ac6"↪→
410 stdout=subprocess.PIPE, universal_newlines=True) as proc:
411 out = proc.stdout.read()
412
413 line = re.split(r'[\n]\s*', out)
414 signal = line[4].split("Signal level=")
415 signal_value = signal[1].split()
416 self.wifi_queue.put(signal_value)
417 print(signal_value)
418
419
420 class AsyncInputSignal(threading.Thread):
421 """
422 Reads input signals to turn on the brake, chainsaw or booster.
423
424 Attributes:
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425 sensor_pressure: Pressure measured in hydraulic cylinder of the
grapple.↪→
426 booster_switch_pressure: Set pressure at which the booster is
automatically switched on.↪→
427 inputs_queue: Queue for saving input states.
428 booster_counter: Booster counter for booster animation.
429 """
430 def __init__(self, sensor_pressure, booster_switch_pressure,
inputs_queue):↪→
431 super().__init__()
432 self.sensor_pressure = sensor_pressure
433 self.booster_switch_pressure = booster_switch_pressure
434 self.inputs_queue = inputs_queue
435 self.booster_counter = 0
436
437 self.daemon = True
438
439 def run(self):
440 """Thread run method for input states reading and
processing."""↪→
441 while True:
442 saw_state = GPIO.input(SAW_IN_PIN)
443 booster_state = GPIO.input(BOOSTER_IN_PIN)
444 brake_state = GPIO.input(BRAKE_IN_PIN)
445 time.sleep(0.01)
446 self.inputs_queue.put((saw_state, brake_state,
booster_state, self.booster_counter))↪→
447
448 if self.booster_counter == 9:
449 self.booster_counter = 0
450
451 if (booster_state == False) | (self.sensor_pressure >=
self.booster_switch_pressure):↪→
452 time.sleep(0.2)
453 self.booster_counter += 1
454 else:
455 self.booster_counter = 0
456
457
458 class AsyncPWM(threading.Thread):
459 """
460 PWM thread for pressure reducing valve.
461
462 Attributes:
463 max_pressure: Initialized maximum pressure for pressure reducing
valve.↪→
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464 pressure_reducing_pwm: Initialized pwm frequency value for
pressure reducing valve.↪→
465 reducing_pressure: Initialized pwm duty cycle.
466 """
467 def __init__(self):
468 super().__init__()
469 self.max_pressure = 350
470 self.pressure_reducing_pwm = GPIO.PWM(PRV_PIN, 200)
471 self.pressure_reducing_pwm.start(100)
472
473 self.reducing_pressure = 100
474
475 self.daemon = True
476
477 def run(self):
478 """Thread run method for setting pwm output value."""
479 try:
480 while True:
481 if int(self.max_pressure) < 350:
482 self.reducing_pressure = int(self.max_pressure)
483 elif int(self.max_pressure) >= 350:
484 self.reducing_pressure = 350
485 duty_cycle = float('{:.1f}'.format((100 / 350) *
self.reducing_pressure))↪→
486 time.sleep(0.01)
487 self.pressure_reducing_pwm.ChangeDutyCycle(duty_cycle)
488
489 except KeyboardInterrupt:
490 self.pressure_reducing_pwm.stop()
491 GPIO.cleanup()
492
493
494 class SettingsWindow(tk.Toplevel):
495 """
496 GUI settings window.
497 """
498 def __init__(self, main_view):
499 super().__init__()
500 self.geometry("800x480")
501 self.attributes('-fullscreen', True)
502 self.main_view = main_view
503 self.mode_type = tk.StringVar()
504 self.mode_type.set(SG_configurations.MODE_TYPES[0])
505
506 # Hydraulic parameters default values:
507 self.best_grip_max_value =
SG_configurations.BEST_GRIP_MAX_PRESSURE↪→
99
Priloga A
508 self.best_grip_warning_value =
SG_configurations.BEST_GRIP_WARNING_PRESSURE↪→
509 self.best_grip_difference_value =
SG_configurations.BEST_GRIP_DIFFERENCE_PRESSURE↪→
510 self.best_grip_booster_value =
SG_configurations.BEST_GRIP_BOOSTER_PRESSURE↪→
511 self.best_grip_unit = SG_configurations.BEST_GRIP_UNIT
512 self.tree_shear_max_value =
SG_configurations.TREE_SHEAR_MAX_PRESSURE↪→
513 self.tree_shear_warning_value =
SG_configurations.TREE_SHEAR_WARNING_PRESSURE↪→
514 self.tree_shear_difference_value =
SG_configurations.TREE_SHEAR_DIFFERENCE_PRESSURE↪→
515 self.tree_shear_booster_value =
SG_configurations.TREE_SHEAR_BOOSTER_PRESSURE↪→
516 self.tree_shear_unit = SG_configurations.TREE_SHEAR_UNIT
517 self.saw_max_value = SG_configurations.SAW_MAX_PRESSURE
518 self.saw_warning_value =
SG_configurations.SAW_WARNING_PRESSURE↪→
519 self.saw_difference_value =
SG_configurations.SAW_DIFFERENCE_PRESSURE↪→
520 self.saw_booster_value =
SG_configurations.SAW_BOOSTER_PRESSURE↪→
521 self.saw_unit = SG_configurations.SAW_UNIT
522 self.manual_max_value = SG_configurations.MANUAL_MAX_PRESSURE
523 self.manual_warning_value =
SG_configurations.MANUAL_WARNING_PRESSURE↪→
524 self.manual_difference_value =
SG_configurations.MANUAL_DIFFERENCE_PRESSURE↪→
525 self.manual_booster_value =
SG_configurations.MANUAL_BOOSTER_PRESSURE↪→
526 self.manual_unit = SG_configurations.MANUAL_UNIT
527
528 self.settings_frames = {}
529 self.chose_mode = ChoseMode(self, self.show_frame)
530 self.chose_mode.grid(row=0, column=0)
531
532 for F in (BestGripSettings, TreeShearSettings, SawSettings,
ManualSettings):↪→
533 frame = F(self)
534 self.settings_frames[F] = frame
535 frame.grid(row=0, column=1, rowspan=10, padx=20)
536
537 self.show_frame("BEST GRIP")
538
539 self.Save_button = tk.Button(self, text="Save", width=10,
height=2, font=BUTTON_FONT,↪→
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540 command=self.on_save_button_clicked)
541 self.Save_button.grid(row=5, column=0)
542 self.cancel_button = tk.Button(self, text="Cancel", width=10,
height=2, font=BUTTON_FONT,↪→
543 command=self.on_cancel_button_clicked)
544 self.cancel_button.grid(row=6, column=0)
545
546 def get_best_grip_values(self):
547 """When called it sets new best grip values to force frame."""
548 self.best_grip_max_value = self.settings_frames[BestGripSetti ⌋
ngs].get_best_grip_entry_values()[0]↪→
549 self.best_grip_warning_value = self.settings_frames[BestGripS ⌋
ettings].get_best_grip_entry_values()[1]↪→
550 self.best_grip_difference_value = self.settings_frames[BestGr ⌋
ipSettings].get_best_grip_entry_values()[2]↪→
551 self.best_grip_booster_value = self.settings_frames[BestGripS ⌋
ettings].get_best_grip_entry_values()[3]↪→
552 self.best_grip_unit = self.settings_frames[BestGripSettings]. ⌋
get_best_grip_unit()↪→
553
554 def get_tree_shear_values(self):
555 """When called it sets new tree shear values to force
frame."""↪→
556 self.tree_shear_max_value = self.settings_frames[TreeShearSet ⌋
tings].get_tree_shear_entry_values()[0]↪→
557 self.tree_shear_warning_value = self.settings_frames[TreeShea ⌋
rSettings].get_tree_shear_entry_values()[1]↪→
558 self.tree_shear_difference_value = self.settings_frames[TreeS ⌋
hearSettings].get_tree_shear_entry_values()[2]↪→
559 self.tree_shear_booster_value = self.settings_frames[TreeShea ⌋
rSettings].get_tree_shear_entry_values()[3]↪→
560 self.tree_shear_unit = self.settings_frames[TreeShearSettings ⌋
].get_tree_shear_unit()↪→
561
562 def get_saw_values(self):
563 """When called it sets new chainsaw values to force frame."""
564 self.saw_max_value = self.settings_frames[SawSettings].get_sa ⌋
w_entry_values()[0]↪→
565 self.saw_warning_value = self.settings_frames[SawSettings].ge ⌋
t_saw_entry_values()[1]↪→
566 self.saw_difference_value = self.settings_frames[SawSettings] ⌋
.get_saw_entry_values()[2]↪→
567 self.saw_booster_value = self.settings_frames[SawSettings].ge ⌋
t_saw_entry_values()[3]↪→
568 self.saw_unit =
self.settings_frames[SawSettings].get_saw_unit()↪→
569
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570 def get_manual_values(self):
571 """When called it sets new manual values to force frame."""
572 self.manual_max_value = self.settings_frames[ManualSettings]. ⌋
get_manual_entry_values()[0]↪→
573 self.manual_warning_value = self.settings_frames[ManualSettin ⌋
gs].get_manual_entry_values()[1]↪→
574 self.manual_difference_value = self.settings_frames[ManualSet ⌋
tings].get_manual_entry_values()[2]↪→
575 self.manual_booster_value = self.settings_frames[ManualSettin ⌋
gs].get_manual_entry_values()[3]↪→
576 self.manual_unit =
self.settings_frames[ManualSettings].get_manual_unit()↪→
577
578 def on_save_button_clicked(self):
579 """When called it saves new values and destroys settings
window."""↪→
580 self.set_new_values()
581 self.destroy()
582 self.main_view.radio_buttons_frame.radios[0].invoke()
583
584 def set_new_values(self):
585 """When called it saves new values to the
SG_configurations.py file"""↪→
586 self.get_best_grip_values()
587 self.get_tree_shear_values()
588 self.get_saw_values()
589 self.get_manual_values()
590 config = ConfigParser()
591 config.read('SG_options.ini')
592 config.set('best_grip_pressures', 'best_grip_max_pressure',
self.best_grip_max_value)↪→
593 config.set('best_grip_pressures',
'best_grip_warning_pressure',
self.best_grip_warning_value)
↪→
↪→
594 config.set('best_grip_pressures',
'best_grip_difference_pressure',
self.best_grip_difference_value)
↪→
↪→
595 config.set('best_grip_pressures',
'best_grip_booster_pressure',
self.best_grip_booster_value)
↪→
↪→
596 config.set('best_grip_pressures', 'best_grip_unit',
self.best_grip_unit)↪→
597 SG_configurations.BEST_GRIP_MAX_PRESSURE =
self.best_grip_max_value↪→
598 SG_configurations.BEST_GRIP_WARNING_PRESSURE =
self.best_grip_warning_value↪→
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599 SG_configurations.BEST_GRIP_DIFFERENCE_PRESSURE =
self.best_grip_difference_value↪→
600 SG_configurations.BEST_GRIP_BOOSTER_PRESSURE =
self.best_grip_booster_value↪→
601 SG_configurations.BEST_GRIP_UNIT = self.best_grip_unit
602
603 config.set('tree_shear_pressures', 'tree_shear_max_pressure',
self.tree_shear_max_value)↪→
604 config.set('tree_shear_pressures',
'tree_shear_warning_pressure',
self.tree_shear_warning_value)
↪→
↪→
605 config.set('tree_shear_pressures',
'tree_shear_difference_pressure',
self.tree_shear_difference_value)
↪→
↪→
606 config.set('tree_shear_pressures',
'tree_shear_booster_pressure',
self.tree_shear_booster_value)
↪→
↪→
607 config.set('tree_shear_pressures', 'tree_shear_unit',
self.tree_shear_unit)↪→
608 SG_configurations.TREE_SHEAR_MAX_PRESSURE =
self.tree_shear_max_value↪→
609 SG_configurations.TREE_SHEAR_WARNING_PRESSURE =
self.tree_shear_warning_value↪→
610 SG_configurations.TREE_SHEAR_DIFFERENCE_PRESSURE =
self.tree_shear_difference_value↪→
611 SG_configurations.TREE_SHEAR_BOOSTER_PRESSURE =
self.tree_shear_booster_value↪→
612 SG_configurations.TREE_SHEAR_UNIT = self.tree_shear_unit
613
614 config.set('saw_pressures', 'saw_max_pressure',
self.saw_max_value)↪→
615 config.set('saw_pressures', 'saw_warning_pressure',
self.saw_warning_value)↪→
616 config.set('saw_pressures', 'saw_difference_pressure',
self.saw_difference_value)↪→
617 config.set('saw_pressures', 'saw_booster_pressure',
self.saw_booster_value)↪→
618 config.set('saw_pressures', 'saw_unit', self.saw_unit)
619 SG_configurations.SAW_MAX_PRESSURE = self.saw_max_value
620 SG_configurations.SAW_WARNING_PRESSURE =
self.saw_warning_value↪→
621 SG_configurations.SAW_DIFFERENCE_PRESSURE =
self.saw_difference_value↪→
622 SG_configurations.SAW_BOOSTER_PRESSURE =
self.saw_booster_value↪→
623 SG_configurations.SAW_UNIT = self.saw_unit
624
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625 config.set('manual_pressures', 'manual_max_pressure',
self.manual_max_value)↪→
626 config.set('manual_pressures', 'manual_warning_pressure',
self.manual_warning_value)↪→
627 config.set('manual_pressures', 'manual_difference_pressure',
self.manual_difference_value)↪→
628 config.set('manual_pressures', 'manual_booster_pressure',
self.manual_booster_value)↪→
629 config.set('manual_pressures', 'manual_unit',
self.manual_unit)↪→
630 SG_configurations.MANUAL_MAX_PRESSURE = self.manual_max_value
631 SG_configurations.MANUAL_WARNING_PRESSURE =
self.manual_warning_value↪→
632 SG_configurations.MANUAL_DIFFERENCE_PRESSURE =
self.manual_difference_value↪→
633 SG_configurations.MANUAL_BOOSTER_PRESSURE =
self.manual_booster_value↪→
634 SG_configurations.MANUAL_UNIT = self.manual_unit
635
636 with open('SG_options.ini', 'w') as config_file:
637 config.write(config_file)
638
639 def on_cancel_button_clicked(self):
640 """Destroys settings window without saving."""
641 self.destroy()
642
643 def show_frame(self, mode):
644 """When called it shows grapple force frame according to the
selected mode type."""↪→
645 if mode == "BEST GRIP":
646 frame = self.settings_frames[BestGripSettings]
647 frame.tkraise()
648 elif mode == "TREE SHEAR":
649 frame = self.settings_frames[TreeShearSettings]
650 frame.tkraise()
651 elif mode == "SAW":
652 frame = self.settings_frames[SawSettings]
653 frame.tkraise()
654 elif mode == "MANUAL":
655 frame = self.settings_frames[ManualSettings]
656 frame.tkraise()
657
658
659 class BestGripSettings(tk.LabelFrame):
660 """
661 Best grip settings frame.
662
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663 Attributes:
664 values: Best grip values form.
665 chose_unit: Best grip unit form.
666 best_grip_max: Maximum pressure for best grip mode.
667 best_grip_warning: Best grip mode warning pressure above which
the buzzer alarm is activated.↪→
668 best_grip_booster: Best grip mode booster pressure above which
the booster is activated.↪→
669 """
670 def __init__(self, master, **kwargs):
671 super().__init__(master, **kwargs, text="BEST GRIP",
font=BUTTON_FONT, padx=20, pady=20, borderwidth=10)↪→
672 self.values = ValuesForm(self, "best grip")
673 self.values.grid(row=0, column=0, columnspan=2)
674 self.chose_unit = ChoseUnit(self, "best grip")
675 self.chose_unit.grid(row=1, column=1, sticky=tk.W)
676 self.image = GrappleImage(self, MODE_TYPES[0])
677 self.image.grid(row=1, column=0, sticky=tk.W)
678
679 self.best_grip_max = tk.StringVar()
680 self.best_grip_warning = tk.StringVar()
681 self.best_grip_difference = tk.StringVar()
682 self.best_grip_booster = tk.StringVar()
683
684 self.best_grip_unit = tk.StringVar()
685
686 def get_best_grip_entry_values(self):
687 """Returns best grip values that are sets in ValuesForm
class."""↪→
688 self.best_grip_max.set(self.values.get_values()[0])
689 self.best_grip_warning.set(self.values.get_values()[1])
690 self.best_grip_difference.set(self.values.get_values()[2])
691 self.best_grip_booster.set(self.values.get_values()[3])
692 a = self.best_grip_max.get()
693 b = self.best_grip_warning.get()
694 c = self.best_grip_difference.get()
695 d = self.best_grip_booster.get()
696 return a, b, c, d
697
698 def get_best_grip_unit(self):
699 """Returns chosen unit that is set in ChoseUnit form."""
700 self.best_grip_unit.set(self.chose_unit.get_unit())
701 print(self.best_grip_unit.get())
702 unit = self.best_grip_unit.get()
703 return unit
704
705
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706 class TreeShearSettings(tk.LabelFrame):
707 """
708 Tree shear settings frame.
709
710 Attributes:
711 values: Tree shear values form.
712 chose_unit: Tree shear unit form.
713 best_grip_max: Maximum pressure for tree shear mode.
714 best_grip_warning: Tree shear mode warning pressure above which
the buzzer alarm is activated.↪→
715 best_grip_booster: Tree shear mode booster pressure above which
the booster is activated.↪→
716 """
717
718 def __init__(self, master, **kwargs):
719 super().__init__(master, **kwargs, text="TREE SHEAR",
font=BUTTON_FONT, padx=20, pady=20, borderwidth=10)↪→
720 self.values = ValuesForm(self, "tree shear")
721 self.values.grid(row=0, column=0, columnspan=2)
722 self.chose_unit = ChoseUnit(self, "tree shear")
723 self.chose_unit.grid(row=1, column=1, sticky=tk.W)
724 self.image = GrappleImage(self, MODE_TYPES[1])
725 self.image.grid(row=1, column=0, sticky=tk.W)
726
727 self.tree_shear_max = tk.StringVar()
728 self.tree_shear_warning = tk.StringVar()
729 self.tree_shear_difference = tk.StringVar()
730 self.tree_shear_booster = tk.StringVar()
731
732 self.tree_shear_unit = tk.StringVar()
733
734 def get_tree_shear_entry_values(self):
735 """Returns tree shear values that are sets in ValuesForm
class."""↪→
736 self.tree_shear_max.set(self.values.get_values()[0])
737 self.tree_shear_warning.set(self.values.get_values()[1])
738 self.tree_shear_difference.set(self.values.get_values()[2])
739 self.tree_shear_booster.set(self.values.get_values()[3])
740 a = self.tree_shear_max.get()
741 b = self.tree_shear_warning.get()
742 c = self.tree_shear_difference.get()
743 d = self.tree_shear_booster.get()
744 return a, b, c, d
745
746 def get_tree_shear_unit(self):
747 """Returns chosen unit that is set in ChoseUnit form."""
748 self.tree_shear_unit.set(self.chose_unit.get_unit())
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749 print(self.tree_shear_unit.get())
750 unit = self.tree_shear_unit.get()
751 return unit
752
753
754 class SawSettings(tk.LabelFrame):
755 """
756 Chainsaw settings frame.
757
758 Attributes:
759 values: Saw values form.
760 chose_unit: Saw unit form.
761 best_grip_max: Maximum pressure for saw mode.
762 best_grip_warning: Saw mode warning pressure above which the
buzzer alarm is activated.↪→
763 best_grip_booster: Saw mode booster pressure above which the
booster is activated.↪→
764 """
765
766 def __init__(self, master, **kwargs):
767 super().__init__(master, **kwargs, text="SAW",
font=BUTTON_FONT, padx=20, pady=20, borderwidth=10)↪→
768 self.values = ValuesForm(self, "saw")
769 self.values.grid(row=0, column=0, columnspan=2)
770 self.chose_unit = ChoseUnit(self, "saw")
771 self.chose_unit.grid(row=1, column=1, sticky=tk.W)
772 self.image = GrappleImage(self, MODE_TYPES[1])
773 self.image.grid(row=1, column=0, sticky=tk.W)
774
775 self.saw_max = tk.StringVar()
776 self.saw_warning = tk.StringVar()
777 self.saw_difference = tk.StringVar()
778 self.saw_booster = tk.StringVar()
779
780 self.saw_unit = tk.StringVar()
781
782 def get_saw_entry_values(self):
783 """Returns chainsaw values that are sets in ValuesForm
class."""↪→
784 self.saw_max.set(self.values.get_values()[0])
785 self.saw_warning.set(self.values.get_values()[1])
786 self.saw_difference.set(self.values.get_values()[2])
787 self.saw_booster.set(self.values.get_values()[3])
788 a = self.saw_max.get()
789 b = self.saw_warning.get()
790 c = self.saw_difference.get()
791 d = self.saw_booster.get()
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792 return a, b, c, d
793
794 def get_saw_unit(self):
795 """Returns chosen unit that is set in ChoseUnit form."""
796 self.saw_unit.set(self.chose_unit.get_unit())
797 print(self.saw_unit.get())
798 unit = self.saw_unit.get()
799 return unit
800
801
802 class ManualSettings(tk.LabelFrame):
803 """
804 Chainsaw settings frame.
805
806 Attributes:
807 values: Manual values form.
808 chose_unit: Manual unit form.
809 best_grip_max: Maximum pressure for manual mode.
810 best_grip_warning: Manual mode warning pressure above which the
buzzer alarm is activated.↪→
811 best_grip_booster: Manual mode booster pressure above which the
booster is activated.↪→
812 """
813
814 def __init__(self, master, **kwargs):
815 super().__init__(master, **kwargs, text="MANUAL",
font=BUTTON_FONT, padx=20, pady=20, borderwidth=10)↪→
816 self.values = ValuesForm(self, "manual")
817 self.values.grid(row=0, column=0, columnspan=2)
818 self.chose_unit = ChoseUnit(self, "manual")
819 self.chose_unit.grid(row=1, column=1, sticky=tk.W)
820 self.image = GrappleImage(self, MODE_TYPES[1])
821 self.image.grid(row=1, column=0, sticky=tk.W)
822
823 self.manual_max = tk.StringVar()
824 self.manual_warning = tk.StringVar()
825 self.manual_difference = tk.StringVar()
826 self.manual_booster = tk.StringVar()
827
828 self.manual_unit = tk.StringVar()
829
830 def get_manual_entry_values(self):
831 """Returns manual values that are sets in ValuesForm class."""
832 self.manual_max.set(self.values.get_values()[0])
833 self.manual_warning.set(self.values.get_values()[1])
834 self.manual_difference.set(self.values.get_values()[2])
835 self.manual_booster.set(self.values.get_values()[3])
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836 a = self.manual_max.get()
837 b = self.manual_warning.get()
838 c = self.manual_difference.get()
839 d = self.manual_booster.get()
840 return a, b, c, d
841
842 def get_manual_unit(self):
843 """Returns chosen unit that is set in ChoseUnit form."""
844 self.manual_unit.set(self.chose_unit.get_unit())
845 print(self.manual_unit.get())
846 unit = self.manual_unit.get()
847 return unit
848
849
850 class ChoseMode(tk.Frame):
851 """
852 Frame with mode type radio buttons.
853
854 Attributes:
855 controller: Controller for access to master class and its
attributes.↪→
856 mode_type: Current selected mode type.
857 radios: Radio buttons.
858 """
859
860 def __init__(self, master, controller):
861 super().__init__(master)
862 self.controller = controller
863 self.mode_type = tk.StringVar()
864 self.mode_type.set(MODE_TYPES[0])
865 self.radios = [tk.Radiobutton(self, text=t, value=t,
width=10, height=2, bg=COLOUR_1, font=BUTTON_FONT,↪→
866 indicatoron=0, variable=self.mode_type,
867 command=lambda: self.controller(self.mode_type.get()))
868 for t in MODE_TYPES]
869 for radio in self.radios:
870 radio.pack()
871
872
873 class ChoseUnit(tk.Frame):
874 """
875 Frame with radio buttons for selecting the unit.
876
877 Attributes:
878 mode: The current operating mode.
879 unit_type: The current unit.
880 radios: A radio buttons for selecting the unit.
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881 """
882 def __init__(self, master, mode):
883 super().__init__(master)
884 self.mode = mode
885 self.unit_type = tk.StringVar()
886 self.set_initial_unit()
887 self.radios = [tk.Radiobutton(self, text=t, value=t,
width=10, height=2, bg=COLOUR_1, font=BUTTON_FONT,↪→
888 indicatoron=0, variable=self.unit_type)
889 for t in UNIT_TYPES]
890 r = 0
891 c = 0
892 for radio in self.radios:
893 radio.grid(row=r, column=c, padx=5, pady=5)
894 c += 1
895 if c > 1:
896 c = 0
897 r += 1
898
899 def get_unit(self):
900 """Returns the current unit."""
901 unit = self.unit_type.get()
902 return unit
903
904 def set_initial_unit(self):
905 """It sets default unit"""
906 if self.mode == "best grip":
907 self.unit_type.set(SG_configurations.BEST_GRIP_UNIT)
908 elif self.mode == "tree shear":
909 self.unit_type.set(SG_configurations.TREE_SHEAR_UNIT)
910 elif self.mode == "saw":
911 self.unit_type.set(SG_configurations.SAW_UNIT)
912 elif self.mode == "manual":
913 self.unit_type.set(SG_configurations.MANUAL_UNIT)
914
915
916 class Keypad(tk.Frame):
917 """
918 Keypad for setting hydraulic parameters.
919
920 Attributes:
921 entry: Entry widget for hydraulic parameter.
922 """
923 def __init__(self, entry):
924 super().__init__(entry)
925 self.entry = entry
926
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927 def create_buttons(self):
928 """Creates button widgets."""
929 button_list = ['7', '8', '9',
930 '4', '5', '6',
931 '1', '2', '3',
932 'C', '0', 'Del']
933 r = 0
934 c = 0
935 for b in button_list:
936 button = tk.Button(self, text=b, width=5, height=2,
font=BUTTON_FONT, command=lambda x=b: self.click(x))↪→
937 button.grid(row=r, column=c)
938 c += 1
939 if c > 2:
940 c = 0
941 r += 1
942
943 def click(self, key_number):
944 """Enters selected number in entry box."""
945 if key_number == 'Del':
946 text = self.entry.entries[self.entry.entry_num].get()[:-1]
947 self.entry.entries[self.entry.entry_num].delete(0, tk.END)
948 self.entry.entries[self.entry.entry_num].insert(0, text)
949 elif key_number == 'C':
950 self.entry.entries[self.entry.entry_num].focus_set()
951 self.entry.entries[self.entry.entry_num].delete(0, tk.END)
952 self.entry.entries[self.entry.entry_num].focus()
953 else:
954 self.entry.entries[self.entry.entry_num].insert(tk.END,
key_number)↪→
955
956
957 class GrappleImage(tk.Frame):
958 """
959 It shows grapple image according to current mode type.
960
961 Attributes:
962 mode: Current mode type.
963 """
964 def __init__(self, master, mode):
965 super().__init__(master)
966 self.mode = mode
967 self.opened_grapple =
tk.PhotoImage(file="images/opened_grapple_set.png")↪→
968 self.saw_grapple =
tk.PhotoImage(file="images/saw_grapple_set.PNG")↪→
969
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970 if mode == MODE_TYPES[0]:
971 self.grapple = tk.Label(self, image=self.opened_grapple)
972 self.grapple.pack()
973 elif mode == MODE_TYPES[1]:
974 self.grapple = tk.Label(self, image=self.saw_grapple)
975 self.grapple.pack()
976
977
978 class ValuesForm(tk.Frame):
979 """
980 Settings window values form for settings hydraulic parameters.
981
982 Attributes:
983 mode: Current mode type.
984 max_number: Maximum pressure value of the selected mode.
985 warning_number: Warning value of the selected mode.
986 difference: Maximum hydraulic motor pressure difference for
chainsaw enabling.↪→
987 booster_switch: Booster activation pressure.
988 """
989 def __init__(self, master, mode):
990 super().__init__(master)
991 self.mode = mode
992 self.max_number = tk.StringVar()
993 self.warning_number = tk.StringVar()
994 self.difference = tk.StringVar()
995 self.booster_switch = tk.StringVar()
996
997 self.entry_num = tk.StringVar()
998 self.set_initial_values()
999
1000 self.max_label = tk.Label(self, text="Maximum pressure",
font=VALUE_FONT)↪→
1001 self.max_entry = tk.Entry(self, textvariable=self.max_number,
font=UNIT_FONT, width=10)↪→
1002 self.max_unit_label = tk.Label(self, text="bar",
font=UNIT_FONT)↪→
1003 self.max_label.grid(row=0, column=0, columnspan=2,
sticky=tk.W)↪→
1004 self.max_entry.grid(row=1, column=0, sticky=tk.W)
1005 self.max_unit_label.grid(row=1, column=1, sticky=tk.W)
1006 self.max_entry.bind('<FocusIn>', lambda _:
self.set_entry('1'))↪→
1007
1008 self.warning_label = tk.Label(self, text="Warning pressure",
font=VALUE_FONT)↪→
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1009 self.warning_entry = tk.Entry(self,
textvariable=self.warning_number, font=UNIT_FONT,
width=10)
↪→
↪→
1010 self.warning_unit_label = tk.Label(self, text="bar",
font=UNIT_FONT)↪→
1011 self.warning_label.grid(row=2, column=0, columnspan=2,
sticky=tk.W)↪→
1012 self.warning_entry.grid(row=3, column=0, sticky=tk.W)
1013 self.warning_unit_label.grid(row=3, column=1, sticky=tk.W)
1014 self.warning_entry.bind('<FocusIn>', lambda _:
self.set_entry('2'))↪→
1015
1016 self.pressure_dif_label = tk.Label(self, text="Maximum
\u0394p", font=VALUE_FONT)↪→
1017 self.difference_pressure_entry = tk.Entry(self,
textvariable=self.difference, font=UNIT_FONT, width=10)↪→
1018 self.pressure_dif_unit = tk.Label(self, text="bar",
font=UNIT_FONT)↪→
1019 self.pressure_dif_label.grid(row=4, column=0, columnspan=2,
sticky=tk.W)↪→
1020 self.difference_pressure_entry.grid(row=5, column=0,
sticky=tk.W)↪→
1021 self.pressure_dif_unit.grid(row=5, column=1, sticky=tk.W)
1022 self.difference_pressure_entry.bind('<FocusIn>', lambda _:
self.set_entry('3'))↪→
1023
1024 self.booster_label = tk.Label(self, text="Booster switch
pressure", font=VALUE_FONT)↪→
1025 self.booster_pressure_entry = tk.Entry(self,
textvariable=self.booster_switch, font=UNIT_FONT,
width=10)
↪→
↪→
1026 self.booster_unit = tk.Label(self, text="bar", font=UNIT_FONT)
1027 self.booster_label.grid(row=6, column=0, columnspan=2,
sticky=tk.W)↪→
1028 self.booster_pressure_entry.grid(row=7, column=0, sticky=tk.W)
1029 self.booster_unit.grid(row=7, column=1, sticky=tk.W)
1030 self.booster_pressure_entry.bind('<FocusIn>', lambda _:
self.set_entry('4'))↪→
1031
1032 self.entries = (self.max_entry, self.warning_entry,
self.difference_pressure_entry,
self.booster_pressure_entry)
↪→
↪→
1033
1034 self.keypad = Keypad(self)
1035 self.keypad.create_buttons()
1036 self.keypad.grid(row=0, column=2, rowspan=8, sticky=tk.N)
1037
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1038 def set_initial_values(self):
1039 """Entries initial values."""
1040 if self.mode == "best grip":
1041 self.max_number.set(SG_configurations.BEST_GRIP_MAX_PRESS ⌋
URE)↪→
1042 self.warning_number.set(SG_configurations.BEST_GRIP_WARNI ⌋
NG_PRESSURE)↪→
1043 self.difference.set(SG_configurations.BEST_GRIP_DIFFERENC ⌋
E_PRESSURE)↪→
1044 self.booster_switch.set(SG_configurations.BEST_GRIP_BOOST ⌋
ER_PRESSURE)↪→
1045 elif self.mode == "tree shear":
1046 self.max_number.set(SG_configurations.TREE_SHEAR_MAX_PRES ⌋
SURE)↪→
1047 self.warning_number.set(SG_configurations.TREE_SHEAR_WARN ⌋
ING_PRESSURE)↪→
1048 self.difference.set(SG_configurations.TREE_SHEAR_DIFFEREN ⌋
CE_PRESSURE)↪→
1049 self.booster_switch.set(SG_configurations.TREE_SHEAR_BOOS ⌋
TER_PRESSURE)↪→
1050 elif self.mode == "saw":
1051 self.max_number.set(SG_configurations.SAW_MAX_PRESSURE)
1052 self.warning_number.set(SG_configurations.SAW_WARNING_PRE ⌋
SSURE)↪→
1053 self.difference.set(SG_configurations.SAW_DIFFERENCE_PRES ⌋
SURE)↪→
1054 self.booster_switch.set(SG_configurations.SAW_BOOSTER_PRE ⌋
SSURE)↪→
1055 elif self.mode == "manual":
1056 self.max_number.set(SG_configurations.MANUAL_MAX_PRESSURE)
1057 self.warning_number.set(SG_configurations.MANUAL_WARNING_ ⌋
PRESSURE)↪→
1058 self.difference.set(SG_configurations.MANUAL_DIFFERENCE_P ⌋
RESSURE)↪→
1059 self.booster_switch.set(SG_configurations.MANUAL_BOOSTER_ ⌋
PRESSURE)↪→
1060
1061 def get_values(self):
1062 """Returns current pressure values."""
1063 a = self.max_entry.get()
1064 b = self.warning_entry.get()
1065 c = self.difference_pressure_entry.get()
1066 d = self.booster_pressure_entry.get()
1067 return a, b, c, d
1068
1069 def set_entry(self, entry):
1070 """It sets entry box number."""
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1071 if entry == '1':
1072 self.entry_num = 0
1073 elif entry == '2':
1074 self.entry_num = 1
1075 elif entry == '3':
1076 self.entry_num = 2
1077 elif entry == '4':
1078 self.entry_num = 3
1079
1080
1081 class RadioButtonsFrame(tk.Frame):
1082 """
1083 GUIs main page radio buttons frame for selecting mode type.
1084
1085 Attributes:
1086 settings: Controller to the settings class access.
1087 mode_type: Current mode type variable.
1088 radios: Radio button widgets.
1089 """
1090
1091 def __init__(self, settings):
1092 super().__init__()
1093 self.settings = settings
1094 self.mode_type = tk.StringVar()
1095 self.mode_type.set(MODE_TYPES[0])
1096 self.radios = [tk.Radiobutton(self, text=t, value=t,
width=10, height=2, bg=COLOUR_1, font=BUTTON_FONT,↪→
1097 indicatoron=0, variable=self.mode_type,
1098 command=lambda: self.set_mode())
1099 for t in MODE_TYPES]
1100
1101 for i, radio in enumerate(self.radios):
1102 radio.pack(side=tk.LEFT)
1103
1104 self.settings_button = tk.Button(self, text="SETTINGS",
width=10, height=2, font=BUTTON_FONT,↪→
1105 command=lambda: self.settings.open_settings_window())
1106
1107 self.settings_button.pack()
1108
1109 def set_mode(self):
1110 """Sets selected mode and new pwm value for pressure reducing
valve."""↪→
1111 self.settings.force_values_frame.set_force_values(self.mode_t ⌋
ype.get())↪→
1112 self.settings.pwm_callback()
1113
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1114
1115 class SmartGrapple(tk.Tk):
1116 """
1117 Main GUI class.
1118
1119 Attributes:
1120 logo_frame: Logo frame.
1121 radio_buttons_frame: Frame with radio buttons for selecting a
mode type.↪→
1122 force_values_frame: Frame with a hydraulic parameters according
to the current selected mode type.↪→
1123 animation_frame: Frame with grapple animation.
1124 monitoring_frame: Monitoring frame.
1125 """
1126 def __init__(self):
1127 super().__init__()
1128 self.geometry("800x480")
1129 self.attributes('-fullscreen', True)
1130
1131 self.logo_frame = LogoFrame(self)
1132 self.radio_buttons_frame = RadioButtonsFrame(self)
1133 self.force_values_frame = ForceValuesFrame(self)
1134 self.animation_frame = AnimationFrame(self)
1135 self.monitoring_frame = MonitoringFrame(self)
1136
1137 self.force_values_frame.set_force_values(MODE_TYPES[0])
1138
1139 self.logo_frame.pack(fill=tk.X, pady=10)
1140 self.radio_buttons_frame.pack(anchor=tk.W)
1141 self.force_values_frame.pack(side=tk.LEFT, padx=5,
anchor=tk.N)↪→
1142 self.animation_frame.pack(side=tk.LEFT, anchor=tk.N)
1143 self.monitoring_frame.pack(side=tk.LEFT, anchor=tk.N)
1144
1145 self.queue = queue.Queue()
1146 self.start_connection()
1147
1148 self.strength_queue = queue.Queue()
1149 self.read_connection_strength()
1150
1151 self.sensors_queue = queue.Queue()
1152 self.read_sensors()
1153
1154 self.inputs_queue = queue.Queue()
1155 self.read_input_signals()
1156 self.counter = 0
1157
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1158 self.pressure_reducing = AsyncPWM()
1159 self.pressure_reducing.start()
1160
1161 def close_app(self):
1162 """Closes application."""
1163 self.destroy()
1164 GPIO.cleanup()
1165
1166 def open_settings_window(self):
1167 """Opens settings window."""
1168 SettingsWindow(self)
1169
1170 def start_connection(self):
1171 """Starts server thread for the wifi connection."""
1172 wifi_thread = WifiAsyncAction(self.queue)
1173 wifi_thread.start()
1174 self.poll_wifi_thread(wifi_thread)
1175
1176 def poll_wifi_thread(self, wifi_thread):
1177 """Polls wifi thread."""
1178 self.check_queue()
1179 if wifi_thread.is_alive():
1180 self.after(10, lambda: self.poll_wifi_thread(wifi_thread))
1181 else:
1182 print("Disconnected!")
1183
1184 def check_queue(self):
1185 """
1186 Checks current values saved in the server thread wifi queue.
It sets pressure value in the↪→
1187 hydraulic cylinder. And it sets battery voltage value.
1188 """
1189 while self.queue.qsize():
1190 try:
1191 v = self.queue.get()
1192 v_1 = int(int(v[0]) * (600/4095))
1193 v_2 = int((int(v[1]) - 879) * (100/144))
1194 self.animation_frame.pressure_value.set('{:6d}'.format(v_ ⌋
1))↪→
1195 self.logo_frame.battery_value.set('{:3d}'.format(v_2))
1196 if v_1 > 500:
1197 GPIO.output(BUZZER_PIN, GPIO.HIGH)
1198 else:
1199 GPIO.output(BUZZER_PIN, GPIO.LOW)
1200
1201 except queue.Empty:
1202 pass
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1203
1204 def read_connection_strength(self):
1205 """Starts thread for reading wifi strength."""
1206 strength_thread = WifiStrength(self.strength_queue)
1207 strength_thread.start()
1208 self.poll_strength_thread(strength_thread)
1209
1210 def poll_strength_thread(self, strength_thread):
1211 """polls the wifi strength thread."""
1212 self.check_strength_queue()
1213 if strength_thread.is_alive():
1214 self.after(5000, lambda:
self.poll_strength_thread(strength_thread))↪→
1215
1216 def check_strength_queue(self):
1217 """Checks current values in the wifi strength queue.
1218 And sets wifi icon according to the signal strength."""
1219 while self.strength_queue.qsize():
1220 try:
1221 v = self.strength_queue.get()
1222 s = int(v[0])
1223 print(s)
1224
1225 if s > -50:
1226 self.logo_frame.wifi_label.config(image=self.logo ⌋
_frame.wifi_full)↪→
1227 elif s <= -50 & s > -60:
1228 self.logo_frame.wifi_label.config(image=self.logo ⌋
_frame.wifi_medium)↪→
1229 elif s <= -60 & s > -70:
1230 self.logo_frame.wifi_label.config(image=self.logo ⌋
_frame.wifi_low)↪→
1231 else:
1232 self.logo_frame.wifi_label.config(image=self.logo ⌋
_frame.wifi_low)↪→
1233
1234 except queue.Empty:
1235 pass
1236
1237 def read_sensors(self):
1238 """Starts thread for reading sensor values."""
1239 sensors_thread = SensorsAsyncAction(self.sensors_queue)
1240 sensors_thread.start()
1241 self.poll_sensors_thread(sensors_thread)
1242
1243 def poll_sensors_thread(self, sensors_thread):
1244 """Polls the sensors thread."""
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1245 self.check_sensors_queue()
1246 if sensors_thread.is_alive():
1247 self.after(10, lambda:
self.poll_sensors_thread(sensors_thread))↪→
1248 else:
1249 print("No readings!")
1250
1251 def check_sensors_queue(self):
1252 """Checks current values of the sensors queue. And it sets
values in the monitoring frame."""↪→
1253 while self.sensors_queue.qsize():
1254 try:
1255 v = self.sensors_queue.get()
1256 if int(v[0]) < 205:
1257 s_1 = 0
1258 else:
1259 s_1 = int(int(v[0]) * (400 / 4095))
1260
1261 if int(v[1]) < 205:
1262 s_2 = 0
1263 else:
1264 s_2 = int(int(v[1]) * (700 / 4095))
1265
1266 if int(v[2]) < 205:
1267 s_3 = 0
1268 else:
1269 s_3 = int(int(v[2]) * (400 / 4095))
1270
1271 self.monitoring_frame.sensor_1_value.set('{:3d}'.format(s ⌋
_1))↪→
1272 self.monitoring_frame.sensor_2_value.set('{:3d}'.format(s ⌋
_2))↪→
1273 d = s_1 - s_2
1274 self.monitoring_frame.gauge.set_value('{:3d}'.format(d))
1275 self.animation_frame.brake_pressure.set('{:3d}'.format(s_ ⌋
3))↪→
1276
1277 except queue.Empty:
1278 pass
1279
1280 def read_input_signals(self):
1281 """Starts thread for reading input signals."""
1282 inputs_thread = AsyncInputSignal(0, 0, self.inputs_queue)
1283 inputs_thread.start()
1284 self.poll_inputs_thread(inputs_thread)
1285
1286 def poll_inputs_thread(self, inputs_thread):
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1287 """Polls inputs thread."""
1288 self.check_inputs_queue(inputs_thread)
1289 if inputs_thread.is_alive():
1290 self.after(100, lambda:
self.poll_inputs_thread(inputs_thread))↪→
1291 else:
1292 self.monitoring_frame.booster_animation.config(image=self ⌋
.monitoring_frame.booster_images[0])↪→
1293
1294 def check_inputs_queue(self, inputs_thread):
1295 """
1296 Checks current values of the inputs queue. According to this
values it changes widgets status of the↪→
1297 monitoring frame. And it activates outputs solenoids.
1298 """
1299 while self.inputs_queue.qsize():
1300 try:
1301 v = self.inputs_queue.get()
1302 saw_state = v[0]
1303 brake_state = v[1]
1304 booster_state = v[2]
1305 counter = v[3]
1306
1307 booster_switch_pressure =
int(self.check_booster_pressure())↪→
1308 inputs_thread.booster_switch_pressure =
booster_switch_pressure↪→
1309 sensor_pressure =
self.animation_frame.pressure_value.get()↪→
1310 inputs_thread.sensor_pressure = sensor_pressure
1311
1312 if not self.monitoring_frame.button_state:
1313 self.monitoring_frame.booster_animation.config(im ⌋
age=self.monitoring_frame.booster_images[coun ⌋
ter])
↪→
↪→
1314
1315 if booster_state:
1316 GPIO.output(BOOSTER_OUT_PIN, GPIO.LOW)
1317 else:
1318 GPIO.output(BOOSTER_OUT_PIN, GPIO.HIGH)
1319
1320 if brake_state:
1321 GPIO.output(BRAKE_OUT_PIN, GPIO.LOW)
1322 self.monitoring_frame.red_led.config(image=self.m ⌋
onitoring_frame.red_led_on)↪→
1323 self.monitoring_frame.green_led.config(image=self ⌋
.monitoring_frame.green_led_off)↪→
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1324
1325 self.monitoring_frame.saw_on_off.config(image=sel ⌋
f.monitoring_frame.saw_image)↪→
1326 GPIO.output(SAW_OUT_PIN, GPIO.LOW)
1327 else:
1328 GPIO.output(BRAKE_OUT_PIN, GPIO.HIGH)
1329 self.monitoring_frame.red_led.config(image=self.m ⌋
onitoring_frame.red_led_off)↪→
1330 self.monitoring_frame.green_led.config(image=self ⌋
.monitoring_frame.green_led_on)↪→
1331
1332 if saw_state:
1333 self.monitoring_frame.saw_on_off.config(image ⌋
=self.monitoring_frame.saw_image)↪→
1334 GPIO.output(SAW_OUT_PIN, GPIO.LOW)
1335 else:
1336 self.monitoring_frame.saw_on_off.config(image ⌋
=self.monitoring_frame.saw_image_green)↪→
1337 GPIO.output(SAW_OUT_PIN, GPIO.HIGH)
1338
1339 except queue.Empty:
1340 print("off")
1341
1342 def check_booster_pressure(self):
1343 """Checks a booster switch pressure value."""
1344 global booster_pressure
1345 if self.force_values_frame.mode == MODE_TYPES[0]:
1346 booster_pressure =
SG_configurations.BEST_GRIP_BOOSTER_PRESSURE↪→
1347 elif self.force_values_frame.mode == MODE_TYPES[1]:
1348 booster_pressure =
SG_configurations.TREE_SHEAR_BOOSTER_PRESSURE↪→
1349 elif self.force_values_frame.mode == MODE_TYPES[2]:
1350 booster_pressure = SG_configurations.SAW_BOOSTER_PRESSURE
1351 elif self.force_values_frame.mode == MODE_TYPES[3]:
1352 booster_pressure =
SG_configurations.MANUAL_BOOSTER_PRESSURE↪→
1353
1354 return booster_pressure
1355
1356 def pwm_callback(self):
1357 """Checks maximum pressure value of the hydrualic cylinder."""
1358 global max_pressure
1359 if self.force_values_frame.mode == MODE_TYPES[0]:
1360 max_pressure = SG_configurations.BEST_GRIP_MAX_PRESSURE
1361 elif self.force_values_frame.mode == MODE_TYPES[1]:
1362 max_pressure = SG_configurations.TREE_SHEAR_MAX_PRESSURE
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1363 elif self.force_values_frame.mode == MODE_TYPES[2]:
1364 max_pressure = SG_configurations.SAW_MAX_PRESSURE
1365 elif self.force_values_frame.mode == MODE_TYPES[3]:
1366 max_pressure = SG_configurations.MANUAL_MAX_PRESSURE
1367
1368 self.pressure_reducing.max_pressure = max_pressure
1369
1370
1371 if __name__ == "__main__":
1372 smart_grapple = SmartGrapple()
1373 smart_grapple.mainloop()
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Program z nastavitvami SG configurations.py
1 from configparser import ConfigParser
2 import Adafruit_MCP3008
3
4 HOST = '192.168.5.1'
5 PORT = 4443
6
7 CE = 36
8 MISO = 37
9 MOSI = 38
10 CLK = 39
11
12 SAW_IN_PIN = 30
13 SAW_OUT_PIN = 25
14 BOOSTER_IN_PIN = 29
15 BOOSTER_OUT_PIN = 6
16 BRAKE_IN_PIN = 28
17 BRAKE_OUT_PIN = 27
18 PRV_PIN = 40
19 BUZZER_PIN = 23
20
21 COLOUR_1 = "chartreuse2"
22 COLOUR_2 = "white"
23 COLOUR_3 = "gray14"
24 COLOUR_4 = None
25
26 BUTTON_FONT = ("Verdana", 14)
27 UNIT_FONT = ("Verdana", 14)
28 VALUE_FONT = ("Verdana", 14)
29 LABEL_FONT = ("Verdana", 12)
30
31 UNIT_TYPES = ("bar", "MPa", "kN", "kg")
32 MODE_TYPES = ("BEST GRIP", "TREE SHEAR", "SAW", "MANUAL")
33
34 config = ConfigParser()
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35 config.read('SG_options.ini')
36 BEST_GRIP_MAX_PRESSURE = config.get('best_grip_pressures',
'best_grip_max_pressure')↪→
37 BEST_GRIP_WARNING_PRESSURE = config.get('best_grip_pressures',
'best_grip_warning_pressure')↪→
38 BEST_GRIP_DIFFERENCE_PRESSURE = config.get('best_grip_pressures',
'best_grip_difference_pressure')↪→
39 BEST_GRIP_BOOSTER_PRESSURE = config.get('best_grip_pressures',
'best_grip_booster_pressure')↪→
40 BEST_GRIP_UNIT = config.get('best_grip_pressures', 'best_grip_unit')
41
42 TREE_SHEAR_MAX_PRESSURE = config.get('tree_shear_pressures',
'tree_shear_max_pressure')↪→
43 TREE_SHEAR_WARNING_PRESSURE = config.get('tree_shear_pressures',
'tree_shear_warning_pressure')↪→
44 TREE_SHEAR_DIFFERENCE_PRESSURE = config.get('tree_shear_pressures',
'tree_shear_difference_pressure')↪→
45 TREE_SHEAR_BOOSTER_PRESSURE = config.get('tree_shear_pressures',
'tree_shear_booster_pressure')↪→
46 TREE_SHEAR_UNIT = config.get('tree_shear_pressures',
'tree_shear_unit')↪→
47
48 SAW_MAX_PRESSURE = config.get('saw_pressures', 'saw_max_pressure')
49 SAW_WARNING_PRESSURE = config.get('saw_pressures',
'saw_warning_pressure')↪→
50 SAW_DIFFERENCE_PRESSURE = config.get('saw_pressures',
'saw_difference_pressure')↪→
51 SAW_BOOSTER_PRESSURE = config.get('saw_pressures',
'saw_booster_pressure')↪→
52 SAW_UNIT = config.get('saw_pressures', 'saw_unit')
53
54 MANUAL_MAX_PRESSURE = config.get('manual_pressures',
'manual_max_pressure')↪→
55 MANUAL_WARNING_PRESSURE = config.get('manual_pressures',
'manual_warning_pressure')↪→
56 MANUAL_DIFFERENCE_PRESSURE = config.get('manual_pressures',
'manual_difference_pressure')↪→
57 MANUAL_BOOSTER_PRESSURE = config.get('manual_pressures',
'manual_booster_pressure')↪→
58 MANUAL_UNIT = config.get('manual_pressures', 'manual_unit')
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Program nameščen na brezžičnem modulu main.py
1 def do_connect():
2 import network
3 wlan = network.WLAN(network.STA_IF)
4 wlan.active(True)
5 if not wlan.isconnected():
6 print('connecting to network...')
7 wlan.connect('*****', '**********')
8 while not wlan.isconnected():
9 pass
10 print('network config:', wlan.ifconfig())
11
12 def do_socket():
13 import socket
14 addr_info = socket.getaddrinfo('192.168.5.1', 4443)
15 print('addr info:', addr_info)
16 addr = addr_info[0][-1]
17 print('addr:', addr)
18 s = socket.socket()
19 s.connect(addr)
20
21 import machine
22 import time
23 adc = machine.ADC(0)
24 while True:
25 time.sleep_ms(100)
26 value = adc.read()
27 if value < 10:
28 s.send(' ' + str(value))
29 elif value < 100:
30 s.send(' ' + str(value))
31 elif value < 1000:
32 s.send(' ' + str(value))
33 else:
34 s.send(str(value))
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35
36 s.close()
37
38 do_connect()
39 do_socket()
126

