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Prefacio
˂˂ Introduccio´n a la programacio´n con Python˃˃ e ˂˂ Introduccio´n a la programacio´n con C˃˃desarrollan el temario de la asignatura ˂˂Metodolog´ıa y tecnolog´ıa de la programacio´n˃˃ delas titulaciones de Ingenier´ıa Informa´tica e Ingenier´ıa Te´cnica en Informa´tica de Gestio´nde la Universitat Jaume I. En ella se pretende ensen˜ar a programar y, a diferencia de loque es usual en cursos introductorios a la programacio´n, se propone el aprendizaje condos lenguajes de programacio´n: Python y C.¿Por que´ dos lenguajes de programacio´n? Python y C son bien diferentes. El primeroes un lenguaje de muy alto nivel que permite expresar algoritmos de forma casi directa(ha llegado a considerarse ˂˂pseudoco´digo ejecutable˃˃ ) y hemos comprobado que se tratade un lenguaje particularmente adecuado para la ensen˜anza de la programacio´n. Estaimpresio´n se ve corroborada por la adopcio´n de Python como lenguaje introductorio enotras universidades. El lenguaje C exige una gran atencio´n a multitud de detalles quedificultan la implementacio´n de algoritmos a un estudiante que se enfrenta por primeravez al desarrollo de programas. No obstante, C sigue siendo un lenguaje de programacio´nde referencia y debe formar parte del curr´ıculum de todo informa´tico: su proximidad alcomputador nos permite controlar con gran precisio´n el consumo de recursos computacio-nales. Aprender Python antes que C permite estudiar las estructuras de control y de datosba´sicas con un alto nivel de abstraccio´n y, as´ı, entender mejor que´ supone, exactamente,la mayor complejidad de la programacio´n en C y hasta que´ punto es mayor el gradode control que nos otorga. Por ejemplo, una vez se han estudiado listas en Python, suimplementacio´n en C permite al estudiante no perder de vista el objetivo u´ltimo: cons-truir una entidad con cierto nivel de abstraccio´n usando unas herramientas concretas (lospunteros). De ese modo se evita una desafortunada confusio´n entre estructuras dina´micasy punteros que es frecuente cuando e´stas se estudian u´nicamente a la luz de un lenguajecomo C. En cierto modo, pues, Python y C se complementan en el aprendizaje y ofrecenuna visio´n ma´s rica y completa de la programacio´n. Las similitudes y diferencias entreambos permiten al estudiante inferir ma´s fa´cilmente que´ es fundamental y que´ accesorioo accidental al disen˜ar programas en un lenguaje de programacio´n cualquiera.¿Y por que´ otro libro de texto introductorio a la programacio´n? Ciertamente hay muchoslibros que ensen˜an a programar desde cero. Creemos que estos dos libros de texto sediferencia de ellos tanto en el hecho de estudiar secuencialmente dos lenguajes como enla forma en que se exponen y desarrollan los conocimientos. Hemos procurado adoptarsiempre el punto de vista del estudiante y presentar los conceptos y estrategias paradisen˜ar programas ba´sicos paso a paso, incrementalmente. La experiencia docente nos haido mostrando toda una serie l´ıneas de razonamiento inapropiadas, errores y vicios enlos que caen muchos estudiantes. El texto trata de exponer, con mayor o menor fortuna,esos razonamientos, errores y vicios para que el estudiante los tenga presentes y procureevitarlos. As´ı, en el desarrollo de algunos programas llegamos a ofrecer versiones erro´neaspara, acto seguido, estudiar sus defectos y mostrar una versio´n corregida. Los apuntesesta´n repletos de cuadros que pretenden profundizar en aspectos marginales, llamar laatencio´n sobre algu´n extremo, ofrecer algunas pinceladas de historia o, sencillamente,desviarse de lo sustancial con alguna digresio´n que podr´ıa resultar motivadora para el
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estudiante.Hemos de recalcar que este libro pretende ensen˜ar a programar y no es un manualexhaustivo sobre el lenguaje de programacio´n Python. Son particularmente resen˜ablesdos omisiones: los diccionarios y las clases. No forman parte de esta edicio´n (aunqueposiblemente se incluira´n en otra posterior) porque hemos preferido centrarnos en aquellosaspectos que tanto Python como C presentan en comu´n. La orientacio´n a objetos se puedetratar a partir del material expuesto en estos volu´menes, pero hubiera resultado dif´ıcilincluir estos contenidos en el volumen de Python y no poder tratarlos adecuadamente enel volumen dedicado a C.Queremos aprovechar para dar un consejo a los estudiantes que no nos cansamos derepetir: es imposible aprender a programar limita´ndose a leer unos apuntes o a seguirpasivamente una explicacio´n en clase (especialmente si el per´ıodo de estudio se concen-tra en una o dos semanas). Programar al nivel propio de un curso introductorio no esparticularmente dif´ıcil, pero constituye una actividad intelectual radicalmente nueva paralos estudiantes. Es necesario darse una oportunidad para ir asentando los conocimien-tos y las estrategias de disen˜o de programas (y as´ı, superar el curso). Esa oportunidadrequiere tiempo para madurar. . . y trabajo, mucho trabajo; por eso el texto ofrece ma´s decuatrocientos ochenta ejercicios. So´lo tras haberse enfrentado a buena parte de ellos seestara´ preparado para demostrar que se ha aprendido lo necesario.Hay centenares de diferencias entre las dos primeras ediciones (publicadas comoapuntes en la Universidad Jaume I y en formato electro´nico en Internet) y e´sta. No so´lohemos corregido erratas (y errores), hemos an˜adido tambie´n nuevos ejemplos, modificadootros, preparado nuevos ejercicios, reubicado ejercicios para que aparezcan en lugaresque hemos juzgado ma´s apropiados, etc. Los programas se presentan con una tipograf´ıaque, creemos, facilita notablemente la lectura. El documento PDF ofrece, adema´s, laposibilidad de descargar co´modamente el texto de los programas (que se pueden descargarde http://ocw.uji.es). Esperamos que esta posibilidad se traduzca en un mayor a´nimodel estudiante para experimentar con los programas.
Convenios tipogra´ficos
Hemos tratado de seguir una serie de convenios tipogra´ficos a lo largo del texto. Losprogramas, por ejemplo, se muestran con fondo gris, as´ı:
1 print ’ !Hola,␣mundo!’
Por regla general, las l´ıneas del programa aparecen numeradas a mano izquierda. Estanumeracio´n tiene por objeto facilitar la referencia a puntos concretos del programa y nodebe reproducirse en el fichero de texto si se copia el programa.Cuando se quiere destacar el nombre del fichero en el que reside un programa, sedispone este en una barra encima del co´digo:
hola mundo.py
1 print ’ !Hola,␣mundo!’Si se trabaja con la versio´n electro´nica del libro en formato PDF (disponible en lapa´gina web http://ocw.uji.es) es posible acceder co´modamente al texto de los pro-gramas. Para ello, basta con desempaquetar el fichero programas.tgz (o programas.zip)en el mismo directorio en el que este´ ubicado el documento PDF. Los programas accesiblestienen un icono que representa un documento escrito en la esquina superior izquierda.Junto al icono aparece el nombre real del fichero: como ofrecemos varias versiones de unmismo programa, nos hemos visto obligados a seguir un esquema de numeracio´n que modi-fica el propio nombre del fichero. La primera versio´n de un fichero llamado hola mundo.pyes hola mundo 1.py, la segunda hola mundo 2.py, y as´ı sucesivamente.
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hola mundo 1.py hola mundo.py
1 print ’ !Hola,’, ’mundo!’Si, aunque haya varias versiones, no aparece un nu´mero al final del nombre del ficherodescargable, se entiende que esa es la versio´n definitiva.
hola mundo.py hola mundo.py
1 print ’ !Hola,␣mundo!’Al pinchar en el icono, se abre un fichero de texto con el navegador web o editor de textosque se indique en las preferencias del visualizador de documentos PDF.Cuando el programa contiene algu´n error grave, aparecen un par de rayos flanqueandoal nombre del programa:
E hola mundo.py E
1 rint ’ !Hola,␣mundo!’Algunos programas no esta´n completos y, por ello, presentan alguna deficiencia. Noobstante, hemos optado por no marcarlos como erro´neos cuando e´stos evolucionaban enel curso de la exposicio´n.La informacio´n que se muestra por pantalla aparece siempre recuadrada. El resultadode ejecutar hola mundo.py se mostrara´ as´ı:
!Hola, mundo!
En ocasiones mostraremos las o´rdenes que deben ejecutarse en un inte´rprete deo´rdenes Unix. El prompt del inte´rprete se representara´ con un s´ımbolo de do´lar:
$ python hola_mundo.py
↱
!Hola, mundo!
La parte que debe teclear el usuario o el programador se muestra siempre con un fondogris. El retorno de carro se representa expl´ıcitamente con el s´ımbolo ↱.Las sesiones interactivas del inte´rprete de Python tambie´n se muestran recuadradas.El prompt primario del inte´rprete Python se muestra con los caracteres ˂˂>>>˃˃ y elsecundario con ˂˂...˃˃ . Las expresiones y sentencias que teclea el programador se destacancon fondo gris.
>>> ’Hola,’ + ’␣’ + ’mundo!’
↱
’ !Hola, mundo!’
>>> if ’Hola’ == ’mundo’: ↱
... print ’si’ ↱
... else: ↱
... print ’no’ ↱
...
↱
no
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Cap´ıtulo 1
Introduccio´n
¿Que´ sabes de este asunto? pregunto´ el Rey a Alicia.Nada dijo Alicia.¿Absolutamente nada? insistio´ el Rey.Absolutamente nada dijo Alicia.Esto es importante dijo el Rey, volvie´ndose hacia los jurados.
LEWIS CARROLL, Alicia en el pa´ıs de la maravillas.
El objetivo de este curso es ensen˜arte a programar, esto es, a disen˜ar algoritmos y expre-sarlos como programas escritos en un lenguaje de programacio´n para poder ejecutarlosen un computador.Seis te´rminos te´cnicos en el primer pa´rrafo. No esta´ mal. Vayamos paso a paso:empezaremos por presentar en que´ consiste, ba´sicamente, un computador.
1.1. Computadores
El diccionario de la Real Academia define computador electro´nico como ˂˂Ma´quina electro´-nica, analo´gica o digital, dotada de una memoria de gran capacidad y de me´todos de tra-tamiento de la informacio´n, capaz de resolver problemas matema´ticos y lo´gicos mediantela utilizacio´n automa´tica de programas informa´ticos.˃˃La propia definicio´n nos da indicaciones acerca de algunos elementos ba´sicos delcomputador:
la memoria,
y algu´n dispositivo capaz de efectuar ca´lculos matema´ticos y lo´gicos.
La memoria es un gran almace´n de informacio´n. En la memoria almacenamos todo tipode datos: valores nume´ricos, textos, ima´genes, etc. El dispositivo encargado de efectuaroperaciones matema´ticas y lo´gicas, que recibe el nombre de Unidad Aritme´tico-Lo´gica(UAL), es como una calculadora capaz de trabajar con esos datos y producir, a partirde ellos, nuevos datos (el resultado de las operaciones). Otro dispositivo se encarga detransportar la informacio´n de la memoria a la UAL, de controlar a la UAL para que efectu´elas operaciones pertinentes y de depositar los resultados en la memoria: la Unidad deControl. El conjunto que forman la Unidad de Control y la UAL se conoce por UnidadCentral de Proceso (o CPU, del ingle´s ˂˂Central Processing Unit˃˃ ).Podemos imaginar la memoria como un armario enorme con cajones numerados y laCPU como una persona que, equipada con una calculadora (la UAL), es capaz de buscaroperandos en la memoria, efectuar ca´lculos con ellos y dejar los resultados en la memoria.
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Unidad de Control Unidad Aritme´tico-Lo´gicaUnidad Central de Proceso
Memoria1234...
Utilizaremos un lenguaje ma´s te´cnico: cada uno de los ˂˂ cajones˃˃ que conforman lamemoria recibe el nombre de celda (de memoria) y el nu´mero que lo identifica es suposicio´n o direccio´n, aunque a veces usaremos estos dos te´rminos para referirnos tambie´na la correspondiente celda.Cada posicio´n de memoria permite almacenar una secuencia de unos y ceros detaman˜o fijo. ¿Por que´ unos y ceros? Porque la tecnolog´ıa actual de los computadoresse basa en la sencillez con que es posible construir dispositivos binarios, es decir, quepueden adoptar dos posibles estados: encendido/apagado, hay corriente/no hay corriente,cierto/falso, uno/cero. . . ¿Es posible representar datos tan variados como nu´meros, textos,ima´genes, etc. con so´lo unos y ceros? La respuesta es s´ı (aunque con ciertas limitaciones).Para entenderla mejor, es preciso que nos detengamos brevemente a considerar co´mo serepresenta la informacio´n con valores binarios.
1.2. Codificacio´n de la informacio´n
Una codificacio´n asocia signos con los elementos de un conjunto a los que denominamossignificados. En occidente, por ejemplo, codificamos los nu´meros de cero a nueve conel conjunto de signos {0, 1, 2, 3, 4, 5, 6, 7, 8, 9}. Al hacerlo, ponemos en correspondenciaestos s´ımbolos con cantidades, es decir, con su significado: el s´ımbolo ˂˂6˃˃ representa ala cantidad seis. El conjunto de signos no tiene por que´ ser finito. Podemos combinarlos d´ıgitos en secuencias que ponemos en correspondencia con, por ejemplo, los nu´merosnaturales. La sucesio´n de d´ıgitos ˂˂99˃˃ forma un nuevo signo que asociamos a la cantidadnoventa y nueve. Los ordenadores so´lo tienen dos signos ba´sicos, {0, 1}, pero se puedencombinar en secuencias, as´ı que no estamos limitados a so´lo dos posibles significados.Una variable que so´lo puede tomar uno de los dos valores binarios recibe el nombrede bit (acro´nimo del ingle´s ˂˂binary digit˃˃ ). Es habitual trabajar con secuencias de bitsde taman˜o fijo. Una secuencia de 8 bits recibe el nombre de byte (aunque en espan˜ol elte´rmino correcto es octeto, e´ste no acaba de imponerse y se usa la voz inglesa). Con unasecuencia de 8 bits podemos representar 256 (28) significados diferentes. El rango [0, 255]de valores naturales comprende 256 valores, as´ı que podemos representar cualquiera deellos con un patro´n de 8 bits. Podr´ıamos decidir, en principio, que la correspondenciaentre bytes y valores naturales es completamente arbitraria. As´ı, podr´ıamos decidir quela secuencia 00010011 representa, por ejemplo, el nu´mero natural 0 y que la secuencia
01010111 representa el valor 3. Aunque sea posible esta asociacio´n arbitraria, no esdeseable, pues complica enormemente efectuar operaciones con los valores. Sumar, porejemplo, obligar´ıa a tener memorizada una tabla que dijera cua´l es el resultado de efectuarla operacio´n con cada par de valores, ¡y hay 65536 pares diferentes!Los sistemas de representacio´n posicional de los nu´meros permiten establecer esaasociacio´n entre secuencias de bits y valores nume´ricos naturales de forma sistema´tica.Centramos el discurso en secuencias de 8 bits, aunque todo lo que exponemos a con-tinuacio´n es va´lido para secuencias de otros taman˜os1. El valor de una cadena de bitsb7b6b5b4b3b2b1b0 es, en un sistema posicional convencional,∑7i=0 bi·2i. As´ı, la secuenciade bits 00001011 codifica el valor 0 ·27+0 ·26+0 ·25+0 ·24+1 ·23+0 ·22+1 ·21+1 ·20 =8 + 2 + 1 = 11. El bit de ma´s a la izquierda recibe el nombre de ˂˂bit ma´s significativo˃˃y el bit de ma´s a la derecha se denomina ˂˂bit menos significativo˃˃ .
1Ocho bits ofrecen un rango de valores muy limitado. Es habitual en los ordenadores modernos trabajarcon grupos de 4 bytes (32 bits) u 8 bytes (64 bits).
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 1 ¿Cua´l es el ma´ximo valor que puede representarse con 16 bits y un sistema derepresentacio´n posicional como el descrito? ¿Que´ secuencia de bits le corresponde?
· 2 ¿Cua´ntos bits se necesitan para representar los nu´meros del 0 al 18, ambos inclu-sive?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .El sistema posicional es especialmente adecuado para efectuar ciertas operacionesaritme´ticas. Tomemos por caso la suma. Hay una ˂˂ tabla de sumar˃˃ en binario que temostramos a continuacio´n: sumandos suma acarreo
0 0 0 0
0 1 1 0
1 0 1 0
1 1 0 1El acarreo no nulo indica que un d´ıgito no es suficiente para expresar la suma de dosbits y que debe an˜adirse el valor uno al bit que ocupa una posicio´n ma´s a la izquierda.Para ilustrar la sencillez de la adicio´n en el sistema posicional, hagamos una suma dedos nu´meros de 8 bits usando esta tabla. En este ejemplo sumamos los valores 11 y 3 ensu representacio´n binaria:
00001011+ 00000011
Empezamos por los bits menos significativos. Segu´n la tabla, la suma 1 y 1 da 0 conacarreo 1:
Acarreo 1
00001011+ 00000011
0El segundo d´ıgito empezando por derecha toma el valor que resulta de sumar a 1 y 1 elacarreo que arrastramos. O sea, 1 y 1 es 0 con acarreo 1, pero al sumar el acarreo quearrastramos de la anterior suma de bits, el resultado final es 1 con acarreo 1:
Acarreo 1 1
00001011+ 00000011
10Ya te habra´s hecho una idea de la sencillez del me´todo. De hecho, ya lo conoces bien,pues el sistema de numeracio´n que aprendiste en la escuela es tambie´n posicional, so´loque usando diez d´ıgitos diferentes en lugar de dos, as´ı que el procedimiento de suma esesencialmente ide´ntico. He aqu´ı el resultado final, que es la secuencia de bits 00001110,o sea, el valor 14:
Acarreo 1 1
00001011+ 00000011
00001110La circuiter´ıa electro´nica necesaria para implementar un sumador que actu´e como eldescrito es extremadamente sencilla.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 3 Calcula las siguientes sumas de nu´meros codificados con 8 bits en el sistemaposicional:
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a) 01111111 + 00000001 b) 01010101 + 10101010 c) 00000011 + 00000001. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Debes tener en cuenta que la suma de dos nu´meros de 8 bits puede proporcionar unacantidad que requiere 9 bits. Suma, por ejemplo, las cantidades 255 (en binario de 8 bitses 11111111) y 1 (que en binario es 00000001):
Acarreo 1 1 1 1 1 1 1
11111111+ 00000001(1)00000000El resultado es la cantidad 256, que en binario se expresa con 9 bits, no con 8. Decimosen este caso que la suma ha producido un desbordamiento. Esta anomal´ıa debe ser tenidaen cuenta cuando se usa o programa un ordenador.Hasta el momento hemos visto co´mo codificar valores positivos. ¿Podemos representartambie´n cantidades negativas? La respuesta es s´ı. Consideremos brevemente tres formasde hacerlo. La primera es muy intuitiva: consiste en utilizar el bit ma´s significativo paracodificar el signo; si vale 0, por ejemplo, el nu´mero expresado con los restantes bits espositivo (con la representacio´n posicional que ya conoces), y si vale 1, es negativo. Porejemplo, el valor de 00000010 es 2 y el de 10000010 es −2. Efectuar sumas con valorespositivos y negativos resulta relativamente complicado si codificamos as´ı el signo de unnu´mero. Esta mayor complicacio´n se traslada tambie´n a la circuiter´ıa necesaria. Malacosa.Una forma alternativa de codificar cantidades positivas y negativas es el denominado
˂˂ complemento a uno˃˃ . Consiste en lo siguiente: se toma la representacio´n posicional deun nu´mero (que debe poder expresarse con 7 bits) y se invierten todos sus bits si esnegativo. La suma de nu´meros codificados as´ı es relativamente sencilla: se efectu´a lasuma convencional y, si no se ha producido un desbordamiento, el resultado es el valorque se deseaba calcular; pero si se produce un desbordamiento, la solucio´n se obtienesumando el valor 1 al resultado de la suma (sin tener en cuenta ya el bit desbordado).Vea´moslo con un ejemplo. Sumemos el valor 3 al valor −2 en complemento a uno:
Acarreo 1 1 1 1 1 1 1
00000011+ 11111101(1)00000000↓
00000000+ 00000001
00000001La primera suma ha producido un desbordamiento. El resultado correcto resulta de sumaruna unidad a los 8 primeros bits.La codificacio´n en complemento a uno tiene algunas desventajas. Una de ellas es quehay dos formas de codificar el valor 0 (con 8 bits, por ejemplo, tanto 00000000 como
11111111 representan el valor 0) y, por tanto, so´lo podemos representar 255 valores([−127, 127]), en lugar de 256. Pero el principal inconveniente es la lentitud con que serealizan operaciones como la suma: cuando se produce un desbordamiento se han deefectuar dos adiciones, es decir, se ha de invertir el doble de tiempo.Una codificacio´n alternativa (y que es la utilizada en los ordenadores) es la denomina-da ˂˂ complemento a dos˃˃ . Para cambiar el signo a un nu´mero hemos de invertir todos susbits y sumar 1 al resultado. Esta codificacio´n, que parece poco natural, tiene las ventajasde que so´lo hay una forma de representar el valor nulo (el rango de valores representados
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es [−128, 127]) y, principalmente, de que una sola operacio´n de suma basta para obtenerel resultado correcto de una adicio´n. Repitamos el ejemplo anterior. Sumemos 3 y −2,pero en complemento a dos:
Acarreo 1 1 1 1 1 1
00000011+ 11111110(1)00000001Si ignoramos el bit desbordado, el resultado es correcto.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 4 Codifica en complemento a dos de 8 bits los siguientes valores:
a) 4 b) −4 c) 0 d) 127 e) 1 f) −1
· 5 Efectu´a las siguientes sumas y restas en complemento a dos de 8 bits:
a) 4 + 4 b) −4 + 3 c) 127− 128 d) 128− 127 e) 1− 1 f ) 1− 2. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Bueno, ya hemos hablado bastante acerca de co´mo codificar nu´meros (aunque ma´sadelante ofreceremos alguna reflexio´n acerca de co´mo representar valores con parte frac-cional). Preocupe´monos por un instante acerca de co´mo representar texto. Hay una tablaque pone en correspondencia 127 s´ımbolos con secuencias de bits y que se ha asumidocomo esta´ndar. Es la denominada tabla ASCII, cuyo nombre son las siglas de ˂˂AmericanStandard Code for Information Interchange˃˃ . La correspondencia entre secuencias de bitsy caracteres determinada por la tabla es arbitraria, pero aceptada como esta´ndar. La letra
˂˂a˃˃ , por ejemplo, se codifica con la secuencia de bits 01100001 y la letra ˂˂A˃˃ se codificacon 01000001. En el ape´ndice A se muestra esta tabla. El texto se puede codificar, pues,como una secuencia de bits. Aqu´ı tienes el texto ˂˂Hola˃˃ codificado con la tabla ASCII:
01001000 01101111 01101100 01100001Pero, cuando vemos ese texto en pantalla, no vemos una secuencia de bits, sino laletra ˂˂H˃˃ , seguida de la letra ˂˂o˃˃ ,. . . Lo que realmente vemos es un gra´fico, un patro´n dep´ıxeles almacenado en la memoria del ordenador y que se muestra en la pantalla. Un bitde valor 0 puede mostrarse como color blanco y un bit de valor 1 como color negro. Laletra ˂˂H˃˃ que ves en pantalla, por ejemplo, es la visualizacio´n de este patro´n de bits:
01000010
01000010
01000010
01111110
01000010
01000010
01000010En la memoria del ordenador se dispone de un patro´n de bits para cada cara´cter2.Cuando se detecta el co´digo ASCII 01001000, se muestra en pantalla el patro´n de bitscorrespondiente a la representacio´n gra´fica de la ˂˂H˃˃ . Truculento, pero eficaz.No so´lo podemos representar caracteres con patrones de p´ıxeles: todos los gra´ficosde ordenador son simples patrones de p´ıxeles dispuestos como una matriz.Como puedes ver, basta con ceros y unos para codificar la informacio´n que manejamosen un ordenador: nu´meros, texto, ima´genes, etc.
2La realidad es cada vez ma´s compleja. Los sistemas modernos almacenan los caracteres en memoria deotra forma, pero hablar de ello supone desviarnos mucho de lo que queremos contar.
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1.3. Programas y lenguajes de programacio´n
Antes de detenernos a hablar de la codificacio´n de la informacio´n esta´bamos comentandoque la memoria es un gran almace´n con cajones numerados, es decir, identificables convalores nume´ricos: sus respectivas direcciones. En cada cajo´n se almacena una secuenciade bits de taman˜o fijo. La CPU, el ˂˂ cerebro˃˃ del ordenador, es capaz de ejecutar accionesespecificadas mediante secuencias de instrucciones. Una instruccio´n describe una accio´nmuy simple, del estilo de ˂˂ suma esto con aquello˃˃ , ˂˂multiplica las cantidades que hay ental y cual posicio´n de memoria˃˃ , ˂˂deja el resultado en tal direccio´n de memoria˃˃ , ˂˂hazuna copia del dato de esta direccio´n en esta otra direccio´n˃˃ , ˂˂averigua si la cantidadalmacenada en determinada direccio´n es negativa˃˃ , etc. Las instrucciones se representanmediante combinaciones particulares de unos y ceros (valores binarios) y, por tanto, sepueden almacenar en la memoria.Combinando inteligentemente las instrucciones en una secuencia podemos hacer quela CPU ejecute ca´lculos ma´s complejos. Una secuencia de instrucciones es un programa.Si hay una instruccio´n para multiplicar pero ninguna para elevar un nu´mero al cubo, po-demos construir un programa que efectu´e este u´ltimo ca´lculo a partir de las instruccionesdisponibles. He aqu´ı, grosso modo, una secuencia de instrucciones que calcula el cubo apartir de productos:
1. Toma el nu´mero y multipl´ıcalo por s´ı mismo.
2. Multiplica el resultado de la u´ltima operacio´n por el nu´mero original.
Las secuencias de instrucciones que el ordenador puede ejecutar reciben el nombrede programas en co´digo de ma´quina, porque el lenguaje de programacio´n en el que esta´nexpresadas recibe el nombre de co´digo de ma´quina. Un lenguaje de programacio´n escualquier sistema de notacio´n que permite expresar programas.
1.3.1. Co´digo de ma´quina
El co´digo de ma´quina codifica las secuencias de instrucciones como sucesiones de unosy ceros que siguen ciertas reglas. Cada familia de ordenadores dispone de su propiorepertorio de instrucciones, es decir, de su propio co´digo de ma´quina.Un programa que, por ejemplo, calcula la media de tres nu´meros almacenados en lasposiciones de memoria 10, 11 y 12, respectivamente, y deja el resultado en la posicio´nde memoria 13, podr´ıa tener el siguiente aspecto expresado de forma comprensible paranosotros: Memoria1 Sumar contenido de direcciones 10 y 11 y dejar resultado en direccio´n 132 Sumar contenido de direcciones 13 y 12 y dejar resultado en direccio´n 133 Dividir contenido de direccio´n 13 por 3 y dejar resultado en direccio´n 134 Detener
En realidad, el contenido de cada direccio´n estar´ıa codificado como una serie de unosy ceros, as´ı que el aspecto real de un programa como el descrito arriba podr´ıa ser e´ste:
Unidad de Control Unidad Aritme´tico-Lo´gica
Unidad Central de Proceso (CPU)10101011 00001010 00001011 0000110110101011 00001101 00001100 00001101
00001110 00001101 00000011 00001101
00000000 00000000 00000000 00000000
Memoria1234...
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La CPU es un ingenioso sistema de circuitos electro´nicos capaz de interpretar elsignificado de cada una de esas secuencias de bits y llevar a cabo las acciones quecodifican. Cuando la CPU ejecuta el programa empieza por la instruccio´n contenida enla primera de sus posiciones de memoria. Una vez ha ejecutado una instruccio´n, pasa ala siguiente, y sigue as´ı hasta encontrar una instruccio´n que detenga la ejecucio´n delprograma.Supongamos que en las direcciones de memoria 10, 11 y 12 se han almacenado losvalores 5, 10 y 6, respectivamente. Representamos as´ı la memoria:
Memoria1 Sumar contenido de direcciones 10 y 11 y dejar resultado en direccio´n 132 Sumar contenido de direcciones 13 y 12 y dejar resultado en direccio´n 133 Dividir contenido de direccio´n 13 por 3 y dejar resultado en direccio´n 134 Detener... ...10 511 1012 6... ...
Naturalmente, los valores de las posiciones 10, 11 y 12 estara´n codificados en binario,aunque hemos optado por representarlos en base 10 en aras de una mayor claridad.La ejecucio´n del programa procede del siguiente modo. En primer lugar, se ejecuta lainstruccio´n de la direccio´n 1, que dice que tomemos el contenido de la direccio´n 10 (elvalor 5), lo sumemos al de la direccio´n 11 (el valor 10) y dejemos el resultado (el valor 15)en la direccio´n de memoria 13. Tras ejecutar esta primera instruccio´n, la memoria quedaas´ı: Memoria1 Sumar contenido de direcciones 10 y 11 y dejar resultado en direccio´n 132 Sumar contenido de direcciones 13 y 12 y dejar resultado en direccio´n 133 Dividir contenido de direccio´n 13 por 3 y dejar resultado en direccio´n 134 Detener... ...10 511 1012 613 15... ...A continuacio´n, se ejecuta la instruccio´n de la direccio´n 2, que ordena que se tome elcontenido de la direccio´n 13 (el valor 15), se sume al contenido de la direccio´n 12 (elvalor 6) y se deposite el resultado (el valor 21) en la direccio´n 13. La memoria pasa aquedar en este estado. Memoria1 Sumar contenido de direcciones 10 y 11 y dejar resultado en direccio´n 132 Sumar contenido de direcciones 13 y 12 y dejar resultado en direccio´n 133 Dividir contenido de direccio´n 13 por 3 y dejar resultado en direccio´n 134 Detener... ...10 511 1012 613 21... ...
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Ahora, la tercera instruccio´n dice que hemos de tomar el valor de la direccio´n 13 (el valor21), dividirlo por 3 y depositar el resultado (el valor 7) en la direccio´n 13. Este es elestado en que queda la memoria tras ejecutar la tercera instruccio´n:Memoria1 Sumar contenido de direcciones 10 y 11 y dejar resultado en direccio´n 132 Sumar contenido de direcciones 13 y 12 y dejar resultado en direccio´n 133 Dividir contenido de direccio´n 13 por 3 y dejar resultado en direccio´n 134 Detener... ...10 511 1012 613 7... ...Y finalmente, la CPU detiene la ejecucio´n del programa, pues se encuentra con la ins-truccio´n Detener en la direccio´n 4.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 6 Ejecuta paso a paso el mismo programa con los valores 2, −2 y 0 en las posicionesde memoria 10, 11 y 12, respectivamente.
· 7 Disen˜a un programa que calcule la media de cinco nu´meros depositados en lasposiciones de memoria que van de la 10 a la 14 y que deje el resultado en la direccio´nde memoria 15. Recuerda que la media x¯ de cinco nu´meros x1, x2, x3, x4 y x5 es
x¯ = ∑5i=1 xi5 = x1 + x2 + x3 + x4 + x55 .
· 8 Disen˜a un programa que calcule la varianza de cinco nu´meros depositados en lasposiciones de memoria que van de la 10 a la 14 y que deje el resultado en la direccio´nde memoria 15. La varianza, que se denota con σ2, es
σ2 = ∑5i=1(xi − x¯)25 ,donde x¯ es la media de los cinco valores. Supo´n que existe una instruccio´n ˂˂Multiplicar elcontenido de direccio´n a por el contenido de direccio´n b y dejar el resultado en direccio´nc˃˃ .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .¿Que´ instrucciones podemos usar para confeccionar programas? Ya hemos dicho queel ordenador so´lo sabe ejecutar instrucciones muy sencillas. En nuestro ejemplo, so´lohemos utilizado tres instrucciones distintas:una instruccio´n de suma de la forma ˂˂Sumar contenido de direcciones p yq y dejar resultado en direccio´n r˃˃ ;una instruccio´n de divisio´n de la forma ˂˂Dividir contenido de direccio´n p
por q y dejar resultado en direccio´n r˃˃ ;y una instruccio´n que indica que se ha llegado al final del programa: Detener.¡Pocos programas interesantes podemos hacer con tan so´lo estas tres instrucciones! Na-turalmente, en un co´digo de ma´quina hay instrucciones que permiten efectuar sumas,restas, divisiones y otras muchas operaciones. Y hay, adema´s, instrucciones que permitenescoger que´ instruccio´n se ejecutara´ a continuacio´n, bien directamente, bien en funcio´nde si se cumple o no determinada condicio´n (por ejemplo, ˂˂Si el u´ltimo resultado
es negativo, pasar a ejecutar la instruccio´n de la posicio´n p˃˃ ).
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1.3.2. Lenguaje ensamblador
En los primeros tiempos de la informa´tica los programas se introduc´ıan en el ordenadordirectamente en co´digo de ma´quina, indicando uno por uno el valor de los bits de cada unade las posiciones de memoria. Para ello se insertaban manualmente cables en un panelde conectores: cada cable insertado en un conector representaba un uno y cada conectorsin cable representaba un cero. Como puedes imaginar, programar as´ı un computadorresultaba una tarea ardua, extremadamente tediosa y propensa a la comisio´n de errores.El ma´s mı´nimo fallo conduc´ıa a un programa incorrecto. Pronto se disen˜aron notacionesque simplificaban la programacio´n: cada instruccio´n de co´digo de ma´quina se representabamediante un co´digo mnemote´cnico, es decir, una abreviatura fa´cilmente identificable conel propo´sito de la instruccio´n.Por ejemplo, el programa desarrollado antes se podr´ıa representar como el siguientetexto:
SUM #10, #11, #13
SUM #13, #12, #13
DIV #13, 3, #13
FIN
En este lenguaje la palabra SUM representa la instruccio´n de sumar, DIV la de dividir y
FIN representa la instruccio´n que indica que debe finalizar la ejecucio´n del programa. Laalmohadilla (#) delante de un nu´mero indica que deseamos acceder al contenido de laposicio´n de memoria cuya direccio´n es dicho nu´mero. Los caracteres que representan elprograma se introducen en la memoria del ordenador con la ayuda de un teclado y cadaletra se almacena en una posicio´n de memoria como una combinacio´n particular de unosy ceros (su co´digo ASCII, por ejemplo).Pero, ¿co´mo se puede ejecutar ese tipo de programa si la secuencia de unos y cerosque la describe como texto no constituye un programa va´lido en co´digo de ma´quina? Conla ayuda de otro programa: el ensamblador. El ensamblador es un programa traductorque lee el contenido de las direcciones de memoria en las que hemos almacenado co´digosmnemote´cnicos y escribe en otras posiciones de memoria sus instrucciones asociadas enco´digo de ma´quina.El repertorio de co´digos mnemote´cnicos traducible a co´digo de ma´quina y las reglasque permiten combinarlos, expresar direcciones, codificar valores nume´ricos, etc., recibeel nombre de lenguaje ensamblador , y es otro lenguaje de programacio´n.
1.3.3. ¿Un programa diferente para cada ordenador?
Cada CPU tiene su propio juego de instrucciones y, en consecuencia, un co´digo demaquina y uno o ma´s lenguajes ensambladores propios. Un programa escrito para unaCPU de la marca Intel no funcionara´ en una CPU disen˜ada por otro fabricante, comoMotorola3. ¡Incluso diferentes versiones de una misma CPU tienen juegos de instruccionesque no son totalmente compatibles entre s´ı!: los modelos ma´s evolucionados de una familiade CPU pueden incorporar instrucciones que no se encuentran en los ma´s antiguos4.Si queremos que un programa se ejecute en ma´s de un tipo de ordenador, ¿habra´ queescribirlo de nuevo para cada CPU particular? Durante mucho tiempo se intento´ definiralgu´n tipo de ˂˂ lenguaje ensamblador universal˃˃ , es decir, un lenguaje cuyos co´digos
3A menos que la CPU se haya disen˜ado expresamente para reproducir el funcionamiento de la primera,como ocurre con los procesadores de AMD, disen˜ados con el objetivo de ejecutar el co´digo de ma´quina delos procesadores de Intel.4Por ejemplo, an˜adiendo instrucciones que faciliten la programacio´n de aplicaciones multimedia (comoocurre con los Intel Pentium MMX y modelos posteriores) impensables cuando se disen˜o´ la primera CPU dela familia (el Intel 8086).
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¡Hola, mundo!Nos gustar´ıa mostrarte el aspecto de los programas escritos en lenguajes ensambladoresreales con un par de ejemplos. Es una tradicio´n ilustrar los diferentes lenguajes deprogramacio´n con un programa sencillo que se limita a mostrar por pantalla el mensaje
˂˂Hello, World!˃˃ (˂˂ ¡Hola, mundo!˃˃ ), as´ı que la seguiremos. He aqu´ı ese programa escritoen los lenguajes ensambladores de dos CPU distintas: a mano izquierda, el de losprocesadores 80x86 de Intel (cuyo u´ltimo representante por el momento es el Pentium4) y a mano derecha, el de los procesadores de la familia Motorola 68000 (que es elprocesador de los primeros ordenadores Apple Macintosh).
.data
msg:
.string "Hello, World!\n"
len:
.long . - msg
.text
.globl _start
_start:
push $len
push $msg
push $1
movl $0x4, %eax
call _syscall
addl $12, %esp
push $0
movl $0x1, %eax
call _syscall
_syscall:
int $0x80
ret
start:
move.l #msg,-(a7)
move.w #9,-(a7)
trap #1
addq.l #6,a7
move.w #1,-(a7)
trap #1
addq.l #2,a7
clr -(a7)
trap #1
msg: dc.b "Hello, World!",10,13,0
Como puedes ver, ambos programas presentan un aspecto muy diferente. Por otraparte, los dos son bastante largos (entre 10 y 20 l´ıneas) y de dif´ıcil comprensio´n.
mnemote´cnicos, sin corresponderse con los del co´digo de ma´quina de ningu´n ordenadorconcreto, fuesen fa´cilmente traducibles al co´digo de ma´quina de cualquier ordenador.Disponer de dicho lenguaje permitir´ıa escribir los programas una sola vez y ejecutarlosen diferentes ordenadores tras efectuar las correspondientes traducciones a cada co´digode ma´quina con diferentes programas ensambladores.Si bien la idea es en principio interesante, presenta serios inconvenientes:Un lenguaje ensamblador universal no puede tener en cuenta co´mo se disen˜ara´n or-denadores en un futuro y que´ tipo de instrucciones soportara´n, as´ı que posiblementequede obsoleto en poco tiempo.Programar en lenguaje ensamblador (incluso en ese supuesto lenguaje ensambladoruniversal) es complicad´ısimo por los numerosos detalles que deben tenerse encuenta.Adema´s, puestos a disen˜ar un lenguaje de programacio´n general, ¿por que´ no utilizarun lenguaje natural, es decir un lenguaje como el castellano o el ingle´s? Programar uncomputador consistir´ıa, simplemente, en escribir (¡o pronunciar frente a un micro´fono!)un texto en el que indica´semos que´ deseamos que haga el ordenador usando el mismolenguaje con que nos comunicamos con otras personas. Un programa informa´tico podr´ıaencargarse de traducir nuestras frases al co´digo de ma´quina, del mismo modo que unprograma ensamblador traduce lenguaje ensamblador a co´digo de ma´quina. Es una ideaatractiva, pero que queda lejos de lo que sabemos hacer por varias razones:
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La complejidad intr´ınseca de las construcciones de los lenguajes naturales dificultaenormemente el ana´lisis sinta´ctico de las frases, es decir, comprender su estructuray co´mo se relacionan entre s´ı los diferentes elementos que las constituyen.
El ana´lisis sema´ntico, es decir, la comprensio´n del significado de las frases, esau´n ma´s complicado. Las ambigu¨edades e imprecisiones del lenguaje natural hacenque sus frases presenten, fa´cilmente, diversos significados, aun cuando las poda-mos analizar sinta´cticamente. (¿Cua´ntos significados tiene la frase ˂˂Trabaja en unbanco.˃˃ ?) Sin una buena comprensio´n del significado no es posible efectuar unatraduccio´n aceptable.
1.3.4. Lenguajes de programacio´n de alto nivel
Hay una solucio´n intermedia: podemos disen˜ar lenguajes de programacio´n que, sin ser tanpotentes y expresivos como los lenguajes naturales, eliminen buena parte de la compleji-dad propia de los lenguajes ensambladores y este´n bien adaptados al tipo de problemasque podemos resolver con los computadores: los denominados lenguajes de programacio´nde alto nivel. El calificativo ˂˂de alto nivel˃˃ sen˜ala su independencia de un ordenadorconcreto. Por contraposicio´n, los co´digos de ma´quina y los lenguajes ensambladores sedenominan lenguajes de programacio´n de bajo nivel.He aqu´ı el programa que calcula la media de tres nu´meros en un lenguaje de altonivel t´ıpico (Python):
a = 5
b = 10
c = 6
media = (a + b + c) / 3
Las tres primeras l´ıneas definen los tres valores y la cuarta calcula la media. Como puedesver, resulta mucho ma´s legible que un programa en co´digo de ma´quina o en un lenguajeensamblador.Para cada lenguaje de alto nivel y para cada CPU se puede escribir un programa quese encargue de traducir las instrucciones del lenguaje de alto nivel a instrucciones deco´digo de ma´quina, con lo que se consigue la deseada independencia de los programas conrespecto a los diferentes sistemas computadores. So´lo habra´ que escribir una versio´n delprograma en un lenguaje de programacio´n de alto nivel y la traduccio´n de ese programaal co´digo de ma´quina de cada CPU se realizara´ automa´ticamente.
1.3.5. Compiladores e inte´rpretes
Hemos dicho que los lenguajes de alto nivel se traducen automa´ticamente a co´digo dema´quina, s´ı, pero has de saber que hay dos tipos diferentes de traductores dependiendode su modo de funcionamiento: compiladores e inte´rpretes.Un compilador lee completamente un programa en un lenguaje de alto nivel y lotraduce en su integridad a un programa de co´digo de ma´quina equivalente. El programade co´digo de ma´quina resultante se puede ejecutar cuantas veces se desee, sin necesidadde volver a traducir el programa original.Un inte´rprete actu´a de un modo distinto: lee un programa escrito en un lenguaje dealto nivel instruccio´n a instruccio´n y, para cada una de ellas, efectu´a una traduccio´n alas instrucciones de co´digo de ma´quina equivalentes y las ejecuta inmediatamente. Nohay un proceso de traduccio´n separado por completo del de ejecucio´n. Cada vez queejecutamos el programa con un inte´rprete, se repite el proceso de traduccio´n y ejecucio´n,ya que ambos son simulta´neos.
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Compiladores e inte´rpretes. . . de idiomasPuede resultarte de ayuda establecer una analog´ıa entre compiladores e inte´rpretes delenguajes de programacio´n y traductores e inte´rpretes de idiomas.Un compilador actu´a como un traductor que recibe un libro escrito en un idiomadeterminado (lenguaje de alto nivel) y escribe un nuevo libro que, con la mayor fidelidadposible, contiene una traduccio´n del texto original a otro idioma (co´digo de ma´quina).El proceso de traduccio´n (compilacio´n) tiene lugar una sola vez y podemos leer el libro(ejecutar el programa) en el idioma destino (co´digo de ma´quina) cuantas veces queramos.Un inte´rprete de programas actu´a como su homo´nimo en el caso de los idiomas. Supo´nque se imparte una conferencia en ingle´s en diferentes ciudades y un inte´rprete ofrecesu traduccio´n simulta´nea al castellano. Cada vez que la conferencia es pronunciada,el inte´rprete debe realizar nuevamente la traduccio´n. Es ma´s, la traduccio´n se producesobre la marcha, frase a frase, y no de un tiro´n al final de la conferencia. Del mismo modoactu´a un inte´rprete de un lenguaje de programacio´n: traduce cada vez que ejecutamosel programa y adema´s lo hace instruccio´n a instruccio´n.
Por regla general, los inte´rpretes ejecutara´n los programas ma´s lentamente, puesal tiempo de ejecucio´n del co´digo de ma´quina se suma el que consume la traduccio´nsimulta´nea. Adema´s, un compilador puede examinar el programa de alto nivel abarcandoma´s de una instruccio´n cada vez, por lo que es capaz de producir mejores traducciones.Un programa interpretado suele ser mucho ma´s lento que otro equivalente que haya sidocompilado (¡t´ıpicamente entre 2 y 100 veces ma´s lento!).Si tan lento resulta interpretar un programa, ¿por que´ no se usan u´nicamente compi-ladores? Es pronto para que entiendas las razones, pero, por regla general, los inte´rpretespermiten una mayor flexibilidad que los compiladores y ciertos lenguajes de programacio´nde alto nivel han sido disen˜ados para explotar esa mayor flexibilidad. Otros lenguajesde programacio´n, por contra, sacrifican la flexibilidad en aras de una mayor velocidadde ejecucio´n. Aunque nada impide que compilemos o interpretemos cualquier lenguaje deprogramacio´n, ciertos lenguajes se consideran apropiados para que la traduccio´n se llevea cabo con un compilador y otros no. Es ma´s apropiado hablar, pues, de lenguajes deprogramacio´n t´ıpicamente interpretados y lenguajes de programacio´n t´ıpicamente com-pilados. Entre los primeros podemos citar Python, BASIC, Perl, Tcl, Ruby, Bash, Java oLisp. Entre los segundos, C, C#, Pascal, C++ o Fortran.En este curso aprenderemos a programar usando dos lenguajes de programacio´n dis-tintos: uno interpretado, Python, y otro compilado, C. Este volumen se dedica al lenguajede programacio´n con Python. Otro volumen de la misma coleccio´n se dedica al estudiode C, pero partiendo de la base de que ya se sabe programar con Python.
1.3.6. Python
Existen muchos otros lenguajes de programacio´n, ¿por que´ aprender Python? Pythonpresenta una serie de ventajas que lo hacen muy atractivo, tanto para su uso profesionalcomo para el aprendizaje de la programacio´n. Entre las ma´s interesantes desde el puntode vista dida´ctico tenemos:Python es un lenguaje muy expresivo, es decir, los programas Python son muycompactos: un programa Python suele ser bastante ma´s corto que su equivalenteen lenguajes como C. (Python llega a ser considerado por muchos un lenguaje deprogramacio´n de muy alto nivel.)Python es muy legible. La sintaxis de Python es muy elegante y permite la escriturade programas cuya lectura resulta ma´s fa´cil que si utiliza´ramos otros lenguajes deprogramacio´n.
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Python ofrece un entorno interactivo que facilita la realizacio´n de pruebas y ayudaa despejar dudas acerca de ciertas caracter´ısticas del lenguaje.
El entorno de ejecucio´n de Python detecta muchos de los errores de programacio´nque escapan al control de los compiladores y proporciona informacio´n muy ricapara detectarlos y corregirlos.
Python puede usarse como lenguaje imperativo procedimental o como lenguajeorientado a objetos.
Posee un rico juego de estructuras de datos que se pueden manipular de modosencillo.
Estas caracter´ısticas hacen que sea relativamente fa´cil traducir me´todos de ca´lculo aprogramas Python.Python ha sido disen˜ado por Guido van Rossum y esta´ en un proceso de continuodesarrollo por una gran comunidad de desarrolladores. Aproximadamente cada seis mesesse hace pu´blica una nueva versio´n de Python. ¡Tranquilo! No es que cada medio an˜o secambie radicalmente el lenguaje de programacio´n, sino que e´ste se enriquece manteniendoen lo posible la compatibilidad con los programas escritos para versiones anteriores.Nosotros utilizaremos caracter´ısticas de la versio´n 2.3 de Python, por lo que debera´sutilizar esa versio´n o una superior.Una ventaja fundamental de Python es la gratuidad de su inte´rprete. Puedes descar-gar el inte´rprete de la pa´gina web http://www.python.org. El inte´rprete de Pythontiene versiones para pra´cticamente cualquier plataforma en uso: sistemas PC bajo Linux,sistemas PC bajo Microsoft Windows, sistemas Macintosh de Apple, etc.Para que te vayas haciendo a la idea de que´ aspecto presenta un programa completoen Python, te presentamos uno que calcula la media de tres nu´meros que introduce porteclado el usuario y muestra el resultado por pantalla:
a = float(raw_input(’Dame un nu´mero:’))
b = float(raw_input(’Dame otro nu´mero:’))
c = float(raw_input(’Y ahora, uno ma´s:’))
media = (a + b + c) / 3
print ’La media es’, media
En los u´ltimos an˜os Python ha experimentado un important´ısimo aumento del nu´merode programadores y empresas que lo utilizan. Aqu´ı tienes unas citas que han encabezadodurante algu´n tiempo la web oficial de Python (http://www.python.org):
Python ha sido parte importante de Google desde el principio, y lo siguesiendo a medida que el sistema crece y evoluciona. Hoy d´ıa, docenas deingenieros de Google usan Python y seguimos buscando gente diestra eneste lenguaje.
PETER NORVIG, director de calidad de bu´squedas de Google Inc.
Python juega un papel clave en nuestra cadena de produccio´n. Sin e´l, un pro-yecto de la envergadura de ˂˂Star Wars: Episodio II˃˃ hubiera sido muy dif´ıcilde sacar adelante. Visualizacio´n de multitudes, proceso de lotes, composicio´nde escenas. . . Python es lo que lo une todo.
TOMMY BRUNETTE, director te´cnico senior de Industrial Light & Magic .
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Python esta´ en todas partes de Industrial Light & Magic. Se usa para extenderla capacidad de nuestras aplicaciones y para proporcionar la cola que lasune. Cada imagen generada por computador que creamos incluye a Pythonen algu´n punto del proceso.
PHILIP PETERSON, ingeniero principal de I+D de Industrial Light & Magic.
1.3.7. C
El lenguaje de programacio´n C es uno de los ma´s utilizados en el mundo profesional. Lamayor´ıa de las aplicaciones comerciales y libres se han desarrollado con el lenguaje deprogramacio´n C. El sistema operativo Linux, por ejemplo, se ha desarrollado en C en supra´ctica totalidad.¿Por que´ es tan utilizado el lenguaje C? C es un lenguaje de propo´sito generalque permite controlar con gran precisio´n los factores que influyen en la eficiencia delos programas. Pero esta capacidad de control ˂˂fino˃˃ que ofrece C tiene un precio: laescritura de programas puede ser mucho ma´s costosa, pues hemos de estar pendientesde numerosos detalles. Tan es as´ı que muchos programadores afirman que C no es unlenguaje de alto nivel, sino de nivel intermedio.
¡Hola de nuevo, mundo!Te presentamos los programas ˂˂ ¡Hola, mundo!˃˃ en Python (izquierda) y C (derecha).
print ’Hello, world!’ #include <stdio.h>
int main(void) {
printf("Hello, world!\n");
return 0;
}
Como puedes comprobar, Python parece ir directamente al problema: una sola l´ınea.Empezaremos aprendiendo Python.
Aqu´ı tienes una version en C del ca´lculo de la media de tres nu´meros le´ıdos porteclado:
#include <stdio.h>
int main(void)
{
double a, b, c, media;
printf("Dame un nu´mero: ");
scanf("%lf", &a);
printf("Dame otro nu´mero: ");
scanf("%lf", &b);
printf("Y ahora, uno ma´s: ");
scanf("%lf", &c);
media = (a + b + c) / 3;
printf("La media es %f\n", media);
return 0;
}
C ha sufrido una evolucio´n desde su disen˜o en los an˜os 70. El C, tal cual fue concebidopor sus autores, Brian Kernighan y Dennis Ritchie, de la compan˜´ıa norteamericana de
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telecomunicaciones AT&T, se conoce popularmente por K&R C y esta´ pra´cticamente endesuso. En los an˜os 80, C fue modificado y estandarizado por el American NationalStandards Institute (ANSI), que dio lugar al denominado ANSI C y que ahora se conocecomo C89 por el an˜o en que se publico´. El esta´ndar se reviso´ en los an˜os 90 y seincorporaron nuevas caracter´ısticas que mejoran sensiblemente el lenguaje. El resultadoes la segunda edicio´n del ANSI C, ma´s conocida como C99. Esta es la versio´n queestudiaremos en este curso.En la asignatura utilizaremos un compilador de C gratuito: el gcc en su versio´n 3.2o superior. Inicialmente se denomino´ a gcc as´ı tomando las siglas de GNU C Compiler.GNU es el nombre de un proyecto que tiene por objeto ofrecer un sistema operativo ˂˂ libre˃˃y todas las herramientas que es corriente encontrar en una plataforma Unix. Hoy d´ıa seha popularizado enormemente gracias a la plataforma GNU/Linux, que se compone deun nu´cleo de sistema operativo de la familia del Unix (Linux) y numerosas herramientasdesarrolladas como parte del proyecto GNU, entre ellas gcc. La versio´n de gcc queusaremos no soporta au´n todas las caracter´ısticas de C99, pero s´ı las que aprenderemosen el curso.Cualquier distribucio´n reciente de Linux5 incorpora la versio´n de gcc que utili-zaremos o una superior. Puedes descargar una versio´n de gcc y las utilidades aso-ciadas para Microsoft Windows en http://www.delorie.com/djgpp. En la pa´gina
http://www.bloodshed.net/devcpp.html encontrara´s un entorno integrado (editorde texto, depurador de co´digo, compilador, etc.) que tambie´n usa el compilador gcc.¡Ojo!, no todos los compiladores soportan algunas caracter´ısticas de la u´ltima versio´nde C, as´ı que es posible que experimentes algu´n problema de compatibilidad si utilizasun compilador diferente del que te recomendamos.
1.4. Ma´s alla´ de los programas: algoritmos
Dos programas que resuelven el mismo problema expresados en el mismo o en diferenteslenguajes de programacio´n pero que siguen, en lo fundamental, el mismo procedimien-to, son dos implementaciones del mismo algoritmo. Un algoritmo es, sencillamente, unasecuencia de pasos orientada a la consecucio´n de un objetivo.Cuando disen˜amos un algoritmo podemos expresarlo en uno cualquiera de los nu-merosos lenguajes de programacio´n de propo´sito general existentes. Sin embargo, elloresulta poco adecuado:
no todos los programadores conocen todos los lenguajes y no hay consenso acercade cua´l es el ma´s adecuado para expresar las soluciones a los diferentes problemas,
cualquiera de los lenguajes de programacio´n presenta particularidades que puedeninterferir en una expresio´n clara y concisa de la solucio´n a un problema.
Podemos expresar los algoritmos en lenguaje natural, pues el objetivo es comunicar unprocedimiento resolutivo a otras personas y, eventualmente, traducirlos a algu´n lenguajede programacio´n. Si, por ejemplo, deseamos calcular la media de tres nu´meros le´ıdos deteclado podemos seguir este algoritmo:
1. solicitar el valor del primer nu´mero,
2. solicitar el valor del segundo nu´mero,
3. solicitar el valor del tercer nu´mero,
5En el momento en que se redacto´ este texto, las distribuciones ma´s populares y recientes de Linux eranSuSE 8.2, RedHat 9, Mandrake 9.1 y Debian Woody.
Introduccio´n a la programacio´n con Python 19 c©UJI
20Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
La torre de BabelHemos dicho que los lenguajes de programacio´n de alto nivel pretend´ıan, entre otrosobjetivos, paliar el problema de que cada ordenador utilice su propio co´digo de ma´quina.Puede que, en consecuencia, este´s sorprendido por el nu´mero de lenguajes de progra-macio´n citados. Pues los que hemos citado son unos pocos de los ma´s utilizados: ¡haycentenares! ¿Por que´ tantos?El primer lenguaje de programacio´n de alto nivel fue Fortran, que se disen˜o´ en losprimeros an˜os 50 (y au´n se utiliza hoy d´ıa, aunque en versiones evolucionadas). Fortranse disen˜o´ con el propo´sito de traducir fo´rmulas matema´ticas a co´digo de ma´quina (de he-cho, su nombre proviene de ˂˂FORmula TRANslator˃˃ , es decir, ˂˂ traductor de fo´rmulas˃˃ ).Pronto se disen˜aron otros lenguajes de programacio´n con propo´sitos espec´ıficos: Cobol(Common Business Oriented Language), Lisp (List Processing language), etc. Cada unode estos lenguajes hac´ıa fa´cil la escritura de programas para solucionar problemas dea´mbitos particulares: Cobol para problemas de gestio´n empresarial, Lisp para ciertosproblemas de Inteligencia Artificial, etc. Hubo tambie´n esfuerzos para disen˜ar lenguajesde ˂˂propo´sito general˃˃ , es decir, aplicables a cualquier dominio, como Algol 60 (Algo-rithmic Language). En la de´cada de los 60 hicieron su aparicio´n nuevos lenguajes deprogramacio´n (Algol 68, Pascal, Simula 67, Snobol 4, etc.), pero quiza´ lo ma´s notablede esta de´cada fue que se sentaron las bases teo´ricas del disen˜o de compiladores einte´rpretes. Cuando la tecnolog´ıa para el disen˜o de estas herramientas se hizo accesiblea ma´s y ma´s programadores hubo un aute´ntico estallido en el nu´mero de lenguajes deprogramacio´n. Ya en 1969 se hab´ıan disen˜ado unos 120 lenguajes de programacio´n y sehab´ıan implementado compiladores o inte´rpretes para cada uno de ellos.La existencia de tant´ısimos lenguajes de programacio´n creo´ una situacio´n similar ala de la torre de Babel: cada laboratorio o departamento informa´tico usaba un lenguajede programacio´n y no hab´ıa forma de intercambiar programas.Con los an˜os se ha ido produciendo una seleccio´n de aquellos lenguajes de progra-macio´n ma´s adecuados para cada tipo de tarea y se han disen˜ado muchos otros quesintetizan lo aprendido de lenguajes anteriores. Los ma´s utilizados hoy d´ıa son C, C++, Java, Python, Perl y PHP.Si tienes curiosidad, puedes ver ejemplos del programa ˂˂Hello, world!˃˃ en ma´s de100 de lenguajes de programacio´n diferentes (y ma´s de 400 dialectos) visitando la pa´gina
http://www.uni-karlsruhe.de/˜uu9r/lang/html/lang-all.en.html
4. sumar los tres nu´meros y dividir el resultado por 3,
5. mostrar el resultado.Como puedes ver, esta secuencia de operaciones define exactamente el proceso que nospermite efectuar el ca´lculo propuesto y que ya hemos implementado como programas enPython y en C.Los algoritmos son independientes del lenguaje de programacio´n. Describen un pro-cedimiento que puedes implementar en cualquier lenguaje de programacio´n de propo´sitogeneral o, incluso, que puedes ejecutar a mano con la´piz, papel y, quiza´, la ayuda de unacalculadora.¡Ojo! No es cierto que cualquier procedimiento descrito paso a paso pueda conside-rarse un algoritmo. Un algoritmo debe satisfacer ciertas condiciones. Una analog´ıa conrecetas de cocina (procedimientos para preparar platos) te ayudara´ a entender dichasrestricciones.Estudia esta primera receta:1. poner aceite en una sarte´n,
2. encender el fuego,
3. calentar el aceite,
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4. coger un huevo,5. romper la ca´scara,6. verter el contenido del huevo en la sarte´n,7. aderezar con sal,8. esperar a que tenga buen aspecto.En principio ya esta´: con la receta, sus ingredientes y los u´tiles necesarios somos capacesde cocinar un plato. Bueno, no del todo cierto, pues hay unas cuantas cuestiones que noquedan del todo claras en nuestra receta:¿Que´ tipo de huevo utilizamos?: ¿un huevo de gallina?, ¿un huevo de rana?¿Cua´nta sal utilizamos?: ¿una pizca?, ¿un kilo?¿Cua´nto aceite hemos de verter en la sarte´n?: ¿un cent´ımetro cu´bico?, ¿un litro?¿Cua´l es el resultado del proceso?, ¿la sarte´n con el huevo cocinado y el aceite?En una receta de cocina hemos de dejar bien claro con que´ ingredientes contamos ycua´l es el resultado final. En un algoritmo hemos de precisar cua´les son los datos delproblema (datos de entrada) y que´ resultado vamos a producir (datos de salida).Esta nueva receta corrige esos fallos:Ingredientes: 10 cc. de aceite de oliva, una gallina y una pizca de sal.Me´todo:1. esperar a que la gallina ponga un huevo,2. poner aceite en una sarte´n,3. encender el fuego,4. calentar el aceite,5. coger el huevo,6. romper la ca´scara,7. verter el contenido del huevo en la sarte´n,8. aderezar con sal,9. esperar a que tenga buen aspecto.Presentacio´n: depositar el huevo frito, sin aceite, en un plato.Pero la receta au´n no esta´ bien del todo. Hay ciertas indefiniciones en la receta:1. ¿Cua´n caliente ha de estar el aceite en el momento de verter el huevo?, ¿humeando?,¿ardiendo?2. ¿Cua´nto hay que esperar?, ¿un segundo?, ¿hasta que el huevo este´ ennegrecido?3. Y au´n peor, ¿estamos seguros de que la gallina pondra´ un huevo? Podr´ıa ocurrirque la gallina no pusiera huevo alguno.Para que la receta este´ completa, deber´ıamos especificar con absoluta precisio´n cadauno de los pasos que conducen a la realizacio´n del objetivo y, adema´s, cada uno de ellosdeber´ıa ser realizable en tiempo finito.No basta con decir ma´s o menos co´mo alcanzar el objetivo: hay que decir exactamenteco´mo se debe ejecutar cada paso y, adema´s, cada paso debe ser realizable en tiempofinito. Esta nueva receta corrige algunos de los problemas de la anterior, pero presentaotros de distinta naturaleza:
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Ingredientes: 10 cc. de aceite de oliva, un huevo de gallina y una pizca de sal.
Me´todo:
1. poner aceite en una sarte´n,2. encender el fuego a medio gas,3. calentar el aceite hasta que humee ligeramente,4. coger un huevo,5. romper la ca´scara con el poder de la mente, sin tocar el huevo,6. verter el contenido del huevo en la sarte´n,7. aderezar con sal,8. esperar a que tenga buen aspecto.
Presentacio´n: depositar el huevo frito, sin aceite, en un plato.
El quinto paso no es factible. Para romper un huevo has de utilizar algo ma´s que ˂˂ elpoder de la mente˃˃ . En todo algoritmo debes utilizar u´nicamente instrucciones que puedenllevarse a cabo.He aqu´ı una receta en la que todos los pasos son realizables:
Ingredientes: 10 cc. de aceite de oliva, un huevo de gallina y una pizca de sal.
Me´todo:
1. poner aceite en una sarte´n,2. sintonizar una emisora musical en la radio,3. encender el fuego a medio gas,4. echar una partida al solitario,5. calentar el aceite hasta que humee ligeramente,6. coger un huevo,7. romper la ca´scara,8. verter el contenido del huevo en la sarte´n,9. aderezar con sal,10. esperar a que tenga buen aspecto.
Presentacio´n: depositar el huevo frito, sin aceite, en un plato.
En esta nueva receta hay acciones que, aunque expresadas con suficiente precisio´n ysiendo realizables, no hacen nada u´til para alcanzar nuestro objetivo (sintonizar la radioy jugar a cartas). En un algoritmo, cada paso dado debe conducir y acercarnos ma´s a laconsecucio´n del objetivo.Hay una consideracio´n adicional que hemos de hacer, aunque en principio parezcauna obviedad: todo algoritmo bien construido debe finalizar tras la ejecucio´n de un nu´merofinito de pasos.Aunque todos los pasos sean de duracio´n finita, una secuencia de instrucciones puederequerir tiempo infinito. Piensa en este me´todo para hacerse millonario:
1. comprar un nu´mero de loter´ıa va´lido para el pro´ximo sorteo,
2. esperar al d´ıa de sorteo,
3. cotejar el nu´mero ganador con el nuestro,
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4. si son diferentes, volver al paso 1; en caso contrario, somos millonarios.Como ves, cada uno de los pasos del me´todo requiere una cantidad finita de tiempo, perono hay ninguna garant´ıa de alcanzar el objetivo propuesto.En adelante, no nos interesara´n ma´s las recetas de cocina ni los procedimientos paraenriquecerse sin esfuerzo (¡al menos no como objeto de estudio de la asignatura!). Losalgoritmos en los que estaremos interesados son aquellos que describen procedimientosde ca´lculo ejecutables en un ordenador. Ello limitara´ el a´mbito de nuestro estudio a lamanipulacio´n y realizacio´n de ca´lculos sobre datos (nume´ricos, de texto, etc.).
Abu Ja‘far Mohammed ibn Muˆsaˆ Al-Khowaˆrizm y EuclidesLa palabra algoritmo tiene origen en el nombre de un matema´tico persa del siglo IX: AbuJa‘far Mohammed ibn Muˆsaˆ Al-Khowaˆrizm (que significa ˂˂Mohammed, padre de Ja‘far,hijo de Moises, nacido en Khowaˆrizm˃˃ ). Al-Khowaˆrizm escribio´ tratados de aritme´ticay a´lgebra. Gracias a los textos de Al-Khowaˆrizm se introdujo el sistema de numeracio´nhindu´ en el mundo a´rabe y, ma´s tarde, en occidente.En el siglo XIII se publicaron los libros Carmen de Algorismo (un tratado de aritme´tica¡en verso!) y Algorismus Vulgaris, basados en parte en la Aritme´tica de Al-Khowaˆrizm.Al-Khowaˆrizm escribio´ tambie´n el libro ˂˂Kitab al jabr w’al-muqabala˃˃ (˂˂Reglas derestauracio´n y reduccio´n˃˃ ), que dio origen a una palabra que ya conoces: ˂˂ a´lgebra˃˃ .Abelardo de Bath, uno de los primeros traductores al lat´ın de Al-Khowaˆrizm, em-pezo´ un texto con ˂˂Dixit Algorismi. . . ˃˃ (˂˂Dijo Algorismo. . . ˃˃ ), popularizando as´ı elte´rmino algorismo, que paso´ a significar ˂˂ realizacio´n de ca´lculos con numerales hindo-ara´bigos˃˃ . En la edad media los abaquistas calculaban con a´baco y los algorismistascon ˂˂algorismos˃˃ .En cualquier caso, el concepto de algoritmo es muy anterior a Al-Khowaˆrizm. En elsiglo III a.C., Euclides propuso en su tratado ˂˂Elementos˃˃ un me´todo sistema´tico parael ca´lculo del Ma´ximo Comu´n Divisor (MCD) de dos nu´meros. El me´todo, tal cual fuepropuesto por Euclides, dice as´ı: ˂˂Dados dos nu´meros naturales, a y b, comprobar siambos son iguales. Si es as´ı, a es el MCD. Si no, si a es mayor que b, restar a a elvalor de b; pero si a es menor que b, restar a b el valor de a. Repetir el proceso conlos nuevos valores de a y b˃˃ . Este me´todo se conoce como ˂˂algoritmo de Euclides˃˃ ,aunque es frecuente encontrar, bajo ese mismo nombre, un procedimiento alternativo yma´s eficiente: ˂˂Dados dos nu´meros naturales, a y b, comprobar si b es cero. Si es as´ı,a es el MCD. Si no, calcular c, el resto de dividir a entre b. Sustituir a por b y b porc y repetir el proceso˃˃ .
Un algoritmo debe poseer las siguientes caracter´ısticas:1. Ha de tener cero o ma´s datos de entrada.2. Debe proporcionar uno o ma´s datos de salida como resultado.3. Cada paso del algoritmo ha de estar definido con exactitud, sin la menor am-bigu¨edad.4. Ha de ser finito, es decir, debe finalizar tras la ejecucio´n de un nu´mero finito depasos, cada uno de los cuales ha de ser ejecutable en tiempo finito.5. Debe ser efectivo, es decir, cada uno de sus pasos ha de poder ejecutarse en tiempofinito con unos recursos determinados (en nuestro caso, con los que proporciona unsistema computador).Adema´s, nos interesa que los algoritmos sean eficientes, esto es, que alcancen suobjetivo lo ma´s ra´pidamente posible y con el menor consumo de recursos.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 9 Disen˜a un algoritmo para calcular el a´rea de un c´ırculo dado su radio. (Recuerdaque el a´rea de un c´ırculo es pi veces el cuadrado del radio.)
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· 10 Disen˜a un algoritmo que calcule el IVA (16%) de un producto dado su precio deventa sin IVA.
· 11 ¿Podemos llamar algoritmo a un procedimiento que escriba en una cinta de papeltodos los nu´meros decimales de pi?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Cap´ıtulo 2
Una calculadora avanzada
¿Sabes sumar? le pregunto´ la Reina Blanca. ¿Cua´nto es uno ma´s unoma´s uno ma´s uno ma´s uno ma´s uno ma´s uno ma´s uno ma´s uno ma´s uno ma´suno?No lo se´ dijo Alicia. Perd´ı la cuenta.No sabe hacer una adicio´n le interrumpio´ la Reina Roja.
LEWIS CARROLL, Alicia a trave´s del espejo.
El objetivo de este tema es que te familiarices con el entorno interactivo de Python,que aprendas a construir expresiones aritme´ticas almacenando los resultados en varia-bles mediante asignaciones y que conozcas los tipos de datos ba´sicos del lenguaje deprogramacio´n Python.
2.1. Sesiones interactivas
Cuando programamos utilizamos un conjunto de herramientas al que denominamos entornode programacio´n. Entre estas herramientas tenemos editores de texto (que nos permitenescribir programas), compiladores o inte´rpretes (que traducen los programas a co´digode ma´quina), depuradores (que ayudan a detectar errores), analizadores de tiempo deejecucio´n (para estudiar la eficiencia de los programas), etc.Los lenguajes interpretados suelen ofrecer una herramienta de ejecucio´n interactiva.Con ella es posible dar o´rdenes directamente al inte´rprete y obtener una respuesta in-mediata para cada una de ellas. Es decir, no es necesario escribir un programa completopara empezar a obtener resultados de ejecucio´n, sino que podemos ˂˂dialogar˃˃ con elinte´rprete de nuestro lenguaje de programacio´n: le pedimos que ejecute una orden y nosresponde con su resultado. El entorno interactivo es de gran ayuda para experimentarcon fragmentos de programa antes de incluirlos en una versio´n definitiva. En esta seccio´nveremos co´mo realizar sesiones de trabajo interactivo con Python.1Si hemos instalado Python en nuestro ordenador podemos iniciar una sesio´n detrabajo escribiendo python en la l´ınea de o´rdenes Unix.2 El sistema nos respondera´dando un mensaje informativo sobre la versio´n de Python que estamos utilizando (ycua´ndo fue compilada, con que´ compilador, etc.) y, a continuacio´n, mostrara´ el prompt:
$ python
↱
Python 2.3 (#1, Aug 2 2003, 12:14:49)
1Abusando del lenguaje, llamaremos indistintamente Python al entorno de programacio´n, al inte´rpretedel lenguaje y al propio lenguaje de programacio´n.2En el entorno Microsoft Windows puedes arrancar el inte´rprete interactivo activando el icono correspon-diente (que es una caricatura de una serpiente pito´n) o seleccionando el programa desde el menu´ ˂˂ Inicio˃˃ .
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[GCC 3.3] on linux2
Type "help", "copyright", "credits" or "license" for more information.
>>>
El prompt es la serie de caracteres ˂˂>>>˃˃ que aparece en la u´ltima l´ınea. El promptindica que el inte´rprete de Python espera que nosotros introduzcamos una orden utili-zando el teclado.
La orden Unix pythonHemos invocado el entorno interactivo escribiendo python en la l´ınea de o´rdenes Unixy pulsando el retorno de carro. Al hacer esto, el entorno de ejecucio´n de o´rdenes Unix(al que se suele denominar shell) busca en el ordenador una aplicacio´n llamada pythony la ejecuta. Esa aplicacio´n es un programa que lee una l´ınea introducida por teclado,la interpreta como si fuera un fragmento de programa Python y muestra por pantalla elresultado obtenido. (En realidad hace ma´s cosas. Ya las iremos viendo.)Por regla general, la aplicacio´n python reside en /usr/local/bin/ o en
/usr/bin/. Son directorios donde normalmente el shell busca programas. Si al es-cribir python y dar al retorno de carro no arranca el inte´rprete, asegu´rate de que esta´instalado el entorno Python. Si es as´ı, puedes intentar ejecutar el entorno dando la rutacompleta hasta el programa: por ejemplo /usr/local/bin/python.
Escribamos una expresio´n aritme´tica, por ejemplo ˂˂2+2˃˃ , y pulsemos la tecla de retornode carro. Cuando mostremos sesiones interactivas destacaremos el texto que teclea elusuario con texto sobre fondo gris representaremos con el s´ımbolo ˂˂ ↱˃˃ la pulsacio´n dela tecla de retorno de carro. Python evalu´a la expresio´n (es decir, obtiene su resultado)y responde mostrando el resultado por pantalla.
$ python
↱
Python 2.3 (#1, Aug 2 2003, 12:14:49)
[GCC 3.3] on linux2
Type "help", "copyright", "credits" or "license" for more information.
>>> 2+2 ↱
4
>>>
La u´ltima l´ınea es, nuevamente, el prompt : Python acabo´ de ejecutar la u´ltima orden(evaluar una expresio´n y mostrar el resultado) y nos pide que introduzcamos una nuevaorden.Si deseamos acabar la sesio´n interactiva y salir del inte´rprete Python, debemosintroducir una marca de final de fichero, que en Unix se indica pulsando la tecla decontrol y, sin soltarla, tambie´n la tecla d. (De ahora en adelante representaremos unacombinacio´n de teclas como la descrita as´ı: C-d.)
2.1.1. Los operadores aritme´ticos
Las operaciones de suma y resta, por ejemplo, se denotan con los s´ımbolos u operadores
+ y -, respectivamente, y operan sobre dos valores nume´ricos (los operandos). Probemosalgunas expresiones formadas con estos dos operadores:
>>> 1 + 2 ↱
3
>>> 1 + 2 + 3 ↱
6
>>> 1 - 2 + 3 ↱
2
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Final de ficheroLa ˂˂marca de final de fichero˃˃ indica que un fichero ha terminado. ¡Pero nosotros notrabajamos con un fichero, sino con el teclado! En realidad, el ordenador consideraal teclado como un fichero. Cuando deseamos ˂˂ cerrar el teclado˃˃ para una aplicacio´n,enviamos una marca de final de fichero desde el teclado. En Unix, la marca de final defichero se env´ıa pulsando C-d; en MS-DOS o Microsoft Windows, pulsando C-z.Existe otro modo de finalizar la sesio´n; escribe
>>> from sys import exit ↱
>>> exit() ↱
En ingle´s, ˂˂ exit˃˃ significa ˂˂ salir˃˃ . S´ı pero, ¿que´ significa ˂˂ from sys import exit ˃˃ ypor que´ hay un par de pare´ntesis detra´s de la palabra ˂˂ exit ˃˃ en la segunda l´ınea? Ma´sadelante lo averiguaremos.
Observa que puedes introducir varias operaciones en una misma l´ınea o expresio´n.El orden en que se efectu´an las operaciones es (en principio) de izquierda a derecha.La expresio´n 1 - 2 + 3, por ejemplo, equivale matema´ticamente a ((1 − 2) + 3); por ellodecimos que la suma y la resta son operadores asociativos por la izquierda.Podemos representar gra´ficamente el orden de aplicacio´n de las operaciones utili-zando a´rboles sinta´cticos. Un a´rbol sinta´ctico es una representacio´n gra´fica en la quedisponemos los operadores y los operandos como nodos y en los que cada operador esta´conectado a sus operandos. El a´rbol sinta´ctico de la expresio´n ˂˂1 - 2 + 3˃˃ es e´ste:
+
-
1 2
3
El nodo superior de un a´rbol recibe el nombre de nodo ra´ız . Los nodos etiquetadoscon operadores (representados con c´ırculos) se denominan nodos interiores. Los nodosinteriores tienen uno o ma´s nodos hijo o descendientes (de los que ellos son sus res-pectivos nodos padre o ascendientes). Dichos nodos son nodos ra´ız de otros (sub)a´rbolessinta´cticos (¡la definicio´n de a´rbol sinta´ctico es auto-referencial!). Los valores resultantesde evaluar las expresiones asociadas a dichos (sub)a´rboles constituyen los operandos dela operacio´n que representa el nodo interior. Los nodos sin descendientes se denomi-nan nodos terminales u hojas (representados con cuadrados) y corresponden a valoresnume´ricos.La evaluacio´n de cada operacio´n individual en el a´rbol sinta´ctico ˂˂fluye˃˃ de las hojashacia la ra´ız (el nodo superior); es decir, en primer lugar se evalu´a la subexpresio´n ˂˂1 - 2˃˃ ,que corresponde al suba´rbol ma´s profundo. El resultado de la evaluacio´n es −1:
+
-
1 2
3−1
A continuacio´n se evalu´a la subexpresio´n que suma el resultado de evaluar ˂˂1 - 2˃˃ alvalor 3:
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+
-
1 2
3−1
2
As´ı se obtiene el resultado final: el valor 2.Si deseamos calcular (1−(2+3)) podemos hacerlo an˜adiendo pare´ntesis a la expresio´naritme´tica:
>>> 1 - (2 + 3) ↱
-4
El a´rbol sinta´ctico de esta nueva expresio´n es
-
1 +
2 3
En este nuevo a´rbol, la primera subexpresio´n evaluada es la que corresponde al suba´rbolderecho.Observa que en el a´rbol sinta´ctico no aparecen los pare´ntesis de la expresio´n. El a´rbolsinta´ctico ya indica el orden en que se procesan las diferentes operaciones y no necesitapare´ntesis. La expresio´n Python, sin embargo, necesita los pare´ntesis para indicar esemismo orden de evaluacio´n.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 12 ¿Que´ expresiones Python permiten, utilizando el menor nu´mero posible de pare´ntesis,efectuar en el mismo orden los ca´lculos representados con estos a´rboles sinta´cticos?
+
-
+
1 2
3
4 +
-
1 2
+
3 4
+
1 -
2 +
3 4a) b) c)
· 13 Dibuja los a´rboles sinta´cticos correspondientes a las siguientes expresiones arit-me´ticas:
a) 1 + 2 + 3 + 4 b) 1 - 2 - 3 - 4 c) 1 - (2 - (3 - 4) + 1). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Los operadores de suma y resta son binarios, es decir, operan sobre dos operandos. Elmismo s´ımbolo que se usa para la resta se usa tambie´n para un operador unario, es decir,un operador que actu´a sobre un u´nico operando: el de cambio de signo, que devuelve elvalor de su operando cambiado de signo. He aqu´ı algunos ejemplos:
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Espacios en blancoParece que se puede hacer un uso bastante liberal de los espacios en blanco en unaexpresio´n.
>>> 10 + 20 + 30 ↱
60
>>> 10+20+30 ↱
60
>>> 10 +20 + 30 ↱
60
>>> 10+ 20+30 ↱
60
Es as´ı. Has de respetar, no obstante, unas reglas sencillas:No puedes poner espacios en medio de un nu´mero.
>>> 10 + 2 0 + 30 ↱
Los espacios en blanco entre el 2 y el 0 hacen que Python no lea el nu´mero 20,sino el nu´mero 2 seguido del nu´mero 0 (lo cual es un error, pues no hay operacio´nalguna entre ambos nu´meros).No puedes poner espacios al principio de la expresio´n.
>>> 10 + 20 + 30 ↱
Los espacios en blanco entre el prompt y el 10 provocan un error. Au´n es prontopara que conozcas la razo´n.
>>> -3 ↱
-3
>>> -(1 + 2) ↱
-3
>>> --3 ↱
3
He aqu´ı los a´rboles sinta´cticos correspondientes a las tres expresiones del ejemplo:
-
3
-
+
1 2
-
-
3
Existe otro operador unario que se representa con el s´ımbolo +: el operador identidad .El operador identidad no hace nada ˂˂ u´til˃˃ : proporciona como resultado el mismo nu´meroque se le pasa.
>>> +3 ↱
3
>>> +-3 ↱
-3
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El operador identidad so´lo sirve para, en ocasiones, poner e´nfasis en que un nu´meroes positivo. (El ordenador considera tan positivo el nu´mero 3 como el resultado de evaluar
+3.)Los operadores de multiplicacio´n y divisio´n son, respectivamente, * y /:
>>> 2 * 3 ↱
6
>>> 4 / 2 ↱
2
>>> 3 * 4 / 2 ↱
6
>>> 12 / 3 * 2 ↱
8
Observa que estos operadores tambie´n son asociativos por la izquierda: la expresio´n
˂˂3 * 4 / 2˃˃ equivale a ((3 · 4)/2) = 3·42 , es decir, tiene el siguiente a´rbol sinta´ctico:
/
*
3 4
2
y la expresio´n 12 / 3 * 2 equivale a ((12/3) · 2) = 123 · 2, o sea, su a´rbol sinta´ctico es:
*
/
12 3
2
¿Que´ pasa si combinamos en una misma expresio´n operadores de suma o resta conoperadores de multiplicacio´n o divisio´n? F´ıjate en que la regla de aplicacio´n de operadoresde izquierda a derecha no siempre se observa:
>>> 2 * 4 + 5 ↱
13
>>> 2 + 4 * 5 ↱
22
En la segunda expresio´n, primero se ha efectuado el producto 4 * 5 y el resultadose ha sumado al valor 2. Ocurre que los operadores de multiplicacio´n y divisio´n sonprioritarios frente a los de suma y resta. Decimos que la multiplicacio´n y la divisio´ntienen mayor nivel de precedencia o prioridad que la suma y la resta.El a´rbol sinta´ctico de 2 * 4 + 5 es:
+
*
2 4
5
y el de 2 + 4 * 5 es:
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+
2 *
4 5
Pero, ¡atencio´n!, el cambio de signo tiene mayor prioridad que la multiplicacio´n y ladivisio´n:
>>> -2 * 2 ↱
-4
>>> --2 * 2 ↱
4
Los a´rboles sinta´cticos correspondientes a estas dos expresiones son, respectivamente:
*
-
2
2
*
-
-
2
2
Si los operadores siguen unas reglas de precedencia que determinan su orden deaplicacio´n, ¿que´ hacer cuando deseamos un orden de aplicacio´n distinto? Usar pare´ntesis,como hacemos con la notacio´n matema´tica convencional.La expresio´n 2 * (4 + 5), por ejemplo, presenta este a´rbol sinta´ctico:
*
2 +
4 5
Comprobe´moslo con el inte´rprete:
>>> 2 * (4 + 5) ↱
18
Existen ma´s operadores en Python. Tenemos, por ejemplo, el operador mo´dulo, quese denota con el s´ımbolo de porcentaje % (aunque nada tiene que ver con el ca´lculode porcentajes). El operador mo´dulo devuelve el resto de la divisio´n entera entre dosoperandos.
>>> 27 % 5 ↱
2
>>> 25 % 5 ↱
0
El operador % tambie´n es asociativo por la izquierda y su prioridad es la misma quela de la multiplicacio´n o la divisio´n.El u´ltimo operador que vamos a estudiar es la exponenciacio´n, que se denota con dosasteriscos juntos, no separados por ningu´n espacio en blanco: **.Lo que en notacio´n matema´tica convencional expresamos como 23 se expresa en Py-thon con 2 ** 3.
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>>> 2 ** 3 ↱
8
Pero, ¡ojo!, la exponenciacio´n es asociativa por la derecha. La expresio´n 2 ** 3 **
2 equivale a 2(32) = 29 = 512, y no a (23)2 = 82 = 64, o sea, su a´rbol sinta´ctico es:
**
2 **
3 2
Por otra parte, la exponenciacio´n tiene mayor precedencia que cualquiera de los otrosoperadores presentados.He aqu´ı varias expresiones evaluadas con Python y sus correspondientes a´rbolessinta´cticos. Estu´dialos con atencio´n:
>>> 2 + 3 ** 2 * 5 ↱
47
+
2 *
**
3 2
5
>>> 2 + ((3 ** 2) * 5) ↱
47
+
2 *
**
3 2
5
>>> 2 + 3 ** (2 * 5) ↱
59051
+
2 **
3 *
2 5
>>> -3 ** 2 ↱
-9
-
**
3 2
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>>> -1 ↱
-1
-
1
La tabla 2.1 resume las caracter´ısticas de los operadores Python: su aridad (nu´merode operandos), asociatividad y precedencia.
Operacio´n Operador Aridad Asociatividad PrecedenciaExponenciacio´n ** Binario Por la derecha 1. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Identidad + Unario  2Cambio de signo - Unario  2. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Multiplicacio´n * Binario Por la izquierda 3Divisio´n / Binario Por la izquierda 3Mo´dulo (o resto) % Binario Por la izquierda 3. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Suma + Binario Por la izquierda 4Resta - Binario Por la izquierda 4
Tabla 2.1: Operadores para expresiones aritme´ticas. El nivel de precedencia 1 es el demayor prioridad y el 4 el de menor.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 14 ¿Que´ resultados se obtendra´n al evaluar las siguientes expresiones Python?Dibuja el a´rbol sinta´ctico de cada una de ellas, calcula a mano el valor resultante decada expresio´n y comprueba, con la ayuda del ordenador, si tu resultado es correcto.
a) 2 + 3 + 1 + 2
b) 2 + 3 * 1 + 2
c) (2 + 3) * 1 + 2
d) (2 + 3) * (1 + 2)
e) +---6
f) -+-+6
· 15 Traduce las siguientes expresiones matema´ticas a Python y evalu´alas. Trata deutilizar el menor nu´mero de pare´ntesis posible.
a) 2 + (3 · (6/2))
b) 4 + 62 + 3
c) (4/2)5
d) (4/2)5+1
e) (−3)2
f ) −(32)
(Nota: El resultado de evaluar cada expresio´n es: a) 11; b) 2; c) 32; d) 64; e) 9; f ) −9.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
2.1.2. Errores de tecleo y excepciones
Cuando introducimos una expresio´n y damos la orden de evaluarla, es posible que nosequivoquemos. Si hemos formado incorrectamente una expresio´n, Python nos lo indicara´con un mensaje de error. El mensaje de error proporciona informacio´n acerca del tipo deerror cometido y del lugar en el que e´ste ha sido detectado. Aqu´ı tienes una expresio´nerro´nea y el mensaje de error correspondiente:
>>> 1 + 2) ↱
File "<stdin>", line 1
1 + 2)
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ˆ
SyntaxError: invalid syntax
En este ejemplo hemos cerrado un pare´ntesis cuando no hab´ıa otro abierto previa-mente, lo cual es incorrecto. Python nos indica que ha detectado un error de sintaxis(SyntaxError) y ˂˂apunta˃˃ con una flecha (el cara´cter ˆ) al lugar en el que se encuentra.(El texto ˂˂File "<stdin> ", line 1˃˃ indica que el error se ha producido al leer deteclado, esto es, de la entrada esta´ndar stdin es una abreviatura del ingle´s ˂˂ standardinput˃˃ , que se traduce por ˂˂ entrada esta´ndar˃˃.)En Python los errores se denominan excepciones. Cuando Python es incapaz deanalizar una expresio´n, produce una excepcio´n. Cuando el inte´rprete interactivo detectala excepcio´n, nos muestra por pantalla un mensaje de error.Veamos algunos otros errores y los mensajes que produce Python.
>>> 1 + * 3 ↱
File "<stdin>", line 1
1 + * 3
ˆ
SyntaxError: invalid syntax
>>> 2 + 3 % ↱
File "<stdin>", line 1
2 + 3 %
ˆ
SyntaxError: invalid syntax
>>> 1 / 0 ↱
Traceback (innermost last):
File "<stdin>", line 1, in ?
ZeroDivisionError: integer division or modulo
En el ejemplo, el u´ltimo error es de naturaleza distinta a los anteriores (no hayun cara´cter ˆ apuntando a lugar alguno): se trata de un error de divisio´n por cero(ZeroDivisionError), cuando los otros eran errores sinta´cticos (SyntaxError). La canti-dad que resulta de dividir por cero no esta´ definida y Python es incapaz de calcular unvalor como resultado de la expresio´n 1 / 0. No es un error sinta´ctico porque la expresio´nesta´ sinta´cticamente bien formada: el operador de divisio´n tiene dos operandos, comotoca.
Edicio´n avanzada en el entorno interactivoCuando estemos escribiendo una expresio´n puede que cometamos errores y los detec-temos antes de solicitar su evaluacio´n. Au´n estaremos a tiempo de corregirlos. La teclade borrado, por ejemplo, elimina el cara´cter que se encuentra a la izquierda del cursor.Puedes desplazar el cursor a cualquier punto de la l´ınea que esta´s editando utilizandolas teclas de desplazamiento del cursor a izquierda y a derecha. El texto que teclees seinsertara´ siempre justo a la izquierda del cursor.Hasta el momento hemos tenido que teclear desde cero cada expresio´n evaluada, auncuando muchas se parec´ıan bastante entre s´ı. Podemos teclear menos si aprendemos autilizar algunas funciones de edicio´n avanzadas.Lo primero que hemos de saber es que el inte´rprete interactivo de Python memo-riza cada una de las expresiones evaluadas en una sesio´n interactiva por si deseamosrecuperarlas ma´s tarde. La lista de expresiones que hemos evaluado constituye la his-toria de la sesio´n interactiva. Puedes ˂˂navegar˃˃ por la historia utilizando la teclasde desplazamiento de cursor hacia arriba y hacia abajo. Cada vez que pulses la teclade desplazamiento hacia arriba recuperara´s una expresio´n ma´s antigua. La tecla dedesplazamiento hacia abajo permite recuperar expresiones ma´s recientes. La expresio´nrecuperada aparecera´ ante el prompt y podra´s modificarla a tu antojo.
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2.2. Tipos de datos
Vamos a efectuar un experimento de resultado curioso:
>>> 3 / 2 ↱
1
¡El resultado de dividir 3 entre 2 no deber´ıa ser 1, sino 1.5!3 ¿Que´ ha pasado? ¿Se haequivocado Python? No. Python ha actuado siguiendo unas reglas precisas en las queparticipa un nuevo concepto: el de tipo de dato.
2.2.1. Enteros y flotantes
Cada valor utilizado por Python es de un tipo determinado. Hasta el momento so´lo hemosutilizado datos de tipo entero, es decir, sin decimales. Cuando se efectu´a una operacio´n,Python tiene en cuenta el tipo de los operandos a la hora de producir el resultado. Silos dos operandos son de tipo entero, el resultado tambie´n es de tipo entero, as´ı que ladivisio´n entera entre los enteros 3 y 2 produce el valor entero 1.Si deseamos obtener resultados de tipo real, deberemos usar operandos reales. Losoperandos reales deben llevar, en principio, una parte decimal, aunque e´sta sea nula.
>>> 3.0 / 2.0 ↱
1.5
Hay diferencias entre enteros y reales en Python ma´s alla´ de que los primeros notengan decimales y los segundos s´ı. El nu´mero 3 y el nu´mero 3.0, por ejemplo, sonindistinguibles en matema´ticas, pero s´ı son diferentes en Python. ¿Que´ diferencias hay?Los enteros suelen ocupar menos memoria.
Las operaciones entre enteros son, generalmente, ma´s ra´pidas.As´ı pues, utilizaremos enteros a menos que de verdad necesitemos nu´meros con decimales.Hemos de precisar algo respecto a la denominacio´n de los nu´meros con decimales:el te´rmino ˂˂ reales˃˃ no es adecuado, ya que induce a pensar en los nu´meros reales delas matema´ticas. En matema´ticas, los nu´meros reales pueden presentar infinitos decima-les, y eso es imposible en un computador. Al trabajar con computadores tendremos queconformarnos con meras aproximaciones a los nu´meros reales.Recuerda que todo en el computador son secuencias de ceros y unos. Deberemos,pues, representar internamente con ellos las aproximaciones a los nu´meros reales. Parafacilitar el intercambio de datos, todos los computadores convencionales utilizan una mis-ma codificacio´n, es decir, representan del mismo modo las aproximaciones a los nu´merosreales. Esta codificacio´n se conoce como ˂˂ IEEE Standard 754 floating point˃˃ (que se pue-de traducir por ˂˂Esta´ndar IEEE 754 para coma flotante˃˃ ), as´ı que llamaremos nu´merosen formato de coma flotante o simplemente flotantes a los nu´meros con decimales quepodemos representar con el ordenador.Un nu´mero flotante debe especificarse siguiendo ciertas reglas. En principio, constade dos partes: mantisa y exponente. El exponente se separa de la mantisa con la letra
˂˂ e˃˃ (o ˂˂E˃˃ ). Por ejemplo, el nu´mero flotante 2e3 (o 2E3) tiene mantisa 2 y exponente 3,y representa al nu´mero 2 · 103, es decir, 2000.
3Una advertencia sobre convenios tipogra´ficos. En espan˜ol, la parte fraccionaria de un nu´mero se separade la parte entera por una coma, y no por un punto. Sin embargo, la norma anglosajona indica que debeutilizarse el punto. Python sigue esta norma, as´ı que el nu´mero que en espan˜ol se denota como 1,5 debeescribirse como 1.5 para que Python lo interprete correctamente. En aras de evitar confusiones, utilizaremossiempre el punto como cara´cter de separacio´n entre parte entera y fraccionaria de un nu´mero.
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El exponente puede ser negativo: 3.2e-3 es 3.2·10−3, o sea, 0.0032. Ten en cuenta quesi un nu´mero flotante no lleva exponente debe llevar parte fraccionaria. ¡Ah! Un par dereglas ma´s: si la parte entera del nu´mero es nula, el flotante puede empezar directamentecon un punto, y si la parte fraccionaria es nula, puede acabar con un punto. Veamos un parde ejemplos: el nu´mero 0.1 se puede escribir tambie´n como .1; por otra parte, el nu´mero2.0 puede escribirse como 2., es decir, en ambos casos el cero es opcional. ¿Demasiadasreglas? No te preocupes, con la pra´ctica acabara´s recorda´ndolas.
IEEE Standard 754Un nu´mero en coma flotante presenta tres componentes: el signo, la mantisa y el ex-ponente. He aqu´ı un nu´mero en coma flotante: −14.1 × 10−3. El signo es negativo, lamantisa es 14.1 y el exponente es −3. Los nu´meros en coma flotante normalizada pre-sentan una mantisa menor o igual que 10. El mismo nu´mero de antes, en coma flotantenormalizada, es −1.41×10−2. Una notacio´n habitual para los nu´meros en coma flotantesustituye el producto (×) y la base del exponente por la letra ˂˂ e˃˃ o ˂˂E˃˃ . Notar´ıamoscon -1.41e-2 el nu´mero del ejemplo.Los flotantes de Python siguen la norma IEEE Standard 754. Es una codificacio´nbinaria y normalizada de los nu´meros en coma flotante y, por tanto, con base 2 parael exponente y mantisa de valor menor que 2. Usa 32 bits (precisio´n simple) o 64bits (precisio´n doble) para codificar cada nu´mero. Python utiliza el formato de dobleprecisio´n. En el formato de precisio´n doble se reserva 1 bit para el signo del nu´mero, 11para el exponente y 52 para la mantisa. Con este formato pueden representarse nu´merostan pro´ximos a cero como 10−323 (322 ceros tras el punto decimal y un uno) o de valorabsoluto tan grande como 10308.No todos los nu´meros tienen una representacio´n exacta en el formato de coma flo-tante. Observa que´ ocurre en este caso:
>>> 0.1 ↱
0.10000000000000001
La mantisa, que vale 1/10, no puede representarse exactamente. En binario obtenemosla secuencia perio´dica de bits
0.0001100110011001100110011001100110011001100110011. . .
No hay, pues, forma de representar 1/10 con los 52 bits del formato de doble precisio´n.En base 10, los 52 primeros bits de la secuencia nos proporcionan el valor
0.1000000000000000055511151231257827021181583404541015625.
Es lo ma´s cerca de 1/10 que podemos estar. En pantalla, Python so´lo nos muestra susprimeros 17 decimales (con el redondeo correspondiente).Una peculiaridad adicional de los nu´meros codificados con la norma IEEE 754 esque su precisio´n es diferente segu´n el nu´mero representado: cuanto ma´s pro´ximo a ce-ro, mayor es la precisio´n. Para nu´meros muy grandes se pierde tanta precisio´n queno hay decimales (¡ni unidades, ni decenas. . . !). Por ejemplo, el resultado de la su-ma 100000000.0+0.000000001 es 100000000.0, y no 100000000.000000001, como cabr´ıaesperar.A modo de conclusio´n, has de saber que al trabajar con nu´meros flotantes es posibleque se produzcan pequen˜os errores en la representacio´n de los valores y durante losca´lculos. Probablemente esto te sorprenda, pues es vox populi que ˂˂ los ordenadoresnunca se equivocan˃˃ .
Es posible mezclar en una misma expresio´n datos de tipos distintos.
>>> 3.0 / 2 ↱
1.5
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Python sigue una regla sencilla: si hay datos de tipos distintos, el resultado es deltipo ˂˂ma´s general˃˃ . Los flotantes son de tipo ˂˂ma´s general˃˃ que los enteros.
>>> 1 + 2 + 3 + 4 + 5 + 6 + 0.5 ↱
21.5
>>> 1 + 2 + 3 + 4 + 5 + 6 + 0.0 ↱
21.0
Pero, ¡atencio´n!, puede parecer que la regla no se observa en este ejemplo:
>>> 1.0 + 3 / 2 ↱
2.0
El resultado debiera haber sido 2.5, y no 2.0. ¿Que´ ha pasado? Python evalu´a laexpresio´n paso a paso. Analicemos el a´rbol sinta´ctico de esa expresio´n:
+
1.0 /
3 2
ﬂotante 2.0
entero 1
La divisio´n es prioritaria frente a la suma, por lo que e´sta se lleva a cabo en primer lugar.La divisio´n tiene dos operandos, ambos de tipo entero, as´ı que produce un resultado detipo entero: el valor 1. La suma recibe, pues, un operando flotante (el de su izquierda)de valor 1.0, y otro entero (el que resulta de la divisio´n), de valor 1. El resultado es unflotante y su valor es 2.0. ¿Que´ pasar´ıa si ejecuta´ramos 1 + 3 / 2.0?
>>> 1 + 3 / 2.0 ↱
2.5
El a´rbol sinta´ctico es, en este caso,
+
1 /
3 2.0
ﬂotante 2.5
ﬂotante 1.5
As´ı pues, la divisio´n proporciona un resultado flotante, 1.5, que al ser sumado al entero1 de la izquierda proporciona un nuevo flotante: 2.5.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 16 ¿Que´ resultara´ de evaluar las siguientes expresiones? Presta especial atencio´nal tipo de datos que resulta de cada operacio´n individual. Haz los ca´lculos a manoayuda´ndote con a´rboles sinta´cticos y comprueba el resultado con el ordenador.
a) 1 / 2 / 4.0
b) 1 / 2.0 / 4.0
c) 1 / 2.0 / 4
d) 1.0 / 2 / 4
e) 4 ** .5
f) 4.0 ** (1 / 2)
g) 4.0 ** (1 / 2) + 1 / 2
h) 4.0 ** (1.0 / 2) + 1 / 2.0
i) 3e3 / 10
j) 10 / 5e-3
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k) 10 / 5e-3 + 1 l) 3 / 2 + 1. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
2.2.2. Valores lo´gicos
Desde la versio´n 2.3, Python ofrece un tipo de datos especial que permite expresarso´lo dos valores: cierto y falso. El valor cierto se expresa con True y el valor falso conFalse. Son los valores lo´gicos o booleanos. Este u´ltimo nombre deriva del nombre de unmatema´tico, Boole, que desarrollo´ un sistema algebraico basado en estos dos valores ytres operaciones: la conjuncio´n, la disyuncio´n y la negacio´n. Python ofrece soporte paraestas operaciones con los operadores lo´gicos.
2.3. Operadores lo´gicos y de comparacio´n
Hay tres operadores lo´gicos en Python: la ˂˂y lo´gica˃˃ o conjuncio´n (and), la ˂˂o lo´gica˃˃ odisyuncio´n (or) y el ˂˂no lo´gico˃˃ o negacio´n (not).El operador and da como resultado el valor cierto si y so´lo si son ciertos sus dosoperandos. Esta es su tabla de verdad:
andoperandos resultadoizquierdo derechoTrue True TrueTrue False FalseFalse True FalseFalse False False
El operador or proporciona True si cualquiera de sus operandos es True, y False so´locuando ambos operandos son Falses. Esta es su tabla de verdad:
oroperandos resultadoizquierdo derechoTrue True TrueTrue False TrueFalse True TrueFalse False False
El operador not es unario, y proporciona el valor True si su operando es False yviceversa. He aqu´ı su tabla de verdad:
notoperando resultadoTrue FalseFalse True
Podemos combinar valores lo´gicos y operadores lo´gicos para formar expresioneslo´gicas. He aqu´ı algunos ejemplos:
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>>> True and False ↱
False
>>> not True ↱
False
>>> (True and False) or True ↱
True
>>> True and True or False ↱
True
>>> False and True or True ↱
True
>>> False and True or False ↱
False
Has de tener en cuenta la precedencia de los operadores lo´gicos:
Operacio´n Operador Aridad Asociatividad PrecedenciaNegacio´n not Unario  alta. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Conjuncio´n and Binario Por la izquierda media. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Disyuncio´n or Binario Por la izquierda baja
Tabla 2.2: Aridad, asociatividad y precedencia de los operadores lo´gicos.
Del mismo modo que hemos usado a´rboles sinta´cticos para entender el proceso deca´lculo de los operadores aritme´ticos sobre valores enteros y flotantes, podemos recurrira ellos para interpretar el orden de evaluacio´n de las expresiones lo´gicas. He aqu´ı ela´rbol sinta´ctico de la expresio´n True or False and not False:
or
True and
False not
False
True
False
True
Hay una familia de operadores que devuelven valores booleanos. Entre ellos tenemosa los operadores de comparacio´n, que estudiamos en este apartado. Uno de ellos es eloperador de igualdad, que devuelve True si los valores comparados son iguales. El ope-rador de igualdad se denota con dos iguales seguidos: ==. Vea´moslo en funcionamiento:
>>> 2 == 3 ↱
False
>>> 2 == 2 ↱
True
>>> 2.1 == 2.1 ↱
True
>>> True == True ↱
True
>>> True == False ↱
False
>>> 2 == 1+1 ↱
True
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Observa la u´ltima expresio´n evaluada: es posible combinar operadores de comparacio´ny operadores aritme´ticos. No so´lo eso, tambie´n podemos combinar en una misma expresio´noperadores lo´gicos, aritme´ticos y de comparacio´n:
>>> (True or (2 == 1 + 2)) == True ↱
True
Este es el a´rbol sinta´ctico correspondiente a esa expresio´n:
==
or
True ==
2 +
1 2
True
booleano True
booleano True
booleano False
entero 3
Hemos indicado junto a cada nodo interior el tipo del resultado que corresponde a susuba´rbol. Como ves, en todo momento operamos con tipos compatibles entre s´ı.Antes de presentar las reglas de asociatividad y precedencia que son de aplicacio´nal combinar diferentes tipos de operador, te presentamos todos los operadores de compa-racio´n en la tabla 2.3 y te mostramos algunos ejemplos de uso4:
operador comparacio´n
== es igual que
!= es distinto de
< es menor que
<= es menor o igual que
> es mayor que
>= es mayor o igual que
Tabla 2.3: Operadores de comparacio´n.
>>> 2 < 1 ↱
False
>>> 1 < 2 ↱
True
>>> 5 > 1 ↱
True
>>> 5 >= 1 ↱
True
>>> 5 > 5 ↱
False
>>> 5 >= 5 ↱
True
>>> 1 != 0 ↱
True
>>> 1 != 1 ↱
4Hay una forma alternativa de notar la comparacio´n ˂˂ es distinto de˃˃ : tambie´n puedes usar el s´ımbolo
<>. La comparacio´n de desigualdad en el lenguaje de programacio´n C se denota con != y en Pascal con <>.Python permite usar cualquiera de los dos s´ımbolos. En este texto so´lo usaremos el primero.
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False
>>> -2 <= 2 ↱
True
Es hora de que presentemos una tabla completa (tabla 2.4) con todos los operadoresque conocemos para comparar entre s´ı la precedencia de cada uno de ellos cuando aparececombinado con otros.
Operacio´n Operador Aridad Asociatividad PrecedenciaExponenciacio´n ** Binario Por la derecha 1. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Identidad + Unario  2Cambio de signo - Unario  2. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Multiplicacio´n * Binario Por la izquierda 3Divisio´n / Binario Por la izquierda 3Mo´dulo (o resto) % Binario Por la izquierda 3. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Suma + Binario Por la izquierda 4Resta - Binario Por la izquierda 4. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Igual que == Binario  5Distinto de != Binario  5Menor que < Binario  5Menor o igual que <= Binario  5Mayor que > Binario  5Mayor o Igual que >= Binario  5. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Negacio´n not Unario  6. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Conjuncio´n and Binario Por la izquierda 7. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Disyuncio´n or Binario Por la izquierda 8
Tabla 2.4: Caracter´ısticas de los operadores Python. El nivel de precedencia 1 es el demayor prioridad.
En la tabla 2.4 hemos omitido cualquier referencia a la asociatividad de los compara-dores de Python, pese a que son binarios. Python es un lenguaje peculiar en este sentido.Imaginemos que fueran asociativos por la izquierda. ¿Que´ significar´ıa esto? El opera-dor suma, por ejemplo, es asociativo por la izquierda. Al evaluar la expresio´n aritme´tica2 + 3 + 4 se procede as´ı: primero se suma el 2 al 3; a continuacio´n, el 5 resultante sesuma al 4, resultando un total de 9. Si el operador < fuese asociativo por la izquierda, laexpresio´n lo´gica 2 < 3 < 4 se evaluar´ıa as´ı: primero, se compara el 2 con el 3, resultando elvalor True; a continuacio´n, se compara el resultado obtenido con el 4, pero ¿que´ significala expresio´n True < 4? No tiene sentido.Cuando aparece una sucesio´n de comparadores como, por ejemplo, 2 < 3 < 4, Pythonla evalu´a igual que (2 < 3) and (3 < 4). Esta solucio´n permite expresar condiciones com-plejas de modo sencillo y, en casos como el de este ejemplo, se lee del mismo modo quese leer´ıa con la notacio´n matema´tica habitual, lo cual parece deseable. Pero ¡ojo! Pythonpermite expresiones que son ma´s extran˜as; por ejemplo, 2 < 3 > 1, o 2 < 3 == 5.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 17 ¿Que´ resultados se muestran al evaluar estas expresiones?
Introduccio´n a la programacio´n con Python 41 c©UJI
42Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
Una rareza de Python: la asociatividad de los comparadoresAlgunos lenguajes de programacio´n de uso comu´n, como C y C++, hacen que susoperadores de comparacio´n sean asociativos, por lo que presentan el problema de queexpresiones como 2 < 1 < 4 producen un resultado que parece ilo´gico. Al ser asociativopor la izquierda el operador de comparacio´n <, se evalu´a primero la subexpresio´n 2 <
1. El resultado es falso, que en C y C++ se representa con el valor 0. A continuacio´n seevalu´a la comparacio´n 0 < 4, cuyo resultado es. . . ¡cierto! As´ı pues, para C y C++ escierto que 2 < 1 < 4.Pascal es ma´s r´ıgido au´n y llega a prohibir expresiones como 2 < 1 < 4. En Pascalhay un tipo de datos denominado boolean cuyos valores va´lidos son true y false.Pascal no permite operar entre valores de tipos diferentes, as´ı que la expresio´n 2 < 1se evalu´a al valor booleano false, que no se puede comparar con un entero al tratarde calcular el valor de false < 4. En consecuencia, se produce un error de tipos siintentamos encadenar comparaciones.La mayor parte de los lenguajes de programacio´n convencionales opta por la solucio´ndel C o por la solucio´n del Pascal. Cuando aprendas otro lenguaje de programacio´n, tecostara´ ˂˂deshabituarte˃˃ de la elegancia con que Python resuelve los encadenamientosde comparaciones.
>>> True == True != False ↱
>>> 1 < 2 < 3 < 4 < 5 ↱
>>> (1 < 2 < 3) and (4 < 5) ↱
>>> 1 < 2 < 4 < 3 < 5 ↱
>>> (1 < 2 < 4) and (3 < 5) ↱. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
2.4. Variables y asignaciones
En ocasiones deseamos que el ordenador recuerde ciertos valores para usarlos ma´s ade-lante. Por ejemplo, supongamos que deseamos efectuar el ca´lculo del per´ımetro y el a´reade un c´ırculo de radio 1.298373 m. La fo´rmula del per´ımetro es 2pir, donde r es el radio,y la fo´rmula del a´rea es pir2. (Aproximaremos el valor de pi con 3.14159265359.) Podemosrealizar ambos ca´lculos del siguiente modo:
>>> 2 * 3.14159265359 * 1.298373 ↱
8.1579181568392176
>>> 3.14159265359 * 1.298373 ** 2 ↱
5.2960103355249037
Observa que hemos tenido que introducir dos veces los valores de pi y r por lo que, altener tantos decimales, es muy fa´cil cometer errores. Para paliar este problema podemosutilizar variables:
>>> pi = 3.14159265359 ↱
>>> r = 1.298373 ↱
>>> 2 * pi * r ↱
8.1579181568392176
>>> pi * r ** 2 ↱
5.2960103355249037
En la primera l´ınea hemos creado una variable de nombre pi y valor 3.14159265359.A continuacio´n, hemos creado otra variable, r, y le hemos dado el valor 1.298373. El actode dar valor a una variable se denomina asignacio´n. Al asignar un valor a una variable
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que no exist´ıa, Python reserva un espacio en la memoria, almacena el valor en e´l y creauna asociacio´n entre el nombre de la variable y la direccio´n de memoria de dicho espacio.Podemos representar gra´ficamente el resultado de estas acciones as´ı:
pi 3.14159265359
r 1.298373
A partir de ese instante, escribir pi es equivalente a escribir 3.14159265359, y escribirr es equivalente a escribir 1.298373.Podemos almacenar el resultado de calcular el per´ımetro y el a´rea en sendas variables:
>>> pi = 3.14159265359 ↱
>>> r = 1.298373 ↱
>>> perimetro = 2 * pi * r ↱
>>> area = pi * r**2 ↱
pi 3.14159265359
r 1.298373
perimetro 8.1579181568392176
area 5.2960103355249037
La memoria se ha reservado correctamente, en ella se ha almacenado el valor corres-pondiente y la asociacio´n entre la memoria y el nombre de la variable se ha establecido,pero no obtenemos respuesta alguna por pantalla. Debes tener en cuenta que las asig-naciones son ˂˂mudas˃˃ , es decir, no provocan salida por pantalla. Si deseamos ver cua´ntovale una variable, podemos evaluar una expresio´n que so´lo contiene a dicha variable:
>>> area ↱
5.2960103355249037
As´ı pues, para asignar valor a una variable basta ejecutar una sentencia como e´sta:variable = expresio´nTen cuidado: el orden es importante. Hacer ˂˂ expresio´n = variable˃˃ no es equivalente.Una asignacio´n no es una ecuacio´n matema´tica, sino una accio´n consistente en (por esteorden):1. evaluar la expresio´n a la derecha del s´ımbolo igual (=), y2. guardar el valor resultante en la variable indicada a la izquierda del s´ımbolo igual.Se puede asignar valor a una misma variable cuantas veces se quiera. El efecto esque la variable, en cada instante, so´lo ˂˂ recuerda˃˃ el u´ltimo valor asignado. . . hasta quese le asigne otro.
>>> a = 1 ↱
>>> 2 * a ↱
2
>>> a + 2 ↱
3
>>> a = 2 ↱
>>> a * a ↱
4
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== no es = (comparar no es asignar)Al aprender a programar, muchas personas confunden el operador de asignacio´n, =, conel operador de comparacio´n, ==. El primero se usa exclusivamente para asignar un valora una variable. El segundo, para comparar valores.Observa la diferente respuesta que obtienes al usar = y == en el entorno interactivo:
>>> a = 10 ↱
>>> a ↱
10
>>> a == 1 ↱
False
>>> a ↱
10
Una asignacio´n no es una ecuacio´nHemos de insistir en que las asignaciones no son ecuaciones matema´ticas, por muchoque su aspecto nos recuerde a e´stas. F´ıjate en este ejemplo, que suele sorprender aaquellos que empiezan a programar:
>>> x = 3 ↱
>>> x = x + 1 ↱
>>> x ↱
4
La primera l´ınea asigna a la variable x el valor 3. La segunda l´ınea parece ma´scomplicada. Si la interpretas como una ecuacio´n, no tiene sentido, pues de ella seconcluye absurdamente que 3 = 4 o, sustrayendo la x a ambos lados del igual, que0 = 1. Pero si seguimos paso a paso las acciones que ejecuta Python al hacer unaasignacio´n, la cosa cambia:1. Se evalu´a la parte derecha del igual (sin tener en cuenta para nada la parteizquierda). El valor de x es 3, que sumado a 1 da 4.2. El resultado (el 4), se almacena en la variable que aparece en la parte izquierdadel igual, es decir, en x .As´ı pues, el resultado de ejecutar las dos primeras l´ıneas es que x vale 4.
El nombre de una variable es su identificador. Hay unas reglas precisas para construiridentificadores. Si no se siguen, diremos que el identificador no es va´lido. Un identifi-cador debe estar formado por letras5 minu´sculas, mayu´sculas, d´ıgitos y/o el cara´cter desubrayado (_), con una restriccio´n: que el primer cara´cter no sea un d´ıgito.Hay una norma ma´s: un identificador no puede coincidir con una palabra reservada opalabra clave. Una palabra reservada es una palabra que tiene un significado predefinidoy es necesaria para expresar ciertas construcciones del lenguaje. Aqu´ı tienes una listacon todas las palabras reservadas de Python: and, assert, break, class, continue, def , del,elif , else, except, exec, finally, for, from, global, if , import, in, is, lambda, not, or, pass,print, raise, return, try, while y yield.Por ejemplo, los siguientes identificadores son va´lidos: h, x , Z , velocidad , aceleracion,x , fuerza1, masa_ 2, _a, a_ , prueba_ 123, desviacion_tipica. Debes tener presente quePython distingue entre mayu´sculas y minu´sculas, as´ı que area, Area y AREA son tres
5 Exceptuando los s´ımbolos que no son propios del alfabeto ingle´s, como las vocales acentuadas, la letra‘n˜’, la letra ‘c¸’, etc..
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identificadores va´lidos y diferentes.Cualquier cara´cter diferente de una letra, un d´ıgito o el subrayado es inva´lido en unidentificador, incluyendo el espacio en blanco. Por ejemplo, edad media (con un espacioen medio) son dos identificadores (edad y media), no uno. Cuando un identificador seforma con dos palabras, es costumbre de muchos programadores usar el subrayado parasepararlas: edad_media; otros programadores utilizan una letra mayu´scula para la inicialde la segunda: edadMedia. Escoge el estilo que ma´s te guste para nombrar variables,pero permanece fiel al que escojas.Dado que eres libre de llamar a una variable con el identificador que quieras, hazlocon clase: escoge siempre nombres que guarden relacio´n con los datos del problema. Si,por ejemplo, vas a utilizar una variable para almacenar una distancia, llama a la variabledistancia y evita nombres que no signifiquen nada; de este modo, los programas sera´nma´s legibles.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 18 ¿Son va´lidos los siguientes identificadores?
a) Identificador
b) Indice\dos
c) Dos palabras
d) __
e) 12horas
f ) hora12
g) desviacio´n
h) an˜o
i) from
j) var!
k) ’var’
l) import_from
m) UnaVariable
n) a(b)
n˜) 12
o) uno.dos
p) x
q) pi
r) a´rea
s) area-rect
t) x_______ 1
u) ________ 1
v) _x_
w) x_x
· 19 ¿Que´ resulta de ejecutar estas tres l´ıneas?
>>> x = 10 ↱
>>> x = x * 10 ↱
>>> x ↱
· 20 Evalu´a el polinomio x4 + x3 + 2x2 − x en x = 1.1. Utiliza variables para evitarteclear varias veces el valor de x . (El resultado es 4.1151.)
· 21 Evalu´a el polinomio x4 + x3 + 12x2 − x en x = 10. Asegu´rate de que el resultadosea un nu´mero flotante. (El resultado es 11040.0.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
2.4.1. Asignaciones con operador
F´ıjate en la sentencia i = i + 1: aplica un incremento unitario al contenido de la variablei. Incrementar el valor de una variable en una cantidad cualquiera es tan frecuente queexiste una forma compacta en Python. El incremento de i puede denotarse as´ı:
>>> i += 1 ↱
(No puede haber espacio alguno entre el + y el =.) Puedes incrementar una variablecon cualquier cantidad, incluso con una que resulte de evaluar una expresio´n:
>>> a = 3 ↱
>>> b = 2 ↱
>>> a += 4 * b ↱
>>> a ↱
11
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Todos los operadores aritme´ticos tienen su asignacio´n con operador asociada.
z += 2
z *= 2
z /= 2
z -= 2
z %= 2
z **= 2
Hemos de decirte que estas formas compactas no aportan nada nuevo. . . salvo como-didad, as´ı que no te preocupes por tener que aprender tantas cosas. Si te vas a sentirinco´modo por tener que tomar decisiones y siempre esta´s pensando ˂˂ ¿uso ahora la formanormal o la compacta?˃˃ , es mejor que ignores de momento las formas compactas.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 22 ¿Que´ resultara´ de ejecutar las siguientes sentencias?
>>> z = 2 ↱
>>> z += 2 ↱
>>> z += 2 - 2 ↱
>>> z *= 2 ↱
>>> z *= 1 + 1 ↱
>>> z /= 2 ↱
>>> z %= 3 ↱
>>> z /= 3 - 1 ↱
>>> z -= 2 + 1 ↱
>>> z -= 2 ↱
>>> z **= 3 ↱
>>> z ↱. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
2.4.2. Variables no inicializadas
En Python, la primera operacio´n sobre una variable debe ser la asignacio´n de un valor.No se puede usar una variable a la que no se ha asignado previamente un valor:
>>> a + 2 ↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
NameError: name ’a’ is not defined
Como puedes ver, se genera una excepcio´n NameError, es decir, de ˂˂ error de nombre˃˃ .El texto explicativo precisa au´n ma´s lo sucedido: ˂˂name ’a’ is not defined˃˃ , es decir,
˂˂ el nombre a no esta´ definido˃˃ .La asignacio´n de un valor inicial a una variable se denomina inicializacio´n de lavariable. Decimos, pues, que en Python no es posible usar variables no inicializadas.
2.5. El tipo de datos cadena
Hasta el momento hemos visto que Python puede manipular datos nume´ricos de dos tipos:enteros y flotantes. Pero Python tambie´n puede manipular otros tipos de datos. Vamos aestudiar ahora el tipo de datos que se denomina cadena. Una cadena es una secuenciade caracteres (letras, nu´meros, espacios, marcas de puntuacio´n, etc.) y en Python sedistingue porque va encerrada entre comillas simples o dobles. Por ejemplo, ’cadena’,
’otro␣ejemplo’, "1,␣2␣1o␣3", ’ !Si!’, "...Python" son cadenas. Observa que los
Introduccio´n a la programacio´n con Python 46 c©UJI
47Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
¡Ma´s operadores!So´lo te hemos presentado los operadores que utilizaremos en el texto y que ya esta´spreparado para manejar. Pero has de saber que hay ma´s operadores. Hay operadores,por ejemplo, que esta´n dirigidos a manejar las secuencias de bits que codifican losvalores enteros. El operador binario & calcula la operacio´n ˂˂y˃˃ bit a bit, el operadorbinario | calcula la operacio´n ˂˂o˃˃ bit a bit, el operador binario ˆ calcula la ˂˂o exclusiva˃˃(que devuelve cierto si y so´lo si los dos operandos son distintos), tambie´n bit a bit, yel operador unario ˜ invierte los bits de su operando. Tienes, adema´s, los operadoresbinarios << y >>, que desplazan los bits a izquierda o derecha tantas posiciones comole indiques. Estos ejemplos te ayudara´n a entender estos operadores:
En decimal En binarioExpresio´n Resultado Expresio´n Resultado5 & 12 4 00000101 & 00001100 000001005 | 12 13 00000101 | 00001100 000011015 ˆ 12 9 00000101 ˆ 00001100 00001001
˜5 -6 ˜00000101 111110105 << 1 10 00000101 << 00000001 000010105 << 2 20 00000101 << 00000010 000101005 << 3 40 00000101 << 00000011 001010005 >> 1 2 00000101 >> 00000010 00000010
¡Y estos operadores presentan, adema´s, una forma compacta con asignacio´n: <<=, |=,etc.!Ma´s adelante estudiaremos, adema´s, los operadores is (e is not) e in (y not in), losoperadores de indexacio´n, de llamada a funcio´n, de corte. . .
espacios en blanco se muestran as´ı en este texto: ˂˂␣˃˃ . Lo hacemos para que resulte fa´cilcontar los espacios en blanco cuando hay ma´s de uno seguido. Esta cadena, por ejemplo,esta´ formada por tres espacios en blanco: ’␣␣␣’.Las cadenas pueden usarse para representar informacio´n textual: nombres de personas,nombres de colores, matr´ıculas de coche... Las cadenas tambie´n pueden almacenarse envariables.
>>> nombre = ’Pepe’ ↱
>>> nombre ↱
’Pepe’
nombre ’Pepe’
Es posible realizar operaciones con cadenas. Por ejemplo, podemos ˂˂ sumar˃˃ cadenasan˜adiendo una a otra.
>>> ’a’ + ’b’
↱
’ab’
>>> nombre = ’Pepe’ ↱
>>> nombre + ’Cano’ ↱
’PepeCano’
>>> nombre + ’␣’ + ’Cano’ ↱
’Pepe Cano’
>>> apellido = ’Cano’ ↱
>>> nombre + ’␣’ + apellido ↱
’Pepe Cano’
Hablando con propiedad, esta operacio´n no se llama suma, sino concatenacio´n. Els´ımbolo utilizado es +, el mismo que usamos cuando sumamos enteros y/o flotantes; pero
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Una cadena no es un identificadorCon las cadenas tenemos un problema: muchas personas que esta´n aprendiendo a pro-gramar confunden una cadena con un identificador de variable y viceversa. No son lamisma cosa. F´ıjate bien en lo que ocurre:
>>> a = 1 ↱
>>> ’a’
↱
’a’
>>> a ↱
1
La primera l´ınea asigna a la variable a el valor 1. Como a es el nombre de unavariable, es decir, un identificador, no va encerrado entre comillas. A continuacio´n hemosescrito ’a’ y Python ha respondido tambie´n con ’a’: la a entre comillas es una cadenaformada por un u´nico cara´cter, la letra ˂˂a˃˃ , y no tiene nada que ver con la variable a.A continuacio´n hemos escrito la letra ˂˂a˃˃ sin comillas y Python ha respondido con elvalor 1, que es lo que contiene la variable a.Muchos estudiantes de programacio´n cometen errores como estos:Quieren utilizar una cadena, pero olvidan las comillas, con lo que Python creeque se quiere usar un identificador; si ese identificador no existe, da un error:
>>> Pepe ↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
NameError: name ’Pepe’ is not defined
Quieren usar un identificador pero, ante la duda, lo encierran entre comillas:
>>> ’x’ = 2 ↱
SyntaxError: can’t assign to literal
Recuerda: so´lo se puede asignar valores a variables, nunca a cadenas, y las cadenas noson identificadores.
aunque el s´ımbolo sea el mismo, ten en cuenta que no es igual sumar nu´meros queconcatenar cadenas:
>>> ’12’ + ’12’
↱
’1212’
>>> 12 + 12 ↱
24
Sumar o concatenar una cadena y un valor nume´rico (entero o flotante) produce unerror:
>>> ’12’ + 12 ↱
Traceback (innermost last):
File "<stdin>", line 1, in ?
TypeError: illegal argument type for built-in operation
Y para acabar, hay un operador de repeticio´n de cadenas. El s´ımbolo que lo denotaes *, el mismo que hemos usado para multiplicar enteros y/o flotantes. El operador derepeticio´n necesita dos datos: uno de tipo cadena y otro de tipo entero. El resultado es laconcatenacio´n de la cadena consigo misma tantas veces como indique el nu´mero entero:
>>> ’Hola’ * 5 ↱
’HolaHolaHolaHolaHola’
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>>> ’-’ * 60 ↱
’------------------------------------------------------------’
>>> 60 * ’-’ ↱
’------------------------------------------------------------’
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 23 Evalu´a estas expresiones y sentencias en el orden indicado:a) a = ’b’b) a + ’b’c) a + ’a’d) a * 2 + ’b’ * 3e) 2 * (a + ’b’)
· 24 ¿Que´ resultados se obtendra´n al evaluar las siguientes expresiones y asignacionesPython? Calcula primero a mano el valor resultante de cada expresio´n y comprueba, conla ayuda del ordenador, si tu resultado es correcto.a) ’a’ * 3 + ’/*’ * 5 + 2 * ’abc’ + ’+’b) palindromo = ’abcba’
(4 * ’<’ + palindromo + ’>’ * 4) * 2c) subcadena = ’=’ + ’-’ * 3 + ’=’
’10’ * 5 + 4 * subcadenad) 2 * ’12’ + ’.’ + ’3’ * 3 + ’e-’ + 4 * ’76’
· 25 Identifica regularidades en las siguientes cadenas, y escribe expresiones que,partiendo de subcadenas ma´s cortas y utilizando los operadores de concatenacio´n yrepeticio´n, produzcan las cadenas que se muestran. Introduce variables para formar lasexpresiones cuando lo consideres oportuno.a) ’%%%%%./././<-><->’b) ’(@)(@)(@)======(@)(@)(@)======’c) ’asdfasdfasdf=-=-=-=-=-=-=-??????asdfasdf’d) ’........*****---*****---........*****---*****---’. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .El concepto de comparacio´n entre nu´meros te resulta familiar porque lo has estudiadoantes en matema´ticas. Python extiende el concepto de comparacio´n a otros tipos de datos,como las cadenas. En el caso de los operadores == y != el significado esta´ claro: doscadenas son iguales si son iguales cara´cter a cara´cter, y distintas en caso contrario.Pero, ¿que´ significa que una cadena sea menor que otra? Python utiliza un criterio decomparacio´n de cadenas muy natural: el orden alfabe´tico. En principio, una cadena esmenor que otra si la precede al disponerlas en un diccionario. Por ejemplo, ’abajo’ esmenor que ’arriba’.¿Y co´mo se comparan cadenas con caracteres no alfabe´ticos? Es decir, ¿es ’@@’menor o mayor que ’abc’? Python utiliza los co´digos ASCII de los caracteres paradecidir su orden alfabe´tico (ver tablas en ape´ndice A). Para conocer el valor nume´ricoque corresponde a un cara´cter, puedes utilizar la funcio´n predefinida ord , a la que le hasde pasar el cara´cter en cuestio´n como argumento.
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Otros tipos de datosPython posee un rico conjunto de tipos de datos. Algunos, como los tipos de datosestructurados, se estudiara´n con detalle ma´s adelante. Sin embargo, y dado el cara´cterintroductorio de este texto, no estudiaremos con detalle otros dos tipos ba´sicos: losnu´meros enteros ˂˂ largos˃˃ y los nu´meros complejos. Nos limitaremos a presentarlossucintamente.El rango de los nu´meros flotantes puede resultar insuficiente para ciertas aplicacio-nes. Python ofrece la posibilidad de trabajar con nu´meros con un nu´mero de cifras arbi-trariamente largo: los enteros ˂˂ largos˃˃ . Un entero largo siempre acaba con la letra L. Heaqu´ı algunos ejemplos de enteros largos: 1L, -52L, 1237645272817635341571828374645L.Los nu´meros enteros promocionan automa´ticamente a enteros largos cuando es necesario.
>>> 2**30 ↱
1073741824
>>> 2**31 ↱
2147483648L
Observa la ˂˂L˃˃ que aparece al final del segundo resultado: aunque 2 y 31 sonnu´meros enteros ˂˂normales˃˃ , el resultado de evaluar 2**31 es un entero largo. Esto esas´ı porque los enteros normales se codifican en complemento a 2 de 32 bits, y 2**31no puede representarse en complemento a 2 de 32 bits.Si bien los enteros largos resultan co´modos por no producir nunca errores de desbor-damiento, debes tener presente que son muy ineficientes: ocupan (mucha) ma´s memoriaque los enteros normales y operar con ellos resulta (mucho) ma´s lento.Finalmente, Python tambie´n ofrece la posibilidad de trabajar con nu´meros complejos.Un nu´mero complejo puro finaliza siempre con la letra j, que representa el valor √−1.Un nu´mero complejo con parte real se expresa sumando la parte real a un complejo puro.He aqu´ı ejemplos de nu´meros complejos: 4j , 1 + 2j , 2.0 + 3j , 1 - 0.354j .
>>> ord(’a’) ↱
97
La funcio´n inversa (la que pasa un nu´mero a su cara´cter equivalente) es chr .
>>> chr(97) ↱
’a’
La tabla ASCII presenta un problema cuando queremos ordenar palabras: las letrasmayu´sculas tienen un valor nume´rico inferior a las letras minu´sculas (por lo que ’Zapata’precede a ’ajo’) y las letras acentuadas son siempre ˂˂mayores˃˃ que sus equivalentes sinacentuar (’abanico’ es menor que ’a´baco’). Hay formas de configurar el sistema operativopara que tenga en cuenta los criterios de ordenacio´n propios de cada lengua al efectuarcomparaciones, pero esa es otra historia. Si quieres saber ma´s, lee el cuadro titulado
˂˂Co´digo ASCII y co´digo IsoLatin-1˃˃ y consulta el ape´ndice A.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 26 ¿Que´ resultados se muestran al evaluar estas expresiones?
>>> ’abalorio’ < ’abecedario’
↱
>>> ’abecedario’ < ’abecedario’
↱
>>> ’abecedario’ <= ’abecedario’
↱
>>> ’Abecedario’ < ’abecedario’
↱
>>> ’Abecedario’ == ’abecedario’
↱
>>> 124 < 13 ↱
>>> ’124’ < ’13’
↱
>>> ’␣a’ < ’a’
↱
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Co´digo ASCII y co´digo IsoLatin-1En los primeros d´ıas de los computadores, los caracteres se codificaban usando 6 o7 bits. Cada ordenador usaba una codificacio´n de los caracteres diferente, por lo quehab´ıa problemas de compatibilidad : no era fa´cil transportar datos de un ordenador aotro. Los estadounidenses definieron una codificacio´n esta´ndar de 7 bits que asignabaun cara´cter a cada nu´mero entre 0 y 127: la tabla ASCII (de American Standard Codefor Information Interchange). Esta tabla (que puedes consultar en un ape´ndice) so´loconten´ıa los caracteres de uso comu´n en la lengua inglesa. La tabla ASCII fue enriquecidaposteriormente definiendo un co´digo de 8 bits para las lenguas de Europa occidental:la tabla IsoLatin-1, tambie´n conocida como ISO-8859-1 (hay otras tablas para otraslenguas). Esta tabla coincide con la tabla ASCII en sus primeros 128 caracteres y an˜adetodos los s´ımbolos de uso comu´n en las lenguas de Europa occidental. Una varianteestandarizada es la tabla ISO-8859-15, que es la ISO-8859-1 enriquecida con el s´ımbolodel euro.
(Nota: el co´digo ASCII del cara´cter ’␣’ es 32, y el del cara´cter ’a’ es 97.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
2.6. Funciones predefinidas
Hemos estudiado los operadores aritme´ticos ba´sicos. Python tambie´n proporciona funcio-nes que podemos utilizar en las expresiones. Estas funciones se dice que esta´n predefi-nidas.6La funcio´n abs, por ejemplo, calcula el valor absoluto de un nu´mero. Podemos usarlacomo en estas expresiones:
>>> abs(-3) ↱
3
>>> abs(3) ↱
3
El nu´mero sobre el que se aplica la funcio´n se denomina argumento. Observa que elargumento de la funcio´n debe ir encerrado entre pare´ntesis:
>>> abs(0) ↱
0
>>> abs 0 ↱
File "<stdin>", line 1
abs 0
ˆ
SyntaxError: invalid syntax
Existen muchas funciones predefinidas, pero es pronto para aprenderlas todas. Teresumimos algunas que ya puedes utilizar:
float : conversio´n a flotante. Si recibe un nu´mero entero como argumento, devuelveel mismo nu´mero convertido en un flotante equivalente.
>>> float(3) ↱
3.0
La funcio´n float tambie´n acepta argumentos de tipo cadena. Cuando se le pasa unacadena, float la convierte en el nu´mero flotante que e´sta representa:
6Predefinidas porque nosotros tambie´n podemos definir nuestras propias funciones. Ya llegaremos.
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>>> float(’3.2’) ↱
3.2
>>> float(’3.2e10’) ↱
32000000000.0
Pero si la cadena no representa un flotante, se produce un error de tipo ValueError ,es decir, ˂˂ error de valor˃˃ :
>>> float(’un␣texto’) ↱
Traceback (innermost last):
File "<stdin>", line 1, in ?
ValueError: invalid literal for float(): un texto
Si float recibe un argumento flotante, devuelve el mismo valor que se suministracomo argumento.int : conversio´n a entero. Si recibe un nu´mero flotante como argumento, devuelve elentero que se obtiene eliminando la parte fraccionaria.7
>>> int(2.1) ↱
2
>>> int(-2.9) ↱
-2
Tambie´n la funcio´n int acepta como argumento una cadena:
>>> int(’2’) ↱
2
Si int recibe un argumento entero, devuelve el argumento tal cual.str : conversio´n a cadena. Recibe un nu´mero y devuelve una representacio´n de e´stecomo cadena.
>>> str(2.1) ↱
’2.1’
>>> str(234E47) ↱
’2.34e+49’
La funcio´n str tambie´n puede recibir como argumento una cadena, pero en ese casodevuelve como resultado la misma cadena.round : redondeo. Puede usarse con uno o dos argumentos. Si se usa con un so´loargumento, redondea el nu´mero al flotante ma´s pro´ximo cuya parte decimal seanula.
>>> round(2.1) ↱
2.0
>>> round(2.9) ↱
3.0
>>> round(-2.9) ↱
-3.0
>>> round(2) ↱
2.0
7El redondeo de int puede ser al alza o a la baja segu´n el ordenador en que lo ejecutes. Esto es as´ı porqueint se apoya en el comportamiento del redondeo automa´tico de C (el inte´rprete de Python que usamos esta´escrito en C) y su comportamiento esta´ indefinido. Si quieres un comportamiento homoge´neo del redondeo,pues usar las funciones round , floor o ceil, que se explican ma´s adelante.
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(¡Observa que el resultado siempre es de tipo flotante!) Si round recibe dos argu-mentos, e´stos deben ir separados por una coma y el segundo indica el nu´mero dedecimales que deseamos conservar tras el redondeo.
>>> round(2.1451, 2) ↱
2.15
>>> round(2.1451, 3) ↱
2.145
>>> round(2.1451, 0) ↱
2.0
Estas funciones (y las que estudiaremos ma´s adelante) pueden formar parte de ex-presiones y sus argumentos pueden, a su vez, ser expresiones. Observa los siguientesejemplos:
>>> abs(-23) % int(7.3) ↱
2
>>> abs(round(-34.2765,1)) ↱
34.3
>>> str(float(str(2) * 3 + ’.123’)) + ’321’ ↱
222.123321
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 27 Calcula con una u´nica expresio´n el valor absoluto del redondeo de −3.2. (Elresultado es 3.0.)
· 28 Convierte (en una u´nica expresio´n) a una cadena el resultado de la divisio´n5011/10000 redondeado con 3 decimales.
· 29 ¿Que´ resulta de evaluar estas expresiones?
>>> str(2.1) + str(1.2) ↱
>>> int(str(2) + str(3)) ↱
>>> str(int(12.3)) + ’0’ ↱
>>> int(’2’+’3’) ↱
>>> str(2 + 3) ↱
>>> str(int(2.1) + float(3)) ↱. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
2.7. Funciones definidas en mo´dulos
Python tambie´n proporciona funciones trigonome´tricas, logaritmos, etc., pero no esta´ndirectamente disponibles cuando iniciamos una sesio´n. Antes de utilizarlas hemos deindicar a Python que vamos a hacerlo. Para ello, importamos cada funcio´n de un mo´dulo.
2.7.1. El mo´dulo math
Empezaremos por importar la funcio´n seno (sin, del ingle´s ˂˂ sinus˃˃ ) del mo´dulo matema´tico(math):
>>> from math import sin ↱
Ahora podemos utilizar la funcio´n en nuestros ca´lculos:
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>>> sin(0) ↱
0.0
>>> sin(1) ↱
0.841470984808
Observa que el argumento de la funcio´n seno debe expresarse en radianes.Inicialmente Python no ˂˂ sabe˃˃ calcular la funcio´n seno. Cuando importamos una fun-cio´n, Python ˂˂aprende˃˃ su definicio´n y nos permite utilizarla. Las definiciones de funcionesresiden en mo´dulos. Las funciones trigonome´tricas residen en el mo´dulo matema´tico. Porejemplo, la funcio´n coseno, en este momento, es desconocida para Python.
>>> cos(0) ↱
Traceback (innermost last):
File "<stdin>", line 1, in ?
NameError: cos
Antes de usarla, es necesario importarla del mo´dulo matema´tico:
>>> from math import cos ↱
>>> cos(0) ↱
1.0
En una misma sentencia podemos importar ma´s de una funcio´n. Basta con separarsus nombres con comas:
>>> from math import sin, cos ↱
Puede resultar tedioso importar un gran nu´mero de funciones y variables de un mo´dulo.Python ofrece un atajo: si utilizamos un asterisco, se importan todos los elementos de unmo´dulo. Para importar todas las funciones del mo´dulo math escribimos:
>>> from math import * ↱
As´ı de fa´cil. De todos modos, no resulta muy aconsejable por dos razones:Al importar elemento a elemento, el programa gana en legibilidad, pues sabemosde do´nde proviene cada identificador.Si hemos definido una variable con un nombre determinado y dicho nombre coincidecon el de una funcio´n definida en un mo´dulo, nuestra variable sera´ sustituida por lafuncio´n. Si no sabes todos los elementos que define un mo´dulo, es posible que estacoincidencia de nombre tenga lugar, te pase inadvertida inicialmente y te llevesuna sorpresa cuando intentes usar la variable.He aqu´ı un ejemplo del segundo de los problemas indicados:
>>> pow = 1 ↱
>>> from math import * ↱
>>> pow += 1 ↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
TypeError: unsupported operand type(s) for +=: ’builtin_function_or_method’
and ’int’
Python se queja de que intentamos sumar un entero y una funcio´n. Efectivamente,hay una funcio´n pow en el mo´dulo math. Al importar todo el contenido de math, nuestravariable ha sido ˂˂machacada˃˃ por la funcio´n.Te presentamos algunas de las funciones que encontrara´s en el mo´dulo matema´tico:
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Evitando las coincidenciasPython ofrece un modo de evitar el problema de las coincidencias: importar so´lo elmo´dulo.
>>> import math ↱
De esta forma, todas las funciones del mo´dulo math esta´n disponibles, pero usandoel nombre del mo´dulo y un punto como prefijo:
>>> import math ↱
>>> print math.sin(0) ↱
0.0
sin(x) Seno de x , que debe estar expresado en radianes.cos(x) Coseno de x , que debe estar expresado en radianes.tan(x) Tangente de x , que debe estar expresado en radianes.exp(x) El nu´mero e elevado a x .ceil(x) Redondeo hacia arriba de x (en ingle´s, ˂˂ ceiling˃˃ significa techo).floor(x) Redondeo hacia abajo de x (en ingle´s, ˂˂floor˃˃ significa suelo).log(x) Logaritmo natural (en base e) de x .log10(x) Logaritmo decimal (en base 10) de x .sqrt(x) Ra´ız cuadrada de x (del ingle´s ˂˂ square root˃˃ ).En el mo´dulo matema´tico se definen, adema´s, algunas constantes de intere´s:
>>> from math import pi, e ↱
>>> pi ↱
3.1415926535897931
>>> e ↱
2.7182818284590451
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 30 ¿Que´ resultados se obtendra´n al evaluar las siguientes expresiones Python? Cal-cula primero a mano el valor resultante de cada expresio´n y comprueba, con la ayuda delordenador, si tu resultado es correcto.a) int(exp(2 * log(3)))
b) round(4*sin(3 * pi / 2))
c) abs(log10(.01) * sqrt(25))
d) round(3.21123 * log10(1000), 3). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
2.7.2. Otros mo´dulos de intere´s
Existe un gran nu´mero de mo´dulos, cada uno de ellos especializado en un campo de apli-cacio´n determinado. Precisamente, una de las razones por las que Python es un lenguajepotente y extremadamente u´til es por la gran coleccio´n de mo´dulos con que se distribuye.Hay mo´dulos para el disen˜o de aplicaciones para web, disen˜o de interfaces de usua-rio, compresio´n de datos, criptograf´ıa, multimedia, etc. Y constantemente aparecen nuevosmo´dulos: cualquier programador de Python puede crear sus propios mo´dulos, an˜adiendo
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Precisio´n de los flotantesHemos dicho que los argumentos de las funciones trigonome´tricas deben expresarse enradianes. Como sabra´s, sen(pi) = 0. Veamos que´ opina Python:
>>> from math import sin, pi ↱
>>> sin(pi) ↱
1.2246063538223773e-16
El resultado que proporciona Python no es cero, sino un nu´mero muy pro´ximo a cero:0.00000000000000012246063538223773. ¿Se ha equivocado Python? No exactamente. Yadijimos antes que los nu´meros flotantes tienen una precisio´n limitada. El nu´mero pi esta´definido en el mo´dulo matema´tico como 3.1415926535897931, cuando en realidad poseeun nu´mero infinito de decimales. As´ı pues, no hemos pedido exactamente el ca´lculo delseno de pi, sino el de un nu´mero pro´ximo, pero no exactamente igual. Por otra parte, elmo´dulo matema´tico hace ca´lculos mediante algoritmos que pueden introducir errores enel resultado.
as´ı funciones que simplifican la programacio´n en un a´mbito cualquiera y ponie´ndolasa disposicio´n de otros programadores. Nos limitaremos a presentarte ahora unas pocasfunciones de un par de mo´dulos interesantes.Vamos con otro mo´dulo importante: sys (sistema), el mo´dulo de ˂˂ sistema˃˃ (sys esuna abreviatura del ingle´s ˂˂ system˃˃ ). Este mo´dulo contiene funciones que acceden alsistema operativo y constantes dependientes del computador. Una funcio´n importante esexit , que aborta inmediatamente la ejecucio´n del inte´rprete (en ingle´s significa ˂˂ salir˃˃ ).La variable maxint , tambie´n definida en sys, contiene el nu´mero entero ma´s grande conel que se puede trabajar, y la variable version, indica con que´ versio´n de Python estamostrabajando:
>>> from sys import maxint, version ↱
>>> maxint ↱
2147483647
>>> version ↱
’2.3 (#1, Aug 2 2003, 09:00:57) \n[GCC 3.3]’
¡Ojo! Con esto no queremos decirte que la funcio´n version o el valor predefinido maxintsean importantes y que debas aprender de memoria su nombre y cometido, sino que losmo´dulos de Python contienen centenares de funciones u´tiles para diferentes cometidos. Unbuen programador Python sabe manejarse con los mo´dulos. Existe un manual de referenciaque describe todos los mo´dulos esta´ndar de Python. Lo encontrara´s con la documentacio´nPython bajo el nombre ˂˂Library reference˃˃ (en ingle´s significa ˂˂ referencia de biblioteca˃˃ )y podra´s consultarla con un navegador web.8.
2.8. Me´todos
Los datos de ciertos tipos permiten invocar unas funciones especiales: los denominados
˂˂me´todos˃˃ . De los que ya conocemos, so´lo las cadenas permiten invocar me´todos sobreellas.Un me´todo permite, por ejemplo, obtener una versio´n en minu´sculas de la cadenasobre la que se invoca:
8 En una instalacio´n Linux lo encontrara´s en file:/usr/doc/python/html/index.html (aunque di-ferentes distribuciones lo pueden albergar en otro lugar). Si esta´s trabajando en un ordenador con acceso aInternet, prueba con http://www.python.org/python/doc/2.3/lib/lib.html.
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>>> cadena = ’Un␣EJEMPLO␣de␣Cadena’ ↱
>>> cadena.lower() ↱
’un ejemplo de cadena’
>>> ’OTRO␣EJEMPLO’.lower() ↱
’otro ejemplo’
La sintaxis es diferente de la propia de una llamada a funcio´n convencional. Lo primeroque aparece es el propio objeto sobre el se efectu´a la llamada. El nombre del me´todo sesepara del objeto con un punto. Los pare´ntesis abierto y cerrado al final son obligatorios.Existe otro me´todo, upper (˂˂uppercase˃˃ , en ingle´s, significa ˂˂mayu´sculas˃˃ ), que pasatodos los caracteres a mayu´sculas.
>>> ’Otro␣ejemplo’.upper() ↱
’OTRO EJEMPLO’
Y otro, title que pasa la inicial de cada palabra a mayu´sculas. Te preguntara´s para que´puede valer esta u´ltima funcio´n. Imagina que has hecho un programa de recogida de datosque confecciona un censo de personas y que cada individuo introduce personalmente sunombre en el ordenador. Es muy probable que algunos utilicen so´lo mayu´sculas y otrosmayu´sculas y minu´sculas. Si aplicamos title a cada uno de los nombres, todos acabara´nen un formato u´nico:
>>> ’PEDRO␣F.␣MAS’.title() ↱
’Pedro F. Mas’
>>> ’Juan␣CANO’.title() ↱
’Juan Cano’
Algunos me´todos aceptan para´metros. El me´todo replace, por ejemplo, recibe comoargumento dos cadenas: un patro´n y un reemplazo. El me´todo busca el patro´n en lacadena sobre la que se invoca el me´todo y sustituye todas sus apariciones por la cadenade reemplazo.
>>> ’un␣pequen˜o␣ejemplo’.replace(’pequen˜o’, ’gran’) ↱
’un gran ejemplo’
>>> una_cadena = ’abc’.replace(’b’, ’-’) ↱
>>> una_cadena ↱
’a-c’
Conforme vayamos presentando nuevos tipos de datos y profundizando en nuestroconocimiento de las cadenas, ira´s conociendo nuevos me´todos.
Cadenas, me´todos y el mo´dulo stringLos me´todos de las cadenas fueron funciones de mo´dulos en versiones antiguas dePython. Para pasar una cadena a mayu´sculas, por ejemplo, hab´ıa que hacer lo siguiente:
>>> from string import upper ↱
>>> upper(’Otro␣ejemplo’) ↱
’OTRO EJEMPLO’
Y au´n puedes hacerlo as´ı, aunque resulta ma´s co´modo usar me´todos. El mo´dulo stringsigue ofreciendo esas funciones para garantizar la compatibilidad de los programasescritos hace tiempo con las nuevas versiones de Python.
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Cap´ıtulo 3
Programas
¡Querida, realmente tengo que conseguir un la´piz ma´s fino! No puedo enabsoluto manejar e´ste: escribe todo tipo de cosas, sin que yo se las dicte.
LEWIS CARROLL, Alicia a trave´s del espejo.
Hasta el momento hemos utilizado Python en un entorno interactivo: hemos introducidoexpresiones (y asignaciones a variables) y Python las ha evaluado y ha proporcionadoinmediatamente sus respectivos resultados.Pero utilizar el sistema u´nicamente de este modo limita bastante nuestra capacidadde trabajo. En este tema aprenderemos a introducir secuencias de expresiones y asig-naciones en un fichero de texto y pedir a Python que las ejecute todas, una tras otra.Denominaremos programa al contenido del fichero de texto1.Puedes generar los ficheros con cualquier editor de texto. Nosotros utilizaremos unentorno de programacio´n: el entorno PythonG. Un entorno de programacio´n es un conjuntode herramientas que facilitan el trabajo del programador.
3.1. El entorno PythonG
El entorno de programacio´n PythonG es un programa escrito en Python u´til para es-cribir tus programas Python. Encontrara´s el programa PythonG en la direccio´n web
http://marmota.act.uji.es/MTP. Una vez lo hayas instalado, ejecuta el programa
pythong.py. En pantalla aparecera´ una ventana como la que se muestra en la figura 3.1.Puedes introducir expresiones en el entorno interactivo de PythonG, del mismo modo quehemos hecho al ejecutar el inte´rprete python desde un terminal.No nos demoremos ma´s y escribamos nuestro primer programa. En el menu´ Ficherohay una opcio´n llamada Nuevo. Al seleccionarla, se crea una ventana de edicio´n quesustituye al entorno interactivo. Entre la ventana y el menu´ aparecera´ una pestan˜a conel texto <ano´nimo> (figura 3.2). Puedes volver al inte´rprete interactivo en cualquier mo-mento haciendo clic en la pestan˜a <python>. Escribe el siguiente texto en la ventana
<ano´nimo>2:
<ano´nimo>
1 from math import pi
2
3 radio = 1
4 perimetro = 2 * pi * radio
1Tambie´n se suele denominar scripts a los programas Python.2No debes teclear los nu´meros de l´ınea que aparecen en el margen izquierdo de los programas. Losponemos u´nicamente para facilitar posteriores referencias a sus l´ıneas.
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Figura 3.1: El entorno de programacio´n PythonG. En la zona superior aparece una barrade menu´s. Bajo ella, a mano izquierda, un a´rea de trabajo en la que se muestra un entornointeractivo Python. En la zona derecha hay dos cuadros: el superior es una zona de dibujoy el inferior una consola de entrada/salida para los programas Python. El boto´n con laletra G permite ocultar/mostrar el a´rea de salida gra´fica.

 perimetro
Figura 3.2: Al escoger la opcio´n !" del menu´ 	 aparece una pestan˜a con el texto
 " y una ventana de edicio´n que oculta al inte´rprete de PythonG.
Guarda el texto que has escrito en un fichero denominado PLSURJUDPDS\ seleccio-nando la opcio´n 
! del menu´ 	.
!$%#%! 
$+ PLSURJUDPDS\
 from math import pi

	 radio ! 1

 perimetro ! 2  pi  radio

 perimetro
La opcio´n !   del menu´ #  te permite ejecutar el programa: selec-cio´nala. ¿Que´ ocurre? Nada. Aunque el programa se ha ejecutado, no vemos el resultadopor ninguna parte.Analicemos el programa paso a paso. La primera l´ınea de PLSURJUDPDS\ no producesalida alguna: se limita a importar la variable pi. La segunda l´ınea esta´ en blanco. Lasl´ıneas en blanco so´lo sirven para hacer ma´s legible el programa separando diferentespartes del mismo. La tercera define una variable llamada radio y le asigna el valor1, y ya vimos que las asignaciones no producen un resultado visible por pantalla. La
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Punto pyHay un convenio por el que los ficheros que contienen programas Python tienen ex-tensio´n py en su nombre. La extensio´n de un nombre de fichero son los caracteres delmismo que suceden al (u´ltimo) punto. Un fichero llamado ejemplo.py tiene extensio´n
py. La idea de las extensiones viene de antiguo y es un mero convenio. Puedes prescindirde e´l, pero no es conveniente. En entornos gra´ficos (como KDE, Gnome o MicrosoftWindows) la extensio´n se utiliza para determinar que´ icono va asociado al fichero y que´aplicacio´n debe arrancarse para abrir el fichero al hacer clic (o doble clic) en el mismo.
cuarta l´ınea tambie´n es una asignacio´n. La quinta l´ınea esta´ en blanco y la u´ltima esuna expresio´n (aunque muy sencilla). Cuando aparec´ıa una expresio´n en una l´ınea, elentorno interactivo mostraba el resultado de su evaluacio´n. Sin embargo, no ocurre lomismo ahora que trabajamos con un programa. Esta es una diferencia importante entre eluso interactivo de Python y la ejecucio´n de programas: la evaluacio´n de expresiones noproduce salida por pantalla en un programa. Entonces ¿co´mo veremos los resultados queproducen nuestros programas? Hemos de aprender a utilizar una nueva sentencia: print(en ingle´s, ˂˂ imprimir˃˃ ). En principio, se usa de este modo:print expresio´ny escribe en pantalla el resultado de evaluar la expresio´n.Modificamos el programa para que se lea as´ı:
miprograma.py miprograma.py
1 from math import pi
2
3 radio = 1
4 perimetro = 2 * pi * radio
5
6 print perimetroSi ejecutas ahora el programa aparecera´ el resultado en el cuadro inferior derecho.En ese cuadro aparece la salida de toda sentencia print, como se aprecia en la figura 3.3.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 31 Disen˜a un programa que, a partir del valor del lado de un cuadrado (3 metros),muestre el valor de su per´ımetro (en metros) y el de su a´rea (en metros cuadrados).(El per´ımetro debe darte 12 metros y el a´rea 9 metros cuadrados.)
· 32 Disen˜a un programa que, a partir del valor de la base y de la altura de un tria´ngulo(3 y 5 metros, respectivamente), muestre el valor de su a´rea (en metros cuadrados).Recuerda que el a´rea A de un tria´ngulo se puede calcular a partir de la base b y laaltura h como A = 12bh.
b
h
(El resultado es 7.5 metros cuadrados.)
· 33 Disen˜a un programa que, a partir del valor de los dos lados de un recta´ngulo (4 y6 metros, respectivamente), muestre el valor de su per´ımetro (en metros) y el de su a´rea(en metros cuadrados).(El per´ımetro debe darte 20 metros y el a´rea 24 metros cuadrados.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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TeclasEl editor de textos que integra el entorno PythonG puede manejarse de forma muysencilla con el rato´n y los menu´s. Muchas de las o´rdenes que puedes dar seleccionandola opcio´n de menu´ correspondiente tienen un atajo de teclado, es decir, una combinacio´nde teclas que te permite ejecutar la orden sin tener que coger el rato´n, desplazarte ala barra de menu´s, mantener el rato´n pulsado (o hacer clic) en uno de ellos y soltarel rato´n (o hacer un nuevo clic) en la opcio´n asociada a la orden. Si te acostumbras ausar los atajos de teclado, sera´s mucho ma´s productivo. Memorizarlos cuesta bastanteesfuerzo al principio, pero recompensa a medio y largo plazo.Te resumimos aqu´ı los atajos de teclado para las diferentes o´rdenes. Algunos atajosrequieren la pulsacio´n de cuatro teclas, bueno, de dos grupos de dos teclas que se pulsansimulta´neamente. Por ejemplo, para abrir un fichero has de pulsar C-x y, despue´s, C-f.Una secuencia doble como esa se indicara´ as´ı: C-x C-f.Nuevo fichero C-x C-n Abrir fichero C-x C-fGuardar C-x C-s Guardar como C-x C-wCerrar C-x k Salir C-x C-cDeshacer C-z Rehacer C-M-zCortar C-x Copiar C-cPegar C-v Buscar C-sReemplazar Esc % Ir a l´ınea nu´mero Esc gAumentar taman˜o letra C-+ Reducir taman˜o letra C--Ejecutar programa C-c C-c Abortar ejecucio´n C-c C-c
(Esc representa a la tecla de ˂˂ escape˃˃ (la tecla de la esquina superior izquierda en elteclado) y M (en C-M-z) a la tecla Alt, aunque es la inicial del te´rmino ˂˂meta˃˃ .)Hay otras combinaciones de teclas que resultan muy u´tiles y cuyas o´rdenes no sonaccesibles a trave´s de un menu´. Aqu´ı las tienes:
Ir a principio de l´ınea C-a Ir a final de l´ınea C-eAdelantar palabra C-→ Volver una palabra atra´s C-←Seleccionar S-<tecla de cursor>
(S es la tecla de mayu´sculas, que en ingle´s se llama ˂˂ shift˃˃ .)
Edicio´n de ficheros en el entorno UnixPuedes utilizar cualquier editor de texto para escribir programas Python.¡Ojo!, no debesusar un procesador de texto, es decir, el texto no debe tener formato (cambios de tipo-graf´ıa, de taman˜os de letra, etc.). Aplicaciones como el Microsoft Word s´ı dan formatoal texto. El bloc de notas de Microsoft Windows, por ejemplo, es un editor de textoapropiado para la programacio´n (aunque muy pobre).En Unix existe una gran variedad de editores de texto. Los ma´s utilizados son el viy el Emacs (o su variante XEmacs). Si has de usar un editor de texto, te recomendamoseste u´ltimo. XEmacs incorpora un modo de trabajo Python (python-mode) que facilitaenormemente la escritura de programas Python.Las combinaciones de teclas de PythonG se han definido para hacer fa´cil el trabajocon XEmacs, pues son ba´sicamente ide´nticas. De ese modo, no te resultara´ dif´ıcil alternarentre PythonG y XEmacs.
3.2. Ejecucio´n de programas desde la l´ınea de o´rdenes Unix
Una vez has escrito un programa es posible ejecutarlo directamente, sin entrar en elentorno PythonG. Si invocas al inte´rprete python seguido del nombre de un ficherodesde la l´ınea de o´rdenes Unix, no se iniciara´ una sesio´n con el inte´rprete interactivo,
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Figura 3.3: Programa de ca´lculo del per´ımetro. El resultado de la ejecucio´n se muestra enla consola (cuadro de la esquina inferior derecha).
sino que se ejecutara´ el programa contenido en el fichero en cuestio´n.Por ejemplo, si ejecutamos la orden python miprograma.py en la l´ınea de o´rdenestenemos el siguiente resultado:
$ python miprograma.py
↱
6.28318530718
A continuacio´n volvera´ a aparecer el prompt del inte´rprete de o´rdenes Unix pi-die´ndonos nuevas o´rdenes.
3.3. Entrada/salida
Los programas que hemos visto en la seccio´n anterior adolecen de un serio inconveniente:cada vez que quieras obtener resultados para unos datos diferentes debera´s editar elfichero de texto que contiene el programa.Por ejemplo, el siguiente programa calcula el volumen de una esfera a partir de suradio, que es de un metro:
volumen esfera 8.py volumen esfera.py
1 from math import pi
2
3 radio = 1
4 volumen = 4.0 / 3.0 * pi * radio ** 3
5
6 print volumen
Aqu´ı tienes el resultado de ejecutar el programa:
$ python volumen_esfera.py
↱
4.18879020479
Si deseas calcular ahora el volumen de una esfera de 3 metros de radio, debes editarel fichero que contiene el programa, yendo a la tercera l´ınea y cambia´ndola para que elprograma pase a ser e´ste:
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Ejecucio´n impl´ıcita del inte´rpreteNo es necesario llamar expl´ıcitamente al inte´rprete de Python para ejecutar los pro-gramas. En Unix existe un convenio que permite llamar al inte´rprete automa´ticamente:si la primera l´ınea del fichero de texto empieza con los caracteres #!, se asume que,a continuacio´n, aparece la ruta en la que encontrar el inte´rprete que deseamos utilizarpara ejecutar el fichero.Si, por ejemplo, nuestro inte´rprete Python esta´ en /usr/local/bin/python, elsiguiente fichero:
miprograma 5.py miprograma.py
1 #! /usr/local/bin/python
2
3 from math import pi
4
5 radio = 1
6 perimetro = 2 * pi * radio
7
8 print perimetro
adema´s de contener el programa, permitir´ıa invocar automa´ticamente al inte´rprete dePython. O casi. Nos faltar´ıa un u´ltimo paso: dar permiso de ejecucio´n al fichero. Sideseas dar permiso de ejecucio´n has de utilizar la orden Unix chmod. Por ejemplo,
$ chmod u+x miprograma.py
↱
da permiso de ejecucio´n al usuario propietario del fichero. A partir de ahora, para ejecutarel programa so´lo tendremos que escribir el nombre del fichero:
$ miprograma.py
↱
6.28318530718
Si quieres practicar, genera ficheros ejecutables para los programas de los u´ltimostres ejercicios.Ten en cuenta que, a veces, este procedimiento falla. En diferentes sistemas puedeque Python este´ instalado en directorios diferentes. Puede resultar ma´s pra´ctico sustituirla primera l´ınea por esta otra:
miprograma 6.py miprograma.py
1 #! /usr/bin/env python
2
3 from math import pi
4
5 radio = 1
6 perimetro = 2 * pi * radio
7
8 print perimetro
El programa env (que deber´ıa estar en /usr/bin en cualquier sistema) se encarga de
˂˂buscar˃˃ al programa python.
volumen esfera 9.py volumen esfera.py
1 from math import pi
2
3 radio = 3
4 volumen = 4.0 / 3.0 * pi * radio ** 3
5
6 print volumen
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Ahora podemos ejecutar el programa:
$ python volumen_esfera.py
↱
113.097335529
Y si ahora quieres calcular el volumen para otro radio, vuelta a empezar: abre elfichero con el editor de texto, ve a la tercera l´ınea, modifica el valor del radio y guardael fichero. No es el colmo de la comodidad.
3.3.1. Lectura de datos de teclado
Vamos a aprender a hacer que nuestro programa, cuando se ejecute, pida el valor delradio para el que vamos a efectuar los ca´lculos sin necesidad de editar el fichero deprograma.Hay una funcio´n predefinida, raw_input (en ingle´s significa ˂˂ entrada en bruto˃˃ ), quehace lo siguiente: detiene la ejecucio´n del programa y espera a que el usuario escriba untexto (el valor del radio, por ejemplo) y pulse la tecla de retorno de carro; en ese momentoprosigue la ejecucio´n y la funcio´n devuelve una cadena con el texto que tecleo´ el usuario.Si deseas que el radio sea un valor flotante, debes transformar la cadena devuelta porraw_input en un dato de tipo flotante llamando a la funcio´n float . La funcio´n float recibira´como argumento la cadena que devuelve raw_input y proporcionara´ un nu´mero en comaflotante. (Recuerda, para cuando lo necesites, que existe otra funcio´n de conversio´n, int ,que devuelve un entero en lugar de un flotante.) Por otra parte, raw_input es una funcio´ny, por tanto, el uso de los pare´ntesis que siguen a su nombre es obligatorio, inclusocuando no tenga argumentos.He aqu´ı el nuevo programa:
volumen esfera 10.py volumen esfera.py
1 from math import pi
2
3 texto_leido = raw_input()
4 radio = float(texto_leido)
5 volumen = 4.0 / 3.0 * pi * radio ** 3
6
7 print volumenEsta otra versio´n es ma´s breve:
volumen esfera 11.py volumen esfera.py
1 from math import pi
2
3 radio = float(raw_input())
4 volumen = 4.0 / 3.0 * pi * radio ** 3
5
6 print volumen
Al ejecutar el programa desde la l´ınea de o´rdenes Unix, el ordenador parece quedarbloqueado. No lo esta´: en realidad Python esta´ solicitando una entrada de teclado y espe-ra que se la proporcione el usuario. Si tecleas, por ejemplo, el nu´mero 3 y pulsas la teclade retorno de carro, Python responde imprimiendo en pantalla el valor 113.097335529.Puedes volver a ejecutar el programa y, en lugar de teclear el nu´mero 3, teclear cualquierotro valor; Python nos respondera´ con el valor del volumen de la esfera para un radioigual al valor que hayas tecleado.Pero el programa no es muy elegante, pues deja al ordenador bloqueado hasta queel usuario teclee una cantidad y no informa de que´ es exactamente esa cantidad. Vamos
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a hacer que el programa indique, mediante un mensaje, que´ dato desea que se teclee. Lafuncio´n raw_input acepta un argumento: una cadena con el mensaje que debe mostrar.Modifica el programa para que quede as´ı:
volumen esfera 12.py volumen esfera.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio:␣’))
4 volumen = 4.0 / 3.0 * pi * radio ** 3
5
6 print volumen
Ahora, cada vez que lo ejecutes, mostrara´ por pantalla el mensaje ˂˂Dame el radio:˃˃ ydetendra´ su ejecucio´n hasta que introduzcas un nu´mero y pulses el retorno de carro.
$ python volumen_esfera.py
↱
Dame el radio: 3
113.097335529
La forma de uso del programa desde PythonG es muy similar. Cuando ejecutas elprograma, aparece el mensaje ˂˂Dame el radio:˃˃ en la consola de entrada/salida y sedetiene la ejecucio´n (figura 3.4 (a)). El usuario debe teclear el valor del radio, que vaapareciendo en la propia consola (figura 3.4 (b)), y pulsar al final la tecla de retorno decarro. El resultado aparece a continuacio´n en la consola (figura 3.4 (c)).
(a) (b) (c)
Figura 3.4: Entrada/salida en la consola al ejecutar el programa volumen esfera.py.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 34 Disen˜a un programa que pida el valor del lado de un cuadrado y muestre el valorde su per´ımetro y el de su a´rea.(Prueba que tu programa funciona correctamente con este ejemplo: si el lado vale 1.1,el per´ımetro sera´ 4.4, y el a´rea 1.21.)
· 35 Disen˜a un programa que pida el valor de los dos lados de un recta´ngulo y muestreel valor de su per´ımetro y el de su a´rea.(Prueba que tu programa funciona correctamente con este ejemplo: si un lado mide 1y el otro 5, el per´ımetro sera´ 12.0, y el a´rea 5.0.)
· 36 Disen˜a un programa que pida el valor de la base y la altura de un tria´ngulo ymuestre el valor de su a´rea.(Prueba que tu programa funciona correctamente con este ejemplo: si la base es 10 yla altura 100, el a´rea sera´ 500.0.)
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· 37 Disen˜a un programa que pida el valor de los tres lados de un tria´ngulo y calculeel valor de su a´rea y per´ımetro.Recuerda que el a´rea A de un tria´ngulo puede calcularse a partir de sus tres lados,a, b y c, as´ı: A =√s(s− a)(s− b)(s− c), donde s = (a+ b+ c)/2.(Prueba que tu programa funciona correctamente con este ejemplo: si los lados miden3, 5 y 7, el per´ımetro sera´ 15.0 y el a´rea 6.49519052838.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
3.3.2. Ma´s sobre la sentencia print
Las cadenas pueden usarse tambie´n para mostrar textos por pantalla en cualquier mo-mento a trave´s de sentencias print.
volumen esfera 13.py volumen esfera.py
1 from math import pi
2
3 print ’Programa␣para␣el␣ca´lculo␣del␣volumen␣de␣una␣esfera.’
4
5 radio = float(raw_input(’Dame␣el␣radio:␣’))
6 volumen = 4.0 / 3.0 * pi * radio ** 3
7
8 print volumen
9 print ’Gracias␣por␣utilizar␣este␣programa.’
Cuando ejecutes este programa, f´ıjate en que las cadenas que se muestran con print noaparecen entrecomilladas. El usuario del programa no esta´ interesado en saber que leestamos mostrando datos del tipo cadena: so´lo le interesa el texto de dichas cadenas.Mucho mejor, pues, no mostrarle las comillas.Una sentencia print puede mostrar ma´s de un resultado en una misma l´ınea: bastacon separar con comas todos los valores que deseamos mostrar. Cada una de las comasse traduce en un espacio de separacio´n. El siguiente programa:
volumen esfera 14.py volumen esfera.py
1 from math import pi
2
3 print ’Programa␣para␣el␣ca´lculo␣del␣volumen␣de␣una␣esfera.’
4
5 radio = float(raw_input(’Dame␣el␣radio␣(en␣metros):␣’))
6 volumen = 4.0/3.0 * pi * radio ** 3
7
8 print ’Volumen␣de␣la␣esfera:’, volumen, ’metros␣cu´bicos’
hace que se muestre el texto ˂˂Volumen de la esfera:˃˃ , seguido del valor de la variablevolumen y acabado con ˂˂metros cu´bicos˃˃ . Observa que los elementos del u´ltimo printse separan entre s´ı por espacios en blanco:
Programa para el ca´lculo del volumen de una esfera.
Dame el radio (en metros): 2
El volumen de la esfera es de 33.5103216383 metros cu´bicos
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 38 El a´rea A de un tria´ngulo se puede calcular a partir del valor de dos de sus lados,a y b, y del a´ngulo θ que e´stos forman entre s´ı con la fo´rmula A = 12ab sin(θ). Disen˜a unprograma que pida al usuario el valor de los dos lados (en metros), el a´ngulo que estosforman (en grados), y muestre el valor del a´rea.
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a
b θ
(Ten en cuenta que la funcio´n sin de Python trabaja en radianes, as´ı que el a´nguloque leas en grados debera´s pasarlo a radianes sabiendo que pi radianes son 180 grados.Prueba que has hecho bien el programa introduciendo los siguientes datos: a = 1, b = 2,θ = 30; el resultado es 0.5.)
· 39 Haz un programa que pida al usuario una cantidad de euros, una tasa de intere´s yun nu´mero de an˜os. Muestra por pantalla en cua´nto se habra´ convertido el capital inicialtranscurridos esos an˜os si cada an˜o se aplica la tasa de intere´s introducida.Recuerda que un capital de C euros a un intere´s del x por cien durante n an˜os seconvierten en C · (1 + x/100)n euros.(Prueba tu programa sabiendo que una cantidad de 10 000 ¤ al 4.5% de intere´s anualse convierte en 24 117.14 ¤ al cabo de 20 an˜os.)
· 40 Haz un programa que pida el nombre de una persona y lo muestre en pantallarepetido 1000 veces, pero dejando un espacio de separacio´n entre aparicio´n y aparicio´ndel nombre. (Utiliza los operadores de concatenacio´n y repeticio´n.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Por lo visto hasta el momento, cada print empieza a imprimir en una nueva l´ınea.Podemos evitarlo si el anterior print finaliza en una coma. F´ıjate en este programa:
volumen esfera.py volumen esfera.py
1 from math import pi
2
3 print ’Programa␣para␣el␣ca´lculo␣del␣volumen␣de␣una␣esfera.’
4
5 radio = float(raw_input(’Dame␣el␣radio␣(en␣metros):␣’))
6 volumen = 4.0/3.0 * pi * radio ** 3
7
8 print ’Volumen␣de␣la␣esfera:’,
9 print volumen, ’metros␣cu´bicos’
La penu´ltima l´ınea es una sentencia print que finaliza en una coma. Si ejecutamos elprograma obtendremos un resultado absolutamente equivalente al de la versio´n anterior:
Programa para el ca´lculo del volumen de una esfera.
Dame el radio (en metros): 2
El volumen de la esfera es de 33.5103216383 metros cu´bicos
Ocurre que cada print imprime, en principio, un cara´cter especial denominado ˂˂nueval´ınea˃˃ , que hace que el cursor (la posicio´n en la que se escribe la salida por pantalla encada instante) se desplace a la siguiente l´ınea. Si print finaliza en una coma, Python noimprime el cara´cter ˂˂nueva l´ınea˃˃ , as´ı que el cursor no se desplaza a la siguiente l´ınea.El siguiente print, pues, imprimira´ inmediatamente a continuacio´n, en la misma l´ınea.
3.3.3. Salida con formato
Con la sentencia print podemos controlar hasta cierto punto la apariencia de la salida.Pero no tenemos un control total:
Cada coma en la sentencia print hace que aparezca un espacio en blanco en lapantalla. ¿Y si no deseamos que aparezca ese espacio en blanco?
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Cada nu´mero ocupa tantas ˂˂ casillas˃˃ de la pantalla como caracteres tiene. Porejemplo, el nu´mero 2 ocupa una casilla, y el nu´mero 2000, cuatro. ¿Y si queremosque todos los nu´meros ocupen el mismo nu´mero de casillas?Python nos permite controlar con absoluta precisio´n la salida por pantalla. Para ellohemos de aprender un nuevo uso del operador %. Estudia detenidamente este programa:
potencias 1.py potencias.py
1 numero = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, 2, numero ** 2)
4 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, 3, numero ** 3)
5 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, 4, numero ** 4)
6 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, 5, numero ** 5)
Cada una de las cuatro u´ltimas l´ıneas presenta este aspecto:
print cadena % (valor, valor, valor)
La cadena es especial, pues tiene unas marcas de la forma %d. ¿Tienen algu´n signifi-cado? Despue´s de la cadena aparece el operador %, que hemos visto en el tema anteriorcomo operador de enteros o flotantes, pero que aqu´ı combina una cadena (a su izquierda)con una serie de valores (a su derecha). ¿Que´ hace en este caso?Para entender que´ hacen las cuatro u´ltimas l´ıneas, ejecutemos el programa:
Dame un nu´mero: 3
3 elevado a 2 es 9
3 elevado a 3 es 27
3 elevado a 4 es 81
3 elevado a 5 es 243
Cada marca de formato %d en la cadena ’%d␣elevado␣a␣%d␣es␣%d’ ha sido sus-tituida por un nu´mero entero. El fragmento %d significa ˂˂aqu´ı va un nu´mero entero˃˃ .¿Que´ nu´mero? El que resulta de evaluar cada una de las tres expresiones que aparecenseparadas por comas y entre pare´ntesis a la derecha del operador %.
’ %d elevado a %d es %d ’ % ( numero , 2 , numero ** 2 )
No so´lo podemos usar el operador % en cadenas que vamos a imprimir con print: elresultado es una cadena y se puede manipular como cualquier otra:
>>> x = 2 ↱
>>> print ’nu´mero␣%d␣y␣nu´mero␣%d’ % (1, x) ↱
nu´mero 1 y nu´mero 2
>>> a = ’nu´mero␣%d␣y␣nu´mero␣%d’ % (1, x) ↱
>>> a ↱
’nu´mero 1 y nu´mero 2’
>>> print (’nu´mero␣%d␣y␣nu´mero␣%d’ % (1, x)).upper() ↱
NU´MERO 1 Y NU´MERO 2
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 41 ¿Que´ mostrara´ por pantalla este programa?
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1 print ’%d’ % 1
2 print ’%d␣%d’ % (1, 2)
3 print ’%d%d’ % (1, 2)
4 print ’%d,␣%d’ % (1, 2)
5 print 1, 2
6 print ’%d␣2’ % 1
· 42 Un alumno inquieto ha experimentado con las marcas de formato y el me´todoupper y ha obtenido un resultado sorprendente:
>>> print (’nu´mero␣%d␣y␣nu´mero␣%d’ % (1, 2)).upper() ↱
NU´MERO 1 Y NU´MERO 2
>>> print ’nu´mero␣%d␣y␣nu´mero␣%d’.upper() % (1, 2) ↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
ValueError: unsupported format character ’D’ (0x44) at index 8
¿Que´ crees que ha pasado?(Nota: Aunque experimentar conlleva el riesgo de equivocarse, no podemos enfatizarsuficientemente cua´n importante es para que asimiles las explicaciones. Probarlo todo,cometer errores, reflexionar sobre ellos y corregirlos es uno de los mejores ejerciciosimaginables.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Vamos a modificar ligeramente el programa:
potencias.py potencias.py
1 numero = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 print ’%d␣elevado␣a␣%d␣es␣%4d’ % (numero, 2, numero ** 2)
4 print ’%d␣elevado␣a␣%d␣es␣%4d’ % (numero, 3, numero ** 3)
5 print ’%d␣elevado␣a␣%d␣es␣%4d’ % (numero, 4, numero ** 4)
6 print ’%d␣elevado␣a␣%d␣es␣%4d’ % (numero, 5, numero ** 5)
El tercer %d de cada l´ınea ha sido sustituido por un %4d. Veamos que´ ocurre alejecutar el nuevo programa:
Dame un nu´mero: 3
3␣elevado␣a␣2␣es␣␣␣␣9
3␣elevado␣a␣3␣es␣␣␣27
3␣elevado␣a␣4␣es␣␣␣81
3␣elevado␣a␣5␣es␣␣243
Los nu´meros enteros que ocupan la tercera posicio´n aparecen alineados a la derecha.El fragmento %4d significa ˂˂aqu´ı va un entero que representare´ ocupando 4 casillas˃˃ . Siel nu´mero entero tiene 4 o menos d´ıgitos, Python lo representa dejando delante de e´l losespacios en blanco que sea menester para que ocupe exactamente 4 espacios. Si tienema´s de 4 d´ıgitos, no podra´ cumplir con la exigencia impuesta, pero seguira´ representandoel nu´mero entero correctamente.Hagamos la prueba. Ejecutemos de nuevo el mismo programa, pero introduciendo otronu´mero:
Dame un nu´mero: 7
7␣elevado␣a␣2␣es␣␣␣49
7␣elevado␣a␣3␣es␣␣343
7␣elevado␣a␣4␣es␣2401
7␣elevado␣a␣5␣es␣16807
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¿Ves? El u´ltimo nu´mero tiene cinco d´ıgitos, as´ı que ˂˂ se sale˃˃ por el margen derecho.Las cadenas con marcas de formato como %d se denominan cadenas con formato y eloperador % a cuya izquierda hay una cadena con formato es el operador de formato.Las cadenas con formato son especialmente u´tiles para representar adecuadamentenu´meros flotantes. F´ıjate en el siguiente programa:
area con formato.py area con formato.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio:␣’))
4 area = pi*radio**2
5
6 print ’El␣a´rea␣de␣un␣cı´rculo␣de␣radio␣%f␣es␣%f’ % (radio, area)
7 print ’El␣a´rea␣de␣un␣cı´rculo␣de␣radio␣%6.3f␣es␣%6.3f’ % (radio, area)
Ejecutemos el programa:
Dame el radio: 2
El a´rea de un cı´rculo de radio 2.000000 es 12.566371
El a´rea de un cı´rculo de radio 2.000 es 12.566
Observa: la marca %f indica que ah´ı aparecera´ un flotante. Podemos meter un nu´merocon decimales entre el % y la f. ¿Que´ significa? Indica cua´ntas casillas deseamos queocupe el flotante (parte entera del nu´mero entre la % y la f) y, de ellas, cua´ntas queremosque ocupen los nu´meros decimales (parte decimal del mismo nu´mero).Hemos visto que hay marcas de formato para enteros y flotantes. Tambie´n hay unamarca para cadenas: %s. El siguiente programa lee el nombre de una persona y la saluda:
saluda 3.py saluda.py
1 nombre = raw_input(’Tu␣nombre:␣’)
2 print ’Hola,␣%s.’ % (nombre)
Probemos el programa:
Tu nombre: Juan
Hola, Juan.
¡Ah! Los pare´ntesis en el argumento de la derecha del operador de formato sonopcionales si so´lo se le pasa un valor. Esta nueva versio´n del programa es equivalente:
saluda 4.py saluda.py
1 nombre = raw_input(’Tu␣nombre:␣’)
2 print ’Hola,␣%s.’ % nombre
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 43 ¿Que´ pequen˜a diferencia hay entre el programa saluda.py y este otro cuandolos ejecutamos?
saluda2.py
1 nombre = raw_input(’Tu␣nombre:␣’)
2 print ’Hola,’, nombre, ’.’
· 44 La marca %s puede representar cadenas con un nu´mero fijo de casillas. A la vistade co´mo se pod´ıa expresar esta caracter´ıstica en la marca de enteros %d, ¿sabr´ıas comoindicar que deseamos representar una cadena que ocupa 10 casillas?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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3.4. Legibilidad de los programas
Los programas que estamos disen˜ando son bastante sencillos. No ocupan ma´s alla´ detres o cuatro l´ıneas y siempre presentan una misma estructura:
Piden el valor de una serie de datos (mediante raw_input).
Efectu´an unos ca´lculos con ellos.
Muestran el resultado de los ca´lculos (con print).
Estos programas son fa´ciles de leer y, en cierto modo, autoexplicativos.F´ıjate en este programa y trata de descifrar que´ hace:
ilegible.py ilegible.py
1 h = float(raw_input(’Dame␣h:␣’))
2 v = float(raw_input(’y␣v:␣’))
3 z = h * v
4 print ’Resultado␣1␣%6.2f’ % z
5 v = 2 * h + v + v
6 print ’Resultado␣2␣%6.2f’ % v
Mmmm. . . no esta´ muy claro, ¿verdad? Podemos entender que´ hace el programa l´ıneaa l´ınea, pero es dif´ıcil captar su propo´sito.Ahora trata de leer este otro.
legible.py legible.py
1 print ’Programa␣para␣el␣ca´lculo␣del␣perı´metro␣y␣el␣a´rea␣de␣un␣recta´ngulo.’
2
3 altura = float(raw_input(’Dame␣la␣altura␣(en␣metros):␣’))
4 anchura = float(raw_input(’Dame␣la␣anchura␣(en␣metros):␣’))
5
6 area = altura * anchura
7 perimetro = 2 * altura + 2 * anchura
8
9 print ’El␣perı´metro␣es␣de␣%6.2f␣metros.’ % perimetro
10 print ’El␣a´rea␣es␣de␣%6.2f␣metros␣cuadrados.’ % area
Sencillo, ¿verdad? Hemos separado visualmente cuatro zonas con la ayuda de l´ıneasen blanco. En la primera l´ınea se anuncia el cometido del programa. En las dos siguientesl´ıneas no blancas se pide el valor de dos datos y el nombre de las variables en los que losalmacenamos ya sugiere que´ son esos datos. A continuacio´n, se efectu´an unos ca´lculos.Tambie´n en este caso el nombre de las variables ayuda a entender que´ significan losresultados obtenidos. Finalmente, en las dos u´ltimas l´ıneas del programa se muestran losresultados por pantalla. Evidentemente, el programa pide la altura y la anchura de unrecta´ngulo y calcula su per´ımetro y a´rea, valores que muestra a continuacio´n.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 45 Disen˜a un programa que solicite el radio de una circunferencia y muestre su a´reay per´ımetro con so´lo 2 decimales.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
3.4.1. Algunas claves para aumentar la legibilidad
¿Por que´ uno de los programas ha resultado ma´s sencillo de leer que el otro?
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ilegible.py usa nombres arbitrarios y breves para las variables, mientras que
legible.py utiliza identificadores representativos y tan largos como sea necesa-rio. El programador de ilegible.py pensaba ma´s en teclear poco que en hacercomprensible el programa.
ilegible.py no tiene una estructura clara: mezcla ca´lculos con impresio´n de resul-tados. En su lugar, legible.py diferencia claramente zonas distintas del programa(lectura de datos, realizacio´n de ca´lculos y visualizacio´n de resultados) y llega ausar marcas visuales como las l´ıneas en blanco para separarlas. Probablemente elprogramador de ilegible.py escrib´ıa el programa conforme se le iban ocurrien-do cosas. El programador de legible.py ten´ıa claro que´ iba a hacer desde elprincipio: planifico´ la estructura del programa.
ilegible.py utiliza fo´rmulas poco frecuentes para realizar algunos de los ca´lculos:la forma en que calcula el per´ımetro es va´lida, pero poco ortodoxa. Por contra,
legible.py utiliza formas de expresio´n de los ca´lculos que son esta´ndar. El pro-gramador de ilegible.py deber´ıa haber pensado en los convenios a la hora deutilizar fo´rmulas.Los mensajes de ilegible.py, tanto al pedir datos como al mostrar resultados, sonde pe´sima calidad. Un usuario que se enfrenta al programa por primera vez tendra´serios problemas para entender que´ se le pide y que´ se le muestra como resultado.El programa legible.py emplea mensajes de entrada/salida muy informativos.Seguro que el programador de ilegible.py pensaba que e´l ser´ıa el u´nico usuariode su programa.La legibilidad de los programas es clave para hacerlos pra´cticos. ¿Y por que´ querr´ıaun programador leer programas ya escritos? Por varias razones. He aqu´ı algunas:Es posible que el programa se escribiera hace unas semanas o meses (o inclusoan˜os) y ahora se desee modificar para extender su funcionalidad. Un programalegible nos permitira´ ponernos mano a la obra ra´pidamente.Puede que el programa contenga errores de programacio´n y deseemos detectarlos ycorregirlos. Cuanto ma´s legible sea el programa, ma´s fa´cil y ra´pido sera´ depurarlo.O puede que el programa lo haya escrito un programador de la empresa que ya noesta´ trabajando en nuestro equipo. Si nos encargan trabajar sobre ese programa,nos gustar´ıa que el mismo estuviera bien organizado y fuera fa´cilmente legible.3Atenerte a la reglas usadas en legible.py sera´ fundamental para hacer legibles tusprogramas.
3.4.2. Comentarios
Dentro de poco empezaremos a realizar programas de mayor envergadura y con muchamayor complicacio´n. Incluso observando las reglas indicadas, va a resultar una tareaardua leer un programa completo.Un modo de aumentar la legibilidad de un programa consiste en intercalar comentariosque expliquen su finalidad o que aclaren sus pasajes ma´s oscuros.Como esos comentarios so´lo tienen por objeto facilitar la legibilidad de los programaspara los programadores, pueden escribirse en el idioma que desees. Cuando el inte´rpretePython ve un comentario no hace nada con e´l: lo omite. ¿Co´mo le indicamos al inte´rprete
3Si e´ste es tu libro de texto, mı´ralo desde un lado ˂˂acade´micamente pragma´tico˃˃ : si tus programas hande ser evaluados por un profesor, ¿que´ calificacio´n obtendra´s si le dificultas enormemente la lectura? ;-)
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que cierto texto es un comentario? Necesitamos alguna marca especial. Los comentariosPython se inician con el s´ımbolo # (que se lee ˂˂almohadilla˃˃ ): todo texto desde la al-mohadilla hasta el final de la l´ınea se considera comentario y, en consecuencia, es omitidopor Python.He aqu´ı un programa con comentarios:
rectangulo.py rectangulo.py
1 # Programa: rectangulo.py
2 # Propo´sito: Calcula el per´ımetro y el a´rea de un recta´ngulo a partir
3 # de su altura y anchura.
4 # Autor: John Cleese
5 # Fecha: 1/1/2001
6
7 # Peticio´n de los datos (en metros)
8 altura = float(raw_input(’Dame␣la␣altura␣(en␣metros):␣’))
9 anchura = float(raw_input(’Dame␣la␣anchura␣(en␣metros):␣’))
10
11 # Ca´lculo del a´rea y del per´ımetro
12 area = altura * anchura
13 perimetro = 2 * altura + 2 * anchura
14
15 # Impresio´n de resultados por pantalla
16 print ’El␣perı´metro␣es␣de␣%6.2f␣metros’ % perimetro # so´lo dos decimales.
17 print ’El␣a´rea␣es␣de␣%6.2f␣metros␣cuadrados’ % areaObserva que hemos puesto comentarios:en la cabecera del programa, comentando el nombre del programa, su propo´sito, elautor y la fecha;al principio de cada una de las ˂˂grandes zonas˃˃ del programa, indicando que´ sehace en ellas;y al final de una de las l´ıneas (la penu´ltima), para comentar alguna peculiaridadde la misma.Es buena pra´ctica que ˂˂ comentes˃˃ tus programas. Pero ten presente que no hayreglas fijas que indiquen cua´ndo, do´nde y co´mo comentar los programas: las que acabesadoptando formara´n parte de tu estilo de programacio´n.
3.5. Gra´ficos
Todos los programas que te hemos presentado utilizan el teclado y la pantalla en ˂˂modotexto˃˃ para interactuar con el usuario. Sin embargo, esta´s acostumbrado a interactuar conel ordenador mediante un terminal gra´fico y usando, adema´s del teclado, el rato´n. En esteapartado vamos a introducir brevemente las capacidades gra´ficas del entorno PythonG.En el ape´ndice B se resumen las funciones que presentamos en este y otros apartados.Inicia el entorno PythonG y vera´s que hay un cuadrado en blanco en la zona superiorderecha. Es la ventana gra´fica o lienzo. Todos los elementos gra´ficos que produzcan tusprogramas se mostrara´n en ella. La esquina inferior izquierda de la ventana gra´fica tienecoordenadas (0, 0), y la esquina superior derecha, coordenadas (1000, 1000).Nuestro primer programa gra´fico es muy sencillo: dibuja una l´ınea en el lienzo queva del punto (100, 100) al punto (900, 900). La funcio´n create_line dibuja una l´ınea enpantalla. Debes suministrarle cuatro valores nume´ricos: las coordenadas del punto inicialy las del punto final de la recta:
una recta.py una recta.py
1 create_line(100,100, 900,900)
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Ejecuta el programa. Obtendra´s la salida que se muestra en la figura 3.5.
Figura 3.5: Programa que dibuja una recta en la ventana gra´fica del entorno PythonG.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 46 Dibuja esta figura. (Te indicamos las coordenadas de las esquinas inferior iz-quierda y superior derecha.)
(100, 100)
(900, 900)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Adema´s de l´ıneas rectas, puedes dibujar otros elementos gra´ficos. He aqu´ı una relacio´nde las funciones de creacio´n de elementos gra´ficos que te ofrece PythonG:create_point(x, y): dibuja un punto en (x, y).
(x, y)
create_line(x1, y1, x2, y2): dibuja una l´ınea de (x1, y1) a (x2, y2).
(x1, y1)
(x2, y2)
create_circle(x, y, radio): dibuja una circunferencia con centro en (x, y) y radioradio.
(x, y)radio
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create_rectangle(x1, y1, x2, y2): dibuja un recta´ngulo con esquinas opuestas en(x1, y1) y (x2, y2).
(x1, y1)
(x2, y2)
create_text(x, y, cadena, taman˜o, anclaje): dibuja el texto cadena en el punto(x, y). El para´metro taman˜o expresa el taman˜o del tipo de letra en puntos. Un valorrazonable para las fuentes es 10 o 12 puntos. El u´ltimo para´metro, anclaje, indica siel texto se ˂˂ancla˃˃ al punto (x, y) por el centro (’CENTER’), por la esquina superiorizquierda (’NW’), inferior izquierda (’SW’), etc. Esta figura muestra los puntos deanclaje y la cadena que hemos de suministrar como para´metro:
Una cadena anclada
’N’
’S’
’E’’W’
’NE’’NW’
’SE’’SW’
’CENTER’
Por ejemplo, create_text(100, 100, ’Hola’, 10, ’NE’) dibuja en pantalla el texto
˂˂Hola˃˃ anclando la esquina superior derecha en las coordenadas (100, 100).
Hola
(100, 100)
create_filled_circle(x, y, radio): dibuja un c´ırculo relleno (de color negro) concentro en (x, y) y radio radio.
create_filled_rectangle(x1, y1, x2, y2): dibuja un recta´ngulo relleno (de colornegro) con esquinas opuestas en (x1, y1) y (x2, y2).
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 47 Dibuja esta figura.
Los tres c´ırculos conce´ntricos tienen radios 100, 200 y 300, respectivamente.
· 48 Dibuja esta figura.
a
b
c
d
Los tres c´ırculos conce´ntricos tienen radios 100, 200 y 300, respectivamente.
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Has de saber que todas las funciones de creacio´n de elementos gra´ficos aceptan unpara´metro opcional: una cadena que puede tomar el valor ’white’ (blanco), ’black’(negro), ’red’ (rojo), ’blue’ (azul), ’green’ (verde), ’yellow’ (amarillo), ’cyan’ (cia´n)o ’magenta’ (magenta). Con ese para´metro se indica el color del elemento. Si se omite,toma el valor por defecto ’black’.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 49 Dibuja esta figura.
a
b
c
d
(Hemos usado los colores amarillo y magenta para las l´ıneas rectas, verde y azul paralos c´ırculos y negro para las letras.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Vamos a hacer un primer programa con salida gra´fica y que presente cierta utilidad: unprograma que muestra el porcentaje de suspensos, aprobados, notables y sobresalientesde una asignatura mediante un ˂˂gra´fico de pastel˃˃ . He aqu´ı un ejemplo de gra´fico comoel que deseamos para una tasa de suspensos del 10%, un 20% de aprobados, un 40% denotables y un 30% de sobresalientes:
Sus (10 %)
Apr (20 %)
Not (40 %)
Sob (30 %)
Empecemos. El c´ırculo resulta fa´cil: tendra´ centro en (500, 500) y su radio sera´ de500 unidades. As´ı conseguimos que ocupe la mayor proporcio´n posible de pantalla.
pastel 8.py pastel.py
1 create_circle(500,500, 500)Mejor vamos a independizar relativamente el programa del centro y radio de la cir-cunferencia:
pastel 9.py pastel.py
1 x = 500
2 y = 500
3 radio = 500
4 create_circle(x, y, radio)De este modo, cambiar la ubicacio´n o el taman˜o del gra´fico de pastel resultara´ sencillo.Sigamos. Vamos a dibujar el corte de las personas que han suspendido, o sea, nuestroobjetivo ahora es conseguir este dibujo:
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Hemos de dibujar dos l´ıneas. La l´ınea horizontal es muy sencilla: parte de (x, y) yllega a (x + radio, y):
pastel 10.py pastel.py
1 x = 500
2 y = 500
3 radio = 500
4 create_circle(x, y, radio)
5 create_line(x, y, x+radio, y)La segunda l´ınea es ma´s complicada. ¿Que´ coordenadas tiene el punto (x1, y1) deesta figura:
(x1, y1)
(x, y) radioα
Un poco de trigonometr´ıa nos vendra´ bien. Si conocie´semos el a´ngulo α , el ca´lculoresultar´ıa sencillo: x1 = x + radio cos(α)y1 = y+ radio sin(α)El a´ngulo α representa la porcio´n del c´ırculo que corresponde a los suspensos. Como unacircunferencia completa recorre un a´ngulo de 2pi radianes, y los suspensos constituyen el10% del total, el a´ngulo α es 2pi · 10/100 o, para que quede ma´s claro, 2pi · suspensos/100.
pastel 11.py pastel.py
1 from math import sin, cos, pi
2
3 x = 500
4 y = 500
5 radio = 500
6 suspensos = 10
7 aprobados = 20
8 notables = 40
9 sobresalientes = 30
10
11 create_circle(x, y, radio)
12 create_line(x, y, x+radio, y)
13
14 alfa = 2*pi*suspensos/100
15 create_line(x, y, x+radio*cos(alfa), y+radio*sin(alfa))Ya esta´. De paso, hemos preparado variables para almacenar el porcentaje de suspensos,aprobados, etc.Vamos a por la siguiente l´ınea, la que corresponde a los aprobados. ¿Que´ valorpresenta el a´ngulo β? Si lo conocemos, es inmediato conocer x2 e y2:(x2, y2)
(x, y) radio
β
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Podr´ıas pensar que si α se calculo´ como 2pi ·suspensos/100, β sera´ 2pi ·aprobados/100.Pero te equivocas. El a´ngulo β no representa el 20% de la circunferencia, sino el 30%,que es el resultado de sumar aprobados y suspensos:
β = 2pi · (suspensos + aprobados)/100
pastel 12.py pastel.py
1 from math import sin, cos, pi
2
3 x = 500
4 y = 500
5 radio = 500
6 suspensos = 10
7 aprobados = 20
8 notables = 40
9 sobresalientes = 30
10
11 create_circle(x, y, radio)
12 create_line(x, y, x+radio, y)
13
14 alfa = 2*pi*suspensos/100
15 create_line(x, y, x+radio*cos(alfa), y+radio*sin(alfa))
16
17 beta = 2*pi*(suspensos+aprobados)/100
18 create_line(x, y, x+radio*cos(beta), y+radio*sin(beta))
Te vamos a dejar que completes tu´ mismo el programa incluyendo a los notables ysobresalientes. Acabaremos presentando, eso s´ı, el modo en que ponemos las leyendasque indican a que´ corresponde cada parte del pastel. Queremos etiquetar as´ı el primerfragmento:
sus (10 %)
Usaremos la funcio´n create_text . Necesitamos determinar las coordenadas del centro deltexto, que cae en el centro justo de la porcio´n de pastel que corresponde a los suspensos.
α/2
El punto tiene por coordenadas (0.5radio cos(α/2), 0.5radio sin(α/2)):
pastel 13.py pastel.py
1 from math import sin, cos, pi
2
3 x = 500
4 y = 500
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5 radio = 500
6 suspensos = 10
7 aprobados = 20
8 notables = 40
9 sobresalientes = 30
10
11 create_circle(x, y, radio)
12 create_line(x, y, x+radio, y)
13
14 alfa = 2*pi*suspensos/100
15 create_line(x, y, x+radio*cos(alfa), y+radio*sin(alfa))
16 create_text(x+.5*radio*cos(alfa/2), y+.5*radio*sin(alfa/2),’sus␣(%d%%)’ % suspensos)
17
18 beta = 2*pi*(suspensos+aprobados)/100
19 create_line(x, y, x+radio*cos(beta), y+radio*sin(beta))
¿Y la leyenda de los aprobados? ¿Que´ coordenadas tiene su centro? F´ıjate bien encua´nto vale el a´ngulo que determina su posicio´n:
α + (β − α)/2
Ya esta´:
pastel 14.py pastel.py
1 from math import sin, cos, pi
2
3 x = 500
4 y = 500
5 radio = 500
6 suspensos = 10
7 aprobados = 20
8 notables = 40
9 sobresalientes = 30
10
11 create_circle(x, y, radio)
12 create_line(x, y, x+radio, y)
13
14 alfa = 2*pi*suspensos/100
15 create_line(x, y, x+radio*cos(alfa), y+radio*sin(alfa))
16 create_text(x+.5*radio*cos(alfa/2), y+.5*radio*sin(alfa/2),’sus␣(%d%%)’ % suspensos)
17
18 beta = 2*pi*(suspensos+aprobados)/100
19 create_line(x, y, x+radio*cos(beta), y+radio*sin(beta))
20 create_text(x+.5*radio*cos(alfa+(beta-alfa)/2), \
21 y+.5*radio*sin(alfa+(beta-alfa)/2),’apr␣(%d%%)’ % aprobados
Observa la l´ınea 20. Acaba en una barra invertida y la sentencia continu´a en lal´ınea 21. Es una forma de indicar a Python que la sentencia es demasiado larga paraque resulte co´modo o legible disponerla en una sola l´ınea y que, por tanto, continu´a enla siguiente l´ınea. Ponemos e´nfasis en ˂˂acaba˃˃ porque la barra invertida ˂˂\˃˃ debe irinmediatamente seguida de un salto de l´ınea. Si pones un espacio en blanco o cualquierotro cara´cter detra´s, Python sen˜alara´ un error. Lo cierto es que la barra era innecesaria.
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Si una l´ınea finaliza sin que se hayan cerrado todos los pare´ntesis (o llaves, o corchetes)abiertos, puede continuar en la siguiente l´ınea.Completa el programa tu´ mismo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 50 Modifica el programa para que sea el usuario quien proporcione, mediante elteclado, el valor del porcentaje de suspensos, aprobados, notables y sobresalientes.
· 51 Modifica el programa para que sea el usuario quien proporcione, mediante elteclado, el nu´mero de suspensos, aprobados, notables y sobresalientes. (Antes de dibujarel gra´fico de pastel debes convertir esas cantidades en porcentajes.)
· 52 Queremos representar la informacio´n de forma diferente: mediante un gra´fico debarras. He aqu´ı co´mo:
Sus Apr Not Sob
10 %
20 %
40 %
30 %
Disen˜a un programa que solicite por teclado el nu´mero de personas con cada una de lascuatro calificaciones y muestre el resultado con un gra´fico de barras.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Cap´ıtulo 4
Estructuras de control
De ah´ı que este´n dando vueltas continuamente, supongo dijo Alicia.Si, as´ı es dijo el Sombrerero, conforme se van ensuciando las cosas.Pero ¿que´ ocurre cuando vuelven al principio de nuevo? se atrevio´ apreguntar Alicia.
LEWIS CARROLL, Alicia a trave´s del espejo.
Los programas que hemos aprendido a construir hasta el momento presentan siempre unamisma secuencia de acciones:
1. Se piden datos al usuario (asignando a variables valores obtenidos con raw_input).
2. Se efectu´an ca´lculos con los datos introducidos por el usuario, guardando el resul-tado en variables (mediante asignaciones).
3. Se muestran por pantalla los resultados almacenados en variables (mediante lasentencia print).
Estos programas se forman como una serie de l´ıneas que se ejecutan una tras otra,desde la primera hasta la u´ltima y siguiendo el mismo orden con el que aparecen en elfichero: el flujo de ejecucio´n del programa es estrictamente secuencial.No obstante, es posible alterar el flujo de ejecucio´n de los programas para hacer que:
tomen decisiones a partir de los datos y/o resultados intermedios y, en funcio´n dee´stas, ejecuten ciertas sentencias y otras no;
tomen decisiones a partir de los datos y/o resultados intermedios y, en funcio´n dee´stas, ejecuten ciertas sentencias ma´s de una vez.
El primer tipo de alteracio´n del flujo de control se efectu´a con sentencias condicionaleso de seleccio´n y el segundo tipo con sentencias iterativas o de repeticio´n. Las sentenciasque permiten alterar el flujo de ejecucio´n se engloban en las denominadas estructuras decontrol de flujo (que abreviamos con el te´rmino ˂˂ estructuras de control˃˃ ).Estudiaremos una forma adicional de alterar el flujo de control que permite sen˜alar,detectar y tratar los errores que se producen al ejecutar un programa: las sentencias deemisio´n y captura de excepciones.
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4.1. Sentencias condicionales
4.1.1. Un programa de ejemplo: resolucio´n de ecuaciones de primer grado
Veamos un ejemplo. Disen˜emos un programa para resolver cualquier ecuacio´n de primergrado de la forma ax + b = 0,donde x es la inco´gnita.Antes de empezar hemos de responder a dos preguntas:1. ¿Cua´les son los datos del problema? (Generalmente, los datos del problema sepedira´n al usuario con raw_input .)En nuestro problema, los coeficientes a y b son los datos del problema.2. ¿Que´ deseamos calcular? (T´ıpicamente, lo que calculemos se mostrara´ al usuariomediante una sentencia print.)Obviamente, el valor de x .Ahora que conocemos los datos de entrada y el resultado que hemos de calcular, esdecir, los datos de salida, nos preguntamos: ¿co´mo calculamos la salida a partir de laentrada? En nuestro ejemplo, despejando x de la ecuacio´n llegamos a la conclusio´n deque x se obtiene calculando −b/a.Siguiendo el esquema de los programas que sabemos hacer, procederemos as´ı:1. Pediremos el valor de a y el valor de b (que supondremos de tipo flotante).2. Calcularemos el valor de x como −b/a.3. Mostraremos por pantalla el valor de x .Escribamos el siguiente programa en un fichero de texto llamado primer grado.py:
primer grado 7.py primer grado.py
1 a = float(raw_input(’Valor␣de␣a:␣’))
2 b = float(raw_input(’Valor␣de␣b:␣’))
3
4 x = -b / a
5
6 print ’Solucio´n:␣’, xLas l´ıneas se ejecutan en el mismo orden con el que aparecen en el programa. Vea´moslofuncionar:
Valor de a: 10
Valor de b: 2
Solucio´n: -0.2
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 53 Un programador propone el siguiente programa para resolver la ecuacio´n de primergrado:
1 a = float(raw_input(’Valor␣de␣a:␣’))
2 b = float(raw_input(’Valor␣de␣b:␣’))
3
4 a * x + b = 0
5
6 print ’Solucio´n:␣’, x¿Es correcto este programa? Si no, explica que´ esta´ mal.
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· 54 Otro programador propone este programa:
1 x = -b / a
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5
6 print ’Solucio´n:␣’, x¿Es correcto? Si no lo es, explica que´ esta´ mal.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Nuestro programa presenta un punto de´bil: cuando a vale 0, se produce un error dedivisio´n por cero:
Valor de a: 0
Valor de b: 3
Traceback (innermost last):
File ’primer_grado.py’, line 3, in ?
x = -b / a
ZeroDivisionError: float division
En la medida de lo posible hemos de tratar de evitar los errores en tiempo de ejecucio´n:detienen la ejecucio´n del programa y muestran mensajes de error poco comprensibles parael usuario del programa. Si al escribir el programa hemos previsto una solucio´n para todoposible error de ejecucio´n, podemos (y debemos) tomar el control de la situacio´n en todomomento.
Errores de ejecucio´nHemos dicho que conviene evitar los errores de programa que se producen en tiempo deejecucio´n y, ciertamente, la industria de desarrollo de software realiza un gran esfuerzopara que sus productos este´n libres de errores de ejecucio´n. No obstante, el gran taman˜ode los programas y su complejidad (unidos a las prisas por sacar los productos almercado) hacen que muchos de estos errores acaben haciendo acto de presencia. Todoshemos sufrido la experiencia de, ejecutando una aplicacio´n, obtener un mensaje de errorindicando que se ha abortado la ejecucio´n del programa o, peor au´n, el computadorse ha quedado ˂˂ colgado˃˃ . Si la aplicacio´n conten´ıa datos de trabajo importantes y nolos hab´ıamos guardado en disco, e´stos se habra´n perdido irremisiblemente. Nada hayma´s irritante para el usuario que una aplicacio´n poco estable, es decir, propensa a lacomisio´n de errores en tiempo de ejecucio´n.El sistema operativo es, tambie´n, software, y esta´ sujeto a los mismos problemas dedesarrollo de software que las aplicaciones convencionales. Sin embargo, los errores enel sistema operativo son, por regla general, ma´s graves, pues suelen ser e´stos los quedejan ˂˂ colgado˃˃ al ordenador.El famoso ˂˂ sal y vuelve a entrar en la aplicacio´n˃˃ o ˂˂ reinicia el computador˃˃ quesuele proponerse como solucio´n pra´ctica a muchos problemas de estos es consecuenciade los bajos niveles de calidad de buena parte del software que se comercializa.
4.1.2. La sentencia condicional if
En nuestro programa de ejemplo nos gustar´ıa detectar si a vale cero para, en ese caso,no ejecutar el ca´lculo de la cuarta l´ınea de primer grado.py, que es la que provoca elerror. ¿Co´mo hacer que cierta parte del programa se ejecute o deje de hacerlo en funcio´nde una condicio´n determinada?Los lenguajes de programacio´n convencionales presentan una sentencia especial cuyosignificado es:
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˂˂Al llegar a este punto, ejecuta esta(s) accio´n(es) so´lo si esta condicio´n es cierta.˃˃Este tipo de sentencia se denomina condicional o de seleccio´n y en Python es de lasiguiente forma:
if condicio´n:accio´naccio´n
...accio´n
(En ingle´s ˂˂ if˃˃ significa ˂˂ si˃˃ .)En nuestro caso, deseamos detectar la condicio´n ˂˂a no vale 0˃˃ y, so´lo en ese caso,ejecutar las u´ltimas l´ıneas del programa:
primer grado 8.py primer grado.py
1 a = float(raw_input(’Valor␣de␣a:␣’))
2 b = float(raw_input(’Valor␣de␣b:␣’))
3
4 if a != 0:
5 x = -b/a
6 print ’Solucio´n:␣’, xAnalicemos detenidamente las l´ıneas 4, 5 y 6. En la l´ınea 4 aparece la sentenciacondicional if seguida de lo que, segu´n hemos dicho, debe ser una condicio´n. La condicio´nse lee fa´cilmente si sabemos que != significa ˂˂ es distinto de˃˃ . As´ı pues, la l´ınea 4 se lee
˂˂ si a es distinto de 0˃˃ . La l´ınea que empieza con if debe finalizar obligatoriamente condos puntos (:). F´ıjate en que las dos siguientes l´ıneas se escriben ma´s a la derecha. Paradestacar esta caracter´ıstica, hemos dibujados dos l´ıneas verticales que marcan el nivelal que aparecio´ el if . Decimos que esta l´ınea presentan mayor indentacio´n o sangradoque la l´ınea que empieza con if . Esta mayor indentacio´n indica que la ejecucio´n de estasdos l´ıneas depende de que se satisfaga la condicio´n a != 0: so´lo cuando e´sta es ciertase ejecutan las l´ıneas de mayor sangrado. As´ı pues, cuando a valga 0, esas l´ıneas no seejecutara´n, evitando de este modo el error de divisio´n por cero.Veamos que´ ocurre ahora si volvemos a introducir los datos que antes provocaron elerror:
Valor de a: 0
Valor de b: 3
Mmmm. . . no ocurre nada. No se produce un error, es cierto, pero el programa acabasin proporcionar ninguna informacio´n. Analicemos la causa. Las dos primeras l´ıneas delprograma se han ejecutado (nos piden los valores de a y b); la tercera esta´ en blanco;la cuarta l´ınea tambie´n se ha ejecutado, pero dado que la condicio´n no se ha cumplido(a vale 0), las l´ıneas 5 y 6 se han ignorado y como no hay ma´s l´ıneas en el programa,la ejecucio´n ha finalizado sin ma´s. No se ha producido un error, ciertamente, pero acabaras´ı la ejecucio´n del programa puede resultar un tanto confuso para el usuario.Veamos que´ hace este otro programa:
primer grado 9.py primer grado.py
1 a = float(raw_input(’Valor␣de␣a:␣’))
2 b = float(raw_input(’Valor␣de␣b:␣’))
3
4 if a != 0:
5 x = -b/a
6 print ’Solucio´n:␣’, x
7 if a == 0:
8 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
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Las l´ıneas 7 y 8 empiezan, nuevamente, con una sentencia condicional. En lugar de !=,el operador de comparacio´n utilizado es ==. La sentencia se lee ˂˂ si a es igual a 0˃˃ .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 55 Un estudiante ha tecleado el u´ltimo programa y, al ejecutarlo, obtiene este mensajede error.
File "primer_grado4.py", line 7
if a = 0:
ˆ
SyntaxError: invalid syntax
Aqu´ı tienes el contenido del fichero que e´l ha escrito:
primer grado 10.py E primer grado.py E
1 a = float(raw_input(’Valor␣de␣a:␣’))
2 b = float(raw_input(’Valor␣de␣b:␣’))
3
4 if a != 0:
5 x = -b/a
6 print ’Solucio´n:␣’, x
7 if a = 0:
8 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
Por ma´s que el estudiante lee el programa, no encuentra fallo alguno. E´l dice que lal´ınea 7, que es la marcada como erro´nea, se lee as´ı: ˂˂ si a es igual a cero. . . ˃˃ ¿Esta´ en locierto? ¿Por que´ se detecta un error?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Ejecutando el programa con los mismos datos, tenemos ahora:
Valor de a: 0
Valor de b: 3
La ecuacio´n no tiene solucio´n.
Pero, ante datos tales que a es distinto de 0, el programa resuelve la ecuacio´n:
Valor de a: 1
Valor de b: -1
Solucio´n: 1
Estudiemos con detenimiento que´ ha pasado en cada uno de los casos:
a = 0 y b = 3 a = 1 y b = −1Las l´ıneas 1 y 2 se ejecutan, con lo quese leen los valores de a y b. Las l´ıneas 1 y 2 se ejecutan, con lo quese leen los valores de a y b.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .La l´ınea 4 se ejecuta y el resultado de lacomparacio´n es falso. La l´ınea 4 se ejecuta y el resultado de lacomparacio´n es cierto.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Las l´ıneas 5 y 6 se ignoran. Se ejecutan las l´ıneas 5 y 6, con lo quese muestra por pantalla el valor de la so-lucio´n de la ecuacio´n: Solucio´n: 1.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .La l´ınea 7 se ejecuta y el resultado de lacomparacio´n es cierto. La l´ınea 7 se ejecuta y el resultado de lacomparacio´n es falso.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .La l´ınea 8 se ejecuta y se muestra porpantalla el mensaje ˂˂La ecuacio´n no
tiene solucio´n.˃˃
La l´ınea 8 se ignora.
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Este tipo de ana´lisis, en el que seguimos el curso del programa l´ınea a l´ınea parauna configuracio´n dada de los datos de entrada, recibe el nombre de traza de ejecucio´n.Las trazas de ejecucio´n son de gran ayuda para comprender que´ hace un programa ylocalizar as´ı posibles errores.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 56 Un programador primerizo cree que la l´ınea 7 de la u´ltima versio´n de primer grado.pyes innecesaria, as´ı que propone esta otra versio´n como solucio´n va´lida:
primer grado 11.py E primer grado.py E
1 a = float(raw_input(’Valor␣de␣a:␣’))
2 b = float(raw_input(’Valor␣de␣b:␣’))
3
4 if a != 0:
5 x = -b/a
6 print ’Solucio´n:␣’, x
7
8 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
Haz una traza del programa para a = 2 y b = 2. ¿Son correctos todos los mensajes quemuestra por pantalla el programa?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.1.3. Trazas con PythonG: el depurador
El entorno PythonG te puede ayudar a seguir paso a paso la ejecucio´n de un programa.Introduce el texto del programa en una ventana de edicio´n y selecciona la opcio´n ˂˂Activar
modo depuracio´n˃˃ del menu´ Python. El aspecto del entorno sera´ similar al de la figura 4.1.
Figura 4.1: Modo de depuracio´n activado. Aparecen dos nuevos marcos: uno bajo la ventanade edicio´n y otro bajo la consola de entrada/salida. El primero incluye una botonera paracontrolar la ejecucio´n del programa. En la ventana de edicio´n aparece una l´ınea destacada(la primera): es la siguiente l´ınea a ejecutar.
La l´ınea que se va a ejecutar a continuacio´n aparece con el fondo destacado. Pulsaen el boto´n etiquetado con ˂˂Sig. (F8)˃˃ (o pulsa la tecla de funcio´n ˂˂F8˃˃ ) y se ejecutara´la primera l´ınea. En la consola se solicita el valor de a. Introduce el valor 0 y pulsa elretorno de carro. Se destacara´ ahora la segunda l´ınea (ver figura 4.2).
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Figura 4.2: Modo de depuracio´n. Se va a ejecutar la segunda l´ınea.
Pulsa nuevamente el boto´n  	. Se solicitara´ el valor de b. Introduce el valor4 y pulsa el retorno de carro. La l´ınea destacada pasa a ser la cuarta (la tercera esta´en blanco, as´ı que el depurador la ignora), como puedes apreciar en la figura 4.3 (a). Laexpresio´n a ! 0 se evalu´a a False, as´ı que las l´ıneas 5 y 6 se ignoran y se pasa a lal´ınea 7 (figura 4.3 (b)) y, al ser a !! 0 cierto, se sigue con la l´ınea 8 (figura 4.3 (c)).
(a)
(b)
(c)
Figura 4.3: Modo de depuracio´n. Tras leer el valor de a y b, se ejecuta la cuarta l´ınea (a).Como la condicio´n no se satisface, se pasa entonces a la l´ınea 7 (b). La condicio´n de esal´ınea s´ı cumple, as´ı que la siguiente l´ınea a ejecutar es la u´ltima (c).
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Utiliza el depurador cuando dudes acerca del flujo de ejecucio´n de un programa, esdecir, la secuencia de l´ıneas ejecutadas, o cuando observes un comportamiento extran˜oen tus programas.
4.1.4. Sentencias condicionales anidadas
Vamos a realizar un u´ltimo refinamiento del programa. De momento, cuando a es 0el programa muestra un mensaje que indica que la ecuacio´n no tiene solucio´n. Bueno,nosotros sabemos que esto no es cierto: si, adema´s, b vale 0, entonces la ecuacio´n tieneinfinitas soluciones. Para que el programa de´ una informacio´n correcta vamos a modificarlode modo que, cuando a sea 0, muestre un mensaje u otro en funcio´n del valor de b:
primer grado 12.py primer grado.py
1 a = float(raw_input(’Valor␣de␣a:␣’))
2 b = float(raw_input(’Valor␣de␣b:␣’))
3
4 if a != 0:
5 x = -b/a
6 print ’Solucio´n:␣’, x
7 if a == 0:
8 if b != 0:
9 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
10 if b == 0:
11 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’
F´ıjate en la indentacio´n de las l´ıneas. Las l´ıneas 8–11 esta´n ma´s a la derecha que lal´ınea 7. Ninguna de ellas se ejecutara´ a menos que la condicio´n de la l´ınea 7 se satisfaga.Ma´s au´n, la l´ınea 9 esta´ ma´s a la derecha que la l´ınea 8, por lo que su ejecucio´n dependedel resultado de la condicio´n de dicha l´ınea; y la ejecucio´n de la l´ınea 11 depende dela satisfaccio´n de la condicio´n de la l´ınea 10. Recuerda que en los programas Python laindentacio´n determina de que´ sentencia depende cada bloque de sentencias.Pues bien, acabamos de presentar una nueva idea muy potente: las estructuras decontrol pueden anidarse, es decir, aparecer unas ˂˂dentro˃˃ de otras. Esto no ha hecho ma´sque empezar.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 57 Indica que´ l´ıneas del u´ltimo programa (y en que´ orden) se ejecutara´n para cadauno de los siguientes casos:
a) a = 2 y b = 6. b) a = 0 y b = 3. c) a = 0 y b = −3. d) a = 0 y b = 0.
· 58 Disen˜a un programa que lea un nu´mero flotante por teclado y muestre por pantallael mensaje ˂˂El nu´mero es negativo.˃˃ so´lo si el nu´mero es menor que cero.
· 59 Disen˜a un programa que lea un nu´mero flotante por teclado y muestre por pantallael mensaje ˂˂El nu´mero es positivo.˃˃ so´lo si el nu´mero es mayor o igual que cero.
· 60 Disen˜a un programa que lea la edad de dos personas y diga quie´n es ma´s joven,la primera o la segunda. Ten en cuenta que ambas pueden tener la misma edad. En talcaso, hazlo saber con un mensaje adecuado.
· 61 Disen˜a un programa que lea un cara´cter de teclado y muestre por pantalla elmensaje ˂˂Es pare´ntesis˃˃ so´lo si el cara´cter le´ıdo es un pare´ntesis abierto o cerrado.
· 62 Indica en cada uno de los siguientes programas que´ valores en las respectivasentradas provocan la aparicio´n de los distintos mensajes. Piensa primero la solucio´n ycomprueba luego que es correcta ayuda´ndote con el ordenador.
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a) misterio 3.py misterio.py
1 letra = raw_input(’Dame␣una␣letra␣minu´scula:␣’)
2
3 if letra <= ’k’:
4 print ’Es␣de␣las␣primeras␣del␣alfabeto’
5 if letra >= ’l’:
6 print ’Es␣de␣las␣u´ltimas␣del␣alfabeto’
b) misterio 4.py misterio.py
1 from math import ceil # ceil redondea al alza.
2
3 grados = float(raw_input(’Dame␣un␣a´ngulo␣(en␣grados):␣’))
4
5 cuadrante = int(ceil(grados) % 360) / 90
6 if cuadrante == 0:
7 print ’primer␣cuadrante’
8 if cuadrante == 1:
9 print ’segundo␣cuadrante’
10 if cuadrante == 2:
11 print ’tercer␣cuadrante’
12 if cuadrante == 3:
13 print ’cuarto␣cuadrante’
· 63 ¿Que´ mostrara´ por pantalla el siguiente programa?
comparaciones.py comparaciones.py
1 if 14 < 120:
2 print ’Primer␣saludo’
3 if ’14’ < ’120’:
4 print ’Segundo␣saludo’. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Por lo visto hasta el momento podemos comparar valores nume´ricos con valoresnume´ricos y cadenas con cadenas. Tanto los valores nume´ricos como las cadenas puedenser el resultado de una expresio´n que aparezca expl´ıcitamente en la propia comparacio´n.Por ejemplo, para saber si el producto de dos nu´meros enteros es igual a 100, podemosutilizar este programa:
compara expresiones.py compara expresiones.py
1 n = int(raw_input(’Dame␣un␣nu´mero:␣’))
2 m = int(raw_input(’Dame␣otro␣nu´mero:␣’))
3
4 if n * m == 100:
5 print ’El␣producto␣%d␣*␣%d␣es␣igual␣a␣100’ % (n, m)
6 if n * m != 100:
7 print ’El␣producto␣%d␣*␣%d␣es␣distinto␣de␣100’ % (n, m)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 64 Disen˜a un programa que, dado un nu´mero entero, muestre por pantalla el men-saje ˂˂El nu´mero es par.˃˃ cuando el nu´mero sea par y el mensaje ˂˂El nu´mero es
impar.˃˃ cuando sea impar.(Una pista: un nu´mero es par si el resto de dividirlo por 2 es 0, e impar en casocontrario.)
· 65 Disen˜a un programa que, dado un nu´mero entero, determine si e´ste es el doblede un nu´mero impar. (Ejemplo: 14 es el doble de 7, que es impar.)
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· 66 Disen˜a un programa que, dados dos nu´meros enteros, muestre por pantalla uno deestos mensajes: ˂˂El segundo es el cuadrado exacto del primero.˃˃ , ˂˂El segundo
es menor que el cuadrado del primero.˃˃ o ˂˂El segundo es mayor que el cuadrado
del primero.˃˃ , dependiendo de la verificacio´n de la condicio´n correspondiente al sig-nificado de cada mensaje.
· 67 Un capital de C euros a un intere´s del x por cien anual durante n an˜os se convierteen C · (1 + x/100)n euros. Disen˜a un programa Python que solicite la cantidad C y elintere´s x y calcule el capital final so´lo si x es una cantidad positiva.
· 68 Realiza un programa que calcule el desglose en billetes y monedas de una cantidadexacta de euros. Hay billetes de 500, 200, 100, 50, 20, 10 y 5 ¤ y monedas de 2 y 1 ¤.Por ejemplo, si deseamos conocer el desglose de 434 ¤, el programa mostrara´ porpantalla el siguiente resultado:
2 billetes de 200 euros.
1 billete de 20 euros.
1 billete de 10 euros.
2 monedas de 2 euros.
(¿Que co´mo se efectu´a el desglose? Muy fa´cil. Empieza por calcular la divisio´n enteraentre la cantidad y 500 (el valor de la mayor moneda): 434 entre 500 da 0, as´ı que no haybilletes de 500 ¤ en el desglose; divide a continuacio´n la cantidad 434 entre 200, cabe a2 y sobran 34, as´ı que en el desglose hay 2 billetes de 200 ¤; dividimos a continuacio´n34 entre 100 y vemos que no hay ningu´n billete de 100 ¤ en el desglose (cabe a 0);como el resto de la u´ltima divisio´n es 34, pasamos a dividir 34 entre 20 y vemos que eldesglose incluye un billete de 20 ¤ y au´n nos faltan 14 ¤ por desglosar. . . ). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.1.5. Otro ejemplo: resolucio´n de ecuaciones de segundo grado
Para afianzar los conceptos presentados (y aprender alguno nuevo), vamos a presentarotro ejemplo. En esta ocasio´n vamos a resolver ecuaciones de segundo grado, que son dela forma ax2 + bx + c = 0.¿Cua´les son los datos del problema? Los coeficientes a, b y c. ¿Que´ deseamos calcular?Los valores de x que hacen cierta la ecuacio´n. Dichos valores son:
x1 = −b+√b2 − 4ac2a y x2 = −b−
√b2 − 4ac2a .Un programa directo para este ca´lculo es:
segundo grado 11.py segundo grado.py
1 from math import sqrt # sqrt calcula la ra´ız cuadrada.
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
8 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
9
10 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)Ejecutemos el programa:
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Valor de a: 2
Valor de b: 7
Valor de c: 2
Soluciones de la ecuacio´n: x1=-0.314 y x2=-3.186
Un problema evidente de nuestro programa es la divisio´n por cero que tiene lugarcuando a vale 0 (pues entonces el denominador, 2a, es nulo). Tratemos de evitar elproblema de la divisio´n por cero del mismo modo que antes, pero mostrando un mensajedistinto, pues cuando a vale 0 la ecuacio´n no es de segundo grado, sino de primer grado.
segundo grado 12.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a != 0:
8 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
9 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
10 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
11 if a == 0:
12 print ’No␣es␣una␣ecuacio´n␣de␣segundo␣grado.’
4.1.6. En caso contrario (else)
F´ıjate en que tanto en el ejemplo que estamos desarrollando ahora como en el anteriorhemos recurrido a sentencias condicionales que conducen a ejecutar una accio´n si secumple una condicio´n y a ejecutar otra si esa misma condicio´n no se cumple:
if condicio´n:accionesif condicio´n contraria:otras accionesEste tipo de combinacio´n es muy frecuente, hasta el punto de que se ha incorporado allenguaje de programacio´n una forma abreviada que significa lo mismo:
if condicio´n:accioneselse:otras acciones
La palabra ˂˂ else˃˃ significa, en ingle´s, ˂˂ si no˃˃ o ˂˂ en caso contrario˃˃ . Es muy importanteque respetes la indentacio´n: las acciones siempre un poco a la derecha, y el if y el else,alineados en la misma columna.
segundo grado 13.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a != 0:
8 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
9 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
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10 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
11 else:
12 print ’No␣es␣una␣ecuacio´n␣de␣segundo␣grado.’
El programa no acaba de estar bien. Es verdad que cuando a vale 0, la ecuacio´n esde primer grado, pero, aunque sabemos resolverla, no lo estamos haciendo. Ser´ıa muchomejor si, en ese caso, el programa nos ofreciera la solucio´n:
segundo grado 14.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a != 0:
8 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
9 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
10 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
11 else:
12 x = -c / b
13 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x
Mmmm. . . au´n hay un problema: ¿Que´ pasa si a vale 0 y b tambie´n vale 0? Lasecuencia de l´ıneas que se ejecutara´n sera´: 1, 2, 3, 4, 5, 6, 7, 11 y 12. De la l´ınea 12 nopasara´ porque se producira´ una divisio´n por cero.
Valor de a: 0
Valor de b: 0
Valor de c: 2
Traceback (innermost last):
File ’segundo_grado.py’, line 12, in ?
x = -c / b
ZeroDivisionError: float division
¿Co´mo evitar este nuevo error? Muy sencillo, an˜adiendo nuevos controles con la sen-tencia if , tal y como hicimos para resolver correctamente una ecuacio´n de primer grado:
segundo grado 15.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a != 0:
8 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
9 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
10 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
11 else:
12 if b != 0:
13 x = -c / b
14 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x
15 else:
16 if c!= 0:
17 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
18 else:
19 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’
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Es muy importante que te fijes en que las l´ıneas 12–19 presentan una indentacio´n tal quetodas ellas dependen del else de la l´ınea 11. Las l´ıneas 13 y 14 dependen del if de lal´ınea 12, y las l´ıneas 16–19 dependen del else de la l´ınea 15. Estudia bien el programa:aparecen sentencias condicionales anidadas en otras sentencias condicionales que, a suvez, esta´n anidadas. ¿Complicado? No tanto. Los principios que aplicamos son siempre losmismos. Si analizas el programa y lo estudias por partes, vera´s que no es tan dif´ıcil deentender. Pero quiza´ lo verdaderamente dif´ıcil no sea entender programas con bastantesniveles de anidamiento, sino disen˜arlos.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 69 ¿Hay alguna diferencia entre el programa anterior y este otro cuando los ejecu-tamos?
segundo grado 16.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a == 0:
8 if b == 0:
9 if c == 0:
10 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’
11 else:
12 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
13 else:
14 x = -c / b
15 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x
16 else:
17 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
18 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
19 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
· 70 ¿Hay alguna diferencia entre el programa anterior y este otro cuando los ejecu-tamos?
segundo grado 17.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a == 0 and b == 0 and c == 0:
8 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’
9 else:
10 if a == 0 and b == 0:
11 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
12 else:
13 if a == 0:
14 x = -c / b
15 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x
16 else:
17 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
18 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
19 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
· 71 Ejecuta paso a paso, con ayuda del entorno de depuracio´n de PythonG, elprograma del ejercicio anterior.
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· 72 Disen˜a un programa Python que lea un cara´cter cualquiera desde el teclado, ymuestre el mensaje ˂˂Es una MAYU´SCULA˃˃ cuando el cara´cter sea una letra mayu´scula yel mensaje ˂˂Es una MINU´SCULA˃˃ cuando sea una minu´scula. En cualquier otro caso, nomostrara´ mensaje alguno. (Considera u´nicamente letras del alfabeto ingle´s.) Pista: aunqueparezca una obviedad, recuerda que una letra es minu´scula si esta´ entre la ’a’ y la ’z’,y mayu´scula si esta´ entre la ’A’ y la ’Z’.
· 73 Ampl´ıa la solucio´n al ejercicio anterior para que cuando el cara´cter introducidono sea una letra muestre el mensaje ˂˂No es una letra˃˃ . (Nota: no te preocupes porlas letras en˜e, ce cedilla, vocales acentuadas, etc.)
· 74 Ampl´ıa el programa del ejercicio anterior para que pueda identificar las letras en˜eminu´scula y mayu´scula.
· 75 Modifica el programa que propusiste como solucio´n al ejercicio 66 sustituyendotodas las condiciones que sea posible por cla´usulas else de condiciones anteriores.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.1.7. Una estrategia de disen˜o: refinamientos sucesivos
Es lo´gico que cuando este´s aprendiendo a programar te cueste gran esfuerzo construirmentalmente un programa tan complicado, pero posiblemente sea porque sigues unaaproximacio´n equivocada: no debes intentar construir mentalmente todo el programa deuna vez. Es recomendable que sigas una estrategia similar a la que hemos usado aldesarrollar los programas de ejemplo:1. Primero haz una versio´n sobre papel que resuelva el problema de forma directay, posiblemente, un tanto tosca. Una buena estrategia es plantearse uno mismo elproblema con unos datos concretos, resolverlo a mano con la´piz y papel y hacerun esquema con el orden de las operaciones realizadas y las decisiones tomadas.Tu primer programa puede pedir los datos de entrada (con raw_input), hacer losca´lculos del mismo modo que tu´ los hiciste sobre el papel (utilizando variables paralos resultados intermedios, si fuera menester) y mostrar finalmente el resultado delca´lculo (con print).
2. Analiza tu programa y considera si realmente resuelve el problema planteado: ¿esposible que se cometan errores en tiempo de ejecucio´n?, ¿hay configuraciones delos datos que son especiales y, para ellas, el ca´lculo debe ser diferente?
3. Cada vez que te plantees una de estas preguntas y tengas una respuesta, modificael programa en consecuencia. No hagas ma´s de un cambio cada vez.
4. Si el programa ya funciona correctamente para todas las entradas posibles y erescapaz de anticiparte a los posibles errores de ejecucio´n, ¡enhorabuena!, ya casi hasterminado. En caso contrario, vuelve al paso 2.
5. Ahora que ya esta´s ˂˂ seguro˃˃ de que todo funciona correctamente, teclea el programaen el ordenador y efectu´a el mayor nu´mero de pruebas posibles, comprobandocuidadosamente que el resultado calculado es correcto. Presta especial atencio´na configuraciones extremas o singulares de los datos (los que pueden provocardivisiones por cero o valores muy grandes, o muy pequen˜os, o negativos, etc.). Siel programa calcula algo diferente de lo esperado o si se aborta la ejecucio´n delprograma por los errores detectados, vuelve al paso 2.Nadie es capaz de hacer un programa suficientemente largo de una sentada, empe-zando a escribir por la primera l´ınea y acabando por la u´ltima, una tras otra, del mismo
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modo que nadie escribe una novela o una sinfon´ıa de una sentada1. Lo normal es empezarcon un borrador e ir refina´ndolo, mejora´ndolo poco a poco.Un error frecuente es tratar de disen˜ar el programa directamente sobre el ordenador,escribie´ndolo a bote pronto. Es ma´s, hay estudiantes que se atreven a empezar con laescritura de un programa sin haber entendido bien el enunciado del problema que sepretende resolver. Es fa´cil pillarlos en falta: no saben resolver a mano un caso particulardel problema. Una buena pra´ctica, pues, es solucionar manualmente unos pocos ejemplosconcretos para estar seguros de que conocemos bien lo que se nos pide y co´mo calcularlo.Una vez superada esta fase, estara´s en condiciones de elaborar un borrador con los pasosque has de seguir. Cre´enos: es mejor que pienses un rato y disen˜es un borrador delalgoritmo sobre papel. Cuando este´s muy seguro de la validez del algoritmo, impleme´ntaloen Python y prue´balo sobre el ordenador. Las pruebas con el ordenador te ayudara´n aencontrar errores.Ciertamente es posible utilizar el ordenador directamente, como si fuera el papel.Nada impide que el primer borrador lo hagas ya en pantalla, pero, si lo haces, vera´s que:
Los detalles del lenguaje de programacio´n interferira´n en el disen˜o del algoritmo(˂˂ ¿he de poner dos puntos al final de la l´ınea?˃˃ , ˂˂ ¿uso marcas de formato paraimprimir los resultados?˃˃ , etc.): cuando piensas en el me´todo de resolucio´n delproblema es mejor hacerlo con cierto grado de abstraccio´n, sin tener en cuentatodas las particularidades de la notacio´n.
Si ya has tecleado un programa y sigue una aproximacio´n incorrecta, te resultara´ma´s molesto prescindir de e´l que si no lo has tecleado au´n. Esta molestia conducea la tentacio´n de ir poniendo parches a tu deficiente programa para ver si sepuede arreglar algo. El resultado sera´, muy probablemente, un programa ilegible,pe´simamente organizado. . . y erro´neo. Te costara´ la mitad de tiempo empezar decero, pero esta vez haciendo bien las cosas: pensando antes de escribir nada.
4.1.8. Un nuevo refinamiento del programa de ejemplo
Parece que nuestro programa ya funciona correctamente. Probemos a resolver esta ecua-cio´n: x2 + 2x + 3 = 0
Valor de a: 1
Valor de b: 2
Valor de c: 3
Traceback (innermost last):
File ’segundo_grado.py’, line 8, in ?
x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
ValueError: math domain error
¡Nuevamente un error! El mensaje de error es diferente de los anteriores y es un
˂˂ error de dominio matema´tico˃˃ .El problema es que estamos intentando calcular la ra´ız cuadrada de un nu´mero ne-gativo en la l´ınea 8. El resultado es un nu´mero complejo, pero el mo´dulo math no ˂˂ sabe˃˃de nu´meros complejos, as´ı que sqrt falla y se produce un error. Tambie´n en la l´ınea 9se tiene que calcular la ra´ız cuadrada de un nu´mero negativo, pero como la l´ınea 8 seejecuta en primer lugar, es ah´ı donde se produce el error y se aborta la ejecucio´n. Lal´ınea 9 no llega a ejecutarse.
1 Aunque hay excepciones: cuenta la leyenda que Mozart escrib´ıa sus obras de principio a fin, sin volveratra´s para efectuar correcciones.
Introduccio´n a la programacio´n con Python 95 c©UJI
96Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
El s´ındrome ˂˂a m´ı nunca se me hubiera ocurrido esto˃˃Programar es una actividad que requiere un gran esfuerzo intelectual, no cabe duda, perosobre todo, ahora que empiezas, es una actividad radicalmente diferente de cualquierotra para la que te vienes preparando desde la ensen˜anza primaria. Llevas muchos an˜osaprendiendo lengua, matema´ticas, f´ısica, etc., pero nunca antes hab´ıas programado. Losprogramas que hemos visto en este cap´ıtulo te deben parecer muy complicados, cuandono lo son tanto.La reaccio´n de muchos estudiantes al ver la solucio´n que da el profesor o el librode texto a un problema de programacio´n es decirse ˂˂a mı´ nunca se me hubiera ocurridoesto˃˃ . Debes tener en cuenta dos factores:La solucio´n final muchas veces esconde la l´ınea de razonamiento que permitio´llegar a ese programa concreto. Nadie construye los programas de golpe: porregla general se hacen siguiendo refinamientos sucesivos a partir de una primeraversio´n bastante tosca.La solucio´n que se te presenta sigue la l´ınea de razonamiento de una personaconcreta: el profesor. Puede que tu l´ınea de razonamiento sea diferente y, sinembargo, igualmente va´lida (¡o incluso mejor!), as´ı que tu programa puede noparecerse en nada al suyo y, a la vez, ser correcto. No obstante, te convieneestudiar la solucio´n que te propone el profesor: la lectura de programas escritospor otras personas es un buen me´todo de aprendizaje y, probablemente, la solucio´nque te ofrece resuelva cuestiones en las que no hab´ıas reparado (aunque so´lo seaporque el profesor lleva ma´s an˜os que tu´ en esto de programar).
Podemos controlar este error asegura´ndonos de que el te´rmino b2−4ac (que recibe elnombre de ˂˂discriminante˃˃ ) sea mayor o igual que cero antes de calcular la ra´ız cuadrada:
segundo grado 18.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a != 0:
8 if b**2 - 4*a*c >= 0:
9 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
10 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
11 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
12 else:
13 print ’No␣hay␣soluciones␣reales.’
14 else:
15 if b != 0:
16 x = -c / b
17 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x
18 else:
19 if c !=0:
20 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
21 else:
22 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 76 Un programador ha intentado solucionar el problema del discriminante negativocon un programa que empieza as´ı:
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E segundo grado.py E
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a != 0:
8 if sqrt(b**2 - 4*a*c) >= 0:
9 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
10 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
11 ...
Evidentemente, el programa es incorrecto y te sorprendera´ saber que algunos estudiantesproponen soluciones similares a e´sta. El problema estriba en el posible valor negativodel argumento de sqrt , as´ı que la comparacio´n es incorrecta, pues pregunta por el signode la ra´ız de dicho argumento. Pero el programa no llega siquiera a dar solucio´n alguna(bien o mal calculada) cuando lo ejecutamos con, por ejemplo, a = 4, b = 2 y c = 4.¿Que´ sale por pantalla en ese caso? ¿Por que´?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Dado que so´lo hemos usado sentencias condicionales para controlar los errores, esposible que te hayas llevado la impresio´n de que e´sta es su u´nica utilidad. En absoluto.Vamos a utilizar una sentencia condicional con otro propo´sito. Mira que´ ocurre cuandotratamos de resolver la ecuacio´n x2 − 2x + 1 = 0:
Valor de a: 1
Valor de b: -2
Valor de c: 1
Soluciones de la ecuacio´n: x1=1.000 y x2=1.000
Las dos soluciones son iguales, y queda un tanto extran˜o que el programa muestreel mismo valor dos veces. Hagamos que, cuando las dos soluciones sean iguales, so´lo semuestre una de ellas:
segundo grado 19.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a != 0:
8 if b**2 - 4*a*c >= 0:
9 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
10 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
11 if x1 == x2:
12 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x1
13 else:
14 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
15 else:
16 print ’No␣hay␣soluciones␣reales.’
17 else:
18 if b != 0:
19 x = -c / b
20 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x
21 else:
22 if c !=0:
23 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
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24 else:
25 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’
Optimizacio´nPodemos plantear un nuevo refinamiento que tiene por objeto hacer un programa ma´sra´pido, ma´s eficiente. F´ıjate que en las l´ıneas 8, 9 y 10 del u´ltimo programa se calculacada vez la expresio´n b**2 - 4*a*c. ¿Para que´ hacer tres veces un mismo ca´lculo? Silas tres veces el resultado va a ser el mismo, ¿no es una pe´rdida de tiempo repetir elca´lculo? Podemos efectuar una sola vez el ca´lculo y guardar el resultado en una variable.
segundo grado 20.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 if a != 0:
8 discriminante = b**2 - 4*a*c
9 if discriminante >= 0:
10 x1 = (-b + sqrt(discriminante)) / (2 * a)
11 x2 = (-b - sqrt(discriminante)) / (2 * a)
12 if x1 == x2:
13 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x1
14 else:
15 print ’Soluciones␣de␣la␣ecuacio´n:’,
16 print ’x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
17 else:
18 print ’No␣hay␣soluciones␣reales.’
19 else:
20 if b != 0:
21 x = -c / b
22 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x
23 else:
24 if c !=0:
25 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
26 else:
27 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’
Modificar un programa que funciona correctamente para hacer que funcione ma´s efi-cientemente es optimizar el programa. No te obsesiones con la optimizacio´n de tusprogramas. Ahora esta´s aprendiendo a programar. Asegu´rate de que tus programas fun-cionan correctamente. Ya habra´ tiempo para optimizar ma´s adelante.
4.1.9. Otro ejemplo: ma´ximo de una serie de nu´meros
Ahora que sabemos utilizar sentencias condicionales, vamos con un problema sencillo,pero que es todo un cla´sico en el aprendizaje de la programacio´n: el ca´lculo del ma´ximode una serie de nu´meros.Empezaremos por pedirle al usuario dos nu´meros enteros y le mostraremos por pan-talla cua´l es el mayor de los dos.Estudia esta solucio´n, a ver que´ te parece:
maximo 5.py maximo.py
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1 a = int(raw_input(’Dame␣el␣primer␣nu´mero:␣’))
2 b = int(raw_input(’Dame␣el␣segundo␣nu´mero:␣’))
3
4 if a > b:
5 maximo = a
6 else:
7 maximo = b
8
9 print ’El␣ma´ximo␣es’, maximo
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 77 ¿Que´ l´ıneas del u´ltimo programa se ejecutan y que´ resultado aparece por pantallaen cada uno de estos casos?
a) a = 2 y b = 3. b) a = 3 y b = 2. c) a = −2 y b = 0. d) a = 1 y b = 1.
Analiza con cuidado el u´ltimo caso. Observa que los dos nu´meros son iguales. ¿Cua´les, pues, el ma´ximo? ¿Es correcto el resultado del programa?
· 78 Un aprendiz de programador ha disen˜ado este otro programa para calcular elma´ximo de dos nu´meros:
maximo 6.py maximo.py
1 a = int(raw_input(’Dame␣el␣primer␣nu´mero:␣’))
2 b = int(raw_input(’Dame␣el␣segundo␣nu´mero:␣’))
3
4 if a > b:
5 maximo = a
6 if b > a:
7 maximo = b
8
9 print ’El␣ma´ximo␣es’, maximo¿Es correcto? ¿Que´ pasa si introducimos dos nu´meros iguales?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Vamos con un problema ma´s complicado: el ca´lculo del ma´ximo de tres nu´merosenteros (que llamaremos a, b y c). He aqu´ı una estrategia posible:1. Me pregunto si a es mayor que b y, si es as´ı, de momento a es candidato a ser elmayor, pero no se´ si lo sera´ definitivamente hasta compararlo con c. Me pregunto,pues, si a es mayor que c.
a) Si a tambie´n es mayor que c, esta´ claro que a es el mayor de los tres.b) Y si no, c es el mayor de los tres.
2. Pero si no es as´ı, es decir, si a es menor o igual que b, el nu´mero b es, de momento,mi candidato a nu´mero mayor. Falta compararlo con c.
a) Si tambie´n es mayor que c, entonces b es el mayor.b) Y si no, entonces c es el mayor.Ahora que hemos disen˜ado el procedimiento, construyamos un programa Python queimplemente ese algoritmo:
maximo de tres 3.py maximo de tres.py
1 a = int(raw_input(’Dame␣el␣primer␣nu´mero:␣’))
2 b = int(raw_input(’Dame␣el␣segundo␣nu´mero:␣’))
3 c = int(raw_input(’Dame␣el␣tercer␣nu´mero:␣’))
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4
5 if a > b:
6 if a > c:
7 maximo = a
8 else:
9 maximo = c
10 else:
11 if b > c:
12 maximo = b
13 else:
14 maximo = c
15
16 print ’El␣ma´ximo␣es’, maximo
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 79 ¿Que´ secuencia de l´ıneas de este u´ltimo programa se ejecutara´ en cada uno deestos casos?
a) a = 2, b = 3 y c = 4. b) a = 3, b = 2 y c = 4. c) a = 1, b = 1 y c = 1.
Ayu´date con el modo de depuracio´n de PythonG.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Puede que la solucio´n que hemos propuesto te parezca extran˜a y que tu´ hayas di-sen˜ado un programa muy diferente. Es normal. No existe un u´nico programa para solucio-nar un problema determinado y cada persona desarrolla un estilo propio en el disen˜o delos programas. Si el que se propone como solucio´n no es igual al tuyo, el tuyo no tienepor que´ ser erro´neo; quiza´ so´lo sea distinto. Por ejemplo, este otro programa tambie´ncalcula el ma´ximo de tres nu´meros, y es muy diferente del que hemos propuesto antes:
maximo de tres 4.py maximo de tres.py
1 a = int(raw_input(’Dame␣el␣primer␣nu´mero:␣’))
2 b = int(raw_input(’Dame␣el␣segundo␣nu´mero:␣’))
3 c = int(raw_input(’Dame␣el␣tercer␣nu´mero:␣’))
4
5 candidato = a
6 if b > candidato:
7 candidato = b
8 if c > candidato:
9 candidato = c
10 maximo = candidato
11
12 print ’El␣ma´ximo␣es’, maximo
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 80 Disen˜a un programa que calcule el ma´ximo de 5 nu´meros enteros. Si sigues unaestrategia similar a la de la primera solucio´n propuesta para el problema del ma´ximo de3 nu´meros, tendra´s problemas. Intenta resolverlo como en el u´ltimo programa de ejemplo,es decir con un ˂˂ candidato a valor ma´ximo˃˃ que se va actualizando al compararse concada nu´mero.
· 81 Disen˜a un programa que calcule la menor de cinco palabras dadas; es decir, laprimera palabra de las cinco en orden alfabe´tico. Aceptaremos que las mayu´sculas son
˂˂alfabe´ticamente˃˃ menores que las minu´sculas, de acuerdo con la tabla ASCII.
· 82 Disen˜a un programa que calcule la menor de cinco palabras dadas; es decir, laprimera palabra de las cinco en orden alfabe´tico. No aceptaremos que las mayu´sculassean ˂˂alfabe´ticamente˃˃ menores que las minu´sculas. O sea, ’pepita’ es menor que
’Pepito’.
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· 83 Disen˜a un programa que, dados cinco nu´meros enteros, determine cua´l de loscuatro u´ltimos nu´meros es ma´s cercano al primero. (Por ejemplo, si el usuario introducelos nu´meros 2, 6, 4, 1 y 10, el programa respondera´ que el nu´mero ma´s cercano al 2 esel 1.)
· 84 Disen˜a un programa que, dados cinco puntos en el plano, determine cua´l delos cuatro u´ltimos puntos es ma´s cercano al primero. Un punto se representara´ con dosvariables: una para la abcisa y otra para la ordenada. La distancia entre dos puntos(x1, y1) y (x2, y2) es √(x1 − x2)2 + (y1 − y2)2.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Las comparaciones pueden incluir cualquier expresio´n cuyo resultado sea interpre-table en te´rminos de cierto o falso. Podemos incluir, pues, expresiones lo´gicas tan com-plicadas como deseemos. F´ıjate en el siguiente programa, que sigue una aproximacio´ndiferente para resolver el problema del ca´lculo del ma´ximo de tres nu´meros:
maximo de tres.py maximo de tres.py
1 a = int(raw_input(’Dame␣el␣primer␣nu´mero:␣’))
2 b = int(raw_input(’Dame␣el␣segundo␣nu´mero:␣’))
3 c = int(raw_input(’Dame␣el␣tercer␣nu´mero:␣’))
4
5 if a >= b and a >= c:
6 maximo = a
7 if b >= a and b >= c:
8 maximo = b
9 if c >= a and c >= b:
10 maximo = c
11 print ’El␣ma´ximo␣es’, maximoLa expresio´n a >= b and a >= c por ejemplo, se lee ˂˂a es mayor o igual que b y a esmayor o igual que c˃˃ .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 85 Indica en cada uno de los siguientes programas que´ valores o rangos de valoresprovocan la aparicio´n de los distintos mensajes:a) aparcar.py aparcar.py
1 dia = int(raw_input(’Dime␣que´␣dı´a␣es␣hoy:␣’))
2
3 if 0 < dia <= 15:
4 print ’Puedes␣aparcar␣en␣el␣lado␣izquierdo␣de␣la␣calle’
5 else:
6 if 15 < dia < 32:
7 print ’Puedes␣aparcar␣en␣el␣lado␣derecho␣de␣la␣calle’
8 else:
9 print ’Ningu´n␣mes␣tiene␣%d␣dı´as.’ % dia
b) estaciones.py estaciones.py
1 mes = int(raw_input(’Dame␣un␣mes:␣’))
2
3 if 1 <= mes <= 3:
4 print ’Invierno.’
5 else:
6 if mes == 4 or mes == 5 or mes == 6:
7 print ’Primavera.’
8 else:
9 if not (mes < 7 or 9 < mes):
10 print ’Verano.’
11 else:
12 if not (mes != 10 and mes != 11 and mes != 12):
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13 print ’Oton˜o.’
14 else:
15 print ’Ningu´n␣an˜o␣tiene␣%d␣meses.’ % mes
c) identificador.py identificador.py
1 car = raw_input(’Dame␣un␣cara´cter:␣’)
2
3 if ’a’ <= car.lower() <= ’z’ or car == ’ ’:
4 print ’Este␣cara´cter␣es␣va´lido␣en␣un␣identificador␣en␣Python.’
5 else:
6 if not (car < ’0’ or ’9’ < car):
7 print ’Un␣dı´gito␣es␣va´lido␣en␣un␣identificador␣en␣Python,’,
8 print ’siempre␣que␣no␣sea␣el␣primer␣cara´cter.’
9 else:
10 print ’Cara´cter␣no␣va´lido␣para␣formar␣un␣identificador␣en␣Python.’
d) bisiesto.py bisiesto.py
1 anyo = int(raw_input(’Dame␣un␣an˜o:␣’))
2
3 if anyo % 4 == 0 and (anyo % 100 != 0 or anyo % 400 == 0):
4 print ’El␣an˜o␣%d␣es␣bisiesto.’ % anyo
5 else:
6 print ’El␣an˜o␣%d␣no␣es␣bisiesto.’ % anyo
· 86 La fo´rmula C ′ = C ·(1+x/100)n nos permite obtener el capital final que lograremosa partir de un capital inicial (C ), una tasa de intere´s anual (x) en tanto por cien y unnu´mero de an˜os (n). Si lo que nos interesa conocer es el nu´mero de an˜os n que tardaremosen lograr un capital final C ′ partiendo de un capital inicial C a una tasa de intere´s anualx , podemos despejar n en la fo´rmula del ejercicio 67 de la siguiente manera:
n = log(C ′)− log(C )log(1 + x/100)Disen˜a un programa Python que obtenga el nu´mero de an˜os que se tarda en conseguirun capital final dado a partir de un capital inicial y una tasa de intere´s anual tambie´ndados. El programa debe tener en cuenta cua´ndo se puede realizar el ca´lculo y cua´ndono en funcio´n del valor de la tasa de intere´s (para evitar una divisio´n por cero, el ca´lculode logaritmos de valores negativos, etc). . . con una excepcio´n: si C y C ′ son iguales,el nu´mero de an˜os es 0 independientemente de la tasa de intere´s (incluso de la queprovocar´ıa un error de divisio´n por cero).(Ejemplos: Para obtener 11 000 ¤ por una inversio´n de 10 000 ¤ al 5% anual esnecesario esperar 1.9535 an˜os. Obtener 11 000 ¤ por una inversio´n de 10 000 ¤ al 0%anual es imposible. Para obtener 10 000 ¤ con una inversio´n de 10 000 ¤ no hay queesperar nada, sea cual sea el intere´s.)
· 87 Disen˜a un programa que, dado un nu´mero real que debe representar la calificacio´nnume´rica de un examen, proporcione la calificacio´n cualitativa correspondiente al nu´merodado. La calificacio´n cualitativa sera´ una de las siguientes: ˂˂Suspenso˃˃ (nota menor que5), ˂˂Aprobado˃˃ (nota mayor o igual que 5, pero menor que 7), ˂˂Notable˃˃ (nota mayor oigual que 7, pero menor que 8.5), ˂˂Sobresaliente˃˃ (nota mayor o igual que 8.5, pero menorque 10), ˂˂Matr´ıcula de Honor˃˃ (nota 10).
· 88 Disen˜a un programa que, dado un cara´cter cualquiera, lo identifique como vocalminu´scula, vocal mayu´scula, consonante minu´scula, consonante mayu´scula u otro tipo decara´cter.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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De MorganLas expresiones lo´gicas pueden resultar complicadas, pero es que los programas hacen,en ocasiones, comprobaciones complicadas. Tal vez las ma´s dif´ıciles de entender sonlas que comportan algu´n tipo de negacio´n, pues generalmente nos resulta ma´s dif´ıcilrazonar en sentido negativo que afirmativo. A los que empiezan a programar les l´ıanmuy frecuentemente las negaciones combinadas con or o and. Veamos algu´n ejemplo
˂˂de juguete˃˃ . Supo´n que para aprobar una asignatura hay que obtener ma´s de un 5en dos exa´menes parciales, y que la nota de cada uno de ellos esta´ disponible en lasvariables parcial1 y parcial2, respectivamente. Estas l´ıneas de programa muestran elmensaje ˂˂Has suspendido.˃˃ cuando no has obtenido al menos un 5 en los dos exa´menes:
if not (parcial1 >= 5.0 and parcial2 >= 5.0):print ’Has␣suspendido.’
Lee bien la condicio´n: ˂˂ si no es cierto que has sacado al menos un 5 en ambos (por esoel and) parciales. . . ˃˃ . Ahora f´ıjate en este otro fragmento:
if not parcial1 >= 5.0 or not parcial2 >= 5.0:print ’Has␣suspendido.’
Lea´moslo: ˂˂ si no has sacado al menos un cinco en uno u otro (por eso el or) parcial. . . ˃˃ .O sea, los dos fragmentos son equivalentes: uno usa un not que se aplica al resultadode una operacio´n and; el otro usa dos operadores not cuyos resultados se combinan conun operador or. Y sin embargo, dicen la misma cosa. Los lo´gicos utilizan una notacio´nespecial para representar esta equivalencia:
¬(p ∧ q) ←→ ¬p ∨ ¬q,¬(p ∨ q) ←→ ¬p ∧ ¬q.
(Los lo´gicos usan ‘¬’ para not, ‘∧’ para and y ‘∨’ para or.) Estas relaciones se deben almatema´tico De Morgan, y por ese nombre se las conoce. Si es la primera vez que lasves, te resultara´n chocantes, pero si piensas un poco, vera´s que son de sentido comu´n.Hemos observado que los estudiantes comete´is errores cuando hay que expresar lacondicio´n contraria a una como ˂˂a and b˃˃ . Muchos escrib´ıs ˂˂not a and not b˃˃ y esta´mal. La negacio´n correcta ser´ıa ˂˂not (a and b)˃˃ o, por De Morgan, ˂˂not a or not b˃˃ .¿Cua´l ser´ıa, por cierto, la negacio´n de ˂˂a or not b˃˃ ?
4.1.10. Evaluacio´n con cortocircuitos
La evaluacio´n de expresiones lo´gicas es algo especial. Observa la condicio´n de este if :
if a == 0 or 1/a > 1:
...¿Puede provocar una divisio´n por cero? No, nunca. Observa que si a vale cero, el primerte´rmino del or es True. Como la evaluacio´n de una o lo´gica de True con cualquier otrovalor, True o False, es necesariamente True, Python no evalu´a el segundo te´rmino y seahorra as´ı un esfuerzo innecesario.Algo similar ocurre en este otro caso:
if a != 0 and 1/a > 1:
...Si a es nulo, el valor de a != 0 es falso, as´ı que ya no se procede a evaluar la segundaparte de la expresio´n.Al calcular el resultado de una expresio´n lo´gica, Python evalu´a (siguiendo las reglasde asociatividad y precedencia oportunas) lo justo hasta conocer el resultado: cuando el
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primer te´rmino de un or es cierto, Python acaba y devuelve directamente cierto y cuandoel primer te´rmino de un and es falso, Python acaba y devuelve directamente falso. Estemodo de evaluacio´n se conoce como evaluacio´n con cortocircuitos.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 89 ¿Por que´ obtenemos un error en esta sesio´n de trabajo con el inte´rprete interactivo?
>>> a = 0 ↱
>>> if 1/a > 1 and a != 0: ↱
... print a ↱
...
↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
ZeroDivisionError: integer division or modulo by zero. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.1.11. Un u´ltimo problema: menu´s de usuario
Ya casi acabamos esta (largu´ısima) seccio´n. Introduciremos una nueva estructura sinta´cticaplanteando un nuevo problema. El problema es el siguiente: imagina que tenemos unprograma que a partir del radio de una circunferencia calcula su dia´metro, per´ımetro oa´rea. So´lo queremos mostrar al usuario una de las tres cosas, el dia´metro, el per´ımetro oel a´rea; la que e´l desee, pero so´lo una.Nuestro programa podr´ıa empezar pidiendo el radio del c´ırculo. A continuacio´n, podr´ıamostrar un menu´ con tres opciones: ˂˂ calcular el dia´metro˃˃ , ˂˂ calcular el per´ımetro˃˃ y
˂˂ calcular el a´rea˃˃ . Podr´ıamos etiquetar cada opcio´n con una letra y hacer que el usuariotecleara una de ellas. En funcio´n de la letra tecleada, calcular´ıamos una cosa u otra.Analiza este programa:
circulo 5.py circulo.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
5 # Menu´
6 print ’Escoge␣una␣opcio´n:␣’
7 print ’a)␣Calcular␣el␣dia´metro.’
8 print ’b)␣Calcular␣el␣perı´metro.’
9 print ’c)␣Calcular␣el␣a´rea.’
10 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
11
12 if opcion == ’a’: # Ca´lculo del dia´metro.
13 diametro = 2 * radio
14 print ’El␣dia´metro␣es’, diametro
15 else:
16 if opcion == ’b’: # Ca´lculo del per´ımetro.
17 perimetro = 2 * pi * radio
18 print ’El␣perı´metro␣es’, perimetro
19 else:
20 if opcion == ’c’: # Ca´lculo del a´rea.
21 area = pi * radio ** 2
22 print ’El␣a´rea␣es’, area
Ejecutemos el programa y seleccionemos la segunda opcio´n:
Dame el radio de un cı´rculo: 3
Escoge una opcio´n:
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a) Calcular el dia´metro.
b) Calcular el perı´metro.
c) Calcular el a´rea.
Teclea a, b o c y pulsa el retorno de carro: b
El perı´metro es 18.8495559215
Ejecute´moslo de nuevo, pero seleccionando esta vez la tercera opcio´n:
Dame el radio de un cı´rculo: 3
Escoge una opcio´n:
a) Calcular el dia´metro.
b) Calcular el perı´metro.
c) Calcular el a´rea.
Teclea a, b o c y pulsa el retorno de carro: c
El a´rea es 28.2743338823
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 90 Nuestro aprendiz de programador ha tecleado en su ordenador el u´ltimo programa,pero se ha despistado y ha escrito esto:
circulo 6.py circulo.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
5 print ’Escoge␣una␣opcio´n:␣’
6 print ’a)␣Calcular␣el␣dia´metro.’
7 print ’b)␣Calcular␣el␣perı´metro.’
8 print ’c)␣Calcular␣el␣a´rea.’
9 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
10
11 if opcion == a:
12 diametro = 2 * radio
13 print ’El␣dia´metro␣es’, diametro
14 else:
15 if opcion == b:
16 perimetro = 2 * pi * radio
17 print ’El␣perı´metro␣es’, perimetro
18 else:
19 if opcion == c:
20 area = pi * radio ** 2
21 print ’El␣a´rea␣es’, area
Las l´ıneas sombreadas son diferentes de sus equivalentes del programa original. ¿Fun-cionara´ el programa del aprendiz? Si no es as´ı, ¿por que´ motivo?.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Acabemos de pulir nuestro programa. Cuando el usuario no escribe ni la a, ni lab, ni la c al tratar de seleccionar una de las opciones, deber´ıamos decirle que se haequivocado:
circulo 7.py circulo.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
5 print ’Escoge␣una␣opcio´n:␣’
6 print ’a)␣Calcular␣el␣dia´metro.’
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7 print ’b)␣Calcular␣el␣perı´metro.’
8 print ’c)␣Calcular␣el␣a´rea.’
9 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
10
11 if opcion == ’a’:
12 diametro = 2 * radio
13 print ’El␣dia´metro␣es’, diametro
14 else:
15 if opcion == ’b’:
16 perimetro = 2 * pi * radio
17 print ’El␣perı´metro␣es’, perimetro
18 else:
19 if opcion == ’c’:
20 area = pi * radio ** 2
21 print ’El␣a´rea␣es’, area
22 else:
23 print ’So´lo␣hay␣tres␣opciones:␣a,␣b␣o␣c.’
24 print ’Tu´␣has␣tecleado’, opcion
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 91 Haz una traza del programa suponiendo que el usuario teclea la letra d cuandose le solicita una opcio´n. ¿Que´ l´ıneas del programa se ejecutan?
· 92 El programa presenta un punto de´bil: si el usuario escribe una letra mayu´sculaen lugar de minu´scula, no se selecciona ninguna opcio´n. Modifica el programa para quetambie´n acepte letras mayu´sculas.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.1.12. Una forma compacta para estructuras condicionales mu´ltiples (elif)
El u´ltimo programa presenta un problema este´tico: la serie de l´ıneas que permiten se-leccionar el ca´lculo que hay que efectuar en funcio´n de la opcio´n de menu´ seleccionada(l´ıneas 11–24) parece ma´s complicada de lo que realmente es. Cada opcio´n aparece in-dentada ma´s a la derecha que la anterior, as´ı que el ca´lculo del a´rea acaba con tresniveles de indentacio´n. Imagina que´ pasar´ıa si el menu´ tuviera 8 o 9 opciones: ¡el pro-grama acabar´ıa tan a la derecha que pra´cticamente se saldr´ıa del papel! Python permiteuna forma compacta de expresar fragmentos de co´digo de la siguiente forma:
if condicio´n:
...else:if otra condicio´n:
...Un else inmediatamente seguido por un if puede escribirse as´ı:
if condicio´n:
...elif otra condicio´n:
...con lo que nos ahorramos una indentacio´n. El u´ltimo programa se convertir´ıa, pues, eneste otro:
circulo 8.py circulo.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
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5 print ’Escoge␣una␣opcio´n:␣’
6 print ’a)␣Calcular␣el␣dia´metro.’
7 print ’b)␣Calcular␣el␣perı´metro.’
8 print ’c)␣Calcular␣el␣a´rea.’
9 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
10
11 if opcion == ’a’:
12 diametro = 2 * radio
13 print ’El␣dia´metro␣es’, diametro
14 elif opcion == ’b’:
15 perimetro = 2 * pi * radio
16 print ’El␣perı´metro␣es’, perimetro
17 elif opcion == ’c’:
18 area = pi * radio ** 2
19 print ’El␣a´rea␣es’, area
20 else:
21 print ’So´lo␣hay␣tres␣opciones:␣a,␣b␣o␣c.␣Tu´␣has␣tecleado’, opcion
El programa es absolutamente equivalente, ocupa menos l´ıneas y gana mucho enlegibilidad: no so´lo evitamos mayores niveles de indentacio´n, tambie´n expresamos deforma clara que, en el fondo, todas esas condiciones esta´n relacionadas.
Formas compactas: ¿complicando las cosas?Puede que comprender la estructura condicional if te haya supuesto un esfuerzo consi-derable. A eso has tenido que an˜adir la forma if-else. ¡Y ahora el if-elif! Parece que nohacemos ma´s que complicar las cosas. Ma´s bien todo lo contrario: las formas if-else eif-elif (que tambie´n acepta un if-elif-else) debes considerarlas una ayuda. En realidad,ninguna de estas formas permite hacer cosas que no pudie´ramos hacer con so´lo el if ,aunque, eso s´ı, necesitando un esfuerzo mayor.Mientras este´s dando tus primeros pasos en la programacio´n, si dudas sobre que´forma utilizar, trata de expresar tu idea con so´lo el if . Una vez tengas una solucio´n,plante´ate si tu programa se beneficiar´ıa del uso de una forma compacta. Si es as´ı,u´sala. Ma´s adelante seleccionara´s instintivamente la forma ma´s apropiada para cadacaso. Bueno, eso cuando hayas adquirido bastante experiencia, y so´lo la adquirira´spracticando.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 93 Modifica la solucio´n del ejercicio 87 usando ahora la estructura elif . ¿No te parecema´s legible la nueva solucio´n?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.2. Sentencias iterativas
Au´n vamos a presentar una u´ltima reflexio´n sobre el programa de los menu´s. Cuando elusuario no escoge correctamente una opcio´n del menu´ el programa le avisa, pero finalizainmediatamente. Lo ideal ser´ıa que cuando el usuario se equivocara, el programa le pidierade nuevo una opcio´n. Para eso ser´ıa necesario repetir la ejecucio´n de las l´ıneas 11–21.Una aproximacio´n na¨ıf consistir´ıa, ba´sicamente, en an˜adir al final una copia de esas l´ıneasprecedidas de un if que comprobara que el usuario se equivoco´. Pero esa aproximacio´nes muy mala: ¿que´ pasar´ıa si el usuario se equivocara una segunda vez? Cuando decimosque queremos repetir un fragmento del programa no nos referimos a copiarlo de nuevo,sino a ejecutarlo otra vez. Pero, ¿es posible expresar en este lenguaje que queremos quese repita la ejecucio´n de un trozo del programa?
Introduccio´n a la programacio´n con Python 107 c©UJI
108Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
Python permite indicar que deseamos que se repita un trozo de programa de dosformas distintas: mediante la sentencia while y mediante la sentencia for. La primera deellas es ma´s general, por lo que la estudiaremos en primer lugar.
4.2.1. La sentencia while
En ingle´s, ˂˂while˃˃ significa ˂˂mientras˃˃ . La sentencia while se usa as´ı:
while condicio´n:accio´naccio´n
...accio´n
y permite expresar en Python acciones cuyo significado es:
˂˂Mientras se cumpla esta condicio´n, repite estas acciones.˃˃
Las sentencias que denotan repeticio´n se denominan bucles.Vamos a empezar estudiando un ejemplo y viendo que´ ocurre paso a paso. Estudiadetenidamente este programa:
contador 3.py contador.py
1 i = 0
2 while i < 3:
3 print i
4 i += 1
5 print ’Hecho’
Observa que la l´ınea 2 finaliza con dos puntos (:) y que la indentacio´n indica que lasl´ıneas 3 y 4 dependen de la l´ınea 2, pero no la l´ınea 5. Podemos leer el programa as´ı:primero, asigna a i el valor 0; a continuacio´n, mientras i sea menor que 3, repite estasacciones: muestra por pantalla el valor de i e incrementa i en una unidad; finalmente,muestra por pantalla la palabra ˂˂Hecho˃˃ .Si ejecutamos el programa, por pantalla aparecera´ el siguiente texto:
0
1
2
Hecho
Veamos que´ ha ocurrido paso a paso con una traza.
Se ha ejecutado la l´ınea 1, con lo que i vale 0.
Despue´s, se ha ejecutado la l´ınea 2, que dice ˂˂mientras i sea menor que 3, hacer. . . ˃˃ .Primero se ha evaluado la condicio´n i < 3, que ha resultado ser cierta. Como lacondicio´n se satisface, deben ejecutarse las acciones supeditadas a esta l´ınea (lasl´ıneas 3 y 4).
Se ejecuta en primer lugar la l´ınea 3, que muestra el valor de i por pantalla.Aparece, pues, un cero.
Se ejecuta a continuacio´n la l´ınea 4, que incrementa el valor de i. Ahora i vale 1.
¡Ojo!, ahora no pasamos a la l´ınea 5, sino que volvemos a la l´ınea 2. Cada vez quefinalizamos la ejecucio´n de las acciones que dependen de un while, volvemos a lal´ınea del while.
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i = 0while i <3: ⇐ la condicio´n se satisfaceprint ii += 1print ’Hecho’
Estamos nuevamente en la l´ınea 2, as´ı que comprobamos si i es menor que 3. Esas´ı, por lo que toca ejecutar de nuevo las l´ıneas 3 y 4.
Volvemos a ejecutar la l´ınea 3, as´ı que aparece un 1 por pantalla.
Volvemos a ejecutar la l´ınea 4, con lo que i vuelve a incrementarse y pasa de valer1 a valer 2.
Nuevamente pasamos a la l´ınea 2. Siempre que acaba de ejecutarse la u´ltima accio´nde un bucle while, volvemos a la l´ınea que contiene la palabra ·while·. Como i siguesiendo menor que 3, deberemos repetir las acciones expresadas en las l´ıneas 3 y 4.
As´ı que ejecutamos otra vez la l´ınea 3 y en pantalla aparece el nu´mero 2.
Incrementamos de nuevo el valor de i, como indica la l´ınea 4, as´ı que i pasa devaler 2 a valer 3.
Y de nuevo pasamos a la l´ınea 2. Pero ahora ocurre algo especial: la condicio´n nose satisface, pues i ya no es menor que 3. Como la condicio´n ya no se satisface, nohay que ejecutar otra vez las l´ıneas 3 y 4. Ahora hemos de ir a la l´ınea 5, que esla primera l´ınea que no esta´ ˂˂dentro˃˃ del bucle.
i = 0while i <3: ⇐ la condicio´n no se satisfaceprint ii += 1print ’Hecho’
Se ejecuta la l´ınea 5, que muestra por pantalla la palabra ˂˂Hecho˃˃ y finaliza elprograma.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 94 Ejecuta el u´ltimo programa paso a paso con el entorno de depuracio´n de PythonG.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Pero, ¿por que´ tanta complicacio´n? Este otro programa muestra por pantalla lo mismo,se entiende ma´s fa´cilmente y es ma´s corto.
contador simple.py
1 print 0
2 print 1
3 print 2
4 print ’Hecho’Bueno, contador.py es un programa que so´lo pretende ilustrar el concepto de bucle,as´ı que ciertamente no hace nada demasiado u´til, pero aun as´ı nos permite vislumbrar lapotencia del concepto de iteracio´n o repeticio´n. Piensa en que´ ocurre si modificamos unso´lo nu´mero del programa:
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contador 4.py contador.py
1 i = 0
2 while i < 1000:
3 print i
4 i += 1
5 print ’Hecho’¿Puedes escribir fa´cilmente un programa que haga lo mismo y que no utilice bucles?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 95 Haz una traza de este programa:
ejercicio bucle 9.py ejercicio bucle.py
1 i = 0
2 while i <= 3:
3 print i
4 i += 1
5 print ’Hecho’
· 96 Haz una traza de este programa:
ejercicio bucle 10.py ejercicio bucle.py
1 i = 0
2 while i < 10:
3 print i
4 i += 2
5 print ’Hecho’
· 97 Haz una traza de este programa:
ejercicio bucle 11.py ejercicio bucle.py
1 i = 3
2 while i < 10:
3 i += 2
4 print i
5 print ’Hecho’
· 98 Haz una traza de este programa:
ejercicio bucle 12.py ejercicio bucle.py
1 i = 1
2 while i < 100:
3 i *= 2
4 print i
· 99 Haz una traza de este programa:
ejercicio bucle 13.py ejercicio bucle.py
1 i = 10
2 while i < 2:
3 i *= 2
4 print i
· 100 Haz unas cuantas trazas de este programa para diferentes valores de i.
ejercicio bucle 14.py ejercicio bucle.py
1 i = int(raw_input(’Valor␣inicial:␣’))
2 while i < 10:
3 print i
4 i += 1¿Que´ ocurre si el valor de i es mayor o igual que 10? ¿Y si es negativo?
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· 101 Haz unas cuantas trazas de este programa para diferentes valores de i y delimite.
ejercicio bucle 15.py ejercicio bucle.py
1 i = int(raw_input(’Valor␣inicial:␣’))
2 limite = int(raw_input(’Lı´mite:␣’))
3 while i < limite:
4 print i
5 i += 1
· 102 Haz unas cuantas trazas de este programa para diferentes valores de i, de limitey de incremento.
ejercicio bucle 16.py ejercicio bucle.py
1 i = int(raw_input(’Valor␣inicial:␣’))
2 limite = int(raw_input(’Lı´mite:␣’))
3 incremento = int(raw_input(’Incremento:␣’))
4 while i < limite:
5 print i
6 i += incremento
· 103 Implementa un programa que muestre todos los mu´ltiplos de 6 entre 6 y 150,ambos inclusive.
· 104 Implementa un programa que muestre todos los mu´ltiplos de n entre n y m · n,ambos inclusive, donde n y m son nu´meros introducidos por el usuario.
· 105 Implementa un programa que muestre todos los nu´meros potencia de 2 entre 20y 230, ambos inclusive.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Bucles sin finLos bucles son muy u´tiles a la hora de confeccionar programas, pero tambie´n son peli-grosos si no andas con cuidado: es posible que no finalicen nunca. Estudia este programay vera´s que´ queremos decir:
E bucle infinito.py E
1 i = 0
2 while i < 10:
3 print i
La condicio´n del bucle siempre se satisface: dentro del bucle nunca se modifica el valorde i, y si i no se modifica, jama´s llegara´ a valer 10 o ma´s. El ordenador empieza amostrar el nu´mero 0 una y otra vez, sin finalizar nunca. Es lo que denominamos un buclesin fin o bucle infinito.Cuando se ejecuta un bucle sin fin, el ordenador se queda como ˂˂ colgado˃˃ y nuncanos devuelve el control. Si esta´s ejecutando un programa desde la l´ınea de o´rdenes Unix,puedes abortarlo pulsando C-c. Si la ejecucio´n tiene lugar en el entorno PythonG (oen el editor XEmacs) puedes abortar la ejecucio´n del programa con C-c C-c.
4.2.2. Un problema de ejemplo: ca´lculo de sumatorios
Ahora que ya hemos presentado lo fundamental de los bucles, vamos a resolver algunosproblemas concretos. Empezaremos por un programa que calcula la suma de los 1000primeros nu´meros, es decir, un programa que calcula el sumatorio
1000∑
i=1 i,
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o, lo que es lo mismo, el resultado de 1 + 2 + 3 + · · ·+ 999 + 1000.Vamos paso a paso. La primera idea que suele venir a quienes aprenden a programares reproducir la fo´rmula con una sola expresio´n Python, es decir:
E sumatorio.py E
1 sumatorio = 1 + 2 + 3 + ... + 999 + 1000
2 print sumatorio
Pero, obviamente, no funciona: los puntos suspensivos no significan nada para Python.Aunque una persona puede aplicar su intuicio´n para deducir que´ significan los puntossuspensivos en ese contexto, Python carece de intuicio´n alguna: exige que todo se describade forma precisa y rigurosa. Esa es la mayor dificultad de la programacio´n: el nivel dedetalle y precisio´n con el que hay que describir que´ se quiere hacer.Bien. Aborde´moslo de otro modo. Vamos a intentar calcular el valor del sumatorio
˂˂acumulando˃˃ el valor de cada nu´mero en una variable. Analiza este otro programa(incompleto):
1 sumatorio = 0
2 sumatorio += 1
3 sumatorio += 2
4 sumatorio += 3
.
.
.
1000 sumatorio += 999
1001 sumatorio += 1000
1002 print sumatorio
Como programa no es el colmo de la elegancia. F´ıjate en que, adema´s, presenta unaestructura casi repetitiva: las l´ıneas de la 2 a la 1001 son todas de la forma
sumatorio += nu´merodonde nu´mero va tomando todos los valores entre 1 y 1000. Ya que esa sentencia, conligeras variaciones, se repite una y otra vez, vamos a tratar de utilizar un bucle. Empecemosconstruyendo un borrador incompleto que iremos refinando progresivamente:
sumatorio.py
1 sumatorio = 0
2 while condicio´n:
3 sumatorio += nu´mero
4 print sumatorioHemos dicho que nu´mero ha de tomar todos los valores crecientes desde 1 hasta 1000.Podemos usar una variable que, una vez inicializada, vaya tomando valores sucesivos concada iteracio´n del bucle:
sumatorio.py
1 sumatorio = 0
2 i = 1
3 while condicio´n:
4 sumatorio += i
5 i += 1
6 print sumatorioSo´lo resta indicar la condicio´n con la que se decide si hemos de iterar de nuevo o,por el contrario, hemos de finalizar el bucle:
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sumatorio 4.py sumatorio.py
1 sumatorio = 0
2 i = 1
3 while i <= 1000:
4 sumatorio += i
5 i += 1
6 print sumatorio
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 106 Estudia las diferencias entre el siguiente programa y el u´ltimo que hemos estu-diado. ¿Producen ambos el mismo resultado?
sumatorio 5.py sumatorio.py
1 sumatorio = 0
2 i = 0
3 while i < 1000:
4 i += 1
5 sumatorio += i
6 print sumatorio
· 107 Disen˜a un programa que calcule
m∑
i=n i,donde n y m son nu´meros enteros que debera´ introducir el usuario por teclado.
· 108 Modifica el programa anterior para que si n > m, el programa no efectu´e ningu´nca´lculo y muestre por pantalla un mensaje que diga que n debe ser menor o igual quem.
· 109 Queremos hacer un programa que calcule el factorial de un nu´mero entero po-sitivo. El factorial de n se denota con n!, pero no existe ningu´n operador Python quepermita efectuar este ca´lculo directamente. Sabiendo que
n! = 1 · 2 · 3 · . . . · (n− 1) · n
y que 0! = 1, haz un programa que pida el valor de n y muestre por pantalla el resultadode calcular n!.
· 110 El nu´mero de combinaciones que podemos formar tomando m elementos de unconjunto con n elementos es:
Cmn = (nm
) = n!(n−m)!m! .
Disen˜a un programa que pida el valor de n y m y calcule Cmn . (Ten en cuenta que n hade ser mayor o igual que m.)(Puedes comprobar la validez de tu programa introduciendo los valores n = 15 ym = 10: el resultado es 3003.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.2.3. Otro programa de ejemplo: requisitos en la entrada
Vamos con otro programa sencillo pero ilustrativo. Estudia este programa:
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raiz 4.py raiz.py
1 from math import sqrt
2
3 x = float(raw_input(’Introduce␣un␣nu´mero␣positivo:␣’))
4
5 print ’La␣raı´z␣cuadrada␣de␣%f␣es␣%f’ % (x, sqrt(x))Como puedes ver, es muy sencillo: pide un nu´mero (flotante) y muestra por pantalla sura´ız cuadrada. Como sqrt no puede trabajar con nu´meros negativos, pedimos al usuarioque introduzca un nu´mero positivo. Pero nada obliga al usuario a introducir un nu´meropositivo.En lugar de adoptar una solucio´n como las estudiadas anteriormente, esto es, evitandoejecutar el ca´lculo de la ra´ız cuadrada cuando el nu´mero es negativo con la ayuda de unasentencia condicional, vamos a obligar a que el usuario introduzca un nu´mero positivorepitiendo la sentencia de la l´ınea 3 cuantas veces sea preciso. Dado que vamos arepetir un fragmento de programa, utilizaremos una sentencia while. En principio, nuestroprograma presentara´ este aspecto:
raiz.py
1 from math import sqrt
2
3 while condicio´n:
4 x = float(raw_input(’Introduce␣un␣nu´mero␣positivo:␣’))
5
6 print ’La␣raı´z␣cuadrada␣de␣%f␣es␣%f’ % (x, sqrt(x))¿Que´ condicio´n poner? Esta´ claro: el bucle deber´ıa leerse as´ı ˂˂mientras x sea un valorinva´lido, hacer. . . ˃˃ , es decir, ˂˂mientras x sea menor que cero, hacer. . . ˃˃ ; y esa u´ltima frasese traduce a Python as´ı:
raiz 5.py E raiz.py E
1 from math import sqrt
2
3 while x < 0:
4 x = float(raw_input(’Introduce␣un␣nu´mero␣positivo:␣’))
5
6 print ’La␣raı´z␣cuadrada␣de␣%f␣es␣%f’ % (x, sqrt(x))
Pero el programa no funciona correctamente. Mira que´ obtenemos al ejecutarlo:
Traceback (innermost last):
File ’raiz.py’, line 3, in ?
while x < 0:
NameError: x
Python nos indica que la variable x no esta´ definida (no existe) en la l´ınea 3. ¿Que´ocurre? Vayamos paso a paso: Python empieza ejecutando la l´ınea 1, con lo que importala funcio´n sqrt del mo´dulo math; la l´ınea 2 esta´ en blanco, as´ı que, a continuacio´n, Pythonejecuta la l´ınea 3, lo cual pasa por saber si la condicio´n del while es cierta o falsa. Y ah´ıse produce el error, pues se intenta conocer el valor de x cuando x no esta´ inicializada.Es necesario, pues, inicializar antes la variable; pero, ¿con que´ valor? Desde luego, nocon un valor positivo. Si x empieza tomando un valor positivo, la l´ınea 4 no se ejecutara´.Probemos, por ejemplo, con el valor −1.
raiz.py
1 from math import sqrt
2
3 x = -1
4 while x < 0:
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5 x = float(raw_input(’Introduce␣un␣nu´mero␣positivo:␣’))
6
7 print ’La␣raı´z␣cuadrada␣de␣%f␣es␣%f’ % (x, sqrt(x))
Ahora s´ı. Hagamos una traza.
1. Empezamos ejecutando la l´ınea 1, con lo que importa la funcio´n sqrt .
2. La l´ınea 2 se ignora.
3. Ahora ejecutamos la l´ınea 3, con lo que x vale −1.
4. En la l´ınea 4 nos preguntamos: ¿es x menor que cero? La respuesta es s´ı, de modoque debemos ejecutar la l´ınea 5.
5. La l´ınea 5 hace que se solicite al usuario un valor para x . Supongamos que elusuario introduce un nu´mero negativo, por ejemplo, −3.
6. Como hemos llegado al final de un bucle while, volvemos a la l´ınea 4 y nos volvemosa preguntar ¿es x menor que cero? De nuevo, la respuesta es s´ı, as´ı que pasamosa la l´ınea 4.
7. Supongamos que ahora el usuario introduce un nu´mero positivo, pongamos que el16.
8. Por llegar al final de un bucle, toca volver a la l´ınea 4 y plantearse la condicio´n:¿es x menor que cero? En este caso la respuesta es no, as´ı que salimos del bucley pasamos a ejecutar la l´ınea 7, pues la l´ınea 6 esta´ vac´ıa.
9. La l´ınea 7 muestra por pantalla ˂˂La raı´z cuadrada de 16.000000 es 4.000000˃˃ .Y ya hemos acabado.
F´ıjate en que las l´ıneas 4–5 se pueden repetir cuantas veces haga falta: so´lo es posiblesalir del bucle introduciendo un valor positivo en x . Ciertamente hemos conseguido obligaral usuario a que los datos que introduce satisfagan una cierta restriccio´n.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 111 ¿Que´ te parece esta otra versio´n del mismo programa?
raiz 6.py raiz.py
1 from math import sqrt
2
3 x = float(raw_input(’Introduce␣un␣nu´mero␣positivo:␣’))
4 while x < 0:
5 x = float(raw_input(’Introduce␣un␣nu´mero␣positivo:␣’))
6
7 print ’La␣raı´z␣cuadrada␣de␣%f␣es␣%f’ % (x, sqrt(x))
· 112 Disen˜a un programa que solicite la lectura de un nu´mero entre 0 y 10 (ambosinclusive). Si el usuario teclea un nu´mero fuera del rango va´lido, el programa solicitara´nuevamente la introduccio´n del valor cuantas veces sea menester.
· 113 Disen˜a un programa que solicite la lectura de un texto que no contenga letrasmayu´sculas. Si el usuario teclea una letra mayu´scula, el programa solicitara´ nuevamentela introduccio´n del texto cuantas veces sea preciso.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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4.2.4. Mejorando el programa de los menu´s
Al acabar la seccio´n dedicada a sentencias condicionales presentamos este programa:
circulo 4.py circulo.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
5 print ’Escoge␣una␣opcio´n:␣’
6 print ’a)␣Calcular␣el␣dia´metro.’
7 print ’b)␣Calcular␣el␣perı´metro.’
8 print ’c)␣Calcular␣el␣a´rea.’
9 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
10
11 if opcion == ’a’:
12 diametro = 2 * radio
13 print ’El␣dia´metro␣es’, diametro
14 elif opcion == ’b’:
15 perimetro = 2 * pi * radio
16 print ’El␣perı´metro␣es’, perimetro
17 elif opcion == ’c’:
18 area = pi * radio ** 2
19 print ’El␣a´rea␣es’, area
20 else:
21 print ’So´lo␣hay␣tres␣opciones:␣a,␣b␣o␣c.␣Tu´␣has␣tecleado’, opcionY al empezar esta seccio´n, dijimos que cuando el usuario no introduce correctamente unade las tres opciones del menu´ nos gustar´ıa volver a mostrar el menu´ hasta que escojauna opcio´n va´lida.En principio, si queremos que el menu´ vuelva a aparecer por pantalla cuando el usuariose equivoca, deberemos repetir desde la l´ınea 5 hasta la u´ltima, as´ı que la sentencia whiledebera´ aparecer inmediatamente despue´s de la segunda l´ınea. El borrador del programapuede quedar as´ı:
circulo 13.py E circulo.py E
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
5 while opcion < ’a’ or opcion > ’c’:
6 print ’Escoge␣una␣opcio´n:␣’
7 print ’a)␣Calcular␣el␣dia´metro.’
8 print ’b)␣Calcular␣el␣perı´metro.’
9 print ’c)␣Calcular␣el␣a´rea.’
10 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
11 if opcion == ’a’:
12 diametro = 2 * radio
13 print ’El␣dia´metro␣es’, diametro
14 elif opcion == ’b’:
15 perimetro = 2 * pi * radio
16 print ’El␣perı´metro␣es’, perimetro
17 elif opcion == ’c’:
18 area = pi * radio ** 2
19 print ’El␣a´rea␣es’, area
20 else:
21 print ’So´lo␣hay␣tres␣opciones:␣a,␣b␣o␣c.␣Tu´␣has␣tecleado’, opcionParece correcto, pero no lo es. ¿Por que´? El error estriba en que opcion no existela primera vez que ejecutamos la l´ınea 5. ¡Nos hemos olvidado de inicializar la variable
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opcion! Desde luego, el valor inicial de opcion no deber´ıa ser ’a’, ’b’ o ’c’, puesentonces el bucle no se ejecutar´ıa (piensa por que´). Cualquier otro valor hara´ que elprograma funcione. Nosotros utilizaremos la cadena vac´ıa para inicializar opcion:
circulo 14.py circulo.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
5 opcion = ’’
6 while opcion < ’a’ or opcion > ’c’:
7 print ’Escoge␣una␣opcio´n:␣’
8 print ’a)␣Calcular␣el␣dia´metro.’
9 print ’b)␣Calcular␣el␣perı´metro.’
10 print ’c)␣Calcular␣el␣a´rea.’
11 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
12 if opcion == ’a’:
13 diametro = 2 * radio
14 print ’El␣dia´metro␣es’, diametro
15 elif opcion == ’b’:
16 perimetro = 2 * pi * radio
17 print ’El␣perı´metro␣es’, perimetro
18 elif opcion == ’c’:
19 area = pi * radio ** 2
20 print ’El␣a´rea␣es’, area
21 else:
22 print ’So´lo␣hay␣tres␣opciones:␣a,␣b␣o␣c.␣Tu´␣has␣tecleado’, opcion
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 114 ¿Es correcto este otro programa? ¿En que´ se diferencia del anterior? ¿Cua´l teparece mejor (si es que alguno de ellos te parece mejor)?
circulo 15.py circulo.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
5 opcion = ’’
6 while opcion < ’a’ or opcion > ’c’:
7 print ’Escoge␣una␣opcio´n:␣’
8 print ’a)␣Calcular␣el␣dia´metro.’
9 print ’b)␣Calcular␣el␣perı´metro.’
10 print ’c)␣Calcular␣el␣a´rea.’
11 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
12 if opcion < ’a’ or opcion > ’c’:
13 print ’So´lo␣hay␣tres␣opciones:␣a,␣b␣o␣c.␣Tu´␣has␣tecleado’, opcion
14
15 if opcion == ’a’:
16 diametro = 2 * radio
17 print ’El␣dia´metro␣es’, diametro
18 elif opcion == ’b’:
19 perimetro = 2 * pi * radio
20 print ’El␣perı´metro␣es’, perimetro
21 elif opcion == ’c’:
22 area = pi * radio ** 2
23 print ’El␣a´rea␣es’, area. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Es habitual que los programas con menu´ repitan una y otra vez las acciones de pre-sentacio´n del listado de opciones, lectura de seleccio´n y ejecucio´n del ca´lculo. Una opcio´ndel menu´ permite finalizar el programa. Aqu´ı tienes una nueva versio´n de circulo.pyque finaliza cuando el usuario desea:
circulo 16.py circulo.py
1 from math import pi
2
3 radio = float(raw_input(’Dame␣el␣radio␣de␣un␣cı´rculo:␣’))
4
5 opcion = ’’
6 while opcion != ’d’:
7 print ’Escoge␣una␣opcio´n:␣’
8 print ’a)␣Calcular␣el␣dia´metro.’
9 print ’b)␣Calcular␣el␣perı´metro.’
10 print ’c)␣Calcular␣el␣a´rea.’
11 print ’d)␣Finalizar.’
12 opcion = raw_input(’Teclea␣a,␣b␣o␣c␣y␣pulsa␣el␣retorno␣de␣carro:␣’)
13 if opcion == ’a’:
14 diametro = 2 * radio
15 print ’El␣dia´metro␣es’, diametro
16 elif opcion == ’b’:
17 perimetro = 2 * pi * radio
18 print ’El␣perı´metro␣es’, perimetro
19 elif opcion == ’c’:
20 area = pi * radio ** 2
21 print ’El␣a´rea␣es’, area
22 elif opcion != ’d’:
23 print ’So´lo␣hay␣cuatro␣opciones:␣a,␣b,␣c␣o␣d.␣Tu´␣has␣tecleado’, opcion
24
25 print ’Gracias␣por␣usar␣el␣programa’
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 115 El programa anterior pide el valor del radio al principio y, despue´s, permiteseleccionar uno o ma´s ca´lculos con ese valor del radio. Modifica el programa para quepida el valor del radio cada vez que se solicita efectuar un nuevo ca´lculo.
· 116 Un vector en un espacio tridimensional es una tripleta de valores reales (x, y, z).Deseamos confeccionar un programa que permita operar con dos vectores. El usuario vera´en pantalla un menu´ con las siguientes opciones:
1) Introducir el primer vector
2) Introducir el segundo vector
3) Calcular la suma
4) Calcular la diferencia
5) Calcular el producto escalar
6) Calcular el producto vectorial
7) Calcular el a´ngulo (en grados) entre ellos
8) Calcular la longitud
9) Finalizar
Puede que necesites que te refresquemos la memoria sobre los ca´lculos a realizar. Sies as´ı, la tabla 4.1 te sera´ de ayuda:Tras la ejecucio´n de cada una de las acciones del menu´ e´ste reaparecera´ en pantalla, amenos que la opcio´n escogida sea la nu´mero 9. Si el usuario escoge una opcio´n diferente,el programa advertira´ al usuario de su error y el menu´ reaparecera´.Las opciones 4 y 6 del menu´ pueden proporcionar resultados distintos en funcio´n delorden de los operandos, as´ı que, si se escoge cualquiera de ellas, debera´ mostrarse un
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Operacio´n Ca´lculoSuma: (x1, y1, z1) + (x2, y2, z2) (x1 + x2, y1 + y2, z1 + z2)Diferencia: (x1, y1, z1)− (x2, y2, z2) (x1 − x2, y1 − y2, z1 − z2)Producto escalar: (x1, y1, z1) · (x2, y2, z2) x1x2 + y1y2 + z1z2Producto vectorial: (x1, y1, z1)× (x2, y2, z2) (y1z2 − z1y2, z1x2 − x1z2, x1y2 − y1x2)
A´ngulo entre (x1, y1, z1) y (x2, y2, z2) 180pi · arccos
 x1x2 + y1y2 + z1z2√x21 + y21 + z21√x22 + y22 + z22

Longitud de (x, y, z) √x2 + y2 + z2
Tabla 4.1: Recordatorio de operaciones ba´sicas sobre vectores.
nuevo menu´ que permita seleccionar el orden de los operandos. Por ejemplo, la opcio´n 4mostrara´ el siguiente menu´:
1) Primer vector menos segundo vector
2) Segundo vector menos primer vector
Nuevamente, si el usuario se equivoca, se le advertira´ del error y se le permitira´corregirlo.La opcio´n 8 del menu´ principal conducira´ tambie´n a un submenu´ para que el usuariodecida sobre cua´l de los dos vectores se aplica el ca´lculo de longitud.Ten en cuenta que tu programa debe contemplar y controlar toda posible situacio´nexcepcional: divisiones por cero, ra´ıces con argumento negativo, etce´tera. (Nota: La funcio´narcocoseno se encuentra disponible en el mo´dulo math y su identificador es acos.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.2.5. El bucle for-in
Hay otro tipo de bucle en Python: el bucle for-in, que se puede leer como ˂˂para todoelemento de una serie, hacer. . . ˃˃ . Un bucle for-in presenta el siguiente aspecto:
for variable in serie de valores:accio´naccio´n
...accio´nVeamos co´mo funciona con un sencillo ejemplo:
saludos.py saludos.py
1 for nombre in [’Pepe’, ’Ana’, ’Juan’]:
2 print ’Hola,␣%s.’ % nombre
F´ıjate en que la relacio´n de nombres va encerrada entre corchetes y que cada nombrese separa del siguiente con una coma. Se trata de una lista de nombres. Ma´s adelanteestudiaremos con detalle las listas. Ejecutemos ahora el programa. Por pantalla aparecera´el siguiente texto:
Hola, Pepe.
Hola, Ana.
Hola, Juan.
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Se ha ejecutado la sentencia ma´s indentada una vez por cada valor de la serie denombres y, con cada iteracio´n, la variable nombre ha tomado el valor de uno de ellos(ordenadamente, de izquierda a derecha).En el cap´ıtulo anterior estudiamos el siguiente programa:
potencias 2.py potencias.py
1 numero = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, 2, numero ** 2)
4 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, 3, numero ** 3)
5 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, 4, numero ** 4)
6 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, 5, numero ** 5)
Ahora podemos ofrecer una versio´n ma´s simple:
potencias.py potencias.py
1 numero = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 for potencia in [2, 3, 4, 5]:
4 print ’%d␣elevado␣a␣%d␣es␣%d’ % (numero, potencia, numero ** potencia)
El bucle se lee de forma natural como ˂˂para toda potencia en la serie de valores 2, 3, 4y 5, haz. . . ˃˃ .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 117 Haz un programa que muestre la tabla de multiplicar de un nu´mero introducidopor teclado por el usuario. Aqu´ı tienes un ejemplo de co´mo se debe comportar el programa:
Dame un nu´mero: 5
5 x 1 = 5
5 x 2 = 10
5 x 3 = 15
5 x 4 = 20
5 x 5 = 25
5 x 6 = 30
5 x 7 = 35
5 x 8 = 40
5 x 9 = 45
5 x 10 = 50
· 118 Realiza un programa que proporcione el desglose en billetes y monedas de unacantidad entera de euros. Recuerda que hay billetes de 500, 200, 100, 50, 20, 10 y 5 ¤ ymonedas de 2 y 1 ¤. Debes ˂˂ recorrer˃˃ los valores de billete y moneda disponibles conuno o ma´s bucles for-in.
· 119 Haz un programa que muestre la ra´ız n-e´sima de un nu´mero le´ıdo por teclado,para n tomando valores entre 2 y 100.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .El u´ltimo ejercicio propuesto es todo un desaf´ıo a nuestra paciencia: teclear 99nu´meros separados por comas supone un esfuerzo ba´rbaro y conduce a un programapoco elegante.Es hora de aprender una nueva funcio´n predefinida de Python que nos ayudara´ aevitar ese tipo de problemas: la funcio´n range (que en ingle´s significa ˂˂ rango˃˃ ). Enprincipio, range se usa con dos argumentos: un valor inicial y un valor final (con matices).
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>>> range(2, 10) ↱
[2, 3, 4, 5, 6, 7, 8, 9]
>>> range(0, 3) ↱
[0, 1, 2]
>>> range(-3, 3) ↱
[-3, -2, -1, 0, 1, 2]
Observa que la lista devuelta contiene todos los enteros comprendidos entre los ar-gumentos de la funcio´n, incluyendo al primero pero no al u´ltimo.La funcio´n range devuelve una lista de nu´meros enteros. Estudia este ejemplo:
contador con for.py contador con for.py
1 for i in range(1, 6):
2 print iAl ejecutar el programa, veremos lo siguiente por pantalla:
1
2
3
4
5
La lista que devuelve range es usada por el bucle for-in como serie de valores arecorrer.El u´ltimo ejercicio propuesto era pesad´ısimo: ¡nos obligaba a escribir una serie de 99nu´meros! Con range resulta much´ısimo ma´s sencillo. He aqu´ı la solucio´n:
raices 2.py raices.py
1 numero = float(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 for n in range(2, 101):
4 print ’la␣raı´z␣%d-e´sima␣de␣%f␣es␣%f’ % (numero, n, numero**(1.0/n))(F´ıjate en que range tiene por segundo argumento el valor 101 y no 100: recuerda queel u´ltimo valor de la lista es el segundo argumento menos uno.)Podemos utilizar la funcio´n range con uno, dos o tres argumentos. Si usamos rangecon un argumento estaremos especificando u´nicamente el u´ltimo valor (ma´s uno) de laserie, pues el primero vale 0 por defecto:
>>> range(5) ↱
[0, 1, 2, 3, 4]
Si usamos tres argumentos, el tercero permite especificar un incremento para la seriede valores. Observa en estos ejemplos que´ listas de enteros devuelve range:
>>> range(2, 10, 2) ↱
[2, 4, 6, 8]
>>> range(2, 10, 3) ↱
[2, 5, 8]
F´ıjate en que si pones un incremento negativo (un decremento), la lista va de losvalores altos a los bajos. Recuerda que con range el u´ltimo elemento de la lista no llegaa ser el valor final
>>> range(10, 5, -1) ↱
[10, 9, 8, 7, 6]
>>> range(3, -1, -1) ↱
[3, 2, 1, 0]
Introduccio´n a la programacio´n con Python 121 c©UJI
122Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
As´ı pues, si el tercer argumento es negativo, la lista finaliza en el valor final ma´s uno(y no menos uno).Finalmente, observa que es equivalente utilizar range con dos argumentos a utilizarlacon un valor del incremento igual a 1.
>>> range(2, 5, 1) ↱
[2, 3, 4]
>>> range(2, 5) ↱
[2, 3, 4]
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 120 Haz un programa que muestre, en l´ıneas independientes, todos los nu´meros parescomprendidos entre 0 y 200 (ambos inclusive).
· 121 Haz un programa que muestre, en l´ıneas independientes y en orden inverso, todoslos nu´meros pares comprendidos entre 0 y 200 (ambos inclusive).
· 122 Escribe un programa que muestre los nu´meros pares positivos entre 2 y unnu´mero cualquiera que introduzca el usuario por teclado.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Obi WanPuede resultar sorprendente que range(a, b) incluya todos los nu´meros enteros com-prendidos entre a y b, pero sin incluir b. En realidad la forma ˂˂natural˃˃ o ma´s frecuentede usar range es con un so´lo para´metro: range(n) que devuelve una lista con los nprimeros nu´meros enteros incluyendo al cero (hay razones para que esto sea lo con-veniente, ya llegaremos). Como incluye al cero y hay n nu´meros, no puede incluir alpropio nu´mero n. Al extenderse el uso de range a dos argumentos, se ha mantenidola ˂˂ compatibilidad˃˃ eliminando el u´ltimo elemento. Una primera ventaja es que resultafa´cil calcular cua´ntas iteraciones realizara´ un bucle range(a, b): exactamente b - a.(Si el valor b estuviera incluido, el nu´mero de elementos ser´ıa b - a + 1.)Hay que ir con cuidado, pues es fa´cil equivocarse ˂˂por uno˃˃ . De hecho, equivocarse
˂˂por uno˃˃ es tan frecuente al programar (y no so´lo con range) que hay una expresio´npara este tipo de error: un error Obi Wan (Kenobi), que es ma´s o menos como suena eningle´s ˂˂off by one˃˃ (pasarse o quedarse corto por uno).
4.2.6. for-in como forma compacta de ciertos while
Ciertos bucles se ejecutan un nu´mero de veces fijo y conocido a priori. Por ejemplo, aldesarrollar el programa que calcula el sumatorio de los 1000 primeros nu´meros utilizamosun bucle que iteraba exactamente 1000 veces:
sumatorio 6.py sumatorio.py
1 sumatorio = 0
2 i = 1
3 while i <= 1000:
4 sumatorio += i
5 i += 1
6 print sumatorioEl bucle se ha construido de acuerdo con un patro´n, una especie de ˂˂ frase hecha˃˃del lenguaje de programacio´n:i = valor inicialwhile i <= valor final:accionesi += 1
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En este patro´n la variable i suele denominarse ı´ndice del bucle.Podemos expresar de forma compacta este tipo de bucles con un for-in siguiendo esteotro patro´n:
for i in range(valor inicial, valor final + 1):acciones
F´ıjate en que las cuatro l´ıneas del fragmento con while pasan a expresarse con so´lo dosgracias al for-in con range.El programa de ca´lculo del sumatorio de los 1000 primeros nu´meros se puede expresarahora de este modo:
sumatorio.py sumatorio.py
1 sumatorio = 0
2 for i in range(1, 1001):
3 sumatorio += i
4
5 print sumatorio
¡Bastante ma´s fa´cil de leer que usando un while!. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 123 Haz un programa que pida el valor de dos enteros n y m y que muestre porpantalla el valor de m∑
i=n i.Debes usar un bucle for-in para el ca´lculo del sumatorio.
· 124 Haz un programa que pida el valor de dos enteros n y m y que muestre porpantalla el valor de m∑
i=n i2.
· 125 Haz un programa que pida el valor de dos enteros n y m y calcule el sumatoriode todos los nu´meros pares comprendidos entre ellos (incluye´ndolos en el caso de quesean pares).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.2.7. Nu´meros primos
Vamos ahora con un ejemplo ma´s. Nos proponemos construir un programa que nos digasi un nu´mero (entero) es o no es primo. Recuerda: un nu´mero primo es aquel que so´lo esdivisible por s´ı mismo y por 1.¿Co´mo empezar? Resolvamos un problema concreto, a ver que´ estrategia seguir´ıamosnormalmente. Supongamos que deseamos saber si 7 es primo. Podemos intentar dividirlopor cada uno de los nu´meros entre 2 y 6. Si alguna de las divisiones es exacta, entoncesel nu´mero no es primo:
Dividendo Divisor Cociente Resto7 2 3 17 3 2 17 4 1 37 5 1 27 6 1 1Ahora estamos seguros: ninguno de los restos dio 0, as´ı que 7 es primo. Hagamos que elordenador nos muestre esa misma tabla:
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es primo 10.py es primo.py
1 num = 7
2
3 for divisor in range(2, num):
4 print ’%d␣entre␣%d’ % (num, divisor) ,
5 print ’es␣%d␣con␣resto␣%d’ % (num / divisor, num % divisor)
(Recuerda que range(2,num) comprende todos los nu´meros enteros entre 2 y num - 1.)Aqu´ı tienes el resultado de ejecutar el programa:
7 entre 2 es 3 con resto 1
7 entre 3 es 2 con resto 1
7 entre 4 es 1 con resto 3
7 entre 5 es 1 con resto 2
7 entre 6 es 1 con resto 1
Esta´ claro que probar todas las divisiones es fa´cil, pero, ¿co´mo nos aseguramos deque todos los restos son distintos de cero? Una posibilidad es contarlos y comprobar quehay exactamente num - 2 restos no nulos:
es primo 11.py es primo.py
1 num = 7
2
3 restos_no_nulos = 0
4 for divisor in range(2, num):
5 if num % divisor != 0:
6 restos_no_nulos += 1
7
8 if restos_no_nulos == num - 2:
9 print ’El␣nu´mero’, num, ’es␣primo’
10 else:
11 print ’El␣nu´mero’, num, ’no␣es␣primo’
Pero vamos a proponer un me´todo distinto basado en una ˂˂ idea feliz˃˃ y que, ma´sadelante, nos permitira´ acelerar notabil´ısimamente el ca´lculo. Vale la pena que la estudiesbien: la utilizara´s siempre que quieras probar que toda una serie de valores cumple unapropiedad. En nuestro caso la propiedad que queremos demostrar que cumplen todos losnu´meros entre 2 y num-1 es ˂˂al dividir a num, da resto distinto de cero˃˃ .
Empieza siendo optimista: supo´n que la propiedad es cierta y asigna a una variableel valor ˂˂ cierto˃˃ .
Recorre todos los nu´meros y cuando alguno de los elementos de la secuencia nosatisfaga la propiedad, modifica la variable antes mencionada para que contengael valor ˂˂ falso˃˃ .
Al final del todo, mira que´ vale la variable: si au´n vale ˂˂ cierto˃˃ , es que nadie la pusoa ˂˂ falso˃˃ , as´ı que la propiedad se cumple para todos los elementos y el nu´mero esprimo; y si vale ˂˂ falso˃˃ , entonces alguien la puso a ˂˂ falso˃˃ y para eso es precisoque algu´n elemento no cumpliera la propiedad en cuestio´n, por lo que el nu´merono puede ser primo.
Mira co´mo plasmamos esa idea en un programa:
es primo 12.py es primo.py
1 num = 7
2
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3 creo_que_es_primo = True
4 for divisor in range(2, num):
5 if num % divisor == 0:
6 creo_que_es_primo = False
7
8 if creo_que_es_primo:
9 print ’El␣nu´mero’, num, ’es␣primo’
10 else:
11 print ’El␣nu´mero’, num, ’no␣es␣primo’
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 126 Haz un traza del programa para los siguientes nu´meros:
a) 4 b) 13 c) 18 d) 2 (¡ojo con e´ste!). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
True == TrueF´ıjate en la l´ınea 8 de este programa:
es primo.py
1 num = 7
2
3 creo_que_es_primo = True
4 for divisor in range(2, num):
5 if num % divisor == 0:
6 creo_que_es_primo = False
7
8 if creo_que_es_primo:
9 print ’El␣nu´mero’, num, ’es␣primo’
10 else:
11 print ’El␣nu´mero’, num, ’no␣es␣primo’
La condicio´n del if es muy extran˜a, ¿no? No hay comparacio´n alguna. ¿Que´ condicio´nes esa? Muchos estudiantes optan por esta fo´rmula alternativa para las l´ıneas 8 ysucesivas
es primo.py
.
.
.
8 if creo_que_es_primo == True:
9 print ’El␣nu´mero’, num, ’es␣primo’
10 else:
11 print ’El␣nu´mero’, num, ’no␣es␣primo’
Les parece ma´s natural porque de ese modo se compara el valor de creo_que_es_primocon algo. Pero, si lo piensas bien, esa comparacio´n es superflua: a fin de cuentas,el resultado de la comparacio´n creo_que_es_primo == True es True y, directamente,creo_que_es_primo vale True.No es que este´ mal efectuar esa comparacio´n extra, sino que no aporta nada y restalegibilidad. Ev´ıtala si puedes.
Despue´s de todo, no es tan dif´ıcil. Aunque esta idea feliz la utilizara´s muchas veces,es probable que cometas un error (al menos, muchos compan˜eros tuyos caen en e´l una yotra vez). F´ıjate en este programa, que esta´ mal:
es primo 13.py E es primo.py E
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1 num = 7
2
3 creo_que_es_primo = True
4 for divisor in range(2, num):
5 if num % divisor == 0:
6 creo_que_es_primo = False
7 else:
8 creo_que_es_primo = True
9
10 if creo_que_es_primo:
11 print ’El␣nu´mero’, num, ’es␣primo’
12 else:
13 print ’El␣nu´mero’, num, ’no␣es␣primo’
¡El programa so´lo se acuerda de lo que paso´ con el u´ltimo valor del bucle! Haz la prueba:haz una traza sustituyendo la asignacio´n de la l´ınea 1 por la sentencia num = 4. El nu´merono es primo, pero al no ser exacta la divisio´n entre 4 y 3 (el u´ltimo valor de divisor enel bucle), el valor de creo_que_es_primo es True. El programa concluye, pues, que 4 esprimo.Vamos a refinar el programa. En primer lugar, haremos que trabaje con cualquiernu´mero que el usuario introduzca:
es primo 14.py es primo.py
1 num = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 creo_que_es_primo = True
4 for divisor in range(2, num):
5 if num % divisor == 0:
6 creo_que_es_primo = False
7
8 if creo_que_es_primo:
9 print ’El␣nu´mero’, num, ’es␣primo’
10 else:
11 print ’El␣nu´mero’, num, ’no␣es␣primo’
Fa´cil. Ahora vamos a hacer que vaya ma´s ra´pido. Observa que´ ocurre cuando tratamosde ver si el nu´mero 1024 es primo o no. Empezamos dividie´ndolo por 2 y vemos que elresto de la divisio´n es cero. Pues ya esta´: estamos seguros de que 1024 no es primo. Sinembargo, nuestro programa sigue haciendo ca´lculos: pasa a probar con el 3, y luego conel 4, y con el 5, y as´ı hasta llegar al 1023. ¿Para que´, si ya sabemos que no es primo?Nuestro objetivo es que el bucle deje de ejecutarse tan pronto estemos seguros de que elnu´mero no es primo. Pero resulta que no podemos hacerlo con un bucle for-in, pues estetipo de bucles se basa en nuestro conocimiento a priori de cua´ntas iteraciones vamos ahacer. Como en este caso no lo sabemos, hemos de utilizar un bucle while. Escribamosprimero un programa equivalente al anterior, pero usando un while en lugar de un for-in:
es primo 15.py es primo.py
1 num = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 creo_que_es_primo = True
4 divisor = 2
5 while divisor < num:
6 if num % divisor == 0:
7 creo_que_es_primo = False
8 divisor += 1
9
10 if creo_que_es_primo:
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Se cumple para todos/se cumple para algunoMuchos de los programas que disen˜aremos necesitan verificar que cierta condicio´n secumple para algu´n elemento de un conjunto o para todos los elementos del conjunto. Enambos casos tendremos que recorrer todos los elementos, uno a uno, y comprobar si lacondicio´n es cierta o falsa para cada uno de ellos.Cuando queramos comprobar que todos cumplen una condicio´n, haremos lo siguiente:1. Seremos optimistas y empezaremos suponiendo que la condicio´n se cumple paratodos.2. Preguntaremos a cada uno de los elementos si cumple la condicio´n.3. So´lo cuando detectemos que uno de ellos no la cumple, cambiaremos de opinio´ny pasaremos a saber que la condicio´n no se cumple para todos. Nada nos podra´hacer cambiar de opinio´n.He aqu´ı un esquema que usa la notacio´n de Python:
1 creo_que_se_cumple_para_todos = True
2 for elemento in conjunto:
3 if not condicio´n:
4 creo_que_se_cumple_para_todos = False
5
6 if creo_que_se_cumple_para_todos:
7 print ’Se␣cumple␣para␣todos’
Cuando queramos comprobar que alguno cumple una condicio´n, haremos lo siguiente:1. Seremos pesimistas y empezaremos suponiendo que la condicio´n no se cumplepara ninguno.2. Preguntaremos a cada uno de los elementos si se cumple la condicio´n.3. So´lo cuando detectemos que uno de ellos s´ı la cumple, cambiaremos de opinio´ny pasaremos a saber que la condicio´n se cumple para alguno. Nada nos podra´hacer cambiar de opinio´n.He aqu´ı un esquema que usa la notacio´n de Python:
1 creo_que_se_cumple_para_alguno = False
2 for elemento in conjunto:
3 if condicio´n:
4 creo_que_se_cumple_para_alguno = True
5
6 if creo_que_se_cumple_para_alguno:
7 print ’Se␣cumple␣para␣alguno’
11 print ’El␣nu´mero’, num, ’es␣primo’
12 else:
13 print ’El␣nu´mero’, num, ’no␣es␣primo’
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 127 Haz una traza del u´ltimo programa para el nu´mero 125.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Hemos sustituido el for-in por un while, pero no hemos resuelto el problema: conel 1024 seguimos haciendo todas las pruebas de divisibilidad. ¿Co´mo hacer que el bucleacabe tan pronto se este´ seguro de que el nu´mero no es primo? Pues complicando unpoco la condicio´n del while:
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Error para alguno/error para todosYa te hemos dicho que muchos de los programas que disen˜aremos necesitan verificarque cierta condicio´n se cumple para algu´n elemento de un conjunto o para todos loselementos del conjunto. Y tambie´n te hemos dicho co´mo abordar ambos problemas. Pero,aun as´ı, es probable que cometas un error (muchos, muchos estudiantes lo hacen). Aqu´ıtienes un ejemplo de programa erro´neo al tratar de comprobar que una condicio´n secumple para todos los elementos de un conjunto:
1 creo_que_se_cumple_para_todos = True E
2 for elemento in conjunto:
3 if not condicio´n:
4 creo_que_se_cumple_para_todos = False
5 else: # Esta l´ınea y la siguiente sobran
6 creo_que_se_cumple_para_todos = True
7
8 if creo_que_se_cumple_para_todos:
9 print ’Se␣cumple␣para␣todos’
Y aqu´ı tienes una versio´n erro´nea para el intento de comprobar que una condicio´n secumple para alguno:
1 creo_que_se_cumple_para_alguno = False E
2 for elemento in conjunto:
3 if condicio´n:
4 creo_que_se_cumple_para_alguno = True
5 else: # Esta l´ınea y la siguiente sobran
6 creo_que_se_cumple_para_alguno = False
7
8 if creo_que_se_cumple_para_alguno:
9 print ’Se␣cumple␣para␣alguno’
En ambos casos, so´lo se esta´ comprobando si el u´ltimo elemento del conjunto cumple ono la condicio´n.
es primo 16.py es primo.py
1 num = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 creo_que_es_primo = True
4 divisor = 2
5 while divisor < num and creo_que_es_primo:
6 if num % divisor == 0:
7 creo_que_es_primo = False
8 divisor += 1
9
10 if creo_que_es_primo:
11 print ’El␣nu´mero’, num, ’es␣primo’
12 else:
13 print ’El␣nu´mero’, num, ’no␣es␣primo’
Ahora s´ı.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 128 Haz una traza del u´ltimo programa para el nu´mero 125.
· 129 Haz un programa que calcule el ma´ximo comu´n divisor (mcd) de dos enterospositivos. El mcd es el nu´mero ma´s grande que divide exactamente a ambos nu´meros.
· 130 Haz un programa que calcule el ma´ximo comu´n divisor (mcd) de tres enteros
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positivos. El mcd de tres nu´meros es el nu´mero ma´s grande que divide exactamente a lostres.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.2.8. Rotura de bucles: break
El u´ltimo programa disen˜ado aborta su ejecucio´n tan pronto sabemos que el nu´meroestudiado no es primo. La variable creo_que_es_primo juega un doble papel: ˂˂ recordar˃˃si el nu´mero es primo o no al final del programa y abortar el bucle while tan prontosabemos que el nu´mero no es primo. La condicio´n del while se ha complicado un pocopara tener en cuenta el valor de creo_que_es_primo y abortar el bucle inmediatamente.Hay una sentencia que permite abortar la ejecucio´n de un bucle desde cualquierpunto del mismo: break (en ingle´s significa ˂˂ romper˃˃ ). Observa esta nueva versio´n delmismo programa:
es primo 17.py es primo.py
1 num = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 creo_que_es_primo = True
4 divisor = 2
5 while divisor < num:
6 if num % divisor == 0:
7 creo_que_es_primo = False
8 break
9 divisor += 1
10
11 if creo_que_es_primo:
12 print ’El␣nu´mero’, num, ’es␣primo’
13 else:
14 print ’El␣nu´mero’, num, ’no␣es␣primo’
Cuando se ejecuta la l´ınea 8, el programa sale inmediatamente del bucle, es decir, pasaa la l´ınea 10 sin pasar por la l´ınea 9.Nuevamente estamos ante una comodidad ofrecida por el lenguaje: la sentencia breakpermite expresar de otra forma una idea que ya pod´ıa expresarse sin ella. So´lo debesconsiderar la utilizacio´n de break cuando te resulte co´moda. No abuses del break: aveces, una condicio´n bien expresada en la primera l´ınea del bucle while hace ma´s legibleun programa.La sentencia break tambie´n es utilizable con el bucle for-in. Analicemos esta nuevaversio´n de es primo.py:
es primo 18.py es primo.py
1 num = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 creo_que_es_primo = True
4 for divisor in range(2, num):
5 if num % divisor == 0:
6 creo_que_es_primo = False
7 break
8
9 if creo_que_es_primo:
10 print ’El␣nu´mero’, num, ’es␣primo’
11 else:
12 print ’El␣nu´mero’, num, ’no␣es␣primo’
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Versiones eficientes de ˂˂ se cumple para alguno/se cumple para todos˃˃Volvemos a visitar los problemas de ˂˂ se cumple para alguno˃˃ y ˂˂ se cumple para todos˃˃ .Esta vez vamos a hablar de co´mo acelerar el ca´lculo gracias a la sentencia break.Si quieres comprobar si una condicio´n se cumple para todos los elementos de unconjunto y encuentras que uno de ellos no la satisface, ¿para que´ seguir? ¡Ya sabemosque no se cumple para todos!
1 creo_que_se_cumple_para_todos = True
2 for elemento in conjunto:
3 if not condicio´n:
4 creo_que_se_cumple_para_todos = False
5 break
6
7 if creo_que_se_cumple_para_todos:
8 print ’Se␣cumple␣para␣todos’
Como ves, esta mejora puede suponer una notable aceleracio´n del ca´lculo: cuando elprimer elemento del conjunto no cumple la condicio´n, acabamos inmediatamente. Ese esel mejor de los casos. El peor de los casos es que todos cumplan la condicio´n, pues nosvemos obligados a recorrer todos los elementos del conjunto. Y eso es lo que hac´ıamoshasta el momento: recorrer todos los elementos. O sea, en el peor de los casos, hacemosel mismo esfuerzo que ven´ıamos haciendo para todos los casos. ¡No esta´ nada mal!Si quieres comprobar si una condicio´n se cumple para alguno de los elementos deun conjunto y encuentras que uno de ellos la satisface, ¿para que´ seguir? ¡Ya sabemosque la cumple alguno!
1 creo_que_se_cumple_para_alguno = False
2 for elemento in conjunto:
3 if condicio´n:
4 creo_que_se_cumple_para_alguno = True
5 break
6
7 if creo_que_se_cumple_para_alguno:
8 print ’Se␣cumple␣para␣alguno’
Podemos hacer la misma reflexio´n en torno a la eficiencia de esta nueva versio´n que enel caso anterior.
Esta versio´n es ma´s concisa que la anterior (ocupa menos l´ıneas) y, en cierto sentido,ma´s elegante: el bucle for-in expresa mejor la idea de que divisor recorre ascendente-mente un rango de valores.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 131 Haz una traza del programa para el valor 125.
· 132 En realidad no hace falta explorar todo el rango de nu´meros entre 2 y n−1 parasaber si un nu´mero n es o no es primo. Basta con explorar el rango de nu´meros entre 2 yla parte entera de n/2. Piensa por que´. Modifica el programa para que so´lo exploremosese rango.
· 133 Ni siquiera hace falta explorar todo el rango de nu´meros entre 2 y n/2 parasaber si un nu´mero n es o no es primo. Basta con explorar el rango de nu´meros entre 2y la parte entera de √n. (Cre´etelo.) Modifica el programa para que so´lo exploremos eserango.
· 134 Haz un programa que vaya leyendo nu´meros y mostra´ndolos por pantalla hastaque el usuario introduzca un nu´mero negativo. En ese momento, el programa mostrara´ unmensaje de despedida y finalizara´ su ejecucio´n.
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· 135 Haz un programa que vaya leyendo nu´meros hasta que el usuario introduzca unnu´mero negativo. En ese momento, el programa mostrara´ por pantalla el nu´mero mayorde cuantos ha visto.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.2.9. Anidamiento de estructuras
Ahora vamos a resolver otro problema. Vamos a hacer que el programa pida un nu´meroy nos muestre por pantalla los nu´meros primos entre 1 y el que hemos introducido. Miraeste programa:
primos.py primos.py
1 limite = int(raw_input(’Dame␣un␣nu´mero:␣’))
2
3 for num in range(1, limite+1):
4 creo_que_es_primo = True
5 for divisor in range(2, num):
6 if num % divisor == 0:
7 creo_que_es_primo = False
8 break
9 if creo_que_es_primo:
10 print numNo deber´ıa resultarte dif´ıcil entender el programa. Tiene bucles anidados (un for-indentro de un for-in), pero esta´ claro que´ hace cada uno de ellos: el ma´s exterior recorrecon num todos los nu´meros comprendidos entre 1 y limite (ambos inclusive); el ma´s interiorforma parte del procedimiento que determina si el nu´mero que estamos estudiando encada instante es o no es primo.Dicho de otro modo: num va tomando valores entre 1 y limite y para cada valor de numse ejecuta el bloque de las l´ıneas 4–10, as´ı que, para cada valor de num, se compruebasi e´ste es primo o no. So´lo si el nu´mero resulta ser primo se muestra por pantalla.Puede que te intrigue el break de la l´ınea 8. ¿A que´ bucle ˂˂ rompe˃˃ ? So´lo al ma´sinterior: una sentencia break siempre aborta la ejecucio´n de un solo bucle y e´ste es elque lo contiene directamente.Antes de acabar: existen procedimientos ma´s eficientes para determinar si un nu´meroes primo o no, as´ı como para listar los nu´meros primos en un intervalo. Hacer buenosprogramas no so´lo pasa por conocer bien las reglas de escritura de programas en unlenguaje de programacio´n: has de saber disen˜ar algoritmos y, muchas veces, buscar losmejores algoritmos conocidos en los libros.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 136 ¿Que´ resultara´ de ejecutar estos programas?a) ejercicio for 7.py ejercicio for.py
1 for i in range(0, 5):
2 for j in range(0, 3):
3 print i, jb) ejercicio for 8.py ejercicio for.py
1 for i in range(0, 5):
2 for j in range(i, 5):
3 print i, jc) ejercicio for 9.py ejercicio for.py
1 for i in range(0, 5):
2 for j in range(0, i):
3 print i, j
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I´ndice de bucle for-in: ¡prohibido asignar!Hemos aprendido que el bucle for-in utiliza una variable ı´ndice a la que se van asig-nando los diferentes valores del rango. En muchos ejemplos se utiliza la variable i, peroso´lo porque tambie´n en matema´ticas los sumatorios y productorios suelen utilizar laletra i para indicar el nombre de su variable ı´ndice. Puedes usar cualquier nombre devariable va´lido.Pero que el ı´ndice sea una variable cualquiera no te da libertad absoluta para hacercon ella lo que quieras. En un bucle, las variables de ı´ndice so´lo deben usarse paraconsultar su valor, nunca para asignarles uno nuevo. Por ejemplo, este fragmento deprograma es incorrecto:
1 for i in range(0, 5):
2 i += 2 E
Y ahora que sabes que los bucles pueden anidarse, tambie´n has de tener muchocuidado con sus ı´ndices. Un error frecuente entre primerizos de la programacio´n esutilizar el mismo ı´ndice para dos bucles anidados. Por ejemplo, estos bucles anidadosesta´n mal:
1 for i in range(0, 5):
2 for i in range(0, 3): E
3 print i
En el fondo, este problema es una variante del anterior, pues de algu´n modo se esta´asignando nuevos valores a la variable i en el bucle interior, pero i es la variable delbucle exterior y asignarle cualquier valor esta´ prohibido.Recuerda: nunca debes asignar un valor a un ı´ndice de bucle ni usar la mismavariable ı´ndice en bucles anidados.
d) ejercicio for 10.py ejercicio for.py
1 for i in range(0, 4):
2 for j in range(0, 4):
3 for k in range(0, 2):
4 print i, j, k
e) ejercicio for 11.py ejercicio for.py
1 for i in range(0, 4):
2 for j in range(0, 4):
3 for k in range(i, j):
4 print i, j, k
f ) ejercicio for 12.py ejercicio for.py
1 for i in range(1, 5):
2 for j in range(0, 10, i):
3 print i, j. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.3. Captura y tratamiento de excepciones
Ya has visto que en nuestros programas pueden aparecer errores en tiempo de ejecucio´n,es decir, pueden generar excepciones: divisiones por cero, intentos de calcular ra´ıcesde valores negativos, problemas al operar con tipos incompatibles (como al sumar unacadena y un entero), etc. Hemos presentado la estructura de control if como un mediopara controlar estos problemas y ofrecer un tratamiento especial cuando convenga (aunqueluego hemos considerado muchas otras aplicaciones de esta sentencia). La deteccio´n de
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Una excepcio´n a la regla de indentacio´nCada vez que una sentencia acaba con dos puntos (:), Python espera que la sentencia osentencias que le siguen aparezcan con una mayor indentacio´n. Es la forma de marcarel inicio y el fin de una serie de sentencias que ˂˂dependen˃˃ de otra.Hay una excepcio´n: si so´lo hay una sentencia que ˂˂depende˃˃ de otra, puedes escribirambas en la misma l´ınea. Este programa:
1 a = int(raw_input(’Dame␣un␣entero␣positivo:␣’))
2 while a < 0:
3 a = int(raw_input(’Te␣he␣dicho␣positivo:␣’))
4 if a % 2 == 0:
5 print ’El␣nu´mero␣es␣par’
6 else:
7 print ’El␣nu´mero␣es␣impar’
y este otro:
1 a = int(raw_input(’Dame␣un␣entero␣positivo:␣’))
2 while a < 0: a = int(raw_input(’Te␣he␣dicho␣positivo:␣’))
3 if a % 2 == 0: print ’El␣nu´mero␣es␣par’
4 else: print ’El␣nu´mero␣es␣impar’
son equivalentes.
posibles errores con if resulta un tanto pesada, pues modifica sensiblemente el aspectodel programa al llenarlo de comprobaciones.Hay una estructura de control especial para la deteccio´n y tratamiento de excepciones:try-except. Su forma ba´sica de uso es e´sta:
try:accio´n potencialmente erro´neaaccio´n potencialmente erro´nea
...accio´n potencialmente erro´neaexcept:accio´n para tratar el erroraccio´n para tratar el error
...accio´n para tratar el error
Podemos expresar la idea fundamental as´ı:
˂˂ Intenta ejecutar estas acciones y, si se comete un error,ejecuta inmediatamente estas otras.˃˃Es fa´cil entender que´ hace ba´sicamente si estudiamos un ejemplo sencillo. Volvamosa considerar el problema de la resolucio´n de una ecuacio´n de primer grado:
primer grado 14.py primer grado.py
1 a = float(raw_input(’Valor␣de␣a:␣’))
2 b = float(raw_input(’Valor␣de␣b:␣’))
3
4 try:
5 x = -b/a
6 print ’Solucio´n:␣’, x
7 except:
8 if b != 0:
9 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
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10 else:
11 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’Las l´ıneas 5 y 6 esta´n en un bloque que depende de la sentencia try. Es admisibleque se lancen excepciones desde ese bloque. Si se lanza una, la ejecucio´n pasara´ inme-diatamente al bloque que depende de la sentencia except. Hagamos dos trazas, una parauna configuracio´n de valores de a y b que provoque un error de divisio´n por cero y unapara otra que no genere excepcio´n alguna:a = 0 y b = 3 a = 1 y b = −1Las l´ıneas 1 y 2 se ejecutan, con lo quese leen los valores de a y b. Las l´ıneas 1 y 2 se ejecutan, con lo quese leen los valores de a y b.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .La l´ınea 4 se ejecuta, pero no hay un efec-to asociado a su ejecucio´n. La l´ınea 4 se ejecuta, pero no hay un efec-to asociado a su ejecucio´n.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Al ejecutarse la l´ınea 5, se produce unaexcepcio´n (divisio´n por cero). Se salta in-mediatamente a la l´ınea 8.
Se ejecutan las l´ıneas 5 y 6, con lo quese muestra por pantalla el valor de la so-lucio´n de la ecuacio´n: Solucio´n: 1. Laejecucio´n finaliza.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Se ejecuta la l´ınea 8 y el resultado de lacomparacio´n es cierto.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .La l´ınea 9 se ejecuta y se muestra porpantalla el mensaje ˂˂La ecuacio´n no
tiene solucio´n.˃˃Atreva´monos ahora con la resolucio´n de una ecuacio´n de segundo grado:
segundo grado 23.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 try:
8 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
9 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
10 if x1 == x2:
11 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x1
12 else:
13 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
14 except:
15 # No sabemos si llegamos aqu´ı por una divisio´n por cero o si llegamos
16 # por intentar calcular la ra´ız cuadrada de un discriminante negativo.
17 print ’O␣no␣hay␣soluciones␣reales␣o␣es␣una␣ecuacio´n␣de␣primer␣grado’Como es posible que se cometan dos tipos de error diferentes, al llegar al bloquedependiente del except no sabemos cua´l de los dos tuvo lugar. Evidentemente, podemosefectuar las comprobaciones pertinentes sobre los valores de a, b y c para deducir elerror concreto, pero queremos contarte otra posibilidad de la sentencia try-except. Lasexcepciones tienen un ˂˂ tipo˃˃ asociado y podemos distinguir el tipo de excepcio´n paraactuar de diferente forma en funcio´n del tipo de error detectado. Una divisio´n por ceroes un error de tipo ZeroDivisionError y el intento de calcular la ra´ız cuadrada de unvalor negativo es un error de tipo ValueError . Mmmm. Resulta dif´ıcil recordar de que´tipo es cada error, pero el inte´rprete de Python resulta u´til para recordar si provocamosdeliberadamente un error del tipo que deseamos tratar:
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>>> 1 / 0 ↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
ZeroDivisionError: integer division or modulo by zero
>>> from math import sqrt ↱
>>> sqrt(-1) ↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
ValueError: math domain error
Es posible usar varias cla´usulas except, una por cada tipo de error a tratar:
segundo grado 24.py segundo grado.py
1 from math import sqrt
2
3 a = float(raw_input(’Valor␣de␣a:␣’))
4 b = float(raw_input(’Valor␣de␣b:␣’))
5 c = float(raw_input(’Valor␣de␣c:␣’))
6
7 try:
8 x1 = (-b + sqrt(b**2 - 4*a*c)) / (2 * a)
9 x2 = (-b - sqrt(b**2 - 4*a*c)) / (2 * a)
10 if x1 == x2:
11 print ’Solucio´n␣de␣la␣ecuacio´n:␣x=%4.3f’ % x1
12 else:
13 print ’Soluciones␣de␣la␣ecuacio´n:␣x1=%4.3f␣y␣x2=%4.3f’ % (x1, x2)
14 except ZeroDivisionError:
15 if b != 0:
16 print ’La␣ecuacio´n␣no␣tiene␣solucio´n.’
17 else:
18 print ’La␣ecuacio´n␣tiene␣infinitas␣soluciones.’
19 except ValueError:
20 print ’No␣hay␣soluciones␣reales’
4.4. Algunos ejemplos gra´ficos
4.4.1. Un graficador de funciones
Nuestro objetivo ahora es utilizar las funciones gra´ficas predefinidas para representar lafuncio´n seno entre −2pi y 2pi. Vamos a empezar definiendo el nuevo sistema de coordena-das con una llamada a window_coordinates(x1, y1, x2, y2). Esta´ claro que x1 valdra´−2pi y x2 valdra´ 2pi. ¿Que´ valores tomara´n y1 e y2? La funcio´n seno toma valores entre−1 y 1, as´ı que esos son los valores que asignaremos a y1 e y2, respectivamente.Recuerda que, en el sistema de coordenadas del lienzo, la esquina inferior izquierdaes el punto (0, 0) y la esquina superior derecha es el punto (1000, 1000). Si dibujamosdirectamente valores de la funcio´n seno, no apreciaremos el aspecto ondulado que es-peramos: el valor ma´ximo del seno es 1, que sobre 1000 es un valor muy pequen˜o, y elvalor mı´nimo es −1, que ni siquiera se mostrara´ en pantalla. Hay una funcio´n predefinidaque nos permite cambiar el sistema de coordenadas, window_coordinates, y otra que nospermite cambiar el taman˜o del lienzo, window_size.
window_coordinates(x1, y1, x2, y2): Cambia el sistema de coordenadas del lien-zo. La esquina inferior izquierda pasa a tener coordenadas (x1, y1) y la esquinasuperior derecha pasa a tener coordenadas (x2, y2).
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window_size(x, y): Cambia el taman˜o del lienzo, que pasa a tener una anchurade x p´ıxels y una altura de y p´ıxels.Empezaremos ajustando las dimensiones del lienzo, su sistema de coordenadas ydibujando algunos puntos de la funcio´n seno:
seno 6.py seno.py
1 from math import pi, sin
2
3 window_size (500, 500)
4 window_coordinates(-2*pi, -1.5, 2*pi, 1.5)
5
6 create_point(-2*pi, sin(-2*pi))
7 create_point(-1.5*pi, sin(-1.5*pi))
8 create_point(-pi, sin(-pi))
9 create_point(-0.5*pi, sin(-0.5*pi))
10 create_point(0, sin(0))
11 create_point(0.5*pi, sin(0.5*pi))
12 create_point(pi, sin(pi))
13 create_point(1.5*pi, sin(1.5*pi))
14 create_point(2*pi, sin(2*pi))
Figura 4.4: Primeras pruebas de dibujo con la funcio´n seno.
La figura 4.4 muestra el resultado que aparece en pantalla. Vamos bien. Aparecenpocos puntos, pero podemos apreciar que esta´n dispuestos como corresponde a la funcio´nseno. La cosa mejorar´ıa an˜adiendo ma´s puntos, pero desde luego que no lo haremosrepitiendo l´ıneas en el programa como en el ejemplo: usaremos un bucle while.La idea es hacer que una variable x vaya recorriendo, paso a paso, el intervalo[−2pi, 2pi], y para cada valor, llamar a create_point(x, sin(x)). ¿Que´ queremos decir con
˂˂paso a paso˃˃ ? Pues que de una iteracio´n a la siguiente, aumentaremos x en una cantidadfija. Pongamos, inicialmente, que esta cantidad es 0.05. Nuestro programa presentara´ esteaspecto
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seno.py
1 from math import pi, sin
2
3 window_size (500, 500)
4 window_coordinates(-2*pi, -1.5, 2*pi, 1.5)
5
6 x = valor inicial
7 while condicio´n:
8 create_point(x, sin(x))
9 x += 0.05¿Que´ valor inicial asignamos a x? Podemos probar con −2pi, que es la coordenada X delprimer punto que nos interesa mostrar. ¿Y que´ condicio´n ponemos en el while? A ver, nosinteresa repetir mientras x sea menor que 2pi. Pues ya esta´:
seno 7.py seno.py
1 from math import pi, sin
2
3 window_size (500, 500)
4 window_coordinates(-2*pi, -1.5, 2*pi, 1.5)
5
6 x = -2*pi
7 while x <= 2*pi:
8 create_point(x, sin(x))
9 x += 0.05
Figura 4.5: La funcio´n seno trazada con varios puntos.
La figura 4.5 muestra el resultado de ejecutar el programa. Esto ya es otra cosa. Au´n as´ı,nos gustar´ıa mostrar ma´s puntos. Ahora el cambio que debemos efectuar es muy sencillo:en lugar de poner un incremento de 0.05, podemos poner un incremento ma´s pequen˜o.Cuanto menor sea el incremento, ma´s puntos dibujaremos. ¿Y si deseamos que aparezcanexactamente 1000 puntos? Muy sencillo: podemos calcular el incremento dividiendo entre1000 el dominio de la funcio´n:
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seno 8.py seno.py
1 from math import pi, sin
2
3 window_size (500, 500)
4 window_coordinates(-2*pi, -1.5, 2*pi, 1.5)
5
6 incremento = (2*pi - -2*pi) / 1000
7
8 x = -2*pi
9 while x <= 2*pi:
10 create_point(x, sin(x))
11 x += incremento
Figura 4.6: La funcio´n seno trazada con 1000 puntos.
Hagamos que el usuario pueda introducir el intervalo de valores de x que deseaexaminar, as´ı como el nu´mero de puntos que desee representar:
seno 9.py seno.py
1 from math import pi, sin
2
3 x1 = float(raw_input(’Dime␣el␣lı´mite␣inferior␣del␣intervalo:␣’))
4 x2 = float(raw_input(’Dime␣el␣lı´mite␣superior␣del␣intervalo:␣’))
5 puntos = int(raw_input(’Dime␣cua´ntos␣puntos␣he␣de␣mostrar:␣’))
6
7 window_size(500, 500)
8 window_coordinates(x1, -1.5, x2, 1.5)
9
10 incremento = (x2 - x1) / puntos
11
12 x = x1
13 while x <= x2:
14 create_point(x, sin(x))
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15 x += incrementoHaz varias pruebas con el programa. Los dibujos punto a punto no parecen formaruna gra´fica cont´ınua a menos que usemos un nu´mero muy elevado de puntos. ¿Y si enlugar de puntos aislados mostramos las l´ıneas que los unen? Estudia este otro programa,a ver si averiguas que´ hace y co´mo:
seno 10.py seno.py
1 from math import pi, sin
2
3 x1 = float(raw_input(’Dime␣el␣lı´mite␣inferior␣del␣intervalo:␣’))
4 x2 = float(raw_input(’Dime␣el␣lı´mite␣superior␣del␣intervalo:␣’))
5 puntos = int(raw_input(’Dime␣cua´ntos␣puntos␣he␣de␣mostrar:␣’))
6
7 window_size(500, 500)
8 window_coordinates(x1, -1.5, x2, 1.5)
9
10 incremento = (x2 - x1) / puntos
11
12 x = x1
13 while x <= x2 - incremento:
14 create_line(x, sin(x), x+incremento, sin(x+incremento))
15 x += incremento
Prueba el programa con diferentes valores. F´ıjate en que´ programa tan u´til hemosconstruido con muy pocos elementos: variables, bucles, el mo´dulo math y unas pocasfunciones predefinidas para trabajar con gra´ficos.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 137 Haz un programa que muestre la funcio´n coseno en el intervalo que te indiqueel usuario.
· 138 Modifica el programa anterior para que se muestren dos funciones a la vez: lafuncio´n seno y la funcio´n coseno, pero cada una en un color distinto.
· 139 Haz un programa que muestre la funcio´n 1/(x +1) en el intervalo [−2, 2] con 100puntos azules. Ten en cuenta que la funcio´n es ˂˂problema´tica˃˃ en x = −1, por lo quedibujaremos un punto rojo en las coordenadas (−1, 0).
· 140 Haz un programa que, dados tres valores a, b y c, muestre la funcio´n f (x) =ax2 + bx + c en el intervalo [z1, z2], donde z1 y z2 son valores proporcionados por elusuario. El programa de dibujo debe calcular el valor ma´ximo y mı´nimo de f (x) en elintervalo indicado para ajustar el valor de window_coordinates de modo que la funcio´nse muestre sin recorte alguno.
· 141 An˜ade a la gra´fica del ejercicio anterior una representacio´n de los ejes coorde-nados en color azul. Dibuja con c´ırculos rojos los puntos en los que la para´bola f (x) cortael eje horizontal. Recuerda que la para´bola corta al eje horizontal en los puntos x1 y x2que son solucio´n de la ecuacio´n de segundo grado ax2 + bx + c = 0.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.4.2. Una animacio´n: simulacio´n gravitacional
Vamos a construir ahora un pequen˜o programa de simulacio´n gravitacional. Representare-mos en pantalla dos cuerpos y veremos que´ movimiento presentan bajo la influencia mutuade la gravedad en un universo bidimensional. Nos hara´ falta repasar algunas nocionesba´sicas de f´ısica.
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La ley de gravitacio´n general de Newton nos dice que dos cuerpos de masas m1 ym2 se atraen con una fuerza F = Gm1m2r2 ,donde G es la constante de gravitacio´n universal y r es la distancia que separa a loscuerpos. Sometido a esa fuerza, cada cuerpo experimenta una aceleracio´n. Recuerda quela aceleracio´n a experimentada por un cuerpo de masa m sometido a una fuerza F esa = F/m. Cada cuerpo experimentara´ una aceleracio´n distinta:
a1 = Gm2r2 ,a2 = Gm1r2 .Como los cuerpos ocupan las posiciones (x1, y1) y (x2, y2) en el plano, podemos dar unaformulacio´n vectorial de las fo´rmulas anteriores:
a1 = Gm2r12r3 ,a2 = Gm1r21r3 ,donde los s´ımbolos en negrita son vectores.
m1
m2
r12
r21
x1 x2
y1
y2
En particular, r12 es el vector (x2 − x1, y2 − y1) y r21 es el vector (x1 − x2, y1 − y2). Elvalor de r, su mo´dulo, es √(x2 − x1)2 + (y2 − y1)2.La aceleracio´n afecta en cada instante de tiempo a la velocidad de cada cuerpo. Si uncuerpo se desplaza en un instante dado a una velocidad (vx, vy), una unidad de tiempo ma´starde se desplazara´ a velocidad (vx+ax, vy+ay), siendo (ax, ay) su vector de aceleracio´n.El vector de aceleracio´n del primer cuerpo es proporcional a r12, y el del segundo cuerpoes proporcional a r21.Ya basta de f´ısica. Volvamos al mundo de PythonG. Para abordar nuestra tarea hemosde aprender un par de nuevas funciones y alguna te´cnica que au´n no hemos estudiado.Representaremos cada cuerpo con un c´ırculo cuyo radio es proporcional a su masa.La funcio´n create_circle acepta como para´metros las coordenadas del centro de unacircunferencia, su radio y, opcionalmente, el color.¿Con que´ datos modelamos cada cuerpo? Una variable almacenara´ la masa de cadacuerpo, eso esta´ claro. Llamemos a esas variables m1 y m2. En cada instante, cada cuerpoocupa una posicio´n en el plano. Cada posicio´n se representa con dos valores: la posicio´nen el eje X y la posicio´n en el eje Y . Las variables x1 e y1 almacenara´n la posicio´n delprimer cuerpo y las variables x2 e y2 las del segundo. Otro dato importante es la velocidadque cada cuerpo lleva en un instante dado. La velocidad es un vector, as´ı que necesitamosdos variables para representarla. Las variables velocidad_x1 y velocidad_y1 almacenara´nel vector de velocidad del primer cuerpo y las variables velocidad_x2 y velocidad_y2el del segundo. Tambie´n la aceleracio´n de cada cuerpo requiere dos variables y para
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representarla seguiremos el mismo patro´n, so´lo que las variables empezara´n con el prefijoaceleracion.Inicialmente cada cuerpo ocupa una posicio´n y lleva una velocidad determinada. Nues-tro programa puede empezar, de momento, as´ı:
gravedad.py
1 x1 = -200
2 y1 = -200
3 velocidad_x1 = 0.1
4 velocidad_y1 = 0
5 m1 = 20
6
7 x2 = 200
8 y2 = 200
9 velocidad_x2 = -0.1
10 velocidad_y2 = 0
11 m2 = 20
Los ca´lculos que nos permiten actualizar los valores de posicio´n y velocidad de cadacuerpo son, de acuerdo con las nociones de f´ısica que hemos repasado, estos:
gravedad.py
13 r = sqrt( (x2-x1)**2 + (y2-y1)**2 )
14
15 aceleracion_x1 = m2 * (x2 - x1) / r**3
16 aceleracion_y1 = m2 * (y2 - y1) / r**3
17 aceleracion_x2 = m1 * (x1 - x2) / r**3
18 aceleracion_y2 = m1 * (y1 - y2) / r**3
19
20 velocidad_x1 += aceleracion_x1
21 velocidad_y1 += aceleracion_y1
22 velocidad_x2 += aceleracion_x2
23 velocidad_y2 += aceleracion_y2
24
25 x1 += velocidad_x1
26 y1 += velocidad_y1
27 x2 += velocidad_x2
28 y2 += velocidad_y2Advertira´s que no hemos usado la constante de gravitacio´n G. Como afecta linealmente ala fo´rmula, su u´nico efecto pra´ctico es ˂˂acelerar˃˃ la simulacio´n, as´ı que hemos decididoprescindir de ella.Mostraremos los cuerpos con sendas llamadas a create_circle:
gravedad.py
30 create_circle(x1, y1, m1, ’red’)
31 create_circle(x2, y2, m2, ’blue’)Si queremos ver co´mo evolucionan los cuerpos a lo largo del tiempo, deberemos repetireste ca´lculo numerosas veces, as´ı que formara´ parte de un bucle. Para ver que´ ocurre alo largo de 10000 unidades de tiempo, por ejemplo, insertaremos esa serie de accionesen un bucle al final del cual se redibujan los dos cuerpos:
gravedad 6.py gravedad.py
1 from math import sqrt
2
3 window_coordinates(-500,-500, 500,500) # Puedes cambiar estos valores para hacer zoom
4
5 x1 = -200
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6 y1 = -200
7 velocidad_x1 = 0.1
8 velocidad_y1 = 0
9 m1 = 20
10
11 x2 = 200
12 y2 = 200
13 velocidad_x2 = -0.1
14 velocidad_y2 = 0
15 m2 = 20
16
17 for t in range(10000):
18 r = sqrt( (x2-x1)**2 + (y2-y1)**2 )
19
20 aceleracion_x1 = m2 * (x2 - x1) / r**3
21 aceleracion_y1 = m2 * (y2 - y1) / r**3
22 aceleracion_x2 = m1 * (x1 - x2) / r**3
23 aceleracion_y2 = m1 * (y1 - y2) / r**3
24
25 velocidad_x1 += aceleracion_x1
26 velocidad_y1 += aceleracion_y1
27 velocidad_x2 += aceleracion_x2
28 velocidad_y2 += aceleracion_y2
29
30 x1 += velocidad_x1
31 y1 += velocidad_y1
32 x2 += velocidad_x2
33 y2 += velocidad_y2
34
35 create_circle(x1, y1, m1, ’red’)
36 create_circle(x2, y2, m2, ’blue’)
Y ya esta´: ejecutemos el programa en el entorno PythonG. He aqu´ı el resultado final(en pantalla aparecera´ como una animacio´n):
Como puedes observar, no apreciamos ya la posicio´n de los cuerpos: se han dibujadotantos c´ırculos que unos tapan a otros. Deber´ıamos haber desplazado cada c´ırculo enlugar de ir an˜adiendo un c´ırculo tras otro. Lamentablemente, no sabemos (au´n) de ningunafuncio´n que permita desplazar un c´ırculo. S´ı disponemos, no obstante, de la posibilidadde borrar un c´ırculo existente. Si borramos cada c´ırculo antes de dibujar el siguiente,conseguiremos el mismo efecto que si desplaza´semos un solo c´ırculo. Esa es la primerate´cnica que usaremos para efectuar la animacio´n.¿Co´mo borramos un c´ırculo? Mediante la funcio´n predefinida erase. Esa funcio´n noso´lo borra c´ırculos: borra cualquier objeto creado con una funcio´n predefinida que empiezapor create_ . Para ello, hemos de asociar una variable al objeto creado cuando invocamosa una funcio´n create_ . He aqu´ı un ejemplo de uso:
1 c = create_circle(0, 0, 100, ’yellow’)
2 erase(c)
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Ya esta´ claro co´mo actuar:
gravedad 7.py gravedad.py
1 from math import sqrt
2
3 window_coordinates(-500, -500, 500, 500)
4
5 x1 = -200
6 y1 = -200
7 velocidad_x1 = 0.1
8 velocidad_y1 = 0
9 m1 = 20
10
11 x2 = 200
12 y2 = 200
13 velocidad_x2 = -0.1
14 velocidad_y2 = 0
15 m2 = 20
16
17 circulo_ 1 = create_circle(x1, y1, m1, ’red’)
18 circulo_ 2 = create_circle(x2, y2, m2, ’blue’)
19
20 for t in range(10000):
21
22 r = sqrt( (x2-x1)**2 + (y2-y1)**2 )
23
24 aceleracion_x1 = m2 * (x2 - x1) / r**3
25 aceleracion_y1 = m2 * (y2 - y1) / r**3
26 aceleracion_x2 = m1 * (x1 - x2) / r**3
27 aceleracion_y2 = m1 * (y1 - y2) / r**3
28 velocidad_x1 += aceleracion_x1
29 velocidad_y1 += aceleracion_y1
30 velocidad_x2 += aceleracion_x2
31 velocidad_y2 += aceleracion_y2
32 x1 += velocidad_x1
33 y1 += velocidad_y1
34 x2 += velocidad_x2
35 y2 += velocidad_y2
36
37 erase(circulo_ 1)
38 circulo_ 1 = create_circle(x1, y1, m1, ’red’)
39 erase(circulo_ 2)
40 circulo_ 2 = create_circle(x2, y2, m2, ’blue’)Si ejecutas ahora el programa vera´s co´mo la ra´pida creacio´n y destruccio´n del c´ırculoprovocan la ilusio´n de un desplazamiento. Pero hay un problema: aparece un molestoparpadeo. Al destruir y crear ra´pidamente los objetos, hay breves instantes en los que,sencillamente, no esta´n en pantalla. Esta desaparicio´n y aparicio´n continuadas se tra-ducen en un pe´simo efecto. Una solucio´n posible consiste en invertir el orden: en lugarde destruir y crear, crear y destruir. Ello supone que, en algunos instantes, haya doscopias del mismo objeto en pantalla (ligeramente desplazadas). El efecto conseguido noobstante, es agradable.Hay una funcio´n adicional especialmente pensada para animaciones: move. La funcio´nmove recibe tres para´metros: un objeto creado con una funcio´n create_ y dos valores dxe dy. Si el objeto se encuentra en el punto (x, y), el efecto de move es desplazar el objetoal punto (x + dx, y+ dy).
gravedad 8.py gravedad.py
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1 from math import sqrt
2
3 window_coordinates(-500, -500, 500, 500)
4
5 x1 = -200
6 y1 = -200
7 velocidad_x1 = 0.1
8 velocidad_y1 = 0
9 m1 = 20
10
11 x2 = 200
12 y2 = 200
13 velocidad_x2 = -0.1
14 velocidad_y2 = 0
15 m2 = 20
16
17 circulo_ 1 = create_circle(x1, y1, m1, ’red’)
18 circulo_ 2 = create_circle(x2, y2, m2, ’blue’)
19
20 for t in range(10000):
21
22 r3 = sqrt( (x2-x1)**2 + (y2-y1)**2 ) ** 3
23
24 aceleracion_x1 = m2 * (x2 - x1) / r3
25 aceleracion_y1 = m2 * (y2 - y1) / r3
26 aceleracion_x2 = m1 * (x1 - x2) / r3
27 aceleracion_y2 = m1 * (y1 - y2) / r3
28
29 velocidad_x1 += aceleracion_x1
30 velocidad_y1 += aceleracion_y1
31 velocidad_x2 += aceleracion_x2
32 velocidad_y2 += aceleracion_y2
33
34 x1 += velocidad_x1
35 y1 += velocidad_y1
36 x2 += velocidad_x2
37 y2 += velocidad_y2
38
39 move(circulo_ 1, velocidad_x1, velocidad_y1)
40 move(circulo_ 2, velocidad_x2, velocidad_y2)
F´ıjate en que hemos hecho otro cambio: en lugar de calcular el valor de r y elevarlo alcubo en cuatro ocasiones (una operacio´n costosa), hemos calculado directamente el valordel cubo de r.Nos gustar´ıa ahora que los cuerpos dejasen una ˂˂ traza˃˃ de los lugares por los quehan pasado, pues as´ı resultara´ ma´s fa´cil apreciar las o´rbitas que describen. Estudia esteotro programa y averigua co´mo hemos hecho para dejar esa traza:
gravedad 9.py gravedad.py
1 from math import sqrt
2
3 window_coordinates(-500, -500, 500, 500)
4
5 x1 = -200
6 y1 = -200
7 velocidad_x1 = 0.1
8 velocidad_y1 = 0
9 m1 = 20
10
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11 x2 = 200
12 y2 = 200
13 velocidad_x2 = -0.1
14 velocidad_y2 = 0
15 m2 = 20
16
17 circulo_ 1 = create_circle(x1, y1, m1, ’red’)
18 circulo_ 2 = create_circle(x2, y2, m2, ’blue’)
19
20 for t in range(10000):
21
22 r3 = sqrt( (x2-x1)**2 + (y2-y1)**2 ) ** 3
23
24 aceleracion_x1 = m2 * (x2 - x1) / r3
25 aceleracion_y1 = m2 * (y2 - y1) / r3
26 aceleracion_x2 = m1 * (x1 - x2) / r3
27 aceleracion_y2 = m1 * (y1 - y2) / r3
28
29 velocidad_x1 += aceleracion_x1
30 velocidad_y1 += aceleracion_y1
31 velocidad_x2 += aceleracion_x2
32 velocidad_y2 += aceleracion_y2
33
34 viejo_x1 = x1
35 viejo_y1 = y1
36 viejo_x2 = x2
37 viejo_y2 = y2
38
39 x1 += velocidad_x1
40 y1 += velocidad_y1
41 x2 += velocidad_x2
42 y2 += velocidad_y2
43
44 move(circulo_ 1, velocidad_x1, velocidad_y1)
45 create_line(viejo_x1, viejo_y1, x1, y1, ’red’)
46 move(circulo_ 2, velocidad_x2, velocidad_y2)
47 create_line(viejo_x2, viejo_y2, x2, y2, ’blue’)
Esta imagen se ha obtenido cuando el programa iba por la iteracio´n 5000:
Divie´rtete con el programa. He aqu´ı algunas configuraciones iniciales interesantes:a) 1 x1 = -200
2 y1 = -200
3 velocidad_x1 = 0.1
4 velocidad_y1 = 0
5 m1 = 0.001
6
7 x2 = 200
8 y2 = 200
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9 velocidad_x2 = 0
10 velocidad_y2 = 0
11 m2 = 20b) 1 x1 = -200
2 y1 = -200
3 velocidad_x1 = -0.1
4 velocidad_y1 = 0
5 m1 = 20
6
7 x2 = 200
8 y2 = 200
9 velocidad_x2 = -0.1
10 velocidad_y2 = 0
11 m2 = 20
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 142 ¿Que´ pasar´ıa si los dos cuerpos ocuparan exactamente la misma posicio´n en elplano? Modifica el programa para que, si se da el caso, no se produzca error alguno yfinalice inmediatamente la ejecucio´n del bucle.
· 143 Modifica el programa para que la simulacio´n no finalice nunca (bueno, so´locuando el usuario interrumpa la ejecucio´n del programa).
· 144 ¿Ser´ıas capaz de extender el programa para que muestre la interaccio´n entretres cuerpos? Repasa la formulacio´n f´ısica del problema antes de empezar a programar.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.4.3. Un programa interactivo: un videojuego
Ya sabemos dibujar gra´ficas y mostrar sencillas animaciones. Demos el siguiente paso:hagamos un programa gra´fico interactivo. En este apartado disen˜aremos un videojuegomuy simple que nos ponga a los mandos de una nave espacial que debe aterrizar en unaplataforma mo´vil.La nave aparecera´ en pantalla a cierta altura y, desde el primer instante, empezara´a caer atra´ıda por la gravedad del planeta. Disponemos de un control muy rudimentario:podemos activar los propulsores de la nave con las teclas de cursor para contrarrestarel efecto de la gravedad, as´ı como desplazarnos lateralmente. El desplazamiento lateralsera´ necesario para conseguir que la nave aterrice sobre la plataforma, pues e´sta se ira´trasladando por la superficie del planeta durante el juego.Con cada activacio´n de los propulsores se consumira´ una determinada cantidad defuel. Cuando nos quedemos sin combustible, la nave entrara´ en ca´ıda libre. Perderemosla partida si no acertamos a aterrizar en la plataforma o si, al aterrizar, la velocidad deca´ıda es excesiva.Planifiquemos el trabajo:
1. Empezaremos por mostrar la nave espacial en pantalla y ˂˂dejarla caer˃˃ . As´ı apren-deremos a simular el efecto de la gravedad.
2. A continuacio´n nos encargaremos de controlar el propulsor inferior de la nave, elque contrarresta el efecto de la gravedad.
3. El siguiente objetivo sera´ permitir el movimiento lateral de la nave.
4. Iremos entonces a por el dibujo de la plataforma de aterrizaje y su desplazamiento.
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5. En seguida pasaremos a considerar el consumo de fuel y a mostrar en pantallaalgunos datos informativos, como la velocidad de ca´ıda y el fuel disponible.
6. Para acabar, detectaremos los aterrizajes y valoraremos la actuacio´n del jugador(si gano´ o perdio´ y, en este u´ltimo caso, por que´ motivo).
Vamos alla´. El mundo en el que trascurre la accio´n sera´ un simple plano con elsistema de coordenadas que decidamos. Como la ventana gra´fica de PythonG tiene unaresolucio´n por defecto de 400× 400, asumiremos ese sistema de coordenadas.
aterrizaje.py
1 # Paisaje
2 altura_paisaje = 400
3 anchura_paisaje = 400
4 window_coordinates(0, 0, anchura_paisaje, altura_paisaje)
No estamos para alardes gra´ficos: nuestra nave sera´ un sencillo cuadrado de colorazul de 10× 10 p´ıxels en cierta posicio´n (x, y).
aterrizaje.py
1 ...
2 # Nave
3 tamanyo_nave = 10
4 x = anchura_paisaje / 2
5 y = altura_paisaje - 100
6 create_filled_rectangle(x, y, x+tamanyo_nave, y+tamanyo_nave, ’blue’)
Que empiece la accio´n. ¿Co´mo efectuamos la simulacio´n de la atraccio´n gravitatoria?No hace falta complicarse tanto la vida como en la seccio´n anterior: aqu´ı la gravedadsiempre tira de la nave hacia abajo. El simulador actuara´ as´ı: la nave tiene una velocidadde ca´ıda y, con cada iteracio´n de la simulacio´n, esta aumenta en cierta cantidad (digamosg). La nave ira´ actualizando su posicio´n a partir de la posicio´n y velocidad de ca´ıda encada instante.
aterrizaje.py
1 ...
2 # Gravedad
3 g = 1
4
5 # Nave
6 tamanyo_nave = 10
7 x = anchura_paisaje / 2
8 y = altura_paisaje - 100
9 vy = 0
10 nave = create_filled_rectangle(x, y, x+tamanyo_nave, y+tamanyo_nave, ’blue’)
11
12 # Simulacio´n
13 while condicio´n:
14 vy -= g
15 y += vy
16 move(nave, 0, vy)
Varias cosas. Por un lado, ¿no hemos dicho que la velocidad de ca´ıda aumentar´ıaen cada paso? Pues no estamos sumando el valor de g a la velocidad vertical vy, sinoresta´ndolo. No te preocupes: es lo correcto. La velocidad aumenta en valor absoluto, perosu direccio´n es de ca´ıda, de ah´ı que el signo del incremento sea negativo. Por otra parte,¿que´ condicio´n determina el final de la simulacio´n? Esta´ claro: que la nave toque tierra,
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es decir, que su altura sea igual o menor que cero. ¿Por que´ menor que cero? Es posibleque la nave lleve tal velocidad de ca´ıda que ˂˂aterrice˃˃ formando un hermoso cra´ter. Mejorestar preparados para esa eventualidad. Aqu´ı tienes el programa completo en su estadoactual.
aterrizaje 14.py aterrizaje.py
1 # Paisaje
2 altura_paisaje = 400
3 anchura_paisaje = 400
4 window_coordinates(0, 0, anchura_paisaje, altura_paisaje)
5
6 # Gravedad
7 g = 1
8
9 # Nave
10 tamanyo_nave = 10
11 x = anchura_paisaje / 2
12 y = altura_paisaje - 100
13 vy = 0
14 nave = create_filled_rectangle(x, y, x+tamanyo_nave, y+tamanyo_nave, ’blue’)
15
16 # Simulacio´n
17 while y > 0:
18 vy -= g
19 y += vy
20 move(nave, 0, vy)Ejecuta el programa. ¿Que´ ocurre? La nave aparece directamente en el suelo. Enrealidad, ha pasado por varios sitios en su ca´ıda hasta el suelo, so´lo que lo ha hechotan ra´pidamente que no hemos podido percibir el desplazamiento. Hemos de modificarel valor de g para obtener una simulacio´n ma´s lenta. Un valor de g razonable en elordenador en el que estamos desarrollando el programa es 0.0001. Encuentra tu´ el ma´sadecuado para tu ordenador.
aterrizaje 15.py aterrizaje.py
1 # Paisaje
2 altura_paisaje = 400
3 anchura_paisaje = 400
4 window_coordinates(0, 0, anchura_paisaje, altura_paisaje)
5
6 # Gravedad
7 g = 0.00001
8
9 # Nave
10 tamanyo_nave = 10
11 x = anchura_paisaje / 2
12 y = altura_paisaje - 100
13 vy = 0
14 nave = create_filled_rectangle(x, y, x+tamanyo_nave, y+tamanyo_nave, ’blue’)
15
16 # Simulacio´n
17 while y > 0:
18 vy -= g
19 y += vy
20 move(nave, 0, vy)Es hora de habilitar el control del propulsor vertical. PythonG ofrece una funcio´npredefinida para acceder al teclado: keypressed (en ingle´s significa ˂˂ tecla pulsada˃˃ ). Lapuedes llamar de estas dos formas diferentes (entre otras):
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keypressed(1): devuelve None si no hay ninguna tecla pulsada y una cadena quedescribe la tecla pulsada en caso contrario. None significa ˂˂ausencia de valor˃˃ yes equivalente al valor lo´gico falso.
keypressed(2): espera a que el usuario pulse una tecla y devuelve entonces unacadena que la describe.
Nos interesa detectar la pulsacio´n de la tecla de cursor hacia arriba. La cadena quela describe es ’Up’. Su efecto es sumar cierta cantidad, a la que llamaremos impulso_y,a la velocidad de ca´ıda. ¿Que´ cantidad sumar? Si es g, mal: como mucho podremoscontrarrestar el efecto gravitatorio, pero no podremos moderar la velocidad de ca´ıda.Pongamos que impulso_y es dos veces g.
aterrizaje 16.py aterrizaje.py
1 # Paisaje
2 altura_paisaje = 400
3 anchura_paisaje = 400
4 window_coordinates(0, 0, anchura_paisaje, altura_paisaje)
5
6 # Gravedad
7 g = 0.00001
8
9 # Nave
10 tamanyo_nave = 10
11 x = anchura_paisaje / 2
12 y = altura_paisaje - 100
13 vy = 0
14 impulso_y = 2*g
15
16 nave = create_filled_rectangle(x, y, x+tamanyo_nave, y+tamanyo_nave, ’blue’)
17
18 # Simulacio´n
19 while y > 0:
20 vy -= g
21 if keypressed(1) == ’Up’:
22 vy += impulso_y
23 y += vy
24 move(nave, 0, vy)
Prueba ahora el juego. Frena la nave manteniendo pulsada la tecla ’Up’. No te pases:¡puede que la nave desaparezca por el extremo superior de la imagen! Mmmm. Eso noparece bueno. ¿Que´ hacer si la nave se sale por encima? No hab´ıamos contemplado esaeventualidad en la especificacio´n del juego. Improvisemos una solucio´n: haremos que eljuego termine tambie´n en ese caso y, adema´s, lo consideraremos un fracaso del jugador.
aterrizaje 17.py aterrizaje.py
1 # Paisaje
.
.
.
17
18 # Simulacio´n
19 while y > 0 and y < altura_paisaje:
20 vy -= g
21 if keypressed(1) == ’Up’:
22 vy += impulso_y
23 y += vy
24 move(nave, 0, vy)
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Siguiendo nuestro plan de trabajo hemos de ocuparnos ahora del desplazamientolateral de la nave. Para conseguir un efecto ˂˂ realista˃˃ dotaremos a dicho movimiento deinercia. Es decir, la nave llevara´ una velocidad horizontal que so´lo se modificara´ cuandoactuemos sobre los propulsores laterales. El propulsor izquierdo se activara´ con la teclade cursor a izquierdas (’Left’) y el propulsor derecho con la tecla de cursor a derechas(’Right’). Y ahora que dotamos de desplazamiento lateral a la nave, el jugador puedechocar con las ˂˂paredes˃˃ . Consideraremos tambie´n que chocar contra las ˂˂paredes˃˃ esun fracaso del jugador.
aterrizaje 18.py aterrizaje.py
1 # Paisaje
.
.
.
15 impulso_x = 0.00001
16 vx = 0
17 nave = create_filled_rectangle(x, y, x+tamanyo_nave, y+tamanyo_nave, ’blue’)
18
19 # Simulacio´n
20 while y > 0 and y < altura_paisaje and x > 0 and x < anchura_paisaje - tamanyo_nave:
21 vy -= g
22 if keypressed(1) == ’Up’:
23 vy += impulso_y
24 elif keypressed(1) == ’Left’:
25 vx -= impulso_x
26 elif keypressed(1) == ’Right’:
27 vx += impulso_x
28 y += vy
29 x += vx
30 move(nave, vx, vy)
El valor de impulso_x se ha escogido para obtener un buen comportamiento de la naveen nuestro ordenador. Tendra´s que encontrar un valor adecuado para tu ma´quina.A por la plataforma de aterrizaje. La plataforma se representara´ con un recta´ngulo decolor diferente, pongamos rojo. ¿Do´nde dibujarla? Empezaremos ubica´ndola en la zonacentral:
aterrizaje 19.py aterrizaje.py
1 # Paisaje
.
.
.
18
19 # Plataforma
20 px = anchura_paisaje / 2
21 py = 0
22 anchura_plataforma = 40
23 altura_plataforma = 3
24
25 plataforma = create_rectangle(px, py,
26 px+anchura_plataforma, py+altura_plataforma, ’red’)
27
28 # Simulacio´n
29 while y > 0 and y < altura_paisaje and x > 0 and x < anchura_paisaje - tamanyo_nave:
.
.
.
Perfecto. Dijimos que la plataforma se desplazar´ıa lateralmente. El juego an˜adira´ unacantidad vpx (por ˂˂ velocidad de plataforma en el eje X ˃˃ ) al valor de px con cada paso y
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actualizara´ su imagen en pantalla. Cuando llegue a un extremo de la imagen, cambiara´de direccio´n.
aterrizaje 20.py aterrizaje.py
1 # Paisaje
.
.
.
18
19 # Plataforma
20 px = anchura_paisaje / 2
21 py = 0
22 vpx = .05
23 anchura_plataforma = 40
24 altura_plataforma = 3
25
26 plataforma = create_rectangle(px, py,
27 px+anchura_plataforma, py+altura_plataforma, ’red’)
28
29 # Simulacio´n
30 while y > 0 and y < altura_paisaje and x > 0 and x < anchura_paisaje - tamanyo_nave:
.
.
.
40 px += vpx
41 if px <= 0 or px >= anchura_paisaje - anchura_plataforma:
42 vpx = -vpx
43 move(nave, vx, vy)
44 move(plataforma, vpx, 0)(Puede que necesites ajustar el valor de vpx para que la plataforma se desplace a unavelocidad razonable en tu ordenador.) ¿Que´ implementamos ahora? ¡Ah, s´ı! El consumode fuel. Empezaremos con el depo´sito lleno: 1000 litros de fuel. Cada vez que se activeun propulsor consumiremos una cierta cantidad de fuel, digamos 1 litro.
aterrizaje 21.py aterrizaje.py
1 # Paisaje
.
.
.
28
29 # Tanque de combustible
30 fuel = 1000
31 consumo = 1
32
33 # Simulacio´n
34 while y > 0 and y < altura_paisaje and x > 0 and x < anchura_paisaje - tamanyo_nave:
35 vy -= g
36 if keypressed(1) == ’Up’:
37 vy += impulso_y
38 fuel -= consumo
39 elif keypressed(1) == ’Left’:
40 vx -= impulso_x
41 fuel -= consumo
42 elif keypressed(1) == ’Right’:
43 vx += impulso_x
44 fuel -= consumo
.
.
.
47 px += vpx
48 if px <= 0 or px >= anchura_paisaje - anchura_plataforma:
49 vpx = -vpx
50 move(nave, vx, vy)
51 move(plataforma, vpx, 0)
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Recuerda que no podemos usar los propulsores cuando no hay fuel:
aterrizaje 22.py aterrizaje.py
1 # Paisaje
.
.
.
34 while y > 0 and y < altura_paisaje and x > 0 and x < anchura_paisaje - tamanyo_nave:
35 vy -= g
36 if keypressed(1) == ’Up’ and fuel > 0:
37 vy += impulso_y
38 fuel -= consumo
39 elif keypressed(1) == ’Left’ and fuel > 0:
40 vx -= impulso_x
41 fuel -= consumo
42 elif keypressed(1) == ’Right’ and fuel > 0:
43 vx += impulso_x
44 fuel -= consumo
.
.
.
El simulador debe mostrar en pantalla la cantidad de fuel disponible. Vamos a mos-trarlo con una representacio´n del tanque de combustible y la proporcio´n de fuel conrespecto a su capacidad.
aterrizaje 23.py aterrizaje.py
1 # Paisaje
.
.
.
30 fuel = 1000
31 consumo = 1
32 create_rectangle(0,altura_paisaje, 10, altura_paisaje-100, ’black’)
33 lleno = create_filled_rectangle(1,altura_paisaje, 9, altura_paisaje-fuel/10, ’green’)
34
35 # Simulacio´n
36 while y > 0 and y < altura_paisaje and x > 0 and x < anchura_paisaje - tamanyo_nave:
.
.
.
53 move(plataforma, vpx, 0)
54 viejo_lleno = lleno
55 lleno = create_filled_rectangle(1,altura_paisaje, 9, altura_paisaje-fuel/10, ’green’)
56 erase(viejo_lleno)
Mmmm. Parece que nuestra nave consume demasiado: el depo´sito se vac´ıa con apenasactivar un propulsor. Hemos de ajustar, pues, el consumo. En nuestro programa lo hemosajustado a un valor de 0.1.Tambie´n interesa mostrar la velocidad de ca´ıda. Dibujaremos un dial con la velocidady una aguja que nos indique la velocidad actual. Estudia el fragmento de programa quete presentamos a continuacio´n:
aterrizaje 24.py aterrizaje.py
1 from math import sin, cos, pi
2 # Paisaje
.
.
.
35
36 # Dial de velocidad
37 create_circle(anchura_paisaje-50, altura_paisaje-50, 50, ’black’)
38 for i in range(0, 360, 10):
39 create_line(anchura_paisaje-50 + 40 * sin(i*pi/180), \
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40 altura_paisaje-50 + 40 * cos(i*pi/180), \
41 anchura_paisaje-50 + 50 * sin(i*pi/180), \
42 altura_paisaje-50 + 50 * cos(i*pi/180))
43
44 aguja = create_line(anchura_paisaje-50, altura_paisaje-50, \
45 anchura_paisaje-50 + 50 * sin(0*pi/180), \
46 altura_paisaje-50 + 50 * cos(0*pi/180), ’blue’)
.
.
.
70 vieja_aguja = aguja
71 aguja = create_line(anchura_paisaje-50, altura_paisaje-50, \
72 anchura_paisaje-50 + 50 * sin(1000*vy*pi/180), \
73 altura_paisaje-50 + 50 * cos(1000*vy*pi/180), ’blue’)
74 erase(vieja_aguja)
Una cuestio´n este´tica. Nos vendr´ıa bien poner algu´n texto en pantalla para rotularel depo´sito o el veloc´ımetro. Recuerda que PythonG te ofrece la funcio´n predefinidacreate_text para dibujar texto.
aterrizaje 25.py aterrizaje.py
1 from math import sin, cos, pi
2 # Paisaje
.
.
.
35
36 create_text(25, altura_paisaje-8, ’0%’, 10, ’W’)
37 create_text(30, altura_paisaje-95, ’100%’, 10, ’W’)
38 # Dial de velocidad
39 create_circle(anchura_paisaje-50, altura_paisaje-50, 50, ’black’)
40 for i in range(0, 360, 10):
41 create_line(anchura_paisaje-50 + 40 * sin(i*pi/180), \
42 altura_paisaje-50 + 40 * cos(i*pi/180), \
43 anchura_paisaje-50 + 50 * sin(i*pi/180), \
44 altura_paisaje-50 + 50 * cos(i*pi/180))
45
46 if i % 30 == 0:
47 create_text(anchura_paisaje-50 + 30 * sin(i*pi/180), \
48 altura_paisaje-50 + 30 * cos(i*pi/180), str(i), 5, ’CENTER’)
49
50 aguja = create_line(anchura_paisaje-50, altura_paisaje-50, \
51 anchura_paisaje-50 + 50 * sin(0*pi/180), \
52 altura_paisaje-50 + 50 * cos(0*pi/180), ’blue’)
.
.
.
76 vieja_aguja = aguja
77 aguja = create_line(anchura_paisaje-50, altura_paisaje-50, \
78 anchura_paisaje-50 + 50 * sin(1000*vy*pi/180), \
79 altura_paisaje-50 + 50 * cos(1000*vy*pi/180), ’blue’)
80 erase(vieja_aguja)
Y aqu´ı tienes una imagen del aspecto actual de nuestro simulador:
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Ya estamos cerca del final. Nos queda determinar si el jugador gano´ o perdio´ lapartida e informarle del resultado. Las u´ltimas l´ıneas del programa, que te mostramosahora completo, se encargan de ello:
aterrizaje 26.py aterrizaje.py
1 from math import sin, cos, pi
2 # Paisaje
3 altura_paisaje = 400
4 anchura_paisaje = 400
5 window_coordinates(0, 0, anchura_paisaje, altura_paisaje)
6
7 # Gravedad
8 g = 0.00001
9
10 # Nave
11 tamanyo_nave = 10
12 x = anchura_paisaje / 2
13 y = altura_paisaje - 100
14 vy = 0
15 impulso_y = 2*g
16 impulso_x = 0.00001
17 vx = 0
18 nave = create_filled_rectangle(x, y, x+tamanyo_nave, y+tamanyo_nave, ’blue’)
19
20 # Plataforma
21 px = anchura_paisaje / 2
22 py = 0
23 vpx = .05
24 anchura_plataforma = 40
25 altura_plataforma = 3
26
27 plataforma = create_rectangle(px, py,
28 px+anchura_plataforma, py+altura_plataforma, ’red’)
29
30 # Tanque de combustible
31 fuel = 1000
32 consumo = 0.1
33 create_rectangle(0,altura_paisaje, 10, altura_paisaje-100, ’black’)
34 lleno = create_filled_rectangle(1,altura_paisaje, 9, altura_paisaje-fuel/10, ’green’)
35
36 create_text(25, altura_paisaje-8, ’0%’, 10, ’W’)
37 create_text(30, altura_paisaje-95, ’100%’, 10, ’W’)
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38 # Dial de velocidad
39 create_circle(anchura_paisaje-50, altura_paisaje-50, 50, ’black’)
40 for i in range(0, 360, 10):
41 create_line(anchura_paisaje-50 + 40 * sin(i*pi/180), \
42 altura_paisaje-50 + 40 * cos(i*pi/180), \
43 anchura_paisaje-50 + 50 * sin(i*pi/180), \
44 altura_paisaje-50 + 50 * cos(i*pi/180))
45
46 if i % 30 == 0:
47 create_text(anchura_paisaje-50 + 30 * sin(i*pi/180), \
48 altura_paisaje-50 + 30 * cos(i*pi/180), str(i), 5, ’CENTER’)
49
50 aguja = create_line(anchura_paisaje-50, altura_paisaje-50, \
51 anchura_paisaje-50 + 50 * sin(0*pi/180), \
52 altura_paisaje-50 + 50 * cos(0*pi/180), ’blue’)
53
54 # Simulacio´n
55 while y > 0 and y < altura_paisaje and x > 0 and x < anchura_paisaje - tamanyo_nave:
56 vy -= g
57 if keypressed(1) == ’Up’ and fuel > 0:
58 vy += impulso_y
59 fuel -= consumo
60 elif keypressed(1) == ’Left’ and fuel > 0:
61 vx -= impulso_x
62 fuel -= consumo
63 elif keypressed(1) == ’Right’ and fuel > 0:
64 vx += impulso_x
65 fuel -= consumo
66 y += vy
67 x += vx
68 px += vpx
69 if px <= 0 or px >= anchura_paisaje - anchura_plataforma:
70 vpx = -vpx
71 move(nave, vx, vy)
72 move(plataforma, vpx, 0)
73 viejo_lleno = lleno
74 lleno = create_filled_rectangle(1,altura_paisaje, 9, altura_paisaje-fuel/10, ’green’)
75 erase(viejo_lleno)
76 vieja_aguja = aguja
77 aguja = create_line(anchura_paisaje-50, altura_paisaje-50, \
78 anchura_paisaje-50 + 50 * sin(1000*vy*pi/180), \
79 altura_paisaje-50 + 50 * cos(1000*vy*pi/180), ’blue’)
80 erase(vieja_aguja)
81
82 msg_x = anchura_paisaje/2
83 msg_y1 = altura_paisaje/2
84 msg_y2 = altura_paisaje/3
85 if y >= altura_paisaje:
86 create_text(msg_x, msg_y1, ’Perdiste’, 24, ’CENTER’)
87 create_text(msg_x, msg_y2, ’ ?Rumbo␣a␣las␣estrellas?’, 12, ’CENTER’)
88 elif y <= 0 and vy < -0.1:
89 create_text(msg_x, msg_y1, ’Perdiste’, 24, ’CENTER’)
90 create_text(msg_x, msg_y2, ’Te␣has␣estrellado.’, 12, ’CENTER’)
91 elif y <= 0 and \
92 abs((px+anchura_plataforma/2)-(x+tamanyo_nave/2)) >= anchura_plataforma/2:
93 create_text(msg_x, msg_y1, ’Perdiste’, 24, ’CENTER’)
94 create_text(msg_x, msg_y2, ’ !Que´␣mala␣punterı´a!’, 12, ’CENTER’)
95 elif x <= 0 or x >= anchura_paisaje - tamanyo_nave:
96 create_text(msg_x, msg_y1, ’Perdiste’, 24, ’CENTER’)
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97 create_text(msg_x, msg_y2, ’Chocaste␣con␣la␣pared.’, 12, ’CENTER’)
98 else:
99 create_text(msg_x, msg_y1, ’Ganaste’, 24, ’CENTER’)
100 create_text(msg_x, msg_y2, ’ !Enhorabuena,␣piloto!’, 12, ’CENTER’)
A disfrutar del juego.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 145 Modifica el juego para que la barra que indica el combustible disponible seponga de color rojo cuando quede menos del 25%.
· 146 Modifica el juego para que el usuario pueda escoger, con un menu´, un nivelde dificultad. Ofrece al menos tres niveles: fa´cil, normal y dif´ıcil. Puedes modificar ladificultad del juego a voluntad alterando para´metros como el fuel disponible, el consumo,la fuerza de la gravedad, la velocidad de desplazamiento de la plataforma, etc.
· 147 Modifica el juego para que la plataforma no este´ en el suelo, sino flotando.El usuario debe aterrizar en la plataforma desde arriba, claro esta´. Si se golpea a laplataforma desde abajo, la nave se destruira´ y el jugador habra´ fracasado.
· 148 An˜ade efectos especiales al juego. Por ejemplo, cambia el color del fondo para quesea negro y an˜ade unas estrellas. Tambie´n puedes mostrar una l´ıneas amarillas saliendode la nave cuando se activa algu´n propulsor. Si se acciona el propulsor inferior, la l´ıneassaldra´n de debajo de la nave, y si se activa un propulsor lateral, las l´ıneas saldra´n dellado correspondiente.
· 149 Modifica el juego para que aparezca un nu´mero determinado de meteoritos enpantalla (tres, por ejemplo). Cada meteorito se representara´ con un c´ırculo de color rojoy se ira´ desplazando por la pantalla. Si la nave toca un meteorito, e´sta se destruira´.
· 150 Programa un juego de fronto´n electro´nico. El usuario controlara´ una raqueta enel lado inferior de la pantalla. Con la raqueta podra´ golpear una pelota que rebotara´ enlas paredes. Si la pelota se sale por el borde inferior de la pantalla, el juego finaliza.
· 151 Modifica el juego del fronto´n para convertirlo en un teletenis. El ordenadorcontrolara´ una raqueta en el lado superior de la imagen. No permitas que el ordenadorhaga trampas, es decir, la velocidad de desplazamiento de la raqueta ha de ser (comomucho) la misma que la del usuario.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
4.5. Una reflexio´n final
En este tema te hemos presentado varias estructuras de control de flujo que, esencial-mente, se reducen a dos conceptos: la seleccio´n condicional de sentencias y la repeticio´ncondicional de sentencias. En los primeros tiempos de la programacio´n no siempre se uti-lizaban estas estructuras: exist´ıa una sentencia comod´ın que permit´ıa ˂˂ saltar˃˃ a cualquierpunto de un programa: la que se conoce como sentencia goto (en ingle´s, ˂˂ ir-a˃˃ ).Observa co´mo se podr´ıa haber escrito el programa es primo.py (seccio´n 4.2.7) enel lenguaje de programacio´n BASIC, que originariamente carec´ıa de estructuras como elbucle while:
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10 INPUT "DAME UN NU´MERO:"; NUM
20 DIVISOR = 2
30 IF INT(NUM / DIVISOR) = NUM / DIVISOR THEN GOTO 90
40 DIVISOR = DIVISOR + 1
50 IF DIVISOR = NUM THEN GOTO 70
60 GOTO 30
70 PRINT .El nu´mero", NUM, .es primo"
80 GOTO 100
90 PRINT .El nu´mero", NUM, "no es primo"
100 END
Cada l´ınea del programa esta´ numerada y la sentencia GOTO indica en que´ l´ınea debecontinuar la ejecucio´n del programa. Como es posible saltar a cualquier l´ınea en funcio´nde la satisfaccio´n de una condicio´n, es posible ˂˂montar a mano˃˃ cualquier estructura decontrol. Ahora bien, una cosa es que sea posible y otra que el resultado presente un mı´nimode elegancia. El programa BASIC del ejemplo es endiabladamente complejo: resulta dif´ıcilapreciar que las l´ıneas 30–60 forman un bucle while. Los programas construidos abusandodel GOTO recib´ıan el nombre de ˂˂ co´digo spaghetti˃˃ , pues al representar con flechas losposibles saltos del programa se formaba una maran˜a que recuerda a un plato de spaghetti.En los an˜os 70 hubo una corriente en el campo de la informa´tica que propugnaba lasupresio´n de la sentencia goto. Edsger W. Dijkstra publico´ un influyente art´ıculo titulado
˂˂Goto considered harmful˃˃ (˂˂La sentencia “Goto” considerada dan˜ina˃˃ ) en el que se hac´ıauna severa cr´ıtica al uso de esta sentencia en los programas. Se demostro´ que era posibleconstruir cualquier programa con so´lo selecciones y repeticiones condicionales y que estosprogramas resultaban mucho ma´s legibles. La denominada programacio´n estructurada esla corriente que propugna (entre otros principios) la programacio´n usando u´nicamenteestructuras de control (if , while, for-in, . . . ) para alterar el flujo del programa.Al poco tiempo de su aparicio´n, la programacio´n estructurada se convirtio´ en la meto-dolog´ıa de programacio´n. (Los puristas de la programacio´n estructurada no so´lo censuranel uso de sentencias goto: tambie´n otras como break esta´n proscritas.)Hay que decir, no obstante, que programar es una forma de describir ideas algor´ıtmicassiguiendo unas reglas sinta´cticas determinadas y que, en ocasiones, romper una regla per-mite una mejor expresio´n. Pero, ¡ojo!, so´lo estara´s capacitado para romper reglas cuandolas conozcas perfectamente. Por una cuestio´n de disciplina es preferible que, al principio,procures no utilizar en absoluto alteraciones del flujo de control arbitrarias. . . aunque detodos modos no podra´s hacerlo de momento: ¡Python no tiene sentencia goto!
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Cap´ıtulo 5
Tipos estructurados: secuencias
Primero llegaron diez soldados portando bastos: ten´ıan la misma forma quelos tres jardineros, plana y rectangular, con las manos y los pies en lasesquinas; luego ven´ıan los diez cortesanos, todos adornados de diamantes, ycaminaban de dos en dos, como los soldados. Segu´ıan los Infantes: eran diezen total y era encantador verlos venir cogidos de la mano, en parejas, dandoalegres saltos: estaban adornados con corazones.
LEWIS CARROLL, Alicia en el pa´ıs de las maravillas.
Hasta el momento hemos tratado con datos de tres tipos distintos: enteros, flotantes ycadenas. Los dos primeros son tipos de datos escalares. Las cadenas, por contra, son tiposde datos secuenciales. Un dato de tipo escalar es un elemento u´nico, ato´mico. Por contra,un dato de tipo secuencial se compone de una sucesio´n de elementos y una cadena esuna sucesio´n de caracteres. Los datos de tipo secuencial son datos estructurados. EnPython es posible manipular los datos secuenciales de diferentes modos, facilitando as´ıla escritura de programas que manejan conjuntos o series de valores.En algunos puntos de la exposicio´n nos desviaremos hacia cuestiones relativas almodelo de memoria de Python. Aunque se trata de un material que debes comprender ydominar, no pierdas de vista que lo realmente importante es que aprendas a disen˜ar eimplementar algoritmos que trabajan con secuencias.En este tema empezaremos aprendiendo ma´s de lo que ya sabemos sobre cadenas.Despue´s, te presentaremos las listas. Una lista es una sucesio´n de elementos de cualquiertipo. Finalmente, aprendera´s a definir y manejar matrices: disposiciones bidimensionalesde elementos. Python no incorpora un tipo de datos nativo para matrices, as´ı que lasconstruiremos como listas de listas.
5.1. Cadenas
5.1.1. Lo que ya sabemos
Ya vimos en temas anteriores que una cadena es una sucesio´n de caracteres encerradaentre comillas (simples o dobles). Python ofrece una serie de operadores y funcionespredefinidos que manipulan cadenas o devuelven cadenas como resultado. Repasemosbrevemente las que ya conocemos de temas anteriores:Operador + (concatenacio´n de cadenas): acepta dos cadenas como operandos ydevuelve la cadena que resulta de unir la segunda a la primera.Operador * (repeticio´n de cadena): acepta una cadena y un entero y devuelve laconcatenacio´n de la cadena consigo misma tantas veces como indica el entero.
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Operador % (sustitucio´n de marcas de formato): acepta una cadena y una o ma´sexpresiones (entre pare´ntesis y separadas por comas) y devuelve una cadena enla que las marcas de formato (secuencias como %d, %f, etc.) se sustituyen por elresultado de evaluar las expresiones.int : recibe una cadena cuyo contenido es una secuencia de d´ıgitos y devuelve elnu´mero entero que describe.float : acepta una cadena cuyo contenido describe un flotante y devuelve el flotanteen cuestio´n.str : se le pasa un entero o flotante y devuelve una cadena con una representacio´ndel valor como secuencia de caracteres.ord : acepta una cadena compuesta por un u´nico cara´cter y devuelve su co´digo ASCII(un entero).chr : recibe un entero (entre 0 y 255) y devuelve una cadena con el cara´cter quetiene a dicho entero como co´digo ASCII.Podemos manipular cadenas, adema´s, mediante me´todos que les son propios:a.lower() (paso a minu´sculas): devuelve una cadena con los caracteres de a con-vertidos en minu´sculas.a.upper() (paso a mayu´sculas): devuelve una cadena con los caracteres de aconvertidos en mayu´sculas.a.capwords() (paso a palabras con inicial mayu´scula): devuelve una cadena en laque toda palabra de a empieza por mayu´scula.Aprenderemos ahora a utilizar nuevas herramientas. Pero antes, estudiemos algunaspeculiaridades de la codificacio´n de los caracteres en las cadenas.
5.1.2. Escapes
Las cadenas que hemos estudiado hasta el momento consist´ıan en sucesiones de carac-teres ˂˂normales˃˃ : letras, d´ıgitos, signos de puntuacio´n, espacios en blanco. . . Es posible,no obstante, incluir ciertos caracteres especiales que no tienen una representacio´n trivial.Por ejemplo, los saltos de l´ınea se muestran en pantalla como eso, saltos de l´ınea,no como un cara´cter convencional. Si intentamos incluir un salto de l´ınea en una cadenapulsando la tecla de retorno de carro, Python se queja:
>>> a = ’una ↱
File "<string>", line 1
’una
ˆ
SyntaxError: invalid token
¿Ves? Al pulsar la tecla de retorno de carro, el inte´rprete de Python intenta ejecutarla sentencia inmediatamente y considera que la cadena esta´ inacabada, as´ı que notificaque ha detectado un error.Observa esta otra asignacio´n de una cadena a la variable a y mira que´ ocurre cuandomostramos el contenido de a:
>>> a = ’una\ncadena’ ↱
>>> print a ↱
una
cadena
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Al mostrar la cadena se ha producido un salto de l´ınea detra´s de la palabra una. Elsalto de l´ınea se ha codificado en la cadena con dos caracteres: la barra invertida \ y laletra n.La barra invertida se denomina cara´cter de escape y es un cara´cter especial: indicaque el siguiente cara´cter tiene un significado diferente del usual. Si el cara´cter que lesigue es la letra n, por ejemplo, se interpreta como un salto de l´ınea (la n viene delte´rmino ˂˂new line˃˃ , es decir, ˂˂nueva l´ınea˃˃ ). Ese par de caracteres forma una secuenciade escape y denota un u´nico cara´cter. ¿Y un salto de l´ınea es un u´nico cara´cter? S´ı.Ocupa el mismo espacio en memoria que cualquier otro cara´cter (un byte) y se codificainternamente con un valor nume´rico (co´digo ASCII): el valor 10.
>>> ord(’\n’) ↱
10
Cuando una impresora o un terminal de pantalla tratan de representar el cara´cter devalor ASCII 10, saltan de l´ınea. El cara´cter \n es un cara´cter de control, pues su funcio´nes permitirnos ejecutar una accio´n de control sobre ciertos dispositivos (como la impresorao el terminal).
Secuencia de escapepara cara´cter de control Resultado
\a Cara´cter de ˂˂ campana˃˃ (BEL)
\b ˂˂Espacio atra´s˃˃ (BS)
\f Alimentacio´n de formulario (FF)
\n Salto de l´ınea (LF)
\r Retorno de carro (CR)
\t Tabulador horizontal (TAB)
\v Tabulador vertical (VT)
\ooo Cara´cter cuyo co´digo ASCII en octal es ooo
\xhh Cara´cter cuyo co´digo ASCII en hexadecimal es hh
Tabla 5.1: Secuencias de escape para caracteres de control en cadenas Python.
Hay muchos caracteres de control (ver tabla 5.1), pero no te preocupes: nosotros utili-zaremos fundamentalmente dos: \n y \t. Este u´ltimo representa el cara´cter de tabulacio´nhorizontal o, simplemente, tabulador. El tabulador puede resultar u´til para alinear encolumnas datos mostrados por pantalla. Mira este ejemplo, en el que destacamos losespacios en blanco de la salida por pantalla para que puedas contarlos:
>>> print ’uno\tdos\ttres’ ↱
uno␣␣␣␣␣dos␣␣␣␣␣tres
>>> print ’1\t2\t3’ ↱
1␣␣␣␣␣␣␣2␣␣␣␣␣␣␣3
>>> print ’1\t12\t13\n21\t2\t33’ ↱
1␣␣␣␣␣␣␣12␣␣␣␣␣␣13
21␣␣␣␣␣␣2␣␣␣␣␣␣␣33
Es como si hubiera unas marcas de alineacio´n (los tabuladores) cada 8 columnas.Alternativamente, puedes usar el co´digo ASCII (en octal o hexadecimal) de un cara´cterde control para codificarlo en una cadena, como se muestra en las dos u´ltimas filas de latabla 5.1. El salto de l´ınea tiene valor ASCII 10, que en octal se codifica con \012 y enhexadecimal con \x0a. Aqu´ı te mostramos una cadena con tres saltos de l´ınea codificadosde diferente forma:
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>>> print ’A\nB\012C\x0aD’ ↱
A
B
C
D
Ciertos caracteres no se pueden representar directamente en una cadena. La barrainvertida es uno de ellos. Para expresarla, debes usar dos barras invertidas seguidas.
>>> print ’a\\b’ ↱
a\b
En una cadena delimitada con comillas simples no puedes usar una comilla simple: siPython trata de analizar una cadena mal formada como ’Munich’72’, encuentra un error,pues cree que la cadena es ’Munich’ y no sabe co´mo interpretar los caracteres 72’.Una comilla simple en una cadena delimitada con comillas simples ha de ir precedida dela barra invertida. Lo mismo ocurre con la comilla doble en una cadena delimitada concomillas dobles (ve´ase la tabla 5.2):
>>> print ’Munich\’72’ ↱
Munich’72
>>> print "Una␣\"cosa\"␣rara." ↱
Una "cosa" rara.
Otras secuencias de escape Resultado
\\ Cara´cter barra invertida (\)
\’ Comilla simple (’)
\" Comilla doble (")
\ y salto de l´ınea Se ignora (para expresar una cadena en varias l´ıneas).
Tabla 5.2: Secuencias de escape para algunos caracteres especiales.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 152 ¿Que´ se mostrara´ en pantalla al ejecutar estas sentencias?
>>> print ’\\n’ ↱
>>> print ’\157\143\164\141\154’ ↱
>>> print ’\t\tuna\bo’ ↱
(Te recomendamos que resuelvas este ejercicio a mano y compruebes la validez detus respuestas con ayuda del ordenador.)
· 153 ¿Co´mo crees que se pueden representar dos barras invertidas seguidas en unacadena?
· 154 La secuencia de escape \a emite un aviso sonoro (la ˂˂ campana˃˃ ). ¿Que´ haceexactamente cuando se imprime en pantalla? Ejecuta print ’\a’ y lo averiguara´s.
· 155 Averigua el co´digo ASCII de los 10 primeros caracteres de la tabla 5.1.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Unix, Microsoft y Apple: condenados a no entenderseTe hemos dicho que \n codifica el cara´cter de control ˂˂ salto de l´ınea˃˃ . Es cierto, pero noes toda la verdad. En los antiqu´ısimos sistemas de teletipo (ba´sicamente, ma´quinas deescribir controladas por ordenador que se usaban antes de que existieran los monitores)se necesitaban dos caracteres para empezar a escribir al principio de la siguiente l´ınea:un salto de l´ınea (\n) y un retorno de carro (\r). Si so´lo se enviaba el cara´cter \nel ˂˂ carro˃˃ saltaba a la siguiente l´ınea, s´ı, pero se quedaba en la misma columna. Elcara´cter \r hac´ıa que el carro retornase a la primera columna.Con objeto de ahorrar memoria, los disen˜adores de Unix decidieron que el final del´ınea en un fichero deber´ıa marcarse u´nicamente con \n. Al disen˜ar MS-DOS, Microsoftopto´ por utilizar dos caracteres: \n\r. As´ı pues, los ficheros de texto de Unix no sondirectamente compatibles con los de Microsoft. Si llevas un fichero de texto de unsistema Microsoft a Unix vera´s que cada l´ınea acaba con un s´ımbolo extran˜o (¡el retornode carro!), y si llevas el fichero de Unix a un sistema Microsoft, parecera´ que las l´ıneasesta´n mal alineadas.Para poner peor las cosas, nos falta hablar de la decisio´n que adopto´ Apple en losordenadores Macintosh: usar so´lo el retorno de carro (\r). ¡Tres sistemas operativos ytres formas distintas de decir lo mismo!De todos modos, no te preocupes en exceso, editores de texto como XEmacs yPythonG son bastante ˂˂ listos˃˃ : suelen detectar estas situaciones y las corrigen au-toma´ticamente.
Ma´s sobre la codificacio´n de las cadenasHemos visto que podemos codificar cadenas encerrando un texto entre comillas simples oentre comillas dobles. En tal caso, necesitamos usar secuencias de escape para accedera ciertos caracteres. Python ofrece au´n ma´s posibilidades para codificar cadenas. Unade ellas hace que no se interpreten las secuencias de escape, es decir, que todos suscaracteres se interpreten literalmente. Estas cadenas ˂˂directas˃˃ (en ingle´s, ˂˂ raw strings˃˃ )preceden con la letra ˂˂ r˃˃ a las comillas (simples o dobles) que la inician:
>>> print r’u\n’ ↱
u\n
>>> print r"u\\n" ↱
u\\n
Cuando una cadena ocupa varias l´ıneas, podemos usar la secuencia de escape \npara marcar cada salto de l´ınea. O podemos usar una ˂˂ cadena multil´ınea˃˃ . Las cadenasmultil´ınea empiezan con tres comillas simples (o dobles) y finalizan con tres comillassimples (o dobles):
>>> print ’’’Una ↱
... cadena
↱
... que ocupa
↱
... varias lı´neas’’’
↱
Una
cadena
que ocupa
varias lı´neas
5.1.3. Longitud de una cadena
La primera nueva funcio´n que estudiaremos es len (abreviatura del ingle´s ˂˂ length˃˃ , enespan˜ol, ˂˂ longitud˃˃ ) que devuelve la longitud de una cadena, es decir, el nu´mero de
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caracteres que la forman. Se trata de una funcio´n predefinida, as´ı que podemos usarladirectamente:
>>> len(’abc’) ↱
3
>>> len(’a’) ↱
1
>>> len(’abcd’ * 4) ↱
16
>>> len(’a\nb’) ↱
3
Hay una cadena que merece especial atencio´n, la cadena que denotamos abriendo ycerrando inmediatamente las comillas simples, ’’, o dobles, "", sin ningu´n cara´cter entreellas. ¿Que´ valor devuelve len(’’)?
>>> len(’’) ↱
0
La cadena ’’ se denomina cadena vac´ıa y tiene longitud cero. No confundas la cadenavac´ıa, ’’, con la cadena que contiene un espacio en blanco, ’␣’, pues, aunque parecidas,no son iguales. F´ıjate bien en que la segunda cadena contiene un cara´cter (el espacio enblanco) y, por tanto, es de longitud 1. Podemos comprobarlo fa´cilmente:
>>> len(’’) ↱
0
>>> len(’␣’) ↱
1
5.1.4. Indexacio´n
Podemos acceder a cada uno de los caracteres de una cadena utilizando un operadorde indexacio´n. El ı´ndice del elemento al que queremos acceder debe encerrarse entrecorchetes. Si a es una cadena, a[i] es el cara´cter que ocupa la posicio´n i+1. Debestener en cuenta que el primer elemento tiene ı´ndice cero. Los ı´ndices de la cadena
’Hola,␣mundo.’ se muestran en esta figura:
H
0
o
1
l
2
a
3
,
4 5
m
6
u
7
n
8
d
9
o
10
.
11
>>> ’Hola,␣mundo.’[0] ↱
’H’
>>> ’Hola,␣mundo.’[1] ↱
’o’
>>> a = ’Hola,␣mundo.’ ↱
>>> a[2] ↱
’l’
>>> a[1] ↱
’o’
>>> i = 3 ↱
>>> a[i] ↱
’a’
>>> a[len(a)-1] ↱
’.’
Observa que el u´ltimo cara´cter de la cadena almacenada en la variable a no esa[len(a)], sino a[len(a)-1]. ¿Por que´? Evidentemente, si el primer cara´cter tiene ı´ndice
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0 y hay len(a) caracteres, el u´ltimo ha de tener ı´ndice len(a)-1. Si intentamos accederal elemento a[len(a)], Python protesta:
>>> a[len(a)] ↱
Traceback (innermost last):
File "<stdin>", line 1, in ?
IndexError: string index out of range
El error cometido es del tipo IndexError (error de indexacio´n) y, en el texto explicativoque lo detalla, Python nos informa de que el ı´ndice de la cadena esta´ fuera del rango devalores va´lidos.Recuerda que las secuencias de escape codifican caracteres simples, aunque se expre-sen con dos caracteres. La cadena ’Hola,\nmundo.’, por ejemplo, no ocupa 13 casillas,sino 12:
H
0
o
1
l
2
a
3
,
4
\n
5
m
6
u
7
n
8
d
9
o
10
.
11
Tambie´n puedes utilizar ı´ndices negativos con un significado especial: los valoresnegativos acceden a los caracteres de derecha a izquierda. El u´ltimo cara´cter de unacadena tiene ı´ndice −1, el penu´ltimo, −2, y as´ı sucesivamente. Analiza este ejemplo:
>>> a = ’Ejemplo’ ↱
>>> a[-1] ↱
’o’
>>> a[len(a)-1] ↱
’o’
>>> a[-3] ↱
’p’
>>> a[-len(a)] ↱
’E’
De este modo se simplifica notablemente el acceso a los caracteres del final de lacadena. Es como si dispusieras de un doble juego de ı´ndices:
H
0
-12
o
1
-11
l
2
-10
a
3
-9
,
4
-8
5
-7
m
6
-6
u
7
-5
n
8
-4
d
9
-3
o
10
-2
.
11
-1
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 156 La u´ltima letra del DNI puede calcularse a partir de sus nu´meros. Para elloso´lo tienes que dividir el nu´mero por 23 y quedarte con el resto. El resto es un nu´meroentre 0 y 22. La letra que corresponde a cada nu´mero la tienes en esta tabla:
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22
T R W A G M Y F P D X B N J Z S Q V H L C K E
Disen˜a un programa que lea de teclado un nu´mero de DNI y muestre en pantalla la letraque le corresponde.(Nota: una implementacio´n basada en tomar una decisio´n con if-elif conduce a unprograma muy largo. Si usas el operador de indexacio´n de cadenas de forma inteligente,el programa apenas ocupa tres l´ıneas. Piensa co´mo.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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5.1.5. Recorrido de cadenas
Una propiedad interesante de los datos secuenciales es que pueden recorrerse de izquier-da a derecha con un bucle for-in. Por ejemplo, el siguiente bucle recorre los caracteresde una cadena de uno en uno, de izquierda a derecha:
>>> for caracter in "mi␣cadena": ↱
... print caracter ↱
...
↱
m
i
c
a
d
e
n
a
En cada paso, la variable del bucle (en el ejemplo, caracter) toma el valor de unode los caracteres de la cadena. Es lo que cab´ıa esperar: recuerda que el bucle for-inrecorre uno a uno los elementos de una serie de valores, y una cadena es una secuenciade caracteres.Tienes una forma alternativa de recorrer los elementos de una cadena: recorriendo elrango de valores que toma su ı´ndice e indexando cada uno de ellos. Estudia este ejemplo:
>>> a = "mi␣cadena" ↱
>>> for i in range(len(a)): ↱
... print a[i] ↱
...
↱
m
i
c
a
d
e
n
a
La variable i toma los valores de range(len(a)), en este caso los valores compren-didos entre 0 y 8, ambos inclusive. Con a[i] hemos accedido, pues, a cada uno de ellos.Si mostramos tanto i como a[i], quiza´s entiendas mejor que´ ocurre exactamente:
>>> a = "mi␣cadena" ↱
>>> for i in range(len(a)): ↱
... print i, a[i] ↱
...
↱
0 m
1 i
2
3 c
4 a
5 d
6 e
7 n
8 a
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Tambie´n puedes mostrar los caracteres de la cadena en orden inverso, aunque en talcaso has de hacerlo necesariamente con un bucle for-in y un range:
>>> a = "mi␣cadena" ↱
>>> for i in range(len(a)): ↱
... print a[len(a)-i-1] ↱
...
↱
a
n
e
d
a
c
i
m
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 157 Intentamos mostrar los caracteres de la cadena en orden inverso as´ı:
>>> a = "mi␣cadena" ↱
>>> for i in range(len(a), -1): ↱
... print a[i] ↱
...
↱
¿Funciona?
· 158 Intentamos mostrar los caracteres de la cadena en orden inverso as´ı:
>>> a = "mi␣cadena" ↱
>>> for i in range(len(a)-1, -1, -1): ↱
... print a[i] ↱
...
↱
¿Funciona?
· 159 Disen˜a un programa que lea una cadena y muestre el nu´mero de espacios enblanco que contiene.
· 160 Disen˜a un programa que lea una cadena y muestre el nu´mero de letras mayu´sculasque contiene.
· 161 Disen˜a una programa que lea una cadena y muestra en pantalla el mensaje
˂˂Contiene dı´gito˃˃ si contiene algu´n d´ıgito y ˂˂No contiene dı´gito˃˃ en caso con-trario.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.1.6. Un ejemplo: un contador de palabras
Ahora que tenemos nuevas herramientas para la manipulacio´n de cadenas, vamos a desa-rrollar un programa interesante: leera´ cadenas de teclado y mostrara´ en pantalla elnu´mero de palabras que contienen.Empecemos estudiando el problema con un ejemplo concreto. ¿Cua´ntas palabras hayen la cadena ’una␣dos␣tres’? Tres palabras. ¿Co´mo lo sabemos? Muy fa´cil: contando elnu´mero de espacios en blanco. Si hay dos espacios en blanco, entonces hay tres palabras,ya que cada espacio en blanco separa dos palabras. Hagamos, pues, que el programacuente el nu´mero de espacios en blanco y muestre ese nu´mero ma´s uno:
Introduccio´n a la programacio´n con Python 166 c©UJI
167Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
palabras 5.py E palabras.py E
1 cadena = raw_input(’Escribe␣una␣frase:␣’)
2 while cadena != ’’:
3 blancos = 0
4 for caracter in cadena:
5 if caracter == ’␣’:
6 blancos += 1
7 palabras = blancos + 1 # Hay una palabra ma´s que blancos
8 print ’Palabras:’, palabras
9
10 cadena = raw_input(’Escribe␣una␣frase:␣’)
El programa finaliza la ejecucio´n cuando teclamos una cadena vac´ıa, es decir, si pulsamosretorno de carro directamente. Ejecutemos el programa:
Escribe una frase: una dos tres
Palabras: 3
Escribe una frase: mi␣ejemplo
Palabras: 2
Escribe una frase: ejemplo
Palabras: 1
Escribe una frase: otro␣␣ejemplo
Palabras: 3
¡Eh! ¿Que´ ha pasado con el u´ltimo ejemplo? Hay dos palabras y el programa dice quehay tres. Esta´ claro: entre las palabras ˂˂otro˃˃ y ˂˂ ejemplo˃˃ de la cadena ’otro␣␣ejemplo’hay dos espacios en blanco, y no uno solo. Corrijamos el programa para que trate correc-tamente casos como e´ste. Desde luego, contar espacios en blanco, sin ma´s, no es la clavepara decidir cua´ntas palabras hay. Se nos ocurre una idea mejor: mientras recorremos lacadena, veamos cua´ntas veces pasamos de un cara´cter que no sea el espacio en blanco aun espacio en blanco. En la cadena ’una dos tres’ pasamos dos veces de letra a espacioen blanco (una vez pasamos de la ˂˂a˃˃ al blanco y otra de la ˂˂s˃˃ al blanco), y hay trespalabras; en la cadena problema´tica ’otro␣␣ejemplo’ so´lo pasamos una vez de la letra
˂˂o˃˃ a un espacio en blanco y, por tanto, hay dos palabras. Si contamos el nu´mero detransiciones, el nu´mero de palabras sera´ ese mismo nu´mero ma´s uno. ¿Y co´mo hacemospara comparar un cara´cter y su vecino? El truco esta´ en recordar siempre cua´l era elcara´cter anterior usando una variable auxiliar:
palabras 6.py E palabras.py E
1 cadena = raw_input(’Escribe␣una␣frase:␣’)
2 while cadena != ’’:
3 cambios = 0
4 anterior = ’’
5 for caracter in cadena:
6 if caracter == ’␣’ and anterior != ’␣’:
7 cambios += 1
8 anterior = caracter
9 palabras = cambios + 1 # Hay una palabra ma´s que cambios de no blanco a blanco
10 print ’Palabras:’, palabras
11
12 cadena = raw_input(’Escribe␣una␣frase:␣’)
¿Por que´ hemos dado un valor a anterior en la l´ınea 4? Para inicializar la variable. Deno hacerlo, tendr´ıamos problemas al ejecutar la l´ınea 6 por primera vez, ya que en ellase consulta el valor de anterior .
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 162 Haz una traza del programa para la cadena ’a␣b’. ¿Que´ l´ıneas se ejecutan yque´ valores toman las variables cambios, anterior y caracter tras la ejecucio´n de cadauna de ellas?
· 163 I´dem para la cadena ’a␣␣b’.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Probemos nuestra nueva versio´n:
Escribe una frase: una␣dos␣tres
Palabras: 3
Escribe una frase: mi␣ejemplo
Palabras: 2
Escribe una frase: ejemplo
Palabras: 1
Escribe una frase: otro␣␣ejemplo
Palabras: 2
Escribe una frase: ejemplo␣
Palabras: 2
¡No! ¡Otra vez mal! ¿Que´ ha ocurrido ahora? Si nos fijamos bien veremos que lacadena del u´ltimo ejemplo acaba en un espacio en blanco, as´ı que hay una transicio´nde ˂˂no blanco˃˃ a espacio en blanco y eso, para nuestro programa, significa que hay unanueva palabra. ¿Co´mo podemos corregir ese problema? Analice´moslo: parece que so´lonos molestan los blancos al final de la cadena. ¿Y si descontamos una palabra cuando lacadena acaba en un espacio en blanco?
palabras 7.py E palabras.py E
1 cadena = raw_input(’Escribe␣una␣frase:␣’)
2 while cadena != ’’:
3 cambios = 0
4 anterior = ’’
5 for caracter in cadena:
6 if caracter == ’␣’ and anterior != ’␣’:
7 cambios += 1
8 anterior = caracter
9
10 if cadena[-1] == ’␣’:
11 cambios -= 1
12
13 palabras = cambios + 1
14 print ’Palabras:’, palabras
15
16 cadena = raw_input(’Escribe␣una␣frase:␣’)
Probemos ahora esta nueva versio´n:
Escribe una frase: una␣dos␣tres
Palabras: 3
Escribe una frase: mi␣ejemplo
Palabras: 2
Escribe una frase: ejemplo
Palabras: 1
Escribe una frase: otro␣␣ejemplo
Palabras: 2
Escribe una frase: ejemplo␣
Palabras: 1
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¡Perfecto! Ya esta´. ¿Seguro? Mmmm. Los espacios en blanco dieron problemas al finalde la cadena. ¿Sera´n problema´ticos tambie´n al principio de la cadena? Probemos:
Escribe una frase: ␣ejemplo␣
Palabras: 2
S´ı, ¡que´ horror! ¿Por que´ falla ahora? El problema radica en la inicializacio´n deanterior (l´ınea 4). Hemos dado una cadena vac´ıa como valor inicial y eso hace que, si lacadena empieza por un blanco, la condicio´n de la l´ınea 6 se evalu´e a cierto para el primercara´cter, incrementando as´ı la variable cambios (l´ınea 7) la primera vez que iteramos elbucle. Podr´ıamos evitarlo modificando la inicializacio´n de la l´ınea 4: un espacio en blanconos vendr´ıa mejor como valor inicial de anterior .
palabras 8.py palabras.py
1 cadena = raw_input(’Escribe␣una␣frase:␣’)
2 while cadena != ’’:
3 cambios = 0
4 anterior = ’␣’
5 for caracter in cadena:
6 if caracter == ’␣’ and anterior != ’␣’:
7 cambios += 1
8 anterior = caracter
9
10 if cadena[-1] == ’␣’:
11 cambios = cambios - 1
12
13 palabras = cambios + 1
14 print ’Palabras:’, palabras
15
16 cadena = raw_input(’Escribe␣una␣frase:␣’)
Ahora s´ı:
Escribe una frase: una␣dos␣tres
Palabras: 3
Escribe una frase: mi␣ejemplo
Palabras: 2
Escribe una frase: ejemplo
Palabras: 1
Escribe una frase: otro␣␣ejemplo
Palabras: 2
Escribe una frase: ejemplo␣
Palabras: 1
Escribe una frase: ␣ejemplo␣
Palabras: 1
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 164 ¿Funciona el programa cuando introducimos una cadena formada so´lo por espa-cios en blanco? ¿Por que´? Si su comportamiento no te parece normal, corr´ıgelo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .El ejemplo que hemos desarrollado tiene un doble objetivo dida´ctico. Por una parte,familiarizarte con las cadenas; por otra, que veas co´mo se resuelve un problema poco apoco. Primero hemos analizado el problema en busca de una solucio´n sencilla (contarespacios en blanco). Despue´s hemos implementado nuestra primera solucio´n y la hemosprobado con varios ejemplos. Los ejemplos que nos hemos puesto no son so´lo los ma´ssencillos, sino aquellos que pueden hacer ˂˂ cascar˃˃ el programa (en nuestro caso, ponerdos o ma´s espacios en blanco seguidos). Detectar ese error nos ha conducido a una
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˂˂mejora˃˃ del programa (en realidad, una correccio´n): no deb´ıamos contar espacios enblanco, sino transiciones de ˂˂no blanco˃˃ a espacio en blanco. Nuevamente hemos puestoa prueba el programa y hemos encontrado casos para los que falla (espacios al finalde la cadena). Un nuevo refinamiento ha permitido tratar el fallo y, otra vez, hemosencontrado un caso no contemplado (espacios al principio de la cadena) que nos hallevado a un u´ltimo cambio del programa. F´ıjate en que cada vez que hemos hecho uncambio al programa hemos vuelto a introducir todos los casos que ya hab´ıamos probado(al modificar un programa es posible que deje de funcionar para casos en los que ya ibabien) y hemos an˜adido uno nuevo que hemos sospechado que pod´ıa ser problema´tico. As´ıes como se llega a la solucio´n final: siguiendo un proceso reiterado de ana´lisis, pruebay error. Durante ese proceso el programador debe ˂˂ jugar˃˃ en dos ˂˂ equipos˃˃ distintos:a ratos juega en el equipo de los programadores y trata de encontrar la mejorsolucio´n al problema propuesto;y a ratos juega en el equipo de los usuarios y pone todo su empen˜o en buscarconfiguraciones especiales de los datos de entrada que provoquen fallos en elprograma.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 165 Modifica el programa para que base el co´mputo de palabras en el nu´mero detransiciones de blanco a no blanco en lugar de en el nu´mero de transiciones de no blancoa blanco. Comprueba si tu programa funciona en toda circunstancia.
· 166 Nuestro aprendiz aventajado propone esta otra solucio´n al problema de contarpalabras:
1 cadena = raw_input(’Escribe␣una␣frase:␣’)
2 while cadena != ’’:
3 cambios = 0
4 for i in range(1, len(cadena)):
5 if cadena[i] == ’␣’ and cadena[i-1] != ’␣’:
6 cambios = cambios + 1
7
8 if cadena[-1] == ’␣’:
9 cambios = cambios - 1
10
11 palabras = cambios + 1
12 print ’Palabras:’, palabras
13
14 cadena = raw_input(’Escribe␣una␣frase:␣’)¿Es correcta?
· 167 Disen˜a un programa que lea una cadena y un nu´mero entero k y nos diga cua´ntaspalabras tienen una longitud de k caracteres.
· 168 Disen˜a un programa que lea una cadena y un nu´mero entero k y nos diga sialguna de sus palabras tiene una longitud de k caracteres.
· 169 Disen˜a un programa que lea una cadena y un nu´mero entero k y nos diga sitodas sus palabras tienen una longitud de k caracteres.
· 170 Escribe un programa que lea una cadena y un nu´mero entero k y muestre elmensaje ˂˂Hay palabras largas˃˃ si alguna de las palabras de la cadena es de longitudmayor o igual que k , y ˂˂No hay palabras largas˃˃ en caso contrario.
· 171 Escribe un programa que lea una cadena y un nu´mero entero k y muestreel mensaje ˂˂Todas son cortas˃˃ si todas las palabras de la cadena son de longitudestrictamente menor que k , y ˂˂Hay alguna palabra larga˃˃ en caso contrario.
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· 172 Escribe un programa que lea una cadena y un nu´mero entero k y muestre elmensaje ˂˂Todas las palabras son largas˃˃ si todas las palabras de la cadena sonde longitud mayor o igual que k , y ˂˂Hay alguna palabra corta˃˃ en caso contrario.
· 173 Disen˜a un programa que muestre la cantidad de d´ıgitos que aparecen en unacadena introducida por teclado. La cadena ’un␣1␣y␣un␣20’, por ejemplo, tiene 3 d´ıgitos:un 1, un 2 y un 0.
· 174 Disen˜a un programa que muestre la cantidad de nu´meros que aparecen en unacadena le´ıda de teclado. ¡Ojo! Con nu´mero no queremos decir d´ıgito, sino nu´mero pro-piamente dicho, es decir, secuencia de d´ıgitos. La cadena ’un␣1,␣un␣201␣y␣2␣unos’,por ejemplo, tiene 3 nu´meros: el 1, el 201 y el 2.
· 175 Disen˜a un programa que indique si una cadena le´ıda de teclado esta´ bien formadacomo nu´mero entero. El programa escribira´ ˂˂Es entero˃˃ en caso afirmativo y ˂˂No es
entero˃˃ en caso contrario.Por ejemplo, para ’12’ mostrara´ ˂˂Es entero˃˃ , pero para ’1␣2’ o ’a’ mostrara´ ˂˂No
es entero˃˃ .
· 176 Disen˜a un programa que indique si una cadena introducida por el usuario esta´bien formada como identificador de variable. Si lo esta´, mostrara´ el texto ˂˂Identificador
va´lido˃˃ y si no, ˂˂Identificador inva´lido˃˃ .
· 177 Disen˜a un programa que indique si una cadena le´ıda por teclado esta´ bienformada como nu´mero flotante.Prueba el programa con estas cadenas: ’3.1’, ’3.’, ’.1’, ’1e+5’, ’-10.2E3’,
’3.1e-2’, ’.1e01’. En todos los casos debera´ indicar que se trata de nu´meros flotantescorrectamente formados.
· 178 Un texto esta´ bien parentizado si por cada pare´ntesis abierto hay otro ma´sadelante que lo cierra. Por ejemplo, la cadena
’Esto␣(es␣(un)␣(ejemplo␣(de)␣((cadena)␣bien))␣parentizada).’
esta´ bien parentizada, pero no lo esta´n estas otras:
’una␣cadena)’ ’(una␣cadena’ ’(una␣(cadena)’ ’)una(␣cadena’
Disen˜a un programa que lea una cadena y nos diga si la cadena esta´ bien o mal paren-tizada.
· 179 Implementa un programa que lea de teclado una cadena que representa unnu´mero binario. Si algu´n cara´cter de la cadena es distinto de ’0’ o ’1’, el programaadvertira´ al usuario de que la cadena introducida no representa un nu´mero binario ypedira´ de nuevo la lectura de la cadena.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.1.7. Otro ejemplo: un programa de conversio´n de binario a decimal
Nos proponemos disen˜ar un programa que reciba una cadena compuesta por ceros y unosy muestre un nu´mero: el que corresponde al valor decimal de la cadena si interpretamose´sta como un nu´mero codificado en binario. Por ejemplo, nuestro programa mostrara´ elvalor 13 para la cadena ’1101’.Empezaremos por plantearnos co´mo har´ıamos manualmente el ca´lculo. Podemos reco-rrer la cadena de izquierda a derecha e ir considerando el aporte de cada bit al nu´meroglobal. El n-e´simo bit contribuye al resultado con el valor 2n−1 si vale ’1’, y con elvalor 0 si vale ’0’. Pero, ¡ojo!, cuando decimos n-e´simo bit, no nos referimos al n-e´simo
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cara´cter de la cadena. Por ejemplo, la cadena ’100’ tiene su tercer bit a 1, pero e´sees el cara´cter que ocupa la primera posicio´n de la cadena (la que tiene ı´ndice 0), no latercera. Podemos recorrer la cadena de izquierda a derecha e ir llevando la cuenta delnu´mero de bit actual en una variable:
decimal.py decimal.py
1 bits = raw_input(’Dame␣un␣nu´mero␣binario:␣’)
2
3 n = len(bits)
4 valor = 0
5 for bit in bits:
6 if bit == ’1’:
7 valor = valor + 2 ** (n-1)
8 n -= 1
9
10 print ’Su␣valor␣decimal␣es’, valor
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 180 Haz una traza para las cadenas ’1101’ y ’010’.
· 181 Una vez ma´s, nuestro aprendiz ha disen˜ado un programa diferente:
decimal 4.py decimal.py
1 bits = raw_input(’Dame␣un␣nu´mero␣binario:␣’)
2
3 valor = 0
4 for bit in bits:
5 if bit == ’1’:
6 valor = 2 * valor + 1
7 else:
8 valor = 2 * valor
9
10 print ’Su␣valor␣decimal␣es’, valor¿Es correcto? Haz trazas para las cadenas ’1101’ y ’010’.
· 182 ¿Y esta otra versio´n? ¿Es correcta?
decimal 5.py decimal.py
1 bits = raw_input(’Dame␣un␣nu´mero␣binario:␣’)
2
3 valor = 0
4 for bit in bits:
5 if bit == ’1’:
6 valor += valor + 1
7 else:
8 valor += valor
9
10 print ’Su␣valor␣decimal␣es’, valorHaz trazas para las cadenas ’1101’ y ’010’.
· 183 ¿Y esta otra? ¿Es correcta?
decimal 6.py decimal.py
1 bits = raw_input(’Dame␣un␣nu´mero␣binario:␣’)
2
3 valor = 0
4 for bit in bits:
5 valor += valor + int(bit)
6
7 print ’Su␣valor␣decimal␣es’, valor
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Haz trazas para las cadenas ’1101’ y ’010’.
· 184 ¿Que´ pasa si introducimos una cadena con caracteres que no pertenecen alconjunto de d´ıgitos binarios como, por ejemplo, ’101a2’? Modifica el programa para que,en tal caso, muestre en pantalla el mensaje ˂˂Nu´mero binario mal formado˃˃ y solicitenuevamente la introduccio´n de la cadena.
· 185 Disen˜a un programa que convierta una cadena de d´ıgitos entre el ˂˂0˃˃ y el ˂˂7˃˃ alvalor correspondiente a una interpretacio´n de dicha cadena como nu´mero en base octal.
· 186 Disen˜a un programa que convierta una cadena de d´ıgitos o letras entre la ˂˂a˃˃y la ˂˂f˃˃ al valor correspondiente a una interpretacio´n de dicha cadena como nu´mero enbase hexadecimal.
· 187 Disen˜a un programa que reciba una cadena que codifica un nu´mero en octal,decimal o hexadecimal y muestre el valor de dicho nu´mero. Si la cadena empieza por
˂˂0x˃˃ o ˂˂0X˃˃ se interpretara´ como un nu´mero hexadecimal (ejemplo: ’0xff’ es 255); sino, si el primer cara´cter es ˂˂0˃˃ , la cadena se interpretara´ como un nu´mero octal (ejemplo:
’017’ es 15); y si no, se interpretara´ como un nu´mero decimal (ejemplo: ’99’ es 99).
· 188 Disen˜a un programa que lea un nu´mero entero y muestre una cadena con surepresentacio´n octal.
· 189 Disen˜a un programa que lea una cadena que representa un nu´mero codificadoen base 8 y muestre por pantalla su representacio´n en base 2.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.1.8. A vueltas con las cadenas: inversio´n de una cadena
Recuerda del tema 2 que el operador + puede trabajar con cadenas y denota la operacio´nde concatenacio´n, que permite obtener la cadena que resulta de unir otras dos:
>>> ’abc’ + ’def’
↱
’abcdef’
Vamos a utilizar este operador en el siguiente ejemplo: un programa que lee unacadena y muestra su inversio´n en pantalla. El programa se ayudara´ de una cadenaauxiliar, inicialmente vac´ıa, en la que iremos introduciendo los caracteres de la cadenaoriginal, pero de atra´s hacia adelante.
inversion.py inversion.py
1 cadena = raw_input(’Introduce␣una␣cadena:␣’)
2
3 inversion = ’’
4 for caracter in cadena:
5 inversion = caracter + inversion
6
7 print ’Su␣inversio´n␣es:’, inversion
Probemos el programa:
Introduce una cadena: uno
Su inversio´n es: onu
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 190 Una palabra es ˂˂alfabe´tica˃˃ si todas sus letras esta´n ordenadas alfabe´ticamente.Por ejemplo, ˂˂amor˃˃ , ˂˂chino˃˃ e ˂˂himno˃˃ son palabras ˂˂alfabe´ticas˃˃ . Disen˜a un programaque lea una palabra y nos diga si es alfabe´tica o no.
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· 191 Disen˜a un programa que nos diga si una cadena es pal´ındromo o no. Una cadenaes pal´ındromo si se lee igual de izquierda a derecha que de derecha a izquierda. Porejemplo, ’ana’ es un pal´ındromo.
· 192 Una frase es pal´ındromo si se lee igual de derecha a izquierda que de izquier-da a derecha, pero obviando los espacios en blanco y los signos de puntuacio´n. Porejemplo, las cadenas ’se´␣verla␣al␣reve´s’, ’anita␣lava␣la␣tina’, ’luz␣azul’ y
’la␣ruta␣natural’ contienen frases pal´ındromas. Disen˜a un programa que diga si unafrase es o no es pal´ındroma.
· 193 Probablemente el programa que has disen˜ado para el ejercicio anterior falle antefrases pal´ındromas como e´stas: ˂˂Da´bale arroz a la zorra el abad˃˃ , ˂˂Salta Len´ın el atlas˃˃ ,
˂˂Amigo, no gima˃˃ , ˂˂ A´tale, demon´ıaco Ca´ın, o me delata˃˃ , ˂˂Ana´s uso´ tu auto, Susana˃˃ ,
˂˂A Mercedes, e´se de crema˃˃ , ˂˂A mama´ Roma le aviva el amor a papa´, y a papa´ Romale aviva el amor a mama´˃˃ y ˂˂ ¡arriba la birra!˃˃ , pues hemos de comparar ciertas letrascon sus versiones acentuadas, o mayu´sculas o la apertura de exclamacio´n con su cierre.Modifica tu programa para que identifique correctamente frases pal´ındromas en las quepueden aparecer letras mayu´sculas, vocales acentuadas y la vocal ˂˂u˃˃ con die´resis.
· 194 Hay un tipo de pasatiempos que propone descifrar un texto del que se hansuprimido las vocales. Por ejemplo, el texto ˂˂.n .j.mpl. d. p.s.t..mp.s˃˃ , se des-cifra sustituyendo cada punto con una vocal del texto. La solucio´n es ˂˂un ejemplo de
pasatiempos˃˃ . Disen˜a un programa que ayude al creador de pasatiempos. El programarecibira´ una cadena y mostrara´ otra en la que cada vocal ha sido reemplazada por unpunto.
· 195 El nombre de un fichero es una cadena que puede tener lo que denominamos unaextensio´n. La extensio´n de un nombre de fichero es la serie de caracteres que suceden alu´ltimo punto presente en la cadena. Si el nombre no tiene ningu´n punto, asumiremos quesu extensio´n es la cadena vac´ıa. Haz un programa que solicite el nombre de un ficheroy muestre por pantalla los caracteres que forman su extensio´n. Prueba la validez de tuprograma pidiendo que muestre la extensio´n de los nombres de fichero documento.docy tema.1.tex, que son doc y tex, respectivamente.
· 196 Haz un programa que lea dos cadenas que representen sendos nu´meros binarios.A continuacio´n, el programa mostrara´ el nu´mero binario que resulta de sumar ambos (yque sera´ otra cadena). Si, por ejemplo, el usuario introduce las cadenas ’100’ y ’111’,el programa mostrara´ como resultado la cadena ’1011’.(Nota: El procedimiento de suma con acarreo que implementes debera´ trabajar direc-tamente con la representacio´n binaria le´ıda.)
· 197 Una de las te´cnicas de criptograf´ıa ma´s rudimentarias consiste en sustituir cadauno de los caracteres por otro situado n posiciones ma´s a la derecha. Si n = 2, por ejemplo,sustituiremos la ˂˂a˃˃ por la ˂˂ c˃˃ , la ˂˂b˃˃ por la ˂˂ e˃˃ , y as´ı sucesivamente. El problema queaparece en las u´ltimas n letras del alfabeto tiene fa´cil solucio´n: en el ejemplo, la letra
˂˂y˃˃ se sustituira´ por la ˂˂a˃˃ y la letra ˂˂ z˃˃ por la ˂˂b˃˃ . La sustitucio´n debe aplicarse a lasletras minu´sculas y mayu´sculas y a los d´ıgitos (el ˂˂0˃˃ se sustituye por el ˂˂2˃˃ , el ˂˂1˃˃ porel ˂˂3˃˃ y as´ı hasta llegar al ˂˂9˃˃ , que se sustituye por el ˂˂1˃˃ ).Disen˜a un programa que lea un texto y el valor de n y muestre su versio´n criptogra-fiada.
· 198 Disen˜a un programa que lea un texto criptografiado siguiendo la te´cnica descritaen el apartado anterior y el valor de n utilizado al encriptar para mostrar ahora el textodecodificado.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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5.1.9. Subcadenas: el operador de corte
Desarrollemos un u´ltimo ejemplo: un programa que, dados una cadena y dos ı´ndices i yj , muestra la (sub)cadena formada por todos los caracteres entre el que tiene ı´ndice i yel que tiene ı´ndice j , incluyendo al primero pero no al segundo.La idea ba´sica consiste en construir una nueva cadena que, inicialmente, esta´ vac´ıa.Con un recorrido por los caracteres comprendidos entre los de ı´ndices i y j − 1 iremosan˜adiendo caracteres a la cadena. Vamos con una primera versio´n:
subcadena 3.py E subcadena.py E
1 cadena = raw_input(’Dame␣una␣cadena:␣’)
2 i = int(raw_input(’Dame␣un␣nu´mero:␣’))
3 j = int(raw_input(’Dame␣otro␣nu´mero:␣’))
4
5 subcadena = ’’
6 for k in range(i, j):
7 subcadena += cadena[k]
8
9 print ’La␣subcadena␣entre␣%d␣y␣%d␣es␣%s.’ % (i, j, subcadena)
Use´mosla:
Dame una cadena: Ejemplo
Dame un nu´mero: 2
Dame otro nu´mero: 5
La subcadena entre 2 y 5 es emp.
¿Falla algo en nuestro programa? S´ı: es fa´cil cometer un error de indexacio´n. Porejemplo, al ejecutar el programa con la cadena y los ı´ndices 3 y 20 se cometera´ un error,pues 20 es mayor que la longitud de la cadena. Corrijamos ese problema:
subcadena 4.py subcadena.py
1 cadena = raw_input(’Dame␣una␣cadena:␣’)
2 i = int(raw_input(’Dame␣un␣nu´mero:␣’))
3 j = int(raw_input(’Dame␣otro␣nu´mero:␣’))
4
5 if j > len(cadena):
6 final = len(cadena)
7 else:
8 final = j
9 subcadena = ’’
10 for k in range(i, final):
11 subcadena += cadena[k]
12
13 print ’La␣subcadena␣entre␣%d␣y␣%d␣es␣%s.’ % (i, j, subcadena)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 199 ¿Y si se introduce un valor de i negativo? Corrige el programa para que detecteesa posibilidad e interprete un ı´ndice inicial negativo como el ı´ndice 0.
· 200 ¿No sera´ tambie´n problema´tico que introduzcamos un valor del ı´ndice i mayor oigual que el de j? ¿Se producira´ entonces un error de ejecucio´n? ¿Por que´?
· 201 Disen˜a un programa que, dados una cadena c, un ı´ndice i y un nu´mero n, muestrela subcadena de c formada por los n caracteres que empiezan en la posicio´n de ı´ndice i.
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Hemos visto co´mo construir una subcadena cara´cter a cara´cter. Esta es una operacio´nfrecuente en los programas que manejan informacio´n textual, as´ı que Python ofrece unoperador predefinido que facilita esa labor: el operador de corte (en ingle´s, ˂˂ slicingoperator˃˃ ). La notacio´n es un tanto peculiar, pero co´moda una vez te acostumbras a ella.F´ıjate en este ejemplo:
>>> a = ’Ejemplo’ ↱
>>> a[2:5] ↱
’emp’
El operador de corte se denota con dos puntos (:) que separan dos ı´ndices dentrode los corchetes del operador de indexacio´n. La expresio´n a[i:j] significa que se deseaobtener la subcadena formada por los caracteres a[i], a[i+1],. . . , a[j-1], (observa que,como en range, el valor del u´ltimo ı´ndice se omite).Ya que se omite el u´ltimo ı´ndice del corte, puede que te resulte de ayuda imaginar quelos ı´ndices de los elementos se disponen en las fronteras entre elementos consecutivos,como se puede ver en esta figura:
E
0
-7
j
1
-6
e
2
-5
m
3
-4
p
4
-3
l
5
-2
o
6
-1
7
Ah´ı queda claro que a[2:5], a[-5:5], a[2,:-2] y a[-5:-2], siendo a la cadena de lafigura, es la cadena ’emp’.Cada ı´ndice de corte tiene un valor por defecto, as´ı que puedes omitirlo si te conviene.El corte a[:j] es equivalente a a[0:j] y el corte a[i:] equivale a a[i:len(a)].. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 202 Si a vale ’Ejemplo’, ¿que´ es el corte a[:]?
· 203 ¿Que´ corte utilizar´ıas para obtener los n caracteres de una cadena a partir dela posicio´n de ı´ndice i?
· 204 Disen˜a un programa que, dada una cadena, muestre por pantalla todos susprefijos. Por ejemplo, dada la cadena ’UJI’, por pantalla debe aparecer:
U
UJ
UJI
· 205 Disen˜a un programa que lea una cadena y muestre por pantalla todas sus sub-cadenas de longitud 3.
· 206 Disen˜a un programa que lea una cadena y un entero k y muestre por pantallatodas sus subcadenas de longitud k .
· 207 Disen˜a un programa que lea dos cadenas a y b y nos diga si b es un prefijo dea o no.(Ejemplo: ’sub’ es un prefijo de ’subcadena’.)
· 208 Disen˜a un programa que lea dos cadenas a y b y nos diga si b es una subcadenade a o no.(Ejemplo: ’de’ es una subcadena de ’subcadena’.)
· 209 Disen˜a un programa que lea dos cadenas y devuelva el prefijo comu´n ma´s largode ambas.(Ejemplo: las cadenas ’polite´cnico’ y ’polinizacio´n’ tienen como prefijo comu´nma´s largo a la cadena ’poli’.)
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· 210 Disen˜a un programa que lea tres cadenas y muestre el prefijo comu´n ma´s largode todas ellas.(Ejemplo: las cadenas ’polite´cnico’, ’polinizacio´n’ y ’poros’ tienen comoprefijo comu´n ma´s largo a la cadena ’po’.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Cortes avanzadosDesde la versio´n 2.3, Python entiende una forma extendida de los cortes. Esta formaacepta tres valores separados por el cara´cter ˂˂ :˃˃ . El tercer valor equivale al tercerpara´metro de la funcio´n range: indica el incremento del ı´ndice en cada iteracio´n. Porejemplo, si c contiene la cadena ’Ejemplo’, el corte c[0:len(c):2] selecciona loscaracteres de ı´ndice par, o sea, devuelve la cadena ’Eepo’. El tercer valor puede sernegativo. Ello permite invertir una cadena con una expresio´n muy sencilla: c[::-1].Haz la prueba.
5.1.10. Una aplicacio´n: correo electro´nico personalizado
Vamos a desarrollar un programa ˂˂ u´til˃˃ : uno que env´ıa textos personalizados por correoelectro´nico. Deseamos enviar una carta tipo a varios clientes, pero adaptando algunosdatos de la misma a los propios de cada cliente. Aqu´ı tienes un ejemplo de carta tipo:
Estimado =S =A:
Por la presente le informamos de que nos debe usted la cantidad
de =E euros. Si no abona dicha cantidad antes de 3 dı´as, su nombre
pasara´ a nuestra lista de morosos.
Deseamos sustituir las marcas ˂˂=S˃˃ , ˂˂=A˃˃ y ˂˂=E˃˃ por el tratamiento (sen˜or o sen˜ora),el apellido y la deuda, respectivamente, de cada cliente y enviarle el mensaje resultantepor correo electro´nico. Nuestro programa pedira´ los datos de un cliente, personalizara´ elescrito, se lo enviara´ por correo electro´nico y a continuacio´n, si lo deseamos, repetira´ elproceso para un nuevo cliente.Antes de empezar a desarrollar el programa nos detendremos para aprender lo ba´sicodel mo´dulo smtplib, que proporciona funciones para usar el protocolo de env´ıo de correoelectro´nico SMTP (siglas de ˂˂Simple Mail Transfer Protocol˃˃ , o sea, ˂˂Protocolo Sencillode Transferencia de Correo˃˃ )1. Lo mejor sera´ que estudiemos un ejemplo de uso de lalibrer´ıa y que analicemos lo que hace paso a paso.
ejemplo smtp.py ejemplo smtp.py
1 from smtplib import SMTP
2
3 servidor = SMTP(’alu-mail.uji.es’) # Cambia la cadena por el nombre de tu servidor.
4 remitente = ’al00000@alumail.uji.es’
5 destinatario = ’al99999@alumail.uji.es’
6 mensaje = ’From:␣%s\nTo:␣%s\n\n’ % (remitente, destinatario)
7 mensaje += ’Hola.\n’
8 mensaje += ’Hasta␣luego.\n’
9
10 servidor.sendmail(remitente, destinatario, mensaje)Vamos por partes. La primera l´ınea importa la funcio´n SMTP del mo´dulo smtplib.La l´ınea 3 crea una conexio´n con la ma´quina servidora (v´ıa la llamada a SMTP), que
1No pierdas de vista que el objetivo de esta seccio´n es aprender el manejo de cadenas. No te despistestratando de profundizar ahora en los conceptos del SMTP y las peculiaridades del correspondiente mo´dulo.
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en nuestro ejemplo es alu-mail@uji.es, y devuelve un objeto que guardamos en lavariable servidor . Las l´ıneas 4 y 5 guardan las direcciones de correo del remitente y deldestinatario en sendas variables, mientras que las tres l´ıneas siguientes definen el mensajeque vamos a enviar. As´ı, la l´ınea 6 define las denominadas ˂˂ cabeceras˃˃ (˂˂headers˃˃ ) delcorreo y son obligatorias en el protocolo SMTP (respetando, adema´s, los saltos de l´ıneaque puedes apreciar al final de las cadenas). Las dos l´ıneas siguientes constituyen elmensaje en s´ı mismo. Finalmente, la u´ltima l´ınea se encarga de efectuar el env´ıo delcorreo a trave´s de la conexio´n almacenada en servidor y el me´todo sendmail. Eso es todo.Si ejecutamos el programa y tenemos permiso del servidor, al99999@alumail.uji.esrecibira´ un correo de al00000@alumail.uji.es con el texto que hemos almacenado enmensaje.Nuestro programa presentara´ el siguiente aspecto:
spam.py
1 from smtplib import SMTP
2
3 servidor = SMTP(’alu-mail.uji.es’)
4 remitente = ’al00000@alumail.uji.es’
5 texto = ’Estimado␣=S␣=A:\n\n’
6 texto += ’Por␣la␣presente␣le␣informamos␣de␣que␣nos␣debe␣usted␣la␣’
7 texto += ’cantidad␣de␣=E␣euros.␣Si␣no␣abona␣dicha␣cantidad␣antes␣’
8 texto += ’de␣3␣dı´as,␣su␣nombre␣pasara´␣a␣nuestra␣lista␣de␣morosos.’
9
10 seguir = ’s’
11 while seguir == ’s’:
12 destinatario = raw_input(’Direccio´n␣del␣destinatario:␣’)
13 tratamiento = raw_input(’Tratamiento:␣’)
14 apellido = raw_input(’Apellido:␣’)
15 euros = raw_input(’Deuda␣(en␣euros):␣’)
16
17 mensaje = ’From:␣%s\nTo:␣%s\n\n’ % (remitente, destinatario)
18 mensaje += texto personalizado
19
20 servidor.sendmail(remitente, destinatario, mensaje)
21 seguir = raw_input(’Si␣desea␣enviar␣otro␣correo,␣pulse␣\’s\’:␣’)
En la l´ınea 18 hemos dejado un fragmento de programa por escribir: el que se encargade personalizar el contenido de texto con los datos que ha introducido el usuario. ¿Co´mopersonalizamos el texto? Deber´ıamos ir copiando los caracteres de texto uno a uno enuna variable auxiliar (inicialmente vac´ıa) hasta ver el cara´cter ˂˂=˃˃ , momento en el quedeberemos estudiar el siguiente cara´cter y, en funcio´n de cua´l sea, an˜adir el contenidode tratamiento, apellido o euros.
spam 2.py spam.py
1 from smtplib import SMTP
2
3 servidor = SMTP(’alu-mail.uji.es’)
4 remitente = ’al00000@alumail.uji.es’
5 texto = ’Estimado␣=S␣=A:\n\n’
6 texto += ’Por␣la␣presente␣le␣informamos␣de␣que␣nos␣debe␣usted␣la␣’
7 texto += ’cantidad␣de␣=E␣euros.␣Si␣no␣abona␣dicha␣cantidad␣antes␣’
8 texto += ’de␣3␣dı´as,␣su␣nombre␣pasara´␣a␣nuestra␣lista␣de␣morosos.’
9
10 seguir = ’s’
11 while seguir == ’s’:
12 destinatario = raw_input(’Direccio´n␣del␣destinatario:␣’)
13 tratamiento = raw_input(’Tratamiento:␣’)
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14 apellido = raw_input(’Apellido:␣’)
15 euros = raw_input(’Deuda␣(en␣euros):␣’)
16
17 mensaje = ’From:␣%s\nTo:␣%s\n\n’ % (remitente, destinatario)
18
19 personalizado = ’’
20 i = 0
21 while i < len(texto):
22 if texto[i] != ’=’:
23 personalizado += texto[i]
24 else:
25 if texto[i+1] == ’A’:
26 personalizado += apellido
27 i = i + 1
28 elif texto[i+1] == ’E’:
29 personalizado += euros
30 i = i + 1
31 elif texto[i+1] == ’S’:
32 personalizado += tratamiento
33 i = i + 1
34 else:
35 personalizado += ’=’
36 i = i + 1
37 mensaje += personalizado
38
39 servidor.sendmail(remitente, destinatario, mensaje)
40 seguir = raw_input(’Si␣desea␣enviar␣otro␣correo,␣pulse␣\’s\’:␣’)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 211 El programa no funcionara´ bien con cualquier carta. Por ejemplo, si la variabletexto vale ’Hola␣=A.␣=’ el programa falla. ¿Por que´? ¿Sabr´ıas corregir el programa?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Buscando texto en cadenasEstudiamos los aspectos fundamentales de las cadenas y montamos ˂˂a mano˃˃ las ope-raciones ma´s sofisticadas. Por ejemplo, hemos estudiado la indexacio´n y la utilizamos,en combinacio´n con un bucle, para buscar un cara´cter determinado en una cadena. Peroesa es una operacio´n muy frecuente, as´ı que Python la trae ˂˂de serie˃˃ .El me´todo find recibe una cadena y nos dice si e´sta aparece o no en la cadena sobrela que se invoca. Si esta´, nos devuelve el ı´ndice de su primera aparicio´n. Si no esta´,devuelve el valor −1. Atencio´n a estos ejemplos:
>>> c = ’Un␣ejemplo␣=A.’ ↱
>>> c.find(’=’) ↱
11
>>> c.find(’ejem’) ↱
3
>>> c.find(’z’) ↱
-1
U´til, ¿no? Pues hay muchos ma´s me´todos que permiten realizar operaciones complejascon enorme facilidad. Encontrara´s, entre otros, me´todos para sustituir un fragmento detexto por otro, para saber si todos los caracteres son minu´sculas (o mayu´sculas), parasaber si empieza o acaba con un texto determinado, etc. Cuantos ma´s me´todos avanzadosconozcas, ma´s productivo sera´s. ¿Que do´nde encontrara´s la relacio´n de me´todos? En ladocumentacio´n de Python. Acostu´mbrate a manejarla.
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5.1.11. Referencias a cadenas
En el apartado 2.4 hemos representado las variables y su contenido con diagramas decajas. Por ejemplo, las siguientes asignaciones:
>>> a = 2 ↱
>>> b = 3.25 ↱
conducen a una disposicio´n de la informacio´n en la memoria que mostramos gra´ficamenteas´ı:
a 2
b 3.25
Decimos que a apunta al valor 2 y que b apunta al valor 3.25. La flecha recibe el nombrede puntero o referencia.Con las cadenas representaremos los valores desglosando cada uno de sus caracteresen una caja individual con un ı´ndice asociado. El resultado de una asignacio´n como e´sta:
>>> c = ’Una␣cadena’ ↱
se representara´ del siguiente modo:
c U
0
n
1
a
2 3
c
4
a
5
d
6
e
7
n
8
a
9
Decimos que la variable c apunta a la cadena ’Una␣cadena’, que es una secuencia decaracteres.La cadena vac´ıa no ocupa ninguna celda de memoria y la representamos gra´ficamentede un modo especial. Una asignacio´n como e´sta:
>>> c = ’’ ↱
se representa as´ı:
c
Que las variables contengan referencias a los datos y no los propios datos es muyu´til para aprovechar la memoria del ordenador. El siguiente ejemplo te ilustrara´ el ahorroque se consigue.
>>> a = ’Una␣cadena’ ↱
>>> b = a ↱
Tras ejecutar la primera accio´n tenemos:
a U
0
n
1
a
2 3
c
4
a
5
d
6
e
7
n
8
a
9
Y despue´s de ejecutar la segunda:
a U
0
n
1
a
2 3
c
4
a
5
d
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e
7
n
8
a
9
b
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Las referencias son direcciones de memoria (I)Vamos a darte una interpretacio´n de las referencias que, aunque constituye una sim-plificacio´n de la realidad, te permitira´ entender que´ son. Ya dijimos en el tema 1 quela memoria del computador se compone de una serie de celdas numeradas con sus di-recciones. En cada celda cabe un escalar. La cadena ’Hola’ ocupa cuatro celdas, unapor cada cara´cter. Por otra parte, una variable so´lo puede contener un escalar. Comola direccio´n de memoria es un nu´mero y, por tanto, un escalar, el ˂˂ truco˃˃ consiste enalmacenar en la variable la direccio´n de memoria en la que empieza la cadena. F´ıjateen este ejemplo en el que una variable ocupa la direccio´n de memoria 1001 y ˂˂ contiene˃˃la cadena ’Hola’:
1000:
1001:
1002:
a
1003:
2099:
2100:
2101:
2102:
2103:
2104:
......
......
......
2100
H
o
l
a
Como puedes ver, en realidad la cadena ocupa posiciones consecutivas a partir deuna direccio´n determinada (en el ejemplo, la 2100) y la variable contiene el valor dedicha referencia. La flecha de los diagramas hace ma´s ˂˂ legibles˃˃ las referencias:
1000:
1001:
1002:
a
1003:
2099:
2100:
2101:
2102:
2103:
2104:
......
......
......
2100
H
o
l
a
¡Tanto a como b apuntan a la misma cadena! Al asignar a una variable la cadena con-tenida en otra u´nicamente se copia su referencia y no cada uno de los caracteres que lacomponen. Si se hiciera del segundo modo, la memoria ocupada y el tiempo necesariospara la asignacio´n ser´ıan tanto mayores cuanto ma´s larga fuera la cadena. El me´todo es-cogido u´nicamente copia el valor de la referencia, as´ı que es independiente de la longitudde la cadena (y pra´cticamente instanta´neo).Has de tener en cuenta, pues, que una asignacio´n u´nicamente altera el valor de unpuntero. Pero otras operaciones con cadenas comportan la reserva de nueva memoria.Tomemos por caso el operador de concatenacio´n. La concatenacio´n toma dos cadenas yforma una cadena nueva que resulta de unir ambas, es decir, reserva memoria para unanueva cadena. Veamos paso a paso co´mo funciona el proceso con un par de ejemplos.F´ıjate en estas sentencias:
>>> a = ’otra␣’ ↱
>>> b = ’cadena’ ↱
>>> c = a + b ↱
Podemos representar gra´ficamente el resultado de la ejecucio´n de las dos primerassentencias as´ı:
Introduccio´n a la programacio´n con Python 181 c©UJI
182Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
Las referencias son direcciones de memoria (y II)Veamos que´ ocurre cuando dos variables comparten referencia. El ejemplo que hemosdesarrollado en el texto estudia el efecto de estas dos asignaciones:
>>> a = ’Una␣cadena’ ↱
>>> b = a ↱
Como vimos antes, la primera asignacio´n conduce a esta situacio´n:
1000:
1001:
1002:
1003:
a
1004:
2099:
2100:
2101:
2102:
2103:
2104:
......
......
......
2100
H
o
l
a
Pues bien, la segunda asignacio´n copia en la direccio´n de b (que suponemos es la 1002)el valor que hay almacenado en la direccio´n de a, es decir, el valor 2100:
1000:
1001:
1002:
1003:
ab
1004:
2099:
2100:
2101:
2102:
2103:
2104:
......
......
......
21002100
H
o
l
a
Copiar un valor escalar de una posicio´n de memoria a otra es una accio´n muy ra´pida.
a o
0
t
1
r
2
a
3 4
b c
0
a
1
d
2
e
3
n
4
a
5
Analicemos ahora la tercera sentencia. En primer lugar, Python evalu´a la expresio´n a + b,as´ı que reserva un bloque de memoria con espacio para 11 caracteres y copia en elloslos caracteres de a seguidos de los caracteres de b:
a o
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Y ahora que ha creado la nueva cadena, se ejecuta la asignacio´n en s´ı, es decir, se haceque c apunte a la nueva cadena:
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a o
0
t
1
r
2
a
3 4
b c
0
a
1
d
2
e
3
n
4
a
5
c o
0
t
1
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a
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a
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El orden en el que ocurren las cosas tiene importancia para entender co´mo puedeverse afectada la velocidad de ejecucio´n de un programa por ciertas operaciones. Tomemospor caso estas dos o´rdenes:
>>> a = ’una␣cadena␣muy␣muy␣muy␣larga’ ↱
>>> a = a + ’.’ ↱
A simple vista parece que la primera sentencia sera´ ma´s lenta en ejecucio´n quela segunda, pues comporta la reserva de una zona de memoria que puede ser grande(imagina si la cadena tuviera mil o incluso cien mil caracteres), mientras que la segundasentencia se limita a an˜adir un solo cara´cter. Pero no es as´ı: ambas tardan casi lo mismo.Veamos cua´l es la razo´n. La primera sentencia reserva memoria para 28 caracteres, losguarda en ella y hace que a apunte a dicha zona:
a u
0
n
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Y ahora veamos paso a paso que´ ocurre al ejecutar la segunda sentencia. En primer lugarse evalu´a la parte derecha, es decir, se reserva espacio para 29 caracteres y se copianen e´l los 28 caracteres de a y el cara´cter punto:
a u
0
n
1
a
2 3
c
4
a
5
d
6
e
7
n
8
a
9 10
m
11
u
12
y
13 14
m
15
u
16
y
17 18
m
19
u
20
y
21 22
l
23
a
24
r
25
g
26
a
27
u
0
n
1
a
2 3
c
4
a
5
d
6
e
7
n
8
a
9 10
m
11
u
12
y
13 14
m
15
u
16
y
17 18
m
19
u
20
y
21 22
l
23
a
24
r
25
g
26
a
27
.
28
Y ahora, al ejecutar la asignacio´n, la variable a pasa de apuntar a la zona de memoriaoriginal para apuntar a la nueva zona de memoria:
a u
0
n
1
a
2 3
c
4
a
5
d
6
e
7
n
8
a
9 10
m
11
u
12
y
13 14
m
15
u
16
y
17 18
m
19
u
20
y
21 22
l
23
a
24
r
25
g
26
a
27
u
0
n
1
a
2 3
c
4
a
5
d
6
e
7
n
8
a
9 10
m
11
u
12
y
13 14
m
15
u
16
y
17 18
m
19
u
20
y
21 22
l
23
a
24
r
25
g
26
a
27
.
28
Como la zona inicial de memoria ya no se usa para nada, Python la ˂˂ libera˃˃ , es decir,considera que esta´ disponible para futuras operaciones, con lo que, a efectos pra´cticos,desaparece:
a
u
0
n
1
a
2 3
c
4
a
5
d
6
e
7
n
8
a
9 10
m
11
u
12
y
13 14
m
15
u
16
y
17 18
m
19
u
20
y
21 22
l
23
a
24
r
25
g
26
a
27
.
28
Como puedes ver, la sentencia que consiste en an˜adir un simple punto a una cadena esma´s costosa en tiempo que la que comporta una asignacio´n a una variable de esa mismacadena.El operador con asignacio´n += actu´a exactamente igual con cadenas, as´ı que sustituirla u´ltima sentencia por a += ’.’ presenta el mismo problema.El operador de corte tambie´n reserva una nueva zona de memoria:
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>>> a = ’cadena’ ↱
>>> b = a[1:-1] ↱
a c
0
a
1
d
2
e
3
n
4
a
5
b a
0
d
1
e
2
n
3
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 212 Dibuja un diagrama con el estado de la memoria tras ejecutar estas sentencias:
>>> a = ’cadena’ ↱
>>> b = a[2:3] ↱
>>> c = b + ’’ ↱
· 213 Dibuja diagramas que muestren el estado de la memoria paso a paso para estasecuencia de asignaciones.
>>> a = ’ab’ ↱
>>> a *= 3 ↱
>>> b = a ↱
>>> c = a[:] ↱
>>> c = c + b ↱
¿Que´ se mostrara´ por pantalla si imprimimos a, b y c al final?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.2. Listas
El concepto de secuencia es muy potente y no se limita a las cadenas. Python nos permitedefinir secuencias de valores de cualquier tipo. Por ejemplo, podemos definir secuenciasde nu´meros enteros o flotantes, o incluso de cadenas. Hablamos entonces de listas. Enuna lista podemos, por ejemplo, registrar las notas de los estudiantes de una clase, laevolucio´n de la temperatura hora a hora, los coeficientes de un polinomio, la relacio´n denombres de personas asistentes a una reunio´n, etc.Python sigue una notacio´n especial para representar las listas. Los valores de unalista deben estar encerrados entre corchetes y separados por comas. He aqu´ı una listacon los nu´meros del 1 al 3:
>>> [1, 2, 3] ↱
[1, 2, 3]
Podemos asignar listas a variables:
>>> a = [1, 2, 3] ↱
>>> a ↱
[1, 2, 3]
Los elementos que forman una lista tambie´n pueden ser cadenas.
>>> nombres = [’Juan’, ’Antonia’, ’Luis’, ’Marı´a’] ↱
Y tambie´n podemos usar expresiones para calcular el valor de cada elemento de unalista:
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>>> a = [1, 1+1, 6/2] ↱
>>> a ↱
[1, 2, 3]
Python almacena las listas del mismo modo que las cadenas: mediante referencias(punteros) a la secuencia de elementos. As´ı, el u´ltimo ejemplo hace que la memoriapresente un aspecto como el que muestra el siguiente diagrama:
a 1
0
2
1
3
2
La asignacio´n a una variable del contenido de otra variable que almacena una (refe-rencia a una) lista supone la copia de, u´nicamente, su referencia, as´ı que ambas acabanapuntando a la misma zona de memoria:
>>> a = [1, 2, 3] ↱
>>> b = a ↱
a 1
0
2
1
3
2
b
La lista que contiene un so´lo elemento presenta un aspecto curioso:
>>> a = [10] ↱
>>> b = 10 ↱
a 10
0
b 10
Observa que no es lo mismo [10] que 10. [10] es la lista cuyo u´nico elemento es elentero 10, y 10 es el entero 10. Gra´ficamente lo hemos destacado enmarcando la listay disponiendo encima de la celda su ı´ndice. Si pedimos a Python que nos muestre elcontenido de las variables a y b, veremos que la representacio´n de la lista que contieneun escalar y la del escalar son diferentes:
>>> print a ↱
[10]
>>> print b ↱
10
La lista siempre se muestra encerrada entre corchetes.Del mismo modo que hay una cadena vac´ıa, existe tambie´n una lista vac´ıa. La listavac´ıa se denota as´ı: [] y la representamos gra´ficamente como la cadena vac´ıa:
>>> a = [] ↱
a
>>> print a ↱
[]
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5.2.1. Cosas que, sin darnos cuenta, ya sabemos sobre las listas
Una ventaja de Python es que proporciona operadores y funciones similares para trabajarcon tipos de datos similares. Las cadenas y las listas tienen algo en comu´n: ambas sonsecuencias de datos, as´ı pues, muchos de los operadores y funciones que trabajan sobrecadenas tambie´n lo hacen sobre listas. Por ejemplo, la funcio´n len, aplicada sobre unalista, nos dice cua´ntos elementos la integran:
>>> a = [1, 2, 3] ↱
>>> len(a) ↱
3
>>> len([0, 1, 10, 5]) ↱
4
>>> len([10]) ↱
1
La longitud de la lista vac´ıa es 0:
>>> len([]) ↱
0
El operador + concatena listas:
>>> [1, 2] + [3, 4] ↱
[1, 2, 3, 4]
>>> a = [1, 2, 3] ↱
>>> [10, 20] + a ↱
[10, 20, 1, 2, 3]
y el operador * repite un nu´mero dado de veces una lista:
>>> [1, 2] * 3 ↱
[1, 2, 1, 2, 1, 2]
>>> a = [1, 2, 3] ↱
>>> b = [10, 20] + a * 2 ↱
>>> b ↱
[10, 20, 1, 2, 3, 1, 2, 3]
Has de tener en cuenta que tanto + como * generan nuevas listas, sin modificar lasoriginales. Observa este ejemplo:
>>> a = [1, 2, 3] ↱
>>> b = a + [4] ↱
>>> c = b ↱
La memoria queda as´ı:
a 1
0
2
1
3
2
b 1
0
2
1
3
2
4
3
c¿Ves? La asignacio´n a b deja intacta la lista a porque apunta al resultado de concatenaralgo a a. La operacio´n de concatenacio´n no modifica la lista original: reserva memoriapara una nueva lista con tantos elementos como resultan de sumar la longitud de las listasconcatenadas y, a continuacio´n, copia los elementos de la primera lista seguidos por los
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de la segunda lista en la nueva zona de memoria. Como asignamos a b el resultado dela concatenacio´n, tenemos que b apunta a la lista recie´n creada. La tercera sentencia esuna simple asignacio´n a c, as´ı que Python se limita a copiar la referencia.El operador de indexacio´n tambie´n es aplicable a las listas:
>>> a = [1, 2, 3] ↱
>>> a[1] ↱
2
>>> a[len(a)-1] ↱
3
>>> a[-1] ↱
3
A veces, el operador de indexacio´n puede dar lugar a expresiones algo confusas aprimera vista:
>>> [1, 2, 3][0] ↱
1
En este ejemplo, el primer par de corchetes indica el principio y final de la lista(formada por el 1, el 2 y el 3) y el segundo par indica el ı´ndice del elemento al quedeseamos acceder (el primero, es decir, el de ı´ndice 0).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 214 ¿Que´ aparecera´ por pantalla al evaluar la expresio´n [1][0]? ¿Y al evaluar laexpresio´n [][0]?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .De todos modos, no te preocupes por esa notacio´n un tanto confusa: lo normal es queaccedas a los elementos de listas que esta´n almacenadas en variables, con lo que raravez tendra´s dudas.
>>> a = [1, 2, 3] ↱
>>> a[0] ↱
1
Tambie´n el operador de corte es aplicable a las listas:
>>> a = [1, 2, 3] ↱
>>> a[1:-1] ↱
[2]
>>> a[1:] ↱
[2, 3]
Has de tener en cuenta que un corte siempre se extrae copiando un fragmento de lalista, por lo que comporta la reserva de memoria para crear una nueva lista. Analiza lasiguiente secuencia de acciones y sus efectos sobre la memoria:
>>> a = [1, 2, 3, 4, 5] ↱
a 1
0
2
1
3
2
4
3
5
4
>>> b = a[1:3] ↱
a 1
0
2
1
3
2
4
3
5
4
b 2
0
3
1
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>>> c = a ↱
a 1
0
2
1
3
2
4
3
5
4
b 2
0
3
1
c
>>> d = a[:] ↱
a 1
0
2
1
3
2
4
3
5
4
b 2
0
3
1
c
d 1
0
2
1
3
2
4
3
5
4
Si deseas asegurarte de que trabajas con una copia de una lista y no con la misma lista(a trave´s de una referencia) utiliza el operador de corte en la asignacio´n.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 215 Hemos asignado a x la lista [1, 2, 3] y ahora queremos asignar a y una copia.Podr´ıamos hacer y = x[:], pero parece que y = x + [] tambie´n funciona. ¿Es as´ı? ¿Porque´?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .El iterador for-in tambie´n recorre los elementos de una lista:
>>> for i in [1, 2, 3]: ↱
... print i ↱
...
↱
1
2
3
De hecho, ya hemos utilizado bucles que iteran sobre listas. Cuando utilizamos unbucle for-in del modo convencional, es decir, haciendo uso de range, estamos recorriendouna lista:
>>> for i in range(1, 4): ↱
... print i ↱
...
↱
1
2
3
Y es que range(1, 4) construye y devuelve la lista [1, 2, 3]:
>>> a = range(1, 4) ↱
>>> print a ↱
[1, 2, 3]
Una forma corriente de construir listas que contienen re´plicas de un mismo valor seayuda del operador *. Supongamos que necesitamos una lista de 10 elementos, todos loscuales valen 0. Podemos hacerlo as´ı:
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>>> [0] * 10 ↱
[0, 0, 0, 0, 0, 0, 0, 0, 0, 0]
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 216 ¿Que´ aparecera´ por pantalla al ejecutar este programa?
1 print ’Principio’
2 for i in []:
3 print ’paso’, i
4 print ’y␣fin’
· 217 ¿Que´ aparecera´ por pantalla al ejecutar este programa?
1 for i in [1] * 10:
2 print i. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.2.2. Comparacio´n de listas
Los operadores de comparacio´n tambie´n trabajan con listas. Parece claro co´mo se com-portara´n operadores como el de igualdad (==) o el de desigualdad (!=):si las listas son de talla diferente, resolviendo que las listas son diferentes;y si miden lo mismo, comparando elemento a elemento de izquierda a derecha yresolviendo que las dos listas son iguales si todos sus elementos son iguales, ydiferentes si hay algu´n elemento distinto.Hagamos un par de pruebas con el inte´rprete de Python:
>>> [1, 2, 3] == [1, 2] ↱
False
>>> [1, 2, 3] == [1, 2, 3] ↱
True
>>> [1, 2, 3] == [1, 2, 4] ↱
False
Los operadores <, >, <= y >= tambie´n funcionan con listas. ¿Co´mo? Del mismo modoque con las cadenas, pues al fin y al cabo, tanto cadenas como listas son secuencias.Tomemos, por ejempo, el operador < al comparar las listas [1, 2, 3] y [1, 3, 2], es de-cir, al evaluar la expresio´n [1, 2, 3] < [1, 3, 2]. Se empieza por comparar los primeroselementos de ambas listas. Como no es cierto que 1 < 1, pasamos a comparar los res-pectivos segundos elementos. Como 2 < 3, el resultado es True, sin necesidad de efectuarninguna comparacio´n adicional.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 218 ¿Sabr´ıas decir que resultados se mostrara´n al ejecutar estas sentencias?
>>> [1, 2] < [1, 2] ↱
>>> [1, 2, 3] < [1, 2] ↱
>>> [1, 1] < [1, 2] ↱
>>> [1, 3] < [1, 2] ↱
>>> [10, 20, 30] > [1, 2, 3] ↱
>>> [10, 20, 3] > [1, 2, 3] ↱
>>> [10, 2, 3] > [1, 2, 3] ↱
>>> [1, 20, 30] > [1, 2, 3] ↱
>>> [0, 2, 3] <= [1, 2, 3] ↱
>>> [1] < [2, 3] ↱
>>> [1] < [1, 2] ↱
>>> [1, 2] < [0] ↱
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· 219 Disen˜a un programa que tras asignar dos listas a sendas variables nos diga sila primera es menor que la segunda. No puedes utilizar operadores de comparacio´n entrelistas para implementar el programa.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.2.3. El operador is
Hemos visto que las listas conllevan una forma de reservar memoria curiosa: en ocasiones,dos variables apuntan a una misma zona de memoria y en ocasiones no, incluso cuandolos datos de ambas variables son ide´nticos. F´ıjate en este ejemplo:
>>> a = [1, 2, 3] ↱
>>> b = [1, 2, 3] ↱
>>> c = a ↱
Ya hemos visto que, tras efectuar las asignaciones, la memoria quedara´ as´ı:
a 1
0
2
1
3
2
b 1
0
2
1
3
2
c
¿Que´ ocurre si comparamos entre s´ı los diferentes elementos?
>>> a == b ↱
True
>>> a == c ↱
True
Efectivamente: siempre dice que se trata de listas iguales, y es cierto. S´ı, pero, ¿noson ˂˂ma´s iguales˃˃ las listas a y c que las listas a y b? A fin de cuentas, tanto a comoc apuntan exactamente a la misma zona de memoria, mientras que b apunta a una zonadistinta. Python dispone de un operador de comparacio´n especial que au´n no te hemospresentado: is (en espan˜ol, ˂˂ es˃˃ ). El operador is devuelve True si dos objetos son enrealidad el mismo objeto, es decir, si residen ambos en la misma zona de memoria, yFalse en caso contrario.
>>> a is b ↱
False
>>> a is c ↱
True
Python reserva nuevos bloques de memoria conforme evalu´a expresiones. Observaeste ejemplo:
>>> a = [1, 2] ↱
>>> a is [1, 2] ↱
False
>>> a == [1, 2] ↱
True
La segunda orden compara la lista almacenada en a, que se creo´ al evaluar unaexpresio´n en la orden anterior, con la lista [1, 2] que se crea en ese mismo instante,as´ı que is nos dice que ocupan posiciones de memoria diferentes. El operador == sigue
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devolviendo el valor True, pues aunque sean objetos diferentes son equivalentes elementoa elemento.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 220 ¿Que´ ocurrira´ al ejecutar estas o´rdenes Python?
>>> a = [1, 2, 3] ↱
>>> a is a ↱
>>> a + [] is a ↱
>>> a + [] == a ↱
· 221 Explica, con la ayuda de un gra´fico que represente la memoria, los resultadosde evaluar estas expresiones:
>>> a = [1, 2, 1] ↱
>>> b = [1, 2, 1] ↱
>>> (a[0] is b[0]) and (a[1] is b[1]) and (a[2] is b[2]) ↱
True
>>> a == b ↱
True
>>> a is b ↱
False
· 222 ¿Que´ ocurrira´ al ejecutar estas o´rdenes Python?
>>> [1, 2] == [1, 2] ↱
>>> [1, 2] is [1, 2] ↱
>>> a = [1, 2, 3] ↱
>>> b = [a[0], a[1], a[2]] ↱
>>> a == b ↱
>>> a is b ↱
>>> a[0] == b[1] ↱
>>> b is [b[0], b[1], b[2]] ↱
· 223 Que se muestra por pantalla como respuesta a cada una de estas sentenciasPython:
>>> a = [1, 2, 3, 4, 5] ↱
>>> b = a[1:3] ↱
>>> c = a ↱
>>> d = a[:] ↱
>>> a == c ↱
>>> a == d ↱
>>> c == d ↱
>>> a == b ↱
>>> a is c ↱
>>> a is d ↱
>>> c is d ↱
>>> a is b ↱. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.2.4. Modificacio´n de elementos de listas
Hasta el momento hemos aprendido a crear listas y a consultar su contenido, bien acce-diendo a uno cualquiera de sus elementos (mediante indexacio´n), bien recorriendo todossus elementos (con un bucle for-in). En este apartado veremos co´mo modificar el contenidode las listas.Podemos asignar valores a elementos particulares de una lista gracias al operadorde indexacio´n:
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>>> a = [1, 2, 3] ↱
a 1
0
2
1
3
2
>>> a[1] = 10 ↱
a 1
0
10
1
3
2
>>> a ↱
[1, 10, 3]
Cada celda de una lista es, en cierto modo, una variable auto´noma: podemos almacenaren ella un valor y modificarlo a voluntad.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 224 Haz un programa que almacene en una variable a la lista obtenida con ran-ge(1,4) y, a continuacio´n, la modifique para que cada componente sea igual al cuadradodel componente original. El programa mostrara´ la lista resultante por pantalla.
· 225 Haz un programa que almacene en a una lista obtenida con range(1,n), donden es un entero que se pide al usuario y modifique dicha lista para que cada componentesea igual al cuadrado del componente original. El programa mostrara´ la lista resultantepor pantalla.
· 226 Haz un programa que, dada una lista a cualquiera, sustituya cualquier elementonegativo por cero.
· 227 ¿Que´ mostrara´ por pantalla el siguiente programa?
copias 2.py copias.py
1 a = range(0, 5)
2 b = range(0, 5)
3 c = a
4 d = b[:]
5 e = a + b
6 f = b[:1]
7 g = b[0]
8 c[0] = 100
9 d[0] = 200
10 e[0] = 300
11 print a, b, c, d, e, f, g
Comprueba con el ordenador la validez de tu respuesta.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.2.5. Mutabilidad, inmutabilidad y representacio´n de la informacio´n en me-moria
Python procura no consumir ma´s memoria que la necesaria. Ciertos objetos son inmutables,es decir, no pueden modificar su valor. El nu´mero 2 es siempre el nu´mero 2. Es un objetoinmutable. Python procura almacenar en memoria una sola vez cada valor inmutable. Sidos o ma´s variables contienen ese valor, sus referencias apuntan a la misma zona dememoria. Considera este ejemplo:
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>>> a = 1 + 1 ↱
>>> b = 2 * 1 ↱
La memoria presenta, tras esas asignaciones, este aspecto:
a 2
b¿Y que´ ocurre cuando modificamos el valor de una variable inmutable? No se modifica elcontenido de la caja que contiene el valor, sino que el correspondiente puntero pasa aapuntar a una caja con el nuevo valor; y si e´sta no existe, se crea.Si a las asignaciones anteriores le siguen e´stas:
>>> b = b + 1 ↱
la memoria pasa a tener este aspecto:
a 2
b 3
Tambie´n las cadenas Python son objetos inmutables2. Que lo sean tiene efectos sobrelas operaciones que podemos efectuar con ellas. La asignacio´n a un elemento de unacadena, por ejemplo esta´ prohibida, as´ı que Python la sen˜ala con un ˂˂ error de tipo˃˃(TypeError):
>>> a = ’Hola’ ↱
>>> a[0] = ’h’ ↱
Traceback (innermost last):
File "<stdin>", line 1, in ?
TypeError: object doesn’t support item assignment
Las listas se comportan de forma diferente: a diferencia de las cadenas, son mutables.De momento te hemos proporcionado una representacio´n de las listas excesivamentesimplificada. Hemos representando el resultado de la asignacio´n a = [1, 2, 1] como semuestra a la izquierda, cuando lo correcto ser´ıa hacerlo como se muestra a la derecha:
a 1
0
2
1
1
2
a
0 1 2
1 2
La realidad, como ves, es algo complicada: la lista almacena referencias a los valores,y no los propios valores. Pero au´n no lo has visto todo. ¿Que´ ocurre tras ejecutar estassentencias?
>>> a = [1, 2, 1] ↱
>>> b = 1 ↱
>>> c = [1, 2, 1] ↱
>>> d = c ↱
Nada menos que esto:
2Aunque los ejemplos que hemos presentado con enteros no son directamente trasladables al caso de lascadenas. Aunque parezca parado´jico, Python puede decidir por razones de eficiencia que dos cadenas conide´ntico contenido se almacenen por duplicado.
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a
0 1 2
b 1 2
c
0 1 2
dComo habra´s observado, para cada aparicio´n de un literal de lista, es decir, de una listaexpresada expl´ıcitamente, (como [1, 2, 1]), Python ha reservado nueva memoria, aunqueexista otra lista de ide´ntico valor. As´ı pues, a = [1, 2, 1] y c = [1, 2, 1] han generadosendas reservas de memoria y cada variable apunta a una zona de memoria diferente.Como el contenido de cada celda ha resultado ser un valor inmutable (un entero), se hancompartido las referencias a los mismos. El operador is nos ayuda a confirmar nuestrahipo´tesis:
>>> a[0] is b ↱
True
>>> c[-1] is a[0] ↱
True
Modifiquemos ahora el contenido de una celda de una de las listas:
>>> d[2] = 3 ↱
El resultado es e´ste:
a
0 1 2
b 1 2 3
c
0 1 2
d
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 228 Representa el estado de la memoria tras efectuar cada una de las siguientesasignaciones:
>>> a = [1, 2, 1] ↱
>>> b = 1 ↱
>>> c = [2, 1, 2] ↱
>>> d = c ↱
>>> d[2] = 3 ↱
>>> e = d[:1] ↱
>>> f = d[:] ↱
>>> f[0] = a[1] ↱
>>> f[1] = 1 ↱. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Aunque los diagramas que hemos mostrado responden a la realidad, usaremos normal-mente su versio´n simplificada (y, en cierto modo, ˂˂ falsa˃˃ ), pues es suficiente para el disen˜ode la mayor parte de programas que vamos a presentar. Con esta visio´n simplificada, lau´ltima figura se representar´ıa as´ı:
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a 1
0
2
1
1
2
b 1
c 1
0
2
1
3
2
d
5.2.6. Adicio´n de elementos a una lista
Podemos an˜adir elementos a una lista, esto es, hacerla crecer. ¿Co´mo? Una idea queparece natural, pero que no funciona, es asignar un valor a a[len(a)] (siendo a unavariable que contiene una lista), pues de algu´n modo estamos sen˜alando una posicio´nma´s a la derecha del u´ltimo elemento. Python nos indicara´ que estamos cometiendo unerror:
>>> a = [1, 2, 3] ↱
>>> a[len(a)] = 4 ↱
Traceback (innermost last):
File "<stdin>", line 1, in ?
IndexError: list assignment index out of range
Una idea mejor consiste en utilizar el operador +:
>>> a = [1, 2, 3] ↱
>>> a = a + 4 ↱
Traceback (innermost last):
File "<stdin>", line 1, in ?
TypeError: illegal argument type for built-in operation
Algo ha ido mal. ¡Claro!, el operador de concatenacio´n trabaja con dos listas, no conuna lista y un entero, as´ı que el elemento a an˜adir debe formar parte de una lista. . .aunque e´sta so´lo tenga un elemento:
>>> a = a + [4] ↱
>>> a ↱
[1, 2, 3, 4]
Existe otro modo efectivo de an˜adir elementos a una lista: mediante el me´todo append(que en ingle´s significa ˂˂an˜adir˃˃ ). Observa co´mo usamos append :
>>> a = [1, 2, 3] ↱
>>> a.append(4) ↱
>>> a ↱
[1, 2, 3, 4]
Hay una diferencia fundamental entre usar el operador de concatenacio´n + y usarappend : la concatenacio´n crea una nueva lista copiando los elementos de las listas queparticipan como operandos y append modifica la lista original. Observa que´ ocurre pasoa paso en el siguiente ejemplo:
>>> a = [1, 2, 3] ↱
a 1
0
2
1
3
2
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>>> b = a + [4] ↱
a 1
0
2
1
3
2
b 1
0
2
1
3
2
4
3
>>> c = b ↱
a 1
0
2
1
3
2
b 1
0
2
1
3
2
4
3
c
>>> c.append(5) ↱
a 1
0
2
1
3
2
b 1
0
2
1
3
2
4
3
5
4
c
>>> print a ↱
[1, 2, 3]
>>> print b ↱
[1, 2, 3, 4, 5]
>>> print c ↱
[1, 2, 3, 4, 5]
¿Por que´ complicarse la vida con append , cuando la concatenacio´n hace lo mismo ynos asegura trabajar con una copia de la memoria? Por eficiencia: es ma´s eficiente hacerappend que concatenar. Concatenar supone crear una lista nueva en la que se copiantodos y cada uno de los elementos de las listas concatenadas. Es decir, la concatenacio´ndel siguiente ejemplo supone la copia de 1001 elementos (los 1000 de la lista original yel que an˜adimos):
>>> a = range(1000) ↱
>>> a = a + [0] ↱
Sin embargo, el append de este otro ejemplo equivalente trabaja sobre la lista originaly le an˜ade una celda cuyo contenido es 0:3
>>> a = range(1000) ↱
>>> a.append(0) ↱
En este ejemplo, pues, el append ha resultado unas 1000 veces ma´s eficiente que laconcatenacio´n.Desarrollemos un ejemplo pra´ctico. Vamos a escribir un programa que construya unalista con todos los nu´meros primos entre 1 y n. Como no sabemos a priori cua´ntos hay,
3No siempre es ma´s eficiente an˜adir que concatenar. Python puede necesitar memoria para almacenar lalista resultante de an˜adir un elemento y, entonces, ha de efectuar una copia del contenido de la lista. Peroesto supone entrar en demasiado detalle para el nivel de este texto.
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construiremos una lista vac´ıa e iremos an˜adiendo nu´meros primos conforme los vayamosencontrando.En el tema anterior ya estudiamos un me´todo para determinar si un nu´mero es primoo no, as´ı que no nos detendremos en volver a explicarlo.
obten primos.py obten primos.py
1 n = raw_input(’Introduce␣el␣valor␣ma´ximo:␣’)
2
3 primos = []
4 for i in range(1, n+1):
5 # Determinamos si i es primo.
6 creo_que_es_primo = True
7 for divisor in range(2, n):
8 if num % divisor == 0:
9 creo_que_es_primo = False
10 break
11 # Y si es primo, lo an˜adimos a la lista.
12 if creo_que_es_primo:
13 primos.append(i)
14
15 print primos
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 229 Disen˜a un programa que construya una lista con los n primeros nu´meros primos(ojo: no los primos entre 1 y n, sino los n primeros nu´meros primos). ¿Necesitas usarappend? ¿Puedes reservar en primer lugar un vector con n celdas nulas y asignarle acada una de ellas uno de los nu´meros primos?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.2.7. Lectura de listas por teclado
Hasta el momento hemos aprendido a construir listas de diferentes modos, pero nadahemos dicho acerca de co´mo leer listas desde el teclado. La funcio´n que lee de tecladoes raw_input , ¿funcionara´ tambie´n con listas?
>>> lista = raw_input(’Dame␣una␣lista:␣’) ↱
Dame una lista: [1, 2, 3]
>>> lista ↱
’[1, 2, 3]’
¿Ha funcionado? No. Lo que se ha le´ıdo es una cadena, no una lista. Se puede advertiren las comillas que rodean el texto de la respuesta. Podemos cerciorarnos accediendo asu primer elemento: si fuera una lista, valdr´ıa 1 y si fuera una cadena, ’[’.
>>> lista[0] ↱
’[’
De todos modos, era previsible, pues ya dijimos en su momento que raw_input de-volv´ıa una cadena. Cuando quer´ıamos obtener, por ejemplo, un entero, ˂˂ encerra´bamos˃˃ lallamada a raw_input con una llamada a la funcio´n int y cuando quer´ıamos un flotante,con float . ¿Habra´ alguna funcio´n similar para obtener listas? Si queremos una lista, lolo´gico ser´ıa utilizar una llamada a list , que en ingle´s significa lista:
>>> lista = list(raw_input(’Dame␣una␣lista:␣’)) ↱
Dame una lista: [1, 2, 3]
>>> lista ↱
[’[’, ’1’, ’,’, ’ ’, ’2’, ’,’, ’ ’, ’3’, ’]’]
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¡Oh, oh! Tenemos una lista, s´ı, pero no la que espera´bamos:
lista ’[’
0
’1’
1
’,’
2
’ ’
3
’2’
4
’,’
5
’ ’
6
’3’
7
’]’
8
La funcio´n list devuelve una lista a partir de una cadena, pero cada elemento de la listaes un cara´cter de la cadena (por ejemplo, el 2 que ocupa la posicio´n de ı´ndice 5 no es elentero 2, sino el cara´cter 2). No se interpreta, pues, como hubie´ramos deseado, es decir,como esta lista de nu´meros enteros:
lista 1
0
2
1
3
2
Para leer listas deberemos utilizar un me´todo distinto. Lo que haremos es ir leyendola lista elemento a elemento y construir la lista paso a paso. Este programa, por ejemplo,lee una lista de 5 enteros:
1 lista = []
2 for i in range(5):
3 elemento = int(raw_input(’Dame␣un␣elemento:’))
4 lista = lista + [elemento]Mejor au´n: si usamos append , evitaremos que cada concatenacio´n genere una lista nuevacopiando los valores de la antigua y an˜adiendo el elemento recie´n le´ıdo.
1 lista = []
2 for i in range(5):
3 elemento = int(raw_input(’Dame␣un␣elemento:’))
4 lista.append(elemento)Existe un me´todo alternativo que consiste en crear una lista con 5 celdas y leerdespue´s el valor de cada una:
1 lista = [0] * 5
2 for i in range(5):
3 elemento[i] = int(raw_input(’Dame␣un␣elemento:’))Supongamos que deseamos leer una lista de enteros positivos cuya longitud es desco-nocida. ¿Co´mo hacerlo? Podemos ir leyendo nu´meros y an˜adie´ndolos a la lista hasta quenos introduzcan un nu´mero negativo. El nu´mero negativo indicara´ que hemos finalizado,pero no se an˜adira´ a la lista:
1 lista = []
2 numero = int(raw_input(’Dame␣un␣nu´mero:␣’))
3 while numero >= 0:
4 lista.append(numero)
5 numero = int(raw_input(’Dame␣un␣nu´mero:␣’)). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 230 Disen˜a un programa que lea una lista de 10 enteros, pero asegura´ndose deque todos los nu´meros introducidos por el usuario son positivos. Cuando un nu´mero seanegativo, lo indicaremos con un mensaje y permitiremos al usuario repetir el intentocuantas veces sea preciso.
· 231 Disen˜a un programa que lea una cadena y muestre por pantalla una lista contodas sus palabras en minu´sculas. La lista devuelta no debe contener palabras repetidas.Por ejemplo: ante la cadena
’Una␣frase␣formada␣con␣palabras.␣␣Otra␣frase␣con␣otras␣palabras.’,el programa mostrara´ la lista
[’una’, ’frase’, ’formada’, ’con’, ’palabras’, ’otra’, ’otras’].Observa que en la lista no aparece dos veces la palabra ˂˂ frase˃˃ , aunque s´ı aparec´ıa dosveces en la cadena le´ıda.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Lectura de expresiones PythonHemos aprendido a leer enteros, flotantes y cadenas con raw_input , pero esa funcio´nno resulta u´til para leer listas. Python pone a nuestro alcance otra funcio´n de lectura(input) de datos por teclado capaz de leer expresiones Python, y un literal de lista esuna expresio´n.Estudia estos ejemplos:
>>> a = input(’Dame␣un␣nu´mero:␣’) ↱
Dame un nu´mero: 2+2
↱
>>> a ↱
4
>>> b = input(’Dame␣una␣cadena:␣’) ↱
Dame una cadena: ’a’
↱
>>> b ↱
’a’
>>> c = input(’Dame␣una␣lista:␣’) ↱
Dame una lista: [1, 1+1, 3]
↱
>>> c ↱
[1, 2, 3]
A primera vista input parece mucho ma´s flexible y u´til que raw_input , pero presentaun gran inconveniente: el usuario de tus programas ha de saber programar en Python,ya que las expresiones deben seguir las reglas sinta´cticas propias del lenguaje deprogramacio´n, y eso no es razonable. De todos modos, input puede resultarte de utilidadmientras desarrolles borradores de los programas que disen˜es y manejen listas.
5.2.8. Borrado de elementos de una lista
Tambie´n podemos eliminar elementos de una lista. Para ello utilizamos la sentencia del(abreviatura de ˂˂delete˃˃ , que en ingle´s significa borrar). Debes indicar que´ elementodeseas eliminar inmediatamente despue´s de la palabra del:
>>> a = [1, 2, 3] ↱
a 1
0
2
1
3
2
>>> del a[1] ↱
a 1
0
3
1
>>> a ↱
[1, 3]
La sentencia del no produce una copia de la lista sin la celda borrada, sino quemodifica directamente la lista sobre la que opera. F´ıjate en que´ efecto produce si dosvariables apuntan a la misma lista:
>>> a = [1, 2, 3] ↱
>>> b = a ↱
>>> del a[1] ↱
>>> a ↱
[1, 3]
>>> b ↱
[1, 3]
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Las cadenas son inmutables (y III)Recuerda que las cadenas son inmutables. Esta propiedad tambie´n afecta a la posibilidadde borrar elementos de una cadena:
>>> a = ’Hola’ ↱
>>> del a[1] ↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
TypeError: object doesn’t support item deletion
El borrado de elementos de una lista es peligroso cuando se mezcla con el recorridode las mismas. Vea´moslo con un ejemplo. Hagamos un programa que elimina los elementosnegativos de una lista.
solo positivos 5.py E solo positivos.py E
1 a = [1, 2, -1, -4, 5, -2]
2
3 for i in a:
4 if i < 0:
5 del i
6
7 print a
¡Mal! Estamos usando del sobre un escalar (i), no sobre un elemento indexado de la lista(que, en todo caso, ser´ıa a[i]). Este es un error t´ıpico de principiante. La sentencia delno se usa as´ı. Vamos con otra versio´n:
solo positivos 6.py E solo positivos.py E
1 a = [1, 2, -1, -4, 5, -2]
2
3 for i in range(0, len(a)):
4 if a[i] < 0:
5 del a[i]
6
7 print a
Ahora s´ı usamos correctamente la sentencia del, pero hay otro problema. Ejecutemos elprograma:
Traceback (most recent call last):
File "solo_positivos.py", line 4, in ?
if a[i] < 0:
IndexError: list index out of range
El mensaje de error nos dice que tratamos de acceder a un elemento con ı´ndice fueradel rango de ı´ndices va´lidos. ¿Co´mo es posible, si la lista tiene 6 elementos y el ı´ndice itoma valores desde 0 hasta 5? Al eliminar el tercer elemento (que es negativo), la lista hapasado a tener 5 elementos, es decir, el ı´ndice de su u´ltimo elemento es 4. Pero el bucle
˂˂decidio´˃˃ el rango de ı´ndices a recorrer antes de borrarse ese elemento, es decir, cuandola lista ten´ıa el valor 5 como ı´ndice del u´ltimo elemento. Cuando tratamos de accedera a[5], Python detecta que estamos fuera del rango va´lido. Es necesario que el bucle
˂˂actualice˃˃ el valor del u´ltimo ı´ndice va´lido con cada iteracio´n:
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solo positivos 7.py E solo positivos.py E
1 a = [1, 2, -1, -4, 5, -2]
2
3 i = 0
4 while i < len(a):
5 if a[i] < 0:
6 del a[i]
7 i += 1
8
9 print a
Ejecutemos el programa:
[1, 2, -4, 5]
¡No ha funcionado! El -4 no ha sido eliminado. ¿Por que´? Inicialmente la lista era:
a 1
0
2
1
−1
2
−4
3
5
4
−2
5
Al eliminar el elemento a[2] de la lista original, i val´ıa 2.
a 1
0
2
1
−4
2
5
3
−2
4
Despue´s del borrado, incrementamos i y eso hizo que la siguiente iteracio´n considerarael posible borrado de a[3], pero en ese instante -4 estaba en a[2] (f´ıjate en la u´ltimafigura), as´ı que nos lo ˂˂ saltamos˃˃ . La solucio´n es sencilla: so´lo hemos de incrementar ien las iteraciones que no producen borrado alguno:
solo positivos 8.py solo positivos.py
1 a = [1, 2, -1, -4, 5, -2]
2
3 i = 0
4 while i < len(a):
5 if a[i] < 0:
6 del a[i]
7 else:
8 i += 1
9
10 print a
Ejecutemos el programa:
[1, 2, 5]
¡Ahora s´ı!. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 232 ¿Que´ sale por pantalla al ejecutar este programa?:
1 a = range(0, 5)
2 del a[1]
3 del a[1]
4 print a
· 233 Disen˜a un programa que elimine de una lista todos los elementos de ı´ndice pary muestre por pantalla el resultado.(Ejemplo: si trabaja con la lista [1, 2, 1, 5, 0, 3], e´sta pasara´ a ser [2, 5, 3].)
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· 234 Disen˜a un programa que elimine de una lista todos los elementos de valor pary muestre por pantalla el resultado.(Ejemplo: si trabaja con la lista [1, -2, 1, -5, 0, 3], e´sta pasara´ a ser [1, 1, -5, 3].)
· 235 A nuestro programador novato se le ha ocurrido esta otra forma de eliminar elelemento de ı´ndice i de una lista a:
1 a = a[:i] + a[i+1:]
¿Funciona? Si no es as´ı, ¿por que´? Y si funciona correctamente, ¿que´ diferencia hay conrespecto a usar del a[i]?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .La sentencia del tambie´n funciona sobre cortes:
>>> a = [1, 2, 3, 4, 5, 6] ↱
>>> del a[2:4] ↱
>>> a ↱
[1, 2, 5, 6]
5.2.9. Pertenencia de un elemento a una lista
Disen˜emos un programa que, dados un elemento y una lista, nos diga si el elemento per-tenece o no a la lista mostrando en pantalla el mensaje ˂˂Pertenece˃˃ o ˂˂No pertenece˃˃en funcio´n del resultado.
pertenencia 5.py pertenencia.py
1 elemento = 5
2 lista = [1, 4, 5, 1, 3, 8]
3
4 pertenece = False
5 for i in lista:
6 if elemento == i:
7 pertenece = True
8 break
9
10 if pertenece:
11 print ’Pertenece’
12 else:
13 print ’No␣pertenece’
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 236 ¿Por que´ este otro programa es erro´neo?
pertenencia 6.py E pertenencia.py E
1 elemento = 5
2 lista = [1, 4, 5, 1, 3, 8]
3
4 for i in lista:
5 if elemento == i:
6 pertenece = True
7 else:
8 pertenece = False
9 break
10
11 if pertenece:
12 print ’Pertenece’
13 else:
14 print ’No␣pertenece’
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .La pregunta de si un elemento pertenece o no a una lista es tan frecuente que Pythonnos proporciona un operador predefinido que hace eso mismo. El operador es binario yse denota con la palabra in (que en ingle´s significa ˂˂ en˃˃ o ˂˂pertenece a˃˃ ). El operadorin recibe un elemento por su parte izquierda y una lista por su parte derecha y devuel-ve cierto o falso. No necesitamos, pues, definir la funcio´n pertenece. Un programa quenecesita determinar si un elemento pertenece o no a una lista y actuar en consecuenciapuede hacerlo as´ı:
pertenencia 7.py pertenencia.py
1 conjunto = [1, 2, 3]
2 elemento = int(raw_input(’Dame␣un␣nu´mero:␣’))
3 if not elemento in conjunto:
4 conjunto.append(elemento)O, equivalentemente:
pertenencia 8.py pertenencia.py
1 conjunto = [1, 2, 3]
2 elemento = int(raw_input(’Dame␣un␣nu´mero:␣’))
3 if elemento not in conjunto:
4 conjunto.append(elemento)El operador ˂˂not in˃˃ es el operador in negado.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 237 ¿Que´ hace este programa?
1 letra = raw_input(’Dame␣una␣letra:␣’)
2 if (len(letra) == 1 and ’a’<=letra <=’z’) or letra in [’a´’,’e´’,’ı´’,’o´’,’u´’,’u¨’,’n˜’]:
3 print letra, ’es␣una␣letra␣minu´scula’
· 238 ¿Que´ hace este programa?
1 letra = raw_input(’Dame␣una␣letra:␣’)
2 if len(letra) == 1 and (’a’<= letra <=’z’ or letra in ’a´e´ı´o´u´u¨n˜’):
3 print letra, ’es␣una␣letra␣minu´scula’. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Ya te hemos dicho que Python ofrece funcionalidades similares entre tipos de datossimilares. Si el operador in funciona con listas, ¿funcionara´ con cadenas, que tambie´n sonsecuencias? S´ı. El operador in comprueba si una cadena forma parte o no de otra4:
>>> ’a’ in ’cadena’ ↱
True
>>> ’ade’ in ’cadena’ ↱
True
>>> ’ada’ in ’cadena’ ↱
False
5.2.10. Ordenacio´n de una lista
En este apartado nos ocuparemos de un problema cla´sico: ordenar (de menor a mayor) loselementos de una lista de valores. La ordenacio´n es muy u´til en infinidad de aplicaciones,as´ı que se ha puesto mucho empen˜o en estudiar algoritmos de ordenacio´n eficientes. Demomento estudiaremos u´nicamente un me´todo muy sencillo (e ineficiente): el me´todo de laburbuja. Trataremos de entender bien en que´ consiste mediante un ejemplo. Supongamosque deseamos ordenar (de menor a mayor) la lista [2, 26, 4, 3, 1], es decir, hacer quepase a ser [1, 2, 3, 4, 26]. Se procede del siguiente modo:
4Este comportamiento so´lo se da desde la versio´n 2.3 de Python. Versiones anteriores so´lo aceptabanque, si ambos operandos eran cadenas, el operador izquierdo fuera de longitud 1.
Introduccio´n a la programacio´n con Python 203 c©UJI
204Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
Empezamos por comparar los dos primeros elementos (a[0] y a[1]). Si esta´nordenados, los dejamos tal cual; si no, los intercambiamos. En nuestro caso yaesta´n ordenados.
2
0
26
1
4
2
3
3
1
4
Z Z
Ahora comparamos los dos siguientes (a[1] y a[2]) y hacemos lo mismo.
2
0
26
1
4
2
3
3
1
4
Z Z
En este caso no esta´n ordenados, as´ı que los intercambiamos y la lista queda as´ı:
2
0
4
1
26
2
3
3
1
4
Z Z
Ahora comparamos los dos siguientes (a[2] y a[3]) y hacemos lo mismo.
2
0
4
1
26
2
3
3
1
4
Z Z
En este caso tampoco esta´n ordenados, as´ı que los intercambiamos y la lista quedaas´ı:
2
0
4
1
3
2
26
3
1
4
Z Z
Ahora comparamos los dos siguientes (a[3] y a[4]), que son los u´ltimos.
2
0
4
1
3
2
26
3
1
4
Z Z
En este caso tampoco esta´n ordenados, as´ı que los intercambiamos y la lista quedaas´ı:
2
0
4
1
3
2
1
3
26
4
Z Z
La lista au´n no esta´ ordenada, pero f´ıjate en que´ ha ocurrido con el elemento ma´sgrande del conjunto: ya esta´ a la derecha del todo, que es el lugar que le correspondedefinitivamente.
2
0
4
1
3
2
1
3
26
4
©
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La importancia de ordenar ra´pidamenteOrdenar el contenido de una lista es un problema importante porque se plantea ennumerosos campos de aplicacio´n de la programacio´n: la propia palabra ˂˂ordenador˃˃ lopone de manifiesto. Ordenar es, quiza´, el problema ma´s estudiado y para el que existemayor nu´mero de soluciones diferentes, cada una con sus ventajas e inconvenientes oespecialmente adaptada para tratar casos particulares.Podemos citar aqu´ı a Donald E. Knuth en el tercer volumen (˂˂Sorting and sear-ching˃˃ ) de ˂˂The art of computer programming˃˃ , un texto cla´sico de programacio´n: ˂˂Losfabricantes de ordenadores de los an˜os 60 estimaron que ma´s del 25 por ciento deltiempo de ejecucio´n en sus ordenadores se dedicaba a ordenar cuando considerabanal conjunto de sus clientes. De hecho, hab´ıa muchas instalaciones en las que la tareade ordenar era responsable de ma´s de la mitad del tiempo de computacio´n. De estasestad´ısticas podemos concluir que (i) la ordenacio´n cuenta con muchas aplicacionesimportantes, (ii) mucha gente ordena cuando no debiera, o (iii) se usan comu´nmentealgoritmos de ordenacio´n ineficientes.˃˃
Desde que hemos examinado ese valor, cada paso del procedimiento lo ha movido unaposicio´n a la derecha. De hecho, el nombre de este procedimiento de ordenacio´n (me´todode la burbuja) toma el nombre del comportamiento que hemos observado. Es como si lasburbujas en un medio l´ıquido subieran hacia la superficie del mismo: las ma´s grandesalcanzara´n el nivel ma´s pro´ximo a la superficie y lo hara´n ra´pidamente.Ahora so´lo es preciso ordenar los 4 primeros elementos de la lista, as´ı que aplicamosel mismo procedimiento a esa ˂˂ sublista˃˃ :
Empezamos por comparar los dos primeros elementos (a[0] y a[1]). Si esta´nordenados, los dejamos tal cual; si no, los intercambiamos.
2
0
4
1
3
2
1
3
26
4
©Z Z
En nuestro caso ya esta´n ordenados.
Ahora comparamos los dos siguientes (a[1] y a[2]) y hacemos lo mismo.
2
0
4
1
3
2
1
3
26
4
©Z Z
En este caso no esta´n ordenados, as´ı que los intercambiamos y la lista queda as´ı:
2
0
3
1
4
2
1
3
26
4
©Z Z
Ahora comparamos los dos siguientes (a[2] y a[3]) y hacemos lo mismo.
2
0
3
1
4
2
1
3
26
4
©Z Z
En este caso tampoco esta´n ordenados, as´ı que los intercambiamos y la lista quedaas´ı:
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2
0
3
1
1
2
4
3
26
4
©Z Z
Ahora resulta que el segundo mayor elemento ya esta´ en su posicio´n definitiva. Pareceque cada vez que recorremos la lista, al menos un elemento se ubica en su posicio´ndefinitiva: el mayor de los que au´n estaban por ordenar.A ver que´ ocurre en el siguiente recorrido (que se limitara´ a la ˂˂ sublista˃˃ de los tresprimeros elementos, pues los otros dos ya esta´n bien puestos):Empezamos por comparar los dos primeros elementos (a[0] y a[1]). Si esta´nordenados, los dejamos tal cual; si no, los intercambiamos.
2
0
3
1
1
2
4
3
26
4
© ©Z Z
En nuestro caso ya esta´n ordenados.Ahora comparamos los dos siguientes (a[1] y a[2]) y hacemos lo mismo.
2
0
3
1
1
2
4
3
26
4
© ©Z Z
En este caso no esta´n ordenados, as´ı que los intercambiamos y la lista queda as´ı:
2
0
1
1
3
2
4
3
26
4
© ©Z Z
Parece que nuestra hipo´tesis es cierta. Au´n nos falta un poco para acabar:Comparamos los dos primeros elementos (a[0] y a[1]). Si esta´n ordenados, losdejamos tal cual; si no, los intercambiamos.
2
0
1
1
3
2
4
3
26
4
© © ©Z Z
No esta´n ordenados, as´ı que los intercambiamos. La lista queda, finalmente, as´ı:
1
0
2
1
3
2
4
3
26
4
© © ©Z Z
Perfecto: la lista ha quedado completamente ordenada.
1
0
2
1
3
2
4
3
26
4
© © © © ©Recapitulemos: para ordenar una lista de n elementos hemos de hacer n−1 pasadas.En cada pasada conseguimos poner al menos un elemento en su posicio´n: el mayor.(Hacen falta n− 1 y no n porque la u´ltima pasada nos pone dos elementos en su sitio:el mayor va a la segunda posicio´n y el menor se queda en el u´nico sitio que queda: laprimera celda de la lista.) Intentemos codificar esa idea en Python:
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burbuja.py
1 lista = [2, 26, 4, 3, 1]
2
3 for i in range(1, len(lista)): # Bucle que hace len(lista)-1 pasadas.
4 hacer una pasada
5
6 print lista¿En que´ consiste la i-e´sima pasada? En explorar todos los pares de celdas contiguas,desde el primero hasta el u´ltimo. En cada paso comparamos un par de elementos:
burbuja.py
1 lista = [2, 26, 4, 3, 1]
2
3 for i in range(1, len(lista)):
4 for j in range(0, len(lista)-i):
5 comparar lista[j] y lista[j+1] y, si procede, intercambiarlos
6
7 print listaLo que queda deber´ıa ser fa´cil:
burbuja.py burbuja.py
1 lista = [2, 26, 4, 3, 1]
2
3 for i in range(1, len(lista)):
4 for j in range(0, len(lista)-i):
5 if lista[j] > lista[j+1]:
6 elemento = lista[j]
7 lista[j] = lista[j+1]
8 lista[j+1] = elemento
9
10 print lista
¡Buf! ¿Estara´ bien? He aqu´ı el resultado de ejecutar el programa:
[1, 2, 3, 4, 26]
¡S´ı! Pero, ¿estara´ bien con seguridad? Para tener una certeza mayor, vamos a modificarel programa para que nos diga por pantalla que´ hace en cada instante:
burbuja 2.py burbuja.py
1 lista = [2, 26, 4, 3, 1]
2
3 for i in range(1, len(lista)):
4 print ’Pasada’, i
5 for j in range(0, len(lista)-i):
6 print ’␣␣Comparacio´n␣de␣los␣elementos␣en␣posicio´n␣%d␣y␣%d’ % (j, j+1)
7 if lista[j] > lista[j+1]:
8 elemento = lista[j]
9 lista[j] = lista[j+1]
10 lista[j+1] = elemento
11 print ’␣␣Se␣intercambian’
12 print ’␣␣Estado␣actual␣de␣la␣lista’, lista
13
14 print lista
Probemos de nuevo:
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Pasada 1
Comparacio´n de los elementos en posicio´n 0 y 1
Estado actual de la lista [2, 26, 4, 3, 1]
Comparacio´n de los elementos en posicio´n 1 y 2
Se intercambian
Estado actual de la lista [2, 4, 26, 3, 1]
Comparacio´n de los elementos en posicio´n 2 y 3
Se intercambian
Estado actual de la lista [2, 4, 3, 26, 1]
Comparacio´n de los elementos en posicio´n 3 y 4
Se intercambian
Estado actual de la lista [2, 4, 3, 1, 26]
Pasada 2
Comparacio´n de los elementos en posicio´n 0 y 1
Estado actual de la lista [2, 4, 3, 1, 26]
Comparacio´n de los elementos en posicio´n 1 y 2
Se intercambian
Estado actual de la lista [2, 3, 4, 1, 26]
Comparacio´n de los elementos en posicio´n 2 y 3
Se intercambian
Estado actual de la lista [2, 3, 1, 4, 26]
Pasada 3
Comparacio´n de los elementos en posicio´n 0 y 1
Estado actual de la lista [2, 3, 1, 4, 26]
Comparacio´n de los elementos en posicio´n 1 y 2
Se intercambian
Estado actual de la lista [2, 1, 3, 4, 26]
Pasada 4
Comparacio´n de los elementos en posicio´n 0 y 1
Se intercambian
Estado actual de la lista [1, 2, 3, 4, 26]
[1, 2, 3, 4, 26]
Bueno, seguros de que este´ bien no estamos, pero al menos s´ı parece hacer lo quetoca. Ya podemos eliminar las sentencias print que hemos introducido en el programapara hacer esta traza automa´tica. Mostrar los mensajes que informan de por do´nde pasael flujo de ejecucio´n de un programa y del contenido de algunas de sus variables esun truco frecuentemente utilizado por los programadores para ver si un programa hace loque debe y, cuando el programa tiene errores, detectarlos y corregirlos. Por supuesto, unavez nos hemos asegurado de que el programa funciona, hemos de eliminar las sentenciasadicionales.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 239 ¿Que´ ocurrira´ si sustituimos la primera l´ınea de burbuja.py por esta otra?:
1 lista = [’Pepe’, ’Juan’, ’Marı´a’, ’Ana’, ’Luis’, ’Pedro’]. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.3. De cadenas a listas y viceversa
En muchas ocasiones nos encontraremos convirtiendo cadenas en listas y viceversa. Py-thon nos ofrece una serie de utilidades que conviene conocer si queremos ahorrarnosmuchas horas de programacio´n.Una accio´n frecuente consiste en obtener una lista con todas las palabras de unacadena. He aqu´ı co´mo puedes hacerlo:
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Depuracio´n y correccio´n de programasEs muy frecuente que un programa no se escriba bien a la primera. Por regla general,gran parte del tiempo de programacio´n se dedica a buscar y corregir errores. Esta activi-dad se denomina depurar el co´digo (en ingle´s, ˂˂debugging˃˃ , que significa ˂˂desinsectar˃˃ ).Existen herramientas de ayuda a la depuracio´n: los depuradores (en ingle´s, debuggers).Un depurador permite ejecutar paso a paso un programa bajo el control del programador,y consultar en cualquier instante el valor de las variables.Pero con la ayuda de un buen depurador nunca podemos estar seguros de queun programa este´ bien. Cuando un programa aborta su ejecucio´n o deja colgado alordenador es evidente que hay un error, pero, ¿co´mo podemos estar seguros de que unprograma que, de momento, parece funcionar bien, lo hara´ siempre? ¿Y si tiene un errortan sutil que so´lo se manifiesta ante una entrada muy particular? Por extran˜a que sea esaentrada, cabe la posibilidad de que el programa se enfrente a ella durante su utilizacio´npor parte de los usuarios. Y cuando eso ocurra, el programa abortara´ su ejecucio´n o,peor au´n, ofrecera´ resultados mal calculados como si fueran buenos. Asusta pensar quede ese programa puedan depender vidas humanas, cosa que ocurre en no pocos casos(programas para el ca´lculo de estructuras en edificaciones, para el lanzamiento y guiadode naves espaciales, para el control de centrales nucleares, etc.)Existe una serie de te´cnicas matema´ticas para demostrar que un programa hace loque se le pide. Bajo ese enfoque, demostrar que un programa es correcto equivale ademostrar un teorema.
>>> ’uno␣dos␣tres’.split() ↱
[’uno’, ’dos’, ’tres’]
En ingle´s ˂˂ split˃˃ significa ˂˂partir˃˃ . ¿Funcionara´ con textos ˂˂maliciosos˃˃ , es decir, conespacios en blanco al inicio, al final o repetidos?
>>> ’␣␣␣uno␣␣dos␣tres␣␣’.split() ↱
[’uno’, ’dos’, ’tres’]
S´ı. Fanta´stico. ¿Recuerdas los quebraderos de cabeza que supuso contar el nu´merode palabras de una frase? Mira co´mo se puede calcular con la ayuda de split :
>>> len(’␣␣␣uno␣␣dos␣tres␣␣’.split()) ↱
3
El me´todo split acepta un argumento opcional: el cara´cter ˂˂divisor˃˃ , que por defectoes el espacio en blanco:
>>> ’uno:dos␣tres:cuatro’.split(’:’) ↱
[’uno’, ’dos tres’, ’cuatro’]
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 240 En una cadena llamada texto disponemos de un texto formado por varias frases.¿Con que´ orden simple puedes contar el nu´mero de frases?
· 241 En una cadena llamada texto disponemos de un texto formado por varias frases.Escribe un programa que determine y muestre el nu´mero de palabras de cada frase.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Hay un me´todo que hace lo contrario: une las cadenas de una lista en una solacadena. Su nombre es join (que en ingle´s significa ˂˂unir˃˃ ) y se usa as´ı:
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PickleCon lo aprendido hasta el momento ya puedes hacer algunos programas interesantes.Puedes ir anotando en una lista ciertos datos de intere´s, como los apuntes de unacuenta bancaria (serie de flotantes positivos o negativos para ingresos y reintegros,respectivamente). El problema estriba en que tu programa debera´ leer la lista ¡cada vezque se ejecute! No es una forma natural de funcionar.Te vamos a ensen˜ar una te´cnica que te permite guardar una lista en el disco duro yrecuperarla cuando quieras. Tu programa podr´ıa empezar a ejecutarse leyendo la listadel disco duro y, justo antes de acabar la ejecucio´n, guardar nuevamente la lista en eldisco duro.El mo´dulo pickle permite guardar/cargar estructuras de datos Python. Vemos unejemplo:
guardar.py guardar.py
1 import pickle
2
3 # Creamos una lista ...
4 lista = [1, 2, 3, 4]
5 # y ahora la guardamos en un fichero llamado mifichero.mio.
6 pickle.dump(lista, open(’mifichero.mio’, ’w’))
Al ejecutar ese programa, se crea un fichero cuyo contenido es la lista. Este otro programaleer´ıa la misma lista:
cargar.py cargar.py
1 import pickle
2
3 # Leemos la lista carga´ndola del fichero mifichero.mio...
4 lista = pickle.load(open(’mifichero.mio’))
5 # y la mostramos por pantalla.
6 print lista
Nos hemos anticipado un poco al tema dedicado a la gestio´n de ficheros, pero deeste modo te estamos capacitando para que hagas programas que pueden ˂˂ recordar˃˃informacio´n entre diferentes ejecuciones. Si quieres saber ma´s, lee la documentacio´n delmo´dulo pickle. ¡Que lo disfrutes!
>>> ’␣’.join([’uno’, ’dos’, ’tres’]) ↱
’uno dos tres’
>>> ’:’.join([’uno’, ’dos’, ’tres’]) ↱
’uno:dos:tres’
>>> ’---’.join([’uno’, ’dos’, ’tres’]) ↱
’uno---dos---tres’
¿Ves? Se usa una cadena a mano izquierda del punto y se suministra una lista comoargumento. El resultado es una cadena formada por los elementos de la lista separadosentre s´ı por la cadena a mano izquierda.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 242 ¿Que´ resulta de ejecutar esta orden?
>>> print ’’.join([’uno’, ’dos’, ’tres’]) ↱
· 243 Disponemos de una cadena que contiene una frase cuyas palabras esta´n separa-das por un nu´mero arbitrario de espacios en blanco. ¿Podr´ıas ˂˂ estandarizar˃˃ la separacio´nde palabras en una sola l´ınea Python? Por estandarizar queremos decir que la cadena no
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empiece ni acabe con espacios en blanco y que cada palabra se separe de la siguientepor un u´nico espacio en blanco.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Hay, adema´s, una funcio´n predefinida que permite convertir una cadena en una lista:list . La funcio´n list devuelve una lista formada por los caracteres individuales de la cadena:
>>> list(’cadena’) ↱
[’c’, ’a’, ’d’, ’e’, ’n’, ’a’]
Los me´todos join y split son insustituibles en la caja de herramientas de un progra-mador Python. Acostu´mbrate a utilizarlos.
5.4. Matrices
Las matrices son disposiciones bidimensionales de valores. En notacio´n matema´tica, unamatriz se denota encerrando entre pare´ntesis los valores, que se disponen en filas ycolumnas. He aqu´ı una matriz M:
M =

1 2 32 12 61 0 −30 −1 0

Esta matriz tiene 4 filas y 3 columnas, lo cual abreviamos diciendo que es una matriz dedimensio´n 4× 3.Las listas permiten representar series de datos en una sola dimensio´n. Con una listade nu´meros no se puede representar directamente una matriz, pero s´ı con una lista delistas.
>>> M = [ [1, 2, 3], [2, 12, 6], [1, 0, -3], [0, -1, 0] ] ↱
M
0
1
2
3
1
0
2
1
3
2
2
0
12
1
6
2
1
0
0
1
−3
2
0
0
−1
1
0
2
En la notacio´n matema´tica el elemento que ocupa la fila i-e´sima y la columna j-e´simade una matriz M se representa con Mi,j . Por ejemplo, el elemento de una matriz que ocupala celda de la fila 1 y la columna 2 se denota con M1,2. Pero si deseamos acceder a eseelemento en la matriz Python M , hemos de tener en cuenta que Python siempre cuentadesde cero, as´ı que la fila tendra´ ı´ndice 0 y la columna tendra´ ı´ndice 1:
>>> M[0][1] ↱
2
Observa que utilizamos una doble indexacio´n para acceder a elementos de la matriz.¿Por que´? El primer ı´ndice aplicado sobre M devuelve un componente de M , que es unalista:
>>> M[0] ↱
[1, 2, 3]
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Y el segundo ı´ndice accede a un elemento de esa lista, que es un entero:
>>> M[0][0] ↱
1
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 244 Una matriz nula es aquella que so´lo contiene ceros. Construye una matriz nulade 5 filas y 5 columnas.
· 245 Una matriz identidad es aquella cuyos elementos en la diagonal principal, esdecir, accesibles con una expresio´n de la forma M[i][i], valen uno y el resto valen cero.Construye una matriz identidad de 4 filas y 4 columnas.
· 246 ¿Que´ resulta de ejecutar este programa?
1 M = [ [1, 0, 0], [0, 1, 0], [0, 0, 1] ]
2 print M[-1][0]
3 print M[-1][-1]
4 print ’--’
5 for i in range(0, 3):
6 print M[i]
7 print ’--’
8 for i in range(0, 3):
9 for j in range(0, 3):
10 print M[i][j]
· 247 ¿Que´ resulta de ejecutar este programa?
1 M = [ [1, 0, 0], [0, 1, 0], [0, 0, 1] ]
2 s = 0.0
3 for i in range(0, 3):
4 for j in range(0, 3):
5 s += M[i][j]
6 print s / 9.0. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.4.1. Sobre la creacio´n de matrices
Crear una matriz consiste, pues, en crear una lista de listas. Si deseamos crear una matriznula (una matriz cuyos componentes sean todos igual a 0) de taman˜o 2× 2, bastara´ conescribir:
>>> m = [ [0, 0], [0, 0] ] ↱
Parece sencillo, pero ¿y si nos piden una matriz nula de 6×6? Tiene 36 componentesy escribirlos expl´ıcitamente resulta muy tedioso. ¡Y pensemos en lo inviable de definir as´ıuna matriz de dimensio´n 10× 10 o 100× 100!Recuerda que hay una forma de crear listas (vectores) de cualquier taman˜o, siempreque tengan el mismo valor, utilizando el operador *:
>>> a = [0] * 6 ↱
>>> a ↱
[0, 0, 0, 0, 0, 0]
Si una matriz es una lista de listas, ¿que´ ocurrira´ si creamos una lista con 3 duplicadosde la lista a?
>>> [a] * 3 ↱
[[0, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0]]
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¡Estupendo! Ya tenemos una matriz nula de 3× 6. Trabajemos con ella:
>>> a = [0] * 6 ↱
>>> M = [a] * 3 ↱
>>> M[0][0] = 1 ↱
>>> print M ↱
[[1, 0, 0, 0, 0, 0], [1, 0, 0, 0, 0, 0], [1, 0, 0, 0, 0, 0]]
¿Que´ ha ocurrido? ¡No se ha modificado u´nicamente el componente 0 de la primeralista, sino todos los componentes 0 de todas las listas de la matriz!Vamos paso a paso. Primero hemos creado a:
>>> a = [0] * 6 ↱
a 0
0
0
1
0
2
0
3
0
4
0
5
A continuacio´n hemos definido la lista M como la copia por triplicado de la lista a:
>>> M = [a] * 3 ↱
Python nos ha obedecido copiando tres veces. . . ¡la referencia a dicha lista!:
a 0
0
0
1
0
2
0
3
0
4
0
5
M
0
1
2
Y hemos modificado el elemento M[0][0] asigna´ndole el valor 1:
>>> M[0][0] = 1 ↱
as´ı que hemos modificado tambie´nM[1][0] yM[2][0], pues son el mismo elemento:
a 1
0
0
1
0
2
0
3
0
4
0
5
M
0
1
2
Por la misma razo´n, tampoco funcionara´ este modo ma´s directo de crear una matriz:
>>> M = [ [0] * 6 ] * 3 ↱
M
0
1
2
0
0
0
1
0
2
0
3
0
4
0
5
Introduccio´n a la programacio´n con Python 213 c©UJI
214Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
Hay que construir matrices con ma´s cuidado, asegura´ndonos de que cada fila es unalista diferente de las anteriores. Intente´moslo de nuevo:
>>> M = [] ↱
>>> for i in range(3): ↱
... a = [0] * 6 ↱
... M.append( a ) ↱
...
↱
>>> print M ↱
[[0, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0]]
La lista creada en la asignacio´n a = [0] * 6 es diferente con cada iteracio´n, as´ı queestamos an˜adiendo a M una lista nueva cada vez. La memoria queda as´ı:
M
0
1
2
0
0
0
1
0
2
0
3
0
4
0
5
0
0
0
1
0
2
0
3
0
4
0
5
0
0
0
1
0
2
0
3
0
4
0
5
Lo cierto es que no es necesario utilizar la variable auxiliar a:
>>> M = [] ↱
>>> for i in range(3): ↱
... M.append( [0] * 6 ) ↱
...
↱
>>> print M ↱
[[0, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0]]
>>> M[0][0] = 1 ↱
>>> print M ↱
[[1, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0]]
M
0
1
2
1
0
0
1
0
2
0
3
0
4
0
5
0
0
0
1
0
2
0
3
0
4
0
5
0
0
0
1
0
2
0
3
0
4
0
5
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 248 Crea la siguiente matriz utilizando la te´cnica del bucle descrita anteriormente.
1 0 0 00 1 0 00 0 1 00 0 0 1

· 249 Haz un programa que pida un entero positivo n y almacene en una variable Mla matriz identidad de n × n (la que tiene unos en la diagonal principal y ceros en elresto de celdas).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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5.4.2. Lectura de matrices
Si deseamos leer una matriz de taman˜o determinado, podemos crear una matriz nulacomo hemos visto en el apartado anterior y, a continuacio´n, rellenar cada uno de suscomponentes:
matrices.py matrices.py
1 # Pedimos la dimensio´n de la matriz,
2 m = int(raw_input(’Dime␣el␣nu´mero␣de␣filas:␣’))
3 n = int(raw_input(’Dime␣el␣nu´mero␣de␣columnas:␣’))
4
5 # Creamos una matriz nula...
6 M = []
7 for i in range(m):
8 M.append( [0] * n )
9
10 # ... y leemos su contenido de teclado
11 for i in range(m):
12 for j in range(n):
13 M[i][j] = float(raw_input(’Dame␣el␣componente␣(%d,%d):␣’ % (i, j)))
5.4.3. ¿Que´ dimensio´n tiene una matriz?
Cuando desea´bamos saber cua´l era la longitud de una lista utiliza´bamos la funcio´n len.¿Funcionara´ tambie´n sobre matrices? Hagamos la prueba:
>>> a = [[1, 0], [0, 1], [0, 0]] ↱
>>> len(a) ↱
3
No funciona correctamente: so´lo nos devuelve el nu´mero de filas (que es el nu´merode componentes de la lista de listas que es la matriz). ¿Co´mo averiguar el nu´mero decolumnas? Fa´cil:
>>> a = [[1, 0], [0, 1], [0, 0]] ↱
>>> len(a[0]) ↱
2
5.4.4. Operaciones con matrices
Desarrollemos ahora algunos programas que nos ayuden a efectuar operaciones conmatrices como la suma o el producto.Empecemos por disen˜ar un programa que sume dos matrices. Recuerda que so´lo esposible sumar matrices con la misma dimensio´n, as´ı que solicitaremos una sola vez elnu´mero de filas y columnas:
suma matrices 3.py suma matrices.py
1 # Pedimos la dimensio´n de las matrices,
2 m = int(raw_input(’Dime␣el␣nu´mero␣de␣filas:␣’))
3 n = int(raw_input(’Dime␣el␣nu´mero␣de␣columnas:␣’))
4
5 # Creamos dos matrices nulas...
6 A = []
7 for i in range(m):
8 A.append( [0] * n )
9
10 B = []
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11 for i in range(m):
12 B.append( [0] * n )
13
14 # ... y leemos sus contenidos de teclado.
15 print ’Lectura␣de␣la␣matriz␣A’
16 for i in range(m):
17 for j in range(n):
18 A[i][j] = float(raw_input(’Dame␣el␣componente␣(%d,%d):␣’ % (i, j)))
19
20 print ’Lectura␣de␣la␣matriz␣B’
21 for i in range(m):
22 for j in range(n):
23 B[i][j] = float(raw_input(’Dame␣el␣componente␣(%d,%d):␣’ % (i, j)))Hemos de tener claro co´mo se calcula C = A + B. Si la dimensio´n de A y de B esm× n, la matriz resultante sera´ de esa misma dimensio´n, y su elemento de coordenadas(i, j), es decir, Ci,j , se calcula as´ı: Ci,j = Ai,j + Bi,j ,para 1 ≤ i ≤ m y 1 ≤ j ≤ n. Recuerda que la convencio´n adoptada en la notacio´nmatema´tica hace que los ı´ndices de las matrices empiecen en 1, pero que en Python todoempieza en 0. Codifiquemos ese ca´lculo en Python.
suma matrices 4.py suma matrices.py
.
.
.
24
25 # Constru´ımos otra matriz nula para albergar el resultado.
26 C = []
27 for i in range(m):
28 C.append( [0] * n )
29
30 # Empieza el ca´lculo de la suma.
31 for i in range(m):
32 for j in range(n):
33 C[i][j] = A[i][j] + B[i][j]
34
35 # Y mostramos el resultado por pantalla
36 print "Suma:"
37 for i in range(m):
38 for j in range(n):
39 print C[i][j],
40 print
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 250 Disen˜a un programa que lea dos matrices y calcule la diferencia entre la primeray la segunda.
· 251 Disen˜a un programa que lea una matriz y un nu´mero y devuelva una nuevamatriz: la que resulta de multiplicar la matriz por el nu´mero. (El producto de un nu´meropor una matriz es la matriz que resulta de multiplicar cada elemento por dicho nu´mero.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Multiplicar matrices es un poco ma´s dif´ıcil que sumarlas (y, por descontado, el ope-rador * no calcula el producto de matrices). Una matriz A de dimensio´n p× q se puedemultiplicar por otra matriz B si e´sta es de dimensio´n q × r, es decir, si el nu´mero decolumnas de la primera es igual al nu´mero de filas de la segunda. Hemos de pedir, pues,el nu´mero de filas y columnas de la primera matriz y so´lo el nu´mero de columnas de lasegunda.
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multiplica matrices 3.py multiplica matrices.py
1 # Pedimos la dimensio´n de la primera matriz y el nu´mero de columnas de la segunda.
2 p = int(raw_input(’Dime␣el␣nu´mero␣de␣filas␣de␣A:␣’))
3 q = int(raw_input(’Dime␣el␣nu´mero␣de␣columnas␣de␣A␣(y␣filas␣de␣B):␣’))
4 r = int(raw_input(’Dime␣el␣nu´mero␣de␣columnas␣de␣B:␣’))
5
6 # Creamos dos matrices nulas...
7 A = []
8 for i in range(p):
9 A.append( [0] * q )
10
11 B = []
12 for i in range(q):
13 B.append( [0] * r )
14
15 # ... y leemos sus contenidos de teclado.
16 print ’Lectura␣de␣la␣matriz␣A’
17 for i in range(p):
18 for j in range(q):
19 A[i][j] = float(raw_input(’Dame␣el␣componente␣(%d,%d):␣’ % (i, j)))
20
21 print ’Lectura␣de␣la␣matriz␣B’
22 for i in range(q):
23 for j in range(r):
24 B[i][j] = float(raw_input(’Dame␣el␣componente␣(%d,%d):␣’ % (i, j)))
Sigamos. La matriz resultante del producto es de dimensio´n p× r:
multiplica matrices.py
26 # Creamos una matriz nula ma´s para el resultado...
27 C = []
28 for i in range(p):
29 C.append( [0] * r )
El elemento de coordenadas Ci,j se calcula as´ı:
Ci,j = q∑k=1 Ai,k · Bk,j ,para 1 ≤ i ≤ p y 1 ≤ j ≤ r.
multiplica matrices 4.py multiplica matrices.py
.
.
.
30
31 # Y efectuamos el ca´lculo del producto.
32 for i in range(p):
33 for j in range(r):
34 for k in range(q):
35 C[i][j] += A[i][k] * B[k][j]
¿Complicado? No tanto: a fin de cuentas las l´ıneas 34–35 corresponden al ca´lculo de unsumatorio, algo que hemos codificado en Python una y otra vez.So´lo falta mostrar el resultado por pantalla, pero ya hemos visto co´mo se hace. Com-pleta tu´ el programa.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 252 La traspuesta de una matriz A de dimensio´n m×n es una matriz AT de dimensio´n
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Otros usos de las matricesDe momento so´lo hemos discutido aplicaciones nume´ricas de las matrices, pero sonu´tiles en muchos otros campos. Por ejemplo, muchos juegos de ordenador representaninformaciones mediante matrices:El tablero de tres en raya es una matriz de 3 × 3 en el que cada casilla esta´vac´ıa o contiene la ficha de un jugador, as´ı que podr´ıamos codificar con el valor0 el que este´ vac´ıa, con el valor 1 el que tenga una ficha de un jugador y con un2 el que tenga una ficha del otro jugador.Un tablero de ajedrez es una matriz de 8× 8 en el que cada casilla esta´ vac´ıa ocontiene una pieza. ¿Co´mo las codificar´ıas?El tablero del juego del buscaminas es una matriz. En cada celda se codifica sihay bomba o no y si el usuario la ha descubierto ya o no.. . .Las ca´maras de video digitales permiten recoger ima´genes, cada una de las cualesno es ma´s que una matriz de valores. Si la imagen es en blanco y negro, cada valores un nu´mero que representa la intensidad de brillo en ese punto; si la imagen esen color, cada casilla contiene tres valores: la intensidad de la componente roja, lade la componente verde y la de la componente azul. Los sistemas de visio´n artificialaplican transformaciones a esas matrices y las analizan para tratar de identificar enellas determinados objetos.
n×m tal que ATi,j = Aj,i. Por ejemplo, si
A =

1 2 32 12 61 0 −310 −1 0

entonces:
AT =  1 2 1 102 12 0 −13 6 −3 0

Disen˜a un programa que lea una matriz y muestre su traspuesta.
· 253 Disen˜a un programa tal que lea una matriz A de dimensio´n m× n y muestre unvector v de talla n tal que vi = m∑j=1 Ai,j ,para i entre 1 y n.
· 254 Disen˜a un programa que lea una matriz A de dimensio´n m × n y muestre unvector v de talla min(n,m) tal que
vi = i∑j=1
i∑
k=1 Aj,k ,
para i entre 1 y min(n,m).
· 255 Disen˜a un programa que determine si una matriz es prima o no. Una matriz Aes prima si la suma de los elementos de cualquiera de sus filas es igual a la suma delos elementos de cualquiera de sus columnas.
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· 256 Una matriz es diagonal superior si todos los elementos por debajo de la diagonalprincipal son nulos. Por ejemplo, esta matriz es diagonal superior:
A =

1 2 30 12 60 0 −30 0 0

Disen˜a un programa que diga si una matriz es o no es diagonal superior.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.4.5. El juego de la vida
El juego de la vida es un juego sin jugadores. Se trata de colocar una serie de fichasen un tablero y dejar que evolucionen siguiendo unas reglas extremadamente simples. Locurioso es que esas reglas dan origen a una gran complejidad que hace apasionante lamera observacio´n de la evolucio´n de las fichas en el tablero (hay gustos para todo).En el juego original se utiliza un tablero (una matriz) con infinitas filas y columnas.Como disponer de una matriz de dimensio´n infinita en un programa es imposible, supron-dremos que presenta dimensio´n m× n, donde m y n son valores escogidos por nosotros.Cada celda del tablero contiene una ce´lula que puede estar viva o muerta. Representare-mos las ce´lulas vivas con su casilla de color negro y las ce´lulas muertas con la celda enblanco. Cada casilla del tablero cuenta con ocho celdas vecinas. El mundo del juego dela vida esta´ gobernado por un reloj que marca una serie de pulsos con los que mueren ynacen ce´lulas. Cua´ndo nace y cua´ndo muere una ce´lula so´lo depende de cua´ntas ce´lulasvecinas esta´n vivas. He aqu´ı las reglas:
1. Regla del nacimiento. Una ce´lula muerta resucita si tiene exactamente tres vecinosvivos. En estas figuras te sen˜alamos celdas muertas que pasan a estar vivas con elsiguiente pulso:
2. Regla de la supervivencia. Una celda viva permanece viva si tiene dos o tres veci-nos. Aqu´ı te sen˜alamos ce´lulas que ahora esta´n vivas y permanecera´n as´ı tras elsiguiente pulso:
3. Regla de la superpoblacio´n. Una ce´lula muere o permanece muerta si tiene cuatroo ma´s vecinos. Estas figuras muestran ce´lulas que ahora esta´n vivas o muertas yestara´n muertas tras el siguiente pulso:
Introduccio´n a la programacio´n con Python 219 c©UJI
220Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
4. Regla del aislamiento. Una ce´lula muere o permanece muerta si tiene menos dedos vecinos. En estas figuras te sen˜alamos ce´lulas que ahora esta´n vivas o muertasy estara´n muerta tras el siguiente pulso:
Vamos a hacer un programa que muestre la evolucio´n del juego de la vida duranteuna serie de pulsos de reloj. Empezaremos con un prototipo que nos muestra la evolucio´ndel tablero en el terminal y lo modificaremos despue´s para hacer uso del a´rea gra´fica dePythonG.Necesitamos representar de algu´n modo nuestro ˂˂universo˃˃ : el tablero de celdas. Evi-dentemente, se trata de una matriz. ¿De que´ dimensio´n? La que queramos. Usaremos dosvariables: filas y columnas para la dimensio´n y una matriz de valores lo´gicos para repre-sentar el tablero. Inicializaremos el tablero con ceros y, para hacer pruebas, supondremosque la matriz es de 10× 10:
vida.py
1 filas = 10
2 columnas = 10
3
4 tablero = []
5 for i in range(filas):
6 tablero.append([False]*columnas)Ahora deber´ıamos inicializar el universo ubicando algunas ce´lulas vivas. De lo con-trario, nunca aparecera´ ˂˂ vida˃˃ en el juego. Un patro´n sencillo y a la vez interesante ese´ste:
F´ıjate en que´ ocurre tras unos pocos pulsos de actividad:
Es lo que denominamos un oscilador: alterna entre dos o ma´s configuraciones.
vida.py
8 tablero[4][5] = True
9 tablero[5][5] = True
10 tablero[6][5] = True
Ahora deber´ıamos representar el tablero de juego en pantalla. Usaremos de momentoel terminal de texto: un punto representara´ una ce´lula muerta y un asterisco representara´una ce´lula viva.
vida 6.py vida.py
.
.
.
11
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12 for y in range(filas):
13 for x in range(columnas):
14 if tablero[y][x]:
15 print ’*’,
16 else:
17 print ’.’,
18 printAqu´ı tienes lo que muestra por pantalla, de momento, el programa:
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . * . . . .
. . . . . * . . . .
. . . . . * . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
Sigamos. El mundo del juego esta´ gobernado por un reloj. Nosotros seguiremos laevolucio´n del juego durante un nu´mero determinado de pulsos. Fijemos, de momento, elnu´mero de pulsos a 10:
vida.py
20 pulsos = 10
21 for t in range(pulsos):
22 Acciones asociadas a cada pulso de reloj
¿Que´ acciones asociamos a cada pulso? Primero, actualizar el tablero, y segundo,mostrarlo:
vida.py
21 for t in range(pulsos):
22 Actualizar el tablero
23
24 # Representar el tablero.
25 print "Pulso", t+1
26 for y in range(filas):
27 for x in range(columnas):
28 if tablero[y][x]:
29 print ’*’,
30 else:
31 print ’.’,
32 print
Vamos a actualizar el tablero. Detallemos un poco ma´s esa tarea:
vida.py
21 for t in range(pulsos):
22 # Actualizar el tablero.
23 for y in range(filas):
24 for x in range(columnas):
25 # Calcular el nu´mero de vecinos de la celda que estamos visitando.
26 n = calcular el nu´mero de vecinos
27 # Aplicar las reglas.
28 if tablero[y][x] and (n == 2 or n == 3): # Supervivencia
29 tablero[y][x] = True
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30 elif not tablero[y][x] and n == 3: # Nacimiento
31 tablero[y][x] = True
32 else: # Superpoblacio´n y aislamiento
33 tablero[y][x] = False
34
35 # Representar el tablero.
36 ...So´lo nos falta determinar el nu´mero de vecinos. ¿Co´mo lo hacemos? Fa´cil: consultandocada una de las casillas vecinas e incrementando un contador (inicializado a cero) cadavez que encontremos una ce´lula viva:
vida 7.py vida.py
.
.
.
21 for t in range(pulsos):
22 # Actualizar el tablero.
23 for y in range(filas):
24 for x in range(columnas):
25 # Calcular el nu´mero de vecinos de la celda que estamos visitando.
26 n = 0
27 if tablero[y-1][x-1]:
28 n += 1
29 if tablero[ y ][x-1]:
30 n += 1
31 if tablero[y+1][x-1]:
32 n += 1
33 if tablero[y-1][ x ]:
34 n += 1
35 if tablero[y+1][ x ]:
36 n += 1
37 if tablero[y-1][x+1]:
38 n += 1
39 if tablero[ y ][x+1]:
40 n += 1
41 if tablero[y+1][x+1]:
42 n += 1
43 # Aplicar las reglas.
.
.
.
50 # Representar el tablero.
.
.
.
Ya esta´. Ejecutemos el programa:
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . * . . . .
. . . . . * . . . .
. . . . . * . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
Traceback (most recent call last):
File "vida.py", line 37, in ?
if tablero[y-1][x+1]:
IndexError: list index out of range
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¿Que´ ha ido mal? Python nos dice que nos hemos salido de rango al acceder a unelemento de la matriz. Ya esta´ claro: cuando x vale columnas-1, x+1 vale columnas y nossalimos del rango va´lido de ı´ndices. (Hay un problema similar cuando x vale 0 y tratamosde consultar la columna x-1, so´lo que no se produce un error de ejecucio´n porque lacolumna de ı´ndice -1 existe: ¡es la columna columnas-1!) El juego de la vida originalasume que el tablero es infinito. Nosotros hemos de jugar con un tablero que tiene l´ımites,as´ı que tendremos que tratar de modo especial las casillas fronterizas, pues no tienen 8casillas colindantes. Esta nueva versio´n tiene esa precaucio´n:
vida 8.py vida.py
.
.
.
21 for t in range(pulsos):
22 # Actualizar el tablero.
23 for y in range(filas):
24 for x in range(columnas):
25 # Calcular el nu´mero de vecinos de la celda que estamos visitando.
26 n = 0
27 if y > 0 and x > 0 and tablero[y-1][x-1]:
28 n += 1
29 if x > 0 and tablero[ y ][x-1]:
30 n += 1
31 if y < filas-1 and x > 0 and tablero[y+1][x-1]:
32 n += 1
33 if y > 0 and tablero[y-1][ x ]:
34 n += 1
35 if y < filas-1 and tablero[y+1][ x ]:
36 n += 1
37 if y > 0 and x < columnas-1 and tablero[y-1][x+1]:
38 n += 1
39 if x < columnas-1 and tablero[ y ][x+1]:
40 n += 1
41 if y < filas-1 and x < columnas-1 and tablero[y+1][x+1]:
42 n += 1
43
44 # Aplicar las reglas.
45 if tablero[y][x] and (n == 2 or n == 3): # Supervivencia
46 tablero[y][x] = True
47 elif not tablero[y][x] and n == 3: # Nacimiento
48 tablero[y][x] = True
49 else: # Superpoblacio´n y aislamiento
50 tablero[y][x] = False
51
52 # Representar el tablero.
.
.
.
Ejecutemos ahora el programa:
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . * . . . .
. . . . . * . . . .
. . . . . * . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
Pulso 1
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. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
¡Alto! ¿Que´ ha pasado? ¡No aparece el patro´n de oscilacio´n que espera´bamos! Hazuna traza para ver si averiguas que´ ha pasado. Date un poco de tiempo antes de seguirleyendo.De acuerdo. Confiamos en que has reflexionado un poco y ya has encontrado unaexplicacio´n de lo ocurrido antes de leer esto. Confirma que esta´s en lo cierto: ha ocurridoque estamos aplicando las reglas sobre un tablero que se modifica durante la propiaaplicacio´n de las reglas, y eso no es va´lido. Numeremos algunas celdas afectadas por eloscilador para explicar lo ocurrido:
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . 1 . . . .
. . . . 2 3 4 . . .
. . . . . 5 . . . .
. . . . . . . . . .
. . . . . . . . . .
. . . . . . . . . .
Cuando hemos procesado la celda 1, su nu´mero de vecinos era 0 as´ı que ha muerto(regla de aislamiento). La celda 2 pasa entonces a tener 2 vecinos, as´ı que muere. Sila celda 1 no hubiera muerto au´n, hubie´semos contado 3 vecinos, y la celda 2 hubiesepasado a estar viva (regla de nacimiento). La celda 3 tiene ahora 1 vecino, luego muere(lo correcto hubiera sido contar 2 vecinos y aplicar la regla de supervivencia). La celda4 cuenta con un solo vecino (deber´ıan haber sido 3), luego muere. Y la celda 5 no tienevecinos, luego tambie´n muere. Resultado: todas las ce´lulas mueren.¿Co´mo podemos ingeniar un me´todo que no mate/resucite ce´lulas durante el propiopulso? Una te´cnica sencilla consiste en usar dos tableros. Uno de ellos no se modificadurante la aplicacio´n de las reglas y los vecinos se cuentan sobre su configuracio´n. Lanueva configuracio´n se va calculando y escribiendo en el segundo tablero. Cuando finalizael proceso, el tablero actual copia su contenido del tablero nuevo. Te ofrecemos ya unaversio´n completa del juego:
vida 9.py vida.py
1 filas = 10
2 columnas = 10
3
4 tablero = []
5 for i in range(filas):
6 tablero.append([False]*columnas)
7
8 tablero[4][5] = True
9 tablero[5][5] = True
10 tablero[6][5] = True
11
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12 # Representar el tablero
13 for y in range(filas):
14 for x in range(columnas):
15 if tablero[y][x]:
16 print ’*’,
17 else:
18 print ’.’,
19 print
20
21 pulsos = 10
22 for t in range(pulsos):
23 # Preparar un nuevo tablero.
24 nuevo = []
25 for i in range(filas):
26 nuevo.append([0]*columnas)
27
28 # Actualizar el tablero.
29 for y in range(filas):
30 for x in range(columnas):
31 # Calcular el nu´mero de vecinos de la celda que estamos visitando.
32 n = 0
33 if y > 0 and x > 0 and tablero[y-1][x-1]:
34 n += 1
35 if x > 0 and tablero[ y ][x-1]:
36 n += 1
37 if y < filas-1 and tablero[y+1][x-1]:
38 n += 1
39 if y > 0 and tablero[y-1][ x ]:
40 n += 1
41 if y < filas-1 and x > 0 and tablero[y+1][ x ]:
42 n += 1
43 if y > 0 and x < columnas-1 and tablero[y-1][x+1]:
44 n += 1
45 if x < columnas-1 and tablero[ y ][x+1]:
46 n += 1
47 if y < filas-1 and x < columnas-1 and tablero[y+1][x+1]:
48 n += 1
49
50 # Aplicar las reglas.
51 if tablero[y][x] and (n == 2 or n == 3): # Supervivencia
52 nuevo[y][x] = True
53 elif not tablero[y][x] and n == 3: # Nacimiento
54 nuevo[y][x] = True
55 else: # Superpoblacio´n y aislamiento
56 nuevo[y][x] = False
57
58 # Actualizar el tablero.
59 tablero = nuevo
60
61 # Representar el tablero.
62 print "Pulso", t+1
63 for y in range(filas):
64 for x in range(columnas):
65 if tablero[y][x]:
66 print ’*’,
67 else:
68 print ’.’,
69 print
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Prueba a ejecutar el programa para comprobar que hace lo esperado.Introduzcamos alguna mejora. Inicializar el tablero es pesado. Ser´ıa mejor inicializarlocon una matriz expl´ıcita y deducir el nu´mero de filas y columnas a partir de la propiamatriz. Podemos sustituir las 10 primeras l´ıneas por estas otras:
vida 10.py vida.py
1 configuracion = [ ’.....’, \
2 ’..*..’, \
3 ’..*..’, \
4 ’..*..’, \
5 ’.....’]
6 filas = len(configuracion)
7 columnas = len(configuracion[0])
8
9 tablero = []
10 for i in range(filas):
11 tablero.append([False] * columnas)
12 for j in range(columnas):
13 tablero[i][j] = configuracion[i][j] == ’*’
.
.
.
Y ahora vamos a mejorar el programa evitando la salida por pantalla en modo textoy mostrando gra´ficos con PythonG. Basta con que dimensionemos adecuadamente elsistema de coordenadas y cambiemos la porcio´n de co´digo encargada de representar eltablero. El nuevo sistema de coordenadas se puede determinar tan pronto conozcamos ladimensio´n de la matriz:
vida.py
9 window_coordinates(0,0, columnas,filas)Y aqu´ı tienes co´mo representar el tablero:
E vida.py E
# Representar el tablero.for y in range(filas):for x in range(columnas):if tablero[y][x]:create_filled_rectangle(x, y, x+1, y+1)
La funcio´n predefinida (en PythonG) create_filled_rectangle dibuja un recta´ngulo rellenocon un color (que por defecto es negro). Ejecutemos el programa. Aqu´ı tienes el resultado:
Eso no es lo que espera´bamos. ¿Que´ ha ido mal ahora? Muy fa´cil: hemos dibujado lasce´lulas vivas, pero no hemos borrado las muertas. Recuerda que las funciones create_ dePythonG devuelven un valor que puede usarse para borrar los elementos gra´ficos creadoscuando lo deseemos con la funcio´n erase. Eso haremos: memorizar esos valores y borrarlos objetos gra´ficos con cada pulso. La primera l´ınea del programa se leera´ as´ı:
vida.pycuadrados = []Y el co´digo encargado de la representacio´n del tablero, as´ı:
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vida.py
# Representar el tablero.for cuadrado in cuadrados:erase(cuadrado)cuadrados = []for y in range(filas):for x in range(columnas):if tablero[y][x]:cuadrados.append(create_filled_rectangle(x, y, x+1, y+1))
Ahora s´ı. Puedes probar algunas configuraciones del juego de la vida tan interesantesque tienen nombre propio (conviene que los pruebes en tableros de gran dimensio´n):
La rana. El deslizador. El lanzador abeja reina.
¿El juego del universo?El juego de la vida fue inventado en 1970 por el matema´tico John H. Conway y popu-larizado por Martin Gardner en su columna de Scientific American. El juego de la vidaes un caso particular de auto´mata celular, un sistema en el que ciertas reglas decidenacerca del valor que debe tomar una celda en un tablero a partir de los valores de susvecinas.Los auto´matas celulares ilustran la denominada ˂˂ complejidad emergente˃˃ , un camporelativamente reciente dedicado a estudiar la aparicio´n de patrones complejos y laautoorganizacio´n a partir de reglas simples. Parecen proporcionar un buen modelo paranumerosos feno´menos naturales, como la pigmentacio´n en conchas y otros animales.Una hipo´tesis interesante es que la naturaleza no es ma´s que un superordenadorque esta´ jugando alguna variante del juego de la vida. ¿Una idea extravagante? StephenWolfram, el autor principal del celebrado programa Mathematica, se ha encerrado unade´cada para investigar esta cuestio´n. El resultado: un pole´mico libro titulado ˂˂A new kindof science˃˃ en el que propone ˂˂un nuevo tipo de ciencia˃˃ para estudiar el funcionamientodel universo a partir del ana´lisis y observacio´n de auto´matas celulares.Internet esta´ plagada de pa´ginas web dedicadas al juego de la vida y a los auto´matascelulares. Bu´scalas y divie´rtete con la infinidad de curiosos patrones que generan lasformas ma´s incre´ıbles.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 257 ¿Funciona esta otra forma de contar los vecinos de la casilla de la fila y ycolumna x?
n = -tablero[y][x]for i in [-1, 0, 1]:for j in [-1, 0, 1]:if y+i >= 0 and y+i < filas and x+j >= 0 and x+j <columnas:n += tablero[y+i,x+j]
· 258 El ˂˂ juego de la vida parametrizado˃˃ es una generalizacio´n del juego de lavida. En e´l, el nu´mero de vecinos vivos necesarios para activar las reglas de nacimiento,supervivencia, aislamiento y superpoblacio´n esta´n parametrizados. Haz un programa quesolicite al usuario el nu´mero de ce´lulas vecinas vivas necesarias para que se disparen lasdiferentes reglas y muestre co´mo evoluciona el tablero con ellas.
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· 259 El juego de la vida toroidal se juega sobre un tablero de dimensio´n finita m×ncon unas reglas de vecindad diferentes. Una casilla de coordenadas (y, x) tiene siempre8 vecinas, aunque este´ en un borde:
((y− 1) mod m, (x − 1) mod n) ((y− 1) mod m, x) ((y− 1) mod m, (x + 1) mod n)(y, (x − 1) mod n) (y, (x + 1) mod n)((y+ 1) mod m, (x − 1) mod n) ((y+ 1) mod m, x) ((y+ 1) mod m, (x + 1) mod n)donde mod es el operador mo´dulo (en Python, %).Implementa el juego de la vida toroidal en el entorno PythonG.
· 260 El juego de la vida es un tipo particular de auto´mata celular bidimensional. Hayauto´matas celulares unidimensionales. En ellos, una lista de valores (en su versio´n ma´ssimple, ceros y unos) evoluciona a lo largo del tiempo a partir del estado de sus celdasvecinas (solo las celdas izquierda y derecha en su versio´n ma´s simple) y de ella mismaen el instante anterior.Por ejemplo, una regla 001 → 1 se lee como ˂˂ la ce´lula esta´ viva si en la iteracio´nanterior estaba muerta y ten´ıa una ce´lula muerta a la izquierda y una ce´lula viva a laderecha˃˃ . Una especificacio´n completa tiene este aspecto:
000→ 0 001→ 1 010→ 1 011→ 0 100→ 1 101→ 1 110→ 0 111→ 0
Y aqu´ı tienes una representacio´n (usando asteriscos para los unos y puntos para los ceros)de la evolucio´n del sistema durante sus primeros pulsos partiendo de una configuracio´nmuy sencilla (un solo uno):
Pulso 0 : . . . . . . . . . . * . . . . . . . . . .
Pulso 1 : . . . . . . . . . * * * . . . . . . . . .
Pulso 2 : . . . . . . . . * . . . * . . . . . . . .
Pulso 3 : . . . . . . . * * * . * * * . . . . . . .
Pulso 4 : . . . . . . * . . . * . . . * . . . . . .
Pulso 5 : . . . . . * * * . * * * . * * * . . . . .
Pulso 6 : . . . . * . . . * . . . * . . . * . . . .
Implementa un programa para estudiar la evolucio´n de auto´matas celulares unidimen-sionales. El programa leera´ un conjunto de reglas por teclado y un nu´mero de pulsos.A continuacio´n, mostrara´ en el te´rminal de texto la evolucio´n del auto´mata partiendo deuna configuracio´n con so´lo una celda viva que ocupa la posicio´n central del universo.Cuando tengas el programa, explora las siguientes reglas:
000→ 0 001→ 1 010→ 1 011→ 1 100→ 1 101→ 0 110→ 0 111→ 0
000→ 0 001→ 0 010→ 1 011→ 1 100→ 1 101→ 0 110→ 0 111→ 0
000→ 0 001→ 1 010→ 1 011→ 1 100→ 0 101→ 1 110→ 1 111→ 0
000→ 0 001→ 1 010→ 1 011→ 1 100→ 0 101→ 1 110→ 1 111→ 0
000→ 0 001→ 1 010→ 1 011→ 0 100→ 1 101→ 1 110→ 0 111→ 1
· 261 Modifica el programa del ejercicio anterior para obtener una representacio´ngra´fica en PythonG. Tradicionalmente se muestra en cada fila el estado del ˂˂ tablerounidimensional˃˃ en cada pulso. As´ı se puede estudiar mejor la evolucio´n del auto´mata.Aqu´ı tienes lo que deber´ıa mostrar tu programa para el u´ltimo juego de reglas delejercicio anterior:
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
5.5. Una reflexio´n final
Repetimos mucho co´digo al escribir nuestros programas. A veces leemos tres matrices enun mismo programa y cada inicializacio´n o lectura de matriz nos obliga a escribir treso cuatro l´ıneas de co´digo. Las tres l´ıneas no son ide´nticas, de acuerdo, pero son muyparecidas. Por ejemplo, cuando inicializamos tres matrices, hacemos algo como esto:
1 A = []
2 for i in range(m):
3 A.append( [0] * n )
4
5 B = []
6 for i in range(p):
7 B.append( [0] * q )
8
9 C = []
10 for i in range(x):
11 C.append( [0] * y )¿No se puede evitar copiar tres veces un fragmento de co´digo tan parecido? Ser´ıadeseable poder decirle a Python: ˂˂mira, cada vez que quiera inicializar una matriz megustar´ıa pasarte su dimensio´n y que tu´ me devolvieras una matriz ya construida, as´ı queaprende una nueva orden, llamada matriz_nula, como te indico ahora˃˃ . Una vez aprendidaesa nueva orden, podr´ıamos inicializar las tres matrices as´ı:
1 A = matriz_nula(m, n)
2 B = matriz_nula(p, q)
3 C = matriz_nula(x, y)
No so´lo ganar´ıamos en comodidad, sino que, adema´s, el co´digo ser´ıa mucho ma´s legible.Compara las dos versiones: en la primera has de descifrar tres l´ıneas para averiguar quese esta´ inicializando una matriz; en la segunda, cada l´ınea deja bien claro su cometido.Pues bien, Python permite que definamos nuestras propias nuevas ˂˂ o´rdenes˃˃ . Deco´mo hacerlo nos ocupamos en el siguiente cap´ıtulo.
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Cap´ıtulo 6
Funciones
Y ellos, naturalmente, responden a sus nombres, ¿no? observo´ al desgaireel Mosquito.Nunca o´ı decir tal cosa.¿Pues de que´ les sirve tenerlos pregunto´ el Mosquito si no respondena sus nombres?
LEWIS CARROLL, Alicia a trave´s del espejo.
En cap´ıtulos anteriores hemos aprendido a utilizar funciones. Algunas de ellas esta´npredefinidas (abs, round , etc.) mientras que otras deben importarse de mo´dulos antesde poder ser usadas (por ejemplo, sin y cos se importan del mo´dulo math). En estetema aprenderemos a definir nuestras propias funciones. Definiendo nuevas funcionesestaremos ˂˂ ensen˜ando˃˃ a Python a hacer ca´lculos que inicialmente no sabe hacer y, encierto modo, adaptando el lenguaje de programacio´n al tipo de problemas que deseamosresolver, enriquecie´ndolo para que el programador pueda ejecutar acciones complejas deun modo sencillo: llamando a funciones desde su programa.Ya has usado mo´dulos, es decir, ficheros que contienen funciones y variables de valorpredefinido que puedes importar en tus programas. En este cap´ıtulo aprenderemos acrear nuestros propios mo´dulos, de manera que reutilizar nuestras funciones en variosprogramas resultara´ extremadamente sencillo: bastara´ con importarlas.
6.1. Uso de funciones
Denominaremos activar, invocar o llamar a una funcio´n a la accio´n de usarla. Las funcionesque hemos aprendido a invocar reciben cero, uno o ma´s argumentos separados por comasy encerrados entre un par de pare´ntesis y pueden devolver un valor o no devolver nada.
>>> abs(-3) ↱
3
>>> abs(round(2.45, 1)) ↱
2.5
>>> from sys import exit ↱
>>> exit() ↱
Podemos llamar a una funcio´n desde una expresio´n. Como el resultado tiene un tipodeterminado, hemos de estar atentos a que e´ste sea compatible con la operacio´n y tipode los operandos con los que se combina:
>>> 1 + (abs(-3) * 2) ↱
7
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>>> 2.5 / abs(round(2.45, 1)) ↱
1.0
>>> 3 + str(3) ↱
Traceback (most recent call last):
File "<stdin>", line 1, in ?
TypeError: number coercion failed
¿Ves? En el u´ltimo caso se ha producido un error de tipos porque se ha intentado sumaruna cadena, que es el tipo de dato del valor devuelto por str , a un entero.Observa que los argumentos de una funcio´n tambie´n pueden ser expresiones:
>>> abs(round(1.0/9, 4/(1+1))) ↱
0.11
6.2. Definicio´n de funciones
Vamos a estudiar el modo en que podemos definir (y usar) nuestras propias funcionesPython. Estudiaremos en primer lugar co´mo definir y llamar a funciones que devuelven unvalor y pasaremos despue´s a presentar los denominados procedimientos: funciones que nodevuelven ningu´n valor. Adema´s de los conceptos y te´cnicas que te iremos presentando,es interesante que te fijes en co´mo desarrollamos los diferentes programas de ejemplo.
6.2.1. Definicio´n y uso de funciones con un solo para´metro
Empezaremos definiendo una funcio´n muy sencilla, una que recibe un nu´mero y devuelveel cuadrado de dicho nu´mero. El nombre que daremos a la funcio´n es cuadrado. Observaeste fragmento de programa:
cuadrado.py
1 def cuadrado(x):
2 return x ** 2
Ya esta´. Acabamos de definir la funcio´n cuadrado que se aplica sobre un valor al quellamamos x y devuelve un nu´mero: el resultado de elevar x al cuadrado. En el programaaparecen dos nuevas palabras reservadas: def y return. La palabra def es abreviaturade ˂˂define˃˃ y return significa ˂˂devuelve˃˃ en ingle´s. Podr´ıamos leer el programa anteriorcomo ˂˂define cuadrado de x como el valor que resulta de elevar x al cuadrado˃˃ .En las l´ıneas que siguen a su definicio´n, la funcio´n cuadrado puede utilizarse delmismo modo que las funciones predefinidas:
cuadrado.py cuadrado.py
1 def cuadrado(x):
2 return x ** 2
3
4 print cuadrado(2)
5 a = 1 + cuadrado(3)
6 print cuadrado(a * 3)
En cada caso, el resultado de la expresio´n que sigue entre pare´ntesis al nombre de lafuncio´n es utilizado como valor de x durante la ejecucio´n de cuadrado. En la primerallamada (l´ınea 4) el valor es 2, en la siguiente llamada es 3 y en la u´ltima, 30. Fa´cil, ¿no?Detenga´monos un momento para aprender algunos te´rminos nuevos. La l´ınea queempieza con def es la cabecera de la funcio´n y el fragmento de programa que contienelos ca´lculos que debe efectuar la funcio´n se denomina cuerpo de la funcio´n. Cuando
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estamos definiendo una funcio´n, su para´metro se denomina para´metro formal (aunque, porabreviar, normalmente usaremos el te´rmino para´metro, sin ma´s). El valor que pasamos auna funcio´n cuando la invocamos se denomina para´metro real o argumento. Las porcionesde un programa que no son cuerpo de funciones forman parte del programa principal: sonlas sentencias que se ejecutara´n cuando el programa entre en accio´n. El cuerpo de lasfunciones so´lo se ejecutara´ si se producen las correspondientes llamadas.
def cuadrado ( x ):return x ** 2
print cuadrado( 2 )
Para´metro formal (o simplemente para´metro)Cabecera
Cuerpo
Llamada, invocacio´n o activacio´n
Argumento o para´metro real
Definir no es invocarSi intentamos ejecutar este programa:
cuadrado 4.py cuadrado.py
1 def cuadrado(x):
2 return x ** 2
no ocurrira´ nada en absoluto; bueno, al menos nada que aparezca por pantalla. Ladefinicio´n de una funcio´n so´lo hace que Python ˂˂aprenda˃˃ silenciosamente un me´todode ca´lculo asociado al identificador cuadrado. Nada ma´s. Hagamos la prueba ejecutandoel programa:
$ python cuadrado.py
↱
¿Lo ves? No se ha impreso nada en pantalla. No se trata de que no haya ningu´n print,sino de que definir una funcio´n es un proceso que no tiene eco en pantalla. Repetimos:definir una funcio´n so´lo asocia un me´todo de ca´lculo a un identificador y no suponeejecutar dicho me´todo de ca´lculo.Este otro programa s´ı muestra algo por pantalla:
cuadrado 5.py cuadrado.py
1 def cuadrado(x):
2 return x ** 2
3
4 print cuadrado(2)
Al invocar la funcio´n cuadrado (l´ınea 4) se ejecuta e´sta. En el programa, la invocacio´n dela u´ltima l´ınea provoca la ejecucio´n de la l´ınea 2 con un valor de x igual a 2 (argumentode la llamada). El valor devuelto con return es mostrado en pantalla como efecto de lasentencia print de la l´ınea 4. Hagamos la prueba:
$ python cuadrado.py
↱
4
Las reglas para dar nombre a las funciones y a sus para´metros son las mismas queseguimos para dar nombre a las variables: so´lo se pueden usar letras (del alfabeto ingle´s),
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Definicio´n de funciones desde el entorno interactivoHemos aprendido a definir funciones dentro de un programa. Tambie´n puedes definirfunciones desde el entorno interactivo de Python. Te vamos a ensen˜ar paso a paso que´ocurre en el entorno interactivo cuando estamos definiendo una funcio´n.En primer lugar aparece el prompt. Podemos escribir entonces la primera l´ınea:
>>> def cuadrado(x): ↱
...
↱
Python nos responde con tres puntos (...). Esos tres puntos son el llamado promptsecundario: indica que la accio´n de definir la funcio´n no se ha completado au´n y nos pidema´s sentencias. Escribimos a continuacio´n la segunda l´ınea respetando la indentacio´nque le corresponde:
>>> def cuadrado(x): ↱
... return x ** 2 ↱
...
↱
Nuevamente Python responde con el prompt secundario. Es necesario que le demosuna vez ma´s al retorno de carro para que Python entienda que ya hemos acabado dedefinir la funcio´n:
>>> def cuadrado(x): ↱
... return x ** 2 ↱
...
↱
>>>
Ahora aparece de nuevo el prompt principal o primario. Python ha aprendido lafuncio´n y esta´ listo para que introduzcamos nuevas sentencias o expresiones.
>>> def cuadrado(x): ↱
... return x ** 2 ↱
...
↱
>>> cuadrado(2) ↱
4
>>> 1 + cuadrado(1+3) ↱
17
>>>
d´ıgitos y el cara´cter de subrayado; la primera letra del nombre no puede ser un nu´mero;y no se pueden usar palabras reservadas. Pero, ¡cuidado!: no debes dar el mismo nombrea una funcio´n y a una variable. En Python, cada nombre debe identificar claramente unu´nico elemento: una variable o una funcio´n.1Al definir una funcio´n cuadrado es como si hubie´semos creado una ˂˂ma´quina decalcular cuadrados˃˃ . Desde la o´ptica de su uso, podemos representar la funcio´n como unacaja que transforma un dato de entrada en un dato de salida:
cuadrado
x x2
Cuando invocas a la funcio´n, le esta´s ˂˂ conectando˃˃ un valor a la entrada, as´ı que la
˂˂ma´quina de calcular cuadrados˃˃ se pone en marcha y produce la solucio´n deseada:
1Ma´s adelante, al presentar las variables locales, matizaremos esta afirmacio´n.
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>>> cuadrado(2) ↱
4
cuadrado
x2 4
Ojo: no hay una u´nica forma de construir la ˂˂ma´quina de calcular cuadrados˃˃ . F´ıjateen esta definicio´n alternativa:
cuadrado 6.py cuadrado.py
1 def cuadrado(x):
2 return x * xSe trata de un definicio´n tan va´lida como la anterior, ni mejor, ni peor. Como usuarios dela funcio´n, poco nos importa co´mo hace el ca´lculo2; lo que importa es que´ datos recibe yque´ valor devuelve.Vamos con un ejemplo ma´s: una funcio´n que calcula el valor de x por el seno de x:
1 from math import sin
2
3 def xsin(x):
4 return x * sin(x)Lo interesante de este ejemplo es que la funcio´n definida, xsin, contiene una llamada aotra funcio´n (sin). No hay problema: desde una funcio´n puedes invocar a cualquier otra.
Una confusio´n frecuenteSupongamos que definimos una funcio´n con un para´metro x como esta:
1 def cubo(x):
2 return x ** 3
Es frecuente en los aprendices confundir el para´metro x con una variable x . As´ı, lesparece extran˜o que podamos invocar as´ı a la funcio´n:
4 y = 1
5 print cubo(y)
¿Co´mo es que ahora llamamos y a lo que se llamaba x? No hay problema alguno. Al de-finir una funcio´n, usamos un identificador cualquiera para referirnos al para´metro. Tantoda que se llame x como y. Esta otra definicio´n de cubo es absolutamente equivalente:
1 def cubo(z):
2 return z ** 3
La definicio´n se puede leer as´ı: ˂˂ si te pasan un valor, digamos z, devuelve ese valorelevado al cubo˃˃ . Usamos el nombre z (o x) so´lo para poder referirnos a e´l en el cuerpode la funcio´n.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 262 Define una funcio´n llamada raiz_cubica que devuelva el valor de 3√x .(Nota: recuerda que 3√x es x1/3 y a´ndate con ojo, no sea que utilices una divisio´nentera y eleves x a la potencia 0, que es el resultado de calcular 1/3.)
2. . . por el momento. Hay muchas formas de hacer el ca´lculo, pero unas resultan ma´s eficientes (ma´sra´pidas) que otras. Naturalmente, cuando podamos elegir, escogeremos la forma ma´s eficiente.
Introduccio´n a la programacio´n con Python 234 c©UJI
235Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
· 263 Define una funcio´n llamada area_circulo que, a partir del radio de un c´ırculo,devuelva el valor de su a´rea. Utiliza el valor 3.1416 como aproximacio´n de pi o importa elvalor de pi que encontrara´s en el mo´dulo math.(Recuerda que el a´rea de un c´ırculo es pir2.)
· 264 Define una funcio´n que convierta grados Farenheit en grados cent´ıgrados.(Para calcular los grados cent´ıgrados has de restar 32 a los grados Farenheit ymultiplicar el resultado por cinco novenos.)
· 265 Define una funcio´n que convierta grados cent´ıgrados en grados Farenheit.
· 266 Define una funcio´n que convierta radianes en grados.(Recuerda que 360 grados son 2pi radianes.)
· 267 Define una funcio´n que convierta grados en radianes.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .En el cuerpo de una funcio´n no so´lo pueden aparecer sentencias return; tambie´npodemos usar estructuras de control: sentencias condicionales, bucles, etc. Lo podemoscomprobar disen˜ando una funcio´n que recibe un nu´mero y devuelve un booleano. El valorde entrada es la edad de una persona y la funcio´n devuelve True si la persona es mayorde edad y False en caso contrario:
es mayor de edad
edad True o False
Cuando llamas a la funcio´n, e´sta se activa para producir un resultado concreto (en nuestrocaso, o bien devuelve True o bien devuelve False):
a = es_mayor_de_edad(23)
es mayor de edad
edad23 True
b = es_mayor_de_edad(12)
es mayor de edad
edad12 False
Una forma usual de devolver valores de funcio´n es a trave´s de un so´lo return ubicadoal final del cuerpo de la funcio´n:
mayoria edad 4.py mayoria edad.py
1 def es_mayor_de_edad(edad):
2 if edad < 18:
3 resultado = False
4 else:
5 resultado = True
6 return resultado
Pero no es el u´nico modo en que puedes devolver diferentes valores. Mira esta otradefinicio´n de la misma funcio´n:
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mayoria edad.py mayoria edad.py
1 def es_mayor_de_edad(edad):
2 if edad < 18:
3 return False
4 else:
5 return True
Aparecen dos sentencias return: cuando la ejecucio´n llega a cualquiera de ellas, finalizainmediatamente la llamada a la funcio´n y se devuelve el valor que sigue al return.Podemos asimilar el comportamiento de return al de break: una sentencia break fuerzaa terminar la ejecucio´n de un bucle y una sentencia return fuerza a terminar la ejecucio´nde una llamada a funcio´n.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 268 ¿Es este programa equivalente al que acabamos de ver?
mayoria edad 5.py mayoria edad.py
1 def mayoria_de_edad(edad):
2 if edad < 18:
3 return False
4 return True
· 269 ¿Es este programa equivalente al que acabamos de ver?
mayoria edad 6.py mayoria edad.py
1 def mayoria_de_edad(edad):
2 return edad >= 18
· 270 La u´ltima letra del DNI puede calcularse a partir del nu´mero. Para ello so´lotienes que dividir el nu´mero por 23 y quedarte con el resto, que es un nu´mero entre 0 y22. La letra que corresponde a cada nu´mero la tienes en esta tabla:
0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22
T R W A G M Y F P D X B N J Z S Q V H L C K E
Define una funcio´n que, dado un nu´mero de DNI, devuelva la letra que le corresponde.
· 271 Disen˜a una funcio´n que reciba una cadena y devuelva cierto si empieza porminu´scula y falso en caso contrario.
· 272 Disen˜a una funcio´n llamada es_repeticion que reciba una cadena y nos diga sila cadena esta´ formada mediante la concatenacio´n de una cadena consigo misma. Porejemplo, es_repeticion(’abab’) devolvera´ True, pues la cadena ’abab’ esta´ formada conla cadena ’ab’ repetida; por contra es_repeticion(’ababab’) devolvera´ False.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Y ahora, un problema ma´s complicado. Vamos a disen˜ar una funcio´n que nos diga siun nu´mero dado es o no es perfecto. Se dice que un nu´mero es perfecto si es igual a lasuma de todos sus divisores exclu´ıdo e´l mismo. Por ejemplo, 28 es un nu´mero perfecto,pues sus divisores (excepto e´l mismo) son 1, 2, 4, 7 y 14, que suman 28.Empecemos. La funcio´n, a la que llamaremos es_perfecto recibira´ un so´lo dato (elnu´mero sobre el que hacemos la pregunta) y devolvera´ un valor booleano:
es perfecto
n True o False
La cabecera de la funcio´n esta´ clara:
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perfecto.py
1 def es_perfecto(n):
2 ...¿Y por do´nde seguimos? Vamos por partes. En primer lugar estamos interesados enconocer todos los divisores del nu´mero. Una vez tengamos claro co´mo saber cua´les son,los sumaremos. Si la suma coincide con el nu´mero original, e´ste es perfecto; si no, no.Podemos usar un bucle y preguntar a todos los nu´meros entre 1 y n-1 si son divisoresde n:
perfecto.py
1 def es_perfecto(n):
2 for i in range(1, n):
3 if i es divisor de n:
4 ...Observa co´mo seguimos siempre la reglas de indentacio´n de co´digo que impone Python.¿Y co´mo preguntamos ahora si un nu´mero es divisor de otro? El operador mo´dulo %devuelve el resto de la divisio´n y resuelve fa´cilmente la cuestio´n:
perfecto.py
1 def es_perfecto(n):
2 for i in range(1, n):
3 if n % i == 0:
4 ...La l´ınea 4 so´lo se ejecutara´ para valores de i que son divisores de n. ¿Que´ hemos dehacer a continuacio´n? Deseamos sumar todos los divisores y ya conocemos la ˂˂plantilla˃˃para calcular sumatorios:
perfecto.py
1 def es_perfecto(n):
2 sumatorio = 0
3 for i in range(1, n):
4 if n % i == 0:
5 sumatorio += i
6 ...¿Que´ queda por hacer? Comprobar si el nu´mero es perfecto y devolver True o False, segu´nproceda:
perfecto 3.py perfecto.py
1 def es_perfecto(n):
2 sumatorio = 0
3 for i in range(1, n):
4 if n % i == 0:
5 sumatorio += i
6 if sumatorio == n:
7 return True
8 else:
9 return FalseY ya esta´. Bueno, podemos simplificar un poco las cuatro u´ltimas l´ıneas y convertirlas enuna sola. Observa esta nueva versio´n:
perfecto.py perfecto.py
1 def es_perfecto(n):
2 sumatorio = 0
3 for i in range(1, n):
4 if n % i == 0:
5 sumatorio += i
6 return sumatorio == n
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¿Que´ hace la u´ltima l´ınea? Devuelve el resultado de evaluar la expresio´n lo´gica quecompara sumatorio con n: si ambos nu´meros son iguales, devuelve True, y si no, devuelveFalse. Mejor, ¿no?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 273 ¿En que´ se ha equivocado nuestro aprendiz de programador al escribir estafuncio´n?
perfecto 4.py E perfecto.py E
1 def es_perfecto(n):
2 for i in range(1, n):
3 sumatorio = 0
4 if n % i == 0:
5 sumatorio += i
6 return sumatorio == n
· 274 Mejora la funcio´n es_perfecto hacie´ndola ma´s ra´pida. ¿Es realmente necesarioconsiderar todos los nu´meros entre 1 y n-1?
· 275 Disen˜a una funcio´n que devuelva una lista con los nu´meros perfectos compren-didos entre 1 y n, siendo n un entero que nos proporciona el usuario.
· 276 Define una funcio´n que devuelva el nu´mero de d´ıas que tiene un an˜o determinado.Ten en cuenta que un an˜o es bisiesto si es divisible por 4 y no divisible por 100, exceptosi es tambie´n divisible por 400, en cuyo caso es bisiesto.(Ejemplos: El nu´mero de d´ıas de 2002 es 365: el nu´mero 2002 no es divisible por4, as´ı que no es bisiesto. El an˜o 2004 es bisiesto y tiene 366 d´ıas: el nu´mero 2004 esdivisible por 4, pero no por 100, as´ı que es bisiesto. El an˜o 1900 es divisible por 4, perono es bisiesto porque es divisible por 100 y no por 400. El an˜o 2000 s´ı es bisiesto: elnu´mero 2000 es divisible por 4 y, aunque es divisible por 100, tambie´n lo es por 400.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Hasta el momento nos hemos limitado a suministrar valores escalares como argumen-tos de una funcio´n, pero tambie´n es posible suministrar argumentos de tipo secuencial.Vea´moslo con un ejemplo: una funcio´n que recibe una lista de nu´meros y nos devuelve elsumatorio de todos sus elementos.sumatorio
lista suma de todos sus elementos
suma lista 4.py suma lista.py
1 def sumatorio(lista):
2 s = 0
3 for numero in lista:
4 s += numero
5 return s
Podemos usar la funcio´n as´ı:
suma lista 5.py suma lista.py
.
.
.
7 a = [1, 2, 3]
8 print sumatorio(a)o as´ı:
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suma lista 6.py suma lista.py
.
.
.
7 print sumatorio([1, 2, 3])En cualquiera de los dos casos, el para´metro lista toma el valor [1, 2, 3], que es elargumento suministrado en la llamada:
sumatorio
lista[1, 2, 3] 6
SumatoriosHas aprendido a calcular sumatorios con bucles. Desde la versio´n 2.3, Python ofreceuna forma mucho ma´s co´moda de calcular sumatorios: la funcio´n predefinida sum, querecibe una lista de valores y devuelve el resultado de sumarlos.
>>> sum([1, 10, 20]) ↱
31
¿Co´mo usarla para calcular el sumatorio de los 100 primeros nu´meros naturales?Muy fa´cil: pasa´ndole una lista con esos nu´mero, algo que resulta trivial si usas range.
>>> sum(range(101)) ↱
5050
Mmmm. Ten cuidado: range construye una lista en memoria. Si calculas as´ı el su-matorio del primer millo´n de nu´meros es posible que te quedes sin memoria. Hay unafuncio´n alternativa, xrange, que no construye la lista en memoria, pero que hace creer aquien la recorre que es una lista en memoria:
>>> sum(xrange(1000001)) ↱
500000500000L
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 277 Disen˜a una funcio´n que calcule el sumatorio de la diferencia entre nu´meroscontiguos en una lista. Por ejemplo, para la lista [1, 3, 6, 10] devolvera´ 9, que es2+ 3+ 4 (el 2 resulta de calcular 3− 1, el 3 de calcular 6− 3 y el 4 de calcular 10− 6).¿Sabes efectuar el ca´lculo de ese sumatorio sin utilizar bucles (ni la funcio´n sum)?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Estudiemos otro ejemplo: una funcio´n que recibe una lista de nu´meros y devuelve elvalor de su mayor elemento.
maximo
lista mayor elemento de lista
La idea ba´sica es sencilla: recorrer la lista e ir actualizando el valor de una variableauxiliar que, en todo momento, contendra´ el ma´ximo valor visto hasta ese momento.
maximo 7.py E maximo.py E
1 def maximo(lista):
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2 for elemento in lista:
3 if elemento > candidato:
4 candidato = elemento
5 return candidatoNos falta inicializar la variable candidato. ¿Con que´ valor? Podr´ıamos pensar en inicia-lizarla con el menor valor posible. De ese modo, cualquier valor de la lista sera´ mayorque e´l y es seguro que su valor se modificara´ tan pronto empecemos a recorrer la lista.Pero hay un problema: no sabemos cua´l es el menor valor posible. Una buena alternativaes inicializar candidato con el valor del primer elemento de la lista. Si ya es el ma´ximo,perfecto, y si no lo es, ma´s tarde se modificara´ candidato.
maximo 8.py E maximo.py E
1 def maximo(lista):
2 candidato = lista[0]
3 for elemento in lista:
4 if elemento > candidato:
5 candidato = elemento
6 return candidato
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 278 Haz una traza de la llamada maximo([6, 2, 7, 1, 10, 1, 0]).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .¿Ya esta´? Au´n no. ¿Que´ pasa si se proporciona una lista vac´ıa como entrada? Lal´ınea 2 provocara´ un error de tipo IndexError , pues en ella intentamos acceder al primerelemento de la lista. . . y la lista vac´ıa no tiene ningu´n elemento. Un objetivo es, pues,evitar ese error. Pero, en cualquier caso, algo hemos de devolver como ma´ximo elementode una lista, ¿y que´ valor podemos devolvemos como ma´ximo elemento de una lista vac´ıa?Mmmm. A bote pronto, tenemos dos posibilidades:Devolver un valor especial, como el valor 0. Mejor no. Tiene un serio inconveniente:¿co´mo distinguire´ el ma´ximo de [-3, -5, 0, -4], que es un cero ˂˂ leg´ıtimo˃˃ , delma´ximo de []?O devolver un valor ˂˂muy˃˃ especial, como el valor None. ¿Que que´ es None? Nonesignifica en ingle´s ˂˂ninguno˃˃ y es un valor predefinido en Python que se usa paradenotar ˂˂ausencia de valor˃˃ . Como el ma´ximo de una lista vac´ıa no existe, pareceacertado devolver la ˂˂ausencia de valor˃˃ como ma´ximo de sus miembros.Nos inclinamos por esta segunda opcio´n. En adelante, usaremos None siempre que que-ramos referirnos a un valor ˂˂muy˃˃ especial: a la ausencia de valor.
maximo.py maximo.py
1 def maximo(lista):
2 if len(lista) > 0:
3 candidato = lista[0]
4 for elemento in lista:
5 if elemento > candidato:
6 candidato = elemento
7 else:
8 candidato = None
9 return candidato
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 279 Disen˜a una funcio´n que, dada una lista de nu´meros enteros, devuelva el nu´merode ˂˂ series˃˃ que hay en ella. Llamamos ˂˂ serie˃˃ a todo tramo de la lista con valoreside´nticos.Por ejemplo, la lista [1, 1, 8, 8, 8, 8, 0, 0, 0, 2, 10, 10] tiene 5 ˂˂ series˃˃ (ten encuenta que el 2 forma parte de una ˂˂ serie˃˃ de un solo elemento).
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· 280 Disen˜a una funcio´n que diga en que´ posicio´n empieza la ˂˂ serie˃˃ ma´s larga deuna lista. En el ejemplo del ejercicio anterior, la ˂˂ serie˃˃ ma´s larga empieza en la posicio´n2 (que es el ı´ndice donde aparece el primer 8). (Nota: si hay dos ˂˂ series˃˃ de igual longitudy e´sta es la mayor, debes devolver la posicio´n de la primera de las ˂˂ series˃˃ . Por ejemplo,para [8, 2, 2, 9, 9] debera´s devolver la posicio´n 1.)
· 281 Haz una funcio´n que reciba una lista de nu´meros y devuelva la media de dichosnu´meros. Ten cuidado con la lista vac´ıa (su media es cero).
· 282 Disen˜a una funcio´n que calcule el productorio de todos los nu´meros que componenuna lista.
· 283 Disen˜a una funcio´n que devuelva el valor absoluto de la ma´xima diferencia entredos elementos consecutivos de una lista. Por ejemplo, el valor devuelto para la lista
[1, 10, 2, 6, 2, 0] es 9, pues es la diferencia entre el valor 1 y el valor 10.
· 284 Disen˜a una funcio´n que devuelva el valor absoluto de la ma´xima diferencia entrecualquier par de elementos de una lista. Por ejemplo, el valor devuelto para la lista
[1, 10, 2, 6, 8, 2 0] es 9, pues es la diferencia entre el valor 10 y el valor 0. (Pista: tepuede convenir conocer el valor ma´ximo y el valor mı´nimo de la lista.)
· 285 Modifica la funcio´n del ejercicio anterior para que devuelva el valor 0 tan prontoencuentre un 0 en la lista.
· 286 Define una funcio´n que, dada una cadena x , devuelva otra cuyo contenido sea elresultado de concatenar 6 veces x consigo misma.
· 287 Disen˜a una funcio´n que, dada una lista de cadenas, devuelva la cadena ma´slarga. Si dos o ma´s cadenas miden lo mismo y son las ma´s largas, la funcio´n devolvera´una cualquiera de ellas.(Ejemplo: dada la lista [’Pepe’, ’Juan’, ’Marı´a’, ’Ana’], la funcio´n devolvera´la cadena ’Marı´a’.)
· 288 Disen˜a una funcio´n que, dada una lista de cadenas, devuelva una lista con todaslas cadenas ma´s largas, es decir, si dos o ma´s cadenas miden lo mismo y son las ma´slargas, la lista las contendra´ a todas.(Ejemplo: dada la lista [’Pepe’, ’Ana’, ’Juan’, ’Paz’], la funcio´n devolvera´ lalista de dos elementos [’Pepe’, ’Juan’].)
· 289 Disen˜a una funcio´n que reciba una lista de cadenas y devuelva el prefijo comu´nma´s largo. Por ejemplo, la cadena ’pol’ es el prefijo comu´n ma´s largo de esta lista:
[’poliedro’, ’policı´a’, ’polı´fona’, ’polinizar’, ’polaridad’, ’polı´tica’]
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.2.2. Definicio´n y uso de funciones con varios para´metros
No todas las funciones tienen un so´lo para´metro. Vamos a definir ahora una con dospara´metros: una funcio´n que devuelve el valor del a´rea de un recta´ngulo dadas su alturay su anchura:
area rectanguloalturaanchura altura×anchura
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Importaciones, definiciones de funcio´n y programa principalLos programas que disen˜es a partir de ahora tendra´n tres ˂˂ tipos de l´ınea˃˃ : importacio´nde mo´dulos (o funciones y variables de mo´dulos), definicio´n de funciones y sentenciasdel programa principal. En principio puedes alternar l´ıneas de los tres tipos. Mira esteprograma, por ejemplo,
1 def cuadrado(x):
2 return x**2
3
4 vector = []
5 for i in range(3):
6 vector.append(float(raw_input(’Dame␣un␣nu´mero:␣’)))
7
8 def suma_cuadrados(v):
9 s = 0
10 for e in v:
11 s += cuadrado(e)
12 return s
13
14 y = suma_cuadrados(vector)
15
16 from math import sqrt
17
18 print ’Distancia␣al␣origen:’, sqrt(y)
En e´l se alternan definiciones de funcio´n, importaciones de funciones y sentencias delprograma principal, as´ı que resulta dif´ıcil hacerse una idea clara de que´ hace el pro-grama. No disen˜es as´ı tus programas.Esta otra versio´n del programa anterior pone en primer lugar las importaciones,a continuacio´n, las funciones y, al final, de un tiro´n, las sentencias que conforman elprograma principal:
1 from math import sqrt
2
3 def cuadrado(x):
4 return x**2
5
6 def suma_cuadrados(v):
7 s = 0
8 for e in v:
9 s += cuadrado(e)
10 return s
11
12 # Programa principal
13 vector = []
14 for i in range(3):
15 vector.append(float(raw_input(’Dame␣un␣nu´mero:␣’)))
16 y = suma_cuadrados(vector)
17 print ’Distancia␣al␣origen:’, sqrt(y)
Es mucho ma´s legible. Te recomendamos que sigas siempre esta organizacio´n en tusprogramas. Recuerda que la legibilidad de los programas es uno de los objetivos delprogramador.
rectangulo.py
1 def area_rectangulo(altura, anchura):
2 return altura * anchura
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Observa que los diferentes para´metros de una funcio´n deben separarse por comas. Al usarla funcio´n, los argumentos tambie´n deben separarse por comas:
rectangulo 2.py rectangulo.py
1 def area_rectangulo(altura, anchura):
2 return altura * anchura
3
4 print area_rectangulo(3, 4)
area rectanguloaltura3 anchura4 12
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 290 Define una funcio´n que, dado el valor de los tres lados de un tria´ngulo, devuelvala longitud de su per´ımetro.
· 291 Define una funcio´n que, dados dos para´metros b y x , devuelva el valor de logb(x),es decir, el logaritmo en base b de x .
· 292 Disen˜a una funcio´n que devuelva la solucio´n de la ecuacio´n lineal ax + b = 0dados a y b. Si la ecuacio´n tiene infinitas soluciones o no tiene solucio´n alguna, lafuncio´n lo detectara´ y devolvera´ el valor None.
· 293 Disen˜a una funcio´n que calcule ∑bi=a i dados a y b. Si a es mayor que b, lafuncio´n devolvera´ el valor 0.
· 294 Disen˜a una funcio´n que calcule ∏bi=a i dados a y b. Si a es mayor que b, lafuncio´n devolvera´ el valor 0. Si 0 se encuentra entre a y b, la funcio´n devolvera´ tambie´nel valor cero, pero sin necesidad de iterar en un bucle.
· 295 Define una funcio´n llamada raiz_n_esima que devuelva el valor de n√x . (Nota:recuerda que n√x es x1/n).
· 296 Haz una funcio´n que reciba un nu´mero de DNI y una letra. La funcio´n devolvera´True si la letra corresponde a ese nu´mero de DNI, y False en caso contrario. La funcio´ndebe llamarse comprueba_letra_dni.Si lo deseas, puedes llamar a la funcio´n letra_dni, desarrollada en el ejercicio 270,desde esta nueva funcio´n.
· 297 Disen˜a una funcio´n que diga (mediante la devolucio´n de True o False) si dosnu´meros son amigos. Dos nu´meros son amigos si la suma de los divisores del primero(exclu´ıdo e´l) es igual al segundo y viceversa.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.2.3. Definicio´n y uso de funciones sin para´metros
Vamos a considerar ahora co´mo definir e invocar funciones sin para´metros. En realidad haypoco que decir: lo u´nico que debes tener presente es que es obligatorio poner pare´ntesisa continuacio´n del identificador, tanto al definir la funcio´n como al invocarla.En el siguiente ejemplo se define y usa una funcio´n que lee de teclado un nu´meroentero:
lee entero.py
1 def lee_entero():
2 return int(raw_input ())
3
4 a = lee_entero()
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Recuerda: al llamar a una funcio´n los pare´ntesis no son opcionales. Podemos representaresta funcio´n como una caja que proporciona un dato de salida sin ningu´n dato de entrada:
lee entero
nu´mero entero
Mmmm. Te hemos dicho que la funcio´n no recibe dato alguno y debes estar pensandoque te hemos engan˜ado, pues la funcio´n lee un dato de teclado. Quiza´ este diagramarepresente mejor la entrada/salida funcio´n:
lee entero
nu´mero entero
De acuerdo; pero no te equivoques: el dato le´ıdo de teclado no es un dato que el programasuministre a la funcio´n.
Para´metros o tecladoUn error frecuente al disen˜ar funciones consiste en tratar de obtener la informacio´ndirectamente de teclado. No es que este´ prohibido, pero es ciertamente excepcional queuna funcio´n obtenga la informacio´n de ese modo. Cuando te pidan disen˜ar una funcio´nque recibe uno o ma´s datos, se sobreentiende que debes suministrarlos como argumentosen la llamada, no leerlos de teclado. Cuando queramos que la funcio´n lea algo de teclado,lo diremos expl´ıcitamente.Insistimos y esta vez ilustrando el error con un ejemplo. Imagina que te piden quedisen˜es una funcio´n que diga si un nu´mero es par devolviendo True si es as´ı y False encaso contrario. Te piden una funcio´n como e´sta:
def es_par(n):return n % 2 == 0
Muchos programadores novatos escriben erro´neamente una funcio´n como esta otra:
def es_par():n = int(raw_input(’Dame␣un␣nu´mero:␣’)) Ereturn n % 2 == 0
Esta´ mal. Escribir esa funcio´n as´ı demuestra, cuando menos, falta de soltura en el disen˜ode funciones. Si hubie´semos querido una funcio´n como e´sa, te hubie´semos pedido unafuncio´n que lea de teclado un nu´mero entero y devuelva True si es par y False en casocontrario.
Esta otra funcio´n lee un nu´mero de teclado y se asegura de que sea positivo:
lee positivo 2.py lee positivo.py
1 def lee_entero_positivo():
2 numero = int(raw_input())
3 while numero < 0:
4 numero = int(raw_input())
5 return numero
6
7 a = lee_entero_positivo()
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Y esta versio´n muestra por pantalla un mensaje informativo cuando el usuario seequivoca:
lee positivo.py lee positivo.py
1 def lee_entero_positivo():
2 numero = int(raw_input())
3 while numero < 0:
4 print ’Ha␣cometido␣un␣error:␣el␣nu´mero␣debe␣ser␣positivo.’
5 numero = int(raw_input())
6 return numero
7
8 a = lee_entero_positivo()
Los pare´ntesis son necesariosUn error t´ıpico de los aprendices es llamar a las funciones sin para´metros omitiendolos pare´ntesis, pues les parecen innecesarios. Veamos que´ ocurre en tal caso:
>>> def saluda(): ↱
... print ’Hola’ ↱
...
↱
>>> saluda() ↱
Hola
>>> saluda ↱
<function saluda at 0x8160854>
Como puedes ver, el u´ltimo resultado no es la impresio´n del mensaje ˂˂Hola˃˃ , sinootro encerrado entre s´ımbolos de menor y mayor. Estamos llamando incorrectamente ala funcio´n: saluda, sin pare´ntesis, es un ˂˂objeto˃˃ Python ubicado en la direccio´n dememoria 8160854 en hexadecimal (nu´mero que puede ser distinto con cada ejecucio´n).Ciertas te´cnicas avanzadas de programacio´n sacan partido del uso del identificadorde la funcio´n sin pare´ntesis, pero au´n no esta´s preparado para entender co´mo y porque´. El cuadro ˂˂Un me´todo de integracio´n gene´rico˃˃ (pa´gina 295) te proporcionara´ ma´sinformacio´n.
Una posible aplicacio´n de la definicio´n de funciones sin argumentos es la presentacio´nde menu´s con seleccio´n de opcio´n por teclado. Esta funcio´n, por ejemplo, muestra un menu´con tres opciones, pide al usuario que seleccione una y se asegura de que la opcio´nseleccionada es va´lida. Si el usuario se equivoca, se le informa por pantalla del error:
funcion menu.py funcion menu.py
1 def menu():
2 opcion = ’’
3 while not (’a’ <= opcion <= ’c’):
4 print ’Cajero␣automa´tico.’
5 print ’a)␣Ingresar␣dinero.’
6 print ’b)␣Sacar␣dinero.’
7 print ’c)␣Consultar␣saldo.’
8 opcion = raw_input(’Escoja␣una␣opcio´n:␣’)
9 if not (opcion >= ’a’ and opcion <= ’c’):
10 print ’So´lo␣puede␣escoger␣las␣letras␣a,␣b␣o␣c.␣Inte´ntelo␣de␣nuevo.’
11 return opcion
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menu
cadena con valor ’a’, ’b’ o ’c’
Hemos dibujado una pantalla para dejar claro que uno de los cometidos de la esta funcio´nes mostrar informacio´n por pantalla (las opciones del menu´).Si en nuestro programa principal se usa con frecuencia el menu´, bastara´ con efectuarlas correspondientes llamadas a la funcio´n menu() y almacenar la opcio´n seleccionadaen una variable. As´ı:accion = menu()La variable accion contendra´ la letra seleccionada por el usuario. Gracias al control queefectu´a la funcio´n, estaremos seguros de que dicha variable contiene una ’a’, una ’b’ ouna ’c’.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 298 ¿Funciona esta otra versio´n de menu?
funcion menu 2.py funcion menu.py
1 def menu():
2 opcion = ’’
3 while len(opcion) != 1 or opcion not in ’abc’:
4 print ’Cajero␣automa´tico.’
5 print ’a)␣Ingresar␣dinero.’
6 print ’b)␣Sacar␣dinero.’
7 print ’c)␣Consultar␣saldo.’
8 opcion = raw_input(’Escoja␣una␣opcio´n:␣’)
9 if len(opcion) != 1 or opcion not in ’abc’:
10 print ’So´lo␣puede␣escoger␣las␣letras␣a,␣b␣o␣c.␣Inte´ntelo␣de␣nuevo.’
11 return opcion
· 299 Disen˜a una funcio´n llamada menu_generico que reciba una lista con opciones.Cada opcio´n se asociara´ a un nu´mero entre 1 y la talla de la lista y la funcio´n mostrara´por pantalla el menu´ con el nu´mero asociado a cada opcio´n. El usuario debera´ introducirpor teclado una opcio´n. Si la opcio´n es va´lida, se devolvera´ su valor, y si no, se le advertira´del error y se solicitara´ nuevamente la introduccio´n de un valor.He aqu´ı un ejemplo de llamada a la funcio´n:menu_generico([’Saludar’, ’Despedirse’, ’Salir’])Al ejecutarla, obtendremos en pantalla el siguiente texto:
1) Saludar
2) Despedirse
3) Salir
Escoja opcio´n:
· 300 En un programa que estamos disen˜ando preguntamos al usuario numerosas cues-tiones que requieren una respuesta afirmativa o negativa. Disen˜a una funcio´n llamadasi_o_no que reciba una cadena (la pregunta). Dicha cadena se mostrara´ por pantalla yse solicitara´ al usuario que responda. So´lo aceptaremos como respuestas va´lidas ’si’,
’s’, ’Si’, ’SI’, ’no’, ’n’, ’No’, ’NO’, las cuatro primeras para respuestas afirmativasy las cuatro u´ltimas para respuestas negativas. Cada vez que el usuario se equivoque,en pantalla aparecera´ un mensaje que le recuerde las respuestas aceptables. La funcio´ndevolvera´ True si la respuesta es afirmativa, y False en caso contrario.
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Hay funciones sin para´metros que puedes importar de mo´dulos. Una que usaremos envarias ocasiones es random (en ingle´s ˂˂ random˃˃ significa ˂˂aleatorio˃˃ ). La funcio´n random,definida en el mo´dulo que tiene el mismo nombre, devuelve un nu´mero al azar mayor oigual que 0.0 y menor que 1.0.random
valor x tal que 0.0 ≤ x < 1.0
Veamos un ejemplo de uso de la funcio´n:
>>> from random import random ↱
>>> random() ↱
0.73646697433706487
>>> random() ↱
0.6416606281483086
>>> random() ↱
0.36339080016840919
>>> random() ↱
0.99622235710683393
¿Ves? La funcio´n se invoca sin argumentos (entre los pare´ntesis no hay nada) y cadavez que lo hacemos obtenemos un resultado diferente. ¿Que´ intere´s tiene una funcio´n tanextran˜a? Una funcio´n capaz de generar nu´meros aleatorios encuentra muchos campos deaplicacio´n: estad´ıstica, videojuegos, simulacio´n, etc. Dentro de poco le sacaremos partido.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 301 Disen˜a una funcio´n sin argumentos que devuelva un nu´mero aleatorio mayor oigual que 0.0 y menor que 10.0. Puedes llamar a la funcio´n random desde tu funcio´n.
· 302 Disen˜a una funcio´n sin argumentos que devuelva un nu´mero aleatorio mayor oigual que −10.0 y menor que 10.0.
· 303 Para disen˜ar un juego de tablero nos vendra´ bien disponer de un ˂˂dado electro´nico˃˃ .Escribe una funcio´n Python sin argumentos llamada dado que devuelva un nu´mero enteroaleatorio entre 1 y 6.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.2.4. Procedimientos: funciones sin devolucio´n de valor
No todas las funciones devuelven un valor. Una funcio´n que no devuelve un valor sedenomina procedimiento. ¿Y para que´ sirve una funcio´n que no devuelve nada? Bueno,puede, por ejemplo, mostrar mensajes o resultados por pantalla. No te equivoques: mostraralgo por pantalla no es devolver nada. Mostrar un mensaje por pantalla es un efectosecundario.Vea´moslo con un ejemplo. Vamos a implementar ahora un programa que solicita alusuario un nu´mero y muestra por pantalla todos los nu´meros perfectos entre 1 y dichonu´mero. tabla perfectos
m
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Reutilizaremos la funcio´n es_perfecto que definimos antes en este mismo cap´ıtulo.Como la solucio´n no es muy complicada, te la ofrecemos completamente desarrollada:
tabla perfectos 2.py tabla perfectos.py
1 def es_perfecto(n): # Averigua si el nu´mero n es o no es perfecto.
2 sumatorio = 0
3 for i in range(1, n):
4 if n % i == 0:
5 sumatorio += i
6 return sumatorio == n
7
8 def tabla_perfectos(m): # Muestra todos los nu´meros perfectos entre 1 y m.
9 for i in range(1, m+1):
10 if es_perfecto(i):
11 print i, ’es␣un␣nu´mero␣perfecto’
12
13 numero = int(raw_input(’Dame␣un␣nu´mero:␣’))
14 tabla_perfectos(numero)F´ıjate en que la funcio´n tabla_perfectos no devuelve nada (no hay sentencia return):es un procedimiento. Tambie´n resulta interesante la l´ınea 10: como es_perfecto devuelveTrue o False, podemos utilizarla directamente como condicio´n del if .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 304 Disen˜a un programa que, dado un nu´mero n, muestre por pantalla todas lasparejas de nu´meros amigos menores que n. La impresio´n de los resultados debe hacersedesde un procedimiento.Dos nu´meros amigos so´lo debera´n aparecer una vez por pantalla. Por ejemplo, 220 y284 son amigos: si aparece el mensaje ˂˂220 y 284 son amigos˃˃ , no podra´ aparecer elmensaje ˂˂284 y 220 son amigos˃˃ , pues es redundante.Debes disen˜ar una funcio´n que diga si dos nu´meros son amigos y un procedimientoque muestre la tabla.
· 305 Implementa un procedimiento Python tal que, dado un nu´mero entero, muestrepor pantalla sus cifras en orden inverso. Por ejemplo, si el procedimiento recibe el nu´mero324, mostrara´ por pantalla el 4, el 2 y el 3 (en l´ıneas diferentes).
· 306 Disen˜a una funcio´n es_primo que determine si un nu´mero es primo (devolviendoTrue) o no (devolviendo False). Disen˜a a continuacio´n un procedimiento muestra_primosque reciba un nu´mero y muestre por pantalla todos los nu´meros primos entre 1 y dichonu´mero.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .¿Y que´ ocurre si utilizamos un procedimiento como si fuera una funcio´n con devolucio´nde valor? Podemos hacer la prueba. Asignemos a una variable el resultado de llamar atabla_perfectos y mostremos por pantalla el valor de la variable:
tabla perfectos.py tabla perfectos.py
.
.
.
12
13 numero = int(raw_input(’Dame␣un␣nu´mero:␣’))
14 resultado = tabla_perfectos(100)
15 print resultadoPor pantalla aparece lo siguiente:
Dame un nu´mero: 100
6 es un nu´mero perfecto
28 es un nu´mero perfecto
None
Introduccio´n a la programacio´n con Python 248 c©UJI
249Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
Condicionales que trabajan directamente con valores lo´gicosCiertas funciones devuelven directamente un valor lo´gico. Considera, por ejemplo, estafuncio´n, que nos dice si un nu´mero es o no es par:
def es_par(n):return n % 2 == 0
Si una sentencia condicional toma una decisio´n en funcio´n de si un nu´mero es par o no,puedes codificar as´ı la condicio´n:
if es_par(n):
...
Observa que no hemos usado comparador alguno en la condicio´n del if . ¿Por que´? Porquela funcio´n es_par(n) devuelve True o False directamente. Los programadores primerizostienen tendencia a codificar la misma condicio´n as´ı:
if es_par(n) == True:
...
Es decir, comparan el valor devuelto por es_par con el valor True, pues les da lasensacio´n de que un if sin comparacio´n no esta´ completo. No pasa nada si usas lacomparacio´n, pero es innecesaria. Es ma´s, si no usas la comparacio´n, el programa esma´s legible: la sentencia condicional se lee directamente como ˂˂ si n es par˃˃ en lugarde ˂˂ si n es par es cierto˃˃ , que es un extran˜o circunloquio.Si en la sentencia condicional se desea comprobar que el nu´mero es impar, puedeshacerlo as´ı:
if not es_par(n):
...
Es muy legible: ˂˂ si no es par n˃˃ .Nuevamente, los programadores que esta´n empezando escriben:
if es_par(n) == False:
...
que se lee como ˂˂ si n es par es falso˃˃ . Peor, ¿no?Acostu´mbrate a usar la versio´n que no usa operador de comparacio´n. Es ma´s legible.
Mira la u´ltima l´ınea, que muestra el contenido de resultado. Recuerda que Python usaNone para indicar un valor nulo o la ausencia de valor, y una funcio´n que ˂˂no devuelvenada˃˃ devuelve la ˂˂ausencia de valor˃˃ , ¿no?Cambiamos de tercio. Supo´n que mantenemos dos listas con igual nu´mero de ele-mentos. Una de ellas, llamada alumnos, contiene una serie de nombres y la otra, llamadanotas, una serie de nu´meros flotantes entre 0.0 y 10.0. En notas guardamos la calificacio´nobtenida por los alumnos cuyos nombres esta´n en alumnos: la nota notas[i] correspondeal estudiante alumnos[i]. Una posible configuracio´n de las listas ser´ıa e´sta:
1 alumnos = [’Ana␣Pi’, ’Pau␣Lo´pez’, ’Luis␣Sol’, ’Mar␣Vega’, ’Paz␣Mir’]
2 notas = [10, 5.5, 2.0, 8.5, 7.0]
De acuerdo con ella, el alumno Pau Lo´pez, por ejemplo, fue calificado con un 5.5.Nos piden disen˜ar un procedimiento que recibe como datos las dos listas y una cadenacon el nombre de un estudiante. Si el estudiante pertenece a la clase, el procedimientoimprimira´ su nombre y nota en pantalla. Si no es un alumno incluido en la lista, seimprimira´ un mensaje que lo advierta.
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Valor de retorno o pantallaTe hemos mostrado de momento que es posible imprimir informacio´n directamente porpantalla desde una funcio´n (o procedimiento). Ojo: so´lo lo hacemos cuando el propo´sitode la funcio´n es mostrar esa informacio´n. Muchos aprendices que no han comprendidobien el significado de la sentencia return, la sustituyen por una sentencia print. Mal.Cuando te piden que disen˜es una funcio´n que devuelva un valor, te piden que lo hagacon la sentencia return, que es la u´nica forma va´lida (que conoces) de devolver un valor.Mostrar algo por pantalla no es devolver ese algo. Cuando quieran que muestres algopor pantalla, te lo dira´n expl´ıcitamente.Supo´n que te piden que disen˜es una funcio´n que reciba un entero y devuelva suu´ltima cifra. Te piden esto:
1 def ultima_cifra(n):
2 return n % 10
No te piden esto otro:
1 def ultima_cifra(n):
2 print n % 10 E
F´ıjate en que la segunda definicio´n hace que la funcio´n no pueda usarse en expresionescomo esta:
1 a = ultima_cifra(10293) + 1
Como ultima_cifra no devuelve nada, ¿que´ valor se esta´ sumando a 1 y guardando ena? ¡Ah! Au´n se puede hace peor. Hay quien define la funcio´n as´ı:
1 def ultima_cifra():
2 n = int(raw_input(’Dame␣un␣nu´mero:␣’)) E
3 print n % 10 E
No so´lo demuestra no entender que´ es el valor de retorno; adema´s, demuestra queno tiene ni idea de lo que es el paso de para´metros. Evita dar esa impresio´n: lee bien loque se pide y usa para´metros y valor de retorno a menos que se te diga expl´ıcitamente locontrario. Lo normal es que la mayor parte de las funciones produzcan datos (devueltoscon return) a partir de otros datos (obtenidos con para´metros) y que el programa principalo funciones muy espec´ıficas lean de teclado y muestren por pantalla.
muestra nota de alumnoalumnosnotasalumno buscado
Aqu´ı tienes una primera versio´n:
clase 3.py clase.py
1 def muestra_nota_de_alumno(alumnos, notas, alumno_buscado):
2 encontrado = False
3 for i in range(len(alumnos)):
4 if alumnos[i] == alumno_buscado:
5 print alumno_buscado, nota[i]
6 encontrado = True
7 if not encontrado:
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8 print ’El␣alumno␣%s␣no␣pertenece␣al␣grupo’ % alumno_buscado
Lo podemos hacer ma´s eficientemente: cuando hemos encontrado al alumno e impresoel correspondiente mensaje, no tiene sentido seguir iterando:
clase 4.py clase.py
1 def muestra_nota_de_alumno(alumnos, notas, alumno_buscado):
2 encontrado = False
3 for i in range(len(alumnos)):
4 if alumnos[i] == alumno_buscado:
5 print alumno_buscado, nota[i]
6 encontrado = True
7 break
8 if not encontrado:
9 print ’El␣alumno␣%s␣no␣pertenece␣al␣grupo’ % alumno_buscado
Esta otra versio´n es au´n ma´s breve3:
clase.py clase.py
1 def muestra_nota_de_alumno(alumnos, notas, alumno_buscado):
2 for i in range(len(alumnos)):
3 if alumnos[i] == alumno_buscado:
4 print alumno_buscado, nota[i]
5 return
6 print ’El␣alumno␣%s␣no␣pertenece␣al␣grupo’ % alumno_buscado
Los procedimientos aceptan el uso de la sentencia return aunque, eso s´ı, sin expresio´nalguna a continuacio´n (recuerda que los procedimientos no devuelven valor alguno). ¿Que´hace esa sentencia? Aborta inmediatamente la ejecucio´n de la llamada a la funcio´n. Es,en cierto modo, similar a una sentencia break en un bucle, pero asociada a la ejecucio´nde una funcio´n.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 307 En el problema de los alumnos y las notas, se pide:
a) Disen˜ar un procedimiento que reciba las dos listas y muestre por pantalla el nombrede todos los estudiantes que aprobaron el examen.
b) Disen˜ar una funcio´n que reciba la lista de notas y devuelva el nu´mero de aprobados.
c) Disen˜ar un procedimiento que reciba las dos listas y muestre por pantalla el nombrede todos los estudiantes que obtuvieron la ma´xima nota.
d) Disen˜ar un procedimiento que reciba las dos listas y muestre por pantalla el nombrede todos los estudiantes cuya calificacio´n es igual o superior a la calificacio´n media.
e) Disen˜ar una funcio´n que reciba las dos listas y un nombre (una cadena); si el nombreesta´ en la lista de estudiantes, devolvera´ su nota, si no, devolvera´ None.
· 308 Tenemos los tiempos de cada ciclista y etapa participantes en la u´ltima vueltaciclista local. La lista ciclistas contiene una serie de nombres. La matriz tiempos tieneuna fila por cada ciclista, en el mismo orden con que aparecen en ciclistas. Cada fila tieneel tiempo en segundos (un valor flotante) invertido en cada una de las 5 etapas de lacarrera. ¿Complicado? Este ejemplo te ayudara´: te mostramos a continuacio´n un ejemplode lista ciclistas y de matriz tiempos para 3 corredores.
3. . . aunque puede disgustar a los puristas de la programacio´n estructurada. Segu´n estos, so´lo debe haberun punto de salida de la funcio´n: el final de su cuerpo. Salir directamente desde un bucle les parece quedificulta la comprensio´n del programa.
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1 ciclistas = [’Pere␣Porcar’, ’Joan␣Beltran’, ’Lledo´␣Fabra’]
2 tiempo = [[10092.0, 12473.1, 13732.3, 10232.1, 10332.3],
3 [11726.2, 11161.2, 12272.1, 11292.0, 12534.0],
4 [10193.4, 10292.1, 11712.9, 10133.4, 11632.0]]En el ejemplo, el ciclista Joan Beltran invirtio´ 11161.2 segundos en la segunda etapa.Se pide:Una funcio´n que reciba la lista y la matriz y devuelva el ganador de la vuelta (aquelcuya suma de tiempos en las 5 etapas es mı´nima).
Una funcio´n que reciba la lista, la matriz y un nu´mero de etapa y devuelva elnombre del ganador de la etapa.
Un procedimiento que reciba la lista, la matriz y muestre por pantalla el ganadorde cada una de las etapas.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.2.5. Funciones que devuelven varios valores mediante una lista
En principio una funcio´n puede devolver un solo valor con la sentencia return. Perosabemos que una lista es un objeto que contiene una secuencia de valores. Si devolvemosuna lista podemos, pues, devolver varios valores.Por ejemplo, una funcio´n puede devolver al mismo tiempo el mı´nimo y el ma´ximo de3 nu´meros:
minmax 6.py minmax.py
1 def minmax(a, b, c):
2 if a < b:
3 if a < c:
4 min = a
5 else:
6 min = c
7 else:
8 if b < c:
9 min = b
10 else:
11 min = c
12 if a > b:
13 if a > c:
14 max = a
15 else:
16 max = c
17 else:
18 if b > c:
19 max = b
20 else:
21 max = c
22 return [min, max]Podemos representar a la funcio´n con este diagrama:
minmaxabc m´ınimo de a, b y cma´ximo de a, b y c
aunque quiza´ sea ma´s apropiado este otro:
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minmaxabc una lista con el m´ınimo y el ma´ximo de a, b y c
¿Co´mo podr´ıamos llamar a esa funcio´n? Una posibilidad es e´sta:
minmax 7.py minmax.py
.
.
.
24 a = minmax(10, 2, 5)
25 print ’El␣mı´nimo␣es’, a[0]
26 print ’El␣ma´ximo␣es’, a[1]Y e´sta es otra:
minmax 8.py minmax.py
.
.
.
24 [minimo, maximo] = minmax(10, 2, 5)
25 print ’El␣mı´nimo␣es’, minimo
26 print ’El␣ma´ximo␣es’, maximoEn este segundo caso hemos asignado una lista a otra. ¿Que´ significa eso paraPython? Pues que cada elemento de la lista a la derecha del igual debe asignarse acada variable de la lista a la izquierda del igual.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 309 ¿Que´ aparecera´ por pantalla al ejecutar este programa?
1 a = 1
2 b = 2
3 [a, b] = [b, a]
4 print a, b
· 310 Disen˜a una funcio´n que reciba una lista de enteros y devuelva los nu´merosmı´nimo y ma´ximo de la lista simulta´neamente.
· 311 Disen˜a una funcio´n que reciba los tres coeficientes de una ecuacio´n de segundogrado de la forma ax2 + bx + c = 0 y devuelva una lista con sus soluciones reales. Sila ecuacio´n so´lo tiene una solucio´n real, devuelve una lista con dos copias de la misma.Si no tiene solucio´n real alguna o si tiene infinitas soluciones devuelve una lista con doscopias del valor None.
· 312 Disen˜a una funcio´n que reciba una lista de palabras (cadenas) y devuelva, si-multa´neamente, la primera y la u´ltima palabras segu´n el orden alfabe´tico.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.3. Un ejemplo: Memorio´n
Ya es hora de hacer algo interesante con lo que hemos aprendido. Vamos a construir unsencillo juego solitario, Memorio´n, con el que aprenderemos, entre otras cosas, a manejarel rato´n desde PythonG. Memorio´n se juega sobre un tablero de 4 filas y 6 columnas.Cada celda del tablero contiene un s´ımbolo (una letra), pero no es visible porque esta´tapada por una baldosa. De cada s´ımbolo hay dos ejemplares (dos ˂˂a˃˃ , dos ˂˂b˃˃ , etc.) yhemos de emparejarlos. Una jugada consiste en levantar dos baldosas para ver las letrasque hay bajo ellas. Primero se levanta una y despue´s otra. Si las letras que ocultan soniguales, las baldosas se retiran del tablero, pues hemos conseguido un emparejamiento.Si las letras son diferentes, hemos de volver a taparlas. El objetivo es emparejar todaslas letras en el menor nu´mero de jugadas.Esta figura te muestra una partida de Memorio´n ya empezada:
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Inicializacio´n mu´ltipleAhora que sabes que es posible asignar valores a varias variables simulta´neamente, pue-des simplificar algunos programas que empiezan con la inicializacio´n de varias variables.Por ejemplo, esta serie de asignaciones:
a = 1b = 2c = 3
puede reescribirse as´ı:
[a, b, c] = [1, 2, 3]
Mmmm. Au´n podemos escribirlo ma´s brevemente:
a, b, c = 1, 2, 3
¿Por que´ no hacen falta los corchetes? Porque en este caso estamos usando una estruc-tura ligeramente diferente: una tupla. Una tupla es una lista inmutable y no necesita irencerrada entre corchetes.As´ı pues, el intercambio del valor de dos variables puede escribirse as´ı:
a, b = b, a
Co´modo, ¿no crees?
¿Por do´nde empezamos a escribir el programa? Pensemos en que´ informacio´n nece-sitaremos. Por una parte, necesitaremos una matriz con 4× 6 celdas para almacenar lasletras. Por otra parte, otra matriz ˂˂paralela˃˃ que nos diga si una casilla tiene o no tienebaldosa. Inicialmente todas las casillas tienen baldosa. Nos vendra´ bien disponer de unarutina que construya una matriz, pues la usaremos para construir la matriz de letras y lamatriz de baldosas. En lugar de hacer que esta rutina construya siempre una matriz con4× 6, vamos a hacer que reciba como para´metros el nu´mero de filas y columnas:
memorion.pydef crea_matriz(filas, columnas):matriz = []for i in range(filas):matriz.append([None] * columnas)return matriz
...
# Programa principalfilas = 4columnas = 6simbolo = crea_matriz(filas, columnas)baldosa = crea_matriz(filas, columnas)
Nuestro primer problema importante es inicializar la matriz de letras al azar. ¿Co´mopodemos resolverlo? Te sugerimos que consideres estas estrategias:
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Como vamos a ubicar 12 letras diferentes (dos ejemplares de cada), un bucle varecorriendo los caracteres de la cadena ’abcdefghijkl’. Para cada letra, elegimosdos pares de coordenadas al azar (ahora veremos co´mo). Imagina que decidimos quela letra ’f’ va a las posiciones (i, j) y (i′, j ′), donde i e i′ son nu´meros de fila y j yj ′ son nu´meros de columna. Hemos de asegurarnos de que las casillas (i, j) e (i′, j ′)son diferentes y no esta´n ya ocupadas con otras letras. (Ten en cuenta que hemosgenerado esos pares de nu´meros al azar, as´ı que pueden caer en cualquier sitio ye´ste no tiene por que´ estar libre.) Mientras generemos un par de coordenadas quecorresponden a una casilla ocupada, repetiremos la tirada.
memorion.pyfrom random import random
...
def dimension(matriz):return [len(matriz), len(matriz[0])]
def rellena_simbolos(simbolo): # Primera versio´n.
[filas, columnas] = dimension(simbolo)for caracter in ’abcdefghijkl’:for ejemplar in range(2):ocupado = Truewhile ocupado:
[i, j] = [int(filas * random()), int(columnas * random())]if simbolo[i][j] == None:ocupado = Falsesimbolo[i][j] = caracter
¿Entiendes bien co´mo generamos el nu´mero de fila y columna? Usamos random,que devuelve un valor mayor o igual que 0.0 y menor que 1.0. Si multiplicamos esevalor por filas, el valor aleatorio es mayor o igual que 0.0 y menor que filas. Y sinos quedamos con su parte entera, tenemos un valor entre 0 y filas-1. Perfecto.No ha sido demasiado complicado disen˜ar esta funcio´n, pero el me´todo que imple-menta presenta una serio problema: como genera coordenadas al azar hasta darcon una libre, ¿que´ ocurre cuando quedan muy pocas libres? Imagina que seguimosesta estrategia en un tablero de 1000 por 1000 casillas. Cuando so´lo queden doslibres, probablemente tengamos que generar much´ısimas ˂˂ tiradas˃˃ de dado hastadar con una casillas libres. La probabilidad de que demos con una de ellas es deuna contra medio millo´n. Eso significa que, en promedio, hara´ falta echar mediomillo´n de veces los dados para encontrar una casilla libre. Ineficiente a ma´s nopoder.Creamos una lista con todos los pares de coordenadas posibles, o sea, una listade listas: [[0,0], [0,1], [0,2], ..., [3, 5]]. A continuacio´n, desordenamos lalista. ¿Co´mo? Con escogiendo muchas veces (por ejemplo, mil veces) un par deelementos de la lista e intercambia´ndolos. Una vez desordenada la lista, la usamospara asignar los caracteres:
memorion.pyfrom random import random
...
def rellena_simbolos(simbolo): # Segunda versio´n.
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[filas, columnas] = dimension(simbolo)lista = []for i in range(filas):for j in range(columnas):lista.append( [i, j] )
for vez in range(1000):
[i, j] = [int(len(lista) * random()), int(len(lista) * random())]aux = lista[i]lista[i] = lista[j]lista[j] = aux
i = 0for coords in lista:simbolo[coords[0]][coords[1]] = ’abcdefghijkl’[i/2]i += 1
Complicado, ¿verdad? No so´lo es complicado; adema´s, presenta un inconveniente:un elevado (y gratuito) consumo de memoria. Imagina que la matriz tiene dimensio´n1000× 1000: hemos de construir una lista con un millo´n de elementos y barajarlos(para lo que necesitaremos bastante ma´s que 1000 intercambios). Una lista tangrande ocupa mucha memoria. La siguiente solucio´n es igual de efectiva y noconsume tanta memoria.Ponemos las letras ordenadamente en la matriz. Despue´s, intercambiamos mil vecesun par de casillas escogidas al azar:
memorion.pydef rellena_simbolos(simbolo):
[filas, columnas] = dimension(simbolo)numsimbolo = 0.0for i in range(filas):for j in range(columnas):simbolo[i][j] = chr(ord(’a’)+int(numsimbolo))numsimbolo += 0.5
for i in range(1000):
[f1, c1] = [int(filas * random()), int(columnas * random())]
[f2, c2] = [int(filas * random()), int(columnas * random())]tmp = simbolo[f1][c1]simbolo[f1][c1] = simbolo[f2][c2]simbolo[f2][c2] = tmp
Estudia con cuidado esta funcio´n. Es la que vamos a usar en nuestro programa.Bueno. Ya le hemos dedicado bastante tiempo a la inicializacio´n de la matriz des´ımbolos. Ahora vamos a dibujar en pantalla su contenido. Necesitamos inicializar enprimer lugar el lienzo.
memorion.py
...filas = 4columnas = 6window_coordinates(0,0,columnas,filas)window_size(columnas*40, filas*40)
...F´ıjate: hemos definido un sistema de coordenadas que facilita el dibujo de la matriz: eleje x comprende el rango 0 ≤ x ≤ columnas y el eje y comprende el rango 0 ≤ y ≤ filas.
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Por otra parte, hemos reservado un a´rea de 40 × 40 p´ıxels a cada celda. Dibujemos lamatriz de s´ımbolos
memorion.pydef dibuja_simbolos(simbolo):
[filas, columnas] = dimension(simbolo)for i in range(filas):for j in range(columnas):create_text(j+.5, i+.5, simbolo[i][j], 18)
...
simbolo = crea_matriz(filas, columnas)baldosa = crea_matriz(filas, columnas)rellena_simbolos(simbolo)dibuja_simbolos(simbolo)
El procedimiento dibuja_simbolos recibe la matriz de s´ımbolos y crea en pantalla unelemento de texto por cada celda. En el programa principal se llama a este procedimientouna vez se ha generado el contenido de la matriz.Pongamos en un u´nico fichero todo lo que hemos hecho de momento.
memorion 2.py memorion.py
1 from random import random
2
3 def crea_matriz(filas, columnas):
4 matriz = []
5 for i in range(filas):
6 matriz.append([None] * columnas)
7 return matriz
8
9 def dimension(matriz):
10 return [len(matriz), len(matriz[0])]
11
12 def rellena_simbolos(simbolo):
13 filas = len(simbolo)
14 columnas = len(simbolo[0])
15 numsimbolo = 0.0
16 for i in range(filas):
17 for j in range(columnas):
18 simbolo[i][j] = chr(ord(’a’)+int(numsimbolo))
19 numsimbolo += 0.5
20 for i in range(1000):
21 [f1, c1] = [int(filas * random()), int(columnas * random())]
22 [f2, c2] = [int(filas * random()), int(columnas * random())]
23 tmp = simbolo[f1][c1]
24 simbolo[f1][c1] = simbolo[f2][c2]
25 simbolo[f2][c2] = tmp
26
27 def dibuja_simbolos(simbolo):
28 filas = len(simbolo)
29 columnas = len(simbolo[0])
30 for i in range(filas):
31 for j in range(columnas):
32 create_text(j+.5, i+.5, simbolo[i][j], 18)
33
34 # Programa principal
35 filas = 4
36 columnas = 6
37 window_coordinates(0,0,columnas,filas)
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38 window_size(columnas*40, filas*40)
39
40 simbolo = crea_matriz(filas, columnas)
41 baldosa = crea_matriz(filas, columnas)
42 rellena_simbolos(simbolo)
43 dibuja_simbolos(simbolo)
Ejecuta el programa en el entorno PythonG y vera´s en pantalla el resultado de desordenarlas letras en la matriz.Sigamos. Ocupe´monos ahora de las baldosas. Todas las celdas de la matriz hande cubrirse con una baldosa. Una baldosa no es ma´s que un recta´ngulo (de hecho, uncuadrado) que cubre una letra. Como la dibujamos despue´s de haber dibujado la letracorrespondiente, la tapara´. Ocurre que el juego consiste en ir destruyendo baldosas, as´ıque ma´s adelante necesitaremos conocer el identificador de cada baldosa para poderborrarla mediante una llamada a erase4. Haremos una cosa: en la matriz de baldosasguardaremos el identificador de los identificadores gra´ficos. Cuando destruyamos unabaldosa, guardaremos el valor None en la celda correspondiente.
memorion.pydef dibuja_baldosas(baldosa):
[filas, columnas] = dimension(baldosa)for i in range(filas):for j in range(columnas):baldosa[i][j] = create_filled_rectangle(j, i, j+1, i+1, ’black’, ’blue’)Este procedimiento crea todas las baldosas y memoriza sus identificadores. Para destruirla baldosa de la fila f y columna c bastara´ con llamar a erase(baldosa[f][c]) y poneren baldosa[f][c] el valor None. Lo mejor sera´ preparar un procedimiento que elimineuna baldosa:
memorion.pydef borra_baldosa(baldosa, f, c):erase(baldosa[f][c])baldosa[f][c] = NoneDurante la partida pincharemos grupos de dos baldosas para destruirlas y ver que´letras esconden. Si las letras no coinciden, tendremos que ˂˂ reconstruir˃˃ las baldosas, osea, crear dos nuevas baldosas para volver a tapar las letras que hab´ıamos descubierto:
memorion.pydef dibuja_baldosa(baldosa, f, c):baldosa[f][c] = create_filled_rectangle(c, f, c+1, f+1, ’black’, ’blue’)Redefinamos dibuja_baldosas para que haga uso de dibuja_baldosa:
memorion.pydef dibuja_baldosas(baldosa):
[filas, columnas] = dimension(baldosa)for i in range(filas):for j in range(columnas):dibuja_baldosa(baldosa, i, j)Pensemos ahora sobre co´mo se desarrolla una partida. Una vez inicializadas lasmatrices de s´ımbolos y de baldosas, el jugador empieza a hacer jugadas. Cada jugadaconsiste en, primero, pinchar con el rato´n en una baldosa y, despue´s, pinchar en otra. Lapartida finaliza cuando no hay ma´s baldosas que descubrir. Una primera idea consisteen disponer un ˂˂bucle principal˃˃ que itere mientras haya baldosas en el tablero:
4Quiza´ te convenga repasar ahora lo que ya hemos aprendido de las funciones de gestio´n de gra´ficospredefinidas en PythonG.
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memorion.pydef hay_baldosas(baldosas):
[filas, columnas] = dimension(simbolo)for fila in range(filas):for columna in range(columnas):if baldosas[fila][columna] != None:return Truereturn False
while hay_baldosas(baldosa):
...¿Ves? La funcio´n auxiliar hay_baldosas, que nos informa de si hay o no baldosas en eltablero, es de gran ayuda para expresar con mucha claridad la condicio´n del bucle.Ocupe´monos ahora del contenido del bucle. Nuestro primer objetivo es ver si el usuariopulsa o no el boto´n del rato´n. PythonG ofrece una funcio´n predefinida para conocer elestado del rato´n: mouse_state. Esta funcio´n devuelve un lista5 con tres elementos: estadode los botones, coordenada x del puntero y coordenada y del puntero. ¡Ojo!: si el punterodel rato´n no esta´ en el lienzo, la lista es [None, None, None]. Cuando el puntero esta´en el lienzo, el ˂˂boto´n˃˃ vale 0 si no hay nada pulsado, 1 si esta´ pulsado el primer boto´n, 2si el segundo y 3 si el tercero. Familiarice´monos con el manejo del rato´n antes de seguircon el programa:
prueba raton.py prueba raton.py
1 while 1:
2 [boton, x, y] = mouse_state()
3 print boton, x, y
4 if boton == 3:
5 breakEste programa muestra los valores devueltos por mouse_state hasta que pulsamos elboto´n 3 (el de ma´s a la derecha).F´ıjate en que el programa no se detiene a la espera de que se pulse un boto´n:sencillamente, nos informa en cada instante del estado del rato´n. Esto es un problemapara nuestro programa: cada vez que pulsemos el boto´n, mouse_state reporta muchasveces que el boto´n 1 esta´ pulsado, pues es fa´cil que nuestro programa pregunte cientosde veces por el estado del rato´n en apenas unas de´cimas de segundo. Atencio´n: enrealidad, no queremos actuar cuando se pulsa el boto´n del rato´n, sino cuando e´ste sesuelta. La transicio´n de ˂˂pulsado a no pulsado˃˃ ocurre una sola vez, as´ı que no presentaese problema de repeticio´n. Esta funcio´n sin para´metros espera a que ocurra esa transicio´ny, cuando ocurre, nos devuelve el nu´mero de fila y nu´mero de columna sobre los que seprodujo la pulsacio´n:
memorion.pydef pulsacion_raton():boton_antes = 0boton_ahora = 0while not (boton_antes == 1 and boton_ahora == 0):boton_antes = boton_ahora
[boton_ahora, x, y] = mouse_state()return [int(y), int(x)]Volvamos al bucle principal del juego. Recuerda: necesitamos obtener dos pinchazosy destruir las baldosas correspondientes:
memorion.pywhile hay_baldosas(baldosa):
5En realidad, una tupla. No te preocupes: considera que es una lista. Las diferencias entre lista y tuplano nos afectan ahora.
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while 1:
[f1, c1] = pulsacion_raton()if baldosa[f1][c1] != None:borra_baldosa(baldosa, f1, c1)break
while 1:
[f2, c2] = pulsacion_raton()if baldosa[f2][c2] != None:borra_baldosa(baldosa, f2, c2)breakF´ıjate en que no damos por buena una pulsacio´n a menos que tenga lugar sobre unabaldosa.Ahora tenemos en f1 y c1 las coordenadas de la primera casilla y en f2 y c2 las dela segunda. Si ambas contienen letras diferentes, hemos de reconstruir las baldosas:
memorion.pywhile hay_baldosas(baldosa):
while 1:
[f1, c1] = pulsacion_raton()if baldosa[f1][c1] != None:borra_baldosa(baldosa, f1, c1)break
while 1:
[f2, c2] = pulsacion_raton()if baldosa[f2][c2] != None:borra_baldosa(baldosa, f2, c2)break
if simbolo[f1][c1] != simbolo[f2][c2]:dibuja_baldosa(baldosa, f1, c1)dibuja_baldosa(baldosa, f2, c2)¡Casi! El tiempo transcurrido entre la destruccio´n de la segunda baldosa y su ˂˂ reconstruccio´n˃˃es tan corto que no llegamos a ver la letra que se escond´ıa. ¿Co´mo hacer que se deten-ga la ejecucio´n brevemente? Es hora de aprender a usar una nueva funcio´n: sleep, delmo´dulo time. La funcio´n sleep ˂˂duerme˃˃ al programa por el nu´mero de segundos que leindiquemos. La llamada sleep(0.5), por ejemplo, ˂˂duerme˃˃ al programa durante mediosegundo:
memorion.pywhile hay_baldosas(baldosa):
while 1:
[f1, c1] = pulsacion_raton()if baldosa[f1][c1] != None:borra_baldosa(baldosa, f1, c1)break
while 1:
[f2, c2] = pulsacion_raton()if baldosa[f2][c2] != None:borra_baldosa(baldosa, f2, c2)break
sleep(0.5)
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if simbolo[f1][c1] != simbolo[f2][c2]:dibuja_baldosa(baldosa, f1, c1)dibuja_baldosa(baldosa, f2, c2)Y ya casi hemos acabado. So´lo nos falta an˜adir un contador de jugadas e informar aljugador de cua´ntas realizo´ para completar la partida. Te mostramos el nuevo co´digo enun listado completo de nuestra aplicacio´n:
memorion.py memorion.py
1 from random import random
2 from time import sleep
3
4 def crea_matriz(filas, columnas):
5 matriz = []
6 for i in range(filas):
7 matriz.append([None] * columnas)
8 return matriz
9
10 def dimension(matriz):
11 return [len(matriz), len(matriz[0])]
12
13 def rellena_simbolos(simbolo):
14 [filas, columnas] = dimension(simbolo)
15 numsimbolo = 0.0
16 for i in range(filas):
17 for j in range(columnas):
18 simbolo[i][j] = chr(ord(’a’)+int(numsimbolo))
19 numsimbolo += .5
20 for i in range(1000):
21 [f1, c1] = [int(filas * random()), int(columnas * random())]
22 [f2, c2] = [int(filas * random()), int(columnas * random())]
23 tmp = simbolo[f1][c1]
24 simbolo[f1][c1] = simbolo[f2][c2]
25 simbolo[f2][c2] = tmp
26
27 def hay_baldosas(baldosas):
28 [filas, columnas] = dimension(baldosas)
29 for fila in range(filas):
30 for columna in range(columnas):
31 if baldosas[fila][columna] != None:
32 return True
33 return False
34
35 def dibuja_simbolos(simbolo):
36 [filas, columnas] = dimension(simbolo)
37 for i in range(filas):
38 for j in range(columnas):
39 create_text(j+.5, i+.5, simbolo[i][j], 18)
40
41 def dibuja_baldosas(baldosa):
42 [filas, columnas] = dimension(simbolo)
43 for i in range(filas):
44 for j in range(columnas):
45 dibuja_baldosa(baldosa, i, j)
46
47 def dibuja_baldosa(baldosa, f, c):
48 baldosa[f][c] = create_filled_rectangle(c, f, c+1, f+1, ’black’, ’blue’)
49
50 def borra_baldosa(baldosa, f, c):
51 erase(baldosa[f][c])
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52 baldosa[f][c] = None
53
54 def pulsacion_raton():
55 boton_antes = 0
56 boton_ahora = 0
57 while not (boton_antes == 1 and boton_ahora == 0):
58 boton_antes = boton_ahora
59 [boton_ahora, x, y] = mouse_state()
60 return [int(y), int(x)]
61
62 # Programa principal
63 filas = 4
64 columnas = 6
65 window_coordinates(0,0,columnas,filas)
66 window_size(columnas*40, filas*40)
67
68 simbolo = crea_matriz(filas, columnas)
69 baldosa = crea_matriz(filas, columnas)
70 rellena_simbolos(simbolo)
71 dibuja_simbolos(simbolo)
72 dibuja_baldosas(baldosa)
73
74 jugadas = 0
75 while hay_baldosas(baldosa):
76
77 while 1:
78 [f1, c1] = pulsacion_raton()
79 if baldosa[f1][c1] != None:
80 borra_baldosa(baldosa, f1, c1)
81 break
82
83 while 1:
84 [f2, c2] = pulsacion_raton()
85 if baldosa[f2][c2] != None:
86 borra_baldosa(baldosa, f2, c2)
87 break
88
89 sleep(0.5)
90 if simbolo[f1][c1] != simbolo[f2][c2]:
91 dibuja_baldosa(baldosa, f1, c1)
92 dibuja_baldosa(baldosa, f2, c2)
93
94 jugadas += 1
95
96 print "Lo␣hiciste␣en␣%s␣jugadas." % jugadas
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 313 Modifica Memorio´n para que se ofrezca al usuario jugar con tres niveles dedificultad:Fa´cil: tablero de 3× 4.
Normal: tablero de 4× 6.
Dif´ıcil: tablero de 6× 8.
· 314 Implementa Memorio´n3, una variante de Memorio´n en el que hay que emparejargrupos de 3 letras iguales. (Asegu´rate de que el nu´mero de casillas de la matriz seamu´ltiplo de 3.)
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· 315 Construye el programa del Buscaminas inspira´ndote en la forma en que hemosdesarrollado el juego Memorio´n. Te damos unas pistas para ayudarte en le implementa-cio´n:
Crea una matriz cuyas casillas contengan el valor True o False. El primer valorindica que hay una mina en esa casilla. Ubica las minas al azar. El nu´mero deminas dependera´ de la dificultad del juego.
Crea una matriz que contenga el nu´mero de minas que rodean a cada casilla. Calculaesos valores a partir de la matriz de minas. Ojo con las casillas ˂˂ especiales˃˃ : elnu´mero de vecinos de las casillas de los bordes requiere un cuidado especial.
Dibuja las minas y baldosas que las tapan. Define adecuadamente el sistema decoordenadas del lienzo.
Usa una rutina de control del rato´n similar a la desarrollada para Memorio´n. Teinteresa detectar dos pulsaciones de rato´n distintas: la del boto´n 1, que asociamosa ˂˂descubre casilla˃˃ , y la del boto´n 3, que asociamos a ˂˂marcar posicio´n˃˃ . La marcade posicio´n es una sen˜al que dispone el usuario en una casilla para indicar que e´lcree que oculta una mina. Necesitara´s una nueva matriz de marcas.
El programa principal es un bucle similar al de Memorio´n. El bucle principal finalizacuando hay una coincidencia total entre la matriz de bombas y la matriz de marcaspuestas por el usuario.
Cada vez que se pulse el boto´n 1, destruye la baldosa correspondiente. Si e´staescond´ıa una mina, la partida ha acabado y el jugador ha muerto. Si no, crea unobjeto gra´fico (texto) que muestre el nu´mero de minas vecinas a esa casilla.
Cada vez que se pulse el boto´n 3, an˜ade una marca a la casilla correspondiente sino la hab´ıa, y elimina la que hab´ıa en caso contrario.
· 316 Modifica el Buscaminas para que cada vez que se pulse con el primer boto´nen una casilla con cero bombas vecinas, se marquen todas las casillas alcanzables desdeesta y que no tienen bomba. (Este ejercicio es dif´ıcil. Piensa bien en la estrategia quehas de seguir.)
· 317 Disen˜a un programa que permita jugar a dos personas al tres en raya.
· 318 Disen˜a un programa que permita jugar al tres en raya enfrentando a una personaal ordenador. Cuando el ordenador empiece una partida, debe ganarla siempre. (Esteejercicio es dif´ıcil. Si no conoces la estrategia ganadora, bu´scala en Internet.)
· 319 Disen˜a un programa que permita que dos personas jueguen a las damas. Elprograma debe verificar que todos los movimientos son va´lidos.
· 320 Disen˜a un programa que permita que dos personas jueguen al ajedrez. Elprograma debe verificar que todos los movimientos son va´lidos.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.4. Variables locales y variables globales
Observa que en el cuerpo de las funciones es posible definir y usar variables. Vamos aestudiar con detenimiento algunas propiedades de las variables definidas en el cuerpode una funcio´n y en que´ se diferencian de las variables que definimos fuera de cualquierfuncio´n, es decir, en el denominado programa principal.
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Empecemos con un ejemplo. Definamos una funcio´n que, dados los tres lados de untria´ngulo, devuelva el valor de su a´rea. Recuerda que si a, b y c son dichos lados, el a´readel tria´ngulo es √s(s− a)(s− b)(s− c),donde s = (a+ b+ c)/2.
area trianguloabc a´rea del tria´ngulo
La funcio´n se define as´ı:
triangulo 6.py triangulo.py
1 from math import sqrt
2
3 def area_triangulo(a, b, c):
4 s = (a + b + c) / 2.0
5 return sqrt(s * (s-a) * (s-b) * (s-c))
La l´ınea 4, en el cuerpo de la funcio´n, define la variable s asigna´ndole un valor quees instrumental para el ca´lculo del a´rea del tria´ngulo, es decir, que no nos interesa pors´ı mismo, sino por ser de ayuda para obtener el valor que realmente deseamos calcular:el que resulta de evaluar la expresio´n de la l´ınea 5.La funcio´n area_triangulo se usa como cabe esperar:
triangulo 7.py triangulo.py
.
.
.
7 print area_triangulo(1, 3, 2.5)Ahora viene lo importante: la variable s so´lo existe en el cuerpo de la funcio´n. Fuerade dicho cuerpo, s no esta´ definida. El siguiente programa provoca un error al ejecutarseporque intenta acceder a s desde el programa principal:
triangulo 8.py E triangulo.py E
1 from math import sqrt
2
3 def area_triangulo(a, b, c):
4 s = (a + b + c) / 2.0
5 return sqrt(s * (s-a) * (s-b) * (s-c))
6
7 print area_triangulo(1, 3, 2.5)
8 print s
Cuando se ejecuta, aparece esto por pantalla:
1.1709371247
Traceback (innermost last):
File "triangulo.py", line 8, in ?
print s
NameError: s
La primera l´ınea mostrada en pantalla es el resultado de ejecutar la l´ınea 7 delprograma. La l´ınea 7 incluye una llamada a area_triangulo, as´ı que el flujo de ejecucio´nha pasado por la l´ınea 4 y s se ha creado correctamente. De hecho, se ha accedido a suvalor en la l´ınea 5 y no se ha producido error alguno. Sin embargo, al ejecutar la l´ınea 8
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se ha producido un error por intentar mostrar el valor de una variable inexistente: s. Larazo´n es que s se ha creado en la l´ınea 4 y se ha destruido tan pronto ha finalizado laejecucio´n de area_triangulo.Las variables que so´lo existen en el cuerpo de una funcio´n se denominan variableslocales. En contraposicio´n, el resto de variables se llaman variables globales.Tambie´n los para´metros formales de una funcio´n se consideran variables locales, as´ıque no puedes acceder a su valor fuera del cuerpo de la funcio´n.F´ıjate en este otro ejemplo:
triangulo 9.py E triangulo.py E
1 from math import sqrt
2
3 def area_triangulo(a, b, c):
4 s = (a + b + c) / 2.0
5 return sqrt(s * (s-a) * (s-b) * (s-c))
6
7 print area_triangulo(1, 3, 2.5)
8 print a
Al ejecutarlo obtenemos un nuevo error, pues a no existe fuera de area_triangulo:
1.1709371247
Traceback (innermost last):
File "triangulo.py", line 8, in ?
print a
NameError: a
¿Y cua´ndo se crean a, b y c? ¿Con que´ valores? Cuando llamamos a la funcio´n con, porejemplo, area_triangulo(1, 3, 2.5), ocurre lo siguiente: los para´metros a, b y c se creancomo variables locales en la funcio´n y apuntan a los valores 1, 3 y 2.5, respectivamente.Se inicia entonces la ejecucio´n del cuerpo de area_triangulo hasta llegar a la l´ınea quecontiene el return. El valor que resulta de evaluar la expresio´n que sigue al return sedevuelve como resultado de la llamada a la funcio´n. Al acabar la ejecucio´n de la funcio´n,las variables locales a, b y c dejan de existir (del mismo modo que deja de existir lavariable local s).Para ilustrar los conceptos de variables locales y globales con mayor detalle vamosa utilizar la funcio´n area_triangulo en un programa un poco ma´s complejo.Imagina que queremos ayudarnos con un programa en el ca´lculo del a´rea de untria´ngulo de lados a, b y c y en el ca´lculo del a´ngulo α (en grados) opuesto al lado a.
a
b cα
El a´ngulo α se calcula con la fo´rmula
α = 180pi · arcsin
( 2sbc
) ,
donde s es el a´rea del tria´ngulo y arcsin es la funcio´n arco-seno. (La funcio´n matema´tica
˂˂arcsin˃˃ esta´ definida en el mo´dulo math con el identificador asin.)Analiza este programa en el que hemos destacado las diferentes apariciones delidentificador s:
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area y angulo 3.py area y angulo.py
1 from math import sqrt, asin, pi
2
3 def area_triangulo(a, b, c):
4 s = (a + b + c) / 2.0
5 return sqrt(s * (s-a) * (s-b) * (s-c))
6
7 def angulo_alfa(a, b, c):
8 s = area_triangulo(a, b, c)
9 return 180 / pi * asin(2.0 * s / (b*c))
10
11 def menu():
12 opcion = 0
13 while opcion != 1 and opcion != 2:
14 print ’1)␣Calcular␣a´rea␣del␣tria´ngulo’
15 print ’2)␣Calcular␣a´ngulo␣opuesto␣al␣primer␣lado’
16 opcion = int(raw_input(’Escoge␣opcio´n:␣’))
17 return opcion
18
19 lado1 = float(raw_input(’Dame␣lado␣a:␣’))
20 lado2 = float(raw_input(’Dame␣lado␣b:␣’))
21 lado3 = float(raw_input(’Dame␣lado␣c:␣’))
22
23 s = menu()
24
25 if s == 1:
26 resultado = area_triangulo(lado1, lado2, lado3)
27 else:
28 resultado = angulo_alfa(lado1, lado2, lado3)
29
30 print ’Escogiste␣la␣opcio´n’, s
31 print ’El␣resultado␣es:’, resultado
Ejecutemos el programa:
Dame lado a: 5
Dame lado b: 4
Dame lado c: 3
1) Calcular a´rea del tria´ngulo
2) Calcular a´ngulo opuesto al primer lado
Escoge opcio´n: 1
Escogiste la opcio´n 1
El resultado es: 6.0
Hagamos una traza del programa para esta ejecucio´n:
La l´ınea 1 importa las funciones sqrt (ra´ız cuadrada) y asin (arcoseno) y la variablepi (aproximacio´n de pi).
Las l´ıneas 3–5 ˂˂ ensen˜an˃˃ a Python co´mo se realiza un ca´lculo determinado al quedenominamos area_triangulo y que necesita tres datos de entrada.
Las l´ıneas 7–9 ˂˂ ensen˜an˃˃ a Python co´mo se realiza un ca´lculo determinado al quedenominamos angulo_alfa y que tambie´n necesita tres datos de entrada.
Las l´ıneas 11–17 definen la funcio´n menu. Es una funcio´n sin para´metros cuyocometido es mostrar un menu´ con dos opciones, esperar a que el usuario escoja unay devolver la opcio´n seleccionada.
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Las l´ıneas 19–21 leen de teclado el valor (flotante) de tres variables: lado1, lado2y lado3. En nuestra ejecucio´n, las variables valdra´n 5.0, 4.0 y 3.0, respectivamente.
La l´ınea 23 contiene una llamada a la funcio´n menu. En este punto, Python memorizaque se encontraba ejecutando la l´ınea 23 cuando se produjo una llamada a funcio´ny deja su ejecucio´n en suspenso. Salta entonces a la l´ınea 12, es decir, al cuerpode la funcio´n menu. Sigamos el flujo de ejecucio´n en dicho cuerpo:
• Se ejecuta la l´ınea 12. La variable local opcion almacena el valor 0.• En la l´ınea 13 hay un bucle while. ¿Es opcion distinto de 1 y de 2? S´ı.Entramos, pues, en el bloque del bucle: la siguiente l´ınea a ejecutar es la 14.• En la l´ınea 14 se imprime un texto en pantalla (el de la primera opcio´n).• En la l´ınea 15 se imprime otro texto en pantalla (el de la segunda opcio´n).• En la l´ınea 16 se lee el valor de opcion de teclado, que en esta ejecucio´n es1.• Como el bloque del bucle no tiene ma´s l´ıneas, volvemos a la l´ınea 13. Nosvolvemos a preguntar ¿es opcion distinto de 1 y a la vez distinto de 2? No:opcion vale 1. El bucle finaliza y saltamos a la l´ınea 17.• En la l´ınea 17 se devuelve el valor 1, que es el valor de opcion, y la variablelocal opcion se destruye.
¿Que´ l´ınea se ejecuta ahora? La ejecucio´n de la llamada a la funcio´n ha finalizado,as´ı que Python regresa a la l´ınea desde la que se produjo la llamada (la l´ınea23), cuya ejecucio´n hab´ıa quedado en suspenso. El valor devuelto por la funcio´n (elvalor 1) se almacena ahora en una variable llamada s.
La l´ınea 25 compara el valor de s con el valor 1 y, como son iguales, la siguientel´ınea a ejecutar es la 26 (las l´ıneas 27 y 28 no se ejecutara´n).
La l´ınea 26 asigna a resultado el resultado de invocar a area_triangulo con losvalores 5.0, 4.0 y 3.0. Al invocar la funcio´n, el flujo de ejecucio´n del programa
˂˂ salta˃˃ a su cuerpo y la ejecucio´n de la l´ınea 26 queda en suspenso.
• Saltamos, pues, a la l´ınea 4, con la que empieza el cuerpo de la funcio´narea_triangulo. ¡Ojo!, los para´metros a, b y c se crean como variables localesy toman los valores 5.0, 4.0 y 3.0, respectivamente (son los valores de lado1,lado2 y lado3). En la l´ınea 4 se asigna a s, una nueva variable local, el valorque resulte de evaluar (a + b + c)/2.0, es decir, 6.0.• En la l´ınea 5 se devuelve el resultado de evaluar sqrt(s * (s-a) * (s-b) * (s-c)),que tambie´n es, casualmente, 6.0. Tanto s como los tres para´metros dejan deexistir.
Volvemos a la l´ınea 26, cuya ejecucio´n estaba suspendida a la espera de conocer elvalor de la llamada a area_triangulo. El valor devuelto, 6.0, se asigna a resultado.
La l´ınea 30 muestra por pantalla el valor actual de s. . . ¿y que´ valor es e´se? ¡Alejecutar la l´ınea 23 le asignamos a s el valor 1, pero al ejecutar la l´ınea 4 leasignamos el valor 6.0! ¿Debe salir por pantalla, pues, un 6.0? No: la l´ınea 23asigno´ el valor 1 a la variable global s. El 6.0 de la l´ınea 4 se asigno´ a la variables local a la funcio´n area_triangulo, que ya no existe.
Finalmente, el valor de resultado se muestra por pantalla en la l´ınea 31.
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Observa que llamamos s a dos variables diferentes y que cada una de ellas ˂˂ recuerda˃˃su valor sin interferir con el valor de la otra. Si accedemos a s desde area_triangulo,accedemos a la s local a area_triangulo. Si accedemos a s desde fuera de cualquierfuncio´n, accedemos a la s global.Puede que te parezca absurdo que Python distinga entre variables locales y variablesglobales, pero lo cierto es que disponer de estos dos tipos de variable es de gran ayuda.Piensa en que´ ocurrir´ıa si la variable s de la l´ınea 4 fuese global: al acabar la ejecucio´n dearea_triangulo, s recordar´ıa el valor 6.0 y habr´ıa olvidado el valor 1. El texto impreso en lal´ınea 30 ser´ıa erro´neo, pues se leer´ıa as´ı: ˂˂Escogiste la opcio´n 6.0000˃˃ . Disponerde variables locales permite asegurarse de que las llamadas a funcio´n no modificara´naccidentalmente nuestras variables globales, aunque se llamen igual.La siguiente figura ilustra la idea de que cada elemento del programa tiene un iden-tificador que lo hace accesible o visible desde un entorno o a´mbito diferente.
area trianguloabc sangulo alfaabc s
menuopcion
area y angulo.py
s resultadolado1 lado2 lado3
Cada funcio´n define un a´mbito local propio: su cuerpo. Los identificadores de lasvariables locales so´lo son visibles en su a´mbito local. Por ejemplo, la variable opciondefinida en la funcio´n menu so´lo es visible en el cuerpo de menu. En este diagramamarcamos en tono gris la regio´n en la que es visible esa variable:
area trianguloabc sangulo alfaabc s
menuopcion
area y angulo.py
s resultadolado1 lado2 lado3
Fuera de la zona gris, tratar de acceder al valor de opcion se considera un error. ¿Que´ pasacon las variables o para´metros de nombre ide´ntico definidas en area_triangulo y angu-lo_alfa? Considera, por ejemplo, el para´metro a o la variable s definida en area_triangulo:so´lo es accesible desde el cuerpo de area_triangulo.
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area trianguloabc sangulo alfaabc s
menuopcion
area y angulo.py
s resultadolado1 lado2 lado3
No hay confusio´n posible: cuando accedes al valor de a en el cuerpo de area_triangulo,accedes a su para´metro a. Lo mismo ocurre con la variable s o el para´metro a de an-gulo_alfa: si se usan en el cuerpo de la funcio´n, Python sabe que nos referimos esasvariables locales:
area trianguloabc sangulo alfaabc s
menuopcion
area y angulo.py
s resultadolado1 lado2 lado3
Hay un a´mbito global que incluye a aquellas l´ıneas del programa que no formanparte del cuerpo de una funcio´n. Los identificadores de las variables globales son visiblesen el a´mbito global y desde cualquier a´mbito local. Las variables resultado o lado1,por ejemplo, son accesibles desde cualquier punto del programa (este´ dentro o fuera delcuerpo de una funcio´n). Podemos representar as´ı su ˂˂ zona de visibilidad˃˃ , es decir, sua´mbito:
area trianguloabc sangulo alfaabc s
menuopcion
area y angulo.py
s resultadolado1 lado2 lado3
Hay una excepcio´n a la regla de que las variables del a´mbito global sean accesiblesdesde cualquier punto del programa: si el identificador de una variable (o funcio´n) definida
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en el a´mbito global se usa para nombrar una variable local en una funcio´n, la variable(o funcio´n) global queda ˂˂oculta˃˃ y no es accesible desde el cuerpo de la funcio´n. Porejemplo, la variable local s definida en la l´ınea 4 hace que la variable global s definidaen la l´ınea 23 no sea visible en el cuerpo de la funcio´n area_triangulo. Su a´mbito sereduce a esta regio´n sombreada:
area trianguloabc sangulo alfaabc s
menuopcion
area y angulo.py
s resultadolado1 lado2 lado3
En el programa, la funcio´n angulo_alfa presenta otro aspecto de intere´s: desde ellase llama a la funcio´n area_triangulo. El cuerpo de una funcio´n puede incluir llamadas aotras funciones. ¿Que´ ocurre cuando efectuamos una llamada a angulo_alfa? Supongamosque al ejecutar el programa introducimos los valores 5, 4 y 3 para lado1, lado2 y lado3y que escogemos la opcio´n 2 del menu´. Al ejecutarse la l´ınea 28 ocurre lo siguiente:
Al evaluar la parte derecha de la asignacio´n de la l´ınea 28 se invoca la funcio´nangulo_alfa con los argumentos 5, 4 y 3, con lo que la ejecucio´n salta a la l´ınea8 y a, b y c toman los valores 5, 4 y 3, respectivamente. Python recuerda que alacabar de ejecutar la llamada, debe seguir con la ejecucio´n de la l´ınea 28.
• Se ejecuta la l´ınea 8 y, al evaluar la parte derecha de su asignacio´n, se invocala funcio´n area_triangulo con los argumentos 5, 4 y 3 (que son los valores dea, b y c). La ejecucio´n salta, pues, a la l´ınea 4 y Python recuerda que, cuandoacabe de ejecutar esta nueva llamada, regresara´ a la l´ınea 8.◦ En la l´ınea 4 la variable s local a area_triangulo vale 6.0. Los para´metrosa, b y c son nuevas variables locales con valor 5, 4, y 3, respectivamente.◦ Se ejecuta la l´ınea 5 y se devuelve el resultado, que es 6.0.• Regresamos a la l´ınea 8, cuya ejecucio´n hab´ıa quedado suspendida a la esperade conocer el resultado de la llamada a area_triangulo. Como el resultado es6.0, se asigna dicho valor a la variable s local a angulo_alfa. Se ejecuta lal´ınea 9 y se devuelve el resultado de evaluar la expresio´n, que es 90.0.
Sigue la ejecucio´n en la l´ınea 28, que hab´ıa quedado en suspenso a la espera deconocer el valor de la llamada a angulo_alfa. Dicho valor se asigna a resultado.
Se ejecutan las l´ıneas 30 y 31.
Podemos representar gra´ficamente las distintas activaciones de funcio´n mediante eldenominado a´rbol de llamadas. He aqu´ı el a´rbol correspondiente al u´ltimo ejemplo:
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angulo alfa(5.0, 4.0, 3.0)
area triangulo(5.0, 4.0, 3.0)
programa principal
6.0
90.0
Las llamadas se producen de arriba a abajo y siempre desde la funcio´n de la que partela flecha con trazo so´lido. La primera flecha parte del ˂˂programa principal˃˃ (fuera de cual-quier funcio´n). El valor devuelto por cada funcio´n aparece al lado de la correspondienteflecha de trazo discontinuo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 321 Haz una traza de area_y_angulo.py al solicitar el valor del a´ngulo opuesto allado de longitud 5 en un tria´ngulo de lados con longitudes 5, 4 y 3.
· 322 ¿Que´ aparecera´ por pantalla al ejecutar el siguiente programa?
triangulo 10.py triangulo.py
1 from math import sqrt
2
3 def area_triangulo(a, b, c):
4 s = (a + b + c) / 2.0
5 return sqrt(s * (s-a) * (s-b) * (s-c))
6
7 s = 4
8 print area_triangulo(s-1, s, s+1)
9 print s
10 print a
· 323 La funcio´n area_triangulo que hemos definido puede provocar un error en tiempode ejecucio´n: si el argumento de la ra´ız cuadrada calculada en su u´ltima l´ınea es unnu´mero negativo, se producira´ un error de dominio. Haz que la funcio´n so´lo llame a sqrtsi su argumento es mayor o igual que cero. Si el argumento es un nu´mero negativo, lafuncio´n debe devolver el valor cero. Detecta tambie´n posibles problemas en angulo_alfay modifica la funcio´n para evitar posibles errores al ejecutar el programa.
· 324 Vamos a adquirir una vivienda y para eso necesitaremos una hipoteca. La cuotamensual m que hemos de pagar para amortizar una hipoteca de h euros a lo largo de nan˜os a un intere´s compuesto del i por cien anual se calcula con la fo´rmula:
m = hr1− (1 + r)−12n ,donde r = i/(100 · 12). Define una funcio´n que calcule la cuota (redondeada a dos de-cimales) dados h, n e i. Utiliza cuantas variables locales consideres oportuno, pero almenos r debe aparecer en la expresio´n cuyo valor se devuelve y antes debe calcularse yalmacenarse en una variable local.Nota: puedes comprobar la validez de tu funcio´n sabiendo que hay que pagar lacantidad de 1 166.75 ¤ al mes para amortizar una hipoteca de 150 000 ¤ en 15 an˜os aun intere´s del 4.75% anual.
· 325 Disen˜a una funcio´n que nos devuelva la cantidad de euros que habremos pagadofinalmente al banco si abrimos una hipoteca de h euros a un intere´s del i por cien en nan˜os. Si te conviene, puedes utilizar la funcio´n que definiste en el ejercicio anterior.Nota: con los datos del ejemplo anterior, habremos pagado un total de 210 015 ¤.
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· 326 Disen˜a una funcio´n que nos diga que´ cantidad de intereses (en euros) habremospagado finalmente al banco si abrimos una hipoteca de h euros a un intere´s del i porcien en n an˜os. Si te conviene, puedes utilizar las funciones que definiste en los ejerciciosanteriores.Nota: con los datos del ejemplo anterior, habremos pagado un total de 210 015 −150 000 = 60 015 ¤ en intereses.
· 327 Disen˜a una funcio´n que nos diga que´ tanto por cien del capital inicial deberemospagar en intereses al amortizar completamente la hipoteca. Si te conviene, puedes utilizarlas funciones que definiste en los ejercicios anteriores.Nota: con los datos del ejemplo anterior, habremos pagado un intere´s total del 40.01%(60 015 ¤ es el 40.01% de 150 000 ¤).
· 328 Disen˜a un procedimiento que muestre por pantalla la cuota mensual que corres-ponde pagar por una hipoteca para un capital de h euros al i% de intere´s anual durante10, 15, 20 y 25 an˜os. (Si te conviene, rescata ahora las funciones que disen˜aste comosolucio´n de los ejercicios anteriores.)
· 329 Disen˜a un procedimiento que muestre por pantalla el capital total pagado albanco por una hipoteca de h euros al i% de intere´s anual durante 10, 15, 20 y 25 an˜os.(Si te conviene, rescata ahora las funciones que disen˜aste como solucio´n de los ejerciciosanteriores.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Las variables locales tambie´n pueden contener valores secuenciales. Estudiemos unejemplo de funcio´n con una variable local de tipo secuencial: una funcio´n que recibe unalista y devuelve otra cuyos elementos son los de la primera, pero sin repetir ninguno; esdecir, si la funcio´n recibe la lista [1, 2, 1, 3, 2], devolvera´ la lista [1, 2, 3].Empecemos por definir el cuerpo de la funcio´n:
sin repetidos.py
1 def sin_repetidos(lista):
2 ...
¿Co´mo procederemos? Una buena idea consiste en disponer de una nueva lista auxiliar(una variable local) inicialmente vac´ıa en la que iremos insertando los elementos de lalista resultante. Podemos recorrer la lista original elemento a elemento y preguntar acada uno de ellos si ya se encuentra en la lista auxiliar. Si la respuesta es negativa, loan˜adiremos a la lista:
sin repetidos 3.py sin repetidos.py
1 def sin_repetidos(lista):
2 resultado = []
3 for elemento in lista:
4 if elemento not in resultado:
5 resultado.append(elemento)
6 return resultado
Fa´cil, ¿no? La variable resultado es local, as´ı que su tiempo de vida se limita al de laejecucio´n del cuerpo de la funcio´n cuando e´sta sea invocada. El contenido de resultadose devuelve con la sentencia return, as´ı que s´ı sera´ accesible desde fuera. Aqu´ı tienes unejemplo de uso:
sin repetidos 4.py sin repetidos.py
.
.
.
8 una_lista = sin_repetidos([1, 2, 1, 3, 2])
9 print una_lista
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 330 Disen˜a una funcio´n que reciba dos listas y devuelva los elementos comunes aambas, sin repetir ninguno (interseccio´n de conjuntos).Ejemplo: si recibe las listas [1, 2, 1] y [2, 3, 2, 4], devolvera´ la lista [2].
· 331 Disen˜a una funcio´n que reciba dos listas y devuelva los elementos que pertenecena una o a otra, pero sin repetir ninguno (unio´n de conjuntos).Ejemplo: si recibe las listas [1, 2, 1] y [2, 3, 2, 4], devolvera´ la lista [1, 2, 3, 4].
· 332 Disen˜a una funcio´n que reciba dos listas y devuelva los elementos que pertenecena la primera pero no a la segunda, sin repetir ninguno (diferencia de conjuntos).Ejemplo: si recibe las listas [1, 2, 1] y [2, 3, 2, 4], devolvera´ la lista [1].
· 333 Disen˜a una funcio´n que, dada una lista de nu´meros, devuelva otra lista que so´loincluya sus nu´meros impares.
· 334 Disen˜a una funcio´n que, dada una lista de nombres y una letra, devuelva unalista con todos los nombres que empiezan por dicha letra.
· 335 Disen˜a una funcio´n que, dada una lista de nu´meros, devuelva otra lista con so´loaquellos nu´meros de la primera que son primos.
· 336 Disen˜a una funcio´n que, dada una lista de nu´meros, devuelva una lista con todoslos pares de nu´meros que podemos formar con uno de la primera lista y otro de la segunda.Por ejemplo, si se suministran las listas [1, 3, 5] y [2, 5], la lista resultante es
[[1, 2], [1, 5], [3, 2], [3, 5], [5, 2], [5, 5]].
· 337 Disen˜a una funcio´n que, dada una lista de nu´meros, devuelva una lista con todoslos pares de nu´meros amigos que podemos formar con uno de la primera lista y otro dela segunda.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.5. El mecanismo de las llamadas a funcio´n
Hemos visto que desde una funcio´n podemos llamar a otra funcio´n. Desde esta u´ltimafuncio´n podr´ıamos llamar a otra, y desde e´sta au´n a otra. . . Cada vez que se produce unallamada, la ejecucio´n del programa principal o de la funcio´n ˂˂actual˃˃ queda suspendidaa la espera de que finalice la llamada realizada y prosigue cuando e´sta finaliza. ¿Co´morecuerda Python que´ funciones esta´n ˂˂ suspendidas˃˃ y en que´ orden deben reanudarse?Por otra parte, hemos visto que si una variable local a una funcio´n tiene el mismonombre que una variable global, durante la ejecucio´n de la funcio´n la variable local ocultaa la global y su valor es inaccesible. ¿Co´mo es posible que al finalizar la ejecucio´n deuna funcio´n se restaure el valor original? ¿Do´nde se hab´ıa almacenado e´ste mientras lavariable era invisible?
6.5.1. La pila de llamadas a funcio´n y el paso de para´metros
Python utiliza internamente una estructura especial de memoria para recordar la infor-macio´n asociada a cada invocacio´n de funcio´n: la pila de llamadas a funcio´n. Una pilaes una serie de elementos a la que so´lo podemos an˜adir y eliminar componentes por unode sus dos extremos: el que denominamos la cima.Un monto´n de platos, por ejemplo, es una pila: so´lo puedes an˜adir un plato ponie´ndoloencima de la pila (apilar) y so´lo puedes quitar el plato que esta´ encima (desapilar). Aqu´ıtienes una representacio´n gra´fica de una pila con cuatro elementos (cada uno de ellos esun nu´mero entero).
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4321
So´lo podemos an˜adir nuevos elementos (apilar) por el extremo superior:
4321
5
−→
4321
5
Y so´lo podemos eliminar el elemento de la cima (desapilar):
4321
5
−→
4321
Cada activacio´n de una funcio´n apila un nuevo componente en la pila de llamadas afuncio´n. Dicho componente, que recibe el nombre de trama de activacio´n, es una zona dememoria en la que Python dispondra´ espacio para los punteros asociados a para´metros,variables locales y otra informacio´n que se ha de recordar, como el punto exacto desdeel que se efectuo´ la llamada a la funcio´n. Cuando iniciamos la ejecucio´n de un programa,Python reserva una trama especial para las variables globales, as´ı que empezamos conun elemento en la pila. Estudiemos un ejemplo: una ejecucio´n particular del programaarea_y_angulo.py que reproducimos aqu´ı:
area y angulo 4.py area y angulo.py
1 from math import sqrt, asin, pi
2
3 def area_triangulo(a, b, c):
4 s = (a + b + c) / 2.0
5 return sqrt(s * (s-a) * (s-b) * (s-c))
6
7 def angulo_alfa(a, b, c):
8 s = area_triangulo(a, b, c)
9 return 180 / pi * asin(2.0 * s / (b*c))
10
11 def menu():
12 opcion = 0
13 while opcion != 1 and opcion != 2:
14 print ’1)␣Calcular␣a´rea␣del␣tria´ngulo’
15 print ’2)␣Calcular␣a´ngulo␣opuesto␣al␣primer␣lado’
16 opcion = int(raw_input(’Escoge␣opcio´n:␣’))
17 return opcion
18
19 lado1 = float(raw_input(’Dame␣lado␣a:␣’))
20 lado2 = float(raw_input(’Dame␣lado␣b:␣’))
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21 lado3 = float(raw_input(’Dame␣lado␣c:␣’))
22
23 s = menu()
24
25 if s == 1:
26 resultado = area_triangulo(lado1, lado2, lado3)
27 else:
28 resultado = angulo_alfa(lado1, lado2, lado3)
29
30 print ’Escogiste␣la␣opcio´n’, s
31 print ’El␣resultado␣es:’, resultado
Aqu´ı tienes un pantallazo con el resultado de dicha ejecucio´n:
Dame lado a: 5
Dame lado b: 4
Dame lado c: 3
1) Calcular a´rea del tria´ngulo
2) Calcular a´ngulo opuesto al primer lado
Escoge opcio´n: 2
Escogiste la opcio´n 2
El resultado es: 90.0
Cuando el programa arranca, Python prepara en la pila el espacio necesario para lasvariables globales:
Programa principal
resultados
lado1lado2
lado3
El usuario introduce a continuacio´n el valor de lado1, lado2 y lado3. La memoriaqueda as´ı:
Programa principal
resultados
lado1lado2
lado3
54
3
Se produce entonces la llamada a la funcio´n menu. Python crea una trama de acti-vacio´n para la llamada y la dispone en la cima de la pila. En dicha trama se almacenael valor de opcion y el punto desde el que se efectuo´ la llamada a menu. Aqu´ı tienesuna representacio´n de la pila cuando el usuario acaba de introducir por teclado la opcio´nseleccionada:
Programa principal
menu
resultados
lado1lado2
lado3
opcion
llamada desde l´ınea 23
54
3
2
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¿Que´ ocurre cuando finaliza la ejecucio´n de la funcio´n menu? Ya no hace falta la tramade activacio´n, as´ı que se desapila, es decir, se elimina. Momenta´neamente, no obstante,se mantiene una referencia al objeto devuelto, en este caso, el contenido de la variableopcion. Python recuerda en que´ l´ınea del programa principal debe continuar (l´ınea 23)porque se hab´ıa memorizado en la trama de activacio´n. La l´ınea 23 dice:
23 s = menu()
as´ı que la referencia devuelta por menu con la sentencia return es apuntada ahora porla variable s:
2
Programa principal
resultados
lado1lado2
lado3
return
54
3
Y ahora que ha desaparecido completamente la trama de activacio´n de menu, podemosreorganizar gra´ficamente los objetos apuntados por cada variable:
Programa principal
resultados
lado1lado2
lado3
25
43
La ejecucio´n prosigue y, en la l´ınea 28, se produce una llamada a la funcio´n angu-lo_alfa. Se crea entonces una nueva trama de activacio´n en la cima de la pila con espaciopara los punteros de los tres para´metros y el de la variable local s. A continuacio´n, cadapara´metro apunta al correspondiente valor: el para´metro a apunta adonde apunta lado1,el para´metro b adonde lado2 y el para´metro c adonde lado3. Esta accio´n se denominapaso de para´metros.
Programa principal
angulo alfa
resultados
lado1lado2
lado3
ab
cs
llamada desde l´ınea 28
25
43
Desde el cuerpo de la funcio´n angulo_alfa se efectu´a una llamada a la funcio´narea_triangulo, as´ı que se crea una nueva trama de activacio´n. F´ıjate en que los identifi-cadores de los para´metros y las variables locales de las dos tramas superiores tienen losmismos nombres, pero residen en espacios de memoria diferentes. En esta nueva imagenpuedes ver el estado de la pila en el instante preciso en que se efectu´a la llamada aarea_triangulo y se ha producido el paso de para´metros:
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Programa principal
angulo alfa
area triangulo
resultados
lado1lado2
lado3
ab
cs
ab
cs
llamada desde l´ınea 28
llamada desde l´ınea 8
25
43
Como puedes comprobar, los para´metros a, b y c de area_triangulo apuntan al mismolugar que los para´metros del mismo nombre de angulo_alfa.Cuando area_triangulo ejecuta su primera l´ınea, la variable local s recibe el valor6.0:
Programa principal
angulo alfa
area triangulo
resultados
lado1lado2
lado3
ab
cs
ab
cs
llamada desde l´ınea 28
llamada desde l´ınea 8
6.0
25
43
La ejecucio´n de area_triangulo finaliza devolviendo el valor del a´rea, que resulta ser6.0. La variable s local a angulo_alfa apunta a dicho valor, pues hay una asignacio´n alresultado de la funcio´n en la l´ınea 8:
Programa principal
angulo alfa
resultados
lado1lado2
lado3
ab
cs
return
llamada desde l´ınea 28
6.0
25
43
Nuevamente podemos simplificar la figura as´ı:
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Programa principal
angulo alfa
resultados
lado1lado2
lado3
ab
cs
llamada desde l´ınea 28
6.0
25
43
Y, ahora, una vez finaliza la ejecucio´n de angulo_alfa, el valor devuelto (90.0) sealmacena en la variable global resultado:
Programa principal
resultados
lado1lado2
lado3
return
25
43
90.0
El estado final de la pila es, pues, e´ste:
Programa principal
resultados
lado1lado2
lado3
90.02
54
3
Observa que la variable s de la trama de activacio´n del programa principal siempreha valido 2, aunque las variables locales del mismo nombre han almacenado diferentesvalores a lo largo de la ejecucio´n del programa.
6.5.2. Paso del resultado de expresiones como argumentos
Hemos visto que el paso de para´metros comporta que el para´metro apunte a cierto lugarde la memoria. Cuando el argumento es una variable, es fa´cil entender que´ ocurre: tantoel para´metro como la variable apuntan al mismo lugar. Pero, ¿que´ ocurre si pasamos unaexpresio´n como argumento? Veamos un ejemplo:
parametros 4.py parametros.py
1 def incrementa(p):
2 p = p + 1
3 return p
4
5 a = 1
6 a = incrementa(2+2)
7 print ’a:’, a
Observa que no hemos pasado a incrementa una variable, sino el valor 4 (resultado deevaluar 2+2).He aqu´ı el estado de la memoria en el preciso instante en el que se produce el pasode para´metros:
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Programa principal
incrementa llamada desde l´ınea 6a
p
1
4
El para´metro p apunta a una nueva zona de memoria que contiene el resultado de evaluarla expresio´n.La operacio´n de incremento de la l´ınea 2 hace que p pase a valer 5:
Programa principal
incrementa llamada desde l´ınea 6a
p
1
5
y e´se es el valor devuelto en la l´ınea 3.
Programa principal areturn 5
As´ı pues, la variable global a recibe el valor devuelto y es e´ste el que se muestra porpantalla:
a: 5
6.5.3. Ma´s sobre el paso de para´metros
Hemos visto que el paso de para´metros comporta que cada para´metro apunte a un lugar dela memoria y que e´ste puede estar ya apuntado por una variable o para´metro pertenecienteal a´mbito desde el que se produce la llamada. ¿Que´ ocurre si el para´metro es modificadodentro de la funcio´n? ¿Se modificara´ igualmente la variable o para´metro del a´mbito desdeel que se produce la llamada? Depende. Estudiemos unos cuantos ejemplos.Para empezar, uno bastante sencillo:
parametros 5.py parametros.py
1 def incrementa(p):
2 p = p + 1
3 return p
4
5 a = 1
6 b = incrementa(a)
7
8 print ’a:’, a
9 print ’b:’, bVeamos que´ sale por pantalla al ejecutarlo:
a: 1
b: 2
Puede que esperaras que tanto a como b tuvieran el mismo valor al final: a fin decuentas la llamada a incrementa en la l´ınea 6 hizo que el para´metro p apuntara al mismolugar que a y esa funcio´n incrementa el valor de p en una unidad (l´ınea 2). ¿No deber´ıa,pues, haberse modificado el valor de a? No.Veamos que´ ocurre paso a paso. Inicialmente tenemos en la pila la reserva de memoriapara las variables a y b. Tras ejecutar la l´ınea 5, a tiene por valor el entero 1:
Introduccio´n a la programacio´n con Python 279 c©UJI
280Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
Programa principal ab 1
Cuando llamamos a incrementa el para´metro p recibe una referencia al valor apuntadopor a. As´ı pues, tanto a como p apuntan al mismo lugar y valen 1:
Programa principal
incrementa llamada desde l´ınea 6
ab
p
1
El resultado de ejecutar la l´ınea 2 ¡hace que p apunte a una nueva zona de memoriaen la que se guarda el valor 2!
Programa principal
incrementa llamada desde l´ınea 6
ab
p
1
2
¿Por que´? Recuerda co´mo procede Python ante una asignacio´n:en primer lugar se evalu´a la expresio´n a mano derecha del igual,
y a continuacio´n se hace que la parte izquierda del igual apunte al resultado.La evaluacio´n de una expresio´n proporciona una referencia a la zona de memoria quealberga el resultado. As´ı pues, la asignacio´n tiene un efecto sobre la referencia de p, nosobre el contenido de la zona de memoria apuntada por p. Cuando Python ha evaluadola parte derecha de la asignacio´n de la l´ınea 2, ha sumado al valor 1 apuntado por p elvalor 1 que aparece expl´ıcitamente. El resultado es 2, as´ı que Python ha reservado unanueva celda de memoria con dicho valor. Finalmente, se ha asignado a p el resultado dela expresio´n, es decir, se ha hecho que p apunte a la celda de memoria con el resultado.Sigamos con la ejecucio´n de la llamada a la funcio´n. Al finalizar e´sta, la referenciade p se devuelve y, en la l´ınea 6, se asigna a b.
return
Programa principal ab 1
2
Resultado: b vale lo que val´ıa p al final de la llamada y a no ve modificado su valor:
Programa principal ab 12
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 338 ¿Que´ aparecera´ por pantalla al ejecutar este programa?
parametros 6.py parametros.py
1 def incrementa(a):
2 a = a + 1
3 return a
4
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5 a = 1
6 b = incrementa(a)
7
8 print ’a:’, a
9 print ’b:’, bHazte un dibujo del estado de la pila de llamadas paso a paso para entender bien que´esta´ pasando al ejecutar cada sentencia.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Y ahora, la sorpresa:
paso de listas.py paso de listas.py
1 def modifica(a, b):
2 a.append(4)
3 b = b + [4]
4 return b
5
6 lista1 = [1, 2, 3]
7 lista2 = [1, 2, 3]
8
9 lista3 = modifica(lista1, lista2)
10
11 print lista1
12 print lista2
13 print lista3Ejecutemos el programa:
[1, 2, 3, 4]
[1, 2, 3]
[1, 2, 3, 4]
¿Que´ ha ocurrido? La lista que hemos proporcionado como primer argumento se hamodificado al ejecutarse la funcio´n y la que sirvio´ de segundo argumento no.Ya deber´ıas tener suficientes datos para averiguar que´ ha ocurrido. No obstante,nos detendremos brevemente a explicarlo. Veamos en que´ estado esta´ la memoria en elmomento en el que se produce el paso de para´metros en la llamada a modifica:
Programa principal
modifica
llamada desde l´ınea 9
lista1
lista2
lista3
a
b
1
0
2
1
3
2
1
0
2
1
3
2
¿Que´ ocurre cuando se ejecuta la l´ınea 2? Que la lista apuntada por a crece por el final(con append) con un nuevo elemento de valor 4:
Programa principal
modifica
llamada desde l´ınea 9
lista1
lista2
lista3
a
b
1
0
2
1
3
2
4
3
1
0
2
1
3
2
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Como esa lista esta´ apuntada tanto por el para´metro a como por la variable global lista1,ambos ˂˂ sufren˃˃ el cambio y ven modificado su valor. Pasemos ahora a la l´ınea 3: unaasignacio´n. Como siempre, Python empieza por evaluar la parte derecha de la asignacio´n,donde se indica que se debe crear una nueva lista con capacidad para cuatro elementos(los valores 1, 2 y 3 que provienen de b y el valor 4 que aporta la lista [4]). Una vezcreada la nueva lista, se procede a que la variable de la parte izquierda apunte a ella:
Programa principal
modifica
llamada desde l´ınea 9
lista1
lista2
lista3
a
b
1
0
2
1
3
2
4
3
1
0
2
1
3
2
1
0
2
1
3
2
4
3
Cuando finaliza la ejecucio´n de modifica, lista3 pasa a apuntar a la lista devuelta porla funcio´n, es decir, a la lista que hasta ahora apuntaba b:
Programa principal
lista1
lista2
lista3return
1
0
2
1
3
2
4
3
1
0
2
1
3
2
1
0
2
1
3
2
4
3
Y aqu´ı tenemos el resultado final:
Programa principal
lista1
lista2
lista3
1
0
2
1
3
2
4
3
1
0
2
1
3
2
1
0
2
1
3
2
4
3
Recuerda, pues, que:La asignacio´n puede comportar un cambio del lugar de memoria al que apuntauna variable. Si un para´metro modifica su valor mediante una asignacio´n, (proba-blemente) obtendra´ una nueva zona de memoria y perdera´ toda relacio´n con elargumento del que tomo´ valor al efectuar el paso de para´metros.
Operaciones como append , del o la asignacio´n a elementos indexados de listasmodifican a la propia lista, por lo que los cambios afectan tanto al para´metro comoal argumento.Con las cadenas ocurre algo similar a lo estudiado con las listas, solo que las cadenasson inmutables y no pueden sufrir cambio alguno mediante operaciones como append , delo asignacio´n directa a elementos de la cadena. De hecho, ninguna de esas operacioneses va´lida sobre una cadena.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 339 ¿Que´ mostrara´ por pantalla el siguiente programa al ejecutarse?
ejercicio parametros 4.py ejercicio parametros.py
1 def modifica(a, b):
2 for elemento in b:
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3 a.append(elemento)
4 b = b + [4]
5 a[-1] = 100
6 del b[0]
7 return b[:]
8
9 lista1 = [1, 2, 3]
10 lista2 = [1, 2, 3]
11
12 lista3 = modifica(lista1, lista2)
13
14 print lista1
15 print lista2
16 print lista3
· 340 ¿Que´ muestra por pantalla este programa al ser ejecutado?
ejercicio parametros 5.py ejercicio parametros.py
1 def modifica_parametros(x, y):
2 x = 1
3 y[0] = 1
4
5 a = 0
6 b = [0, 1, 2]
7 modifica_parametros(a, b)
8
9 print a
10 print b
· 341 ¿Que´ muestra por pantalla este programa al ser ejecutado?
ejercicio parametros 6.py ejercicio parametros.py
1 def modifica_parametros(x, y):
2 x = 1
3 y.append(3)
4 y = y + [4]
5 y[0] = 10
6
7 a = 0
8 b = [0, 1, 2]
9 modifica_parametros(a, b)
10 print a
11 print b
· 342 Utiliza las funciones desarrolladas en el ejercicio 307 y disen˜a nuevas funcionespara construir un programa que presente el siguiente menu´ y permita ejecutar las accionescorrespondientes a cada opcio´n:
1) An˜adir estudiante y calificacio´n
2) Mostrar lista de estudiantes con sus calificaciones
3) Calcular la media de las calificaciones
4) Calcular el nu´mero de aprobados
5) Mostrar los estudiantes con mejor calificacio´n
6) Mostrar los estudiantes con calificacio´n superior a la media
7) Consultar la nota de un estudiante determinado
8) FINALIZAR EJECUCIO´N DEL PROGRAMA. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Ahora que sabemos que dentro de una funcio´n podemos modificar listas vamos adisen˜ar una funcio´n que invierta una lista. ¡Ojo!: no una funcio´n que, dada una lista,devuelva otra que sea la inversa de la primera, sino un procedimiento (recuerda: unafuncio´n que no devuelve nada) que, dada una lista, la modifique invirtie´ndola.El aspecto de una primera versio´n podr´ıa ser e´ste:
inversion 4.py E inversion.py E
1 def invierte(lista):
2 for i in range(len(lista)):
3 intercambiar los elementos lista[i] y lista[len(lista)-1-i]Intercambiaremos los dos elementos usando una variable auxiliar:
inversion 5.py E inversion.py E
1 def invierte(lista):
2 for i in range(len(lista)):
3 c = lista[i]
4 lista[i] = lista[len(lista)-1-i]
5 lista[len(lista)-1-i] = c
6
7 a = [1, 2, 3, 4]
8 invierte(a)
9 print a
Ejecutemos el programa:
[1, 2, 3, 4]
No funciona. Parece que no la haya modificado. En realidad s´ı que lo ha hecho, peromal. Estudiemos paso a paso que´ ha ocurrido:
1. Al llamar a la funcio´n, el para´metro lista ˂˂apunta˃˃ (hace referencia) a la mismazona de memoria que la variable a.
2. El bucle que empieza en la l´ınea 2 va de 0 a 3 (pues la longitud de lista es 4). Lavariable local i tomara´ los valores 0, 1, 2 y 3.
a) Cuando i vale 0, el me´todo considera los elementos lista[0] y lista[3]:
1
0
2
1
3
2
4
3
Z Z
La variable local c toma el valor 1 (que es el contenido de lista[0]), a conti-nuacio´n lista[0] toma el valor de lista[3] y, finalmente, lista[3] toma el valorde c. El resultado es que se intercambian los elementos lista[0] y lista[3]:
4
0
2
1
3
2
1
3
Z Z
b) Ahora i vale 1, as´ı que se consideran los elementos lista[1] y lista[2]:
4
0
2
1
3
2
1
3
Z Z
Los dos elementos se intercambian y la lista queda as´ı:
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4
0
3
1
2
2
1
3
Z Zc) Ahora i vale 2, as´ı que se consideran los elementos lista[2] y lista[1]:
4
0
3
1
2
2
1
3
ZZ
Tras el intercambio, la lista pasa a ser:
4
0
2
1
3
2
1
3
ZZd) Y, finalmente, i vale 3.
4
0
2
1
3
2
1
3
ZZSe intercambian los valores de las celdas lista[3] y lista[0]:
1
0
2
1
3
2
4
3
ZZF´ıjate en que al final de la segunda iteracio´n del bucle la lista estaba correctamenteinvertida. Lo que ha ocurrido es que hemos seguido iterando y ¡hemos vuelto a invertiruna lista que ya estaba invertida, deja´ndola como estaba al principio! Ya esta´ claro co´moactuar: iterando la mitad de las veces. Vamos alla´:
inversion.py inversion.py
1 def invierte(lista):
2 for i in range(len(lista)/2):
3 c = lista[i]
4 lista[i] = lista[len(lista)-1-i]
5 lista[len(lista)-1-i] = c
6
7 a = [1, 2, 3, 4]
8 invierte(a)
9 print a
Ahora s´ı. Si ejecutamos el programa obtenemos:
[4, 3, 2, 1]
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 343 ¿Que´ ocurre con el elemento central de la lista cuando la lista tiene un nu´meroimpar de elementos? ¿Nuestra funcio´n invierte correctamente la lista?
· 344 Un aprendiz sugiere esta otra solucio´n. ¿Funciona?
inversion 6.py inversion.py
1 def invierte(lista):
2 for i in range(len(lista)/2):
3 c = lista[i]
4 lista[i] = lista[-i-1]
5 lista[-i-1] = c
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· 345 ¿Que´ muestra por pantalla este programa al ser ejecutado?
abslista 2.py abslista.py
1 def abs_lista(lista):
2 for i in range(len(lista)):
3 lista[i] = abs(lista[i])
4
5 milista = [1, -1, 2, -3, -2, 0]
6 abs_lista(milista)
7 print milista
· 346 ¿Que´ mostrara´ por pantalla el siguiente programa al ejecutarse?
intercambio 2.py intercambio.py
1 def intento_de_intercambio(a, b):
2 aux = a
3 a = b
4 b = aux
5
6 lista1 = [1, 2]
7 lista2 = [3, 4]
8
9 intento_de_intercambio(lista1, lista2)
10
11 print lista1
12 print lista2
· 347 Disen˜a un procedimiento que, dada una lista de nu´meros, la modifique para queso´lo sobrevivan a la llamada aquellos nu´meros que son perfectos.
· 348 Disen˜a una funcio´n duplica que reciba una lista de nu´meros y la modifique du-plicando el valor de cada uno de sus elementos. (Ejemplo: la lista [1, 2, 3] se convertira´en [2, 4, 6].)
· 349 Disen˜a una funcio´n duplica_copia que reciba una lista de nu´meros y devuelvaotra lista en la que cada elemento sea el doble del que tiene el mismo ı´ndice en lalista original. La lista original no debe sufrir ninguna modificacio´n tras la llamada aduplica_copia.
· 350 Disen˜a una funcio´n que reciba una lista y devuelva otra lista cuyo contenidosea el resultado de concatenar la lista original consigo misma. La lista original no debemodificarse.
· 351 Disen˜a una funcio´n que reciba una lista y devuelva otra lista cuyo contenido seala lista original, pero con sus componentes en orden inverso. La lista original no debemodificarse.
· 352 Disen˜a una funcio´n que reciba una lista y devuelva una copia de la lista con-catenada con una inversio´n de s´ı misma. Puedes utilizar, si lo consideras conveniente,funciones que has desarrollado en ejercicios anteriores.
· 353 Disen˜a una funcio´n que reciba una lista y devuelva una lista cuyo contenido seala lista original concatenada con una versio´n invertida de ella misma. La lista original nodebe modificarse.
· 354 Disen˜a una funcio´n que reciba una lista y devuelva una copia de la lista con suselementos ordenados de menor a mayor. La lista original no debe modificarse.
· 355 Disen˜a un procedimiento que reciba una lista y ordene sus elementos de menora mayor.
Introduccio´n a la programacio´n con Python 286 c©UJI
287Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
· 356 Disen˜a una funcio´n que reciba una matriz y, si es cuadrada (es decir, tiene igualnu´mero de filas que de columnas), devuelva la suma de todos los componentes dispuestosen la diagonal principal (es decir, todos los elementos de la forma Ai,i). Si la matriz noes cuadrada, la funcio´n devolvera´ None.
· 357 Guardamos en una matriz de m × n elementos la calificacio´n obtenida por mestudiantes (a los que conocemos por su nu´mero de lista) en la evaluacio´n de n ejerciciosentregados semanalmente (cuando un ejercicio no se ha entregado, la calificacio´n es −1).Disen˜a funciones y procedimientos que efectu´en los siguiente ca´lculos:
Dado el nu´mero de un alumno, devolver el nu´mero de ejercicios entregados.
Dado el nu´mero de un alumno, devolver la media sobre los ejercicios entregados.
Dado el nu´mero de un alumno, devolver la media sobre los ejercicios entregados silos entrego´ todos; en caso contrario, la media es 0.
Devolver el nu´mero de todos los alumnos que han entregado todos los ejercicios ytienen una media superior a 3.5 puntos.
Dado el nu´mero de un ejercicio, devolver la nota media obtenida por los estudiantesque lo presentaron.
Dado el nu´mero de un ejercicio, devolver la nota ma´s alta obtenida.
Dado el nu´mero de un ejercicio, devolver la nota ma´s baja obtenida.
Dado el nu´mero de un ejercicio, devolver el nu´mero de estudiantes que lo hanpresentado.
Devolver el nu´mero de abandonos en funcio´n de la semana. Consideramos queun alumno abandono´ en la semana x si no ha entregado ningu´n ejercicio desdeentonces. Este procedimiento mostrara´ en pantalla el nu´mero de abandonos paracada semana (si un alumno no ha entregado nunca ningu´n ejercicio, abandono´ enla ˂˂ semana cero˃˃ ).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.5.4. Acceso a variables globales desde funciones
Por lo dicho hasta ahora podr´ıas pensar que en el cuerpo de una funcio´n so´lo puedenutilizarse variables locales. No es cierto. Dentro de una funcio´n tambie´n puedes consultary modificar variables globales. Eso s´ı, debera´s ˂˂avisar˃˃ a Python de que una variableusada en el cuerpo de una funcio´n es global antes de usarla. Lo veremos con un ejemplo.Vamos a disen˜ar un programa que gestiona una de las funciones de un cajero au-toma´tico que puede entregar cantidades que son mu´ltiplo de 10 ¤. En cada momento,el cajero tiene un nu´mero determinado de billetes de 50, 20 y 10 ¤. Utilizaremos unavariable para cada tipo de billete y en ella indicaremos cua´ntos billetes de ese tipo nosquedan en el cajero. Cuando un cliente pida sacar una cantidad determinada de dine-ro, mostraremos por pantalla cua´ntos billetes de cada tipo le damos. Intentaremos darlesiempre la menor cantidad de billetes posible. Si no es posible darle el dinero (porqueno tenemos suficiente dinero en el cajero o porque la cantidad solicitada no puede darsecon una combinacio´n va´lida de los billetes disponibles) informaremos al usuario.Inicialmente supondremos que el cajero esta´ cargado con 100 billetes de cada tipo:
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cajero.py
1 carga50 = 100
2 carga20 = 100
3 carga10 = 100Disen˜aremos ahora una funcio´n que, ante una peticio´n de dinero, muestre por pantallalos billetes de cada tipo que se entregan. La funcio´n devolvera´ una lista con el nu´mero debilletes de 50, 20 y 10 ¤ si se pudo dar el dinero, y la lista [0, 0, 0] en caso contrario.Intente´moslo.
cajero.py
1 carga50 = 100
2 carga20 = 100
3 carga10 = 100
4
5 def sacar_dinero(cantidad):
6 de50 = cantidad / 50
7 cantidad = cantidad % 50
8 de20 = cantidad / 20
9 cantidad = cantidad % 20
10 de10 = cantidad / 10
11 return [de50, de20, de10]
sacar dinero
cantidad billetes de 50billetes de 20billetes de 10
¿Entiendes las fo´rmulas utilizadas para calcular el nu´mero de billetes de cada tipo?Estu´dialas con calma antes de seguir.En principio, ya esta´. Bueno, no; hemos de restar los billetes que le damos al usuariode las variables carga50, carga20 y carga10, pues el cajero ya no los tiene disponiblespara futuras extracciones de dinero:
cajero 5.py E cajero.py E
1 carga50 = 100
2 carga20 = 100
3 carga10 = 100
4
5 def sacar_dinero(cantidad):
6 de50 = cantidad / 50
7 cantidad = cantidad % 50
8 de20 = cantidad / 20
9 cantidad = cantidad % 20
10 de10 = cantidad / 10
11 carga50 = carga50 - de50
12 carga20 = carga20 - de20
13 carga10 = carga10 - de10
14 return [de50, de20, de10]Probemos el programa an˜adiendo, momenta´neamente, un programa principal:
cajero 1.py cajero.py
19 c = int(raw_input(’Cantidad␣a␣extraer:␣’))
20 print sacar_dinero(c)¿Que´ ocurrira´ con el acceso a carga50, carga20 y carga10? Puede que Python las tomepor variables locales, en cuyo caso, no habremos conseguido el objetivo de actualizar lacantidad de billetes disponibles de cada tipo. Lo que ocurre es peor au´n: al ejecutar elprograma obtenemos un error.
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$ python cajero.py
↱
Cantidad a extraer: 70
Traceback (most recent call last):
File "cajero.py", line 17, in ?
print sacar_dinero(c)
File "cajero.py", line 11, in sacar_dinero
carga50 = carga50 - de50
UnboundLocalError: local variable ’carga50’ referenced before assignment
El error es del tipo UnboundLocalError (que podemos traducir por ˂˂ error de variable localno ligada˃˃ ) y nos indica que hubo un problema al tratar de acceder a carga50, pues esuna variable local que no tiene valor asignado previamente. Pero, ¡carga50 deber´ıa seruna variable global, no local, y adema´s s´ı se le asigno´ un valor: en la l´ınea 1 asignamos acarga50 el valor 100! ¿Por que´ se confunde? Python utiliza una regla simple para decidirsi una variable usada en una funcio´n es local o global: si se le asigna un valor, es local;si no, es global. Las variables carga50, carga20 y carga10 aparecen en la parte izquierdade una asignacio´n, as´ı que Python supone que son variables locales. Y si son locales, noesta´n inicializadas cuando se evalu´a la parte derecha de la asignacio´n. Hay una formade evitar que Python se equivoque en situaciones como e´sta: declarar expl´ıcitamente queesas variables son globales. F´ıjate en la l´ınea 6:
cajero 6.py E cajero.py E
1 carga50 = 100
2 carga20 = 100
3 carga10 = 100
4
5 def sacar_dinero(cantidad):
6 global carga50, carga20, carga10
7 de50 = cantidad / 50
8 cantidad = cantidad % 50
9 de20 = cantidad / 20
10 cantidad = cantidad % 20
11 de10 = cantidad / 10
12 carga50 = carga50 - de50
13 carga20 = carga20 - de20
14 carga10 = carga10 - de10
15 return [de50, de20, de10]
16
17 c = int(raw_input(’Cantidad␣a␣extraer:␣’))
18 print sacar_dinero(c)
$ python cajero.py
↱
Cantidad a extraer: 70
↱
[1, 1, 0]
¡Perfecto! Hagamos una prueba ma´s:
$ python cajero.py
↱
Cantidad a extraer: 7000
↱
[140, 0, 0]
¿No ves nada raro? ¡La funcio´n ha dicho que nos han de dar 140 billetes de 50 ¤, cuandoso´lo hay 100! Hemos de refinar la funcio´n y hacer que nos de´ la cantidad solicitada so´locuando dispone de suficiente efectivo:
cajero 7.py E cajero.py E
1 carga50 = 100
2 carga20 = 100
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3 carga10 = 100
4
5 def sacar_dinero(cantidad):
6 global carga50, carga20, carga10
7 if cantidad <= 50 * carga50 + 20 * carga20 + 10 * carga10:
8 de50 = cantidad / 50
9 cantidad = cantidad % 50
10 de20 = cantidad / 20
11 cantidad = cantidad % 20
12 de10 = cantidad / 10
13 carga50 = carga50 - de50
14 carga20 = carga20 - de20
15 carga10 = carga10 - de10
16 return [de50, de20, de10]
17 else:
18 return [0, 0, 0]
19
20 c = int(raw_input(’Cantidad␣a␣extraer:␣’))
21 print sacar_dinero(c)
La l´ınea 7 se encarga de averiguar si hay suficiente dinero en el cajero. Si no lo hay, lafuncio´n finaliza inmediatamente devolviendo la lista [0, 0, 0]. ¿Funcionara´ ahora?
$ python cajero.py
↱
Cantidad a extraer: 7000
↱
[140, 0, 0]
¡No! Sigue funcionando mal. ¡Claro!, hay 50× 100 + 20× 100 + 10× 100 = 8000 ¤ enel cajero y hemos pedido 7000 ¤. Lo que deber´ıamos controlar no (so´lo) es que hayasuficiente dinero, sino que haya suficiente cantidad de billetes de cada tipo:
cajero 8.py cajero.py
1 carga50 = 100
2 carga20 = 100
3 carga10 = 100
4
5 def sacar_dinero(cantidad):
6 global carga50, carga20, carga10
7 if cantidad <= 50 * carga50 + 20 * carga20 + 10 * carga10:
8 de50 = cantidad / 50
9 cantidad = cantidad % 50
10 if de50 >= carga50: # Si no hay suficientes billetes de 50
11 cantidad = cantidad + (de50 - carga50) * 50
12 de50 = carga50
13 de20 = cantidad / 20
14 cantidad = cantidad % 20
15 if de20 >= carga20: # y no hay suficientes billetes de 20
16 cantidad = cantidad + (de20 - carga20) * 20
17 de20 = carga20
18 de10 = cantidad / 10
19 cantidad = cantidad % 10
20 if de10 >= carga10: # y no hay suficientes billetes de 10
21 cantidad = cantidad + (de10 - carga10) * 10
22 de10 = carga10
23 # Si todo ha ido bien, la cantidad que resta por entregar es nula:
24 if cantidad == 0:
25 # As´ı que hacemos efectiva la extraccio´n
26 carga50 = carga50 - de50
27 carga20 = carga20 - de20
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28 carga10 = carga10 - de10
29 return [de50, de20, de10]
30 else: # Y si no, devolvemos la lista con tres ceros:
31 return [0, 0, 0]
32 else:
33 return [0, 0, 0]
34
35 c = int(raw_input(’Cantidad␣a␣extraer:␣’))
36 print sacar_dinero(c)Bueno, parece que ya tenemos la funcio´n completa. Hagamos algunas pruebas:
$ python cajero.py
↱
Cantidad a extraer: 130
↱
[2, 1, 1]
$ python cajero.py
↱
Cantidad a extraer: 7000
↱
[100, 100, 0]
$ python cajero.py
↱
Cantidad a extraer: 9000
↱
[0, 0, 0]
¡Ahora s´ı!. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 358 Hay dos ocasiones en las que se devuelve la lista [0, 0, 0]. ¿Puedes modificarel programa para que so´lo se devuelva esa lista expl´ıcita desde un punto del programa?. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Como ya hemos disen˜ado y probado la funcio´n, hagamos un u´ltimo esfuerzo y aca-bemos el programa. Eliminamos las l´ıneas de prueba (las dos u´ltimas) y an˜adimos elsiguiente co´digo:
cajero.py cajero.py
.
.
.
35
36 # Programa principal
37 while 50*carga50 + 20*carga20 + 10*carga10 > 0:
38 peticion = int(raw_input(’Cantidad␣que␣desea␣sacar:␣’))
39 [de50, de20, de10] = sacar_dinero(peticion)
40 if [de50, de20, de10] != [0, 0, 0]:
41 if de50 > 0:
42 print ’Billetes␣de␣50␣euros:’, de50
43 if de20 > 0:
44 print ’Billetes␣de␣20␣euros:’, de20
45 if de10 > 0:
46 print ’Billetes␣de␣10␣euros:’, de10
47 print ’Gracias␣por␣usar␣el␣cajero.’
48 print
49 else:
50 print ’Lamentamos␣no␣poder␣atender␣su␣peticio´n.’
51 print
52 print ’Cajero␣sin␣dinero.␣Avise␣a␣mantenimiento.’Usemos esta versio´n final del programa:
$ python cajero.py
↱
Cantidad que desea sacar: 7000
↱
Billetes de 50 euros: 100
Billetes de 20 euros: 100
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Gracias por usar el cajero.
Cantidad que desea sacar: 500
↱
Billetes de 10 euros: 50
Gracias por usar el cajero.
Cantidad que desea sacar: 600
↱
Lamentamos no poder atender su peticio´n.
Cantidad que desea sacar: 500
↱
Billetes de 10 euros: 50
Gracias por usar el cajero.
Cajero sin dinero. Avise a mantenimiento.
Se supone que un cajero de verdad debe entregar dineroEl programa del cajero automa´tico no parece muy u´til: se limita a imprimir por pantallael nu´mero de billetes de cada tipo que nos ha de entregar. Se supone que un cajero deverdad debe entregar dinero y no limitarse a mostrar mensajes por pantalla.Los cajeros automa´ticos esta´n gobernados por un computador. Las acciones del cajeropueden controlarse por medio de funciones especiales. Estas funciones acceden a puertosde entrada/salida del ordenador que se comunican con los perife´ricos adecuados. Elaparato que entrega billetes no es ma´s que eso, un perife´rico ma´s.Lo lo´gico ser´ıa disponer de un mo´dulo, digamos dipensador_de_billetes, que nos die-ra acceso a las funciones que controlan el perife´rico. Una funcio´n podr´ıa, por ejemplo, en-tregar al usuario tantos billetes de cierto tipo como se indicara. Si dicha funcio´n se llama-ra entrega, en lugar de una sentencia como ˂˂print "Billetes␣de␣50␣euros:", de50˃˃ ,realizar´ıamos la llamada entrega(de50, 50).
Acabaremos este apartado con una reflexio´n. Ten en cuenta que modificar variablesglobales desde una funcio´n no es una pra´ctica de programacio´n recomendable. La expe-riencia dice que so´lo en contadas ocasiones esta´ justificado que una funcio´n modifiquevariables globales. Se dice que modificar variables globales desde una funcio´n es unefecto secundario de la llamada a la funcio´n. Si cada funcio´n de un programa largo mo-dificara libremente el valor de variables globables, tu programa ser´ıa bastante ilegible y,por tanto, dif´ıcil de ampliar o corregir en el futuro.
6.6. Ejemplos
Vamos ahora a desarrollar unos cuantos ejemplos de programas con funciones. As´ı pon-dremos en pra´ctica lo aprendido.
6.6.1. Integracio´n nume´rica
Vamos a implementar un programa de integracio´n nume´rica que aproxime el valor de∫ b
a x2 dxcon la fo´rmula n−1∑
i=0 ∆x · (a+ i · ∆x)2,
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donde ∆x = (b − a)/n. El valor de n lo proporcionamos nosotros: a mayor valor de n,mayor precisio´n en la aproximacio´n. Este me´todo de aproximacio´n de integrales se basaen el ca´lculo del a´rea de una serie de recta´ngulos.En la gra´fica de la izquierda de la figura que aparece a continuacio´n se marca en grisla regio´n cuya a´rea corresponde al valor de la integral de x2 entre a y b. En la gra´fica dela derecha se muestra en gris el a´rea de cada uno de los 6 recta´ngulos (n = 6) utilizadosen la aproximacio´n. La suma de las 6 a´reas es el resultado de nuestra aproximacio´n. Sien lugar de 6 recta´ngulos usa´semos 100, el valor calculado ser´ıa ma´s aproximado al real.
a b
x2
a b
x2
La funcio´n Python que vamos a definir se denominara´ integral_x2 y necesita tres datosde entrada: el extremo izquierdo del intervalo (a), el extremo derecho (b) y el nu´mero derecta´ngulos con los que se efectu´a la aproximacio´n (n).La cabecera de la definicio´n de la funcio´n sera´, pues, de la siguiente forma:
integral.py
1 def integral_x2(a, b, n):
2 ...
¿Que´ ponemos en el cuerpo? Pensemos. En el fondo, lo que se nos pide no es ma´sque el ca´lculo de un sumatorio. Los elementos que participan en el sumatorio son untanto complicados, pero esta complicacio´n no afecta a la forma general de ca´lculo deun sumatorio. Los sumatorios se calculan siguiendo un patro´n que ya hemos visto conanterioridad:
integral.py
1 def integral_x2(a, b, n):
2 sumatorio = 0
3 for i in range(n):
4 sumatorio += lo que sea
Ese ˂˂ lo que sea˃˃ es, precisamente, la fo´rmula que aparece en el sumatorio. En nuestrocaso, ese fragmento del cuerpo de la funcio´n sera´ as´ı:
integral.py
1 def integral_x2(a, b, n):
2 sumatorio = 0
3 for i in range(n):
4 sumatorio += deltax * (a + i * deltax) ** 2
Mmmmm. . . En el bucle hacemos uso de una variable deltax que, suponemos, tiene elvalor de ∆x . As´ı pues, habra´ que calcular previamente su valor:
integral.py
1 def integral_x2(a, b, n):
2 deltax = (b-a) / n
3 sumatorio = 0
4 for i in range(n):
5 sumatorio += deltax * (a + i * deltax) ** 2
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La variable deltax (al igual que i y sumatorio) es una variable local.Ya casi esta´. Faltara´ an˜adir una l´ınea: la que devuelve el resultado.
integral 5.py E integral.py E
1 def integral_x2(a, b, n):
2 deltax = (b-a) / n
3 sumatorio = 0
4 for i in range(n):
5 sumatorio += deltax * (a + i * deltax) ** 2
6 return sumatorio
¿Hecho? Repasemos, a ver si todo esta´ bien. F´ıjate en la l´ınea 2. Esa expresio´n puededar problemas:
1. ¿Que´ pasa si n vale 0?
2. ¿Que´ pasa si tanto a, como b y n son enteros?
Vamos por partes. En primer lugar, evitemos la divisio´n por cero. Si n vale cero, elresultado de la integral sera´ 0.
integral 6.py integral.py
1 def integral_x2(a, b, n):
2 if n == 0:
3 sumatorio = 0
4 else:
5 deltax = (b-a) / n
6 sumatorio = 0
7 for i in range(n):
8 sumatorio += deltax * (a + i * deltax) ** 2
9 return sumatorio
Y, ahora, nos aseguraremos de que la divisio´n siempre proporcione un valor flotante, auncuando las tres variables, a, b y n, tengan valores de tipo entero:
integral 7.py integral.py
1 def integral_x2(a, b, n):
2 if n == 0:
3 sumatorio = 0
4 else:
5 deltax = (b-a) / float(n)
6 sumatorio = 0
7 for i in range(n):
8 sumatorio += deltax * (a + i * deltax) ** 2
9 return sumatorio
Ya podemos utilizar nuestra funcio´n:
integral.py integral.py
.
.
.
11 inicio = float(raw_input(’Inicio␣del␣intervalo:␣’))
12 final = float(raw_input(’Final␣del␣intervalo:␣’))
13 partes = int(raw_input(’Nu´mero␣de␣recta´ngulos:␣’))
14
15 print ’La␣integral␣de␣x**2␣entre␣%f␣y␣%f’ % (inicio, final),
16 print ’vale␣aproximadamente␣%f’ % integral_x2(inicio, final, partes)
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En la l´ınea 16 llamamos a integral_x2 con los argumentos inicio, final y partes,variables cuyo valor nos suministra el usuario en las l´ıneas 11–13. Recuerda que cuandollamamos a una funcio´n, Python asigna a cada para´metro el valor de un argumentosiguiendo el orden de izquierda a derecha. As´ı, el para´metro a recibe el valor que contieneel argumento inicio, el para´metro b recibe el valor que contiene el argumento final y elpara´metro n recibe el valor que contiene el argumento partes. No importa co´mo se llamacada argumento. Una vez se han hecho esas asignaciones, empieza la ejecucio´n de lafuncio´n.
Un me´todo de integracio´n gene´ricoEl me´todo de integracio´n que hemos implementado presenta un inconveniente: so´lopuede usarse para calcular la integral definida de una sola funcio´n: f (x) = x2. Siqueremos integrar, por ejemplo, g(x) = x3, tendremos que codificar otra vez el me´todo ycambiar una l´ınea. ¿Y por una so´la l´ınea hemos de volver a escribir otras ocho?Analiza este programa:
integracion generica.py integracion generica.py
1 def cuadrado(x):
2 return x**2
3
4 def cubo(x):
5 return x**3
6
7 def integral_definida( f , a, b, n):
8 if n == 0:
9 sumatorio = 0
10 else:
11 deltax = (b-a) / float(n)
12 sumatorio = 0
13 for i in range(n):
14 sumatorio += deltax * f(a + i * deltax)
15 return sumatorio
16
17 a = 1
18 b = 2
19 print ’Integracio´n␣entre␣%f␣y␣%f’ % (a, b)
20 print ’Integral␣de␣x**2:’, integral_definida(cuadrado, a, b, 100)
21 print ’Integral␣de␣x**3:’, integral_definida(cubo, a, b, 100)
¡Podemos pasar funciones como argumentos! En la l´ınea 20 calculamos la integral dex2 entre 1 y 2 (con 100 recta´ngulos) y en la l´ınea 21, la de x3. Hemos codificado unasola vez el me´todo de integracio´n y es, en cierto sentido, ˂˂gene´rico˃˃ : puede integrarcualquier funcio´n.Pon atencio´n a este detalle: cuando pasamos la funcio´n como para´metro, no usamospare´ntesis con argumentos; so´lo pasamos el nombre de la funcio´n. El nombre de lafuncio´n es una variable. ¿Y que´ contiene? Contiene una referencia a una zona de memoriaen la que se encuentran las instrucciones que hemos de ejecutar al llamar a la funcio´n.Leer ahora el cuadro ˂˂Los pare´ntesis son necesarios˃˃ (pa´gina 245) puede ayudarte aentender esta afirmacio´n.
6.6.2. Aproximacio´n de la exponencial de un nu´mero real
Vamos a desarrollar una funcio´n que calcule el valor de ea, siendo a un nu´mero real, conuna restriccio´n: no podemos utilizar el operador de exponenciacio´n **.Si a fuese un nu´mero natural, ser´ıa fa´cil efectuar el ca´lculo:
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exponencial 8.py exponencial.py
1 from math import e
2
3 def exponencial(a):
4 exp = 1
5 for i in range(a):
6 exp *= e
7 return exp
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 359 ¿Y si a pudiera tomar valores enteros negativos? Disen˜a una funcio´n exponencialque trate tambie´n ese caso. (Recuerda que e−a = 1/ea.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Pero siendo a un nu´mero real (bueno, un flotante), no nos vale esa aproximacio´n.Refrescando conocimientos matema´ticos, vemos que podemos calcular el valor de ea paraa real con la siguiente fo´rmula:
ea = 1 + a+ a22 + a33! + a44! + · · ·+ akk! + · · · = ∞∑n=0 a
nn! .
La fo´rmula tiene un nu´mero infinito de sumandos, as´ı que no la podemos codificar enPython. Haremos una cosa: disen˜aremos una funcio´n que aproxime el valor de ea contantos sumandos como nos indique el usuario.Vamos con una primera versio´n:
exponencial 9.py E exponencial.py E
1 def exponencial(a, n):
2 sumatorio = 0.0
3 for k in range(n):
4 sumatorio += a**k / (k!)
5 return sumatorioMmmm. Mal. Por una parte, nos han prohibido usar el operador **, as´ı que tendremosque efectuar el correspondiente ca´lculo de otro modo. Recuerda que
ak = k∏i=1 a.
exponencial 10.py exponencial.py
1 def exponencial(a, n):
2 sumatorio = 0.0
3 for k in range(n):
4 # Ca´lculo de ak .
5 numerador = 1.0
6 for i in range(1, k+1):
7 numerador *= a
8 # Adicio´n de nuevo sumando al sumatorio.
9 sumatorio += numerador / k!
10 return sumatorioY por otra parte, no hay operador factorial en Python. Tenemos que calcular el factorialexpl´ıcitamente. Recuerda que
k! = k∏i=1 i.Corregimos el programa anterior:
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exponencial 11.py exponencial.py
1 def exponencial(a, n):
2 sumatorio = 0.0
3 for k in range(n):
4 # Ca´lculo de ak .
5 numerador = 1.0
6 for i in range(1, k+1):
7 numerador *= a
8 # Ca´lculo de k!.
9 denominador = 1.0
10 for i in range(1, k+1):
11 denominador *= i
12 # Adicio´n de nuevo sumando al sumatorio.
13 sumatorio += numerador / denominador
14 return sumatorioY ya esta´. La verdad es que no queda muy legible. Analiza esta otra versio´n:
exponencial 12.py exponencial.py
1 def elevado(a, k):
2 productorio = 1.0
3 for i in range(1, k+1):
4 productorio *= a
5 return productorio
6
7 def factorial(k):
8 productorio = 1.0
9 for i in range(1, k+1):
10 productorio *= i
11 return productorio
12
13 def exponencial(a, n):
14 sumatorio = 0.0
15 for k in range(n):
16 sumatorio += elevado(a, k) / factorial(k)
17 return sumatorioEsta versio´n es mucho ma´s elegante que la anterior, e igual de correcta. Al haber separadoel ca´lculo de la exponenciacio´n y del factorial en sendas funciones hemos conseguido quela funcio´n exponencial sea mucho ma´s legible.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 360 ¿Es correcta esta otra versio´n? (Hemos destacado los cambios con respecto a lau´ltima.)
exponencial 13.py exponencial.py
1 def elevado(a, k):
2 productorio = 1.0
3 for i in range(k):
4 productorio *= a
5 return productorio
6
7 def factorial(k):
8 productorio = 1.0
9 for i in range(2, k):
10 productorio *= i
11 return productorio
12
13 def exponencial(a, n):
14 sumatorio = 0.0
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15 for k in range(n):
16 sumatorio += elevado(a, k) / factorial(k)
17 return sumatorio
· 361 Las funciones seno y coseno se pueden calcular as´ı
sin(x) = x − x33! + x55! − x77! + · · · = ∞∑n=0 (−1)
nx2n+1(2n+ 1)!
cos(x) = 1− x22! + x44! − x66! + · · · = ∞∑n=0 (−1)
nx2n(2n)!
Disen˜a sendas funciones seno y coseno para aproximar, respectivamente, el seno y elcoseno de x con n te´rminos del sumatorio correspondiente.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .El me´todo de ca´lculo utilizado en la funcio´n exponencial es ineficiente: el te´rminoelevado(a, k) / factorial(k) resulta costoso de calcular. Imagina que nos piden calcularexponencial(a, 8). Se producen la siguientes llamadas a elevado y factorial:elevado(a, 0) y factorial(0).elevado(a, 1) y factorial(1).elevado(a, 2) y factorial(2).elevado(a, 3) y factorial(3).elevado(a, 4) y factorial(4).elevado(a, 5) y factorial(5).elevado(a, 6) y factorial(6).elevado(a, 7) y factorial(7).Estas llamadas esconden una repeticio´n de ca´lculos que resulta perniciosa para la veloci-dad de ejecucio´n del ca´lculo. Cada llamada a una de esas rutinas supone iterar un bucle,cuando resulta innecesario si aplicamos un poco de ingenio. F´ıjate en que se cumplenestas dos relaciones:elevado(a, n) = a∗elevado(a, n-1), factorial(n) = n∗factorial(n-1),para todo n mayor que 0. Si n vale 0, tanto elevado(a, n) como factorial(n) valen 1.Este programa te muestra el valor de elevado(2, n) para n entre 0 y 7:
elevado rapido.py elevado rapido.py
1 a = 2
2 valor = 1
3 print ’elevado(%d,␣%d)␣=␣%d’ % (a, 0, valor)
4 for n in range(1, 8):
5 valor = a * valor
6 print ’elevado(%d,␣%d)␣=␣%d’ % (a, n, valor)
elevado(2, 0) = 1
elevado(2, 1) = 2
elevado(2, 2) = 4
elevado(2, 3) = 8
elevado(2, 4) = 16
elevado(2, 5) = 32
elevado(2, 6) = 64
elevado(2, 7) = 128
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 362 Disen˜a un programa similar que muestre el valor de factorial(n) para n entre0 y 7.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Explotemos esta forma de calcular esa serie de valores en el co´mputo de exponencial:
exponencial 14.py exponencial.py
1 def exponencial(a, n):
2 numerador = 1
3 denominador = 1
4 sumatorio = 1.0
5 for k in range(1, n):
6 numerador = a * numerador
7 denominador = k * denominador
8 sumatorio += numerador / denominador
9 return sumatorio
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 363 Modifica las funciones que has propuesto como solucio´n al ejercicio 361 apro-vechando las siguientes relaciones, va´lidas para n mayor que 0:
(−1)nx2n+1(2n+ 1)! = − x2(n+ 1) · n · (−1)n−1x2n−1(2n− 1)! ,(−1)nx2n(2n)! = − x2n · (n− 1) · (−1)n−1x2n(2n)! .Cuando n vale 0, tenemos:
(−1)0x11! = x, (−1)0x00! = 1.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Resolvamos ahora un problema ligeramente diferente: vamos a aproximar ea con tantoste´rminos como sea preciso hasta que el u´ltimo te´rmino considerado sea menor o igual queun valor ε dado. Lo desarrollaremos usando, de nuevo, las funciones elevado y factorial.(Enseguida te pediremos que mejores el programa con las u´ltimas ideas presentadas.)No resulta apropiado ahora utilizar un bucle for-in, pues no sabemos cua´ntas iteracioneshabra´ que dar hasta llegar a un ak/k! menor o igual que ε. Utilizaremos un bucle while:
exponencial.py
1 def elevado(a, k):
2 productorio = 1.0
3 for i in range(k):
4 productorio *= a
5 return productorio
6
7 def factorial(n):
8 productorio = 1.0
9 for i in range(1, n+1):
10 productorio *= i
11 return productorio
12
13 def exponencial2(a, epsilon):
14 sumatorio = 0.0
15 k = 0
16 termino = elevado(a, k) / factorial(k)
17 while termino > epsilon:
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18 sumatorio += termino
19 k += 1
20 termino = elevado(a, k) / factorial(k)
21 return sumatorio
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 364 Modifica la funcio´n exponencial2 del programa anterior para que no se efectu´enlas ineficientes llamadas a elevado y factorial.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.6.3. Ca´lculo de nu´meros combinatorios
Ahora vamos a disen˜ar una funcio´n que calcule de cua´ntas formas podemos escoger melementos de un conjunto con n objetos. Recuerda que la formula es:(nm
) = n!(n−m)!m!Esta funcio´n es fa´cil de codificar. . . ¡si reutilizamos la funcio´n factorial del apartado an-terior!
combinaciones 2.py combinaciones.py
1 def factorial(n):
2 productorio = 1.0
3 for i in range(1, n+1):
4 productorio *= i
5 return productorio
6
7 def combinaciones(n, m):
8 return factorial(n) / (factorial(n-m) * factorial(m))
Observa cua´n apropiado ha resultado que factorial fuera una funcio´n definida indepen-dientemente: hemos podido utilizarla en tres sitios diferentes con so´lo invocarla. Adema´s,una vez disen˜ada la funcio´n factorial, podemos reutilizarla en otros programas con so´lo
˂˂ copiar y pegar˃˃ . Ma´s adelante te ensen˜aremos co´mo hacerlo au´n ma´s co´modamente.
6.6.4. El me´todo de la biseccio´n
El me´todo de la biseccio´n permite encontrar un cero de una funcio´n matema´tica f (x) enun intervalo [a, b] si f (x) es continua en dicho intervalo y f (a) y f (b) son de distinto signo.El me´todo de la biseccio´n consiste en dividir el intervalo en dos partes iguales.Llamemos c al punto medio del intervalo. Si el signo de f (c) tiene el mismo signo quef (a), aplicamos el mismo me´todo al intervalo [c, b]. Si f (c) tiene el mismo signo que f (b),aplicamos el me´todo de la biseccio´n al intervalo [a, c]. El me´todo finaliza cuando hallamosun punto c tal que f (c) = 0 o cuando la longitud del intervalo de bu´squeda es menor queun ε determinado.En la figura de la izquierda te mostramos el instante inicial de la bu´squeda: nos pidenhallar un cero de una funcio´n continua f entre a y b y ha de haberlo porque el signo def (a) es distinto del de f (b). Calcular entonces el punto medio c entre a y b. f (a) y f (c)presentan el mismo signo, as´ı que el cero no se encuentra entre a y c, sino entre c y b.La figura de la derecha te muestra la nueva zona de intere´s: a ha cambiado su valor yha tomado el que ten´ıa c.
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a
f(a)
b
f(b)
c
f(c)
a
f(a) b
f(b)
Deseamos disen˜ar un programa que aplique el me´todo de la biseccio´n a la bu´squedade un cero de la funcio´n f (x) = x2−2x−2 en el intervalo [0.5, 3.5]. No debemos considerarintervalos de bu´squeda mayores que 10−5.Parece claro que implementaremos dos funciones: una para la funcio´n matema´ticaf (x) y otra para el me´todo de la biseccio´n. Esta u´ltima tendra´ tres para´metros: los dosextremos del intervalo y el valor de ε que determina el taman˜o del (sub)intervalo debu´squeda ma´s pequen˜o que queremos considerar:
biseccion.py
1 def f (x):
2 return x**2 - 2*x -2
3
4 def biseccion(a, b, epsilon):
5 ...
El me´todo de la biseccio´n es un me´todo iterativo: aplica un mismo procedimientorepetidas veces hasta satisfacer cierta condicio´n. Utilizaremos un bucle, pero ¿un whileo un for-in? Obviamente, un bucle while: no sabemos a priori cua´ntas veces iteraremos.¿Co´mo decidimos cua´ndo hay que volver a iterar? Hay que volver a iterar mientras nohayamos hallado el cero y, adema´s, el intervalo de bu´squeda sea mayor que ε:
biseccion.py
1 def f (x):
2 return x**2 - 2*x -2
3
4 def biseccion(a, b, epsilon):
5 while f(c) != 0 and b - a > epsilon:
6 ...
Para que la primera comparacio´n funcione c ha de tener asignado algu´n valor:
biseccion.py
1 def f (x):
2 return x**2 - 2*x -2
3
4 def biseccion(a, b, epsilon):
5 c = (a + b) / 2.0
6 while f(c) != 0 and b - a > epsilon:
7 ...Dentro del bucle hemos de actualizar el intervalo de bu´squeda:
biseccion.py
1 def f (x):
2 return x**2 - 2*x -2
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Para´metros con valor por defectoLa funcio´n biseccion trabaja con tres para´metros. El tercero esta´ relacionado con elmargen de error que aceptamos en la respuesta. Supo´n que el noventa por cien de lasveces trabajamos con un valor de ε fijo, pongamos que igual a 10−5. Puede resultarpesado proporcionar expl´ıcitamente ese valor en todas y cada una de las llamadas a lafuncio´n. Python nos permite proporcionar para´metros con un valor por defecto. Si damosun valor por defecto al para´metro epsilon, podremos llamar a la funcio´n biseccion contres argumentos, como siempre, o con so´lo dos.El valor por defecto de un para´metro se declara en la definicio´n de la funcio´n:
1 def biseccion(a, b, epsilon=1e-5):
2 ...
Si llamamos a la funcio´n con biseccion(1, 2), es como si la llama´semos as´ı: bisec-cion(1, 2, 1e-5). Al no indicar valor para epsilon, Python toma su valor por defecto.
3
4 def biseccion(a, b, epsilon):
5 c = (a + b) / 2.0
6 while f(c) != 0 and b - a > epsilon:
7 if (f(a) < 0 and f(c) < 0 ) or (f(a) > 0 and f(c) > 0):
8 a = c
9 elif (f(b) < 0 and f(c) < 0 ) or (f(b) > 0 and f(c) > 0):
10 b = c
11 ...Las condiciones del if-elif son complicadas. Podemos simplificarlas con una ideafeliz: dos nu´meros x e y tienen el mismo signo si su producto es positivo.
biseccion.py
1 def f (x):
2 return x**2 - 2*x -2
3
4 def biseccion(a, b, epsilon):
5 c = (a + b) / 2.0
6 while f(c) != 0 and b - a > epsilon:
7 if f(a)*f(c) > 0:
8 a = c
9 elif f(b)*f(c) > 0:
10 b = c
11 ...Au´n nos queda ˂˂preparar˃˃ la siguiente iteracio´n. Si no actualizamos el valor de c, lafuncio´n quedara´ atrapada en un bucle sin fin. ¡Ah! Y al finalizar el bucle hemos dedevolver el cero de la funcio´n:
biseccion 3.py biseccion.py
1 def f (x):
2 return x**2 - 2*x -2
3
4 def biseccion(a, b, epsilon):
5 c = (a + b) / 2.0
6 while f(c) != 0 and b - a > epsilon:
7 if f(a)*f(c) > 0:
8 a = c
9 elif f(b)*f(c) > 0:
10 b = c
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11 c = (a + b) / 2.0
12 return c
Ya podemos completar el programa introduciendo el intervalo de bu´squeda y el valor deε:
biseccion.py biseccion.py
.
.
.
14 print ’El␣cero␣esta´␣en:’, biseccion(0.5, 3.5, 1e-5)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 365 La funcio´n biseccion au´n no esta´ acabada del todo. ¿Que´ ocurre si el usuariointroduce un intervalo [a, b] tal que f (a) y f (b) tienen el mismo signo? ¿Y si f (a) o f (b)valen 0? Modifica la funcio´n para que so´lo inicie la bu´squeda cuando procede y, en casocontrario, devuelva el valor especial None. Si f (a) o f (b) valen cero, biseccion devolvera´el valor de a o b, segu´n proceda.
· 366 Modifica el programa para que solicite al usuario los valores a, b y ε. El programaso´lo aceptara´ valores de a y b tales que a < b.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.7. Disen˜o de programas con funciones
Hemos aprendido a disen˜ar funciones, cierto, pero puede que no tengas claro que´ ven-tajas nos reporta trabajar con ellas. El programa de integracio´n nume´rica que hemosdesarrollado en la seccio´n anterior podr´ıa haberse escrito directamente as´ı:
integral 8.py integral.py
1 a = float(raw_input(’Inicio␣del␣intervalo:␣’))
2 b = float(raw_input(’Final␣del␣intervalo:␣’))
3 n = int(raw_input(’Nu´mero␣de␣recta´ngulos:␣’))
4
5 if n == 0:
6 sumatorio = 0
7 else:
8 deltax = (b-a) / float(n)
9 sumatorio = 0
10 for i in range(n):
11 sumatorio += deltax * (a + i * deltax) ** 2
12
13 print ’La␣integral␣de␣x**2␣entre␣%f␣y␣%f␣es␣(aprox)␣%f’ % (a, b, sumatorio)
Este programa ocupa menos l´ıneas y hace lo mismo, ¿no? S´ı, as´ı es. Con programaspequen˜os como e´ste apenas podemos apreciar las ventajas de trabajar con funciones.Imagina que el programa fuese mucho ma´s largo y que hiciese falta aproximar el valorde la integral definida de x2 en tres o cuatro lugares diferentes; entonces s´ı que ser´ıauna gran ventaja haber definido una funcio´n: habiendo escrito el procedimiento de ca´lculouna vez podr´ıamos ejecutarlo cuantas veces quisie´ramos mediante simples invocaciones.No so´lo eso, habr´ıamos ganado en legibilidad.
6.7.1. Ahorro de tecleo
Por ejemplo, supo´n que en un programa deseamos leer tres nu´meros enteros y asegurarnosde que sean positivos. Podemos proceder repitiendo el bucle correspondiente tres veces:
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Evita las llamadas repetidasEn nuestra u´ltima versio´n del programa biseccion.py hay una fuente de ineficiencia:f(c), para un c fijo, se calcula 3 veces por iteracio´n.
biseccion.py
1 def f (x):
2 return x**2 - 2*x -2
3
4 def biseccion(a, b, epsilon):
5 c = (a + b) / 2.0
6 while f(c) != 0 and b - a > epsilon:
7 if f(a)* f(c) > 0:
8 a = c
9 elif f(b)* f(c) > 0:
10 b = c
11 c = (a + b) / 2.0
12 return c
13
14 print ’El␣cero␣esta´␣en:’, biseccion(0.5, 3.5, 1e-5)
Llamar a una funcio´n es costoso: Python debe dedicar un tiempo a gestionar la pilade llamadas apilando una nueva trama activacio´n de funcio´n (y ocupar, en consecuen-cia, algo de memoria), copiar las referencias a los valores de los argumentos en lospara´metros formales, efectuar nuevamente un ca´lculo que ya hemos hecho y devolver elvalor resultante.Una optimizacio´n evidente del programa consiste en no llamar a f(c) ma´s que unavez y almacenar el resultado en una variable temporal que usaremos cada vez quedeber´ıamos haber llamado a f(c):
biseccion 4.py biseccion.py
1 def f (x):
2 return x**2 - 2*x -2
3
4 def biseccion(a, b, epsilon):
5 c = (a + b) / 2.0
6 fc = f(c)
7 while fc != 0 and b - a > epsilon:
8 if f(a)* fc > 0:
9 a = c
10 elif f(b)* fc > 0:
11 b = c
12 c = (a + b) / 2.0
13 fc = f(c)
14 return c
15
16 print ’El␣cero␣esta´␣en:’, biseccion(0.5, 3.5, 1e-5)
lee positivos.py
1 a = int(raw_input(’Dame␣un␣nu´mero␣positivo:␣’))
2 while a < 0:
3 print ’Has␣cometido␣un␣error:␣el␣nu´mero␣debe␣ser␣positivo’
4 a = int(raw_input(’Dame␣un␣nu´mero␣positivo:␣’))
5
6 b = int(raw_input(’Dame␣otro␣nu´mero␣positivo:␣’))
7 while b < 0:
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8 print ’Has␣cometido␣un␣error:␣el␣nu´mero␣debe␣ser␣positivo’
9 b = int(raw_input(’Dame␣otro␣nu´mero␣positivo:␣’))
10
11 c = int(raw_input(’Dame␣otro␣nu´mero␣positivo:␣’))
12 while c < 0:
13 print ’Has␣cometido␣un␣error:␣el␣nu´mero␣debe␣ser␣positivo’
14 c = int(raw_input(’Dame␣otro␣nu´mero␣positivo:␣’))
O podemos llamar tres veces a una funcio´n que lea un nu´mero y se asegure de que seapositivo:
lee positivos.py
1 def lee_entero_positivo(texto):
2 numero = int(raw_input(texto))
3 while numero < 0:
4 print ’Ha␣cometido␣un␣error:␣el␣nu´mero␣debe␣ser␣positivo’
5 numero = int(raw_input(texto))
6 return numero
7
8 a = lee_entero_positivo(’Dame␣un␣nu´mero␣positivo:␣’)
9 b = lee_entero_positivo(’Dame␣otro␣nu´mero␣positivo:␣’)
10 c = lee_entero_positivo(’Dame␣otro␣nu´mero␣positivo:␣’)
Hemos reducido el nu´mero de l´ıneas, as´ı que hemos tecleado menos. Ahorrar tecleotiene un efecto secundario beneficioso: reduce la posibilidad de cometer errores. Si hu-bie´semos escrito mal el procedimiento de lectura del valor entero positivo, bastar´ıa concorregir la funcio´n correspondiente. Si en lugar de definir esa funcio´n hubie´semos repli-cado el co´digo, nos tocar´ıa corregir el mismo error en varios puntos del programa. Es fa´cilque, por descuido, olvida´semos corregir el error en uno de esos lugares y, sin embargo,pensa´semos que el problema esta´ solucionado.
6.7.2. Mejora de la legibilidad
No so´lo nos ahorramos teclear: un programa que utiliza funciones es, por regla general,ma´s legible que uno que inserta los procedimientos de ca´lculo directamente donde seutilizan; bueno, eso siempre que escojas nombres de funcio´n que describan bien que´hacen e´stas. F´ıjate en que el u´ltimo programa es ma´s fa´cil de leer que el anterior, puesestas tres l´ıneas son autoexplicativas:
8 a = lee_entero_positivo(’Dame␣un␣nu´mero␣positivo:␣’)
9 b = lee_entero_positivo(’Dame␣otro␣nu´mero␣positivo:␣’)
10 c = lee_entero_positivo(’Dame␣otro␣nu´mero␣positivo:␣’)
6.7.3. Algunos consejos para decidir que´ deber´ıa definirse como funcio´n: ana´lisisdescendente y ascendente
Las funciones son un elemento fundamental de los programas. Ahora ya sabes co´moconstruir funciones, pero quiza´ no sepas cua´ndo conviene construirlas. Lo cierto es queno podemos dec´ırtelo: no es una ciencia exacta, sino una habilidad que ira´s adquiriendocon la pra´ctica. De todos modos, s´ı podemos darte algunos consejos.
1. Por una parte, todos los fragmentos de programa que vayas a utilizar en ma´s deuna ocasio´n son buenos candidatos a definirse como funciones, pues de ese modoevitara´s tener que copiarlos en varios lugares. Evitar esas copias no so´lo resultama´s co´modo: tambie´n reduce considerablemente la probabilidad de que cometaserrores, pues acabas escribiendo menos texto. Adema´s, si cometes errores y has de
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corregirlos o si has de modificar el programa para ampliar su funcionalidad, siempresera´ mejor que el mismo texto no aparezca en varios lugares, sino una sola vez enuna funcio´n.2. Si un fragmento de programa lleva a cabo una accio´n que puedes nombrar o des-cribir con una sola frase, probablemente convenga convertirlo en una funcio´n. Noolvides que los programas, adema´s de funcionar correctamente, deben ser legibles.Lo ideal es que el programa conste de una serie de definiciones de funcio´n y unprograma principal breve que las use y resulte muy legible.3. No conviene que las funciones que definas sean muy largas. En general, una funcio´ndeber´ıa ocupar menos de 30 o 40 l´ıneas (aunque siempre hay excepciones). Unafuncio´n no so´lo deber´ıa ser breve, adema´s deber´ıa hacer una u´nica cosa. . . y hacerlabien. Deber´ıas ser capaz de describir con una sola frase lo que hace cada unade tus funciones. Si una funcio´n hace tantas cosas que explicarlas todas cuestamucho, probablemente har´ıas bien en dividir tu funcio´n en funciones ma´s pequen˜asy simples. Recuerda que puedes llamar a una funcio´n desde otra.
El proceso de identificar acciones complejas y dividirlas en acciones ma´s sencillasse conoce como estrategia de disen˜o descendente (en ingle´s, ˂˂ top-down˃˃ ). La forma deproceder es e´sta:analiza primero que´ debe hacer tu programa y haz un esquema que explicite lasdiferentes acciones que debe efectuar, pero sin entrar en el detalle de co´mo debeefectuarse cada una de ellas;define una posible funcio´n por cada una de esas acciones;analiza entonces cada una de esas acciones y mira si au´n son demasiado complejas;si es as´ı, aplica el mismo me´todo hasta que obtengas funciones ma´s pequen˜as ysimples.Ten siempre presente la relacio´n de datos que necesitas (sera´n los para´metros de lafuncio´n) para llevar a cabo cada accio´n y el valor o valores que devuelve.Una estrategia de disen˜o alternativa recibe el calificativo de ascendente (en ingle´s,
˂˂bottom-up˃˃ ) y consiste en lo contrario:detecta algunas de las acciones ma´s simples que necesitara´s en tu programa yescribe pequen˜as funciones que las implementen;combina estas acciones en otras ma´s complejas y crea nuevas funciones para ellas;sigue hasta llegar a una o unas pocas funciones que resuelven el problema.Ahora que empiezas a programar resulta dif´ıcil que seas capaz de anticiparte y de-tectes a simple vista que´ pequen˜as funciones te ira´n haciendo falta y co´mo combinarlasapropiadamente. Sera´ ma´s efectivo que empieces siguiendo la metodolog´ıa descendente:ve dividiendo cada problema en subproblemas ma´s y ma´s sencillos que, al final, se com-binara´n para dar solucio´n al problema original. Cuando tengas mucha ma´s experiencia,probablemente descubrira´s que al programar sigues una estrategia h´ıbrida, ascendente ydescendente a la vez. Todo llega. Paciencia.
6.8. Recursio´n
Desde una funcio´n puedes llamar a otras funciones. Ya lo hemos hecho en los ejemplosque hemos estudiado, pero ¿que´ ocurrir´ıa si una funcio´n llamara a otra y e´sta, a su vez,
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llamara a la primera? O de modo ma´s inmediato, ¿que´ pasar´ıa si una funcio´n se llamaraa s´ı misma?Una funcio´n que se llama a s´ı misma, directa o indirectamente, es una funcio´n recur-siva. La recursio´n es un potente concepto con el que se pueden expresar ciertos procedi-mientos de ca´lculo muy elegantemente. No obstante, al principio cuesta un poco entenderlas funciones recursivas. . . y un poco ma´s disen˜ar nuestras propias funciones recursivas.La recursio´n es un concepto dif´ıcil cuando esta´s aprendiendo a programar. No te asustessi este material se te resiste ma´s que el resto.
6.8.1. Ca´lculo recursivo del factorial
Empezaremos por presentar y estudiar una funcio´n recursiva: el ca´lculo recursivo delfactorial de un nu´mero natural. Partiremos de la siguiente definicio´n matema´tica, va´lidapara valores positivos de n:
n! = {1, si n = 0 o n = 1;n · (n− 1)!, si n > 1.Es una definicio´n de factorial un tanto curiosa: ¡se define en te´rminos de s´ı misma! Elsegundo de sus dos casos dice que para conocer el factorial de n hay que conocer elfactorial de n− 1 y multiplicarlo por n. Entonces, ¿co´mo calculamos el factorial de n− 1?En principio, conociendo antes el valor del factorial de n−2 y multiplicando ese valor porn−1. ¿Y el de n−2? Pues del mismo modo. . . y as´ı hasta que acabemos por preguntarnoscua´nto vale el factorial de 1. En ese momento no necesitaremos hacer ma´s ca´lculos: elprimer caso de la fo´rmula nos dice que 1! vale 1.Vamos a plasmar esta idea en una funcio´n Python:
factorial 3.py factorial.py
1 def factorial(n):
2 if n == 0 or n == 1:
3 resultado = 1
4 elif n > 1:
5 resultado = n * factorial(n-1)
6 return resultadoCompara la fo´rmula matema´tica y la funcio´n Python. No son tan diferentes. Python nosfuerza a decir lo mismo de otro modo, es decir, con otra sintaxis. Ma´s alla´ de las diferenciasde forma, ambas definiciones son ide´nticas.Para entender la recursio´n, nada mejor que verla en funcionamiento. La figura 6.1te muestra paso a paso que´ ocurre si solicitamos el ca´lculo del factorial de 5. Estudiabien la figura. Con el anidamiento de cada uno de los pasos pretendemos ilustrar queel ca´lculo de cada uno de los factoriales tiene lugar mientras el anterior au´n esta´ pen-diente de completarse. En el nivel ma´s interno, factorial(5) esta´ pendiente de que acabefactorial(4), que a su vez esta´ pendiente de que acabe factorial(3), que a su vez esta´pendiente de que acabe factorial(2), que a su vez esta´ pendiente de que acabe facto-rial(1). Cuando factorial(1) acaba, pasa el valor 1 a factorial(2), que a su vez pasa elvalor 2 a factorial(3), que a su vez pasa el valor 6 a factorial(4), que a su vez pasa elvalor 24 a factorial(5), que a su vez devuelve el valor 120.De acuerdo, la figura 6.1 describe con mucho detalle lo que ocurre, pero es dif´ıcil deseguir y entender. Veamos si la figura 6.2 te es de ma´s ayuda. En esa figura tambie´n sedescribe paso a paso lo que ocurre al calcular el factorial de 5, so´lo que con la ayuda deunos mun˜ecos.En el paso 1, le encargamos a Amadeo que calcule el factorial de 5. E´l no sabecalcular el factorial de 5, a menos que alguien le diga lo que vale el factorial de 4.
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Empezamos invocando factorial(5). Se ejecuta, pues, la l´ınea 2 y como n novale 0 o 1, pasamos a ejecutar la l´ınea 4. Como n es mayor que 1, pasamosahora a la l´ınea 5. Hemos de calcular el producto de n por algo cuyo valores au´n desconocido: factorial(4). El resultado de ese producto se almacenara´en la variable local resultado, pero antes hay que calcularlo, as´ı que hemos deinvocar a factorial(4).Invocamos ahora factorial(4). Se ejecuta la l´ınea 2 y como n, que ahora vale 4,no vale 0 o 1, pasamos a ejecutar la l´ınea 4. Como n es mayor que 1, pasamosahora a la l´ınea 5. Hemos de calcular el producto de n por algo cuyo valor esau´n desconocido: factorial(3). El resultado de ese producto se almacenara´ en lavariable local resultado, pero antes hay que calcularlo, as´ı que hemos de invocar afactorial(3).Invocamos ahora factorial(3). Se ejecuta la l´ınea 2 y como n, que ahora vale 3, no vale 0o 1, pasamos a ejecutar la l´ınea 4, de la que pasamos a la l´ınea 5 por ser n mayor que 1.Hemos de calcular el producto de n por algo cuyo valor es au´n desconocido: factorial(2).El resultado de ese producto se almacenara´ en la variable local resultado, pero anteshay que calcularlo, as´ı que hemos de invocar a factorial(2).Invocamos ahora factorial(2). Se ejecuta la l´ınea 2 y como n, que ahora vale 2, no es 0 o 1,pasamos a ejecutar la l´ınea 4 y de ella a la 5 por satisfacerse la condicio´n de que n sea mayorque 1. Hemos de calcular el producto de n por algo cuyo valor es au´n desconocido: factorial(1).El resultado de ese producto se almacenara´ en la variable local resultado, pero antes hay quecalcularlo, as´ı que hemos de invocar a factorial(1).
Invocamos ahora factorial(1). Se ejecuta la l´ınea 2 y como n vale 1, pasamos a la l´ınea 3. En ella se dice que resultadovale 1, y en la l´ınea 6 se devuelve ese valor como resultado de llamar a factorial(1).
Ahora que sabemos que el valor de factorial(1) es 1, lo multiplicamos por 2 y almacenamos elvalor resultante, 2, en resultado. Al ejecutar la l´ınea 6, e´se sera´ el valor devuelto.Ahora que sabemos que el valor de factorial(2) es 2, lo multiplicamos por 3 y alma-cenamos el valor resultante, 6, en resultado. Al ejecutar la l´ınea 6, e´se sera´ el valordevuelto.Ahora que sabemos que el valor de factorial(3) es 6, lo multiplicamos por 4 yalmacenamos el valor resultante, 24, en resultado. Al ejecutar la l´ınea 6, e´se sera´ elvalor devuelto.Ahora que sabemos que el valor de factorial(4) es 24, lo multiplicamos por 5y almacenamos el valor resultante, 120, en resultado. Al ejecutar la l´ınea 6, e´sesera´ el valor devuelto.
Figura 6.1: Traza del ca´lculo recursivo de factorial(5).
En el paso 2, Amadeo llama a un hermano clo´nico suyo, Benito, y le pide quecalcule el factorial de 4. Mientras Benito intenta resolver el problema, Amadeo seecha a dormir (paso 3).
Benito tampoco sabe resolver directamente factoriales tan complicados, as´ı quellama a su clon Ceferino en el paso 4 y le pide que calcule el valor del factorial de3. Mientras, Benito se echa a dormir (paso 5).
La cosa sigue igual un ratillo: Ceferino llama al clon David y David a Eduardo. As´ıllegamos al paso 9 en el que Amadeo, Benito, Ceferino y David esta´n durmiendo yEduardo se pregunta cua´nto valdra´ el factorial de 1.
En el paso 10 vemos que Eduardo cae en la cuenta de que el factorial de 1 es muyfa´cil de calcular: vale 1.
En el paso 11 Eduardo despierta a David y le comunica lo que ha averiguado: elfactorial de 1! vale 1.
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1)5! = 5 · 4!
2) 5!→ 4!
3) 5! 4! = 4 · 3!
4) 5! 4!→ 3!
5) 5! 4! 3! = 3 · 2!
6) 5! 4! 3!→ 2!
7) 5! 4! 3! 2! = 2 · 1!
8) 5! 4! 3! 2!→ 1!
9) 5! 4! 3! 2! 1!
10) 5! 4! 3! 2! 1! = 1
11) 5! 4! 3! 2!← 1! = 1
12) 5! 4! 3! 2! = 2 · 1
13) 5! 4! 3!← 2! = 2
14) 5! 4! 3! = 3 · 2
15) 5! 4!← 3! = 6
16) 5! 4! = 4 · 6
17)5!← 4! = 24
18)5! = 5 · 24
Figura 6.2: Co´mic explicativo del ca´lculo recursivo del factorial de 5.
En el paso 12 Eduardo nos ha abandonado: e´l ya cumplio´ con su deber. Ahora esDavid el que resuelve el problema que le hab´ıan encargado: 2! se puede calcularmultiplicando 2 por lo que valga 1!, y Eduardo le dijo que 1! vale 1.
En el paso 13 David despierta a Ceferino para comunicarle que 2! vale 2. En elpaso 14 Ceferino averigua que 3! vale 6, pues resulta de multiplicar 3 por el valorque David le ha comunicado.
Y as´ı sucesivamente hasta llegar al paso 17, momento en el que Benito despiertaa Amadeo y le dice que 4! vale 24.
En el paso 18 so´lo queda Amadeo y descubre que 5! vale 120, pues es el resultadode multiplicar por 5 el valor de 4!, que segu´n Benito es 24.
Una forma compacta de representar la secuencia de llamadas es mediante el denomi-nado a´rbol de llamadas. El a´rbol de llamadas para el ca´lculo del factorial de 5 se muestraen la figura 6.3. Los nodos del a´rbol de llamadas se visitan de arriba a abajo (flechas detrazo continuo) y cuando se ha alcanzado el u´ltimo nodo, de abajo a arriba. Sobre lasflechas de trazo discontinuo hemos representado el valor devuelto por cada llamada.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 367 Haz una traza de la pila de llamadas a funcio´n paso a paso para factorial(5).
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factorial(1)
factorial(2)
factorial(3)
factorial(4)
factorial(5)
programa principal
1
2
6
24
120
Figura 6.3: A´rbol de llamadas para el ca´lculo de factorial(5).
¿Recurrir o iterar?Hemos propuesto una solucio´n recursiva para el ca´lculo del factorial, pero en anterioresapartados hemos hecho ese mismo ca´lculo con un me´todo iterativo. Esta funcio´n calculael factorial iterativamente (con un bucle for-in):
factorial 4.py factorial.py
1 def factorial(n):
2 f = 1
3 for i in range(1,n+1):
4 f *= i
5 return f
Pues bien, para toda funcio´n recursiva podemos encontrar otra que haga el mismo ca´lculode modo iterativo. Ocurre que no siempre es fa´cil hacer esa conversio´n o que, en oca-siones, la versio´n recursiva es ma´s elegante y legible que la iterativa (o, cuando menos,se parece ma´s a la definicio´n matema´tica). Por otra parte, las versiones iterativas suelenser ma´s eficientes que las recursivas, pues cada llamada a una funcio´n supone pagar unapequen˜a penalizacio´n en tiempo de ca´lculo y espacio de memoria, ya que se consumememoria y algo de tiempo en gestionar la pila de llamadas a funcio´n.
· 368 Tambie´n podemos formular recursivamente la suma de los n primeros nu´merosnaturales: n∑
i=1 i =
{1, si n = 1;n+∑n−1i=1 i, si n > 1.Disen˜a una funcio´n Python recursiva que calcule el sumatorio de los n primeros nu´merosnaturales.
· 369 Inspira´ndote en el ejercicio anterior, disen˜a una funcio´n recursiva que, dados my n, calcule n∑
i=m i.
· 370 La siguiente funcio´n implementa recursivamente una comparacio´n entre dosnu´meros naturales. ¿Que´ comparacio´n?
compara.py compara.py
1 def comparacion(a, b):
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2 if b == 0:
3 return False
4 elif a == 0:
5 return True
6 else:
7 return comparacion(a-1, b-1). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Regresio´n infinitaObserva que una eleccio´n inapropiada de los casos base puede conducir a una recursio´nque no se detiene jama´s. Es lo que se conoce por regresio´n infinita y es ana´loga a losbucles infinitos.Por ejemplo, imagina que deseamos implementar el ca´lculo recursivo del factorial ydisen˜amos esta funcio´n erro´nea:
factorial.py
1 def factorial(n): E
2 if n == 1:
3 return 1
4 else:
5 return n * factorial(n-1)
¿Que´ ocurre si calculamos con ella el factorial de 0, que es 1? Se dispara una cadenainfinita de llamadas recursivas, pues el factorial de 0 llama a factorial de −1, que a suvez llama a factorial de −2, y as´ı sucesivamente. Jama´s llegaremos al caso base.De todos modos, el computador no se quedara´ colgado indefinidamente: el programaacabara´ por provocar una excepcio´n. ¿Por que´? Porque la pila de llamadas ira´ creciendohasta ocupar toda la memoria disponible, y entonces Python indicara´ que se produjo un
˂˂desbordamiento de pila˃˃ (en ingle´s, ˂˂ stack overflow˃˃ ).
6.8.2. Ca´lculo recursivo del nu´mero de bits necesarios para representar unnu´mero
Vamos con otro ejemplo de recursio´n. Vamos a hacer un programa que determine elnu´mero de bits necesarios para representar un nu´mero entero dado. Para pensar ente´rminos recursivos hemos de actuar en dos pasos:1. Encontrar uno o ma´s casos sencillos, tan sencillos que sus respectivas solucionessean obvias. A esos casos los llamaremos casos base.2. Plantear el caso general en te´rminos de un problema similar, pero ma´s sencillo. Si,por ejemplo, la entrada del problema es un nu´mero, conviene que propongas unasolucio´n en te´rminos de un problema equivalente sobre un nu´mero ma´s pequen˜o.En nuestro problema los casos base ser´ıan 0 y 1: los nu´meros 0 y 1 necesitan un solobit para ser representados, sin que sea necesario hacer ningu´n ca´lculo para averiguarlo.El caso general, digamos n, puede plantearse del siguiente modo: el nu´mero n puederepresentarse con 1 bit ma´s que el nu´mero n/2 (donde la divisio´n es entera). El ca´lculodel nu´mero de bits necesarios para representar n/2 parece ma´s sencillo que el del nu´merode bits necesarios para representar n, pues n/2 es ma´s pequen˜o que n.Comprobemos que nuestro razonamiento es cierto. ¿Cua´ntos bits hacen falta pararepresentar el nu´mero 5? Uno ma´s que los necesarios para representar el 2 (que es elresultado de dividir 5 entre 2 y quedarnos con la parte entera). ¿Y para representar elnu´mero 2? Uno ma´s que los necesarios para representar el 1. ¿Y para representar el
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nu´mero 1?: fa´cil, ese es un caso base cuya solucio´n es 1 bit. Volviendo hacia atra´s quedaclaro que necesitamos 2 bits para representar el nu´mero 2 y 3 bits para representar elnu´mero 5.Ya estamos en condiciones de escribir la funcio´n recursiva:
bits 2.py bits.py
1 def bits(n):
2 if n == 0 or n == 1:
3 resultado = 1
4 else:
5 resultado = 1 + bits(n / 2)
6 return resultado
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 371 Dibuja un a´rbol de llamadas que muestre paso a paso lo que ocurre cuandocalculas bits(63).
· 372 Disen˜a una funcio´n recursiva que calcule el nu´mero de d´ıgitos que tiene unnu´mero entero (en base 10).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.8.3. Los nu´meros de Fibonacci
El ejemplo que vamos a estudiar ahora es el del ca´lculo recursivo de nu´meros de Fibonacci.Los nu´meros de Fibonacci son una secuencia de nu´meros muy particular:F1 F2 F3 F4 F5 F6 F7 F8 F9 F10 F11 . . .1 1 2 3 5 8 13 21 34 55 89 . . .Los dos primeros nu´meros de la secuencia valen 1 y cada nu´mero a partir del tercero seobtiene sumando los dos anteriores. Podemos expresar esta definicio´n matema´ticamenteas´ı: Fn = {1, si n = 1 o n = 2;Fn−1 + Fn−2, si n > 2.La transcripcio´n de esta definicio´n a una funcio´n Python es fa´cil:
fibonacci 3.py fibonacci.py
1 def fibonacci(n):
2 if n==1 or n==2:
3 resultado = 1
4 elif n > 2:
5 resultado = fibonacci(n-1) + fibonacci(n-2)
6 return resultadoAhora bien, entender co´mo funciona fibonacci en la pra´ctica puede resultar un tantoma´s d´ıficil, pues el ca´lculo de un nu´mero de Fibonacci necesita conocer el resultado dedos ca´lculos adicionales (salvo en los casos base, claro esta´). Vea´moslo con un pequen˜oejemplo: el ca´lculo de fibonacci(4).Llamamos a fibonacci(4). Como n no vale ni 1 ni 2, hemos de llamar a fibonacci(3) ya fibonacci(2) para, una vez devueltos sus respectivos valores, sumarlos. Pero no seejecutan ambas llamadas simulta´neamente. Primero se llama a uno (a fibonacci(3))y luego al otro (a fibonacci(2)).
• Llamamos primero a fibonacci(3). Como n no vale ni 1 ni 2, hemos de lla-mar a fibonacci(2) y a fibonacci(1) para, una vez recibidos los valores quedevuelven, sumarlos. Primero se llama a fibonacci(2), y luego a fibonacci(1).
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Los nu´meros de Fibonacci en el mundo realLos nu´meros de Fibonacci son bastante curiosos, pues aparecen esponta´neamente en lanaturaleza. Te presentamos algunos ejemplos:Las abejas comunes viven en colonias. En cada colonia hay una sola reina (hem-bra), muchas trabajadoras (hembras este´riles), y algunos za´nganos (machos). Losmachos nacen de huevos no fertilizados, por lo que tienen madre, pero no padre.Las hembras nacen de huevos fertilizados y, por tanto, tienen padre y madre.Estudiemos el a´rbol genealo´gico de 1 za´ngano: tiene 1 madre, 2 abuelos (su ma-dre tiene padre y madre), 3 bisabuelos, 5 tatarabuelos, 8 tatara-tatarabuelos, 13tatara-tatara-tatarabuelos. . . F´ıjate en la secuencia: 1, 1, 2, 3, 5, 8, 13. . . A partirdel tercero, cada nu´mero se obtiene sumando los dos anteriores. Esta secuenciaes la serie de Fibonacci.Muchas plantas tienen un nu´mero de pe´talos que coincide con esa secuencia denu´meros: la flor del iris tiene 3 pe´talos, la de la rosa silvestre, 5 pe´talos, la deldephinium, 8, la de la cineraria, 13, la de la chicoria, 21. . . Y as´ı sucesivamente(las hay con 34, 55 y 89 pe´talos).El nu´mero de espirales cercanas al centro de un girasol que van hacia a laizquierda y las que van hacia la derecha son, ambos, nu´meros de la secuencia deFibonacci.Tambie´n el nu´mero de espirales que en ambos sentidos presenta la piel de laspin˜as coincide con sendos nu´meros de Fibonacci.Podr´ıamos dar au´n ma´s ejemplos. Los nu´meros de Fibonacci aparecen por doquier. Yadema´s, son tan interesantes desde un punto de vista matema´tico que hay una asociacio´ndedicada a su estudio que edita trimestralmente una revista especializada con el t´ıtuloThe Fibonacci Quarterly.
◦ Llamamos primero a fibonacci(2). Este es fa´cil: devuelve el valor 1.◦ Llamamos a continuacio´n a fibonacci(1). Este tambie´n es fa´cil: devuelveel valor 1.Ahora que sabemos que fibonacci(2) devuelve un 1 y que fibonacci(1) devuel-ve un 1, sumamos ambos valores y devolvemos un 2. (Recuerda que estamosejecutando una llamada a fibonacci(3).)• Y ahora llamamos a fibonacci(2), que inmediatamente devuelve un 1.
Ahora que sabemos que fibonacci(3) devuelve un 2 y que fibonacci(2) devuelve un1, sumamos ambos valores y devolvemos un 3. (Recuerda que estamos ejecutandouna llamada a fibonacci(4).)He aqu´ı el a´rbol de llamadas para el ca´lculo de fibonacci(4):
programa principal
fibonacci(4)
3
fibonacci(3) fibonacci(2)2
1
fibonacci(2) fibonacci(1)1
1
¿En que´ orden se visitan los nodos del a´rbol? El orden de visita se indica en lasiguiente figura con los nu´meros rodeados por un c´ırculo.
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programa principal
fibonacci(4)
3
fibonacci(3) fibonacci(2)2
1
fibonacci(2) fibonacci(1)1
1
1
2 5
3 4
¿Programas eficientes o algoritmos eficientes?Hemos presentado un programa recursivo para el ca´lculo de nu´meros de Fibonacci.Antes dijimos que todo programa recursivo puede reescribirse con estructuras de controliterativas. He aqu´ı una funcio´n iterativa para calcular nu´meros de Fibonacci:
fibonacci 4.py fibonacci.py
1 def fibonacci_iterativo(n):
2 if n == 1 or n == 2:
3 f = 1
4 else:
5 f1 = 1
6 f2 = 1
7 for i in range(3, n+1):
8 f = f1 + f2
9 f1 = f2
10 f2 = f
11 return f
Anal´ızala hasta que entiendas su funcionamiento (te ayudara´ hacer una traza). En estecaso, la funcio´n iterativa es much´ısimo ma´s ra´pida que la recursiva. La mayor rapidezno se debe a la menor penalizacio´n porque hay menos llamadas a funcio´n, sino alpropio algoritmo utilizado. El algoritmo recursivo que hemos disen˜ado tiene un costeexponencial, mientras que el iterativo tiene un coste lineal. ¿Que que´ significa eso?Pues que el nu´mero de ˂˂pasos˃˃ del algoritmo lineal es directamente proporcional alvalor de n, mientras que crece brutalmente en el caso del algoritmo recursivo, pues cadallamada a funcio´n genera (hasta) dos nuevas llamadas a funcio´n que, a su vez, generara´n(hasta) otras dos cada una, y as´ı sucesivamente. El nu´mero total de llamadas recursivascrece al mismo ritmo que 2n. . . una funcio´n que crece muy ra´pidamente con n.¿Quiere eso decir que un algoritmo iterativo es siempre preferible a uno recursivo?No. No siempre hay una diferencia de costes tan alta.En este caso, no obstante, podemos estar satisfechos del programa iterativo, al menossi lo comparamos con el recursivo. ¿Conviene usarlo siempre? No. El algoritmo iterativono es el ma´s eficiente de cuantos se conocen para el ca´lculo de nu´meros de Fibonacci.Hay una fo´rmula no recursiva de Fn que conduce a un algoritmo au´n ma´s eficiente:
Fn = 1√5
((1 +√52
)n −(1−√52
)n)
Si defines una funcio´n que implemente ese ca´lculo, vera´s que es mucho ma´s ra´pida que lafuncio´n iterativa. Moraleja: la clave de un programa eficiente se encuentra (casi siempre)en disen˜ar (¡o encontrar en la literatura!) un algoritmo eficiente. Los libros de algor´ıtmicason una excelente fuente de soluciones ya disen˜adas por otros o, cuando menos, debuenas ideas aplicadas a otros problemas que nos ayudan a disen˜ar mejores solucionespara los nuestros. En un tema posterior estudiaremos la cuestio´n de la eficiencia de losalgoritmos.
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 373 Calcula F12 con ayuda de la funcio´n que hemos definido.
· 374 Dibuja el a´rbol de llamadas para fibonacci(5).
· 375 Modifica la funcio´n para que, cada vez que se la llame, muestre por pantallaun mensaje que diga ˂˂Empieza ca´lculo de Fibonacci de n˃˃ , donde n es el valordel argumento, y para que, justo antes de acabar, muestre por pantalla ˂˂Acaba ca´lculo
de Fibonacci de n y devuelve el valor m˃˃ , donde m es el valor a devolver. Acontinuacio´n, llama a la funcio´n para calcular el cuarto nu´mero de Fibonacci y analizael texto que aparece por pantalla. Haz lo mismo para el de´cimo nu´mero de Fibonacci.
· 376 Puedes calcular recursivamente los nu´meros combinatorios sabiendo que, paran ≥ m, (nm
) = (n− 1m
)+ (n− 1m− 1
)
y que (nn
) = (n0
) = 1.
Disen˜a un programa que, a partir de un valor n le´ıdo de teclado, muestre (nm) para mentre 0 y n. El programa llamara´ a una funcio´n combinaciones definida recursivamente.
· 377 El nu´mero de formas diferentes de dividir un conjunto de n nu´meros en ksubconjuntos se denota con {nk } y se puede definir recursivamente as´ı:{nk } =
{n− 1k − 1
}+ k {n− 1k
}
El valor de {n1}, al igual que el de {nn}, es 1. Disen˜a un programa que, a partir de unvalor n le´ıdo de teclado, muestre { nm} para m entre 0 y n. El programa llamara´ a unafuncio´n particiones definida recursivamente.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.8.4. El algoritmo de Euclides
Veamos otro ejemplo. Vamos a calcular el ma´ximo comu´n divisor (mcd) de dos nu´merosn y m por un procedimiento conocido como algoritmo de Euclides, un me´todo que seconoce desde la antigu¨edad y que se suele considerar el primer algoritmo propuesto porel hombre. El algoritmo dice as´ı:
Calcula el resto de dividir el mayor de los dos nu´meros por el menor de ellos.Si el resto es cero, entonces el ma´ximo comu´n divisor es el menor de ambosnu´meros. Si el resto es distinto de cero, el ma´ximo comu´n divisor de n y mes el ma´ximo comu´n divisor de otro par de nu´meros: el formado por el menorde n y m y por dicho resto.
Resolvamos un ejemplo a mano. Calculemos el mcd de 500 y 218 paso a paso:
1. Queremos calcular el mcd de 500 y 218. Empezamos calculando el resto de dividir500 entre 218: es 64. Como el resto no es cero, au´n no hemos terminado. Hemos decalcular el mcd de 218 (el menor de 500 y 218) y 64 (el resto de la divisio´n).
2. Ahora queremos calcular el mcd de 218 y 64, pues ese valor sera´ tambie´n la solucio´nal problema original. El resto de dividir 218 entre 64 es 26, que no es cero. Hemosde calcular el mcd de 64 y 26.
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3. Ahora queremos calcular el mcd de 64 y 26, pues ese valor sera´ tambie´n la solucio´nal problema original. El resto de dividir 64 entre 26 es 12, que no es cero. Hemosde calcular el mcd de 26 y 12.
4. Ahora queremos calcular el mcd de 26 y 12, pues ese valor sera´ tambie´n la solucio´nal problema original. El resto de dividir 26 entre 12 es 2, que no es cero. Hemosde calcular el mcd de 12 y 2.
5. Ahora queremos calcular el mcd de 12 y 2, pues ese valor sera´ tambie´n la solucio´nal problema original. El resto de dividir 12 entre 2 es 0. Por fin: el resto es nulo.El mcd de 12 y 2, que es el mcd de 26 y 12, que es el mcd de 64 y 26, que es elmcd de 218 y 64, que es el mcd de 500 y 218, es 2.
En el ejemplo desarrollado se hace expl´ıcito que una y otra vez resolvemos el mismoproblema, so´lo que con datos diferentes. Si analizamos el algoritmo en te´rminos de re-cursio´n encontramos que el caso base es aquel en el que el resto de la divisio´n es 0, yel caso general, cualquier otro.Necesitaremos calcular el mı´nimo y el ma´ximo de dos nu´meros, por lo que nos vendra´bien definir antes funciones que hagan esos ca´lculos.6 Aqu´ı tenemos el programa quesoluciona recursivamente el problema:
mcd 2.py mcd.py
1 def min(a, b):
2 if a < b:
3 return a
4 else:
5 return b
6
7 def max(a, b):
8 if a > b:
9 return a
10 else:
11 return b
12
13 def mcd(m, n):
14 menor = min(m, n)
15 mayor = max(m, n)
16 resto = mayor % menor
17 if resto == 0:
18 return menor
19 else:
20 return mcd(menor, resto)
En la figura 6.4 se muestra una traza con el a´rbol de llamadas recursivas paramcd(500,128).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 378 Haz una traza de las llamadas a mcd para los nu´meros 1470 y 693.
· 379 Haz una traza de las llamadas a mcd para los nu´meros 323 y 323.
· 380 En el apartado 6.6.4 presentamos el me´todo de la biseccio´n. Observa que, en elfondo, se trata de un me´todo recursivo. Disen˜a una funcio´n que implemente el me´todo dela biseccio´n recursivamente.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6 F´ıjate: estamos aplicando la estrategia de disen˜o ascendente. Antes de saber que´ haremos exactamente,ya estamos definiendo pequen˜as funciones auxiliares que, seguro, nos interesara´ tener definidas.
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programa principal
mcd(500,218)
2
min(500,218) max(500,218) mcd(218,64)218
500 2
min(218,64) max(218,64) mcd(64,26)64
218 2
min(64,26) max(64,26) mcd(26,12)26
64 2
min(26,12) max(26,12) mcd(12,2)12
26 2
min(12,2) max(12,2)2
12
Figura 6.4: A´rbol de llemadas para mcd(500,128).
6.8.5. Las torres de Hanoi
Cuenta la leyenda que en un templo de Hanoi, bajo la cu´pula que sen˜ala el centro delmundo, hay una bandeja de bronce con tres largas agujas. Al crear el mundo, Dios coloco´en una de ellas sesenta y cuatro discos de oro, cada uno de ellos ma´s pequen˜o que elanterior hasta llegar al de la cima. Dı´a y noche, incesantemente, los monjes transfierendiscos de una aguja a otra siguiendo las inmutables leyes de Dios, que dicen que debemoverse cada vez el disco superior de los ensartados en una aguja a otra y que bajo e´lno puede haber un disco de menor radio. Cuando los sesenta y cuatro discos pasen de laprimera aguja a otra, todos los creyentes se convertira´n en polvo y el mundo desaparecera´con un estallido.7Nuestro objetivo es ayudar a los monjes con un ordenador. Entendamos bien el pro-blema resolviendo a mano el juego para una torre de cuatro discos. La situacio´n iniciales e´sta.
Y deseamos pasar a esta otra situacio´n:
Aunque so´lo podemos tocar el disco superior de un monto´n, pensemos en el disco delfondo. Ese disco debe pasar de la primera aguja a la tercera, y para que eso sea posible,hemos de conseguir alcanzar esta configuracio´n:
7La leyenda fue inventada por De Parville en 1884, en ˂˂Mathematical Recreations and Essays˃˃ , un librode pasatiempos matema´ticos. La ambientacio´n era diferente: el templo estaba en Benare´s y el dios eraBrahma.
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So´lo en ese caso podemos pasar el disco ma´s grande a la tercera aguja, es decir,alcanzar esta configuracio´n:
Esta´ claro que el disco ma´s grande no se va a mover ya de esa aguja, pues essu destino final. ¿Co´mo hemos pasado los tres discos superiores a la segunda aguja?Mmmmm. Piensa que pasar una pila de tres discos de una aguja a otra no es ma´s queel problema de las torres de Hanoi para una torre de tres discos. ¿Que´ nos faltara´ porhacer? Mover la pila de tres discos de la segunda aguja a la tercera, y eso, nuevamente,es el problema de la torres de Hanoi para tres discos. ¿Ves co´mo aparece la recursio´n?Resolver el problema de las torres de Hanoi con cuatro discos requiere:
resolver el problema de las torres de Hanoi con tres discos, aunque pasa´ndolos dela aguja inicial a la aguja libre;
mover el cuarto disco de la aguja en que estaba inicialmente a la aguja de destino;
y resolver el problema de las torres de Hanoi con los tres discos que esta´n en laaguja central, que deben pasar a la aguja de destino.
La verdad es que falta cierta informacio´n en la solucio´n que hemos esbozado: deber´ıamosindicar de que´ aguja a que´ aguja movemos los discos en cada paso. Reformulemos, pues,la solucio´n y haga´mosla general formula´ndola para n discos y llamando a las agujasinicial, libre y final (que originalmente son las agujas primera, segunda y tercera, res-pectivamente):Resolver el problema de la torres de Hanoi con n discos que hemos de transferir dela aguja inicial a la aguja final requiere:
resolver el problema de las torres de Hanoi con n− 1 discos de la aguja inicial ala aguja libre,
mover el u´ltimo disco de la aguja inicial a la aguja de destino,
y resolver el problema de las torres de Hanoi con n− 1 discos de la aguja libre ala aguja final.
Hay un caso trivial o caso base: el problema de la torres de Hanoi para un solodisco (basta con mover el disco de la aguja en la que este´ insertado a la aguja final). Yatenemos, pues, los elementos necesarios para resolver recursivamente el problema.¿Que´ para´metros necesita nuestra funcio´n? Al menos necesita el nu´mero de discosque vamos a mover, la aguja origen y la aguja destino. Identificaremos cada aguja con unnu´mero. Esbocemos una primera solucio´n:
hanoi.py hanoi.py
1 def resuelve_hanoi(n, inicial, final):
2 if n == 1:
3 print ’Mover␣disco␣superior␣de␣aguja’, inicial, ’a’, final
Introduccio´n a la programacio´n con Python 318 c©UJI
319Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
4 else:
5 # Determinar cua´l es la aguja libre
6 if inicial != 1 and final != 1:
7 libre = 1
8 elif inicial != 2 and final != 2:
9 libre = 2
10 else:
11 libre = 3
12 # Primer subproblema: mover n-1 discos de inicial a libre
13 resuelve_hanoi(n-1, inicial, libre)
14 # Transferir el disco grande a su posicio´n final
15 print ’Mover␣disco␣superior␣de␣aguja’, inicial, ’a’, final
16 # Segundo subproblema: mover n-1 discos de libre a final
17 resuelve_hanoi(n-1, libre, final)Para resolver el problema con n = 4 invocaremos resuelve_hanoi(4,1,3).Podemos presentar una versio´n ma´s elegante que permite suprimir el bloque de l´ıneas5–11 an˜adiendo un tercer para´metro.
hanoi.py hanoi.py
1 def resuelve_hanoi(n, inicial, final, libre):
2 if n == 1:
3 print ’Mover␣disco␣superior␣de␣aguja’, inicial, ’a’, final
4 else:
5 resuelve_hanoi(n-1, inicial, libre, final)
6 print ’Mover␣disco␣superior␣de␣aguja’, inicial, ’a’, final
7 resuelve_hanoi(n-1, libre, final, inicial)
8
9 resuelve_hanoi(4,1,3,2)El tercer para´metro se usa para ˂˂pasar˃˃ el dato de que´ aguja esta´ libre, y no tener quecalcularla cada vez. Ahora, para resolver el problema con n = 4 invocaremos resuel-ve_hanoi(4,1,3,2). Si lo hacemos, por pantalla aparece:
Mover disco superior de aguja 1 a 2
Mover disco superior de aguja 1 a 3
Mover disco superior de aguja 2 a 3
Mover disco superior de aguja 1 a 2
Mover disco superior de aguja 3 a 1
Mover disco superior de aguja 3 a 2
Mover disco superior de aguja 1 a 2
Mover disco superior de aguja 1 a 3
Mover disco superior de aguja 2 a 3
Mover disco superior de aguja 2 a 1
Mover disco superior de aguja 3 a 1
Mover disco superior de aguja 2 a 3
Mover disco superior de aguja 1 a 2
Mover disco superior de aguja 1 a 3
Mover disco superior de aguja 2 a 3
Ejecutemos las o´rdenes que imprime resuelve_hanoi:
1) 2) 3) 4)
5) 6) 7) 8)
9) 10) 11) 12)
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13) 14) 15) 16)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 381 Es hora de echar una manita a los monjes. Ellos han de resolver el problemacon 64 discos. ¿Por que´ no pruebas a ejecutar resuelve_hanoi(64, 1, 3, 2)?
· 382 ¿Cua´ntos movimientos son necesarios para resolver el problema de las torres deHanoi con 1 disco, y con 2, y con 3,. . . ? Disen˜a una funcio´n movimientos_hanoi que recibaun nu´mero y devuelva el nu´mero de movimientos necesarios para resolver el problema dela torres de Hanoi con ese nu´mero de discos.
· 383 Implementa un programa en el entorno PythonG que muestre gra´ficamente laresolucio´n del problema de las torres de Hanoi.
· 384 Dibuja el a´rbol de llamadas para resuelve_hanoi(4, 1, 3, 2).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.8.6. Recursio´n indirecta
Las recursiones que hemos estudiado hasta el momento reciben el nombre de recursionesdirectas, pues una funcio´n se llama a s´ı misma. Es posible efectuar recursio´n indirecta-mente: una funcio´n puede llamar a otra quien, a su vez, acabe llamando a la primera.Estudiemos un ejemplo sencillo, meramente ilustrativo de la idea y, la verdad, poco u´til.Podemos decidir si un nu´mero natural es par o impar siguiendo los siguientes principiosde recursio´n indirecta:
un nu´mero n es par si n− 1 es impar,
un nu´mero n es impar si n− 1 es par.
Necesitamos un caso base:
0 es par.Podemos implementar en Python las funciones par e impar as´ı:
par impar.py
1 def par(n):
2 if n == 0:
3 return True
4 else:
5 return impar(n-1)
6
7 def impar(n):
8 if n == 0:
9 return False
10 else:
11 return par(n-1)
F´ıjate en que el a´rbol de llamadas de par(4) alterna llamadas a par e impar :
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par(0)
impar(1)
par(2)
impar(3)
par(4)
programa principal
True
True
True
True
True
6.8.7. Gra´ficos fractales: copos de nieve de von Koch
En 1904, Helge von Koch, presento´ en un trabajo cient´ıfico una curiosa curva que dalugar a unos gra´ficos que hoy se conocen como copos de nieve de von Koch. La curvade von Koch se define recursivamente y es tanto ma´s compleja cuanto ma´s profunda esla recursio´n. He aqu´ı algunos ejemplos de curvas de von Koch con niveles de recursio´ncrecientes:
0
1
2
3
4
5
El arte de la recursio´nLa recursio´n no es un concepto de exclusiva aplicacio´n en matema´ticas o programacio´n.Tambie´n el mundo de la literatura, el cine o el disen˜o han explotado la recursio´n. Ellibro de ˂˂Las mil y una noches˃˃ , por ejemplo, es un relato que incluye relatos que,a su vez, incluyen relatos. Numerosas pel´ıculas incluyen en su trama el rodaje o elvisionado de otras pel´ıculas: ˂˂Cantando bajo la lluvia˃˃ , de Stanley Donen y Gene Kelly,
˂˂Nickelodeon˃˃ , de Peter Bogdanovich, o ˂˂Vivir rodando˃˃ , de Tom DiCillo, son pel´ıculasen las que se filman otras pel´ıculas; en ˂˂Angustia˃˃ , de Bigas Luna, somos espectadoresde una pel´ıcula en la que hay espectadores viendo otra pel´ıcula. Maurits CorneliusEscher es autor de numerosos grabados en los que esta´ presente la recursio´n, si biennormalmente con regresiones infinitas. En su grabado ˂˂Manos dibujando˃˃ , por ejemplo,una mano dibuja a otra que, a su vez, dibuja a la primera (una recursio´n indirecta).El libro ˂˂Go¨del, Escher, Bach: un Eterno y Gra´cil Bucle˃˃ , de Douglas R. Hofstadter,es un apasionante ensayo sobre e´sta y otras cuestiones.
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Los copos de nieve de von Koch se forman combinando tres curvas de von Koch queunen los ve´rtices de un tria´ngulo equila´tero. Aqu´ı tienes cuatro copos de nieve de vonKoch para niveles de recursio´n 0, 1, 2 y 3, respectivamente:
Estos gra´ficos reciben el nombre de ˂˂ copos de nieve de von Koch˃˃ porque recuerdanlos disen˜os de cristalizacio´n del agua cuando forma copos de nieve.Veamos co´mo dibujar copos de nieve de von Koch. Empezaremos estudiando un pro-cedimiento recursivo para la generacio´n de curvas de von Koch.La curva de von Koch se define recursivamente a partir de un segmento de l´ınea entredos puntos (xa, ya) e (xb, yb) sustituyendo su tercio central con dos nuevos segmentosas´ı: (xa, ya) (xb, yb)
(xa, ya) (xb, yb)
(xa + xb−xa3 , ya + yb−ya3 ) (xb − xb−xa3 , yb − yb−ya3 )
Denominaremos en lo sucesivo (xc, yc) y (xd, yd) a los dos nuevos puntos indicados en lafigura.Los dos nuevos segmentos tienen un punto en comu´n al que denotaremos (xe, ye):
(xa, ya) (xb, yb)(xc, yc) (xd, yd)
(xe, ye)
El punto (xe, ye) se escoge de modo que, junto a los dos puntos sen˜alados antes, formeun tria´ngulo equila´tero; es decir, el a´ngulo entre el primer nuevo segmento y el originales de 60 grados (pi/3 radianes). Aqu´ı tienes las fo´rmulas que nos permiten calcular xe eye:
xe = (xc + xd) · cos(pi/3)− (yd − yc) · sin(pi/3)ye = (yc + yd) · cos(pi/3) + (xd − xc) · sin(pi/3)
¿Co´mo dibujamos una curva de von Koch? Depende del nivel de recursio´n:
Si el nivel de recursio´n es 0, basta con unir con un segmento de l´ınea los puntos(xa, ya) y (xb, yb).Si el nivel de recursio´n es mayor que 0, hemos de calcular los puntos (xc, yc),(xd, yd) y (xe, ye) y, a continuacio´n, dibujar:• una curva de von Koch con un nivel de recursio´n menos entre (xa, ya) y (xc, yc),
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• una curva de von Koch con un nivel de recursio´n menos entre (xc, yc) y (xe, ye),• una curva de von Koch con un nivel de recursio´n menos entre (xe, ye) y (xd, yd),• y una curva de von Koch con un nivel de recursio´n menos entre (xd, yd) y(xb, yb).¿Ves la recursio´n?He aqu´ı una implementacio´n (para PythonG) del algoritmo:
koch.py koch.py
1 from math import sin, cos, pi
2
3 def curva_von_koch(xa, ya, xb, yb, n):
4 if n == 0:
5 create_line(xa, ya, xb, yb)
6 else:
7 xc = xa + (xb - xa) / 3.0
8 yc = ya + (yb - ya) / 3.0
9 xd = xb + (xa - xb) / 3.0
10 yd = yb + (ya - yb) / 3.0
11 xe = (xc+xd)*cos(pi/3)-(yd-yc)*sin(pi/3)
12 ye = (yc+yd)*cos(pi/3)+(xd-xc)*sin(pi/3)
13 curva_von_koch(xa, ya, xc, yc, n-1)
14 curva_von_koch(xc, yc, xe, ye, n-1)
15 curva_von_koch(xe, ye, xd, yd, n-1)
16 curva_von_koch(xd, yd, xb, yb, n-1)La funcio´n recibe las coordenadas de los dos puntos del segmento inicial y el nivel derecursio´n de la curva (n) y la dibuja en el a´rea de dibujo de PythonG.El copo de von Koch se obtiene uniendo tres curvas de von Kock. Esta funcio´n recibecomo datos el taman˜o de los segmentos principales y el nivel de recursio´n:
koch.py koch.py
18 def copo_von_koch(t, n):
19 v1x = 0
20 v1y = 0
21 v2x = t*cos(2*pi/3)
22 v2y = t*sin(2*pi/3)
23 v3x = t*cos(pi/3)
24 v3y = t*sin(pi/3)
25 curva_von_koch(v1x, v1y, v2x, v2y, n)
26 curva_von_koch(v2x, v2y, v3x, v3y, n)
27 curva_von_koch(v3x, v3y, v1x, v1y, n)Nuestro programa principal puede invocar a copo_von_koch as´ı:
koch.py koch.py
29 window_coordinates(-200,0,200,400)
30 copo_von_koch (325, 3)Aqu´ı tienes el resultado de ejecutar la funcio´n con diferentes niveles de recursio´n (0,1, 3 y 4, respectivamente) en PythonG:
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. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 385 Puedes jugar con los diferentes para´metros que determinan la curva de von Kockpara obtener infinidad de figuras diferentes. Te mostramos algunas de ellas junto a lasnuevas expresiones de ca´lculo de los puntos (xc, yc), (xd, yd) y (xe, ye):
7 xc = xa + (xb - xa) / 3.0
8 yc = ya + (yb - ya) / 3.0
9 xd = xb + (xa - xb) / 3.0
10 yd = yb + (ya - yb) / 3.0
11 xe = (xc+xd)*cos(pi/4) - (yd-yc)*sin(pi/3)
12 ye = (yc+yd)*cos(pi/4) + (xd-xc)*sin(pi/3)
7 xc = xa + (xb - xa) / 3.0
8 yc = ya + (yb - ya) / 3.0
9 xd = xb + (xa - xb) / 3.0
10 yd = yb + (ya - yb) / 3.0
11 xe = (xc+xd)*cos(pi/3) - 2*(yd-yc)*sin(pi/3)
12 ye = (yc+yd)*cos(pi/3) + (xd-xc)*sin(pi/3)
7 xc = xa + (xb - xa) / 3.0
8 yc = ya + (yb - ya) / 3.0
9 xd = xb + (xa - xb) / 3.0
10 yd = yb + (ya - yb) / 3.0
11 xe = (xc+xd)*cos(pi/3) + (yd-yc)*sin(pi/3)
12 ye = (yc+yd)*cos(pi/3) - (xd-xc)*sin(pi/3)
7 xc = xa + (xb - xa) / 3.0
8 yc = ya + (yb - ya) / 4.0
9 xd = xb + (xa - xb) / 5.0
10 yd = yb + (ya - yb) / 3.0
11 xe = (xc+xd)*cos(pi/3) - (yd-yc)*sin(pi/3)
12 ye = (yc+yd)*cos(pi/3) + (xd-xc)*sin(pi/3)Prueba a cambiar los diferentes para´metros y trata de predecir la figura que obtendra´sen cada caso antes de ejecutar el programa.(Recuerda definir adecuadamente las coordenadas con window_coordinates para quete quepan las figuras.)
· 386 La curva drago´n se define de modo au´n ma´s sencillo que la curva de von Koch.La curva drago´n de nivel 0 que une los puntos (xa, ya) y (xb, yb) es la l´ınea recta que lasune. La curva drago´n de nivel 1 entre (xa, ya) y (xb, yb) se forma con dos curvas drago´nde nivel 0: la que une (xa, ya) con ( xa+xb+ya−yb2 , xb−xa+ya+yb2 ) y la que une (xb, yb) con( xa+xb+ya−yb2 , xb−xa+ya+yb2 ). He aqu´ı las curvas drago´n de niveles 0 y 1:
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(xa, ya) (xb, yb) (xa, ya) (xb, yb)
( xa+xb+ya−yb2 , xb−xa+ya+yb2 )
Ya ves cua´l es el principio recursivo con el que se generan curvas drago´n. Aqu´ı tienes lascurvas drago´n de niveles 2, 3, 4, 5 y 6.
El perfil de la curvas drago´n tiene una analog´ıa con las dobleces de una hoja de papel.La curva drago´n de nivel 0 es el perfil de una hoja de papel que no ha sido doblada.La de nivel 1 ha sido doblada una vez y desdoblada hasta que las partes dobladasforman a´ngulos de 90 grados. La curva drago´n de nivel 1 es el perfil de una hoja dobladados veces y desdoblada de forma que cada parte forme un a´ngulo de 90 grados con lasiguiente.Disen˜a un programa que dibuje, en el entorno PythonG, curvas drago´n entre dospuntos del nivel que se desee.Por cierto, ¿de do´nde viene el nombre de ˂˂ curva drago´n˃˃ ? Del aspecto que presentaen niveles ˂˂grandes˃˃ . Aqu´ı tienes la curva drago´n de nivel 11:
· 387 Otra figura recursiva que es todo un cla´sico es la criba o tria´ngulo de Sierpinski.En cada nivel de recursio´n se divide cada uno de los tria´ngulos del nivel anterior entres nuevos tria´ngulos. Esta figura muestra los tria´ngulos de Sierpinski para niveles derecursio´n de 0 a 4:
Disen˜a un programa para PythonG que dibuje tria´ngulos de Sierpinski para un nivel derecursio´n dado.(Por cierto, ¿no te parecen los tria´ngulos de Sierpinski sospechosamente similares ala figura del ejercicio 261?)
· 388 Otra curva fractal de intere´s es la denominada ˂˂ curva de relleno del espacio deHilbert˃˃ . Esta figura te muestra dicha curva con niveles de recursio´n 0, 1, 2, 3 y 4:
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Disen˜a un programa capaz de dibujar curvas de relleno del espacio de Hilbert en elentorno PythonG dado el nivel de recursio´n deseado. Estas figuras te pueden ser deayuda para descubrir el procedimiento de ca´lculo que has de programar:
· 389 Un curiosa aplicacio´n de la recursio´n es la generacio´n de paisajes por ordenador.Las montan˜as, por ejemplo, se dibujan con modelos recursivos: los denominados fractales(las curvas de von Koch, entre otras, son fractales). Los a´rboles pueden generarse tambie´ncon procedimientos recursivos. Estas ima´genes, por ejemplo, muestran ˂˂ esqueletos˃˃ dea´rboles generados en el entorno PythonG:
Todos han sido generados con una misma funcio´n recursiva, pero usando diferentes ar-gumentos. Te vamos a describir el principio ba´sico de generacio´n de estos a´rboles, perohas de ser tu´ mismo quien disen˜e una funcio´n recursiva capaz de efectuar este tipo dedibujos. Vamos con el me´todo. El usuario nos proporciona los siguientes datos:
Los puntos en los que empieza y acaba el tronco.
El a´ngulo α que forma la rama que parte a mano derecha del tronco con el propiotronco. La rama que parte a mano izquierda lo hace con un a´ngulo −α .
La proporcio´n (en tanto por uno) del taman˜o de las ramas con respecto al tronco.
El nivel de recursio´n deseado.
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La recursio´n tiene lugar cuando consideramos que cada una de las dos ramas es un nuevotronco.Por cierto, los a´rboles ganan bastante si en primeros niveles de recursio´n usas uncolor anaranjado o marro´n y en los u´ltimos usas un color verde.
· 390 Los a´rboles que hemos generado en el ejercicio anterior parecen un tanto artifi-ciales por ser tan regulares y sime´tricos. Introducir el azar en su disen˜o los hara´ parecerma´s naturales. Modifica la funcio´n del ejercicio anterior para que tanto el a´ngulo comola proporcio´n rama/tronco se escojan aleatoriamente (dentro de ciertos ma´rgenes).Aqu´ı tienes un par de ejemplos. El a´rbol de la izquierda s´ı parece bastante real y elde la derecha parece mecido por el viento (bueno, ¡ma´s bien por un huraca´n!).
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.9. Mo´dulos
Las funciones ayudan a hacer ma´s legibles tus programas y a evitar que escribas una yotra vez los mismos ca´lculos en un mismo programa. Sin embargo, cuando escribas variosprogramas, posiblemente descubrira´s que acabas escribiendo la misma funcio´n en cadaprograma. . . a menos que escribas tus propios mo´dulos.Los mo´dulos son colecciones de funciones que puedes utilizar desde tus programas.Conviene que las funciones se agrupen en mo´dulos segu´n su a´mbito de aplicacio´n.La distribucio´n esta´ndar de Python nos ofrece gran nu´mero de mo´dulos predefinidos.Cada mo´dulo agrupa las funciones de un a´mbito de aplicacio´n. Las funciones matema´ticasse agrupan en el mo´dulo math; las que tratan con cadenas, en el mo´dulo string; las queanalizan documentos HTML (el lenguaje de marcas del World Wide Web) en htmllib; lasque generan nu´meros al azar, en random; las que trabajan con fechas de calendario, encalendar ; las que permiten montar un cliente propio de FTP (un protocolo de intercam-bio de ficheros en redes de ordenadores), en ftplib. . . Como ves, Python tiene una grancoleccio´n de mo´dulos predefinidos. Conocer aque´llos que guardan relacio´n con las a´reasde trabajo para las que vas a desarrollar programas te convertira´ en un programador ma´seficiente: ¿para que´ volver a escribir funciones que ya han sido escritas por otros?8En esta seccio´n aprenderemos a crear y usar nuestros propios mo´dulos. As´ı, podremosreutilizar funciones que ya hemos escrito al solucionar un problema de programacio´n:¿para que´ volver a escribir funciones que ya han sido escritas por nosotros mismos?9
6.9.1. Un mo´dulo muy sencillo: m´ınimo y ma´ximo
Empezaremos creando un mo´dulo con las funciones min y max que definimos en unejemplo anterior. Llamaremos al mo´dulo minmax , as´ı que deberemos crear un fichero
8Bueno, si esta´s aprendiendo a programar, s´ı tiene algu´n sentido.9Bueno, si esta´s aprendiendo a programar, s´ı tiene algu´n sentido.
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de texto llamado minmax.py. El sufijo o extensio´n py sirve para indicar que el ficherocontiene co´digo Python. Este es el contenido del fichero:
minmax 9.py minmax.py
1 def min(a, b):
2 if a < b:
3 return a
4 else:
5 return b
6
7 def max(a, b):
8 if a > b:
9 return a
10 else:
11 return b
En cualquier programa donde deseemos utilizar las funciones min y max bastara´ conincluir antes la siguiente l´ınea:
mi programa.py
1 from minmax import min, max
Observa que escribimos ˂˂ from minmax ˃˃ , y no ˂˂ from minmax.py˃˃ : la extensio´n del ficherono forma parte del nombre del mo´dulo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 391 Construye un mo´dulo llamado dni que incluya las funciones propuestas en losejercicios 270 y 296.Usa el mo´dulo desde un programa que pida al usuario su nu´mero de DNI y su letra.Si el usuario mete un nu´mero y letra de DNI correctos, el programa emitira´ el mensaje
˂˂Bienvenido˃˃ . En caso contrario dira´ ˂˂Ha cometido ud. un error˃˃ .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
minmax.py y minmax.pycCuando importas por primera vez el mo´dulo minmax.py, Python crea automa´ticamenteun fichero llamado minmax.pyc. Ese fichero contiene una versio´n de tu mo´dulo ma´sfa´cil de cargar en memoria para Python, pero absolutamente ilegible para las personas:esta´ codificado en lo que llamamos ˂˂ formato binario˃˃ . Python pretende acelerar as´ı lacarga de mo´dulos que usas en tus programas, pero sin obligarte a ti a gestionar losficheros pyc.Si borras el fichero minmax.pyc, no pasara´ nada grave: sencillamente, Python lovolvera´ a crear cuando cargues nuevamente el mo´dulo minmax.py desde un programacualquiera. Si modificas el contenido de minmax.py, Python regenera automa´ticamenteel fichero minmax.pyc para que siempre este´ ˂˂ sincronizado˃˃ con minmax.py.
6.9.2. Un mo´dulo ma´s interesante: gravedad
En un mo´dulo no so´lo puede haber funciones: tambie´n puedes definir variables cuyo valordebe estar predefinido. Por ejemplo, el mo´dulo matema´tico (math) incluye constantes comopi o e que almacenan (sendas aproximaciones a) el valor de pi y e, respectivamente. Paradefinir una variable en un mo´dulo basta con incluir una asignacio´n en el fichero de texto.Vamos con un nuevo ejemplo: un mo´dulo con funciones y constantes f´ısicas relacio-nadas con la gravitacio´n. Pero antes, un pequen˜o repaso de f´ısica.
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Probando los mo´dulosUna vez has escrito un mo´dulo es buena pra´ctica probar que funciona correctamente.Puedes crear un programa que utilice a tu mo´dulo en muchas circunstancias diferentespara ver que proporciona los resultados correctos. En ese caso tendra´s dos ficheros detexto: el fichero que corresponde al mo´dulo en s´ı y el que contiene el programa depruebas. Python te permite que el contenido de ambos ficheros resida en uno solo: eldel mo´dulo.El siguiente texto reside en un u´nico fichero (minmax.py):
minmax 10.py minmax.py
1 def min(a, b):
2 if a < b:
3 return a
4 else:
5 return b
6
7 def max(a, b):
8 if a > b:
9 return a
10 else:
11 return b
12
13 if __name__ == ’ main ’:
14 print ’El␣ma´ximo␣de␣3␣y␣10␣es’, max(3,10)
15 print ’El␣ma´ximo␣de␣3␣y␣-10␣es’, max(3,-10)
16 print ’El␣mı´nimo␣de␣3␣y␣10␣es’, min(3,10)
17 print ’El␣mı´nimo␣de␣3␣y␣-10␣es’, min(3,-10)
El mo´dulo en s´ı mismo es el texto que va de la l´ınea 1 a la l´ınea 12. La l´ınea 13 esuna sentencia condicional que hace que la ejecucio´n de las l´ıneas 14 a 17 dependade si una cierta variable __name__ vale ’ main ’ o no. La variable __name__ esta´predefinida en Python y vale ’ main ’ so´lo cuando ejecutamos directamente el fichero
minmax.py.
$ python minmax.py
↱
El ma´ximo de 3 y 10 es 10
El ma´ximo de 3 y -10 es 3
El mı´nimo de 3 y 10 es 3
El mı´nimo de 3 y -10 es -10
Si lo que hacemos es importar el mo´dulo minmax desde otro fichero, as´ı:
1 from minmax import min, max
la variable __name__ vale ’minmax’, que es como se llama el mo´dulo.De este modo podemos saber si el co´digo del fichero se esta´ ejecutando o importando.Pues bien, el truco esta´ en ejecutar la bater´ıa de pruebas so´lo cuando el fichero se esta´ejecutando.
La fuerza (en Newtons) con que se atraen dos cuerpos de masa M y m (en kilogramos)separados una distancia r (en metros) es
F = GMmr2 ,donde G es la denominada constante de gravitacio´n universal. G vale, aproximadamente,6.67 × 10−11Nm2 kg−2. Por otra parte, la velocidad de escape de un planeta para un
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Ma´ximo y m´ınimoYa te hemos comentado que Python trae muchas utilidades ˂˂de fa´brica˃˃ . Las funcionesde ca´lculo del ma´ximo y el mı´nimo parecen muy u´tiles, as´ı que ser´ıa de extran˜ar que noestuvieran predefinidas. Pues bien, lo esta´n: la funcio´n max calcula el ma´ximo y min elmı´nimo. F´ıjate:
>>> print max(1, 3) ↱
3
>>> print min(3, 2, 8, 10, 7) ↱
2
Las funciones max y min funcionan con cualquier nu´mero de argumentos mayor quecero. ¿Recuerdas los ejercicios en que te ped´ıamos calcular el mayor (o menor) de 5nu´meros? ¡Entonces s´ı que te hubiera venido bien saber que exist´ıan max (o min)!Estas funciones tambie´n trabajan con listas:
>>> a = [10, 2, 38] ↱
>>> print max(a) ↱
38
>>> print min(a) ↱
2
Lo cierto es que max y min funcionan con cualquier tipo de secuencia. Una curiosidad:¿que´ crees que devolvera´ max(’una␣cadena’)? ¿Y min(’una␣cadena’)?
cuerpo cualquiera es ve =√2GMR ,donde M es la masa del planeta (en kilogramos) y R su radio (en metros).Nuestro mo´dulo, al que denominaremos gravedad , exportara´ unas cuantas constantes:
G: la constante universal de gravitacio´n.
M_Tierra: la masa de la Tierra.
R_Tierra: el radio de la Tierra.
ve_Tierra: la velocidad de escape de la Tierra.
M_Luna: la masa de la Luna.
R_Luna: el radio de la Luna.
ve_Luna: la velocidad de escape de la Luna.
Por cierto, la masa de la Tierra es de 5.97× 1024 kilogramos y su radio es de 6.37× 106metros; y la masa de la Luna es de 7.35 × 1022 kilogramos y su radio es de 1.74 × 106metros.Por otra parte, el mo´dulo definira´ las siguientes funciones:
fuerza_grav : recibe la masa de dos cuerpos (en kilogramos) y la distancia que lossepara (en metros) y devuelve la fuerza gravitatoria que experimentan (en Newtons).
distancia: recibe la masa de dos cuerpos (en kilogramos) y la fuerza gravitatoriaque experimentan por efecto mutuo (en Newtons) y devuelve la distancia que lossepara (en metros).
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velocidad_escape: recibe la masa (en kilogramos) y el radio (en metros) de unplaneta y devuelve la velocidad (en metros por segundo) que permite a un cuerpocualquiera escapar de la o´rbita del planeta.
He aqu´ı (una primera versio´n de) el contenido del fichero gravedad.py (recuerdaque el fichero debe finalizar con la extensio´n py):
gravedad 2.py gravedad.py
1 from math import sqrt
2
3 G = 6.67e-11
4 M_Tierra = 5.97e24
5 R_Tierra = 6.37e6
6 M_Luna = 7.35e22
7 R_Luna = 1.74e6
8
9 def fuerza_grav(M, m, r):
10 return G * M * m / r**2
11
12 def distancia(M, m, F):
13 return sqrt( G * M * m / F )
14
15 def velocidad_escape(M, R):
16 return sqrt( 2 * G * M / R )
17
18 ve_Tierra = velocidad_escape(M_Tierra, R_Tierra)
19 ve_Luna = velocidad_escape(M_Luna, R_Luna)
Observa que las variables ve_Tierra y ve_Luna se han definido al final (l´ıneas 18 y19). Lo hemos hecho as´ı para poder aprovechar la funcio´n velocidad_escape, que ha deestar definida antes de ser usada (l´ıneas 15–16). Observa tambie´n que la variable G seha definido como global en cada una de las funciones en las que se usa. De ese modo ledecimos a Python que busque la variable fuera de la funcio´n, y como G esta´ definida enel mo´dulo (l´ınea 3), entiende que nos referimos a esa variable. Por otra parte, el mo´duloutiliza una funcio´n (sqrt) del mo´dulo matema´tico, as´ı que empieza importa´ndola (l´ınea 1).Acabaremos mostrando un ejemplo de uso del mo´dulo gravedad desde un programa(que estara´ escrito en otro fichero de texto):
escapes 2.py escapes.py
1 from gravedad import velocidad_escape, ve_Tierra
2
3 print ’La␣velocidad␣de␣escape␣de␣Pluto´n␣es’,
4 print ’de’, velocidad_escape(1.29e22, 1.16e6), ’m/s.’
5 print ’La␣de␣la␣Tierra␣es␣de’, ve_Tierra, ’m/s.’
Ya empezamos a crear programas de cierta entidad. ¡Y so´lo estamos aprendiendo aprogramar! Cuando trabajes con programas del ˂˂mundo real˃˃ , vera´s que e´stos se dividenen numerosos mo´dulos y, generalmente, cada uno de ellos define muchas funciones yconstantes. Esos programas, por regla general, no son obra de un solo programador, sinode un equipo de programadores. Muchas veces, el autor o autores de un mo´dulo necesitanconsultar mo´dulos escritos por otros autores, o a un programador se le puede encargarque siga desarrollando un mo´dulo de otros programadores, o que modifique un mo´duloque e´l mismo escribio´ hace mucho tiempo. Es vital, pues, que los programas sean legiblesy este´n bien documentados.Hemos de acostumbrarnos a documentar el co´digo. Nuestro mo´dulo estara´ incompletosin una buena documentacio´n:
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gravedad.py gravedad.py
1 #—————————————————
2 # Mo´dulo: gravedad
3 #
4 # Propo´sito: proporciona algunas constantes y funciones sobre f´ısica gravitatoria.
5 #
6 # Autor/es: Isaac Pe´rez Gonza´lez y Alberto Pe´rez Lo´pez
7 #—————————————————
8 # Constantes exportadas:
9 # G: Constante de gravitacio´n universal.
10 # M_Tierra: Masa de la Tierra (en kilos).
11 # R_Tierra: Radio de la Tierra (en metros).
12 # M_Luna: Masa de la Luna (en kilos).
13 # R_Luna: Radio de la Luna (en metros).
14 #
15 # Funciones exportadas:
16 # fuerza_grav : calcula la fuerza gravitatoria existente entre dos cuerpos.
17 # entradas:
18 # M: masa de un cuerpo (en kg).
19 # m: masa del otro cuerpo (en kg).
20 # r: distancia entre ellos (en metros).
21 # salida:
22 # fuerza (en Newtons).
23 #
24 # distancia : calcula la distancia que separa dos cuerpos atra´ıdos por una fuerza
25 # gravitatoria determinada.
26 # entradas:
27 # M: masa de un cuerpo (en kg).
28 # m: masa del otro cuerpo (en kg).
29 # F : fuerza gravitatoria experimentada (en m).
30 # salida:
31 # distancia (en metros).
32 #
33 # velocidad_escape: calcula la velocidad necesaria para escapar de la atraccio´n
34 # gravitatoria de un cuerpo esfe´rico.
35 # entradas:
36 # M: masa del cuerpo (en kg).
37 # R : radio del cuerpo (en metros).
38 # salida:
39 # velocidad (en metros por segundo).
40 #————————————————–
41 # Historia:
42 # * Creado el 13/11/2001 por Isaac
43 # * Modificado el 15/11/2001 por Alberto:
44 # - se incluyen las constantes M_Luna y R_Luna
45 # - se an˜ade la funcio´n velocidad_escape
46 #————————————————–
47 from math import sqrt
48
49 G = 6.67e-11
50 M_Tierra = 5.97e24
51 R_Tierra = 6.37e6
52 M_Luna = 7.35e22
53 R_Luna = 1.74e6
54
55 def fuerza_grav(M, m, r):
56 return G * M * m / r**2
57
58 def distancia(M, m, F):
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59 return sqrt( G * M * m / F )
60
61 def velocidad_escape(M, R):
62 return sqrt( 2 * G * M / R )
63
64 ve_Tierra = velocidad_escape(M_Tierra, R_Tierra)
65 ve_Luna = velocidad_escape(M_Luna, R_Luna)
De acuerdo, el mo´dulo es ahora mucho ma´s largo, pero esta´ bien documentado. Cual-quiera puede averiguar su utilidad con so´lo leer la cabecera.A´ndate con ojo: no todos los comentarios son interesantes. Este, por ejemplo, esabsurdo:
# Devuelve el producto de G por M y m dividido por r al cuadrado.return G * M * m / r ** 2Lo que dice ese comentario es una obviedad. En este caso, el comentario no ayuda aentender nada que no este´ ya dicho en la propia sentencia. Ma´s que ayudar, distrae allector. La pra´ctica te hara´ ir mejorando el estilo de tus comentarios y te ayudara´ a decidircua´ndo convienen y cua´ndo son un estorbo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 392 Disen˜a un mo´dulo que agrupe las funciones relacionadas con hipotecas de losejercicios 324–327. Documenta adecuadamente el mo´dulo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.9.3. Otro mo´dulo: ca´lculo vectorial
Vamos a desarrollar ahora un mo´dulo para ca´lculo vectorial en tres dimensiones. Un vectortridimensional (x, y, z) se representara´ mediante una lista con tres elementos nume´ricos:
[x,y,z]. Nuestro mo´dulo suministrara´ funciones y constantes u´tiles para el ca´lculo coneste tipo de datos.Empezaremos definiendo una a una las funciones y constantes que ofrecera´ nuestromo´dulo. Despue´s mostraremos el mo´dulo completo.Definamos una funcio´n que sume dos vectores. Primero hemos de tener claro co´mo sedefine matema´ticamente la suma de vectores: (x, y, z)+ (x′, y′, z′) = (x+ x′, y+y′, z+ z′).Llamaremos v_suma a la operacio´n de suma de vectores:
1 def v_suma(u, v):
2 return [ u[0] + v[0], u[1] + v[1], u[2] + v[2] ]La longitud de un vector (x, y, z) es√x2 + y2 + z2. Definamos una funcio´n v_longitud :
1 def v_longitud(v):
2 return sqrt(v[0]**2 + v[1]**2 + v[2]**2)Recuerda que antes deberemos importar sqrt del mo´dulo math.El producto escalar de dos vectores (x, y, z) y (x′, y′, z′) es una cantidad escalar iguala xx′ + yy′ + zz′:
1 def v_producto_escalar(u, v):
2 return u[0]*v[0] + u[1]*v[1] + u[2]*v[2]Dos vectores son perpendiculares si su producto escalar es cero. Construyamos unafuncio´n que devuelva True cuando dos vectores son perpendiculares y False en casocontrario:
1 def v_son_perpendiculares(u, v):
2 return v_producto_escalar(u, v) == 0
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El producto vectorial de dos vectores (x, y, z) y (x′, y′, z′) es el vector (yz′ − zy′, zx′ −xz′, xy′ − yx′):
1 def v_producto_vectorial(u, v):
2 resultado_x = u[1]*v[2] - u[2]*v[1]
3 resultado_y = u[2]*v[0] - u[0]*v[2]
4 resultado_z = u[0]*v[1] - u[1]*v[0]
5 return [resultado_x, resultado_y, resultado_z]Para facilitar la introduccio´n de vectores, vamos a definir una funcio´n v_lee_vectorque lea de teclado las tres componentes de un vector:
1 def v_lee_vector():
2 x = float(raw_input(’Componente␣x:’))
3 y = float(raw_input(’Componente␣y:’))
4 z = float(raw_input(’Componente␣z:’))
5 return [x, y, z]Y para facilitar la impresio´n de vectores, definiremos un procedimiento que muestraun vector por pantalla siguiendo la notacio´n habitual en matema´ticas (con pare´ntesis enlugar de corchetes):
1 def v_muestra_vector(v):
2 print ’(%f,␣%f,␣%f)’ % (v[0], v[1], v[2])Los vectores i = (1, 0, 0), j = (0, 1, 0) y k = (0, 0, 1) se definira´n en nuestro mo´dulocomo las variables v_i, v_j y v_k , respectivamente.
1 v_i = [1, 0, 0]
2 v_j = [0, 1, 0]
3 v_k = [0, 0, 1]
Bueno, es hora de juntarlo todo en un mo´dulo. En un fichero llamado vectores.pytecleamos el siguiente texto:
vectores.py vectores.py
1 #—————————————————-
2 # Mo´dulo vectores
3 #—————————————————-
4 # Proporciona constantes y funciones para el ca´lculo vectorial en 3 dimensiones.
5 #—————————————————-
6 # Constantes que exporta:
7 # v_i, v_j, v_k : vectores unidad
8 #
9 # Funciones que exporta:
10 # v_lee_vector :
11 # sin para´metros
12 # devuelve un vector le´ıdo de teclado que se pide al usuario
13 #
14 # v_muestra_vector(v):
15 # muestra por pantalla el vector v con la notacio´n (x, y, z)
16 # no devuelve nada
17 #
18 # v_longitud(v):
19 # devuelve la longitud del vector v
20 #
21 # v_suma(u, v):
22 # devuelve el vector resultante de sumar u y v
23 #
24 # v_producto˙escalar(u, v):
25 # devuelve el escalar resultante del producto escalar de u por v
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26 #
27 # v_producto˙vectorial(u, v):
28 # devuelve el vector resultante del producto vectorial de u por v
29 #
30 # v_son˙perpendiculares(u, v):
31 # devuelve cierto si u y v son perpendiculares, y falso en caso contrario
32 #—————————————————-
33
34 # Constantes
35
36 v_i =[1, 0, 0]
37 v_j =[0, 1, 0]
38 v_k =[0, 0, 1]
39
40
41 # Funciones de entrada/salida
42
43 def v_lee_vector():
44 x = float(raw_input(’Componente␣x:’))
45 y = float(raw_input(’Componente␣y:’))
46 z = float(raw_input(’Componente␣z:’))
47 return [x, y, z]
48
49 def v_muestra_vector(v):
50 print ’(%f,␣%f,␣%f)’ % (v[0], v[1], v[2])
51
52
53 # Funciones de ca´lculo
54
55 def v_longitud(v):
56 return sqrt(v[0]**2 + v[1]**2 + v[2]**2)
57
58 def v_suma(u, v):
59 return [ u[0] + v[0], u[1] + v[1], u[2] + v[2] ]
60
61 def v_producto_escalar(u, v):
62 return u[0]*v[0] + u[1]*v[1] + u[2]*v[2]
63
64 def v_producto_vectorial(u, v):
65 resultado_x = u[1]*v[2] - u[2]*v[1]
66 resultado_y = u[2]*v[0] - u[0]*v[2]
67 resultado_z = u[0]*v[1] - u[1]*v[0]
68 return [resultado_x, resultado_y, resultado_z]
69
70
71 # Predicados
72
73 def v_son_perpendiculares(u, v):
74 return v_producto_escalar(u, v) == 0
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 393 Disen˜a un mo´dulo similar al anterior pero que permita efectuar ca´lculos convectores n-dimensionales, donde n es un valor arbitrario. Las funciones que debes definirson: v_lee_vector : Pide el valor de n y a continuacio´n lee los n componentes del vector.El resultado devuelto es la lista de los componentes.v_muestra_vector : Muestra por pantalla el vector en la notacio´n (v1, v2, . . . , vn).
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v_longitud : devuelve la longitud del vector, que es√√√√ n∑i=1 v2i
v_suma: Devuelve la suma de dos vectores. Los dos vectores deben tener la mismadimensio´n. Si no la tienen, v_suma devolvera´ el valor None.
v_producto_escalar : Devuelve el producto escalar de dos vectores. Los dos vectoresdeben tener la misma dimensio´n. Si no la tienen, la funcio´n devolvera´ el valor None.
· 394 Disen˜a un mo´dulo que facilite el trabajo con conjuntos. Recuerda que un conjuntoes una lista en la que no hay elementos repetidos. Debera´s implementar las siguientesfunciones:lista_a_conjunto(lista): Devuelve un conjunto con los mismos elementos que hay enlista, pero sin repeticiones. (Ejemplo: lista_a_conjunto([1,1,3,2,3]) devolvera´ lalista [1, 2, 3] (aunque tambie´n se acepta como equivalente cualquier permutacio´nde esos mismos elementos, como [3,1,2] o [3,2,1]).
union(A, B): devuelve el conjunto resultante de unir los conjuntos A y B.
interseccion(A, B): devuelve el conjunto cuyos elementos pertenecen a A y a B.
diferencia(A, B): devuelve el conjunto de elementos que pertenecen a A y no a B.
iguales(A, B): devuelve cierto si ambos conjuntos tienen los mismos elementos, yfalso en caso contrario. (Nota: ten en cuenta que los conjuntos representados porlas listas [1, 3, 2] y [2, 1, 3] son iguales.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.9.4. Un mo´dulo para trabajar con polinomios
Supo´n que deseamos trabajar con polinomios, es decir, con funciones de la forma
f (x) = a0 + a1x + a2x2 + a3x3 + · · ·+ anxn.
Nos interesara´ poder operar con polinomios. Disen˜aremos un mo´dulo que permita:Mostrar por pantalla los polinomios en una notacio´n similar a la matema´tica.
Evaluar un polinomio para un valor dado de x .
Obtener el polinomio que resulta de sumar otros dos.
Obtener el polinomio que resulta de restar un polinomio a otro.
Obtener el polinomio que resulta de multiplicar dos polinomios.Empezaremos por decidir una representacio´n para los polinomios. Un polinomio deorden n es una lista de n+1 elementos: los n+1 coeficientes del polinomio. El polinomio
1 + 2x + 4x2 − 5x3 + 6x5
es de orden 5, as´ı que se representara´ con una lista de 6 elementos:
[1, 2, 4, -5, 0, 6]
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Ahora que hemos decidido la representacio´n que usaremos, hagamos un procedimientoque muestre por pantalla un polinomio en un formato ˂˂agradable˃˃ y no como una listade nu´meros:
1 def muestra(a):
2 print a[0],
3 for i in range(1, len(a)):
4 print ’+’, a[i], ’x␣**’, i,
5 printDisen˜emos la funcio´n que evalu´e un polinomio p para un valor dado de x:
1 def evalua(a, x):
2 s = 0
3 for i in range(len(a)):
4 s = s + a[i] * x**i
5 return sVamos a por la funcio´n que suma dos polinomios. Antes de empezar, entendamos que´hay que hacer. Supongamos que hemos de sumar los polinomios a0 + a1x + · · ·+ anxny b0 + b1x + · · ·+ bnxn. Fa´cil: la solucio´n es un polinomio c0 + c1x + · · ·+ cnxn dondeci = ai+ bi, para i entre 0 y n. Bueno, este caso era particularmente fa´cil porque ambospolinomios eran del mismo orden. Si los polinomios sumados son de o´rdenes distintosdeberemos llevar ma´s cuidado.Lo que no va a funcionar es el operador +, pues al trabajar con listas efectu´a unaconcatenacio´n. Es decir, si concatenamos las listas [1, 2, 3] y [1, 0, -1], que repre-sentan polinomios de orden 2, obtenemos un polinomio de orden 5 (el representado porla lista [1, 2, 3, 1, 0, -1]), y eso es incorrecto.Vamos con una propuesta de funcio´n suma:
1 def suma(a, b):
2 # creamos un polinomio nulo de orden igual al de mayor orden
3 c = [0] * max(len(a), len(b))
4 # sumamos los coeficientes hasta el orden menor
5 for i in range(min(len(a), len(b))):
6 c[i] = a[i] + b[i]
7 # y ahora copiamos el resto de coeficientes del polinomio de mayor orden.
8 if len(a) > len(b):
9 for i in range(len(b), len(c)):
10 c[i] = a[i]
11 else:
12 for i in range(len(a), len(c)):
13 c[i] = b[i]
14 # y devolvemos el polinomio c
15 return cNos han hecho falta las funciones maximo y minimo, as´ı que antes deberemos definirlas(o importarlas de un mo´dulo).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 395 ¿Es correcta esta otra versio´n de la funcio´n suma?
1 def suma(a, b):
2 c = []
3 m = minimo(len(a), len(b))
4 for i in range(m):
5 c.append(a[i] + b[i])
6 c = c + a[m:] + b[m:]
7 return c. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Ya casi esta´. Hay un pequen˜o detalle: imagina que sumamos los polinomios repre-sentados por [1, 2, 3] y [1, 2, -3]. El polinomio resultante es [2, 4, 0]. Bien, peroese polinomio es un poco ˂˂anormal˃˃ : parece de orden 2, pero en realidad es de orden1, ya que el u´ltimo coeficiente, el que afecta a x2 es nulo. Disen˜emos una funcio´n que
˂˂normalice˃˃ los polinomios eliminando los coeficientes nulos a la derecha del todo:
1 def normaliza(a):
2 while len(a) > 0 and a[-1] == 0:
3 del a[-1]Nuesta funcio´n suma (y cualquier otra que opere con polinomios) debera´ asegurarsede que devuelve un polinomio normalizado:
1 def suma(a, b):
2 c = [0] * maximo(len(a), len(b))
3 for i in range(minimo(len(a), len(b))):
4 c[i] = a[i] + b[i]
5 if len(a) > len(b):
6 for i in range(len(b), len(c)):
7 c[i] = a[i]
8 else:
9 for i in range(len(a), len(c)):
10 c[i] = b[i]
11 normaliza(c)
12 return cLa funcio´n que resta un polinomio de otro te la dejamos como ejercicio. Vamos con elproducto de polinomios, que es una funcio´n bastante ma´s complicada. Si multiplicamosdos polinomios a y b de o´rdenes n y m, respectivamente, el polinomio resultante c es deorden n+m. El coeficiente de orden ci se obtiene as´ı:
ci = i∑j=0 ajbi−j .Vamos con la funcio´n:
1 def multiplica(a, b):
2 orden = len(a) + len(b) - 2
3 c = [0] * (orden + 1)
4 for i in range(orden+1):
5 s = 0
6 for j in range(i+1):
7 s += a[j] * b[i-j]
8 c[i] == s
9 return cEnca´rgate tu´ ahora de unir las funciones desarrolladas en un mo´dulo llamado poli-nomios.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 396 Disen˜a el siguiente programa que usa el mo´dulo polinomios y, si te parece conve-niente, enriquece dicho mo´dulo con nuevas funciones u´tiles para el manejo de polinomios.El programa presentara´ al usuario este menu´:
1) Leer polinomio a
2) Mostrar polinomio a
3) Leer polinomio b
4) Mostrar polinomio b
5) Sumar polinomios a y b
6) Restar a de b
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7) Restar b de a
8) Multiplicar a por b
9) FIN DE PROGRAMA. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.9.5. Un mo´dulo con utilidades estad´ısticas
Vamos a ilustrar lo aprendido con el desarrollo de un mo´dulo interesante: una coleccio´nde funciones que permitan realizar estad´ısticas de series de nu´meros, concretamente, elca´lculo de la media, de la varianza y de la desviacio´n t´ıpica.Nuestro mo´dulo deber´ıa utilizarse desde programas como se ilustra en este ejemplo:
uso estadisticas.py uso estadisticas.py
1 from estadisticas import media, desviacion_tipica
2
3 notas = []
4 nota = 0
5 while not (0 <= nota <= 10):
6 nota = float(raw_input(’Dame␣una␣nota␣(entre␣0␣y␣10):␣’))
7 if 0 <= nota <= 10:
8 notas.append(nota)
9
10 print ’Media:’, media(notas)
11 print ’Desviacion␣tı´pica:’, desviacion_tipica(notas)La media de una serie de nu´meros a1, a2,. . . , an es
a¯ = 1n n∑i=1 ai,su varianza es σ2 = 1n n∑i=1 (ai − a¯)2.y su desviacio´n t´ıpica es
σ =√√√√ 1n n∑i=1 (ai − a¯)2.Empecemos por el ca´lculo de la media:
estadisticas.py estadisticas.py
1 from math import sqrt
2
3 def media(lista):
4 s = 0
5 for elemento in lista:
6 s += elemento
7 return s / float(len(lista))La varianza utiliza el valor de la media y podemos obtenerlo llamando a media:
estadisticas.py
9 def varianza(lista):
10 s = 0
11 for elemento in lista:
12 s += (elemento - media(lista)) ** 2
13 return s / float(len(lista))
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Mmmm. Esta´ bien, pero se efectu´a una llamada a media por cada iteracio´n del bucle yhay tantas como elementos tiene la lista. Esa es una fuente de ineficiencia. Mejor calcularla media una sola vez y guardarla en una variable local:
estadisticas.py estadisticas.py
9 def varianza(lista):
10 s = 0
11 m = media(lista)
12 for elemento in lista:
13 s += (elemento - m) ** 2
14 return s / float(len(lista))Finalmente, la desviacio´n t´ıpica no es ma´s que la ra´ız cuadrada de la varianza, as´ıque:
estadisticas.py estadisticas.py
16 def desviacion_tipica(lista):
17 return sqrt(varianza(lista))
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 397 ¿Funcionan bien las funciones que hemos definido cuando suministramos listasvac´ıas? Corrige las funciones para que traten correctamente este caso particular.
· 398 Enriquece el mo´dulo estadisticas an˜adiendo una funcio´n que calcule el coeficientede variacio´n (definido como σ/a¯) y el recorrido de la lista (que es la diferencia entre elmayor y el menor elemento de la lista).
· 399 Suponiendo que nos suministran una lista de enteros, disen˜a una funcio´n quecalcule su moda. La moda es el elemento ma´s repetido en una serie de valores.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
6.9.6. Un mo´dulo para ca´lculo matricial
En el tema anterior estudiamos co´mo operar con matrices. Vamos a ˂˂ empaquetar˃˃ ahoraalgunas funciones u´tiles para manejar matrices.Empezaremos por una funcio´n que crea una matriz nula dados su nu´mero de filas ycolumnas:
matrices.py matrices.py
1 def matriz_nula(filas, columnas):
2 M = []
3 for i in range(filas):
4 M.append( [0] * columnas )
5 return MPara crear una matriz A de dimensio´n 3× 4 invocaremos as´ı a la funcio´n:
1 A = matriz_nula(3, 4)Ahora podemos escribir una funcio´n que lee de teclado los componentes de una matriz:
matrices.py matrices.py
7 def lee_matriz(filas, columnas):
8 M = matriz_nula(filas, columnas)
9 for i in range(filas):
10 for j in range(columnas):
11 M[i][j] = float(raw_input(’Introduce␣el␣componente␣(%d,%d):␣’ % (i, j)))
12 return M
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Vamos ahora a por una funcio´n que sume dos matrices. Dos matrices A y B se puedensumar si presentan la misma dimensio´n, es decir, el mismo nu´mero de filas y el mismonu´mero de columnas. Nuestra funcio´n deber´ıa empezar comprobando este extremo. ¿Co´mopodemos conocer la dimensio´n de una matrizM? El nu´mero de filas esta´ claro: len(M). ¿Yel nu´mero de columnas? Fa´cil, es el nu´mero de elementos de la primera fila (de cualquierfila, de hecho): len(M[0]). Expresar el nu´mero de filas y columnas como len(M) ylen(M[0]) no ayudara´ a hacer legible nuestra funcio´n de suma de matrices. Antes deempezar a escribirla, definamos una funcio´n que devuelva la dimensio´n de una matriz:
matrices.py matrices.py
14 def dimension(M):
15 return [len(M), len(M[0])]Para averiguar el nu´mero de filas y columnas de una matriz A bastara´ con hacer:
1 [filas, columnas] = dimension(A)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 400 Disen˜a una funcio´n llamada es_cuadrada que devuelva True si la matriz escuadrada (tiene igual nu´mero de filas que columnas) y False en caso contrario. S´ırvetede la funcio´n dimension para averiguar la dimensio´n de la matriz.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Ahora, nuestra funcio´n de suma de matrices empezara´ comprobando que las matricesque se le suministran son ˂˂ compatibles˃˃ . Si no lo son, devolveremos None (ausencia devalor):
matrices.py
1 def suma(A, B):
2 if dimension(A) != dimension(B):
3 return None
4 else:
5 ...Utilizaremos ahora la funcio´n matriz_nula para inicializar a cero la matriz resultantede la suma y efectuamos el ca´lculo (si tienes dudas acerca del procedimiento, consulta eltema anterior):
matrices.py matrices.py
17 def suma(A, B):
18 if dimension(A) != dimension(B):
19 return None
20 else:
21 [m, n] = dimension(A)
22 C = crea_matriz_nula(m, n)
23 for i in range(m):
24 for j in range(n):
25 C[i][j] = A[i][j] + B[i][j]
26 return C
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 401 Enriquece el mo´dulo matrices.py con una funcio´n que devuelva el productode dos matrices. Si las matrices no son ˂˂multiplicables˃˃ , la funcio´n devolvera´ None.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Cap´ıtulo 7
Tipos estructurados: registros
No tendr´ıa un sabor muy bueno, me temo. . .Solo no le interrumpio´ con cierta impaciencia el Caballero pero nopuedes imaginarte que´ diferencia si lo mezclas con otras cosas. . .
LEWIS CARROLL, Alicia a trave´s del espejo.
El conjunto de tipos de datos Python que hemos estudiado se divide en tipos escalares(enteros y flotantes) y tipos secuenciales (cadenas y listas). En este tema aprenderemosa definir y utilizar tipos de datos definidos por nosotros mismos agregando tipos de datosde diferente o igual naturaleza. Por ejemplo, podremos definir un nuevo tipo que reu´naun entero y dos cadenas o uno diferente con una lista y un flotante. Los datos de estosnuevos tipos reciben el nombre de registros. Los registros nos permiten modelar objetosdel mundo real que deben describirse mediante una coleccio´n de informaciones, comopersonas (descritas por nombre, apellidos, DNI, edad, etc.), canciones (descritas por t´ıtulo,autor, inte´rprete, estilo, etc.), fechas (descritas por d´ıa, mes y an˜o), etc.
Registros o clasesPython no ofrece soporte nativo para registros, sino para clases, un concepto ma´s generaly potente. Usaremos registros a trave´s de un mo´dulo especial que ofrece una clasecuyo comportamiento es el que cabe esperar de los registros. Los registros son unaversio´n extremadamente simple de las clases (no hay me´todos, so´lo atributos), as´ı quesu aprendizaje puede facilitar el estudio posterior de la programacio´n orientada a objetos.Por otra parte, lenguajes como C so´lo ofrecen soporte para registros, as´ı que resulta u´tilsaber manejarlos si se desea aprender Python para facilitar el estudio de C.
7.1. Asociando datos relacionados
7.1.1. Lo que sabemos hacer
Supo´n que en un programa utilizamos el nombre, el DNI y la edad de dos personas. Enprincipio, necesitaremos tres variables para almacenar los datos de cada persona: dosvariables con valores de tipo cadena (el nombre y el DNI) y otra con un valor de tipoentero (la edad):
1 nombre = ’Juan␣Paz’
2 dni = ’12345678Z’
3 edad = 19
4
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5 otronombre = ’Ana␣Mir’
6 otrodni = ’23456789D’
7 otraedad = 18Los datos almacenados en nombre, dni y edad corresponden a la primera personay los datos guardados en otronombre, otrodni u otraedad corresponden a la segundapersona, pero nada en el programa permite deducir eso con seguridad: cada dato esta´almacenado en una variable diferente y completamente independiente de las dema´s.
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El programador debe recordar en todo momento que´ variables esta´n relacionadas entres´ı para utilizarlas coherentemente.Disen˜emos un procedimiento que muestre por pantalla los datos de una persona yuse´moslo:
variables sueltas.py variables sueltas.py
1 def mostrar_persona(nombre, dni, edad):
2 print ’Nombre:’, nombre
3 print ’DNI:␣␣␣’, dni
4 print ’Edad:␣␣’, edad
5
6 nombre = ’Juan␣Paz’
7 dni = ’12345678Z’
8 edad = 19
9
10 otronombre = ’Ana␣Mir’
11 otrodni = ’23456789D’
12 otraedad = 18
13
14 mostrar_persona(nombre, dni, edad)
15 mostrar_persona(otronombre, otrodni, otraedad)Al ejecutar el programa, por pantalla aparecera´:
Nombre: Juan Paz
DNI: 12345678Z
Edad: 19
Nombre: Ana Mir
DNI: 23456789D
Edad: 18
Funciona, pero resulta un tanto inco´modo pasar tres para´metros cada vez que usamosel procedimiento. Si ma´s adelante enriquecemos los datos de una persona an˜adiendo sudomicilio, por ejemplo, tendremos que redefinir el procedimiento mostrar_persona paraan˜adir un cuarto para´metro y cambiar todas sus llamadas para incluir el nuevo dato.En un programa de taman˜o moderadamente grande puede haber decenas o cientos dellamadas a esa funcio´n, as´ı que modificar el programa se anuncia como una labor muypesada.Hay un inconveniente adicional: imagina que deseas manejar una lista de personas,como los estudiantes de una clase. Tendra´s que gestionar tres listas paralelas: una conlos nombres, otra con los DNI y otra con las edades. La idea es que los elementos de lastres listas que presentan el mismo ı´ndice correspondan a la misma persona. Gestionar
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tres listas paralelas (o ma´s, si hubiera que gestionar ma´s datos de cada persona) esengorroso. Supo´n que has de ordenar las listas para que los nombres aparezcan en ordenalfabe´tico. Complicado.
7.1.2. . . . pero sabemos hacerlo mejor
Hay una alternativa a trabajar con un grupo de tres variables independientes por persona:definir una ˂˂persona˃˃ como una lista con tres elementos. En cada elemento de la listaalmacenaremos uno de sus valores, siempre en el mismo orden:
1 juan = [’Juan␣Paz’, ’12345678Z’, 19]
2 ana = [’Ana␣Mir’, ’23456789D’, 18]
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Trabajar as´ı permite que los datos de cada persona este´n agrupados, s´ı, pero tambie´nhace algo inco´modo su uso. Deberemos recordar que el ı´ndice 0 accede al nombre, elı´ndice 1 al DNI y el ı´ndice 2 a la edad. Por ejemplo, para acceder a la edad de Juan Pazhemos de escribir juan[2]. Es probable que cometamos algu´n error dif´ıcil de detectar siutilizamos los ı´ndices erro´neamente.La funcio´n que muestra por pantalla todos los datos de una persona tiene ahora esteaspecto:
1 def mostrar_persona(persona):
2 print ’Nombre:’, persona[0]
3 print ’DNI:␣␣␣’, persona[1]
4 print ’Edad:␣␣’, persona[2]
Si decidie´semos an˜adir la direccio´n de cada persona a su correspondiente lista, nosver´ıamos obligados a redefinir mostrar_persona, pero so´lo en lo que toca a an˜adir unal´ınea a su cuerpo para imprimir la nueva informacio´n. La lista de para´metros no se ver´ıaafectada, por lo que no har´ıa falta modificar ninguna de las llamadas a la funcio´n. Estaopcio´n parece, pues, mejor que la anterior.Manejar listas de ˂˂personas˃˃ es relativamente sencillo, pues no son ma´s que listasde listas:
6 juan = [’Juan␣Paz’, ’12345678Z’, 19]
7 ana = [’Ana␣Mir’, ’23456789D’, 18]
8 personas = [juan, ana]O, directamente:
10 personas = [[’Juan␣Paz’, ’12345678Z’, 19], \
11 [’Ana␣Mir,’ ’23456789D’, 18] ]
En cualquiera de los dos casos, esta es la lista construida:
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El nombre de Ana Mir, por ejemplo, esta´ accesible en personas[1][0].Si deseamos mostrar el contenido completo de la lista podemos hacer:
13 for persona in personas:
14 mostrar_persona(persona)
Esta aproximacio´n so´lo presenta un serio inconveniente: la necesidad de recordarde algu´n modo que´ informacio´n ocupa que´ posicio´n en el vector que describe a cadapersona (el nombre es el elemento 0, el DNI es el elemento 1, etc.). ¿Podemos superarese inconveniente?
7.2. Registros
La solucio´n pasa por definir un nuevo tipo de datos para las personas llamado, por ejemplo,Persona. Una variable del tipo Persona agrupara´ las tres informaciones de una persona(su nombre, su dni y su edad) de modo similar a como hace una lista. La diferenciaestribara´ en la forma con que accederemos a cada informacio´n: en lugar de usar unanotacio´n como juan[0] para acceder al nombre, usaremos esta otra: juan.nombre. Muchoma´s legible, ¿no?¡Ah! F´ıjate en que decimos que Persona es un tipo de datos, y no una variable.No confundas los conceptos. Para facilitar la distincio´n entre tipos de datos y variables,usaremos siempre inicial en mayu´sculas para los identificadores de los tipos de datos.So´lo es un convenio, pero te sugerimos que tu´ tambie´n lo sigas en tus programas.
7.2.1. Definicio´n de nuevos tipos de dato
¿Co´mo definimos un nuevo tipo de dato? Ya te hemos dicho que Python no da soportenativo para registros, sino para clases, as´ı que los simularemos a trave´s de un mo´dulollamado record (que en ingle´s significa ˂˂ registro˃˃ ) y que encontrara´s en el ape´ndice C.Nuestros programas empezara´n, pues, con:
1 from record import recordLa definicio´n de un nuevo tipo de dato es equivalente, en cierto sentido, a la definicio´nde una nueva funcio´n. La definicio´n de un tipo ˂˂ registro˃˃ ensen˜a a Python co´mo construirobjetos de un nuevo tipo de dato, pero no constituye en s´ı misma la construccio´n de unode dichos objetos. Veamos co´mo definir el tipo Persona :
persona.py persona.py
1 from record import record
2
3 class Persona(record):
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4 nombre = ’’
5 dni = ’’
6 edad = 0
Observa que la definicio´n empieza por la palabra class (en ingle´s, ˂˂ clase˃˃ ), a laque sigue el identificador del nuevo tipo (Persona) y la palabra record entre pare´ntesis.La primera l´ınea acaba con dos puntos, as´ı que las siguientes l´ıneas de la definicio´naparecen ma´s indentadas. Cada l´ınea indica el nombre de uno de los campos o atributosdel registro y, mediante una asignacio´n, su valor por defecto (ma´s tarde veremos que´ eseso de ˂˂ valor por defecto˃˃ ).Ahora que hemos definido el nuevo tipo de dato, podemos crear variables de ese tipoas´ı:
persona.py persona.py
8 juan = Persona(nombre=’Juan␣Paz’, dni=’12345678Z’, edad=19)
9 ana = Persona(nombre=’Ana␣Mir’, dni=’23456789Z’, edad=18)
Esta operacio´n recibe el nombre de construccio´n o instanciacio´n y la ˂˂ funcio´n˃˃ Personaes el constructor : una variable del tipo Persona es una instancia o registro de dicho tipo.Representaremos los registros gra´ficamente as´ı:
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El dibujo enfatiza el hecho de que el registro agrupa los tres campos en una zona dememoria.Podemos acceder a los campos de un registro de este modo:
1 print juan.nombre, juan.dni
2 if juan.edad >= 18:
3 print ’Es␣mayor␣de␣edad.’
Observa que el identificador de la variable (juan) y el identificador del campo (nombre,dni o edad) se separan entre s´ı por un punto.¿Que´ ocurre si mostramos el valor de un registro con print ? Mostremos el valor dejuan con print :
11 print juan
Python nos lo muestra as´ı:
Persona(edad=19, nombre=’Juan Paz’, dni=’12345678Z’)
Mmmmm. No queda bien mostrar informacio´n tan ˂˂ te´cnica˃˃ a un usuario que nonecesariamente sabe de Python. Redefinamos nuestra funcio´n de impresio´n de datos deuna persona:
13 def mostrar_persona(persona):
14 print ’Nombre:’, persona.nombre
15 print ’DNI:␣␣␣’, persona.dni
16 print ’Edad:␣␣’, persona.edad
Podemos llamar a la funcio´n as´ı:
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18 mostrar_persona(juan)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 402 Modifica el programa del ejercicio anterior enriqueciendo el tipo de datos Personacon un nuevo campo: el sexo, que codificaremos con una letra (’M’ para mujer y ’V’ paravaro´n). Modifica la funcio´n mostrar_persona para que tambie´n imprima el valor del nuevocampo.
· 403 Disen˜a una funcio´n que permita determinar si una persona es menor de edad ydevuelva cierto si la edad es menor que 18, y falso en caso contrario.
· 404 Disen˜a una funcio´n nombre_de_pila que devuelva el nombre de pila de unaPersona. Supondremos que el nombre de pila es la primera palabra del campo nombre(es decir, que no hay nombres compuestos).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Es posible definir listas cuyos elementos ba´sicos son del tipo Persona, bien directa-mente,
20 personas = [Persona(nombre=’Juan␣Paz’, dni=’12345678Z’, edad=19), \
21 Persona(nombre=’Ana␣Mir’, dni=’23456789Z’, edad=18) ]bien a trave´s de valores almacenados en variables,
23 juan = Persona(nombre=’Juan␣Paz’, dni=’12345678Z’, edad=19)
24 ana = Persona(nombre=’Ana␣Mir’, dni=’23456789Z’, edad=18)
25 personas = [ juan, ana]Podemos recorrer el contenido completo de la lista con un bucle:
27 for persona in personas:
28 mostrar_persona(persona)Acceder a los campos de cada elemento es sencillo:
30 print personas[0].nombre
31 print personas[0].dni
32 print personas[0].edad
Y podemos pasar elementos de la lista como argumentos de una funcio´n:
34 mostrar_persona(personas[0])
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 405 Disen˜a un programa que pida por teclado los datos de varias personas y losan˜ada a una lista inicialmente vac´ıa. Cada vez que se lean los datos de una personael programa preguntara´ si se desea continuar introduciendo nuevas personas. Cuando elusuario responda que no, el programa se detendra´.
· 406 Modifica el programa del ejercicio anterior para que, a continuacio´n, muestre elnombre de la persona ma´s vieja. Si dos o ma´s personas coinciden en tener la mayor edad,el programa mostrara´ el nombre de todas ellas.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Cuando construyes una variable de tipo Persona puedes omitir alguno de sus campos:
1 maria = Persona(nombre=’Marı´a␣Ruiz’, dni=’12345701Z’)En tal caso, el campo que no aparece entre los argumentos del constructor existe y tomael valor por defecto que indicamos al definir el registro. Si ejecutamos, por ejemplo, estasentencia:
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1 print maria.edadpor pantalla aparecera´ el valor 0.En cualquier instante puedes modificar el valor de un campo:
1 maria.edad = 20
2 juan.edad += 1Lo que no puedes hacer es an˜adir nuevos campos al registro, es decir, so´lo puedes referirtea aquellos campos que indicaste en el momento de definir el registro. Una sentencia comoe´sta es erro´nea:
1 maria.calle = ’Rue␣del␣Percebe’ E
7.2.2. Referencias a registros
Debes tener en cuenta que las variables no contienen registros, sino que apuntan aregistros. La asignacio´n de un registro a otro comporta, pues, una simple copia del punteroy es muy eficiente:
1 juan = Persona(nombre=’Juan␣Paz’, dni=’12345678Z’, edad=19)
2 otro = juan
juan
otro
nombre
dni
edad
19
J
0
u
1
a
2
n
3 4
P
5
a
6
z
7
1
0
2
1
3
2
4
3
5
4
6
5
7
6
8
7
Z
8
Modificar un campo de otro tiene como efecto la modificacio´n del campo del mismonombre en juan, pues ambos apuntan a la misma zona de memoria y son, por tanto, elmismo registro. Este fragmento de programa, por ejemplo, muestra el valor 20 por pantalla:
1 otro.edad = 20
2 print juan.edadDebes tener cuidado, pues, cuando asignes un registro a otro. Si no deseas que secomparta memoria, tendra´s que hacer una copia de la misma. En la siguiente seccio´n teexplicaremos co´mo.No so´lo la asignacio´n se ve afectada por el hecho de que so´lo se copian referencias:tambie´n el paso de para´metros se efectu´a transmitiendo a la funcio´n una referencia alregistro, as´ı que los cambios realizados a un registro dentro de una funcio´n son ˂˂ visibles˃˃fuera, en el registro pasado como para´metro. Atento a este ejemplo:
1 from record import record
2
3 class Persona(record):
4 nombre = ’’
5 dni = ’’
6 edad = 0
7
8 def cumpleanyos(persona):
9 persona.edad = persona.edad + 1
10
11 juan = [’Juan␣Paz’, ’12345678Z’, 19]
12 cumpleanyos(juan)
13 print ’ !Feliz␣%d␣cumplean˜os!’ % juan.edad
!Feliz 20 cumplean˜os!
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7.2.3. Copia de registros
Vamos a desarrollar esta explicacio´n con un ejemplo distinto al que venimos considerando.Vamos a definir un mo´dulo con un tipo de datos para ayudar a registrar datos de variasestaciones meteorolo´gicas. Cada registro contendra´ las temperaturas y litros por metrocuadrado medidos en cuatro instantes de un d´ıa (a las 0:00, a las 6:00, a las 12:00 ya las 18:00) en una estacio´n meteorolo´gica determinada. La estacio´n se codificara´ conuna cadena que describe su ubicacio´n. Las temperaturas, al igual que las medicionesdel pluvio´metro, se almacenara´n en un vector de 4 elementos. He aqu´ı la definicio´n delregistro y un procedimiento que muestra en pantalla las mediciones de un d´ıa:
meteo.py meteo.py
1 from record import record
2
3 class Meteo(record):
4 estacion =’’
5 temp = [0, 0, 0, 0]
6 lluvia = [0, 0, 0, 0]
7
8 def mostrar_meteo(meteo):
9 print ’Estacio´n␣meteoro´logica’, meteo.estacion
10 print ’Hora␣␣␣Temperatura␣Litros/m2’
11 print ’␣0:00␣␣%11.2f␣%9.2f’ % (meteo.temp[0], meteo.lluvia[0])
12 print ’␣6:00␣␣%11.2f␣%9.2f’ % (meteo.temp[1], meteo.lluvia[1])
13 print ’12:00␣␣%11.2f␣%9.2f’ % (meteo.temp[2], meteo.lluvia[2])
14 print ’18:00␣␣%11.2f␣%9.2f’ % (meteo.temp[3], meteo.lluvia[3])Probe´moslo:
prueba meteo.py prueba meteo.py
1 from meteo import Meteo, mostrar_meteo
2
3 cs = Meteo(estacion=’CS1’, temp=[20.2, 19.1, 27.2, 24.8], lluvia=[0, 0, 0, 0])
4 mostrar_meteo(cs)
Estacio´n meteoro´logica CS1
Hora Temperatura Litros/m2
0:00 20.20 0.00
6:00 19.10 0.00
12:00 27.20 0.00
18:00 24.80 0.00
Supo´n ahora que la estacio´n VR1, muy pro´xima a CS1, ha registrado las mismastemperaturas. En lugar de construir un nuevo registro desde cero, optamos por asignar auna nueva variable el valor de la variable cs y modificamos ˂˂a mano˃˃ el valor del campoestacion:
prueba meteo2.py prueba meteo2.py
1 from meteo import Meteo, mostrar_meteo
2
3 cs = Meteo(estacion=’CS1’, temp=[20.2, 19.1, 27.2, 24.8], lluvia=[0, 0, 0, 0])
4 vr = cs
5 vr.estacion = ’VR1’
6 mostrar_meteo(cs)
7 mostrar_meteo(vr)
Estacio´n meteoro´logica VR1
Hora Temperatura Litros/m2
0:00 20.20 0.00
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6:00 19.10 0.00
12:00 27.20 0.00
18:00 24.80 0.00
Estacio´n meteoro´logica VR1
Hora Temperatura Litros/m2
0:00 20.20 0.00
6:00 19.10 0.00
12:00 27.20 0.00
18:00 24.80 0.00
¿Ves lo que ha pasado? ¡Tanto cs como vr tienen a ’VR1’ como nombre de estacio´n!Vamos paso a paso. En la l´ınea 3 hemos definido cs como una referencia a un nuevoregistro:
cs
estacion
temp
lluvia
C
0
S
1
1
2
20.2
0
19.1
1
27.2
2
24.8
3
0
0
0
1
0
2
0
3
En la l´ınea 4 hemos asignado a vr la referencia almacenada en cs:
cs
estacion
temp
lluvia
C
0
S
1
1
2
20.2
0
19.1
1
27.2
2
24.8
3
0
0
0
1
0
2
0
3
vr
¡Ya esta´ claro! Al modificar vr.estacion en la l´ınea 5 estamos modificando tambie´ncs.estacion, pues ambos ocupan la misma zona de memoria:
cs
estacion
temp
lluvia
V
0
R
1
1
2
20.2
0
19.1
1
27.2
2
24.8
3
0
0
0
1
0
2
0
3
vr
¿Co´mo podemos evitar que los campos compartan memoria? Muy fa´cil: creando unnuevo registro para vr .
prueba meteo2.py prueba meteo2.py
1 from meteo import Meteo, mostrar_meteo
2
3 cs = Meteo(estacion=’CS1’, temp=[20.2, 19.1, 27.2, 24.8], lluvia=[0, 0, 0, 0])
4 vr = Meteo(estacion=’VR1’, temp=cs.temp, lluvia=cs.lluvia)
5 mostrar_meteo(cs)
6 mostrar_meteo(vr)
Estacio´n meteoro´logica CS1
Hora Temperatura Litros/m2
0:00 20.20 0.00
6:00 19.10 0.00
12:00 27.20 0.00
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18:00 24.80 0.00
Estacio´n meteoro´logica VR1
Hora Temperatura Litros/m2
0:00 20.20 0.00
6:00 19.10 0.00
12:00 27.20 0.00
18:00 24.80 0.00
¡Ahora s´ı! Al crear un nuevo registro, no se ha producido el problema de antes. Estegra´fico define el estado actual de la memoria:
cs
estacion
temp
lluvia
C
0
S
1
1
2
20.2
0
19.1
1
27.2
2
24.8
3
0
0
0
1
0
2
0
3
vr
estacion
temp
lluvia
V
0
R
1
1
2
¡Oh, oh! Vamos a tener problemas: las listas de temperaturas y lluvias esta´n compartidaspor ambos registros. ¡Claro! cuando asignas una lista a una variable, Python so´lo copia lareferencia. Cuando hemos dicho que el campo temp de vr es el campo temp de cs, Pythonha hecho que ambos campos apunten al mismo lugar de la memoria. Si ahora cambia´semosuna temperatura de cs haciendo, por ejemplo, cs.temp[2] = 29.2, la temperatura de vrtambie´n se ver´ıa afectada.¿Co´mo evitar este problema? Podemos usar el operador de corte para obtener unacopia:
prueba meteo2.py prueba meteo2.py
1 from meteo import Meteo, mostrar_meteo
2
3 cs = Meteo(estacion=’CS1’, temp=[20.2, 19.1, 27.2, 24.8], lluvia=[0, 0, 0, 0])
4 vr = Meteo(estacion=’VR1’, temp=cs.temp[:], lluvia=cs.lluvia[:])
5 mostrar_meteo(cs)
6 mostrar_meteo(vr)El operador de corte construye una nueva lista, aunque su contenido sea ide´ntico al dela original. Este es el resultado en memoria de esta nueva versio´n:
cs
estacion
temp
lluvia
C
0
S
1
1
2
20.2
0
19.1
1
27.2
2
24.8
3
0
0
0
1
0
2
0
3
vr
estacion
temp
lluvia
V
0
R
1
1
2
20.2
0
19.1
1
27.2
2
24.8
3
0
0
0
1
0
2
0
3
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La gestio´n de memoria, fuente de erroresLa gestio´n de la memoria es un asunto delicado y la mayor parte de los errores gravesde programacio´n esta´n causados por un inapropiado manejo de la memoria. Python sim-plifica mucho dicha gestio´n: ¡en C es au´n ma´s complicada! Un programador competentedebe saber que´ ocurre exactamente en memoria cada vez que se maneja una cadena,lista o registro.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 407 ¿Que´ mostrara´ por pantalla la ejecucio´n del siguiente programa?
ejercicio registros.py ejercicio registros.py
1 from record import record
2
3 class Persona(record):
4 nombre = ’’
5 dni = ’’
6 edad = 0
7
8 def copia(pers):
9 return Persona(nombre=pers.nombre[:], dni=pers.dni[:], edad=pers.edad)
10
11 def nada_util(persona1, persona2):
12 persona1.edad = persona1.edad + 1
13 persona3 = persona2
14 persona4 = copia(persona2)
15 persona3.edad = persona3.edad - 1
16 persona4.edad = persona4.edad - 2
17 return persona4
18
19 juan = Persona(nombre=’Juan␣Paz’, dni=’12345679Z’, edad=19)
20 pedro = Persona(nombre=’Pedro␣Lo´pez’, dni=’23456789D’, edad=18)
21 otro = nada_util(juan, pedro)
22 print juan
23 print pedro
24 print otroHaz un diagrama que muestre el estado de la memoria en los siguientes instantes:1. justo antes de ejecutar la l´ınea 19,2. justo antes de ejecutar la l´ınea 15 en la invocacio´n de nada_util desde la l´ınea 19,3. al finalizar la ejecucio´n del programa.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
7.3. Algunos ejemplos
7.3.1. Gestio´n de calificaciones de estudiantes
Desarrollemos un ejemplo completo. Vamos a disen˜ar un programa que gestiona la listade estudiantes de una asignatura y sus calificaciones. De cada estudiante guardaremossu nombre, su grupo de teor´ıa (que sera´ la letra A, B o C), la nota obtenida en el exameny si ha entregado o no la memoria de las pra´cticas de la asignatura. Tener aprobadala asignatura implica haber entregado la memoria y haber obtenido en el examen unanota igual o superior a 5. El programa mostrara´ en pantalla un menu´ con las siguientesopciones.
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1) Dar de alta un nuevo estudiante.
2) Modificar los datos de un estudiante.
3) Dar de baja un estudiante.
4) Mostrar ficha de un estudiante.
5) Mostrar listado completo.
6) Mostrar listado de nombres.
7) Salir.
Desarrollaremos un procedimiento o funcio´n para cada opcio´n del menu´. Cuandohayamos completado el programa, nos plantearemos an˜adir funcionalidad, es decir, an˜adiropciones al menu´.Definamos primero el tipo de datos Estudiante. Cada estudiante tiene cuatro campos(nombre, grupo, nota y practica):
notas.py
1 from record import record
2
3 class Estudiante(record):
4 nombre = ’’
5 grupo = ’’
6 nota = 0.0
7 practica = FalseComo puedes deducir de la definicio´n, el nombre y el grupo sera´n cadenas, la nota sera´un flotante con el valor nume´rico de la evaluacio´n del examen y el valor de practica sera´True si entrego´ la memoria de las pra´cticas y False en caso contrario. Por defecto nombrey grupo son cadenas vac´ıas, la nota es 0.0 y se considera que no entrego´ la memoria delas pra´cticas.La lista de estudiantes se almacenara´ en una variable del programa principal a la quellamaremos estudiantes. Este es el ˂˂ esqueleto˃˃ de nuestro programa. Iremos an˜adiendofunciones entre los comentarios ˂˂# Funciones˃˃ y ˂˂# Programa principal˃˃ .
notas.py
1 from record import record
2
3 class Estudiante(record):
4 nombre = ’’
5 grupo = ’’
6 nota = 0.0
7 practica = False
8
9 # Funciones
10
11 def menu():
12 ...
13 return opcion
14
15 # Programa principal
16
17 estudiantes = [] # Inicialmente la lista de estudiantes esta´ vac´ıa
18
19 opcion = 0
20 while opcion != 7:
21 opcion = menu()
22 if opcion == 1:
23 ...
24 elif opcion == 2:
25 ...
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26 ...Antes de seguir, una cuestio´n de disen˜o: aunque estudiantes sea una variable globaly, por tanto, accesible desde nuestras funciones, haremos que la lista de alumnos sesuministre siempre como un para´metro de e´stas. ¿Que´ ventaja nos reporta esta aparentemolestia? Que nuestro programa sera´ ma´s fa´cilmente extensible: si ma´s adelante nospiden gestionar los listados de dos o ma´s asignaturas, podremos ˂˂ reciclar˃˃ todas nuestrasfunciones pasa´ndoles en cada llamada la lista que queramos gestionar.Empezaremos por la lectura de los datos de un estudiante. He aqu´ı una primeraversio´n:
notas.pydef anyade_estudiante(lista):nombre = raw_input(’Nombre:␣’)grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)while grupo not in [’A’, ’B’, ’C’]:grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)nota = float(raw_input(’Nota␣de␣examen:␣’))while nota < 0 or nota > 10:nota = float(raw_input(’Nota␣de␣examen:␣’))entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)while entregada.lower() not in [’s’, ’n’]:entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)practica = entregada.lower() == ’s’lista.append(Estudiante(nombre=nombre, grupo=grupo, nota=nota, practica=practica))Mmmm. Un problema: ¿y si el estudiante que estamos an˜adiendo ya estaba en la lista?En tal caso, deber´ıamos avisar al usuario y no an˜adir el registro a la lista:
notas.pydef anyade_estudiante(lista):nombre = raw_input(’Nombre:␣’)grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)while grupo not in [’A’, ’B’, ’C’]:grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)nota = float(raw_input(’Nota␣de␣examen:␣’))while nota < 0 or nota > 10:nota = float(raw_input(’Nota␣de␣examen:␣’))entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)while entregada.lower() not in [’s’, ’n’]:entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)practica = entregada.lower() == ’s’
ya_esta = Falsefor estudiante in lista:if nombre == estudiante.nombre:ya_esta = Truebreak
if not ya_esta:lista.append(Estudiante(nombre=nombre, grupo=grupo, nota=nota, practica=practica))else:print ’Ese␣estudiante␣ya␣habı´a␣sido␣dado␣de␣alta␣previamente.’Mejorable. La bu´squeda de un estudiante en la lista es una accio´n que, previsiblemente,usaremos ma´s veces. Nos conviene crear una funcio´n al efecto. Ganaremos, adema´s, enclaridad de lectura de la funcio´n anyade_estudiante:
notas.pydef existe_estudiante(lista, nombre):
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for estudiante in lista:if nombre == estudiante.nombre:return Truereturn False
def anyade_estudiante(lista):nombre = raw_input(’Nombre:␣’)grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)while grupo not in [’A’, ’B’, ’C’]:grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)nota = float(raw_input(’Nota␣de␣examen:␣’))while nota < 0 or nota > 10:nota = float(raw_input(’Nota␣de␣examen:␣’))entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)while entregada.lower() not in [’s’, ’n’]:entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)practica = entregada.lower() == ’s’if not existe_estudiante(lista, nombre):lista.append(Estudiante(nombre=nombre, grupo=grupo, nota=nota, practica=practica))else:print ’Ese␣estudiante␣ya␣habı´a␣sido␣dado␣de␣alta␣previamente.’Siguiendo esta misma filosof´ıa, nos conviene que la peticio´n de datos de un estudianteeste´ separada en otra funcio´n:
notas.pydef existe_estudiante(lista, nombre):for estudiante in lista:if nombre == estudiante.nombre:return Truereturn False
def crea_estudiante_por_teclado():nombre = raw_input(’Nombre:␣’)grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)while grupo not in [’A’, ’B’, ’C’]:grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)nota = float(raw_input(’Nota␣de␣examen:␣’))while nota < 0 or nota > 10:nota = float(raw_input(’Nota␣de␣examen:␣’))entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)while entregada.lower() not in [’s’, ’n’]:entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)practica = entregada.lower() == ’s’return Estudiante(nombre=nombre, grupo=grupo, nota=nota, practica=practica)
def anyade_estudiante(lista):estudiante = crea_estudiante_por_teclado()if not existe_estudiante(lista, estudiante.nombre):lista.append(estudiante)else:print ’Ese␣estudiante␣ya␣habı´a␣sido␣dado␣de␣alta␣previamente.’Y ya que estamos mejorando la funcio´n, un detalle ma´s: no es un buen principio de disen˜oque las funciones dialoguen con el usuario usando pantalla y teclado. Es preferible quelas funciones dialoguen con el programa principal usando para´metros y valor de retorno(excepto, naturalmente, en el caso de funciones como crea_estudiante_por_teclado, cuyocometido es leer ciertos datos de teclado). Vamos a modificar anyade_estudiante para quesiga el siguiente convenio: si pudo an˜adir un estudiante, devolvera´ True, y si no, False.O sea, el valor devuelto es una marca que indica si se tuvo e´xito o se fracaso´.
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notas.pydef anyade_estudiante(lista):estudiante = crea_estudiante_por_teclado()if not existe_estudiante(lista, estudiante.nombre):lista.append(estudiante)return Trueelse:return FalseCasi nos gusta ma´s este otro disen˜o:
notas.pydef anyade_estudiante(lista, estudiante):if not existe_estudiante(lista, estudiante.nombre):lista.append(estudiante)return Trueelse:return FalseF´ıjate: no leemos los datos del estudiante en la funcio´n. En su lugar, nos pasan unestudiante ya construido. ¿Y quie´n lo construira´ para que lo an˜adamos? El programaprincipal. Interesa esta forma de trabajar porque independiza la funcio´n de la lectura deteclado. Ello nos permitira´, en un futuro, hacer programas que, en lugar de leer de teclado,obtengan la informacio´n de ficheros (en el siguiente tema lo veremos).Nos toca ahora implementar una funcio´n que permita modificar los datos de un estu-diante. Haremos lo siguiente: le pediremos al usuario la ficha de un estudiante y, si yaexist´ıa una ficha para ese estudiante, sustituiremos la vieja por la nueva; si no exist´ıa,indicaremos que no se puede modificar la ficha (con el valor False):
notas.pydef modifica_estudiante(lista, estudiante):if existe_estudiante(lista, estudiante.nombre):for i in range(len(lista)):if lista[i].nombre == estudiante.nombre:lista[i] = estudiantereturn Trueelse:return FalseMmmmm. Esta funcio´n presenta un problema de eficiencia. Cuando efectuamos lallamada existe_estudiante(lista, estudiante.nombre) recorremos la lista de estudiantespara saber si el estudiante que buscamos esta´ o no esta´ en la lista. Si esta´, pasamosentonces a recorrer la lista de estudiantes para sustituir el registro original por uno nuevo.Dos recorridos de la lista, cuando con uno solo basta, son una fuente de ineficiencia. Estaotra versio´n es ma´s eficiente:
notas.pydef modifica_estudiante(lista, estudiante):for i in range(len(lista)):if lista[i].nombre == estudiante.nombre:lista[i] = estudiantereturn Truereturn FalseYa podemos encargarnos de la funcio´n que elimina un estudiante de la lista. Nonecesitamos todos los datos del estudiante: nos basta con su nombre.
notas.pydef elimina_estudiante(lista, nombre):if existe_estudiante(lista, nombre):
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for i in range(len(lista)):if lista[i].nombre == nombre:del lista[i]return Trueelse:return FalseNuevamente efectuamos dos recorridos de la lista de estudiantes cuando es posible efec-tuar uno solo:
notas.pydef elimina_estudiante(lista, nombre):for i in range(len(lista)):if lista[i].nombre == nombre:del lista[i]return Truereturn FalseDefinamos ahora un procedimiento que muestre en pantalla los datos de un estudiante:
notas.pydef muestra_estudiante(estudiante):print ’Nombre:␣␣␣␣␣␣%s’ % estudiante.nombreprint ’Grupo:␣␣␣␣␣␣␣%s’ % estudiante.grupoprint ’Nota␣examen:␣%3.1f’ % estudiante.notaif estudiante.practica:print ’Memoria␣de␣pra´cticas␣entregada’else:print ’Memoria␣de␣pra´cticas␣no␣entregada’La cuarta opcio´n del menu´ nos permite mostrar la ficha de un estudiante por pantalla.Actuaremos as´ı: solicitaremos el nombre del estudiante (o mejor au´n, nos lo suministrara´ncomo para´metro), buscaremos la ficha del estudiante y, si esta´, la mostraremos:
notas.pydef busca_y_muestra_estudiante(lista, nombre):for estudiante in lista:if estudiante.nombre == nombre:muestra_estudiante(estudiante)returnprint ’No␣existe␣ese␣estudiante’Y ahora, la funcio´n que muestra un listado completo:
notas.pydef listado_completo(lista):for estudiante in lista:muestra_estudiante(estudiante)
F´ıjate en que haber creado ciertas funciones (como muestra_estudiante) nos ayuda adesarrollar otras.A por la siguiente opcio´n: un listado de nombres. Esta es muy sencillita:
notas.pydef listado_de_nombres(lista):for estudiante in lista:print estudiante.nombreYa es hora de mostrar una versio´n completa del programa:
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notas.py notas.py
1 from record import record
2
3 class Estudiante(record):
4 nombre = ’’
5 grupo = ’’
6 nota = 0.0
7 practica = False
8
9 # Funciones
10
11 def existe_estudiante(lista, nombre):
12 # Averigua si hay un estudiante en lista con estudiante.nombre igual a nombre.
13 for estudiante in lista:
14 if nombre == estudiante.nombre:
15 return True
16 return False
17
18 def crea_estudiante_por_teclado():
19 # Lee los datos de un estudiante por teclado y crea y devuelve un registro de tipo Estudiante.
20 nombre = raw_input(’Nombre:␣’)
21 grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)
22 while grupo not in [’A’, ’B’, ’C’]:
23 grupo = raw_input(’Grupo␣(A,␣B␣o␣C):␣’)
24 nota = float(raw_input(’Nota␣de␣examen:␣’))
25 while nota < 0 or nota > 10:
26 nota = float(raw_input(’Nota␣de␣examen:␣’))
27 entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)
28 while entregada.lower() not in [’s’, ’n’]:
29 entregada = raw_input(’Pra´ctica␣entregada␣(s/n):␣’)
30 practica = entregada.lower() == ’s’
31 return Estudiante(nombre=nombre, grupo=grupo, nota=nota, practica=practica)
32
33 def anyade_estudiante(lista, estudiante):
34 # Recibe una lista de estudiantes y un estudiante y, si no estaba ya, lo an˜ade a la lista.
35 # Devuelve True si hay e´xito y False en caso contrario.
36 if not existe_estudiante(lista, estudiante.nombre):
37 lista.append(estudiante)
38 return True
39 else:
40 return False
41
42 def modifica_estudiante(lista, estudiante):
43 # Recibe una lista de estudiantes y un estudiante y, si ya estaba, sustituye sus datos
44 # viejos por los nuevos.
45 # Devuelve True si hay e´xito y False en caso contrario.
46 for i in range(len(lista)):
47 if lista[i].nombre == estudiante.nombre:
48 lista[i] = estudiante
49 return True
50 return False
51
52 def elimina_estudiante(lista, nombre):
53 # Recibe una lista de estudiantes y el nombre de uno. Si esta´ en la lista, lo elimina.
54 # Devuelve True si hay e´xito y False en caso contrario.
55 for i in range(len(lista)):
56 if lista[i].nombre == nombre:
57 del lista[i]
58 return True
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59 return False
60
61 def muestra_estudiante(estudiante):
62 # Muestra todos los campos de un registro de tipo Estudiante
63 print ’Nombre:␣␣␣␣␣␣%s’ % estudiante.nombre
64 print ’Grupo:␣␣␣␣␣␣␣%s’ % estudiante.grupo
65 print ’Nota␣examen:␣%3.1f’ % estudiante.nota
66 if estudiante.practica:
67 print ’Memoria␣de␣pra´cticas␣entregada’
68 else:
69 print ’Memoria␣de␣pra´cticas␣no␣entregada’
70
71 def busca_y_muestra_estudiante(lista, nombre):
72 # Muestra la ficha del estudiante llamado nombre en lista.
73 # No devuelve nada. Si no encuentra al estudiante, da un aviso en pantalla.
74 for estudiante in lista:
75 if estudiante.nombre == nombre:
76 muestra_estudiante(estudiante)
77 return
78 print ’No␣existe␣ese␣estudiante’
79
80 def listado_completo(lista):
81 # Muestra la ficha completa de todos los estudiantes de la lista suministrada.
82 for estudiante in lista:
83 muestra_estudiante(estudiante)
84
85 def listado_de_nombres(lista):
86 # Muestra el nombre de todos los estudiantes de la lista suministrada.
87 for estudiante in lista:
88 print estudiante.nombre
89
90 def menu():
91 print ’-’ * 79
92 opcion = 0
93 while opcion < 1 or opcion > 7:
94 print ’␣1)␣Dar␣de␣alta␣un␣nuevo␣estudiante.’
95 print ’␣2)␣Modificar␣los␣datos␣de␣un␣estudiante.’
96 print ’␣3)␣Dar␣de␣baja␣un␣estudiante.’
97 print ’␣4)␣Mostrar␣ficha␣de␣un␣estudiante.’
98 print ’␣5)␣Mostrar␣listado␣completo.’
99 print ’␣6)␣Mostrar␣listado␣de␣nombres.’
100 print ’␣7)␣Salir.’
101 opcion = int(raw_input(’Escoge␣opcio´n:␣’))
102 return opcion
103
104 # Programa principal
105
106 estudiantes = [] # Inicialmente la lista de estudiantes esta´ vac´ıa
107
108 opcion = 0
109 while opcion != 7:
110 opcion = menu()
111 if opcion == 1: # Dar de alta a un estudiante.
112 estudiante = crea_estudiante_por_teclado()
113 if anyade_estudiante(estudiantes, estudiante):
114 print ’Estudiante␣%s␣dado␣de␣alta.’ % estudiante.nombre
115 else:
116 print ’El␣estudiante␣%s␣ya␣habı´a␣sido␣dado␣de␣alta.’ % estudiante.nombre
117 elif opcion == 2: # Modificar estudiante.
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118 estudiante = crea_estudiante_por_teclado()
119 if modifica_estudiante(estudiantes, estudiante):
120 print ’Estudiante␣%s␣modificado.’ % estudiante.nombre
121 else:
122 print ’No␣existe␣el␣estudiante␣%s.’ % estudiante.nombre
123 elif opcion == 3: # Eliminar estudiante.
124 nombre = raw_input(’Nombre:␣’)
125 if elimina_estudiante(estudiantes, nombre):
126 print ’Estudiante␣%s␣eliminado.’ % nombre
127 else:
128 print ’No␣existe␣el␣estudiante␣%s.’ % nombre
129 elif opcion == 4: # Mostrar ficha de un estudiante.
130 nombre = raw_input(’Nombre:␣’)
131 busca_y_muestra_estudiante(estudiantes, nombre)
132 elif opcion == 5: # Mostrar listado completo
133 listado_completo(estudiantes)
134 elif opcion == 6: # Mostrar listado de nombres.
135 listado_de_nombres(estudiantes)
136
137 print ’Gracias␣por␣usar␣el␣programa.’
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 408 Modifica las rutinas listado_completo y listado_de_nombres para que los estu-diantes aparezcan por orden alfabe´tico. Quiza´ te convenga definir una funcio´n auxiliarque recibe la lista de estudiantes y la ordena alfabe´ticamente.
· 409 Modifica cuanto consideres necesario para que la lista de estudiantes este´ siem-pre ordenada alfabe´ticamente.
· 410 Disen˜a un procedimiento que, dada una lista de estudiantes y un grupo (la letraA, B o C), muestre por pantalla un listado con el nombre de los estudiantes de dichogrupo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Llega el momento de ampliar la funcionalidad del programa. Disen˜aremos algunasfunciones que tu´ mismo debes integrar en el programa.Vamos a generar actas de la asignatura. La calificacio´n en acta de un estudianteconsta de nota nume´rica y calificacio´n (˂˂Matr´ıcula de Honor˃˃ , ˂˂Notable˃˃ , ˂˂Aprobado˃˃ ,
˂˂Suspenso˃˃ o ˂˂No presentado˃˃ ). Un estudiante que no ha entregado la memoria de laspra´cticas se considera no presentado; y si ha entregado la memoria de la pra´ctica, se leconsidera presentado (si no concurrio´ al examen, su nota es 0.0). Reservamos la Matr´ıculade Honor para la nota 10. El Sobresaliente requiere obtener 8.5 puntos o ma´s. Si la notaes igual o superior a 7.0 pero no llega a Sobresaliente, es Notable. Por debajo de 5.0, lacalificacio´n es de Suspenso. El resto de calificaciones nume´ricas se consideran Aprobado.No existe un campo calificacion en los objetos de la clase Estudiante, as´ı que debe-remos implementar una funcio´n que efectu´e los ca´lculos pertinentes a partir del valor depractica y del valor de nota :
notas.py
1 def calificacion_acta(estudiante):
2 if not estudiante.practica:
3 return ’No␣presentado’
4 elif estudiante.nota < 5:
5 return ’Suspenso’
6 elif estudiante.nota < 7:
7 return ’Aprobado’
8 elif estudiante.nota < 8.5:
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9 return ’Notable’
10 elif estudiante.nota < 10:
11 return ’Sobresaliente’
12 else:
13 return ’Matrı´cula␣de␣Honor’
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 411 Define una funcio´n esta_aprobado que devuelva True si el alumno ha aprobadola asignatura y False en caso contrario.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Podemos escribir ahora una funcio´n que muestre el nombre y la calificacio´n de todoslos estudiantes, es decir, la informacio´n del acta de la asignatura:
notas.py
1 def muestra_acta(lista):
2 for estudiante in lista:
3 print estudiante.nombre, calificacion_acta(estudiante)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 412 Modifica muestra_acta para que, adema´s, muestre la calificacio´n nume´rica (notadel examen) de los alumnos presentados. En los no presentados no debe figurar valornume´rico alguno.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Si queremos obtener algunas estad´ısticas, como la nota media o el porcentaje deestudiantes que ha entregado las pra´cticas, definiremos y usaremos nuevas funciones:
notas.py
1 def nota_media(lista):
2 suma = 0
3 contador = 0
4 for estudiante in lista:
5 if estudiante.practica:
6 suma += estudiante.nota
7 contador += 1
8 if contador!= 0:
9 return suma/float(contador)
10 else:
11 return 0
12
13 def porcentaje_de_practicas_entregadas(lista):
14 contador = 0
15 for estudiante in lista:
16 if estudiante.practica:
17 contador += 1
18 if len(lista) != 0:
19 return 100 * contador / float(len(lista))
20 else:
21 return 0
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 413 Disen˜a una funcio´n que devuelva el porcentaje de aprobados sobre el total deestudiantes (y no sobre el total de estudiantes que han entregado la pra´ctica).
· 414 Disen˜a un procedimiento que muestre en pantalla el nombre de todos los es-tudiantes cuya nota de examen es superior a la media, hayan entregado la pra´ctica ono.
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· 415 Disen˜a un procedimiento que muestre en pantalla el nombre de todos los estu-diantes cuya nota de examen es superior a la media y hayan entregado la pra´ctica.
· 416 Disen˜a una funcio´n que reciba una lista de estudiantes y el co´digo de un grupo(la letra A, B o C ) y devuelva la nota media en dicho grupo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Y esta otra funcio´n, por ejemplo, devuelve una lista con los estudiantes que obtuvieronla nota ma´s alta:
notas.py
1 def mejores_estudiantes(lista):
2 nota_mas_alta = 0
3 mejores = []
4 for estudiante in lista:
5 if estudiante.practica:
6 if estudiante.nota > nota_mas_alta:
7 mejores = [ estudiante ]
8 nota_mas_alta = estudiante.nota
9 elif estudiante.nota == nota_mas_alta:
10 mejores.append( estudiante )
11 return mejores
F´ıjate en que mejores_estudiantes devuelve una lista cuyos componentes son objetos detipo Estudiante. Si deseas listar por pantalla los nombres de los mejores estudiantes,puedes hacer lo siguiente:
1 los_mejores = mejores_estudiantes(lista)
2 for estudiante in los_mejores:
3 print estudiante.nombre
o, directamente:
1 for estudiante in mejores_estudiantes(lista):
2 print estudiante.nombre
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 417 Disen˜a una funcio´n que ordene alfabe´ticamente la lista de estudiantes por sunombre.
· 418 Disen˜a una funcio´n que ordene la lista de estudiantes por la calificacio´n obtenidaen el examen.
· 419 Disen˜a una funcio´n que ordene la lista de estudiantes por la calificacio´n fi-nal obtenida. En primer lugar aparecera´n las notas ma´s altas y en u´ltimo lugar los nopresentados.
· 420 Deseamos realizar un programa que nos ayude a gestionar nuestra coleccio´n deficheros MP3. Cada fichero MP3 contiene una cancio´n y deseamos almacenar en nuestrabase de datos la siguiente informacio´n de cada cancio´n:
t´ıtulo,
inte´rprete,
duracio´n en segundos,
estilo musical.
Empieza definiendo el tipo MP3. Cuando lo tengas, define dos procedimientos:
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muestra_resumen_mp3 : muestra por pantalla so´lo el t´ıtulo y el inte´rprete de unacancio´n (en una sola l´ınea).
muestra_mp3 : muestra por pantalla todos los datos de un MP3, con una l´ınea porcada campo.
A continuacio´n, disen˜a cuantos procedimientos y funciones consideres pertinentes paraimplementar un menu´ con las siguientes acciones:
1. an˜adir una nueva cancio´n a la base de datos (que sera´ una lista de registros MP3),
2. listar todos los estilos de los que tenemos alguna cancio´n (cada estilo debe mos-trarse una sola vez en pantalla),
3. listar todas las canciones de un inte´rprete determinado (en formato resumido, esdecir, usando el procedimiento muestra_resumen_mp3),
4. listar todas las canciones de un estilo determinado (en formato resumido),
5. listar todas las canciones de la base de datos (en formato completo, es decir, lla-mando a muestra_mp3),
6. eliminar una cancio´n de la base de datos dado el t´ıtulo y el inte´rprete.
(Nota: Si quieres que el programa sea realmente u´til, ser´ıa interesante que pudierassalvar la lista de canciones a disco duro; de lo contrario, perdera´s todos los datos cadavez que salgas del programa. En el pro´ximo tema aprenderemos a guardar datos en discoy a recuperarlos, as´ı que este programa so´lo te resultara´ realmente u´til cuando hayasestudiado ese tema.). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
7.3.2. Fechas
Muchas aplicaciones utilizan tipos de datos que no esta´n predefinidos en Python. Enlugar de definir el tipo y las operaciones que los manejan cada vez, podemos construir unmo´dulo que nos permita reutilizar el co´digo en cualquiera de nuestros programas. Paraque una aplicacio´n use el tipo de datos bastara´ con que importe el contenido del mo´dulo.Un tipo de datos ˂˂ fecha˃˃ nos vendr´ıa bien en numerosas aplicaciones. Vamos a imple-mentar un tipo Fecha en un mo´dulo fecha (es decir, en un fichero fecha.py sin programaprincipal). Una fecha tiene tres valores: d´ıa, mes y an˜o. Codificaremos cada uno de elloscon un nu´mero entero.
fecha.py fecha.py
1 from record import record
2
3 class Fecha(record):
4 dia = 1
5 mes = 1
6 anyo = 1
Hemos asignado la fecha 1 de enero del an˜o 1 como valor por defecto.Mmmm. Seguro que nos viene bien un me´todo que devuelva una cadena con unarepresentacio´n abreviada de una fecha.
fecha.py fecha.py
8 def fecha_breve(fecha):
9 return ’%d/%d/%d’ % (fecha.dia, fecha.mes, fecha.anyo)
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Podemos mostrar por pantalla una fecha as´ı:
from fecha import *
>>> torres_gemelas = Fecha(dia=11, mes=9, anyo=2001) ↱
>>> print ’El␣atentado␣de␣Nueva␣York␣tuvo␣lugar␣el’, fecha_breve(torres_gemelas) ↱
El atentado de Nueva York tuvo lugar el 11/9/2001
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 421 Define una funcio´n llamada fecha_larga que devuelva la fecha en un formato ma´sverboso. Por ejemplo, el 11/9/2001 aparecera´ como ˂˂11 de septiembre de 2001˃˃ .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Definamos ahora una funcio´n que indique si un an˜o es bisiesto o no. Recuerda queun an˜o es bisiesto si es divisible por 4, excepto si es divisible por 100 y no por 400:
fecha.py fecha.py
11 def fecha_en_anyo_bisiesto(fecha):
12 if fecha.anyo % 4 != 0:
13 return False
14 if fecha.anyo % 400 == 0:
15 return True
16 return fecha.anyo % 100 != 0
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 422 Disen˜a una funcio´n fecha_valida que devuelva True si la fecha es va´lida y Falseen caso contrario. Para comprobar la validez de una fecha debes verificar que el mes este´comprendido entre 1 y 12 y que el d´ıa lo este´ entre 1 y el nu´mero de d´ıas que correspondeal mes. Por ejemplo, la fecha 31/4/2000 no es va´lida, ya que abril tiene 30 d´ıas.Ten especial cuidado con el mes de febrero: recuerda que tiene 29 o 28 d´ıas segu´nsea el an˜o bisiesto o no. Usa, si te conviene, la funcio´n definida anteriormente.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Disen˜emos ahora una funcio´n que lee una fecha por teclado y nos la devuelve:
fecha.py fecha.py
18 def lee_fecha():
19 dia = int(raw_input(’Dı´a:␣’))
20 while dia <1 or dia > 31:
21 dia = int(raw_input(’Dı´a:␣’))
22
23 mes = int(raw_input(’Mes:␣’))
24 while mes <1 or mes > 12:
25 mes = int(raw_input(’Mes:␣’))
26
27 anyo = int(raw_input(’An˜o:␣’))
28
29 return Fecha(dia=dia, mes=mes, anyo=anyo)
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 423 Modifica la funcio´n lee_fecha para que so´lo acepte fechas va´lidas, es decir, fechascuyo d´ıa sea va´lido para el mes le´ıdo. Puedes utilizar la funcio´n fecha_valida desarrolladaen el ejercicio anterior.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Nos gustar´ıa comparar dos fechas para saber si una es menor que otra. Podemosdisen˜ar una funcio´n al efecto:
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fecha.py fecha.py
31 def fecha_es_menor(fecha1, fecha2):
32 if fecha1.anyo < fecha2.anyo:
33 return True
34 elif fecha1.anyo > fecha2.anyo:
35 return False
36 if fecha1.mes < fecha2.mes:
37 return True
38 elif fecha1.mes > fecha2.mes:
39 return False
40 return fecha1.dia < fecha2.diaSi en un programa deseamos comparar dos fechas f1, y f2, lo haremos as´ı:
1 ...
2 if fecha_es_menor(f1, f2):
3 ...
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 424 Haz un programa que use el mo´dulo fecha y lea una lista de fechas va´lidas quemostrara´ despue´s ordenadas de ma´s antigua a ma´s reciente.
· 425 Disen˜a una funcio´n que devuelva cierto si dos fechas son iguales y falso en casocontrario.
· 426 Disen˜a una funcio´n anyade_un_dia que an˜ada un d´ıa a una fecha dada. La fecha7/6/2001, por ejemplo, pasara´ a ser 8/6/2001 tras invocar al me´todo anyade_un_dia sobreella.Presta especial atencio´n al u´ltimo d´ıa de cada mes, pues su siguiente d´ıa es el primerodel mes siguiente. Similar atencio´n requiere el u´ltimo d´ıa del an˜o. Debes tener en cuentaque el d´ıa que sigue al 28 de febrero es el 29 del mismo mes o el 1 de marzo dependiendode si el an˜o es bisiesto o no.
· 427 Disen˜a una funcio´n que calcule el nu´mero de d´ıas transcurridos entre dos fechasque se proporcionan como para´metro. He aqu´ı un ejemplo de uso:
>>> from fecha import Fecha, dias_transcurridos ↱
>>> ayer = Fecha(dia=1, mes=1, anyo=2002) ↱
>>> hoy = Fecha(dia=2, mes=1, anyo=2002) ↱
>>> print dias_transcurridos(hoy, ayer) ↱
1
(No tengas en cuenta el salto de fechas producido como consecuencia de la reformagregoriana del calendario. Si no sabes de que´ estamos hablando, consulta el cuadro
˂˂ ¿Cua´ntos d´ıas han pasado. . . do´nde?˃˃ .)
· 428 Usando la funcio´n desarrollada en el ejercicio anterior, implementa un programaque calcule biorritmos. Los biorritmos son una de tantas supercher´ıas populares, comoel horo´scopo o el tarot. Segu´n sus ˂˂ estudiosos˃˃ , los ritmos vitales de la persona sonperio´dicos y se comportan como funciones senoidales (¿?). El ciclo f´ısico presenta unperiodo de 23 d´ıas, el ciclo emocional, un periodo de 28 d´ıas y el ciclo intelectual, de 33d´ıas. Si calculas el seno del nu´mero de d´ıas transcurridos desde la fecha de nacimientode un individuo y lo normalizas con el per´ıodo de cada ciclo, obtendra´s un valor entre−1 (nivel o´ptimo) y 1 (nivel pe´simo) que indica su estado en cada uno de los tres planos:f´ısico, emocional e intelectual. En el periodo ˂˂alto˃˃ , la persona se encuentra mejor encada uno de los diferentes aspectos:
En lo f´ısico: mayor fortaleza, confianza, valor y esp´ıritu positivo.
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¿Cua´ntos d´ıas han pasado. . . do´nde?Trabajar con fechas tiene sus complicaciones. Una funcio´n que calcule el nu´mero de d´ıastranscurridos entre dos fechas cualesquiera no es trivial. Por ejemplo, la pregunta nose puede responder si no te dan otro dato: ¡el pa´ıs! ¿Sorprendido? No te vendra´ malconocer algunos hechos sobre el calendario.Para empezar, no existe el an˜o cero, pues el cero se descubrio´ en occidente bastantema´s tarde (en el siglo IX fue introducido por los a´rabes, que lo hab´ıan tomado previa-mente del sistema indio). El an˜o anterior al 1 d. de C. (despue´s de Cristo) es el 1 a. deC. (antes de Cristo). En consecuencia, el d´ıa siguiente al 31 de diciembre de 1 a. de C.es el 1 de enero de 1 d. de C.. (Esa es la razo´n por la que el siglo XXI empezo´ el 1 deenero de 2001, y no de 2000, como erro´neamente creyo´ mucha gente.)Julio Ce´sar, en el an˜o 46 a.C. difundio´ el llamado calendario juliano. Hizo que losan˜os empezaran en 1 de januarius (el actual enero) y que los an˜os tuvieran 365 d´ıas,con un an˜o bisiesto cada 4 an˜os, pues se estimaba que el an˜o ten´ıa 365.25 d´ıas. El d´ıaadicional se introduc´ıa tras el 23 de febrero, que entonces era el sexto d´ıa de marzo,con lo que aparec´ıa un d´ıa ˂˂bis-sexto˃˃ (o sea, un segundo d´ıa sexto) y de ah´ı vieneel nombre ˂˂bisiesto˃˃ de nuestros an˜os de 366 d´ıas. Como la reforma se produjo en uninstante en el que ya se hab´ıa acumulado un gran error, Julio Ce´sar decidio´ suprimir 80d´ıas de golpe.Pero la aproximacio´n que del nu´mero de d´ıas de un an˜o hace el calendario juliano noes exacta (un an˜o dura en realidad 365.242198 d´ıas, 11 minutos menos de lo estimado)y comete un error de 7.5 d´ıas cada 1000 an˜os. En 1582 el papa Gregorio XIII promovio´la denominada reforma gregoriana del calendario con objeto de corregir este ca´lculoinexacto. Gregorio XIII suprimio´ los bisiestos seculares (los que corresponden a an˜osdivisibles por 100), excepto los que caen en an˜os mu´ltiplos de 400, que siguieron siendobisiestos. Para cancelar el error acumulado por el calendario juliano, Gregorio XIIIsuprimio´ 10 d´ıas de 1582: el d´ıa siguiente al 4 de octubre de 1582 fue el 15 de octubrede 1582. Como la reforma fue propuesta por un papa cato´lico, tardo´ en imponerse enpa´ıses protestantes u ortodoxos. Inglaterra, por ejemplo, tardo´ 170 an˜os en adoptar elcalendario gregoriano. En 1752, an˜o de adopcio´n de la reforma gregoriana en Inglaterra,ya se hab´ıa producido un nuevo d´ıa de desfase entre el co´mputo juliano y el gregoriano,as´ı que no se suprimieron 10 d´ıas del calendario, sino 11: al 2 de septiembre de 1752siguio´ en Inglaterra el 14 de septiembre del mismo an˜o. Por otra parte, Rusia no adopto´el nuevo calendario hasta ¡1918!, as´ı que la revolucio´n de su octubre de 1917 tuvo lugaren nuestro noviembre de 1917. Y no fue Rusia el u´ltimo pa´ıs occidental en adoptar elcalendario gregoriano: Ruman´ıa au´n tardo un an˜o ma´s.Por cierto, el calendario gregoriano no es perfecto: cada 3000 an˜os (aproximada-mente) se desfasa en un d´ıa. ¡Menos mal que no nos tocara´ vivir la pro´xima reforma!
En lo emocional: mayor alegr´ıa y mejor estado de a´nimo.En lo intelectual: mejores momentos para tomar decisiones y d´ıas ma´s aptos parael estudio.Y en el periodo ˂˂bajo˃˃ , el estado vital empeora:En lo f´ısico: cansancio; conviene no someter el cuerpo a grandes excesos de ningu´ntipo.En lo emocional: falta de ambicio´n y mayores fricciones en nuestras relacionespersonales.En lo intelectual: mayor distraccio´n, falta de atencio´n, poca creatividad y falta decapacidad de ca´lculo.Tu programa pedira´ una fecha de nacimiento y proporcionara´ el valor de cada ciclo a d´ıade hoy, acompan˜ado de un texto que resuma su estado en cada uno de los tres planos.
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(Te parecera´ rid´ıculo, pero hay infinidad de pa´ginas web dedicadas a este asunto.)
· 429 Modifica la funcio´n anterior para que s´ı tenga en cuenta los 10 d´ıas ˂˂perdidos˃˃en la reforma gregoriana. . . en Espan˜a.
· 430 Disen˜a una funcio´n que devuelva el d´ıa de la semana (la cadena ’lunes’, o
’martes’, etc.) en que cae una fecha cualquiera. (Si sabes en que d´ıa cayo´ una fechadeterminada, el nu´mero de d´ıas transcurridos entre esa y la nueva fecha mo´dulo 7 tepermite conocer el d´ıa de la semana.)
· 431 Disen˜a un nuevo tipo de registro: Fecha_con_hora. Adema´s del d´ıa, mes y an˜o,una variable de tipo Fecha_con_hora almacena la hora (un nu´mero entre 0 y 23) y losminutos (un nu´mero entre 0 y 59).Disen˜a a continuacio´n funciones que permitan:Leer un dato del tipo Fecha_con_hora por teclado.Mostrar un dato del tipo Fecha_con_hora en el formato que ilustramos con esteejemplo: las siete y media de la tarde del 11 de septiembre de 2001 se muestrancomo 19:30 11/9/2001.Mostrar un dato del tipo Fecha_con_hora en el formato que ilustramos con esteejemplo: las siete y media de la tarde del 11 de septiembre de 2001 se muestrancomo 7:30 pm 11/9/2001 y las siete y media de la man˜ana del mismo d´ıa como
7:30 am 11/9/2001.Determinar si una Fecha_con_hora ocurrio´ antes que otra.Calcular los minutos transcurridos entre dos datos de tipo Fecha_con_hora.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
7.3.3. Anidamiento de registros
Puedes usar registros como campos de un registro. Imagina que deseas almacenar lafecha de nacimiento en registros de tipo Persona, pues es ma´s versa´til que almacenar laedad. Podemos definir as´ı el tipo:
persona con fecha.py
1 from record import record
2 from fecha import fecha
3
4 class Persona(record):
5 nombre = ’’
6 apellido = ’’
7 fecha_nacimiento = None
Cuando instanciamos un registro de tipo Persona podemos instanciar tambie´n la fechade nacimiento:
persona con fecha.py
1 ana = Persona(nombre=’Ana’, \
2 apellido=’Paz’, \
3 fecha_nacimiento=Fecha(dia=31, mes=12, anyo=1990))
Puedes acceder al d´ıa de nacimiento as´ı:
persona con fecha.py
1 print ana.fecha_nacimiento.dia
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¿A que´ d´ıa estamos? ¿Que´ hora es?Los ordenadores cuentan con un reloj de tiempo real que mantiene constantemente lafecha y hora actualizadas, incluso cuando el ordenador esta´ desconectado. Podemosacceder a sus datos gracias a la funcio´n localtime del mo´dulo time. He aqu´ı un ejemplode uso:
>>> from time import localtime ↱
>>> print localtime() ↱
(2002, 10, 17, 9, 6, 21, 3, 290, 1)
La estructura consiste en:
(an˜o, mes, d´ıa, hora, minutos, segundos, d´ıa de la semana, d´ıa juliano, ahorro solar)
El dato devuelto es una tupla, es decir, una lista inmutable (f´ıjate en que esta´ encerradaentre pare´ntesis, no entre corchetes). No te preocupes, a efectos del uso que vamos ahacer, se gestiona del mismo modo que una lista: para obtener el an˜o, por ejemplo, bastacon hacer localtime()[0].Mmmm. Algunos elementos de la tupla requieren alguna explicacio´n:El ˂˂ d´ıa de la semana˃˃ es un nu´mero entero 0 (lunes) y 6 (domingo). En el ejemplose muestra una fecha que cae en jueves.El ˂˂ d´ıa juliano˃˃ es un nu´mero entre 1 y 366 y corresponde al nu´mero de d´ıadentro del an˜o actual. En el ejemplo, d´ıa 290.El ˂˂ahorro solar˃˃ indica el desfase horario con respecto a la hora solar. En elejemplo, 1 hora de desfase, o sea, la hora solar de ese instante es 8:06.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 432 Disen˜a una funcio´n que dado un registro de tipo Persona (con fecha de naci-miento) y la fecha de hoy, devuelva la edad (en an˜os) de la persona.
· 433 Disen˜a un registro denominado Periodo. Un periodo consta de dos fechas dondela primera es anterior o igual a la segunda. Disen˜a entonces:
a) Un procedimiento muestra_periodo que muestre las dos fechas (en formato breve)separadas entre s´ı por un guio´n.
b) Una funcio´n que devuelva el nu´mero de d´ıas comprendidos en el periodo (incluyendoambos extremos).
c) Una funcio´n que reciba un periodo y una fecha y devuelva cierto si la fecha esta´comprendida en el per´ıodo y falso en caso contrario.
d) Una funcio´n que reciba dos periodos y devuelva cierto si ambos se solapan (tienen almenos un d´ıa en comu´n).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
7.3.4. Gestio´n de un videoclub
En este apartado vamos a desarrollar un ejemplo completo y (casi)1 u´til utilizando re-gistros: un programa para gestionar un videoclub. Empezaremos creando la aplicacio´n
1Hasta que aprendamos a escribir y leer en fichero, estos programas resultan poco interesantes: pierdentodos los datos al finalizar la ejecucio´n.
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De fechas y la biblioteca esta´ndarEs muy habitual trabajar con fechas. Naturalmente, Python ofrece un mo´dulo en labiblioteca esta´ndar para facilitar su manejo (aunque so´lo desde la versio´n 2.3). En lalibrer´ıa datetime encontrara´s tipos predefinidos para fechas (date), horas (time), fechascon hora (datetime) y duraciones (timedelta).Los tipos se han construido con te´cnicas ma´s avanzadas que las aprendidas hasta elmomento (con clases), y son capaces de participar en expresiones. Si restas una fechaa otra, por ejemplo, obtienes la ˂˂duracio´n˃˃ de la diferencia.Entre las funciones que ofrecen los mo´dulos date y datetime encontrara´s una muyinteresante: today. Es una funcio´n sin para´metros que devuelve el d´ıa actual. ¡Con ella,es fa´cil disen˜ar programas que sepan en que´ d´ıa esta´n!
de gestio´n para un ˂˂ videoclub ba´sico˃˃ , muy simplificado, e iremos complica´ndola poco apoco.El videoclub tiene un listado de socios. Cada socio tiene una serie de datos:
dni,
nombre,
tele´fono,
domicilio.
Por otra parte, disponemos de una serie de pel´ıculas. De cada pel´ıcula nos interesa:
t´ıtulo,
ge´nero (accio´n, comedia, musical, etc.).
Supondremos que en nuestro videoclub ba´sico so´lo hay un ejemplar de cada pel´ıcula.Empecemos definiendo los tipos ba´sicos:
videoclub.py videoclub.py
1 from record import record
2
3 class Socio(record):
4 dni = ’’
5 nombre = ’’
6 telefono = ’’
7 domicilio = ’’
8
9 class Pelicula(record):
10 titulo = ’’
11 genero = ’’
Podemos definir tambie´n un tipo Videoclub que mantenga y gestione las listas desocios y pel´ıculas:
videoclub.py videoclub.py
13 class Videoclub(record):
14 socios = []
15 peliculas= []
Puede que te parezca excesivo definir un tipo de datos para el videoclub. No lo es.Resulta ma´s elegante mantener datos estrechamente relacionados en una sola variable
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que en dos variables independientes (la lista de socios y la lista de pel´ıculas). Porotra parte, si definimos un tipo Videoclub resultara´ ma´s fa´cil extender, en un futuro,nuestra aplicacio´n, para, por ejemplo, gestionar una cadena de videoclubs: bastara´ concrear ma´s registros del tipo Videoclub para que podamos utilizar todas las funciones yprocedimientos que definamos y operen con registros del tipo Videoclub.Nuestra aplicacio´n presentara´ un menu´ con diferentes opciones. Empecemos por im-plementar las ma´s sencillas: dar de alta/baja a un socio y dar de alta/baja una pel´ıcula.La funcio´n menu mostrara´ el menu´ de operaciones y leera´ la opcio´n que seleccione elusuario de la aplicacio´n. Nuestra primera versio´n sera´ e´sta:
videoclub.py videoclub.py
17 def menu():
18 print ’***␣VIDEOCLUB␣***’
19 print ’1)␣Dar␣de␣alta␣nuevo␣socio’
20 print ’2)␣Dar␣de␣baja␣un␣socio’
21 print ’3)␣Dar␣de␣alta␣nueva␣pelı´cula’
22 print ’4)␣Dar␣de␣baja␣una␣pelı´cula’
23 print ’5)␣Salir’
24 opcion = int(raw_input(’Escoge␣opcio´n:␣’))
25 while opcion < 1 or opcion > 5:
26 opcion = int(raw_input(’Escoge␣opcio´n␣(entre␣1␣y␣5):␣’))
27 return opcion
En una variable videoclub tendremos una instancia del tipo Videoclub, y es ah´ı dondealmacenaremos la informacio´n del videoclub.¿Por do´nde empezamos? En lugar de montar una serie de funciones que luego usa-remos en el programa, vamos a hacer lo contrario: escribamos un programa como si lasfunciones que nos convenga usar ya estuvieran implementadas para, precisamente, decidirque´ funciones necesitaremos y co´mo deber´ıan comportarse.Nuestra primera versio´n del programa presentara´ este aspecto:
videoclub.py videoclub.py
29 # Programa principal
30
31 videoclub = Videoclub()
32
33 opcion = menu()
34 while opcion != 5:
35
36 if opcion == 1:
37 print ’Alta␣de␣socio’
38 socio = lee_socio()
39 if contiene_socio_con_dni(videoclub, socio.dni):
40 print ’Operacio´n␣anulada:␣Ya␣existı´a␣un␣socio␣con␣DNI’, socio.dni
41 else:
42 alta_socio(videoclub, socio)
43 print ’Socio␣con␣DNI’, socio.dni, ’dado␣de␣alta’
44
45 elif opcion == 2:
46 print ’Baja␣de␣socio’
47 dni = raw_input(’DNI:␣’)
48 if contiene_socio_con_dni(videoclub, dni):
49 baja_socio(videoclub, dni)
50 print ’Socio␣con␣DNI’, dni, ’dado␣de␣baja’
51 else:
52 print ’Operacio´n␣anulada:␣No␣existe␣ningu´n␣socio␣con␣DNI’, dni
53
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54 elif opcion == 3:
55 print ’Alta␣de␣pelı´cula’
56 pelicula = lee_pelicula()
57 if contiene_pelicula_con_titulo(videoclub, pelicula.titulo):
58 print ’Operacio´n␣anulada:␣Ya␣hay␣una␣pelı´cula␣con␣tı´tulo’, pelicula.titulo
59 else:
60 alta_pelicula(videoclub, pelicula)
61 print ’Pelı´cula’, pelicula.titulo, ’dada␣de␣alta’
62
63 elif opcion == 4:
64 print ’Baja␣de␣pelı´cula’
65 titulo = raw_input(’Tı´tulo:␣’)
66 if contiene_pelicula_con_titulo(videoclub, titulo):
67 baja_pelicula(videoclub, titulo)
68 print ’Pelı´cula’, titulo, ’dada␣de␣baja’
69 else:
70 print ’Operacio´n anulada:␣No␣existe␣ninguna␣pelı´cula␣llamada’, titulo
71
72 opcion = menu()
73
74 print ’Gracias␣por␣usar␣nuestro␣programa’
He aqu´ı la relacio´n de funciones que hemos usado y, por tanto, hemos de definir:
lee_socio(): devuelve una instancia de Socio cuyos datos se han le´ıdo de teclado.
contiene_socio_con_dni(videoclub, dni): se le suministra un videoclub y un DNIy nos dice si algu´n socio del videoclub tiene ese DNI.
alta_socio(videoclub, socio): recibe un videoclub y un socio y an˜ade e´ste a lalista de socios del videoclub. Como siempre se verifica en el programa que no hayotro socio con el mismo DNI, esta funcio´n no necesita efectuar comprobaciones alrespecto.
baja_socio(videoclub, dni): dado un videoclub y un DNI, elimina de la lista desocios del videoclub al socio cuyo DNI es el indicado. Como antes de llamar a lafuncio´n se comprueba que hay un socio con ese DNI, la funcio´n no necesita efectuarcomprobaciones al respecto.
lee_pelicula(): lee de teclado los datos de una pel´ıcula y devuelve una instanciadel tipo Pelicula.
contiene_pelicula_con_titulo(videoclub, titulo): dados un videoclub y el t´ıtulo deuna pel´ıcula nos dice si e´sta forma parte o no de la coleccio´n de pel´ıculas delvideoclub.
alta_pelicula(videoclub, pelicula): an˜ade una pel´ıcula a la lista de pel´ıculas de unvideoclub. Como siempre la llamamos tras comprobar que no existe ya otra pel´ıculadel mismo t´ıtulo, no hace falta que haga comprobaciones especiales.
baja_pelicula(videoclub, titulo): elimina la pel´ıcula del t´ıtulo que se indica de lalista de un videoclub. Como se la llama cuando se sabe que hay una pel´ıcula conese t´ıtulo, no hay que hacer nuevas comprobaciones.
Pues nada, a programar funciones. Por convenio definiremos las funciones antes delprograma principal (cuyo inicio se indica con un comentario).Empezaremos por lee_socio:
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videoclub.pydef lee_socio():dni = raw_input(’DNI:␣’)nombre = raw_input(’Nombre:␣’)telefono = raw_input(’Tele´fono:␣’)domicilio = raw_input(’Domicilio:␣’)return Socio(dni=dni, nombre=nombre, telefono=telefono, domicilio=domicilio)
Ahora, contiene_socio_con_dni y alta_socio:
videoclub.pydef contiene_socio_con_dni(videoclub, dni):for socio in videoclub.socios:if socio.dni == dni:return Truereturn False
def alta_socio(videoclub, socio):videoclub.socios.append(socio)
Fa´cil, ¿no? Sigamos con baja_socio:
videoclub.pydef baja_socio(videoclub, dni):for i in range(len(videoclub.socios)):if videoclub.socios[i].dni == dni:del videoclub.socios[i]break
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 434 Define tu´ mismo las funciones lee_pelicula, contiene_pelicula_con_titulo, al-ta_pelicula y baja_pelicula.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .De poca utilidad sera´ un programa de gestio´n de un videoclub si no permite al-quilar las pel´ıculas. ¿Co´mo representaremos que una pel´ıcula esta´ alquilada a un sociodeterminado? Tenemos (al menos) dos posibilidades:An˜adir un campo a cada Socio indicando que´ pel´ıcula o pel´ıculas tiene en alquiler.An˜adir un campo a cada Pelicula indicando a quie´n esta´ alquilada. Si una pel´ıculano esta´ alquilada a nadie, lo podremos representar, por ejemplo, con el valor Noneen dicho campo.Parece mejor la segunda opcio´n: una operacio´n que realizaremos con frecuencia es pre-guntar si una pel´ıcula esta´ alquilada o no; por contra, preguntar si un socio tiene ono pel´ıculas alquiladas parece una operacio´n menos frecuente y, en cualquier caso, larespuesta se puede deducir tras un simple recorrido del listado de pel´ıculas.As´ı pues, tendremos que modificar la definicio´n del tipo Pelicula:
videoclub.pyclass Pelicula(record):titulo = ’’genero = ’’alquilada = NoneEl valor por defecto None indicara´ que, inicialmente, la pel´ıcula no ha sido alquilada yesta´, por tanto, disponible. Cuando demos de alta una pel´ıcula, podremos omitir el valorde dicho para´metro, pues por defecto toma el valor correcto:
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nueva_peli = Pelicula(titulo=’Matrix␣Reloaded’, genero=’Accio´n’)
An˜adamos ahora una funcio´n que permita alquilar una pel´ıcula (dado su t´ıtulo) a unsocio (dado su DNI) en un videoclub. La llamada a la funcio´n se efectuara´ al seleccionarla opcio´n 5 del menu´, y el final de ejecucio´n de la aplicacio´n se asociara´ ahora a laopcio´n 6.
videoclub.pyvideoclub = Videoclub()
opcion = menu()while opcion != 6:
if opcion == 1:
...
elif opcion == 5:print ’Alquiler␣de␣pelı´cula’titulo= raw_input(’Tı´tulo␣de␣la␣pelı´cula:␣’)dni = raw_input(’DNI␣del␣socio:␣’)if contiene_pelicula_con_titulo(videoclub, titulo) and \contiene_socio_con_dni(videoclub, dni):alquila_pelicula(videoclub, titulo, dni)print ’Pelı´cula’, titulo, ’alquilada␣al␣socio␣con␣DNI’, dnielif not contiene_pelicula_con_titulo(videoclub, titulo):print ’Operacio´n␣anulada:␣No␣hay␣pelı´cula␣titulada’, tituloelif not contiene_socio_con_dni(videoclub, dni):print ’Operacio´n␣anulada:␣No␣hay␣socio␣con␣DNI’, dni
opcion = menu()
El ca´lculo efectu´a mas de una llamada a las mismas funciones y lo hace con losmismos para´metros:
contiene_pelicula_con_titulo(videoclub, titulo)
y contiene_socio_con_dni(videoclub, dni).Son llamadas que obligan a recorrer listas, as´ı que constituyen una fuente de ineficiencia.Esta otra versio´n reduce el nu´mero de llamadas a una por funcio´n:
videoclub.pyvideoclub = Videoclub()
opcion = menu()while opcion != 6:
if opcion == 1:
...
elif opcion == 5:print ’Alquiler␣de␣pelı´cula’titulo= raw_input(’Tı´tulo␣de␣la␣pelı´cula:␣’)dni = raw_input(’DNI␣del␣socio:␣’)existe_titulo = contiene_pelicula_con_titulo(videoclub, titulo)existe socio = contiene_socio_con_dni(videoclub, dni)if existe_titulo and existe_socio:alquila_pelicula(videoclub, titulo, dni)print ’Pelı´cula’, titulo, ’alquilada␣al␣socio␣con␣DNI’, dni
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elif not existe_titulo:print ’Operacio´n␣anulada:␣No␣hay␣pelı´cula␣titulada’, tituloelif not existe_socio:print ’Operacio´n␣anulada:␣No␣hay␣socio␣con␣DNI’, dni
opcion = menu()Disen˜emos el procedimiento alquila_pelicula. Supondremos que existe una pel´ıculacuyo t´ıtulo corresponde al que nos indican y que existe un socio cuyo DNI es igual alque nos pasan como argumento, pues ambas comprobaciones se efectu´an antes de llamaral procedimiento.
videoclub.pydef alquila_pelicula(videoclub, titulo, dni):for pelicula in videoclub.peliculas:if pelicula.titulo == titulo and pelicula.alquilada == None:pelicula.alquilada = dnibreak
¿Ya esta´? No. Si la pel´ıcula ya estaba alquilada a otro socio no se alquila de nuevo,pero el texto que sale por pantalla parece indicarnos que s´ı se ha vuelto a alquilar. Nosconvendr´ıa disen˜ar una funcio´n que nos dijera si una pel´ıcula esta´ o no disponible:
videoclub.pydef titulo_disponible_para_alquiler(videoclub, titulo):for pelicula in videoclub.peliculas:if pelicula.titulo == titulo:return pelicula.alquilada == None
Modifiquemos ahora el fragmento del programa principal destinado a alquilar lapel´ıcula:
videoclub.pywhile opcion != 6:
...
elif opcion == 5:print ’Alquiler␣de␣pelı´cula’titulo= raw_input(’Tı´tulo␣de␣la␣pelı´cula:␣’)dni = raw_input(’DNI␣del␣socio:␣’)if contiene_pelicula_con_titulo(videoclub, titulo) and \contiene_socio_con_dni(videoclub, dni):if titulo_disponible_para_alquiler(videoclub, titulo):alquila_pelicula(videoclub, titulo, dni)print ’Pelı´cula’, titulo, ’alquilada␣al␣socio␣con␣DNI’, dnielse:print ’Operacio´n␣anulada:␣La␣pelicula’, pelicula,print ’ya␣esta´␣alquilada␣a␣otro␣socio.’elif not contiene_pelicula_con_titulo(videoclub, titulo):print ’Operacio´n␣anulada:␣No␣hay␣pelı´cula␣titulada’, tituloelif not contiene_socio_con_dni(videoclub, dni):print ’Operacio´n␣anulada:␣No␣hay␣socio␣con␣DNI’, dni
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 435 Detecta posibles fuentes de ineficiencia (llamadas a funcio´n repetidas) en elfragmento de programa anterior y corr´ıgelas.
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· 436 An˜ade nueva funcionalidad al programa: una opcio´n que permita devolver unapel´ıcula alquilada. Disen˜a para ello un procedimiento devolver_pelicula. A continuacio´n,an˜ade una opcio´n al menu´ para devolver una pel´ıcula. Las acciones asociadas son:pedir el nombre de la pel´ıcula;si no existe una pel´ıcula con ese t´ıtulo, dar el aviso pertinente con un mensaje porpantalla y no hacer nada ma´s;si existe la pel´ıcula pero no estaba alquilada, avisar al usuario y no hacer nadama´s;y si existe la pel´ıcula y estaba alquilada, ˂˂marcarla˃˃ como disponible (poner aNone su campo alquilada).
· 437 Modifica la porcio´n del programa que da de baja a un socio o a una pel´ıculapara que no se permita dar de baja una pel´ıcula que esta´ actualmente alquilada ni a unsocio que tiene alguna pel´ıcula en alquiler. Te convendra´ disponer de una funcio´n quecomprueba si una pel´ıcula esta´ disponible y, por tanto, se puede dar de baja y otra quecompruebe si un socio tiene alguna pel´ıcula en alquiler actualmente. Modifica las accionesasociadas a las respectivas opciones del menu´ para que den los avisos pertinentes encaso de que no sea posible dar de baja a un socio o una pel´ıcula.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Finalmente, vamos a ofrecer la posibilidad de efectuar una consulta interesante ala coleccio´n de pel´ıculas del videoclub. Es posible que un cliente nos pida que le re-comendemos pel´ıculas disponibles para alquiler dado el ge´nero que a e´l le gusta. Unprocedimiento permitira´ obtener este tipo de listados.
videoclub.py
1 def listado_de_disponibles_por_genero(videoclub, genero):
2 for pelicula in videoclub.peliculas:
3 if pelicula.genero == genero and pelicula.alquilada == None:
4 print pelicula.titulo
So´lo resta an˜adir una opcio´n de menu´ que pida el ge´nero para el que solicitamosel listado e invoque al procedimiento listado_de_disponibles_por_genero. Te proponemosque hagas tu´ mismo esos cambios en el programa.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 438 Disen˜a una funcio´n listado_completo_por_genero que muestre los t´ıtulos de todaslas pel´ıculas del videoclub del ge´nero que se indique, pero indicando al lado de cadat´ıtulo si la correspondiente pel´ıcula esta´ alquilada o disponible.Y, ya puestos, haz que el listado de pel´ıculas aparezca en pantalla ordenado al-fabe´ticamente por su t´ıtulo.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .El programa que hemos escrito presenta ciertos inconvenientes por su extrema sim-plicidad: por ejemplo, asume que so´lo existe un ejemplar de cada pel´ıcula y, al no llevarun registro de las fechas de alquiler, permite que un socio alquile una pel´ıcula un nu´meroindeterminado de d´ıas. Mejoremos el programa corrigiendo ambos defectos.Tratemos en primer lugar la cuestio´n de la existencia de varios ejemplares por pel´ıcula.Esta´ claro que el tipo Pelicula ha de sufrir algunos cambios. Tenemos (entre otras) dosposibilidades:1. Hacer que cada instancia de una Pelicula corresponda a un ejemplar de un t´ıtulo,es decir, permitir que la lista peliculas contenga t´ıtulos repetidos (una vez por cadaejemplar).
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2. Enriquecer el tipo Pelicula con un campo ejemplares que indique cua´ntos ejempla-res tenemos.
Mmmm. La segunda posibilidad requiere un estudio ma´s detallado. Con so´lo un conta-dor de ejemplares no es suficiente. ¿Co´mo representaremos el hecho de que, por ejemplo,de 5 ejemplares, 3 esta´n alquilados, cada uno a un socio diferente? Si optamos por esaposibilidad, sera´ preciso enriquecer la informacio´n propia de una Pelicula con una listaque contenga un elemento por cada ejemplar alquilado. Cada elemento de la lista debera´contener, como mı´nimo, algu´n dato que identifique al socio al que se alquilo´ la pel´ıcula.Parece, pues, que la primera posibilidad es ma´s sencilla de implementar. Desarrolla-remos e´sa, pero te proponemos como ejercicio que desarrolles tu´ la segunda posibilidad.En primer lugar modificaremos la funcio´n que da de alta las pel´ıculas para que seaposible an˜adir varios ejemplares de un mismo t´ıtulo.
videoclub.pydef alta_pelicula(videoclub, pelicula, ejemplares):for i in range(ejemplares):nuevo_ejemplar = Pelicula(titulo = pelicula.titulo, genero=pelicula.genero)videoclub.peliculas.append(nuevo_ejemplar)
Al dar de alta ejemplares de una pel´ıcula ya no sera´ necesario comprobar si existeese t´ıtulo en nuestra coleccio´n de pel´ıculas:
videoclub.py
...elif opcion == 3:print ’Alta␣de␣pelı´cula’pelicula = lee_pelicula()ejemplares = int(raw_input(’Ejemplares:␣’))alta_pelicula(videoclub, pelicula, ejemplares)
...
Dar de baja un nu´mero de ejemplares de un t´ıtulo determinado no es muy dif´ıcil, aun-que puede aparecer una pequen˜a complicacio´n: que no podamos eliminar efectivamente elnu´mero de ejemplares solicitado, bien porque no hay tantos en el videoclub, bien porquealguno de ellos esta´ alquilado en ese momento. Haremos que la funcio´n que da de bajael nu´mero de ejemplares solicitado nos devuelva el nu´mero de ejemplares que realmentepudo dar de baja; de ese modo podremos ˂˂avisar˃˃ a quien llama a la funcio´n de lo querealmente hicimos.
videoclub.pydef baja_pelicula(videoclub, titulo, ejemplares):bajas_efectivas = 0i = 0while i < len(videoclub.peliculas):if videoclub.peliculas[i].titulo == titulo and \videoclub.peliculas[i].alquilada == None:del peliculas[i]bajas_efectivas += 1else:i += 1return bajas_efectivas
Veamos co´mo queda el fragmento de co´digo asociado a la accio´n de menu´ que da debaja pel´ıculas:
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videoclub.py
...elif opcion == 4:print ’Baja␣de␣pelı´cula’titulo = raw_input(’Tı´tulo:␣’)ejemplares = int(raw_input(’Ejemplares:␣’))bajas = baja_pelicula(videoclub, titulo, ejemplares)if bajas < ejemplares:print ’Atencio´n:␣So´lo␣se␣pudo␣dar␣de␣baja’, bajas, ’ejemplares’else:print ’Operacio´n␣realizada’
...
El me´todo de alquiler de una pel´ıcula a un socio necesita una pequen˜a modificacio´n:puede que los primeros ejemplares encontrados de una pel´ıcula este´n alquilados, perono estamos seguros de si hay alguno libre hasta haber recorrido la coleccio´n entera depel´ıculas. El me´todo puede quedar as´ı:
videoclub.pydef alquila_pelicula(videoclub, titulo, dni):for pelicula in videoclub.peliculas:if pelicula.titulo == titulo and pelicula.alquilada == None:pelicula.alquilada = dnireturn Truereturn False
Observa que so´lo devolvemos 0 cuando hemos recorrido la lista entera de pel´ıculassin haber podido encontrar una libre.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 439 Implementa la nueva funcio´n de devolucio´n de pel´ıculas. Ten en cuenta quenecesitara´s dos datos: el t´ıtulo de la pel´ıcula y el DNI del socio.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Ahora podemos modificar el programa para que permita controlar si un socio retienela pel´ıcula ma´s d´ıas de los permitidos y, si es as´ı, que nos indique los d´ıas de retraso.Enriqueceremos el tipo Pelicula con nuevos campos:
fecha_alquiler : contiene la fecha en que se realizo´ el alquiler.
dias_permitidos: nu´mero de d´ıas de alquiler permitidos.
Parece que ahora hemos de disponer de cierto control sobre las fechas. Afortunada-mente ya hemos definido un tipo Fecha en este mismo tema, ¡utilice´moslo!. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 440 Modifica la definicio´n de Pelicula para an˜adir los nuevos campos. Modifica acontinuacio´n lee_pelicula para que pida tambie´n el valor de dias_permitidos.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Empezaremos por an˜adir una variable global a la que llamaremos hoy y que contendra´la fecha actual. Podremos fijar la fecha actual con una opcio´n de menu´2. Dicha opcio´ninvocara´ este procedimiento:
2Lo natural ser´ıa que la fecha actual se fijara automa´ticamente a partir del reloj del sistema. Puedeshacerlo usando el mo´dulo time. Lee el cuadro ˂˂ ¿A que´ d´ıa estamos? ¿Que´ hora es?˃˃
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videoclub.pyfrom record import recordfrom fecha import lee_fecha
...
# Programa principal
print ’Por␣favor,␣introduzca␣la␣fecha␣actual.’hoy = lee_fecha()
...
Cuando alquilemos una pel´ıcula no so´lo apuntaremos el socio al que la alquilamos:tambie´n recordaremos la fecha del alquiler.
videoclub.pydef alquila_pelicula(videoclub, titulo, dni, hoy):for pelicula in videoclub.peliculas:if pelicula.titulo == titulo and pelicula.alquilada == None:pelicula.alquilada = dnipelicula.fecha_alquiler = hoyreturn Truereturn False
Otro procedimiento afectado al considerar las fechas es el de devolucio´n de pel´ıculas.No nos podemos limitar a devolver la pel´ıcula marca´ndola como libre: hemos de comprobarsi se incurre en retraso para informar, si procede, de la penalizacio´n.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 441 Modifica el me´todo de devolucio´n de pel´ıculas para que tenga en cuenta la fechade alquiler y la fecha de devolucio´n. El me´todo devolvera´ el nu´mero de d´ıas de retraso.Si no hay retraso, dicho valor sera´ cero. (Usa la funcio´n dias_transcurridos del mo´dulofecha para calcular el nu´mero de d´ıas transcurridos desde una fecha determinada.)Modifica las acciones asociadas a la opcio´n de menu´ de devolucio´n de pel´ıculas paraque tenga en cuenta el valor devuelto por devolver_pelicula y muestre por pantalla elnu´mero de d´ıas de retraso (si es el caso).
· 442 Modifica el me´todo listado_completo_por_genero (ejercicio 438) para que lost´ıtulos no aparezcan repetidos en el caso de que dispongamos de ma´s de un ejemplar deuna pel´ıcula. Al lado del t´ıtulo aparecera´ el mensaje ˂˂disponible˃˃ si hay al menos unejemplar disponible y ˂˂no disponible˃˃ si todos los ejemplares esta´n alquilados.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .El programa de gestio´n de videoclubs que hemos desarrollado dista de ser perfecto.Muchas de las operaciones que hemos implementado son ineficientes y, adema´s, mantienetoda la informacio´n en memoria RAM, as´ı que la pierde al finalizar la ejecucio´n. Tendremosque esperar al pro´ximo tema para abordar el problema del almacenamiento de informacio´nde modo que ˂˂ recuerde˃˃ su estado entre diferentes ejecuciones.Para acabar, te proponemos como ejercicios una serie de extensiones al programa:. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 443 Modifica el programa para permitir que una pel´ıcula sea clasificada en diferentesge´neros. (El atributo genero sera´ una lista de cadenas, y no una simple cadena.)
· 444 Modifica la aplicacio´n para permitir reservar pel´ıculas a socios. Cuando no sedisponga de ningu´n ejemplar libre de una pel´ıcula, los socios podra´n solicitar una reserva.
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Bases de datosMuchos programas de gestio´n manejan grandes volu´menes de datos. Es posible disen˜arprogramas como el del videoclub (con almacenamiento de datos en disco duro, eso s´ı)que gestionen adecuadamente la informacio´n, pero, en general, es poco recomendable.Existen programas y lenguajes de programacio´n orientados a la gestio´n de bases dedatos. Estos sistemas se encargan del almacenamiento de informacio´n en disco y ofrecenutilidades para acceder y modificar la informacio´n. Es posible expresar, por ejemplo,o´rdenes como ˂˂busca todas las pel´ıculas cuyo ge´nero es “accio´n”˃˃ o ˂˂ lista a todos lossocios que llevan un retraso de uno o ma´s d´ıas˃˃ .El lenguaje de programacio´n ma´s extendido para consultas a bases de datos esSQL (Standard Query Language) y numerosos sistemas de bases de datos lo soportan.Existen, adema´s, sistemas de bases de datos de distribucio´n gratuita como MySQL oPostgres, suficientemente potentes para aplicaciones de pequen˜o y mediano taman˜o.En otras asignaturas de la titulacio´n aprendera´s a utilizar sistemas de bases dedatos y a disen˜ar bases de datos.
¡Ojo!, la reserva se hace sobre una pel´ıcula, no sobre un ejemplar, es decir, la lista deespera de ˂˂Matrix˃˃ permite a un socio alquilar el primer ejemplar de ˂˂Matrix˃˃ que quededisponible. Si hay, por ejemplo, dos socios con un mismo t´ıtulo reservado, so´lo podra´alquilarse a otros socios un ejemplar de la pel´ıcula cuando haya tres o ma´s ejemplareslibres.
· 445 Modifica el programa del ejercicio anterior para que las reservas caduquen au-toma´ticamente a los dos d´ıas. Es decir, si el socio no ha alquilado la pel´ıcula a los dosd´ıas de estar disponible, su reserva expira.
· 446 Modifica el programa para que registre el nu´mero de veces que se ha alquiladocada pel´ıcula. Una opcio´n de menu´ permitira´ mostrar la lista de las 10 pel´ıculas ma´salquiladas hasta el momento.
· 447 Modifica el programa para que registre todas las pel´ıculas que ha alquilado cadasocio a lo largo de su vida.An˜ade una opcio´n al menu´ de la aplicacio´n que permita consultar el ge´nero (o ge´neros)favorito(s) de un cliente a partir de su historial de alquileres.
· 448 An˜ade al programa una opcio´n de menu´ para aconsejar al cliente. Basa´ndoseen su historial de alquileres, el programa determinara´ su ge´nero (o ge´neros) favorito(s)y mostrara´ un listado con las pel´ıculas de dicho(s) ge´nero(s) disponibles para alquileren ese instante (ten en cuenta que las pel´ıculas disponibles sobre las que hay lista deespera no siempre se pueden considerar realmente disponibles).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
7.3.5. Algunas reflexiones sobre co´mo desarrollamos la aplicacio´n de gestio´ndel videoclub
Hemos desarrollado un ejemplo bastante completo, pero lo hemos hecho poco a poco,incrementalmente. Hemos empezado por construir una aplicacio´n para un videoclub ba´sicoy hemos ido an˜adie´ndole funcionalidad paso a paso. Normalmente no se desarrollanprogramas de ese modo. Se parte de una especificacio´n de la aplicacio´n, es decir, separte de una descripcio´n completa de lo que debe hacer el programa. El programadorefectu´a un ana´lisis de la aplicacio´n a construir. Un buen punto de partida es determinarlas estructuras de datos que utilizara´. En nuestro caso, hemos definido dos tipos dedatos Socio y Pelicula y hemos decidido que mantendr´ıamos una lista de Socios y
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otra de Peliculas como atributos de otro tipo: Videoclub. So´lo cuando se ha decidido que´estructuras de datos utilizar se esta´ en condiciones de disen˜ar e implementar el programa.Pero ah´ı no acaba el trabajo del programador. La aplicacio´n debe ser testeada para,en la medida de lo posible, asegurarse de que no contiene errores. So´lo cuando se esta´(razonablemente) seguro de que no los tiene, la aplicacio´n pasa a la fase de explotacio´n.Y es probable (¡o seguro!) que entonces descubramos nuevos errores de programacio´n.Empieza entonces un ciclo de deteccio´n y correccio´n de errores.Tras un per´ıodo de explotacio´n de la aplicacio´n es frecuente que el usuario solicitela implementacio´n de nuevas funcionalidades. Es preciso, entonces, proponer una nuevaespecificacio´n (o ampliar la ya existente), efectuar su correspondiente ana´lisis e imple-mentar las nuevas caracter´ısticas. De este modo llegamos a la produccio´n de nuevasversiones del programa.Las etapas de deteccio´n/correccio´n de errores y ampliacio´n de funcionalidad se co-nocen como etapas de mantenimiento del software.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 449 Nos gustar´ıa retomar el programa de gestio´n de MP3 que desarrollamos en unejercicio anterior. Nos gustar´ıa introducir el concepto de ˂˂ a´lbum˃˃ . Cada a´lbum tiene unt´ıtulo, un(os) inte´rprete(s) y una lista de canciones (ficheros MP3). Modifica el programapara que gestione a´lbumes. Debera´s permitir que el usuario de´ de alta y baja a´lbumes,as´ı como que obtenga listados completos de los a´lbumes disponibles, listados ordenadospor inte´rpretes, bu´squedas de canciones en la base de datos, etc.
· 450 Deseamos gestionar una biblioteca. La biblioteca contiene libros que los sociospueden tomar prestados un nu´mero de d´ıas. De cada libro nos interesa, al menos, su t´ıtulo,autor y an˜o de edicio´n. De cada socio mantenemos su DNI, su nombre y su tele´fono. Unsocio puede tomar prestados tres libros. Si un libro tarda ma´s de 10 d´ıas en ser devuelto, elsocio no podra´ sacar nuevos libros durante un per´ıodo de tiempo: tres d´ıas de penalizacio´npor cada d´ıa de retraso.Disen˜a un programa que permita dar de alta y baja libros y socios y llevar control delos pre´stamos y devoluciones de los libros. Cuando un socio sea penalizado, el programaindicara´ por pantalla hasta que´ fecha esta´ penalizado e impedira´ que efectu´e nuevospre´stamos hasta entonces.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Cap´ıtulo 8
Ficheros
Pero, ¿que´ dijo el Liro´n? pregunto´ uno de los miembros del jurado.No me acuerdo dijo el Sombrerero.Tienes que acordarte comento´ el Rey; si no, sera´s ejecutado.
LEWIS CARROLL, Alicia en el Pa´ıs de las Maravillas.
Todos los programas que hemos desarrollado hasta el momento empiezan su ejecucio´nen estado de tabula rasa, es decir, con la memoria ˂˂ en blanco˃˃ . Esto hace inu´tiles losprogramas que manejan sus propias bases de datos, como el de gestio´n de videoclubsdesarrollado en el cap´ıtulo anterior, pues cada vez que salimos de la aplicacio´n, el progra-ma olvida todos los datos relativos a socios y pel´ıculas que hemos introducido. Podr´ıamospensar que basta con no salir nunca de la aplicacio´n para que el programa sea u´til,pero salir o no de la aplicacio´n esta´ fuera de nuestro control: la ejecucio´n del programapuede detenerse por infinidad de motivos, como aver´ıas del ordenador, apagones, fallosen nuestro programa que abortan su ejecucio´n, operaciones de mantenimiento del siste-ma informa´tico, etc. La mayor´ıa de los lenguajes de programacio´n permiten almacenar yrecuperar informacio´n de ficheros, esto es, conjuntos de datos residentes en sistemas dealmacenamiento secundario (disco duro, disquete, cinta magne´tica, etc.) que mantienen lainformacio´n aun cuando el ordenador se apaga.Un tipo de fichero de particular intere´s es el que se conoce como fichero de texto. Unfichero de texto contiene una sucesio´n de caracteres que podemos considerar organizadaen una secuencia de l´ıneas. Los programas Python, por ejemplo, suelen residir en ficherosde texto. Es posible generar, leer y modificar ficheros de texto con editores de texto ocon nuestros propios programas1. En este cap´ıtulo so´lo estudiaremos ficheros de texto.Reservamos otros tipos de fichero para su estudio con el lenguaje de programacio´n C.
8.1. Generalidades sobre ficheros
Aunque puede que ya conozcas lo suficiente sobre los sistemas de ficheros, no estara´ dema´s que repasemos brevemente algunos aspectos fundamentales y fijemos terminolog´ıa.
8.1.1. Sistemas de ficheros: directorios y ficheros
En los sistemas Unix (como Linux) hay una u´nica estructura de directorios y ficheros.Un fichero es una agrupacio´n de datos y un directorio es una coleccio´n de ficheros y/uotros directorios (atento a la definicio´n recursiva). El hecho de que un directorio incluya a
1Editores de texto como XEmacs o PythonG, por ejemplo, escriben y leen ficheros de texto. En MicrosoftWindows puedes usar el bloc de notas para generar ficheros de texto.
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ficheros y otros directorios determina una relacio´n jera´rquica entre ellos. El nivel ma´s altode la jerarqu´ıa es la ra´ız , que se denota con una barra ˂˂/˃˃ y es un directorio. Es usualque la ra´ız contenga un directorio llamado home (hogar) en el que reside el directorioprincipal de cada uno de los usuarios del sistema. El directorio principal de cada usuariose llama del mismo modo que su nombre en clave (su login).En la figura 8.1 se muestra un sistema de ficheros Unix como el que hay montadoen el servidor de la Universitat Jaume I (los directorios se representan enmarcados conun recuadro). El primer directorio, la ra´ız, se ha denotado con /. En dicho directorio esta´ubicado, entre otros, el directorio home, que cuenta con un subdirectorio para cada usuariodel sistema. Cada directorio de usuario tiene el mismo nombre que el login del usuariocorrespondiente. En la figura puedes ver que el usuario al55555 tiene dos directorios(practicas y trabajos) y un fichero (nota.txt). Es usual que los nombres de ficherotengan dos partes separadas por un punto. En el ejemplo, nota.txt se considera formadopor el nombre propiamente dicho, nota, y la extensio´n, txt. No es obligatorio que losficheros tengan extensio´n, pero s´ı conveniente. Mediante la extensio´n podemos saberfa´cilmente de que´ tipo es la informacio´n almacenada en el fichero. Por ejemplo, nota.txtes un fichero que contiene texto, sin ma´s, pues el convenio seguido es que la extensio´n txtesta´ reservada para ficheros de texto. Otras extensiones comunes son: py para programaPython2, c para programas C3, html o htm para ficheros HTML4, pdf para ficheros PDF5,
mp3 para ficheros de audio en formato MP36, ps para ficheros Postscript7, jpg o jpegpara fotograf´ıas comprimidas con pe´rdida de calidad, . . .
/
bin home usr. . . . . .
al00000 al55555 al99999. . . . . .
practicas trabajos nota.txt
Figura 8.1: Un sistema de ficheros Unix.
8.1.2. Rutas
Es posible que en el sistema de ficheros haya dos o ma´s ficheros con el mismo nombre.Si es el caso, estos ficheros estara´n en directorios diferentes. Todo fichero o directorioes identificado de forma u´nica por su ruta (en ingle´s, ˂˂path˃˃ ), es decir, por el nombre
2Los programas Python tambie´n son ficheros de texto, pero especiales en tanto que pueden ser ejecutadosmediante un inte´rprete de Python.3Tambie´n los programas C son ficheros de texto, pero traducibles a co´digo de ma´quina con un compiladorde C.4Nuevamente ficheros de texto, pero visualizables mediante navegadores web.5Un formato de texto visualizable con ciertas aplicaciones. Se utiliza para impresio´n de alta calidad ycreacio´n de documentos multimedia. Es un formato definido por la empresa Adobe.6Formato binario, es decir, no de texto, en el que hay audio comprimido con pe´rdida de calidad. Es unformato comercial definido por la empresa Fraunhofer-Gesellschaft.7Fichero de texto con un programa en el lenguaje de programacio´n PostScript, de Adobe, que describeuna o varias pa´ginas impresas.
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precedido de una descripcio´n del lugar en el que reside siguiendo un ˂˂ camino˃˃ en lajerarqu´ıa de directorios.Cada elemento de una ruta se separa del siguiente con una barra. La ruta /home/al55555consta de dos elementos: el directorio home, ubicado en la ra´ız, y el directorio al55555,ubicado dentro del directorio home. Es la ruta del directorio principal del usuario al55555.El fichero nota.txt que reside en ese directorio tiene por ruta /home/al55555/nota.txt.En principio, debes proporcionar la ruta completa (desde la ra´ız) hasta un fichero paraacceder a e´l, pero no siempre es as´ı. En cada instante ˂˂ esta´s˃˃ en un directorio determi-nado: el llamado directorio activo. Cuando accedes a un sistema Unix con tu nombre enclave y contrasen˜a, tu directorio activo es tu directorio principal (por ejemplo, en el casodel usuario al55555, el directorio /home/al55555) (ver figura 8.2. Puedes cambiar dedirectorio activo con el comando cd (abreviatura en ingle´s de ˂˂ change directory˃˃ ). Paraacceder a ficheros del directorio activo no es necesario que especifiques rutas completas:basta con que proporciones el nombre del fichero. Es ma´s, si deseas acceder a un ficheroque se encuentra en algu´n directorio del directorio activo, basta con que especifiquesu´nicamente el nombre del directorio y, separado por una barra, el del fichero. En lasiguiente figura hemos destacado el directorio activo con un trazo grueso. Desde el di-rectorio activo, /home/al55555, la ruta trabajos/nota.txt hace referencia al fichero
/home/al55555/trabajos/nota.txt. Y nota.txt tambie´n es una ruta: la que accedeal fichero /home/al55555/nota.txt.
/
bin home usr. . . . . .
al00000 al55555 al99999. . . . . .
practicas trabajos nota.txt
programa.py nota.txt
Figura 8.2: Directorio activo por defecto al iniciar una sesio´n Unix (destacado con trazogrueso).
El directorio padre de un directorio, es decir, el directorio que lo contiene, se puededenotar con dos puntos seguidos (..). As´ı, desde el directorio principal de un usuario, ..es equivalente a /home. Puedes utilizar .. en rutas absolutas o relativas. Por ejemplo,
/home/al55555/.. tambie´n es equivalente a /home, pues se refiere al padre del direc-torio /home/al55555. Por otra parte, la ruta /home/al99999/../al55555/nota.txtse refiere al mismo fichero que la ruta /home/al55555/nota.txt ¿ves por que´? Fi-nalmente, el propio directorio activo tiene tambie´n un nombre abreviado: un punto. Porejemplo, ./nota.txt es equivalente a nota.txt.Si una ruta no empieza con la barra, se dice que es relativa, y ˂˂ empieza˃˃ en eldirectorio activo, no en la ra´ız; por contraposicio´n, las rutas cuyo primer cara´cter es unabarra se denominan absolutas.
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8.1.3. Montaje de unidades
Los diferentes dispositivos de almacenamiento secundario (CD-ROM, DVD, disquetes,unidades Zip, memorias Compact-Flash, etc.) se deben montar en el sistema de ficherosantes de ser usados. Al montar una unidad, se informa al sistema operativo de que eldispositivo esta´ conectado y se desea acceder a su informacio´n. El acceso a sus ficherosy directorios se efectu´a a trave´s de las rutas adecuadas. En Unix, es t´ıpico que cadadispositivo se monte como un subdirectorio de /mnt8. Por ejemplo, /mnt/floppy sueleser el disquete (˂˂floppy disk˃˃ , en ingle´s), /mnt/cdrom el CD-ROM y /mnt/cdrecorderla grabadora de discos compactos.Para montar una unidad debes ejecutar el comando mount seguido del directorioque corresponde a dicha unidad (siempre que tengas permiso para hacerlo). Por ejemplo,
mount /mnt/floppy monta la disquetera. Si has montado con e´xito la unidad, se puedeacceder a su contenido con rutas que empiezan por /mnt/floppy. Como el disquetetiene sus propios directorios y ficheros, la ruta con la que accedes a su informacio´n usael prefijo /mnt/floppy/, va seguida de la secuencia de directorios ˂˂dentro˃˃ del disquetey acaba con el nombre del fichero (o directorio). Para acceder a un fichero mio.txt enun directorio del disquete llamado miscosas y que ya ha sido montado, has de usar laruta /mnt/floppy/miscosas/mio.txt.Una vez has dejado de usar una unidad, puedes desmontarla con el comando umountseguido de la ruta al correspondiente directorio. Puedes desmontar el disquete, por ejem-plo, con umount /mnt/floppy.
Peculiaridades del sistema de ficheros de Microsoft WindowsEn Microsoft Windows las cosas son un poco ma´s complicadas. Por una parte, el sepa-rador de elementos de la ruta es la barra invertida ˂˂\˃˃ . Como la barra invertida es elcara´cter con el que se inician las secuencias de escape, has de ir con cuidado al usarloen cadenas Python. La ruta \directorio\fichero.txt, por ejemplo, se codificara´ enuna cadena Python como ’\\directorio\\fichero.txt’. Por otra parte existen di-ferentes volu´menes o unidades, cada uno de ellos con su propia ra´ız y directorio activo.En lugar de montar cada dispositivo en un directorio del sistema de ficheros, MicrosoftWindows le asigna una letra y una ra´ız propias. T´ıpicamente, la letra A corresponde ala disquetera y la letra C al disco duro principal (pero ni siquiera eso es seguro).Cuando deseamos dar una ruta absoluta hemos de indicar en primer lugar la unidadseparada por dos puntos del resto de la ruta. Por ejemplo D:\practicas\programa.pyhace referencia al fichero programa.py que se encuentra en el directorio practicasde la ra´ız de la unidad D (probablemente un disco duro).Dado que hay ma´s de un directorio activo a la vez, hay tambie´n una unidad activa.Cuando das una ruta relativa sin indicar letra de unidad, se toma como punto de partidael directorio activo de la unidad activa. Si usas una ruta relativa precedida de una letrade unidad y dos puntos, partira´s del directorio activo de dicha unidad. Si usas una rutaabsoluta pero no especificas letra de unidad, se entiende que partes de la ra´ız de launidad activa.
8.2. Ficheros de texto
Ya estamos en condiciones de empezar a trabajar con ficheros de texto. Empezaremos porla lectura de ficheros de texto. Los ficheros con los que ilustraremos la exposicio´n puedescrearlos con cualquier editor de texto (XEmacs, PythonG o vi en Unix; el Bloc de Notasen Microsoft Windows).
8Pero so´lo eso: t´ıpico. En algunos sistemas, los dispositivos se montan directamente en el directorio ra´ız;en otros, en un directorio llamado /media.
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8.2.1. El protocolo de trabajo con ficheros: abrir, leer/escribir, cerrar
Desde el punto de vista de la programacio´n, los ficheros son objetos en los que podemosescribir y/o leer informacio´n. El trabajo con ficheros obliga a seguir siempre un protocolode tres pasos:1. Abrir el fichero indicando su ruta (relativa o absoluta) y el modo de trabajo. Hayvarios modos de trabajo:Lectura: es posible leer informacio´n del fichero, pero no modificarla ni an˜adirnueva informacio´n.Escritura: so´lo es posible escribir informacio´n en el fichero. Por regla general,la apertura de un fichero en modo escritura borra todo el contenido previo delmismo.Lectura/escritura: permite leer y escribir informacio´n del fichero.Adicio´n: permite an˜adir nueva informacio´n al fichero, pero no modificar la yaexistente.2. Leer o escribir la informacio´n que desees.3. Cerrar el fichero.Es importante que sigas siempre estos tres pasos. Es particularmente probable queolvides cerrar el fichero, pues Python no detectara´ esta circunstancia como un fallo delprograma. Au´n as´ı, no cerrar un fichero se considera un grave error de programacio´n. Leeel cuadro ˂˂ ¿Y por que´ hay que cerrar los ficheros?˃˃ si quieres saber por que´.
8.2.2. Lectura de ficheros de texto l´ınea a l´ınea
Empecemos por un ejemplo completo: un programa que muestra el contenido de un ficherode texto. F´ıjate en este programa:
visualiza 5.py visualiza.py
1 # Paso 1: abrir el fichero.
2 fichero = open(’ejemplo.txt’, ’r’)
3
4 # Paso 2: leer los datos del fichero.
5 for linea in fichero:
6 print linea
7
8 # Paso 3: cerrar el fichero.
9 fichero.close()
Analice´moslo paso a paso. La segunda l´ınea abre el fichero (en ingle´s, ˂˂open˃˃ significaabrir). Observa que open es una funcio´n que recibe dos argumentos (ambos de tipocadena): el nombre del fichero (su ruta), que en este ejemplo es relativa, y el modo deapertura. En el ejemplo hemos abierto un fichero llamado ejemplo.txt en modo delectura (la letra r es abreviatura de ˂˂ read˃˃ , que en ingle´s significa leer). Si abrimosun fichero en modo de lectura, so´lo podemos leer su contenido, pero no modificarlo. Lafuncio´n open devuelve un objeto que almacenamos en la variable fichero. Toda operacio´nque efectuemos sobre el fichero se hara´ a trave´s del identificador fichero. Al abrir unfichero para lectura, Python comprueba si el fichero existe. Si no existe, el inte´rprete dePython aborta la ejecucio´n y nos advierte del error. Si ejecuta´semos ahora el programa,sin un fichero ejemplo.txt en el directorio activo, obtendr´ıamos un mensaje similar ae´ste:
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¿Y por que´ hay que cerrar los ficheros?Una vez has acabado de trabajar con un fichero, siempre debes cerrarlo. No podemosenfatizar suficientemente lo importante que es cerrar todos los ficheros tan pronto hayasacabado de trabajar con ellos, especialmente si los has modificado. Si no cierras elfichero, es posible que los cambios que hayas efectuado se pierdan o, peor au´n, que elfichero se corrompa.Hay razones te´cnicas para que sea as´ı. El trabajo con sistemas de almacenamientosecundario (discos duros, disquetes, discos compactos, etc.) es, en principio, muy inefi-ciente, al menos si lo comparamos con el trabajo con memoria RAM. Los dispositivos dealmacenamiento secundario suelen tener componentes meca´nicos y su manejo es muchoma´s lento que el de los componentes puramente electro´nicos. Para leer/escribir un datoen un disco duro, por ejemplo, lo primero que ha de hacer el sistema es desplazar elbrazo con el cabezal de lectura/escritura hasta la pista que contiene la informacio´n; acontinuacio´n, debe esperar a que el sector que contiene ese dato pase por debajo delcabezal; so´lo entonces se podra´ leer/escribir la informacio´n. Ten en cuenta que estasoperaciones requieren, en promedio, milisegundos, cuando los accesos a memoria RAMtardan nanosegundos, una diferencia de velocidad del orden de ¡un millo´n! Pagar uncoste tan alto por cada acceso a un dato residente en disco duro har´ıa pra´cticamenteimposible trabajar con e´l.El sistema operativo se encarga de hacer eficiente el uso de estos dispositivos uti-lizando buffers (˂˂ tampones˃˃ , en espan˜ol). Un buffer es una memoria intermedia (usual-mente residente en RAM). Cuando leemos un dato del disco duro, el sistema operativono lleva a memoria so´lo ese dato, sino muchos otros que esta´n pro´ximos a e´l (en su mis-mo sector, por ejemplo). ¿Por que´? Porque cabe esperar razonablemente que pro´ximaslecturas tengan lugar sobre los datos que siguen al que acabamos de leer. Ten en cuen-ta que leer estos otros datos es ra´pido, pues con la lectura del primero ya hab´ıamoslogrado poner el cabezal del disco sobre la pista y sector correspondientes. As´ı, aunqueso´lo pidamos leer en un instante dado un byte (un cara´cter), el sistema operativo lleva amemoria, por ejemplo, cuatro kilobytes. Esta operacio´n se efectu´a de forma transparentepara el programador y evita que posteriores lecturas accedan realmente al disco.La te´cnica de uso de buffers tambie´n se utiliza al escribir datos en el fichero. Lasoperaciones de escritura se realizan en primera instancia sobre un buffer, y no directa-mente sobre disco. So´lo en determinadas circunstancias, como la saturacio´n del buffer oel cierre del fichero, se escribe efectivamente en el disco duro el contenido del buffer.Y llegamos por fin a la importancia de cerrar el fichero. Cuando das la orden decierre de un fichero, esta´s haciendo que se vuelque el buffer en el disco duro y quese libere la memoria que ocupaba. Si un programa finaliza accidentalmente sin quese haya volcado el buffer, los u´ltimos cambios se perdera´n o, peor au´n, el contenidodel fichero se corrompera´ hacie´ndolo ilegible. Probablemente ma´s de una vez habra´sexperimentado problemas de este tipo como mero usuario de un sistema informa´tico: alquedarse colgado el ordenador con una aplicacio´n abierta, se ha perdido el documentosobre el que estabas trabajando.El beneficio de cerrar convenientemente el fichero es, pues, doble: por un lado, teesta´s asegurando de que los cambios efectuados en el fichero se registren definitivamenteen el disco duro y, por otro, se libera la memoria RAM que ocupa el buffer.Recue´rdalo: abrir, trabajar. . . y cerrar siempre.
$ python visualiza.py
↱
Traceback (most recent call last):
File "programas/visualiza.py", line 2, in ?
fichero = open(’ejemplo.txt’, ’r’)
IOError: [Errno 2] No such file or directory: ’ejemplo.txt’
Se ha generado una excepcio´n del tipo IOError (abreviatura de ˂˂ input/output error˃˃ ),es decir, un error de entrada/salida.
Introduccio´n a la programacio´n con Python 386 c©UJI
387Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
Precauciones al trabajar con ficherosTe hemos insistido mucho en que debes cerrar todos los ficheros tan pronto hayasacabado de trabajar con ellos. Si la aplicacio´n finaliza normalmente, el sistema operativocierra todos los ficheros abiertos, as´ı que no hay pe´rdida de informacio´n. Esto es buenoy malo a la vez. Bueno porque si olvidas cerrar un fichero y tu programa esta´, por lodema´s, correctamente escrito, al salir todo quedara´ correctamente almacenado; y maloporque es fa´cil que te relajes al programar y olvides la importancia que tiene el correctocierre de los ficheros. Esta falta de disciplina hara´ que acabes por no cerrar los ficheroscuando hayas finalizado de trabajar con ellos, pues ˂˂ ellos so´los ya se cierran al final˃˃ .Una invitacio´n al desastre.El riesgo de pe´rdida de informacio´n inherente al trabajo con ficheros hace que debasser especialmente cuidadoso al trabajar con ellos. Es deseable que los ficheros perma-nezcan abiertos el menor intervalo de tiempo posible. Si una funcio´n o procedimientoactu´a sobre un fichero, esa subrutina deber´ıa abrir el fichero, efectuar las operaciones delectura/escritura pertinentes y cerrar el fichero. So´lo cuando la eficiencia del programase vea seriamente comprometida, debera´s considerar otras posibilidades.Es ma´s, deber´ıas tener una pol´ıtica de copias de seguridad para los ficheros de modoque, si alguna vez se corrompe uno, puedas volver a una versio´n anterior tan recientecomo sea posible.
Tratamiento de errores al trabajar con ficherosSi tratas de abrir en modo lectura un fichero inexistente, obtienes un error y la ejecucio´ndel programa aborta. Tienes dos posibilidades para reaccionar a esta eventualidad yevitar el fin de ejecucio´n del programa. Una consiste en preguntar antes si el ficheroexiste:
visualiza 6.py visualiza.py
1 import os
2
3 if os.path.exists(’ejemplo.txt’):
4 fichero = open(’ejemplo.txt’, ’r’)
5 for linea in fichero:
6 print linea
7 fichero.close()
8 else:
9 print ’El␣fichero␣no␣existe.’
La otra pasa por capturar la excepcio´n que genera el intento de apertura:
visualiza 7.py visualiza.py
1 try:
2 fichero = open(’ejemplo.txt’, ’r’)
3 for linea in fichero:
4 print linea
5 fichero.close()
6 except IOError:
7 print ’El␣fichero␣no␣existe.’
Si todo ha ido bien, el bucle de la l´ınea 5 recorrera´ el contenido del fichero l´ınea al´ınea. Para cada l´ınea del fichero, pues, se mostrara´ el contenido por pantalla. Finalmente,en la l´ınea 9 (ya fuera del bucle) se cierra el fichero con el me´todo close (que en ingle´ssignifica cerrar). A partir de ese instante, esta´ prohibido efectuar nuevas operaciones sobre
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el fichero. El u´nico modo en que podemos volver a leer el fichero es abrie´ndolo de nuevo.Hagamos una prueba. Crea un fichero llamado ejemplo.txt con el editor de textoy gua´rdalo en el mismo directorio en el que has guardado visualiza.py. El contenidodel fichero debe ser e´ste:
ejemplo.txt ejemplo.txt
1 Esto␣es
↱
2 un␣ejemplo␣de␣texto␣almacenado
↱
3 en␣un␣fichero␣de␣texto.
↱
Ejecutemos el programa, a ver que´ ocurre:
$ python visualiza.py
↱
Esto es
un ejemplo de texto almacenado
en un fichero de texto.
Algo no ha ido bien del todo: ¡hay una l´ınea en blanco tras cada l´ınea le´ıda! Laexplicacio´n es sencilla: las l´ıneas finalizan en el fichero con un salto de l´ınea (cara´cter
\n) y la cadena con la l´ınea le´ıda contiene dicho cara´cter. Por ejemplo, la primera l´ıneadel fichero de ejemplo es la cadena ’Esto␣es\n’. Al hacer print de esa cadena, aparecenen pantalla dos saltos de l´ınea: el que corresponde a la visualizacio´n del cara´cter \n dela cadena, ma´s el propio del print.Si deseamos eliminar esos saltos de l´ınea espu´reos, deberemos modificar el programa:
visualiza 8.py visualiza.py
1 fichero = open(’ejemplo.txt’, ’r’)
2
3 for linea in fichero:
4 if linea[-1] == ’\n’:
5 linea = linea[:-1]
6 print linea
7
8 fichero.close()
Ahora s´ı:
$ python visualiza.py
↱
Esto es
un ejemplo de texto almacenado
en un fichero de texto.
Nota: La quinta l´ınea del programa modifica la cadena almacenada en linea, pero nomodifica en absoluto el contenido del fichero. Una vez lees de un fichero, trabajas conuna copia en memoria de la informacio´n, y no directamente con el fichero.Desarrollemos ahora otro ejemplo sencillo: un programa que calcula el nu´mero del´ıneas de un fichero de texto. El nombre del fichero de texto debera´ introducirse porteclado.
lineas.py lineas.py
1 nombre = raw_input(’Nombre␣del␣fichero:␣’)
2 fichero = open(nombre, ’r’)
3
4 contador = 0
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5 for linea in fichero:
6 contador += 1
7
8 fichero.close()
9
10 print contador
Texto y cadenasComo puedes ver, el resultado de efectuar una lectura sobre un fichero de texto es unacadena. Es muy probable que buena parte de tu trabajo al programar se centre en lamanipulacio´n de las cadenas le´ıdas.Un ejemplo: imagina que te piden que cuentes el nu´mero de palabras de un fichero detexto entendiendo que uno o ma´s espacios separan una palabra de otra (no prestaremosatencio´n a los signos de puntuacio´n). El programa sera´ sencillo: abrir el fichero; leerl´ınea a l´ınea y contar cua´ntas palabras contiene cada l´ınea; y cerrar el fichero. Ladificultad estribara´ en la rutina de ca´lculo del nu´mero de palabras de una l´ınea. Puesbien, recuerda que hay un me´todo sobre cadenas que devuelve una lista con cada unade las palabras que e´sta contiene: split . Si usas len sobre la lista devuelta por splithabra´s contado el nu´mero de palabras.Otro me´todo de cadenas muy u´til al tratar con ficheros es strip (en ingle´s significa
˂˂pelar˃˃ ), que devuelve una copia sin blancos (espacios, tabuladores o saltos de l´ınea)delante o detra´s. Por ejemplo, el resultado de ’␣un␣ejemplo␣\n’.strip() es la cadena
’un␣ejemplo’. Dos me´todos relacionados son lstrip, que elimina los blancos de laizquierda (la ˂˂ l˃˃ inicial es por ˂˂ left˃˃ ), y rstrip, que elimina los blancos de la derecha(la ˂˂ r˃˃ inicial es por ˂˂ right˃˃ ).
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 451 Disen˜a un programa que cuente el nu´mero de caracteres de un fichero de texto,incluyendo los saltos de l´ınea. (El nombre del fichero se pide al usuario por teclado.)
· 452 Haz un programa que, dada una palabra y un nombre de fichero, diga si lapalabra aparece o no en el fichero. (El nombre del fichero y la palabra se pedira´n alusuario por teclado.)
· 453 Haz un programa que, dado un nombre de fichero, muestre cada una de susl´ıneas precedida por su nu´mero de l´ınea. (El nombre del fichero se pedira´ al usuario porteclado.)
· 454 Haz una funcio´n que, dadas la ruta de un fichero y una palabra, devuelva unalista con las l´ıneas que contienen a dicha palabra.Disen˜a a continuacio´n un programa que lea el nombre de un fichero y tantas palabrascomo el usuario desee (utiliza un bucle que pregunte al usuario si desea seguir intro-duciendo palabras). Para cada palabra, el programa mostrara´ las l´ıneas que contienendicha palabra en el fichero.
· 455 Haz un programa que muestre por pantalla la l´ınea ma´s larga de un fichero. Sihay ma´s de una l´ınea con la longitud de la ma´s larga, el programa mostrara´ u´nicamentela primera de ellas. (El nombre del fichero se pedira´ al usuario por teclado.)
· 456 Haz un programa que muestre por pantalla todas las l´ıneas ma´s largas de unfichero. (El nombre del fichero se pedira´ al usuario por teclado.) ¿Eres capaz de hacerque el programa lea una sola vez el fichero?
· 457 La orden head (˂˂ cabeza˃˃ , en ingle´s) de Unix muestra las 10 primeras l´ıneas deun fichero. Haz un programa head.py que muestre por pantalla las 10 primeras l´ıneasde un fichero. (El nombre del fichero se pedira´ al usuario por teclado.)
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· 458 En realidad, la orden head de Unix muestra las n primeras l´ıneas de un fichero,donde n es un nu´mero suministrado por el usuario. Modifica head.py para que tambie´npida el valor de n y muestre por pantalla las n primeras l´ıneas del fichero.
· 459 La orden tail (˂˂ cola˃˃ , en ingle´s) de Unix muestra las 10 u´ltimas l´ıneas de unfichero. Haz un programa tail.py que muestre por pantalla las 10 u´ltimas l´ıneas de unfichero. (El nombre del fichero se pide al usuario por teclado.) ¿Eres capaz de hacer quetu programa lea una sola vez el fichero? Pista: usa una lista de cadenas que almacenelas 10 u´ltimas cadenas que has visto en cada instante.
· 460 Modifica tail.py para que pida un valor n y muestre las n u´ltimas l´ıneas delfichero.
· 461 El fichero /etc/passwd de los sistemas Unix contiene informacio´n acerca delos usuarios del sistema. Cada l´ınea del fichero contiene datos sobre un usuario. He aqu´ıuna l´ınea de ejemplo:
al55555:x:1000:2000:Pedro Pe´rez:/home/al55555:/bin/bash
En la l´ınea aparecen varios campos separados por dos puntos (:). El primer campoes el nombre clave del usuario; el segundo era la contrasen˜a cifrada (por razones deseguridad, ya no esta´ en /etc/passwd); el tercero es su nu´mero de usuario (cada usuariotiene un nu´mero diferente); el cuarto es su nu´mero de grupo (en la UJI, cada titulacio´ntiene un nu´mero de grupo); el quinto es el nombre real del usuario; el sexto es la ruta desu directorio principal; y el se´ptimo es el inte´rprete de o´rdenes.Haz un programa que muestre el nombre de todos los usuarios reales del sistema.(Nota: recuerda que el me´todo split puede serte de gran ayuda.)
· 462 Haz un programa que pida el nombre clave de un usuario y nos diga su nombrede usuario real utilizando /etc/passwd. El programa no debe leer todo el fichero amenos que sea necesario: tan pronto encuentre la informacio´n solicitada, debe dejar deleer l´ıneas del fichero.
· 463 El fichero /etc/group contiene una l´ınea por cada grupo de usuarios del sistema.He aqu´ı una l´ınea de ejemplo:
gestion:x:2000:
Al igual que en /etc/passwd, los diferentes campos aparecen separados por dospuntos. El primer campo es el nombre del grupo; el segundo no se usa; y el tercero es elnu´mero de grupo (cada grupo tiene un nu´mero diferente).Haz un programa que solicite al usuario un nombre de grupo. Tras consultar /etc/group,el programa listara´ el nombre real de todos los usuarios de dicho grupo relacionados enel fichero /etc/passwd.
· 464 El comando wc (por ˂˂word count˃˃ , es decir, ˂˂ conteo de palabras˃˃ ) de Unix cuentael nu´mero de bytes, el nu´mero de palabras y el nu´mero de l´ıneas de un fichero. Implementaun comando wc.py que pida por teclado el nombre de un fichero y muestre por pantallaesos tres datos acerca de e´l.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
8.2.3. Lectura cara´cter a cara´cter
No so´lo es posible leer los ficheros de texto de l´ınea en l´ınea. Podemos leer, por ejemplo,de cara´cter en cara´cter. El siguiente programa cuenta el nu´mero de caracteres de unfichero de texto:
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Acceso a la l´ınea de o´rdenes (I)En los programas que estamos haciendo trabajamos con ficheros cuyo nombre o bienesta´ predeterminado o bien se pide al usuario por teclado durante la ejecucio´n delprograma. Imagina que disen˜as un programa cabeza.py que muestra por pantalla las10 primeras l´ıneas de un fichero. Puede resultar inco´modo de utilizar si, cada vez quelo arrancas, el programa se detiene para pedirte el fichero con el que quieres trabajar yel nu´mero de l´ıneas iniciales a mostrar. En los inte´rpretes de o´rdenes Unix (y tambie´nen el inte´rprete DOS de Microsoft Windows) hay una forma alternativa de ˂˂pasar˃˃informacio´n a un programa: proporcionar argumentos en la l´ınea de o´rdenes. Por ejemplo,podr´ıamos indicar a Python que deseamos ver las 10 primeras l´ıneas de un ficherollamado texto.txt escribiendo en la l´ınea de o´rdenes lo siguiente:
$ python cabeza.py texto.txt 10
↱
¿Co´mo podemos hacer que nuestro programa sepa lo que el usuario nos indico´ en lal´ınea de o´rdenes? La variable argv , predefinida en sys, es una lista que contiene en cadauna de sus celdas una de las palabras (como cadena) de la l´ınea de o´rdenes (exceptola palabra python).En nuestro ejemplo, el nombre del fichero con el que el usuario quiere trabajar esta´en argv[1] y el nu´mero de l´ıneas en argv[2] (pero como una cadena). El programapodr´ıa empezar as´ı:
opciones ejecucion.py opciones ejecucion.py
1 from sys import argv
2
3 nombre = argv[1]
4 numero = int(argv[2])
5
6 f = open(nombre, ’r’)
7 n = 0
8 for linea in f:
9 n += 1
10 print linea.rstrip()
11 if n == numero:
12 break
13 f.close()
caracteres.py caracteres.py
1 nombre = raw_input(’Nombre␣del␣fichero:␣’)
2 fichero = open(nombre, ’r’)
3
4 contador = 0
5 while 1:
6 caracter = fichero.read(1)
7 if caracter == ’’:
8 break
9 contador += 1
10
11 fichero.close()
12 print contador
El me´todo read actu´a sobre un fichero abierto y recibe como argumento el nu´mero decaracteres que deseamos leer. El resultado es una cadena con, a lo sumo, ese nu´mero decaracteres. Cuando se ha llegado al final del fichero y no hay ma´s texto que leer, readdevuelve la cadena vac´ıa.
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Acceso a la l´ınea de o´rdenes (y II)Usualmente se utiliza una notacio´n especial para indicar los argumentos en la l´ınea deo´rdenes. Por ejemplo, el nu´mero de l´ıneas puede ir precedido por el texto -n, de modoque disponemos de cierta libertad a la hora de posicionar los argumentos donde nosconvenga:
$ python cabeza.py texto.txt -n 10
↱
$ python cabeza.py -n 10 texto.txt
↱
Y si uno de los argumentos, como -n, no aparece, se asume un valor por defectopara e´l (pongamos que el valor 10). Es decir, esta forma de invocar el programa ser´ıaequivalente a las dos anteriores:
$ python cabeza.py texto.txt
↱
Un programa que gestiona correctamente esta notacio´n, ma´s libre, podr´ıa ser e´ste:
opciones ejecucion mas libre.pyopciones ejecucion mas libre.py
1 from sys import argv, exit
2
3 numero = 10
4 nombre = ’’
5 i = 1
6 while i < len(argv):
7 if argv[i] == ’-n’:
8 i += 1
9 if i < len(argv):
10 numero = int(argv[i])
11 else:
12 print ’Error:␣en␣la␣opcio´n␣-n␣no␣indica␣valor␣nume´rico.’
13 exit(0) # La funcio´n exit finaliza en el acto la ejecucio´n del programa.
14 else:
15 if nombre == ’’:
16 nombre = argv[i]
17 else:
18 print ’Error:␣hay␣ma´s␣de␣un␣nombre␣de␣fichero.’
19 exit(0)
20 i += 1
21
22 f = open(nombre, ’r’)
23 n = 0
24 for linea in f:
25 n += 1
26 print linea.rstrip()
27 if n == numero:
28 break
29 f.close()
El siguiente programa muestra en pantalla una versio´n cifrada de un fichero de texto.El me´todo de cifrado que usamos es bastante simple: se sustituye cada letra minu´scula(del alfabeto ingle´s) por su siguiente letra, haciendo que a la z le suceda la a.
cifra 4.py cifra.py
1 nombre = raw_input(’Nombre␣del␣fichero:␣’)
2 fichero = open(nombre, ’r’)
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3
4 texto = ’’
5 while 1:
6 caracter = fichero.read(1)
7 if caracter == ’’:
8 break
9 elif caracter >= ’a’ and caracter <=’y’:
10 texto += chr(ord(caracter) + 1)
11 elif caracter == ’z’:
12 texto += ’a’
13 else:
14 texto += caracter
15 fichero.close()
16 print texto
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 465 Haz un programa que lea un fichero de texto que puede contener vocales acen-tuadas y muestre por pantalla una versio´n del mismo en el que cada vocal acentuada hasido sustituida por la misma vocal sin acentuar.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
La abstraccio´n de los ficheros y la webLos ficheros de texto son una poderosa abstraccio´n que encuentra aplicacio´n en otroscampos. Por ejemplo, ciertos mo´dulos permiten manejar la World Wide Web como sifuera un inmenso sistema de ficheros. En Python, el mo´dulo urllib permite abrir pa´ginasweb y leerlas como si fueran ficheros de texto. Este ejemplo te ayudara´ a entender aque´ nos referimos:
1 from urllib import *
2
3 f = urlopen(’http://www.uji.es’)
4 for linea in f:
5 print linea[:-1]
6 f.close()
Salvo por la funcio´n de apertura, urlopen, no hay diferencia alguna con la lectura deficheros de texto.
Lectura completa en memoriaHay un me´todo sobre ficheros que permite cargar todo el contenido del fichero enmemoria. Si f es un fichero, f.readlines() lee el fichero completo como lista de cadenas.El me´todo readlines resulta muy pra´ctico, pero debes usarlo con cautela: si el ficheroque lees es muy grande, puede que no quepa en memoria y tu programa, pese a estar
˂˂bien˃˃ escrito, falle.Tambie´n el me´todo read puede leer el fichero completo. Si lo usas sin argumentos(f.read()), el me´todo devuelve una u´nica cadena con el contenido ı´ntegro del fichero.Naturalmente, el me´todo read presenta el mismo problema que readlines si tratas deleer ficheros grandes.No so´lo conviene evitar la carga en memoria para evitar problemas con ficherosgrandes. En cualquier caso, cargar el contenido del fichero en memoria supone un mayorconsumo de la misma y un programador siempre debe procurar no malgastar los recursosdel computador.
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8.2.4. Otra forma de leer l´ınea a l´ınea
Puede interesarte en ocasiones leer una sola l´ınea de un fichero de texto. Pues bien, elme´todo readline hace precisamente eso. Este programa, por ejemplo, lee un fichero l´ıneaa l´ınea y las va mostrando por pantalla, pero haciendo uso de readline:
linea a linea.py linea a linea.py
1 f = open(’unfichero.txt’, ’r’)
2 while 1:
3 linea = f.readline()
4 if linea == ’’:
5 break
6 print linea.rstrip()
7 f.close()
Observa cua´ndo finaliza el bucle: al leer la cadena vac´ıa, pues e´sta indica que hemosllegado al final del fichero.Como ves, es algo ma´s complicado que este otro programa equivalente:
otro linea a linea.py otro linea a linea.py
1 f = open(’unfichero.txt’, ’r’)
2 for linea in f:
3 print linea.rstrip()
4 f.close()
De todos modos, no esta´ de ma´s que comprendas bien el me´todo ma´s complicado: es muyparecido al que usaremos cuando accedamos a ficheros con el lenguaje de programacio´n C.
8.2.5. Escritura de ficheros de texto
Ya estamos en condiciones de aprender a escribir datos en ficheros de texto. Para nocambiar de tercio, seguiremos con el programa de cifrado. En lugar de mostrar por pantallael texto cifrado, vamos a hacer que cifra.py lo almacene en otro fichero de texto:
cifra 5.py cifra.py
1 nombre_entrada = raw_input(’Nombre␣del␣fichero␣de␣entrada:␣’)
2 nombre_salida = raw_input(’Nombre␣del␣fichero␣de␣salida:␣’)
3 f_entrada = open(nombre_entrada, ’r’)
4 f_salida = open(nombre_salida, ’w’)
5 while 1:
6 caracter = f_entrada.read(1)
7 if caracter == ’’:
8 break
9 elif caracter >= ’a’ and caracter <=’y’:
10 f_salida.write(chr(ord(caracter) + 1))
11 elif caracter == ’z’:
12 f_salida.write(’a’)
13 else:
14 f_salida.write(caracter)
15 f_entrada.close()
16 f_salida.close()
Analicemos los nuevos elementos del programa. En primer lugar (l´ınea 4), el modo enque se abre un fichero para escritura: so´lo se diferencia de la apertura para lectura en elsegundo argumento, que es la cadena ’w’ (abreviatura de ˂˂write˃˃ ). La orden de escrituraes write, que recibe una cadena y la escribe, sin ma´s, en el fichero (l´ıneas 10, 12 y 14).La orden de cierre del fichero sigue siendo close (l´ınea 16).
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No es preciso que escribas la informacio´n cara´cter a cara´cter. Puedes escribir l´ıneaa l´ınea o como quieras. Eso s´ı, si quieres escribir l´ıneas ¡recuerda an˜adir el cara´cter \nal final de cada l´ınea!Esta nueva versio´n, por ejemplo, lee el fichero l´ınea a l´ınea y lo escribe l´ınea a l´ınea.
cifra 6.py cifra.py
1 nombre_entrada = raw_input(’Nombre␣del␣fichero␣de␣entrada:␣’)
2 nombre_salida = raw_input(’Nombre␣del␣fichero␣de␣salida:␣’)
3
4 f_entrada = open(nombre_entrada, ’r’)
5 f_salida = open(nombre_salida, ’w’)
6
7 for linea in f_entrada:
8 nueva_linea = ’’
9 for caracter in linea:
10 if caracter >= ’a’ and caracter <=’y’:
11 nueva_linea += chr(ord(caracter) + 1)
12 elif caracter == ’z’:
13 nueva_linea += ’a’
14 else:
15 nueva_linea += caracter
16 f_salida.write(nueva_linea)
17
18 f_entrada.close()
19 f_salida.close()
Los ficheros de texto generados pueden ser abiertos con cualquier editor de textos.Prueba a abrir un fichero cifrado con XEmacs o PythonG (o con el bloc de notas, sitrabajas con Microsoft Windows).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 466 Disen˜a un programa, descifra.py, que descifre ficheros cifrados por cifra.py.El programa pedira´ el nombre del fichero cifrado y el del fichero en el que se guardara´el resultado.
· 467 Disen˜a un programa que, dados dos ficheros de texto, nos diga si el primero esuna versio´n cifrada del segundo (con el co´digo de cifrado descrito en la seccio´n).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .Au´n desarrollaremos un ejemplo ma´s. Empecemos por un programa que genera unfichero de texto con una tabla de nu´meros: los nu´meros del 1 al 5000 y sus respectivoscuadrados:
tabla 4.py E tabla.py E
1 f = open(’tabla.txt’, ’w’)
2
3 for i in range(1, 5001):
4 f.write(i)
5 f.write(i**2)
6
7 f.close()
Mal: el me´todo write so´lo trabaja con cadenas, no con nu´meros. He aqu´ı una versio´ncorrecta:
tabla 5.py tabla.py
1 f = open(’tabla.txt’, ’w’)
2
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3 for i in range(1, 5001):
4 f.write(str(i) + ’␣’ + str(i**2) + ’\n’)
5
6 f.close()
Y ahora considera esta otra:
tabla 6.py tabla.py
1 f = open(’tabla.txt’, ’w’)
2
3 for i in range(1, 5001):
4 f.write(’%8d␣%8d\n’ % (i, i**2))
5
6 f.close()
Observa lo u´til que resulta el operador de formato (el % en la l´ınea 4) al escribircadenas formadas a partir de nu´meros.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 468 Disen˜a un programa que obtenga los 100 primeros nu´meros primos y los almaceneen un fichero de texto llamado primos.txt.
· 469 Haz un programa que pida el nombre de un grupo de usuarios Unix. A continua-cio´n, abre en modo escritura un fichero con el mismo nombre del grupo le´ıdo y extensio´n
grp. En dicho fichero debera´s escribir el nombre real de todos los usuarios de dichogrupo, uno en cada l´ınea. (Lee antes el enunciado de los ejercicios 461 y 463.)
· 470 Deseamos automatizar el env´ıo personalizado de correo electro´nico a nuestrosclientes. (¿Recuerdas el apartado 5.1.10? Si no, estu´dialo de nuevo.) Disponemos de unfichero de clientes llamado clientes.txt en el que cada l´ınea tiene la direccio´n decorreo electro´nico y el nombre de un cliente nuestro. El fichero empieza as´ı:
1 al00000@alumail.uji.es␣Pedro␣Pe´rez
2 spammer@spam.com␣John␣Doe
3 ...
En otro fichero, llamado carta.txt, tenemos un carta personalizable. En ella, el lugardonde queremos poner el nombre del cliente aparece marcado con el texto $CLIENTE$.La carta empieza as´ı:
1 Estimado/a␣Sr/a␣$CLIENTE$:
2
3 Tenemos␣noticias␣de␣que␣ud.,␣don/don˜a␣$CLIENTE$,␣no␣ha␣abonado␣el␣importe␣
4 de␣la␣cuota␣mensual␣a␣que␣le␣obliga␣el␣draconiano␣contrato␣que␣firmo´
5 ...
Haz un programa que env´ıe un correo a cada cliente con el contenido de carta.txtdebidamente personalizado. Ahora que sabes definir y usar funciones, disen˜a el programasirvie´ndote de ellas.
· 471 Nuestro ficheros clientes.txt se modifica ahora para incluir como segundocampo de cada l´ınea el sexo de la persona. La letra H indica que se trata de un hombrey la letra M que se trata de una mujer. Modifica el programa para que sustituya lasexpresiones don/don˜a por don o don˜a, Estimado/a por Estimado o Estimada y Sr/apor Sr o Sra segu´n convenga.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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8.2.6. An˜adir texto a un fichero
Has de tener presente que cuando abres un fichero de texto en modo escritura se borratodo su contenido. ¿Co´mo an˜adir, pues, informacio´n? Una forma trivial es crear un nuevofichero con una copia del actual, abrir para escritura el original y copiar en e´l la copia(¡!) para, antes de cerrarlo, an˜adir la nueva informacio´n. Un ejemplo ilustrara´ mejor laidea. Este programa an˜ade una l´ınea a un fichero de texto:
anyadir linea.py anyadir linea.py
1 nombre_fichero = raw_input(’Fichero:’)
2 nueva_linea = raw_input(’Lı´nea:’)
3 nombre_copia = nombre_fichero + ’.copia’
4
5 # Hacemos una copia
6 f1 = open(nombre_fichero,’r’)
7 f2 = open(nombre_copia, ’w’)
8 for linea in f1:
9 f2.write(linea)
10 f2.close()
11 f1.close()
12
13 # y rehacemos el original an˜adiendo la nueva l´ınea.
14 f1 = open(nombre_copia,’r’)
15 f2 = open(nombre_fichero, ’w’)
16 for linea in f1:
17 f2.write(linea)
18 f2.write(nueva_linea + ’\n’)
19 f2.close()
20 f1.close()
El programa presenta bastantes inconvenientes:
Es lento: se leen completamente dos ficheros y tambie´n se escriben completamentelos datos de los dos ficheros.
Se ha de crear un fichero temporal (si quieres saber que´ es un fichero temporal,lee el siguiente cuadro) para mantener la copia del fichero original. El nombre delnuevo fichero puede coincidir con el de otro ya existente, en cuyo caso se borrar´ıasu contenido.
Si so´lo deseas an˜adir informacio´n a un fichero de texto, hay un procedimiento al-ternativo: abrir el fichero en modo adicio´n. Para ello debes pasar la cadena ’a’ comosegundo para´metro de open. Al abrirlo, no se borrara´ el contenido del fichero, y cualquierescritura que hagas tendra´ lugar al final del mismo.El siguiente programa de ejemplo pide una ˂˂nota˃˃ al usuario y la an˜ade a un ficherode texto llamado notas.txt.
anota 2.py anota.py
1 nota = raw_input(’Nota␣a␣an˜adir:␣’)
2 f = open(’notas.txt’, ’a’)
3 f.write(nota + ’\n’)
4 f.close()
Con cada ejecucio´n de anota.py el fichero notas.txt crece en una l´ınea.
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Ficheros temporales y gestio´n de ficheros y directoriosSe denomina fichero temporal a aquel que juega un papel instrumental para llevar acabo una tarea. Una vez ha finalizado la tarea, los ficheros temporales pueden destruirsesin peligro. El problema de los ficheros temporales es encontrar un nombre de ficherodiferente del de cualquier otro fichero existente. El mo´dulo tempfile proporciona lafuncio´n mktemp() que devuelve una cadena correspondiente a la ruta de un ficheroque no existe. Si usas esa cadena como nombre del fichero temporal, no hay peligrode que destruyas informacio´n. Por regla general, los ficheros temporales se crean en eldirectorio /tmp.Lo normal es que cuando has cerrado un fichero temporal desees borrarlo comple-tamente. Abrirlo en modo escritura para cerrarlo inmediatamente no es suficiente: sibien el fichero pasa a ocupar 0 bytes (no tiene contenido alguno), sigue existiendo enel sistema de ficheros. Puedes eliminarlo suministrando la ruta del fichero como argu-mento de la funcio´n remove (en ingle´s significa ˂˂ elimina˃˃ ) del mo´dulo os. El mo´dulo oscontiene otras funciones u´tiles para gestionar ficheros y directorios. Por citar algunas:mkdir crea un directorio, rmdir elimina un directorio, chdir cambia el directorio activo,listdir devuelve una lista con el nombre de todos los ficheros y directorios contenidosen un directorio, y rename cambia el nombre de un fichero por otro.
8.2.7. Cosas que no se pueden hacer con ficheros de texto
Hay una accio´n u´til que no podemos llevar a cabo con ficheros de texto: posicionarnosdirectamente en una l´ınea determinada y actuar sobre ella. Puede que nos intereseacceder directamente a la, pongamos, quinta l´ınea de un fichero para leerla. Pues bien,la u´nica forma de hacerlo es leyendo las cuatro l´ıneas anteriores, una a una. La razo´nes simple: cada l´ınea puede tener una longitud diferente, as´ı que no hay ninguna formade calcular en que posicio´n exacta del fichero empieza una l´ınea cualquiera. . . a menos,claro esta´, que leamos las anteriores una a una.Y otra accio´n prohibida en los ficheros es el borrado de una l´ınea (o fragmento de texto)cualquiera o su sustitucio´n por otra. Imagina que deseas eliminar un usuario del fichero
/etc/passwd (y tienes permiso para ello, claro esta´). Una vez localizado el usuario encuestio´n, ser´ıa deseable que hubiera una orden ˂˂borra-l´ınea˃˃ que eliminase esa l´ınea delfichero o ˂˂ sustituye-l´ınea˃˃ que sustituyese esa l´ınea por otra vac´ıa, pero esa orden noexiste. Ten en cuenta que la informacio´n de un fichero se escribe en posiciones contiguasdel disco; si eliminaras un fragmento de esa sucesio´n de datos o lo sustituyeras por otrade taman˜o diferente, quedar´ıa un ˂˂hueco˃˃ en el fichero o machacar´ıas informacio´n de lassiguientes l´ıneas.Cuando abras un fichero de texto en Python, elige bien el modo de trabajo: lectura,escritura o adicio´n.
8.2.8. Un par de ficheros especiales: el teclado y la pantalla
Desde el punto de vista de la programacio´n, el teclado es, sencillamente, un fichero ma´s.De hecho, puedes acceder a e´l a trave´s de una variable predefinida en el mo´dulo sys:stdin (abreviatura de ˂˂ standard input˃˃ , es decir, ˂˂ entrada esta´ndar˃˃ ).El siguiente programa, por ejemplo, solicita que se teclee una l´ınea y muestra porpantalla la cadena le´ıda.
de teclado.py de teclado.py
1 from sys import stdin
2
3 print ’Teclea␣un␣texto␣y␣pulsa␣retorno␣de␣carro’
4 linea = stdin.readline()
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5 print linea
Cuando uno pide la lectura de una l´ınea, el programa se bloquea hasta que el usuarioescribe un texto y pulsa el retorno de carro. Ten en cuenta que la cadena devueltaincluye un salto de l´ınea al final. La funcio´n raw_input no es ma´s que una ˂˂ fachada˃˃para simplificar la lectura de datos del teclado. Puedes considerar que raw_input llamaprimero a print si le pasas una cadena y, a continuacio´n, a stdin.readline, pero eliminandoel salto de l´ınea que este me´todo an˜ade al final de la l´ınea.Observa que no es necesario ˂˂abrir˃˃ el teclado (stdin) antes de empezar a trabajarcon e´l ni cerrarlo al finalizar. Una excepcio´n, pues, a la regla.El siguiente programa, por ejemplo, lee de teclado y repite lo que escribimos hastaque ˂˂ se acabe˃˃ el fichero (o sea, el teclado):
eco.py eco.py
1 from sys import stdin
2
3 for linea in stdin:
4 print linea
Al ejecutar el programa, ¿co´mo indicamos que el fichero especial ˂˂ teclado˃˃ acaba?No podemos hacerlo pulsando directamente el retorno de carro, pues en tal caso lineatiene informacio´n (el cara´cter salto de l´ınea) y Python entiende que el fichero au´n no haacabado. Para que el fichero acabe has de introducir una ˂˂marca de fin de fichero˃˃ . EnUnix el usuario puede teclear la letra d mientras pulsa la tecla de control para indicarque no hay ma´s datos de entrada. En Microsoft Windows se utiliza la combinacio´n C-z.Prueba a ejecutar el programa anterior y, cuando desees que termine su ejecucio´n, pulsa
C-d dos veces seguidas (o C-z si esta´ trabajando con Microsoft Windows) cuando elprograma espere leer otra l´ınea.Otro fichero con el que ya has trabajado es la pantalla. La pantalla es accesiblecon el identificador stdout (abreviatura de ˂˂ standard output˃˃ , o sea, ˂˂ salida esta´ndar˃˃ )predefinido en el mo´dulo sys. Se trata, naturalmente, de un fichero ya abierto en mo-do de escritura. La sentencia print so´lo es una forma co´moda de usar el me´todo writesobre stdout , pues an˜ade automa´ticamente espacios en blanco entre los elementos queseparamos con comas y, si procede, an˜ade un salto de l´ınea al final.
8.3. Una aplicacio´n
Es hora de poner en pra´ctica lo aprendido con una pequen˜a aplicacio´n. Vamos a imple-mentar una sencilla agenda que permita almacenar el nombre y primer apellido de unapersona y su tele´fono.La agenda se almacenara´ en un fichero de texto llamado agenda.txt y residente enel directorio activo. Cada entrada de la agenda ocupara´ tres l´ıneas del fichero, una porcada campo (nombre, apellido y tele´fono) He aqu´ı un ejemplo de fichero agenda.txt:
agenda.txt agenda.txt
1 Antonio
↱
2 Lo´pez
↱
3 964112200
↱
4 Pedro
↱
5 Pe´rez
↱
6 964001122
↱
Presentaremos dos versiones de la aplicacio´n:
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una primera en la que se maneja directamente el fichero de texto,
y otra en la que el fichero de texto se carga y descarga con cada ejecucio´n.
Vamos con la primera versio´n. Disen˜aremos en primer lugar funciones para las posiblesoperaciones:
buscar el tele´fono de una persona dados su nombre y apellido,
an˜adir una nueva entrada en la agenda,
borrar una entrada de la agenda dados el nombre y el apellido de la correspondientepersona.
agenda 2.py agenda.py
1 def buscar_entrada(nombre, apellido):
2 f = open(’agenda.txt’, ’r’)
3 while 1:
4 linea1 = f.readline()
5 linea2 = f.readline()
6 linea3 = f.readline()
7 if linea1 == ’’:
8 break
9 if nombre == linea1[:-1] and apellido == linea2[:-1]:
10 f.close()
11 return linea3[:-1]
12 f.close()
13 return ’’
14
15 def anyadir_entrada(nombre, apellido, telefono):
16 f = open(’agenda.txt’, ’a’)
17 f.write(nombre + ’\n’)
18 f.write(apellido + ’\n’)
19 f.write(telefono + ’\n’)
20 f.close()
21
22 def borrar_entrada(nombre, apellido):
23 f = open(’agenda.txt’, ’r’)
24 fcopia = open(’agenda.txt.copia’, ’w’)
25 while 1:
26 linea1 = f.readline()
27 linea2 = f.readline()
28 linea3 = f.readline()
29 if linea1 == ’’:
30 break
31 if nombre != linea1[:-1] or apellido != linea2[:-1]:
32 fcopia.write(linea1)
33 fcopia.write(linea2)
34 fcopia.write(linea3)
35 f.close()
36 fcopia.close()
37
38 fcopia = open(’agenda.txt.copia’, ’r’)
39 f = open(’agenda.txt’, ’w’)
40 for linea in fcopia:
41 f.write(linea)
42 fcopia.close()
43 f.close()
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Puede que te sorprenda la aparicio´n de tres lecturas de l´ınea seguidas cuando ya laprimera puede haber fallado (zona sombreada). No hay problema alguno para Python: siel fichero ya ha concluido linea1 sera´ la cadena vac´ıa, y tambie´n lo sera´n linea2 y linea3,sin ma´s. En otros lenguajes de programacio´n, como Pascal, leer una vez ha finalizado unfichero provoca un error de ejecucio´n. No ocurre as´ı en Python.Completa tu´ mismo la aplicacio´n para que aparezca un menu´ que permita seleccionarla operacio´n a realizar. Ya lo has hecho varias veces y no ha de resultarte dif´ıcil.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 472 Hemos decidido sustituir las tres llamadas al me´todo write de las l´ıneas 32, 33y 34 por una sola:
fcopia.write(linea1+linea2+linea3)
¿Funcionara´ igual?
· 473 En su versio´n actual, es posible an˜adir dos veces una misma entrada a la agenda.Modifica anyadir_entrada para que so´lo an˜ada una nueva entrada si corresponde a unapersona diferente. An˜adir por segunda vez los datos de una misma persona supone sustituirel viejo tele´fono por el nuevo.
· 474 An˜ade a la agenda las siguientes operaciones:
Listado completo de la agenda por pantalla. Cada entrada debe ocupar una so´lal´ınea en pantalla.
Listado de tele´fonos de todas las personas cuyo apellido empieza por una letradeterminada.
· 475 Haz que cada vez que se an˜ade una entrada a la agenda, e´sta quede ordenadaalfabe´ticamente.
· 476 Deseamos poder trabajar con ma´s de un tele´fono por persona. Modifica el pro-grama de la agenda para que la l´ınea que contiene el tele´fono contenga una relacio´n detele´fonos separados por blancos. He aqu´ı un ejemplo de entrada con tres tele´fonos:
1 Pedro
↱
2 Lo´pez
↱
3 964112537␣964009923␣96411092
↱
La funcio´n buscar_entrada devolvera´ una lista con tantos elementos como tele´fonos tienela persona encontrada. Enriquece la aplicacio´n con la posibilidad de borrar uno de lostele´fonos de una persona.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .La segunda versio´n carga en memoria el contenido completo de la base de datos y lamanipula sin acceder a disco. Al finalizar la ejecucio´n, vuelca todo el contenido a disco.Nuestra implementacio´n define un nuevo tipo para las entradas de la agenda y otro parala propia agenda.
agenda2.py agenda2.py
1 from record import record
2
3 # Tipo Entrada
4 class Entrada(record):
5 nombre = ’’
6 apellido = ’’
7 telefono = ’’
8
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9 def lee_entrada():
10 nombre = raw_input(’Nombre:␣’)
11 apellido = raw_input(’Apellido:␣’)
12 telefono = raw_input(’Tele´fono:␣’)
13 return Entrada(nombre=nombre, apellido=apellido, telefono=telefono)
14
15 # Tipo Agenda
16 class Agenda(record):
17 lista = []
18
19 def cargar_agenda(agenda):
20 agenda.lista = []
21 f = open(’agenda.txt’, ’r’)
22 while 1:
23 linea1 = f.readline()
24 linea2 = f.readline()
25 linea3 = f.readline()
26 if linea1 == ’’:
27 break
28 entrada = Entrada(nombre=linea1[:-1], apellido=linea2[:-1], telefono=linea3[:-1])
29 agenda.lista.append(entrada)
30 f.close()
31
32 def guardar_agenda(agenda):
33 f = open(’agenda.txt’, ’w’)
34 for entrada in agenda.lista:
35 f.write(entrada.nombre + ’\n’)
36 f.write(entrada.apellido + ’\n’)
37 f.write(entrada.telefono + ’\n’)
38 f.close()
39
40 # Estas tres funciones no trabajan directamente con el fichero, sino con los datos
41 # almacenados previamente en memoria.
42 def buscar_telefono(agenda, nombre, apellido):
43 for entrada in agenda.lista:
44 if entrada.nombre == nombre and entrada.apellido == apellido:
45 return entrada.telefono
46 return ’’
47
48 def anyadir_entrada(agenda, entrada):
49 agenda.lista.append(entrada)
50
51 def borrar_entrada(agenda, nombre, apellido):
52 for i in range(len(agenda.lista)):
53 if agenda.lista[i].nombre == nombre and agenda.lista[i].apellido == apellido:
54 del agenda.lista[i]
55 return
56
57 # Menu´ de usuario
58 def menu():
59 print ’1)␣An˜adir␣entrada’
60 print ’2)␣Consultar␣agenda’
61 print ’3)␣Borrar␣entrada’
62 print ’4)␣Salir’
63 opcion = int(raw_input(’Seleccione␣opcio´n:␣’))
64 while opcion < 1 or opcion > 4:
65 opcion = int(raw_input(’Seleccione␣opcio´n␣(entre␣1␣y␣4):␣’))
66 return opcion
67
Introduccio´n a l progr macio´n on Python 402 c©UJI
403Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
68
69 # Programa principal
70 agenda = Agenda()
71 cargar_agenda(agenda)
72
73 opcion = menu()
74 while opcion != 4:
75 if opcion == 1:
76 entrada = lee_entrada()
77 anyadir_entrada(agenda, entrada)
78 elif opcion == 2:
79 nombre = raw_input(’Nombre’)
80 apellido = raw_input(’Apellido:␣’)
81 telefono = buscar_telefono(agenda, nombre, apellido)
82 if telefono == ’’:
83 print ’No␣esta´␣en␣la␣agenda’
84 else:
85 print ’Tele´fono:’, telefono
86 elif opcion == 3:
87 nombre = raw_input(’Nombre:␣’)
88 apellido = raw_input(’Apellido:␣’)
89 borrar_entrada(agenda, nombre, apellido)
90 opcion = menu()
91
92 guardar_agenda(agenda)
Esta segunda implementacio´n presenta ventajas e inconvenientes respecto a la pri-mera:
Al cargar el contenido completo del fichero en memoria, puede que desborde lacapacidad del ordenador. Imagina que la agenda ocupa 1 gigabyte en disco duro:sera´ imposible cargarla en memoria en un ordenador de 256 o 512 megabytes.
El programa so´lo recurre a leer y escribir datos al principio y al final de su ejecucio´n.Todas las operaciones de adicio´n, edicio´n y borrado de entradas se realizan enmemoria, as´ı que su ejecucio´n sera´ mucho ma´s ra´pida.
Como gestionamos la informacio´n en memoria, si el programa aborta su ejecucio´n(por error nuestro o accidentalmente al sufrir un apago´n), se pierden todas lasmodificaciones de la sesio´n de trabajo actual.
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 477 Modifica la aplicacio´n de gestio´n de estudiantes del cap´ıtulo anterior para querecuerde todos los datos entre ejecucio´n y ejecucio´n. (Puedes inspirarte en la segundaversio´n de la agenda.)
· 478 Modifica la aplicacio´n de gestio´n del videoclub del cap´ıtulo anterior para querecuerde todos los datos entre ejecucio´n y ejecucio´n. Mante´n dos ficheros distintos: unopara las pel´ıculas y otro para los socios.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
8.4. Texto con formato
Un fichero de texto no tiene ma´s que eso, texto; pero ese texto puede escribirse siguiendouna reglas precisas (un formato) y expresar significados inteligibles para ciertos progra-mas. Hablamos entonces de ficheros con formato.
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El World Wide Web, por ejemplo, establece un formato para documentos hipertexto: elHTML (HyperText Mark-up Language, o lenguaje de marcado para hipertexto). Un ficheroHTML es un fichero de texto cuyo contenido sigue unas reglas precisas. Simplificando unpoco, el documento empieza con la marca <HTML> y finaliza con la marca </HTML> (unamarca es un fragmento de texto encerrado entre < y >). Entre ellas aparece (entre otroselementos) el par de marcas <BODY> y </BODY>. El texto se escribe entre estas u´ltimasdos marcas. Cada pa´rrafo empieza con la marca <P> y finaliza con la marca </P>. Sideseas resaltar un texto con negrita, debes encerrarlo entre las marcas <B> y </B>, y siquieres destacarlo con cursiva, entre <I> y </I>. Bueno, no seguimos: ¡la especificacio´ncompleta del formato HTML nos ocupar´ıa un buen nu´mero de pa´ginas! He aqu´ı un ejemplode fichero HTML:
ejemplo.html ejemplo.html
1 <HTML>
2 ␣<BODY>␣
3 ␣␣<P>
4 ␣␣␣Un␣<I>ejemplo</I>␣de␣fichero␣en␣formato␣<B>HTML</B>␣que␣contiene␣un␣par␣
5 ␣␣␣de␣pa´rrafos␣y␣una␣lista:
6 ␣␣</P>
7 ␣␣<OL>
8 ␣␣␣<LI>Un␣elemento.</LI>
9 ␣␣␣<LI>Y␣uno␣ma´s.</LI>
10 ␣␣</OL>
11 ␣␣<P><B>HTML</B>␣es␣fa´cil.</P>
12 ␣</BODY>
13 </HTML>
Cuando un navegador web visualiza una pa´gina, esta´ leyendo un fichero de textoy analizando su contenido. Cada marca es interpretada de acuerdo con su significado yproduce en pantalla el resultado esperado. Cuando Mozilla, Konqueror, Netscape, InternetExplorer o Lynx muestran el fichero ejemplo.html interpretan su contenido para producirun resultado visual semejante a e´ste:
Un ejemplo de fichero en formato HTML que contiene unpar de pa´rrafos y una lista:
Un elemento.
Y uno ma´s.
HTML es fa´cil.Las ventajas de que las pa´ginas web sean meros ficheros de texto (con formato) sonmu´ltiples:
se pueden escribir con cualquier editor de textos,
se pueden llevar de una ma´quina a otra sin (excesivos) problemas de portabilidad,
se pueden manipular con cualquier herramienta de procesado de texto (y hay mu-chas ya escritas en el entorno Unix),
se pueden generar automa´ticamente desde nuestros propios programas.
Este u´ltimo aspecto es particularmente interesante: nos permite crear aplicaciones web.Una aplicacio´n web es un programa que atiende peticiones de un usuario (hechas desde
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CGIEn muchas aplicaciones se disen˜an interfaces para la web. Un componente cr´ıtico deestas interfaces es la generacio´n automa´tica de pa´ginas web, es decir, de (pseudo-)ficheros de texto en formato HTML.Las aplicaciones web ma´s sencillas se disen˜an como conjuntos de programas CGI (por
˂˂Common Gateway Interface˃˃ , algo como ˂˂ Interfaz Comu´n de Pasarela˃˃ ). Un programaCGI recibe una estructura de datos que pone en correspondencia pares ˂˂ cadena-valor˃˃ ygenera como respuesta una pa´gina HTML. Esa estructura toma valores de un formulario,es decir, de una pa´gina web con campos que el usuario puede cumplimentar. El programaCGI puede, por ejemplo, consultar o modificar una base de datos y generar con elresultado una pa´gina HTML o un nuevo formulario.Python y Perl son lenguajes especialmente adecuados para el disen˜o de interfacesweb, pues presentan muchas facilidades para el manejo de cadenas y ficheros de texto.En Python tienes la librer´ıa cgi para dar soporte al desarrollo de aplicaciones web.
una pa´gina web con un navegador), consulta bases de datos y muestra las respuestas alusuario formateando la salida como si se tratara de un fichero HTML.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 479 Disen˜a un programa que lea un fichero de texto en formato HTML y genere otroen el que se sustituyan todos los fragmentos de texto resaltados en negrita por el mismotexto resaltado en cursiva.
· 480 Las cabeceras (t´ıtulos de cap´ıtulos, secciones, subsecciones, etc.) de una pa´ginaweb se marcan encerra´ndolas entre <Hn> y </Hn>, donde n es un nu´mero entre 1 y 6 (lacabecera principal o de nivel 1 se encierra entre <H1> y </H1>). Escribe un programapara cada una de estas tareas sobre un fichero HTML:mostrar u´nicamente el texto de las cabeceras de nivel 1;mostrar el texto de todas las cabeceras, pero con sangrado, de modo que el textode las cabeceras de nivel n aparezca dos espacios ma´s a la derecha que el de lascabeceras de nivel n− 1.Un ejemplo de uso del segundo programa te ayudara´ a entender lo que se pide. Para elsiguiente fichero HTML,
1 <HTML>
2 <BODY>
3 <H1>Un␣titular</H1>
4 <P>Texto␣en␣un␣pa´rrafo.
5 <P>Otro␣pa´rrafo.
6 <H1>Otro␣titular</H1>
7 <H2>Un␣subtı´tulo</H2>
8 <P>Y␣su␣texto.
9 <H3>Un␣subsubtı´tulo</H3>
10 <H2>Otro␣subtı´tulo</H2>
11 <P>Y␣el␣suyo
12 </BODY>
13 </HTML>
el programa mostrara´ por pantalla:
Un titular
Otro titular
Un subtı´tulo
Un subsubtı´tulo
Otro subtı´tulo
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· 481 An˜ade una opcio´n a la agenda desarrollada en el apartado anterior para quegenere un fichero agenda.html con un volcado de la agenda que podemos visualizar enun navegador web. El listado aparecera´ ordenado alfabe´ticamente (por apellido), con unaseccio´n por cada letra del alfabeto y una l´ınea por entrada. El apellido de cada personaaparecera´ destacado en negrita.. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
El formato LATEXPara la publicacio´n de documentos con acabado profesional (especialmente si usanfo´rmulas matema´ticas) el formato esta´ndar de facto es LATEX. Existen numerosas herra-mientas gratuitas que trabajan con LATEX. Este documento, por ejemplo, ha sido creadocomo fichero de texto en formato LATEX y procesado con herramientas que permiten crearversiones imprimibles (ficheros PostScript), visualizables en pantalla (PDF) o en nave-gadores web (HTML). Si quieres saber que´ aspecto tiene el LATEX, este pa´rrafo que esta´sleyendo ahora mismo se escribio´ as´ı en un fichero de texto con extensio´n tex:
1 Para␣la␣publicacio´n␣de␣documentos␣con␣acabado␣profesional
2 (especialmente␣si␣usan␣fo´rmulas␣matema´ticas)␣el␣formato␣
3 esta´ndar␣\emph{de␣facto}␣es␣\LaTeX.␣␣Existen␣numerosas␣
4 herramientas␣gratuitas␣que␣trabajan␣con␣\LaTeX.␣Este␣
5 documento,␣por␣ejemplo,␣ha␣sido␣creado␣como␣fichero␣de␣texto␣
6 en␣formato␣\LaTeX␣y␣procesado␣con␣herramientas␣que␣permiten␣
7 crear␣versiones␣imprimibles␣(ficheros␣PostScript),␣
8 visualizables␣en␣pantalla␣(PDF)␣o␣en␣navegadores␣\emph{web}␣
9 (HTML).
10 Si␣quieres␣saber␣que´␣aspecto␣tiene␣el␣\LaTeX,␣este␣pa´rrafo␣que␣
11 esta´s␣leyendo␣ahora␣mismo␣se␣escribio´␣ası´␣en␣un␣fichero␣de␣
12 texto␣con␣extensio´n␣\texttt{tex}:
De acuerdo, parece mucho ma´s inco´modo que usar un procesador de textos como Mi-crosoft Word (aunque sobre eso hay opiniones), pero LATEX es gratis y te ofrece mayorcontrol sobre lo que haces. Adema´s, ¡puedes escribir tus propios programas Python queprocesen ficheros LATEX, haciendo mucho ma´s potente el conjunto!
HTML no es el u´nico formato de texto. En los u´ltimos an˜os esta´ ganando muchaaceptacio´n el formato XML (de eXtended Mark-up Language). Ma´s que un formato detexto, XML es un formato que permite definir nuevos formatos. Con XML puedes crear unconjunto de marcas especiales para una aplicacio´n y utilizar ese conjunto para codificartus datos. Aqu´ı tienes un ejemplo de fichero XML para representar una agenda:
1 <agenda>
2 ␣␣<entrada>
3 ␣␣␣␣<nombre>Pedro</nombre>
4 ␣␣␣␣<apellido>Lo´pez</apellido>
5 ␣␣␣␣<telefono>964218772</telefono>
6 ␣␣␣␣<telefono>964218821</telefono>
7 ␣␣␣␣<telefono>964223741</telefono>
8 ␣␣</entrada>
9 ␣␣<entrada>
10 ␣␣␣␣<nombre>Antonio</nombre>
11 ␣␣␣␣<apellido>Go´mez</apellido>
12 ␣␣␣␣<telefono>964112231</telefono>
13 ␣␣</entrada>
14 </agenda>
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Ficheros de texto vs. docLos ficheros de texto se pueden generar con cualquier editor de texto, s´ı, pero algunasherramientas ofima´ticas de uso comu´n almacenan los documentos en otro formato. Tratade abrir con el Bloc de Notas o XEmacs un fichero de extensio´n doc generado porMicrosoft Word y vera´s que resulta ilegible.¿Por que´ esas herramientas no escriben nuestro texto en un fichero de texto normaly corriente? La razo´n es que el texto plano, sin ma´s, no contiene informacio´n de formatotipogra´fico, como que´ texto va en un tipo mayor, o en cursiva, o a pie de pa´gina, etc. ylos procesadores de texto necesitan codificar esta informacio´n de algu´n modo.Hemos visto que ciertos formatos de texto (como HTML) permiten enriquecer el textocon ese tipo de informacio´n. Es cierto, pero el control sobre tipograf´ıa que ofrece HTMLes limitado. Lo ideal ser´ıa disponer de un formato esta´ndar claramente orientado arepresentar documentos con riqueza de elementos tipogra´ficos y que permitiera, a lavez, una edicio´n co´moda. Desgraciadamente, ese formato esta´ndar no existe, as´ı quecada programa desarrolla su propio formato de representacio´n de documentos.Lo grave es que, por razones de estrategia comercial, el formato de cada productosuele ser secreto y, consecuentemente, ilegible (esta´, en cierto modo, cifrado). Y no so´losuele ser secreto: adema´s suele ser deliberadamente incompatible con otras herramien-tas. . . ¡incluso con diferentes versiones del programa que genero´ el documento!Si quieres compartir informacio´n con otras personas, procura no usar formatos secre-tos a menos que sea estrictamente necesario. Seguro que algu´n formato de texto comoHTML es suficiente para la mayor parte de tus documentos.
La ventaja de formatos como XML es que existen mo´dulos que facilitan su lectura,interpretacio´n y escritura. Con ellos bastar´ıa con una orden para leer un fichero como eldel ejemplo para obtener directamente una lista con dos entradas, cada una de las cualeses una lista con el nombre, apellido y tele´fonos de una persona.No todos los formatos son tan complejos como HTML o XML. De hecho, ya conoces unfichero con un formato muy sencillo: /etc/passwd. El formato de /etc/passwd consisteen una serie de l´ıneas, cada una de las cuales es una serie de campos separados pordos puntos y que siguen un orden preciso (login, password, co´digo de usuario, co´digo degrupo, nombre del usuario, directorio principal y programa de o´rdenes).. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . EJERCICIOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
· 482 Modifica el programa agenda2.py para que asuma un formato de agenda.txtsimilar al /etc/passwd. Cada l´ınea contiene una entrada y cada entrada consta de 3 oma´s campos separados por dos puntos. El primer campo es el nombre, el segundo es elapellido y el tercero y posteriores corresponden a diferentes tele´fonos de esa persona.
· 483 Un programa es, en el fondo, un fichero de texto con formato, aunque bastantecomplicado, por regla general. Cuando ejecuta un programa el inte´rprete esta´, valga laredundancia, interpretando su significado paso a paso. Vamos a disen˜ar nosotros mismosun inte´rprete para un pequen˜o lenguaje de programacio´n. El lenguaje so´lo tiene tresvariables llamadas A, B y C . Puedes asignar un valor a una variable con sentencias comolas de este programa:
1 asigna␣A␣suma␣3␣y␣7
2 asigna␣B␣resta␣A␣y␣2
3 asigna␣C␣producto␣A␣y␣B
4 asigna␣A␣division␣A␣y␣10
Si interpretas ese programa, A acaba valiendo 1, B acaba valiendo 8 y C acaba valiendo80. La otra sentencia del lenguaje permite mostrar por pantalla el valor de una variable.Si an˜ades al anterior programa estas otras sentencias:
1 muestra␣A
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2 muestra␣B
obtendra´s en pantalla una l´ınea con el valor 1 y otra con el valor 8.Disen˜a un programa que pida el nombre de un fichero de texto que contiene sentenciasde nuestro lenguaje y muestre por pantalla el resultado de su ejecucio´n. Si el programaencuentra una sentencia incorrectamente escrita (por ejemplo muestrame A), se detendra´mostrando el nu´mero de l´ınea en la que encontro´ el error.
· 484 Enriquece el inte´rprete del ejercicio anterior para que entienda la orden si
valor condicio´n valor entonces linea nu´mero . En ella, valor puede ser unnu´mero o una variable y condicio´n puede ser la palabra igual o la palabra distinto.La sentencia se interpreta como que si es cierta la condicio´n, la siguiente l´ınea a ejecutares la que tiene el nu´mero nu´mero .Si tu programa Python interpreta este programa:
1 asigna␣A␣suma␣0␣y␣1
2 asigna␣B␣suma␣0␣y␣1
3 muestra␣B
4 asigna␣B␣producto␣2␣y␣B
5 asigna␣A␣suma␣A␣y␣1
6 si␣A␣distinto␣8␣entonces␣linea␣3
en pantalla aparecera´
1
2
4
8
16
32
64. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
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Ape´ndice A
Tablas ASCII e IsoLatin1 (ISO-8859-1)
La tabla ASCII asocia un valor nume´rico a cada uno de los s´ımbolos de un juego de carac-teres. Mostramos esta asociacio´n (codificando el valor nume´rico en decimal, hexadecimaly octal) en esta tabla:
Dec Hex Oct Car Dec Hex Oct Car Dec Hex Oct Car Dec Hex Oct Car0 00 000 NUL 32 20 040 ␣ 64 40 100 @ 96 60 140 ‘1 01 001 SOH 33 21 041 ! 65 41 101 A 97 61 141 a2 02 002 STX 34 22 042 " 66 42 102 B 98 62 142 b3 03 003 ETX 35 23 043 # 67 43 103 C 99 63 143 c4 04 004 EOT 36 24 044 $ 68 44 104 D 100 64 144 d5 05 005 ENQ 37 25 045 % 69 45 105 E 101 65 145 e6 06 006 ACK 38 26 046 & 70 46 106 F 102 66 146 f7 07 007 BEL 39 27 047 ’ 71 47 107 G 103 67 147 g8 08 010 BS 40 28 050 ( 72 48 110 H 104 68 150 h9 09 011 TAB 41 29 051 ) 73 49 111 I 105 69 151 i10 0A 012 LF 42 2A 052 * 74 4A 112 J 106 6A 152 j11 0B 013 VT 43 2B 053 + 75 4B 113 K 107 6B 153 k12 0C 014 FF 44 2C 054 , 76 4C 114 L 108 6C 154 l13 0D 015 CR 45 2D 055 - 77 4D 115 M 109 6D 155 m14 0E 016 SO 46 2E 056 . 78 4E 116 N 110 6E 156 n15 0F 017 SI 47 2F 057 / 79 4F 117 O 111 6F 157 o16 10 020 DLE 48 30 060 0 80 50 120 P 112 70 160 p17 11 021 DC1 49 31 061 1 81 51 121 Q 113 71 161 q18 12 022 DC2 50 32 062 2 82 52 122 R 114 72 162 r19 13 023 DC3 51 33 063 3 83 53 123 S 115 73 163 s20 14 024 DC4 52 34 064 4 84 54 124 T 116 74 164 t21 15 025 NAK 53 35 065 5 85 55 125 U 117 75 165 u22 16 026 SYN 54 36 066 6 86 56 126 V 118 76 166 v23 17 027 ETB 55 37 067 7 87 57 127 W 119 77 167 w24 18 030 CAN 56 38 070 8 88 58 130 X 120 78 170 x25 19 031 EM 57 39 071 9 89 59 131 Y 121 79 171 y26 1A 032 SUB 58 3A 072 : 90 5A 132 Z 122 7A 172 z27 1B 033 ESC 59 3B 073 ; 91 5B 133 [ 123 7B 173 {28 1C 034 FS 60 3C 074 < 92 5C 134 \ 124 7C 174 |29 1D 035 GS 61 3D 075 = 93 5D 135 ] 125 7D 175 }30 1E 036 RS 62 3E 076 > 94 5E 136 ˆ 126 7E 176 ˜31 1F 037 US 63 3F 077 ? 95 5F 137 127 7F 177 DEL
Los elementos de la primera columna (y el que ocupa la u´ltima posicio´n) son co´digosde control. Su finalidad no es mostrar un cara´cter, sino efectuar una operacio´n sobre undispositivo. Entre ellos podemos destacar:
BEL (bell): emite un sonido (campana).
BS (backspace): espacio atra´s.
TAB (horizontal tab): tabulacio´n horizontal.
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LF (line feed): alimentacio´n de l´ınea.
VT (vertical tab): tabulacio´n vertical.
FF (form feed): nueva pa´gina.
CR (carriage return): retorno de carro.
ESC (escape): cara´cter de escape.
La tabla ASCII no incluye caracteres propios de las lenguas roma´nicas. La tablaIsoLatin1 (tambie´n conocida como ISO-8859-1) incluye caracteres comunes en lenguasde Europa Occidental y Latinoame´rica.
Dec Hex Oct Car Dec Hex Oct Car Dec Hex Oct Car160 A0 240 NBSP 192 C0 300 A` 224 E0 340 a`161 A1 241 ¡ 193 C1 301 A´ 225 E1 341 a´162 A2 242 ¢ 194 C2 302 Aˆ 226 E2 342 aˆ163 A3 243 $ 195 C3 303 A˜ 227 E3 343 a˜164 A4 244 ¤ 196 C4 304 A¨ 228 E4 344 a¨165 A5 245 ¥ 197 C5 305 A˚ 229 E5 345 a˚166 A6 246 | 198 C6 306 Æ 230 E6 346 æ167 A7 247 § 199 C7 307 C¸ 231 E7 347 c¸168 A8 250 ¨ 200 C8 310 E` 232 E8 350 e`169 A9 251 c© 201 C9 311 E´ 233 E9 351 e´170 AA 252 a 202 CA 312 Eˆ 234 EA 352 eˆ171 AB 253 ˂˂ 203 CB 313 E¨ 235 EB 353 e¨172 AC 254 ¬ 204 CC 314 I` 236 EC 354 ı`173 AD 255 - 205 CD 315 I´ 237 ED 355 ı´174 AE 256 R© 206 CE 316 Iˆ 238 EE 356 ıˆ175 AF 257 – 207 CF 317 I¨ 239 EF 357 ı¨176 B0 260 o 208 D0 320  D 240 F0 360 177 B1 261 ± 209 D1 321 N˜ 241 F1 361 n178 B2 262 2 210 D2 322 O` 242 F2 362 o`179 B3 263 3 211 D3 323 O´ 243 F3 363 o´180 B4 264 ´ 212 D4 324 Oˆ 244 F4 364 oˆ181 B5 265 µ 213 D5 325 O˜ 245 F5 365 o˜182 B6 266 ¶ 214 D6 326 O¨ 246 F6 366 o¨183 B7 267 · 215 D7 327 × 247 F7 367 ÷184 B8 270 ¸ 216 D8 330 Ø 248 F8 370 ø185 B9 271 1 217 D9 331 U` 249 F9 371 u`186 BA 272 o 218 DA 332 U´ 250 FA 372 u´187 BB 273 ˃˃ 219 DB 333 Uˆ 251 FB 373 uˆ188 BC 274 1/4 220 DC 334 U¨ 252 FC 374 u¨189 BD 275 1/2 221 DD 335 Y´ 253 FD 375 y´190 BE 276 3/4 222 DE 336 254 FE 376191 BF 277 ¿ 223 DF 337 ß 255 FF 377 y¨
La tabla ISO-8859-1 se disen˜o´ antes de conocerse el s´ımbolo del euro (¤). La tablaISO-8859-15 es muy parecida a la ISO-8859-1 y corrige esta carencia. En ella, el s´ımbolodel euro aparece en la posicio´n 164.
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Ape´ndice B
Funciones predeﬁnidas en PythonG y
accesibles con modulepythong
B.1. Control de la ventana gra´fica
window_size(ancho, alto).Taman˜o f´ısico (en p´ıxels) de la ventana gra´fica. Si se llama a esta funcio´n sinargumentos, devuelve una lista con los valores actuales.
window_coordinates(xinf , yinf , xsup, ysup).Taman˜o lo´gico de la ventana gra´fica. Permite establecer el sistema de coordena-das del lienzo. los valores (xinf , yinf ) determinan las coordenadas de la esquinainferior izquierda y (xsup, ysup), las de la esquina superior derecha. Si se llamaa esta funcio´n sin argumentos, devuelve una lista con los valores actuales.
window_update().En PythonG la ventana gra´fica puede tardar algu´n tiempo en actualizarse des-pue´s de utilizar una funcio´n de dibujo. Llamando a esta funcio´n se actualizaexpl´ıcitamente la ventana gra´fica.
window_style(titulo, colorfondo=’white’, modo=’TODO’).Permite definir un t´ıtulo, un color de fondo de la ventana gra´fica y un modo paracuando el programa se ejecute fuera del entorno PythonG (con el mo´dulo modu-lepythong). Actualmente hay dos modos disponibles: ’TODO’ que muestra la ventanade salida gra´fica y la de entrada de teclado/salida de texto, y ’G’ que muestrau´nicamente la de salida gra´fica. Dentro del entorno PythonG u´nicamente tieneefecto el cambio que se realice sobre el color del fondo.
clear_output().Borra todo el texto de la ventana de entrada de teclado/salida de texto.
close_window().Se cierra todo y termina el programa. Dentro de PythonG no produce ningun efecto.
B.2. Creacio´n de objetos gra´ficos
create_point(x, y, color=’black’).Dibuja el punto (x, y). Se puede proporcionar, opcionalmente, un color (por defectoes ’black’). Ejemplos de llamada: create_point(10, 20), create_point(10, 20, ’red’).
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Devuelve un ı´ndice (un valor nume´rico) con el que es posible borrar o desplazar elpunto.
(x, y)
create_line(x1, y1, x2, y2, color=’black’).Dibuja la l´ınea que une los puntos (x1, y1) y (x2, y2). Se puede indicar un colorde dibujo. Devuelve un ı´ndice con el que es posible borrar o desplazar la l´ınea.
(x1, y1)
(x2, y2)
create_circle(x, y, radio, color=’black’).Dibuja la circunferencia de radio radio centrado en (x, y) y devuelve un ı´ndice parapoder borrarlo. Se puede proporcionar, opcionalmente, el color de dibujo. Devuelveun ı´ndice con el que es posible borrar o desplazar la circunferencia.
(x, y)radio
create_filled_circle(x, y, radio, colorBorde=’black’, colorRelleno=colorBorde).Dibuja el c´ırculo de radio radio centrado en (x, y) y devuelve un ı´ndice para poderborrarlo. Se puede proporcionar, opcionalmente, el color de dibujo del borde y elcolor de relleno. Devuelve un ı´ndice con el que es posible borrar o desplazar elc´ırculo.
(x, y)radio
create_rectangle(x1, y1, x2, y2, color=’black’).Dibuja un rectangulo con esquinas en los puntos (x1, y1) y (x2, y2). Se puedeproporcionar un color de dibujo. Devuelve un ı´ndice con el que es posible borrar odesplazar el recta´ngulo.
(x1, y1)
(x2, y2)
create_filled_rectangle(x1, y1, x2, y2, colorBorde=’black’, colorRelleno=colorBorde).Dibuja un recta´ngulo so´lido con esquinas en los puntos (x1, y1) y (x2, y2). Se puedeproporcionar un color de dibujo del borde y otro color de relleno. Devuelve un ı´ndicecon el que es posible borrar o desplazar el recta´ngulo.
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(x1, y1)
(x2, y2)
create_text(x, y, cadena, tam=10, ancla=’CENTER’).Escribe el texto indicado con la cadena cadena en las coordenadas (x, y) de laventana gra´fica. El punto (x, y) es el punto de anclaje. Si ancla vale ’CENTER’, porejemplo, el centro del texto estara´ en (x, y), y si vale ’NE’, el punto (x, y) coincidira´con la esquina nordeste de la caja que engloba el texto. El para´metro opcionalancla puede tomar los siguientes valores: ’CENTER’, ’N’, ’S’, ’E’, ’W’, ’NE’,
’SE’, ’NW’ y ’SW’. El para´metro opcional tam determina el taman˜o (en puntos)del texto.
Una cadena anclada
’N’
’S’
’E’’W’
’NE’’NW’
’SE’’SW’
’CENTER’
B.3. Borrado de elementos
erase(identificador).Borra un objeto dado su identificador, que puede ser el ı´ndice devuelto en laconstruccio´n o una etiqueta.
erase().Borra todos los objetos de la ventana gra´fica.
B.4. Desplazamiento de elementos
move(etiqueta,xinc,yinc).Desplaza una distancia relativa todos los objetos con dicha etiqueta. Si un objetodesplazado estaba en (x, y), pasa a estar en (x + xinc, y + yinc).
B.5. Interaccio´n con teclado y rato´n
keypressed(espera=2).Lee una tecla sin ˂˂ eco˃˃ por pantalla. Funciona de tres modos diferentes segu´n elvalor del para´metro (que por defecto vale 2):
• keypressed(0): No espera a que se pulse una tecla y respeta el retardo derepeticio´n si e´sta se mantiene pulsada. Si cuando se llama a la funcio´n hayuna tecla pulsada, la devuelve. Si no hay ninguna pulsada, devuelve None. Elretardo de repeticio´n evita que una pulsacio´n genere ma´s de un cara´cter.• keypressed(1): No espera a que se pulse una tecla y no respeta el retardode repeticio´n si e´sta se mantiene pulsada. Ide´ntico al anterior, excepto que nohay retardo de repeticio´n por lo que cada pulsacio´n de una tecla suele generarvarios caracteres. Este modo suele utilizarse en ciertos tipos de juegos.
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• keypressed(2): Espera a que se pulse una tecla y respeta el retardo derepeticio´n si se mantiene pulsada para evitar que una pulsacio´n genere ma´sde un cara´cter. Es el modo por defecto si no se indica ningu´n para´metro.
mouse_state().Accede al estado de los botones del rato´n e informa de la posicio´n del cursor en laventana gra´fica. Devuelve la tupla (boton, posx, posy) donde boton puede ser 0(si no hay ningu´n boto´n pulsado) o un entero del 1 al 3 que identifica que´ boto´n seencuentra actualmente pulsado (1: izquierda, 2: central, 3: derecha). Los otros doselementos de la tupla (posx y posy) son las coordenadas del rato´n en la ventanagra´fica. Si el rato´n se encuentra fuera de la ventana gra´fica esta funcio´n devuelve
(None,None,None).Debes tener cuidado al utilizar esta funcio´n, pues cada vez que se pulsa un boto´n,este se encuentra pulsado durante varios milisegundos, suficiente para que sucesivasllamadas a esta funcio´n devuelvan los mismos valores. Necesitas asegurarte, pues,de que el boto´n se ha soltado antes de volver a mirar si se ha pulsado de nuevo.
B.6. Etiquetas
Las funciones de creacio´n de objetos gra´ficos (create_point , create_line, create_circle,create_filled_circle, create_rectangle, create_filled_rectangle y create_text) tienen unpara´metro opcional adicional para an˜adir una o ma´s etiquetas (en ingle´s, ˂˂ tags˃˃ ) a losobjetos. Por ejemplo:
create_point(10, 10, ’red’, tags=’etiqueta1’)
Si un objeto esta´ etiquetado, es posible moverlo o borrarlo utilizando dicha etiquetacomo para´metro en las funciones move() y erase() respectivamente. La etiqueta es unacadena y varios objetos pueden llevar asociada la misma etiqueta. De este modo esposible desplazar (o borrar) varios objetos con una sola llamada a move (o erase) a laque se suministra la etiqueta como argumento.
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Ape´ndice C
El mo´dulo record
Python da soporte para la programacio´n orientada a objetos. Las clases de Python definenobjetos con atributos y me´todos y soportan herencia mu´ltiple. Es posible definir regis-tros, es decir, objetos con atributos y sin me´todos, aunque a costa de cierta complejidadsinta´ctica y conceptual (es necesario, por ejemplo, introducir el concepto de constructor yel para´metro especial self ).Varios usuarios han solicitado en grupos USENET que usuarios expertos aportenalguna forma de definir co´modamente registros. Alex Matelli, reputado ˂˂Pythonista˃˃ yautor y editor de libros como ˂˂Python Cookbook˃˃ y ˂˂Python in a Nutshell˃˃ , contribuyo´con una clase especial y que nosotros usamos en este texto. El fragmento de co´digo(mı´nimamente retocado) es e´ste:
record.py record.py
1 import warnings
2
3 class metaMetaBunch(type):
4 # metaclass for new and improved ”Bunch”: implicitly defines __slots__, __init__ and
5 # __repr__ from variables bound in class scope. An instance of metaMetaBunch (a class
6 # whose metaclass is metaMetaBunch) defines only class-scope variables (and possibly
7 # special methods, but NOT __init__ and __repr__!). metaMetaBunch removes
8 # those variables from class scope, snuggles them instead as items in a class-scope dict
9 # named __dflts__, and puts in the class a __slots__ listing
10 # those variables’ names, an __init__ that takes as optional keyword
11 # arguments each of them (using the values in __dflts__ as defaults for missing ones), and
12 # a __repr__ that shows the repr of each attribute that differs from its default value (the
13 # output of __repr__ can be passed to __eval__ to make an equal instance, as per
14 # the usual convention in the matter).
15
16 def __new__(cls, classname, bases, classdict):
17 # Everything needs to be done in __new__, since type.__new__ is where __slots__
18 # are taken into account.
19
20 # Define as local functions the __init__ and __repr__ that we’ll use in the new class.
21
22 def __init__(self , **kw):
23 # Simplistic __init__: first set all attributes to default values, then override those
24 # explicitly passed in kw.
25
26 for k in self.__dflts__ : setattr(self , k, self.__dflts__ [k])
27 for k in kw: setattr(self , k, kw[k])
28
29 def __repr__(self ):
30 # Clever __repr__: show only attributes that differ from the respective default values,
31 # for compactness.
32
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33 rep = [ ’%s=%r’ % (k, getattr(self , k)) for k in self.__dflts__
34 if getattr(self , k) != self.__dflts__ [k]]
35 return ’%s(%s)’ % (classname, ’,␣’.join(rep))
36
37 # Build the newdict that we’ll use as class-dict for the new class
38 newdict = {’ slots ’:[], ’ dflts ’:{},
39 ’ init ’:__init__ , ’ repr ’:__repr__ }
40
41 for k in classdict:
42 if k.startswith(’ ’):
43 # Special methods: copy to newdict, warn about conflicts.
44 if k in newdict:
45 warnings.warn("Can’t␣set␣attr␣%r␣in␣bunch-class␣%r" %\
46 (k, classname))
47 else:
48 newdict[k] = classdict[k]
49 else:
50 # Class variables, store name in __slots__ and name and value as an item
51 # in __dflts__.
52 newdict[’ slots ’].append(k)
53 newdict[’ dflts ’][k] = classdict[k]
54 # Finally delegate the rest of the work to type.__new__
55 return type.__new__ (cls, classname, bases, newdict)
56
57 class record(object):
58 # For convenience: inheriting from record can be used to get the new metaclass (same as
59 # defining __metaclass__ yourself ).
60 __metaclass__ = metaMetaBunch
61
62
63 if __name__ == " main ":
64 # Example use: a record class.
65 class Point(record):
66 # A point has x and y coordinates, defaulting to 0.0, and a color, defaulting to ’gray’ –
67 # and nothing more, except what Python and the metaclass conspire to add, such as
68 # __init__ and __repr__.
69 x = 0.0
70 y = 0.0
71 color = ’gray’
72
73 # Example uses of class Point.
74 q = Point()
75 print q
76
77 p = Point(x=1.2, y=3.4)
78 print p
79
80 r = Point(x=2.0, color=’blue’)
81 print r
82 print r.x, r.y
Introduccio´n a l progr macio´n on Python 416 c©UJI
417Andrés Marzal/sabel Gracia - SBN: 978-84-692-5869-9 ntroducción a la programación con Python - UJ
I´ndice alfabe´tico
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␣ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
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\ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43, 78, 160
\\ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 161
\"" . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 161
\’ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 161
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