Abstract
Introduction
Recently the component-based software development (CBSD) is getting accepted in the industry as a new effective software development paradigm. Since the introduction of component based software engineering in the late 90's, the CBSD research has focused largely on component modeling, methodology, architecture and platform. CBSE (Component-Based Software Engineering) is a kind of development approach where aspects and phases of the development lifecycle, supporting technical infrastructure and project management are based on software components [3] . So, component-based application development is primarily carried out by composing readily available existing pieces of software components, which is independent and executable business module with well defined interfaces. Also, CBSE process represents global views for approach in which all artifacts can be built by assembling, adapting and wiring together existing components into a variety of configurations. However as the number of components available in the market increases, it becomes more important to device metrics to quantify the various characteristics of the components. Since long past, many attempts have been made to improve software development practices by improving design techniques, developing more expressive notations for capturing a system's intended functionality, and encouraging reuse of pre-developed system pieces rather than building from scratch. Almost every approach has had some notable success in improving the quality, flexibility, and maintainability of application systems, helping many organizations develop complex applications deployed on wide range of platforms. Despite this success, many organizations developing, deploying, and maintaining large-scale software-intensive systems still face tremendous problems. Furthermore, in recent years, the requirements, tactics, and expectations of application developers have changed significantly. Thus, there is need to control and monitor CBD, and for this purpose appropriate and relevant metrics need to be there.
On analyzing the existing proposals [2, 3, 4, 5, 6, 7, 8, 9, 11] on metrics for software components, it suggests that research in the area of software components evaluation with the usage of software metrics is still on a very early stage [10] . Across these proposals, a number of common problems are identified with metrics definitions that help us in choosing and defining the metrics for the appropriate characters. Our contribution in this paper is to provide a metrics suite that measures both the functional and non-functional characters of the software components. The functional characters include the suitability, accuracy and the complexity and the non-functional characters include the usability, maintainability, reusability and performance. The subcharacters and the measurable attributes for these characters are arrived at based on the metric model. The remaining of this paper is organized as follows: in section 2 we provide the metric model, the proposed CBSE metrics tree and the common template for the metrics suite; section 3 provides the metrics formulation for the functional characters; section 4 provides the case study followed by the results in the section 5; finally the conclusions are given in the section 6.
Metrics Model, Tree and Template

Metrics Model
The metrics model is given in Fig 1. The model provides a convenient way to identify the measurable attributes that can be segregated from the characters. The model starts with character, which is divided to get the sub characters. These sub characters are refined to arrive at the attributes. These attributes can then are formalized, based on the metric definitions to get the required metrics. 
Metrics Tree
The best way to provide a structure for any suite is to represent it in the form of a tree. Hence the same is followed for the proposal. The overall tree starts with CBSE metrics as its root node and has the functional and non-functional characters as its leaf node. In the section III metrics are formulated for the characters, in which the characters happens to be the root node and the formula for the metrics will be the leaf nodes. The overall tree can be represented as in figure 2 . The figure 2 represents the metrics tree, which starts with the CBSE metrics as its root. The next level represents the categories of our proposal namely the functional and non-functional characters of software. The next level is the perspective by which the metrics are looked upon that is the producers and consumers of the software components. The last level has two leaf nodes. These two nodes are embedded with the characters, which has to be divided and refined to arrive at the metrics. Each of the characters in the leaf node is further expanded into separate trees and it is discussed in section 3.
Metrics Template
Before getting into the metric definitions for each of the characters, a template is proposed. The purpose of the template is to ensure uniformity and ambiguity in the metrics definitions. The template starts with the definition of the character. The character description provides the details regarding the sub characters and the measurable attributes. For some of the characters the measurable attributes can be directly identified, whereas for some, the sub characters have to be identified from which the attributes are attained. The perspectives of the metrics follow the character description. As mentioned, this part discusses the producer and consumer perspective of applying the metrics. Also, for both producer and consumer perspective a scenario is identified and it is discussed. The metrics is the next to follow, which has defined by the metric tree for the corresponding character followed by the formulae. This metrics tree starts with the character (functional) as its root, followed by the sub characters (if exists) in the next level, which is followed by the attributes at the leaf. The metrics formula is proposed for these attributes at the leaf nodes. The template is finished with description about applying the formulae for the attributes. The template structure is given in the figure 3. 
Metrics Formulation (I) Component Suitability (i) Definition
The component suitability expresses the extent by which the components comply with the captured requirements.
(ii) Description
Assessing the suitability of the components tries to express how well the component fits the user's requirement. The component suitability is the character that can be measured after the component gets deployed. Hence it is mainly concerned with the component consumers. However the producers will be in need of tracking these measures so as to fine the component development in their next release of the component. For the consumers, the need to check the component suitability is to ensure the perfect match of the component into the application/system, being developed. The need for the component suitability can be justified by the following cases.
1. The component may satisfy all the requirements but may also have additional (unnecessary) functionalities. 2. The components may fail to meet all the requirements but may also have extra (unnecessary) functionalities. 3. And finally, the component may be the exact one expected with only the required functionalities.
(iii) Scenario (a) Producer Perspective
From the producers' perspective, the measure of component suitability is needed for fine tuning their production in the forthcoming releases of the component. Also it can be used as an empirical value for further component development. Such a measure value can be got as feedback from the component consumers.
(b) Consumer Perspective
The consumer has to check the component's suitability for the above said three cases. That is checking the coverage and exactness in the functionality by the component and for checking the unnecessary functionalities (requirements) in the components. As shown in section (iv) of suitability, the component suitability can be assessed by two attributes namely the Required Functionality (RF) and the Extra Functionality (EF). Among them the more the value for RF the more will be the suitability of the component. This means that the component is provided with more of the requirements for the system. However the value for EF has to lesser for better suitability of the component. The more the value for EF will indicate that the component provides more unwanted functionalities which will obviously increase the complexity.
(II) Component Accuracy (i) Definition
The accuracy of the component indicates the extent of precision that can be achieved, in satisfying the captured requirements and intended functionality of the component.
(ii) Description
Again the component accuracy is a character that is more related to the consumers than to the producers. The consumers has to be provided with a metric that measure the component's extent of accuracy in the meeting their requirements and the expected results. However the producers need this measure for finetuning their production (component development).
(iii) Scenario (a) Producer Perspective
The scenario for accuracy of a software component from the producers' perspective will be the same as discussed for component suitability.
(b) Consumer Perspective
The component consumers are bound to find a handsome set of similar components in the component repository from which they have to select the most exact and accurate one. The consumers can select the component based upon its accuracy over the computations. The accuracy may generally be expressed as a ratio between the number of accurate results and the number of correct results. As far as the accuracy is concerned, it can be measured only during the run time. However it can be measured by the number of accurate results provided the component to its total number of results. The attribute to be measured for accuracy is the Rate of Accurate Results (RAR). The value for RAR can be found once the component is deployed and it can be tabulated to number of use contexts of the component as shown in section (iv) of Component Accuracy.
(iv) Metrics
(III) Component Complexity (i) Definition
The complexity of a software component is the structural assessment of the component internals to evaluate the quality characters supported by the components. The component internals includes the classes, interfaces and their specifications.
(ii) Description
As stated in the definition, the complexity of the component is concerned with internals of the component. The component complexity is the character, which is directly having an impact on the productivity of the components. The complexity of the component is influenced by the quality requirements of the components. The more, the quality character is expected from the component, the more will be the complexity of it. Also, the component's complexity will be having an impact on the quality characters of the component. The producers developing the components can predict the complexity of the components based on the quality requirements of it. Whereas the consumers can predict the quality characters from the complexity measure, apart from the measure of the quality character itself. Hence the 
No. of context of use of the component measure of the complexity will serve as a base measure for both the producers and the consumers.
(iii) Scenario (a) Producer Perspective
From the Producer's perspective, evaluating the classes of the components and the relationship among them can assess the complexity of the component. Generally, the count of the number of classes, the relationship among the classes and the message passing between them will be taken as the parameters for measuring the complexity. Hence the coupling between the classes of a component is going to be a influencing factor in deciding the complexity. Apart from the inter class coupling, the interface complexity of the component will also has to be measured. Also due to the black box nature of the component, all the information that is going to be provided with the components has to be made less complex so as to make the component easily usable.
(b) Consumer Perspective
From the consumer's point of view overly complex interfaces complicate testing, debugging and maintenance and in turn will degrade the system quality. Hence the component consumer always expects the interfaces of the component to be less complex and designs the component based application such that the inter component coupling is less. Apart from this the consumers expects quality characters such as the performance, usability, reusability, maintainability etc., The extent of these quality characters can be predicted from the complexity measure. 
(iv) Metrics
(IV) Component Usability (i) Definition
The capability of the software component to be understood learned, used and attractive to the user in different context of use.
(ii) Description
Usability is a component character that will be looked upon for assessment, by the producers and consumers. The inherent and essential subcharacteristics of usability include understandability, learnablity and attractiveness. The understandability of the component is its capability to enable the user to understand whether the component is suitable and how it can be used for particular task and conditions of use whereas learnablity is the capability to enable the user to learn the application.
The attractiveness is the capability of the component to be attractive to the user. The component elements that are needed for assessing the above said sub-characteristics includes the component manuals, demos, help system, marketing information etc.,
The sub-characters namely understandability and learnability has its own attributes to be measured and apart from these the functional complexity of a component (along with its attributes) will also be deciding measure for usability.
(iii) Scenario (a) Producer Perspective
Devising a metric for usability involves predicting the possibility of the standard documentation and specification so that it can be made to use with ease. If a vendor decides to produce a component, they should be capable of judging the extent of usability of the component by the intended user. The measurable attributes for such a judgment can be the content, the size and effectiveness of the component elements such as manuals, demos, help system, marketing information whichever is applicable. Hence the producers', developing the component has to have an estimation of the extent of usability requirement of the consumers. Based on this extent, the extra effort required is decided. Also the producers' has to consider the complexity of the component (design) which will be affecting the usability measure.
(b) Consumer Perspective
The consumer of a software component won't generally be the end user rather they are the system developers using the components. The consumers need to evaluate the usability of a set of software components that are the candidates for integration of the system. Then they have to select the easiest to use (to integrate) among the set that provide the required functionality.
The measurable attributes for such an evaluation can be the readability, interfaces complexity, understandability of the manuals and the coverage of demos. 
TS = No. of Test Cases in the Suite
The attributes and sub attributes of Complexity are shown in section C of functional metrics.
**(c) Learnability
The attributes of Learnability are user (skill set) a dependent and hence no specific formula is given
(v) Formula Description
The usability character has three sub characters namely the understandability, complexity and learnability. The understandability of the component can be assessed from the component's manual and has three measurable attributes. This includes the Quality of Manuals (QM), Coverage of Demos (CD) and the Size of the Manuals (SM). All the three can be measured from the manuals and demos of the component and the values of these has to be more for better understandability of the components. The sub character complexity is same as that discussed in section 4.4.1 (C). For the sub character learnabilty, the measurable attributes alone are identified but no formula is proposed as the attribute depends on the skill set of the component users.
(V) Component Maintainability (i) Definition
Maintainability defines the extent of modifiability of a software component after its deployment. Modifications include corrections, improvements or adaptations to the software components due to the changes in requirement or in environment.
(ii) Description
As far as the modifications are concerned, it is usually carried out by the component producers and they may use the traditional approaches of component maintenance. Though the component consumers need not do the internal modifications, there is a strong need for them to adapt, reconfigure and test the new and modified components.
(iii) Scenario (a) Producer Perspective
The component producers are the one who will be having the source code of the component and also they are expected to provide support for the components throughout its life. Hence the producers have to keep in mind, the extent of support they has to provide and the additional effort that it is required in making it. Apart from this, the changes to be made can be done either programmatically or through some type of visual interface. This has to be done before the design phase of the component is analyzed for its commonality and variability in its domain. These identified variability methods will then be described as customization methods (which includes the writable properties) in the design phase. The count of these methods (writable properties) decides the extent of customization of the components which will be a measure.
(b) Consumer Perspective
The component consumer has to do a considerable amount of effort in maintaining CBS. The first step has to check for the producers' support throughout the component life time. Even the producers, support for maintaining the components, the change in internals may adversely affect the integration of the components based systems.
The integration among the components can be ensured by performing some sort of tests over the components to check the functionality inside. Hence the consumers have to be aware in selecting components which are self testable or which are being provided with some test suites by the producers. 
(iv) Metrics
(v) Formula Description
The maintainability of the component has direct attribute for measurement namely the Customizability (Cus) and also a sub character namely the testability of the component. The customizability of the component can be measured by the number of writable operations provided by the component to the total number of operations of the component. The more the customizability of the component has to be more for easy maintenance of the component. However it has to be maintained at an optimum level to ensure the encapsulation of the component. The testability of the component has two attributes namely the Built-in-Tests (BIT) and the Test Suites (TS) for the component. Both the attributes depends on whether the component has built-in-tests embedded in it and the number of test suites provided with the component.
(VI) Component Reusability (i) Definition
Reusability of the component is the extent to which the component can be reused in the same and also in other component based applications. It can be either be the reuse that can be achieved for developing a component and also the level of reuse from the component for the component based applications.
(ii) Description
The reusability for software components can be achieved in two ways. The first one is the component itself reusability (CR). That is the reuse that is achieved for developing the component. The second one is the level of reusability that is achieved by the component in developing component-based applications, which is the component reuse level (CRL). The first approach is for the component producers and second one is for the consumers developing the component-based applications.
(iii) Scenario (a) Producer Perspective
From the producers point of view there has to be a metric that evaluates reusability that can be made while developing the components. The producers' producing the generic components has to analyze the possible domains in which the components can be fitted. The commonalities that can exist in the domain can be identified. Then the components can be produced by extending the existing commonality functions.
(b) Component Consumer
For a consumer, a component is just going to be a black box. Therefore, the component reuse level has to be decided from some other set of measurable characters of the components. This includes the usability, portability and the confidence over the components.
(iv) Metrics
Figure 9. Component Reusability Tree
* (a) Usability
The metrics for the attributes of Usability were already presented in section A of non-functional metrics. 
(v) Formula Description
The Reusability is evaluated by three sub characters namely the usability, portability and the confidence of the component. The usability is same as discussed in section III (A). The sub character portability has an attribute namely the External Dependency (ED) of the component. The value of ED has to be lesser for easier portability of the component. The sub character confidence has two attributes namely the maturity and 
(VII) Component Performance (i) Definition
Performance of the component is a measure that can be measured by the efficiency of the component over its response time and throughput in performing its functionality.
(ii) Description
The performance of the components or the component-based systems can be judged from the efficiency of the components over its response time and throughput. For the components that have a directly human interface, the response time plays a pivot role and has to be tracked whereas for the component s involved in transaction bound systems, throughput of the system or rather components gives the clear picture of its performance. 
(iii) Scenario (a) Producer Perspective
The producers are not directly involved in predicting the performance; however the metric value can be useful for them in fine tuning and increasing the performance in the subsequent releases.
(b) Component consumer
From the consumer point of view there the existence of a trade off among the attributes for choosing the components is probable. Based upon the system or application that is going to be developed the components having the optimum attribute value can be selected. As said earlier in section 4.2, GUI components need more response time whereas the transaction bound systems need higher throughput. 
Case Study
Overview of the System Considered
The system considered is a "Component-based Hotel Reservation System". It has four components of 16 functionalities among them. A component repository is considered which provides the required components. However the suitability of the components has to be verified by applying the metrics. Each component will be having its own functionalities. Some of them may be the system and some may not be required for the system. Apart from this the component were verified for all the characters mentioned in the metrics tree (section 4.2). Some of the attributes can only be measured during the runtime and some depends on the user skill set. For such attributes, the values were not given as of now. The manual details are needed for evaluating the usability character of the component. The sub character of this includes the quality of manuals and the coverage of demos. The attributes such as the number of tables, number of figures that are represented in the manual are counted. These counted values form the manuals can then be compared with appropriate attributes such as the number of pages of the manual or with the actual details of the system. This section lists the information that can be extracted from the manual of the system. 
System Functionalities
Information extracted from the individual components
Each of the components will be having its own specification for its interfaces [11] . These structural specifications provides information about the components which are found be useful in evaluating the components. Such information that can be extracted from the component specification and its interface structure is listed below. The following sections extracts values for all of the above listed factors for each of the four components considered.
Specifications for the Individual Components
The details of the individual components include the component's UML specification, the functionalities provided, the operations involved in it, the context of use of the component and its configuration. Apart from this the expected functionalities from the component to satisfy the requirement of the system are included.
A <<CustomerMgr>> (Customer Manager)
A.1 Component Specification
Figure 12. Component Specification of Customer Manager
A.2 Information extracted from the component
The information that can be extracted from the customer manager component is listed in the form three tables.. The first and second table lists details regarding the manuals and demos of the component respectively. The third table provides details regarding the functionalities provided and required for the component, the context, the operations involved, the constraints and the configuration 
3 Applying the Metrics
The metrics that are formulated in section III are applied for the components by considering the information that are represented throughout the section IV (B). The metric values are segregated into tables functional and non-functional characters represented in the metrics tree. The table for functional characters has six entries and the table for non-functional characters has fifteen entries. The abbreviations and the key for the entries are given with the result discussed in section 5. 
A Customer Manager Component A.1 Metric Value for Functional Characters
Results
The proposed metrics were applied to all the four components and the results were attained for the attributes of both the functional and non-functional characters. Quite a good range of variation is observed among the components for various different attributes. The results attained are correlated to three increasing levels of measurement. The levels are Low, Average As far as the perspectives are concerned, the consumers can directly use all the values of the attributes for selecting the components from the repository. However from the producer's perspective the attribute values for characters such as the complexity, maintainability and reusability can be used at the design time. The attribute values for characters such as the suitability, accuracy, usability and performance can be tabulated and can be used as a feedback. With these values the character can be fine tuned while producing (developing) their successive versions. However, only the attributes of the functional characters are defined in this paper. The non-functional characters will be discussed in the subsequent work.
The metric is applied for all the attributes of all the four components and the level of goodness are listed in the form of two tables. The tables are drawn with the rows having the component's names and the columns having the attributes along with their corresponding characters. For instance if the value of customer component's coupling complexity is 0.33, then the table entry (customer component, coupling complexity) will be having an entry "low". Apart from the entries Low (L), Average (A) and High (H), there is a entry namely Run Time Attributes (*). The Run Time Attributes are the attributes that are measurable only during the run time and hence has no values. The result table (Table 23 ( As far as the non-functional characters are concerned the same kind of table is drawn. For instance, if the attribute Coverage of Demos (CD) of a particular component has the value 0.7 then it falls in the level high. It means that the particular component has a higher priority for selection with respect to the attribute, CD. Similarly if the attribute value External Dependency (ED) of a particular component has a value between 0.67 and 1.00 then it falls in the range high. Then it means that the particular component has a lesser priority for selection with respect to the attribute, ED. The result table (Table 23 (ii)) for the nonfunctional characters is shown below.
Conclusion
With the increasing demand of the software industry to include third party reusable components in the software development process, component assemblers need effective ways of selecting adequate components. Moreover as CBSE is gaining a rapid growth the component producers need to produce competitive components so as to sustain in the component industry [1] . Hence it becomes more important to devise metrics suites to quantify various characters of the components. QM1  QM2  QM3  QM4  CD  SM  TL  TC  TE  Cus  BIT  TS 
