Abstract. Due to the availability of components and the diversity of target applications, mismatches between pre-qualified existing components and the particular reuse context in applications are often inevitable and have been a major hurdle of component reusability and successful composition. Although component adaptation has acted as a key solution of eliminating these mismatches, existing practices are either only capable for adaptation at a rather simple level, or require too much intervention from software engineers. This paper presents a highly automatic approach to component adaptation at adequately deep level. The adaptability and automation is achieved in an aspect-oriented component reuse framework by generating and then applying the adaptation aspects under designed weaving process according to specific adaptation requirements. An expandable library of reusable adaptation aspects at multiple abstraction levels has been developed. A prototype tool is developed to scale up the approach.
Introduction
Component-Based Development (CBD) has been proved as an effective technology in supporting community-wide reuse of software assets [6] [12] [13] . Under the methodology of CBD, both Commercial-Off The Shelf (COTS) [6] components and in-house components can be integrated to build a range of target applications, including traditional systems and most modern applications such as web services in a serviceoriented architecture.
However, in many cases mismatches between pre-qualified available components and the specific reuse context of particular applications are inevitable and have been a major hurdle of wider component reusability and smooth composition. Component adaptation has been researched over the years as a key solution to the above problem [3] [8] [9] [17]. Due to the complex nature of the mismatch problem, available approaches are either only capable for adaptation at simple levels such as wrappers [3] , or inefficient to use as a result of lack of automation in their adaptation process [8][17] .
In this paper, a Generative Aspect-oriented component adaptatIoN (GAIN) approach is proposed to achieve adaptation at a deeper level, in terms of functionalities and non-functional features, rather than limited at component interface level like wrappers [3] . The approach is based on the successful points in a few technologies, i.e., Aspect Oriented Programming [4] the GAIN approach, component adaptation is carried out within an aspect-oriented component reuse framework by generating and then applying the adaptation aspects under designed weaving process according to specific adaptation requirements. The generation absorbs the variation concept of software product line and assures the perfect suitability of adaptation aspects for the specific adaptation requirements of aimed reuse context. Compared with traditional AOP, the weaving process of aspects in GAIN supports more complex control flow, i.e., not only sequence, but also switches, synchronization and multiple threads, to make the adaptation more accurate and efficient for components reused in more complicated environments such as concurrent dynamic applications. To facilitate the reusability of adaptation knowledge, an expandable library of reusable adaptation aspects at multiple abstraction levels has been developed. A prototype tool is developed to scale up the approach.
The reminder of the paper is organized as follows: Section 2 discusses related work with critical analysis. Section 3 describes the approach framework. Section 4 presents how to generate and apply reusable adaptation aspects under the designed weaving process. Section 5 introduces the prototype tool, and section 6 presents an example to demonstrate the approach. Finally, section 7 presents the conclusion.
Related Work

SAGA Project
Scenario-based dynamic component Adaptation and GenerAtion (SAGA) [8] [17] at Napier University developed a deep level component adaptation approach with little code overhead through XML-based component specification, interrelated adaptation scenarios and corresponding component adaptation and generation.
SAGA project focused mainly on generative component adaptation at binary code level, i.e., the adapted part of the component will be generated as new blocks of binary code and these blocks will then be composed with other unchanged blocks of code to form a new adapted component.
SAGA project achieved deep adaptation with little code overhead in the adapted component; however, automation is a challenge in the SAGA approach because it is always complex to generate blocks of code according to scenarios and original component code. To reach high automation, a large set of adaptation rules and domain knowledge has to be developed to support the process, and probably the application domains have to be restricted as well.
Binary Component Adaptation
Binary Component Adaptation (BCA) [9] has been proposed by R. Keller and U. Hölzle to support component adaptation in binary form and on-the-fly (during program loading). BCA rewrites component binaries before (or while) they are loaded, requires no source code access and guarantees release-to-release compatibility. That is, an adaptation is guaranteed to be compatible with a new binary release of the component as long as the new release itself is compatible with clients compiled using the earlier release.
