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Abstract
This contribution gives the formal foundation for speciﬁcation architectures. Spec-
iﬁcation architectures are given by diagrams in an arbitrary category of speciﬁ-
cations. Hence this is in line with the extension form graph transformations to
high-level replacement systems. We then transform diagrams in order to describe
model evolution. We distinguish between global transformations, synchronization,
and local transformations. The main result of this paper is that the composition of
all sub-speciﬁcations, i.e. the semantics of the speciﬁcation architectures is compat-
ible with the transformation. Hence it guarantees that the result of an architecture
transformation is the same as the corresponding transformation of the composed
sub-speciﬁcations.
1 Introduction
The importance of architecture descriptions has become most obvious over the
last decade (see e.g. [19,20,6,11,4]). Various formalisms have been proposed to
deal with the complexity of large software systems. The documentation and
speciﬁcation of system evolution has become a crucial topic in software devel-
opment. Not only the evolution of the code is essential but the corresponding
evolution of the speciﬁcation as well. The documentation of evolution is part
of many approaches that formalize software evolution. A survey on various
approaches to the formal foundation of software evolution can be found in
[16]. The approaches introduced there rely on quite diﬀerent speciﬁcation
techniques, but they all ﬁx their favorite one. We investigate here a more
general idea and propose an abstract framework therefore.
1 This work has been achieved during maternity leave and has been strongly supported by
my family.
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In this paper we propose the following approach: The architecture of a model
given by various connected speciﬁcations is presented by a directed graph.
Each node represents a speciﬁcation and each arc represents a speciﬁcation
morphism. The composed system, i.e. the semantics of the architecture de-
scription is given by the gluing of all sub-speciﬁcations along the given mor-
phisms. In terms of category theory this construction is a colimit. This ap-
proach has been already used for describing the architectures based on Com-
mUnity programs [23]. Here we propose the extension to arbitrary speciﬁca-
tion techniques in the sense of high-level replacement systems [2]. Technically
this is achieved by a functor category based on ﬁnite diagrams over arbitrary
speciﬁcations. The semantics is then given by the colimit functor of the di-
agrams. more intuitively, we have a graph so that for each node there is a
speciﬁcation, for each arc be have an speciﬁcation morphism relating the to
corresponding speciﬁcations. The speciﬁcation technique an be graphs again,
Petri nets, algebraic Speciﬁcations, structures etc.
Transformations of model-based software descriptions allow describing the
evolution of software systems. Other aspects of transformations comprise ar-
chitecture evolution, model evolution, transforming speciﬁcation architectures
or dynamic reconﬁguration of architectures. here we use transformations in
the DPO-approach to graph transformations generalized to arbitrary speciﬁ-
cation techniques, namely high-level replacement systems [2]. At the level of
the architecture graph we use graph transformations and at the level of the
chosen speciﬁcation technique we use corresponding transformations.
This work makes extensive use of two sources: One the one hand we employ
the ideas and results from [21]. On the other hand we transfer concepts from
[23]. In [21] Taentzer introduces distributed graph grammars in terms of dia-
gram functors. Technically we extend that idea slightly. We go from graphs
over graphs to graphs over arbitrary categories. Nevertheless, our intention is
quite diﬀerent as we concentrate on the architecture of various speciﬁcation
techniques. So it allows other speciﬁcation techniques than graphs. We do
not intend to invent a new architecture description languages (for a survey see
e.g. [5]) but aim at a formal underpinning for various speciﬁcation techniques.
For several approaches to the formal foundation see [16]. As far as graph
formalisms are used they do not present the speciﬁcations that constitute the
architecture, but are used to describe various aspects of software evolution
e.g. [13,8,15]. Contrarily, we even do not ﬁx the underlying speciﬁcation tech-
nique. We model evolution steps by transformations of speciﬁcations based
on high-level replacement systems. A well established approach is software ar-
chitecture reconﬁguration based on graph transformation as presented in [23].
A uniform algebraic framework based on category theory is their basis. There
an architecture is given as a graph whose nodes are reﬁned to programs. Re-
conﬁguration steps are modeled by conditional graph rewriting rules. Related
approaches are given in [3,9,10]. Their main focus is transforming software
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architecture graphs in order to adapt to new requirements or to reduce the
component interrelations.
2 Basic Ideas
Here we sketch the categorical foundation of our approach to speciﬁcation
architectures ([17] is a longer version including proofs). The architecture graph
is given by a simple unlabeled graph. Other possibilities are to use labeled
graphs as in [21] or typed graph as in [23]. For reasons of simplicity we have
taken this choice. In order to put our approach into practice certainly more
complex notions of graphs are to be used. But [21,23] show that the principle
is the same.
∆ : Arch  Spec presents the diagram
of the architecture graph G in the speciﬁca-
tion category Spec. To the right we illus-
trate the basic idea. At the top there are the
category Arch (left) of a simple architecture
graph G (middle) consisting of three nodes
and edges in between (right). We then have
the functor ∆ : Arch  Spec (left), map-
ping the graphG to the speciﬁcation diagram
∆(G) (middle) in category Spec. The cor-
responding speciﬁcation diagram ∆(G) con-
sists of speciﬁcations S1, S2 and S3 and two
speciﬁcation morphisms in between (right).
Arch
∆

Spec
G









∆(G)
S1
S2 S3
Figure 1: Basic Idea
Deﬁnition 2.1 A speciﬁcation architecture consists of an architecture graph
G = (GN , GE, s, t) and a diagram ∆ of speciﬁcations in some speciﬁcation
category Spec. ∆ : Arch  Spec is a diagram functor where Arch is
the small category induced by the graph G. Spec has to be cocomplete. For
each node i ∈ GN there is a speciﬁcation ∆(i) in the speciﬁcation category
Spec. For each edge e ∈ GE with source s(e) = i and target t(e) = j there is
a speciﬁcation morphism ∆(e) : ∆(i)  ∆(j) in the speciﬁcation category
Spec.
Morphisms are given by graph morphisms on the architecture level and by
families of morphisms on the speciﬁcation level. This family ensures that the
consistency of the diagram is preserved. This is due to the fact that this family
is a natural transformation.
Cocompleteness is required in order to obtain a well-deﬁned semantics in Def-
inition 2.3. Speciﬁcation techniques that provide cocompleteness are among
others graph, structures, algebraic speciﬁcations, Petri nets, or restricted ver-
sions of statecharts.
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Deﬁnition 2.2 A diagram morphism f = (fˆ , η) is given by a graph morphism
fˆ : G1  G2, that maps one archi-
tecture graph onto another.
η = (fi)i∈GN1 is a natural transfor-
mation η : ∆1(G1)  ∆2(fˆ(G1)).
There is for each i ∈ GN1 a speciﬁcation
morphism fi : ∆1(i)  ∆2(fˆ(i)) in
Spec. The composition of morphism
g ◦ f : ∆1  ∆3 is sketched in the
diagram below.
G1
fˆ G2
∆1(i)
fi 
∆1(e)

(=)
∆2(fˆ(i))
∆2(fˆ(e))

∆1(j)
fj ∆2(fˆ(j))
G1
fˆ G2
gˆ G3
∆1(i)
fi 
∆1(e)

(=)
∆2(fˆ(i))
gfˆ(i) 
∆2(fˆ(e))

(=)
∆3(gˆ ◦ fˆ(i))
∆3(gˆ◦fˆ(e))

∆1(j)
fj ∆2(fˆ(j))
gfˆ(j) ∆3(gˆ ◦ fˆ(j))
The category of speciﬁcation architectures SA is given by diagrams ∆ :
Arch  Spec and diagram morphisms in between, where Spec is some
cocomplete category of speciﬁcations.
The semantics of an architecture can be considered as the composition of the
sub-speciﬁcations. The gluing of speciﬁcations is achieved by the colimit con-
struction. The colimit is a categorical construction. The involved morphisms
constitute the way the gluing is done. The colimit for a given diagram is a
unique object that makes the diagram commute. The colimit construction
can then be extended to a functor COLIM provided the underlying category
has colimits.
Deﬁnition 2.3 The semantics of a speciﬁcation architecture ∆ :
Arch  Spec is given by its colimit COLIM(∆).
3 Transformations of Speciﬁcation Architectures
Here we give a short review of high-level replacement systems in the DPO-
approach: The rule consists of a deleting part L, an adding part R, and an
interface K which is presented, such that the rule p is given by p = (L
l←−
K
r−→ R) where l and r are morphisms. These morphisms belong to a dis-
tinguished class M of morphisms in the category Spec. Deleted are those
parts of L that are not in the image of the morphism l : K  L. In general
terms, the ‘diﬀerence’ between L and K is deleted. Adding works symmetri-
cally, all those parts of R are added, that are not in the image of the morphism
r : K  R. The transformation G
p
=⇒ H is deﬁned using two pushouts
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(1) and (2) in the DPO-diagram given in Figure 2.
The rule p is applied to G via an occurrence mor-
phism m : L  G. The deletion step is expressed
by the construction of C, called context or pushout
complement. C is given together with morphisms
k : K  C and g : C  G so that the square
(1) is a pushout. This condition ensures
L
m

(1)
K
l r 
k

(2)
R
n

G Cg h
H
Figure 2: Double
pushout diagram
that the deletion step yields a well-deﬁned context C. Otherwise, the rule
cannot be applied with occurrence m. Once we have the context C with
k : K  C the addition is achieved by the construction of the pushout (2).
In order to achieve rules for speciﬁcation architectures we need to have
pushouts. In the category SA we need speciﬁc conditions to ensure the ex-
istence of pushouts. These pushout conditions have been given in [21] al-
ready and since they concern the architecture graph only, they need not to
be changed for the extension to arbitrary speciﬁcation techniques. Informally,
we can formulate them in this way:
Whenever an arc of the architecture graph has a source node that is glued
to another node, then the speciﬁcation morphism corresponding to the arc
needs to be an isomorphism.
Conceptually rules can be divided into three types by the range of changes they
induce. We distinguish local, synchronizing, and global rules. An example of a
synchronizing rule and a global rule is given subsequently. Examples in terms
of place/transition nets for local and global rules can be found in [1].
Global Transformation is induced by rules where the architecture graph
is changed. This usually comprises deletion and addition of new sub-
speciﬁcations and morphisms, i.e. models of components or their connec-
tions. Such rules consist of arbitrary diagrams for the left-hand side, the
interface and the right-hand side.
Synchronization concerns local changes in several sub-speciﬁcations. This
means the synchronized exchange of several sub-speciﬁcations. These rules
have identical architecture graphs for the left-hand side, the interface and
the right-hand side of the rules. These graphs consist of more than one
node.
Local Transformation concerns local changes in one sub-speciﬁcations, rep-
resenting the exchange of a speciﬁc sub-speciﬁcation. These rules have ar-
chitecture graphs for the left-hand side, the interface and the right-hand
side of the rules, that consist all of one and the same node.
The next issue is the relation between transformations and the semantics of
a speciﬁcation architecture. In order to achieve this we need our ﬁrst main
result, namely the compatibility of pushouts with the semantics. The seman-
tics of a speciﬁcation architectures is given by the colimit of the diagram of
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speciﬁcations. This construction is compatible with pushouts, since pushouts
are special colimits themselves.
Theorem 3.1 Given in the category SA a pushout of diagrams
∆1  ∆3  ∆2 over ∆1  ∆0  ∆2, then the colimits
over these diagrams form a pushout in Spec. That is we have
the pushout COLIM(∆1)  COLIM(∆3)  COLIM(∆2) over
COLIM(∆1)  COLIM(∆0)  COLIM(∆2).
This then yields the main result for the transformation of speciﬁcation archi-
tectures. The subsequent theorem states the compatibility with the semantics
of the architecture, that is the composition of all sub-speciﬁcations. This result
relates our approach to the usual transformation of speciﬁcations within the
theory of high-level replacement systems. Hence it guarantees that result of an
architecture transformation is the same as the corresponding transformation
of the composed speciﬁcation.
Theorem 3.2 Given a transformation of speciﬁcation architectures
∆G
p
=⇒ ∆H with p = (∆L  ∆K  ∆R) then we have as
well a transformation COLIM(∆G)
COLIM(p)
=⇒ COLIM(∆H) with
COLIM(p) := (COLIM(∆L)  COLIM(∆K)  COLIM(∆R)).
4 Example
Here (as well as in [17])
we extend an example
we ﬁrst have intro-
duced in [18] in order
to illustrate transfor-
mation of algebraic
high-level nets. The
Dining Philosophers
is one of the famous
examples in computer
science nearly every-
body knows. In [18]
we have extended it
to the Restaurant of
Dining Philosophers,
where not only one
table but several tables
are given.
✬
❄
✻✫ ✁ ✛ ✪
✩✛
✛
✚
✘
✙✛
✚
✘
✙
✛
✚
✘
✙
✲ ✲
PHILO
EAT
STICKS
PUT(ph, st) (ph, st)
∅
TAKE
left(st = sl
right(st) = sr
(ph, st)(ph, st)
left(st)⊕ right(st)sr ⊕ sl
diphi = nat + bool
sorts: philo, stick, seat
opns: left : seat  stick
right : seat  stick
( , ) philo, seat  tuple
eqns: ...
Figure 3: Sub-speciﬁcation T of a table
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Philosophers may enter and leave the restaurant. They are seated to a
speciﬁc table. Each table is equipped with seats and corresponding sticks (or
forks or else). Once a philosopher is seated the usual behavior is modeled;
he may think or eat using the sticks belonging to his seat. A philosopher
may leave the table if he is thinking. He then vacates his seat. We model
this example using algebraic high-level nets. These are Petri nets that are
equipped with an algebraic speciﬁcation and an according algebra. We
have places, transitions, arcs in between, and tokens. Arcs are inscribed
with variables and terms over the speciﬁcation. Tokens are data elements.
Arc inscriptions describe what tokens are allowed ﬂowing over the arcs.
Transitions have transition guards, that are equations that need to be
satisﬁed for ﬁring that transition. The (Table of) Dining Philosophers is
modeled as an algebraic high-level net in Figure 3. The corresponding
algebraic speciﬁcation is sketched in Figure 3. The algebra is some adequate
algebra consisting of a set of philosophers, a set of seats, and a set of sticks.
Moreover there are functions relating seats of a table to sticks that belong
to that seat. There are places (PHILO), (EAT), and (STICKS). There
are two transitions (TAKE) and (PUT). Variables are ph, st, sr, and sl of
the sorts philo, seat, and stick respectively. Transition guard of transition
(TAKE) is the set of equations { left(st) = sl , right(st) = sr } ensuring
that each philosopher is assigned the correct sticks via the seat he is occupying.
Here we emphasize the modular
approach, where several sub-
speciﬁcations are given in a speci-
ﬁcation architecture. Each table is
given by an algebraic high-level net as
in Figure 3.
In Figure 4 we have depicted some
seating process where each arriving
philosopher is seated if a seat is avail-
able. Each philosopher as a token
residing on place (PHILO to be seated)
is assigned a table when ﬁring tran-
sition (GET SEAT). The complemen-
tary eﬀect arises when ﬁring the transi-
tion (GET UP). The seating process is
glued to the corresponding table using
the very simple sub-speciﬁcation I de-
picted in Figure 5. This algebraic high-
level nets consists merely of one place
(PHILO). The gluing of various tables
with their seating processes is achieved
using sub-speciﬁcation W.
✛
✚
✘
✙SEAT
✛
✚
✘
✙PHILO
✛
✚
✘
✙
✛
✚
✘
✙
✛
✚
✘
✙
❄
✻ ✑✑
✑
✑
✑
✑✰
◗
◗
◗
◗
◗
◗◗
❄
✻
✻
✻
	
	
	✠ ❅
❅
❅
PHILO
to be seated
GET SEAT
st
∅
st (ph, st)
PHILO
leaving
GET UP
ph
(ph, st)
∅
WORLD
ph
ph ph
ENTER
∅ ∅
LEAVE
ph ph
Figure 4: Sub-speciﬁcation S
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✛
✚
✘
✙PHILO
Figure 5: Sub-speciﬁcation I
✛
✚
✘
✙
✛
✚
✘
✙
✛
✚
✘
✙
❄
✻
	
	
	✠ ❅
❅
❅
PHILO
to be seated
PHILO
leaving
WORLD
ph ph
ENTER
∅ ∅
LEAVE
ph ph
Figure 6: Sub-speciﬁcation W
S3
T3
I3
T2
I2
S2
W
S1
I1
T1
Figure 7: Architecture graph of
the restaurant
This interface ensures that philosophers may take seat at any of the given
tables. Gluing place (WORLD) would result in a restaurant where entering
the restaurant already deﬁnes the table where to be seated. So, the archi-
tecture graph of a restaurant with its various tables, their seating processes
and its door to the world is given in Figure 7. This restaurant consists of
three tables, each of which has its own seating process. The gluing of these
sub-speciﬁcations is given by the interfaces in Figure 6 and 5. For reasons of
simplicity we have assumed for all nets the same speciﬁcation and algebra.
STICKS
PHILO
EAT
PUTTAKE
STICKS
PHILO
EAT
PUTTAKE
STICKS
SEATSEAT SEAT
PHILO
to be seated
PHILO
WORLD
ENTER LEAVE
leaving
PHILO
EAT
PUTTAKE
GET SEAT GET UPGET SEAT GET UP GET SEAT GET UP
Figure 8: Architecture semantics of the restaurant
The involved morphisms are the obvious inclusions. The interfaces may as well
be considered as connectors (e.g. in [23]). They may obviously vary in their
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complexity. The speciﬁcation architecture consists of the architecture graph
in Figure 7, for each node the corresponding sub-speciﬁcation (Figures 3 to
6). And for each arc of the architecture graph there is the obvious inclusion
morphism. The architecture semantics is depicted roughly in Figure 8. We
have omitted most of the inscriptions as the main principle can be understood
from the graphical structure. There the gluing of the sub-speciﬁcations given
in Figures 6 and 5 has been done. The composed speciﬁcation is given in
Figure 8. In Figure 9 a synchronization rule is depicted.
SEAT PHILO
I1 T1S1
SEAT PHILO
STICKS
STICKS
S1 I1 T1
EAT
PUTTAKE
PHILO
PHILO
to be seated
GET SEAT
PHILO
leaving
GET UP
WORLD
ENTER LEAVE
PHILO
EAT
PUTTAKE
PHILO
PHILO
to be seated
GET SEAT
PHILO
leaving
GET UP
WORLD
ENTER LEAVE
∆ ∆ ∆
PHILO
architecture
graph
specification diagram
architecture
graph
∆∆∆
specification diagram
L
R
Figure 9: Synchronizing transformation
The rule describes a change that each philosopher to be seated gets new sticks
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instead of having always the same sticks on the table 2 .We have only presented
the left-hand (above) and the right-hand side (below) of the rule. The archi-
tecture graph remains unchanged, but consists of several nodes (and edges in
between). These are mapped by ∆ to the corresponding sub-speciﬁcations, in
this case to algebraic high-level nets. The rule changes the nets concerning
the table and the seating process in a synchronized way and only if they are
related via the interface net I. In Figure 10 we have depicted a global rule
where a table with its seating process is added. The left-hand side (depicted
above) consists of one node in the architecture graph and one speciﬁcation
at the speciﬁcation level. The interface is omitted, but is identical to the
left-hand side. The right-hand side (below) shows an architecture graph con-
sisting of four nodes and the arcs in between. The nodes and the corresponding
sub-speciﬁcation have been added. Applying this rule to the speciﬁcation ar-
chitecture given by the Figures 3 to 7 we obtain a restaurant with four tables.
STICKS
S1 I1 T1
SEAT PHILO
PHILO
to be seated
GET SEAT
PHILO
leaving
GET UP
WORLD
ENTER LEAVE
W1
PHILO
to be seated
ENTER
W1
PHILO
to be seated
ENTER
PHILO
leaving
WORLD
LEAVE
architecture
graph
specification diagram
L
EAT
PUTTAKE
PHILO
∆ ∆ ∆
PHILO
architecture
graph
specification diagram
R
PHILO
leaving
WORLD
LEAVE
∆
Figure 10: Global rule
2 This rule makes sense from the hygienic point of view, but not for resource management.
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5 Conclusion
We have presented the formal foundation for speciﬁcation architectures sub-
suming approaches as in [23,21]. Here we use diagrams as speciﬁcation archi-
tectures and transformations in the DPO tradition to describe the evolution
of these architectures. The main result we have presented concerns the com-
patibility of transformation with architecture semantics, that is the composed
speciﬁcation. The advantages of this generality comprise the independence
from speciﬁc speciﬁcation techniques and hence a wide applicability, and the
foundation of uniform process models. In [1] the realization of this approach
using the GenGED tool environment has been presented. This will then be the
basis for future case studies. The scope of this abstract approach is limited
to those results that are independent of the speciﬁcation technique. Ques-
tion concerning the semantics or behavior of speciﬁcations cannot be treated
in this frame. E.g. the behavior of the composed nets needs to be consis-
tent with the behavior of the separate sub-nets. This can be achieved using
open nets [7,22] or modular nets [12] but is a question speciﬁc to Petri nets.
Similarly, the implementation of changes depends on the chosen speciﬁcation
techniques. Compatibility of model transformation with the corresponding
implementation is in most speciﬁcation techniques a main issue. Obviously
the programming language CommUnity is more implementation oriented as
Petri nets. But within an abstract framework it does not seem to be feasible to
explicitly consider implementation issues. The main feature of our approach
is that the underlying speciﬁcation technique is not ﬁxed. So our approach is
abstract enough to be applied to diﬀerent speciﬁcation techniques. Neverthe-
less there already are examples for speciﬁc speciﬁcation techniques that base
on the same principles:
• CommUnity has been used in the reconﬁguration of architectures as sug-
gested in [23,14]. They follow an algebraic approach that is more less the
same as the one introduced here. The colimit construction is employed to
give the semantics of connectors in [14].
• In [21] networks over graphs have been dealt with extensively. A network is
given by a graph itself. So this can be considered as a direct instantiation
of the approach suggested here.
• In our paper [1] we have used place/transition nets as an instantiation of
our approach.
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