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E´ cada vez mais recorrente o uso da Internet para armazenamento de dados cientı´ficos,
dando primazia a uma melhor organizac¸a˜o dos mesmos de forma estruturada e simples,
permitindo a cooperac¸a˜o entre a comunidade cientı´fica e contribuindo para a melhoria
da sua qualidade ao longo do tempo. O projeto aqui apresentado teve como objectivo a
concepc¸a˜o e desenvolvimento de um reposito´rio digital com web services para acesso e
gesta˜o do seu conteu´do. O trabalho decorreu no aˆmbito do projecto Europeu Epiwork, que
visa a criac¸a˜o de um sistema de previsa˜o, detecc¸a˜o e simulac¸a˜o de surtos epide´micos. Foi
realizado com o objectivo de responder a necessidades sentidas com o desenvolvimento e
utilizac¸a˜o de uma primeira versa˜o.
O software do reposito´rio foi construı´do sobre uma plataforma Fedora Commons com
um sistema XACML de autenticac¸a˜o e autorizac¸a˜o. O reposito´rio pode ser acedido in-
teractivamente atrave´s de um sistema de gesta˜o de conteu´dos Drupal. Este utiliza as
funcionalidades que os web services desenvolvidos oferecem para aceder e manipular os
recursos epidemiolo´gicos do reposito´rio. Os web services fazem a mediac¸a˜o entre os cli-
entes e o reposito´rio atrave´s de uma interface RESTful, que transfere, ale´m dos conteu´dos,
metadados nos formatos OAI-ORE e OAI-PMH.





The use of the Internet for scientific data storage is becoming prevalent, enabling
their structured organization, the cooperation among the scientific community and their
improvement over time. The objective of this project was the design and implementation
of a digital repository with web services for epidemic data management. The project
took place within the Epiwork project, which has the goal of developing a system for the
prediction, detection and simulation of epidemic outbreaks. The development is intended
to answer the needs identified with the development and use of an initial version.
The software of the repository was built on the Fedora Commons framework, with an
XACML user authentication and authorization system. The repository has an interactive
interface based on the Drupal Content Management System. It uses the developed web
services for access to the epidemic resources in the repository. The web services imple-
ment a RESTful interface exchanging contents and structured meta-data in the OAI-ORE
and OAI-PMH formats.
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”Preparar o ambiente adequado para a recepc¸a˜o de um novo Sistema de Informac¸a˜o
e´ um dos factores crı´ticos do sucesso da sua implementac¸a˜o. A mudanc¸a dos pro-
cessos que lhe esta˜o associados e´ sempre difı´cil e, para ter sucesso, devera´ comec¸ar
a ser preparada desde a fase de concepc¸a˜o do projecto de desenvolvimento, acaute-
lando os factores chave para a mudanc¸a.”(Catarina Torres [34])
Hoje em dia estamos rodeados de informac¸a˜o. Para a difusa˜o desta informac¸a˜o e´
necessa´rio que exista um suporte para o seu armazenamento para, por exemplo, ser usada
num estudo ou pesquisa. Para tornar isto possı´vel e de acordo com Torres e´ preciso
conceber novos sistemas de informac¸a˜o [34].
Nos u´ltimos anos um enorme fluxo de dados quantitativos sociais, demogra´ficos e
comportamentais ficaram disponı´veis na internet. Estes dados podem ser utilizados por
modelos matema´ticos e estatı´sticos para providenciar mais rapidamente uma melhor
localizac¸a˜o e capacidade de detecc¸a˜o ale´m de melhorar os tradicionais sistemas de vi-
gilaˆncia de doenc¸as, que sa˜o muitas vezes fundamentais para o seu estudo e controlo.
Os dados utilizados nos sistemas de vigilaˆncia, quanto mais exactos melhor, devem ser
modelados de forma a se conseguir uma melhor compreensa˜o da propagac¸a˜o de doenc¸as e
avaliac¸a˜o do seu impacto na sau´de pu´blica. Embora estes dados, contenham a informac¸a˜o
precisa e necessa´ria, muitas vezes na˜o se encontram nem centralizados nem organizados
para serem facilmente encontrados e partilhados entre cientistas e os diversos profissionais
de sau´de.
Recentemente as redes sociais como o Facebook ou o Twitter aparecem, com a
mediatizac¸a˜o que os caracteriza, como fortes fontes de obtenc¸a˜o de dados epidemiolo´gicos.
As pessoas sa˜o muitas vezes levadas a exporem dados do foro epide´mico na sua rede so-
cial, a` espera que todos os seus amigos fiquem a conhecer o seu estado de sau´de. Este
tipo de acc¸a˜o ajuda a perceber a dispersa˜o de uma doenc¸a na comunidade, fornecendo a
base para qualquer tipo de estudo.
E´ sabido que a ocorreˆncia de surtos epide´micos, normalmente a` escala mundial, gera
1
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um maior volume de dados na internet explicando assim a importaˆncia que os sistemas de
vigilaˆncia teˆm.
No entanto, este grande volume de dados, deixa em aberto um problema, o armaze-
namento e categorizac¸a˜o dos mesmos. E´ necessa´rio garantir que estes dados sa˜o correc-
tamente guardados, geridos e disponibilizados para a comunidade cientı´fica num sistema
u´nico.
E´ neste contexto que surge o projecto EPIWORK. Este projecto propo˜e um esforc¸o
multidisciplinar de investigac¸a˜o com o intuito de desenvolver uma plataforma de fer-
ramentas e conhecimento necessa´rias ao desenho de infra-estruturas de previsa˜o epide-
miolo´gica por epidemiologistas e outros investigadores da a´rea da sau´de – o Epidemic
Marketplace (EM). E´ um projecto Europeu e conta com a participac¸a˜o de 12 organizac¸o˜es
de investigadores entre os quais se encontra o LASIGE (Large-Scale Informatics Systems
Laboratory), que desenvolve projectos na a´rea da informa´tica biome´dica e na a´rea da
gesta˜o de informac¸a˜o, entre outras.
O Epidemic Marketplace visa melhorar o acesso aos dados epidemiolo´gicos e permitir
uma maior colaborac¸a˜o entre epidemiologistas e outros profissionais de sau´de.
Os dados sa˜o geridos e disponibilizados aos utilizadores atrave´s de um reposito´rio
digital, de acordo com regras de acesso bem definidas.
O Epidemic Marketplace tem os seguintes mo´dulos (figura 1.1):
1. Reposito´rio: Guarda conjuntos de dados (datasets) epidemiolo´gicos e ontologias
que caracterizam a semaˆntica deste conjunto de dados. O reposito´rio guarda estes
datasets e os seus metadados. Este pode ser acedido
em http://v2.epimarketplace.net/.
2. Colecc¸a˜o de dados (Data Collection): Realiza a recolha de mensagens que conteˆm
as palavras-chave das doenc¸as e localizac¸a˜o geogra´fica, a partir das redes sociais na
internet, nomeadamente do Twitter. A API do Data Collection pode ser acedida em
http://www.epimarketplace.net/documentation/documentation.
html.
3. Web Services: Tem por objectivo a integrac¸a˜o automa´tica dos dados epidemiolo´gicos
provenientes de diferentes fontes. Os Web Services teˆm a possibilidade de recolher
automaticamente informac¸a˜o das aplicac¸o˜es, processar os dados e armazena´-los no
reposito´rio. A API dos Web services pode ser acedido
em http://v2.epimarketplace.net/developers_corner.
O meu trabalho consistiu no desenvolvimento da segunda versa˜o do Reposito´rio e dos
Web Services.
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Figura 1.1: Representac¸a˜o da Epidemic Marketplace
1.1 Objectivos
O desafio deste projecto residiu principalmente na realizac¸a˜o de um reposito´rio per-
ceptı´vel ao utilizador e conceber uns Web Services com melhor desempenho e com mais
funcionalidades que a versa˜o anterior. Portanto, os objectivos para este projecto foram:
• Disponibilizar a versa˜o 1.0 do Epidemic Marketplace para o pu´blico em geral;
• Desenvolvimento da versa˜o 2.0 do Epidemic Marketplace, incluindo o reposito´rio
em Fedora Commons, a interface gra´fica para acesso a esse reposito´rio em Drupal
e os Web Services em Python para acesso a partir de aplicac¸o˜es;
• Implementac¸a˜o de uma interface RESTful nos Web Services, que obedec¸a aos prin-
cipios da arquitectura REST e que permita a`s aplicac¸o˜es aceder aos dados de forma
elegante e ra´pida;
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• Implementac¸a˜o do protocolo OAI-PMH, responsa´vel pela consulta e partilha de me-
tadados na Internet;
• Implementac¸a˜o de um sistema de pesquisa no reposito´rio, que visa a busca de
informac¸a˜o sobre o novo modelo de dados do Epidemic Marketpace;
• Disponibilizac¸a˜o da versa˜o 2.0 do Epidemic Marketplace para o pu´blico em geral.
1.2 Metodologia
”Try and fail, but not fail on try”(Stephen Kaggwa)
Este projecto envolveu a implementac¸a˜o de duas componentes, o reposito´rio onde e´
guardada a informac¸a˜o relativa a` epidemologia e a componente Web Services que realiza
a gesta˜o dos dados, nesse reposito´rio, para as aplicac¸o˜es. Para isso, o desenvolvimento
deste projecto envolveu fases independentes e complementares, para que as funcionali-
dades dos Web Services e a interface do reposito´rio fossem adequadas a` comunidade de
epidemologia e na˜o so´.
As fases de desenvolvimento deste projecto foram:
• Ana´lise: Nesta fase foi recolhido o feedback da utilizac¸a˜o da versa˜o 1 da plata-
forma e realizado um novo levantamento de requisitos consoante as necessidades
sentidas na utilizac¸a˜o de todo o sistema. Entenda-se todo o sistema como sendo
o reposito´rio, a sua interface e web services. Este feedback foi essencialmente a
visualizac¸a˜o dos logs da plataforma e a quantidade de objectos digitais que foram
inseridos na plataforma. O levantamento de requisitos incidiu com a vinda de um
membro do projecto Epiwork a Portugal. Com este membro foi possı´vel perceber
a sua dificuldade na utilizac¸a˜o do EM. Procedeu-se a` realizac¸a˜o da te´cnica ”Think
Aloud”, onde o utilizador era levado a realizar algumas funcionalidades do sistema
e no decorrer desse processo, o utilizador, ia referindo em voz alta o seu raciocı´nio.
Com isto foi possı´vel reunir alguma informac¸a˜o que deu a base de desenvolvimento
da nova versa˜o do Epidemic Marketplace;
• Pesquisa: Foi necessa´rio reformular quer o reposito´rio quer os web services. Para
isso foram realizadas pesquisas para a procura de melhor o software, que realizasse
em menos tempo as tarefas do sistema. A pesquisa foi feita com base em novas
tecnologias e open source. Por interme´dio de va´rios testes, de usabilidade e de
desempenho, realizados a` antiga versa˜o do EM conseguiu-se perceber que era ne-
cessa´rio reformular os servic¸os web. Ocorreu a du´vida entre duas linguagens, Perl
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ou Python mas acabei por decidir por utilizar uma linguagem que ja´ conhecesse o
Python.
• Desenho: Foi modelado todo o sistema com base no feedback e requisitos para uma
melhor percepc¸a˜o e divisa˜o de tarefas ao longo do tempo que foi definido para a
conclusa˜o do projecto. Esta fase foi essencialmente restruturada devido ao facto de
utilizadores da plataforma ja´ se terem queixado do design da antiga versa˜o, atrave´s
de reunio˜es internacionais.
• Implementac¸a˜o: Percebendo o problema encontrado na fase de ana´lise e tendo uma
lista de software que foi encontrado na fase de pesquisa, e´ realizada uma escolha
tendo em conta a curva de aprendizagem do novo software, o tempo definido para
esse fim e a actualidade do software. Esta pesquisa recaiu para o software em que
eu sentisse mais afinidade e facilidade de desenvolvimento.
• Avaliac¸a˜o: Foi avaliado o desempenho e possı´veis problemas, quer na interface
quer nos web services. Estes testes foram concebidos com base no feedback dos
utilizadores e a realizac¸a˜o de testes de stress a todo o sistema. Caso tivesse sido ne-
cessa´rio modificar alguma componente ter-se-ia realizado uma nova pesquisa para
cumprir eficientemente a necessidade sentida.
Na figura 1.2 pode ver-se o diagrama com as diferentes fases de desenvolvimento do
projecto.
Figura 1.2: Diagrama das fases de desenvolvimento do projecto
1.3 Resultados
A realizac¸a˜o do projecto foi delineado em quatro grandes objectivos (secc¸a˜o 1.1), que
posteriormente tiveram que ser subdivididos em tarefas mais simples para uma melhor
coordenac¸a˜o de tempo de realizac¸a˜o.
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Para desenvolvimento da versa˜o 2 do Epidemic Marketplace, foi necessa´rio primeiro
proceder a uma formatac¸a˜o de dois servidores e posteriormente a` colocac¸a˜o de um sistema
de virtualizac¸a˜o, Xen. Esta tarefa exigiu uma curva de aprendizagem considerada elevada,
uma vez que eu na˜o possuı´a qualquer conhecimento nesta mate´ria. No entanto reconhec¸o
que foi uma grande aposta ao introduzir uma estrutura deste tipo no Epiwork, tendo daı´
colhido a vantagem de na˜o ter de partilhar os recursos das minhas ma´quinas virtuais com
outros utilizadores.
Apo´s o obsta´culo da virtualizac¸a˜o do sistema, prossegui com o desenvolvimento dos
servic¸os web em Python. Ja´ tinha conhecimento da linguagem, contudo, o que me foi
mais difı´cil de implementar foi o sistema web em Python que culminou num atraso de
duas semanas. Deparei-me com a situac¸a˜o de este tipo de sistemas serem desconhecidos
para a grande maioria dos internautas, na˜o conseguindo obter ajuda com exemplos ou
foruns de ajuda. A soluc¸a˜o encontrada foi por tentativa/erro e por uma pesquisa muito
especı´fica em HTTP, nomeadamente em Apache.
O facto de ter definido a` partida um tempo para realizar pesquisas sobre como desen-
volver os servic¸os web, permitiu-me recuperar o tempo perdido. O facto de estar inserida
no projecto Epiwork desde o seu inicio, proporcionou-me o conhecimento total de todas
as ferramentas/abordagens utilizadas no Epidemic Marketplace. Com isso foi possı´vel ter
conhecimento sobre o protocolo OAI-PMH ou a estrutura OAI-ORE, que aparentemente
era o que eu tinha mais receio de demorar a implementar. No entanto, a implementac¸a˜o
dos web services correram na sua maioria sem qualquer tipo de dificuldade.
Consegui reformular e implementar os novos servic¸os web em menos tempo do que
o previa, no entanto, o servic¸o web que me deu mais trabalho foi o search. Este foi, sem
qualquer du´vida, o obsta´culo maior que encontrei ao longo da implementac¸a˜o do meu
projecto. A grande dificuldade foi a compreensa˜o de como o software solr funcionava e
como este se ligava ao Fedora Commons. Entre tentativas falhadas, leituras exaustivas
da documentac¸a˜o e pesquisas muito aprofundadas no Google consegui concretizar um
sistema de pesquisa que incide sobre o novo modelo de metadados do EM.
A implementac¸a˜o do ambiente gra´fico em Drupal na˜o exigiu uma curva de aprendi-
zagem muito grande.
Apo´s a realizac¸a˜o deste projecto e dos va´rios obsta´culos encontrados, posso afirmar
que sinto um orgulho muito grande em o projecto Epiwork ter servic¸os web em Python e
um sistema de pesquisa sobre o novo modelo de metadados do Epidemic Marketplace.
1.4 Estrutura do Documento
Este documento esta´ organizado em cinco capı´tulos de acordo com a seguinte descric¸a˜o:
• Capı´tulo 2 - Pesquisa de todo o software para conceber os dois mo´dulos do Epide-
mic Marketplace, reposito´rio e web services;
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• Capı´tulo 3 – Descreve os requisitos do Epidemic Marketplace;
• Capı´tulo 4 – Descreve a implementac¸a˜o dos dois mo´dulos do Epidemic Market-
place;
• Capı´tulo 5 - Concluso˜es com trabalho futuro.
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Capı´tulo 2
Trabalho Relacionado
Este capı´tulo e´ fundamental para perceber quais as ferramentas que construı´ram o Epide-
mic Marketplace e o porqueˆ dessa escolha. A primeira versa˜o do Epidemic Marketplace
ajudou a definir a linha de pesquisa na˜o deixando, contudo, de ser software open-source.
A pesquisa realizada, para a concretizac¸a˜o da nova versa˜o do Epidemic Marketplace,
foi ”partida”em va´rias componentes. Neste caso era preciso um reposito´rio e um front-
end para a visualizac¸a˜o dos seus dados. Para a implementac¸a˜o do mo´dulo web services
teria que ir perceber dos va´rios servic¸os web existentes qual seria o melhor para o caso do
Epidemic Marketplace. Por fim, perceber qual a melhor forma de garantir seguranc¸a dos
dados e autenticac¸a˜o dos utilizadores.
2.1 Bibliotecas Digitais Vs Bibliotecas Tradicionais
”A memo´ria das ma´quinas impo˜e-se pela sua grande estabilidade, enquanto ma-
terialidade e e´ sustentada pelo efeito de transpareˆncia produzido pela reproduc¸a˜o
e condensac¸a˜o dos registos. Por outro lado, ela reproduz aquilo que ja´ se tornou
a memo´ria do Homem, algo parecido ao tipo de memo´ria que representa o livro,
mas combinada, no entanto, com uma facilidade de evocac¸a˜o ate´ enta˜o desconhe-
cida”(Lucas,1998)
As bibliotecas teˆm vindo a alterar o suporte utilizado nos seus acervos apo´s o Homem
ter descoberto a escrita. No inicio estas eram compostas por minerais escritos atrave´s de
hiero´glifos, passando depois para pergaminhos e papiros e mais tarde o papel.
As bibliotecas foram, durante muito tempo, locais reservados a`s altas classes sociais e
por isso as informac¸o˜es eram tuteladas pela nobreza, clero e magistratura. Os livros eram
presos a`s prateleiras para na˜o serem emprestados e tambe´m para um maior controlo da
informac¸a˜o [38].
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A partir do se´culo XVI, as bibliotecas sofreram profundas alterac¸o˜es e adquiriram
caracterı´sticas laicas, democra´ticas, especializadas e sociais, no entanto so´, no se´culo
XVIII, a informac¸a˜o comec¸ou a chegar a`s outras camadas das Sociedade [38].
No se´culo XIX, dado o volume de memo´ria ja´ existente implementou-se o recurso a
fichas, para um registo de todo o acervo da biblioteca [38].
Ja´ no se´culo XX, a introduc¸a˜o dos computadores provoca uma verdadeira revoluc¸a˜o
da memo´ria, com a utilizac¸a˜o da memo´ria electro´nica, ilimitada e dependente de te´cnicas
de armazenamento [38].
Foi no inı´cio dos anos 90, que o Laborato´rio Nacional de Los Alamos, nos Estados
Unidos, construiu e implantou o reposito´rio digital arXiv (primo´rdios das bibliotecas di-
gitais), com o objectivo de experimentar uma alternativa para a comunicac¸a˜o cientı´fica,
possibilitando agilizar a publicac¸a˜o dos resultados das pesquisas e facilitar o acesso a`
comunidade. Desta forma, os pesquisadores podiam depositar os seus resultados de pes-
quisa, quer na forma de papers, quer na forma de relato´rios te´cnicos num reposito´rio
digital de livre acesso.
A biblioteca tradicional tem, assim, vindo a perder terreno, relativamente a` biblioteca
digital, que muitos consideram ser, mesmo, a Internet. Ate´ ha´ poucos anos era normal
uma pessoa usufruir de uma biblioteca tradicional para explorar algum tema que fosse
proposto para um trabalho escolar, uma questa˜o que surgiu no momento, ou simplesmente
requisitar um livro para a sua leitura dia´ria.
Com a evoluc¸a˜o da Internet as bibliotecas digitais foram ganhando forc¸a em relac¸a˜o a`s
tradicionais proporcionando aos utilizadores novas funcionalidades que eram, ate´ enta˜o,
inexistentes. Este aumento de uso culminou no reforc¸o do conceito de biblioteca.
Uma biblioteca digital pode ser considerada como um espac¸o virtual onde o conteu´do
e´ totalmente digitalizado e armazenado num reposito´rio em diversos formatos. Associ-
ado a este reposito´rio de dados existe um sistema de informac¸a˜o com as funcionalidades
necessa´rias a` manipulac¸a˜o do reposito´rio de acordo com as necessidades dos utilizadores
[46].
Estas bibliotecas foram criadas com o objectivo de dar a` comunidade acesso a mais
informac¸a˜o proveniente da Internet.
E´ fa´cil de perceber que existem va´rias vantagens no uso de bibliotecas digitais em
detrimento das bibliotecas tradicionais.
Mais a` frente, apresento uma listagem de algumas caracterı´sticas que se destacam nas
bibliotecas digitais.
Deter-me-ei, sobre o u´ltimo ponto da lista, visto ser um assunto de extrema im-
portaˆncia para a compreensa˜o do meu trabalho.
• Permite o acesso remoto do utilizador, por meio de um computador com recurso a`
Internet, ou seja, o utilizador pode aceder ao reposito´rio de qualquer parte do mundo
a` hora que lhe apetecer. Uma das grandes desvantagens das bibliotecas tradicionais
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sa˜o o facto de terem um hora´rio muito restrito e muitas vezes encontram-se muito
distantes umas das outras, o que dificulta, por vezes, a pesquisa considerando o
factor tempo como essencial.
• Permite a utilizac¸a˜o do mesmo documento por va´rias pessoas em simultaˆneo. No
caso das bibliotecas tradicionais pode na˜o ser possı´vel, por exemplo, o mesmo li-
vro estar disponı´vel para va´rios utilizadores por na˜o haver exemplares suficientes.
Assim a partilha da informac¸a˜o e´ uma realidade e os resultados pesquisato´rios com-
pensarem o que e´ deveras importante.
• Permite a utilizac¸a˜o de diversos suportes de registo de informac¸a˜o, tais como texto,
som e imagem. Neste caso a biblioteca tradicional pode na˜o permitir este tipo de
suporte.
• Na˜o ocupa espac¸o fı´sico. O utilizador pode, atrave´s de qualquer sistema de armaze-
namento de dados, guardar va´rios livros do seu interesse, o que permite uma maior
gestao do seu tempo e uma comodidade acrescida.
• Conte´m um sistema inteligente ou especialista para ajudar na pesquisa de informac¸a˜o
relevante. Este e´, sem du´vida, um ponto importante. As bibliotecas tradicionais na˜o
dispo˜em de um sistema de pesquisa inteligente, ou seja, apenas e´ possı´vel pesquisar
sobre temas/assuntos e na˜o sobre o conteu´do do documento propriamente dito.
A World Wide Web (web) e´ sem du´vida uma excelente fonte de dados.
A web foi criada com a visa˜o de que seria um espac¸o onde a informac¸a˜o teria um
significado bem definido, facilitando a cooperac¸a˜o e a comunicac¸a˜o entre as pessoas e os
agentes de software [33].
Actualmente dado o acesso mais barato a`s tecnologias e Internet, qualquer pessoa con-
segue publicar informac¸a˜o, pessoal ou organizacional, contribuindo para uma expansa˜o e
desorganizac¸a˜o dessa mesma informac¸a˜o.
Este crescimento da web fez com que a descoberta e recuperac¸a˜o de informac¸a˜o fosse
penosa, devido maioritariamente a grande parte da informac¸a˜o disponibilizada ser en-
tendida pelo ser humano o que torna dificil o processo de pesquisa e recuperac¸a˜o por
mecanismos automa´ticos.
As bibliotecas tradicionais sempre nos habituaram ao uso de te´cnicas de organizac¸a˜o
para facilitar a busca de informac¸a˜o, como entre outras a diferenciac¸a˜o das estantes por
tema/assunto.
As bibliotecas digitais, aparentemente, tornam-se mais fracas, no entanto, proporcio-
naram uma reviravolta ao mostrarem as suas capacidades de recuperac¸a˜o da informac¸a˜o
relevante num aparente caos em que a informac¸a˜o se apresentava. Estas, as bibliotecas
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digitais, utilizam os metadados para documentar e organizar, de forma estruturada a sua
informac¸a˜o.
Os metadados sa˜o dados que descrevem outros dados, atributos e conteu´dos de um
documento original [24]. Estes tanto podem descrever imagens, textos, a´udios, gra´ficos,
etc. Por exemplo, podemos querer descrever uma imagem e o seu metadado poderia ser “E´
uma fotografia tirada em Lisboa. A pessoa que a tirou chamava-se Alice, que trabalhava
na Faculdade de Cieˆncias da Universidade de Lisboa”.
Desde cedo, se percebeu que a utilizac¸a˜o de mecanismos de pesquisa eficientes em
base de dados e a escolha correcta dos metadados fez com que se melhorasse a raza˜o
entre o nu´mero de documentos relevantes retornados e o nu´mero total de documentos
retornados isto numa pesquisa realizada pelo utilizador.
A descric¸a˜o dos dados ainda se pode considerar muito pouco desenvolvida. No en-
tanto, a definic¸a˜o de padro˜es de metadados tem vindo a ser utilizado pela comunidade
para uma melhor comunicac¸a˜o entre os diferentes reposito´rios.
Os padro˜es de metadados facilitam a compreensa˜o, integrac¸a˜o e o uso partilhado de
informac¸o˜es entre utilizadores. Estes padro˜es, uma vez estabelecidos implicam o com-
promisso entre utilizadores e provedores de informac¸a˜o (quem publica informac¸a˜o) que
devem ambos aceitar, colaborar e usar as terminologias e as definic¸o˜es estabelecidas.
Dublin Core [10] e´ um formato padra˜o de metadados e e´ constituı´do por um con-
junto de elementos descritores. O objectivo deste e´ identificar e definir um conjunto
minimo de elementos capazes de descrever ”objectos do tipo documento”(Document Like
Objects-DLOs), numa ampla quantidade de recursos digitais. Desta forma o DC reu´ne
uma soluc¸a˜o que e´ comum a` comunidade de bibliotecas digitais.
Um exemplo de uma descric¸a˜o em Dublin Core e pegando no exemplo da fotografia,
pode ser visualizado no excerto de co´digo abaixo.
Title: Cheira a Lisboa
Subject: Paisagem sobre Lisboa





Desde cedo se percebeu que a implementac¸a˜o de uma biblioteca digital e´ algo com-
plexa. No entanto, ja´ existem ferramentas que nos ajudam a concretizar essa tarefa. A
maioria destas ferramentas sa˜o open source e geralmente sa˜o desenvolvidas pelas Univer-
sidades e disponibilizadas livremente aos utilizadores [45]. So´ assim foi possı´vel concre-
tizar um requisito que foi imposto ao Epidemic Marketplace. (Para mais detalhes ver o
Capı´tulo 3 deste documento).
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Tem sido referido ao longo deste capı´tulo a palavra Reposito´rio. Um reposito´rio e´ o
local onde o conteu´do digital e os recursos sa˜o armazenados, podendo ser pesquisados e
recuperados para uso posterior [25]. Este tem treˆs func¸o˜es principais:
• Garantir armazenamento e perservac¸a˜o dos recursos
• Garantir o acesso a esses recursos
• Garantir a recuperac¸a˜o dos recursos
O reposito´rio suporta mecanismos de importac¸a˜o, exportac¸a˜o, identidade, armazena-
mento e recuperac¸a˜o de recursos digitais. Alguns exemplos de bibliotecas digitais sera˜o
aqui referenciadas, tendo como objectivo fazer uma breve apresentac¸a˜o da sua arquitec-
tura e implementac¸a˜o. Dos exemplos apresentados consta aquele que foi seleccionado
para o reposito´rio.
2.1.1 DSpace
Figura 2.1: Pa´gina principal do DSpace
O DSpace e´ um software escolhido para ambientes acade´micos, sem fins lucrativos e
para organizac¸o˜es comerciais. Este foi produzido pela MIT Libraries e Hewlett-Packard
(HP) [8]. A figura 2.1 apresenta a pa´gina principal do Dspace.
E´ um software livre, fa´cil de instalar, e´ out-of-the-box, ou seja, na˜o precisa de mais
nenhum software para poder exercer as suas func¸o˜es e e´ personalizado a`s necessidades do
utilizador.
O DSpace foi desenvolvido na linguagem Java.
O modelo de informac¸a˜o no reposito´rio e´ constituı´do por comunidades, colecc¸o˜es,
items e bitstreams [9]. As comunidades sa˜o unidades de pesquisa da organizac¸a˜o, en-
quanto que as colecc¸o˜es sa˜o grupos distintos de items. Ja´ os items sa˜o vistos como objec-
tos com conteu´do e, por fim, os bitstreams sa˜o vistos como ficheiros individuais.
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Os dados sa˜o guardados no reposito´rio em forma de objectos digitais, items, com um
identificador u´nico. Este identificador pode ser visto como o nu´mero do antigo BI e tem o
nome de handler. Torna-se u´til quando se deseja pesquisar dentro do reposito´rio e permite
a este objecto digital a sua longevidade e a sua preservac¸a˜o.
Outra das caracterı´sticas em relac¸a˜o a` informac¸a˜o contida no reposito´rio e´ o tipo de
metadados. Dublin Core[10] e´ o formato padra˜o dos metadados usados no DSpace, no
entanto, segundo os seus criadores, ”e´ possı´vel adicionar ou alterar qualquer campo para
costumizar a aplicac¸a˜o”[7].
O DSpace tambe´m oferece o suporte ao protocolo OAI-PMH [22]. Este protocolo
permite a interoperabilidade entre outras bibliotecas digitais.
Sendo este protocolo primordial ao desenvolvimento do Epidemic Marketplace e tendo
sido por mim utilizado na implementac¸a˜o do reposito´rio, penso ser pertinente fazer uma
breve abordagem, conquanto que sucinta.
A iniciativa OAI (Open Archives Initiative), criada em 2000, surgiu com o objectivo
de minimizar a dificuldade que existia em partilhar os metadados entre diferentes repo-
sito´rios. Vem da consequeˆncia de cada reposito´rio implementar o seu pro´prio protocolo.
E´, neste contexto, que surge o protocolo OAI-PMH (Open Archives Initiative – Protocol
Of Metadata Harvest), em que foi definido um conjunto de regras de comunicac¸a˜o nas
quais todos os resposito´rios teriam que as seguir, caso pretendessem a partilha da sua
informac¸a˜o. Desta forma e´ possı´vel a transfereˆncia de dados entre dois reposito´rios digi-
tais. O protocolo pode ser utilizado para ir buscar os metadados que esta˜o no reposito´rio,
para posteriormente serem utilizados pelas aplicac¸o˜es externas. Na figura 2.2 e´ possı´vel
ver essa comunicac¸a˜o: a aplicac¸a˜o/cliente faz um pedido ao reposito´rio e e´-lhe devolvido
um ficheiro que esta´ de acordo com o protocolo OAI-PMH. Assim a aplicac¸a˜o/cliente,
que fez o pedido, obte´m os dados para depois serem utilizados por outras aplicac¸o˜es ex-
ternas.
Figura 2.2: Pequeno exemplo do protocolo OAI-PMH
O protocolo tem duas caracterı´sticas, a interoperabilidade e a extensibilidade.
A interoperabilidade e´ conseguida pela obrigatoriedade existente no protocolo na
implementac¸a˜o do padra˜o de metadados, Dublin Core.
A extensibilidade e´ resultante da possibilidade de se criar ou utilizar outros padro˜es
de metadados, ja´ existentes ou na˜o.
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Quando os reposito´rios e os objectos digitais sa˜o criados desta maneira, o efeito global
pode ser uma federac¸a˜o de reposito´rios que agregam conteu´dos com atributos muito dife-
rentes, mas que podem ser tratados da mesma forma devido a`s suas interfaces partilhadas
[42].
Como foi dito anteriormente o uso mais comum deste software e´ maioritariamente
para bibliotecas quer acade´micas quer de pesquisa.
Temos como exemplo a Biblioteca Nacional da Finlaˆndia, Doria [2] ou a Universidade
de Londres [3], TLRP, Reino Unido.
2.1.2 EPrints
Figura 2.3: Pa´gina principal do EPrints
O EPrints foi desenvolvido pela ”School of Electronics and Computer Science”da
Universidade de Southampton, Reino Unido [14] e e´ possı´vel visualizar a sua pa´gina
principal em 2.3.
Apesar de estar desenvolvido na linguagem PERL, e´ um software que e´ fa´cil de ser
instalado. Assim como o DSpace, o EPrints tambe´m e´ um software ”out-of-the-box”, na˜o
e´ necessa´rio possuir conhecimentos profundos de informa´tica para poder ter o EPrints
num computador.
O software foi inicial e expressamente concebido para a publicac¸a˜o de recursos ci-
entı´ficos, levando a que o sistema fosse baseado na formac¸a˜o de pa´ginas esta´ticas, HTML.
Desta forma na˜o era suposto que objectos digitais fossem inseridos ou actualizados muito
frequentemente. Quando um objecto digital fosse inserido ou actualizado no reposito´rio,
todas as alterac¸o˜es eram visı´veis so´ depois de uma reformulac¸a˜o da pa´gina esta´tica. Como
resultado final ocorre um atraso entre a edic¸a˜o e a publicac¸a˜o de um objecto digital.
No entanto, tem uma particularidade importante que outras bibliotecas na˜o teˆm. E´
a sua capacidade em suportar va´rios ”arquivos”ou reposito´rios, sobre a mesma instaˆncia
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de EPrints. Ou seja, este ”arquivo”pode ser visto como um conjunto de dados que per-
tencem ao mesmo assunto. Estes arquivos conteˆm os ficheiros, os metadados respectivos
e podem ter a sua pro´pria estrutura. Por exemplo, podemos ter um arquivo que con-
tenha dados sobre matema´tica e outro arquivo com dados sobre estatı´stica. O EPrints
permite o armazenamento de va´rios tipos de ficheiros como por exemplo, imagens, dados
de investigac¸a˜o, a´udio, tudo o que seja conteu´do digital.
O EPrints torna-se importante quando se pretende definir os nossos pro´prios metada-
dos. E´ um sistema flexı´vel que na˜o impo˜e um formato u´nico para descrever os dados que
esta˜o contidos no reposito´rio.
Para o EPrints um objecto digital e´ visto como um item, este tanto pode conter meta-
dados como ficheiros.
O EPrints, assim como o DSpace, suporta a interoperabilidade entre as diferentes
bibliotecas digitais.Este e´ o que melhor representa os padro˜es e ideais da Open Archives
Initiative [37].
Apenas treˆs tipos de acesso sa˜o suportados no sistema EPrints, o de autor , o de editor
e o de administrador.
O de autor permite o upload de dados no sistema. No entanto, a funcionalidade tera´
que passar por um processo de autorizac¸a˜o. Ou seja, o conteu´do so´ e´ guardado quando o
editor aprovar o documento. O autor tambe´m pode actualizar a versa˜o dos seus documen-
tos e comentar o trabalho de outros autores.
O de editor permite a revisa˜o do conteu´do de um documento, e a validac¸a˜o e a
correcc¸a˜o do conteu´do dos metadados de um documento. O editor pode tambe´m cor-
rigir ou excluir dados no reposito´rio e visualizar ou alterar o registo de utilizadores no
resposito´rio.
O de administrador esta´ encarregue, ale´m da gesta˜o do desempenho e acompanha-
mento do desenvolvimento da utilizac¸a˜o do sistema, poder tambe´m adicionar autores e
editores.
Uma das desvantagens deste sistema e´, de facto, na˜o permitir que sejam adicionados
novos tipos de acesso. A explicac¸a˜o rebate na mesma questa˜o, referida anteriormente, o
facto de o sistema ter sido inicialmente desenvolvido com o intuito de publicar recursos
cientı´ficos. Este problema culminou num sistema em que o upload se torna numa tarefa
complicada e difı´cil de usar. O EPrints torna-se mais robusto quando o upload envolve
pequenas quantidades de items com grandes volumes de informac¸a˜o.
Um exemplo da utilizac¸a˜o do EPrints e´ o reposito´rio de dados eCrystals – Southamp-
ton [11].
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Figura 2.4: Pa´gina principal do Fedora Commons
2.1.3 Fedora Commons
O Fedora Commons [17] tem a assinatura de Flexible Extensible Digital Object Reposi-
tory Architecture e na˜o deve ser confundido com o sistema operativo Fedora, Linux [28].
O desenvolvimento do Fedora Commons foi efectuado pela Universidade de Cornell
em parceria com a Universidade de Virgı´nia.
Ao contra´rio das outras duas bibliotecas digitais, o Fedora Commons e´ um software
um pouco complexo e a sua instalac¸a˜o pode na˜o ser muito trivial. Na˜o e´ um produto
chamado de ”pacote”, ou seja, pronto a ser instalado e usado. No entanto, este software
dispo˜e de uma vasta e detalhada documentac¸a˜o para utilizadores menos experientes neste
tipo de sistemas, o poderem instalar.
O Fedora Commons destaca-se das outras bibliotecas digitais, por ser muito flexı´vel.
Apresenta uma arquitectura onde a interface de utilizador, front-end, esta´ separada do
reposito´rio. Este reposito´rio permite o armazenamento e o acesso aos conteu´dos digitais,
como qualquer outro reposito´rio descrito (EPrints e DSpace).
Apesar de parecer um software um pouco ”despido”, torna-se u´til quando se pretende
personalizar o front-end para fazer face a`s necessidades dos utilizadores.
Para a gesta˜o de todo o conteu´do do reposito´rio, o Fedora Commons apresenta uma
interface de administrac¸a˜o (figura 2.5), concebida na linguagem Java. Todo o sistema do
Fedora Commons foi implementado na linguagem de programac¸a˜o Java.
Uma das vantagens que o Fedora Commons tem, e´ o facto de o sistema ser baseado nos
princı´pios dos Servic¸os Orientados a` Arquitectura (SOA). Ou seja, o Fedora Commons
dispo˜e de servic¸os, que sa˜o expostos como web services.
Web Services e´ uma soluc¸a˜o utilizada na integrac¸a˜o de sistemas e na comunicac¸a˜o
entre aplicac¸o˜es diferentes. Com esta tecnologia e´ possı´vel que novas aplicac¸o˜es possam
interagir com aquelas que ja´ existem e que sistemas desenvolvidos em plataformas dife-
rentes sejam compatı´veis. Os web services sa˜o componentes que permitem a`s aplicac¸o˜es
enviar e receber dados em formato XML. Cada aplicac¸a˜o pode ter a sua pro´pria linguagem
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Figura 2.5: Aplicac¸a˜o administrativa, em Java, do Fedora Commons
que e´ traduzida para uma linguagem universal, o formato XML.
A utilizac¸a˜o dos web services, por parte do Fedora Commons, permite na˜o so´ a
integrac¸a˜o de outros sistemas, bem como a comunicac¸a˜o entre aplicac¸o˜es diferentes.
Todas as funcionalidades do Fedora Commons, a administrac¸a˜o do reposito´rio e o
acesso aos objectos digitais sa˜o disponibilizados pelo ”reposito´rio de servic¸os”, que e´ o
nu´cleo central do Fedora Commons. Este providencia operac¸o˜es de registo e descoberta
de todos os web services.
A implementac¸a˜o desta arquitectura permite a construc¸a˜o de bibliotecas digitais dis-
tribuı´das, que sa˜o flexı´ves e permitem uma fa´cil personalizac¸a˜o das suas funcionalidades
com poucos custos de implementac¸a˜o.
Aliado aos servic¸os do reposito´rio, o Fedora Commons tambe´m permite a definic¸a˜o
de um modelo para o objecto digital. Na figura 2.6 e´ possı´vel visualizar esse modelo.
O objecto digital, na perspectiva do Fedora Commons, e´ constituı´do por:
• Identificador do Objecto Digital: um objecto digital e´ u´nico e persistente, e´-lhe
atribuı´do um identificador, que e´ u´nico no reposito´rio, intitulado de PID (Persistent
unique IDentifier). Para um dado objecto podem existir va´rias representac¸o˜es, ou
seja, um livro pode ter o formato de um documento .doc ou .pdf.
• Componente Descritiva: esta componente tem por objectivo descrever o objecto
digital assim como a relac¸a˜o que existe entre este objecto e os outros que esta˜o
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Figura 2.6: Objecto Digital visto pelo Fedora Commons
contidos no reposito´rio. E´ constituı´da por treˆs camadas, metadados FOXML, pro-
priedades do objecto e medadados de relac¸a˜o.
O FOXML (Fedora Object XML) e´ um metadado diferente dos outros. Este e´ obri-
gato´rio para a arquitectura do reposito´rio Fedora Commons. Os outros metadados
sa˜o vistos como opcionais e destinados aos dados.
As propriedades do objecto referem-se ao tipo de objecto, ao estado, ao modelo do
conteu´do, a` data da sua criac¸a˜o e da sua u´ltima modificac¸a˜o.
Os metadados de relac¸a˜o pretendem representar as relac¸o˜es que existem entre os
diferentes objectos digitais no reposito´rio. Por exemplo, e pegando novamente no
exemplo do livro, podemos dizer que este e´ constituido por capı´tulos.
• Componente Item: representa o conteu´do do objecto propriamente dito como, texto,
imagem, a´udio, etc. Este conteu´do do objecto esta´ associado ao termo datastream,
que tanto pode conter um fluxo de dados como uma refereˆncia para um objecto
externo.
• Componente servic¸o: e´ destinada a` recuperac¸a˜o imediata do objecto no reposito´rio
e adicionado quando criado o objecto digital. Voltando ao exemplo do livro, ter um
servic¸o que devolva todos os seu capı´tulos.
O Fedora Commons define alguns datastreams que sa˜o especiais, tais como policy,
audit trail e relations .
O datastream policy define as polı´ticas de autorizac¸a˜o para os objectos digitais, quer
para proteger a integridade do objecto como para controlar o acesso ao conteu´do do ob-
jecto. Estas polı´ticas sa˜o definidas por meio da linguagem XACML (eXtensible Access
Control Markup Language) [16].
O datastream audit trail serve para manter o registo de todas as mudanc¸as de um
objecto durante o seu ciclo de vida.
O datastream relations e´ constituı´do pelo conteu´do de um ficheiro do tipo RDF/XML
[26]. Este tem o objectivo de definir as relac¸o˜es que existem entre os objectos que esta˜o
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contidos no reposito´rio. A particularidade deste ficheiro e´ a sua definic¸a˜o de relaciona-
mento entre objectos. As definic¸o˜es do RDF sa˜o consideradas como ”triplas”, em que
existe o conceito de sujeito, de predicado e de objecto.
No exemplo referido a` pouco era possı´vel ver a relac¸a˜o entre o livro e os seus capı´tulos.
O Fedora Commons interpreta esta relac¸a˜o com tags pro´prias do RDF. A figura 2.7 ajuda
a perceber esta representac¸a˜o da relac¸a˜o.
Figura 2.7: Exemplo de um gra´fico RDF
Nesta figura temos um grafo direccionado onde os no´s grandes sa˜o a representac¸a˜o dos
objectos digitais e os no´s pequenos sa˜o a representac¸a˜o desse objecto. Os arcos fazem a
ligac¸a˜o entre os no´s. Temos na figura os arcos hasMember e hasRep. O arco hasMember
serve para dizer ao Fedora Commons que o livro e´ constituı´do por dois capı´tulos. Ja´ o arco
hasRep ajuda o Fedora Commons a perceber que tipo e´ o capı´tulo 1. Neste caso e´ uma
imagem de tamanho grande (HIGH). Este grafo e´ transformado num ficheiro RDF/XML.
O Fedora Commons disponibiliza, entre outras, uma interface contida no reposito´rio
de servic¸os. Esta interface, intitulada de Resource Index, conte´m um grafo de relaciona-
mentos que abrange todos os objectos digitais que esta˜o contidos no reposito´rio. Estes re-
lacionamentos tanto podem ser implı´citos pelo pro´prio modelo de objectos digitais como
relacionamentos explı´citos que sa˜o indicados no datastream relations do objecto. Este,
ale´m de guardar a informac¸a˜o dos relacionamentos, guarda tambe´m as propriedades do
objecto digital e datastreams que contenham DC.
O Resource Index disponibiliza a funcionalidade de pesquisa sobre o grafo de rela-
cionamentos atrave´s da linguagem iTQL [18] (Interactive Query Language). No co´digo
abaixo pode visualizar-se um exemplo de uma pesquisa sobre o Resource Index, neste
caso pretende-se saber todos os objectos que tenham capı´tulo 1.
Select $object from <#ri>
where $object <rel:hasMember> <Capitulo1>
Para que todo o sistema que esta´ por detra´s do Resource Index funcione e´ preciso fazer
a indexac¸a˜o de todos os objectos digitais que esta˜o contidos no reposito´rio. A indexac¸a˜o e´
realizada quando e´ feita uma inserc¸a˜o, modificac¸a˜o e eliminac¸a˜o de um objecto digital no
reposito´rio. Esta indexac¸a˜o esta´ a cargo do software Solr [1] e pode ser visı´vel na figura
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2.8.
Figura 2.8: Pesquisa realizada no Solr
O Solr permite igualmente pesquisar sobre todo o conteu´do que existe no reposito´rio,
na˜o so´ sobre ficheiros RDF/XML. Este conte´m uma linguagem pro´pria para a realizac¸a˜o
da pesquisa e pode ser visualizado no co´digo abaixo.
rel.hasMember: "Capitulo1" OR rel.hasMember: "Capitulo 1"
O Fedora Commons na˜o difere das outras bibliotecas digitais e tambe´m ela oferece o
suporte ao protocolo OAI-PMH.
Como exemplo da utilizac¸a˜o do Fedora Commons temos a Universidade de Bibliote-
cas, Rutgers [27].
2.2 Sistema de Gesta˜o de Conteu´do
”Nem sempre a Internet foi dinaˆmica, eficiente e u´til como e´ actualmente” (Michel-
lazo, 2007) [39]
Ha´ poucos anos atra´s, o conteu´do da Internet era constituı´do por pa´ginas esta´ticas,
HTML. Procurava-se a todo o custo manter a pa´gina actualizada, quer ao nı´vel de informac¸a˜o
quer das novas tecnologias que iam surgindo. Era costume, nessa altura, haver pouco con-
trolo sobre o design, navegac¸a˜o e autorizac¸a˜o. A gesta˜o da pa´gina estava a cargo de uma
pessoa com conhecimentos avanc¸ados de informa´tica. A pouco e pouco as pessoas iam
deixando de fazer as alterac¸o˜es necessa´rias e a pa´gina ia ficando desactualizada ou com
informac¸a˜o indisponı´vel.
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Actualmente as pa´ginas sa˜o dinaˆmicas e personalizadas, trazendo os estilos e toques
pessoais dos utilizadores para a Internet, remetendo a sua gesta˜o para um sistema mais
elaborado.
E´ neste contexto que surgem os Sistemas de Gesta˜o de Conteu´do, Content Manage-
ment System. Um SGC pode ser definido como uma base de dados de informac¸a˜o e uma
forma de alterar e mostrar essa informac¸a˜o, sem despender muito tempo com detalhes
te´cnicos da apresentac¸a˜o [43].
O SGC tem a particularidade de na˜o restringir a linguagem de programac¸a˜o, possuir
suporte para va´rios bancos de dados e sistemas operativos.
O principal objectivo de um SGC e´ estruturar, facilitar a publicac¸a˜o, disponibilizar,
distribuir e administrar o conteu´do na Internet de forma fa´cil e intuitiva.
O SGC apresenta va´rias vantagens:
• Permite uma autonomia na actualizac¸a˜o e edic¸a˜o de conteu´do sem que para isso
sejam necessa´rios conhecimentos avanc¸ados de informa´tica;
• Reduc¸a˜o do tempo na publicac¸a˜o, permitindo a disponibilizac¸a˜o do conteu´do mais
rapidamente online;
• E´ um produto na˜o-pago e sem qualquer fidelizac¸a˜o com alguma empresa que con-
ceba pa´ginas web;
• E´ incorporado num qualquer navegador da web, Internet Explorer, Firefox, Chrome,
etc. Deste modo permite a realizac¸a˜o de todo o processo de gesta˜o deste, desde a
sua criac¸a˜o ate´ ao armazenamento de conteu´do;
• Maior flexibilidade para acrescentar ou editar mo´dulos, ou seja, um SGC e´ cons-
tituı´do por mo´dulos que podem ser personalizados a` medida das necessidades;
• Maior seguranc¸a que permite a utilizac¸a˜o de um sistema de autenticac¸a˜o de um
utilizador;
• Permite o controlo de verso˜es;
• Permite o uso da funcionalidade de comentar, deixando a cargo do utilizador a
oportunidade de comentar um assunto numa pa´gina web.
Como em qualquer outra ferramenta existem requisitos que os CMS teˆm que cumprir:
• Separac¸a˜o do conteu´do da apresentac¸a˜o;
• Utilizadores, pape´is (roles) e permisso˜es, ou seja, todos os utilizadores que intera-
gem com o sistema tera˜o que estar autenticadas e autorizadas;
• Noc¸a˜o de contexto: o conteu´do e´ personalizado para o utilizador;
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• Extensibilidade: o SGC deve providenciar uma API compreensiva e um sistema
orientado a blocos que permita que os desenvolvedores possam alterar e extender o
comportamento do sistema.
Alguns exemplos de SGC sera˜o detalhados nas secc¸o˜es seguintes.
2.2.1 Drupal
Figura 2.9: Pa´gina principal do Drupal
Em 2000, Dries Buytaert teve a ideia de criar um pequeno site de notı´cias, permitindo
ao grupo de amigos deixar notas sobre o estado da rede, anunciar onde foram jantar ou
outras notı´cias sem qualquer tipo de importaˆncia.
So´, em 2001, e´ que Dries decidiu lanc¸ar o software na drop.org como sendo o Drupal
[6]. O objectivo inicial era permitir aos utilizadores o uso e aumentar a experieˆncia para
que outras pessoas pudessem explorar novos caminhos para o desenvolvimento.
Drupal e´ um CMS muito simples de se instalar e e´ muito flexı´vel. Utiliza a base de
dados MySQL ou PostgreSQL para armazenar o seu conteu´do e e´ escrito na linguagem de
programac¸a˜o PHP. Pode ser visualizada a pa´gina principal em 2.9.
Dado que e´ um sistema muito flexı´vel torna-se apetecı´vel aos programadores, que
desta forma podem personaliza´-lo ao seu gosto. Em contrapartida os designers tera˜o
bastantes dificuldades em alterar o conteu´do no Drupal.
O Drupal funciona a` base de mo´dulos e estes sa˜o, sem du´vida, um conceito central
de extensibilidade. Por exemplo, um mo´dulo so´ para a parte da gesta˜o de utilizadores e
outro para a gesta˜o de notı´cias na pa´gina web.
O facto de o Drupal ser constituı´do por mo´dulos faz com que todo o sistema seja
adapta´vel a`s evoluc¸o˜es da Internet.
Ao longo da existeˆncia do Drupal os utilizadores teˆm vindo a descobrir as suas van-
tagens e desvantagens, sendo que grande parte das vantagens recai em :
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• Ser extremamente virado para os programadores;
• Ter uma boa comunidade que ajuda os programadores caso ocorra algum problema;
• Ser muito poderoso na criac¸a˜o de pa´ginas web ricas em conteu´do dinaˆmico.
A principal desvantagem sera´ o facto do sistema na˜o ser user-friendly, ou seja os uti-
lizadores com pouca experieˆncia tera˜o grande dificuldade em desenvolver as suas pa´ginas
web em Drupal.
Uma funcionalidade bastante importante do Drupal e´ a forma como lida com o con-
trolo de acesso. Este utiliza dois mecanismos:
• Permisso˜es, as quais sa˜o orientadas a` acc¸a˜o do utilizador. Por exemplo, o utilizador
pode editar, eliminar, ler, etc.
• Pape´is (roles), sa˜o um conjunto de permisso˜es que sa˜o atribuı´das ao utilizador. Ou
seja, o utilizador pode editar e eliminar um recurso.
2.2.2 WordPress
O WordPress [30] foi criado, em 2003, por Bryan Bonem e MathewMullenweg. E´ muito
robusto, fa´cil de instalar e de usar, a figura 2.10 apresenta a pa´gina principal do Wordp-
Press.
Figura 2.10: Pa´gina principal do WordPress
O WordPress e´ um CMS excelente para se usar na criac¸a˜o de pa´ginas web. Ficou, no
entanto, muito conhecido por ser um sistema de blogue, apesar de oferecer ferramentas
para implementar outro tipo de sistemas como sites, pequenas lojas virtuais e sites de
compras colectivas.
Capı´tulo 2. Trabalho Relacionado 25
Como e´ usual ver-se num blogue, oWordPress oferece um sistema de comenta´rios,
onde os utilizadores podem deixar a sua opinia˜o sobre o artigo publicitado. Esta funci-
onalidade favorece a interacc¸a˜o e o conceito de comunidade, ao inve´s de uma simples e
esta´tica pa´gina web.
Este software esta´ fortemente equipado para ser um sistema de blogue, tornando des-
necessa´rio qualquer adic¸a˜o de funcionalidades ao sistema. No entanto, o WordPress tem
a particularidade de permitir a adic¸a˜o de plugins, que sa˜o pequenos scripts que fornecem
funcionalidades adiccionais ao blogue.
O WordPress permite tambe´m ao utilizador reorganizar o layout do seu blogue atrave´s
de widgets, interface gra´fica, sem que para isso este precise de editar o co´digo PHP ou
HTML.
O WordPress foi desenvolvido em PHP e e´ suportado por uma base de dados MySQL.
Uma das grandes vantagens do WordPress e´ a facilidade do seu uso dado que o utili-
zador torna-se cada vez mais capaz para usar o sistema.
A grande desvantagem deste sistema e´ a rapidez no ciclo de upgrades. E´ necessa´rio
manter sempre o site actualizado, independentemente de o utilizador o desejar ou na˜o, por
motivos de seguranc¸a.
2.3 Autorizac¸a˜o e Autenticac¸a˜o em Sistemas de Informac¸a˜o
”To be or not to be, that is the question”(William Shakespeare)
Com o forte crescimento da divulgac¸a˜o de informac¸a˜o a sua distribuic¸a˜o torna-se fun-
damental para a privacidade dos utilizadores, a confidencialidade dos dados expostos e a
integridade da informac¸a˜o.
A seguranc¸a da informac¸a˜o e´ essencial e deve ser mantida com me´todos e polı´ticas
de controlo de acesso fortes e muito bem definidas e elaboradas. Desta forma os mem-
bros utilizadores podem depositar confianc¸a nas interacc¸o˜es com os outros utilizadores e
posteriormente vir a contribuir ainda mais para o sistema.
Normalmente sa˜o as organizac¸o˜es que definem as polı´ticas de acesso no intuito de
proteger os seus dados contra ameac¸as que possam comprometer a sua informac¸a˜o.
A seguranc¸a esta´ fundamentada em quatro propriedades que devem ser garantidas
[35]:
• Confidencialidade - a informac¸a˜o so´ pode ser revelada caso o utilizador esteja au-
torizado a acedeˆ-la;
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• Integridade - a informac¸a˜o na˜o pode ser modificada por utilizadores que na˜o pos-
suam direitos para tal;
• Disponibilidade - o sistema na˜o deve ser negado a utilizadores autorizados;
• Autenticidade - o sistema so´ pode ser acedido por utilizadores autenticados.
Sandhu e Samarati definem o controlo de acesso como o acto de limitar as operac¸o˜es
que podem ser realizadas por uma entidade sobre um determinado recurso. Este permite
alcanc¸ar os objectivos da seguranc¸a da informac¸a˜o prevenindo a exposic¸a˜o e modificac¸a˜o
na˜o autorizada da informac¸a˜o sensı´vel [41].
Um sistema de controlo de acesso monitoriza os pedidos de acesso e implementa
regulac¸o˜es (polı´ticas), que definem quem pode ou na˜o executar acc¸o˜es e em quais re-
cursos. O sistema de controlo de acesso permite a especificac¸a˜o de polı´ticas atrave´s de
atributos/propriedades gene´ricas.
A linguagem que actualmente e´ a mais utilizada para definir polı´ticas e´ a lingua-
gem XACML. Esta permite especificar polı´ticas de seguranc¸a, requisic¸o˜es e respostas
para deciso˜es de controlo de acesso. Desta forma o uso destas polı´ticas faz com que as
organizac¸o˜es possam controlar o acesso aos seus conteu´dos e a`s informac¸o˜es protegidas.
A linguagem de polı´ticas de controlo de acesso define quem possui os direitos e sobre
o queˆ. O formato de pedido e resposta descreve como as consultas sobre o sistema de
polı´ticas devera˜o ser realizadas e como devera˜o ser as respostas. Este formato define as
trocas entre o Policy Decision Point (PDP), que processa a polı´tica, e o Policy Enforce-
ment Point (PEP), que realiza as deciso˜es de polı´ticas.
Pode-se verificar na figura 2.11 como se desenrola o pedido a um recurso.
A principal vantagem na utilizac¸a˜o de polı´ticas de controlo de acesso e´ o aumento da
escalabilidade e flexibilidade. A escalabilidade prende-se com o facto da mesma polı´tica
poder ser aplicada a um grande nu´mero de objectos. A flexibilidade pode ser ampliada
pela separac¸a˜o entre polı´ticas de controlo de acesso e a implementac¸a˜o do sistema de
controlo de acesso, tornando-se numa vantagem nestes sistemas. Ou seja, e´ possı´vel
adaptar as polı´ticas aos diferentes utilizadores bastando apenas editar essa politica. No
entanto, na˜o foi alterado a sua implementac¸a˜o.
Contudo, ha´ que ter em mente um aspecto fundamental e muito importante.
Com o enorme sucesso dos sistemas de distribuic¸a˜o de servic¸os e disseminac¸a˜o da
informac¸a˜o na Internet, a protecc¸a˜o da privacidade dos utilizadores e´ um requisito funda-
mental.
O conteu´do dos dados ou metadados existentes no reposito´rio conteˆm informac¸a˜o
sensı´vel fazendo com que o acesso a esses dados seja limitado a utilizadores credı´veis e
pertencentes ao grupo desse reposito´rio. Portanto, ter a privacidade dos utilizadores que
utilizam um dado reposito´rio e´ um requisito fundamental.
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Figura 2.11: Processo de controlo de acesso
As caracterı´sticas da seguranc¸a, mais uma vez, prevalecem quando ocorre a necessi-
dade de protecc¸a˜o.
Como referido por Russell e Gangeni a autenticidade torna-se ponto-chave para col-
matar esta lacuna [35].
Neste caso o reposito´rio precisa de perceber quais sa˜o os utilizadores permitidos no
sistema.
E´ neste contexto que surge o OpenLDAP (Open Lightweight Directory Access Pro-
tocol) [23], a sua pa´gina principal pode ser visualizada na figura 2.12. E´ um servic¸o de
directo´rios baseado no protocolo LDAP onde conte´m toda a informac¸a˜o relativa ao utili-
zador, como username, password, nome, e-mail, etc.
Entenda-se directo´rio como sendo uma base de dados que armazena dados de forma
hiera´rquica e que conte´m mecanismos poderosos de pesquisa optimizados.
Como exemplo de um directo´rio pode-se considerar o DNS (Domain Name System)
[5]. Este conte´m a relac¸a˜o entre os nomes dos hosts e o seu respectivo enderec¸o de IP
(Internet Protocol). Quando se pretende aceder a um host pelo nome e na˜o pelo seu
enderec¸o IP existe um procedimento por tra´s, chamado de resoluc¸a˜o de nomes, onde e´
feita uma pesquisa pelo nome do host ou enderec¸o electro´nico. Consideremos o host ta˜o
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Figura 2.12: Pa´gina principal do OpenLDAP
conhecido como o Google. O enderec¸o pode ser resolvido por meio de uma pesquisa
na ”a´rvore”parecida a` da figura 2.13. E´ realizado primeiro uma pesquisa sobre o u´ltimo
pedac¸o do enderec¸o do nome do host, ou seja, .com de seguida por .google e por fim
.www.
O servic¸o de directo´rios e´ enta˜o projectado para a gesta˜o de entradas e atributos num
directo´rio. Este permite a centralizac¸a˜o da informac¸a˜o relativa ao utilizador e oferece:
• Flexibilidade - permite a diversidade de informac¸a˜o como a informac¸a˜o sobre o
utilizador e sobre a organizac¸a˜o a que este pertence, por exemplo;
• Seguranc¸a - possui mecanismos de autenticac¸a˜o;
• Escalabilidade e adaptabilidade - adapta-se a` estrutura da rede actual e possı´veis
alterac¸o˜es futuras;
• Extensibilidade - permite alterac¸o˜es na rede.
O OpenLDAP ale´m de implementar as caracterı´sticas que os servic¸os de directo´rio
oferecem, reforc¸a tambe´m o conceito de seguranc¸a. Ou seja, a comunicac¸a˜o que existe
entre a aplicac¸a˜o/cliente e o directo´rio, que conte´m a informac¸a˜o dos utilizadores, tem
suporte ao TLS (Transport Layer Security) que faz a criptografia dessa comunicac¸a˜o.
Ale´m disso, o OpenLDAP utiliza va´rios algoritmos de criptografia como SHA-1 ou MD5
para armazenar as passwords dos utilizadores.
O OpenLDAP e´ muitas vezes utilizado por sistemas que queiram implementar um
servic¸o de Single Sign On (SSO). Ou seja, um sistema que conte´m uma autenticac¸a˜o
u´nica facilitando assim a interacc¸a˜o com os outros servic¸os como o servic¸o de e-mail.
Embora seja possı´vel ter o directo´rio remotamente (escalabilidade), o OpenLDAP na˜o
e´ um servic¸o muito usado na Internet, apenas em Intranet (redes particulares), princi-
palmente em grandes empresas. Este torna-se u´til quando existe um maior nu´mero de
utilizadores e de documentos partilhados entre eles.
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Figura 2.13: DNS, exemplo de um Directo´rio
O modelo de informac¸a˜o do OpenLDAP e´ baseado em atributos onde o nome dis-
tinto (Distinguished Name ou DN) e´ u´nico. O uso do DN permite a identificac¸a˜o e
diferenciac¸a˜o de uma entrada no sistema de directo´rios. Cada atributo tem um tipo e
um ou mais valores. Por exemplo o atributo telefone pode conter o nu´mero de um te-
lemo´vel como tambe´m o nu´mero de um telefone fixo. Na figura 2.14 pode visualizar um
exemplo de uma entrada no OpenLDAP.
Uma das grandes vantagens, ale´m da optimizac¸a˜o da pesquisa, e´ a replicac¸a˜o dos da-
dos contidos no directo´rio. Apesar do conteu´do estar centralizado e´ possı´vel replicar a
informac¸a˜o por va´rios servidores evitando assim casos de cata´strofe ao eliminar-se aci-
dentalmente um directo´rio.
A principal desvantagem neste sistema e´ possı´velmente a sua instalac¸a˜o onde conte´m
pre´-requisitos como o OpenSSL, Kerberos, SASL(Cyrus) e Berkeley DB.
Uma outra particularidade do Fedora Commons e´ o facto de disponibilizar ao utiliza-
dor a ferramenta FeSL - Fedora Security Layer. Este reu´ne no mesmo software a oportu-
nidade de se realizar a autenticac¸a˜o e autorizac¸a˜o. Oferece uma camada de autenticac¸a˜o
permitindo uma reduc¸a˜o na complexidade e permite ainda a integrac¸a˜o com outros siste-
mas de autenticac¸a˜o. Esta camada foi implementada em Java Authentication and Autho-
rization Service (JAAS). O FeSL tambe´m conte´m uma camada de autorizac¸a˜o com base
no Fedora - XACML, ou seja, implementa o mesmo raciocı´nio que as polı´ticas XACML,
neste caso, permite o controlo de acesso possa ser ao nivel de uma colecc¸a˜o, objecto di-
gital ou ate´ mesmo ao nı´vel do datastream. Este software torna-se u´til porque reu´ne o
que melhor podemos querer em questo˜es de autenticac¸a˜o e autorizac¸a˜o, ou seja, podemos
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Figura 2.14: Um exemplo de uma entrada no OpenLDAP
ter a integrac¸a˜o de polı´ticas XACML com autenticac¸a˜o externa. Tudo isto torna qualquer
sistema muito mais leve, o preferido de qualquer programador com necessidade de ter um
sistema com autenticac¸a˜o e autorizac¸a˜o.
2.4 Servic¸os Web
”The web is simply defined as the universe of global network-acessible informa-
tion.”(Tim Berners-Lee)
Segundo Berners-Lee, o primeiro objectivo da web e´ estabelecer um espac¸o em que a
informac¸a˜o seja partilhada. Em que os sistemas possam participar com a publicac¸a˜o de
recursos e servic¸os nesse mesmo espac¸o. Desta forma reflecte-se na visa˜o do W3C de um
futuro para a arquitectura da web [33].
A necessidade da integrac¸a˜o entre aplicac¸o˜es e a unificac¸a˜o de processos em dife-
rentes sistemas e escritos em diferentes linguagens, fez com que se criasse os servic¸os
web. Permitindo assim, disponibilizar formas de integrar sistemas distintos, modularizar
servic¸os e capacitar a integrac¸a˜o e consumo de informac¸o˜es.
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Segundo a definic¸a˜o do W3C, um servic¸o web e´ um sistema designado para suportar
interoperabilidade entre ma´quinas sobre a rede. Ou seja, permite que programas escritos
em diferentes linguagens e em diferentes plataformas se comuniquem atrave´s da rede
[47].
A World-Wide Web, ou simplesmente Web e´ um espac¸o de informac¸a˜o em que os ob-
jectos de interesse, chamados de recursos, sa˜o identificados por chaves globais chamadas
de Uniform Resource Identifiers (URI).
Segundo Berners-Lee, o sistema de identificac¸a˜o URI disponibiliza uma forma sim-
ples e extensı´vel de identificar recursos, como pa´ginas Web, imagens, vı´deos e servic¸os.
O formato HTML foi o primeiro formato de dados usado na Web. Desde enta˜o, va´rios
formatos surgiram para a representac¸a˜o de recursos. Segundo Fielding o protocolo HTTP
(Hypertext Transfer Protocol), e´ um protocolo voltado a sistemas distribuı´dos, colabora-
tivos e hipermı´dia [36].
Um servic¸o web pode ser considerado como a implementac¸a˜o de um Agente concreto,
em que este e´ um software ou hardware que envia e recebe mensagens, enquanto que o
servic¸o e´ o recurso caracterizado por um conjunto abstracto de funcionalidades que e´
fornecido pelo Agente.
O objectivo dos servic¸os web e´ providenciar va´rias funcionalidades aos diferentes
utilizadores. Estes utilizam o protocolo HTTP e um documento, XML ou JSON como
resposta ao servic¸o. Ou seja, cada aplicac¸a˜o pode ter a sua pro´pria ”linguagem”, que e´
traduzida para uma linguagem universal, como e´ o caso do formato XML.
O W3C tambe´m refere que se pode identificar duas grandes classes de servic¸os web:
1. REST - o objectivo e´ manipular representac¸o˜es de XML dos recursos, utilizando um
conjunto de operac¸o˜es de ”estado”;
2. SOAP - conjunto arbitra´rio de servic¸os web em que o servic¸o pode expor um con-
junto de operac¸o˜es.
REST
REST e´ o acro´nimo para Representational State Transfer e a sua arquitectura esta´ relaci-
onada com a Arquitectura Orientada ao Servic¸o (SOA - Service-Oriented Architecture).
A implementac¸a˜o de um servic¸o como o REST segue quatro principios ba´sicos de
design [44]:
1. utilizac¸a˜o de me´todos HTTP: GET, POST, PUT e DELETE;
2. na˜o tem estado;
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3. expor uma estrutura como ”caminho de directorias”nos URIs;
4. transferir XML ou JSON ou ambos.
O conceito mais importante da Arquitectura Orientada ao Servic¸o e´ o ”recurso”. Um
recurso e´ identificado pelo URI. Este e´ uma string que pode ter grande significado e
muito bem entendido pelos utilizadores. E´ ao fim ao cabo um vocabula´rio que pode
ser partilhado entre o servic¸o e os seus consumidores, ou seja, utilizadores.
O utilizador apenas especifica a representac¸a˜o do que pretende na string URI, ou seja,
estes URIs determinam como um servic¸o REST e´ intuı´tivo e como o servic¸o vai ser usado.
Portanto, estes URIS devem ser construı´dos de forma a serem fa´ceis de se advinhar o que
se pretende dos servic¸os web. A string URI inclui um conjunto de parameˆtros que definem
um crite´rio para utilizar os diferentes servic¸os disponı´veis aos utilizadores.
Ja´ se percebeu que a URL e´ a representac¸a˜o de um objecto que pode ser obtido usando
o me´todo GET do protocolo HTTP, pode ser removido por utilizac¸a˜o de DELETE ou pode
ser modificado com o me´todo POST ou PUT.
Podemos pensar num exemplo com o sistema Twitter. Suponhamos que se pretende
pesquisar no Twitter por H1N1. E´ interessante constatar que o Twitter oferece um servic¸o
de pesquisa muito bem definido e para isso apenas se utiliza a seguinte URI:
https://twitter.com/search/H1N1
Ao inserir este URI no browser, o que se esta´ a fazer e´ dizer ao twitter que queremos
obter o resultado da pesquisa por H1N1 e para isso utilizamos o me´todo GET do protocolo
HTTP. O resultado desta pesquisa e´ um XML que depois e´ tratado pelo front-end, twitter
e mostrado ao utilizador por forma a ser mais compreensı´vel.
A ide´ia central neste sistema e´ a utilizac¸a˜o de um URI de identificac¸a˜o u´nica para
cada recurso. Dependendo do me´todo utilizado para invoca´-lo e dos dados na requisic¸a˜o
HTTP, este URI tera´ um funcionamento diferente.
Segundo Fielding existe um conjunto de restric¸o˜es que devem ser seguidas quando se
pretende implementar servic¸os web em REST, sa˜o eles [44]
1. cliente-servidor: ocorre a separac¸a˜o entre a estrutura do utilizador e a estrutura
do servidor. O servidor, com um conjunto de servic¸os espera por requisic¸o˜es aos
seus servic¸os. O utilizador que deseja que um servic¸o seja executado, envia uma
requisic¸a˜o ao servidor. Este tanto pode rejeitar como executar o servic¸o solicitado e
retornar a resposta ao utilizador. Esta separac¸a˜o permite que os dois componentes,
utilizador e servidor, possam evoluir independentemente suportando o requisito de
escalabilidade da Internet;
2. sem estado: A comunicac¸a˜o entre utilizador e servidor deve ser feita sem o arma-
zenamento de qualquer tipo de estado, ou seja, cada requisic¸a˜o do utilizador para o
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servidor deve conter todas as informac¸o˜es necessa´rias para que ela seja entendida.
Portanto, estados de sessa˜o, quando necessa´rios, devem ser totalmente mantidos no
cliente;
3. cache: O facto de ser sem estado, traz desvantagens, a reduc¸a˜o de desempenho
na rede e´ uma delas. Uma forma de diminuir este impacto e´ a utilizac¸a˜o de ca-
che. Com a utilizac¸a˜o de cache torna-se possı´vel diminuir ou ate´ mesmo eliminar
completamente algumas interac¸o˜es com o servidor, optimizando a eficieˆncia, a es-
calabilidade e o desempenho para o utilizador;
4. interface uniforme: A caracterı´stica central que diferencia o estilo arquitetural
REST de outros estilos baseados em rede e´ sua eˆnfase em uma interface uniforme
entre os componentes utilizador e servidor. Com o objectivo de obter uma interface
uniforme, REST define quatro requisitos de interface: Identificac¸a˜o de recursos,
manipulac¸a˜o de recursos atrave´s de representac¸o˜es, mensagens auto-descritivas e
hipermı´dia como mecanismo de estado da aplicac¸a˜o;
5. sistema em camadas: Sistemas em camadas utilizam camadas para separar dife-
rentes unidades de funcionalidade. A principal desvantagem deste modelo esta´ no
aumento de overhead e lateˆncia nos dados processados, reduzindo o desempenho.
6. code-on-demand: este e´ uma restric¸a˜o opcional. REST permite que utilizadores te-
nham a funcionalidade de fazer download e executar diretamente o co´digo no lado
do utilizador. Um exemplo pra´tico conhecido e´ o Adobe Flash: Um utilizador so-
licita uma pa´gina Web a qual conte´m um link para um SWF usando um browser.
Apo´s a requisic¸a˜o, a pa´gina Web e´ transportada para a ma´quina do cliente junta-
mente com um SWF e o mesmo e´ executado.
SOAP
SOAP, Simple Object Access Protocol , e´ a especificac¸a˜o de um protocolo para a troca de
dados entre dois endpoints [40]. Ao contra´rio do REST, a especificac¸a˜o deste servic¸o nuca
adoptou a noc¸a˜o de partilha de informac¸a˜o no espac¸o com o uso de URI. Estes presumi-
ram que cada aplicativo devia definir o seu pro´prio e u´nico espac¸o apartir do zero com
uso ao WSDL. Este descreve apenas um so´ recurso web e na˜o provideˆncia a descric¸a˜o de
links para outros recursos. Assim o SOAP e o WSDL utilizam as URIs expressamente para
endpoints.
O SOAP consiste em treˆs partes:
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1. A construc¸ao do envelope SOAP define uma framework para expressar o que esta´
na mensagem, quem deve receber o envelope e se e´ mandato´rio ou opcional;
2. A definic¸a˜o de regras de encoding permite um mecanismo de serializac¸a˜o que pode
ser usada para troca de instaˆncias de tipos de dados definidos nas aplicac¸o˜es;
3. A representac¸a˜o de RPC SOAP define a conversa˜o que pode ser usada para repre-
sentar remote procedure calls e respostas.
Um ponto interessante a referir perante estes dois servic¸os web sera´ o comportamento
em termos de seguranc¸a. Com o servic¸o web REST qualquer firewall consegue perceber a
intensa˜o de cada mensagem atrave´s da ana´lise dos comandos HTTP usados no pedido. Em
contra partida o pedido do SOAP utiliza o comando POST como forma de comunicac¸a˜o
e um encapsolamento de mensagens, desta forma e´ impossı´vel a` firewall perceber se o
conteu´do do pedido e´ apenas para realizar um pedido ou, por exemplo, eliminar as tabelas
de uma base de dados. Neste sentido e´ mais seguro o servic¸o web REST com o acrescento
de se poder utilizar o protocolo SSL dando mais seguranc¸a ao servic¸o. O SOAP para
combater esta lacuna tera´ que utilizar a encriptac¸a˜o nas suas mensagens levando a que
utilizadores sem conhecimentos informa´ticos tenham mais dificuldade em implementar
esse sistema.
Como nota final, pode-se concluir que o SOAP requer uma implementac¸a˜o cuidaa e
um esforc¸o maior por parte do utilizador. Enquanto que o REST requer grande esforc¸o de
implementac¸a˜o por parte do servidor.
Quando se pensa em implementar servic¸os web deve-se ter em conta a facilidade com
que os desenvolvedores podem aceder ao sistema com uma forte documentac¸a˜o.
E´ a complexidade no lado do utilizador que conta, levando a que eles utilizem ou na˜o
o nosso sistema.
2.5 Software Utilizado no Epidemic Marketplace
Do software aqui descrito procedeu-se a uma selecc¸a˜o, com base na˜o so´ nos requisitos da
plataforma como na curva de aprendizagem que estes sofwtares exigiam.
A escolha final, perante as diferentes hipo´teses, foi a seguinte:
1. Bibliotecas Digitais: Fedora Commons. A escolha recaiu pelo simples facto de
ter sido, foi utilizado na versa˜o 1.0. A sua flexibilidade permitiu com que fosse
possı´vel criar o modelo do EM de forma simples. Todos os outros, softwares da
mesma categori, apresentavam dificuldades em concretizar este requisito;
2. Sistema de Gesta˜o de Conteu´dos: Drupal. Foi o que melhor se destacou, na˜o so´
porque permitiu uma maior facilidade em conter um sistema de pape´is personaliza-
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dos como tambe´m por ser desenvolvido na linguagem PHP. Desta forma, a curva
de aprendizagem era muito pequena visto eu ja´ ter conhecimentos nesta linguagem;
3. Autenticac¸a˜o e Autorizac¸a˜o: XACML e OpenLDAP. Como referido no ponto ante-
rior, a versa˜o 1.0 ja´ continha estes dois softwares por isso a curva de aprendizagem
era quase nula;
4. Servic¸os Web: REST em linguagem Python. Este foi sem du´vida o maior desafio,
uma vez que na˜o tinha conhecimentos para realizar servic¸os orientados para a web
na ferramenta python.
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Capı´tulo 3
Requisitos do Epidemic Marketplace
O Epidemic Marketplace (EM) pode ser definido como um reposito´rio virtual distribuı´do,
uma plataforma com suporte a` transpareˆncia, acesso distribuı´do, recursos heteroge´neos e
redundantes (Kuliberda et al. 2006, Ohno-Machado et al. 1997).
E´ um reposito´rio virtual, porque os dados podem ser armazenados em sistemas que
sa˜o externos ao EM, e fornece acesso transparente pois va´rias heterogeneidades esta˜o
escondidas dos seus utilizadores.
Este capı´tulo descreve os requisitos gerais e outros diversos que foram propostos para
o EM. Todos estes requisitos foram retirados do D3.3 Public Release of the Epidemic
Marketplace Platform disponı´vel em [48]
1. Requisitos de Sistema
2. Requisitos de hardware para a implementac¸a˜o do Sistema
3. Requisitos Na˜o Funcionais
4. Requisitos Funcionais
3.1 Requisitos de Sistema
Va´rios requisitos foram identificados ao definir a arquitetura do EM. Esses esta˜o directa-
mente relacionados com os objectivos do Projecto Epiwork e esta˜o abaixo descritos.
3.1.1 Suporte e partilha e gesta˜o de conjunto de dados epidemiolo´gicos
Os utilizadores registados devem ser capazes de carregar e avaliar conjuntos de dados
anotados. O conjunto de dados anotados, ira´ compor um cata´logo que estara´ disponı´vel
para os utilizadores.
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3.1.2 Suporte de integrac¸a˜o perfeita de fontes de dados hetero´geneos
Os utilizadores devem ser capazes de ter uma visa˜o unificada das fontes de dados rela-
cionados. Os dados devem estar disponı´veis a partir de fontes de streaming, esta´ticas e
dinaˆmicas. Todos os dados recuperados pelos utilizadores ou outros servic¸os devem estar
disponı´veis atrave´s de uma interface comum.
3.1.3 Suporte a` criac¸a˜o de uma comunidade virtual para a investigac¸a˜o
epidemiolo´gica
A plataforma servira´ como um fo´rum de discussa˜o que vai orientar atrave´s da descoberta
das necessidades de partilha de dados entre os fornecedores e os modeladores. Os utili-
zadores tornar-se-a˜o participantes activos, gerando informac¸a˜o e fornecendo dados para a
partilha e colaborac¸a˜o online.
3.1.4 Arquitetura Distribuı´da
O EM deve implementar uma arquitetura distribuı´da geograficamente em va´rios sites.
A arquitectura distribuı´da deve fornecer uma melhoria de acesso aos dados, uma maior
disponibilidade e toleraˆncia a falhas.
3.1.5 Suporte ao acesso seguro aos dados
O acesso aos dados deve ser controlado. O EM deve fornecer o single sign on, e as
polı´ticas de autorizac¸a˜o de acesso mu´ltiplo, personalizado pelos utilizadores. Todos os
sites do EM devem depender de uma infraestrutura distribuı´da de autenticac¸a˜o.
3.1.6 Suporte de ana´lise de dados e simulac¸a˜o em ambientes grid
O EM ira´ fornecer servic¸os de ana´lise de dados e de simulac¸a˜o em ambientes grid.
Portanto, o EM deve operar perfeitamente com servic¸os especı´ficos de grid, tais como,
servic¸os de seguranc¸a e de alocac¸a˜o de recursos.
3.1.7 Fluxo de Trabalho
A plataforma deve apoiar fluxos de trabalho para processamento de dados e servic¸os exter-
nos de interacc¸a˜o. Este requisito e´ particularmente importante para aqueles servic¸os que
recuperam, processam e armazenam os dados processados no EM, tais como as grelhas
de ana´lise e servic¸os de simulac¸a˜o.
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3.2 Requisitos de Hardware
Os diversos mo´dulos do EM estara˜o disponı´veis on-line e devem estar preparados para
serem usados por uma vasta comunidade de utilizadores e manipular grandes conjuntos
de dados. Um requisito importante e´ que este sistema seja esta´vel e esteja disponı´vel todo
o tempo, por isso deve ter uma poderosa e esta´vel base de hardware.
Para a instalac¸a˜o local analisa´mos os requisitos e decidimo-nos pelo uso de dois servi-
dores, complementados com duas unidades de armazenamento em rede (Netwok storage
units). Este sistema proporciona um bom nı´vel de redundaˆncia e faz a recuperac¸a˜o de
falhas possı´veis de forma ra´pida e fa´cil. Essa configurac¸a˜o permite o uso de um servidor
para fins de teste, mantendo o outro com uma versa˜o esta´vel em execuc¸a˜o.
A conectividade deve ser fornecida inicialmente por um link multi-gigabit compar-
tilhada entre a Universidade de Lisboa e o GE´ANT, a rede europeia de investigac¸a˜o e
ensino superior. O acesso ao GE´ANT vai garantir a conectividade entre o site principal
do EM e outros parceiros Epiwork.
3.3 Os requisitos Na˜o Funcionais
Os principais requisitos na˜o funcionais que foram identificados para o EM sa˜o os seguin-
tes:
3.3.1 Interoperabilidade
O EM deve interagir com mo´dulos que sa˜o desenvolvidos pelos outros WPS, como a
plataforma de monotorizac¸a˜o Influenza do WPS e a plataforma de simulac¸a˜o do WP4.
No futuro, sistemas desenvolvidos por investigadores atrave´s do mundo podem precisar
de questionar o cata´logo do EM ou ter acesso ao conjunto de dados disponı´vel no EM e e´
deste modo que deve ser suportada a comunicac¸a˜o entre as diferentes tecnologias.
3.3.2 Modularidade
Nem todos os locais onde o EM sera´ implantado precisam de ter todos os mo´dulos instala-
dos. Por exemplo, alguns sites podem na˜o precisar do mo´dulo colector de dados, portanto
a modularidade e´ um requisito importante do EM.
3.3.3 Open-source
Todos os pacotes de software usados na implementac¸a˜o e instalac¸a˜o do EM devem ser
de open source, bem como os novos mo´dulos desenvolvidos especificamente para o EM.
Uma soluc¸a˜o open source reduz o custo de desenvolvimento, melhora a confiabilidade do
software e simplifica o suporte.
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3.3.4 Baseado em Padro˜es
A fim de garantir a interoperabilidade entre o EM e o software desenvolvido por outros
WP’s, bem como uma perfeita integrac¸a˜o de todos os sites geograficamente dispersos
do EM, o sistema deve ser construı´do sobre servic¸os web (web services), autenticac¸a˜o e
padro˜es de metadados.
3.4 Requisitos do Reposito´rio
O reposito´rio guarda e preserva colecc¸o˜es de dados, para serem usados e partilhados ac-
tivamente pelos utilizadores da plataforma e automaticamente recuperados pelo mo´dulo
colector.
3.4.1 Separac¸a˜o de dados de metadados
Uma caracterı´stica importante da arquitectura para reposito´rios cientı´ficos em geral, e
tambe´m do EM, e´ a clara separac¸a˜o entre dados e metadados (Stolte et al. 2003).
Por exemplo, deve haver uma separac¸a˜o clara entre os metadados e esquemas de dados
actuais, dado que os metadados podem conter informac¸o˜es na˜o disponı´veis directamente
em esquemas de dados.
3.4.2 Suporte para os padro˜es de metadados
E´ necessa´rio um amplo suporte para padro˜es de metadados para recursos web de gesta˜o e
processamento (procura, por exemplo). Isto significa a adopc¸a˜o de Dublin Core (Dublin
Core 2009).
Devido a restric¸o˜es de privacidade e´ possı´vel que apenas os metadados de algumas
fontes de dados estejam disponı´veis atrave´s do EM,. Nestes casos, o utilizador deve obter
os dados directamente do site que hospeda a fonte de dados, directrizes a seguir descritas
no Epidemic Marketplace.
3.4.3 Suporte a` Ontologia
Um passo adiante na implantac¸a˜o do EM foi ter um reposito´rio semanticamente habilitado
usando ontologias para descrever e estruturar os dados (Goni et al. 1997, Fox et al. 2006).
O EM providenciara´ uma framework para a criac¸a˜o e desenvolvimento de ontologias, para
responder abertamente a`s necessidades desta comunidade e fomentar a sua participac¸a˜o
activa. No´s comec¸amos por usar ontologias existentes, tais como o Sistema U´nico de
Linguagem Me´dica (UMLS) (Bodenreider 2004). A ontologia geogra´fica, com cobertura
mundial, e´ tambe´m uma necessidade prima´ria (Chaves et al. 2005). O nosso objectivo e´
contribuir para tornar as ontologias amplamente aceites pela comunidade Epidemiolo´gica
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e garantir a sua evoluc¸a˜o sustenta´vel, atrave´s da replicac¸a˜o bem sucedida de iniciativas
semelhantes, como o Gene Ontology em Biologia Molecular (Ashburner et al. 2000).
3.4.4 Criac¸a˜o de um novo modelo de metadados EM
Criac¸a˜o de um modelo pro´prio do Epidemic Marketpace, em que seja especializado para
pessoas ligadas a` a´rea da sau´de. Deve ser um modelo explı´cito e muito bem documentado.
3.4.5 Visualizac¸a˜o de todos os datastreams de um objecto digital
Todo o objecto digital e´ constituı´do por va´rios datastreams, desta forma deve ser possı´vel
visualizar todo o conteu´do de um objecto digital, atrave´s do seu identificador u´nico. Esta
funcionalidade permite compreender como e´ constituı´do um determinado objecto digital.
3.4.6 Comentar um metadado
Deve ser possı´vel, a um utilizador, comentar expressando a sua opinia˜o ou simplesmente
solicitar alguma necessidade a outros utilizadores. Esta funcionalidade pode ser vista
como um sistema de comenta´rios semelhante ao do Facebook.
3.4.7 Download de todos os datastreams contidos num objecto digital
Possibilidade de se fazer o download de todos os datastreams de um objecto digital. Todos
os ficheiros devem estar contidos num ficheiro compactado em formato .zip. Deve ser
possı´vel tambe´m especificar qual o objecto digital pretendido, atrave´s do seu identificador.
3.4.8 Ter um sistema de pedidos
Deve ser possı´vel ter um espac¸o destinado para fazer pedidos onde tambe´m seja possı´vel
obter as respectivas respostas. Este sistema deve tambe´m suportar fazer like a um pedido.
3.4.9 Visualizac¸a˜o de todo o conteu´do do reposito´rio
Deve ser possı´vel visualizar todo o conteu´do existente no reposito´ri, de forma intuitiva.
Esta informac¸a˜o deve ser concisa mas perceptı´vel a um utilizador que na˜o tenha conheci-
mentos aprofundados de informa´tica.
3.4.10 Adicionar colecc¸o˜es
A possibilidade de adicionar colecc¸o˜es ao reposito´rio.
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3.4.11 Fazer a gesta˜o de um objecto digital
Permitir ao utilizador que adicione, altere ou elimine um objecto digital.
3.5 Requisitos dos Web Services
Os web services sa˜o responsa´veis pela comunicac¸a˜o com:
1. Clientes - que recuperam as colecc¸o˜es de dados do EM e produzem gra´ficos dinaˆmicos,
tendeˆncias ou mapas geogra´ficos de acordo com a interacc¸a˜o do utilizador;
2. Aplicac¸o˜es do Epiwork - como sistemas baseados na Monitorizac¸a˜o da Internet
(IMS) ou plataformas computacionais (CP) para simular a propagac¸a˜o de doenc¸as;
3. Outros fornecedores de dados - tais como notı´cias online, feeds RSS, ProMED
Mail, alertas oficiais validados (OMS) e outros geradores de eventos.
Os principais requisitos dos web services sa˜o:
3.5.1 Implementac¸a˜o da capacidade de pesquisa e consulta de con-
junto de dados heteroge´neos
Os web services devem gerir o acesso a dados heteroge´neos de diversas fontes, para
doenc¸as diferentes, e em diferentes formatos, atrave´s de uma interface de consulta ou
pesquisa.
Ale´m de informac¸o˜es me´dicas, outras, tais como geogra´ficas, sociolo´gicas e relacio-
nadas com as redes de transporte, precisam de ser acedidas para simular epidemias.
A heterogeneidade dos dados depende de va´rios factores, tais como o seu tipo, o for-
mato da representac¸a˜o e a doenc¸a. Os dados necessa´rios para um estudo duma epidemia
podem variar significativamente de doenc¸a para doenc¸a e ate´ mesmo entre os estudos so-
bre o mesmo assunto, dependendo das condic¸o˜es experimentais e me´todos de recolha de
dados. Portanto, e´ importante definir os dados comuns e esquemas de metadados permi-
tindo o acesso efectivo aos dados e a` ana´lise dos processos de integrac¸a˜o da informac¸a˜o.
Para atingir esse objectivo, a estrutura de dados de uma ampla variedade de fontes (por
exemplo, IMS e CP) sera´ caracterizada pela criac¸a˜o de um modelo cano´nico para conjun-
tos de dados comumente usados.
3.5.2 Implementac¸a˜o de uma interface RESTful
Os utilizadores devem ser capazes de pesquisar e consultar conjuntos de dados e corres-
pondentes metadados atrave´s de uma interface RESTful [11]. Uma interface RESTful [11]
fornece facilidade de uso, flexibilidade e simplicidade.
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3.5.3 Suporte a` autenticac¸a˜o em ambiente distribuı´do
Para aceder aos web services, os clientes devem primeiro autenticar-se, pelo menos num
site do EM. As credenciais de autenticac¸a˜o devem ser partilhadas entre os sites do EM e
qualquer site do EM deve aceder ao mesmo conjunto de credenciais para um dado cliente.
3.5.4 Acesso a recursos plug-in-able
Uma caracterı´stica importante a ser suportada pelo EM, em particular para recursos de
dados externos, e´ o acesso a recursos plug-in-able (Kuliberda et al. 2006). Estes recursos
externos fornecem dados armazenados num reposito´rio interno e podem exigir acessos
virtualizados. Alguns recursos podem aparecer e desaparecer de forma inesperada, de-
vido, por exemplo, a` indisponibilidade do site web. Os recursos plug-in-able permitem a
adic¸a˜o dinaˆmica de fontes de dados atrave´s de wrappers que garantem conexa˜o fı´sica com
uma fonte e convertem os dados recolhidos num ou mais modelos de dados cano´nicos su-
portados pelo reposito´rio.
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Capı´tulo 4
Implementac¸a˜o
”Yes, we can.”(Obama, 2008).
O objectivo deste capı´tulo e´ dar a conhecer como se ligam os diferentes softwares e
como esta´ construı´do o sistema Epidemic Marketplace. Este capı´tulo esta´ repartido por
diferentes secc¸o˜es, comec¸ando por se explicar como o sistema esta´ estruturado acabando
com um maior detalhe para uma melhor percepc¸a˜o e compreensa˜o do leitor. E´ dado mais
eˆnfase na implementac¸a˜o dos servic¸os web visto estes terem um papel fundamental no
funcionamento das va´rias funcionalidades que o Drupal oferece aos diferentes utilizado-
res.
4.1 Arquitectura
Com a leitura ate´ este capı´tulo, ja´ se consegue perceber que a arquitectura do sistema Epi-
demic Marketplace e´ composto por treˆs grandes componentes, como ilustrado na figura
4.1:
• Gesta˜o de Dados, onde se insere o reposito´rio;
• SGC, Sistema de Gesta˜o de Conteu´dos, em que e´ disponibilizada a interface gra´fica
do reposito´rio;
• SW, os Servic¸os Web que oferecem uma interface de programac¸a˜o para acesso ao
reposito´rio.
Como se pode verificar, na figura 4.1, toda a concepc¸a˜o do sistema encontra-se mol-
dado sobre o reposito´rio que esta´ contido na componente ”Gesta˜o de dados”.
E´ necessa´rio ter muito cuidado com estes dados visto conterem informac¸a˜o muito
sensı´vel. Por isso, todo o possı´vel acesso aos dados e´ realizado atrave´s da componente
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Figura 4.1: Diagrama de todo o sistema do Epidemic Marketplace
servic¸os web, SW. Isto e´ feito para que haja um maior e melhor controlo sobre os dados,
o que se consegue ao restringir as funcionalidades permitidas para a gesta˜o dos mesmos.
Estes servic¸os web esta˜o optimizados maioritariamente para as aplicac¸o˜es. A componente
gra´fica, SGC, que e´ usada pelos utilizadores liga-se aos servic¸os web para realizar todas
as funcionalidades que o Drupal pode oferecer.
E´ feito um detalhe pormenorizado de cada componente nas secc¸o˜es seguintes.
4.1.1 Gesta˜o de Dados
A componente ”Gesta˜o de Dados”envolve a parte de armazenamento dos dados, quer
epidemiolo´gicos quer de utilizadores, e o seu controlo de acesso. A figura 4.2 exemplifica
como esta´ estruturada esta componente. Aqui torna-se importante perceber que todos os
dados esta˜o protegidos com o controlo de acesso.
Figura 4.2: Componente Gesta˜o de Dados
Para armazenar os dados do foro epidemiolo´gico, foi escolhido o Fedora Commons
versa˜o 3.4.1, um reposito´rio que veio de encontro a`s necessidades do Epidemic Market-
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place.
Os utilizadores do Epidemic Marketplace sentiram necessidade de ter um outro mo-
delo de metadados, visto conterem informac¸o˜es muito detalhadas e muito precisas dos
va´rios temas abrangidos pela Epidemiologia.
O Fedora Commons, sendo muito flexı´vel, permite-nos construir um novo modelo de
metadados ale´m do Dublin Core e armazena´-lo no reposito´rio.
A criac¸a˜o deste modelo de metadados foi abordado na tese de Luı´s Filipe Lopes,
antigo aluno de Mestrado de Engenharia Informa´tica na Faculdade de Cieˆncias da Uni-
versidade de Lisboa. O novo modelo, EM metadata pode ser visualizado em [12].
Como foi referido no trabalho relacionado, capı´tulo 3 deste projecto, o Fedora Com-
mons guarda os seus dados de forma estruturada tendo um modelo pro´prio para o objecto
digital.
Coloca-se a questa˜o, enta˜o como se pode guardar o novo modelo de metadados do
EM no Fedora Commons? O modelo do objecto do Fedora Commons conte´m, na pers-
pectiva do objecto digital, uma secc¸a˜o pro´pria para guardar o novo modelo de metadados,
o datastream. Apesar deste datastream ser visto pelo Fedora Commons como opcional,
todo o sistema do EM foi concebido para ”olhar”apenas para este EM metadata. Ou seja,
qualquer operac¸a˜o que ocorra no reposito´rio e´ apresentada a informac¸a˜o contida no datas-
tream EM. Desta forma todos os objectos que sejam inseridos no reposito´rio tera˜o que ter
o metadado EM (EM metadata) sendo so´ assim possı´vel fazer a integrac¸a˜o do novo mo-
delo de metadados no Fedora Commons. O DC apenas conte´m a informac¸a˜o necessa´ria
para o FC poder trabalhar, tais como o PID (Identificador U´nico) e o tı´tulo do objecto.
O Fedora Commons e´ um software ”cego”, ou seja, armazena os seus dados sem
perceber como estes esta˜o organizados. Desta forma e como referido no trabalho relaci-
onado, o FC precisa de um datastream especial, o RELS-EXT, que lhe diga como esta˜o
organizados e relacionados entre si os objectos no seu reposito´rio.
A melhor forma de estruturar os va´rios objectos do Fedora Commons, com informac¸a˜o
variada, e´ pensar na estrutura de um sistema de ficheiros Windows ou Linux. Ou seja, os
dados serem estruturados em colecc¸o˜es que podem ser vistas como pastas ( no sistema
de ficheiros). A u´nica informac¸a˜o necessa´ria a guardar, para concretizar este sistema de
colecc¸o˜es, e´:
• o identificador do ”Pai”, PID. Desta forma consegue-se perceber em que ”pasta”esta´
inserido um dado objecto;
• a categoria do ”Pai”, type. Desta forma, consegue-se perceber em que ”tema”se
encontra um dado objecto.
Pode ser visualizado um exemplo, muito simples, na figura 4.3 em que e´ apresentado
uma possı´vel estrutura de um reposito´rio. Vamos supor que este reposito´rio conte´m dados
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sobre jogos de tabuleiro.
Figura 4.3: Explicac¸a˜o das colecc¸o˜es
A figura 4.3 indica que existem, pelo menos, quatro objectos digitais no reposito´rio.
Estes esta˜o divididos por categorias, onde existe a colecc¸a˜o principal ”jogos”. Dentro
desta colecc¸a˜o encontra-se enta˜o os jogos de tabuleiro, xadrez e damas, em que se pode
considerar que o jogo 4 em linha tem a mesma estrutura que o jogo das damas e por isso
esta´ dentro da colecc¸a˜o damas.
Com este sistema de organizac¸a˜o e´ possı´vel tirar o ma´ximo partido da modelac¸a˜o de
objectos digitais no Fedora Commons.
Um exemplo deste RELS-EXT pode ser visualizado na figura 4.4. Em que nos indica
que o objecto empid:473 (1) e´ uma colecc¸a˜o (2) e esta´ inserido na ”pasta”islandora:top
(3) que e´ considerada como sendo a ”pasta”raiz, principal.
Figura 4.4: Datastream RELS-EXT
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Uma outra funcionalidade que o EM oferece e´ a possibilidade de se poder comen-
tar num dado objecto digital. Por exemplo, querer informar um utilizador, especializado
numa a´rea, que recolheu novos dados sobre um caso de estudo em causa. Esta funcionali-
dade pode ser vista como o sistema de comenta´rios do Facebook. Esta particularidade foi
implementada seguindo o mesmo raciocı´nio que o armazenamento do EM metadata. Ou
seja, foi adicionado ao modelo do objecto digital um novo datastream que neste caso se
chama de Annotation. Este datastream conte´m a informac¸a˜o sobre a data do comenta´rio,
username que fez o comenta´rio, a flag like que informa se um utilizador colocou like no
comenta´rio, identificador desse comenta´rio e o pro´prio texto do comenta´rio.
Na figura 4.5 e´ possı´vel visualizar um exemplo de um ficheiro Annotation.xml.
Figura 4.5: Exemplo de um objecto digital que conte´m um comenta´rio
A informac¸a˜o referente ao utilizador tambe´m se reveste de muita importaˆncia.
O Epidemic Marketplace prepara-se para ter va´rios utilizadores, deste modo e´ ne-
cessa´rio garantir e controlar o seu acesso. A melhor forma de fazer essa gesta˜o de utili-
zadores e´ implementar uma base de dados que contenha toda a informac¸a˜o referente aos
diversos utilizadores. A base de dados e´ o OpenLDAP.
O OpenLDAP tem a particularidade de poder guardar, ale´m da informac¸a˜o do utili-
zador, a informac¸a˜o do papel (role) atribuı´do a esse utilizador. Um possı´vel papel (role)
pode ser o de ”leitura”, onde o utilizador tem apenas acesso a` leitura de todos os objectos
sem que os possa editar.
A estrutura da informac¸a˜o no OpenLDAP e´ conseguida atrave´s de schemas, que sa˜o
tipos de dados que ajudam a definir a estrutura da informac¸a˜o. Por isso, instalou-se o
schema eduPerson. Este schema conte´m um atributo pro´prio para guardar a informac¸a˜o
do utilizador, o eduPerson Afilliation.
O eduPerson Afilliation pode conter va´rios valores o que possibilita atribuir mais do
que um papel ao utilizador, por exemplo, um utilizador ter o papel de leitura sobre todos
os objectos e o de Administrador de uma colecc¸a˜o em particular. A restante informac¸a˜o
relativa ao utilizador e´ guardada noutro schema definido pelo slapd, como o e-mail, pa´gina
pessoal, etc.
Figura 4.6: Exemplo de como a informac¸a˜o se encontra no OpenLDAP
A figura 4.6 apresenta uma entrada na base de dados OpenLDAP, neste caso e´
informac¸a˜o referente ao meu utilizador. A varia´vel eduPersonAffiliation (do lado esquerdo
da imagem) conte´m o valor da FFCUL, em que previamente se definiu que este papel
(role) iria estar associado Ua gesta˜o de todo o sistema. Caso se pretendesse adicionar
mais que um papel, por exemplo, de administrador, iriamos ter na mesma varia´vel dois
valores. Um referente ao valor FFCUL e outro de administrador. A informac¸a˜o que apa-
rece do lado direito da imagem refere-se exclusivamente a` informac¸a˜o do utilizador.
A autenticac¸a˜o do utilizador e´ realizada com uma pesquisa no directo´rio do openL-
DAP e e´ um processo simples. Todo o processo de login pode ser acompanhado na figura
4.7. E´ primeiro usado um utilizador ”administrator”, OpenLDAP Admin, que realiza uma
pesquisa no directo´rio com base no distinguished Name (DN) do utilizador, que neste caso
sera´ cpatricia. E´ feita uma comparac¸a˜o da entrada encontrada no directo´rio e a entrada
com que se esta´ a trabalhar. Caso sejam iguais e´ enviada uma resposta em como o utili-
zador que se quer autenticar e´ fidedigno. Caso contra´rio e´ negado o acesso.
Figura 4.7: Sequeˆncia de como se processa o login
Resta perceber como funciona o acesso aos diferentes objectos existentes no repo-
sito´rio e para isso coloca-se a questa˜o, de que forma se pode definir que tipo de acesso
um dado objecto deve ter? A resposta a essa questa˜o e´ dada atrave´s de polı´ticas XACML
que esta˜o ”acopladas”nos diferentes objectos digitais do FC. O FC na versa˜o 3.4 permite
guardar estas polı´ticas juntamente com os objectos digitais.
De toda a concepc¸a˜o do controlo de acesso esta´ encarregue o Joa˜o Zamite, aluno de
Doutoramento em Engenharia Informa´tica na Faculdade de Cieˆncias da Universidade de
Lisboa.
No entanto, o processo de autenticac¸a˜o aos diferentes recursos e´ realizado da seguinte
forma (que pode ser acompanhado pela figura 4.8):
E´ feito um pedido para obter um determinado objecto aos servic¸os web. Este pedido
e´ entregue ao Fesl que vai primeiro verificar se o utilizador pertence a` comunidade EM
e para isso vai ao OpenLDAP procurar a informac¸a˜o necessa´ria, que neste caso sa˜o os
atributos e o grupo ao qual pertence.
Apo´s a obtenc¸a˜o desses dados o Fesl encarrega-se de ir ao Fedora Commons procurar
o XACML pertencente ao objecto requisitado. Com estes dados o Fesl valida se o utiliza-
dor tem direito, atrave´s do seu papel, ao objecto em si. Se sim, enta˜o e´ realizado um novo
pedido ao FC para ir buscar o objecto digital inicial.
Figura 4.8: Autorizac¸a˜o nos objectos digitais
4.1.2 Servic¸os Web
Os servic¸os web teˆm um papel fundamental visto serem o intermedia´rio entre o repo-
sito´rio e as aplicac¸o˜es e/ou os utilizadores. A versa˜o 1 contou com quatro servic¸os web,
que foram implementados por Hugo Ferreira, antigo aluno de Mestrado de Engenharia
Informa´tica na Faculdade de Cieˆncias da Universidade de Lisboa [21]. Os seguintes web
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A versa˜o 1 contribuiu bastante para a evoluc¸a˜o e personalizac¸a˜o dos novos servic¸os
web, neste momento foi possı´vel afina´-los tendo em conta o feedback da primeira versa˜o
do EM.
Esta secc¸a˜o ira´ repartir-se por funcionalidades partindo do melhoramento dos servic¸os
web antigos prosseguindo ate´ aos novos web services.
A nova versa˜o dos Servic¸os Web conte´m mais servic¸os, nomeadamente:
• Servic¸o Web de Pesquisa sobre os dados do reposito´rio - search
• Download de um objecto digital - Fetch
• Upload
• Realizar Download de todos os datastreams de um objecto digital - rawfetch
• Apresentar a estrutura do resposito´rio - repositoryTree
• Visualizac¸a˜o de todos os comenta´rios realizados no sistema - listAnnotations
• Sistema de Pedidos - request
• Criar novas colecc¸o˜es no reposito´rio - category
• List Datastreams
• List Results of a term
• Update ou Delete Dataset
Servic¸o Web de Pesquisa sobre os dados do reposito´rio - search
Esta funcionalidade foi readaptada e melhorada da versa˜o 1.
O problema que existia da versa˜o anterior era o facto de a pesquisa insidir sobre os me-
tadados Dublin Core. O servic¸o de pesquisa usava o search do pro´prio Fedora Commons
”mascarado”para uma melhor compreensa˜o do servic¸o.
Inicialmente na˜o era problema´tico a pesquisa na˜o incidir sobre o novo modelo EM,
visto este ainda estar em fase de desenvolvimento. Para a segunda fase era fundamental e
imprescindı´vel que a pesquisa fosse alterada para albergar o novo modelo do EM.
Para concretizar esta funcionalidade passou por se instalar o software Solr. Este
guarda todo o conteu´do de todos os datastreams do objecto digital. O Solr guarda este
conteu´do como atributo/valor, um ge´nero de base de dados. Por exemplo, consideremos
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Atributo Valor
em.title CDCTravelNotices - 2011 02 15 10:38 53Data
em.subject epidemic
em.generalDescription.description Messages from the CDC Travel Notices Rss Feed
containing the name of the disease and location
em.generalDescription.format format





Tabela 4.1: Como o Solr veˆ os dados no Reposito´rio
um ficheiro que conte´m o novo modelo EM (fig. 4.9). Este modelo conte´m va´rias tags,
em:title por exemplo, que posteriormente sa˜o mapeadas e guardadas como mostra a tabela
4.1.
Figura 4.9: EM Metadata
O search da versa˜o 2 ira´ enta˜o a` ”tabela”do Solr pesquisar pelo atributo. Por exemplo,
queremos pesquisar pelo tı´tulo ”epidemiologia”. O pedido e´ feito ao servic¸o web que o
transforma na linguagem do Solr e o envia para o mesmo. A resposta do Solr e´ um array
de PIDs que, neste caso, contera´ todos os objectos que tenham como tı´tulo ”epidemi-
ologia”. Por fim, esta resposta e´ recebida pelo web service search, que posteriormente
ira´ para cada objecto, do array, obter o seu conteu´do para o mostrar ao utilizador. Este
procedimento pode ser visto na sequeˆncia representada na figura 4.10.
O preenchimento da ”tabela”do Solr e´ feito por interme´dio de um servic¸o oferecido
pelo Fedora Commons, chamado de UpdateIndex. Este servic¸o, que e´ chamado por meio
de uma interface RESTful tem que ser induzido por meio de um outro servic¸o web privado
do EM. Este servic¸o web privado, apenas realiza o preenchimento da ”tabela”do Solr e e´
despoletado quando e´ inserido, removido ou alterado um objecto digital no reposito´rio.
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Figura 4.10: Diagrama de Sequeˆncia que realiza a pesquisa no reposito´rio
O servic¸o UpdateIndex, que e´ chamado pelo servic¸o web privado, utiliza uma URL
fixa onde e´ indicado qual o objecto que se pretende ”introduzir na tabela”, atrave´s do seu
PID. A URL e´ a seguinte:
http://localhost:8443/fedoragsearch/rest?operation=updateIndex
&action=from Pid&value=[PID]
em que o value (valor) corresponde ao PID do objecto digital.
Para fazer a remoc¸a˜o de um valor na ”tabela”do Solr e´ simplesmente actualizar o




mais uma vez, em que o value (valor) corresponde ao PID do objecto digital.
O servic¸o web search conta com duas possibilidades, uma de podermos realizar pes-
quisa sobre todos os dados do reposio´rio e outra so´ perante colecc¸o˜es. De referir que toda
a documentac¸a˜o dos servic¸os web se encontra em http://v2.epimarketplace.
net/developers_corner/.
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Caso se pretenda pesquisar sobre todos os objectos existentes no reposito´rio, basta
utilizar a seguinte URL:
http://api.epimarketplace.net/search/objects/
[Parameter key]/[Parameter value]
onde o Parameter Key pode ser title, subject, creator, etc.
Para se perceber melhor como funciona podemos simular o mesmo caso que a sequeˆncia
da figura 4.10, no entanto, ao inve´s de se pesquisar pela palavra epidemiology pesquisar-se
por epidemic. Isto porque o objecto retornado conte´m um metadado EM menor, tornando-
se mais fa´cil de perceber qual a estrutura do ficheiro XML retornado pelo servic¸o web
Search.
Portanto, o que queremos perceber e´ quantos objectos digitais conte´m no seu tı´tulo a
palavra epidemic e para isso foi introduzida a seguinte URL,
http://api.epimarketplace.net/search/objects/title/epidemic
Esta pesquisa retornou um ficheiro XML com va´rios objectos digitais mas por agora e´
apresentado um resultado e pode ser visualizado na figura 4.11.
Figura 4.11: Pesquisa no reposito´rio por objectos que contenham epidemic no seu tı´tulo
Este ficheiro XML esta´ de acordo com o protocolo OAI-PMH e com isto e´ possı´vel com
que outros reposito´rios possam conter os nossos objectos digitais. O protocolo requer
que o ficheiro XML contenha um cabec¸alho (header) e um espac¸o para os metadados
(metadata) quer DC ou EM. Como se pode verificar temos um cabec¸alho (1) em que nos
informa qual o identificador do objecto, a data em que foi submetido, se e´ um recurso ou
colecc¸a˜o e a possibilidade de se poder fazer o download do objecto. Este download nada
mais e´ do que a prestac¸a˜o de outro servic¸o web, fetch, que ira´ ser detalhado na subsecc¸a˜o
seguinte.
Capı´tulo 4. Implementac¸a˜o 57
Por fim, a tag metadata conte´m todos os metadados existentes no objecto. Neste caso
temos os metadados DC (2) e EM (3).
Podemos querer uma pesquisa mais refinada, por exemplo, querer saber se existe no
reposito´rio objectos que contenham como autor FFCUL e como tı´tulo collector e para
isso utiliza-se a seguinte URL:
http://api.epimarketplace.net/search/objects/
author/FFCUL/title/collector
E´ interessante conjugar va´rias possibilidades para a nossa pesquisa com um leque
variado de Parameter Key.
No caso de se querer apenas pesquisar em colecc¸o˜es, basta alterar um pormenor na
URL, que em vez de utilizar a palavra objects utiliza-se a palavra collection. Ou seja,
http://api.epimarketplace.net/search/collections/
[Parameter Key]/[Parameter Value]
Download de um objecto digital - Fetch
O servic¸o fetch foi igualmente transformado para esta nova versa˜o do EM. Este servic¸o
tem como finalidade devolver todo o conteu´do do objecto digital que se encontra no repo-
sito´rio. Por interme´dio do PID do objecto e´ devolvido um ficheiro XML que conte´m um
cabec¸alho (1) com tı´tulo, identificador do objecto (PID) e o seu tipo (colecc¸a˜o ou recurso)
e por fim todos os datastreams deste objecto, incluindo um datastream especial que pode
conter qualquer tipo de ficheiros (2). Este ficheiro, retornado pelo servic¸o web fetch, pode
ser visualizado na figura 4.12.
Suponhamos que o utilizador pretende guardar no reposito´rio um ficheiro txt, por
exemplo, que conte´m dados sobre epidemiologia. Para que este ficheiro seja guardado,
tem que ser transformado em base64. Assim garantimos que o ficheiro permanece no
reposito´rio por tempo indetermindado e de forma coerente.
A grande diferenc¸a da versa˜o 1 para a 2 e´ a rapidez no servic¸o. A versa˜o 2 contou
com a ajuda da linguagem iTQL, esta serve para inquirir ficheiros RDF/XML, u´til para
pesquisar no datastream RELS-EXT. Isto porque e´ onde se encontra toda a informac¸a˜o
referente a`s ligac¸o˜es de um objecto aos restantes.
Neste caso, usou-se a linguagem iTQL para se perceber se o objecto pedido e´ colecc¸a˜o
ou na˜o, para construir a tag collection ou resource. A linguagem iTQL tornou-se numa
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Figura 4.12: Ficheiro XML que conte´m a resposta do web service fetch
ferramenta poderosa, tornando a pesquisa no reposito´rio muito mais ra´pida do que a an-
terior versa˜o do servic¸o web fetch. As queries baseiam-se no formato sujeito, predicado e
valor, como explicado no trabalho relaccionado.
Abaixo encontra-se a query utilizada para perceber se um dado objecto e´ colecc¸a˜o ou
na˜o.
Select $object $identifier $var from <#ri> [1]
where ( $object <dc:identifier> $identifier [2]







Como se pode verificar esta query devolve um objecto, o seu identificador e uma
varia´vel que e´ utilizada na clau´sula where e que devolve true ou false [1]. A query comec¸a
por indicar que o objecto tem o identificador que o utilizador pediu, neste caso e´ o em-
pid:200 [3]. E´ curioso verificar que na linha [2] na˜o se colocou a refereˆncia em: identifier
e sim dc:identifier. Isto acontece devido ao facto de o Fedora Commons guardar, para
todo o objecto digital o metadado Dublin Core, que conte´m as tags tı´tulo e identificador.
Pode dar-se o caso de o utilizador, inconscientemente, eliminar o identificador do EM
metadata, nessa situac¸a˜o torna-se perigoso fazer uma query sobre um predicado que pode
ser nulo.
A linha [4] e´ que vai fornecer a informac¸a˜o se um dado objecto e´ colecc¸a˜o ou na˜o. A
varia´vel var conte´m os valores de True ou False. Caso seja True e´ inserido no XML final
a tag collection. Caso contra´rio e´ colocada a tag resource.
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Para se utilizar este servic¸o basta utilizar a seguinte URL:
http://api.epimarketplace.net/fetch/pid/[value]
Upload
Outro servic¸o que a versa˜o 1 oferecia era o upload. Este servic¸o e´ muito especial, visto
ter sofrido grandes alterac¸o˜es.
O servic¸o funciona atrave´s do me´todo POST e de um ficheiro de entrada em formato
OAI-ORE. A documentac¸a˜o deste servic¸o encontra-se em http://v2.epimarketplace.
net/developers_corner/web_services/upload_object.
A versa˜o 1 apenas suportava a inserc¸a˜o de um ficheiro de cada vez e em formato DC.
Esta nova versa˜o, vem rica em alterac¸o˜es. Agora e´ possı´vel fazer va´rias inserc¸o˜es de
metadados diferentes, que tanto podem ser em DC como em EM metadata.
Neste caso o protocolo OAI-ORE na˜o permite que se utilize outros formatos que na˜o
o DC, no entanto, o servic¸o upload permite que se use o formato EM.
O servic¸o, antes de inserir um objecto digital no reposito´rio, verifica se este conte´m
um tı´tulo, visto ser uma obrigatoriedade do FC. Apo´s isso e´ verificado se este objecto ja´
conte´m um identificador, caso contenha e´ substituı´do pelo seu novo identificador. Todo o
mecanismo encontra-se descrito na figura 4.13 do lado direito. Uma das particularidades
deste servic¸o e´ o facto de este permitir adicionar em diferentes colecc¸o˜es va´rios ficheiros.
Na versa˜o 1, apenas se fazia a inserc¸a˜o de um ficheiro numa colecc¸a˜o. Para indicar ao
sistema que se pretende inserir um ficheiro, por exemplo, um ficheiro .txt que conte´m
dados recolhidos sobre o H1N1, o utilizador deve colocar na tag em:description o atributo
base64 a True, ou seja,
<em:description base64="True">
Outra das particularidades desta nova versa˜o e´ o de dar ao utilizador a liberdade de ter
va´rias tags iguais mas com conteu´dos diferentes, por exemplo, um objecto digital conte´m
dois subjects. Onde um indica que se trata de um caso de gripe (Flu) e outro especificando
que e´ um caso de H1N1. Para isso utiliza as seguintes tags,
<em:subject>Flu</em:subject>
<em:subject>H1N1</em:subject>
Aqui e´ possı´vel verificar que existem dois ”blocos”iguais. Com esta nova versa˜o e´,
enta˜o, possı´vel construir va´rios ”blocos”com a mesma tag em diferentes tags.
Portanto, para se poder utilizar este servic¸o, e´ necessa´rio construir o nosso ficheiro
OAI-ORE e para isso e´ preciso saber primeiro em que colecc¸a˜o desejamos colocar o nosso
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objecto. No exemplo da figura 4.13 (do lado esquerdo) estamos a indicar que queremos
colocar o objecto digital, descrito em (2) na colecc¸a˜o empid:330 (1).
Figura 4.13: Documento OAI-ORE a ser enviado para o servic¸o web upload
Na figura 4.13 e´ tambe´m possı´vel verificar que existem dois ”blocos”em:generalDescription
(3), onde um deles indica uma descric¸a˜o normal e outro indica um ficheiro .txt a ser in-
troduzido juntamente com o objecto digital. Neste u´ltimo caso e´ especificado na tag
description o atributo base64, desta forma o sistema compreende tratar-se de um ficheiro
e procede ao seu decode. Posteriormente e´ criado um novo datastream com o nome do
ficheiro mais a sua extensa˜o e eliminado do metadado EM a sua refereˆncia, isto para na˜o
aparecer no metadado informac¸a˜o pro´pria para o entendimento da plataforma EM.
Na parte direita da figura 4.13 compreende-se todo o processamento realizado por
parte do servic¸o web upload. Comec¸a por perceber se o objecto indicado em (1) e´ de facto
uma colecc¸a˜o, isto para precaver qualquer possibilidade de incoereˆncias no reposito´rio.
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Apo´s esta validac¸a˜o e´ enta˜o validado se o novo objecto digital conte´m a tag em:title.
Este e´ um ponto fundamental para se poder criar um novo objecto digital no Fedora
Commons, so´ com essa informac¸a˜o e´ possı´vel criar novos objectos digitais. Reunida
esta informac¸a˜o pode-se enta˜o criar o datastream RELS-EXT onde e´ esclarecido que o




Apo´s a criac¸a˜o deste datastream e´ validado se o novo objecto conte´m as tags identifier
ou type, caso tenha sa˜o removidas para conter o valor do seu novo identificador e da
categoria do seu ”pai”, respectivamente.
O passo seguinte e´ tentar perceber se a tag generalDescription conte´m algum ficheiro
e proceder ao seu decode, criac¸a˜o de um datastream com o nome do ficheiro e remoc¸a˜o
no metadado EM.
Por fim pode-se criar o datastream EM no objecto digital novo, com PID empid:331
e pode ser ”visualizado”na imagem 4.13 no canto inferior direito.
Realizar Download de todos os datastreams de um objecto digital - rawfetch
Este servic¸o web tem duas particularidades uma e´ a possibilidade dada ao utilizador de
realizar o download de todos os datastreams de um objecto digital, outra e´ a de poder
apenas referir qual o datastream do objecto digital que o utilizador pretende visualizar.
Estas duas funcionalidades utilizam dois me´todos disponı´veis no Fedora Commons, ape-
nas se pretende dar ao utilizador uma forma mais intuitiva de os chamar ale´m de estes na˜o
estarem disponı´veis externamente. Grande parte devido ao facto de o reposito´rio na˜o ter
um IP externo e o utilizador na˜o ter conhecimento dos me´todos do Fedora Commons.
Iremos abordar a primeira particularidade que sera´ o facto de o utilizador poder reali-
zar o download de todos os datastreams de um objecto digital. Este servic¸o web e´ muito
simples e temos a figura 4.14 para ajudar na compreensa˜o do raciocı´nio.
Figura 4.14: Download de todos os datastreams de um objecto digital
O servic¸o comec¸a por obter o objecto digital que neste caso e´ o empid:9. Apo´s obter
a instaˆncia desse objecto vai obter todos os seus datastreams por interme´dio do me´todo
getDatastreams do Fedora Commons. Para cada datastream o servic¸o web vai colocar
num ficheiro .zip. Assim da´ a possibilidade ao utilizador de ter todos os datastreams
guardados num ficheiro so´.
Este servic¸o web e´ obtido com a seguinte URL e com o me´todo GET do protocolo
HTTP:
http://api.epimarketplace.net/rawfetch/pid/empid:9
Caso o utilizador tenha curiosidade em visualizar apenas o datastream RELS-EXT
para, por exemplo, perceber a sua relac¸a˜o com os outros objectos digitais, pode introduzir
na URL mais dois paraˆmetros, sa˜o eles:
http://api.epimarketplace.net/rawfetch/pid/empid:9/
datastream/RELS-EXT
Este servic¸o web e´ semelhante ao de cima, com o detalhe de se especificar qual o
datastream em causa. Este servic¸o e´, sem du´vida, um simples chamar de uma func¸a˜o do
Fedora Commons que neste caso e´ getDatastreamDissemination, como se pode compro-
var na figura 4.15.
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Figura 4.15: Servic¸o web em que se visualiza apenas um datastream
Apresentar a estrutura do resposito´rio - repositoryTree
Este servic¸o web foi desenvolvido porque se sentiu a necessidade de perceber como se
encontrava a estrutura dos objectos digitais no reposito´rio. A estrutura do reposito´rio esta´
construı´da a` semelhanc¸a de um sistema de ficheiros, Linux ou Windows. Por essa mesma
raza˜o a implementac¸ao deste servic¸o teve por base o princı´pio fundamental do sistema de
colecc¸o˜es, ou seja, apenas e somente as colecc¸o˜es teˆm ”filhos”. Qualquer objecto digital
que na˜o tenha relac¸a˜o com outros, na˜o ter uma caracterı´stica comum, e´ considerado um
”filho”.
O desenvolvimento deste servic¸o tirou partido das func¸o˜es recursivas, onde para cada
objecto vai perceber se este tem ”filhos”, caso tenha vai enta˜o perguntar a cada um dos
”filhos”se e´ colecc¸a˜o ou na˜o. Em caso afirmativo e´ enta˜o colocada, na construc¸a˜o do
XML, a tag collection, caso contra´rio e´ colocada a tag resource. A figura 4.16 apresenta
na ı´ntegra todo o processamento existente neste servic¸o.
Figura 4.16: Visualizar o conteu´do do reposito´rio
Para se perceber melhor qual a estrutura do ficheiro que e´ retornado ao utilizador
apresenta-se uma ilustrac¸a˜o (figura 4.17) do ficheiro XML
Figura 4.17: Imagem do ficheiro XML que e´ retornado no servic¸o web, repositoryTree
O ficheiro que e´ retornado conte´m uma estrutura muito simples, uma vez que na˜o se
pretende dar muita informac¸a˜o ao utilizador, apenas a essencial. O ficheiro, neste caso,
conte´m uma colecc¸a˜o com um cabec¸alho (1) em que nos indica que se trata do PID em-
pid:1 e tem o nome de emresources seguido dos seus links para pesquisa e download.
Esta colecc¸a˜o conte´m pelo menos um objecto do tipo (resource) com o tı´tulo Arrival Ti-
mes Global e com PID empid:43. Todos os recursos que estejam dentro de uma colecc¸a˜o
esta˜o sempre contidos na tag content (2). E´ possı´vel verificar que a informac¸a˜o que e´
apresentada ao utilizador na˜o e´ muita mas e´ essencial para perceber toda a estrutura do
reposito´rio.
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Este servic¸o e´ acedido atrave´s do URL com o me´todo GET:
http://api.epimarketplace.net/list/repositorytree
E´ interessante que o Epidemic Marketplace tambe´m oferece ao utilizador a possibi-
lidade de definir o nivel de profundidade com que se pretende visualizar o conteu´do do
reposito´rio. Vamos supor que o utilizador apenas prentende perceber quantas ”pastas”e




Aqui e´ possı´vel perceber, por interme´dio das tags collection ou resource, quantos
recursos ou colecc¸o˜es esta˜o no primeiro nı´vel.
Vamos supor que o utilizador, mesmo assim, pretende perceber quantas ”pastas”ou
recursos esta˜o no objecto digital empid:1 no segundo nı´vel. Ou seja, apenas iremos visu-
alizar os ”filhos”do empid:1, uma vez que o primeiro nı´vel e´ o pro´prio objecto empid:1 e
o segundo nı´vel corresponde ao dos seus ”filhos”. Portanto a URL a ser utilizada e´:
http://api.epimarketplace.net/list/repositorytree/
pid/empid:1/level/2
Visualizac¸a˜o de todos os comenta´rios realizados no sistema - listAnnotations
Um dos requisitos impostos ao Epidemic Marketplace seria a construc¸a˜o de um sistema
de comenta´rios. Um sistema de comenta´rios em que os utilizadores podiam utilizar para
pedirem ajuda sobre o tema de um objecto digital ou simplesmente contactar o ”dono”do
objecto digital para o informar que tinha consigo um documento que poderia juntar ao seu
objecto digital. E´ neste sentido que surge este servic¸o web, onde e´ possı´vel apresentar to-
dos os comenta´rios existentes no reposito´rio, adicionar novos comenta´rios ou ate´ mesmo
eliminar comenta´rios.
Para se perceber melhor o funcionamento deste servic¸o web temos a tabela 4.2 que
conte´m o me´todo HTTP a utilizar, a URL utilizada e por fim uma breve descric¸a˜o do
servic¸o:
Os comenta´rios encontram-se no datastream Annotation de cada objecto digital. Desta
forma o servic¸o web apenas ”pergunta”a todos os objectos se tem o datastream Annota-
tion, caso tenha enta˜o obte´m o seu conteu´do e apresenta-o de forma estruturada ao uti-
lizador. A estrutura e´ muito simples, apenas e´ apresentado ao utilizador o conteu´do do
datastream Annotation de cada objecto, como se pode visualizar na figura 4.18.
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Me´todo URL Descric¸a˜o
GET http://api.epimarketplace.net/annotation/list Permite a visualizac¸a˜o de to-
dos os comenta´rios do repo-
sito´rio
POST http://api.epimarketplace.net/annotation Permite adicionar novos co-
menta´rios ao reposito´rio
PUT http://api.epimarketplace.net/annotation Permite alterar o estado do co-
menta´rio, ou seja o Like
Tabela 4.2: Me´todos utilizados para a utilizac¸a˜o do servic¸o web listAnnotations
Figura 4.18: Visualizac¸a˜o de todos os comenta´rios existentes no reposito´rio
Aqui e´ possı´vel verificar que, pelo menos, quatro objectos digitais teˆm comenta´rios,
sendo que o objecto digital com PID empid:27 tem dois comenta´rios.
Os me´todos POST e PUT, da tabela 4.2, requerem dois ficheiros de entrada. No
primeiro caso, serve para indicar ao servic¸o qual o objecto digital a ser comentado e quem




Preciso de um ficheiro que contenha dados sobre a Dengue
</Annotation>
</Annotations>
Neste caso dizemos que o objecto digital com PID empid:1 tem o comenta´rio ”Preciso
de um ficheiro que contenha dados sobre a Dengue”e quem o comentou foi o username
cpatricia. Caso o utilizador sinta necessidade em comentar va´rios objectos digitais apenas
precisa de adicionar ao XML a tag Annotation com o mesmo formato ao que esta´ aqui
apresentado.
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Em relac¸a˜o ao me´todo PUT requer outro tipo de ficheiro XML. Neste caso o que se
pretende e´ alterar o estado de like de um comenta´rio. Vamos supor que um utilizador
concorda com um comenta´rio apresentado no seu objecto digital e para isso pode invocar




Aqui esta´ a informar o sistema que pretende colocar like no comenta´rio 23 do objecto
digital com PID empid:179.
Sistema de Pedidos - request
Este e´ sem du´vida um sistema muito interessante, uma vez que tira partido de uma funcio-
nalidade do Fedora Commons. Como ja´ se percebeu tirou-se o ma´ximo partido do Fedora
Commons. Desta vez prendeu-se com o facto de todos os requests, que esta˜o dentro de
uma colecc¸a˜o, na˜o poderem aparecer aquando da visualizac¸a˜o das mesmas no reposito´rio.
Para informar o reposito´rio que ira´ conter uma colecc¸a˜o mas que esta na˜o pode ser mos-
trada ao utilizador, foi preciso apenas especificar na colecc¸a˜o, que vai conter todos os
requests, que o seu estado estara´ inactive em relac¸a˜o a todos os outros objectos digitais.
E para realizar esta operac¸a˜o apenas foi preciso invocar uma func¸a˜o do Fedora Com-
mons, nomeadamente modifyObject e colocar a flag state a Inactive. Assim temos uma
colecc¸a˜o especial, onde e´ impossı´vel ao utilizador visualiza´-la. Todos os requests ira˜o
para essa colecc¸a˜o especial e ”ganham”automa´ticamente a sua caracterı´stica, ou seja, sa˜o
invisı´veis. Caso o utilizador queira perceber quais os requests existentes no reposito´rio
tera´ que utilizar um URL especı´fico com o me´todo apropriado.
Me´todo URL Descric¸a˜o
GET http://api.epimarketplace.net/request/list Permite a visualizac¸a˜o de to-
dos os requests do reposito´rio
POST http://api.epimarketplace.net/request Permite adicionar novos re-
quests ao reposito´rio
PUT http://api.epimarketplace.net/request Permite alterar o estado do re-
quest, ou seja o Like
Tabela 4.3: Me´todos utilizados para a utilizac¸a˜o do servic¸o web request
A tabela 4.3 ajuda a perceber como podemos utilizar este sistema de pedidos:
E´ preciso ter atenc¸a˜o ao me´todos POST e PUT.
Para se colocar um request no reposito´rio tera´ que se utilizar o me´todo POST com um
ficheiro de entrada XML especı´fico. Neste caso, e´ preciso indicar qual o username que
pretende inserir o request, a data desse mesmo pedido, o tı´tulo, um subject e a pro´pria
mensagem em si.
Como um exemplo, pode visualizar em baixo:
<Request username="fjmc" date="2012-01-17">
<title>





Data describing the population’s infection network structure
and collected at the beginning of the H1N1 pandemic outbreak
in Israel in the summer of 2009 used in "Modelling the initial
phase of an epidemic using incidence and infection network
data: 2009 H1N1 pandemic in Israel as a case study",




A` semelhanc¸a do servic¸o web listAnnotation, o servic¸o request tambe´m permite colo-
car um like no pedido. O objectivo desta funcionalidade e´ a mesma em relac¸a˜o ao Like do
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</likes>
</Requests>
Criar novas colecc¸o˜es no reposito´rio - category
Este servic¸o web e´ sem du´vida o cerne da construc¸a˜o de toda a estrutura do reposito´rio.
Com ele e´ possı´vel adicionar novas colecc¸o˜es ao reposito´rio e definir onde se pretende
colocar essas collecc¸o˜es.
Este servic¸o web utiliza o me´todo POST com a URL http://api.epimarketplace.
net/category e um ficheiro de entrada. Este ficheiro de entrada e´ muito simples e
pode ser visualizado em baixo,
<Categorys>







A parte interessante do servic¸o web e´ permitir a inserc¸a˜o de va´rias colecc¸o˜es ao mesmo
tempo num u´nico ficheiro, neste caso, categorias e para isso e´ so´ adicionar mais tags
category ao ficheiro XML. No exemplo em cima e´ inserido apenas uma colecc¸a˜o. Na
linha (1) e´ informado quem e´ que vai criar a colecc¸a˜o e a data dessa inserc¸a˜o. Nas linhas
seguintes e´ possı´vel especificar com mais detalhe o tı´tulo da colecc¸a˜o (2), a categoria
dessa colecc¸a˜o(3), o caminho onde deve estar a colecc¸a˜o (4) e um breve descric¸a˜o (5)
para se perceber do que se trata a colecc¸a˜o.
Como o servic¸o web valida o caminho descrito em (4) e´ simples, verifica para cada
PID se este e´ ou na˜o colecc¸a˜o. Caso queiramos referir que o objecto, que queremos inserir,
se encontra no objecto digital empid:1 enta˜o colocamos na tag parentPid o seguinte,
<parentPid>root/empid:1</parentPid>
Apo´s todas as validac¸o˜es prossegue-se a` criac¸a˜o do metadado EM com a pouca informac¸a˜o
que o ficheiro XML oferece. A imagem 4.19 mostra o conteu´do do objecto digital, sendo
este uma colecc¸a˜o.
Como se pode verificar a informac¸a˜o e´ reduzida mas e´ o suficiente para se perceber
que se trata de uma colecc¸a˜o principal. A numerac¸a˜o contida na imagem serve para se
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Figura 4.19: Conteu´do de um objecto digital que e´ categoria
perceber onde e´ colocada a informac¸a˜o proveniente do XML. O que pode suscitar du´vidas
sera´ a tag relacionada a` numerac¸a˜o (3). A estrutura do reposito´rio esta´ definida como
tendo uma base, pode-se chamar de base zero, onde e´ dito ser o nı´vel root. Aqui e´ o ponto
de partida para a criac¸a˜o de novas colecc¸o˜es. Caso queiramos criar uma nova colecc¸a˜o
enta˜o esta ira´ estar dentro da ”base zero”, ou seja root, esta ira´ ter um caminho especı´fico
para ser acedida posteriormente, como num sistema de ficheiros Linux ou Windows. As-
sim podemos dizer que a nova colecc¸a˜o esta´ em root e vai ter o PID empid:1, por exemplo,
desta forma o caminho desta pasta sera´ root-empid:1.
4.1.3 Sistema de Gesta˜o de Conteu´dos
Em relac¸a˜o a` componente SGC, Sistema de Gesta˜o de Conteu´dos e´ responsa´vel por apre-
sentar uma interface gra´fica ao utilizador. O Sistema de Gesta˜o de Conteu´dos utilizado no
Epidemic Marketplace e´ o Drupal v6.17 e pode ser visualizado na seguinte URL http:
//v2.epimarketplace.net ou http://www.epimarketplace.net. A fi-
gura 4.20 apresenta o layout da pa´gina.
O Drupal permite fazer a ligac¸a˜o ao reposito´rio de uma forma simples e eficaz. Este
liga-se ao reposito´rio atrave´s dos Servic¸os web.
E´ utilizado um mo´dulo para fazer a gesta˜o de autenticac¸a˜o dos utilizadores,
ldap integration, com este e´ possivel ligar-se ao OpenLDAP e obter toda a informac¸a˜o do
utilizador.
Por forma a visualizar a utilizac¸a˜o de alguns dos servic¸os web num ambiente gra´fico,
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Figura 4.20: Pa´gina principal do Epidemic Marketplace
sera˜o dadas a seguir subsecc¸o˜es com imagens que ilustram essas acc¸o˜es.
Todo o ambiente gra´fico foi desenvolvido por mim a` excepc¸a˜o do upload. No entanto,
desde Agosto de 2011 que deixei de pertencer ao grupo XLDB levando a que a equipa do
projecto Epiwork realizasse alguns ajustes no layout. Todas as imagens aqui mostradas
apresentam o layout do EM actual. Segue-se uma breve descric¸a˜o dessas imagens.
Servic¸o Web de Pesquisa sobre os dados do reposito´rio - search
O exemplo da figura 4.21 trata-se de uma pesquisa sobre subjects que conteˆm a palavra
Epidemiology. Neste caso pode visualizar-se que a pesquisa realizada no Drupal (do lado
esquerdo da imagem) e´ igual a` pesquisa realizada no Servic¸o Web, search (lado direito).
Figura 4.21: Pesquisa realizada no Drupal
Download de um objecto digital - Fetch
O que se pretende e´ visualizar todo o conteu´do de um objecto digital e para isso foi esco-
lhido o empid:110 (figura 4.22). Mais uma vez do lado esquerdo encontra-se o exemplo
no ambiente Drupal e do lado direito o exemplo com o Servic¸o Web, Fetch.
Figura 4.22: Visualizac¸a˜o de um objecto digital no Drupal
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Apresentar a estrutura do resposito´rio - repositoryTree
E´ apresentado todo o conteu´do contido no objecto empid:1, figura 4.23. Aqui e´ muito
mais perceptı´vel para o utilizador o modo como esta˜o estruturados todos os objectos di-
gitais. Neste caso e´ semelhante a um sistema de ficheiros do Linux ou Windows.
Figura 4.23: Visualizac¸a˜o da estrutura do reposito´rio no Drupal
Visualizac¸a˜o de todos os comenta´rios realizados no sistema - listAnnotations
Para se poder comentar um dado objecto digital, e´ necessa´rio primeiro visualizar esse
objecto e no fim da pa´gina encontra-se um espac¸o dedicado aos comenta´rios, como mostra
a figura 4.24. Neste caso quem comentou o objecto digital empid:3 foi o utilizador com
username Zamite.
Figura 4.24: Comentar um dado objecto digital no Drupal
Sistema de Pedidos - request
Na figura 4.25 e´ visualizado um pedido que foi feito ao Epidemic Marketplace pelo utili-
zador com username fjmc.
Figura 4.25: Visualizac¸a˜o de um pedido realizado no Drupal
Criar novas colecc¸o˜es no reposito´rio - category
Nesta secc¸a˜o e´ possı´vel verificar como se insere uma colecc¸a˜o, categoria, no reposito´rio.
Do lado esquerdo da figura 4.26 encontra-se esta funcionalidade em ambiente Drupal e
do lado direito da mesma o ficheiro que e´ enviado ao servic¸o web category.
Figura 4.26: Inserc¸a˜o de uma colecc¸a˜o em ambiente Drupal
4.2 Deployment
Esta secc¸a˜o visa mostrar como se constro´i todo o sistema, apo´s se perceber qual o software
utilizado e´ possı´vel visualizar as diferentes camadas na figura 4.27.
Existem duas configurac¸o˜es activas, a de desenvolvimento e a de produc¸a˜o. A configurac¸a˜o
de produc¸a˜o inclui o software aplicacional desenvolvido para o Epidemic Marketplace 1.0
e os seus componentes de middleware, enquanto que a configurac¸a˜o de desenvolvimento
tem o software do Epidemic Marketplace 2.0. A versa˜o de produc¸a˜o esta´ acessivel por
Internet em [20] e suporta quer os desenvolvedores quer a comunidade de epidemiologis-
tas do projecto Epiwork, enquanto que a versa˜o de desenvolvimento esta´ apenas acessivel
pela equipa do Epiwork (FCUL).
O projecto Epiwork tem as seguintes camadas:
• Camada de Hardware: Sa˜o usados dois servidores fisicos, Dell PowerEdge. Ambos
teˆm 8 CPU, 15 GB de memo´ria e cada um com 2TB de disco.
• Camada de virtualizac¸a˜o Xen: Os servidores Dell tem uma camada de virtualizac¸a˜o
instalada, atrave´s da plataforma open source Xen [32] e foram criadas 7 ma´quinas
virtuais. Xen, permite que va´rios sistemas operacionais sejam acomodados de forma
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heteroge´nia e executados no mesmo computador de forma concorrente. 9 das 7
ma´quinas virtuais tem 2 CPU virtuais e 1 GB de memo´ria. As outras 2 ma´quinas
virtuais tem 4 CPU virtuais e 2GB de memo´ria. As 7 ma´quinas virtuais tem 10GB
de disco e foi implementado um protocolo de rede para sistemas de ficheiros (NFS)
[19].
Como foi dito em cima, existem duas configurac¸o˜es activas, a de desenvolvimento
e a de produc¸a˜o. Para a configurac¸a˜o de produc¸a˜o, sa˜o usadas 3 ma´quinas virtuais
com algumas diferenc¸as na sua especificac¸a˜o. O sistema Epidemic Marketplace ne-
cessita de muita memo´ria e CPU porque este corre sobre Java Server Pages (JSP),
desta forma foi escolhida a ma´quina virtual com 4 CPU, 2GB de memo´ria e 10GB
de disco. As outras 2 ma´quinas virtuais tem a segunda versa˜o do Epidemic Mar-
ketplace, estas ma´quinas sa˜o constituidas por 2 CPU virtuais, 1 GB de memo´ria e
10GB de disco.
A configurac¸a˜o de desenvolvimento usa as restantes ma´quinas virtuais.
• Camada de Sistema Operativo: Cada ma´quina virtual tem o sistema operativo Cen-
tOS instalado.
• Camada de Middleware: Na figura abaixo (4.27) foi feita a distinc¸a˜o entre os paco-
tes do Epidemic Marketplace 1.0 e o Epidemic Marketplace 2.0.
A escolha dos mo´dulos usados nas diferentes verso˜es do Epidemic Marketpace
verifica-se na versa˜o do Fedora Commons. O Epidemic Marketplace 1.0 tem o
Muradora como o front-end e o Fedora Commons 2.2 como o back-end. O Epide-
mic Marketplace 2.0, usa o Drupal e algumas extenso˜es dele como front-end e o
Fedora Commons 3.4.1 como back-end.
O LDAP conte´m os dados relativos aos utilizadores e a base de dados conte´m todo
o conteu´do do Drupal.
• Camada aplicacional: O Epidemic Marketplace 2.0 ira´ substituir a versa˜o da plata-
forma com o melhoramento da comunicac¸a˜o, organizac¸a˜o e integrac¸a˜o dos dados.
Figura 4.27: Estrutura em camadas de todo o sistema
Capı´tulo 5
Conclusa˜o
O meu projecto foi desenvolvido no aˆmbito do Projecto Epiwork e visou melhorar o
acesso e partilha dos dados existentes na plataforma Epidemic Marketplace. No primeiro
ano de existeˆncia do EM foi realizada a concepc¸a˜o de uma plataforma e web services.
Contudo, dada a dimensa˜o dos dados e as novas necessidades, surgiu a necessidade de
implementar uma nova versa˜o do reposito´rio e dos seus web services de modo a facilitar
e agilizar o acesso e partilha dos dados.
E´ neste contexto que o meu projecto se desenvolve. Este foi dividido em duas tarefas
principais:
• concepc¸a˜o de uma nova plataforma;
• realizac¸a˜o de novas funcionalidades e alterac¸a˜o nos web services existentes.
O desenvolvimento da nova plataforma envolveu uma pesquisa profunda com base
nos novos requisitos impostos ao Epidemic Marketplace. Os dados epidemiolo´gicos esta˜o
guardados no software Fedora Commons v3.4.1 e o ambiente gra´fico usufrui do ambiente
Drupal e os seus respectivos mo´dulos.
Os web services foram alvo de uma grande alterac¸a˜o, dado ser um requisito principal
da plataforma, a integrac¸a˜o com o novo modelo de metadados do reposito´rio. O que fez
com que todos os antigos servic¸os web deixassem de funcionar, dado que os web services
estavam focados apenas para o padra˜o de metadados Dublin Core.
No aˆmbito geral, a nova versa˜o do Epidemic Marketplace apresenta uma melhoria a
nı´vel de agilidade, comunicac¸a˜o, organizac¸a˜o e integrac¸a˜o dos dados.
Esta nova versa˜o permite ter um melhor controlo de acesso aos dados do reposito´rio.
As polı´ticas XACML esta˜o definidas nos pro´prios objectos digitais. Desta forma e´ possı´vel
definir com mais detalhe o grau de precisa˜o com que se pretende dar aos mesmos, por
exemplo, dar acessos especı´ficos a nı´vel do datastream.
A nova versa˜o conta tambe´m com a entrada de dois novos sistemas, um de comenta´rios
a objectos digitais e um outro de pedidos a` comunidade do Epiwork. Foi interessante a
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forma de implementac¸a˜o destes dois sistemas, uma vez que foram utilizadas todas as
funcionalidades que o Fedora Commons oferece.
A pesquisa sobre os dados do reposito´rio tambe´m sofreu grandes alterac¸o˜es e uma
delas foi a possı´bilidade de o utilizador poder realizar pesquisas sobre o novo modelo de
metadados, o EM Metadata. Este foi, sem du´vida, o grande desafio do meu trabalho.
Outra inovac¸a˜o desta nova versa˜o foi a implementac¸a˜o do servic¸o web upload. A
grande vantagem desse servic¸o e´ o facto de permitir va´rios uploads de metadados EM
em diferentes colecc¸o˜es num u´nico pedido ao servidor. Permite tambe´m adicionar va´rios
ficheiros no reposito´rio num u´nico pedido ao servidor.
O servic¸o web fetch tambe´m sofreu alterac¸o˜es, sendo agora possı´vel visualizar o ob-
jecto de uma forma fa´cil e perceptı´vel mesmo para utilizadores na˜o muito conhecedores
de informa´tica.
Como projecto futuro, penso ser pertinente realizar este trabalho para aplicac¸o˜es mo´veis.
Hoje em dia, dada a portabilidade dos meios de comunicac¸a˜o, caso o utilizador tenha a
plataforma, por exemplo no seu telemo´vel, podera´ recolher dados epidemiolo´gicos em
tempo real e envia´-los para o reposito´rio.
Outro ponto que poderia ser abordado futuramente seria colocar um controlo de acesso
no Solr. Neste momento, as pesquisas realizadas aos diferentes objectos na˜o esta˜o a ser
validadas pelo Solr, este apenas efectua a pesquisa e retorna os dados correspondentes.
Deste modo, o Fedora Commons fica sobrecarregado, uma vez que este tem que juntar
aos resultados dados pelo Solr, os pape´is dos utilizadores e validar para cada um se o
utilizador que efectuou a pesquisa tem ou na˜o permissa˜o.
Ha´ ainda a possibilidade da ocorreˆncia de uma ”infiltrac¸a˜o”entre o Solr e o Fedora
Commons. Ou seja, acontecer que uma aplicac¸a˜o maliciosa se coloque entre os dois e
obtenha o resultado da pesquisa, altere os dados e os devolva ao utilizador. Penso ser um




[1] Apache Solr. http://lucene.apache.org/solr. Acedido em 2011-04-14.
[2] Biblioteca Nacional da Finlandia. http://www.nationallibrary.fi/
libraries/doria.html. Acedido em 2011-07-10.
[3] Biblioteca Nacional da Finlaˆndia. http://www.tlrp.org/dspace/index.
jsp.
[4] The Data Collection of Epidemic Marketplace in EPIWORK. http://www.
epimarketplace.net/documentation/documentation.html. Ace-
dido em 2011-07-13.
[5] Domain Name System. http://en.wikipedia.org/wiki/Domain_
Name_System. Acedido em 2011-01-10.
[6] Drupal Home page. http://drupal.org. Acedido em 2010-10-28.
[7] Dspace Aplicac¸a˜o. . Acedido em 2011-08-09.
[8] DSpace Home page. http://www.duraspace.org. Acedido em 2010-10-20.
[9] Dspace User Support Manager. http://www.dspace.org/images/
Training_Materials/dspaceusers1107.ppt. Acedido em 2011-08-19.
[10] Dublin Core. http://dublincore.org. Acedido em 2011-08-09.
[11] eCrystals – Southampton. http://ecrystals.chem.soton.ac.uk. Ace-
dido em 2011-07-10.
[12] EM Metadata. http://www.epimarketplace.net/metadata/
XML-metadata-schema.xml.
[13] The Epidemic Marketplace in EPIWORK. http://epimarketplace.net.
Acedido em 2010-09-3.
[14] EPrints Home page. http://www.eprints.org. Acedido em 2010-10-5.
83
Bibliografia 84
[15] The European EPIWORK project Home page. http://www.epiwork.eu.
Acedido em 2010-09-1.
[16] eXtensible Access Control Markup Language. http://xml.coverpages.
org/xacml.html. Acedido em 2011-06-11.
[17] Fedora Commons Home page. http://fedora-commons.org. Acedido em
2010-10-7.
[18] Interactive Tucana Query Language. http://docs.mulgara.org/
tutorial/itql.html. Acedido em 2011-04-12.
[19] Network File System Protocol Specification. http://tools.ietf.org/
html/rfc1094. Acedido em 2010-10-20.
[20] O Epidemic Marketplace. http://v2.epimarketplace.net. Acedido em
2010-09-3.
[21] O Mediador do Epidemic Marketplace Master Thesis. http://xldb.
fc.ul.pt/xldb/publications/Ferreira:OMediadorDo:
2011_document.pdf.
[22] Open Archives Initiative Protocol for Metadata Harvesting. http://www.
openarchives.org/pmh. Acedido em 2011-08-02.
[23] OpenLDAP Home page. http://www.openldap.org/. Acedido em 2010-
10-7.
[24] Pa´gina da Wikipe´dia - Metadados. http://pt.wikipedia.org/wiki/
Metadados. Acedido em 2011-07-12.
[25] Pode ser acedido atrave´s de. http://www.jisc.ac.uk/publications/
briefingpapers/2006/pub_digipreservationbp.aspx. Acedido
em 2011-07-11.
[26] RDF/XML Syntax Specification. http://www.w3.org/TR/
REC-rdf-syntax. Acedido em 2011-07-29.
[27] Rutgers University Libraries. http://rucore.libraries.rutgers.edu.
Acedido em 2011-03-24.
[28] Sistema Operativo Fedora. http://fedoraproject.org/pt/. Acedido em
2011-07-19.
[29] Web Service Upload. http://v2.epimarketplace.net/upload_
object.
Bibliografia 85
[30] WordPress. http://wordpress.com. Acedido em 2011-02-10.
[31] The Wweb Services of Epidemic Marketplace in EPIWORK. http://v2.
epimarketplace.net/developers_corner. Acedido em 2011-07-18.
[32] Xen Home page. http://www.xen.org. Acedido em 2010-09-1.
[33] Tim Berners-Lee. Uniform Resource Identifier (URI): Generic Syntax. The Cor-
nell/CNRI Experiments, 2005.
[34] Catarina Botelho. A gesta˜o da mudanc¸a na introduc¸a˜o de novos Sistemas de
Informac¸a˜o. O Desafio da Mudanc¸a, Outubro 2003.
[35] Russell D. e Gangeni O. Computer Security Basics. O’Reilley Associates Inc., 1991.
[36] Roy Thomas Fielding. Architectural Styles and the Design of Network-based Soft-
ware Architectures. Doutoramento em Informac¸a˜o e Cieˆncia da Computac¸a˜o - Uni-
versidade da California, 2000.
[37] He´lio Kuramoto. Software livre para bibliotecas digitais. Brası´lia, 2005.
[38] Marilia LEVACOV. Bibliotecas virtuais: (r)evoluc¸a˜o? Ci. Inf., 26(2), 1997. Brası´lia.
[39] Paulino Michellazo. Ferramentas de CMS parceiras de sucesso. PHP Magazine,
Janeiro 2007.
[40] Simple Object Access Protocol. Simple Object Access Protocol.
[41] H. L. Finstei C. E. Youman R. S. Sandhu, E. J. Coyne. Role Based Access Control
Models. IEEE Comput, 1996.
[42] C. Lagoze E. Overly S. Payette, C. Blanchi. Interoperability for Digital Objects and
Repositories. The Cornell/CNRI Experiments, Maio 1999.
[43] Doug L. Simpson. Content for one: developing a personal content management
system. ACM, 2005. New York.
[44] Representational State Transfer. Representational State Transfer.
[45] Marinho R. Teixeira S., Silva L. Tecnologias Open Source na Criac¸a˜o de Bibliotecas
digitais. 2004.
[46] Arms W. Digital Libraries. MIT, 2000.
[47] World Wide Web Consortium (W3C). About the world wide web consortium (w3c).
[48] Ma´rio J. Silva; Francisco M. Couto; Dulce Domingos; Juliana Duque; Hugo Fer-
reira; Luı´s F. Lopes; Daniela Paolotti; Fabrı´cio Silva; Patrı´cia Sousa; Joa˜o Zamite.
D3.3 Public Release of the Epidemic Marketplace Platform. 2010.

