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Abstrakt
Prˇedmeˇtem této diplomové práce je prˇedevším návrh, implementace a testování datové
vrstvy n-vrstvé aplikace. V práci jsou kromeˇ samotné datové vrstvy popsány také tech-
nologie a techniky, které byly prˇi její implementaci použity. Konkrétneˇ se jedná o n-
vrstvé architektury, objektoveˇ relacˇní mapování, návrhový vzor Repository a návrhový
vzor Unit of Work. Dále pak jsou to technologie pro práci s daty spojené s technologií
.NET Framework. Prˇedevším technologie dotazování LINQ a rámec pro objektoveˇ re-
lacˇní mapování Entity Framework 4, který je v práci podrobneˇji rozebrán.
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mework 4, LINQ, LINQ to SQL, NHibernate, návrhový vzor Unit of Work, návrhový
vzor Repository, n-vrstvé architektury, POCO objekty
Abstract
The master thesis main subject is the n-tier architecture data tier design, implementa-
tion and testing. The thesis also describes technologies and techniques used for the data
tier implementation. Which means the n-tier architectures, the object-relational map-
ping, the Repository pattern and the Unit of Work pattern. The technologies include
.NET Framework’s data manipulation technologies. Especially quering technology LINQ
and object-relational framework Entity Framework 4, which is in the thesis analyzed in
detail.
Keywords: object-relational mapping, .NET Framework, ADO.NET, Entity Framework
4, LINQ, LINQ to SQL, NHibernate, the Unit of Work pattern, the Repository pattern,
n-tier architectures, POCO
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1 Úvod
Vývoj informacˇních systému˚ je nárocˇným procesem. Od vzniku prvních informacˇních
systému˚ vznikají a vyvíjejí se ru˚zné prˇístupy pro práci s bázemi dat, pro jejich uklá-
dání, zpracování a prezentaci. K teˇmto systému˚m patrˇí i enterprise1 a business apli-
kace2. Mezi mezníky ve vývoji softwarových aplikací (a tedy i informacˇních systému˚)
patrˇí používání návrhových vzoru˚ a prˇedevším prˇístup objektoveˇ orientovaného pro-
gramování. U informacˇních systému˚ se navíc naprˇíklad vyvinuly n-vrstvé architektury,
které strukturují aplikace do více vrstev a umožnˇují mimo jiné snazší správu zdrojového
kódu aplikace. V této práci budou použity implementace využívající návrhových vzoru˚,
n-vrstvých architektur a samozrˇejmeˇ i principy objektoveˇ orientovaného programování.
V rámci této diplomové práce byla vyvinuta jednoduchá testovací business aplikace,
která byla navržena pro co nejobjektivneˇjší a nejprˇehledneˇjší testování. Aplikace byla
vyvíjena v sadeˇ MS Visual Studio 2010 Professional. Jako programovací jazyk byl použit
jazyk C#, který je zárovenˇ použit ve všech ukázkách v této práci. Následují informace
o obsahu jednotlivých kapitol.
V kapitole N-vrstvé architektury je popsána historie, struktura a úcˇel n-vrstvých ar-
chitektur. Kapitola Objektoveˇ relacˇní mapování rozebírá princip objektoveˇ relacˇního ma-
pování a jeho použití. Dále pak prˇibližuje historii aplikace objektoveˇ relacˇního mapování
v technologii .NET Framework. Kapitola Technologie LINQ popisuje možnosti technolo-
gie LINQ a její soucˇasné aplikace. V kapitole Návrhové vzory Repository a Unit of Work
jsou tyto návrhové vzory popsány a jsou zde uvedeny du˚vody jejich spolecˇné aplikace.
Dále jsou zde informace o tom, co to návrhové vzory jsou a informace o jejich strukturˇe
a použití. Kapitola Technologie Entity Framework 4 podrobneˇji rozebírá samotnou tech-
nologii Entity Framework ve verzi 4. V této kapitole jsou navíc vypsány rozdíly s vybra-
nými rámci objektoveˇ relacˇního mapování. Následují kapitoly zabývající se vytvorˇenou
datovou vrstvou, jejím návrhem, možnostmi a popisem práce s ní. V kapitole Testování
jsou uvedeny informace k testu˚m ru˚zných implementací datových vrstev, jsou zde vy-
hodnoceny a porovnávány jejich výsledky.
Prˇi zpracovávání této diplomové práce byl veškerý software spolecˇnosti Microsoft
použit výhradneˇ pod licencí MSDN AA. Jako hlavní zdroj informací byla použita kniha
[12] a web [7].
1specializovaný software/informacˇní systém urcˇený pro použití ve firmách
2informacˇní systém pro podporu business procesu˚
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2 N-vrstvé architektury
N-vrstvé architektury informacˇních systému˚ mají zpravidla dveˇ nebo trˇi vrstvy, jedná se
tedy o dvou cˇi trˇívrstvé architektury. Jednotlivé vrstvy n-vrstvých architektur lze vyvíjet
a upravovat oddeˇleneˇ a také je v prˇípadeˇ potrˇeby vymeˇnit.
Dvouvrstvé architektury se skládají z datové a klientské (nebo také prezentacˇní) vrstvy.
Klientská vrstva slouží ke komunikaci s uživatelem. Datovou vrstvou je zde myšlena
vrstva se zdrojem dat. Aplikacˇní logika je u této architektury umísteˇna prˇedevším v kli-
entské vrstveˇ. Cˇást aplikacˇní logikymu˚že být umísteˇna i v datové vrstveˇ, pokud to umož-
nˇuje zdroj dat. Rostoucí složitost aplikací vedla k vytvorˇení vlastní vrstvy pro aplikacˇní
logiku – aplikacˇní vrstvu. Dvouvrstvé architektury jsou dnes již zastaralé a nepoužívají
se.
Trˇívrstvé architektury vznikly prˇirozeným vývojem z dvouvrstvých architektur prˇi-
dáním aplikacˇní vrstvy. Ta je dále složena z business vrstvy a vrstvy pro prˇístup k datu˚m
(v této práci oznacˇovaná jako datová vrstva). Business vrstva zpracovává data získaná
z datové vrstvy a interpretuje je vrstveˇ prezentacˇní, tento proces je obousmeˇrný. Prˇe-
chod na trˇívrstvé architektury byl zaprˇícˇineˇn prˇedevším vzru˚stajícími nároky na klient-
skou vrstvu, kde jednotliví klienti plnili roli tzv. tlustého klienta (témeˇrˇ všechna logika
byla umísteˇna na straneˇ klienta). Tento krok vedl ke vzniku tzv. tenkých klientu˚ (kli-
enti obsahují minimum logiky a jsou urcˇení prˇedevším k prezentaci systému uživate-
lu˚m). Tenkými klienty tak mohou být naprˇíklad i webové prohlížecˇe. Tohoto prˇístupu
lze použít zvlášteˇ prˇi aplikaci informacˇních systému˚ v rámci pocˇítacˇových sítí (distribu-
ované systémy), kdy mohou být pro datovou a aplikacˇní vrstvu použity specializované
výkonné servery a jako klienty klientské vrstvy použít práveˇ webové prohlížecˇe.[15, 13]
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3 Objektoveˇ relacˇní mapování
3.1 Co je to objektoveˇ relacˇní mapování
S daty uloženými v relacˇní databázi mohou aplikace pracovat pomocí poskytovatelu˚ dat
(naprˇ. ODBC, OLE-DB). Tito poskytovatelé umožnˇují aplikacím pracovat s databázemi
pomocí standardních SQL prˇíkazu˚ select, insert, update a delete pro vybírání, vkládání,
upravování a mazání záznamu˚ v tabulkách specifikované databáze. Manipulovat s teˇ-
mito poskytovateli lze pomocí specifických bázových trˇíd daného programovacího ja-
zyka.
Tyto trˇídy ale získávají data z databáze pouze jako plochá data a tak je trˇeba tato
data vždy prˇetransformovat do požadované podoby, stejneˇ tak je nutné data používaná
prˇi dalších operacích mezi aplikací a databází kontrolovat. Všechny tyto úkony automa-
tizuje technika objektoveˇ relacˇního mapování (ORM), kdy je struktura relacˇní databáze
prˇevedena na její objektový ekvivalent a jednotlivé prvky databáze a jejího modelu jsou
na sebe namapovány. Tabulky pak mohou být z pohledu aplikace reprezentovány trˇí-
dami a vazby a atributy vlastnostmi teˇchto trˇíd. Samotná data z tabulek jsou pak ulo-
žena ve vlastnostech instancí teˇchto trˇíd. Kromeˇ samotného prˇetransformovávání dat prˇi
cˇtení a zapisování, usnadnˇuje tato technika programátoru˚m práci také tím, že umožnˇuje
využití výhod objektoveˇ orientovaného programování. Daní za toto pohodlí je ovšem
zvýšená cˇasová a pameˇt’ová složitost.
Objektoveˇ relacˇní mapování lze implementovat „vlastními silami“ cˇi pomocí ORM
rámcu˚. ORM rámce jsou nástroje, které umožnˇují snazší vytvorˇení objektoveˇ relacˇního
mapování nad vytvorˇenou datovou strukturou zdroje dat. Neˇkteré umožnˇují automati-
zované generování zdrojového kódu trˇíd z datové struktury, cˇi naopak vygenerování této
struktury ze trˇíd, které tuto strukturu definují.
3.2 Objektoveˇ relacˇní mapování v technologii .NET Framework
Pro .NET Framework existuje velké množství ORM rˇešení vytvorˇených prˇedevším trˇe-
tími stranami. Od verze 3.5 obsahuje technologie .NET Framework implementaci ORM
rámce od spolecˇnostiMicrosoft – LINQ to SQL, která kromeˇ beˇžného objektoveˇ relacˇního
mapování zahrnuje prˇedevším technologii dotazování integrovaného do jazyka, tedy
Language-IntegratedQuery (LINQ), více o technologii LINQ lze nalézt v kapitole 4. Sou-
beˇžneˇ s ORM rámcem LINQ to SQL zacˇala být vyvíjena i technologie Entity Framework,
která se poprvé objevila v technologii .NET Framework verze 3.5 SP1.
3.2.1 ADO.NET
V technologii .NET Framework jsou jako bázové trˇídy pro základní manipulaci s posky-
tovateli dat používány trˇídy jmenného prostoru ADO.NET. V rámci technologie .NET
Framework se prˇístupu, kdy se prˇistupuje prˇímo k datu˚m do databáze rˇíká prˇipojené
prostrˇedí. Jak bylo naznacˇeno výše, je práce s databází pomocí této techniky zdlouhavá
a málo efektivní, lze ale pomocí ní naimplementovat vlastní ORM rˇešení.
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S daty databáze lze v ADO.NET pracovat také pomocí odpojeného prostrˇedí, kde jsou
data z databáze nahrána do objektu DataSet, který je uložen v pameˇti a zmeˇny v databázi
jsou provádeˇny až po ukoncˇení práce s tímto objektem.
3.2.2 LINQ to SQL
LINQ to SQL je implementací ORM rámce od spolecˇnosti Microsoft pro práci s relacˇními
databázemi. Jedná se o beˇžný ORM rámec, který prˇevádí plochá data z datového zdroje,
v tomto prˇípadeˇ relacˇní databáze, na objekty. Mapování lze implementovat manuálneˇ
prˇímo v kódu aplikace, nebo automatizovaneˇ pomocí vizuálního návrhárˇe. Naprˇíklad
sada Visual Studio poskytuje vizuální návrhárˇ pro práci s LINQ to SQL a databází. Ob-
jekty jsou na relacˇní databázi mapovány jedna ku jedné, tedy jedna tabulka prˇedstavuje
jednu trˇídu a jeden atribut tabulky prˇedstavuje jednu vlastnost trˇídy. Analogicky pak je-
den záznam v tabulce prˇedstavuje jeden objekt v pameˇti. Vazby jsou realizovány pomocí
vlastností, jednak uloženým cizím klícˇem, jednak uloženou referencí na objekt (v prˇípadeˇ
vazby 1:n kolekcí referencí na straneˇ 1). Nutno podotknout, že LINQ to SQL je urcˇen
pouze pro prácí se databázovým systémem MS SQL Server. LINQ to SQL patrˇí do sku-
piny rámcu˚ LINQ to . . . , které implementují technologii LINQ pro ru˚zné typy datových
zdroju˚. Hlavní výhodou tohoto rámce je využití technologie LINQ.
Obrázek 1: Schéma cˇásti databáze AdventureWorks ve vizuálním návrhárˇi pro práci
s LINQ to SQL a databází v sadeˇ Visual Studio 2010
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2.2.2.1 Trˇída DataContext
DataContext je trˇídou LINQ to SQL, která udržuje všechny objekty mapované
na databázi. Jedná se o tzv. „lightweight“ trˇídu, tzn. že lze snadno a bez velkých nároku˚
vytvorˇit její instanci a udržovat ji. DataContext nahrává požadovaná data z databáze do
objektu˚, hlídá nekonzistence mezi objekty a umožnˇuje promítnutí zmeˇn nad objekty
zpeˇt do databáze. DataContext umožnˇuje dotazování nad mapovanými objekty pomocí
LINQ dotazu˚ a také prˇímé dotazování na zdroj dat pomocí SQL dotazu˚. LINQ dotazy
nad objekty prˇekládá na ekvivalentní SQL dotazy, ty jsou odeslány na zdroj dat
a výsledky jsou prˇevedeny na odpovídající objekty.
DataContext lze použít tak jak je, ale doporucˇuje se pro specifická data naimplemen-
tovat vlastní trˇídu, která bude trˇídu DataContext rozširˇovat. Trˇída rozširˇující DataCon-
text pak umožnˇuje snazší práci s datovou strukturou.
3.2.3 Entity Framework
Další ORM rámec od spolecˇnosti Microsoft. Entity Framework je v soucˇasné dobeˇ uprˇed-
nostnˇovanou technologií pro prˇístup k datu˚m v relacˇních databázích a postupneˇ by meˇla
nahradit odpojené prostrˇedí ADO.NET (DataSet) i LINQ to SQL. Hlavními rozdíly oproti
LINQ to SQL jsou: možnost použití jiných databázových systému nežMicrosoft SQL Ser-
ver a možnost prˇekrytí datového modelu doménovým modelem. Doménový model lze
s výhodou použít, pokud více aplikací používá stejnou databázi a zárovenˇ vyžadují jinou
datovou strukturu. Rámec Entity Framework bude v této práci podrobneˇji rozebrán dále.
3.2.4 NHibernate a další
Jak bylo zmíneˇno výše, existuje velké množství komercˇních i open-source ORM rámcu˚
implementovaných trˇetí stranou. Mezi nejznámeˇjší z nich patrˇí pravdeˇpodobneˇ ORM rá-
mec NHibernate. Tento rámec je implementací ORM rámce Hibernate pu˚vodneˇ urcˇeného
pro jazyk JAVA.
Mezi další ORM rámce trˇetích stran pro .NET Framework patrˇí naprˇíklad EntitySpa-
ces, Genome, LLBLGen Pro a Opf3. Neˇkteré z teˇchto rámcu˚ již mají naimplementovánu
podporu LINQ. [16]
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4 Technologie LINQ
Technologie Language-Integrated Query (LINQ) je rozšírˇením skupiny jazyku˚ technolo-
gie .NET Framework o možnosti dotazování na zdroje dat prˇímo v kódu aplikace. Jsou to
jednak dotazy podobné beˇžným SQL prˇíkazu˚m a jednak rozširˇující metody kolekcí im-
plementující rozhraní IEnumerable využívající pro definici dotazu˚ delegáty. Tyto dotazy
a metody vracejí výsledná data jako kolekci objektu˚.
var anonymousType = from employee in context.Employees
where employee.BirthDate.CompareTo(new DateTime(1980, 8, 8)) < 0
orderby employee.BirthDate
select new {
ID = employee.EmployeeID,
Age = DateTime.Today.Year − employee.BirthDate.Year
};
Výpis 1: Ukázka použití technologie LINQ
Vukázce 1 je do promeˇnné anonymousType typu var3 vložen LINQdotaz, který v ko-
lekci uložené v promeˇnné context.Employees vyhledá zameˇstnance, kterˇí se narodili prˇed
datem 8.8.1980 a setrˇídí je podle data narození. Technologie LINQ vytvorˇí pro každý
takto získaný záznam objekt anonymní trˇídy s vlastnostmi ID a Age, do které uloží zís-
kané vybrané údaje.
Mezi hlavní výhody použití technologie LINQ patrˇí: kontrola syntaxe beˇhem kompi-
lace a využití technologie IntelliSense prˇi vývoji v sadeˇ MS Visual Studio. Tyto výhody
umožnˇují snazší odladeˇní chyb a urychlení práce beˇhem vývoje aplikací. Další výhody
pak vychází z automatizovaného prˇetypovávání ve stylu ORM rámcu˚, tj. prˇevod mezi
datovým typem datového zdroje na datový typ použitého programovacího jazyka.
Samotná technologie LINQ je tedy více než klasický ORM rámec. Je navržena tak,
aby ji bylo možno použít pro témeˇrˇ jakýkoli zdroj dat. [1]
4.1 LINQ to ...
LINQ lze použít prˇedevšímpro data relacˇní (SQL) a pro data hierarchická (XML), kdy jsou
dotazy LINQ ve výsledku prˇevedeny na svu˚j ekvivalent v dotazovacím jazyce pro daná
data (SQL, XPath). LINQ následneˇ získaná data ze zdroje prˇetransformuje na specifiko-
vané objekty. LINQ lze použít i pro kolekce implementující rozhraní IEnumerable a pro
dotazování nad datasety.
Práveˇ použití LINQ pro dotazování nad kolekcemi IEnumerable, spolecˇneˇ s možností
implementace vlastních dotazovacích operátoru˚ a prˇeteˇžování teˇch stávajících amožností
definice derivacˇního stromu pro jednotlivé výrazy, umožnˇuje komukoli implementovat
vlastní rˇešení pro vlastní zdroje dat.
3implicitní typ, silneˇ typovaný; kompilátor rozhodne, o jaký typ se jedná, umožnˇuje použití anonymních
typu˚.
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4.2 Lambda výrazy
Jak bylo rˇecˇeno výše pro dotazování na datové zdroje lze použít metody kolekcí imple-
mentující rozhraní IEnumerable. Tyto metody slouží k výbeˇru, trˇízení a filtrovaní dat.
Metody jsou pojmenovány stejneˇ jako operátory SQL dotazu˚ a stejneˇ i fungují. Jako para-
metr lze teˇmtometodám prˇedávat delegátymetod, nebo delegáty typu Func<T, TResult>
(kde T je datový typ hodnoty prˇedávané anonymnímetodeˇ jako parametr a TResult je da-
tový typ návratové hodnoty) odkazující se na anonymní trˇídu (Ukázka 2). Jako podmínka
je pak použita samotná logika prˇedávaných metod.
// zápis pomocí anonymních metod
vyber = delegate(Employee e) {
return e.HireDate.CompareTo(new DateTime(2003, 8, 8)) < 0;
};
razeni = delegate(Employee e) {
return e.BirthDate;
};
vyberAtributu = delegate(Employee e) {
return DateTime.Today.Year − e.BirthDate.Year;
};
// LINQ dotaz vytvorˇený pomocí rozširˇujících trˇíd
IEnumerable<int> ages = context.Employees
.Where(omezeni)
.OrderBy(razeni)
.Select(vyberAtributu) ;
Výpis 2: Anonymní trˇídy v technologii LINQ
Lambda výrazy usnadnˇují práci prˇi vytvárˇení anonymních metod. Jedná se vlastneˇ
o jejich zjednodušený zápis. Lambda výrazy jsou zapisovány ve tvaru: (vstupní parametry)
=> výraz (Ukázka 3).
// zápis pomocí lambda výrazu˚
Func<Employee, bool> vyber =
e => e.HireDate.CompareTo(new DateTime(2003, 8, 8)) < 0;
Func<Employee, DateTime> razeni = e => e.BirthDate;
Func<Employee, int> vyberAtributu = e => DateTime.Today.Year − e.BirthDate.Year;
Výpis 3: Lambda výrazy v technologii LINQ
Jestliže je delegát typu Func<T, TResult> použit spolecˇneˇ s generickým typemExpres-
sion<T>, kterému je prˇedán jako parametr (Expression< Func<T, TResult>>), pak kompi-
látor s lambda výrazy zachází jako s derivacˇním stromem (viz. 4.4) a ne jako s anonymní
trˇídou.
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4.3 Zpoždeˇné vyhodnocování (Deffered Execution/Lazy Loading)
K provedení LINQ dotazu nedojde okamžiteˇ po asociaci dotazu s promeˇnnou typu IE-
numerable, IQueryable prˇípadneˇ var, ale až po zavolání metody ToArray() nebo ToList()
získaného objektu, prˇípadneˇ enumerací tohoto objektu, naprˇíklad pomocí prˇíkazu fore-
ach (Ukázka 4). To ve výsledku vede k tomu, že pokud dojde ke zmeˇneˇ dat datového
zdroje, promítne se tato zmeˇna i do objektu asociovaného s LINQ dotazem.
// Asociuje se dotaz
var employees = context.Find(e => e.HireDate.CompareTo(new DateTime(2003, 8, 8)) < 0);
// Vykoná se dotaz a získaná data se uloží do pole.
// Zmeˇna v objektech v poli employeesArray se neprojeví na objektech ve zdroji.
Employee[] employeesArray = employees.ToArray();
Výpis 4: Ukázka zpoždeˇného vyhodnocování v technologii LINQ
Ke zpoždeˇnému vyhodnocování dochází také prˇi získávání objektu, nebo objektu˚, po-
moci vlastností objektu, který je s tímto objektem, objekty, v relaci (Ukázka 5). Tato vlast-
nost se vyskytuje u objektoveˇ relacˇních rámcu˚ LINQ to SQL a Enitity Framework 4, kde ji
lze vypnout pomocí prˇíslušné vlastnosti objektu získávajícího data ze zdroje dat. Po-
tom nejsou objekty do vlastností nahrávány.
// Kolekce objeku˚ EmployeePayHistory, které jsou v asociaci s prvním objektem v kolekci employees
.
ICollection<EmployeePayHistory> employeePayHistory = employees.First().EmployeePayHistory;
Výpis 5: Zpoždeˇné vyhodnocování prˇi získávání asociovaných objektu˚
Tato funkcˇnost mu˚že vést k nežádoucímu náru˚stu pocˇtu objektu˚ v pameˇti.
4.4 Derivacˇní stromy (Expression Trees)
V technologii LINQ lze specifikovat derivacˇní stromy výrazu˚ a to prˇímo pomocí API4.
V prˇípadeˇ lambda výrazu˚ jsou derivacˇní stromy sestavovány automaticky.
Prˇi vytvárˇení derivacˇních stromu˚ pomocí API se používá trˇída Expression, která ob-
sahuje trˇídy potrˇebné pro vytvorˇení uzlu˚ derivacˇního stromu (Ukázka 6).
// uložení lambda výrazu do objektu typu Expression<T>
Expression<Func<DateTime, bool>> expr = e => e.CompareTo(new DateTime(2003, 8, 8)) < 0;
// rozložení výrazu
BinaryExpression teloVyrazu = (BinaryExpression)expr.Body;
ParameterExpression levaStranaVyrazu = (ParameterExpression)teloVyrazu.Left;
ConstantExpression pravaStranaVyrazu = (ConstantExpression)teloVyrazu.Right;
Výpis 6: Ukázka rozložení lambda výrazu
4aplikacˇní rozhraní, rozhraní umožnˇující práci naprˇíklad s moduly
22
4.5 Rozhraní IQueryable<T>
Jedná se o rozhraní, které umožnˇuje provádeˇt dotazování na zdroje dat. Používá se prˇi
implementaci poskytovatelu˚ technologie LINQ pro vlastní zdroje dat. Rozširˇuje rozhraní
IEnumerable<T>, to umožnˇuje získaná data reprezentovat jako kolekce objektu˚.
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5 Návrhové vzory Repository a Unit of Work
5.1 Co jsou to návrhové vzory
Knihy a cˇlánky o návrhových vzorech (naprˇ.:[14, 10]) se v teˇchto místech odkazují na vý-
rok ChristopheraAlexandera[8]: „Každý návrhový vzor popisuje neˇjaký problém, který se
v našem prostrˇedí objevuje porˇád dokola a následneˇ popisuje jádro rˇešení tohoto pro-
blému takovým zpu˚sobem, že toto rˇešení lze použít opakovaneˇ milionkrát, aniž by bylo
dvakrát vytvorˇeno stejným zpu˚sobem“, který pravdeˇpodobneˇ nejlépe vystihuje pod-
statu návrhových vzoru˚ a autorˇi jej používají místo definice. Christopher Alexander je
rakouský architekt a v jeho prˇípadeˇ se jednalo o stavby.
Návrhové vzory nevznikají „na zelené louce“, ale z praxe osveˇdcˇených postupu˚. Ná-
vrhové vzory lze teda spíše nalézt v kódech aplikací, než je vymýšlet z hlavy.
Každý návrhový vzor má své jméno, popis problému, který rˇeší, samotné rˇešení pro-
blému a následky, které aplikace daného návrhového vzoru prˇináší [10].
Návrhové vzory se objevují ve všech odveˇtvích softwarového vývoje. Tato práce se
bude zabývat prˇedevším návrhovými vzory Repository a Unit of Work urcˇenými pro
objektoveˇ relacˇní mapování prˇedevším v enterprise aplikacích.
5.2 Návrhový vzor Repository
Návrhový vzor Repository je v n-vrstvých architekturách implementován v datové vrstveˇ.
Slouží k zakrytí prˇístupového kódu k datu˚m datové vrstvy. To vede ke zprˇehledneˇní
a zjednodušení kódu na vyšších vrstvách n-vrstvé aplikace a hlavneˇ usnadnˇuje výmeˇnu
datové vrstvy. Jedná se o návrhový vzor patrˇící do skupiny vzoru˚ mapování pomocí
metadat.[14]
5.3 Návrhový vzor Unit of Work
Návrhový vzor Unit of Work slouží k udržování zmeˇn provedených nad objekty získa-
nými z databáze a jejich následnému uložení do databáze. Unit of Work také rˇeší pro-
blémy s konzistencí dat v pameˇti a v databázi. Jedná se o návrhový vzor chování.[14]
Tento návrhový vzor již bývá u ORM rámcu˚ implementován, u rámcu˚ LINQ to SQL
a Entity Framework se jedná o trˇídy DataContext, respektive ObjectContext.
Trˇídní diagram na obrázku 2 zobrazuje metody, které bymeˇl návrhový vzor Unit ofW-
ork obsahovat. Metody registerNew() a registerDeleted() slouží ke vložení nového re-
spektive odstraneˇní existujícího objektu. Metoda registerDirty() slouží k oznacˇení ob-
jektu˚, ve kterých byla v pameˇti provedena neˇjaká zmeˇna. Pomocí metody registerClean()
jsou oznacˇovány objekty prˇedevším prˇi nacˇítání, metoda zjistí, zdali není objekt již na-
cˇten. Metoda commit() promítá zmeˇny na zdroj dat.
5.4 Procˇ návrhové vzory Repository a Unit of Work
Návrhové vzory Repository a Unit of Work je nejlépe použít spolecˇneˇ. Návrhový vzor
Repository funguje jako silneˇ typovaná kolekce objektu˚ získaných z databáze. K získá-
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Obrázek 2: Trˇídní diagram implementace návrhového vzoru Unit of Work
vání objektu˚ využívá návrhového vzoru Unit of Work, který navíc udržuje prˇipojení na
databázi, eviduje zmeˇny v objektech a promítá tyto zmeˇny do databáze. Obecneˇ platí,
že více instancí návrhového vzoru Repository využívá práveˇ jednu instanci návrhového
vzoru Unit of Work. Návrhový vzor Repository se implementuje zvlášt’ pro každý objek-
t/tabulku v databázi, zatímco implementaci návrhového vzoru Unit of Work lze použít
pro jakoukoli databázi.
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6 Technologie Entity Framework 4
6.1 Co je to Entity Framework
Jak již bylo rˇecˇeno výše jedná o ORM rámec vyvinutý spolecˇností Microsoft pro pou-
žití v technologii .NET Framework. Umožnˇuje pracovat s ru˚znými relacˇními databázo-
vými systémy. Je ovšempotrˇebamít odpovídající poskytovatele dat ADO.NET. Technolo-
gie Entity Framework dokáže úplneˇ zakrýt model relacˇní databáze konceptuálním (do-
ménovým) modelem, to ve výsledku vede k tomu, že veškerá data jsou aplikaci inter-
pretována jakoby byl doménový model samotným datovým modelem relacˇní databáze.
Technologie Entity Framework provádí potrˇebné transformace dotazu˚ na doménovýmo-
del na dotazy vyžadované datovým zdrojem. Výsledná data získaná z datového zdroje
jsou prˇetransformována na požadované objekty do kolekcí implementující rozhraní IE-
numerable<T>. Dotazování lze provádeˇt pomocí pomocí jazyka Entity SQL nebo pomocí
implementace technologie LINQ pro Entity Framework – LINQ to Entities.
6.2 Architektura technologie Entity Framework 4
Architektura technologie Entity Framework 4 je složena ze trˇí nad sebou položených vrs-
tev: vrstvy ADO.NET Data Providers, vrstvy EntityClient Data Provider a vrstvy Ob-
ject Services (Obrázek 3). V následujících odstavcích je uveden popis jednotlivých vrstev.
Nejníže položenou vrstvou architektury technologie Entity Framework 4 jsou posky-
tovatelé dat ADO.NET (ADO.NET Data Providers), kterˇí komunikují prˇímo s datovým
zdrojem. Z vyšší vrstvy (EntityClient Data Provider) prˇijímají stromy prˇíkazu˚ 5, z nichž
skládají dotazy specifické pro daný zdroj dat, které následneˇ tomuto datovému zdroji
posílají k vyhodnocení. Získaná data vracejí do vrstvy EntityClient Data Provider jako
jednosmeˇrný datový tok datového typu DBDataReader.
Vrstva EntityClient Data Provider provádí transformaci dat z datového modelu da-
tabáze na data konceptuálního modelu. Tato vrstva také provádí transformaci dotazu˚
získaných z vrstvy Object Services na dotazy vyžadované vrstvou ADO.NET Data Pro-
viders. Klícˇovou cˇástí vrstvy EntityClient Data Provider je Entity Data Model (EDM,
viz. 6.2.1). Vrstva EntityClient Data Provider je definována pomocí dvoumodelu˚ a mapo-
vání mezi nimi. První model mapuje skutecˇný relacˇní datový model databáze v databá-
zovém systému, druhý prˇedstavuje konceptuální model dat, což je implementace EDM
v technologii Entity Framework.
Jednotlivé modely a jejich vzájemnémapování je ve vrstveˇ EntityClient Data Provider
definováno pomocí trˇi XML souboru˚: CSDL – definující konceptuální model, SSDL – de-
finující datovýmodel databáze, aMSL – definující mapování mezi konceptuálním a dato-
výmmodelem (Obrázek 4). Všechny trˇi soubory, pokud jsou generovány pomocí nástroje
ADO.NET Entity Data Model Designer ze sady Visual Studio 2010, jsou uloženy v jed-
nom souboru EDMX.
5command trees, jedná se o derivacˇní stromy prˇíkazu˚ používané v technologii Entity Framework, jejich
struktura mu˚že záviset na typu poskytovatele dat ADO.NET
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Obrázek 3: Architektura technologie Entity Framework [4]
Vrstva EntityClient Data Provider je dotazována prˇímo pomocí dotazu˚ Entity SQL,
nebo z vrstvy Object Services pomocí stromu˚ prˇíkazu˚. V obou prˇípadech vrací výsledná
data jako datový tok EntityDataReader.
Nejvýše položenou vrstvou architektury Entity Framework je vrstva Object Services.
Tato vrstva prˇevádí data získaná z vrstvy EntityClient Data Provider na objekty – entity.
Umožnˇuje s teˇmito entitami pracovat jako by to byla data z databáze, lze je nacˇítat, upra-
vovat, vkládat a mazat. Jádrem této vrstvy je trˇída ObjectContext (viz. 6.2.3). Entity lze
z této vrstvy získat dotazováním, a to bud’ pomocí LINQ to Entities, nebo pomocí En-
tity SQL (viz. 6.3). Získané objekty jsou vráceny v kolekcích implementujících rozhraní
IEnumerable<T>. [4]
6.2.1 Entity Data Model
Entity Data Model (EDM) je množina konceptu˚, která popisuje strukturu dat nezávisle
na jejich uložené formeˇ [5]. V technologii Entity Framework je implementován jako kon-
ceptuální model, který je definován pomocí XML dokumentu CSDL.
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Obrázek 4: Jednotlivé modely a jejich XML dokumenty [12]
Struktura dat je v EDM reprezentována pomocí entit a vztahu˚ mezi nimi. Vztahy
mohou mít kardinalitu 1:1, 1:0..1, 1:n a dokonce i m:n. Pro použití vztahu m:n v EDM
musí prˇípadná vazební tabulka v databázi obsahovat pouze klícˇe tabulek, jejichž vztah
m:n urcˇuje. Pokud jsou v této tabulce definovány i další atributy, je vytvorˇena vazební
entita.
EDM definuje entitní typy, relacˇní typy a komplexní typy. Jednotlivé instance entit-
ních typu˚ jsou definovány (unikátním) entitním klícˇem, jednoznacˇným názvem, daty ve
formeˇ vlastností a navigacˇními vlastnostmi. Instance relacˇních typu˚ prˇedstavují vztahy
mezi entitami a jsou definovány jednoznacˇným názvem, koncovými entitami a jejich
klícˇi. Komplexní typy v EDM lze vkládat jako vlastnosti do jiných komplexních typu˚
cˇi do entitních typu˚ a jejich instance jsou definovány jednoznacˇným názvem a daty ve
formeˇ vlastností.
Následuje výcˇet a popis du˚ležitých trˇíd vrstvy Object Services, která bude v této práci
výhradneˇ používána.
6.2.2 Trˇida EntityKey
Instance entitních typu˚ (entity) používají k identifikaci entitní klícˇe, ty jsou reprezento-
vány instancí trˇídy EntityKey. Tato trˇída umožnˇuje identifikaci entity pomocí pole ob-
jektu˚ EntityKeyMember, což jsou páry klícˇ-hodnota reprezentující název a hodnotu pri-
márních atributu˚ entity. Toto pole je uloženo ve vlastnosti EntityKeyValues. Trˇída Entity-
Key dále obsahuje atributy EntitySetName (název tabulky – množiny entit) a EntityCon-
tainerName (název kontejneru entit). Objekt EntityKey lze vytvorˇit samostatneˇ, nebo po-
mocí metody CreateEntityKey konkrétní instance trˇídy ObjectContext. Objekt EntityKey
je u objektu˚ entit vytvárˇen automaticky.
6.2.3 Trˇída ObjectContext
Trˇída ObjectContext je jádrem vrstvy Object Services. Jedná se de facto o ekvivalent trˇídy
DataContext ORM rámce LINQ to SQL. Trˇída ObjectContext zapouzdrˇuje objekty: En-
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Obrázek 5: Schéma EDM v nástroji Entity Designer sady Visual Studio 2010
tityConnection (udržuje spojení s databází), MetadataWorkspace (prˇedstavuje metadata
popisující konceptuální model) a ObjectStateManager (hlídá objekty beˇhem vytvárˇení,
upravování a mazání).
6.2.4 Trˇída ObjectSet<TEntity>
Generická trˇída ObjectSet<TEntity> prˇedstavuje silneˇ typovanou kolekci entit, kde TEn-
tity znamená entitní typ. Umožnˇuje vytvárˇet objekty zadaného entitního typu pomocí
metody CreateObject(). Trˇída ObjectSet<TEntity> deˇdí ze trˇídy ObjectQuery<T>, umož-
nˇuje tedy provádeˇt CRUD6 operace. Obsahuje navíc naprˇíklad metody Attach() a De-
tach(). Pomocí metody Attach() lze do objektu ObjectSet<TEntity> prˇidávat objekty za-
daného entitního typu, které byly naprˇíklad vytvorˇeny v jiném objektu ObjectContext.
Metoda Detach() naopak umožnˇuje z objektu ObjectSet<TEntity> odebrat nepotrˇebné
entitní objekty.
Generická trˇída ObjectSet<TEntity> rozširˇuje trˇídu ObjectQuery<T>, která disponuje
metodou Include(). Ta umožnˇuje objektu ObjectSet<TEntity> definovat, které vlastnosti
daného entitního objektu se mají plnit asociovanými entitními objekty.
6CReate Update Delete, standartní operace provádeˇné nad databází: vytvorˇení, zmeˇna a smazání
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Objekt ObjectSet<TEntity> lze vytvorˇit metodou CreateObjectSet() trˇídy ObjectCon-
text.
// Vytvorˇení objektu ObjectContext.
ObjectContext context =
new ObjectContext("name=AdventureWorksEntities");
ObjectSet<Product> query = context.CreateObjectSet<Product>();
Výpis 7: Ukázka vytvorˇení objektu ObjectSet<Product> z objektu ObjectContext
6.3 Dotazování v technologii Entity Framework 4
Dotazování je aplikováno na konceptuální model a lze jej provádeˇt bud’ prˇímo pomocí
Entity SQL dotazu˚, kdy jsou výsledná data vrácená jako datový tok datového typu En-
tityDataReader, nebo prˇes vrstvu Object Services, která umožnˇuje dotazování pomocí
Entity SQL i LINQ to Entities a získaná data prˇevádí na kolekce entit.
6.3.1 Entity SQL
Jazyk Entity SQL vznikl jako primární dotazovací jazyk pro technologii Entity Framework.
Ovšem s prˇíchodem technologie LINQ zacˇalo být preferováno dotazování pomocí LINQ
dotazu˚. Syntaxe jazyka Entity SQL je podobná LINQ dotazu˚m. Dotazy Entity SQL nejsou
zapisovány prˇímo do kódu jako dotazy LINQ, ale jako rˇeteˇzce typu string, tedy podobneˇ
jako SQL dotazy prˇi použití technologie ADO.NET (Ukázka 8).
// z kontejneru context získá zameˇstnance narozené prˇed 8.8.1980
var employeesQuery = "SELECT VALUE e" +
"FROM epmloyeesObjectSet.Employee AS e" +
"WHERE e.BirthDate < ’1980−08−08’";
// vytvorˇení objektu˚ z dotazu
ObjectQuery<Employee> employeesObjects = context.CreateQuery<Employee>(employeesQuery);
Výpis 8: Ukázka Entity SQL dotazu
Dotazy Entity SQL lze rovneˇž skládat pomocí metod kolekcí urcˇených k dotazování.
Cˇásti Entity SQL dotazu˚ jsou teˇmto metodám prˇedávány jako rˇeteˇzce (Ukázka 9).
// vytvorˇení dotazu pomocí metod kolekce (it je výchozí pojmenování pro promeˇnnou)
var employeesQuery = context.Employee
.Where("it.BirthDate < ’1980−08−08’")
.OrderBy("it .BirthDate") ;
Výpis 9: Ukázka Entity SQL dotazu za použití metod
Dotazování pomocí Entity SQL lze s výhodou použít pro získání dat v datovém toku
(použití s EntityClient vrstvou), nebo pokud je potrˇeba upravovat dotaz za beˇhu.
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6.3.2 LINQ to Entites
Jedná se o implementaci technologie LINQpro technologii Entity Framework. Dotazy tech-
nologie LINQ to Entities pracují pouze s objekty vrstvy Object Services, tedy s entitními
trˇídami a objekty ObjectContext a ObjectSet<TEntity>. Více o technologii LINQ lze nalézt
v kapitole 4.
6.3.2.1 Prˇedkompilované dotazy
Jak bylo rˇecˇeno drˇíve, data jsou ze zdroje dat získávána až po enumeraci prˇíslušné
kolekce. Ve stejné dobeˇ je i prˇekládán dotaz technologie LINQ na svu˚j ekvivalent pro
datový zdroj. Technologie LINQ to Entities a LINQ to SQL umožnˇují prˇedkompilovat
dotazy, které se používají vícekrát. Toto lze provést u dotazu˚ bez parametru˚
i s promeˇnnými parametry (Ukázka 10).
// prˇedkompilovaný dotaz pro vyhledání zameˇstnancu˚ narozených prˇed zadaným datem
var compQuery = CompiledQuery.Compile<AdventureWorksEntities, DateTime, IQueryable<
Employee>>
((AdventureWorksEntities ctx, DateTime birthday) =>
from Employee e in ctx.Employee.OfType<Employee>()
where e.BirthDate < birthday
select e);
Výpis 10: Ukázka prˇedkompilovaného dotazu
6.4 Práce s technologií Entity Framework 4
S technologii Entity Framework 4 lze pracovat jako s jakýmkoli jiným modulem techno-
logie .NET Framework. Tedy napsat kód aplikace v libovolném textovém editoru (naprˇ.
WordPad) a následneˇ jej zkompilovat, prˇípadneˇ použít vývojové prostrˇedí (naprˇ. Sharp-
Develop). Vždy je samozrˇejmeˇ nutné vytvorˇit trˇi XML soubory pro modely a mapování
(s výjimkou prˇistupu Code-First, viz. 6.4.3) a importovat potrˇebné knihovny. Nejjedno-
dušší cestou pro vytvárˇení aplikací s použitím technologie Entity Framework 4 je vývoj
v sadeˇ Visual Studio 2010, která obsahuje nástroje pro automatické vytvárˇení XML sou-
boru˚ vrstvy EntityClient.
Relacˇní datový model lze v technologii Entity Framework 4 nasadit trˇemi zpu˚soby:
vytvorˇením v databázovém systému (Database First), vytvorˇením doménového modelu
na doménové úrovni, a jeho následným promítnutím do databázového systému (Mo-
del First), nebo vytvorˇením datové struktury prˇímo v kódu aplikace (Code First).
6.4.1 Database-First
Implementace datového modelu prˇímo do databázového systému je obecneˇ nejpoužíva-
neˇjší metodou pro vytvárˇení relacˇní datové struktury. Celá struktura datového modelu
je vytvorˇena v databázovém systému a následneˇ ji lze v technologii Entity Framework 4
namapovat pomocí SSDL souboru. V CSDL souboru lze dále datový model libovolneˇ
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upravovat podle potrˇeby dané aplikace, aniž by byl zmeˇneˇn datový model v databázo-
vém systému. Mapování lze implementovat manuálneˇ v souborech SSDL, MSL a CSDL,
nebo pomocí nástroju˚ sady Visual Studio 2010, které tyto soubory vygenerují automa-
ticky do jediného EDMX souboru.
6.4.2 Model-First
Entity Framework 4 umožnˇuje vytvárˇet relacˇní datovýmodel od doménové vrstvy. V sadeˇ
Visual Studio lze pomocí nástroje Entity Model Designer graficky vytvorˇit datový model
aplikace jako doménový model. Z tohoto doménového modelu je následneˇ vygenerován
skript pro vytvorˇení databáze. Skript je vygenerován v SQL dialektu7 specifickém pro po-
žadovaný databázový systém (naprˇ.: T-SQL pro MS SQL Server). Prˇi vytvárˇení modelu
je nutné mít v databázovém systému vytvorˇenou prázdnou databázi, jelikož Entity Fra-
mework 4 potrˇebuje prˇi vytvárˇení skriptu znát metadata popisující databázi v databázo-
vém systému.
Tento prˇístup lze s výhodou použít, pokud prˇi vývoji aplikace ješteˇ nebyla v databá-
zovém systému vytvorˇena databáze, nebo pokud vývojárˇi uprˇednostnˇují vytvorˇení nej-
prve konceptuálního datového modelu pro svou aplikaci.
6.4.3 Code-First
Prˇístup Code First umožnˇuje vývojárˇu˚m pracovat s technologií Entity Framework aniž
by museli používat XML soubory definující objektoveˇ relacˇní mapování. Veškerá meta-
data mapování jsou vygenerována za beˇhu z kódu aplikace a následneˇ uložena v pameˇti.
Metadata jsou z kódu generována na základeˇ používaných konvencí, naprˇ.: jako klícˇe
jsou nastavovány vlastnosti obsahující v názvu ID. Tyto konvence lze obejít použitím
anotací.
Mapování lze v tomto prˇípadeˇ definovat pouze pomocí tzv. POCO trˇíd (viz. 6.5) a po-
mocí trˇídy definující, které POCO objekty mají vazbu na databázi, jedná se o tzv. kon-
textovou trˇídu. Tato trˇída musí deˇdit ze trˇídy DbContext a jednotlivé kolekce POCO ob-
jektu˚ v ní musí být definovány jako vlastnosti typu DbSet<T>, což jsou generické ko-
lekce vybraných POCO objektu˚. Databázi lze v tomto prˇístupu vytvorˇit dveˇma zpu˚soby:
manuálneˇ v databázovém systému, nebo automaticky prˇímo z výše definovaných trˇíd.
Prˇi automatickém generování databáze je po spušteˇní aplikace vyhledána databáze podle
prˇipojovacího rˇeteˇzce se stejným názvem jako trˇída deˇdící ze trˇídy DbContext. V prˇípadeˇ,
že je potrˇeba výchozí nastavení mapování pomocí prˇístupu Code-First zmeˇnit, je nutné
k tomu použít API.[11]
Prˇístup Code-First lze s výhodou použít, pokud není vyžadována prˇílišná konfigu-
race mapování. Nevýhodoumohou býtmalé možnosti automatizace generování kódu (za-
tím pouze pomocí vlastních T4 šablon8) a nutnost konfigurovat mapování pomocí API
cˇi anotací, pokud výchozí nastavení nevyhovuje. U veˇtších informacˇních systému mu˚že
být problematické uložení veškerého mapování v interní pameˇti.
7jazyk SQL uzpu˚sobený pro konkrétní databázové systémy
8šablona pro generování zdrojových kódu v technologii .NET Framework
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Prˇístup Code-First lze v rámci technologie Entity Framework použít od verze 4.1.
Následují neˇkteré další možnosti technologie Entity Framework.
6.4.4 Uložené procedury
Technologie Entity Framework 4 umožnˇuje taky práci s uloženými procedurami a funk-
cemi databáze. Tyto procedury mohou být namapovány na entitní typy, komplexní typy
nebo na skalární typy (Ukázka 11).
V prˇípadeˇ entitních typu˚ se jedná prˇedevším o mapování na operace insert, select
a update, kdy jsou standardní SQL prˇíkazy, které tyto operace beˇžneˇ provádeˇjí, nahra-
zeny práveˇ procedurami. Po zavolání metody SaveChanges() objektu ObjectContext bu-
dou místo SQL prˇíkazu˚ spušteˇny procedury. Toto mapování by meˇlo být provedeno
u všech CRUD operací, jinak budou u všech teˇchto operací v neˇkterých prˇípadech opeˇt
provádeˇny SQL prˇíkazy.
<Function Name="uspGetEmployeeManagers" Aggregate="false" BuiltIn="false" NiladicFunction="
false" IsComposable="false" ParameterTypeSemantics="AllowImplicitConversion" Schema="
dbo">
<Parameter Name="EmployeeID" Type="int" Mode="In" />
</Function>
Výpis 11: Ukázka uložené procedury v souboru SSDL
6.4.5 Transakce
Veškeré transakce provádí objekt ObjectContext. Ten všechny akce nad databází, spo-
jené s úpravami v pameˇti, provede po zavolání metody SaveChanges() jako jednu trans-
akci. To znamená, že pokud se nepodarˇí provést minimálneˇ jednu operaci nad databázi,
která byla spojena s úpravou, smazáním, nebo vytvorˇením objektu v pameˇti, povede to
k akci rollback9 v databázovém systému.
Technologie Entity Framework 4 umožnˇuje i použití vlastních transakcí. Ty lze s vý-
hodou použít, naprˇíklad pokud pracujeme se dveˇma a více objekty typu ObjectContext.
Vlastní transakce lze definovat pomocí objektu TransactionScope ze jmenného prostoru
System.Common (Ukázka 12). Tyto vlastní transakce lze použít i prˇi práci s vrstvou En-
tityClient.
using (var transaction = new TransactionScope())
{
firstContext .SaveChanges();
var secondContext = new AdventureWorksEntities();
secondContext.Employee.AddObject(new Employee { BirthDate = new DateTime(6, 6, 1980) });
secondContext.SaveChanges();
transaction.Complete();
firstContext .AcceptAllChanges();
9vrácení všech zmeˇn od zacˇátku transakce
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secondContext.AcceptAllChanges();
}
Výpis 12: Ukázka použití objektu TransactionScope
6.5 Entity Framework 4 a POCO objekty
6.5.1 Co jsou to POCO objekty
POCO (Plain Old CLR Objects) objekty jsou objekty, které nejsou nijak závislé na rám-
cích, které s nimi pracují.[12] Tyto objekty deˇdí pouze ze trˇídy System.Object. V prˇípadeˇ
Entity Framework 4 se jedná o entity, které nedeˇdí ze trˇídy EntityObject.
6.5.2 Proxy trˇídy
Entity Framework 4 umožnˇuje obalování POCO objektu˚ instancemi tzv. proxy (zástup-
ných) trˇíd. Ty zprˇístupní POCO objektu˚mmožnosti, kterémají entitní objekty technologie
Entity Framework 4 deˇdící ze trˇídy EntityObject. Jedná se o možnosti: zpoždeˇné vyhod-
nocování, notifikaci zmeˇn a opravu vazeb. Proxy objekty POCO objektu˚m také prˇirˇazují
objekty typu EntityKey (viz. 6.2.2). Možnost zpoždeˇného vyhodnocování je popsána v
podkapitole 4.3. Možnost notifikace zmeˇn je du˚ležitá pro zjišt’ování zmeˇn v objektech
entit, v tomto prˇípadeˇ POCO objektu˚. Na základeˇ informací o zmeˇnách v objektech entit
provede objekt ObjectContext prˇíslušné zmeˇny v datovém zdroji. Možnost opravy vazeb
mezi objekty entit zabranˇuje tomu, aby vznikaly nekonzistencemezi cizími klícˇi a objekty
v navigacˇních vlastnostech10.
Aby byla technologie Entity Framework 4 schopná vytvorˇit pro POCO objekty proxy
objekty, musí tyto objekty splnˇovat následující konvence. Všechny vlastnosti POCO trˇíd
musí být oznacˇeny jako public a virtual, navigacˇní vlastnosti nesmí být oznacˇeny jako
sealed. POCO trˇídy nesmí být oznacˇeny jako sealed nebo abstrakt a musí obsahovat bez-
parametrický, prˇípadneˇ žádný, konstruktor. Dále pak musí být všechny kolekce, obsahu-
jící asociované objekty, generického typu ICollection<T>. Aby byl POCO objekt obalen
proxy objektem musí být navíc v prˇíslušném objektu ObjectContext nastavena vlastnost
ContextOptions.ProxyCreationEnabled na true a instance této POCO trˇídy musí být vy-
tvorˇena pomocí metody CreateObject().
6.5.3 Procˇ POCO objekty
POCO objekty prˇedevším umožnˇují snazší výmeˇnu datové vrstvy, naprˇíklad pokud již
máme neˇjaké existující trˇídy entit. Samostatnost POCO trˇíd umožnˇuje také snadnou bi-
nární serializaci a tedy jejich použití v SessionState, ViewState a podobných objektech
technologie ADO.NET ukládajících data na pozadí webových stránek a také jako DTO
(Data Transfer Object) pro prˇenos pomocí webových služeb cˇi technologie WCF (Win-
dows Communication Foundation). Lze provádeˇt také serializaci obalujících proxy ob-
jektu˚. [6]
10v navigacˇních vlastnostech jsou uloženy odkazy na objekty, které jsou s objektem této vlastnosti v relaci
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6.6 Porovnání s neˇkterými jinými ORM rámci
Vnásledujícím textu jsou uvedenypodstatneˇjší rozdílymezi technologií Entity Framework 4
a neˇkterými dalšími ORM rámci.
6.6.1 Rozdíly mezi technologiemi Entity Framework 1 a Entity Framework 4
Entity Framework verze 4 oproti verzi 1:
• Prˇidává podporu pro POCO objekty
• Prˇidává podporu pro zpoždeˇné vyhodnocování prˇi získávání asociovaných ob-
jektu˚.
• Podporuje prˇedávání entitních objektu˚ mezi vrstvami n-vrstvých architektur spo-
lecˇneˇ se sledováním jejich stavu
• Vylepšuje generování SQL dotazu˚ a podporu uložených procedur
• Vylepšuje testovatelnost
• Vylepšuje podporu operátoru˚ technologie LINQ
[11]
6.6.2 Rozdíly mezi technologiemi Entity Framework a LINQ to SQL
Entity Framework má oproti LINQ to SQL možnost vytvorˇení doménové vrstvy pomocí
EDM; mu˚že kromeˇ databázového systémuMS SQL verze 2000 a vyšší používat i jiné da-
tabázové systémy, pro které existuje poskytovatel dat pro ADO.NET; kromeˇ technologie
LINQmu˚že pro dotazování používat jazyk Entity SQL. Technologie Entity Framework je
obecneˇ mnohem mohutneˇjší nástroj, než technologie LINQ to SQL.
6.6.3 Rozdíly mezi technologiemi Entity Framework a NHibernate
ORM rámec NHibernate má za sebou oproti rámci Entity Framework daleko delší exis-
tenci a je tedy daleko „vyzrálejší“. Rámec NHibernate má více možností nastavení než
Entity Framework, hlavneˇ co se týká získávání záznamu˚ z databáze a jejich prˇevádeˇní
na entitní objekty. Tento rámec lze také rozširˇovat o další funkcˇnost. Oproti tomu En-
tity Framework má naprˇíklad (prozatím) lepší implementaci technologie LINQ, mož-
nost vytvorˇení doménové vrstvy a jedná se hotové rˇešení prˇímo od spolecˇnosti Microsoft
[9], které je navíc uprˇednostnˇovanou technologii pro objektoveˇ relacˇní mapování v tech-
nologii .NET Framework. Spolecˇnost Microsoft navíc pro technologii Entity Framework
vyvinula a podporuje nástroje pro automatizovanou tvorbu datové vrstvy integrované
do sady Visual Studio.
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7 Návrh a implementace datové vrstvy
Prˇi návrhu datové vrstvy za použití návrhových vzoru Repository a Unit of Work jsem
vycházel z T4 šablony vytvorˇenéDanemMorgridgem[2] (verze z 2. cˇervna 2010). Kód této
šablony je volneˇ k dispozici podle licence: [3]. Z této šablony jsem použil prˇedevším
strukturu trˇíd implementujících návrhové vzory Repository a Unit of Work. K beˇžným
metodám návrhového vzoru Repository jsem prˇidal metody pro prˇidávání a odebírání
entit z objektu ObjectSet<TEntity> a metodu pro vytvárˇení entit z tohoto objektu.
Návrhové vzory Repository aUnit ofWork a POCO objekty jsou použity proto, aby byla
usnadneˇna výmeˇna datové vrstvy u již existujících aplikací. Níže popsaná implementace
navíc umožnˇuje snadnou testovatelnost aplikací postavených nad touto datovou vrst-
vou.
7.1 Implementace POCO objektu˚
POCO objekty je nutné implementovat podle pravidel pro tvorbu POCO objektu˚, tak aby
je technologie Entity Framework mohla obalit proxy objekty a zprˇístupnila tak teˇmto
trˇídám pokrocˇilé možnosti technologie Entity Framework. Pravidla pro tvorbu POCO
objektu˚ jsou popsána v 6.5.2.
Pro POCO objekty je také nutné implementovat trˇídu deˇdící ze trˇídy ObjectContext,
která bude umožnˇovat získávat objekty ObjectSet<TEntity> pro jednotlivé tabulky a de-
finovat výchozí nastavení pro získávání dat pomocí objektu ObjectContext.
7.2 Implementace návrhového vzoru Unit of Work
Implementace návrhového vzoru Unit ofWork je provedena v rozhraní a v trˇídeˇ, která toto
rozhraní implementuje. Tato struktura usnadnˇuje díky rozhraní implementaci návrho-
vého vzoru Unit of Work pro více objektoveˇ relacˇních rámcu˚ a umožnˇuje tedy snazší
výmeˇnu datové vrstvy. Návrhový vzor Unit of Work v této implementaci vlastneˇ jen
prˇekrývá objekt ObjectContext a prezentuje jen neˇkteré jeho vlastnosti a funkce. Vzhle-
dem k povaze a vztahu objektu˚ ObjectContext a ObjectSet<TEntity> jsou metody pro
vkládání a odebírání objektu˚ implementovány návrhovým vzoremRepository.Metody re-
gisterDirty() a registerClean() nejsou implementovány, jelikož objekt ObjectContext již
obsahuje shodnou funkcˇnost.
Následuje výcˇet a popis cˇlenu˚ trˇídy EFUnitOfWork implementující rozhraní IUnitO-
fWork.
7.2.1 Konstruktory
Trˇída EFUnitOfWork má trˇi konstruktory: bezparametrický a dva se vstupními parame-
try. Bezparametrický konstruktor vytvárˇí instanci trˇídy ObjectContext s výchozím nasta-
vením rˇeteˇzce prˇipojení na databázi.
Konstruktor s parametry connectionString typu string a isEntity typu bool vytvárˇí
instanci trˇídy ObjectContext s rˇeteˇzcem prˇipojení na databázi z parametru connection-
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Obrázek 6: Trˇídní diagram rozhraní IUnitOfWork
Obrázek 7: Trˇídní diagram trˇídy EFUnitOfWork
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String. Parametr isEntity urcˇuje, zdali je rˇeteˇzec zadaný v parametru connectionString
urcˇený pro poskytovatele vrstvy EntityClient, nebo pro poskytovatele vrstvy ADO.NET.
Jel´i hodnota true jedná se o rˇeteˇzec urcˇený poskytovateli vrstvy EntityClient, v opacˇném
prˇípadeˇ je urcˇený poskytovateli vrstvy ADO.NET. Pokud je rˇeteˇzec urcˇen pro poskytova-
tele vrstvy ADO.NET, je z tohoto rˇeteˇzce, na základeˇ výchozích parametru˚ tvorby EDM
v nástroji pro tvorbu EDM v sadeˇ Visual Studio 2010, sestaven rˇeteˇzec pro poskytovatele
vrstvy EntityClient.
Konstruktor s parametry connectionString typu string, metadata typu sting a pro-
viderName typu string také vytvárˇí instanci trˇídy ObjectContext. Tento konstruktor ji
vytvárˇí s rˇeteˇzcem prˇipojení na databázi složeným z rˇeteˇzcu˚ zadaných v parametrech.
Parametr connectionString prˇedává rˇeteˇzec urcˇený pro poskytovatele vrstvy ADO.NET,
parametr metadata prˇedává informace o XML souborech s definicemi jednotlivých vrstev
EDM a parametr providerName obsahuje název poskytovatele dat vrstvy ADO.NET.
7.2.2 Vlastnosti
Trˇídeˇ EFUnitOfWork dále obsahuje cˇtyrˇi verˇejné vlastnosti: vlastnost Context obsahující
objekt typu ObjectContext a trˇi vlastnosti umožnˇující zmeˇnu neˇkterých vlastností tohoto
objektu.
Vlastnost LazyLoadingEnabled typu bool urcˇuje, zdali má prˇirˇazený objekt typu Ob-
jectContext mít schopnost zpoždeˇného vyhodnocování. V prˇípadeˇ, že je zpoždeˇné vy-
hodnocování vypnuto, lze vybrané asociované objekty nahrát pomocí metody Include()
objektu typu ObjectQuery. Metodeˇ Include() je jako parametr typu string prˇedáván rˇeteˇ-
zec obsahující cestu s názvem vlastnosti, která se má naplnit.
Vlastnost ProxyCreationEnabled typu bool urcˇuje, zdali mají být POCO objekty vy-
tvorˇené pomocí metody CreateObject obalený proxy objektem.
Vlastnost ConnectionString typu string umožnˇuje meˇnit rˇeteˇzec prˇipojení na data-
bázi. Jedná se o rˇeteˇzec pro poskytovatele vrstvy EntityClient.
7.2.3 Metoda Save()
Metoda Save() je implementací metody commit() a promítá zmeˇny provedené v objektu
typu ObjectContext, a objektech typu ObjectSet<TEntity> z tohoto objektu vytvorˇených,
do databáze.
7.2.4 Metoda Dispose()
Implementace metody Dispose() rozhraní IDisposable v tomto objektu volá implemen-
taci metody Dispose() prˇirˇazeného objektu typu ObjectContext a ta zavírá prˇipojení na
databázi. Implementace rozhraní IDisposable umožnˇuje použití objektu v bloku using.
7.3 Implementace návrhového vzoru Repository
Návrhový vzor Repository je implementován jako generické rozhraní a generická trˇída
toto rozhraní implementující. Stejneˇ jako v prˇípadeˇ návrhového vzoruUnit ofWork umož-
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Obrázek 8: Trˇídní diagram rozhraní IRepository
Obrázek 9: Trˇídní diagram generické trˇídy EFRepository
nˇuje tato struktura díky rozhraní implementaci návrhového vzoru Repository pro více
ORM rámcu˚. Jako typ jsou pro tyto generické trˇídy použity vždy entitní typy, pro které
jsou tyto trˇídy urcˇeny. Dále jsou pro jednotlivé entity implementovány parciální trˇídy,
které pracují s generickou trˇídou EFRepository<T> (kde T je entitní typ). Do teˇchto par-
ciálních trˇíd lze vkládat kód pro získávání konkrétních dat z databáze. Parciální trˇída je
použita proto, aby bylo možno co nejvíce kódu generovat pomocí T4 šablon.
Následuje výcˇet a popis cˇlenu˚ trˇídy EFRepository<T>, která implementuje rozhraní
IRepository<T> (kde t je entitní typ). Výcˇet metod parciálních trˇíd pro jednotlivé entitní
typy je identický, liší se ve vlastnostech a konstruktoru.
7.3.1 Vlastnosti
Generická trˇída EFRepository<T> obsahuje public a private vlastnost. Protected vlast-
nost UnitOfWork obsahuje objekt typu IUnitOfWork asociovaný s aktuální instancí trˇídy.
Private vlastnost ObjectSet obsahuje objekt typu ObjectSet<TEntity>, který byl vytvorˇen
pro entitní typ T. Tato vlastnostmá zpoždeˇné vyhodnocování, prˇi kterém je instance trˇídy
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Obrázek 10: Trˇídní diagram trˇídy EmployeeRepository
ObjectSet<TEntity> vytvorˇena z vlastnosti Context objektu UnitOfWork pomocí metody
CreateObjectSet<TEntity>().
Parciální trˇídamá jedinou vlastnost: verˇejnou vlastnost Repository typu IRepository<T>.
7.3.2 Konstruktor
Parciální trˇída obsahuje konstruktor se dveˇma parametry. Jako první parametr je prˇedá-
vána instance trˇídy implementující rozhraní IUnitOfWork a jako druhý parametr instance
trˇídy implementující rozhraní IRepository<T>. Práveˇ toto umožnˇuje parciálním trˇídám
prˇedávat „falešné“ objekty implementující IUnitOfWork a IRepository<T>, které naprˇí-
klad nejsou prˇipojené na databázi a testovat tak aplikace používající tuto datovou vrstvu.
7.3.3 Metoda CreateObject()
Metoda vytvorˇí a vrátí instanci entitního typu. Jelikož se v tomto prˇípadeˇ jedná o POCO
objekt, bude vrácena instance obalena proxy objektem (pokud je toto umožneˇno). I když
je objekt vytvorˇen pomocí této metody, je nutné jej do objektu typu ObjectSet<TEntity>
prˇidat pomocí metody Add().
7.3.4 Metoda All()
Metoda vrátí objekt implementující rozhraní IQueryable<T> s výbeˇrem všech objektu˚
reprezentující záznamy v tabulce.
7.3.5 Metoda Find()
Metoda vrátí objekt implementující rozhraní IQueryable<T> s výbeˇrem všech objektu˚
reprezentující záznamy v tabulce odpovídající podmínce zadané v parametru. Podmínka
je typu Expression<Func<T, bool>>, takže je možno použít vlastní derivacˇní strom.
7.3.6 Metoda Attach()
Metoda umožnˇuje vkládat do objektu uloženého ve vlastnosti ObjectSet objekty entitních
typu˚ z jiných objektu˚ typu ObjectSet<TEntity>, které pracují se stejným entitním typem.
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Objekty entit musí mít platný objekt typu EntityKey, pro POCO objekty to znamená,
že musí být obaleny v proxy objektech. Pokud v datovém zdroji neexistují záznamy aso-
ciované s teˇmito objekty, budou tyto objekty zahozeny.
7.3.7 Metoda Detach()
Metoda umožnˇuje odebrat nepotrˇebný objekt z objektu uloženého ve vlastnosti Object-
Set. Tato zmeˇna není perzistentní, po zavolání metody Save() se se záznamem spojeným
s objektem odstraneˇným tímto zpu˚sobem nic nestane. Odstraneˇn je vždy jen zvolený ob-
jekt a nikoli objekty s ním asociované.
7.3.8 Metoda Add()
Metoda oznacˇí objekt prˇedaný v parametru jako prˇidaný do objektu uloženého ve vlast-
nosti ObjectSet.
7.3.9 Metoda Delete()
Metoda oznacˇí objekt prˇedaný v parametru jako odstraneˇný z objektu uloženého ve vlast-
nosti ObjectSet.
7.4 Prˇedpoklady pro vytvorˇení datové vrstvy v sadeˇ Visual Studio 2010
Samozrˇejmostí pro práci se sadou Visual Studio 2010 a vytvorˇení datové vrstvy s POCO
objekty bymeˇla být technologie .NET Framework ve verzi, která zahrnuje technologii En-
tity Framework verze 4 a vyšší. Dále je vhodné mít nainstalovánu T4 šablonu pro tvorbu
POCO trˇíd poskytovanou spolecˇností Microsoft. POCO trˇídy lze samozrˇejmeˇ vytvorˇit
také bez pomoci této šablony. Návrhové vzory Repository a Unit of Work lze naimple-
mentovat podle slovního popisu a referencˇní implementace (Prˇíloha A), použít uprave-
nou šablonu [2], nebo si tuto šablonu upravit. Je samozrˇejmeˇ také nutné vytvorˇit XML
soubory popisující vrstvy EDM modelu. V prˇípadeˇ, že byl EDM model vytvorˇen v gra-
fickém nástroji sady Visual Studio 2010, je nutné nastavit vlastnost „Code Generation
Strategy“ na hodnotu „none“.
Referencˇní implementaci návrhových vzoru˚ pro cˇást schématu HumanResources lze
nalézt v prˇíloze A, kde lze nalézt i její trˇídní diagram.
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8 Práce s datovou vrstvou
V této kapitole jsou popsány základy práce s navrženou datovou vrstvou na vrstveˇ apli-
kacˇní, prˇípadneˇ klientské.
8.1 Vytvárˇení instancí trˇíd EFUnitOfWork, EFRepository<T> a parciálních
trˇíd Repository jednotlivých entitních typu˚
Pro práci s datovou vrstvou je vždy nutné vytvorˇit instanci trˇídy EFUnitOfWork, naprˇí-
klad v bloku using. Pro práci s entitami je pak potrˇeba vytvorˇit instanci prˇíslušné Repo-
sitory trˇídy. Této instanci je v konstruktoru prˇedána instance trˇídy EFUnitOfWork a nová
instance trˇídy EFRepository<T> (Ukázka 17). Tímto se instance Repository trˇídy prˇipojí
ke zvolenému objektu typu EFUnitOfWork. K objektu typu UnitOfWork mu˚že být prˇipo-
jena maximálneˇ jedna instance Repository trˇídy konkrétního entitního typu.
8.2 Získávání entitních objektu˚ z databáze
Entitní objekty, prˇípadneˇ jejich kolekce, lze získat bud’ pomocí metod Find(), All() prˇí-
slušného Repository (Ukázka 13), prˇípadneˇ pomocí vlastních metod v tomto Repository
implementovaných (Ukázka 14). Metodeˇ Find() je v parametru prˇedávána omezující pod-
mínka typu Expression<Func<T, Bool>>, tuto podmínku lze tedy prˇedat jako lambda vý-
raz, anonymní trˇídu nebo jako strom prˇíkazu˚. Metoda All() vrací všechny entitní objekty
získané z objektu ObjectSet<TEntity>. Ve vlastních metodách lze pak definovat vlastní
vyhledávání všemi možnostmi, které technologie Enntity Framework a LINQ nabízejí.
Metody vracejí (prˇípadneˇ meˇly by vracet) objekt jako rozhraní IQueryable<T> obsahující
získané entitní objekty.
public void FindEmployeeBornBefore(DateTime birthDate)
{
using (IUnitOfWork unitOfWork = new EFUnitOfWork())
{
EmployeeRepository employeeRepository =
new EmployeeRepository(unitOfWork, new EFRepository<Employee>());
Employee employee = employeeRepository.Find(e => e.BirthDate.CompareTo(birthDate) < 0).
First();
employeeRepository.Delete(employee);
unitOfWork.Save();
}
}
Výpis 13: Ukázka získání entity Employee z instance trˇídy EmployeeRepository
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8.2.1 Spojování tabulek
Pro operace ekvivalentní se spojováním tabulek, prˇípadneˇ pro jiné operace vyžadující pro
svu˚j dotaz data z více tabulek, je nutné mít vytvorˇenu instanci trˇíd Repository prˇísluš-
ného entitního typu. Z nich poté použít metodu All(), s pomocí které lze získat prˇístup
ke všem entitám daného entitního typu (Ukázka 14).
public partial class EmployeePayHistoryRepository
{
public IQueryable<EmployeePayHistory> InnerJoin(DepartmentRepository
departmentRepository,
EmployeeDepartmentHistoryRepository employeeDepartmentHistoryRepository,
EmployeeRepository employeeRepository, int departmentID)
{
var ret = from d in departmentRepository.All()
join edh in employeeDepartmentHistoryRepository.All() on d.DepartmentID equals
edh.DepartmentID into j1
from edh in j1
join e in employeeRepository.All() on edh.EmployeeID equals e.EmployeeID into j2
from e in j2
join eph in Repository.All () on e.EmployeeID equals eph.EmployeeID
where d.DepartmentID == departmentID
select eph;
return ret .AsQueryable();
}
}
Výpis 14: Ukázka získání kolekce objektu˚ EmployeePayHistory jako IQueryable pomocí
spojování tabulek
8.3 Vytvárˇení nových entitních objektu˚
Jak bylo rˇecˇeno v 7.3.3 je vhodné vytvárˇet objekty pomocí metody CreateObject(). Po vy-
tvorˇení objektu je nutné jej prˇidat do Repository pomocí metody Add() (Ukázka 15).
Mu˚že se jednat i o Repository, které je spojeno s jiným objektem typu EFUnitOfWork.
public void NewEntity(DateTime birthDate)
{
using (IUnitOfWork unitOfWork = new EFUnitOfWork())
{
EmployeeRepository employeeRepository =
new EmployeeRepository(unitOfWork, new EFRepository<Employee>());
Employee employee = employeeRepository.CreateObject();
employee.BirthDate = birthDate;
employeeRepository.Add(employee);
unitOfWork.Save();
}
}
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Výpis 15: Ukázka vytvorˇení nové entity Employee a její následné vložení do objektu typu
EmployeeRepository
8.4 Editace entitních objektu˚
Nacˇtené cˇi noveˇ vytvorˇené entitní objekty lze upravovat jako jakékoli jiné objekty – po-
mocí jejich verˇejneˇ prˇístupných vlastností (Ukázka 15). Tyto úpravy jsou po zavolání me-
tody Save() instance trˇídy EFUnitOfWork (ke které jsou tyto entitní objekty prˇipojeny)
uloženy do databáze.
8.5 Mazání entitních objektu˚
Objekty lze oznacˇit k vymazání pomocí metody Delete() (Ukázka 16). Záznam, na který
byl tento objekt namapován, bude z datového zdroje odstraneˇn po zavolání metody
Save() prˇíslušného objektu typu UnitOfWork.
public void DeleteEntity(int employeeID)
{
using (IUnitOfWork unitOfWork = new EFUnitOfWork())
{
EmployeeRepository employeeRepository =
new EmployeeRepository(unitOfWork, new EFRepository<Employee>());
// metoda FindByID implementuje:
// return Find(d => d.EmployeeID == id).Single();
Employee employee = employeeRepository.FindByID(employeeID);
employeeRepository.Delete(employee);
unitOfWork.Save();
}
}
Výpis 16: Ukázka oznacˇení entity Employee ke smazání
8.6 Prˇipojování a odpojování entitních objektu˚
Prˇipojování a odpojování existujících entitních objektu˚ od objektu ObjectSet<T> lze pro-
vádeˇt pomocí metod Attach() a Detach(). Tyto akce nemají vliv na vkládání a odebírání
záznamu˚ ve zdroji dat, jedná se pouze o programátorské prˇenášení nacˇtených entitních
objektu˚ mezi objekty typu DataSet<T> a odstranˇování nepotrˇebných entitních objektu˚
z pameˇti.
public class ApplicationLayerClass
{
EFUnitOfWork _unitOfWork;
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public ApplicationLayerClass()
{
_unitOfWork = new EFUnitOfWork();
}
public void AttachDetach()
{
EmployeeRepository employeeRepository1 =
new EmployeeRepository(_unitOfWork, new EFRepository<Employee>());
Employee employee = employeeRepository1.FindByID(100);
employeeRepository1.Detach(employee);
using (IUnitOfWork unitOfWork = new EFUnitOfWork())
{
EmployeeRepository employeeRepository2 =
new EmployeeRepository(unitOfWork, new EFRepository<Employee>());
employeeRepository2.Attach(employee);
employee.BirthDate = new DateTime(1880, 10, 10);
unitOfWork.Save();
}
}
}
Výpis 17: Ukázka odpojování a prˇipojování entity Employee
8.7 Uložené procedury
Mapování procedur na skalární typy lze provádeˇt v metodách trˇídy EFUnitOfWork. Prˇí-
klad metody, která pracuje s uloženou procedurou lze nalézt v ukázce 18. Metoda v této
ukázce prˇedá procedurˇe parametry, spustí ji a vrátí pocˇet rˇádku˚ procedurou ovlivneˇných,
using System;
using System.Collections.Generic;
using System.Linq;
using System.Text;
using System.Data.Objects;
namespace DataEF
{
public partial class EFUnitOfWork
{
public int Procedure_uspUpdateEmployeeHireInfo(int employeeID, string title,
DateTime hireDate, DateTime rateChangeDate, double rate, short payFrequency, int
flag)
{
ObjectParameter[] parameters = new ObjectParameter[7];
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parameters[0] = new ObjectParameter("EmployeeID", employeeID);
parameters[1] = new ObjectParameter("Title", title ) ;
parameters[2] = new ObjectParameter("HireDate", hireDate);
parameters[3] = new ObjectParameter("RateChangeDate", rateChangeDate);
parameters[4] = new ObjectParameter("Rate", rate);
parameters[5] = new ObjectParameter("PayFrequency", payFrequency);
parameters[6] = new ObjectParameter("Flag", flag);
return (Context as AdventureWorksEntities)
.ExecuteFunction("uspUpdateEmployeeHireInfo", parameters);
}
}
}
Výpis 18: Ukázka použití uložené procedury v partial trˇídeˇ EFUnitOfWork
8.8 Prˇedkompilované dotazy
Datová vrstva byla mimo jiné vytvorˇena s ohledem na co nejveˇtší kontrolu nad objekty
pomocí ní vytvorˇených. Proto je pro každou instanci generické trˇídy EFRepository<T>
objekt typuObjectSet<T> z objektuObjectContext vytvorˇen pomocí metodyCreateObjet-
Set<T>() a není nacˇítán z jeho vlastností, do kterých není ani ukládán. Tento prˇístup ale
v soucˇasné dobeˇ neumožnˇuje vytvárˇení prˇedkompilovaných dotazu˚ (viz. ukázka 10),
které vyžadují objekt typu ObjectContext a objekty typu ObjectSet<T> z jeho vlastností.
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9 Testování
V této kapitole budou rozebrány a slovneˇ vyhodnoceny pameˇt’ové a rychlostní testy neˇ-
kolika ORM rámcu˚ implementovaných v testovací aplikaci.
9.1 Výchozí podmínky testování
Ve všech testovacích prˇípadech byla u ORM rámcu˚ vypnuta funkcˇnost zpoždeˇného vy-
hodnocování asociovaných objektu˚. U rámce NHibernate byla vlastnost dialect nastavrna
na NHibernate.Dialect.MsSqlDialect2005, tzn. že byl použit SQL dialekt pro práci s da-
tabázovým serveremMS SQL 2005. Dále byl u rámce NHibernate použit pro dotazování
jazyk HQL11, u ostatní rámcu˚ byla pro dotazování použita technologie LINQ.
Jako zdroj dat byla použita ukázková databáze AdventureWorks pro databázový sys-
tém MS SQL Server 2005, konkrétneˇ cˇást jejího schématu HumanResources, nasazená na
ru˚zných verzích databázového systému MS SQL Server. U testu˚ jsem se zameˇrˇil prˇede-
vším na získávání entit z datového zdroje. Konkrétneˇ se jedná o získání všech záznamu˚
tabulky Employee, vyhledání a získání záznamu podle klícˇe z téže tabulky a získání zá-
znamu z tabulky EmployeePayHistory pomocí dotazu spojujícího neˇkolik tabulek (Do-
taz v technologii LINQ v ukázce 14). Testy byly provádeˇny na notebooku s následující
konfigurací.
9.1.1 Konfigurace testovacího notebooku
• Model: Acer Aspire TimelineX
• Procesor: Intel Core i5 processor 430M (2,26 GHz, 3MB L3 Cache, 64 bit, 2 jádra,
4 vlákna)
• Pameˇt’: 4 GB, DDR3, 1 GHz
• Operacˇní systém:Windows 7 – Home Premium (64-bit)
• HDD: 640 GB, 5400 ot./min, 8 MB cache
Jednotlivé verze databázového systému MS SQL Server byly nasazeny ve virtuálním
stroji, který byl spušteˇn prˇímo na testovacím notebooku. Virtuální stroj byl hostován
v aplikaci Oracle VM VirtualBox verze 4.0.4 r70112.
9.1.2 Konfigurace virtuálního stroje
• Pameˇt’: 1 024 MB
• Operacˇní systém:Windows 7 – Professional (32-bit)
11Hibernate Query Language, obdoba jazyka Entity SQL pro rámec Entity Framework
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9.2 Pameˇt’ové testy
Pameˇt’ové testy byly provádeˇny nad databázovým systémem MS SQL Server 2008 R2.
U POCO objektu˚ byla vypnuta možnost vytvárˇení proxy trˇíd. Meˇrˇení bylo provedeno
pomocí profilovacího software .NET Memory Profiler ve verzi 3.5 Professional.
9.2.1 Výsledky pameˇt’ových testu˚
V tabulkách je uveden pocˇet objektu˚ a sumy velikostí teˇchto objektu˚. Sloupec UOW ob-
sahuje objekty typu Unit of Work (ObjectContext, . . . ). Sloupec Prˇístupová trˇída obsahuje
objekty pracující s objekty typu Unit of Work (EFUnitOfWork, . . . ). Sloupec Employee
reprezentuje objekty získané z tabulky Employee a sloupec EPH reprezentuje objekty
získané z tabulky EmployeePayHistory. Objekty v teˇchto sloupcích prˇedstavují získané
entitní objekty, které zu˚staly zámeˇrneˇ uchovány v pameˇti. Sloupec soucˇet prˇedstavuje
soucˇet všech vytvorˇených entitních objektu˚ a celkovou velikost alokované pameˇti.
Samotný instanciovaný jmenný prostor NHibernate beˇhem pameˇt’ového testování
vytvorˇil 8 187 objektu˚, které dohromady v pameˇti alokovaly 270 420 bajtu˚. Jmenný pro-
stor System.Data.Entity vytvorˇil 14 602 objekty, které alokovaly 437 416 bajtu˚ (prˇi práci
s rámcem Entity Framework 4 bez použití návrhových vzoru˚).
Pocˇet obj./pocˇ. bajtu˚ UOW Prˇíst. trˇ. Employee EPH soucˇet
Všechny záznamy 1 / 96 1 / 12 290 / 31 320 - 292 / 31 428
Záznam podle klícˇe 1 / 96 1 / 12 1 / 108 - 3 / 216
INNER JOIN 1 / 96 1 / 12 - 13 / 676 15 / 784
Tabulka 1: Výsledky pameˇt’ového testu ORM rámce Entity Framework 4 s použitím ná-
vrhových vzoru˚
Pocˇet obj./pocˇ. bajtu˚ UOW Prˇíst. trˇ. Employee EPH soucˇet
Všechny záznamy 1 / 96 1 / 24 290 / 32 480 - 292 / 32 600
Záznam podle klícˇe 1 / 96 1 / 24 1 / 112 - 3 / 232
INNER JOIN 1 / 96 1 / 24 - 13 / 884 15 / 1 004
Tabulka 2: Výsledky pameˇt’ového testu ORM rámce Entity Framework 4
Pocˇet obj./pocˇ. bajtu˚ UOW Prˇíst. trˇ. Employee EPH soucˇet
Všechny záznamy 1 / 112 1 / 12 290 / 31 320 290 / 15 080 897 / 64 925
Záznam podle klícˇe 1 / 112 1 / 12 234 / 25 272 234 / 12 168 722 / 52 384
INNER JOIN 1 / 112 1 / 12 234 / 25 272 234 / 12 168 722 / 52 384
Tabulka 3: Výsledky pameˇt’ového testu ORM rámce NHibernate
Prˇi získávání všech možných objektu˚ z tabulky Employee vytvorˇil ORM rámec NHi-
bernate, mimo objekty uvedené v tabulce, 296 objektu˚ typu EmployeeDepartmentHis-
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tory o celkové velikosti 17 760 bajtu˚, 16 objektu˚ typu Department o celkové velikosti
512 bajtu˚ a 3 objekty typu Shift o celkové velikosti 132 bajtu˚.
Prˇi získávání objektu podle klícˇe i pomocí spojování tabulek vytvorˇil ORM rámec
NHibernate, mimo objekty uvedené v tabulce, 240 objektu˚ typu EmployeeDepartmen-
tHistory o celkové velikosti 14 400 bajtu˚, 9 objektu˚ typu Department o celkové velikosti
288 bajtu˚ a 3 objekty typu Shift o celkové velikosti 132 bajtu˚.
9.2.2 Vyhodnocení pameˇt’ových testu˚
Z výsledku˚ testu˚ vyplývá, že nejmenší entitní objekty vytvárˇí rámce NHibernate a En-
tity Framework 4 s použitím návrhových vzoru˚ (108 bajtu˚ pro entitní typ Employee).
Velikost je pro oba rámce shodná jelikož používali podobné POCO objekty. Pokud jsou
ovšem POCO objekty rámce Entity Framework 4 s použitím návrhových vzoru˚ obaleny
proxy objekty, je výsledná velikost entitních objektu˚ podstatneˇ veˇtší (120 bajtu˚ pro entitní
typ Employee). Velikost entitních objektu˚ rámce Entity Framework 4 deˇdících ze trˇídy
Entity leží na pomyslné ose mezi velikostí POCO objektu˚ a POCO objektu˚ obalených
proxy objekty (112 bajtu˚ pro entitní typ Employee).
Pokud budeme o trˇídeˇ EFUnitOfWork uvažovat jako o prˇístupovémobjektu k objektu
ObjectContext, lze rˇíci, že jeho použití s objekty typu Repository je pameˇt’oveˇ výhodneˇjší
(velikost objektu typu EFUnitOfWork byla 12 bajtu˚), než použití jednoduchých trˇíd obsa-
hujících všechny metody a objekty požadované pro prˇístup k datovému zdroji (velikost
objektu typu EFSimpleAccess byla 24 bajtu˚). Je nutno vzít v potaz, že trˇída EFSimpleAc-
cess navíc obsahovala trˇi prˇedkompilované dotazy.
V prˇípadeˇ rámce NHibernate došlo k nežádoucímu náru˚stu pocˇtu entitních objektu
v pameˇti, prˇestože bylo vypnuto zpoždeˇné vyhodnocování. Na druhou stranu jmenný
prostor System.Data.Entity, který je nutný pro beˇh ORM rámce Entity Framework 4,
alokoval podstatneˇ více pameˇti (437 416 bajtu˚), než knihovny ORM rámce NHibernate
(270 420 bajtu˚).
9.3 Rychlostní testy
U rámcu˚ byla testována rychlost získání objektu˚ od zaslání dotazu. Objekty byly zís-
kávány z prˇedem inicializovaných objektu˚ typu Unit of Work a objektu˚ s nimi mani-
pulujících, prˇípadneˇ byly tyto objekty vytvorˇeny pouze pro dotaz a následneˇ zahozeny
(v tomto prˇípadeˇ bylameˇrˇena i délka jejich inicializace). UORM rámce Entity Framework 4
bez použití návrhových vzoru˚ byla navíc testována rychlost prˇi prˇedkompilování LINQ
dotazu˚.
9.3.1 Výsledky rychlostních testu˚
Každý test byl proveden 200 krát v sérii a výsledné cˇasy byly secˇteny a zpru˚meˇrovány.
Prˇi testech nebylo pocˇítáno s cˇasy prvního spušteˇní. Doba vyhodnocování byla meˇrˇena
v milisekundách a to na vyšší vrstveˇ testovací aplikace jako doba mezi zavoláním me-
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tody datové vrstvy, prˇípadneˇ navíc vytvorˇením objektu typu Unit of Work, a vrácením
zpracovaných entitních objektu˚.
V následujících tabulkách jsou uvedeny zmeˇrˇené cˇasy pro jednotlivé verze databázo-
vého systému MS SQL Server. Názvy sloupcu˚ se vztahují k verzi tohoto databázového
systému.
• Výsledky pro ORM rámec Entity Framework 4 s použitím návrhových vzoru˚
doba v ms 2005 2008 2008 R2
Všechny záznamy 11 5 4
Záznam podle klícˇe 5 5 4
INNER JOIN 20 19 18
Tabulka 4: Výsledky rychlostních testu˚ ORM rámce Entity Framework 4 s použitím návr-
hových vzoru˚ (objekt typu Unit of Work a objekt s ním manipulujícím byl vytvorˇen prˇed
testy)
doba v ms 2005 2008 2008 R2
Všechny záznamy 22 20 18
Záznam podle klícˇe 5 6 5
INNER JOIN 21 20 20
Tabulka 5: Výsledky rychlostních testu˚ ORM rámce Entity Framework 4 s použitím návr-
hových vzoru˚ (objekt typu Unit of Work a objekt s ním manipulující byl vytvárˇen beˇhem
testu˚)
• Výsledky pro ORM rámec Entity Framework 4
doba v ms 2005 2008 2008 R2
Všechny záznamy 10 5 4
Záznam podle klícˇe 5 5 4
INNER JOIN 19 19 18
Tabulka 6: Výsledky rychlostních testu˚ ORM rámce Entity Framework 4 (objekt typu
Unit of Work a objekt s ním manipulujícím byl vytvorˇen prˇed testy, dotazy nebyly prˇed-
kompilovány)
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doba v ms 2005 2008 2008 R2
Všechny záznamy 20 14 13
Záznam podle klícˇe 5 6 5
INNER JOIN 22 21 20
Tabulka 7: Výsledky rychlostních testu˚ ORM rámce Entity Framework 4 (objekt typu
Unit of Work a objekt s ním manipulující byl vytvárˇen beˇhem testu˚, dotazy nebyly prˇe-
kompilovány)
doba v ms 2005 2008 2008 R2
Všechny záznamy 7 5 4
Záznam podle klícˇe 1 1 1
INNER JOIN 1 1 1
Tabulka 8: Výsledky rychlostních testu˚ ORM rámce Entity Framework 4 (objekt typu
Unit of Work a objekt s ním manipulujícím byl vytvorˇen prˇed testy, dotazy byly prˇed-
kompilovány)
doba v ms 2005 2008 2008 R2
Všechny záznamy 25 17 16
Záznam podle klícˇe 6 5 5
INNER JOIN 22 21 20
Tabulka 9: Výsledky rychlostních testu˚ ORM rámce Entity Framework 4 (objekt typu
Unit of Work a objekt s nímmanipulující byl vytvárˇen beˇhem testu˚, dotazy byly prˇekom-
pilovávány beˇhem testu˚)
• Výsledky pro ORM rámec NHibernate
doba v ms 2005 2008 2008 R2
Všechny záznamy 4 5 4
Záznam podle klícˇe 1 2 1
INNER JOIN 1 2 1
Tabulka 10: Výsledky rychlostních testu˚ ORM rámce NHibernate (objekt typu
Unit of Work a objekt s ním manipulující byl vytvorˇen prˇed testy)
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doba v ms 2005 2008 2008 R2
Všechny záznamy 1 287 1 780 1 321
Záznam podle klícˇe 1 020 1 407 1 051
INNER JOIN 1 025 1 418 1 056
Tabulka 11: Výsledky rychlostních testu˚ ORM rámce NHibernate (objekt typu
Unit of Work a objekt s ním manipulující byl vytvárˇen beˇhem testu˚)
9.3.2 Vyhodnocení rychlostních testu˚
Cˇasové rozdíly prˇi vytvárˇení prˇipojení a vyhodnocování dotazu˚ mezi databázovými sys-
témyMS SQL Server verze 2008 a 2008 R2 lze vysveˇtlit optimalizací tohoto databázového
systému. V prˇípadeˇ ORM rámce Entity Framework 4 lze rozdíl v dobeˇ vyhodnocování
mezi verzí 2005 a verzemi 2008 a 2008 R2 vysveˇtlit jeho lepší optimalizací práveˇ pro no-
veˇjší verze tohoto systému. U ORM rámce NHibernate lze pozorovat prodloužení doby
vyhodnocování mezi verzí 2005 a verzí 2008 a zkrácení doby vyhodnocování mezi verzí
2008 a 2008 R2. To lze ,v prˇípadeˇ verzí 2005 a 2008, vysveˇtlit použitím prˇekladacˇe HQL
dotazu˚ pro SQL dialekt verze 2005 a, v prˇípadeˇ verzí 2008 a 2008 R2, optimalizací data-
bázového systému.
Celkoveˇ nejrychleji vyhodnocoval rámec Entity Framework 4 bez použití návrhových
vzoru˚ a s použitím prˇedkompilování dotazu˚ technologie LINQ. Dále nejrychleji vyhod-
nocoval rámec NHibernate, ale pouze pokud byl objekt typu Unit of Work vytvorˇen prˇe-
dem. Bez použití prˇedkompilování dotazu˚ technologie LINQ vyhodnocoval ORM rámec
Entity Framework bez i s návrhovými vzory srovnatelneˇ stejneˇ dlouhou dobu. Nesrov-
natelneˇ nejdéle vytvárˇel objekt typu Unit of Work rámec NHibernate.
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10 Záveˇr
Technologie Entity Framework 4 je mocným nástrojem pro tvorbu datových vrstev. Prˇe-
devším díky možnosti vytvorˇení doménové vrstvy a zárovenˇ rychlému vyhodnocování
dotazu˚ hlavneˇ v prˇípadeˇ jejich prˇedkompilování. Tato technologie je snadno a rychle pou-
žitelná díky nástroju˚m, které pro ni byly vytvorˇeny. Její nevýhodoumohou být naprˇíklad
omezené možnosti jejího rozšírˇení o vlastní funkcˇnost.
Navržená datová vrstva, která implementuje vrstvu návrhových vzoru˚ nad technolo-
gií Entity Framework 4, umožnˇuje snadnou testovatelnost funkcˇnosti aplikací nad ní po-
stavených a snadnou výmeˇnu datové vrstvy. Toto je však vykoupeno nemožnosti použití
prˇedkompilování dotazu˚ a tedy menší rychlostí vyhodnocování dotazu˚. Výhodou navr-
žené datové vrstvy mohou být naprˇíklad POCO objekty, které jsou kompaktní a snadno
serializovatelné.
Rozhodnutí, jestli použít tuto datovou vrstvu, nebo jiné rˇešení, závisí prˇedevším na
prioritách vývoje, testování a následném nasazení výsledného produktu.
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A Referencˇní implementace návrhových vzoru˚
V této prˇíloze je uveden kód referencˇní implementace návrhových vzoru˚ Repository
a Unit of Work za použití technologie Entity Framework 4. Jako zdroj dat byla použita
cˇást schématu HumanResources ukázkové databáze AdventureWorks.
A.1 Návrhový vzor Unit of Work
using System.Data.Objects;
using System;
namespace DataEF
{
public interface IUnitOfWork : IDisposable
{
ObjectContext Context { get; set; }
void Save();
bool LazyLoadingEnabled { get; set; }
bool ProxyCreationEnabled { get; set; }
string ConnectionString { get; }
}
}
Výpis 19: Rozhraní IUnitOfWork
using System;
using System.Data.Objects;
using System.Data.EntityClient;
using System.Data.SqlClient;
namespace DataEF
{
public class EFUnitOfWork : IUnitOfWork
{
public ObjectContext Context { get; set; }
public EFUnitOfWork()
{
Context = new AdventureWorksEntities();
}
public EFUnitOfWork(string connectionString, bool isEntity)
{
if (! isEntity )
{
EntityConnectionStringBuilder ecsb = new EntityConnectionStringBuilder
{
ProviderConnectionString = connectionString,
Provider = "System.Data.SqlClient",
Metadata = "res ://∗/ AdventureWorksModel.csdl|res://∗/AdventureWorksModel.
ssdl|res://∗/AdventureWorksModel.msl"
};
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Obrázek 11: Trˇídní diagram referencˇní implementace
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connectionString = ecsb.ToString();
}
Context = new AdventureWorksEntities(connectionString);
}
public EFUnitOfWork(string connectionString, string metadata, string providerName)
{
EntityConnectionStringBuilder ecsb = new EntityConnectionStringBuilder
{
ProviderConnectionString = connectionString,
Provider = String.IsNullOrEmpty(providerName) ? "System.Data.SqlClient" :
providerName,
Metadata =
String.IsNullOrEmpty(metadata) ?
"res ://∗/ AdventureWorksModel.csdl|res://∗/AdventureWorksModel.ssdl|res://∗/
AdventureWorksModel.msl" :
metadata
};
Context = new AdventureWorksEntities(ecsb.ToString());
}
public bool LazyLoadingEnabled
{
get { return Context.ContextOptions.LazyLoadingEnabled; }
set { Context.ContextOptions.LazyLoadingEnabled = value;}
}
public bool ProxyCreationEnabled
{
get { return Context.ContextOptions.ProxyCreationEnabled; }
set { Context.ContextOptions.ProxyCreationEnabled = value; }
}
public string ConnectionString
{
get { return Context.Connection.ConnectionString; }
set { Context.Connection.ConnectionString = value; }
}
public void Save()
{
Context.SaveChanges();
}
public void Dispose()
{
Context.Dispose();
}
}
}
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Výpis 20: Trˇída EFUnitOfWork
A.2 Návrhový vzor Repository
using System;
using System.Collections.Generic;
using System.Linq;
using System.Text;
using System.Linq.Expressions;
namespace DataEF
{
public interface IRepository<T>
{
IUnitOfWork UnitOfWork { get; set; }
T CreateObject();
IQueryable<T> All();
IQueryable<T> Find(Expression<Func<T, bool>> expression);
void Attach(T entity ) ;
void Detach(T entity);
void Add(T entity) ;
void Delete(T entity ) ;
}
}
Výpis 21: Rozhraní IRepository
using System;
using System.Collections.Generic;
using System.Data.Objects;
using System.Linq;
using System.Linq.Expressions;
using System.Text;
namespace DataEF
{
public class EFRepository<T> : IRepository<T> where T : class
{
protected IUnitOfWork UnitOfWork { get; set; }
private IObjectSet<T> _objectset;
private IObjectSet<T> ObjectSet
{
get
{
if (_objectset == null)
{
_objectset = UnitOfWork.Context.CreateObjectSet<T>();
}
return _objectset;
}
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set
{
_objectset = value;
}
}
public T CreateObject()
{
return UnitOfWork.Context.CreateObject<T>();
}
public virtual IQueryable<T> All()
{
return ObjectSet.AsQueryable();
}
public IQueryable<T> Find(Expression<Func<T, bool>> expression)
{
return ObjectSet.Where(expression);
}
public void Attach(T entity )
{
ObjectSet.Attach(entity) ;
}
public void Detach(T entity)
{
ObjectSet.Detach(entity);
}
public void Add(T entity)
{
ObjectSet.AddObject(entity);
}
public void Delete(T entity)
{
ObjectSet.DeleteObject(entity);
}
}
}
Výpis 22: Trˇída EFRepository
V ukázce 23 je uvedena implementace parciální trˇídy pro entitní typ Employee ze
schématu HumanResources ukázkové databáze AdventureWorks.
using System;
using System.Linq;
using System.Collections.Generic;
using System.Linq.Expressions;
62
namespace DataEF
{
public partial class EmployeeRepository
{
public IRepository<Employee> Repository { get; set; }
public EmployeeRepository(IUnitOfWork unitOfWork, IRepository<Employee> repository)
{
Repository = repository;
Repository.UnitOfWork = unitOfWork;
}
public Employee CreateObject()
{
return Repository.CreateObject();
}
public IQueryable<Employee> All()
{
return Repository.All () ;
}
public IQueryable<Employee> Find(Expression<Func<Employee, bool>> expression)
{
return Repository.Find(expression);
}
public void Attach(Employee entity)
{
Repository.Attach(entity ) ;
}
public void Detach(Employee entity)
{
Repository.Detach(entity);
}
public void Add(Employee entity)
{
Repository.Add(entity);
}
public void Delete(Employee entity)
{
Repository.Delete(entity) ;
}
}
}
Výpis 23: Trˇída EmployeeRepository
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• DPTestApplication_src - složka obsahující zdrojové kódy testovací aplikace
• DPTestApplication - složka obsahující spustitelný soubor testovací aplikace, kom-
pilované knihovny a další zdroje potrˇebné pro beˇh testovací aplikace
• BAS064_dipl.pdf - tento text ve formátu PDF/A
• prilohy.pdf - prˇílohy diplomové práce ve formátu PDF/A
• zadani_sign.pdf - naskenované zadání diplomové práce ve formátu PDF/A
