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Abstract:
In today’s world of smartphones, self-driving cars, and internet-connected coffee makers, it
seems as if computers are contained in everything around us. These “embedded systems” have
become critical components of our lives, improving everything about the things they control,
from cost, to speed, to simplicity. One area that embedded systems has hardly gained a foothold
is in the world of floatbuilding. Most of the floats in the Tournament of Roses Parade, including
the one built jointly by Cal Poly San Luis Obispo and Cal Poly Pomona, are technologically very
simple, using mostly analog components and rudimentary discrete digital logic to control all
aspects of its motion and animation. Just as the automotive industry saw many improvements in
the switch to digital communications and embedded systems, I believe that the same benefits can
be had with Cal Poly’s drive system, replacing its entirety with a completely digital system.
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Introduction
For almost seventy years, Cal Poly San Luis Obispo and Cal Poly Pomona have come together to
build a float for the Pasadena Tournament of Roses. While being known as the only float
managed, designed, and built by students, we have also become known as the innovators in the
parade, introducing many firsts in the industry. Float technology hasn’t changed much since the
1970’s and 80’s, when carbureted engines were the norm and analog electronics were the reliable
and trusted method of controlling them. Meanwhile, the automotive industry has come a long
way since then, doing away with almost all analog components in favor of highly efficient and
compact digital control systems.
I believe the time has come for Cal Poly to innovate again. This project aims to replace the Rose
Float’s aging analog control system with an efficient and compact digital system, utilizing
technology and standard protocols that the automotive industry uses today.
The current drive system that the float possesses is the result of an Electrical Engineering senior
project by Chris Towers from 2001. Dubbed “Hooha,” the system consolidated all of the float’s
individual drive components into one central control box, eliminating the need to run a cable
from the drivers’ compartments to every individual component. From the Hooha, only one cable
would need to be routed to the drivers, drastically improving cable clutter and saving hours of
extra work.
Fast forward fifteen years to 2016, and Hooha has served the float team well. However, the
current system has many issues. Because Hooha routes all connections through one cable, its size
is enormous—the Joystick Box connection contains about 35 conductors, while the Gauge Box
contains about 55 conductors. This makes the cable clunky and difficult to bend. Because these
cables are hard to come by, they are very expensive, compelling us to continue using the aging
cables. At least one cable’s protective jacket is frayed at one end, exposing all conductors inside.
If the cable were to become damaged, many hours of work would be required to troubleshoot
repair it, if it could be repaired at all.
Like all other floats in the parade, our float is controlled by an analog system. This is because
floats contain a few simple parts— mainly a big block carbureted engine, brakes, and a horn,
among other components. These components are relatively straightforward to control. For
example, if the engine needs to be started, the operator would push the ignition button, which has
its own electrical connection through the Hooha system and into the starter motor. When the
button is fully depressed, a complete electrical circuit is created, supplying current to the starter
motor and cranking the engine. The voltage gauge, temperature gauge, and other instrumentation
work in the same fashion; one or a pair of conductors is needed to run from the engine, through
the Hooha, and to the operator’s control box. These conductors add up, resulting in the need for
the large cables described earlier.
The Hooha system’s successful attempt to pull together all necessary signals and controls
through a single central box had made it pretty complex. The designers did their best to provide
documentation (can be viewed in Appendix N) on how the system works, but years of small
upgrades and wire routing modifications without modifying the documentation itself have made
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it a horribly inaccurate representation of the actual system. To make matters even worse, the
“master copy” of the documentation is incomplete, missing pages and diagrams. This has
discouraged most people to try to learn how the system works, viewing it as a Magic Box that
“just works.” The new system will alleviate all of these issues.
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Requirements/Specifications








System must be able to control the movement of the Rose Float
System must be very reliable; as reliable as current system
System’s components must be modular and easy to replace
System must reduce cable size, compared to current system
System issues must be straightforward to diagnose
System must perform all tasks current system performs:
Engine Box:
o Interface with engine, engine speed governor, auxiliary pump, hydrostatic pump,
brakes, fans, horn, engine sensors
o Provide power to entire system
o Reduced enclosure size compared to current system
o Connect through CAN bus to other Boxes
o Provide extra ports for expansion/control of future components
 Gauge Box:
o Display engine RPM, oil pressure, oil temperature, hydraulic oil temperature,
battery voltage with either analog or stepper motor gauges
o Provide button control and status of components listed in The Engine Box section
o Control “on” state for entire system through key switch
o Reduced size compared to current system
o Connect through CAN bus to other Boxes
o Provide extra ports for more buttons, gauges, potentiometers
 Joystick Box
o Interface with current Joystick
o Provide button control and status of components listed in The Engine Box section
o Same or reduced size compared to current system
o Connect through CAN bus to other Boxes
o Provide extra ports for more buttons, potentiometers, possibly gauges
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Design
Hardware
Overview
Because this system is intended to replace the Hooha system while maintaining the same
functionality, it is modeled at a high level in an identical fashion, shown in Figure A below.
There are three separate components: the central Engine box, the Gauge box, and the Joystick
box. The Engine box sits close to the Float’s main engine and is responsible for providing
electrical power to the whole system, and routes all connections from the engine and sensors to
their respective destinations at either the Gauge box or the Joystick Box. The Joystick Box sits
next to the steering wheel and belongs to the driver of the Float. It contains the joystick that
controls the forward and backward movement of the Float, as well as controls for the horn,
brakes, kill switch for the engine, and other functionality. Finally, the Gauge box sits near the
engine, used by the engine operator. This box contains all instrumentation for the engine, such as
RPM, oil pressure, etc, and controls for powering up the entire system, starting the engine, and
interfacing with the engine governor.

Figure A: High level diagram of new system
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The Microcontroller
In order to get anywhere in the design process, a microcontroller needed to be chosen. This
microcontroller would connect to peripherals in the float and would be programmed to control or
gather data from them. For a couple of months, the dsPIC series of microcontrollers by
Microchip seemed to be the most attractive, due to their popularity and built-in CAN controller.
The Atmel ATmega series chips were also looked at, due to their use in Arduinos and therefore,
possible use of the Arduino compiler and libraries. A few of these chips were purchased to start
experimenting, namely: the dsPIC30F4011 and the ATmega1284p, which both run at 16Mhz.
Unlike the Arduino, which comes with all the necessary components to start loading code, these
chips are bare-bones. The extra components would need to be purchased and connected
separately. After experimenting with the ATmega and loading the Arduino bootloader, it was
decided that a preconfigured platform (development board) would save hours of time in setup
and experimentation. This platform would also need to provide many more pins for I/O and other
interfaces, as the ATmega and the dsPIC only provide 40 total pins.
The platform that was chosen is the STM32F4 Discovery by ST Microelectronics, shown in
Figure B below. This board contains an ARM Cortex M4 processor, running at up to 168Mhz,
with 100 pins in total. The ARM processor provides up to 84 I/O pins and plenty of digital
communication methods, most notably 2 CAN controllers. The board contains a built-in
programmer and debugger as well.

Figure B: STM32F4 Discovery Board

The Discovery board will be used inside both control boxes and the main engine box. This is
because the Discovery, as mentioned above, contains a vast array of I/O and connectivity, giving
it the versatility to take on all three roles. These boards will be accompanied by Arduino
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“Shield” style PCBs, which will be discussed in the The PCBs section below.
The Joystick Box
The Joystick Box, traditionally, is the control box operated by the driver of the float. It allows the
driver to control the speed of the float, the direction of travel, the ability to kill the engine, and
operate the horn. The current Joystick box contains an industrial control joystick (hence the
name), and six illuminated push buttons for the various controls stated above. To connect back to
the Hooha engine box, a 30 conductor cable is used to provide power and relay signals.
The new Joystick Box will emulate the current box in many ways. The same controls that are
necessary to drive the float will still be present in the new box, but the operations behind the
scenes will be completely different. Instead of interfacing the joystick and each button through a
dedicated conductor to the engine box, they will connect to the Discovery board and will be
transmitted digitally.

The Buttons
The buttons on the Joystick Box allow the driver to change the state of various components,
while displaying their states with their built-in LEDs. In the current system, every button’s state
is sent via its own dedicated conductors. In the new system, every button and its LED is
connected to its own digital ports on the Discovery Board. Every button LED is connected to 5V
power through a resistor on its positive side, and the collector terminal of an NPN transistor on
its negative side. These transistors act as switches for the LEDs in the buttons, which are
switched on and off by digital outputs on the Discovery. While it is possible to directly drive an
LED from a digital output, the Discovery can supply only a limited amount of current; enough
for a few LEDs at a time. Therefore, if six LEDs need to be driven, a dedicated component needs
to handle the current control for each LED.
Figure Cbelow shows the circuit for every button. BTN1 is the header on the PCB for the button.
Pin 1 connects to the positive terminal of the button LED. The resistor R11 between the LED and
5V is present to drop the voltage down to 3V. This is because the operating voltage of the
button’s LED is 3V. 220 ohms was chosen by observing the current draw of the LED (11 mA) at
3V. Simple electrical equations were then used to derive the appropriate resistance. Pin 4 on the
header connects the negative terminal of the LED to the NPN transistor, as described above. The
remaining pins: 2 and 3, represent the contacts on the actuating portion of the button. When the
button is pressed, pin 3 becomes electrically connected to pin 2, bringing pin 3 to 5V,
representing a “high” digital signal. When the button is released, the state of pin 3 returns to
“low,” or 0V. No external pull-down resistors are needed to return the pin state to 0V because
the Discovery provides software configurable pull-up and pull-down resistors for every I/O pin.
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Figure C: Illuminated button circuit

The buttons themselves are very high quality E-Switch ULV7 actuators. They are IP-67 rated,
meaning they are completely sealed against dust and can withstand submersion in up to one
meter of water. These buttons are marketed as “anti-vandal,” meaning they are able to withstand
physical abuse and tolerate thousands of button cycles. The physical design of the button consists
of a stainless steel housing with a depressible steel actuator and illuminated blue outer ring (A
photo of the button can be seen in Appendix A).
There are two physically identical but internally differing variants in the buttons for this project.
One variant contains a latching actuator, while the other contains a momentary actuator. The
latching design stays pushed down when depressed, and returns to the default position when
depressed again, similar to an SD memory card slot on a digital camera. The momentary design
stays pushed down only as long as it is depressed. These two types are needed, depending on the
function it will serve. For example, an operation like honking the horn would require a
momentary button, because the horn is not something that needs to be activated for long periods
of time. Meanwhile, an operation like disengaging the brakes would require a latching button,
because this is an operation that would be activated continuously for hours at a time.
The illumination of each button traditionally would provide the status of the operation that it
controls; however, this doesn’t have to be the case, and was done both ways in the old system.
Most of the buttons’ illumination was accomplished by electrically connecting the power of the
LED to the operation of the switch. When the switch was activated, the button would light up. In
the new design, the actuator and the LED will be electrically isolated and connected to different
ports on the microcontroller. With this configuration, the system can display a multitude of
different things to the user, from the traditional method as described above, to displaying more
than just two “on” and “off” states by blinking the LED at different rates.
While these buttons are the most expensive portion of the project, they have a modern design,
and they can be counted upon to survive the abuse that the Rose Float team will put them
through.
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The Joystick
At the heart of the Joystick Box is of course, the Joystick, made by OEM Controls. The joystick
is responsible for controlling both the direction and the speed of the float. Not only is this
joystick used by Cal Poly Rose Float, but it is used by nearly all other “self-built” floats, like the
cities of Sierra Madre, Pasadena, etc. This was done in part to standardize as many aspects of the
self-built group as possible to keep troubleshooting simpler, and because this particular joystick
is a pretty expensive part, at around $600.
The joystick is basically a complex potentiometer. At rest, the joystick’s position is centered.
When the joystick is pushed up or down, the voltage drop across its pins changes depending on
the distance from center. This voltage drop in turn changes the amount of current that can be
sourced by the joystick, allowing it to control the current-controlled hydraulic fluid valve that
determines the speed of the float. The voltage of both the forward and backward movements of
the joystick will be measured by a simple voltage divider, as shown in Figure D below. Voltage
dividers are needed to reduce the voltage to be safely measured by a microcontroller.

Figure D: Simple voltage divider

The joystick is referred to above as “complex” because it is not a passive electrical component
like a simple potentiometer is; it is active and requires 12 volt power to supply its internal
electronics. The 0-12 volt range of the joystick outputs will be divided by the voltage divider to
range from 0-3.3 volts, the logic level that the Discovery board operates at. After the voltage is
measured by the Analog to Digital converter (ADC), it will be converted into a useful value and
sent over the CAN bus to the Engine Box.

The Gauge Box
The Gauge Box is traditionally the box that the Engine Operator controls. The Engine Operator
is in charge of managing the engine and its related components while the float is in motion. This
includes starting the engine, setting the engine’s speed, monitoring the vitals of the engine, and
shutting the engine off. The Gauge Box has to be able to be able to provide real time information
to the Engine Operator in order to safely move the float.
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In its current form, the Gauge Box contains five gauges, six buttons, a key switch, and a
potentiometer. The five gauges display system battery voltage, engine RPM, oil pressure,
hydraulic oil temperature, and engine coolant temperature. The six buttons control and display
the status of the horn, the engine compartment cooling fans, the auxiliary hydraulic pump for the
steering wheel, and the governor and remote speed for controlling the engine speed controller.
The ignition button is more interesting; it controls the ignition of the engine, but displays the
status of the brakes, which are set by the driver on the Joystick Box. The potentiometer
determines the speed at which the “Governor,” or engine speed controller, will try to maintain.
Finally, the key switch is what switches power to the entire system, and in turn prevents
unauthorized movement of the float. A photo of the current Gauge Box can be found in
Appendix K.
The new gauge box will closely follow the layout and button functions of the current box. The
major difference, of course, it that the internals of the box will be completely digital. The buttons
will operate in the same fashion as in the new Drive Box, as discussed above. The potentiometer
will interface with the Discovery through an ADC, similar to the Joystick in the Joystick Box.
However, since the potentiometer can be connected to 3.3 volts from the Discovery board, no
voltage dividers are needed.
The implementation of the key switch is more complicated than the other buttons on the Gauge
Box. As mentioned above, the key switch switches the power for the whole system. This is
accomplished by having the key switch control a relay (through its own dedicated circuit to the
Engine Box) that connects the 12 volt power to the system. Since the new system will be entirely
digital, this method of switching the power will not be possible with the four wire CAN bus.
Therefore, a method that is common in modern cars will be taken. Instead of the key switch
acting as a switch that physically controls the system’s power, the entire system will be
connected to power from the start in order to provide power to the three boxes and their
Microcontrollers. However, they will “act” like they are turned off. The key switch, when
activated, will prompt the Discovery board to continuously send a CAN message stating that the
key has been turned. At this point, the other boxes in the system will see the “on” message and
will become fully operational.

The Gauges
A lot of thought has gone into the gauges that will be installed in the Gauge Box. The gauges that
are used in the current Gauge Box are standard, generic gauges that can be bought from an auto
parts store. The gauge that displays voltage is basically a voltmeter that ranges from 8 to 16
volts. The pressure and temperature gauges are basically ammeters, which measure the current
from pressure or temperature sensors, called “senders.” The tachometer measures the frequency
of the signal from the spark plug coil, which it converts to engine RPM. In the current system,
each of these gauges has a dedicated line that connects it to its respective sensors. In the new
system, the gauges will not be able to have these connections.
One solution would be to emulate the signal coming from each sensor and output this emulated
signal to each gauge. However, there is no simple method to vary current with a microcontroller.
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There are ways to do this involving DACs (Digital to analog converters) and OpAmps, but I am
not too familiar with OpAmps, and the DACs on the Discovery board max out at 3.3 volts, which
is far below the 12 volts that the gauges operate at. The method that was chosen for
experimentation was Pulse Width Modulation, or PWM. PWM is a method of varying the
average voltage or current through a load by switching it on and off very fast. The average can
be raised or lowered by varying the duty cycle of the PWM, which is the ratio of the signal being
on versus being off.
PWM can be output to control a transistor, freeing the microcontroller from supplying the
current itself. Depending on the type of transistor used, the connection of the load to power or
the connection of the load to ground can be controlled. For most cases, the latter is the easiest to
implement, mainly because the microcontroller’s voltage doesn’t have to be as high as the device
it controls. This type of circuit is called a Current Sink, as seen in Figure E below.

Figure E: Current Sink Circuit

The current-sensing gauges have three terminals: positive, negative, and signal. In the current
system, the positive end of the gauge connects to 12 volt power, and negative to ground. The
gauge itself acts as the current source. When the sender is connected to the gauge, it draws
current, and can therefore be measured. In the new system, the signal line connects to the line
labeled “PWM2-2” in Figure E. Depending on the duty cycle of the control signal, the average
current can be varied, resulting in a change in the value that the gauge displays. In addition, R39
in this figure can also be used to limit the amount of current that can flow through the signal
wire, whose value would be different for each gauge.
The complexity of this approach quickly becomes apparent when taking into account the tuning
and choice of resistance for each gauge. Because every gauge is different, this would need to be
done every time a new gauge is installed. Additionally, the relationship between the current and
the actual units being displayed on the gauge would have to be calculated for each gauge, as
technical data like this cannot be easily found for every gauge. To make matters even more
difficult, the tachometer operates in a fundamentally-different manner than the current-sensing
gauges. This gauge measures the frequency of a signal coming from the engine’s ignition coil,
which it then relates to engine RPM. Theoretically, this could be easily accomplished with PWM
15

by varying its frequency, but tachometer gauges are common-ground, meaning the input needs to
provide a 12 volt signal, unlike the other gauges that need a connection to ground. Lastly, and the
largest barrier to this method being implemented, is the fact that the current software tools being
used to program the Discovery boards are incapable of dynamically changing a PWM’s
frequency during operation (this will be discussed more in the Software section).
While designing a circuit to control the tachometer would be feasible, other methods were
explored. Modern automobiles transfer almost all engine data digitally, preventing analog gauges
discussed above from operating. Therefore, the solution for the auto companies was to design the
gauges to appear identical to the analog version, but operate from digital data. This is done by
using stepper motors. Stepper motors differ from normal electrical motors in that their angular
position can be precisely controlled. Every time the motor is “stepped,” it moves forward or
backward a certain fixed angle. Therefore, if a certain angle is desired, the motor is stepped until
it reaches the angle. Stepper motors are used in a variety of applications, such as printers, disk
drives, CNC mills, and in robotics. The only issue with using these motors for gauges is that no
manufacturer sells a digitally-controllable stepper motor gauge. Therefore, they would have to be
custom designed.
The most important component that was needed was the stepper motor itself. After some
searching, many vendors sell the Switec x27-168, which is a small, PCB-mountable stepper
motor that is used in all modern GM vehicles, shown in Figure F below.

Figure F: Instrument Panel Stepper Motor, by Switec

The x27-168 contains a built-in hard-stop, preventing its shaft from rotating a full 360 degrees,
which is advantageous for a gauge. Each step is about half of one degree, giving it very precise
positioning.
The next component that was needed was a stepper motor driver. The x27-168 is a bipolar
stepper motor, giving it four leads; two per coil. Because the current in the coils needs to be able
to flow in forward and in reverse to generate opposing magnetic fields, each coil needs to be
connected to a full H-bridge. Luckily, dual H-bridge ICs are available; the type that was chosen
16

for this project was the L-293D by ST microelectronics. This chip has two outputs, two inputs
and one “enable” control per H-bridge. When one of the inputs on one H-bridge is set high,
current flows out one of the output pins and returns through the other. If the other input pin is set
high, the exact opposite will occur. When both pins are set high or set low, or the enable pin is
set low, no current flows. Both H-bridges work together to drive one stepper motor.
After first connecting the components together and testing them on a breadboard, the design was
next moved to a prototype board for testing relative component placement. I first thought that
using proto boards would be sufficient for a final design, but I quickly realized that a PCB would
be a much cleaner and more compact solution. This meant that I had to learn how to design a
PCB. Many people recommended Eagle CAD for the job, because they allow designs to be
created that are under 4 x 3.2 inches for free. After hours of tutorial videos and asking friends
how to accomplish various tasks, I started to design the stepper motor board. The outputs of the
motor driver were connected to the inputs of the stepper motor, and all other control inputs, plus
power and ground, were routed to a 2x4 pin header. A 2 pin header was added for the future
addition of one or more LEDs to illuminate the gauge face. All parts on the board were in the
included Eagle parts library, except the stepper motor itself. Since there were no part files for the
motor, I had to create a part for it myself. Using the x27-168 datasheet, I copied the pin names
for the schematic, as well as the physical dimensions and holes for the package.
After finishing the schematic, the next step was to design the board layout. To make the board
very compact, the stepper motor driver was placed directly behind the motor on the opposite side
of the board. Consequently, this made the motor-to-driver connections very short and simple. In
Figure G below, this can be identified by the four blue connections branching out from the
center. The blue connections signify that they are on the bottom layer, while the red connections
are placed on the top layer. Some of the wire traces are thicker than the others; this is because
some connections need to handle more current than the others. On this board, the 5 volt supply
and ground connections are thicker to accommodate higher current, which should be able to
handle the motor, driver, and a few LEDs. The dotted red rectangle around the entire board is the
ground plane. Ground planes have many advantages; they provide an easy hookup for any
connection to ground, they reduce noise on high frequency signals, and they act as a heatsink.
The 16 pin IC is the L-293D stepper driver, and the other components are the headers. On the
LED header, the top pin is ground and the bottom is 5 volt power; any resistors would need to be
added externally for the LEDs. The pinout for the main 2x4 pin header is in Appendix B.

17

Figure G: Stepper Motor Board Design

In this view of the board, the motor would be placed in the large circle, and all other components
would be soldered in on the reverse side of the board. Holes were added in all four corners, and
two near center to make it easy to mount the PCB to a housing. Finally, silkscreen text was
added to display the name of the board, the name of the project, my own name, and the revision
number to identify older/newer board models.
The next step was to design a housing for the gauge. The housing would need to consist of a
back surface to mount the motor and PCB onto and display the units, a cylindrical body for the
housing, and a front clear surface to protect the needle. The first thought was to construct the
body out of PVC pipe and pipe fittings. Because tachometers are traditionally the largest of the
gauges in an instrument cluster, it would be made from 3 inch PVC pipe, and the others would be
made from 2 inch PVC. A crude model representing a 2” gauge can be seen in Figure H.

Figure H: 2" PVC Gauge Housing, side view

The grey components in the figure are cut-down 2” PVC couplers. Normally, couplers allow two
pipes to be joined together. In the center of the coupler, there is a “lip” that prevents either pipe
from sliding into the coupler too far. This feature is taken advantage of by cutting one end of the
coupler down to the lip. Additionally, the other end is cut down, resulting in a “cap” that is about
0.3 inches thick. The large white rectangle in the center of the figure is the main PVC housing.
The two thin white rectangles on either side of the main housing are the acrylic back and front
surfaces. More detail on how they were produced will be later in this section. The acrylic pieces
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are each about 0.1 inches thick. The gap between the two caps is room for the top cover of the
gauge box that the gauges are installed into. The length of the gap has to be very precise; it needs
to be very close to the thickness of the enclosure cover in order to minimize wiggle room.
After creating a preliminary design, I spent many hours in the Mustang 60 shops cutting up PVC
pipes. It turns out that cutting PVC pipe to the tolerances that were needed is very tough with
traditional shop tools. The blades on the saws themselves are about 0.05 inches, which is a sixth
of the length of one cap. If the measurements or cuts were slightly off, the cap would be unable
to both contain the acrylic cover and have leftover room to grip the PVC pipe. The first few cuts
were not straight enough or precise enough to meet the requirements or look decent; however,
the final revisions were good enough for a prototype. The prototype for the tachometer can be
seen in Figure I below.

Figure I: 3” PVC Gauge Housing (Tachometer)

The next order of business was to cut the acrylic for both the end caps of the gauge and the gauge
needles. The only way to achieve very precise and detailed cuts with acrylic was to use laser
cutting. Since I already had my red tag, I could use the laser, as well as many other tools at
Mustang 60. The laser has a relatively steep learning curve, requiring a fellow Rose Float
member to teach me how to operate the laser and help with the first few cuts. Luckily, I already
had a very good understanding of Adobe Illustrator, which is required to generate the vector and
raster data needed for the laser. The dimensions of the circle were simple to find; they are the
same diameter as the outer diameter of the 2” and 3” pipe. While the circles were cut from thin,
0.093 inch clear acrylic, the needles were cut from about 0.2 inch acrylic of various colors,
including classic orange. The needle shape and size took about five generations to get correctly.
The first batch of needles were cut from a vector file containing a pointed tip, meaning two line
segments came together at an “infinitely-sharp” point. I quickly learned that while the laser can
cut very fine lines, the acrylic cannot handle such concentrated heat at the point. This resulted in
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needle tips that were completely melted away. The next few batches involved rounding the tip
and playing with different sizes for the two types of gauges. Examples of the vector shapes that
were cut can be seen below in Figure J.

Figure J: Example Vector Circle and Needle Shapes for Laser Cutter

The laser can not only cut though materials, but it can also etch the surfaces of materials as well.
This led to the idea of etching the gauge units and design onto the acrylic circle designated for
the back of the housing. This method has its advantages and disadvantages. The etched design
looks very cool and modern, and it’s easy to accomplish with the laser. However, it doesn’t
provide much contrast for the design, even with background illumination. The tachometer design
can be seen in Figure K below. Other options include printing a design onto a clear transparency
sheet and securing it onto the acrylic sheet. Research is still being conducted on both of these
methods.

Figure K: Etched Gauge Design (for Tachometer)

Finishing the needles involved drilling a hole for the motor shaft. The shaft diameter is only 1.02
millimeters, creating difficulties drilling a hole so small. The shop’s smallest bit is a size 60, 1.09
mm bit. The first few holes drilled were, as a result, just too big. I discovered that if some of the
drilled material was not removed, it created a good fit with the motor shaft.
After assembling the housing, the next step was to secure the PCB and motor to the gauge
housing. The first attempt was to secure the motor using the two holes built into the motor on
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either side of the shaft. While the hole drilling was not a problem with a diameter of 1.85 mm, no
store in town sold bolts that were both small enough and long enough to make it through the
PCB, the motor, the acrylic, and still have room to attach a lock nut. Luckily, I had designed the
PCB to include one hole at each corner. Combining the model of the PCB and the stepper motor
CAD, I created a hole pattern that can be printed out and overlaid onto the bottom acrylic piece,
as seen in Figure L below. This made drilling out the holes very easy and precise.

Figure L: Gauge Drill Pattern
(Black circles are holes to be drilled, solid black circle is for motor shaft)

After assembling the PCB and gauge housing, a complete prototype gauge was ready. A photo of
the gauge displayed at the Senior Project Expo can be seen in Figure M below.

Figure M: Complete Prototype Tachometer
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The results of the PVC housing were appropriate for a prototype, but looking forward meant
designing something more precise. Instead of constructing the housing out of PVC, the new
housing would be created from layers of laser cut acrylic. These layers would be bolted together
or welded together with acrylic solvent cement, building a solid three-dimensional module. This
idea has not moved past the design stage yet, but will likely be the future of the stepper motor
gauge design.
While the stepper motor gauges have many advantages over traditional analog gauges, they
require much more work to get them in an operational state, simply because they have to be built
from scratch. The fact that these gauges are custom-made is a huge risk for the entire Cal Poly
Rose Float program as well. Additionally, it will be a tough sell to the Tournament of Roses
Inspectors, who like to see as little custom work as possible. Because of this, I have designed the
Gauge/Joystick Box to include support for both “digital” stepper gauges and analog gauges. The
decision on which to ultimately use will be made during one of the four lab days in the summer
of 2016.
The Engine Box
The Engine Box is the box that directly interfaces with the engine. Depending on what
commands are given from either the Joystick Box or Gauge Box, the Engine Box listens to the
commands and acts accordingly. The Engine Box also takes various measurements from the
engine and sends the data to the other boxes. Currently, the Engine Box contains terminal blocks
where wires come in, get routed to relays or other components, and leave the system once again.
This occurs through three large cannon cables, each carrying 35-55 conductors. These cables
travel to the Gauge Box, the Joystick Box, and the engine itself.
The new Engine Box will, of course, be almost entirely digital. Unlike the other boxes, the
Engine box will retain one of its old multi-conductor cannon cables, which will carry all analog
data to and from the engine. The new connections to the other Boxes will be through the CAN
network. This means that two-thirds of the wires in the current Engine Box will be non-existent
in the new box, allowing it to be much more compact. Most of the room will be taken up by
about eight Allen Bradley 700-HA33Z relays, shown in Figure N below. These relays control
everything from the engine’s ignition to switching power to various components, like the Engine
speed governor. Each relay “block” actually contains three separate relay circuits, controlled by
the same input.
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Figure N: Allen-Bradley 3PDT Relay

The relays that will be used in the new box will be identical to the relays in the current box, as
they are in abundance at the Rose Float lab and are very reliable. However, they will only be
used for power switching in the new box, unlike the current system, where they are used for
logic as well. Although not finalized yet, the relays will most likely be controlled by the
Discovery board through a logic-level MOSFET, shown in Figure O below.

Figure O: MOSFET Relay Driver circuit

A logic-level MOSFET is simply a MOSFET that can be controlled with relatively low voltage
levels, like the ones generated from the IO pins of a microcontroller. In this circuit, the MOSFET
controls the connection to ground, acting as a “low-side driver.” When UC_IN is low, or 0 volts,
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there will be no path to ground through the MOSFET, causing the relay to turn off. When
UC_IN is high, the MOSFET is turned on, allowing electricity to flow through the relay to turn
on. The diode in the circuit, called a “flyback diode” in this configuration, protects the MOSFET
when it is turned off. When the current path for an inductive load, like a relay, is interrupted,
charge builds up on the drain of the MOSFET (the top pin of the MOSFET in Figure O) because
the current in an inductor cannot instantaneously change. As a result, the voltage on the drain can
climb to dangerous levels, high enough to permanently damage the MOSFET. The diode fixes
the problem by allowing the built-up charge to recirculate through the relay coil until the
electrical energy is dissipated as heat.
Another important component in the Engine Box will be the voltage and current sense inputs.
These are needed to measure the voltages and currents that the various temperature and pressure
sensors produce. This will be done in a similar fashion as the Joystick box does to measure the
voltage of the Joystick, as seen in Figure D above. For the measurement of the battery voltage,
the circuit will be identical as Figure D. For the pressure and temperature measurements, the
bottom resistor in Figure D (R29) will be replaced with the appropriate pressure or temperature
sender. Since a sender is basically a variable resistor, any change in its resistance will cause a
change in voltage, which can be measured by the microcontroller’s ADC. Care must be taken not
to exceed the Discovery board’s maximum ADC voltage of 3 volts. To keep the voltage under
this value, the following example will walk through the process of choosing an appropriate
resistor value for R28 for the oil pressure circuit. This example will use the lowest resistance that
an oil pressure sender can be: 33 ohms for full pressure. 14 volts will be used for the input
voltage, as this is a normal system voltage when an alternator is running.
𝑉𝑜𝑢𝑡𝑝𝑢𝑡 = 𝑉𝑖𝑛𝑝𝑢𝑡 ∗

𝑉𝑜𝑢𝑡𝑝𝑢𝑡 = 14𝑉 ∗

𝑅29
𝑅28 + 𝑅29

33Ω
𝑅28 + 33Ω

The highest voltage Voutput can be is 3 volts, which is the highest value the Discovery board’s ADC
can register.
33Ω
3𝑉 = 14𝑉 ∗
𝑅28 + 33Ω
There is now enough information to solve for R28. The theoretical value for R28 is 121 ohms.
Another aspect to take into account is heat dissipation. To find the maximum heat dissipation, the
max current through R28 needs to be found.
𝑉
=𝐼
𝑅
14𝑉
=𝐼
(33 + 121)Ω
The current flowing through both resistors is 91mA. Using the Power equation to find the heat
dissipation:
𝐼2𝑅 = 𝑃
0.091𝐴2 ∗ 121Ω = 𝑃
24

The resulting power dissipation is 1.00 watts. Therefore, a resistor with a wattage higher than 1
watt would be needed.
One of the more important sensor inputs is the engine speed sensor. This sensor is what allows the
tachometer to display the rate at which the engine is spinning at. In the automobile industry, there
are many different types of sensors that can accomplish this, and the Cal Poly Rose Float currently
utilizes two of them.
The first type is not technically a sensor, but a wire connected to the negative terminal of the
ignition coil. The ignition coil is basically a step-up transformer, transforming the 12 volts from
the battery to up to 45,000 volts for the spark plugs. As the coil “charges up,” the coil’s voltage
difference between its two battery terminals approaches zero, meaning the negative terminal
approaches 12 volts. When the voltage on the output of the coil becomes high enough for a spark
to fire, the coil loses its energy and starts the “charging” process again. This produces a voltage
difference on the coil, returning the negative terminal to 0 volts again. When the engine is running,
this produces an oscillating, periodic signal. On the Rose Float, a single coil provides the high
voltage for all eight spark plugs in the V8 engine. One rotation in a V8 engine requires four pistons
and their spark plugs to fire; therefore, every four pulses counted on the wire equals one rotation.
The current tachometer installed in the Gauge Box derives the RPM in this way.
The second way the RPM is measured on the float is with a “magnetic pickup.” A magnetic pickup
is simply a coil that picks up disturbances in the magnetic field around it. Inside engines, there is
a component called a flywheel, which preserves rotational energy in an engine. The flywheel is
basically a large steel sprocket, which have protruding teeth along its circumference. If the
magnetic pickup is placed close enough to the wheel while in motion, the teeth moving past the
magnetic pickup will disturb the magnetic field, inducing a voltage on the coil that can be measured
by a frequency counter. This method is used by the engine speed governor to determine the current
speed of the engine.
Originally, I had planned on gathering the engine’s RPM through the ignition coil, because the
current tachometer operates with this method. However, this option is difficult to implement safely
with a microcontroller. The signal from the ignition coil is very “dirty,” meaning the signal
contains a large amount of noise. Additionally, the signal contains dangerously high voltage spikes
caused by the coil, on the order of 300 volts. I designed a filter to attempt to clean up the noise,
seen in Figure P below.
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Figure P: Tachometer filter circuit: input on left, output on right

The filter contains two identical low pass filters in a row and a Zener diode to cap the voltage at 5
volts. The cutoff frequency of the filter was designed to be about 20kHz, which should block out
the voltage spikes and reduce the voltage. The output of this filter would be fed into an optoisolator, which would futher protect the microcontroller from dangerous voltages. This method
was tested, but did not yield reliable results. At the time, there was no oscilloscope available at the
Rose Float lab to examine either the input signal nor the output of the filter. By the time I managed
to get an oscilloscope, I had discovered the float had a magnetic pickup installed. Looking at this
signal on the oscilloscope was very promising. It was very clean and was free of voltage spikes,
making it perfect for a microcontroller to measure. A photo of the scope containing both the coil
and magnetic pickup traces can be seen in Figure Q below; notice the scales that are used for both
signals (2V/div for pickup, 50V/div for coil).

Figure Q: Scope reading of coil (in green) and magnetic pickup (in yellow)

Moving forward, the magnetic pickup will most likely be used to derive the engine RPM. All that
needs to be known is the number of teeth on the flywheel to arrive at a correct value. This number
could not be found anywhere, even in the engine’s manual. However, the number of teeth can be
found by relating the frequency of the coil signal with the frequency of the magnetic pickup, with
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the help of Figure Q. Care must be taken to not interfere with the engine speed governor’s ability
to obtain a clean signal from the magnetic pickup, as it is a crucial component in the Float’s system.

Two other components that the Engine Box needs to interface with is the Danfoss hydraulic fluid
pump, and the Engine Speed Governor, or simply, the Governor. In the current system, the fluid
pump is directly connected to the output of the joystick on the Joystick Box. When the joystick is
moved, it produces a current that the fluid pump uses to alter the flow rate of the hydraulic fluid,
which ultimately turns the wheels. The pump takes in a +/- 200 mA signal and translates it into
forward and reverse fluid flow. This current signal will likely be supplied by the same IC that is
being used to control the stepper motors in the Gauge Box. The L293D chip can supply 600mA of
continuous current per H-bridge, making it perfect for the job. The Danfoss datasheet provides a
minimum PWM frequency of 200Hz, which is certainly doable with the Discovery boards. The
specs of the Danfoss current control will be included in the References. The only concern is the
heat dissipation of the L293D while in use. Because the chip is contained in a DIP package, it uses
its ground pins to connect to a heatsink. There is no standard method of attaching a heatsink to a
DIP; therefore, a custom solution may be necessary.
The Governor is a self-contained computer that automatically controls the engine’s speed, if
enabled by a button on the Gauge Box. In the current system, the Governor takes in the engine
RPM from the magnetic pickup and target speed from the potentiometer of the Gauge Box. It then
controls a servo that physically pulls the engine’s throttle cable. The Governor contains a serial
port, which would make communication with it relatively straightforward; unfortunately, it can
only be used for programming. Therefore, the Governor must be controlled through its
potentiometer pins.
The Governor provides 5 volt supply, ground, and wiper connections for a potentiometer. Using
these connections, there are two possible methods to interface with the Governor. The first option
is to use a digital potentiometer IC. These chips electrically act nearly identical to a normal
potentiometer, but can be digitally controlled with I2C or SPI. The problem with these chips is that
they cannot handle very much current flow. The Governor, theoretically, should only be using the
wiper on the potentiometer to measure its voltage, using very little current, but this cannot be
assumed and would have to be tested to conclude definitively. The other option is to use a Digitalto-Analog Converter (DAC). DACs are advantageous because they are more widely available, and
can usually supply more current. The output of the DAC would connect directly to the wiper input
of the Governor, and the ground would connect to the old potentiometer’s ground; the 5 volt supply
would be unused. The Discovery board contains two 3.3 volt DACs, which might be able to work
with the Governor with some tuning. The biggest issue with this option is that a DAC is obviously
not a potentiometer. This is only a problem because the Governor contains circuitry to “detect” if
the potentiometer is connected, and will report an error otherwise. It is unknown how it detects
this, but it could likely either measure the voltage on the wiper, testing if it’s non-zero, or measure
the current flowing from the 5 volt supply to ground. If it’s the former, a DAC will most likely
work. If it’s the latter, a digital potentiometer must be used. Unfortunately, any Governor-related
testing is very difficult to conduct, as it involves disconnecting wires and reprogramming, which
contradicts the idea of touching the current system as little as possible.
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The PCBs
During the first few months of designing this project, it quickly became apparent that at least one
PCB needed to be made, which would be identical for all three boxes and their Discovery boards.
The PCBs would be designed in a manner that would mimic the “shields” for Arduino, providing
pin rearrangement and extra components needed for the project. After more testing was done, I
soon realized that I may need to design up to four different PCBs; one for each box, and one for
the stepper motor breakout discussed in the The Gauge Box section. This prospect was daunting,
because a normal senior project would be acceptable if one PCB was designed, let alone four, on
top of the other challenges of this project. Not only would it be a huge undertaking to design this
many PCBs, but the cost would be high as well. Eventually, I decided that three PCBs would
need to be designed: the first would be the stepper motor breakout, the second would be a shield
for the Engine Box, and the third would be a shield for both the Gauge Box and the Joystick
Boxes. Because the stepper motor breakout was discussed in detail in the The Gauge Box
section, the other two will be discussed here.
Gauge/Joystick PCB
While it would be possible to connect each individual wire for each stepper motor to its
designated pin on the Discovery board, it very messy and unacceptable for this application. In
addition to the stepper motors, the PCB would need connections for every button, as well as
connections for power, analog inputs, and the CAN bus. Since the current Gauge Box has seven
buttons, five gauges, and one potentiometer, connections for these, plus a couple extra per device
for future expansion would need to be implemented. The Joystick Box PCB will require many of
the same connections, allowing the two boxes to share a single design.
I determined that the PCB would contain:
 7 Stepper motor headers
 10 LED button headers
 4 Analog inputs
 CAN bus port
 I2C port
 Power, ground port
 6 PWM current sinks, for analog gauges
The PCB would also have to house the support components for each of these devices, including
resistors, transistors, and ICs. Incorporating many of the circuits introduced in the The Joystick
Box section, a schematic of the PCB slowly took shape. A photo of the pinout of the Discovery
board and the components connecting to it can be seen in Figure R below.

28

Figure R: Discovery Board connections

After adding most of the components to the board, it was time for the first attempt at arranging
the components on the board. Since the maximum free board size is 4x3.2”, I quickly found
myself running out of board space. I came to the conclusion that I would have to reduce the
number of components on the board, defeating the purpose of designing an expandable system.
However, much of the space was wasted by large through-hole resistors. When I changed the
package to 0805 surface-mount resistors, the original design became feasible once again. As a
result, I would now have to learn how to solder surface mount components, something I have
never done at the time.
The next big challenge was to route hundreds of signals across the PCB. I tried the auto-route
feature just to see what it would attempt, and it was nowhere near acceptable. Many days were
spent on manual routing, making sure to choose trace-widths that were appropriate for the signal
being carried. For example, the trace widths for the power buses and PWM current sinks were
made very wide, while the traces for normal digital logic were made relatively thin. Special
attention was given to the routing of the CAN bus lines. Because CAN is a differential-pair
based bus, the signal lines need to be relatively thick and have greater clearance from the ground
plane. Additionally, every trace that crosses one CAN signal has to cross over the other CAN
signal, in order to ensure both signals receive the same amount of interference. All of these
considerations can be seen in Figure S:
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Figure S: CAN signals vs others

After determining all of the pin connections, the next step was to physically test all chosen pins
with stepper motors, buttons, etc, for each header. A few mistakes were made and corrected, and
the final pin map for the Discovery Board was made, which can be viewed in Appendix C.
Before sending it off to OSHPark to be fabricated, I decided to print the design out to verify that
the pins would match up with the actual board. This step ended up being a lifesaver, as two out
of four of the 25 pin rows were off by 0.1 inches, which would have rendered the boards
completely useless. Once this issue was fixed, I placed the order for the PCB, with the final
design shown in Figure T below.
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Figure T: Final PCB design for Gauge, Joystick Boxes

After about three weeks, the boards arrived, along with the components to be soldered on. I was
lucky to find blank boards with surface mount components in the EE SPL to practice with SMD
soldering. Once I became comfortable, I carefully soldered the SMD resistors. With over 200
solder points on this board, I requested help from a fellow EE on the Rose Float team to solder
most of the through-hole parts. The final result can be seen in Figure U below:
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Figure U: Finished Gauge/Joystick Board

Engine PCB
The Engine’s PCB design will likely be closely related that of the Gauge/Joystick PCB.
However, all button and stepper motor connections will be removed, and will be replaced with
the circuits described in the The Engine Box section above. Because this board interfaces with
higher power devices like relays, the traces on the PCB will be much larger than those on the
Gauge/Joystick PCB. Additionally, the PCB will contain many more screw terminal connectors,
in order to connect with the wires originating from the Engine cannon connector. This board will
be designed and produced early Summer 2016.
The CAN Network
At the heart of the new system is the use of CAN bus. CAN, or “Controller Area Network,” was
designed in the 1980s by the automotive industry to connect multiple computers,
microcontrollers, and sensors together over a digital interface. CAN has many useful features. It
is a “multi-master” bus; no host or central computer is needed to send data from one device to
another. Because it is a bus, all “nodes” connect to the same physical wires. Messages do not
have a source or destination; all messages are essentially broadcasted. This means that multiple
nodes can receive the same data without the need for the source to send it to each individual.
These messages are sent on the bus by priority. If one node is sending the state of the car door
locks and another is sending a command to deploy the airbags, the airbag message will
“dominate” the bus and the other message will get retransmitted afterwards. CAN is also very
resistant to noise, due to its utilization of twisted differential pair communication. With
differential pairs, the data signal is sent down one line and its electrical inverse is sent down the
other line. As the signals travel, they pick up the same amount of noise, due to the two
conductors being physically twisted around each other. At the destination, the inverse signal is
subtracted from the positive signal, which essentially “subtracts” away the noise and doubles the
amplitude of the signal itself. The maximum data rate for CAN is 1 megabit per second, which is
plenty of bandwidth.
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A single packet of data on the CAN bus is called a CAN frame. The basic components of a CAN
frame include the “arbitration,” field or message ID, the data fields, and the CRC, shown in
Figure V below:

Figure V: Example CAN frame(Source: Endres~commonswiki/Wikipedia)

CAN arbitration fields can be either 11 (standard) or 29 (extended) bits long, and each CAN
frame can contain up to 8 bytes. The CRC assures that the arriving data has not been corrupted
on its way from the sender.
For this project, I am using standard 11 bit message IDs and a data rate of 250 kbits/second. For
the physical medium, Cat 5e or Cat 6 is used as the cable, and 4 pin XLR connectors are used as
the connector. Cat 5/6 cable was chosen because it is widely available, cheap, and most
importantly, it contains twisted pair wires, which is ideal for CAN. XLR connectors were chosen
because they are rugged, simple connectors, and our float has had many past and current systems
that use them. A cable fabricated for this project can be seen in Figure W below.

Figure W: CAN network cable

The 4 pins in the connector will provide 12 volt power, ground, CAN high and CAN low. On the
cable side, one twisted pair carries the two CAN lines, and the other three twisted pairs will carry
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power and ground. The full pinouts will be included in Appendix D and Appendix E. The biggest
concern with using Cat 6 for power is the amount of current that can be safely pushed through
the cable. With three 24 AWG wires, the amount of current that can be safely pushed should be
about 1.5 amps. This equates to 18 watts of power delivery. Since only the Gauge and Joystick
boxes will be powered through the network, this current limit should be sufficient. Inside each
box, a 12 volt to 5 volt buck converter will step down the voltage to power the Discovery board.
If the system ends up requiring more power, a separate 2 conductor cable could be wound with
the cat 6 cable to provide power. Another option would be to take a closer look at standards like
Power over Ethernet (PoE), which can supply up to 25.5 watts of power, using voltages near 50
volts and fancy techniques like sending power over the data lines. More testing will be required
to determine the total remote system power consumption before taking further actions.
CAN bus works best when a “continuous” cable is used, and when all nodes are installed on this
cable. This means that there should be no loops or stubs in the system. In addition, every CAN
line needs to be “terminated” at both ends with 120 ohm resistors.
For this project, every box will have two CAN ports which will be internally wired together. To
build a network, the boxes will be strung together in such a way that will create one “continuous”
cable, depicted by the dotted red line in Figure X below:

Figure X: Legal CAN network examples, “continuous” cable shown in dotted red

When one CAN port on a box is unused, which will happen on two out of the three boxes, a
terminator “cap” will be installed, shown in the figure. A cap will simply be an XLR connector
with a 120 ohm resistor soldered to the CAN H and L pins. This will terminate both ends of the
cable, completing the CAN network. If the CAN network is not built in this way, like adding a
splitter halfway down the cable and running a long cable from it, or not terminating one end, for
example, the network may not be able to function properly.

Software
Unlike simple platforms like the Arduino and other 8 bit microcontrollers, the Discovery board
contains an STM32, full 32 bit ARM processor, which makes it much more complex and more
difficult to program. Originally, much research and experimentation was put into writing code in
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C for the STM32. The documentation for the APIs that STM provided was not sufficient, and
was made more confusing by ST’s introduction of a new API that is incompatible with the older,
but more adopted API. At the rate I was successfully trialing new features, I estimated that I
would not be able to make any progress. From my experiences at my internship with Faraday
Future, an electric car company, I was curious if ST or a third party offered MATLAB Simulink
support for the STM32. Simulink is a model-based programming tool, allowing a programmer to
design a model of the system that Simulink subsequently translates into C code and compiles it
for the target device. This saves huge amounts of time when building a prototype and want to
quickly and easily test new configurations.
After some searching around on the internet, I discovered two STM32 “blocksets” for Simulink.
One package is offered by ST themselves, while the other is offered by a third-party company.
Surprisingly, the third party blockset, called the Waijung Blockset by Aimagin, is much easier to
use than ST’s own solution. For example, to generate a PWM signal on a pin, ST’s blocks
require you to set up the timer counter and compare registers, as well as the clock prescalar. The
Waijung’s blocks allow you to enter a desired PWM frequency, and the block will compute the
necessary register values itself. While I spent enough time programming the STM32 in C to be
able to program the register values myself, the Waijung blocks save a lot of time.
Each peripheral on the STM32 has a block associated with it. If you want to utilize the digital IO
on the STM32, simply drag a block onto the workspace, configure its settings, and connect signal
wires to the block. Many complex operations can be accomplished with these blocks, like filters,
switches, and bit-shifting. However, some operations can actually be accomplished more easily
with code. For this, Simulink provides both MATLAB and C blocks, where custom code can
take in data, manipulate that data, and output it to another block. For example, I wrote a moving
average low-pass filter for the analog inputs using MATLAB code. The logic that controls the
stepper motor is done with both MATLAB code blocks and Simulink operations. The model of
this is shown below in Figure Y:

Figure Y: Stepper Motor control logic subsystem
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The blocks in Figure Y all do their part to accomplish the end goal. Basically, the system keeps
track of the current position of the motor. If a new incoming position from the input labeled “1”
is different than the current position, the “add” block will calculate the difference. If the
difference is positive, it will activate the “up” input in the block labeled Subsystem1, which
contains the custom MATLAB code (included in Appendix G). The code will run once, and
increment the “step” output by one, moving the stepper motor by one step. The block will
continue to output commands until the difference between the desired position and the actual
position is zero. This is one of many stepper motor control system blocks, and one of many
blocks that make up the entire system.
One very important concept in Simulink is a Subsystem. A subsystem is a collection of blocks
that accomplish a task or groupings of similar blocks. For example, the system portrayed in
Figure Y is one subsystem, accomplishing one part of the complex operation of moving a stepper
motor. If I wanted to plug in a button to the Discovery board and have it send data on the CAN
bus, I would have to look up which input port and output port the button and LED are on and
implement an IO block for each. To make programming the Discovery boards much easier, I
created subsystems for all input buttons, output button LEDs, stepper motors, etc. Therefore, if a
button is physically plugged into the header labeled “BTN10,” the button 10 in the model will be
logically connected to it. The various subsystems can be seen in the demo model for the Senior
Project Expo in Figure Z:

Figure Z: Senior Project Expo demo model

CAN messaging in Simulink works a bit differently. Instead of having one block for incoming
messages and one for outgoing messages, there are blocks set up for each message ID where data
will be sent or received. This makes it very easy to send the output of a certain operation to the
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same message ID every time, input data from a specific source. After the model is ready, it is
built, compiled, and downloaded to the target with one button click.
Although the Waijung blockset is very easy to use, there a few bugs that may have a huge impact
on its future use on this project. For example, some PWM current sinks cannot be used
concurrently with the stepper motors being used. I have yet to determine how this problem can
be fixed, but this may cause a move to the ST blockset, or in the worst case, back to writing C
code by hand.

Testing
Spec/Requirement

Test

Pass?

System must be able to control
the movement of the Rose Float
System must be very reliable; as
reliable as current system
System’s components must be
modular and easy to replace

Will be conducted at end of
development
Will be conducted at end of
development
Components such as Discovery
Board and PCB are separable, as
well as individual buttons, cables,
relays, etc, making replacement
easy.
New cables utilize the digital CAN
bus interface, requiring 4
conductors instead of 35-55
CAN dongles can be attached to
monitor CAN traffic, Simulink
models easy to comprehend

IN PROGRESS

Testing of individual interface
circuits to determine feasibility

IN PROGRESS

Will directly connect to 12V
system, supply power to remote
boxes
Enclosure yet to be chosen, but will
most likely be smaller
CAN bus messages sent and
received between one Discovery
board and Raspberry Pi, proving
CAN communication is operational
PCB yet to be designed, but will be
designed for expandability

IN PROGRESS

Stepper motor gauges and analog
gauges operational and interfacing
with board, however CANNOT use

YES: for stepper only
NO: for mixed

System must reduce cable size,
compared to current system
System issues must be
straightforward to diagnose
Engine Box:
Interface with engine, engine
speed governor, auxiliary pump,
hydrostatic pump, brakes, fans,
horn, engine sensors
Provide power to entire system

Reduced enclosure size compared
to current system
Connect through CAN bus to
other Boxes

Provide extra ports for
expansion/control of future
components
Gauge Box:
Display engine RPM, oil pressure,
oil temperature, hydraulic oil
temperature, battery voltage with

IN PROGRESS
YES

YES

YES

IN PROGRESS
YES

IN PROGRESS
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either analog or stepper motor
gauges
Provide button control and status
of components listed in Engine
section
Control “on” state for entire
system through key switch
Reduced size compared to
current system
Connect through CAN bus to
other Boxes

Provide extra ports for more
buttons, gauges, potentiometers

Joystick Box
Interface with current Joystick

Provide button control and status
of components listed in Engine
section
Same or reduced size compared
to current system
Connect through CAN bus to
other Boxes

Provide extra ports for more
buttons, potentiometers, possibly
gauges

both stepper and analog at same
time
All 10 button ports tested with LED
illumination with at least one
button at one time
Not tested, but should act
identically to normal button
Current prototype is larger than
current system, but future box will
likely be smaller.
CAN bus messages sent and
received between one Discovery
board and Raspberry Pi, proving
CAN communication is operational
Designed with 10 button
connections, 7 stepper motor
gauge connections, 4 analog in, 6
PWM current sinks

Most likely software issue, still
determining cause
YES

Testing has been done with
Joystick and Board separately, no
direct connection yet
All 10 button ports tested with LED
illumination with at least one
button at one time
No enclosure chosen yet, but likely
to be same/smaller size
CAN bus messages sent and
received between one Discovery
board and Raspberry Pi, proving
CAN communication is operational
Designed with 10 button
connections, 7 stepper motor
gauge connections, 4 analog in, 6
PWM current sinks

IN PROGRESS

IN PROGRESS
IN PROGRESS

YES

YES

YES

IN PROGRESS
YES

YES

Conclusion and Future Work
This project, although not completely finished yet, has made huge progress from its inception
just six months ago. Unlike most senior projects that stop here at this paper, this project will
continue through the summer and into early Fall quarter of 2016, with myself and the help of
other Rose Float Team members. There are are many possible future expansions that could be
added to this project, such as LCD displays, touch screens, CAN J1939 or J1979 compatibility
for use with of-the-shelf CAN components, and more. With digital at the heart of this system, the
possibilities are endless. Even if all work and testing cannot be completed in time for the next
parade, it was a wonderful learning experience. When I graduate, I will pass this project on to
someone on the team who will expand this project to be the next innovation in the Tournament
of Roses Parade.
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Appendices
Appendix A: E-Switch ULV-7 Series Anti-vandal switch
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Appendix B: 2x4 Stepper Motor pinout
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Appendix C: Discovery Board Pin Mappings
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Appendix D: CAN Cat-6 pinout

Appendix E: CAN XLR connector pinout
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Appendix F: Various Simulink Blocks

Button Inputs

47

Button LED outputs

48

PWM current sinks

49

Portion of Stepper motor outputs (layer 1)

50

Step lower into Stepper motor block (layer 2)

Step lower into Stepper Motor block (layer 3)
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Analog inputs

Appendix G: Stepper Driver code (MATLAB):

function [step, total_position]= fcn(down, up, precision)

persistent step_count;
persistent position;
if isempty(step_count)
step_count = 0;
end
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if isempty(position)
position = 0;
end
if(up && ~down)
if(step_count + 1 > precision)
step_count = 0;
else
step_count = step_count + 1;
end
position = position + 1;
elseif(down && ~up)
if(step_count - 1 < 0)
step_count = precision;
else
step_count = step_count - 1;
end
position = position - 1;
end
step = step_count;
total_position = position;

%#codegen

Appendix H: Moving Average Low-pass Filter for analog inputs (MATLAB)

function y = my_average(u) %# codegen
persistent i buf bufSum;
if isempty(buf)
buf = zeros(1,200);
bufSum = 0;
i = 1;
end
bufSum = bufSum - buf(i);
buf(i) = u;
bufSum = bufSum + u;
i = i + 1;
if i > numel(buf)
i = 1;
end
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y = bufSum / numel(buf);

Appendix I: Stepper Motor PCB Schematic
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Appendix J: Gauge/Joystick PCB schematic
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Appendix K: Photos of current system

Current Gauge Box

Current Joystick Box
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Inside of current Engine Box

Woodward Governor inside Engine Box

Appendix L: Additional Photos of Project
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Gauge/Joystick PCB, top

Prototype Gauge Box, displayed at Senior Project Expo
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Front of prototype Gauge Box, displaying CAN ports

Stepper Motor Board, front
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Stepper Motor board, back

Stepper Motor board with cable attached
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Prototype Gauge Box configuration 1

Prototype Gauge Box configuration 2
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Drok 12V to 5V buck converter

Appendix M: Analysis of Senior Project Design
• Summary of Functional Requirements
This project was designed for the Cal Poly Rose Float. It will replace the Current drive system with a
new, digital version.
• Primary Constraints
Describe significant challenges or difficulties associated with your project or implementation. For
example, what were limiting factors or other issues that impacted your approach? What made your project
difficult? What parameters or specifications limited your options or directed your approach?
There were many difficulties encountered with this project. For example, it was a major undertaking,
involving testing of dozens of components and designing three PCBs. One of the specifications that made
it difficult was the fact that it has to be very reliable. This system is a critical component in the Rose
Float, so any failure would be disastrous for the program. Many components and software considerations
were chosen for that reason.
• Economic
o Original estimated cost of component parts (as of the start of your project)
The estimated cost of the system was about $500.
o Actual final cost of component parts (at the end of your project)
The current cost of the system is close to $657.
o Attach a final bill of materials for all components
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o Additional equipment costs (any equipment needed for development?)

63

No additional Equipment costs.
o Original estimated development time (as of the start of your project)
500 hours
o Actual development time (at the end of your project)
Close to 1000 hours
• If manufactured on a commercial basis:
N/A
• Environmental
This system required the manufacturing of PCBs, which require harmful chemicals, like lead and ferric
chloride.
• Manufacturability
The custom gauges take a great deal of effort to manufacture. This is being worked on, as discussed in the
paper.
• Sustainability
o Describe any issues or challenges associated with maintaining the completed device or system.
Maintaining the system requires regular checkups on the components to see if they are damaged,
loose, etc. Since the system is modular, replacement is simple.
o Describe how the project impacts the sustainable use of resources.
The system may utilize precious metals used to build the microcontrollers
o Describe any upgrades that would improve the design of the project.
Upgrades include LCD displays, touch screens, PCB revisions, faster and more durable
microcontrollers, and more.
o Describe any issues or challenges associated with upgrading the design.
Upgrading core parts of the system, like PCBs and microcontrollers will require a major design
reworking to ensure proper operation of the system.
• Ethical
Describe ethical implications relating to the design, manufacture, use or misuse of the project.
This system controls an incredibly heavy vehicle, which means that this system could be used to
harm or cause death.
• Health and Safety
Describe any health and safety concerns associated with design, manufacture or use.
Lead solder was used for soldering components to the PCB, releasing harmful fumes for the
person soldering the components
• Social and Political
N/A
• Development
Describe any new tools or techniques used for either development or analysis that you learned
independently during the course of your project.
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I learned how to operate the CO2 laser cutter in Mustang 60, which is an incredibly useful tool. I
also learned how to design and manufacture complex PCBs.
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Appendix N: Hooha Manual
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