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En este trabajo de fin de grado he realizado una aplicación web que se va a emplear en el ámbito 
agrario. La finalidad de la aplicación es permitir a los agricultores calcular la cantidad de abonos 
que deben utilizar en su finca. Para ello, los agricultores podrán administrar, entre otras cosas, 
explotaciones, fincas, cultivos, abonos minerales, abonos orgánicos… 





In this project I have developed a web application that is going to be used in the agricultural 
field. The aim of this application is to allow farmers to work out the quantity of fertilizer they 
should use in their plantation. In order to do that farmers can manage, amongst others, 
farmlands, plantations, cultivations, mineral fertilizers, organic fertilizers and so on. 
The client of this application has been a student of the agricultural engineering degree of the 







CAPÍTULO 1. PLANIFICACIÓN 
 
INTRODUCCIÓN 
En este TFG se va a trabajar sobre un tema relacionado con la ingeniería agrónoma. En concreto 
se va a abordar el tema de qué abonos deberá añadir el agricultor a su finca y en qué cantidades. 
Una finca tiene en la composición química de su suelo una cantidad de nitrógeno (N), fósforo (P) 
y potasio (K). Cuando se planta un cultivo en una finca este absorbe parte de estos nutrientes. 
Para que el cultivo plantado en la finca proporcione el rendimiento deseado, esta falta de 
nutrientes se debe solventar mediante el abonado de la tierra. El rendimiento de una finca es la 
cantidad de kilos de cosecha que produce. 
Normalmente los agricultores hacen dos abonados. Uno de fondo, antes de plantar el cultivo, y 
otro de cobertera, después de plantar el cultivo. La aplicación se encargará de decirle al 
agricultor la cantidad de abono que deberá añadir.  
Es importante señalar que en la agricultura hay dos tipos de abonos principales: los abonos 
orgánicos, que son aquellos de origen animal y los abonos minerales que han sido obtenidos 
mediante procesos químicos. 
Para que la aplicación pueda realizar sus cálculos necesita que el agricultor introduzca varios 
datos. Lo primero que necesita es que el agricultor introduzca su finca con sus características. 
Usualmente los agricultores agrupan un conjunto de fincas en explotaciones. 
También necesita que el agricultor indique el cultivo que se ha plantado o se va a plantar en esa 
finca. Posteriormente, también necesitará que el agricultor le indique qué abono se ha añadido 
de fondo y qué cantidad. A continuación, necesitará que el agricultor introduzca el rendimiento 
que espera para ese cultivo en esa finca (es decir, los kg de cosecha que se pretenden obtener 
por hectárea de suelo). Dependiendo del rendimiento que se espera de estos cultivos la cantidad 
de abonado que hay que añadir será mayor o menor. 
Finalmente, la aplicación deberá saber qué tipo de abono desea el agricultor añadir de cobertera 
para poder indicarle la cantidad que debe añadir de este.  
 
ACTORES 
Los actores implicados en este Trabajo Fin de Grado son los siguientes:  
 Jesús Aransay: tutor académico del TFG. Profesor del Departamento de Matemáticas y 
Computación de la Universidad de La Rioja.  
 Josu Lana: cliente de la aplicación. Alumno del grado de Ingeniería Agrícola que está 
realizando también el TFG.  
 Juan José Barrio: cliente de la aplicación y tutor de Josu Lana. 
 Alicia Beriain: alumna del Grado en Ingeniería Informática y autora del TFG. 
A partir de ahora, siempre que nos refiramos al cliente nos estaremos refiriendo a Josu Lana que 
es en este caso el que actúa con este rol. Aunque tenga un cliente final la aplicación que voy a 




CALENDARIO DE TRABAJO 
 
En la siguiente figura podemos observar el calendario de trabajo que se va a seguir para la 
realización del TFG. Los días que he marcado en rojo son aquellos en los que no voy a trabajar. 
En la semana 17 y 18 de mayo no he planificado avanzar con el TFG, ya que en esas semanas 
tengo exámenes y me quiero centrar en ellos. Quitando esas dos semanas calculo que le 
dedicaré al TFG unas 19 semanas y unos 114 días. Por lo tanto, cada día le tendré que dedicar 
un poco menos que tres horas. No pretendo programar hasta el día anterior de la entrega del 





   
















ANÁLISIS DE REQUISITOS 
REQUISITOS FUNCIONALES 
En las primeras reuniones (véase acta 3-2 y 8-2) obtuvimos una captura de requisitos inicial con 
el cliente. Es importante decir que también ha sido ligeramente modificada en las siguientes 
reuniones. 
1. El cliente desea realizar una aplicación web para permitir a los agricultores calcular la 
cantidad de abono que necesitan en sus fincas o explotaciones agrarias. 
 
2. Un agricultor se dará de alta aportando un nombre de usuario y una contraseña, 
también dará su nombre. 
 
3. Una vez dado de alta el agricultor podrá añadir los datos de una o varias fincas a la 
aplicación.  
o Para ello seleccionará la provincia en la que se encuentra la finca. Además, aportará 
el número del municipio, polígono y parcela asociada a la finca. Mediante la 
referencia catastral, accediendo a una API del catastro, la aplicación obtendrá la 
superficie de la finca y su nombre. El agricultor podrá ser capaz de modificar el 
nombre de la finca.  
o El agricultor deberá añadir la composición de nitrógeno, potasio y fósforo de la tierra 
medido en mg/Kg. Opcionalmente también puede añadir la composición de ph, 
calcio, magnesio y unos extras que describen otras características de las fincas. 
o El agricultor también deberá añadir la textura; densidad de la tierra, medida en 
gramos por decímetro cúbico (kg/m3); la materia orgánica del terreno, medida en % 
respecto a la materia total; la relación carbono nitrógeno (c/n), conductividad y la 
Capacidad de Intercambio Catiónico (CIC). Por último, debe indicar si es vulnerable 
o no al nitrógeno. 
o Finalmente, el agricultor indicará si la finca es de regadío o secano. En el caso de que 
sea de secano tendrá una tasa de mineralización de 1.4, si es de regadío será de 2. 
La tasa de mineralización es la relación entre la materia orgánica y la materia mineral 
inerte. Es decir, es el ratio que define la velocidad a la cual la materia orgánica pasa 
a ser descompuesta por los organismos descomponedores del suelo (bacterias y 
hongos) a materiales libres de carbono (inorgánicos). 
 
4. Para cada provincia la aplicación guardará su código del INE y su nombre. El Instituto 
Nacional de Estadística (INE) le asocia a cada provincia española un código. Este código 
también es empleado en la agricultura y en el catastro para identificar a las provincias. 
 
5. Un agricultor podrá agrupar varias fincas en una explotación o crear una explotación 
con una única finca. Para ello, aportará un nombre a la explotación. Una explotación 




6. La aplicación almacenará para cada finca un tipo de cultivo. La cantidad de cultivo que 
produce una finca, el rendimiento, se medirá en kilogramos por hectárea (kg/ha). 
 
o La aplicación ya tendrá ciertos tipos de cultivo previamente definidos de los cuales 
almacena: el nombre, el nombre científico, la familia y el rendimiento. La aplicación 
también debe almacenar las extracciones minerales que cada cultivo realiza del 
suelo. Es decir, el nitrógeno, fósforo, potasio, azufre, calcio, magnesio, manganeso, 
boro, cobre y zinc que el cultivo toma del suelo para su desarrollo. Estas extracciones 
minerales son las se deben reponer mediante abonos. Las extracciones se medirán 
en kilogramos de mineral extraído por tonelada de cultivo (kg/t), como una tonelada 
son mil kilos es un tanto por mil. Igualmente, la aplicación almacenará si el cultivo 
está en simbiosis, es decir, si las bacterias en las raíces del cultivo aportan beneficios 
al cultivo y el cultivo a las bacterias. La aplicación también almacenará la 
profundidad de las raíces del cultivo (m) y la limitación anual de nitrógeno por 
cultivo, hectárea y año. 
o Además, el agricultor podrá añadir nuevos cultivos a la aplicación, pero no tiene por 
qué conocer las extracciones minerales que realiza ese cultivo que él quiere añadir. 
Entonces la aplicación calculará las extracciones de minerales asociadas a ese 
cultivo, pero para ello el agricultor tiene que introducir los porcentajes de humedad 
del cultivo, de proteína y de contenido de nitrógeno. La aplicación calcula las 
extracciones minerales, es decir, las extracciones de nitrógeno, fósforo, potasio… 
 
7. El agricultor podrá insertar en la aplicación los restos de cosecha. Es decir, las toneladas 
por hectárea (t/ha) de cosecha que no ha recogido. Esto es importante ya que los restos 
de cosecha añaden kilos de nitrógeno por tonelada de residuo. La aplicación tendrá 
almacenada para cada cultivo la riqueza de nitrógenos de los restos. 
 
8. La aplicación asociará un fraccionamiento de abonado distinto para cada cultivo. Es 
decir, unos porcentajes orientativos, en los que el agricultor dosificará el abono que 
necesita el cultivo. Se realiza así ya que una sola aplicación no se ajustaría correctamente 
al estado de desarrollo del cultivo. La aplicación deberá almacenar el número de 
aplicación (primera, segunda...), el porcentaje del abono que se debe añadir en esa 
aplicación y el momento óptimo para aplicarlo a la finca. 
 
9. Los agricultores podrán añadir a una finca uno o varios abonos orgánicos. Por lo tanto, 
en la aplicación una finca tendrá asociados cero o varios abonos orgánicos. La cantidad 
de abono orgánico en una finca se medirá en kilogramos por hectárea. El agricultor 
indicará a la aplicación si ha añadido esos abonos en fondo y/o en cobertera. Es decir, si 
los ha añadido antes de plantar el cultivo o después. 
La aplicación ya tendrá predefinidos ciertos tipos de abonos orgánicos. Para cada abono 
orgánico predefinido la aplicación almacena: la especie animal de la que procede, el tipo 
de residuo y la procedencia residuo (fosa, balsa, estercolero…). Para algunos también 
guarda la actividad de la granja (cebadero, madres, leche…), el alojamiento, el tipo 
bebedero y las características del residuo. Igualmente, la aplicación guardará la riqueza 
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del abono en nitrógeno total, nitrógeno amoniacal, fósforo y potasio medido en kg de 
mineral por 100 kg de abono, es un %. También almacenará la riqueza de calcio, 
magnesio, sodio, cobre y zinc medida en tanto por ciento. También guardará el 
porcentaje de materia seca y de materia orgánica. 
 
El agricultor podrá añadir nuevos tipos de abonos orgánicos indicando obligatoriamente 
el nombre, la especie, el tipo, el nitrógeno total, el fósforo y el potasio.  
 
10. Si un año se añade abono orgánico a una finca, los dos años siguientes un porcentaje de 
este seguirá haciendo efecto en la finca. Esto es lo que se denomina la eficiencia del 
abono orgánico. Esta debe indicar para un abono y un cultivo en concreto el porcentaje 
del abono que hace efecto al año siguiente y el porcentaje que hace efecto el segundo 
año. Es decir que si este año un agricultor añade un abono orgánico a una finca, al año 
siguiente igual un 30% de los minerales de ese abono siguen haciendo efecto en ese 
finca y al cabo de dos años igual es sólo un 10%. 
 
11. Los agricultores podrán añadir a una finca uno o varios abonos minerales. Por lo tanto, 
en la aplicación una finca tendrá asociados cero o varios abonos minerales. La cantidad 
de abonos minerales se medirá en kilos por hectárea. El agricultor indicará a la aplicación 
si se aplicarán en fondo o en cobertera.  
 
o La aplicación ya tendrá predefinidos ciertos tipos de abonos minerales. Para cada 
abono mineral predefinido la aplicación almacenará el nombre, fabricante, tipo y 
subtipo. También guardará si se puede aplicar en fondo y/o si se puede aplicar en 
cobertera, la forma del nitrógeno, para el tipo de suelo y cultivo que es idóneo, la 
forma de aplicación y el porcentaje de asimilación.  
o Un abono mineral sólo se podrá usar en ciertos cultivos, no en todos. Por lo tanto la 
aplicación almacenará en qué cultivos se puede usar un abono mineral. 
o Además, la aplicación guardará el proceso de transformación, la velocidad de 
liberación y los cultivos sobre los que se aplica.  
o La aplicación también almacenará el tanto por ciento (kg de mineral/100 kg de 
abono) de riqueza mineral en nitrógeno total, nitrógeno amoniacal, nitrógeno 
nítrico, nitrógeno ureico, fósforo, potasio, azufre, magnesio, hierro, boro y zinc. 
o Por otro lado, guardará la solubilidad en agua, es decir los gramos por litro sin que 
haya precipitación (es decir los gramos que es capaz de asimilar). 
o El agricultor podrá añadir nuevos tipos de abonos minerales indicando 
obligatoriamente el nombre, si se puede aplicar en fondo y si se puede aplicar en 
cobertera. También deberá añadir como mínimo uno de los aportes de nitrógeno, 
fósforo o potasio. 
 
 
REQUISITOS NO FUNCIONALES 
1. El cliente ha informado de que lo idóneo sería crear una aplicación web y una aplicación 
móvil. Sin embargo tras señalarle que debido a la limitación de tiempo del TFG quizá no 




2. En la aplicación debe haber unos datos previamente introducidos, que el cliente me va 
a facilitar. Estos son: 
a) Unos 100 tipos diferentes de cultivos junto a sus características. 
b) Unos 15 tipos de abonos minerales. 
c) Unos 30 tipos de abonos orgánicos. 
d) Los fraccionamientos de abonado de ciertos cultivos, para informar al agricultor 
cómo debe aplicar los abonos para ese cultivo. 
e) Las eficiencias de los diferentes abonos orgánicos para los diferentes cultivos. Es 
decir, para cada abono orgánico y cada cultivo el porcentaje de abono que afecta 
los dos años siguientes. 
f) La riqueza de nitrógeno de los restos de cada uno de los cultivos.  
 
3. Esta aplicación será usada por agricultores, que no tienen por qué estar muy 
acostumbrados a emplear aplicaciones web. Por lo tanto, la interfaz debe ser sencilla de 
utilizar e intuitiva. 
 
4. El cliente necesita que la aplicación esté en funcionamiento para el mes de julio ya que 
desea emplearla para los cálculos de su TFG de Ingeniería Agrícola. Su TFG lo entregará 
en septiembre, ya que su carrera tiene unos plazos diferentes a los del resto de la 
facultad.  
 
5. La aplicación necesitará una importante carga de datos inicial. Para ello el cliente me 
pasará los datos en formato Excel y yo los tendré que añadir a la base de datos. 
 
6. El cliente explicará y entregará las diferentes fórmulas que el programa necesita para 
calcular los abonados. 
 
ALCANCE 
Como he citado en los requisitos no funcionales el cliente se compromete a aportar los datos 
iniciales y también las fórmulas necesarias para realizar los cálculos que se implementarán en la 
aplicación. 
Los requisitos funcionales que he presentado contienen todas aquellas funcionalidades con las 
que al cliente le gustaría contar en la aplicación. En ellos he reflejado todo lo que el cliente me 
ha dicho que era interesante que hiciera la aplicación, pero no he tenido en cuenta la limitación 
horaria propia del TFG, de 300 horas. Por lo tanto, el alcance inicial del trabajo se limitará a la 
implementación de la estructura de datos necesaria para poder desarrollar sobre ella las 
funcionalidades presentadas en los requisitos funcionales, así como a la implementación de las 
fórmulas básicas de cálculo de los abonos necesarios. Considero que la enumeración completa 
de los requisitos funcionales y no funcionales es de utilidad en sí misma por si consigo 
implementar la parte básica del sistema en un tiempo menor del previsto o por si en el futuro 
se decide continuar con la realización de la aplicación. 
Aparte de la memoria, no me comprometo a crear una documentación adicional, ya que la 
interfaz de uso deberá ser suficientemente intuitiva y la memoria deberá servir también como 
documentación de cómo se ha implementado la aplicación. Una vez entregada la aplicación al 







ESTUDIO DE POSIBLES SOLUCIONES 
Para resolver este problema lo primero que hice es un estudio de mercado para ver si ya existía 
alguna aplicación que cumplía los requisitos del cliente. Tras buscar en la web sí que descubrí 
que existían aplicaciones similares, pero o no eran libres o no cumplían los requisitos.  
Una aplicación que encontré es MesParcelles [1], pero aparte de estar en francés, es de pago. 
Otra aplicación que localicé es la calculadora de fertilizantes de la marca Fertiberia [2], pero 
aparte de sólo tener los fertilizantes de su marca, no permite elegir fertilizantes orgánicos. 
También vi la calculadora de fertilizantes de smart-fertilizer [3] pero también era de pago, el 
software más barato que venden son 300$. 
Teniendo en cuenta lo anterior determiné que la mejor opción era crear una aplicación web 
propia. 
 
METODOLOGÍA DE TRABAJO 
Como he descrito en el punto anterior voy a tener que desarrollar una aplicación desde cero. 
Para ello primero voy a emplear una metodología en cascada para programar la funcionalidad 
básica de la aplicación. En el caso de que dé tiempo a añadir alguna otra funcionalidad 
emplearemos una metodología iterativa.  
Para la funcionalidad básica, siguiendo el diseño en cascada, primero realizaremos un análisis. 
El análisis primero contendrá el estudio de requisitos funcionales y no funcionales con las 
características que desea el cliente. A continuación, haremos un análisis de los casos de uso que 
podrán realizar los usuarios de la aplicación. También analizaremos los cálculos que debe 
realizar la aplicación. Por último, haremos un estudio de las mejores tecnologías de servicio web 
para aplicar en ese caso. 
Como la metodología en cascada indica la siguiente fase es el diseño. En ella lo primero que voy 
a realizar es un diseño de la base de datos. También realizaré un diseño del programa, es decir, 
de las diferentes clases que voy a tener que emplear y los métodos y funciones de cada una de 
ella.  
La siguiente fase que voy a realizar es la implementación del programa en las tecnologías 
elegidas. Esta fase se va a dividir en cuatro subfases. La primera va a ser la instalación de las 
tecnologías necesarias para la implementación. La segunda va a ser la creación de las bases de 
datos. La tercera va a ser la programación del servicio web y la cuarta la creación de la interfaz 
gráfica. En estas dos últimas fases me voy a desviar del desarrollo en cascada típico ya que según 
vaya programando diferentes funcionalidades se las voy a ir enseñando al cliente. De esta forma, 
el cliente va probando poco a poco las diferentes funcionalidades y me va indicando qué 
aspectos deben ser mejorados. 
Una vez realizada la funcionalidad básica, si sobra tiempo, añadiré cierta funcionalidad extra que 






A continuación, añado la dedicación en horas que le voy a dedicar a cada tarea: 
 
 
DIAGRAMA DE GANTT 
En la siguiente figura podemos observar un diagrama de Gantt en el cual describo cuándo voy 





ANÁLISIS DE LA APLICACIÓN 
ANÁLISIS DE CASOS DE USO  
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A continuación, voy a explicar en detalle el caso de uso “Obtener cantidad de abono necesario 
para una finca” ya que es la funcionalidad principal de la aplicación. El resto de casos de uso no 
los detallaremos porque su complejidad no lo requiere. 
 
CÁLCULOS QUE REALIZA LA APLICACIÓN 
Cálculo de cantidad de abono a aportar 
1. Primero el usuario debe informar del rendimiento esperado para el cultivo, es decir 
la cantidad de kilogramos de cultivo que se pretenden obtener por hectárea (kg/ha).  
2. A continuación, la aplicación debe calcular qué cantidad de los diferentes minerales 
debe añadir el agricultor al suelo para compensar las extracciones. En este caso los 
minerales que vamos a tener en cuenta son nitrógeno (N), fósforo (P) y potasio (K). 
Por un lado, para calcular las extracciones del cultivo, se multiplica el rendimiento 
esperado por hectárea (kg/ha) por la extracción de mineral que realiza el cultivo 
(kg/1000 kg). Este último dato ya lo tiene la aplicación almacenado para los principales 




𝑘𝑔 𝑑𝑒 𝑚𝑖𝑛𝑒𝑟𝑎𝑙 𝑒𝑥𝑡𝑟𝑎í𝑑𝑜
1000 𝑘𝑔 𝑑𝑒 𝑐𝑜𝑠𝑒𝑐ℎ𝑎
=
𝑘𝑔 𝑑𝑒 𝑚𝑖𝑛𝑒𝑟𝑎𝑙 𝑒𝑥𝑡𝑟𝑎í𝑑𝑜
1000 ∗ ℎ𝑎 𝑑𝑒 𝑠𝑢𝑝𝑒𝑟𝑓𝑖𝑐𝑖𝑒
 
De este modo obtenemos los kg de mineral extraído por superficie.  
 
3. Seguidamente, la aplicación le va a preguntar al agricultor la cantidad de abono que 
ha añadido de fondo. Es decir, la cantidad de abono que ha añadido antes de plantar 
el cultivo. Esta cantidad se mide en kilogramos por hectárea de superficie (kg/ha). 
Para ello el agricultor seleccionará de una lista de abonos el tipo que ha añadido. 
Todos los abonos tienen asociada la cantidad de mineral que aportan, medido en kg 
de mineral por 100 kilos de abono (%). De esta forma obtenemos la cantidad de kilos 
de mineral por hectárea que ha añadido con el abonado de fondo (kg/ha) (La fórmula 
sería similar a la del punto 2, pero dividido entre 100).  
 
Caso de uso:  Obtener cantidad de abono necesario para una finca 
Objetivo: Informar al agricultor de cuánto abono debe añadir. 
Actores: Usuario Registrado (U), Sistema(S). 
Precondición: Que el usuario esté registrado, que la finca tenga un cultivo asociado 
Postcondición : 
Pasos: 
 S: El sistema calcula la cantidad de abono que el usuario necesita añadir 
 U: El usuario introduce la cantidad y el tipo de abono que ha añadido de fondo. Es 
decir, la cantidad de abono que ha puesto antes de plantar el cultivo. También el 
rendimiento que desea para su cultivo, los kg de cosecha por hectárea. 
 S: El sistema calcula la cantidad de abono que el usuario debe añadir de cobertera. Es 
decir, después de plantar el cultivo. Le pregunta al usuario si desea añadir abono 
orgánico o mineral 
 U: El usuario elige qué tipo de abono quiere añadir. 
 S: El sistema le muestra una lista con los abonos de ese tipo. 
 U: El usuario selecciona el abono que desea. 





4. Para calcular la cantidad que necesita de un mineral determinado se restará a los 
kg/ha de mineral extraídos por el cultivo (punto 2) los kg/ha de mineral que han sido 
aportados en el abonado de fondo (punto 3). 
 
5. En el caso del nitrógeno también debemos sumar la cantidad de nitrógeno que ya 
tiene la materia orgánica del suelo. Para ello multiplicaremos la equivalencia entre 
metros y hectáreas (10.000 m2 es una hectárea), por la profundidad de las raíces del 
cultivo (medida en cm), por la densidad del terreno (medida en g/dm3), por la tasa de 
mineralización de la finca (constante), por el tanto por ciento de materia orgánica del 
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Por lo tanto, obtenemos los kilogramos de nitrógeno por hectárea que aporta la materia 
orgánica del suelo y se lo restaremos al resultado del punto 4. 
De este modo obtenemos los kg de mineral por hectárea que necesita la finca después 
del abonado de fondo. 
A continuación, con los abonos de cobertera supliremos las necesidades de nitrógeno, fósforo y 
potasio. 
6. Después la aplicación le preguntará al agricultor si el abono de cobertera lo quiere 
realizar con abonos orgánicos o minerales. Como ya he explicado, el abono de 
cobertera es el que se realiza después de haber plantado el cultivo. Entonces, le 
aparecerá una lista de abonos orgánicos o minerales y seleccionará el deseado. Todos 
los abonos tienen asociada la cantidad de nitrógeno que aportan, medido en kg de 
nitrógeno por 100 kilos de abono (%). Entonces para obtener la cantidad de kilos de 
abono por hectárea que debe añadir, se debe dividir la cantidad de kg de nitrógeno 
por hectárea (kg/ha) que debe añadir (punto 5), entre el nitrógeno asociado al abono 
de cobertera, medido en kg de mineral en 100kg de abono. 
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Así obtenemos la cantidad de abonos a añadir en cobertera, medida en kilogramos por 
hectárea.  
De esta manera hemos obtenido los kilos de abono de cobertera que hay que añadir para suplir 
las extracciones de nitrógeno del cultivo. Pero falta por estudiar si hemos suplido las 
necesidades de fósforo (P) y de potasio (K). Para el fósforo haremos lo siguiente: 
7. A continuación, multiplico los kilogramos por hectárea (kg/ha) de abono de cobertera, 
que ha añadido el agricultor, por la riqueza de fósforo del abono medida en 
kilogramos de fósforo por 100 kg de abono (%). De esta forma obtengo los kilogramos 
de fósforo por hectárea que ha añadido en el abonado de cobertera (kg/ha). A esto 





8. Después a la cantidad de fósforo añadido (punto 7) le restamos la cantidad de fósforo 
que necesitaba (punto 4). Normalmente se obtendrá que se ha añadido fósforo en 
exceso. En el caso de que se necesite más fósforo se le permitirá elegir entre un 
número de abonos minerales de cobertera que no tengan nitrógeno. Realizando los 
mismos cálculos que para el nitrógeno la aplicación calculará la cantidad de abonos 
que debe añadir (punto 6). 
Finalmente para el potasio, la aplicación realizará los mismos cálculos que ha realizado para el 
fósforo, pero si hemos añadido más abono de cobertera para suplir la falta de fósforo, se tendrá 
en cuenta. En la mayor parte de casos no se necesitará más potasio. En el caso de que sí se 
necesite más, se permitirá elegir al cliente un abono mineral que sólo tenga potasio y la 
aplicación le indicará la cantidad que debe añadir. 
Para la aplicación el cliente ha decidido emplear estas fórmulas simplificadas para obtener la 
cantidad de abono de cobertera que se debe añadir a una finca. Digo que son simplificadas 
porque en el requisito 7 se nombra que los restos de cosecha del año anterior aportan nitrógeno 
al terreno, por lo tanto influyen ligeramente en la cantidad de abono que hay que añadir a la 
finca. Sin embargo en estas fórmulas no se ha tenido en cuenta. 
Además, en las fórmulas del cliente tampoco se ve reflejado el requisito 10 sobre la eficiencia 
de un abono orgánico. Este requisito dice que los dos años siguientes al que ha sido plantado el 
abono orgánico, un pequeño porcentaje de este sigue haciendo efecto. 
Aun así los datos tomados en las fórmulas simplificadas tienen mucha más influencia en la 
cantidad de abono que hay que añadir que los datos que no se han tenido en cuenta.   
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ANÁLISIS TECNOLÓGICO  
En esta aplicación he decidido que voy a emplear el Modelo Vista Controlador (MVC). Este 
modelo tiene tres capas bien diferenciadas: 
El modelo es la capa de persistencia, es decir, de acceso a la base de datos. Y también es la capa 
de lógica de negocio. 
El controlador se encarga de recibir las peticiones (del usuario) desde las vistas, controla los 
accesos, invoca a los servicios necesarios del modelo, obtiene el resultado, selecciona la vista y 
le entrega el resultado. 
La vista se muestra, usando datos del modelo entregados por el controlador. Incluye enlaces-
formularios-botones para las nuevas peticiones del usuario. 
Esto permite que las vistas no incluyan nada de la lógica de la aplicación y el mismo controlador 
pueda servir para varias vistas. Lo cual puede ser interesante si en el futuro a la interfaz se le 
quiere dar un aspecto más profesional o cambiarla completamente. De este modo sólo tendrían 
que modificar la vista y podrían trabajar con el mismo modelo y con el mismo controlador.  
Además como cada parte se puede modificar sin afectar a las demás, si en un futuro se quiere 
cambiar funcionalidades, como por ejemplo calcular la cantidad de abono con una técnicas más 
complejas, sólo tendrían que cambiar la lógica de negocio del modelo. 
También tiene la ventaja de que el código está estructurado, por lo tanto si alguien decide 
modificar esta aplicación en el futuro le va a resultar mucho más sencillo.  
Por otro lado tiene ventajas adicionales como que si se produce un error en la aplicación, se 
puede detectar antes de haber empezado a devolver datos a la vista.  
Para el acceso a la base de datos vamos a emplear un ORM ya que: 
 Mejora la productividad. Elimina la tarea de codificación de las consultas SQL de las 
tablas de las BD. 
 Facilita el mantenimiento. Al tener menos líneas de código, el sistema es más 
comprensible y fácil de mantener, ya que se centra en la lógica de negocio mientras el 
ORM se encarga de la transformación entre la BD- aplicación. 
 Independencia y abstracción del SGBD. Abstraen la aplicación del lenguaje SQL de la BD 
y del dialecto SQL. Si el framework ORM soporta múltiples BD, la aplicación además de 
ser independiente de la BD, es portable entre las distintas BD. 
Como voy a programar con Java el ORM que voy a emplear es JPA. El API Java Persistence API 
(JPA) proporciona un modelo de mapeo O/R para gestionar los datos relacionales en 
aplicaciones Java, es decir, para acceder, persistir y gestionar datos entre clases Java y una BD 
relacional. Voy a emplear JPA porque en la asignatura de programación de bases de datos vimos 




CAPÍTULO 2. DISEÑO 
En este capítulo se va a realizar un diseño de la base de datos a partir de los datos de los 
requisitos. Para ello voy a realizar un diagrama UML, el cual posteriormente voy a transformar 
en tablas. Además, voy a explicar las relaciones entre las distintas tablas. 
 
DISEÑO DE LA BASE DE DATOS 
La primera tabla que pensé que había que añadir es la tabla agricultor. En esa tabla decidí que 
el nombre del usuario debería ser la clave primaria de esta tabla, ya que como a la hora de 
logearse sólo introducen el nombre de usuario y la contraseña, deberán ser identificados por el 
nombre de usuario.   
También decidí crear una tabla explotación. Como dos agricultores pueden querer poner el 
mismo nombre a su explotación decidí que la clave primaria de la explotación debía ser un valor 
que se autoincrementase.  Una explotación tendrá una o varias fincas. Además una finca estará 
asociada al agricultor que la ha añadido.  
En la tabla finca, por la misma razón que en la tabla explotación, decidí que la clave primaria de 
las fincas fuese un valor autoincremental. A la finca se le asociará el agricultor que la ha 
introducido en la base de datos. Una finca también estará asociada a una explotación. Además, 
la finca estará asociada a una provincia. En la tabla provincia el id será el número de la provincia 
según el Instituto Nacional de Estadística. Además, una finca tendrá asociado un cultivo. 
La clave primaria de la tabla cultivo será también un valor auto-incremental por la misma razón 
que la explotación y con la finca. Un cultivo si está en la base de datos no tiene que tener ningún 
agricultor asociado, pero si se añade uno nuevo estará asociado al agricultor que lo añade. Un 
cultivo puede estar asociado con varias fincas o con ninguna. Un cultivo tendrá unos abonos 
orgánicos asociados. 
La base de datos también tendrá una tabla abono orgánico cuya clave principal será un valor 
autoincremental. Un abono orgánico si está en la base de datos no tiene que tener ningún 
agricultor asociado, pero si se añade uno nuevo estará asociado al agricultor que lo añade.  
Además, un abono orgánico podrá estar asociado a una finca, en su relación se deberá guardar 
la cantidad de abono orgánico que se ha añadido y si se ha añadido en fondo o en cobertera. 
Puede ser que se utilice un mismo abono orgánico en una misma finca tanto para el abonado de 
fondo como de cobertera. Por lo tanto ,en la tabla que surge en la relación entre abono orgánico 
y finca la clave primaria estará formada por el id del abono, el id de la finca y un booleano que 
indica si se ha añadido de fondo o de cobertera.  
La base de datos también tendrá una tabla abono mineral cuya clave principal será un valor 
autoincremental. Un abono mineral si está en la base de datos no tiene que tener ningún 
agricultor asociado, pero si se añade uno nuevo estará asociado al agricultor que lo añade.  
Además, un abono mineral podrá estar asociado a una finca, en su relación se deberá guardar 
la cantidad de abono orgánico que se ha añadido y si se ha añadido en fondo o en cobertera. 
Puede ser que se utilice un mismo abono orgánico en una misma finca tanto para el abonado de 
fondo como de cobertera. Por lo tanto, en la tabla que surge en la relación entre abono orgánico 
y finca la clave primaria estará formada por el id del abono, el id de la finca y un booleano que 
indica si se ha añadido de fondo o de cobertera.  
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Por otro lado, no todos los abonos minerales sirven para todos los cultivos, por lo tanto habrá 
una relación en la cual un abono mineral estará como mínimo asociado a un cultivo y un cultivo 
podrá tener más de un abono mineral asociado. 
También hice una tabla para la eficiencia del abono orgánico. Esta tiene como clave primaria el 
id del abono, el id del cultivo, la anualidad y si el abono era de fondo o de cobertera. Además, la 
tabla tendrá otra columna con el porcentaje que hace efecto en esa anualidad. Una eficiencia 
estará asociada a un cultivo y a un abono. Sin embargo, un cultivo puede tener varias eficiencias 
y un abono también puede tener varias eficiencias. He tenido que poner como clave primaria 
tantos campos porque el porcentaje que hace efecto depende del abono, el cultivo, si el abono 
se emplea de fondo o cobertera y de hace cuántos años se plantó el cultivo (anualidad). 
Me di cuenta que necesitaba una tabla para el fraccionamiento del abonado en un cultivo.  La 
clave primaria de esta tabla es el id del cultivo y el número de aplicación.  También tendrá una 
columna que indique el porcentaje de abono que hay que añadir en esa aplicación e información 
sobre cuándo es óptimo añadirla. El fraccionamiento de abonado estará asociado a un cultivo y 
un cultivo tendrá varios fraccionamientos de abonado. 
Creé una tabla restos de cosecha. Esta tabla va a tener como clave primaria el identificador de 
la finca. Igualmente va a guardar el nitrógeno de los restos de cosecha del cultivo. Una finca va 
a tener un resto de cosecha (el del año pasado). En la relación entre finca y restos de cosecha se 
guarda la cantidad de cultivo que no se ha recogido. La tabla tendrá una columna que hará 
referencia al cultivo del cual son los restos. Y otra columna con la cantidad de N que aportan los 
restos.  
Esta última tabla desde el punto de vista de diseño de bases de datos no haría falta, porque se 
podría hacer como una relación entre finca y cultivo sin tabla intermedia. Sin embargo 
pensándolo desde el punto de vista de la programación los restos de una cosecha es como un 
abono ya que aporta nutrientes al suelo. Por eso he decidido dejarlo como una tabla aparte ya 
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TABLAS DE LA BASE DE DATOS  
 
AGRICULTOR 
nombreUsuario contrasenia nombre 
 
FINCA 
idFinca nombre paraje superficie nitrogeno potasio fosforo extras provincia 




CE:explotación   CE:cultivo 
FINCAAGRICULTOR 
finca agricultor 





idExplotacion nombre agricultor 
              CE:agricultor 
CULTIVO 
idCultivo nombre nombreCientifico familia rendimiento nitrogeno 
 
fosforo potasio azufre calcio magnesio manganeso boro cobre zinc 
 
simbiosis profundidad humedad proteina contenidoN limitacionNAnual agricultor 
                    CE:agricultor 
RESTOCOSECHA 
idFinca cultivo nitrogeno cantidad 
  CE:finca     CE:cultivo 
FRACCIONAMIENTOABONADO 
idCultivo numeroAplicacion porcentajeAplicacion optimoAplicacion 
  CE:cultivo 
  
municipio poligono parcela textura densidad ph calcio magnesio 
materia C/N conductividad carbonatos CIC vulnerable tasaMineralización 




idabonoorganico especie tipo procedencia actividadGranja alojamiento bebedero 
 
caracteristicas nitrogenoTotal nitrogenoAmoniacal fosforo potasio calcio cobre 
 
magnesio sodio zinc materiaSeca materiaOrganica densidad agricultor 
                CE:agricultor 
FINCAABONOORG 
finca abonoOrg fondo cantidad 
  CE:finca     CE:abonoorganico 
EFICIENCIAABONOORGANICO 
abonoorganico cultivo anualidad fondo porcentaje 
   CE:abonoOrganico       CE:cultivo 
ABONOMINERAL 
idabonomineral nombre fabricante tipo subtipo aplicacionEnFondo aplicacionEnCobertera 
 
formaNitrogeno idonea formaAplicacion asimilableRapido procesoTransformacion 
 
velocidadLiberacion cultivo nitrogenoTotal nitrogenoAmoniacal nitrogenoNitrico 
 
nitrogenoUreico solubilidad fosforo potasio azufre magnesio hierro boro 
 
zinc calcio cloro manganeso agricultor 
                          CE:agricultor 
FINCAABONOMIN 
abonoMin finca fondo cantidad 
   CE:abonomineral    CE:finca 
CULTIVOABONOMIN 
abonoMin cultivo 
   CE:abonomineral    CE:cultivo 
 
ONUPDATE Y ONDELETE EN LAS TABLAS 
A la hora de crear una base de datos es muy importante definir las acciones que se van a realizar 
cuando se intenta eliminar o actualizar una clave a la que apuntan las claves externas existentes. 
Para ello existen respectivamente las operaciones on delete y on update, las cuales se pueden 
definir con diferentes valores. En esta base de datos he empleado el valor cascade, el cual 
especifica que si se intenta eliminar o modificar una fila con una clave a la que hacen referencia 
claves externas de filas existentes en otras tablas, todas las filas que contienen dichas claves 
externas también se eliminan o modifican. También he empleado el valor set null el cual 
especifica que si se intenta eliminar o modificar una fila con una clave a la que hacen referencia 
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las claves externas de las filas existentes de otras tablas, todos los valores que conforman la 
clave externa de las filas a las que se hace referencia se establecen en NULL.  
A continuación, voy a describir cómo he definido estas operaciones para las diferentes tablas: 
La tabla provincias no se va a poder modificar ni eliminar, por lo tanto, no he definido estas 
operaciones. 
En la tabla fincas, si se modifica o borra una finca también se debían borrar las columnas de las 
tablas que hacen referencia a esta, las cuales eran: fincaabonoorg, fincaabonomin y 
fincaagricultor. Por lo tanto, las claves extranjeras a finca las he declarado como onUpdate y 
onDelete de tipo cascade. Ver los requisitos funcionales 3, 9 y 11. 
Si un agricultor modifica sus datos o se elimina también habrá que modificar o eliminar los datos 
de las tablas que le hacen referencia, que son: abonomineral, abonoorganico, cultivo, 
fincagricultor y explotación. Por lo tanto, las claves extranjeras a finca las he declarado como 
onUpdate y onDelete de tipo cascade. Ver los requisitos funcionales 3, 6, 9 y 11. 
 En la tabla cultivos, si se modifica o borra un cultivo también se dederán modificar o borrar las 
columnas de ciertas tablas que hacen referencia a este, las cuales eran: restocosecha, 
fraccionamientoabonado y eficienciabonoorganico. Por lo tanto, las claves extranjeras a finca 
las he declarado como onUpdate y onDelete de tipo cascade. Sin embargo a pesar de que la 
tabla finca tiene una clave extranjera a cultivo no queremos que se elimine la finca porque se 
elimine el cultivo por lo tanto pondremos onUpdate cascade y onDelete set null. Ver los 
requisitos funcionales 6, 7, 8 y 11. 
A la tabla explotación sólo le hace referencia la tabla finca. OnUpdate lo pondremos como 
cascade porque si se modifican los datos de la explotación también queremos que se modifique 
la referencia de la finca, pero onDelete lo ponemos como setNull porque igual queremos 
eliminar una explotación, pero asociar la finca a otra explotación. Ver el requisito funcional 5. 
A la tabla abonoorganico le hace referencia fincaabonoorg y eficienciaabonoorganico, si un 
abono orgánico se modifica o se borra también se deberá modificar o borrar en estas tablas. Por 
ello, tanto onUptade como onDelete lo he puesto como cascade. Ver los requisitos funcionales 
9 y 10. 
A la tabla abonomineral le hace referencia fincaabonomin y cultivoabonomin, si un abono 
mineral se modifica o se borra también se deberá modificar o borrar de estas tablas. Por ello, 
tanto onUptade como onDelete lo he puesto como cascade. Ver el requisito funcional 11. 
  
REALIZACIÓN DE LA BASE DE DATOS 
Para realizar la base de datos me planteé dos programas: SQL Server y MySQL, pero tras estudiar 
las características de ambos me decanté por el segundo debido a las siguientes razones:  
 MySQL es multiplataforma, es decir, es compatible con Windows, Linux y Mac. Sin 
embargo, SQL Server solamente es compatible con Windows. 
 La versión gratuita de SQL Server, denominada Express, tiene un límite de tamaño de la 
base de datos de 10 GB. El tamaño de la base de datos en MySQL sólo está limitado por 
el sistema operativo. 
 MySQL es una herramienta que se suele utilizar más para operaciones relacionadas con 
la gestión de bases de datos asociada a un sitio web.  
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[1] https://stackoverflow.com/questions/19601975/storing-statistical-data-do-i-need-decimal-float-or-double 
 MySQL es más sencillo de instalar que SQLServer. 
Otras razones por las que me gusta MySQL es porque tiene el programa MySQL Workbench, que 
permite trabajar de forma muy intuitiva y sencilla. Además de que se pueden hacer consultas 
mediante JDBC. 
También que tiene una extensión para Excel denominada MySQL for Excel que permite importar 
una tabla desde MySQL y modificar los datos. También permite tomar datos de una tabla Excel 
y exportarlos a una tabla de MySQL. Este aspecto es importante en mi aplicación ya que voy a 
tener que realizar una gran carga de datos iniciales y estos datos me los va a pasar el cliente en 
formato Excel. 
Una de las decisiones en las que dudé es como poner los números reales en MySQL, ya que tiene 
las siguientes opciones: float, double, numeric y decimal. Finalmente me decidí por el tipo 
double ya que posteriormente, al hacer el mapeo mediante ORM, su tipo asociado de Java es 
double y este tipo es el que más se suele emplear en java para los números reales. A pesar de 
que el tipo decimal tenga una mayor precisión [1] en este caso la aplicación no necesita tanta 
precisión.  
La mayor dificultad surgió a la hora de añadir los datos a las tablas, ya que el cliente me había 
proporcionado los datos en tablas de Excel. Para ello intenté diferentes formas de introducir los 
datos. 
La primera fue mediante el comando de MySQL load data infile, pero por me salía un error que 
a pesar de que busqué posibles soluciones en stack over flow, no funcionaba correctamente.  
Después instalé la extensión de MySQL para Excel. El problema es que esta tampoco me servía 
ya que no permite dejar campos de la tabla de bases de datos sin mapearle ninguna columna de 
la tabla de Excel.  
Finalmente decidí crear un programa en Java para poder importar correctamente los datos 
desde Excel. Para ello primero guardé el Excel con formato CSV delimitado por comas. Como las 
tablas tienen codificación UTF8 mediante el programa Notepad cambié la codificación a UTF-8 
sin boom. 
Luego con el programa NetBeans y programando en Java me conecté a la base de datos 
empleando JDBC. Con un Buffered Reader fui leyendo las diferentes filas del csv y haciendo un 
insert para cada una de ellas. De esta forma, pude definir las columnas en las que quería que se 







CAPÍTULO 3: IMPLEMENTACIÓN 
 
Tras el diseño y la carga de datos de la base de datos comencé el mapeo ORM y la aplicación 
web.  
Como mi aplicación iba a necesitar clases necesitaba un lenguaje que aceptase el paradigma 
orientado a objetos. Como Java es un lenguaje orientado a objetos y además estoy familiarizada 
con él, decidí usar ese lenguaje para implementar mi aplicación. 
Para realizar el proyecto creé una aplicación web en NetBeans. Sin embargo, para los métodos 
de la capa de negocio y la capa de persistencia creé una aplicación de Java para probarlos. 
Posteriormente cuando estaban probados los pasaba a la aplicación web.  
 
CAPA DE PERSISTENCIA: MAPEO ORM. 
Como ya he explicado en el análisis tecnológico para trabajar desde la aplicación con la base de 
datos decidí realizar un mapeo ORM. 
Para trabajar con ORM desde Java elegí el Java Persistence API (JPA) que proporciona un modelo 
de mapeo O/R para gestionar los datos relacionales en aplicaciones Java, es decir, para acceder, 
persistir y gestionar datos entre clases Java y una BD relacional. 
En un principio creé las clases relacionadas con las tablas y luego realicé el mapeo. 
Como previamente no había trabajado con ORM tuve varias dificultades y fallos que creo que es 
oportuno comentar.  
 Mapeo de tabla intermedia con campos extra 
La primera dificultad que tuve es cómo mapear una tabla intermedia con campos extra. En 
concreto lo necesitaba para la relación entre las tablas de finca y abono orgánico y de finca y 
abono mineral. Ambas relaciones son de muchos a muchos, por lo tanto necesitan una tabla 
intermedia cuya clave primaria está compuesta por una clave extranjera a abono, otra a finca y 
una columna que indica si el abono se ha añadido de fondo o de cobertera. Además tiene un 
campo extra para indicar la cantidad de abono que se ha añadido a una finca. 
Para hacerlo busqué la solución en internet y me fijé en los siguientes enlaces de mkyong [1] y 
codejava [2]. 
Primero tuve que añadir lo siguiente a la clase finca, ya que la clase intermedia le va a apuntar 
con un @ManyToOne. 
 
Y en la clase del abono (mineral/organico) tuve que añadir lo siguiente, porque la clase 




Luego tuve que crear una clase para la tabla intermedia fincaabonoorg que apuntase a cada una 
de las clases correspondientes a finca y abono.  
En esta clase he tenido que crear un atributo de tipo FincaAbonoOrgId, que explicaré más 
adelante. Este atributo es de tipo @EmbeddedId. Esta anotación es utilizada para incrustar un 
identificador compuesto como el identificador de esta clase. Por esto en el código superior he 
tenido que utilizar la notación @AssociationOverrides para sobrescribir el mapeo de los 
atributos finca y abonoOrganico.  
Además marco los get de los atributos de la clave primaria como @Transient para que hibernate 
no trate de mapearlos. Los atributos que no están en la clave primaria los mapeo de la forma 
normal, con @Column. 
 
 
Como he nombrado anteriormente tuve que crear una clase FincaAbonoOrgId con los campos 
de la clave primaria que son abonoOrganico, Finca y si es de fondo o de cobertera. Como se 
puede ver en el código inferior esta tabla apunta a abonoOrganico con una relación ManyToOne 
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y a finca con una relación ManyToOne. A esta clase se le pone la notación @Embeddable para 
que pueda ser incrustado en otras clases. 
 
 
 Fichero de configuración de hibernate 
También tuve muchos problemas con el fichero de configuración del ORM, el persistance.xml. 
El mayor problema fue que al ejecutar el programa, como no estaba perfectamente mapeado, 
en vez de dar un error modificaba las tablas de las bases de datos. Tras investigar descubrí que 
esto se debía a que en el fichero de propiedades de hibernate, que es el persistance.xml, tenía 
la propiedad hibernate.hbm2ddl.auto en create.  
Esta propiedad según cual sea su valor valida o exporta el squema a la base de datos. Como su 
valor era create lo que hacía era crear el squema, destruyendo todos los datos anteriores. 
 
Por lo tanto, tuve que modificar esa propiedad a validate para que validase el squema pero no 
modificase las tablas de la base de datos. 
 
 
 Problemas @ManytoMany 
Otro problema relacionado con ORM que tuve es que me daba un error relacionado con los 






Finalmente, comentando diferentes fragmentos de código, descubrí que se debía a que en los 
@ManyToOne debía añadir un targetEntity señalando a la clase a la que hacía referencia. El 
target entity indica cual es la clase a la que apunta la asociación.  
 
 Problema de la relación @ManyToMany 
Cuando probé a insertar una finca tuve muchos problemas ya que si la intentaba insertar 
asociándole un agricultor no me lo insertaba en la tabla intermedia fincaagricultor. Esto se debía 
a que yo en un principio pensaba que en este tipo de relación daba igual quién fuese el lado 
propietario (el que no tiene el mapped by), sin embargo no es así.  
Para entenderlo mejor lo voy a explicar con el ejemplo concreto de finca y agricultor. En un 
principio era agricultor el propietario. Por lo tanto, si añadía una finca y le asociaba agricultores, 
no se introducía en la tabla intermedia fincaagricultor. Por lo tanto, hay que definir como el lado 
propietario aquel al cual al crearlo en un programa le vayas a asociar el otro. Es decir, yo en el 
programa al introducir una finca le indico al cliente que seleccione los agricultores con los que 
está asociada la finca, por eso finca debe ser la clase propietaria. 
 
 
 Clase padre herencia 
Como abono orgánico y abono mineral tienen varios campos en común tenía sentido que crease 
una clase padre denominada abono. Para ello, necesitaba que las columnas que tenían en 
común se denominasen igual. La mayor parte de campos ya se denominaban igual, pero uno de 
los que tuve que modificar es el campo de la clave primaria de abono mineral y de abono 
orgánico. El problema estaba en que como hay claves extranjeras que apuntaban a esta tabla 
no me permitía modificarlo.  
Para deshabilitar las foreign keys probé haciéndolo con SET FOREIGN_KEY_CHECKS=0; pero no 
funcionaba. Así que leí la documentación de MySQL [1] y decía que había que eliminar las 
foreignKeys y volverlas a crear. 
A abonoMineral le hacían referencia cultivoabonomin y fincaabonomin. A abonoOrganico le 
hacían referencia eficienciaabonoorganico y fincaabonoorg. Así que las tuve que eliminar y 
volverlas a crear. 
Para mapear la clase abono le tuve que añadir @MappedSuperclass pero el resto lo mapeé como 
una clase normal. En abono mineral y orgánico sólo tuve que añadir extends abono, como en 
todas las herencias de java, y mapear las columnas que no estaban en abono. 
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CAPA DE LÓGICA DE NEGOCIO 
Como ya he nombrado previamente en el análisis tecnológico, voy a emplear la arquitectura 
Modelo-Vista-Controlador.  
Previamente ya había creado toda la capa de persistencia. Así que me quedaba por hacer la capa 
de lógica de negocio y la capa de presentación. Para la lógica de negocio creé una clase gestorBD 
en la cual voy añadiendo los diferentes métodos que necesito.  
Para trabajar con la vista he empleado servlets y jsp. Un servlet tiene varios métodos entre los 
que destacan el método doGet y el método doPost. Normalmente un servlet está asociado a 
una vista, pero puede ser que un servlet tenga varias vistas. Con el método doGet el servlet le 
manda a la vista los datos que esta necesita mostrar. Con el método doPost recoge peticiones y 
datos de la vista.  
Como puse en la metodología, para ir enseñándole al cliente diferentes funcionalidades, fui 
haciendo a la vez la lógica de necio y la presentación a la vez, parte por parte. Además hacerlo 
de esta forma me ayudó a saber qué métodos debía incluir en la lógica de negocio. 
Lo primero que implementé fue el login y que un agricultor se dé de alta en la aplicación. Para 
ello no me surgió ningún problema.  
                 
 
Para no guardar la contraseña tal cual hice un hash de esta empleando la librería commons-
codec-1.10.jar. En concreto empleé un hash sha-1.  
 
Lo bueno del hash es que a partir de este no se puede obtener el texto decodificado. Además 
para un mismo texto siempre se obtiene el mismo hash por lo tanto se puede comparar para 




Otro aspecto interesante de un hash es que para entradas parecidas obtiene salidas totalmente 
diferentes. Y el hash es siempre de la misma longitud por lo tanto no aporta detalles sobre la 
longitud de la contraseña. En este ejemplo la contraseña era 1234. 
 
 
A continuación tuve que añadir algo que también está estrechamente relacionado con la 
seguridad de la aplicación. Muchas veces se puede pensar que si a un cliente le mostramos 
únicamente un menú y este sólo le va a mostrar sus datos, no podrá acceder a los de otros 
agricultores. Pero esto no es cierto, ya que pueden acceder manipulando la url. Por lo tanto, a 
todos los servlets a los que sólo debe acceder el agricultor logueado les definí su url con 
/agricultor delante. Para ello creé un filtro que afecta a todos los servlets que tengan su url 
definida con /agricultor delante. Este filtro si una persona no está dada de alta en la aplicación 





Después de implementar todo lo relacionado con el login y el registro diseñé el menú que se va 
a mostrar una vez se ha accedido a la aplicación. En este se muestran las opciones de 
administración de explotación, finca, cultivo y abono. 
 
OPERACIONES CON FINCAS 
 
 
A la hora de programar el añadir una nueva finca sí que tuve un problema y es que en una finca 
hay muchos campos que no es necesario que se rellenen, depende de si el agricultor quiere dar 
más detalles o no. Por lo tanto, para no tener problemas a la hora de parsear a doubles hice un 
if en el que comprobaba que si la propiedad estaba vacía ponía el valor a 0. 
 
En el html en los capos que eran obligatorios les puse que fueran de tipo required. Es decir, no 





En aquellos campos en los que se debe introducir un número lo he comprobado mediante 
JavaScript. Para ello si el valor del input es NaN (Not-a-Number) sale un alert indicando que se 




Para permitir al cliente seleccionar una finca programé que se mostrase un listado de todas las 
fincas, y que permitiese al hacer clic en el nombre seleccionar una de ellas.  
 
En el listado de las fincas a la izquierda aparece un símbolo que permite eliminar una finca. Al 
intentar eliminar una finca me surgía este problema: 
 
Esto se debía a que al hacer el find finca fuera de la función y pasarle la finca, le estaba pasando 
una finca desenlazada (detached), porque el find se hacía en un contexto de persistencia distinto 





Cuando selecciona una finca del listado aparecen los detalles de la finca y un botón que permite 
calcular el abonado. 
 
Calculadora abono 
Esta es una de las partes que me parecieron más difíciles de programar. Hablando con el cliente 
quedamos en que para calcular la cantidad de abono lo mejor era añadir un botón cuando se 
veía el detalle de la finca. 
Como he explicado en el apartado “CÁLCULOS QUE REALIZA LA APLICACIÓN” lo primero que 
debe hacer el agricultor es seleccionar el tipo de abono de fondo que ha utilizado, la cantidad 
que ha añadido de ese abono y el rendimiento que espera obtener de ese cultivo. 
El mayor problema era cómo elegir el tipo de abono que quería. Para ello hice una pantalla en 
en la que permite elegir entre los dos tipos de abonos e introducir la cantidad de abonos en 
(kg/ha) y el rendimiento esperado (kg/ha). 
 
Según si selecciona abono orgánico o mineral aparecen unos desplegables u otros. Para elegir 
un abono orgánico no podía poner simplemente un desplegable ya que estos abonos no tienen 
un nombre que los defina. El cliente me indicó que el usuario los debía elegir según las siguientes 
características: la especie, el tipo, la procedencia, la actividad de la granja, el alojamiento, el 
bebedero y unas características adicionales.  
Otro problema era que los abonos orgánicos que me había pasado el cliente tenían sólo algunas 
de las características. Sin embargo había tres características que todos los abonos tenían. Estas 
eran la especie, el tipo y la procedencia. Por lo tanto, le propuse al cliente hacer tres 
desplegables en los que permitiera elegir una de estas tres características y que posteriormente 
con estos filtros mostrase una tabla. 
Para ello mediante Javascript hice que cuando se selecciona Abonos orgánicos, por si acaso el 
usuario había seleccionado antes los abonos minerales, desaparece el desplegable de abonos 










Al seleccionar una especie hice que apareciera un desplegable con los diferentes tipos. En el 
caso que se seleccione otra especie en el desplegable anterior los valores del desplegable tipo 
se modifican. Para ello tuve que emplear Javascript y AJAX. Con AJAX llamé al servlet 
“TiposEspecie” que según la especie me devolvía un array de Strings con los posibles tipos. 
Posteriormente los introducía en el select. Estos datos los tuve que obtener con un Ajax ya que 










A continuación, hice que al seleccionar un tipo apareciese un desplegable que permitía 




Finalmente, con Javascript y AJAX hice que al seleccionar una procedencia se mostrase una tabla 
con los abonos que cumplían esos tres filtros. Además de estas tres características en la tabla 
también se muestran: la actividad de la granja, el alojamiento, el bebedero y unas características 






Como esta pantalla es un form para poderle pasar los datos de los abonos al método POST del 
servlet decidí guardar el id en un input que no es visible. 
      
 
Si al principio haces clic en el botón de abonos minerales desaparecen todos los desplegables de 
abono orgánico y aparece un desplegable con los nombres de los abonos orgánicos. Con estos 
abonos no tenía tantos problemas ya que tienen un nombre descriptivo, por lo tanto se pueden 
poner los nombres en un desplegable. Además, los abonos minerales están asociados a un tipo 
de cultivo y pueden ser o no de fondo. Por lo tanto, creé una función que me filtrase los abonos 
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de fondo que sólo sirven para el cultivo plantado en la finca.  Además en un inicio sólo hay quince 
abonos en la aplicación y filtrándolo se reduce, por lo tanto el desplegable no queda muy largo. 
 
 
Una vez elegido el abono, si se ha rellenado los kilos de abonos y el rendimiento (son “required”), 
permite darle al botón de calcular abonado. Este llama al método post del servlet. En el método 
post el servlet borra el abono de fondo que tenía la finca en la base de datos y añade el nuevo. 
Además también borrará el rendimiento previamente almacenado y guardará el nuevo. Después 
se llama a tres funciones que calculan la cantidad de nitrógeno, fósforo y potasio (NPK) que 
necesita añadir en el abono de cobertera para obtener el rendimiento deseado. 
 
A continuación, llama a otro servlet para pasarle las cantidades de NPK y el identificador de la 
finca. Este servlet permite seleccionar el abono de cobertera que se desea utilizar de la misma 
forma que se ha seleccionado el abono de fondo. 
A continuación, el servlet llamará a una función que calcula la cantidad de abono de cobertera 
que se necesita añadir al cultivo.  
 
Además, llama a una función que borra el abono de cobertera anterior asociado a la finca y 
guarda el nuevo abono con la cantidad. 
En el apartado de cálculos se nombra que en el caso de que falte fósforo se debería elegir un 
abono mineral de cobertera que no tenga nitrógeno. En los abonos minerales que me había 
pasado el cliente no había ningún abono que cumpliera esas condiciones. Cuando se lo comenté 
me dijo que la aplicación no lo tuviera en cuenta ya que el fósforo y el potasio influyen mucho 
menos que el nitrógeno en el rendimiento que se puede obtener de un abono. Además me dijo 
que es raro el caso en el que no se termina de cubrir las necesidades de fósforo y potasio.  
Pero me dijo que sería interesante que la aplicación calculase la cantidad de kilogramos de 
fósforo y de potasio que le faltan a la finca. Por lo tanto he creado unos métodos que me 
 
40 
informan de la cantidad que falta de fósforo o de potasio. Para ello les paso el abono de 
cobertera, los kg de abono añadidos por hectárea y los del mineral que necesitan por hectárea. 
 
A continuación se llama a otro servlet encargado de mostrar el resultado. Este llama a las 
funciones de suficienteP y suficienteK. Este servlet también llama a las cuatro funciones 
correspondientes que devuelven el abono de fondo orgánico o mineral y abono de cobertera 
orgánico o mineral. 
 
Estas funciones en el caso de que getSingleResult no encontrase ninguna fila que cumpliera las 
características producía una excepción de no result. Por lo tanto, tuve que poner un catch de 
esa excepción que no hiciera nada. Lo que hago al principio es poner el listado a null, en el caso 
de que salte la excepción se queda a null y finalmente se devuelve. 
 
El servlet que llama a estas funciones le pasa los resultados a una vista en la cual dependiendo 
de si se emplean abonos de fondo o de cobertera mostrará la información de una manera u otra.  
 
Volviendo al tema de la vista de los detalles de la finca. Decidí que si el valor de uno de los 
abonos de cobertera era distinto de null se mostrase un botón que deja ver los resultados 
calculados la última vez. Estos datos son recuperados de la relación entre finca y los abonos. Los 
kg de fósforo y potasio que faltan se pueden obtener porque el rendimiento esperado se guarda 




Finalmente como una finca un año puede tener un cultivo asociado pero al año siguiente puede 
tener otro, en la pantalla de detalles finca añadí un desplegable que permite cambiar el cultivo 
asociado a la finca.  
 





Para una explotación también creé la posibilidad de añadir una nueva. Esta operación no tuvo 




En el caso del listado de explotaciones tampoco ha tenido mucha complicación. Al hacer clic en 






 Para un cultivo también creé la posibilidad de añadir uno nuevo. Esta operación no tuvo ninguna 
dificultad añadida a las ya comentadas en añadir una nueva finca. 
 
También añadí la opción de ver el listado de cultivos. En este caso se verán los que ya tenía la 
aplicación y los que el usuario ha añadido. 
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OPERACIONES ABONO ORGÁNICO 
 
 
Para un abono orgánico también creé la posibilidad de añadir uno nuevo. Esta operación no 
tuvo ninguna dificultad añadida a las ya comentadas en añadir una nueva finca. 
 
 
En los abonos orgánicos también he habilitado la opción de ver el listado de los abonos 
orgánicos. En este caso verá los abonos orgánicos que ya estaban en la aplicación más los 
posibles abonos que el agricultor haya añadido. Además como el listado inicial es grande tendrá 
la posibilidad de filtrar por especie, tipo y procedencia, como a he hecho para seleccionar el 






OPERACIONES ABONO MINERAL 
 
 
He programado el añadir un nuevo abono mineral, lo he realizado de una manera similar a nueva 
finca.  
 
La única complicación extra que he tenido es que un abono orgánico sólo se puede emplear en 
ciertos cultivos. Para ello he tenido que usar un select multiple. A este select le he añadido una 
option todos que permite seleccionar todos los cultivos, sin tener que ir eligiendo uno a uno.   
 
En el servlet he añadido el siguiente código para que lo inserte correctamente: 
 
En los abonos minerales también he habilitado la opción de ver el listado de los abonos 
minerales. En este caso verá los abonos minerales que ya estaban en la aplicación más los 





Para probar los diferentes métodos como ya he dicho primero los he ido probando en la 
aplicación de Java. Ahí he probado con diferentes entradas y salidas para comprobar que 
funcionaban correctamente. 
Una vez que los métodos funcionaban correctamente comprobé que los parámetros que le 
pasaba la aplicación web eran correctos. Es decir, poner algunos campos como obligatorios, 
comprobar que en los datos en los que se deben introducir números no se introduce texto. 
Además le mostré la aplicación al cliente en varias ocasiones y la fue probando para poder 
recabar su opinión al respecto.   
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CAPÍTULO 4. SEGUIMIENTO Y CONTROL 
 
A lo largo de las semanas se ha ido haciendo un seguimiento de las horas empleadas en las 
distintas partes del proyecto. En la siguiente tabla he realizado una comparativa entre las horas 
que tenía pensadas para cada uno de los apartados y las horas reales que he acabado 
invirtiendo. 
 
Respecto a la memoria, las reuniones y la gestión la desviación es tan pequeña que 
prácticamente es insignificante.  
En el análisis de los requisitos he tenido una desviación positiva de un 33,33%. Esto se debe a 
que como el tema de la ingeniería agrícola era un tema completamente nuevo para mí, tuve que 
reescribir varias veces los requisitos hasta que el cliente los aceptó.  
Los cálculos de la aplicación me costó entenderlos un poco más de lo planificado inicialmente, 
esto también se debe a que eran conocimientos completamente nuevos para mí y además hay 
que tener mucho cuidado con las unidades que se están empleando y cómo se simplifican las 
unas con las otras. 
En un principio pensaba que iba a tener que estudiar más las tecnologías por mi cuenta. Pero 
muchas ya las había visto o las estaba viendo en asignaturas de la carrera, el tiempo de estudio 
fue menor. 
La creación de la base de datos me costó ligeramente un poco más de lo esperado. Esto se debió 
a que como no había trabajado previamente con MySQL tuve algunos fallos.  
Es importante recalcar lo que me costó la carga de datos inicial. Esto se debió a dos causas, la 
primera es que, como he explicado anteriormente, me tardé en encontrar el método correcto 
para cargar la base de datos. La segunda causa es que el cliente me pasaba la información en un 
formato y yo posteriormente lo tenía que adaptar para poderlo introducir en la base de datos, 
tenía que crear la información de las tablas intermedias… 
En el aspecto en el que más desviación he tenido es en la implementación de la aplicación. De 
esta parte en concreto la que me ha resultado más complicado son los aspectos relacionados 
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con el ORM. Hasta ahora no había utilizado esta tecnología y como he ido reflejando a lo largo 
de la memoria he tenido varios problemas enfrentándome a ella. 
Como hasta este segundo semestre no había cursado la asignatura de aplicaciones web 
infravaloré la cantidad de horas que hay que dedicar a la implementación y pensaba que había 
que dedicar muchas más a la interfaz. Sin embargo, como se puede ver he acabado dedicando 
muchas más horas a la implementación. A pesar de que no me resulte muy complicado sí que 
se tarda tiempo comprobando que todo funcione correctamente y que no se produzcan 
excepciones.  
En este gráfico se puede ver una comparativa de cómo en un principio tenía pensado entregar 
el trabajo el mayo, pero finalmente como no me dio tiempo lo entregué en julio. 
 
CUMPLIMIENTO DE REQUISITOS 
La aplicación ha llegado a su objetivo ya que que calcula la cantidad de abono de cobertera que 
hay que añadir a una finca. Sin embargo, no se han cumplido todos los requisitos porque, como 
ya he nombrado en el alcance, al hacerlos no se tuvo en cuanta el límite de tiempo, simplemente 
se pusieron todos los requisitos que el cliente me dijo. De esta forma si se quiere continuar con 
la aplicación no se tenían que captar de nuevos los requisitos. Me fui centrando en aquellos 
requisitos que el agricultor les daba prioridad.  
Dentro de los requisitos funcionales no se ha cumplido del todo el punto tres ya que hay un 
apartado en al cuál dice que, mediante la referencia catastral, accediendo a una API del catastro, 
obtendremos la superficie de la finca y su nombre. Finalmente se ha hecho que sea al agricultor 
el que dé el nombre a la finca y ponga la superficie. 
Tampoco se ha cumplido del todo el punto 6 en el apartado que dice que en el caso de que el 
agricultor no conozca las extracciones de nitrógeno, fósforo y potasio se calcularán. Al final el 
cliente no lo consideró algo importante, no me aportó las fórmulas y tampoco me aportó los 




No se ha cumplido el punto 7 de los requisitos funcionales en el cual dice que para calcular la 
cantidad de abono que hay que añadir a una finca hay que tener en cuenta los restos de cosecha 
que no se han recogido en la finca. Esto se debe a que el cliente no ha considerado que fuera 
tan importante, no lo ha tenido en cuanta en las fórmulas que me explicó y no me ha pasado los 
datos. La tabla de restos de cosecha está creada y mapeada pero no tiene datos, por lo que se 
podría utilizar para mejorar la aplicación en un futuro.  
No se ha cumplido el punto 8 de los requisitos funcionales en el cual dice que la aplicación va a 
informar al agricultor como debe añadir el abonado para un cultivo en concreto. Esto se debe a 
que el cliente no ha considerado que fuera tan importante, no lo ha tenido en cuanta en las 
fórmulas que me explicó y no me ha pasado los datos. La tabla de fraccionamiento de abonado 
está creada y mapeada pero no tiene datos, por lo que se podría utilizar para mejorar la 
aplicación en un futuro. Añadir esta funcionalidad en un futuro en sería muy sencillo ya que 
simplemente se tendrían que mostrar los datos en un html.  
No se ha cumplido el punto 10 de los requisitos funcionales en el cual dice que para calcular la 
cantidad de abono que hay que añadir a una finca hay que tener en cuenta si se ha añadido 
abono orgánico en los dos años anteriores. Esto se debe a que el cliente no ha considerado que 
fuera tan importante, no lo ha tenido en cuanta en las fórmulas que me explicó y no me ha 
pasado los datos de la tabla. La tabla de restos de cosecha está creada y mapeada pero no tiene 
datos, por lo que se podría utilizar para mejorar la aplicación en un futuro.  
El resto de requisitos considero que sí que han sido cumplidos.  
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CAPÍTULO 5. CONCLUSIONES 
 
Este trabajo me ha servido para profundizar los conocimientos aprendidos en la carrera, así 
como para adquirir nuevos conocimientos. Me ha resultado muy interesante el realizar una 
aplicación desde cero. Esto me ha ayudado a darle una visión global a los diferentes 
conocimientos tratados en la carrera como puede ser diseño y programación de bases de datos, 
ingeniería del software, programación de aplicaciones web… 
A pesar de que he ampliado los conocimientos adquiridos en estas asignaturas también he 
aprendido a trabajar con tecnologías prácticamente nuevas para mí, como puede ser el mapeo 
ORM. En mi aplicación he tenido que mapear tablas y relaciones muy complicadas. Al mapear la 
base de datos me han surgido muchos errores, los cuales me costaba bastante localizar la razón 
por la que sucedían. Pero una vez hecho el mapeo resulta mucho más fácil trabajar con la base 
de datos. 
Otra novedad del trabajo es pensar cómo realizar la interfaz. Es decir, cómo y dónde presentar 
los distintos botones y funcionalidades de forma que sea el sitio más lógico. Hasta ahora nunca 
había hecho una aplicación web en la que tenía que diseñar toda la interfaz. He tenido que 
pensar cómo mostrar la información, donde poner los diferentes botones, a que pantalla se 
debería pasar después de otra, cuando filtrar la información… 
También he aprendido mucho gracias a haber trabajado por primera vez con un cliente real. He 
aprendido a negociar con el cliente, preguntarle para asegurarme de que he entendido todo 
correctamente… Es importante destacar que he a pesar de que solamente he redactado cuatro 
actas. He tenido comunicación “no formal” constante con el cliente ya sea en persona o por 
teléfono.  
Como he comentado en el seguimiento y control el producto sí que cumple con su objetivo, pero 
no cumple todos los requisitos. Como la base de datos de muchos de esos requisitos sí se ha 





 Stack Overflow, para resolver dudas y fallos: https://stackoverflow.com/ 
 
 El apartado de hibernate de Mkyong, para aprender a realizar el ORM: 
https://www.mkyong.com/hibernate/ 
 
 El apartado de hibernate de CodeJAva, para aprender a realizar el ORM: 
http://www.codejava.net/frameworks/hibernate 
 
 Documentación de MySQL para dudas relacionadas con este: 
https://dev.mysql.com/doc/refman/5.7/en/ 
 
 WikiBook Java Persistence/JPQL para hacer las consultas: 
https://en.wikibooks.org/wiki/Java_Persistence/JPQL#JOIN 
 
 Temas 2,3,4 y 5 de los apuntes de la asignatura de diseño de bases de datos. 
 
 Tema 6 de los apuntes de la asignatura de diseño de bases de datos. 
 
 Tema 5 y 7 de los apuntes de la asignatura de diseño tecnológico de sistemas de 
información. 
 
 Todos los temas de los apuntes de la asignatura de programación de aplicaciones web. 
 
 Tema de los hash de la asignatura de los apuntes de seguridad. 
