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Opinnäytetyön tavoitteena oli ohjelmoida Raspberry Pille Linux-pohjainen simulaattori, joka 
simuloi Telesten HFC-verkon laitteiden toimintaa. Laitteet käyttävät Telesten kehittämää 
TSEMP-protokollaa, jolla ne kommunikoivat Telesten CATVisor-hallintaohjelmistojen kanssa. 
Simulaattorin tehtävä on esittää hallintaohjelmistoille olevansa oikea laite ja vastata 
hallintaohjelmistojen eri viesteihin, kuten esimerkiksi parametri- ja statuskyselyihin. 
Laitesimuloinnin lisäksi simulaattorilla voidaan rakentaa virtuaalinen aliverkko, jossa voi olla 
rajaton määrä alilaitteita. Alilaitteita simuloidaan samanaikaisesti päälaitteen kanssa ja ne 
näkyvät kaikki yhtä aikaa hallintaohjelmistoissa. 
Opinnäytetyön tuloksena syntyi toimivan simulaattorin lisäksi myös simulaattorin etähallintaan 
tarkoitettu työkalu, jolla voidaan syöttää simulaattorille komentoja, sekä 
konfiguraatiotiedostoformaatti, jolla voidaan kuvata eri laitteiden eroavaisuuksia. 
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TELESTE’S HFC -NETWORK DEVICES 
 
The aim of this thesis was to program a Linux-based simulator for Raspberry Pi which simulates 
Teleste’s HFC -network devices and their operation. The devices use the Teleste TSEMP 
protocol which the devices use to communicate with Teleste’s CATVisor management software. 
The simulator’s task is to mimic the devices for the management software and simulate an 
actual device. It needs to answer various messages from the management software, for 
example, parameter and status query messages. 
In addition to device simulating, the simulator can also be used to build a virtual subnetwork, 
which can include unlimited amount of subdevices. The subdevices are simulated at the same 
time as the main device and they are all viewed on the management software simultaneously. 
The final product of the thesis was a finished and working simulator. To control the simulator 
over a network, a command line tool was programmed for the simulator. There was also a need 
for configuration files in order to describe the differences between the different devices so a 
configuration file format was created specifically for the simulator. 
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KÄYTETYT LYHENTEET 
 
BASIC Beginner’s All-purpose Symbolic Instruction Code oli alun 
perin vuonna 1964 kehitetty kieli ohjelmoinnin alkeiden ope-
tukseen, mutta nykyään termi on laajentunut kattamaan 
kaikki alkuperäistä BASIC:ia muistuttavat aloittelijaystävälli-
set kielet kuten VisualBasic ja QuickBASIC 
EMS Element Management System, Telesten laitteiden käyttämä 
kommunikaatioteknologia, nykyisin protokollasta käytetään 
TSEMP-nimitystä ja EMS yhdistetään paremmin CATVisor 
EMS -verkonhallintaohjelmistoon 
Ethernet Verkkoteknologioiden perhe sekä protokolla, jota käytetään 
pakettikytkentäisissä lähiverkoissa ja kaupunkiverkoissa 
HFC Hybrid fibre-coaxial, laajakaistaverkko jossa on sekä valokui-
tu- että koaksiaalikaapeleita 
IP Internet Protocol, Internet-protokolla joka toimittaa paketti-
kytkentäisessä verkossa paketit IP-osoitteiden perusteella 
JSON JavaScript Object Notation, yksinkertainen JavaScriptiin poh-
jautuva tiedostomuoto tiedonvälitykseen 
PC Personal Computer, yleisnimitys kuluttajakäyttöön tarkoite-
tuista tietokoneista 
SNMP Simple Network Management Protocol, IP-verkossa käytet-
tävä protokolla laitteiden hallintaan 
TSEMP Teleste Simple Element Management Protocol, Telesten 
laitteiden käyttämä protokolla 
UDP User Datagram Protocol, yksinkertainen ja nopea protokolla 
datan välitykseen, joka ei käytä aikaa pakettien perille pää-
semisen vahvistamiseen 
 
7 
TURUN AMK:N OPINNÄYTETYÖ | Mikko Nyman 
1 JOHDANTO 
Opinnäytetyön tavoitteena oli kehittää laite- sekä verkkosimulaattori Telesten HFC-
verkon eri laitteille. Simulaattorin on tarkoitus simuloida pääasiassa laitteiden kommu-
nikaatiota Telesten CATVisor-hallintaohjelmistojen kanssa. Simulaattorin on esimerkik-
si osattava vastata hallintaohjelmistojen parametri- ja statuskyselyihin. Viestien tarkka 
sisältö ei ole välttämättä aina tärkeää, kunhan simulaattori vastaa TSEMP-protokollan 
määrittelemällä tavalla. Simulaattori ohjelmoidaan C-kielellä, ja simulaattoria kehitetään 
pääosassa Raspberry Pille Linux-pohjaisena ratkaisuna. Simulaattorin ohjelmoimista 
varten on tarvetta tutustua Telesten käyttämään TSEMP-protokollaan sekä viestintään 
käytettäviin Ethernet-, IPv4- ja UDP-protokolliin. 
Simulaattorille on monia käyttökohteita, mutta pääasiassa sillä testataan CATVisor-
hallintaohjelmistojen reagointia erilaisiin tilanteisiin ja laitteiden virhetiloihin. Ohjelmisto-
jen testaaminen on helpompaa simulaattoria apuna käyttäen, koska oikeaa laitetta on 
paljon vaikeampi manipuloida tekemään eri asioita ja erilaisten virhetilojen aktivointi voi 
olla jopa mahdotonta ilman että laite menee oikeasti rikki. 
Aluksi kuvataan simulaattorin käyttämät viestiprotokollat ja kehitystyössä käytetyt oh-
jelmointimetodit ja työkalut. Simulaattorista tehtiin myös Windows-versio ja tähän rat-
kaisuun johtaneita syitä sekä käännöksen toteutusta käydään myös läpi. Tämän jäl-
keen kuvataan simulaattorin ohjaukseen ja laitteiden kuvaamiseen liittyviä ongelmia ja 
ratkaisuja, sekä kuvataan lyhyesti simulaattorin toimintaa ja ominaisuuksia. Lopuksi 
pohditaan tavoitteiden onnistumista sekä simulaattorin tulevaisuutta ja jatkokehitys-
mahdollisuuksia. 
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2 TUTKIMUSTYÖ 
Ennen simulaattorin ohjelmoinnin aloittamista ja osittain ohjelmoinnin aikanakin oli tar-
vetta laajalle tutkimustyölle. TSEMP-protokolla on käytössä ainoastaan Telesten omis-
sa laitteissa eikä protokollan dokumentaatio ole julkinen, joten protokolla ei ollut minulle 
entuudestaan tuttu. UDP-ohjelmointia olin tehnyt ennestään korkean tason BASIC-
kielellä, mutta C-kielessä syntaksi on täysin erilainen ja kirjastojen käyttö jonkin verran 
vaikeampaa. Työ vaati lisäksi perehtymistä Ethernet-, IP- ja UDP-protokolliin ja niiden 
kehyksiin sekä erilaisiin ohjelmointimetodeihin, joilla lähdekoodista saa esimerkiksi 
mahdollisimman alustariippumattoman. 
2.1 EMS-viesti ja TSEMP-protokolla 
Hallintaohjelmien ja laitteiden väliset viestit lähetetään EMS-viesteinä. Viestiprotokol-
lasta käytetään kuitenkin TSEMP-nimitystä. Kuvasta 1 nähdään, kuinka EMS-viesti 
jakautuu 6 t:n kokoiseen EMS-kehykseen ja 0–237 t:n kokoiseen sovellusdataan. 
 
Kuva 1. EMS-viestin koostumus (Teleste 2016a). 
Viestin maksimikoko on siis 243 t:a. Tämä rajoitus on tehty siksi, että EMS-viestejä 
voidaan lähettää IP-verkon lisäksi esimerkiksi sarjaväylän yli, jolloin väylä ei välttämättä 
tue pitkiä viestejä. Maksimikoko kierretään useissa viesteissä niin, että kehyksessä 
nostetaan fragmentointilippu ylös ja puuttuva data lähetetään toisessa viestissä (Teles-
te 2016a). 
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Kehyksessä määritellään yleisiä tietoja, kuten esimerkiksi viestin lippuarvot ja viestin 
tyyppi (Teleste 2016a). Kuva 2 näyttää, kuinka applikaatio data muodostuu viestin ali-
tyypistä ja alityyppi spesifisestä datasta. 
 
Kuva 2. Sovellusdatan rakenne (Teleste 2016a). 
Viestillä ei kuitenkaan välttämättä ole aina alityyppiä. Esimerkiksi vastausviesteissä ei 
yleensä ole alityyppiä, koska hallintaohjelmisto tietää kysymysviestin perusteella, min-
kälainen vastausviestin tulisi olla. Tällöin datan maksimikooksi tulee 237 t:a. 
TSEMP-protokollan viestit ovat suurimmaksi osin hyvin geneerisiä, jolloin niitä voidaan 
käyttää missä tahansa tuoteperheen laitteessa. Osa viesteistä pitää kuitenkin toteuttaa 
tuoteperhe- tai laitekohtaisesti, jolloin puhutaan elementtispesifisistä viesteistä. Viesti-
tyyppi määritellään elementtispesifiseksi, ja viestin alityyppi merkitsee tuoteperhettä, 
johon viesti kuuluu (Teleste 2016a). Varsinainen data riippuu täysin tuoteperheestä, 
mutta yleensä data sisältää vielä toisen alityypin, joka merkkaa viestin sisältöä. 
2.2 Socket-ohjelmointi 
Verkko-ohjelmoinnissa käytetään termiä socket kuvaamaan deskriptoria, jonka avulla 
keskustellaan toisen laitteen kanssa (tutorialspoint 2016a). Socket sisältää tietoja esi-
merkiksi siitä mitä protokollaa käytetään ja mitä porttia kuunnellaan. Työssä piti kuiten-
kin käyttää vastaanotettaville paketeille niin kutsuttua raw socketia, koska verkkosimu-
loinnissa alilaitteilla on virtuaalinen IP-osoite. Näihin IP-osoitteisiin lähetettyihin paket-
teihin ei pääse normaalisti käsiksi, koska ne eivät ole osoitettu Raspberry Pin osoittee-
seen. Raw socketia käyttämällä voidaan nuuskia kaikkia Raspberry Pin kanssa samas-
sa verkossa liikkuvia paketteja ja kaapata alilaitteille kuuluvat paketit. Raw socket on 
kuitenkin, kuten nimestä voi päätellä, ”raaka” socket, eli sitä ei ole sidottu mihinkään 
protokollaan. Normaalisti ohjelmoijalta piilotetaan kaikki protokollakehykset, jolloin jäl-
jelle jää vain varsinainen data. Raw socketin tapauksessa EMS-viestin alla on kaikki 
protokollakehykset taulukon 1 mukaisesti. 
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Taulukko 1. EMS-viestin alla olevat protokollakehykset. 
 Koko (t) 
Ethernet-kehys 14 
IPv4-kehys 20-60 
UDP-kehys 8 
EMS-viesti 6-243 
 
Lähetettäviin paketteihin käytettiin tavallista UDP socketia, koska ei ollut tarvetta muo-
dostaa itse protokollakehyksiä. 
2.2.1 Ethernet-kehys 
Ethernet-kehys liitetään viestiin lähiverkossa. Jos simulaattoriin yhdistettäisiin Internetin 
yli, niin Ethernet-kehys olisi viestissä lähiverkossa ja ulkoverkossa alin protokollakehys 
saattaisi olla yhteystavasta riippuen jotakin muuta. Simulaattori kuitenkin vastaanottaa 
ja lähettää paketit aina Ethernet-kehyksellä, koska pakettien on kuljettava aina mo-
deemin kautta ennen Internetiin pääsyä. Ethernet-paketit lähetetään vastaanottajalle 
laitteen MAC-osoitteen perusteella, kuten kuvasta 3 nähdään, eikä niinkään IP-
osoitteen perusteella (InfoCellar 2016). 
 
Kuva 3. Ethernet-kehys raw socket -viestissä. 
Ethernet-kehykseen liittyy myös muutakin dataa kuten tarkistussumma, mutta nämä 
lisätään kehykseen verkkokortissa automaattisesti, ja ne eivät näy ohjelmoijalle. 
Simulaattorin kontekstissa Ethernet-kehyksen sisällöllä ei ole kuitenkaan niinkään vä-
liä, koska simulaattoriin yhdistetään IP-osoitteen perusteella, ja verkko hoitaa reitityk-
sen automaattisesti. Tärkeintä on tietää mistä kohtaa seuraava protokollakehys alkaa, 
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mikä riippuu Ethernet-kehyksen koosta. Raw socket -paketissa Ethernet-kehyksen ko-
ko on aina vakio 14 t:a. 
2.2.2 IPv4-kehys 
IP-protokollasta on olemassa kaksi nykyään käytössä olevaa versiota: IPv4 ja IPv6. 
TSEMP-protokolla on kuitenkin suunniteltu tukemaan pelkästään IPv4-paketteja, joten 
simulaattoriinkin tehtiin pelkästään IPv4-tuki (Teleste 2016a). Tällöin ei tarvita kuin pel-
kästään yhden IP-kehyksen tulkitsemiseen tarvittavat toiminnot. 
IPv4-kehys on kaikista suurin kehys paketeissa, joita simulaattori käsittelee. Sen koko 
on yleensä 20 t:a, mutta kehyksessä voidaan määritellä lisäoptioita, joilla kehyksen 
koko voi kasvaa aina 60 t:un. IPv4-kehys muodostuu kuvan 4 mukaisesti (tutorialspoint 
2016b). 
 
Kuva 4. IPv4-kehys. 
IPv4-kehyksessä simulaattorille tärkeitä tietoja ovat IHL, protokolla, lähettäjän IP-osoite 
sekä vastaanottajan IP-osoite. IHL eli Internet Header Length kertoo kehyksen koon. 
Tätä tietoa käytetään osoittamaan mistä seuraava protokollakehys alkaa. Protokolla 
kertoo mitä protokollaa IPv4-kehyksen jälkeen käytetään. Koska raw socketilla kaapa-
taan kaikki mahdolliset paketit, pitää erikseen tarkastaa, että seuraava protokolla on 
UDP. Lähettäjän IP-osoite tarvitaan, jotta tiedetään mihin vastauspaketti lähetetään. 
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Vastaanottajan IP-osoitteesta tarkistetaan, että paketti on osoitettu jollekin simuloitavis-
ta laitteista. 
2.2.3 UDP-kehys 
UDP-kehys on viimeinen kehys ennen varsinaista EMS-viestiä. UDP-kehyksessä mää-
ritellään lähinnä portti johon paketti on osoitettu, ja portti johon vastauspaketti lähete-
tään. Kuvasta 5 nähdään miten kehys muodostuu (Network Sorcery 2016). 
 
Kuva 5. UDP-kehys. 
UDP-kehyksen koko on aina vakio 8 t:a. Lähettäjän portti ja tarkistussumma eivät ole 
pakollisia, mutta ne pitää merkata nolliksi, jos niitä ei käytä (Network Sorcery 2016). 
Simulaattorin tapauksessa kyselyviesteissä on kuitenkin aina lähettäjän portti merkattu, 
koska vastausviestiä odotetaan siihen porttiin. 
Viestin pituuteen sisällytetään aina UDP-kehyksen pituus, eli se on aina vähintään 8 
t:a. Simulaattorille tulevat ja simulaattorilta lähtevät viestit ovat myös aina EMS-
viestejä, joten viestin pituus on vähintään 14 t:a, kun EMS-kehys lasketaan mukaan. 
EMS-kehyksen jälkeisen datan pituuden voi laskea joko UDP-kehyksessä olevasta 
viestin pituudesta tai IPv4-kehyksessä olevasta paketin kokonaiskoosta. IPv4-
kehyksestä laskiessa on huomattava kuitenkin, että vaikka siinä puhutaan paketin ko-
konaiskoosta, niin IPv4-kehys ei ole kuitenkaan tietoinen sen alla olevasta protokollas-
ta. Paketin kokonaiskoko on laskettu siis IPv4-kehyksestä eteenpäin, eikä siinä ole 
ollenkaan Ethernet-kehystä. 
2.3 Ohjelmointimetodit 
Vaikka simulaattori suunniteltiin pelkästään Raspberry Pillä toimivaksi, niin simulaatto-
rin kehityksessä pidettiin kuitenkin katsetta myös tulevaisuudessa. Millaista ohjelma-
koodia pitäisi kirjoittaa, jotta simulaattori olisi tarvittaessa helppo kääntää myös muille 
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alustoille? Alustariippumattoman ohjelmakoodin kirjoittaminen ei kuitenkaan hidasta 
kehitystyötä arviolta kuin vain muutamalla prosentilla (Wilson 2016). 
Yksi tärkeimmistä ohjelmointimetodeista alustariippumattoman ohjelmakoodin kirjoitta-
miseen on piilottaa alustaspesifinen koodi ja käyttää niin kutsuttuja wrapper-funktioita, 
joiden käyttöliittymä on yhteinen kaikille alustoille (Wilson 2016). Alustaspesifinen koodi 
voidaan kirjoittaa omaan moduuliinsa tai yhteiseen funktioon, jossa esikääntäjän ko-
mennoilla valitaan alustan perusteella oikea koodi. Suosin itse tapaa kirjoittaa alustas-
pesifinen koodi omaan moduuliin, koska silloin kaikki saman alustan kooditiedostot 
voidaan sijoittaa esimerkiksi omaan kansioonsa, kuten kuvassa 6. 
 
Kuva 6. Ote simulaattorin lähdekooditiedostojen jaottelusta. 
Tällöin ohjelman rakennusjärjestelmä huolehtii alustasta riippuen oikeiden tiedostojen 
käännöstä, ja koodi jää kokonaisuudessaan selkeämmäksi. 
Simulaattoria ohjelmoitaessa kiinnitettiin huomiota myös koodin kapselointiin ja järke-
vään koodin jaotteluun, jotta mahdollinen jatkokehitys olisi mahdollisimman kivutonta.  
Globaalien muuttujien käyttöä pidetään yleisesti huonona ohjelmointitapana, koska 
koodin kapselointi ei toteudu globaaleilla muuttujilla. Globaali muuttuja näkyy koko oh-
jelmalle, ja jos muuttuja saa esimerkiksi virheellisen arvon, on virheellistä koodin palas-
ta huomattavasti vaikeampi löytää, kuin jos muuttuja olisi kapseloitu oikeaoppisesti. 
Tästä syystä simulaattorin ohjelmoinnissa vältettiin täysin globaalien muuttujien käyttö. 
Staattisia globaaleja muuttujia, eli pelkästään moduulin sisällä näkyviä globaaleja 
muuttujia kuitenkin käytettiin, koska joissakin moduuleissa muuttujaa saatettiin tarvita 
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jokaisessa funktiossa. Tällöin ei ole järkeä kuljettaa muuttujaa jokaisen funktion para-
metreissa, koska tällä ei saavuteta yhtään kapseloidumpaa koodia. 
Funktioiden ja moduulien selkeä nimeäminen on myös tärkeää. Jos funktion nimestä 
käy jo selvästi selville, mitä funktio tekee, sitä ei tarvitse kommentoida koodissa enää 
erikseen. Koodin luku helpottuu myös huomattavasti siellä, missä funktiota kutsutaan, 
koska funktion toteutusta tai dokumentaatiota ei tarvitse lähteä erikseen etsimään. Mo-
duulien selkeä nimeäminen sitten taas auttaa koodin kokonaisuuden ymmärtämisessä 
ja opiskelussa. Funktion toteutuksen etsiminen on myös paljon helpompaa, jos se löy-
tyy kuvaavan moduulin nimen alta. 
 
15 
TURUN AMK:N OPINNÄYTETYÖ | Mikko Nyman 
3 TYÖSSÄ KÄYTETYT TYÖKALUT 
3.1 CATVisor Commander -ohjelmisto 
CATVisor Commander on Telesten kehittämä ohjelmisto, jonka avulla voidaan konfigu-
roida, säätää ja monitoroida HFC-verkon eri laitteita (Teleste 2016b). Commander ei 
rajoitu pelkästään Telesten omiin laitteisiin, vaan SNMP-protokollaa käyttäen Com-
manderia on mahdollista käyttää myös muiden laitteiden kanssa (Teleste 2016b). Si-
mulaattori suunniteltiin kuitenkin tukemaan vain Telesten laitteita, jotka käyttävät Teles-
ten omaa TSEMP-protokollaa, joten tarvetta SNMP-protokollan tuelle ei ollut. 
Commanderia käytettiin pääasiallisena työkaluna simulaattorin toiminnan testaami-
seen. Simulaattori vaatii toimintaperiaatteensa vuoksi asiakasohjelman, jonka kanssa 
se keskustelee. Commanderilla muodostetaan yhteys IP-verkon yli simulaattoria aja-
vaan Raspberry Pihin, jonka jälkeen Commander kysyy simuloitavan laitteen perustie-
dot samalla tavalla kuin oikealtakin laitteelta. Perustiedoissa kysytään muun muassa 
laitteen nimi, sarjanumero ja Viewer ID (Teleste 2016a). Viewer ID on jokaiselle laite-
mallille ominainen tunnus, jonka avulla CATVisor tuoteperheen ohjelmistot voivat avata 
laitteelle oikean Viewerin. Viewer on CATVisor ohjelmistojen yhteinen komponentti, 
jolla varsinainen laitteen konfigurointi ja yksityiskohtainen monitorointi tapahtuu. Ku-
vassa 7 nähdään miten Commander jakautuu kahteen osaan: varsinaiseen Comman-
deriin, joka sisältää muun muassa laitelistauksen vasemmalla ja hälytyslogin alhaalla, 
sekä Vieweriin oikealla, jossa yksityiskohtainen konfigurointi ja monitorointi tapahtuu. 
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Kuva 7. CATVisor Commander ja HDO921-laitteen Viewer. 
Jos Viewer ID:tä ei ole, avaa Commander niin kutsutun general Viewerin. General Vie-
wer näyttää käyttäjälle laitteen perustiedot, ja jos laite on gateway-laite, niin general 
Viewer näyttää myös laitteen takana olevien muiden laitteiden IP-osoitteet. Laitteen 
konfigurointi ja yksityiskohtainen monitorointi ei ole kuitenkaan mahdollista, koska ge-
neral Viewer ei tiedä, mikä laite on kyseessä. 
3.2 Pakettien tulkitseminen 
Simulaattorin kehitystyössä eräs olennaisimmista osista oli oikeiden laitteiden, simuloi-
tujen laitteiden sekä Commanderin lähettämien pakettien lukeminen ja tulkitseminen. 
Kehitystyön alkupuolella oli tärkeää nähdä, millaisia paketteja Commander ja laitteet 
ylipäätänsä lähettivät. Commanderissa on sisäänrakennettuna pakettimonitori, jolla 
viestiliikennettä voi seurata. Paketeista on poistettu kaikki epäoleellinen, jolloin jäljelle 
jää pelkästään EMS-viestin sisältö. Varsinainen data on esitetty pelkkinä heksalukuina, 
mikä teki viestien tulkitsemisesta hankalaa. Tästä syystä päätin tehdä simulaattoriin 
oman pakettimonitorin, joka tunnistaa joitakin osia viestistä ja tulostaa niitä vastaavat 
tekstimuotoiset esitykset. Kuvissa 8 ja 9 on nähtävissä pakettimonitorien ero.  
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Kuva 8. Ote Commanderin pakettimonitorista. 
Commanderin pakettimonitorissa EMS-kehys on erotettu datasta, mutta viestit ovat 
muuten pelkkiä heksalukujonoja. 
 
Kuva 9. Ote simulaattorin tulkitsemista paketeista. 
Simulaattorin tulostamat viestit ovat TSEMP-protokollaa tuntemattomalle edelleen kryp-
tisen näköisiä, mutta protokollaa tuntevien henkilöiden on huomattavasti helpompi lu-
kea simulaattorin tulkitsemia paketteja. 
Pakettimonitoria käytettiin aluksi pelkästään TSEMP-protokollan opiskeluun, mutta 
myöhemmin siitä tuli korvaamaton työkalu simulaattorin ominaisuuksien testaamisessa 
ja bugien etsimisessä. Hyvin usein uuden viestin tukemisen ohjelmoinnin jälkeen jokin 
osa viestistä ei toiminut, jolloin pakettimonitorilla oli helppo tarkistaa missä kohtaa viesti 
ei ole viestispesifikaation mukainen. 
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Ohjelmoitaessa verkkosimulointia ja gateway-laiteosuutta Commanderin sekä itse oh-
jelmoimani pakettimonitori ei kuitenkaan aina riittänyt. Joskus viestit eivät menneet 
ollenkaan oikeaan IP-osoitteeseen, tai yhteys oli reititetty väärin, jolloin viestit eivät 
päässeet koskaan perille asti. Ongelmaan haettiin apua Wiresharkista. Wireshark on 
verkon analysointiohjelma (Wireshark 2016). Sillä voidaan tutkia verkossa liikkuvia pa-
ketteja ja niiden sisältöjä. Simulaattorin kehitystyölle oleellista oli kuitenkin Wiresharkin 
kyky nähdä jokaisen paketin lähettäjän ja vastaanottajan IP-osoite. 
3.3 Ohjelmointiympäristö 
Simulaattori toteutettiin C-kielellä. C:llä ohjelmointi on hyvin laiteläheistä verrattuna 
muihin yleisimpiin ohjelmointikieliin, minkä ansiosta simulaattori on todella kevyt ja pys-
tyy simuloimaan kymmeniä laitteita kerralla jopa Raspberry Pinkin päällä. 
Alkuvaiheessa ongelmana oli se, että lähdekoodi piti joka kerta siirtää Raspberry Pille, 
ja vasta sitten kääntää ja ajaa ohjelma. Ongelman korjaamiseksi toiminto piti automati-
soida jotenkin. Päädyin käyttämään NetBeans ohjelmointiympäristöä. NetBeans on 
pääasiassa Java-ohjelmointiin tarkoitettu työkalu, mutta siinä on myös tuki C:lle (Net-
Beans 2016). Simulaattorin kannalta tärkein ominaisuus oli kuitenkin projektin etäkään-
täminen ja sen helppo konfiguroiminen. Projekti voitiin konfiguroida niin, että kääntö-
vaiheessa kaikki projektiin kuuluvat tiedostot kopioitiin Raspberry Pille ja kääntäminen 
suoritettiin Raspberry Pissä. 
Alkuperäinen idea oli ohjelmoida simulaattori pelkästään Raspberry Pille. Raspberry 
Pissä käytettiin Raspbian nimistä Linux-jakelua. Kehitystyössä käytetyssä PC:ssä oli 
käyttöjärjestelmänä Windows, joten koodia ei voinut kääntää suoraan PC:llä. Kehitys-
työ olisi ollut kuitenkin huomattavasti helpompaa, jos koodin olisi voinut ajaa ja debug-
gaa samassa laitteessa kuin missä se kirjoitettiin. Niinpä mahdollisuutta kääntää koodi 
Windowsille lähdettiin tutkimaan. Koska koodin kirjoittamisessa oli alusta asti painotettu 
alustariippumattomuutta, koodissa oli vain kaksi moduulia, jotka olivat alustariippuvai-
sia: verkkomoduuli ja yleisiä apumetodeja sisältävä moduuli. Koodia oli vain noin 300 
riviä ja siitäkin iso osa oli kopioitavissa suoraan, joten simulaattorista tehtiin Linux-
version rinnalle myös Windows-versio. 
Koska suurin osa testaamisesta pystyttiin toteuttamaan Windows-versiolla, ei NetBe-
ansia enää tarvittu. Molemmille versioille tehtiin yhteinen niin kutsuttu makefile, jolla 
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kuka tahansa voi helposti kääntää simulaattorin kummalle alustalle tahansa. Näin Te-
leste pystyy myös itse jatkokehittämään simulaattoria helposti, koska makefile sisältää 
yleiset ohjeet ohjelman kääntämiselle, eikä se ole riippuvainen kehitysympäristöstä. 
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4 TYÖN TOTEUTUS 
4.1 Simulaattorin ohjaus 
4.1.1 Notes-kenttä 
Simulaattorin ohjelmoinnin alkuvaiheessa simulaattorin ohjaus toteutettiin Notes-kentän 
avulla. Notes-kenttä on laitteen muistiin tallennettava teksti, johon voi kirjoittaa esimer-
kiksi tietoja laitteen sijainnista ja käyttötarkoituksesta. Simuloitavilla laitteilla ei juurikaan 
ole tarvetta muistiinpanoille, joten Notes-kenttää käytettiin lähettämään komentoja si-
mulaattorille kuvan 10 mukaisesti. 
 
Kuva 10. Komentojen syöttö Notes-kenttään. 
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Komento kirjoitettiin tekstilaatikkoon, ja Apply-nappulaa painamalla Viewer päivitti No-
tes-kentän simuloitavalle laitteelle. Kun simulaattori havaitsi, että Notes-kenttään kirjoi-
tettiin, prosessoi se komennon ja tyhjensi Notes-kentän. Mikäli komento oli virheellinen 
tai se oli kyselytyyppinen, päivitti simulaattori Notes-kenttään vastaustekstin. Viewer 
kysyy Notes-kentän sisältöä heti uudelleen laitteelta, kun se on päivitetty, joten vas-
tausteksti tuli heti näkyviin käyttäjälle. 
Notes-kentän käytöstä komentokehotteena nousi kuitenkin nopeasti esiin ongelmallisia 
seikkoja. Notes-kentän maksimikoko on 200 t:a (Teleste 2016a), joten pitkät vastaus-
viestit eivät mahtuneet kenttään. Tämä tuli ongelmaksi etenkin taulukoiden arvojen 
palautuksessa. Notes-kentän käyttö komentojen lähetykseen oli myös hankalaa. Jokai-
sen komennon jälkeen piti painaa erikseen Apply-nappulaa, minkä jälkeen tekstilaatik-
ko piti taas aktivoida, jotta siihen voi kirjoittaa. Lisäksi Notes-kenttä ei muista vanhoja 
lähetettyjä komentoja, mikä on yksi perinteisen komentokehotteen hyödyllisimmistä 
ominaisuuksista. Lisäksi olisi myös ollut mukava vapauttaa Notes-käyttö muistiinpanoil-
le, jos niitä kuitenkin joskus tarvittaisiin. 
4.1.2 Etäkomentokehote 
Edellä mainituista syistä simulaattorin rinnalla alettiin kehittämään etäkomentokehote-
työkalua. Etäkomentokehote on hyvin yksinkertainen, mutta se sisältää kuitenkin kaikki 
perusominaisuudet joita komentokehotteelta yleensä tarvitaan. Etäkomentokehote on 
konsolipohjainen Windows-ohjelma, ja se toimii hyvin samankaltaisesti kuin Windowsin 
oma komentokehote. Koska ohjelma on suunniteltu etäkäyttöä varten, kysytään ohjel-
man käynnistyttyä käyttäjältä heti IP-osoite, johon komennot lähetetään. Kun IP-osoite 
on syötetty, voidaan komentoja aloittaa lähettämään simulaattorille kuvan 11 mukaises-
ti. 
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Kuva 11. Etäkomentokehote johon syötetty muutamia komentoja. 
Ylä- ja alanuolinäppäimillä voidaan selata lähetettyjen komentojen historiaa, kuten 
Windowsin komentokehotteessa. Taulukossa 2 on kuvattu joitakin tärkeimmistä ko-
mennoista. 
Taulukko 2. Tärkeimmät etäkomentokehotteen komennot ja niiden selitykset. 
Komento Selitys 
help Tulostaa kaikki käytettävissä olevat komennot 
ip Vaihtaa osoitetta, johon viestejä lähetetään 
load Vaihtaa simuloitavaa laitetta tai lataa uuden alilaitteen 
delete Poistaa alilaitteen 
set Asettaa laitteen eri arvoja ja ominaisuuksia 
get Kysyy laitteen eri arvoja ja ominaisuuksia 
flagtest Lipputesti. Asettaa kaikki laitteen liput päälle/pois 
 
Ainoastaan komennot ip ja exit on toteutettu etäkomentokehotteen koodissa. Muut ko-
mennot lähetetään merkkijonona simulaattorille, ja simulaattori hoitaa merkkijonon tul-
kitsemisen ja komennon prosessoinnin. 
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4.2 Laitteiden kuvaaminen 
Simulaattorin ohjelmoinnissa yksi ongelmakohdista oli se, miten yhdellä ohjelmalla voi-
daan matkia täysin erilaisten laitteiden toimintaa. Vaikka simulaattorin tarkoituksena ei 
ollutkaan simuloida laitteita täydellisesti, niin silti jopa saman tuoteperheen eri laitteiden 
välillä on sellaisia eroja, että ne pitää määritellä jotenkin. 
4.2.1 Dynamic Viewer ja JSON-tiedostot 
CATVisor Commanderille on kehitetty dynaamisen Viewerin prototyyppi, joka käyttää 
eri laitteiden kuvaamiseen JSON-tietorakenteella muodostettuja tiedostoja (Hosio 
2016, 25–26). Simulaattorin oli alun perin tarkoitus käyttää näitä samoja tiedostoja lait-
teiden kuvaamiseen. Dynaamisen Viewerin laitetiedostoista ei olisi kuitenkaan saanut 
simulaattorin käytettäväksi muuta kuin laitteen tukemat viestit, parametrit ja lippumääri-
telmät. Simulaattori tarvitsi runsaasti muutakin tietoa laitteesta, kuten hälytysten toimin-
ta, verkkomäärittelyt ja alilaitteet sekä sisäisten muuttujien toiminta. 
4.2.2 Laitekonfiguraatiotiedostot 
Simulaattorin laitteiden määritystiedostojen tekemiseen ei ainakaan alkuun olisi tehty 
minkäänlaista työkalua, eli tiedostot pitäisi kirjoittaa itse käsin tekstinkäsittelyohjelmalla. 
Tiedostojen pitäisi siis olla tarpeeksi yksinkertaisia ja selkeitä, jotta niitä voisi kirjoittaa 
vaivattomasti käsin. Paras ratkaisu oli tehdä simulaattorille oma tiedostoformaatti lait-
teiden kuvaamiseen. 
Simulaattorin laitekonfiguraatiotiedosto koostuu otsikoista ja niiden alla olevista kentis-
tä. Otsikot merkataan hakasulkeiden sisään. Kentillä on yleensä yksi tai useampi arvo. 
Arvot erotetaan kentän nimestä yhtäsuuruusmerkillä, ja jos kentällä on useampi kuin 
yksi arvo, niin arvot erotetaan toisistaan pilkulla. Ylimääräisiä välilyöntejä ja sarkaimia 
voi käyttää vapaasti ja isoja ja pieniä kirjaimia ei erotella. Kommentit kirjoitetaan //-
merkkien perään. 
Tiedoston alussa on määriteltävä konfiguraatiotiedoston versio Version-kentällä. Riip-
puen tehdyistä muutoksista simulaattori saattaa olla taaksepäin yhteensopiva eri konfi-
guraatiotiedostoversioiden kanssa, mutta vanhentunut simulaattori ei lue uudempia 
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konfiguraatiotiedostoja. Konfiguraatiossa ei periaatteessa tarvitse olla mitään muuta 
määriteltynä, mutta tyhjä laite ei myöskään tee mitään. 
Kuvassa 12 on esiteltynä osa testilaitteen määritelmistä, jolla simulaattoria testattiin. 
 
Kuva 12. Ote testilaitteen konfiguraatiotiedostosta. 
Suurimmalle osalle kentistä on omat säännöt, miten niiden arvot merkataan, mutta 
muiden kenttien arvot voi merkata joko tavallisella kymmenjärjestelmälukuna tai 0x-
etuliitteellä heksalukuna. 
Konfiguraatiotiedostot tallennetaan simulaattorin pääkansiossa sijaitsevaan devices-
kansioon. Konfiguraatiotiedostojen pääte on .cfg, mutta ladattaessa tiedostoa load-
komennolla komennon parametriksi annetaan tiedoston nimi ilman .cfg-päätettä. 
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5 SIMULAATTORIN TOIMINTA 
5.1 Yleiskatsaus 
Simulaattorin käynnistyessä etsitään simulaattoria ajavan tietokoneen kaikki verkkoliit-
tymät, joista voidaan vastaanottaa viestejä. Lisäksi simulaattori avaa itselleen käyt-
töönsä tarvittavat socketit. Kun verkkoyhteyksien alustus on suoritettu onnistuneesti, 
lataa simulaattori oletuslaitteen default.cfg ja asettaa sen simuloitavaksi laitteeksi. Ole-
tuslaitteessa ei ole juurikaan mitään toiminnallisuuksia, joten tässä vaiheessa käyttäjä 
lataa yleensä itse haluamansa laitteen etäkomentokehotteella. 
Simulaattorin perustoiminta on kuvattu tiivistettynä kuvassa 13. 
 
Kuva 13. Simulaattorin perustoiminta. 
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Simulaattori ei oikeastaan koskaan poikkea kuvassa määritellystä perustoiminnasta. 
Tätä silmukkaa suoritetaan taustalla aina. Suurin osa kaikesta ohjelman logiikasta on 
kuitenkin toteutettu viestien prosessoinnin yhteyteen. 
5.2 Verkkosimulointi 
Simulaattorin sisällä voidaan mistä tahansa laitteesta tehdä gateway-laite määrittele-
mällä laitteen gateway-portin IP-osoite. Tämän jälkeen laitteelle voidaan ladata uusia 
alilaitteita, jotka ovat automaattisesti yhdistetty määriteltyyn IP-osoitteeseen. Alilaite voi 
myös olla itse gateway-laite, jonka takana on lisää alilaitteita. Laitteita voi tällä tavalla 
ketjuttaa rajattomasti. Jos ketju katkaistaan jostakin kohtaa poistamalla laite delete-
komennolla, niin irralleen jäävät laitteet poistetaan myös automaattisesti. Gateway-
portin IP-osoite ja alilaitteet voidaan määritellä joko laitekonfiguraatiotiedostossa tai 
etäkomentokehotteessa. Netmask eli aliverkon peite on oletuksena 255.255.255.0, 
mutta sen voi vaihtaa myös joko laitekonfiguraatiotiedostossa tai etäkomentokehot-
teessa. 
Commander, Viewerit ja etäkomentokehote lähettävät alilaitteille osoitetut paketit suo-
raan alilaitteiden IP-osoitteisiin. Koska koko aliverkko on täysin simuloitu, ei näitä IP-
osoitteita ole oikeasti olemassa. Tästä syntyy ongelma, jossa verkon oikeat reitittimet ja 
kytkimet eivät osaa ohjata paketteja oikeaan suuntaan, koska IP-osoitteita ei ole oike-
asti varattu millekään laitteelle. Jos yhteyden välissä ei ole reititintä, niin ongelman saa 
kierrettyä Windowsissa route-komennolla, jolla voidaan reitittää tiettyyn osoitteeseen tai 
aliverkkoon lähtevät paketit toiseen osoitteeseen. Jos yhteyden välissä on reitittimiä, 
niin reititysmääritelmät täytyy tehdä reitittimiin. 
5.3 Laitteen sisäisen toiminnan simulointi 
Laitekonfiguraatiotiedostossa voidaan määritellä laitteelle erityyppisiä sisäisiä muuttu-
jia, joiden avulla on toteutettu laitteen sisäistä toimintaa. Laitteelle on määriteltävissä 
esimerkiksi raja-arvomuuttujia, jotka seuraavat jotakin toista muuttujaa ja nostavat 
määrätyn hälytyslipun ylös, jos seurattu muuttuja ylittää tai alittaa raja-arvon. Muuttu-
jien arvoja voidaan asettaa käsin etäkomentokehotteella, mutta muuttujat voidaan 
myös määrittää automaattisesti muuttuviksi. Vaihtoehtoina on esimerkiksi satunnaisesti 
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tietyltä väliltä arvoaan vaihtava muuttuja, tai tasaisesti kasvava/laskeva arvo, joka pyö-
rähtää ympäri määriteltyjen lukujen välillä. 
Simulaattori tukee myös täysin Viewereiden monitorointisivulla käytettäviä propertyja. 
Propertyt ovat samantyyppisiä kuin tavalliset raja-arvot, mutta niitä voi laitteen valmis-
taja säätää suoraan Viewereistä. Propertyja on kahta tyyppiä: analogiset propertyt ja 
diskreetit propertyt. Analogisissa propertyissa on 4 eri raja-arvoa: hihi, hi, lo ja lolo. 
Hihi- ja lolo-raja-arvot nostavat hälytyslipun, kun taas hi- ja lo-raja-arvot nostavat vain 
varoituslipun. Diskreeteissä propertyissa varsinainen arvo ei ole numero vaan jokin tila. 
Diskreetti property voi olla esimerkiksi varoitus siitä, että laitteen kansi on auki tai häly-
tys siitä, että laite on vikatilassa. Diskreeteissä propertyissa voidaan vaihtaa eri tilojen 
vakavuutta. Tila voi antaa joko hälytyksen, varoituksen, ilmoituksen tai tilan raportointi 
voidaan ottaa kokonaan pois päältä. 
Simulaattorissa on toteutettu myös joitakin Viewereissä näkyvien säätimien ja nappu-
loiden toimintoja. Esimerkiksi steppisäätimet toimivat niin, että Viewerin painikkeilla 
jotakin arvoa vaihdetaan yhden stepin verran. Stepin koko saattaa myöskin olla Vie-
werissä säädettävissä. Arvon kasvatus ja pienennys hoidetaan kuitenkin kokonaan 
laitteessa, ja Viewer lähinnä kirjoittaa laitteen parametriin 1 tai -1 riippuen kumpaan 
suuntaan arvoa halutaan muuttaa. Tämän jälkeen Viewer kysyy arvoa laitteelta uudes-
taan. Tämä toiminnallisuus toteutettiin simulaattoriin erityisellä cmdStep-muuttujalla. 
5.4 Virhetilanteiden simulointi 
Simulaattorilla voidaan myös simuloida tilanteita, joissa laite tai verkko ei toimi oikein. 
Tällä voidaan testata esimerkiksi miten CATVisor Commander tai Viewerit reagoivat 
virheellisiin viesteihin ja korjata bugeja, jotka pahimmassa tapauksessa kaatavat oh-
jelmiston. Virhetilanteiden simulointia ohjataan etäkomentokehotteella. Käytössä on 
seuraavat komennot: break, unbreak, packetloss, corruption ja errormode. 
Break-komento simuloi tilannetta, jossa laite hajoaa täysin, eikä enää vastaa viesteihin. 
Alilaitteet perivät tämän tilan emolaitteelta, eli jos emolaite hajoaa, niin sen takana ole-
vat alilaitteetkaan eivät enää vastaa viesteihin. Unbreak-komento palauttaa laitteen ja 
sen takana olevat alilaitteet takaisin toimiviksi. 
Packetloss-komennolla simuloidaan pakettihäviötä. Komennon parametrina määritel-
lään todennäköisyys jokaisen paketin häviämiselle. Pakettihäviö saattaa tapahtua lait-
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teen takana olevassa aliverkossa missä verkkosegmentissä tahansa. Jokainen alilaite 
perii siis emolaitteensa häviöprosentin ja kertoo sen omaan häviöprosenttiinsa. Jos siis 
sekä emolaitteen, että alilaitteen häviöprosentti olisi 50 %, niin alilaitteen todellinen 
todennäköisyys hävittää yksittäinen paketti on 75 %. 
Corruption-komento simuloi viestien korruptiota. Komennon parametri määrittelee to-
dennäköisyyden jokaisen bitin korruptoitumiselle EMS-viestissä. EMS-viestin kehystä 
ja muita protokollakehyksiä ei korruptoida. Korruptioprosentti periytyy samalla tavoin 
kuin packetloss-komennossa. Jos bitti korruptoituu, sen arvo on 50 %:n todennäköi-
syydellä 0 ja 50 %:n todennäköisyydellä 1. 
Errormode-komento simuloi laitteessa virhetilaa, jossa se vastaa jokaiseen viestiin vir-
heviestillä. Virhetila ei periydy alilaitteisiin, eli virhetilassa oleva gateway-laite reitittää 
silti paketit normaalisti. 
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6 LOPUKSI 
Kehitystyön lopputuloksena syntyi toimiva simulaattori Linux-pohjaisena Raspberry 
Pille sekä hieman alkuperäisestä suunnitelmasta poiketen myös Windows-PC:lle. Ai-
kaa simulaattorin testaamiselle jäi hyvin, mikä auttoi saamaan lopullisesta v1.0 julkai-
susta mahdollisimman virheettömän. Täysin virheetön simulaattori ei varmasti kuiten-
kaan ole, ja jatkokehitystä tullaan luultavasti vielä tekemään simulaattoriin. 
Simulaattoriin toteutettiin tuki vain kouralliselle yleisimmin käytetyistä TSEMP-
protokollan viesteistä. Simulaattorin ohjelmakoodi suunniteltiin niin, että uusia viestejä 
on helppo lisätä simulaattoriin. Jokaiselle viestityypille on oma moduulinsa, johon voi 
lisätä uusien viestien toteutuksia. Toteutuksen kirjoittamisen jälkeen pitää enää vain 
rekisteröidä viestin nimi viestimoduulissa. 
Uusien tuoteperheiden ja niihin liittyvien viestien tuen lisääminen onnistuu lähes samal-
la periaatteella. Eri tuoteperheiden toteutuksia tehtiin vain 2, eli tässäkin olisi yksi po-
tentiaalinen jatkokehityksen kohde. 
Kaikkia laitekonfiguraatiotiedostossa määriteltäviä asioita ei pysty ajon aikana muutta-
maan etäkomentokehotteella. Tärkeimmät ominaisuudet toteutettiin niin, että niitä pys-
tyy muuttamaan myös etäkomentokehotteesta, mutta ei kaikkia. Lisäksi tuki tallentaa 
lennossa tehdyt muutokset uuteen laitekonfiguraatiotiedostoon saattaisi osoittautua 
hyödylliseksi. 
Tällä hetkellä simulaattori kommunikoi pelkästään IP-verkon yli. Ohjelmakoodin raken-
ne on sellainen, että pienillä muutoksilla voitaisiin helposti lähettää ja vastaanottaa 
viestejä myös muilla tavoilla, kuten esimerkiksi sarjakaapelin yli. 
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