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Práce popisuje moderní webový skriptovací jazyk PHP, databázi MySQL a 
podrobně vysvětluje funkčnost návrhového vzoru Model-View-Controller, který 
je vhodný pro užití při programování databázově orientované aplikace. Na 
základě rozebraných teoretických poznatků je potom pomocí PHP a MySQL 












Bachelor thesis describes modern web scripting language PHP, MySQL 
database and very closely describest functionality of Model-View-Controller 
design pattern, which is useful for use in programming database-oriented 
aplications. On the basis of described theoretics findings is build a library in 
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Cílem bakalářské práce je sestavit knihovnu, která by představovala část Model 
návrhového vzoru Model-View-Controller(MVC) pro komunikaci s databází a 
zároveň představit programovací jazyk PHP a databázový stroj MySQL, jako 
vynikající řešení pro psaní dynamických webových aplikací, ve kterém knihovnu 
vypracuji. Knihovna by měla obsahovat základní, avšak i rozšířené funkce ke 
zpracování dat přenášených formuláři, adresou či pomocí uživatelské interakce , 
ale hlavně by měla programátorovi usnadnit vývoj databázově orientovaných 
aplikací. 
PHP se během několika let stalo díky své jednoduchosti a otevřenosti vedoucím 
jazykem pro vývoj dynamických webových aplikací a designerovi nabízí spoustu 
možností, jak danou úlohu či program vyřešit.  
V této bakalářské práci se zaměřím na objektově orientované 
programování(OOP) v PHP, díky jemuž navrhnu univerzální knihovnu, která 
bude uživateli poskytovat dostatečný komfort, bezpečnost a rozšiřitelnost při 
užití pro aplikace komunikující s databázemi. 
Součástí bakalářské práce je jednak celý zdrojový kód knihovny, stejně tak i 
návod k užití knihovny s doplňujícími informacemi o použití a funkčnosti 
knihovny. Dále jsou potom čtenáři nabídnuty příklady zdrojových kódů pro 
zefektivnění práce s jednotlivými metodami knihovny a pro porovnání 
efektivnosti práce v objektově orientované knihovně demonstruji ukázku kódu 














1 Rozbor užitých programovacích jazyků 
Rozvoj a rozmanitost webových aplikací na Internetu v posledních několika 
letech naprosto expandoval. Denně se miliardy lidí připojují k  Internetu a 
prohlédnou nesčetný počet webových stránek. Avšak ne každý z uživatelů ví, 
jaké úsilí stojí za vytvořením nejrůznějších portálů, blogů, sociálních webů a 
dalších aplikací. Pro vývoj Internetových aplikací si můžeme vybrat z opravdu 
velice širokého počtu programovacích a skriptovacích jazyků a nelze říci, že 
jeden je lepší než druhý. Hlubší rozbor použití jednotlivých jazyků najdeme 
v literatuře [8]. Ve své bakalářské práci se podrobně zaměřím na jazyk PHP, 
jakožto jeden z nejpopulárnějších a statisticky nejrozšířenějších jazyků pro 
tvorbu dynamických webových stránek a databázi MySQL, jako oblíbený 
databázový stroj založený na SQL dotazech. 
 
 
1.1 Jazyk PHP pro tvorbu dynamických aplikací 
PHP patří mezi skriptovací jazyky, které umožňují práci s daty, jejich zpracování 
a generování. Avšak potřeba tvorby dynamických stránek, ve smyslu blikajících 
obrázků, či efektních rozbalovacích menu stránek, vede na použití jiných 
skriptovacích jazyků, jako je Java nebo oblíbený JavaScript.  
Počátky vzniku PHP se datují na rok 1995, kdy Rasmus Lerdorf vyvinul pro své 
potřeby skript Perl/CGI, který umožňoval zjistit, kolik návštěvníků se aktuálně 
nacházelo na jeho stránkách a protokoloval informace o návštěvníkovi. Žádost 
o tento skript byla více než obrovská, proto Lerdorf začal vydávat svou sadu 
nástrojů, kterou pojmenoval PHP (tehdy ještě zkratka znamenala Personal 
Home Page). 
Obrovský zájem o tyto nástroje vedl k tomu, že Lerdorf vyvíjel jednotlivé 
dodatky k PHP, avšak opustil vývoj v jazyku Perl a pokračoval ve vývoji v C. 
Průběžným přidáváním dodatků vznikla v roce 1997 ucelená forma PHP, 
nazvaná PHP-FI (Personal Home Page Form Interpreter), který obsahoval 
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nejdůležitější modul pro převod dat z HTML formuláře do symbolických 
proměnných, které uživatelé mohli přenášet na různých systémech. 
Od roku 1997 se na vývoji PHP začaly angažovat stovky programátorů z celého 
světa a v roce 1998 bylo oficiálně uvedeno PHP 3 (tentokrát už jako Hypertext 
Preprocessor). Tehdy se začaly objevovat první internetové servery s přímou 
podporou PHP 3. Osvojení základů tohoto jazyka nebylo těžké a tak se PHP 
stalo nejpoužívanějším webovským skriptovacím jazykem a hlavní iniciativu nad 
ním převzali Zeev Suraski a Andi Gutmans, kteří kompletně upravili parser PHP 
což vedlo k vydání nového PHP verze 4. 
PHP 4 přineslo do světa skriptovacích jazyků nepřeberné množství funkcí a 
rozšíření, jako je podpora šifrování, podpora zpracování sezení, podpora 
objektově orientovaného programování a mnoho dalšího a už po několika 
měsících po oficiálním vydání jazyku odhadovala společnost Netcraft, že PHP 4 
je provozováno na více než 3,6 miliónech doménách. 
Přišel rok 2005 a s ním i vydání nové verze PHP 5. S touto verzí přišlo 
zdokonalení objektově orientovaného programování, zpracování výjimek, 
zdokonalené zpracování řetězců a mnoho dalšího. Internetové agentury v tomto 
roce odhadovaly, že počet serverů s přímou podporou PHP bylo více než 15 
milionů. Podrobnostmi o jednotlivých verzích PHP se zabývá [1]. 
V současné době je téměř nemožné najít webhostingový server bez podpory 
PHP alespoň verze 4, která patří díky své dlouhodobé podpoře, stabilitě a 
kompletní dokumentaci k nejpoužívanějším verzím PHP a skriptovacím jazykům 
vůbec. 
Důležitými vlastnostmi PHP je, že již od počátku byl vyvíjen pod open-source 
licencí a je platformově nezávislý. Programátoři už dlouhá léta oceňují 
jednoduchost, stabilitu a hlavně rozsáhlé množství knihoven, které na jedné 
straně tento skriptovací jazyk rozšiřují a dovolují pomocí PHP vytvořit komplexní 
administrační systémy, dynamicky zpracovávané webové stránky či rozsáhlé 
databázové aplikace a na druhé straně umožní programátorovi zvolit si vlastní 
styl programování s využitím mnoha knihoven a protokolů. 
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Významnou odlišností PHP od programovacích jazyků jako C, Visual Basic, 
nebo C++ je, že nemusíme předem deklarovat proměnné, natož uvádět jejich 
datový typ, protože se nadeklarují samy při běhu skriptu. V některých 
případech, jako je třeba zpracování dat zadaných uživatelem, je však vhodné 
uvést datový typ ve skriptu, kde by mohlo dojít k nefunkčnosti, erroru, 
v nejhorším případě spadnutí serveru. Je třeba také dodat, že skripty PHP jsou 
zpracovávány na straně serveru a uživateli je předán pouze výsledek jejich 
činnosti (viz obr. 1). 
 
Obr. 1: Ukázka zpracování uživatelského dotazu(otevření internetové stránky 
s PHP kódem) 
 
 
1.2 Databázový stroj MySQL 
Užití libovolného databázového stroje při návrhu složitějších i jednodušších 
webových systémů přináší obrovskou úsporu nejenom při programování či 
zpracování samostatných dat, ale i jako úspora systémových prostředků na 
straně serveru. 
Kořeny MySQL sahají do roku 1979, kdy Michael Widenius vytvořil pro 
švédskou firmu TcX databázový nástroj UNIREG. Kolem roku 1994, v roce 
internetového boomu, se TcX začala poohlížet po SQL serveru, který by 
uspokojil nároky na databázi webových aplikací. Při analýze konkurenčních 
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aplikací však žádný databázový server nesplňoval nároky, jaké kladli na 
databázi v TcX, proto se Michael Wildenius rozhodl pro napsání vlastního 
webového serveru na bázi mSQL, ze kterého čerpal nápady a vzniklo MySQL, 
které však bylo určeno pouze pro potřeby TcX. 
V roce 1995 začal být vyvíjen na firmu TcX nátlak, aby vydala MySQL na 
internetu. A tak byla v roce 1996 vypuštěna první verze MySQL 3.11.1 pro 
Linux a Solaris. Současně byla zformována společnost MySQL AB za účelem 
nabízení odborné a výukové služby.  
V roce 2003 bylo oficiálně vydáno MySQL 4.0, který znamenalo předěl v historii 
tohoto softwaru. Tato verze totiž přinesla několik nových vlastností, které byly u 
konkurenčních databázových produktů samozřejmostí. Z výčtu nových 
vlastností můžeme jmenovat třeba skladování dotazů, zabezpečené připojení 
přes SSL, či poddotazy. 
Začátkem roku 2004 se objevuje alfa verze MySQL 5. U této verze je již citelný 
vliv firmy MySQL AB a z MySQL se stává nejen populární databázový server 
pro webové prezentace, ale také mocný nástroj serverů největších korporací.  
Od roku 1996 se MySQL stalo jednou z nejpoužívanějších databází, i když její 
možnosti nejsou tak doceňovány jako rychlost, škálovatelnost, cachování 
dotazů, fulltextové indexování a vyhledávání a mnoho dalších vlastností, které 
programátorům zjednoduší práci při návrhu a sníží vytížení databáze.  
Mezi nejvýznamnější uživatele MySQL databází patří Yahoo!, NASA, Google, 
Sun  Microsystems a další firmy a korporace po celém světě. 
Původní MySQL server byl tvořen přikazovou řádkou a softwarem. Avšak pro 
rozšíření této databáze pro web je potřeba vlastnit vizuální prostředí pro 
kompletní správu. Proto můžeme na internetu najít spoustu freewareového 
software (PHPTriad, EasyPHP, Vertrigo), které kombinují PHP, MySQL a pro 
správu databáze užívají PHPMyAdmin(viz obr. 2). Historií a použitelností se 



















2 Návrhový vzor Model-View-Controller 
 
2.1 Vysvětlení návrhového vzoru 
Software se mění. Tuto větu má každý den na mysli každý vývojář. Laikovi se 
může zdát, že psaní programů je jen jednoduchou každodenní rutinou. Avšak 
v tomhle se velice mýlí.  
Úkolem softwareového vývojáře je, aby dokázal navrhnout kód, který bude 
jednak přehledný a jednak jednoduchý na úpravu. K takovému návrhu je 
bezprostředně potřebné využít právě návrhových vzorů(design patterns), které 
jsou obecně označovány jako bohatství kolektivního myšlení a zkušeností, 
protože do světa vývoje software přinesly naprosto převratné postupy ve vývoji 
aplikací. Přítomnost návrhového vzoru je zárukou, že systémy na něm 
postavené budou pružné a budou umožňovat reagovat na změnu. 
Obecně můžeme říci, že návrhové vzory představují obecný popis řešených 
problémů. Omezíme-li se na design software, budou představovat popis 
komunikace a řešení složitějších problémů, které se často opakují. 
Poprvé se o řešení pomocí návrhových vzorů zmiňuje ve své publikaci Alex64 
Christopher Alexander, kde poukazuje na určité problémy, které jsou řešeny 




2.2 Základní rozdělení návrhových vzorů 
Během vývoje byly stanoveny 3 základní skupiny návrhových vzorů. A to 
creational pattern(vytvářející vzor), structural pattern(strukturální vzor) a 
behavioral pattern(vzor chování). 
 
Creational patterns řeší problémy související s vytvářením objektů v systému. 
Snahou těchto návrhových vzorů je popsat postup výběru třídy nového objektu 
a zajištění správného počtu těchto objektů. Většinou se jedná o dynamická 
rozhodnutí učiněná za běhu programu. 
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Structural patterns představují skupinu návrhových vzorů zaměřujících se na 
možnosti uspořádání jednotlivých tříd nebo komponent v systému. Snahou je 
zpřehlednit systém a využít možností strukturalizace kódu. 
 
Behavioral patterns se zajímají o chování systému. Mohou být založeny na 




2.3 Problematika dynamičnosti webu 
Účelem mnoha systémů je, aby pro uživatele získávaly z datového uložiště data 
a zobrazovaly je uživateli. Po tom, co uživatel požadovaná data změní nebo 
prohlédne, jsou opět uložena do paměti, popř. zahozena. Jelikož je klíčem tok 
dat mezi datovým uložištěm a uživatelským rozhraním, mohli bychom inklinovat 
k tomu, abychom spojili tyto dvě úlohy do jedné, čímž bychom dosáhli 
zmenšení programového kódu a vylepšili vlastnosti programu. Avšak zde 
narážíme na základní problém, kterým je fakt, že uživatelské rozhraní má 
tendenci se měnit častěji než datové uložiště. A zde vyvstává myšlenka: Jak 
modularizovat uživatelské rozhraní webové aplikace, abychom mohli jednoduše 
měnit jednotlivé části? 
Podíváme-li se na webové aplikace, můžeme zcela jistě říci, že se mění daleko 
častěji, než třeba klasický desktopový software. Hlavní výhodou u webových 
aplikací je, že můžeme změnit vzhled, funkčnost a informativní charakter, aniž 
bychom je museli pro uživatele oficiálně vydat, na rozdíl od klasických aplikací. 
Jestliže kód pro prezentaci dat a řídící logika(algoritmy pro získání dat 
z datového uložiště) jsou spolu v jednom objektu, budeme muset modifikovat 
objekt řídící logiky pokaždé, kdy změníme uživatelské rozhraní.  
V některých případech, kdy máme rozšířenější aplikaci, která umožní 
zobrazovat data více způsoby a více uživatelům současně, musí být aplikace 
schopná reagovat na změnu dat jednoho uživatele změnou dat u všech 
ostatních uživatelů automaticky. 
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Zaměříme-li se na internetové stránky, uživatelskou aktivitu zde můžeme 
rozdělit na dvě části: zobrazení a aktualizace dat. Prezentační část má za úkol 
získávat data z datového uložiště, formátovat je a odesílat na výstup. Jakmile 
uživatel vyvolá nějakou aktivitu, která vyžaduje aktualizaci dat, je povolán 
aktualizační blok, který povolá řídící logiku, aby obnovila data. 
Uživatelské rozhraní je v tomto případě nejvíce závislé na použitém přístroji. 
Kdybychom optimalizovali webovou aplikaci pro desktopové počítače, určitě  by 
se nám nelíbil vzhled webu při prohlížení na PDA. A museli bychom změnit 
velkou část kódu pro prezentaci dat, aby se web zobrazoval podle potřeb, 
avšak řídící logika zůstane stále stejná. 
Řešením takového problému je návrhový vzor MVC(Model-View-Controller). 
 
 
2.4 Návrhový vzor Model-View-Controller 
Model MVC rozprostírá problém do 3 nezávislých tříd, nebo také vrstev, které 
zpracovávají uživatelovu interakci a reagují na ni. Základní schéma návrhového 
modelu MVC je na obrázku 3. 
 
Model odpovídá za chování a za data z aplikační domény, odpovídá na 
požadavky o informace a za změnu stavu. 
 
View (zobrazení) odpovídá za zobrazení informací. 
 
Controller (kontrolér) interpretuje vstup od uživatele, informuje model a/nebo 
zobrazení o patřičné změně. 
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Obr. 3: Struktůra tříd modelu MVC 
 
Je důležité poznamenat, že kontrolér a zobrazení jsou závislé na modelu, avšak 
model není závislý na ničem. Což je velikou výhodou, protože takhle může být 
model sestaven a testován bez závislosti na grafickém výstupu. Model-View-
Controller je vzor, u kterého můžeme oddělit logiku uživatelského rozhraní a 
řídící logiku, čehož můžeme u webových aplikací hojně využít. Bohužel na 
druhé straně je často jeho funkčnost špatně interpretována a bloku kontrolér je 
přidělována hlavní funkčnost. Naštěstí jeho užití při programování webových 
aplikací vedlo k rozřešení této špatné interpretace, protože oddělení zobrazení 
a kontroléru je zřejmé. 
 
2.5 Typy MVC modelů 
Model-View-Controller byl poprvé užit u programovacího jazyku SmallTalk-80, 
jehož autorem je Steve Burbeck, který popsal dva základní typy modelu MVC, a 
to aktivní a pasivní model. 
 
Pasivní model je užit, když kontrolér výhradně ovládá model. Kontrolér 
modifikuje model a potom informuje zobrazení o tom, že se změnil model, tak 
aby si načetlo z modelu data. V tomto případě je model zcela nezávislý na 
kontroléru a zobrazení, proto zde není důvod, aby model posílal informace o 
svém modifikování. Není zde žádný jiný způsob, abychom asynchronně 
v prohlížeči získali aktualizovaná data. Prohlížeč zobrazí stránku jako odpověď 
na uživatelský vstup, avšak nedetekuje žádné změny v datech na serveru. 
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Pouze když je explicitně uživatelem vykonáno obnovení stránky, tak se server 
dotáže na změny. Schéma pasivního modelu MVC viz. obr. 4. 
 
Aktivní model tento model se používá, když změna stavu modelu je vyvolána 
bez angažovanosti kontroléru. Tohle se může stát, když jiný zdroj mění data a 
změny musí být zaznamenány ve všech aktuálních zobrazeních. Příkladem 
takovéto aplikace může být akciový trh. V tomto případě se nám v návrhu objeví 
ještě jeden prvek, např. časovač, který po spuštění modelem při získání dat 
informuje jak kontrolér, tak zobrazení, aby si načetly data. Bohužel tak 
přicházíme o hlavní výhodu, kterou byla nezávislost. Použijeme-li místo 
časovače tzv. model pozorovatel, který má za úkol upozornit ostatní objekty o 
tom, že se změnil model. Navíc se nám při jeho použití obnoví modelová 
nezávislost. Schéma aktivního MVC modelu je na obr. 5. 
Kapitolu návrhových vzorů vice rozebírá [4]. 
 
 





Obr. 5: Chování aktivního modelu MVC 
 
 
2.6 Výhody a nevýhody MVC 
Mezi hlavní výhody modelu MVC bezesporu patří podpora více zobrazení, 
přizpůsobení se změnám, zlepšení komunikace, zapouzdřenost a 
přenositelnost kódu, minimalizace duplicitního kódu, rozdělení zátěže 
jednotlivým prvkům modelu, vysoká komplexnost a znovupoužitelnost kódu.  
K hlavním nevýhodám se řadí vyšší složitost, nadbytečnost kódu. Alternativní 








3 Teoretický návrh knihovny 
 
3.1 Úvod do OOP v PHP 
Základem OOP v jakémkoli jazyku je třída, která zapouzdřuje celek funkcí a 
proměnných použitých v definované třídě. Třídu si můžeme představit třeba 
jako auto. Parametry tohoto auta, jako je objem motoru, barva nebo počet míst 
nazýváme vlastnostmi třídy. A činnosti, které je schopno auto vykonávat, jako 
třeba jízda vpřed, jízda vzad, nazýváme u třídy metodami. Dále potom třída 
může obsahovat 2 speciální metody, kterými je konstruktor a destruktor, kde 
konstruktor se spustí, jakmile vytvoříme instanci dané třídy a destruktor se 
spustí, jakmile se dokončí veškerý PHP kód. U příkladu na autě můžeme 
konstruktor přiblížit reakci auta na otočení klíčku v zapalování, kdy dojde 
k nastartování motoru, rozsvícení světel, často i k zapnutí rádia. Destruktor je 
v tomto případě opak konstruktoru, tudíž otočení klíčkem na druhou stranu.  
Dále je třeba připomenout, že metody a vlastnosti mohou mít být několika typů 
a to podle toho, jak s nimi bude nakládáno. Mezi nejpoužívanější patří public a 
private, dalšími typy však v práci nejsou použity a jejich vysvětlením se zde 
nebudu zabývat. Public tvoří skupinu veřejně přístupných vlastností a metod, 
kterou by v našem příkladu o automobilu mohl být volant. Uživatel auta jej může 
ovládat a pomocí jeho natočení mění jeho vlastnosti. Naopak metoda, kterou 
může být jízda, ovládá volant jako reakci na nerovnost silnice. Private je 
skupinou chráněných proměnných a metod, do kterých mají možnost přistoupit 
či změnit pouze metody definované uvnitř třídy. Příkladem by mohl být u 
našeho modelu stav pohonných hmot. Jako uživatel nejsme schopni jej nijak 
ovlivnit, pouze jej můžeme ovlivnit metodou jízda autem a nebo natankování 








Příklad definice třídy, deklarace vlastností a metod v PHP: 
<?   /*uvození kódu PHP*/ 
class auto  /*definice třídy auto*/ 
{ 
public $volant; /*definice veřejné vlastnosti volant*/ 
public $typ_svetel; 
private $pohonne_hmoty; /*definice soukromé vlastnosti 
pohonne_hmoty*/ 
public function __construc() /*definice konstruktoru*/ 
{ 
$this->rozsvit_svetla(); /*pomocí konstrukce $this-> se 
odkazujeme ve třídě na metody*/ 
 $this->zapni_autoradio();     
} 
public function rozsvit_svetla() /*definice veřejné metody 
rozsvit_svetla*/ 
 { 
 /*kod pro rozsviceni svetel*/ 
} 
private function zapni_autoradio() /*definice soukromé metody  
{     zapni_autoradio*/ 
/*kod pro zapnuti svetel*/ 
} 
} 
?>      /*ukončení kódu PHP*/ 
 
 
3.2 Užití OOP při tvorbě knihovny 
Výše rozebraných výhod objektově orientovaného programování zcela užijeme 
při návrhu knihovny, čímž zautomatizujeme spoustu důležitých funkcí a uživateli 
tak ubude několik starostí o zachování chodu celé knihovny. 
Zamyslím-li se nad funkcí knihovny, bude muset umět několik základních 
činností: připojit se k databázovému stroji, vybrat databázi, nastavit správný 
jazyk pro interpretaci dat, vkládat do databáze informace, číst z databáze 
požadovaná data, modifikovat určité záznamy a zase připojení k databázi 
uzavřít. Přičemž navázání spojení, výběr databáze a nastavení jazyku je kód, 
který se bude provádět vždy, když budu chtít využít tuto knihovnu, takže 
 21 
všechny tyto činnosti můžu zahrnout do konstrukoru, čímž si zaručím, že po 
založení instance knihovny se již o zřízení spojení nebudu muset starat. Na 
druhou stranu uzavření spojení s databází je krok, který je vhodné provést vždy 
po skončení veškeré komunikace s databází, takže kód pro uzavření je vhodné 
umístit do destruktoru, který se o ukončení spojení bezpečně postará. 
Další metody, které budou zpracovávat data, budou již pracovat s konkrétní 
databází a tabulkou, kde název databáze bude pevně dán a název tabulky se 
bude přenášet jako parametr při zakládání instance třídy. Samozřejmě jsou 
parametry programu nastaveny tak, aby bylo možné jednoduchou úpravou kódu 
zvolit i databázi při zakládání instance třídy. Iinformace o alternativním vývoji 
velkých databázových systémů můžeme získat v literatuře [9]. 
 
 
3.3 Použití systémových katalogů 
Systémové katalogy jsou vynikající vlastností databáze MySQL, která sdružuje 
informace o struktůře databází a tabulek a pomocí SQL jazyku se na tyto 
strukturní data můžeme dotazovat a jednoduše si tak zjišťovat informace, 
zejména tedy názvy, o jednotlivých sloupcích tabulky. Bez systémových 
katalogů by bylo téměř nemožné napsat takovou dynamickou aplikaci, jakou 
Model návrhového vzoru MVC je. Navíc nemusíme informace ze systémových 
katalogů uživat jen k tomu, abchom získali informace o sloupcích tabulky, ale 
také je můžeme užít pro zpětnou kontrolu dat, kdy zapisujeme data do 
databáze, abychom udrželi správnou integritu dat. Více o systémových 
katalozích můžeme získat v [2]. 
Bez systémových katalogů by bylo téměř nemožné tuto knihovnu napsat, 
protože bychom museli buď předem znát celou struktůru tabulky, nebo si vést 
údaje o dynamicky založených proměnných, které bychom přiřazovali 
jednotlivým sloupcům tabulky. Avšak tyto dvě metody by byly velice omezené a 






3.4 Dynamické zakládání proměnných 
Důležitou vlastností jazyka PHP je, že patří mezi interpretované skriptovací 
jazyky, což znamená, že jednak nemusíme definovat typ proměnné při jejím 
založení a ani se o typ nijak dál starat, protože všechno za nás dělá prostředí 
samo. Avšak kromě automatické definice typu proměnných nám PHP umožňuje 
definovat proměnné přímo za běhu skriptu, čehož můžeme velice dobře využít 
při návrhu knihovny, kdy bude vhodné, aby se názvy sloupců jednotlivých 
tabulek založily jako jednotlivé vlastnosti hlavní třídy a dále se tak s nimi i 
pracovalo. Tím si vytvořím jednotné pravidlo pro práci s datami tabulek.  
Funkci, kterou budu k dynamickému zakládání proměnných budu využívat, je 
funkce eval(). Podle oficiální dokumentace, viz. [3], můžeme vyčíst, že 
funkce eval vyhodnotí řetězec předaný pamametrem jako PHP kód a společně 
s dalšími funkcemi je vhodný pro ukládání názvů polí tabulek databáze k 
pozdějšímu spuštění. Takže její použití je opravdu na místě. 
 
Příklad užití funkce eval(): 
<?php 
$jmeno = 'Martin'; 
$prijmeni = 'Ondra'; 
$retezec = 'Moje jméno a příjmení je $jmeno $prijmeni.'; 
echo $retezec. "\n"; 
eval("\$retezec = \"$retezec\";"); 
echo $retezec. "\n"; 
?>  
 
Spustíme-li takovýto kód, dostaneme 2 výpisy díky výstupním funkcím echo() a 
to: 
 
Moje jméno a příjmení je $jmeno $prijmeni. 
Moje jméno a příjmení je Martin Ondra. 
 
Právě ono převedení proměnných v řetězci nám převede funkce eval(), která do 
předdefinované funkce uloží stejný řetězec, ale proměnné v tomto řetězci 
převede na jejich hodnoty. 
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Díky skvělým vlastnostem funkce eval() bude jednou z nejpoužívanějších 
funkcí v této knihovně vůbec. Na druhou stranu má však funkce eval() i špatné 
stránky a to, že vlastně spustí jakýkoli PHP kód. Tudíž je třeba brát v ohled, že 
data, se kterýma bude pracovat, musí být jednak zabezpečena proti útočníkovi, 
který by mohl v nezabezpečeném úseku zdrojového kódu spustit libovolný 
příkaz, který by mohl vést třeba i ke ztrátě dat z databáze. Více o funkci eval a 
jejích možnostech a použití se můžeme dočíst ve [3]. 
 
 
3.5 Databáze a jejich bezpečnost 
Jak jsem se již zmínil, bude celá tato knihovna založena na komunikaci 
s databází, avšak je třeba si uvědomit, že databáze není jen vynikající systém 
pro ukládání dat, ale při použití s PHP také potenciálně slabé místo pro znalého 
útočníka.  
V poslední době je nejvíce s nezabezpečenou databází spojen pojem PHP 
injekce, nebo také MySQL injekce. Můžeme říct, že PHP injekce je spjata se 
špatně zabezpečenou aplikací. Nejčastěji se takové místo objevuje ve 
vstupních formulářích, nebo v parametrech přenášených přes adresový řádek, 
kdy útočník vloží do adresového řádku, nebo do pole formuláře nebezpečný 
kód, který je pak zpracován v dotaze na databázi.  
 
Příklad SQL dotazu na databázi: 
 
„SELECT login,rodne_cislo FROM tabulka where heslo=’”.$_POST[‘heslo’] .”’; 
 
U tohoto příkladu uvažujeme, že hodnota heslo za klauzulí where, která nám 
vybírá  konkrétní záznam, je předána z formuláře, který vyplňuje uživatel. 
Budeme li uvažovat strukturu tabulky sestávající ze sloupců: id, jmeno, 
login, heslo, rodne_cislo, mohl by ve formuláři útočník zadat do pole 
hesla: ‘ OR ‘1’ , 
 
čímž by se kód interpretoval následovně: 
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„SELECT login,rodne_cislo FROM tabulka where heslo = ‘’ OR ‘1‘; 
 
Což znamená že vybereme řádky, kde je heslo prázdné, nebo pravda(1 se 
převede do Booleovy algebry), což je vždy, čímž bychom vybrali kompletně 
všechny řádky a útočníkovi bychom zpřístupnili rodná čísla všech uživatelů.  
Ochrana proti nebezpečné PHP injekci je přitom snadná a spočívá v jednak ve 
vstupní kontrole zadaných dat(kontrola zadaných znaků, délka zadaných 
řetězců, limitování možnosti použití znakové sady apod), dále potom užít funkci 
addslashes(), která je funkcí PHP, nebo funkce 
mysql_real_escape_string(), která je funkcí MySQL, k odstranění 
nebezpečných částí zadaných řetězců z formulářů či adresových řádků. 
 
Funkčnost funkcí addslashes() a mysql_real_escape_string(): 
<? 
Mysql_pconnect(„localhost“,“jmeno“,“heslo“); 
$promenna = „Martin’s drink“; 
$prom1 = addslashes($promenna).“\n“; 
$prom1 = mysql_real_escape_string($promenna).“\n“; 
?> 
 




Čímž jsme odstranili funkčnost jednoduché uvozovky, která ukončuje 
proměnnou za klauzulí where při použití v SQL dotazu. 
Druhým typem nebezpečnosti databáze má na vině programátor, který nemá 
dostatek znalostí o bezpečnosti a užije databázi nejen jako uložiště dat, ale také 
jako uložiště zdrojového kódu PHP. A jelikož data získaná z databáze je pouhý 
text a tak využije funkce eval(), popsanou v kapitole 3.4, aby mu textový 
nefunkční kód vybraný z databáze převedla na funkční PHP kód. Občas se tak 
dokonce stává i u veřejně dostupných stránek, jako jsou fóra nebo knihy 
návštěv, kde uživatel může přímo zadat libovolný kód ke spuštění.  
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Obranou proti špatně užitým funkcím, jako je výše zmíněný příklad, je 
rozvážnost a hlavně znalost použitelnosti jednotlivých funkcí, protože jak se 
říká: „Program dělá vždy to, co mu naprogramujeme a ne to, co chceme!“ 
Více o bezpečnosti databází se zabývá literatura [2]. 
 
 
3.6 Doplňkové funkce pro práci s databázemi 
Umět pracovat v PHP s databázemi je sice opravdu snadná a příjemná věc, 
protože programátorovi nabízí alternativní možnosti klasického programování 
jakkoli velkých aplikací. Avšak bychom si měli uvědomit, že práce s databázemi 
neznamená pouze odeslat požadavek na data a ty pak někam vypsat. Proto je 
vhodné do knihovny implementovat metody, které budou s daty dále pracovat, 
jako například stránkování výstupu, vyhledávání v tabulce a podobně. Cílem 
však vždy je, abychom nabídli jak uživateli, tak programátorovi maximální 
komfort. 
Výhodou kódu napsaného v PHP pomocí objektově orientovaného 
programování je jeho zapouzdřenost a navíc jsou jednotlivé metody psány co 
nejlépe, aby byly vícenásobně použitelné. Nejlépe to provedu tak, že složité 
úlohy vhodně rozdělím na jednotlivé metody, které můžou mít v budoucnu i jiné 
využití, než jaké současně mají a nebo je bude možné využít při rozšiřování 




3.7 Přenositelnost knihovny 
Knihovna je původně psána v PHP5 a určena pro MySQL 4 a vyšší, což je asi 
nejpoužívanější kombinace na webových serverech poskytovatelů hostingů.  
PHP6 je momentálně v nedohlednu, a proto si můžu dovolit říct, že tuto 
knihovnu je možno přenést na libovolný webový server a užívat její funkcí. 
Její přenositelnost však vyplývá i z návrhového vzoru MVC, u kterého není 
podstatné, jaká knihovna je Modelem, protože Model je zcela nezávislý na 
ostatních 2 částech tohoto návrhového vzoru. Proto by pro přenesení knihovny 
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z jednoho serveru na druhý měla postačit úprava zdrojového kódu části View a 





















4 Samotný návrh knihovny  
Po rozebrání nezbytných informací pro napsání knihovny se nyní můžu věnovat 
samotnému návrhu třídy a vytvořením jednoduché aplikace pro demonstraci 
funkčnosti knihovny s využitím návrhového vzoru Model-View-Controller. 
Je třeba brát v úvahu, že knihovna nebude pokrývat kompletní rozhraní pro 
práci s databází, ale jen vhodně zvolené metody pro práci s tabulkami a 
generování dat, protože vývoj kompletní knihovny by trval velice dlouho. 
Při přihlédnutí na uvedený teoretický rozbor knihovny v kapitole 3 jsem se 
rozhodl nadefinovat metody dle obr. 6 a navíc jednoduchou pomocnou třídu 
error pro zachytávání chyb při špatném zpracování SQL dotazů na tabulku.  
 
 





4.1 Základní kostra třídy 
Jako základ při navrhování libovolné třídy je zvážení, jaké typy a jména 
vlastností budeme ve třídě užívat a jaký bude název třídy. Pro své potřeby jsem 
použil název třídy „bo“ podle anglické zkratky Bussines Object a nadefinoval 
jsem si následující vlastnosti: 
Private $connDB, jako identifikátor spojení s databází. 
Private $serverDB, coby přednastavená adresa serveru s MySQL 
databází. 
Private $loginDB, s hodnotou přihlašovacího jména do databáze. 
Private $passwordDB, heslo k databázi. 
Private $databaseDB, se jménem databáze, se kterou budeme pracovat. 
Private $usedCoddingDB, pro nastavení správného kódovaní textu. 
Public $queryDB, jako identifikátor aktuálně zpracovaného SQL příkazu. 
Public $affectedRows, pro zaznamenání počtu řádků, se kterými se bude 
                             pracovat/pracovalo. 
Private $mainTableDB, s uloženou hodnotou tabulky, se kterou pracujeme,  
    jejíž název se bude předávat parametrem při  
    založení instance třídy. 
Private $variableArray, pole s uloženými názvy sloupců tabulky. 
Public $pagination, pole pro vypsání stránkování. 
Tyto vlastnosti by měly pokrýt funkčnost celé knihovny. Samozřejmě se bude 
v jednotlivých metodách pracovat ještě s proměnnými, které však nemá cenu 
definovat globálně, protože jejich význam bude pouze lokální v dané metodě. 
 
 
4.2 Užití konstruktoru a destruktoru 
Jelikož bude knihovna sloužit pouze pro databázové aplikace, můžu využít 
konstruktoru pro založení a destruktor ke zrušení připojení k  databázi. Výhodné 
bude, když budu konstruktoru předávat jako parametr název tabulky, se kterou 
budu chtít v nadefinované databázi pracovat. Tím si vytvořím možnost, že při 
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založení více instancí třídy budu moci manipulovat s více tabulkami. Do 
konstruktoru také zahrnu kód, který mi zjistí názvy jednotlivých sloupců a 
z jejich názvů pomocí funkce eval() vytvoří vlastnosti třídy, navíc se názvy 
jednotlivých sloupců uloží do vlastnosti $variableArray pro zjednodušení 
manipulace při dotazech na databázi.  
U destuktoru můžu využít jeho automatického spustění při ukončení běhu 
skriptu a zahrnu do něho funkce jednak pro ukončení spojení a jednak pro výpis 
errorů, které by za běhu generování dat, mohly vzniknout.  
 
 
4.3 Aktualizace údajů 
Aktualizace údajů databáze patři jitě mezi základní funkce, které s daty 
v tabulce můžeme provádět. Pro jejich aktualizaci jsem vytvořil v  tříde bo 
metodu updateRow(). 
Metoda přebírá parametr, který slouží jako klíčová hodnota sloupce podmínky, 
podle kterého budeme data aktualizovat a využívá pole proměnných uložených 
ve vlastnosti $variableArray, které cyklicky prochází a sestavuje z nich 
vhodný řetězec, který se užije v dotazu na tabulku a tím se aktualizují data. 
Vhodná podmínka, která je nadefinována přímo ve funkci je, že automaticky do 
sestavovaného řetězce nezahrne sloupec id, který se nejčastěji používá jako 
jednoznačný číselný identifikátor jednotlivých řádků tabulek. 
Při chybě během dotazu je vygenerována chyba, která je spolu s textovým 
popiskem uložena do třídy error, odkud bude po provedení skriptu zobrazena 
uživatelovi. Naopak při správném provedení skriptu se do globální vlastnosti 
$affectedRows uloží hodnota počtu ovlivněných řádků dotazem, čímž může 





4.4 Vkládání údajů do tabulky 
Vkládání údajů do tabulky se opět řadí mezi nejzákladnější dotazy na tabulku. 
Pro vkládání dat je existuje ve třídě metoda insertRow(). Tato metoda 
nepotřebuje přijímat žádný parametr, protože se dotaz vykoná nad všemi 
sloupci tabulky, kromě opět ošetřeného sloupce id. V metodě opět využívám 
vlastnosti $variableArray, kterou cyklicky procházím a sestavuji řetězce pro 
sestavení dotazu.  
Při chybném dotazu je zde vygenerován řetězec, který se vloži do třídy error a 
po ukončení běhu skriptu se vypíše uživateli. Při bezchybném skriptu je opět do 




4.5 Mazání záznamů 
Opět jeden ze základních dotazů na tabulku. Jméno této metody je 
deleteRow(). U této metody se parametrem přenáší podmínka, která se 
využije jako pravidlo pro vymazání řádku nebo skupiny řádků odpovídajícím 
tomuto pravidlu.  
Při chybném dotazu je vygenerován patřičná informace o chybě a při úspěšném 
dotazu je zaznamenán počet ovlivněných řádků. 
 
 
4.6 Výběr záznamů 
Metoda pro výběr záznamů je téměř stejná, jako metoda pro mazání, jen se zde 
předávaný parametr užije jako pravidlo pro výběr řádku nebo řádků, které 




4.7 Metoda pro zpracování řádků z tabulky 
Metoda readRows(), která slouží k nastavení hodnot vlastností pro výpis 
informací z tabulky vybraných pomocí metody selectRow(), je vhodně 
zvolenou metodou, která zlepší manipulaci s vybranými daty. 
Metoda, jak již bylo řečeno, se užívá v součinnosti s metodou selectRow(), 
pomocí níž vybereme řádky z tabulky a jejich počet si uložíme do globální 
vlastnosti $affectedRows. Nyní přichází na řadu zavolání metody 
readRows(), které se předává celočíselná hodnota řádku, z jehož jednotlivých 
sloupců sestavíme globální vlastnosti a přidělíme jim načtené hodnoty. 
Výhodou je užití této metody například v cyklu for, kdy můžeme cyklicky 
procházet všechny vybrané řádky a tak manipulovat se získanými daty.  Pro 
správné pochopení je možné nahlédnout do příkladu použití této metody 
v kapitole 5. 
 
 
4.8 Metoda pro práci s parametry adresy 
Metoda urlParameters() se řadí k doplňkovým funkcím a její vlastností je, 
že při předávání dat pomocí parametrů za otazníkem v adresovém řádku 
extrahuje všechny proměnné do pole a z tohoto pole odstraní klíče i hodnoty 
polí, které jsou předány metodě parametrem jako pole. Nakonec je navrácen 
řetězec parametrů, ze kterého jsou odstraněny předané hodnoty. 
 
 
4.9 Metoda číslovaného stránkování 
Tato metoda je vhodná pro použití při vypisování příliš dlouhých datových 
seznamů z tabulky.  
Metoda přebírá v parametru celočíselnou hodnotu, která určuje, kolik 
záznamů(řádků) bude na 1 stránce zobrazeno. Metoda je opět úzce spojena 
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s metodou selectRow(), ze které získává celkový počet nalezených 
záznamů, dále je spojena s metodou urlParameters(), díky které 
z adresového řádku odstraní proměnnou, která označuje aktuálně zobrazenou 
stránku(ve skriptu je pro stránkování implicitně nadefinována proměnná page) . 
Vytvoření samotného stránkování probíhá tak, že z celkového počtu nalezených 
záznamů sestavíme stránkování, kde bude vždy odkaz na první, poslední a 
aktuální stránku, dále pak na dvě stránky před a za aktuální stránkou, pokud 
ovšem takový počet záznamů existuje. 
Metoda číslovaného stránkování vrací pole, které se uloží do globální vlastnosti 
$pagination, kde nabízí jednoduchý přístup a použití v aplikaci. 
 
 
4.10 Metoda stránkování předchozí-další 
Doplňková metoda, která umožňuje stránkování záznamů formou předchozí a 
následující strany. Jako parametr se zde předává pole o dvou parametrech, 
které se použijí jako názvy tlačítek předchozí a další pro využití v různých 
jazykových mutacích aplikace. Dále se ještě předává celočíselná hodnota, která 
určuje počet zobrazených záznamů(řádků) na stránce. 
Opět je zde návaznost na metodu readRow(), pro vybrání zaznamů, a 
urlParameters(), pro odseparování ukazatele na stránku. 
Výstupem této metody je sestavení stránkování typu předchozí-následující, 
které se opět uloží do globální vlastnosti $pagination, odkud může být 






4.11 Metoda pro hledání záznamů 
Metoda searchRecord() využívá rozšířených vlastností MySQL a na tabulce, 
se kterou pracuje, automaticky vytváří speciální index pro umožnění 
fulltextového vyhledávání. 
Výhodou této metody je, že výsledky hledání automaticky řadí podle relevance 
hledání. Na konec tato metoda opět uloží do globální vlastnosti 
$affectedRows počet nalezených řádků. 
 
 
4.12 Kartézský součin 
Pomocí kartézského součinu můžeme spojit několik tabulek, které mají 
společný identifikátor. 
Vstupními hodnotami jsou 2 pole, kde první nese informace o názvech 
spojovaných tabulek a druhé nese informace o podmínkách spojení tabulek. 
Důležitou vlastností metody je, aby při sestavování dotazu byl každý sloupec 
identifikován unikátním identifikátorem. Jinak by získaná data nemusela být 
díky stejnému názvu sloupce ve spojovaných tabulkách správná. Unikátnosti 
názvů sloupců dosáhnu tak, že při sestavování dotazu jim přiřadím alias, který 
se bude skládat ze jména tabulky sloupce, podtržítka a názvu sloupce. Budu-li 




4.13 Třída error 
Třída error je doplňkovou třídou, která umožňuje zachytávání errorů, které 
můžou ve zpracovávání SQL dotazů na tabulku nastat. Třída obsahuje 2 
metody, catchError(), která loguje chyby a ukládá je do globální vlastnosti 
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$errors této třídy, a returnErrors(), která po zavolání vrátí výpis všech 
errorů zjištěných během zpracování skriptu. 
Kódem pro logování chyb SQL dotazů jsou vybaveny všechny metody třídy bo 























5 Manuál pro užití knihovny 
V této kapitole bych chtěl popsal použití jednotlivých metod hlavní třídy, jejichž 
funkce a teoretické rozbory můžeme najít v kapitole 4. Dále bych u několika 
příkladů uvedl jejich použití bez užití této knihovny. Pro příklady budu užívat 
lokální databázi s loginem root a heslem root, databáze se jmenuje pokus. 
Proto si předem upravím přihlašovací údaje ve vlastnostech skriptu 
bussines.php, který představuje mou knihovnu. 








                  Tabulka: uzivatele                          Tabulka: povolani 
 
5.1 Načtení knihovny a založení instance třídy 
Jak jsem se již zmínil, je knihovna psaná ve skriptovacím jazyce PHP, proto 
musí být začátek a konec kódu v PHP označen pomocí značek: <?, ?>, nebo 
<?php, ?> . K načtení aplikace z externího skriptu užijeme funkci 
include_once „název_skriptu.php“ a založení instance se provede 
kódem $bo = new bo(„nazev_tabulky“). 
 
id jmeno prijmeni Vek 
1 Martin Hala 50 
2 Vladimír Nový 23 
3 Jakub Pucher 25 
4 Ondřej Obručník 22 
5 Andrea Novotná 22 
6 Petr Odehnal 29 
7 Josef Suchý 25 
8 Vladimír Dlouhý 35 












Příklad 1: Načtení knihovny a založení instance. 
<? 
include_once „bussines.php“; 
$bo = new bo(„studenti“); 
?> 
 
Po zpracování kódu 3. řádku se provede kód v konstruktoru a jelikož není 
definován další kód, provedou se i operace v destruktoru. 
 
5.2 Výběr řádků z tabulky 
Pomocí metody selectRow() můžeme vybrat libovolný počet řádků z tabulky. 
Důležité je, aby vstupní řetězec, který se predává parametrem, byl zkontrolován 
proti injekci. Při úspěšném dotazu funkce uloží počet vybraných řádků do 
vlastnosti $affectedRows, který můžeme užít společné s metodou 
readRows() pro výpis informací. 
 
Příklad 2: Výběr záznamů z tabulky. 
<? 
include "bussines.php"; 
$promenna = "Martin"; /*definice klíče výběru*/ 
$sql = addslashes($promenna); /*oštření proji injection*/ 
$bo = new bo("uzivatele"); 
$bo->selectRow("jmeno = '".$sql."'"); /*SQL dotaz*/ 
for($i = 0; $i < $bo->affectedRows; $i++) /*užití cyklu 
pro práci s vybranými řádky*/ 
 { 
$bo->readRows($i); 
/*užití metody readRows pro procházení vybraných 
řádku, vytvoření vlastností z názvů sloupců a 
přiřazení jejich hodnot*/ 
 37 









5.3 Aktualizace dat 
Aktualizace dat se obvykle používá tak, že vyčteme z tabulky jeden konkrétní 
řádek, v němž chceme upravit hodnoty a následně vše vložíme zpět do tabulky 
podle určitého klíče, který se však během úpravy záznamů nesmí změnit. 
K tomu slouží metoda updateRow(). Obvykle se jako klíč používá identifikátor 
řádků, id. Při úspěšném dotazu funkce uloží počet aktualizovaných řádků do 
vlastnosti $affectedRows. 
 
Příklad 3: Aktualizace dat řádku: 
<? 
include "bussines.php"; 
$bo = new bo("uzivatele"); 
$bo->selectRow("id = '1'"); /*výběr řádku s id = 1*/ 
$bo->readRows(0); /*u vybraného řádku založíme 
vlastnosti podle tabulky a přiřadíme 
jim hodnoty*/ 
$bo->jmeno = "Jaromír"; /*nastavím vlastnost, kterou 
pomocí update změním*/ 
$bo->updateRow("id",$bo->id); /*aktualizuji vybraný řádek 
podle sloupce id a hodnoty uložené 
ve vlastnosti $bo->id založené 
pomocí metody readRows*/ 
?> 
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5.4 Vkládání údajů do tabulky 
Pro vkládání údajů do tabulky se nejčastěji používá formulář, ze kterého se 
zpracují data. Já nadefinuji vkládaná data uvnitř PHP kódu. Při úspěšném 
dotazu metody insertRow() se uloží počet vložených řádků do vlastnosti 
$affectedRows. 
 
Příklad 4: Vkládání dat do tabulky. 
<? 
include "bussines.php"; 
$bo = new bo("uzivatele"); 
$bo->jmeno = "Franišek"; /*založené vlastnosti jmeno 
přiřadím hodnotu František*/ 
$bo->prijmeni = "Novotný"; /*vlastnosti prijmeni hodnotu 
Novotný*/ 




Kdybychom nyní zkontrolovali tabulku, můžeme v ní vidět 1 nový záznam 
s nastavenými hodnotami. 
 
 
5.5 Mazání řádků z tabulky 
Jednoduchá metoda deleteRow(), která nám podle vstupního řetězce smaže 
daný řádek. Důležité je před zavoláním metody ošetřit data proti injekci.  Při 
úspěšném dotazu funkce uloží počet smazaných řádků do vlastnosti 
$affectedRows. 
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Příklad 5: Mazání záznamu z tabulky. 
<? 
include "bussines.php"; 
$bo = new bo("uzivatele"); 
$vek = "15"; /*nastavení klíče*/ 
$vek = addslashes($vek); /*ošetření vstupu kvůli injekci*/ 
$bo->deleteRow("vek = '".$vek."'"); /*samotný dotaz*/ 
?> 
 
Po provedení tohoto kódu smažu všechny řádky, kde je věk 15. Tomuto 
záznamu odpovídá František Novotný z předchozího příkladu.  
 
 
5.6 Nastavení aktuálních řádků 
Pomocí metody readRows() založíme vlastnosti všech sloupců tabulky a 
přiřadíme jim dané hodnoty. Metoda parametrem přebírá ukazatel na řádek, u 
kterého se má akce provést. Jeho použití je vhodné s cyklem for, kdy můžeme 
jednoduše projít všechny vybrané řádky, viz příklad 2. 
 
 
5.7 Stránkování výpisu 
Tuto funkci je možné realizovat pomocí 2 metod a to offsetPagination() a 
nextPagination(), které je vhodné použít při výběru mnoha dat. Metody 
nám rozstránkují vybraná data na stránky podle vstupního parametru, který 
limituje počet záznamů na 1 straně u číselného stránkování. U stránkování typu 
předchozí-další je třeba ještě nadefinovat pole o 2 hodnotách, které pojmenují 
tlačítka. Je třeba ještě poznamenat, že metoda pracuje s hodnotou vlastnosti 
$affectedRows, podle které generuje stránky. Pro označení stran se používá 
v adresním řádku parametr page. Ten si metoda sama ošetřuje. 
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Příklad 6: Stránkování výpisu dat. 
<? 
include "bussines.php"; 
$bo = new bo("uzivatele"); 
$limit = 2; /*nastavení limitu záznamů/stránku*/ 
if(!$_GET['page']) /*zachycení parametru, kterým předávám číslo 
stránky*/ 
 $_GET['page'] = 1; 
$bo->selectRow("id > 0 ORDER by id"); /*dotaz, jehož výsledek budu 
stránkovat*/ 
for($i=(($_GET['page']*$limit)-$limit);$i<($_GET['page']*$limit) AND 
$i<$bo->affectedRows; $i++) /*začátek cyklus pro stránkování je 
 bohužel složitější*/ 
 { 
  $bo->readRows($i); /*založení vlastností*/ 
  echo $bo->jmeno."<br>"; /*výpis vlastností*/ 
 } 
$bo->offsetPagination($limit); /*zavolání stránkování*/ 
foreach($bo->pagination as $key => $val) /*cyklus pro vypsání 
 stránkování z vlastnosti $pagination*/ 
 { 




5.8 Hledání záznamů 
Hledání záznamů provádíme pouze ve sloupcích typu char, varchar a text  
pomocí metody searchRecord(). Metoda nám automaticky přidá na 
vyhledávané sloupce tzv. fulltext, který umožní fulltextové vyhledávání. Vstupní 
parametry jsou sloupce, ve kterých se bude hledat, a řetězec, který se má najít.  
Pro podrobnější informace ohledně fulltextového vyhledávání nalezneme v [5]. 
 




$bo = new bo("uzivatele"); 
$p1 = "jmeno"; /*definice sloupců, ve kterých se bude 
 hledat*/ 
$p2 = "Vladimír"; /*definice hledaného řetězce*/ 
$bo->searchRecord($p1, $p2); 
for($i = 0; $i < $bo->affectedRows; $i++) /*cyklicky 
opět procházíme nalezené řádky*/ 
 { 
  $bo->readRows($i); 
echo "<br>".$bo->id.", ".$bo->prijmeni; /*a 








5.9 Kartézský součin 
Pomocí metody cartesian_product() můžeme pomocí jednoho dotazu 
vybrat záznamy z více tabulek, které mají mezi sebou určitou vazbu.  U mých 
tabulek užiji vazbu pomocí id v obou tabulkách. Více informací o kartézském 
součinu a jeho alternativních zápisech je možné najít v [6]. 
 
Příklad 8: Kartézský součin. 
<? 
include "bussines.php"; 
$p1 = array("uzivatele","povolani"); /*spojované 
tabulky*/ 
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$p2 = array("uzivatele.id = povolani.id",“id > 6“);
 /*podmínky spojení*/ 
$bo = new bo("uzivatele"); 
$bo->cartesian_product($p1, $p2); /*dotaz*/ 
 
for($i = 0; $i < $bo->affectedRows; $i++) 
 { 
  $bo->readRows($i); 
echo "<br>".$bo->uzivatele_prijmeni.", ".$bo-
>povolani_povolani; /*vypsání hodnot: prijmeni, 
povolani*/ 
 }?> 





5.10 Kód pro výběr řádků bez použití knihovny 
Pro demonstraci vhodnosti použití knihovny zde napíši kód, který bude 
ekvivalentním zápisem výběru a výpisu dat podle příkladu 2. 
 
Příklad 9: Kód pro výběr dat bez použití knihovny. 
<? 
$pripojeni = mysql_pconnect("localhost", "root", "vertrigo"); 
$databaze = mysql_select_db("pokus"); 
$nastaveni_cestiny = mysql_query("SET NAMES 'cp1250'", $pripojeni); 
 
if(!$pripojeni OR !$databaze OR !$nastaveni_cestiny) 
 { 





  $jmeno = "Vladimír"; 
  $jmeno= addslashes($jmeno); 
  $dotaz = mysql_query("select * from `uzivatele` where 
jmeno= '".$jmeno."'"); 
  if($dotaz) 
   { 
    while($row = mysql_fetch_object($dotaz)) 
     { 
      echo $row->prijmeni."<br>"; 
     } 
    $radky = mysql_num_rows($dotaz); 
   } 
  else 
   { 
    echo "Při vykonávání dotazu došlo k chybě."; 




Už při prvním pohledu na složitost a obsáhlost kódu můžu zcela jistě tvrdit, že 
použití knihovny při práci s databázemi je opravdu vhodné, protože jen 











Cílem bakalářské práce je naprogramovat objektově orientovanou knihovnu 
v jazyce PHP, která zlepší a zjednoduší práci s databázemi a seznámit se 
s jednotlivými programovacími jazyky  pro je jí vývoj. 
V první, teoretické, části jsou probrány základy jazyka PHP, jeho historie a 
použití pro webovské programování. Dále je popsána historie a vývoj 
databázového stroje MySQL, jakožto razantní databáze, která tvoří spolu s PHP 
vynikající volbu pro psaní menších i rozsáhlých databázově orientovaných 
webových aplikací. Prostor je zde také věnován objasnění funkce a významu 
návrhových vzorů, zejména potom vzoru Model-View-Controller, který je díky 
svým vlastnostem vhodný pro vývoj databázově orientovaných aplikací a 
knihovnu budu podle jeho části Model vyvíjet. Avšak jsou zde nastíněny i jeho 
nevýhody. 
Ve druhé části práce se věnuji teoretickému návrhu knihovny. Popisuji zde 
základy objektově orientovaného programování, dále se zabývám dynamičností 
webu díky dynamickému zakládání vlastností třídy pomocí významné funkce 
eval() a rozebírám možnosti vzniku nebezpečného místa aplikací mezi PHP a 
MySQL a to zejména PHP injekci a jejímu zabránění. Prostor je také věnován 
systémovým katalogům, které jsou při samotném vývoji velice důležité, až 
nezbytné, protože díky jejich funkcím můžu získávat informace o jednotlivých 
databázích a tabulkách a tak dynamicky generovat nové vlastnosti za běhu 
skriptu. V této části také najdeme pojednání o doplňkových funkcích, díky 
kterým můžeme zlepšit vlastnosti aplikace založené na této knihovně. 
Třetí část teoreticky rozebírá funkčnost všech použitých metod a vysvětluje 
nastavení jednotlivých částí prostředí. Dále se pak na uvedených příkladech 
prakticky věnuje detailnímu rozboru všech metod a vysvětluje použití pomocné 
třídy pro zachytávání errorů. Je zde také pro srovnání uveden obdobný kód 
k demonstrovanému příkladu, avšak bez použití naprogramované knihovny, 
čímž se jen potvrzuje, že knihovna nejen zjednoduší a zefektivní aplikaci, ale 
také zrychlí vývoj a díky rozložení jednotlivých funkcí na malé metody umožní 
rozšíření knihovny podle vlastních potřeb. 
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