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Resumen Este art´ıculo evalu´a la creacio´n de pruebas unitarias para un
sistema de co´digo legado usando dos te´cnicas alternativas: el framework
de aislamiento Microsoft Fakes y el me´todo de dobles de prueba. La or-
ganizacio´n en la cual se efectuo´ este estudio no realiza pruebas unitarias,
lo cual deriva en un alto costo de mantenimiento para sus sistemas pues
debe ejecutar pruebas de regresio´n manuales cuando se realiza un cam-
bio. Se uso´ entonces uno de sus sistemas legados como caso de estudio
para evaluar cua´l te´cnica de inclusio´n de pruebas unitarias resultaba ma´s
ventajosa para la organizacio´n. En primer lugar, se analizo´ la mantenibi-
lidad del sistema legado. En segundo lugar, se seleccionaron los me´todos
a probar con pruebas unitarias y finalmente, se desarrollaron las pruebas
usando el framework Microsoft Fakes y el me´todo de dobles de prueba.
Durante el desarrollo y la ejecucio´n de las pruebas, se recolectaron las
me´tricas necesarias para la comparacio´n de ambos me´todos. Los resul-
tados de este caso de estudio muestran que Microsoft Fakes posibilita el
desarrollo de pruebas unitarias en co´digo legado sin necesidad de cam-
biar el co´digo productivo y en un menor tiempo de desarrollo que dobles
de prueba, pero a un mayor tiempo de ejecucio´n.
Keywords: Co´digo legado, pruebas unitarias, Microsoft Fakes, dobles
de prueba
1. Introduccio´n
Las pruebas unitarias son una parte importante del proceso de desarrollo de
software pues constituyen la retroalimentacio´n ma´s temprana que tiene el desa-
rrollador sobre su co´digo. Recordemos que un defecto detectado en desarrollo es
de 3 a 10 veces ma´s barato de arreglar que si es detectado en produccio´n [4].
Adicionalmente, durante la etapa de mantenimiento del software, las pruebas
* La afiliacio´n actual del autor es Intel, pero esta investigacio´n se desarrollo´ como
parte de su investigacio´n de posgrado en la Universidad de Costa Rica
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unitarias son un buen mecanismo para identificar ra´pidamente regresiones en
el software. De ah´ı el intere´s en incorporar pruebas unitarias no so´lo al nuevo
software que se desarrolle sino tambie´n al software existente que esta´ en manteni-
miento. La creacio´n de pruebas unitarias automatizadas es una pra´ctica esta´ndar
en desarrollos modernos de software, no obstante, su incorporacio´n a software
existente sigue siendo un reto debido a que los componentes de software deben
aislarse en unidades que puedan ser probadas de forma independiente y no es
usual que el software existente soporte tal nivel de aislamiento si no fue disen˜ado
para ello.
En este trabajo utilizaremos el te´rmino “co´digo legado”para referirnos a co´di-
go (software) sin pruebas unitarias, siguiendo la definicio´n dada por Feathers [7].
El co´digo legado generalmente tiene que ser adaptado para que se puedan ejecu-
tar pruebas unitarias sobre e´l. Esta adaptacio´n se conoce como refactorizacio´n,
que es un proceso de reestructuracio´n interna del co´digo tendiente a mejorar su
disen˜o, legibilidad o mantenibilidad, sin alterar su comportamiento externo [7].
Las te´cnicas tradicionales para resolver el problema de aislamiento de unida-
des de software en co´digo legado se conocen con el te´rmino gene´rico de “dobles de
prueba”(test doubles en ingle´s) [3] y consisten en simular componentes de soft-
ware que interactu´an con el software a probar en forma de dependencia. Existen
distintos tipos de dobles de prueba, entre los cuales esta´n: maniqu´ı (dummy),
auxiliar (stub), esp´ıa (spy), falsificacio´n (fake) y simulacro (mock) [6]. Los ma-
niqu´ıes son el tipo ma´s sencillo de dobles de prueba pues no contienen imple-
mentacio´n y se usan como valores de para´metros (bien pueden ser nulos). Los
auxiliares son implementaciones mı´nimas de interfaces o clases base y normal-
mente devuelven valores preestablecidos, que obligan al software bajo prueba a
ejecutar caminos espec´ıficos. Los esp´ıas son auxiliares con capacidad de grabacio´n
y generalmente guardan informacio´n sobre las llamadas a me´todos hechas por
el software bajo prueba, para ser verificado luego por las pruebas. Las falsifica-
ciones son implementaciones ma´s complejas que ofrecen la misma funcionalidad
que el componente real pero de una forma ma´s sencilla y se usan principalmente
cuando el componente real no esta´ disponible au´n, es muy lento o no puede usar-
se en el ambiente de pruebas debido a sus efectos secundarios. Los simulacros
son creados dina´micamente mediante una biblioteca, en lugar de ser codificados
por un desarrollador de pruebas (como los otros dobles de prueba).
Microsoft Fakes es el nuevo framework de aislamiento que introdujo Microsoft
en el 2012, mediante el cual se pueden reemplazar partes de co´digo con stubs o
shims para fines de pruebas [2]. Un stub remplaza una clase con un sustituto
pequen˜o que implementa la misma interfaz y t´ıpicamente se usa para llamadas
dentro de una solucio´n que se pueden desacoplar usando interfaces. Un shim
modifica en tiempo de ejecucio´n el co´digo compilado para inyectar un sustituto
y se usa para llamadas a ensamblados de referencia para los que el co´digo no
esta´ bajo nuestro control. La mayor diferencia entre ambos elementos es que
los shims modifican el ensamblado de la dependencia que necesitamos sustituir,
mientras los stubs u´nicamente inyectan una dependencia distinta (ajustada a lo
que se necesita) de una interfaz o abstraccio´n existente.
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2. Trabajo Relacionado
El problema de incluir pruebas unitarias en co´digo legado ha existido desde
hace tiempo. Algunas investigaciones se han enfocado en desarrollar y evaluar
herramientas para crear automa´ticamente pruebas unitarias. Un ejemplo de esto
es el estudio realizado por Ramler y otros [8], el cual desarrollo´ un experimento
que comparaba pruebas manuales contra pruebas generadas automa´ticamente.
Las pruebas unitarias manuales las realizaron 48 estudiantes de maestr´ıa por
un lapso de 60 minutos, mientras que las pruebas automatizadas las generaron
mediante la herramienta de pruebas unitarias Randoop. El estudio arrojo´ que
los 48 estudiantes en una hora cubrieron el 32% del co´digo y encontraron 24
errores, mientras Randoop cubrio´ el 29% del co´digo y encontro´ 9 errores.
Otros trabajos de investigacio´n se han centrado en desarrollar te´cnicas de
objetos de simulacio´n. Estos objetos frecuentemente se necesitan para realizar
pruebas unitarias, as´ı que se han desarrollado frameworks que facilitan su inclu-
sio´n en pruebas unitarias a partir de clases ya existentes. Un ejemplo de esta l´ınea
de investigacio´n es el modelo tabular propuesto por Kim y otros [5], que permite
tener trazabilidad entre las diferentes llamadas a me´todos o funciones del objeto
de simulacio´n mediante una pila de llamados manejados por una ma´quina de
estados de interaccio´n. Sin embargo, a pesar de que este modelo ayuda a crear
ma´s pruebas unitarias, el esfuerzo que requiere la preparacio´n consume mucho
tiempo. Otra te´cnica de objetos de simulacio´n propuesta por Samimi y otros [9]
es la simulacio´n declarativa, un esquema en el que los desarrolladores escriben
especificaciones de me´todos en un lenguaje de alto nivel para el API simulado y
un solucionador de restricciones ejecuta dichas especificaciones cuando los me´to-
dos son invocados. Si bien este enfoque puede acelerar la creacio´n de pruebas
unitarias, solamente existe una extensio´n para Java.
Todas estas te´cnicas intentan agilizar el proceso de creacio´n de pruebas uni-
tarias, sin embargo, esta´n orientadas -en su mayor´ıa- al desarrollo de software
guiado por pruebas. Lastimosamente, en co´digo legado no se puede aplicar el
desarrollo guiado por pruebas. Es por ello que ha surgido intere´s en investigar
sobre co´mo incorporar pruebas unitarias a co´digo legado. Un ejemplo de esta
l´ınea de investigacio´n es el trabajo de Shihab y otros [11], que propone un nue-
vo concepto llamado “Mantenimiento guiado por pruebas”, el cual provee una
serie de heur´ısticas para trabajar en un proceso similar al desarrollo guiado por
pruebas, pero con co´digo legado.
3. Contexto
La Universidad de Costa Rica cuenta con un conjunto de sistemas informa´ti-
cos creados por varias unidades de desarrollo de software institucional. El pre-
sente estudio fue desarrollado en una de estas unidades, que posee una extensa
base de co´digo legado en produccio´n. La mayor´ıa de este co´digo no fue disen˜ado
para ser probado mediante pruebas unitarias, sin embargo, esta´ en constante
mantenimiento, lo cual implica un alto costo pues se deben ejecutar pruebas de
regresio´n manuales cada vez que se realiza un cambio sobre el co´digo.
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La unidad de desarrollo en cuestio´n, de ahora en adelante llamada “la organi-
zacio´n”, se beneficiar´ıa en gran medida de la incorporacio´n de pruebas unitarias
a sus sistemas legados, ya que servir´ıan como pruebas de regresio´n automatiza-
das, reduciendo el tiempo y el costo de mantenimiento de sus sistemas. Uno de
los retos de incorporar pruebas unitarias a este co´digo legado es el fuerte acopla-
miento entre sus componentes de software. Para solventarlo, se debe recurrir a
la refactorizacio´n, o bien, a un framework de aislamiento como Microsoft Fakes.
Esta investigacio´n propone entonces utilizar uno de los sistemas legados de
la organizacio´n como caso de estudio para evaluar dos te´cnicas de creacio´n de
pruebas unitarias: el framework Microsoft Fakes y el me´todo de dobles de prueba
con refactorizacio´n. Se espera que las conclusiones derivadas de este caso de
estudio ayuden a la organizacio´n a elegir la te´cnica que les resulte ma´s ventajosa.
4. Metodolog´ıa
4.1. El sistema legado
El sistema legado escogido para este estudio es una aplicacio´n web desarrolla-
da en ASP.Net utilizando el lenguaje de programacio´n Visual Basic. El sistema
cuenta con 87 casos de pruebas manuales y funcionales documentados, pero nin-
guna prueba unitaria. El sistema utiliza un modelo t´ıpico de tres capas: la capa
de presentacio´n, la capa de lo´gica de negocios y la capa de acceso a datos. La
capa de lo´gica de negocios accede a varios servicios web de otros sistemas de la
organizacio´n. La mayor parte de la lo´gica del sistema se encuentra en la capa de
lo´gica de negocios (como es usual), por lo que para efectos de los ana´lisis reali-
zados, me´tricas recolectadas y pruebas realizadas en el estudio, se uso´ solamente
el proyecto de lo´gica de negocios del sistema legado.
4.2. Pasos de la metodolog´ıa
El primer paso de la metodolog´ıa de investigacio´n fue realizar un ana´lisis de
mantenibilidad del sistema legado. El segundo paso fue seleccionar los me´todos
a probar del sistema legado. El tercer paso fue determinar las me´tricas que se
recolectar´ıan y utilizar´ıan en la comparacio´n de las te´cnicas de pruebas unitarias.
El cuarto paso fue la creacio´n y ejecucio´n de las pruebas unitarias bajo ambas
te´cnicas: Microsoft Fakes y dobles de prueba. A continuacio´n se detalla cada
paso de la metodolog´ıa.
Ana´lisis de mantenibilidad del sistema legado. La organizacio´n nos fa-
cilito´ el co´digo fuente del sistema legado as´ı como documentos de disen˜o, de
arquitectura y de pruebas del sistema. Con estos insumos, se procedio´ a estudiar
la arquitectura del sistema y el co´digo mismo. Se extrajeron las siguientes me´tri-
cas de mantenibilidad: el ı´ndice de mantenibilidad, la complejidad cicloma´tica
y el acoplamiento de clases. El ‘´ındice de mantenibilidad’combina funciones de
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la complejidad cicloma´tica, el volumen Halstead y la cantidad de l´ıneas de co´di-
go por mo´dulo [12]. La ‘complejidad cicloma´tica’ mide la cantidad de caminos
linealmente independientes en el co´digo [1]. El ‘acoplamiento de clases’ mide la
cantidad de entidades que dependen de un determinado miembro de una clase
[4]. Todas estas me´tricas permiten evaluar la facilidad o dificultad de realizar
pruebas unitarias sobre un co´digo.
Seleccio´n de los me´todos a probar. Para poner en contexto el sistema
bajo estudio, se sabe que este sistema fue desarrollado y ha sido parte de una
organizacio´n dentro de la UCR por varios an˜os y a trave´s del tiempo se le han
implementado cambios y arreglos. Para seleccionar los me´todos a los cuales se
les aplicar´ıan pruebas unitarias, se definieron los siguientes criterios a satisfacer:
El me´todo deb´ıa estar en el proyecto de Lo´gica de Negocios del sistema, ya
que en esta capa es donde se realiza la mayor parte de lo´gica del sistema.
El me´todo deb´ıa tener lo´gica y no ser un simple me´todo de paso de datos.
Durante la investigacio´n se detecto´ que mucho co´digo era generado automa´ti-
camente mediante plantillas ba´sicas de conexio´n y acceso a la base de datos,
por lo que esos me´todos ba´sicos fueron ignorados.
El me´todo deb´ıa tener ma´s de un caso de prueba posible. En otras palabras,
deb´ıa ser lo suficientemente complejo (en cantidad de ramificaciones) para
aplicar al menos dos casos de prueba.
El me´todo deb´ıa poseer dependencias. Todos los me´todos de la Lo´gica de
Negocios ten´ıan al menos una dependencia.
Despue´s de aplicar estos criterios a los me´todos de la capa de lo´gica de negocio
del sistema legado, quedaron seleccionados los siguientes me´todos:
1. DeshacerRegistroTramitado: este me´todo tiene la lo´gica de deshacer una
transaccio´n realizada. Fue seleccionado debido a que pueden existir diferentes
casos de prueba, por ejemplo, si se intenta deshacer un registro que no existe
o que esta´ vacio´, o cuando el registro tiene un monto.
2. InsertarNotificar: este me´todo inserta un registro y notifica por correo
electro´nico. Fue seleccionado por que existen muchos casos de prueba que
se pueden automatizar y adema´s porque agrega varias dependencias, entre
ellas: la base de datos y el servidor de correos electro´nicos.
3. ModificarNotificar: este me´todo modifica un registro y notifica por correo
electro´nico. Fue seleccionado por las mismas razones que el anterior.
4. TotalRubrosPorEntidad: este me´todo calcula el total de rubros por en-
tidad. Tiene muchas dependencias con tablas y estructuras de datos de la
aplicacio´n y tambie´n tiene muchas ramificaciones y posibles casos de prueba.
Eleccio´n de las me´tricas a recolectar. Se eligio´ recolectar las siguientes
me´tricas sobre la creacio´n y ejecucio´n de las pruebas unitarias:
a. Tiempo invertido en el desarrollo de las pruebas (TD): mide el tiempo
de desarrollo de las pruebas unitarias, incluyendo el arreglo de los datos, la
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refactorizacio´n (de ser necesaria), las aserciones y la depuracio´n. La medicio´n
de este tiempo se hizo de forma manual.
b. Tiempo de ejecucio´n de las pruebas (TE): mide el tiempo que toma
ejecutar las pruebas unitarias. Como el tiempo de ejecucio´n puede variar por
factores no controlables (el estado del sistema operativo en el momento de
correr las pruebas unitarias, el uso de la red, el uso del procesador, etc.), se
tomo´ la decisio´n de ejecutar las pruebas diez veces y tomar el promedio de
estas corridas.
c. Cobertura de co´digo (CC): mide el porcentaje de l´ıneas de co´digo del
sistema legado cubiertas (o ejercitadas) por las pruebas unitarias. Este por-
centaje se obtuvo mediante la herramienta de ana´lisis de cobertura que ofrece
la herramienta Visual Studio.
d. Cantidad de l´ıneas de co´digo productivo modificadas (CCM): cuenta
la cantidad de l´ıneas de co´digo productivo que tuvieron que ser modificadas,
eliminadas o agregadas para incorporar pruebas unitarias.
e. Total de l´ıneas de co´digo productivo (TC): cuenta el total de l´ıneas de
co´digo productivo bajo prueba (en nuestro caso, se contabilizo´ so´lo el co´digo
pertinente de la capa de Lo´gica de Negocios).
f. Porcentaje de co´digo modificado (PCM): es la razo´n de CCM a TC.
Creacio´n y ejecucio´n de pruebas unitarias. Para la creacio´n de pruebas
unitarias, primeramente se estudio´ la documentacio´n tanto de Microsoft Fakes
como del me´todo de dobles de pruebas con refactorizacio´n. Una vez estudiadas
y entendidas ambas te´cnicas, se procedio´ a aplicarlas sobre el co´digo legado
en cuestio´n. Las pruebas unitarias se disen˜aron intentando alcanzar la mayor
cobertura de co´digo posible. Todas las pruebas fueron desarrolladas por un solo
desarrollador (primer autor del art´ıculo). Cada prueba se ejecuto´ diez veces, para
efectos de medicio´n del tiempo de ejecucio´n.
5. Resultados y Discusio´n
Mantenibilidad del sistema legado. El cuadro 1 muestra el resumen (prome-
dio, valor ma´ximo y valor mı´nimo) de las me´tricas de mantenibilidad obtenidas
sobre la capa de lo´gica de negocios del sistema legado, que conten´ıa 172 miem-
bros. Las me´tricas se obtuvieron mediante ana´lisis esta´tico de co´digo usando la
herramienta Visual Studio. Del cuadro 1 se observa que el promedio del ı´ndice de
mantenibilidad es normal (el rango de valores de esta me´trica es de 0 a 100), pero
existen 22 miembros de clases con un ı´ndice de mantenibilidad por debajo de 35
(valores bajos representan co´digo poco mantenible). La complejidad cicloma´tica
promedio es baja, pero hay 28 miembros de clases que presentan una compleji-
dad cicloma´tica mayor a 10 (un valor de complejidad cicloma´tica de 10 o menor
es un buen indicador de co´digo mantenible [13]). Por otro lado, el promedio de
acoplamiento de clases es alto, lo cual refleja la existencia de 40 miembros de
clases con acoplamiento mayor a 20 (un valor de acoplamiento de clases de 9 o
menor indica co´digo mantenible [10]).
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Cuadro 1. Resumen de las me´tricas de mantenibilidad del sistema legado.
Promedio Max Min
Indice de mantenibilidad 56.1 98 23
Complejidad Cicloma´tica 5.0 30 1
Acoplamiento de clases 10.3 42 0
Un estudio ma´s detallado del co´digo del sistema legado determino´ que el alto
acoplamiento de clases se debe a las dependencias que tiene la capa de lo´gica de
negocios con la capa de acceso a datos, servicios externos que consume y otros
utilitarios. Todas estas dependencias son consumidas utilizando implementacio-
nes concretas y no existe inyeccio´n de dependencias.
Los resultados arrojados por este ana´lisis de mantenibilidad muestran que
el sistema legado tiene un alto acoplamiento de clases, lo cual advierte que el
proceso de refactorizacio´n no sera´ fa´cil. El nivel de acoplamiento de clases indi-
rectamente permite estimar que´ tanta refactorizacio´n de co´digo sera´ necesaria al
crear pruebas unitarias con las te´cnicas tradicionales (como dobles de pruebas).
Creacio´n y ejecucio´n de las pruebas unitarias. Se disen˜aron 14 pruebas
unitarias sobre los 4 me´todos seleccionados del sistema legado, para un total de
28 pruebas unitarias implementadas (14 con cada te´cnica). El cuadro 2 muestra
las me´tricas recolectadas durante el desarrollo y la ejecucio´n de las pruebas
unitarias, tanto usando el framework Microsoft Fakes como el me´todo de dobles
de prueba con refactorizacio´n. Aqu´ı, TD es el tiempo de desarrollo de la prueba
unitaria en minutos y TE es el tiempo de ejecucio´n de la prueba unitaria en
milisegundos. Del cuadro 2 se concluye que el tiempo de desarrollo de las pruebas
unitarias fue 3.3 veces mayor usando dobles de prueba, mientras que el tiempo
de ejecucio´n de las pruebas fue 2.8 veces mayor usando Microsoft Fakes.
Por otro lado, el porcentaje de cobertura de co´digo (me´trica CC) fue de 100%
en ambos casos. El total de l´ıneas de co´digo productivo (me´trica TC) en la capa
de lo´gica de negocio fue 35,347. La cantidad de l´ıneas de co´digo productivo
modificadas (me´trica CCM) fue 0 cuando se utilizo´ Microsoft Fakes y 3,445
cuando se uso´ dobles de prueba. El porcentaje de co´digo modificado (me´trica
PCM) resulto´ en 0% para Microsoft Fakes y 9.7% para dobles de prueba.
Las diferencias en tiempo de desarrollo y tiempo de ejecucio´n entre ambas
te´cnicas se deben a la forma como trabaja cada una de ellas. En el caso de los
dobles de prueba, el desarrollador debe crear manualmente los objetos de simu-
lacio´n y refactorizar el co´digo, lo cual incrementa el tiempo de desarrollo, pero
mejora el tiempo de ejecucio´n. El tiempo de ejecucio´n mejora porque el co´digo
con los objetos de simulacio´n es compilado y por ende el ejecutor de pruebas no
tiene sobrecarga adicional en tiempo de ejecucio´n. En contraposicio´n, cuando se
usa Microsoft Fakes, el ejecutor de pruebas debe ensamblar los proyectos fakes
creados por el framework junto con el co´digo de la prueba unitaria antes de
ejecutar la prueba. Entre ma´s grande sea el ensamblado que se esta´ falsificando
con Microsoft Fakes, mayor sera´ el tiempo de ejecucio´n.
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Cuadro 2. Me´tricas recolectadas sobre las pruebas unitarias. TD es el tiempo de
desarrollo en minutos y TE es el tiempo de ejecucio´n en milisegundos.
Microsoft Fakes Dobles de prueba
Prueba unitaria TD TE TD TE
1 25 21 90 6
2 20 1 15 1
3 15 3 90 1
4 15 1 12 1
5 20 2 70 2
6 10 8 10 6
7 20 1 125 1
8 8 324 12 33
9 45 1 180 1
10 5 6 10 5
11 6 15 10 56
12 5 1 15 1
13 4 125 15 67
14 5 5 15 3
Total 203 514 669 184
Promedio 14.5 36.71 47.79 13.14
Vale la pena mencionar que el alto acoplamiento de clases detectado durante
el ana´lisis de mantenibilidad incidio´ en el tiempo de desarrollo de las pruebas que
se hicieron con dobles de pruebas, pues estas requirieron una refactorizacio´n del
9.7% del co´digo legado productivo. Como el framework de aislamiento Microsoft
Fakes no requirio´ modificar el co´digo productivo (evito´ refactorizar), el tiempo
de desarrollo de las pruebas con esta te´cnica fue menor.
Valoracio´n de las te´cnicas de pruebas. Las ventajas encontradas al utilizar
el framework Microsoft Fakes fueron:
Se pudieron crear pruebas unitarias sobre co´digo legado sin necesidad de mo-
dificar el co´digo productivo original, lo cual elimina el riesgo de regresiones.
El tiempo de desarrollo de las pruebas fue bajo en comparacio´n con dobles
de prueba.
Las desventajas encontradas al utilizar el framework Microsoft Fakes fueron:
El tiempo de ejecucio´n de las pruebas fue alto en comparacio´n con dobles de
prueba.
Al omitir el proceso de refactorizacio´n (el cual es saludable), permitio´ probar
co´digo que incumpl´ıa con principios de buen disen˜o de software.
Las ventajas encontradas al utilizar la te´cnica de dobles de prueba fueron:
El tiempo de ejecucio´n de las pruebas fue bajo en comparacio´n con el de
Microsoft Fakes.
Requirio´ del proceso de refactorizacio´n, el cual es conveniente desde la pers-
pectiva de buen disen˜o de software.
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Por otro lado, las desventajas que se encontraron con dobles de prueba fueron:
El tiempo de desarrollo de las pruebas fue alto en comparacio´n con el de
Microsoft Fakes.
El riesgo a introducir nuevos defectos es mayor que con Microsoft Fakes,
pues la refactorizacio´n es obligatoria para crear las pruebas.
6. Conclusiones
Esta investigacio´n comparo´ el uso del framework de aislamiento Microsoft
Fakes contra la te´cnica tradicional de dobles de prueba con refactorizacio´n, para
agregar pruebas unitarias a un sistema de co´digo legado. El sistema legado es una
aplicacio´n web para uso interno de la Universidad de Costa Rica, desarrollado
por una unidad de desarrollo de software institucional.
En este trabajo se analizo´ la mantenibilidad del sistema legado, utilizando las
me´tricas de ı´ndice de mantenibilidad, complejidad cicloma´tica y acoplamiento de
clases. Dicho ana´lisis sen˜alo´ que el mayor problema de mantenibilidad del sistema
legado en estudio era su alto acoplamiento de clases, el cual es producido por
la falta de inyeccio´n de dependencias. Luego de este ana´lisis, se seleccionaron
cuatro me´todos de la capa de lo´gica de negocio para ser probados mediante
pruebas unitarias. Sobre estos me´todos se implementaron 14 pruebas unitarias
con Microsoft Fakes y con dobles de prueba. Durante su implementacio´n, se
recolectaron me´tricas sobre el tiempo de desarrollo y ejecucio´n de las pruebas
unitarias, as´ı como sobre la cantidad de l´ıneas de co´digo que tuvieron que ser
modificadas para crear las pruebas.
Los resultados indican que el framework Microsoft Fakes logro´ aislar las de-
pendencias que ten´ıa el co´digo con servicios externos a los que la capa de lo´gica
de negocio se conectaba, posibilitando as´ı la creacio´n de pruebas unitarias au-
tomatizadas sin necesidad de cambiar una sola l´ınea de co´digo productivo. (Se
opto´ por aislar y no simular estos servicios ya que la simulacio´n hubiese sido
ma´s costosa.) Los resultados tambie´n indican que la te´cnica de dobles de prueba
logro´ crear pruebas unitarias automatizadas sobre el co´digo legado, pero requi-
rio´ la creacio´n manual de los objetos de simulacio´n y la respectiva refactorizacio´n
del co´digo productivo. En este caso de estudio, para usar la te´cnica de dobles
de prueba se tuvo que modificar un 9.7% del co´digo productivo. Otro resultado
interesante para este caso de estudio es que el tiempo de desarrollo de las prue-
bas unitarias con Microsoft Fakes fue 3.3 veces menor que con dobles de prueba,
mientras que el tiempo de ejecucio´n de las pruebas con Microsoft Fakes fue 2.8
veces mayor que con dobles de pruebas.
Finalmente, nuestra recomendacio´n es utilizar el framework Microsoft Fakes
en co´digo legado que posea un alto nivel de acoplamiento de clases (mayor a 9) y
que este´ sujeto a mantenimientos pequen˜os. Por el contrario, en co´digo legado con
buenos indicadores de mantenibilidad (en especial, bajo acoplamiento de clases),
se recomienda usar dobles de prueba ya que el esfuerzo de refactorizacio´n no ser´ıa
muy grande. Similarmente, si el co´digo legado va a sufrir cambios grandes, se
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recomienda utilizar dobles de pruebas para obtener un mejor disen˜o del software
a trave´s de la refactorizacio´n. Finalmente, para desarrollo de co´digo nuevo se
recomienda usar me´todos tradicionales de dobles de prueba y refactorizacio´n,
que ayuden a producir software con bajo acoplamiento de clases.
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