Nowadays, no one questions the crucial role of Requirements Engineering in software systems development. Specifically, if apps are generated for execution on mobile devices, certain non-functional requirements become highly relevant. In this article, an experimental study on three non-functional requirements that are essential for the development of native and multi-platform mobile apps is detailed. These requirements are performance, energy consumption and storage space utilization.
Introduction
Not many years ago, Requirements Engineering was underestimated. Computer Science professionals considered design or coding as more challenging stages in software development. Currently, this situation has changed. Having the right requirements in early development stages considerably reduces the risk of problems appearing later on. In this context, and with the boom of mobile devices, software development is particularly conditioned by complying with certain requirements, some non-functional requirements in particular, that are critical in mobile apps. In this article, the results obtained in [1] [2] and [3] are expanded. This study is aimed at quantifying the impact of the development approach used on three of the most popular non-functional requirements in the area of apps for mobile devices: performance, energy consumption and use of storage space.
To choose cases for study, the multi-platform development classification proposed by Raj and Tolety in [4] and reviewed by Xanthopoulos et al. in [5] was considered.
This classification considers 4 categories: 1) mobile web approach, 2) hybrid approach, 3) interpreted approach and 4) cross-compilation approach.
The development approaches studied in this article were the native approach and the hybrid, interpreted, and cross-compilation multi-platform variations. The mobile web approach was excluded because a thorough analysis of that approach will be done in the future. The tests detailed in this article were run on the Android platform, which is the operating system that currently has the largest market share for mobile devices [6] .
Even though the general design of the experiments revolves around the development approaches used, the tests had to be implemented using specific frameworks. There are several of these development frameworks for each of the approaches being considered. The ones chosen for this study are well known and very popular in the field. Based on these, six different analysis scenarios were defined: 1) Android SDK (native approach), 2) Cordova (hybrid approach), 3) Titanium (interpreted approach), 4) NativeScript (interpreted approach), 5) Xamarin (cross-compilation approach) and 6) Corona (cross-compilation approach). The same scenarios were used to test all 3 non-functional requirements being considered: performance, energy consumption and use of storage space.
It should be noted that the results presented in this paper are linked to the state of the art of the development framework used at the moment of carrying out the experiments and, therefore, could change in the future as these frameworks evolve.
The rest of this article is organized as follows: Chapter 2 discusses the issue of performance in mobile apps, Chapter 3 considers energy consumption, and Chapter 4 is devoted to the use of storage space. Finally, the conclusions and future lines of work are presented.
Performance
According to several quality standards, such as ISO/IEC 9126 and ISO/IEC 25010, an efficient performance (least possible processing time) is one of the attributes that any software application must meet . This requirement gains significance in the context of mobile devices due to its direct relation to energy consumption [8] , which is a critical aspect affecting battery autonomy. User ratings in online app stores usually penalize low performance, generating negative publicity as a result [6] . Andre Charland and Brian Leroux identified processing time as one of the main issues to solve when developing multi-platform applications, and they stated that end users care about software quality and user experience [9] .
Some authors have studied application performance based on the development approach used. The work done by Corral et al. [10] around native and hybrid apps (developed using Phonegap) for a version of the Android operating system can be mentioned. However, there are not many articles analyzing app performance based on the multi-platform development approaches mentioned in [4] and [5] that were used as reference to establish the cases for analysis for this study.
Experiment
Tests were carried out for the 6 scenarios mentioned above, which include the most relevant development frameworks at the time of writing this article. For the tests, 3 different mobile devices were usedtwo smartphones and a tablet, all three with Android as OS; they are identified as Device A, Device B and Device C. A total of 18 test cases were definedone per device per scenario.
To assess processing speed, the calculation of the following series was proposed:
This expression includes several iterations, mathematical functions and f arithmetics. This type of calculation is frequent in applications that make intensive use of CPU computation power, such as games, augmented reality apps, image treatment apps, and so forth. For each of the 18 test cases defined, 30 separate runs of the experiment were carried out, obtaining in each case a sample T, where T = T1, T2, … T30, and Ti = time required for calculating the series on the nth run of the experiment. Time Ti is expressed in milliseconds. In most of the practical cases of interest, 30 samples are enough to propose ̅ as a good approximation to the real mean of the distribution. A large number of experimental works published in this field used this number of measurements for their data collection phases.
To characterize each of the samples obtained, statistic variables ̅ = (1/ ) ∑ =1 and = √(
), corresponding to the sample average and sample standard deviation, respectively, were calculated. Table 1 and Figure 1 summarize the results obtained during the experiments. The values of ̅ and S for the samples collected allow comparing the performance of the apps generated using the different development approaches in each of the devices used. Clearly, for the three devices used for the tests, the apps generated with Na-tiveScript, Titanium and Cordova were the most efficient ones, all of them completing the required calculation. On the opposite end, Xamarin, Android SDK and Corona always produced the slowest apps. Corona in particular stands out for its low performance. It should be noted that the hybrid (Cordova) and interpreted (Titanium and Na-tiveScrip) approaches, even if they operate differently, have one characteristic in common: they both run JavaScript code. In all these frameworks, the JavaScript V8 engine is responsible for optimizing the code that is then interpreted by a WebView. This engine has a crucial role and is largely responsible for the good results obtained.
Results
The tests for these approaches had a better behavior than that of the native approach (Android SDK) and the cross-compilation approach (Xamarin and Corona), which yielded the lowest performance. The same relative differences were observed with the different development frameworks for all three devices used to carry out these tests.
Energy Consumption
Mobile device technology experienced a fast-paced development, significantly increasing its capabilities and performance, but also its energy requirements. Since battery technology has not evolved at the same speed, energy consumption has to be optimized to achieve a balance between performance and device autonomy. Energy efficiency has become a relevant issue both for hardware manufacture as well as for software development. There is also a related requirement to protect the environment and general health of the planet. A higher energy consumption is against 
Average Time (ms)
Device A Device B Device C the current trend of green computing, which is attempting to achieve eco-friendly computer systems.
The introduction of ARM's big.LITTLE technology [11] to improve energy efficiency in mobile devices is an example of the commitment of hardware manufacturers with this issue [12] . However, the solution depends largely on software developers. It has been shown that, through changes in application source code, significant improvements can be obtained.
Many researchers have proposed solutions involving good programming practices. In [13] , it was shown that the fastest algorithms are not always the ones that consume less energy. In [14] and [15] , recommendations for the development of applications with a reduced energy demand were presented. In [16] , it was concluded that most (5 out of 8) of the best programming practices published by Google to optimize Android app performance also had a positive impact on energy consumption. Other researchers explored the advantages of the technology called Mobile Cloud Computing, which integrates the concept of cloud computing to the mobile device environment. In [17] and [18] , it was shown that this technology is effectively useful to save energy.
Energy efficiency and development frameworks for mobile devices have been widely studied separately; however, the articles considering both aspects simultaneously are scarce. This section is intended as a contribution in that direction, analyzing the effects of the development approach on app energy consumption. The 6 development frameworks mentioned in previous sections were considered, and 3 different types of common apps: 1) Intensive processing, 2) Video playback and 3) Audio playback.
Experiment
The platform chosen for testing was a medium-range smartphonebrand: Motorola, model: Moto-G2, processor: Quad-core 1.2 GHz Qualcomm Snapdragon 400, GPU: Adreno 305, RAM: 1GB, OS: Android 6.0. This device was selected as an average representation of all devices considered during a preliminary testing phase. Intensive processing, video playback and audio playback apps were developed, each of them in six different versionsone for each development framework being considered. This resulted in a total of 18 test cases. The intensive processing app consisted in calculating the series used for performance analysis, discussed above, represented by Equation (1). The audio and video playback apps consisted in the playback of a one-minute long multimedia resource. In the case of the video, the file was 89.2 Mb in size, with a resolution of 1280x720 pixels, H.264 as codec at 5585 Kbps, and AAC audio tracks at 128 Kbps. For audio playback, the file used was 1.32 Mb in size and MP3 AC3 as codec, at 128 Kbps.
For energy consumption measurements, Qualcomm's Trepn Profiler tool was used; this is the same company that developed the smartphone processor used in all tests. To minimize external interference during the tests, a number of conditions were applied: 1) the device was on plane mode, 2) screen brightness was at the minimum level, 3) audio volume was set at 20%, 4) battery charge between 80% and 100%, 5) the device was not connected to the battery charger, 6) the app was implemented on dark mode, and 7) the app was running on the foreground, i.e., on the screen, during the test.
For each of the tests that were defined, 30 separate runs were executed, obtaining X = X 1 , X 2 , … X 30 samples. In all cases, energy consumption, execution time and CPU percentage use were measured. Sample average ̅ = (1/ ) ∑ =1 and sample standard deviation
) were calculated for all samples obtained. Tables 2, 3 and 4 summarize test results for intensive processing, video playback and audio playback, respectively. The histograms in Figure 2 show sample distribution for energy consumption. As regards intensive processing, there are three clear groups of frameworks (see Table  2 and Figure 2 in Section A). The first group, with the highest energy efficiency, is formed by Cordova, Titanium and NativeScript. The second group, with medium efficiency, includes Xamarin and native Android SDK. Finally, with a much lower performance, Corona is in the group that has the greatest impact on battery autonomy. It is worth noting that the native development framework, Android SDK, is not among the most efficient approaches. This would be explained by the low performance of Java for mathematical functions in relation to execution time and, therefore, energy consumption. As regards video playback apps, there are two clearly defined groups (see Table 3 and Figure 2 in Section B). The first group, with greater energy efficiency, includes Android SDK, Corona, Xamarin and Titanium. The second group is formed by Na-tiveScript and Cordova. These two frameworks showed a really low efficiency level, requiring more than double the power than the other frameworks that were tested. In particular, Cordova consumes almost triple the power than Android SDK (the best option). This significant difference is probably due to the fact that Cordova uses the HTML video player, which requires more CPU power than what the operating system provides.
Results
In relation to audio playback apps, there are no major differences in energy consumption among the various development approaches with the exception of Corona, which stands out as the least efficient of the bunch (see Table 4 and Figure 2 in Section C).
Even though all audio and video tests were done using a resource that was exactly 60 seconds long, tables 3 and 4 show differences in playback time. This is because the time required to start up the app is different for the different frameworks used. The native approach has advantages in this regard, but these become significant only if the app is used for a short time. As use time increases, the relevance of this advantage becomes less significant. Figure 3 represents the values for ̅ (sample average) obtained for the 18 test cases run. A quick visual inspection tells us that only one or tow of the development frameworks analyzed stand out for being inefficient (high energy consumption) for all three types of apps considered. This is the case of Corona for intensive processing, Cordova and NativeScript for video playback, and Corona for audio playback. On the other side of the coin, the most efficient framework does not stand out clearly from the other frameworks that are also efficient. This indicates that, even if there is no clear winner as the most efficient option, there is enough information as regards which frameworks should be avoided in each case. Fig. 3 . Energy consumption by development framework used for the three types of apps considered. Tables 2, 3 and 4 show that the impact of the development framework on energy consumption is greater in intensive processing apps (the consumption of the app developed with Corona is 4.57 times that of the app developed with Cordova). This is also significant in video playback apps (the consumption of the app developed with Cordova is 2.9 times that of the app developed with Android SDK). Finally, the smallest impact of the choice of development framework is found in audio playback apps, where the consumption of the development using Corona (the least efficient framework) is only 1.33 times that of the consumption of the development using Android SDK (the most efficient framework). Additionally, for all three types of apps considered, the development framework with Titanium stands out for always being in the group of the most efficient frameworks, even if it never got the first place.
Storage Space
There is a lot of variation in storage space size among the different models of smartphones, this resource being critically scarce in less expensive devices. In the 0 2 4 6 8 10 12 14 16 Corona Android SDK Xamarin NativeScript Titanium Cordova
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Intensive Processing Video playback Audio Playback latter, the operating system and factory pre-installed apps take up a large portion of the available space, which hinders the installation of new apps [19] . This problem is worsened by a trend in the market towards the development of increasingly bigger apps.
According to a study carried out on Google Play Store, the size of the apps has quintupled between 2012 and 2017 [20] . This increase is due to the evolution of the market, requiring new features and better resources in apps. However, users are reluctant to resign storage space in their devices. The same study showed that the number of effective installations decreases by 1% for each 6 megabytes of increase in app size. Additionally, downloads are interrupted 30% more often in 100-megabyte apps than in 10-megabytes ones.
It is apparent that developers must optimize storage space usage to reach a larger number of potential users. Faced with this need, the scientific community has not been indifferent. In [21] and [22] , elastic mobile app design models are proposed. These models use cloud computing technology to increase computation resources and storage space, splitting the apps into modules and migrating to the cloud those that require more resources. In addition to the obvious disadvantages, the excessive use of space can also negatively impact energy consumption [23] . In [24] , methods to reduce the energy consumption associated with reading and writing access to storage space are proposed.
To minimize the size of the apps built, the impact of the development approach chosen on power consumption should also be considered. Below, we present the results of the experimental tests quantifying how large this impact is based on the development framework used.
Experiment
The tests whose results are presented in the following section were carried out with the 6 scenarios mentioned before. To assess the impact on the space used by the apps built, the size of the APK file generated by the different development frameworks being considered was measured. This information is independent from the device where the app is later installed. The specific tools and libraries used by the development frameworks to support certain functionalities may impact differently the size of the resulting apps. To detect such potential situations, three different types of apps were implemented for each of the 6 scenarios defined, covering the usual functionalities: 1) text display, 2) video playback and 3) audio playback. Thus, there are 18 test cases: The source code for all developments produced for the experiments is publicly accessible on [25] For all tests, the applications were generated following the standard procedure recommended by the documentation for each framework. In all cases, it was specifically corroborated that no additional files, such as images or videos, were included. These files are usually added by framework tools when a new app is built. Below, the results obtained are displayed. Table 5 and Figure 4 show test results for the three types of apps considered. The development frameworks used are ordered based on the size of the APK file obtained. It can be seen that the sorting order is the same for all three types of apps considered. In all cases, the native development with Android SDK was the most efficient approach, producing the smallest app, followed closely by Cordova, hybrid approach. The apps generated with cross-compilation (Xamarin and Corona) are in intermediate positions. Finally, the frameworks using the interpreted approach (Titanium and Na-tiveScript) generated the largest APK packages. . 4 . Package size by development framework used for the three types of apps considered.
Results

Conclusions and Future Work
In this article, the results obtained in our previous work, presented in [1] [2] and [3] , are expanded. Thorough tests of three of the most important non-functional requirements were carried out. These requirements affect the development of apps for mobile devices: performance, energy consumption and use of storage space.
To analyze each of these requirements, 6 of the most popular development frameworks in the market were used: 1) Android SDK (native approach), 2) Cordova (hy- 0  2  4  6  8  10  12  14  16 18 20 22 Android SDK Cordova Xamarin Corona Titanium NativeScript
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Text Display Video Playback Audio Playback brid approach), 3) Titanium (interpreted approach), 4) NativeScript (interpreted approach), 5) Xamarin (cross-compilation approach) and 6) Corona (cross-compilation approach). The results obtained are a contribution for Software Engineers, allowing them to prioritize the use of an approach over others, based on the expected levels of performance, energy consumption and use of storage space.
Mobile app users heavily weight these non-functional requirements when it comes to deciding whether to install an app on their mobile devices. This work presents an advance in that regard, with concrete results.
Finally, an expansion is planned in the future to include iOS' mobile platform, in addition to carrying out tests with other frameworks for the native and multi-platform development approaches discussed here.
