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Cílem této práce je vytvoření jednoduchého raytraceru s pomocí knihovny IPP, který bude
využívat techniku bezsnímkového renderování. První část práce je zaměřena na metodu
sledování paprsku. V další části je rozebrána technika bezsnímkového renderování a její
adaptivní verze se zaměřením na adaptivní vzorkování. Dále je zde popsána knihovna IPP
a implementace jednoduchého raytraceru s pomocí této knihovny. Poslední část práce vy-
hodnocuje rychlost a kvalitu zobrazení implementovaného systému.
Abstract
The aim of this work is to create a simple raytracer with IPP library, which will use
the frameless rendering technique. The first part of this work focuses on the raytracing
method. The next part analyzes the frameless rendering technique and its adaptive version
with focus on adaptive sampling. Third part describes the IPP library and implementation
of a simple raytracer using this library. The last part evaluates the speed and rendering
quality of the implemented system.
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Bezsnímkové renderování je technika, která se snaží o zmenšení zpoždení mezi uživatelským
vstupem a reakcí grafické aplikace pomocí okamžitého zobrazení vypočítaných pixelů. Barva
každého pixelu je přitom počítána na základě nejaktuálnějších vstupů. Výhodou grafických
systémů, které používají techniku bezsnímkového renderování, je vyšší interaktivita sys-
tému, avšak za cenu snížení kvality obrazu při velkých změnách. Vzhledem k pixelovému
přístupu techniky bezsnímkového renderování je nejvhodnější spojit ji se zobrazovacími me-
todami, které zobrazují scénu po pixelech (angl. image order). Jednou z těchto metod je
i metoda sledování paprsku.
Sledování paprsku je metoda počítačové grafiky používaná pro 2D zobrazení 3D scény.
Tato metoda se snaží vytvářet obraz pomocí sledování šíření světla ve scéně v souladu
s fyzikálními zákony. Obraz produkovaný touto metodou je tedy velmi realistický, a proto
tato metoda nachází využití například v architektuře, medicíně, reklamě nebo ve filmovém
či herním průmyslu. Sledování paprsku můžeme rozdělit do tří základních skupin.
Do první skupiny patří metody, které se snaží sledovat světelné paprsky od světelného
zdroje směrem k pozorovateli. Tento způsob bývá označován jako dopředné sledování pa-
prsku. Velkou nevýhodou tohoto postupu je plýtvání výpočetním výkonem na paprsky,
které ani po mnoha odrazech nedopadnou do oka pozorovatele.
Druhá skupina se snaží sledovat paprsky obráceným způsobem. Paprsek je tedy sledo-
ván od pozorovatele směrem ke světlu. Tato metoda je označována jako zpětné sledování
paprsku. Výhodou tohoto přístupu je soustředění výpočetního výkonu na paprsky, které
vždy doputují k pozorovateli. Tento přístup je tedy rychlejší než přístup první skupiny.
Nevýhodou však je nemožnost simulovat komplexnější světelné jevy. Právě tento přístup
bude dále rozebrán v této práci a využit společně s technikou bezsnímkového renderování.
Třetí skupina kombinuje přístup prvních dvou. Paprsky jsou sledovány jak ve směru
od světla k pozorovateli, tak i v opačném směru. Jedná se tedy o jakýsi kompromis mezi
rychlostí a přesností.
Hlavním cílem této práce je vytvořit s pomocí knihovny IPP jednoduchý raytracer,
který bude využívat techniku bezsnímkového renderování. Tato práce navazuje na semest-
rální projekt, ze kterého přebírá část textu a dále jej rozšiřuje. Metoda zpětného sledování
paprsku je popsána v kapitole 2. Kapitola 3 přibližuje techniku bezsnímkového renderování.
Adaptivní verze této techniky se zaměřením na adaptivní vzorkování je popsána v kapitole
4. V kapitole 5 jsou popsány nejdůležitější funkce knihovny IPP, které lze využít pro účely
sledování paprsku. Část této kapitoly je také věnována způsobu reprezentace scény. Imple-
mentace jednoduchého raytraceru s pomocí knihovny IPP je popsána v kapitole 6. Kapitola
7 vyhodnocuje rychlost a kvalitu zobrazování. Poslední kapitola shrnuje dosažené výsledky
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Tato kapitola představuje metodu zpětného sledování paprsku. V první části je popsán její
princip, je zde uvedeno parametrické vyjádření paprsku a popsány druhy paprsků. V této
části je také uveden stručný popis prvků, z nichž se skládají scény, se kterými metoda
pracuje. Další část je věnována základnímu algoritmu, jehož důležité části jsou podrobněji
popsány v dalších podkapitolách. V závěru této kapitoly je poskytnut náhled na metody
sloužící k urychlení metody sledování paprsku.
2.1 Princip metody sledování paprsku
Metoda sledování paprsku je globální zobrazovací metodou, která byla poprvé představena
v roce 1980 [10]. Pracuje na principu sledování šíření světelných paprsků ve scéně, přičemž
využívá poznatky z geometrické optiky o přímočarém šíření, lomu a odrazu světla. Paprsek
je chápán jako polopřímka určená počátkem a směrem a lze jej parametricky popsat takto:
R(t) = O+ t ·D, (2.1)
kde O je počátek paprsku, t je parametr a D je vektor udávající směr paprsku. Tento vztah
lze dále rozepsat pro parametrické vyjádření jednotlivých souřadnic:
Rx = Ox + t ·Dx,
Ry = Oy + t ·Dy,
Rz = Oz + t ·Dz. (2.2)
Běžná scéna, se kterou metoda sledování paprsku pracuje, se skládá z objektů, světel,
obrazové roviny a kamery. Objekty scény se skládají z geometrických primitiv, které lze
popsat matematicky. Světla ve scéně bývají bodová a jsou popsána svou pozicí a barvou
světla, které vyzařují. Světlo se ve scéně šíří od svého zdroje do všech směrů, odráží se od
těles, popř. do nich vstupuje. Protože většina světelných paprsků nedopadne do kamery,
používá se místo dopředného sledování paprsků sledování zpětné. Zpětné sledování paprsků
sleduje paprsky s počátkem v kameře směrem ke zdroji světla. Tím se zamezí plýtvání
výpočetního výkonu na paprsky, které ani po několika odrazech nedopadnou do kamery.
Kamera ve scéně reprezentuje pozorovatele a je počátkem všech primárních paprsků.
Při sledování paprsků rozlišujeme tři druhy paprsků [11]:
• Primární paprsky jsou vysílány z kamery skrze body obrazové roviny do scény. Bez
použití optimalizačních technik nebo technik pro vyhlazování bývá počet primárních
paprsků stejný jako je počet bodů obrazové roviny.
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• Sekundární paprsky vznikají po dopadu primárního nebo sekundárního paprsku
na objekt. V závislosti na vlastnostech materiálu objektu můžou vznikat dva druhy
sekundárních paprsků, a to odražené a lomené. Počet sekundárních paprsků je daleko
vyšší než počet primárních.
• Stínové paprsky jsou vysílány z bodu dopadu primárních či sekundárních paprsků
směrem ke zdrojům světla. Pokud je mezi tímto bodem a světlem, do kterého paprsek
směřuje, nějaká překážka, není tento světelný zdroj zahrnut do výpočtu osvětlení
v daném bodě. Pro každý bod dopadu primárních či sekundárních paprsků vzniká
tolik stínových paprsků, kolik je ve scéně světel.
Scéna s několika paprsky je znázorněna na obrázku 2.1. Paprsek R1 je primární paprsek
s počátkem v kameře, který prochází bodem na obrazové rovině směrem do scény, kde
protíná objekt O1. Po dopadu na objekt je vyhodnocen lokální osvětlovací model, který
využívá stínové paprsky S1 a S2 pro určení světel, které osvětlují bod dopadu. Dále jsou
vrženy dva sekundární paprsky R2 a R3, kde R2 představuje paprsek odražený a R3 paprsek
lomený. Tyto paprsky se dále sledují, dokud nebude dosažena požadovaná hloubka rekurze,
nebo dokud paprsky neopustí prostor scény.
Obrázek 2.1: Scéna se sledovanými paprsky
2.2 Základní algoritmus
Základní algoritmus vrhá každým pixelem obrazové roviny paprsek a snaží se zjistit, zda
vrhnutý paprsek protíná nějaký objekt scény. Pokud nějaký objekt paprsek protíná, je
v bodě dopadu vyhodnocen osvětlovací model a podle vlastností materiálu mohou být
vrženy lomené a odražené paprsky, pro které se opět hledá průsečík s objekty scény, a celý
proces se opakuje. S výhodou se tedy pro sledování využívá rekurze. Pokud paprsek protíná
více objektů, je vždy počítáno s objektem, který leží nejblíže počátku paprsku. Postup
sledování paprsku je popsán funkcí SledujPaprsek převzatou z [11].
SledujPaprsek(paprsek R, hloubka rekurze H)
1. Nalezni průsečík P paprsku R s nejbližším tělesem ve scéně.
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2. Pokud průsečík P neexistuje, přiřaď paprsku R barvu pozadí
a skonči.
3. Ke každému světelnému zdroji vyšli z bodu P stínový paprsek
a pokud k němu paprsek dorazí, označ světelný zdroj jako nezakrytý.
4. Vyhodnoť příspěvky osvětlení v bodě P od všech nezakrytých světelných
zdrojů.
5. Pokud hloubka H nepřekročila maximální hloubku sledování, vyšli
a) odražený paprsek RR voláním SledujPaprsek(RR, H + 1),
b) lomený paprsek RT voláním SledujPaprsek(RT, H + 1).
6. Paprsku R přiřaď výslednou barvu jako součet příspěvků osvětlení,
barvy odraženého paprsku RR a barvy lomeného paprsku RT.
Algoritmus se tedy skládá z několika dílčích celků, které budou podrobněji popsány
v dalších podkapitolách. Jsou to:
• Vrhání primárních paprsků
• Hledání průsečíků paprsku s tělesem
• Vyhodnocení lokálního osvětlovacího modelu
• Vrhání sekundárních paprsků
2.3 Vrhání primárních paprsků
Primární paprsky mají svůj počátek v kameře a jejich směr je určen body obrazové roviny,
kterými procházejí. Pro určení směru primárního paprsku tedy potřebujeme znát polohu
kamery a polohu bodu na obrazové rovině vzhledem k souřadnému systému scény. Protože
paprsky vysílané kamerou promítají obraz scény na obrazovou rovinu, je důležité znát
i způsob promítání. Rovinné promítání můžeme rozdělit na dvě základní skupiny:
• Rovnoběžné promítání,
• Středové promítání.
Dále se omezíme pouze na středové promítání, které odpovídá způsobu lidského vidění.
Celá situace je zobrazena na obrázku 2.2. Směr primárního paprsku se potom určí jako:
D = dir+ u · right+ v · up, (2.3)
kde dir je normalizovaný vektor určující směr pohledu kamery, right a up jsou vektory
určující směr doprava a vzhůru vzhledem k pohledu kamery a u, v jsou souřadnice bodu
v obrazové rovině, kterým paprsek prochází. Vektory dir, right a up jsou na sebe navzájem
kolmé.
Protože nastavování kamery jen s pomocí těchto vektorů je obtížné, bývá kamera často
určena jen pomocí své polohy P a souřadnic cíle T, na který se kamera dívá. Vektory dir,
up a right lze potom spočítat takto:
dir = T−P,
right = sky× dir,
up = dir× right, (2.4)
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Obrázek 2.2: Kamera a obrazová rovina
kde sky je vektor určující směr nahoru a typicky bývá určený jednou z hlavních os. Pomocí
tohoto vektoru lze jednoduše řídit naklonění kamery. Pro zachování správných poměrů
stran obrazu je nutné ještě upravit velikost vektoru right, což se provede vynásobením
jednotlivých složek vektoru poměrem mezi šířkou a výškou obrazové roviny.
2.4 Průsečík paprsku s tělesem
Při průchodu paprsku scénou se snažíme zjistit vzdálenost k nejbližšímu tělesu, které pa-
prsek protíná. Chceme tedy zjistit nejmenší kladnou hodnotu parametru t, pro kterou pa-
prsek protíná nějaké těleso. Vzájemnou polohu paprsku a tělesa lze vyjádřit matematickou
rovnicí, jejímž řešením zjistíme, zda paprsek dané těleso protíná.
Tři nejběžnější typy objektů používané při sledování paprsku jsou rovina, koule a trojú-
helník. Pro každý typ tělesa bude dále uveden postup, kterým lze zjistit, zda paprsek těleso
protíná.
2.4.1 Rovina
Rovina je v prostoru určena normálovým vektorem a bodem na ní ležícím. Obecná rovnice
roviny má tvar:
ax+ by + cz + d = 0, (2.5)
kde a, b a c jsou koeficienty normálového vektoru roviny N a proměnné x, y a z určují bod
v rovině P. Koeficient d lze jednoduše získat dosazením normálového vektoru a souřadnic
bodu do rovnice:
d = −N ·P. (2.6)
Vztah pro výpočet parametru t lze získat prostým dosazením souřadnic paprsku do roviny:
t =
−(aOx + bOy + cOz + d)
aDx + bDy + cDz
= −N ·O+ d
N ·D . (2.7)
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2.4.2 Koule
Koule je v prostoru určena svým středem S = (xS , yS , zS) a poloměrem r. Rovnice popisující
kulovou plochu má tvar:
(x− xS)2 + (y − yS)2 + (z − zS)2 = r2. (2.8)
Po dosazení parametrického vyjádření paprsku dostaneme kvadratickou rovnici. V [11] je
uvedeno lepší řešení založené na rozboru geometrické situace (viz obrázek 2.3). Pro zjištění
průsečíku stačí vypočítat hodnotu x. Nejprve vypočteme délku vektoru C−O:
t0 = |C−O| = |(S−O) ·D|. (2.9)
Velikost d lze určit podle Pythagorovy věty:
d = (S−O) · (S−O)− t20. (2.10)
Teď už máme vše potřebné pro vypočtení x opět s pomocí Pythagorovy věty:
x2 = r2 − d2. (2.11)
Podle x2 lze určit průsečík takto [11]:
• Pokud x2 = 0, je paprsek tečnou koule v bodě O+ t0 ·D.
• Pokud x2 > 0, existují dva průsečíky v bodech O+ (t0 ± x) ·D.
• Pokud x2 < 0, průsečík neexistuje.
Obrázek 2.3: Geometrické znázornění průsečíku paprsku s koulí
2.4.3 Trojúhelník
Trojúhelník je základním stavebním prvkem většiny objektů a nelze se tedy divit tomu,
že existuje velké množství algoritmů, které se zabývají problematikou průsečíku paprsku
s trojúhelníkem.
Trojúhelník je určen svými třemi vrcholy A, B, C. Nejjednodušeji lze nalézt průsečík
paprsku s trojúhelníkem tak, že zjistíme, zda paprsek protíná rovinu, ve které trojúhelník
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leží. Pokud takovýto průsečík existuje, zjistíme, jestli leží uvnitř trojúhelníku. Rovina, ve
které trojúhelník leží, je určena libovolným vrcholem trojúhelníku a jeho normálou N:
N = (B−A)× (C−A). (2.12)
Pro zjištění, zda bod průsečíku leží v trojúhelníku, se používají barycentrické souřadnice.
Pomocí těchto souřadnic lze průsečík zapsat takto:
P = aA+ bB+ cC, (2.13)
kde P je průsečík paprsku s rovinou trojúhelníku a a, b, c jsou jeho barycentrické souřadnice
vzhledem k trojúhelníku ABC (viz obrázek 2.4). Pro barycentrické souřadnice dále platí:
a+ b+ c = 1. (2.14)
Obrázek 2.4: Barycentrické souřadnice bodu P v trojúhelníku ABC
Pokud platí následující podmínky, pak bod leží uvnitř trojúhelníku:
0 ≤ a ≤ 1 ∧ 0 ≤ b ≤ 1 ∧ 0 ≤ c ≤ 1. (2.15)










c = 1− a− b. (2.16)
Vypočtené barycentrické souřadnice lze dále použít například pro interpolaci normál,
barev nebo při mapování textur.
Test, zda průsečík leží uvnitř trojúhelníku, lze optimalizovat využitím projekční metody
[9]. Ta využívá vlastnosti zachovávající barycentrické souřadnice při projekci trojúhelníku
a průsečíku do roviny. Výpočet barycetrických souřadnic lze potom urychlit projekcí troj-
úhelníku a vypočteného průsečíku do souřadné roviny, ve které má trojúhelník po projekci
největší plochu, a veškeré výpočty dále provádět ve 2D. Další optimalizace lze dosáhnout
předpočítáním a pečlivým uložením informací, které se opětovně přepočítávají při každém
výpočtu, ale jejich hodnota se nemění. Při ukládání těchto dat je však nutné dávat pozor
na vhodné uložení a zarovnání těchto dat do cache paměti.
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2.5 Phongův osvětlovací model
Nejčastěji používaný lokální osvětlovací model pro metodu sledování paprsku je Phongův
osvětlovací model. Tento empirický model navrhl v roce 1975 Bui-Thong Phong [7], a přes-
tože tento model neodpovídá realitě, je používán pro svou jednoduchost a dobře vypadající
výsledky. Phongův model rozlišuje tři druhy odrazu světla (ambientní, difúzní a spekulární),
které svým složením dávají výsledný odraz (viz obrázek 2.5).
Obrázek 2.5: Složení třech druhů odrazu světla do výsledného odrazu
Vektory použité pro výpočet osvětlovacího modelu jsou znázorněny na obrázku 2.6.
Vektor N představuje normálu povrchu v bodě dopadu paprsku, L udává směr ke světlu,
V je vektor udávající směr k pozorovateli a R je směr zrcadlově odraženého paprsku dopa-
dajícího světla.
Obrázek 2.6: Vektory, které používá Phongův osvětlovací model
Ambientní složka reprezentuje světelné pozadí, které vzniklo mnohonásobnými odrazy
světla od těles scény. Toto rozptýlené světlo dopadá rovnoměrně na povrch všech těles ve
scéně. Ambientní složku lze vyjádřit vztahem:
IA = Iara, (2.17)
kde Ia značí množství okolního světla a ra je koeficient materiálu pro ambientní složku.
Difúzní složka představuje část světla, které dopadá na povrch tělesa a odráží se do
všech směrů rovnoměrně. Intenzita odraženého světla roste tím víc, čím je směr dopadu
blíže normále povrchu. Lze ji vyjádřit vztahem:
ID = ILrd(N · L), (2.18)
kde IL je intenzita a barevné složení dopadajícího světla, rd je koeficient materiálu pro
difúzní složku, N je normála v bodě dopadu paprsku a L je vektor světla.
Spekulární složka je ta část světla, které dopadá na povrch tělesa z jednoho zdroje světla
a odráží se převážně v jednom směru. Směr odrazu je dán podle fyzikálních zákonů odrazu
světla. Spekulární složku lze vyjádřit vztahem:
IS = ILrs(V ·R)ns , (2.19)
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kde IL je intenzita a barevné složení dopadajícího světla, rs je koeficient materiálu pro
spekulární složku, V je vektor pohledu, R je směr ideálního odrazu a ns je koeficient
vyjadřující lesklost materiálu.
Sečtením složek pro ambientní, difúzní a spekulární odrazy dostaneme celkovou hodnotu
Phongova osvětlení v daném bodě:
IP = IA + ID + IS . (2.20)
Phongův model je pro účely sledování paprsku rozšířen na následující tvar [11]:
IP = IA + ID + IS + IR + IT . (2.21)
Kromě složek pro ambientní, difúzní a spekulární osvětlení zahrnující světla, ke kterým není
trajektorie stínového paprsku přerušena tělesem scény, přidává rozšířený model ještě složky
lomených a odražených paprsků. Složku pro odražený paprsek lze vyjádřit vztahem:
IR = Irrs, (2.22)
kde rs je koeficient materiálu pro zrcadlový odraz a Ir je barva paprsku, který přichází ze
směru odrazu. Podobný vztah platí i pro složku lomených paprsků IT .
2.6 Vrhání sekundárních paprsků
Sekundární paprsky mají svůj počátek v bodě průsečíku primárních nebo sekundárních
paprsků s tělesem scény. Jejich směr se určí podle toho, jestli se jedná o lomený nebo
odražený paprsek, a příslušných zákonů geometrické optiky.
2.6.1 Směr odražených paprsků
Směr odražených paprsků se řídí zákonem odrazu [4] (obr. 2.6.1).
Zákon odrazu: Odražený paprsek leží v rovině dopadu a úhel odrazu se rovná úhlu
dopadu.
θ′ = θ. (2.23)
Známe-li tedy normálu N v bodě dopadu, můžeme směr odraženého paprsku vyjádřit
jako:
D′ = D− 2(N ·D) ·N, (2.24)
kde D je směr dopadajícího paprsku.
2.6.2 Směr lomených paprsků
Směr lomených paprsků se řídí zákonem lomu [4] (obr. 2.8).
Zákon lomu: Lomený paprsek leží v rovině dopadu a úhel lomu je spojen s úhlem
dopadu vztahem
n2 · sin(θ′) = n1 · sin(θ), (2.25)
kde n1 a n2 jsou indexy lomu prostředí. Směr lomeného paprsku lze vyjádřit vztahem:
D′ = (n ·D) + (n · C + S) ·N, (2.26)
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Obrázek 2.7: Dopadající a odražený paprsek
kde D je směr dopadajícího paprsku, n = n1n2 je poměr indexů lomu prostředí, ze kterého
paprsek přichází a do kterého vstupuje, N je normála v bodě dopadu a C a S jsou pomocné
vztahy pro zjednodušení zápisu:
C = −(N ·D),
S =
√
1− n2 · (1− C2). (2.27)
Obrázek 2.8: Dopadající a lomený paprsek
2.7 Metody pro urychlení sledování paprsku
Proces zjišťování průsečíků paprsků s tělesy je výpočetně nejnáročnější část celého algo-
ritmu, proto se většina optimalizačních metod zaměřuje právě na tuto část. Metody pro
optimalizaci rychlosti lze rozdělit podle [1], [11] do několika tříd:
• Urychlení výpočtu průsečíků
– Rychlejší výpočet průsečíků paprsek – objekt
(speciální výpočty pro jednotlivé objekty, jednoduché obálky)
– Méně výpočtů průsečíků paprsek – objekt
(hierarchie obálek, dělení scény, paměť překážek, koherence paprsků)
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• Snížení počtu paprsků
(adaptivní vyhlazování, adaptivní řízení hloubky rekurze)
• Sledování více paprsků najednou
(svazky paprsků)
První třída snižuje náročnost výpočtu průsečíku paprsku se scénou a dále se dělí na
dvě podtřídy. První z těchto podtříd zahrnuje efektivnější algoritmy pro výpočty průsečíků
s jednoduššími objekty, které obalují tělesa scény. Výpočty průsečíků s těmito obálkami jsou
jednodušší a rychlejší. To nám umožňuje rychleji vyloučit ta tělesa, jejichž obálku paprsek
neprotíná. Druhá podtřída se snaží zmenšit počet počítaných průsečíků tím, že tělesa scény
hierarchicky člení nebo rozděluje do podprostorů. Při průchodu paprsku scénou se provádí
test na průnik jen s tělesy, která leží v podprostoru, ve kterém se paprsek právě nachází.
Druhá třída se snaží snížit počet paprsků, pro které bychom museli provádět test na
průnik. Tuto skupinu bychom opět mohli rozdělit do dvou podskupin. První se snaží snížit
počet primárních paprsků snížením vzorkovací frekvence při zachování kvality výsledného
obrazu. Druhá skupina řídí hloubku rekurze odstraněním lomených nebo odražených pa-
prsků s příliš nízkou informační hodnotou.
Princip třetí třídy urychlujících technik spočívá ve sledování více paprsků najednou.




Tato kapitola je věnována technice bezsnímkového renderování. V první části je popsán
princip této techniky, její vlastnosti a je zde podán náhled na předchozí práce, které se
touto technikou zabývaly. Druhá část je věnována základnímu algoritmu. V této části je také
uvedeno několik vylepšení, která se týkají způsobu výběru vzorků a způsobu zobrazování.
3.1 Princip techniky bezsnímkového renderování
Technika bezsnímkového renderování byla poprvé představena v roce 1994 [2]. Cílem této
techniky je zvýšit úroveň interaktivity systémů a zařídit, aby uživatel pracoval vždy s ak-
tuálními informacemi. To je zajišťeno tím, že body obrazu jsou počítány vždy na základě
nejaktuálnějších vstupů a jsou ihned zobrazovány uživateli.
Tím je však vyloučeno použití tradičního double-bufferingu, který ponechává starý sní-
mek zobrazený, dokud není kompletně vypočten snímek nový. Při použití single-bufferingu
může docházet k trhání obrazu, které je způsobeno postupnou změnou barev pixelů. To lze
řešit tím, že pixely obrazu, jejichž barva se bude přepočítávat, jsou vybírány náhodně [2].
Obraz, který je zobrazen uživateli, není tedy složen z pixelů, které byly pořízeny ve
stejný čas sejmutím stavu scény, a nemůžeme proto říct, že tvoří snímek dané scény. Odtud
i název bezsnímkové renderování. Při použití bezsnímkového renderování obraz tvoří pixely
pořízené v různých časových okamžicích a v aktuálním obrazu lze spatřit několik posledních
stavů scény.
Sekvence těchto obrazů potom dává zdání plynulého přechodu mezi jednotlivými stavy,
který je přirozenější než trhaný pohyb při použití single-bufferingu. Plynulý přechod mezi
stavy vede k urychlení reakce uživatele na změnu v systému a k celkovému zvýšení inter-
aktivity aplikace, avšak za cenu snížení kvality obrazu.
Výslednou kvalitu obrazu lze dále zlepšit nahrazením náhodného vzorkování obrazu
adaptivním vzorkováním, které se soustředí na místa v obraze s největší barevnou změnou.
Pro další zvýšení kvality výsledného obrazu lze také použít rekonstrukční filtry [3].
3.2 Základní algoritmus
Základní algoritmus techniky bezsnímkového renderování tak, jak byla představena v [2],
lze popsat následovně:
1. Náhodně vyber bod obrazu.
2. Vypočítej barvu vybraného bodu.
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3. Zobraz bod na obrazovce.
4. Opakuj celý proces, dokud nedojde k přerušení.
Podle [8] je však vhodnější jiný postup, který je určen pro použití s dnešními grafickými
akcelerátory. Ty totiž nejsou uzpůsobeny k zobrazování jednotlivých pixelů na obrazovce,
ale mnohem lépe pracují s celými snímky. Proto je vhodnější vypočtené pixely ukládat a na
vyžádání, dané například časovačem, je zobrazit. Jednoduchou úpravou periody časovače
tak lze zvýšit, nebo naopak snížit zobrazovací frekvenci. Upravený algoritmus potom bude
vypadat takto:
1. Alokuj paměť pro uložení snímku.
2. Náhodně vyber bod obrazu.
3. Vypočítej barvu vybraného bodu.
4. Ulož vypočtenou barvu do snímku.
5. Pokud je vhodné překreslit obrazovku, pak ji překresli.
6. Pokračuj bodem 2, dokud nedojde k přerušení.
Zvyšováním zobrazovací frekvence klesá délka doba, která je určená pro přepočítání
pixelů, a je tedy zpracováno méně bodů. Při nárůstu zobrazovací frekvence se kvalita obrazu
zhoršuje, ale roste rychlost odezvy. Pokud se ale kvalita obrazu dostane pod únosnou mez,
uživatel ztrácí přehled o situaci ve scéně a není schopen dostatečně rychle reagovat na
změny. Dochází ke zhoršení komunikace mezi aplikací a uživatelem, což vede ke snížení
interaktivity.
Naopak při snižování zobrazovací frekvence se doba pro výpočet barev pixelů prodlu-
žuje, a je tedy zpracováno více bodů. Kvalita obrazu je lepší, avšak za cenu horší odezvy
aplikace. Se zvyšující se kvalitou obrazu má uživatel lepší přehled o situaci ve scéně. Uživa-
tel je schopen dostatečně rychle reagovat na danou situaci, ale aplikace nemusí být schopna
dostatečně rychlé odpovědi právě z důvodů nízké odezvy. Nicméně se snižující se zobrazo-
vací frekvencí jsou uživateli předkládány informace o scéně, které již nemusí být pravdivé
kvůli jejich stáří. Je proto důležité najít vhodný poměr mezi kvalitou obrazu a rychlostí
odezvy tak, aby byla zachována rychlost komunikace mezi uživatelem a aplikací.
Protože v současné době nemáme dostatečný výkon pro přepočítání všech bodů obrazu,
stojíme před problémem, jak co nejefektivněji vzorkovat obraz tak, abychom dosáhli co
nejlepšího pokrytí. V případě bezsnímkového renderování nás však nezajímá pouze pokrytí
obrazu z prostorového hlediska (kde vybrat), ale i z hlediska časového (kdy vybrat). Ná-
hodné vzorkování s rovnoměrným rozložením neposkytuje tak dobré pokrytí jako některé
quasináhodné sekvence bodů.
Využití těchto sekvencí pro účely bezsnímkového renderování je rozebráno v [8]. Jsou
zde zkoumány sekvence uvedené na obrázku 3.1. Na tomto obrázku je zobrazeno prvních 32
bodů ze sedmi quasináhodných sekvencí a pro porovnání také prvních 32 bodů vygenerova-
ných pseudonáhodným generátorem čísel. Je zde vidět, že tyto sekvence dosahují při malém
množství bodů lepšího pokrytí prostoru než náhodně generovaná čísla. Hodnocení jednot-
livých sekvencí je provedeno pomocí čtyř kritérií, jejichž úkolem je vybrat sekvenci s co
nejlepším pokrytím prostorové i časové oblasti a s nejmenšími rušivými vlivy na vizuální
kvalitu obrazu.
Vzájemné porovnání sekvencí je provedeno na základě těchto kritérií:
Diskrepance určuje odchylku od rovnoměrného rozložení bodů,
Minimální vzdálenost určuje nejmenší vzdálenost mezi dvěma body,
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Rozptyl určuje největší vzdálenost bodu ke všem ostatním,
Spektrální analýza zkoumá sekvenci z časového hlediska a zaměřuje se na identifikaci
nežádoucích pravidelných vzorů.
Podle těchto kritérií se jako nejvhodnější sekvence pro účely bezsnímkového renderování
ukázaly sekvence Halton, Vandewoestyne/Cools a Zaremba. Tyto sekvence na rozdíl od





























































































































































































































































I přes vylepšení základního algoritmu, která byla představena v předchozí kapitole, je stále
velká část výpočetního výkonu soustředěna na místa obrazu, kde nedochází ke změně. Tato
kapitola představuje techniky adaptivního bezsnímkového renderování, které se snaží sou-
středit právě na místa s velkou změnou ať už prostorovou (hrana), či časovou (pohyb).
V první části jsou představeny techniky adaptivního vzorkování, které se snaží takováto
místa v obraze najít a sledovat. Tyto techniky budou dále implementovány a porovnány
v dalších kapitolách. V další části je stručně představena technika adaptivní rekonstrukce,
která se snaží obraz zbavit artefaktů za pomocí filtrů. Přestože rekonstrukce obrazu není
hlavním zaměřením této práce, je zde tato část uvedena jako možnost dalšího pokračování
projektu.
4.1 Vzorkování
Abychom mohli proces vzorkování směrovat na určitá místa v obraze, potřebujeme nejdříve
nějakým způsobem rozdělit obrazovou rovinu do bloků. V současné době se používají dva
přístupy.
První přístup je založen na adaptivním dělení obrazové roviny s uniformním rozdělením
pravděpodobnosti výběru bloku v jednotlivých blocích. Situace je znázorněna na obrázku
4.1. Na tomto obrázku je obrazová rovina rozdělena do deseti bloků různých velikostí,
přičemž pravděpodobnost výběru každého bloku je deset procent. Tento přístup využívá
například [3], přičemž jako datová stuktura je použit KD strom. Aby bylo toto rozdělení
užitečné, je nutné jednotlivé bloky přizpůsobovat změnám ve scéně. Toto přizpůsobování
je realizováno jako řez stromem. Nejprve je provedeno ohodnocení jednotlivých bloků a na
základě tohoto hodnocení je blok s největší hodnotou rozdělen a dvojice bloků s nejmenší
hodnotou je spojena. Toto dělení se provádí tak dlouho, dokud nemají všechny bloky zhruba
stejné ohodnocení.
Jedním z problémů je také určení vhodného množství bloků, do kterých má být obrazová
rovina rozdělena, přičemž chceme, aby prostorová a časová barevná změna byla zhruba


















Obrázek 4.1: Adaptivní dělení obrazové roviny s uniformním rozložením pravděpodobnosti
kde dCds a
dC
dt jsou prostorové a časové barevné gradienty, T je průměrné stáří vzorků v blo-
cích, S je průměrná šířka bloku a i je konstanta upravující poměr mezi časovou a prostorovou
barevnou změnou. Výpočtem S lze poté odvodit potřebný počet bloků.
Pro výpočet gradientů jsou vzorky organizovány do křížové struktury znázorněné na











Pro výpočet časového gradientu je nutné porovnat vypočtený vzorek se vzorek, který byl
na daném místě vypočten v dřívějším čase.
Gt =
|Lx,y,t − Lx,y,t0 |
t− t0 . (4.4)
Pro výpočet intenzity vzorku lze použít známý vzorec:
L = 0.299R+ 0.587G+ 0.114B. (4.5)
Druhý přístup je založen na uniformním dělení obrazové roviny s adaptivním rozdělením
pravděpodobnosti výběru bloku v jednotlivých blocích. Situace je znázorněna na obrázku
4.3. Na tomto obrázku je obrazová rovina rozdělena do 25 čtverců stejné velikosti, přičemž
pravděpodobnost výběru jednotlivých bloků je různá. Tento přístup využívá například [8],
přičemž jako datová struktura je použita uniformní mřížka. Aby bylo toto rozdělení užitečné,
je nutné přizpůsobovat jednotlivé pravděpodobnosti výběru bloků změnám ve scéně. Toto
přizpůsobování je realizováno jako přidělení pravděpodobnosti blokům na základě jejich
ohodnocení, přičemž bloky s větší hodnotou mají lepší šanci na výběr a naopak.
Navádění vzorkovacího procesu pak probíhá v obou přístupech v několika krocích. V prv-







Obrázek 4.2: Struktura pro organizaci vzorků při výpočtu gradientů (převzato z [3])
náhodně s rovnoměrným rozložením pravděpodobnosti, přičemž při druhém přístupu je
brána v potaz různá pravděpodobnost výběru jednotlivých bloků. V druhém kroku se sna-
žíme vybrat ve zvoleném bloku vzorek, jehož barvu budeme počítat. Při tomto výběru
můžeme postupovat podobně jako při výběru bodů v základním algoritmu. Můžeme tedy
vzorek vybrat náhodně s rovnoměrným rozložením, anebo s pomocí některé z vhodných
sekvencí.
Nevýhodou prvního přístupu je nutnost neustálého dělení bloků pro přizpůsobení se
změnám ve scéně. Společně s hlídáním počtu bloků je první přístup poměrně náročným
procesem. Výhodou oproti druhému přístupu může být lepší směrování vzorkovacího pro-


















Obrázek 4.3: Uniformní dělení obrazové roviny s adaptivním rozložením pravděpodobnosti
Nyní už zbývá jen definovat funkci, která bude jednotlivé bloky ohodnocovat. V tomto
hodnocení musí být zahrnuty jak prostorové, tak i časové barevné změny v bloku. Jako
v případě problému dělení obrazové roviny jsou i zde dva přístupy k ohodnocení daných






(Li − Lm)2, (4.6)
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Liší se však svým přístupem k hodnocení časové změny. [3] používá váhování vzorků ve
výpočtu rozptylu pomocí exponencionální funkce:
e−3.47a, (4.8)
kde a je stáří vzorku. Toto váhování zajišťuje blokům se staršími vzorky lepší ohodnocení
a tedy i větší pravděpodobnost výběru. Toto ohodnocení je tím lepší, čím je v bloku více
starých vzorků.
Oproti tomu [8] používá funkci:
e(tl−ta)/s, (4.9)
kde tl je čas, ve kterém byl vzorek naposledy vybrán, ta je čas, ve kterém byl naposledy
vybrán blok, ve kterém se daný vzorek nachází, a s je konstanta, která upravuje rychlost
stárnutí vzorků. Čím nižší je hodnota této konstanty, tím rychleji vzorky stárnou a klesá
jejich význam při výpočtu rozptylu. S rostoucí hodnotou této konstanty se i starší vzorky
podílí významnou měrou na výsledném rozptylu v bloku. Pro hodnotu 500 bylo v [8] dosa-
ženo nejlepších výsledků.
V prvním přístupu tedy všechny vzorky stárnou stejně vzhledem ke globálnímu času
a v druhém je stárnutí vzorků relativní k nejnovějšímu vzorku v bloku, ve kterém se na-
cházejí. V dalších částech jsou tyto dva přístupy implementovány a je porovnán jejich vliv
na rychlost a kvalitu zobrazování.
4.2 Rekonstrukce
Protože obraz produkovaný metodou bezsnímkového renderování trpí množstvím artefaktů,
obsahuje systém implementovaný v [3] rekonstrukční filtr, jehož úkolem je zvýšit kvalitu
obrazu. Filtr implementovaný v tomto systému je Gaussův filtr, který je prostorově široký
a časově úzký v místech obrazu, kde dochází k rychlé změně. Takovýto filtr preferuje novější
vzorky a starším vzorkům přikládá menší váhu. Naopak v místech, kde je změna pozvolná,
se lépe uplatní filtr prostorově úzký, ale časově široký. Tento filtr nesnižuje důležitost starších
vzorků tak silně jako předchozí, což vede k většímu detailu v těchto místech. Protože obraz
obsahuje jak místa s velkými změnami, tak i místa, ve kterých je změna pomalá, je nutné
měnit rozměry a tvar filtru podle dané situace.
Rozměry filtru jsou ve [3] určeny ze stejných gradientů, jaké byly v předchozí sekci
použity pro určení množství bloků. Velký prostorový gradient značí obrazovou hranu, pro
kterou je použit prostorově úzký filtr, aby nedocházelo k rozmazání této hrany. A naopak
velký časový gradient značí
”
časovou“ hranu, pro kterou je použit časově úzký filtr, aby
nedocházelo ke znovupoužití starých vzorků.
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Rovnice 4.10 vyjadřuje rozměr filtru ve směru osy x (ex), kde Gx, Gy a Gt jsou gradienty






kde Rl je lokální vzorkovací frekvence určená ve vzorcích na pixel za sekundu. Rovnice 4.11
a 4.12 určují rozměry filtru ve směru osy y a ve směru časové osy.
Samotná rekonstrukce může probíhat dvěmi způsoby. Buď jako proces, který prochází
pixely obrazu a u každého pixelu vyhodnotí, jak příspívají okolní pixely právě zpracováva-
nému. Tento přístup bývá označován jako gather proces. Anebo jako proces, který prochází
zpracovávané vzorky a distribuuje jejich příspěvěk do okolních pixelů. Ten bývá označován
jako scatter proces.
První přístup se v [3] ukázal být jako neefektivní, proto autoři přistoupili na druhou
variantu, kterou implementovali na GPU. Rekonstruktor, který implementovali, si ucho-
vává určité množství posledních vypočítaných vzorků, které v době rekonstrukce promítne
ve vertex shaderu do obrazu jako body různých velikostí. Fragment shader potom projde





Tato kapitola popisuje knihovnu IPP, která bude použita pro implementaci jednoduchého
raytraceru, který bude využívat techniku bezsnímkového renderování. V první části jsou
představeny důležité funkce, které lze použít pro implementaci metody sledování paprsku.
Druhá část této kapitoly je věnována popisu reprezentace scény a způsobu vybudování
akceleračních struktur, které využívají funkce knihovny IPP.
5.1 Funkce knihovny IPP
Knihovna IPP (Intel Integrated Performance Primitives) obsahuje vysoce optimalizované
funkce pro zpracování signálu, zpracování obrazu a videa, práci s maticemi a funkce pro
realistické zobrazování a kryptografii. V tomto projektu bude využívána část knihovny,
která se zabývá realistickým zobrazováním. Tato část poskytuje funkce, které lze rozdělit
do těchto kategorií [6]:
• Vrhání paprsků (Ray Casting Functions),
• Výpočet průsečíků paprsků se scénou (Ray-Scene Intersection Engine),
• Funkce pro práci s povrchem objektu (Surface Properties Functions),
• Podpůrné funkce pro výpočet osvětlení (Shaders Support Functions),
• Funkce pro práci s akceleračními strukturami (Acceleration Functions),
• Pomocné funkce (Auxiliary Functions),
• Sférické harmonické transformace (Spherical Harmonic Transform),
• 3D transformace (3D Data Transforms Functions),
• Filtrovací funkce (3D General Linear Filters).
Nejdůležitějsí funkce pro sledování paprsku budou dále rozebrány. Bude se jednat především
o funkce z prvních tří kategorií.
První skupina poskytuje tři funkce, které se zabývají vrháním paprsku. Směry primár-
ních paprsků lze určit pomocí funkce:
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IppStatus ipprCastEye_32f(IppPoint3D_32f imPlaneOrg, IppPoint3D_32f dW,
IppPoint3D_32f dH, int wB, int hB,
IppiSize cBlock, Ipp32f* pDirection[3],
IppiSize blockSize);
Při použití této funkce je obrazová rovina s počátkem v imPlaneOrg rozdělena na bloky
o velikosti blockSize. Blok na obrazové rovině je určen pomocí souřadnic wB a hB, které
určují pořadí bloku vzhledem k šířce a výšce roviny. Těmito bloky procházejí svazky pa-
prsků, přičemž rozestupy mezi jednotlivými paprsky určují vektory dW a dH. Vypočtené
směry paprsků jsou uložené ve výstupním parametru pDirection. Tyto směry jsou uspořá-
dány ve smyslu struktury polí (Structure of Arrays). Příklad této struktury je znázorněn
na obrázku 5.1. Na tomto obrázku jsou uloženy směry čtyř paprsků tak, že první složky
vektorů všech paprsků (x1 - x4) jsou uloženy v první třetině pole, druhé složky (y1 - y4)
jsou umístěny ve druhé třetině a třetí složky (z1 - z4) zabírají poslední třetinu. Tento způ-
sob uložení je typický při využití SIMD instrukcí a používá se v knihovních funkcích IPP
pro uložení většiny informací, které se týkají svazků paprsků.
x1 x2 x3 x4 y1 y2 z2z1y3 z3y4 z4
pDirection[0] pDirection[1] pDirection[2]
Obrázek 5.1: Způsob uložení směrů primárních paprsků
Další důležitou funkcí z první skupiny je funkce pro výpočet směrů odražených paprsků:
IppStatus ipprCastReflectionRay_32f(const Ipp32f* const pIncident[3],
const Ipp32s* pMask,
const Ipp32f* const pSurfNorm[3],
Ipp32f* pDirection[3], int len);
Výpočet směrů odražených paprsků je prováděn tak, jak bylo uvedeno v kapitole 2. Podílí se
na něm normály v bodech dopadu (pSurfNorm) a směry dopadajících paprsků (pIncident).
Výsledné směry odražených paprsků jsou uloženy do pole pDirection, přičemž tato funkce
počítá směry jen pro ty paprsky, pro které je příznak pMask větší nebo roven 0. Takové pole
příznaků se také vyskytuje u většiny funkcí knihovny IPP, které pracují se svazky paprsků.
Poslední funkcí z první skupiny je funkce pro výpočet směrů stínových paprsků:
IppStatus ipprCastShadowSO_32f(IppPoint3D_32f pOrigin,
const Ipp32f* pSurfDotIn,
const Ipp32f* const pSurfNorm[3],
const Ipp32f* const pSurfHit[3],
Ipp32s* pMask, Ipp32f* pDotRay,
Ipp32f* pDirection[3], int len);
Tato funkce počítá směry stínových paprsků (pDirection) pro světlo s pozicí pOrigin.
Při tomto výpočtu se uplatní XYZ souřadnice bodů dopadu (pSurfHit), normály v těchto
bodech (pSurfNorm) a skalární součiny směrů dopadajících paprsků a normál v bodech
dopadu (pSurfDotIn). Dále tato funkce počítá skalární součiny směrů stínových paprsků
a normál (pDotRay), které se používají pro výpočet difúzní složky Phongova modelu. Tyto
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skalární součiny se však počítají z nenormalizovaných hodnot, a proto je vhodné při vý-
počtu osvětlení buď vypočíst tyto hodnoty znovu z normalizovaných hodnot, nebo tlumit
intenzitu světla v závislosti na jeho vzdálenosti. K výpočtu vzdálenosti lze využít například
funkci ipprDistAttenuationSO 32f M. Pokud bychom použili skalární součiny vypočtené
z nenormalizovaných hodnot, docházelo by k přesvětlení scény. Tento problém je znázorněn
na obrázku 5.2. Obrázek v levé části byl vypočten z neupravených hodnot, obrázek v pravé
části použil skalární součiny vypočtené z normalizovaných hodnot.
Obrázek 5.2: Problém výpočtu osvětlení z neupravených hodnot
Další důležitou část knihovny IPP tvoří funkce pro výpočet průsečíků paprsků se scénou.
Pro výpočet průsečíků primárních paprsků lze použít funkci:
IppStatus ipprIntersectEyeSO_32f(IppPoint3D_32f originEye,
const Ipp32f* const pDirection[3],




Tato funkce počítá průsečíky paprsků se scénou. Počátek všech paprsků je v bodě originEye
a jejich směr je dán příslušným údajem v poli pDirection. Výstupem této funkce jsou
indexy trojúhelníků (pTrngl), které paprsky protínají. Pokud paprsek žádný trojúhelník
neprotíná, je příslušná hodnota v poli pTrngl nastavena na -1. Dalším výstupem jsou lokální
souřadnice průsečíků (pHit) a vzdálenosti těchto průsečíků od počátku (pDistance). Tato
funkce provádí výpočet jen pro paprsky, jejichž počáteční hodnota v poli pTrngl je větší
nebo rovna 0, a hledá průsečíky se vzdáleností menší než je příslušná počáteční hodnota
v poli pDistance. Parametr pContext specifikuje scénu, ve které se budou hledat průsečíky.
Pro výpočet paprsků, které nemají společný počátek, lze použít funkci:
IppStatus ipprIntersectMO_32f(const Ipp32f* const pOrigin[3],
const Ipp32f* const pDirection[3],





Tuto funkci lze použít například pro výpočet průsečíků odražených paprsků. Parametry
a chování této funkce je podobné předchozí funkci s tím rozdílem, že parametr pOrigin
neobsahuje pouze jeden počátek, ale počátky všech sledovaných paprsků.
Poslední důležitější funkcí, která se věnuje výpočtu průsečíků paprsků se scénou, je
funkce:
IppStatus ipprIntersectAnySO_32f(IppPoint3D_32f originEye,
const Ipp32f* const pDirection[3],
Ipp32s* pOccluder, Ipp32s* pMask,
IppiSize blockSize,
const IpprIntersectContext* pContext);
Tuto funkci lze použít pro zjištění, zda světelné paprsky s počátkem v originEye a směrem
pDirection osvětlují trojúhelníky scény s indexy pMask. Pokud je trojúhelník zastíněn, je
na příslušnou pozici v poli pOccluder zapsán index trojúhelníka, který ho zastiňuje. Pokud
trojúhelník zastíněn není, je příslušná hodnota v poli pOccluder a poli pMask nastavena na
-1. Tento test se provádí pouze pro trojúhelníky s počáteční hodnotou v poli pMask větší
nebo rovnou 0.
Všechny funkce, které počítají průsečíky primárních nebo sekundárních paprsků se scé-
nou, vrací lokální souřadnice. Pro další zpracování průsečíků pomocí knihovny IPP ale
potřebujeme znát jejich globální souřadnice a právě následující dvojice funkcí umí tyto
souřadnice vypočítat.
Pro výpočet globálních souřadnic průsečíků primárních paprsků lze použít funkci:
IppStatus ipprHitPoint3DEpsS0_32f_M(const IppPoint3D_32f originEye,
const Ipp32f* const pDirection[3],
const Ipp32f* pDistance,
const Ipp32s* pMask,
Ipp32f* pSurfHit[3], int len,
Ipp32f eps);
Vstupem této funkce je svazek paprsků, ve kterém mají všechny paprsky počátek v bodě
originEye. Směry těchto paprsků jsou dány v poli pDirection. Tyto směry jsou vypočí-
tány ve funkci ipprCastEye 32f. Parametr pDistance určuje vzdálenost průsečíků od
počátku paprsků a lze ho získat z funkce ipprIntersectEyeSO 32f. Výsledné souřadnice
jsou uloženy v pSurfHit. Poslední parametr eps je toleranční hodnota, která má přede-
jít numerickým nepřesnostem. Význam tohoto parametru je lépe vidět v rovnicích, které
znázorňují průběh výpočtu průsečíků:
pSurfHit[i][0] = originEye[0] + pDirection[i][0] ∗ eps ∗ pDistance[i][0],
pSurfHit[i][1] = originEye[0] + pDirection[i][1] ∗ eps ∗ pDistance[i][1],
pSurfHit[i][2] = originEye[0] + pDirection[i][2] ∗ eps ∗ pDistance[i][2]. (5.1)
Pokud je hodnota parametru eps menší než 1, jsou průsečíky posunuty blíže počátkům
paprsků. Průsečík je tedy v tomto případě posunut před povrch objektu, který paprsek
protíná. Pokud je hodnota eps větší než 1, je průsečík posunut za objekt, který protíná.
Hodnotu tohoto parametru je vhodné volit kolem 0.999, pokud paprsky, které z těchto vy-
počtených průsečíků vycházejí, jsou odražené. Pokud z průsečíků vycházejí lomené paprsky,
pak je vhodné zvolit hodnotu kolem 1.001. Pokud je tento parametr nevhodně zvolen, může
při vrhání stínových paprsků dojít k situaci, kdy objekt stíní sám sobě.
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Tento problém je znázorněn na obrázku 5.3. V pravé části obrázku se nachází objekt
s odrazivým povrchem. Na tomto povrchu se však vyskytují artefakty způsobené hodnotou
parametru eps, která je příliš blízká 1. Průsečíky paprsků jsou tedy umístěny příliš blízko
povrchu objektu a díky numerickým chybám se stínové a sekundární paprsky opakovaně
střetávají s povrchem objektu, ze kterého měli vycházet. To vede k nezapočítání barevných
příspěvků sekundárních paprsků a k špatnému vyhodnocení lokálního osvětlovacího modelu.
Výsledná barva objektu je v těchto místech tvořena pouze ambientí složkou Phongova
modelu.
Obrázek 5.3: Problém vznikající nevhodným zvolením parametru eps při výpočtu průsečíků
Pro výpočet průsečíků sekundárních paprsků lze použít funkci:
IppStatus ipprHitPoint3DEpsMO_32f_M(const Ipp32f* const pOrg[3],
const Ipp32f* const pDirection[3],
const Ipp32f* pDistance,
const Ipp32s* pMask,
Ipp32f* pSurfHit[3], int len,
Ipp32f eps);
Parametry této funkce jsou podobné parametrům předchozí funkce. Tato funkce však počítá
průsečíky pro paprsky, které mají různé počátky.




První hodnota značí, že výpočet proběhl bez chyby. Druhá hodnota říká, že některý z pře-
daných ukazatelů byl nulový.
5.2 Reprezentace scény
Scéna je v IPP reprezentována množinou trojúhelníků a vrcholových normál. Trojúhelníky
jsou specifikovány pomocí dvou polí (viz obr. 5.4):
• pole souřadnic vrcholů,
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• pole indexů.
Pole souřadnic vcholů obsahuje pro každý vrchol trojici čísel, které specifikují jeho polohu
v 3D prostoru. Pole indexů obsahuje pro každý trojúhelník čtyři indexy A, B, C, T . Indexy
A, B, C odkazují do pole vrcholů a určují vrcholy, které tvoří trojúhelník. Index T je použí-
ván jako odkaz do seznamu materiálů a označuje materiál přiřazený danému trojúhelníku.
X0 X1 XiY0 Y1 YiZ0 Z1 Zi... Xn-1 Yn-1 Zn-1...
X0 X1 XiY0 Y1 YiZ0 Z1 Zi... Xn-1 Yn-1 Zn-1...




Obrázek 5.4: Struktury pro popis trojúhelníků (převzato z [6])
Normály vrcholů jsou specifikovány pomocí dvou polí:
• pole souřadnic normál,
• pole indexů.
Souřadnice normál jsou uchovány v samostatném poli a jejich přiřazení k příslušným vrcho-
lům se děje na základě pole indexů. Pole indexů může být buď samostatné (viz obr. 5.5),
nebo lze využít pole indexů, které je použito pro popis trojúhelníků (viz obr. 5.4). V dru-
hém případě však musí umístění normál odpovídat rozmístění vrcholů, ke kterým normály
patří. Pokud normály nejsou zadány, lze je vygenerovat pomocí funkce TriangleNormal
z knihovny IPP.
X0 X1 XiY0 Y1 YiZ0 Z1 Zi... Xn-1 Yn-1 Zn-1...
A0 A1 AiB0 B1 BiC0 C1 Ci... An-1 Bn-1 Cn-1...
pole souřadnic normál
pole indexů normál
Obrázek 5.5: Struktury pro popis normál (převzato z [6])
Aby bylo možné ve scéně sledovat paprsky pomocí funkcí knihovny IPP, je nutné pro
scénu vystavět akcelerační strukturu. Informace o této akcelerační struktuře jsou uloženy







Tato struktura obsahuje tři ukazatele. První z těchto ukazatelů odkazuje na osově zarovnaný
kvádr, který obaluje objekty. Tento kvádr lze vytvořit pomocí funkce:
IppStatus ipprSetBoundBox_32f(const Ipp32f* pVertCoor, int lenTri,
IppBox3D_32f* pBound);
Prvním parametrem je pole souřadnic vrcholů. Druhým parametrem má být podle [6] počet
trojúhelníků. Pravděpodobně se však jedná o chybu v dokumentaci a správně by měl druhý
parametr být počet vrcholů. Třetí parametr je výstupním parametrem a po dokončení
funkce bude obsahovat vytvořený kvádr, přičemž paměť pro uložení tohoto kvádru je nutné
alokovat před zavoláním funkce.
Druhý ukazatel ve struktuře IpprIntersectContext ukazuje na akcelerační struktury
pro urychlení výpočtu průsečíku s trojúhelníky. Tyto struktury lze vytvořit pomocí funkce:
IppStatus ipprTriangleAccelInit(IpprTriangleAccel* pTrnglAccel,
const Ipp32f* pVertexCoord,
const int* pTrnglIndex, int lenTrngl);
Vstupní parametry této funkce tvoří pole souřadnic vrcholů (pVertexCoord), pole indexů
trojúhelníků (pTrnglIndex) a počet trojúhelníků (lenTrngl). Vypočtené akcelerační hod-
noty jsou pro každý trojúhelník uloženy do příslušné struktury v poli pTrnglAccel.
Poslední ukazatel je ukazatelem na kořenový uzel KD stromu. Tento strom lze vytvořit
pomocí funkce:
IppStatus ipprKDTreeBuildAlloc(IpprKDTreeNode** pDstKDTree,
const Ipp32f* const pSrcVert,
const Ipp32s* const pSrcTriInx,
Ipp32s srcVertSize,
Ipp32s srcTriSize, Ipp32s* pDstKDTreeSize,
const void* const pBldContext);
Parametry této funkce tvoří pole vrcholů a indexů trojúhelníků (pSrcVert, pSrcTriInx)
a počet prvků těchto polí (srcVertSize, srcTriSize). Posledním vstupním parametrem
je pBldContext, který specifikuje vlastnosti KD stromu. Tato funkce za pomocí těchto
parametrů vytvoří KD strom, přičemž není nutné předem alokovat pro tento strom žádnou
paměť. Po dokončení funkce je v parametru pDstKDTree uložen ukazatel na ukazatel na
kořenový uzel stromu a v pDstKDTreeSize je uložena velikost stromu. Paměť alokovanou




Tato kapitola popisuje způsob implementace jednoduchého raytraceru s využitím knihovny
IPP. V první části je popsán průběh programu a jsou zde zmíněny implementované třídy.
Tyto třídy jsou popsány v další části. Poslední část je věnována popisu ovládání programu.
6.1 Vlastní implementace
Program byl implementován s použitím jazyka C++ a metod objektově orientovaného
programování. V programu jsou využity knihovny OpenGL, GLEW a SDL pro zpracování
uživatelského vstupu a pro vykreslení obrazu na obrazovku. Knihovna IPP je použita pro
implementaci systému sledování paprsku a pro výpočet ohodnocení bloků u adaptivních
metod bezsnímkového renderování. Výpočet je paralelizován pomocí knihovny OpenMP.
Průběh programu je znázorněn na obrázku 6.1. Nejdříve se zpracují argumenty příkazové
řádky, jejichž pomocí lze vybrat scénu a způsob zobrazování. Tyto argumenty jsou dále
popsány v sekci 6.3. Následuje inicializace knihoven OpenGL, GLEW a SDL.
Poté dojde k načtení scény. Program dokáže načítat scény ve formátu AFF [5]. Tento
formát je rozšířením formátu NFF a je velice jednoduchý na načtení. Jedná se o textový
formát, ve kterém lze objekty popsat pomocí výčtu trojúhelníků s údaji o normálách a tex-
turovacích souřadnicích ve vrcholech. Pro každý objekt lze dále specifikovat transformace
a materiál. O načtení scény v tomto formátu se stará třída Parser. V případě že uživatel
scénu nespecifikoval, je procedurálně vytvořena ukázková scéna. Dále dojde k vytvoření
akceleračních struktur pro urychlení sledování paprsku. Tyto akcelerační struktury jsou
společně s popisem scény uloženy v objektu třídy Scene. Do vytvořené scény je umístěna
kamera, která je reprezentována objektem třídy Camera. Před hlavní smyčkou programu
je ještě vytvořen a inicializován objekt třídy AdaptiveSampler, který se dále stará o celý
průběh výpočtu obrazu.
V hlavní smyčce programu dochází nejprve ke zpracování uživatelských vstupů, což může
být například manipulace s kamerou nebo ukončení programu. O toto zpracování se stará
knihovna SDL. Po zpracování vstupů je spuštěna metoda objektu třídy AdaptiveSampler,
která se stará o vypočítání části obrazu. Podrobnější popis této části programu je uveden
níže. Vypočítaný obraz je uložen a zobrazen na obrazovce pomocí funkce redraw. Poté
celý proces pokračuje opět zpracováním uživatelských vstupů a je opakován dokud nedojde
k jeho přerušení.
Průběh sekce, která se zabývá počítáním části obrazu, je znázorněn na obrázku 6.2.
V této části se nejprve vyberou vhodné body, ve kterých se bude počítat barva. Výběr
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Obrázek 6.1: Průběh programu
těchto bodů zajišťuje objekt třídy FramelessController. Vybrané body jsou poté uloženy
do fronty, která bude dále předána objektu třídy RayTracer, který zajišťuje sledování pa-
prsku, a tedy výpočet barvy v daných bodech. Pomocí předávání fronty bodů mezi jednot-
livými částmi dochází k oddělení výběru bodů od samotného procesu sledování paprsku.
Právě logika výběru bodů bude využívat techniky bezsnímkového renderování a její adap-
tivní formy k výběru vhodných pixelů. Zpracované body budou dále předány a uloženy do
snímku. Toto uložení má na starost objekt třídy UniformGrid. Tento objekt také uchovává
a spravuje dělící strukturu, která je nutná pro funkci adaptivního vzorkování. Po uložení
bodů jsou v případě adaptivní formy bezsnímkového renderování upraveny pravděpodob-
nosti výběru jednotlivých bloků. Tato úprava se provádí na základě zvolené metody. Jakmile
je vše dokončeno, je řízení vráceno do hlavní části programu.
Obrázek 6.2: Průběh výpočtu bodů obrazu
Množství bodů, které se budou v jedné iteraci zpracovávat, se odvíjí od požadované
zobrazovací frekvence. Toto množství je adaptivně upravováno v závislosti na době jejich
zpracování tak, aby byla udržena daná zobrazovací frekvence. To bude platit jak pro zá-
kladní verzi bezsnímkového renderování, tak i pro obě verze s adaptivním vzorkováním.
U variant, které využívají adaptivní vzorkování obrazu, se úprava pravděpodobností vý-
běru jednotlivých bloků v dělící struktuře koná až po zpracování daného množství bodů.
Frekvence této úpravy je tedy shodná se zobrazovací frekvencí.
6.2 Popis tříd
Program byl psán s využitím principů objektově orientovaného programování. Vytvořené
třídy lze rozdělit do dvou skupin. První skupina tříd se zabývá prací se scénou, druhá
skupina tříd se věnuje samotnému sledování paprsků. Nejdůležitější třídy z první skupiny
jsou:
Camera obsahuje popis kamery a obrazové roviny. Udržuje přehled o pozici a směru
pohledu kamery. Pomocí metod move a rotate dává možnost manipulovat s ka-
merou ve scéně. Dále ukládá informace o obrazové rovině, které vyžaduje funkce
ipprCastEye 32f.
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Scene uchovává seznamy všech světel, materiálů, textur a objektů ve scéně. Dále obsahuje
funkce pro výstavbu akceleračních struktur a vytvoření ukázkové scény.
SceneContext je vnořená struktura třídy Scene. Tato struktura ukládá informace, které
potřebují funkce pro sledování paprsku v knihovně IPP. Jsou zde uloženy vrcholy,
normály, texturovací souřadnice, a dále také indexy trojúhelníků, normál a textur.
Také je zde uložena i samotná akcelerační struktura.
Material je abstraktní datová třída. Odvozené třídy obsahují informace o povrchových
vlastnostech objektů. Jedná se o třídy PhongMaterial a Checker. Obě třídy využívají
struktury PhongModel, která obsahuje všechny parametry potřebné pro vyhodnocení
Phongova osvětlovacího modelu.
Třídy, které lze zařadit do druhé skupiny, jsou:
SampleBunch je struktura, která ukládá informace o jednom svazku paprsků. Jedná se
o polohu svazku, barvy jednotlivých paprsků a stáří paprsků.
FramelessController je třídou, která se zabývá výběrem vhodných svazků paprsků. Nej-
prve je vybrán na základě pravděpodobnosti blok mřížky, ze kterého se bude svazek
vybírat. Poté je v bloku za pomocí Haltonovy sekvence určen samotný svazek.
RayTracer je třída, která zajišťuje samotné sledování svazků paprsků ve scéně. Nejdůleži-
tější metodou v této třídě je metoda trace. Tato metoda provádí sledování průchodu
svazků paprsků scénou. Všechny informace o svazcích, které jsou potřebné pro sledo-
vání jednotlivých paprsků ve svazku jsou uloženy ve vnořené třídě TracingContext.
Informace potřebné pro vyhodnocení lokálního osvětlovacího modelu ukládá třída
ShadingContext.
UniformGrid je třída, která ukládá vypočtené barvy pixelů do snímku a která spravuje
dělící strukturu používanou při adaptivním vzorkování. Nejdůležitější metodou této
třídy je metoda update. Tato metoda uloží vypočtené pixely a vypočte váženou va-
rianci v jednotlivých blocích. Pomocí vypočtené variance pak následně upraví prav-
děpodobnosti výběru jednotlivých bloků. Před samotným výpočtem vážené variance
jsou však nejprve upraveny váhy v jednotlivých blocích. Váhy lze upravovat jedním ze
dvou způsobů. Volba způsobu úprav se děje při spuštění programu pomocí argumentů
příkazové řádky.
AdaptiveSampler je třídou, která obsahuje objekty předchozích tříd. Voláním metod
těchto objektů je poté řízen průběh výpočtu ve funkci run. V této funkci je nejprve
zavolána metoda generate třídy FramelessController, která naplní frontu poža-
dovaným počtem svazků. Tato fronta je poté zpracována objektem třídy RayTracer.
Vypočtené svazky jsou nakonec předány do objektu třídy UniformGrid, kde dojde








Po spuštění programu je zobrazeno okno (viz obr. 6.3) s obrazem scény v levé části a s dělící
strukturou s rozmístěním pravděpodobnosti v jednotlivých blocích v pravé části. Pohyb
kamery ve scéně lze řídit pomocí kláves W, A, S a D. Otáčení kamery se ovládá pomocí
pohybu myši se stisknutým levým tlačítkem. Program lze ukončit stisknutím klávesy ESC.
Obrázek 6.3: Ukázka okna programu
Parametry programu lze ovlivnit pomocí těchto argumentů příkazové řádky:
-r int umožňuje nastavit požadovanou zobrazovací frekvenci,
-i int specifikuje velikost počítaného obrazu,
-b int určuje velikost použitých svazků paprsků,
-s string určuje soubor obsahující popis scény,
-a1 int nastavuje použitou metodu na první variantu adaptivního vzorkování, přičemž je
nutné ještě specifikovat detailnost mřížky,
-a2 int int nastavuje použitou metodu na druhou variantu adaptivního vzorkování, přičemž
je nutné ještě specifikovat detailnost mřížky a hodnotu parametru s.
Program lze spustit bez argumentů příkazové řádky. V tomto případě je procedurálně





V této kapitole je provedeno vyhodnocení implementovaného systému. Jsou zde porovnány
tři přístupy k bezsnímkovému renderování z hlediska kvality a rychlosti zobrazování. Prvním
přístupem je základní forma bezsnímkového renderování. V tabulkách a grafech je tento
přístup označen jako FR. Zbylé dva přístupy využívají adaptivního vzorkování a liší se
použitou funkcí pro ohodnocení bloků. První přístup používá váhovací funkci 4.8, druhý
přístup používá funkci 4.9. V tabulkách a grafech jsou tyto přístupy označeny jako AFR1
a AFR2.
7.1 Testovací scény
Pro účely testování byly vytvořeny tři scény znázorněné na obrázku 7.1. Údaje o počtu
trojúhelníků a světel v každé scéně poskytuje tabulka 7.1.




Tabulka 7.1: Počty trojúhelníků a světel v jednotlivých scénách
Obrázek 7.1: Testovací scény
Testy proběhly na stolním počítači s konfigurací Intel Core i7-2600K 3.40GHz, 8GB
RAM 1333MHz s operačním systémem Ubuntu 11.04. Jako překladač byl použit g++ verze
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4.5.2.
Každou z porovnávaných metod byly vytvořeny čtyři videosekvence pro každou testovací
scénu. Tyto sekvence se lišily velikostmi svazků sledovaných paprsků. Použity byly svazky
o velikostech 1x1, 2x2, 4x4 a 8x8. Svazky větších velikostí nebyly možné, protože by jejich
velikost přesáhla velikost bloků mřížky u adaptivních metod vzorkování. Každá z metod
měla pouze 40ms na vytvoření jednoho snímku animace. Tento čas odpovídá zobrazovací
frekvenci 25Hz. Počty vrhaných paprsků byly upravovány tak, aby byla tato frekvence
dodržena. Výsledné videosekvence se skládají z 650 snímků o velikostech 256x256 pixelů.
Velikost mřížky při použití adaptivních metod byla 32x32 bloků.
7.2 Vyhodnocení rychlosti zobrazování
Vyhodnocení rychlosti jednotlivých metod je provedeno na základě srovnání počtu vržených
paprsků pro výpočet jednoho snímku při dodržení zobrazovací frekvence 25Hz. Počty vrže-
ných primárních paprsků pro jednotlivé scény jsou uvedeny v tabulce 7.2. Nejvíce paprsků
stačí zpracovat základní verze bezsnímkového renderování, protože zde nedochází k výpočtu
variancí a k výběru bloků mřížky na základě jejich ohodnocení. Pro svazky o velikosti 1x1
jsou rozdíly mezi počty paprsků u všech verzí malé. S nárůstem velikosti svazků stoupá
počet zpracovávaných paprsků a tedy i doba potřebná pro jejich výběr a doba výpočtu va-
riance u adaptivních metod. S prodlužováním doby potřebné na řízení vzorkovacího procesu
roste i rozdíl mezi počty paprsků u základní verze a verzí s adaptivním vzorkováním. Počty
zpracovaných paprsků u metod, které využívají adaptivní vzorkování, jsou prakticky stejné.
Pokud bychom však upravovali pravděpodobnosti mřížky po každém vypočítaném svazku,
pak by druhý přístup byl rychlejší. To je dáno tím, že u druhého přístupu není třeba pře-
počítávat variance ve všech blocích mřížkym, ale pouze v tom bloku, ve kterém se vybraný
svazek nachází. To je umožněno tím, že vzorky v bloku stárnou relativně k nejnovějšímu
vzorku v bloku, a ne vůči globálnímu času jako je tomu v případě první metody.
Scéna Metoda
Velikost svazku
1x1 2x2 4x4 8x8
Pyramida
FR 22671 65504 171632 264896
AFR 1 20984 64552 163232 256448
AFR 2 21939 62224 165664 255040
Králík
FR 28554 99792 317008 695232
AFR 1 27175 95132 309728 693888
AFR 2 26248 94320 311360 694976
Kuchyň
FR 15504 31860 60720 70720
AFR 1 15366 31624 56304 61824
AFR 2 15410 31260 56544 61696
Tabulka 7.2: Počty paprsků pro testovací scény
7.3 Vyhodnocení kvality zobrazování
Pro vyhodnocení kvality zobrazování, byla pro každou scénu vytvořena zvláštní video-
sekvence, jejíž jednotlivé snímky byly plně vypočítány. Snímky této videosekvence poté
byly porovnány s ostatními. Porovnání bylo provedeno pomocí programu compare ze sady
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nástrojů ImageMagick. Jako zvolená metrika byla použita RMS chyba, jejíž hodnoty se
v tomto programu pohybují od 0 do 65535. Pro obrázky se třemi barevnými složkami na










kde M a N jsou porovnávané obrázky a n je počet bodů v obrázcích. Čím nižší hodnota,
tím jsou si porovnávané snímky podobnějsí. Tato metrika tedy udává podobnost snímků
vytvořených pomocí porovnávaných metod s ideálním snímkem. Naměřené hodnoty jsou
zobrazeny v grafech 7.2, 7.3 a 7.4.
Na těchto grafech je opět vidět podobnost obou přístupů k adaptivnímu vzorkování
obrazu. Chyba je v obou případech srovnatelná. Základní verze bezsnímkového renderování
je při použití bloků o velikosti 1x1 z hlediska kvality snímků horší než obě verze s adaptivním
vzorkováním. S nárůstem velikosti bloku se kvalita snímků základní metody zlepšuje a pro
bloky o velikostech 4x4 a 8x8 je jejich kvalita lepší než u metod, které využívají adaptivní
vzorkování.
Na těchto grafech lze dále vidět snímky, ve kterých se pohyb kamery zastavil a dochází
tak k rychlému dopočítání snímků. V těchto místech hodnota chyby u všech metod klesá
k nule. Při opětovném rozpohybování kamery pak dochází k nárůstu hodnoty chyby, která

















































































Hlavním cílem této práce bylo vytvořit jednoduchý raytracer s pomocí knihovny IPP, který
bude využívat techniku bezsnímkového renderování. Metoda sledování paprsku, kterou
tento program využívá, byla představena v první kapitole. Druhá kapitola byla věnována
technice bezsnímkového renderování. V třetí kapitole byla popsána adaptivní forma bez-
snímkového renderování. Další kapitoly se věnovaly popisu knihovny IPP, implementaci
programu a vyhodnocení výsledků.
Implementace programy byla provedena v jazyce C++ s využitím knihoven OpenGL,
SDL, OpenMP a IPP. Program byl úspěšně otestován v prostředí operačního systému
Linux. Pro účely testování byla vytvořena trojice scén, které byly použity k vyhodnocení
rychlosti a kvality zobrazování implementovaných metod. V tomto zhodnocení se ukázalo,
že metody, které využívají adaptivního přístupu k vzorkování obrazu, produkují kvalitnější
snímky než základní forma beznímkového renderování, pokud jsou počty vržených paprsků
u všech metod stejné. Protože se však základní metoda nemusí zabývat výpočtem variance
a výběrem vhodných paprsků, dokáže za stejný čas zpracovat větší množství paprsků než
ostatní metody. S nárůstem rozdílu v počtu zpracovaných paprsků se kvalita snímků, které
produkuje základní varianta beznímkového renderování, přibližuje kvalitám snímků metod
využívajících adaptivní vzorkování. Pokud se však bude zvyšovat složitost scény, dojde
k poklesu počtu zpracovaných paprsků a také ke snížení doby potřebné pro jejich výběr.
Tímto dojde ke snížení rozdílu mezi počty paprsků základní a adaptivní formy a kvalita
snímků adaptivních verzí předčí kvalitu snímků základní verze.
V rámci dalšího pokračování projektu může být do programu doplněna funkce adaptivní
rekonstrukce výsledných obrazů, která byla popsána v kapitole 4. Tato rekonstrukce by se
měla týkat nejen metod využívající adaptivní vzorkování, ale i základní metody. Došlo by
tak ke zlepšení kvality výsledných obrazů.
Další možnosti pokračování je využití principů adaptivního podvzorkování společně
s adaptivním přístupem k bezsnímkovému renderování. Adaptivní podvzorkování lze potom
využít v blocích dělící struktury, ve kterých je variance nízká a tedy v nich nedochází k vel-
kým barevným změnám. Přístup knihovny IPP ke sledování svazků paprsků by v tomto
případě byl velmi efektivní.
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• Zdrojové soubory vytvořeného programu ve složce src,
• Zdrojové soubory textu práce ve složce doc,
• Ukázky testovacích videosekvencí ve složce test,
• Plakát ve složce poster,
• Text práce ve formátu pdf.
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