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第一章 序論 
 
1.1 研究背景 
 
 近年、先進制御理論の応用による制御系の高性能化、高機能化は著しい。一方では、低
演算量化、低コスト化といった要求も強くなっている。ここで、制御系を構成する要素の
一つにアクチュエータがあるが、その出力が離散値に制約されているアクチュエータは連
続出力が可能なアクチュエータに比べ、低コストである。そのようなアクチュエータの例
として、ステッピングモータやディジタル電磁弁等が挙げられ、これらを扱うために離散
値入力システムを制御対象とした制御法(9),(14)が必要とされる。 
 離散値入力システムに対する制御法としては、連続値の制御入力を離散値に変換するパ
ルス幅変調（PWM：Pulse Width Modulation）を用いることによって、制御対象を連
続値入力システムとみなして制御系を設計する手法(10)がある。また、一方で、信号処理や
音響機器関係の分野では、フィードバックを用いた量子化器によってデータ変換の精度を
改善する∆Σ変調器の動作原理を応用したフィードバック変調器を用いた離散値入力制御系
の設計する手法等(1),(2)もある。 
 しかし、PWM が適切に動作するためには、アクチュエータの切り替え速度が制御周期に
比べ十分に速い、高速なスイッチングが必要であり、切り替え速度が遅い離散値アクチュ
エータでは扱えないという時間分解能制約の問題がある。また、∆Σ変調器をフィードバッ
ク変調器に応用した制御手法（FBM：Feedback Modulators）では、離散値入力において
時間的にゼロ次ホールドが仮定できる場合に限られている。 
 以上のように、高い制御性能が要求を満たすためには、上で述べたような各種制御理論
が扱われているが、設計法および調整法が困難である場合も多く、設計者にとって扱いづ
らいこともある。そこで設計が簡単で、時間分解能や空間分解能の制約が厳しいアクチュ
エータでも容易に取り扱え、低コストで固定小数演算を考慮したディジタル制御実現が可
能な制御系設計が必要となってきている。 
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1.2 研究目的 
 
 半導体製造に関わる超精密ステージ制御系においては、装置の大型化に起因し機械振動
の問題が顕在化している。また、超精密ステージは、一般的に粗微動ステージにより構成
される場合が多く、下に大まかな位置を決める粗動ステージ、上にナノ単位で位置決めを
する微動ステージという構成になっている。そして、粗動ステージには高速性の要求から
ステッピングモータ等の一定振幅入力のアクチュエータが位置決め動作に用いられる。 
 本研究の目的は、アクチュエータ出力が一定振幅かつパルス状信号となる時間・空間分
解能制約を有する離散値入力の制御系に対し、パルス幅可変制御理論を応用し、低コスト
なディジタル制御実現による実用的な設計法を提案することである。このようなアクチュ
エータを用い、まずは超精密ステージ等を搭載するアクティブ除振台の機械振動を減衰さ
せる新しい手法について提案する。また、提案する制御法を、精密ステージの位置決め制
御に応用し、前述した∆Σ変調器をフィードバック変調器に応用した制御手法（FBM：
Feedback Modulators ）と比較し、提案手法の有効性を確かめる。 
 粗動ステージが発生する機械共振においては、減衰付加手法として直接フィードバック
制御（DVFC：Direct Velocity Feedback Control ）を用いる。この DVFC に対し、速度信
号を一定振幅かつ離散値信号に変換する変換器（DIC：Discrete-valued Input Control ）
を導入し、システムを一定振幅かつ離散時間パルス入力という制約条件下で実現する。そ
して実際に提案手法を、アクチュエータを搭載した除振台を用いて実験検証し、提案手法
の有効性を確かめる。 
 そして、精密ステージの位置決め制御においては、制約条件が存在しない連続値入力シ
ステムに対し、制御入力を一定振幅かつ離散値信号に変換する DIC 変換器を導入し、連続
値入力システムを一定振幅かつ離散時間パルス入力という制約条件下で実現する。そして
実際に提案手法を、精密ステージの位置決め制御を用いて実験検証し、提案手法が位置決
めにも適用できることを確かめる。また、提案手法を固定小数演算を考慮し振幅条件を 2n
分割で実現し、これについても精密ステージの位置決め制御に適用し実験検証、さらには
∆Σ変調器をフィードバック変調器に応用した制御手法（FBM：Feedback Modulators ）
と比較することにより提案手法の有効性を示す。 
 本論文は、以下のような構成となっている。 
 本研究では、第２章で、提案手法を用いた機械共振系の振動抑制制御について、提案手
法のアルゴリズム、シミュレーションおよび実験を行い、検証する。第３章では、提案手
法を用いた位置制御について、提案手法の導入法、シミュレーションおよび実験を行い、
検証する。また、提案手法を∆Σ変調器をフィードバック変調器に応用した FBM 手法と比
較し、提案手法の有効性を検証する。第４章では２次モードの共振周波数があるときの
DVFC を用いた振動減衰手法について述べる。最後に第５章で本論文のまとめを述べる。 
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第二章 一定振幅・離散時間入力を用いた 
機械共振系の振動抑制制御法 
 
 第二章では、時間・空間分解能制約時の離散値入力制御法として本論文で提案する一定
振幅・離散時間パルス入力手法（DIC ）を機械共振系の振動抑制制御に適用する方法につ
いて述べる。2.1 節で機械共振に対する減衰付加手法である DVFC について、2.2 節で提案
手法の原理と DIC の実装について述べる。2.3 節で機械共振系の振動抑制制御への適用の
ために用いたアクチュエータを搭載した除振台について説明し、2.4 節・2.5 節でシミュレ
ーション及び実験結果を示す。 
 
2.1 直接速度フィードバック制御（DVFC） 
 
 直接速度フィードバック制御（DVFC：Direct velocity feedback control ）とは速度情報
を直接入力に負帰還するもので、これを施すことにより減衰係数が増加し、減衰特性の向
上が可能となる。また、速度は変位の微分値、加速度の積分値とそれぞれの中間的なパラ
メータとなり、エネルギー散逸が基本である振動制御においては適応例が多い。 
 DVFC（連続での実現手法）の概念図を図 2.1 に示す。DVFC は、例えば位置センサーか
らの変位を微分することにより速度を導入し、フィードバックを用いてアクチュエータに
より速度に比例した力を発生させる手法である。DVFC の主な特長としては、機械的ダン
パと同等の効果があることや、全ての観測可能な振動モードが減衰できること、また、制
御用モデルが不要であり、モデル化誤差に対しても安定であるという点があげられる。 
 
 
 
 
 
 
 
 
 
 
 
図 2.1：直接フィードバック制御 
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2.2 一定振幅・離散時間パルス入力手法（DIC） 
による DVFC の実現法 
 
2.2.1 原理 
 
 2.1 節で述べた DVFC の制御効果を一定振幅かつ離散のパルス入力にするために、図 2.2
のようなブロックを考える。図 2.2 は、図 2.1 に示される制約条件が存在しない連続値入力
システムに対し、速度信号ｖを一定振幅かつ離散値信号 vｄに変換する変換器（DIC：
Discrete-valued Input Control ）を導入したシステムである。次に提案する変換器につい
て説明する。 
 提案する一定振幅・離散時間パルス入力手法（DIC ）の概念図を図 2.3 に示す。本手法
では、一定観測間隔 Tm ごとに速度信号 v(t)の大きさを判定し、v(t)の大きさに応じて入力
パルス時間間隔 Tpを決定する。 
 まず初めに、一定振幅・離散時間パルス入力手法の一例として空間分解能制約を等分割
で実現する場合について述べる。ここでいう空間分解能制約とは、信号値に対する離散化、
つまり量子化のことである。また、等分割での一定振幅・離散時間パルス入力手法の概念
図は、図 2.3 の縦軸を等分割に量子化したものである。なお、今回は振幅を 10 等分に分割
した例について説明する。 
 図 2.3 のような Sin 波状の速度振動があるとき、設定した速度最大振幅値 vmaxを分割・
判別する。このとき速度最大振幅値 vmaxを 10 等分し、パルス入力の時間間隔 Tpをそれぞ
れ決定していく。パルス入力の時間間隔 Tp の決め方は次の(2.1)式に示した。ここで Tpmin
は Tpの最小値であり、ハードウェア等の制約から決まる値である。 
 
Tp＝Tpmin     、if vmax ×9 / 10 ＜ v(t) ≦ vmax  
Tp＝2×Tpmin    、if vmax ×8 / 10 ＜ v(t) ≦ vmax ×9 / 10 
Tp＝3×Tpmin    、if vmax ×7 / 10 ＜ v(t) ≦ vmax ×8 / 10 
Tp＝4×Tpmin    、if vmax ×6 / 10 ＜ v(t) ≦ vmax ×7 / 10 
Tp＝5×Tpmin    、if vmax ×5 / 10 ＜ v(t) ≦ vmax ×6 / 10 
Tp＝6×Tpmin    、if vmax ×4 / 10 ＜ v(t) ≦ vmax ×5 / 10 
Tp＝7×Tpmin    、if vmax ×3 / 10 ＜ v(t) ≦ vmax ×4 / 10 
Tp＝8×Tpmin    、if vmax ×2 / 10 ＜ v(t) ≦ vmax ×3 / 10 
Tp＝9×Tpmin    、if vmax ×1 / 10 ＜ v(t) ≦ vmax ×2 / 10 
Tp＝10×Tpmin   、if       0 ＜ v(t) ≦ vmax ×1 / 10 
(2.1) 
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 そして、一定振幅・離散時間パルス入力手法の振動制御への適応条件は、共振周波数 ωｎ、
観測間隔 Tm、パルス入力時間における最小間隔 Tpmin の間の関係が(2.2)式を満たすことで
ある。 
 
           1 / ωｎ≫ Tm ≫ Tpmin             （2.2） 
 
 
 
 
 
 
 
 
 
 
 
 
図 2.2：一定振幅・離散時間入力を用いた DVFC 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 2.3：一定振幅・離散時間パルス入力手法の概念図 
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 次に、一定振幅・離散時間パルス入力手法を固定小数型のディジタル制御での実装を考
慮し、2ｎで実現する場合について述べる。図 2.3 のような Sin 波状の速度振動があるとき、
設定した速度最大振幅値 vmaxを 1/2ｎごとに分割・判別し、次の(2.3)式に示したようにパル
ス入力の時間間隔 Tpを決定する。ここで Tpminは Tpの最小値であり、ハードウェア等の制
約から決まる値である。 
 
Tp＝Tpmin      、if vmax / 2 ＜ v(t) ≦ vmax 
Tp＝2×Tpmin     、if vmax / 4 ＜ v(t) ≦ vmax / 2 
Tp＝4×Tpmin     、if vmax / 8 ＜ v(t) ≦ vmax / 4 
Tp＝8×Tpmin     、if    0 ＜ v(t) ≦ vmax / 8 
 
2 倍、1/2 倍という固定小数演算特有の簡単な演算により一定振幅・離散時間パルス入力手
法は実現が可能である。もちろん浮動小数でも実現が可能であり、また線形的に分割する
ことも可能であることは明白である。このことからも提案手法を用いた制御が汎用性に優
れていることが確認できる。 
 (2.1)式、(2.3)式共に、速度最大振幅値 vmax が正の値のときのみを扱っているが、負のと
きも同様に速度最大振幅値 vmaxを分割・判別し、パルス入力の時間間隔 Tpをそれぞれ決定
する。また、速度信号 v(t)が 0 のときにはパルスを発生させない。 
 
 
 
(2.3) 
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2.2.2 DIC の実装 
 
 本節では前節で述べた一定振幅・離散時間パルス入力手法（DIC ）の原理を MATLAB
でのシミュレーション及び実験検証するための構築方法について述べる。 
 図 2.4 は MATLAB でシミュレーションする際の 10 等分割での DIC の設計について示し
たモデルである。次に図 2.4 のブロック線図について述べる。 
 前節で述べた原理を MATLAB の S-function の機能を使い C 言語によりプログラムをコ
ーディングした。尚、S-function 内で書いたプログラム（pmt_pwm_088.c）の詳細につい
ては付録の方に載せておく。 
 S-function への入力は 12、出力は 2 つある。入力の 1 つ目は DVFC の速度信号 v(t)、２
つ目はパルスジェネレータの出力、３つ目の入力は S-function の出力 u(t)の 1 つ前の出力
u(t -1)、４つ目の入力以降は３つ目と同様にそれぞれ 1 つ前の出力を S-function の入力と
している。ここではパルスジェネレータから出力されるパルス間隔を観測間隔 Tmの代わり
に使用している。 
 パルスジェネレータから出力されるパルスが On（パルスの大きさが 1）のとき、DIC か
ら出力するパルス入力の時間間隔 Tpを S-function 内で(2.3)式に従って決定する。そして、
パルスジェネレータから出力されるパルスが OFF（パルスの大きさが 0）のとき、DIC か
ら出力するパルス入力の時間間隔 Tpは次の観測間隔 Tm が来るまで、前の観測間隔 Tm で決
定されたパルス間隔 Tpを出力し続ける。これにより、DIC から出力される信号は観測間隔
Tmごとに変化させるという前節で述べた原理道理に動作が可能になっている。 
 また、実験には dSPACE の実装ソフトウェアを使用し、シミュレーションで設計した
MATLAB の Simulink モデルをリンクし、dSPACE ハードウェアへ自動実装させるため、
図 2.4 のモデルをそのまま使用可能となっている。 
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図 2.4：DIC ブロック線図(10 等分割) 
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2.3 駆動反力制御用実験装置 
 
 本節では、機会共振系の振動抑制制御への適用のために用いるアクチュエータを搭載し
た除振台について述べる。 
 カウンターマスによる駆動反力制御用実験装置を図 2.5 に示す。除振台中心位置検出用の
センサが４つ、２つのカウンターマスを偏心してそれぞれ X 軸、Y 軸に沿って設置されて
おり、中心には X 軸、Y 軸用にそれぞれ精密ステージを重ねて設置している。 
 また、各実験装置に用いた位置センサ、カウンターマスおよび XY 精密ステージの仕様を
表 2.1、表 2.2 に示す。全ての構成で実験装置の仕様は同じであるためまとめて示す。ステ
ージ全体質量は約 50kg である。 
 XY精密ステージ駆動時に発生する駆動反力による除振台の振動は最大１mm程度である。
位置センサの分解能は 13μmで、AD変換分解能も考慮すると実効分解能は 10μmとなり、
十分な値となっている。また、XY ステージの定格推力は 13N であるため、カウンターマ
スの定格推力 33N は反力制御に対して十分な性能を有していることがわかる。 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 2.5：カウンターマスによる駆動反力制御用実験装置 
 
 
 
Linear actuator-driven 
counter weight
Linear motor-driven
precision X-Y stage
Position sensor
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表 2.1：位置センサの仕様 
 SUNX ANR1282 SUNX ANR1250 
測定中心距離[mm] 80 50 
測定範囲[mm] ±20 ±10 
分解能[μm] 13（100Hz） 3.5（100Hz） 
出力電圧[V] ±5 ±5 
設置箇所 Y1、Y2、X4 X2 
 
 
表 2.2：カウンターマス・XY ステージの仕様 
 
カウンターマス 
（テクノハンズSGL80-S3-200-0.1-S） 
XY ステージ 
（熊本テクノロジー） 
ストローク[mm] 200 100 
可動部質量[]kg] 0.92 1.0 
質量[kg] 5.1 2.0 
定格推力[N] 33 13 
最大推力[N] 132 ― 
サーボ用電圧[V] 1A 以下 ― 
サーボ用電流[A] DC24 ― 
定格電流[A] 1.5 ― 
最大電流[A] 6 ― 
エンコーダ分解能[μm] 0.1 0.01 
最大印加電圧[V] ― 130 
駆動用電圧[V] 単相 200 ― 
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2.4 シミュレーション結果 
 
 本節では、実機であるアクティブ除振台の DVFC による振動抑制制御系に一定振幅・離
散パルス入力手法（DIC ）を適用させ、DVFC のみと DIC を付加したときの検出出力（速
度）についてシミュレーションによる比較・検討を行う。 
 ここで制御対象のモデルは実機であるアクティブ除振台を考慮し、減衰率が約 0.015、固
有周波数が約 21 rad/s の以下のような 2 次系モデルとした。 
 
 
 
 シミュレーション条件としては、観測周期 Tmを 2 ms、入力パルス時間間隔 Tpminの最小
値を観測周期 Tmの 20 分の 1、そして速度最大振幅値 vmaxを 4 mm/s とした。また、DVFC
ゲインは 8 とした。 
 ここでは、DIC の有効性を示すことに着目し、速度最大振幅値 vmax を 20 等分に分割し
適用を行った。時間に対する速度の減衰特性についてのシミュレーション結果を図 2.6 に示
す。 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 2.6：シミュレーション結果 
 
(2.4) 
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 図 2.6 は点線が制御なし、一点鎖線が連続時間制御による DVFC、そして実線が本論文
で提案している DIC を用いた DVFC である。図 2.6 より、理想としている連続時間制御に
よる DVFC の結果と、DIC を用いた DVFC の結果を比較したとき、一定振幅かつ離散時間
パルス入力という時間、空間分解能制約があるときでも、連続時間制御とほぼ同じように
振動抑制制御が可能であることが確認できる。 
 また、表に図 2.6 のシミュレーション結果の過渡状態での最大振幅比及び、定常状態での
２乗誤差和の結果を示す。表 2.3 からも、提案手法の有効性が確認できる。表 2.4 では制御
なしの状態を 100％としたとき連続時間制御による DVFC、DIC を用いた DVFC のそれぞ
れを比較している。 
 
 
表 2.3：最大振幅比と２乗誤差和比の結果 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
1.3% 38.3% discrete 
0.5% 26.6% continuous 
100% 100% no control 
∑e2 
(static state) 
Maximum amplitude 
(transient state) 
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2.5 実験結果 
 
 提案手法の有効性をアクチュエータを搭載した除振台を用いて実験検証した。実験条件
はシミュレーション条件と同じである。実験結果を図 2.7 に示す。 
 図 2.7 は図 2.6 のシミュレーション結果と同様に、点線が制御なし、一点鎖線が連続時間
制御による DVFC、そして実線が本論文で提案している DIC を用いた DVFC の結果となっ
ている。 
 実験としては、制御なしのときの速度最大振幅値がシミュレーションとほぼ等しくなる
ように、除振台の上に設置された精密ステージを動かして除振台に振動を与える。そして
精密ステージが動作することによって発生した振動を除振台に搭載してあるカウンターマ
スを使って振動抑制をする。なお、今回は精密ステージ及びカウンターマスの X 軸方向の
みで実験を行った。このとき、精密ステージは振幅を 2.6 mm でステップ駆動させた。 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 2.7：実験結果 
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 図 2.7 を過渡状態での応答と、定常状態での応答に分けたものを図 2.8 に示す。図 2.8（a）
より、過渡状態ではシミュレーション結果と同様に、連続時間制御による DVFC と DIC を
用いた DVFC を比較したとき、一定振幅かつ離散時間パルス入力という時間・空間分解能
制約があるときでも連続時間制御性能から大きく劣化することなく、振動抑制が可能とな
っていることが確認できる。 
 表 2.4 に図 2.7 の実験結果の過渡状態での最大振幅比及び、定常状態での２乗誤差和の結
果を示す。表 2.4 からも、提案手法の有効性が確かめられることがわかる。表 2.4 では表
2.3 のシミュレーション結果と同様に、制御なしの状態を 100％としたとき連続時間制御に
よる DVFC、DIC を用いた DVFC のそれぞれを比較している。 
 
 
表 2.4：最大振幅比と２乗誤差和比の結果 
 
 
 
 
 
 
 
 
 
 
 
 
 
 また、図 2.8（b）を見てみると、シミュレーションのときとは違い一定時間経過後の定
常状態では、振動抑制効果が得られなかったが、これはアクチュエータの不感帯の影響が
多いに考えられる。 
 以上より、一定振幅かつ離散値での制御入力という制約条件下でも本論文で提案する一
定振幅・離散時間パルス入力手法（DIC ）により振動抑制が可能であることが実験により
確認できる。 
 
 
 
 
 
16.7% 67% discrete 
15.7% 64% continuous 
100% 100% no control 
∑e2 
(static state) 
Maximum amplitude 
(transient state) 
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（a）過渡状態 
 
 
 
 
 
 
 
 
 
 
 
 
（b）定常状態 
 
図 2.8：実験結果の過渡状態と定常状態 
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第三章 一定振幅・離散時間入力に基づく 
位置制御法 
 
 第三章では、時間・空間分解能制約時の離散値入力制御法として本論で提案する一定振
幅・離散時間パルス入力手法（DIC ）を位置決め制御に適用する方法について述べる。3.1
節で位置決め制御に DIC を実装する方法について述べる。3.2 節で実験装置について説明
し、3.3 節・3.4 節でシミュレーション及び実験結果を示す。そして 3.5 節で提案手法とフ
ィードバック変調器についてシミュレーション及び実験により比較・検討を行う。 
 
3.1 一定振幅・離散時間パルス入力手法（DIC） 
による実現法 
 
3.1.1 原理 
 
 ステージの位置決め動作を一定振幅かつ離散値入力のアクチュエータを用いる場合、コ
ントローラ出力の信号を一定振幅かつ離散値に制約する必要がある。 
 この離散値入力システムに対してまずは、制約条件が存在しない連続値入力システム P 
(s )を考える。そして連続値入力システム P (s )と、適切に位置決めコントロールが出来てい
る制御器 C (s )が図 3.1 のような制御系を構成しているときを考える。この制御系を参照シ
ステムと呼ぶことにする。尚、この図 3.1 のような制御系の構成はフィードバック制御系の
一般的なブロック図である。 
 図において、r は目標値信号であり、u は制御入力、そして y*は目標値信号に対応する出
力、今回の場合では位置である。 
 
 
 
 
 
 
 
図 3.1：参照システム 
P(s)C(s)
y*r +
－
u
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 図 3.2 は図 3.1 の参照システムに制御入力 u を一定振幅かつ離散値信号 udに変換する変
換器（DIC ）を導入したシステムである。 
 本研究では、任意の目標値信号 r に対して、一定振幅・離散時間パルス入力（DIC ）と
いう時間・空間分解能制約を考慮した離散値入力システムの出力 y が、図 3.1 の参照システ
ムの出力 y*にできるだけ等しくなるような制御設計を与える。次に提案する変換器につい
て説明する。 
 提案する一定振幅・離散時間パルス入力手法（DIC ）の概念図を図 3.3 に示す。本手法
では、一定観測間隔 Tm ごとに制御入力 u(t)の大きさを判定し、u(t)の大きさに応じて入力
パルス時間間隔 Tpを決定する。 
 
 
 
 
 
 
 
 
 
図 3.2：制御入力の制約条件を考慮した制御系 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3.3：離散値入力制御手法 
Tpmin2×Tpmin
Umax
Umax / 2
Umax / 4
Umax / 8
0
Tm
P(s)C(s)
yr +
－
u
DIC
ud
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 ここでは、2.2.1 節のときと同様に固定小数型のディジタル制御での実装を考慮し、2nで
一定振幅・離散時間入力手法を実現する場合について述べる。 
 図 3.3 のような制御入力が与えられたとき、まず初めに設定した最大制御入力値 umaxを
1/2n ごとに分割・判別する。そして次に判別された値ごとにそれぞれ(3.1)式に示したよう
にパルス入力の時間間隔 Tpを決定する。ここで Tpminは Tpの最小値であり、ハードウェア
等の制約から決まる値である。 
 
Tp＝Tpmin      、if umax / 2 ＜ u(t) ≦ umax 
Tp＝2×Tpmin     、if umax / 4 ＜ u(t) ≦ umax / 2 
Tp＝4×Tpmin     、if umax / 8 ＜ u(t) ≦ umax / 4 
Tp＝8×Tpmin     、if    0 ＜ u(t) ≦ umax / 8 
 
2.2.1 節のときと同様に、位置制御に適応するときでも一定振幅・離散時間パルス入力手法
は固定小数型のディジタル制御可能であることが(3.1)式からわかる。 
 また、(3.1)式では最大制御入力値 umaxが正の値のときのみを扱っているが、負のときも
同様に最大制御入力値umaxを分割・判別し、パルス入力の時間間隔Tpをそれぞれ決定する。
また、制御入力 u(t)が 0 のときにはパルスを発生させない。 
 
 
(3.1) 
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3.1.2 DIC の実装 
 
 本節では 3.1.1 節で述べた一定振幅・離散時間パルス入力手法（DIC ）を位置制御に適
用した原理を MATLAB でのシミュレーション及び、VisualC++による実行プログラムを使
った実験検証するための構築方法について述べる。 
 図 3.4 は MATLAB でシミュレーションする際の 25分割での DIC の設計について示した
モデルである。次に図 3.4 のブロック線図について述べる。 
 3.1.1節で述べた原理をMATLABの S-functionの機能を使いC言語によりプログラムを
コーディングした。尚、S-function 内で書いたプログラム（Dic2n_10.c）の詳細について
は付録の方に載せておく。 
 S-function への入力は 18、出力は 2 つある。入力の１つ目は制御器からの制御入力 u(t)、
２つ目はパルスジェネレータの出力、３つ目の入力は S-function の出力 ud(t)の 1 つ前の出
力 ud(t -1)、４つ目の入力以降は３つ目と同様にそれぞれ 1 つ前の出力を S-function の入力
としている。2.2.2 節と同様に、パルスジェネレータから出力されるパルス間隔を観測間隔
Tmの代わりに使用している。 
 実験では、VisualC++の MFC によるダイアログベースの実行プログラムに、C 言語を用
いて 3.1.1 節で述べた原理道理に従いコーディングした。尚、実行プログラム内で書いたプ
ログラムの詳細については付録の方に載せておく。 
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図 3.4：DIC ブロック線図(2n分割) 
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3.2 圧電リニアアクチュエータ( SPIDER )駆動 
精密ステ－ジシステム 
 
3.2.1  SPIDER駆動ステージの概要 
 
 本研究に用いた実験装置の構成図を図 3.5 に示す。ホスト PC から送られた入力指令は
PCIスロットに装着したパラレル IOカードを利用して、サーボインターフェスユニット（モ
ーションコントローラ）、アンプを通して SPIDER に送信される。ここのアンプにおいて入
力指令電圧は 130/10 倍（以下 13 倍）されて送られる。また、エンコーダ及びリミットセ
ンサよりステージの位置情報ストロークリミット情報が読み込まれ、ホスト PC に送られる。
ホスト PC には OS として Windows98 を搭載した PC を用い、VisualC++により実行プログ
ラムを作成している。I/F カードには Interface Corporation 製 16/16bitI/O PCI ボード
PCI-2735 を使用している。圧電素子を使用しているアクチュエータを含むステージシステ
ムは熊本テクノロジー、太平洋セメント社らの共同研究により開発された。 
 ステージシステムの写真を図 3.6 に、アクチュエータ拡大図を図 3.7 に示す。位置を測定
するためにリニアエンコーダがステージ稼動部の下面に取り付けてある。リニアエンコー
ダはミツトヨ製で計測分解能は電気分割ユニットのスイッチ切り替えにより、最小 10nm
となっている。制御入力となる圧電素子への最大印加電圧は±130V である。駆動周波数は
1kHz～60kHz まで設定変更が可能であり、ステージストロークは 4 インチウェハ対応の約
100mm となっている。ステージの仕様を表 3.1 に示し、また圧電素子の性能表を表 3.2 に
示す。また、圧電素子の静的な発生力は最大伸縮素子発生力 660N（４脚同時）となる。予
圧力が 50N、摺動面の摩擦力が 15N であることから足の運動に十分な駆動力が得られてい
る。また、ガイドプレートの平均表面粗さが約 0.2μm であることから、伸縮方向に 39V
のオフセット電圧を印加することで表面粗さの影響を軽減している。 
 ここで電磁モータと比較した際の SPIDERの特徴を列記する。 
1. 超音波振動を利用した摩擦駆動のモータである 
2. 対象物を直接駆動できるため小型化できる 
3. 位置決め応答などの制御性能が良い 
4. 電磁ノイズを発生しない（磁気の影響なし） 
5. 超小型、薄型、軽量、構造が単純である 
 このような特徴から、SPIDERは、超小型化可能、制御特性良好、電磁ノイズがない、と
いう電磁モータが不得意な用途への応用例が今後ますます増えると思われる。 
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図 3.5：ハードウェア構成図 
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図 3.6：精密ステージ 
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            図 3.7：アクチュエータ部拡大図 
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表 3.1：ステージの仕様 
可動部質量 1kg 
駆動周波数設定 1～60kHz 
最大推力 13N 
最大印加電圧 ±130V 
ストローク 100mm 
位置分解能 100nm 
 
 
表 3.2：アクチュエータ（SPIDER）の仕様 
材質 PB(Zr,Ti)O3 
密度 7.8×103kg/m3 
伸縮率 660×10-12m/V 
剪断率 1010×10-12m/V 
積層枚数 4（伸縮）×4（剪断） 
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3.2.2 SPIDER駆動ステージの動作原理 
 
 本節ではステージの動作原理について述べる。ステージ駆動用アクチュエータである
SPIDER は圧電素子の積層化により構成されており、圧電素子とは素子が変形することに
よって電圧を発生する材料のことである。これを逆圧電効果といい、身近な応用例として
ライターやガスなどの着火装置などに使用されている。これとは逆の電圧を印加すること
で素子が伸縮する。この性質を逆圧電効果という。この圧電素子に分極と同じ方向の電圧
を印加すると、縦に伸び横に縮む。本アクチュエータはこの性質を利用し、図 3.8 のように
剪断・伸縮を組み合わせ、連続的に動作させることにより円運動を行うことが可能となる。
図 3.9 には、アクチュエータが v=rωで円運動している様子を示しておく。 
 次に、圧電素子を利用した SPIDER の 1 脚分および、その円運動の動作ループを図 3.10
に示す。アクチュエータの脚は剪断方向 4 層と伸縮方向 4 層の計 8 層により構成されてい
る。伸縮方向に電圧を印加するとアクチュエータは上下に伸縮し剪断方向に電圧を印加す
ると左右方向に剪断する。その脚を二本対とし、交互に円運動させ図 3.11 のような動作ル
ープを繰り返すことでそれに接するステージの連続移動を行っている。 
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図 3.8：圧電素子の拡大図 
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         図 3.10：SPIDER の脚の動作順序    図 3.11：ステージの送り順序 
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3.3 シミュレーション結果 
 
3.3.1 空間分解能 10 等分割での DIC シミュレーション 
 
 本節では、SPIDER駆動精密ステージの位置決め制御系に一定振幅・離散パルス入力手法
（DIC ）を適用させ、参照システムのみと DIC を付加したときの制御入力と検出出力（位
置）についてシミュレーションによる比較・検討する。 
 ここで制御対象のモデルは、実機である SPIDER 駆動精密ステージをシステム同定する
ことにより得た以下の 2次系モデルを使用する。 
 
 
 
 シミュレーション条件としては、制御帯域ωc＝100 Hz、観測周期 Tm を 5 ms、入力パル
ス時間間隔 Tpminの最小値を観測周期 Tm の 10 分の 1、そして最大制御入力値 umaxを 10 と
した。また、DIC からの出力は 3、0、-3 の 3 値とした。 
 ここでは、DIC の位置制御への有効性を示すことに着目し、まずは最大制御入力値 umax
を 10 等分に分割し適用を行った。目標値 r =0.05 mm に対する時間応答波形及び、制御入
力の応答についてのシミュレーション結果を図 3.12 に示す。また、そのときの参照システ
ム及び、提案手法両方のオーバーシュートと整定時間を表 3.3 に示す。 
 
表 3.3：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 5.1 0.005 
DIC10 等分割 0.3 0.02 
 
 図 3.12（a）で点線が目標値信号、一点鎖線が参照システムの連続時間制御による位置決
め制御、そして実線が本論文で提案しているDICを用いた位置決め制御の応答結果である。
図 3.12（a）より、理想としている参照システムによる位置決め制御の結果と、DIC を用
いた位置決め制御の結果を比較したとき、提案手法では位置決めにかかる時間が若干遅く
なるが、位置決め制御は可能であることが確認できる。 
 一方、図 3.12（b）は一点鎖線が参照システムの位置決め制御を行った際の制御入力の値、
(3.2) 
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実線が本論文で提案している DIC を用いた位置決め制御を行った際のパルスによる制御入
力の結果である。図 3.12（b）を見てみると、定常状態において参照システムの制御入力の
値は 0 となっているが、提案手法を用いた方では制御入力が出続けてしまっていることが
確認できる。このことから提案手法でも目標値にきちんと整定はするが、定常状態におい
てはやや振動状態になってしまうことがわかる。 
 より定常状態における振動を分かりやすくするため、図 3.12（a）の定常状態を拡大した
ものを図 3.13 に示す。図 3.13 から、一点鎖線で表わした参照システムの応答に比べ、実線
で表わした提案手法を用いた位置決めの応答の方は、目標値付近で若干振動していること
が明確にわかる。 
 
 
 
 
 
 
 
 
 
 
 
 
（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.12：シミュレーション結果（DIC 10 等分割） 
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図 3.13：定常状態における振動の様子 
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3.3.2 定常時の振動を考慮した DIC シミュレーション 
 
 前節で述べたように、提案手法を用いた位置決め制御では、定常状態において整定はし
ているが目標値付近で若干振動が出てしまうという問題があった。そこで本節では、定常
時における目標値付近の振動を考慮した提案手法の制御入力と検出出力（位置）について
シミュレーションを行う。 
 振動をなくす方法としては、フィルタを使った方法や出力の移動平均を取って出力を鈍
らせるムービングアベレージ法（MA：Moving Average）等が挙げられるが、本論文では
提案手法の原理の拡張を考慮し、位置決めが出来たら制御入力を 0 にするという方法を使
用する。 
 3.1.1 節の原理で述べた(3.1)式を例にすると、図 3.13 の振動の原因としては制御入力が 0
のときパルスを出力しないという判定にならず、制御入力の判定が 0 ＜ u(t) ≦ umax / 8
のときを繰り返してしまっていることが原因である。そこで制御入力を 0 にする条件とし
て、制御入力の判定が 0 ＜ u(t) ≦ umax / 8、つまり出力するパルス間隔（Tp＝8×Tpmin）
が最大となっている状態が繰り返される場合、位置決めが出来ていると判断し、制御入力
を 0 にするというコードを追加する。尚、実行プログラム内で書いたプログラムの詳細に
ついては付録の方に載せておく。 
 図 3.14 は定常時の振動を考慮した DIC のシミュレーションの結果である。図中には参照
システムの連続時間制御による応答波形も重ねて示す。尚、使用する制御対象のモデルや
シミュレーション条件は 3.3.1 節と同様である。 
 図 3.14（a）より、振動を考慮した DIC では目標値付近での振動がなくなっていること
が確認できる。そして、同図（b）からも位置決めが出来た後、パルスを出力していないこ
とが確認できる。また、オーバーシュートと整定時間は表 3.3 と同様な結果となっており、
以上のことから提案手法を位置決め制御に適用する際は、定常時における目標値付近の振
動を考慮したプログラムを用いた方が良いことがわかる。 
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（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.14：振動を考慮したシミュレーション結果（DIC 10等分割） 
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3.3.3 空間分解能 2ｎ分割での DIC シミュレーション 
 
 前節までは、振幅条件を 10 等分割にした場合での提案手法の有効性を確認してきたが、
本節では、固定小数演算を考慮し、提案手法を振幅条件 2n 分割で実現し、参照システムの
みのときと制御入力と検出出力（位置）についてシミュレーションによる比較・検討する。 
 制御対象のモデルは、実機である SPIDER駆動精密ステージを考慮し、3.3.1 節の(3.2)式
の 2 次系モデルを使用する。 
 シミュレーション条件としては、制御帯域ωc＝100 Hz、観測周期 Tm を 8 ms、入力パル
ス時間間隔の最小値 Tpminを 0.5 ms、最大制御入力値 umaxを 10、分割条件は 25とした。
また、DIC からの出力は 3、0、-3 の 3 値とした。そして、ここでは前節で述べた目標値付
近での振動を考慮した提案手法を用いる。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についてのシミュレーシ
ョン結果を図 3.15 に示す。また、そのときの参照システム及び、提案手法両方のオーバー
シュートと整定時間を表 3.4 に示す。 
 
表 3.4：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 5.1 0.005 
DIC25分割 0.3 0.02 
 
 
 図 3.15（a）で点線が目標値信号、一点鎖線が参照システムの連続時間制御による位置決
め制御、そして実線が目標値付近の振動を考慮した振幅条件が 25分割のときの DICを用い
た位置決め制御の応答である。図 3.15（a）より、振幅条件が 10 等分割のときと同様に、
目標とする参照システムによる位置決め制御の結果と、DIC を用いた位置決め制御の結果
を比較したとき、提案手法では位置決めにかかる時間が若干遅くなるが、位置決め制御は
可能であることが確認できる。 
 また、図 3.15（b）は一点鎖線が参照システムの位置決め制御を行った際の制御入力の値、
実線が振幅条件 25分割のときのDICでの位置決め制御を行った際に生じたパルスによる制
御入力の結果である。図 3.15（b）からも、制御入力がパルスで出力される提案手法でも位
置決め制御が可能であることが確認できる。 
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（b）Control Input 
図 3.15：シミュレーション結果（DIC 25分割） 
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 次に、3.3.2 節で示した空間分解能が 10 等分割での提案手法と、本節で示した空間分解
能が 25 分割での提案手法それぞれの制御入力と検出出力（位置）について比較したものを
図 3.16 に示す。図中には再び参照システムによる時間応答も重ねて示す。 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.16：空間分解能 10 等分割と 25分割の比較 
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 図 3.16（a）で点線が目標値信号、一点鎖線が参照システムの連続時間制御による位置決
め制御、破線が振幅条件 10 等分割のときの DIC を用いた位置決め制御、そして実線が振
幅条件 25分割のときの DIC を用いた位置決め制御の応答である。図 3.16（a）より、振幅
条件が 10 等分割のときと、25分割のときを比較すると、ほぼ同様な位置決めができている
ことが確認できる。また、それぞれのオーバーシュートと整定時間について示した表 3.5 
に示す。 
 
表 3.5：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 5.1 0.005 
DIC10 等分割 0.3 0.02 
DIC25分割 0.3 0.02 
 
 
 表 3.5 をみると、提案手法の振幅条件が 10 等分割のときと、25分割のときとでオーバー
シュート、整定時間共に同じ値となっている。このことからも、振幅条件が 10 等分割と 25
分割は同様に位置決め制御ができていることが顕著に確認できる。 
 一方、図 3.16（b）は一点鎖線が参照システムの位置決め制御を行った際の制御入力の値、
破線が振幅条件 10等分割のときの提案手法での位置決め制御を行った際のパルスによる制
御入力、実線が振幅条件 25分割のときの提案手法での位置決め制御を行った際のパルスに
よる制御入力の結果である。図 3.16（b）をみると、振幅条件が 25分割の方が、振幅条件が
10 等分割に比べ、パルス（制御入力）を出力し終わる時間が早いことが確認できる。これ
は、25分割の方が早く位置決め制御できていることを示している。振幅条件を 10 等分割の
ような等分割より、振幅条件が 25分割のような 2倍、1/2 倍という固定小数演算を考慮した
方が良い結果となっている原因としては、出力するパルス幅を決定する判定条件が大きな
要因だと考えられる。 
 10等分割のような制御入力の最大値を等分割で分割する判定条件は、2.2.1 節の(2.1)式の
v(t)が u(t)に、vmaxが umaxになったものである。また、25 分割のような固定小数演算を考慮
した提案手法の判定条件は、3.1.1 節の(3.1)式である。これら両方の式を比較すると、(2.1)
式のような等分割より、2n 分割の方が最小のパルス幅を出力する判定の範囲が広くとれる
めであると考えられる。また、今回の場合では特に振幅条件 10等分割より、2n分割の方が
最大のパルス幅を出力する判定の範囲が狭くなるからという理由も考えられる。ここで等
 37 
分割の振幅条件のとき分割条件を更に細かくすれば、最大のパルス幅を出力する判定の範
囲は 2n分割と同様に狭くなることは明らかである。しかし、分割条件を 10 等分割から 20
等分割にする場合、シミュレーションでは設計が更に細かく、プログラムの量もその分増
えるため良策であるとは言えない。 
 以上のことから、判定条件では振幅条件 2ｎ分割の方が、等分割より制御する際は難しい
と考えてきたが、図 3.16のシミュレーションを見る限り振幅条件 2ｎ分割の提案手法を用い
た位置決め制御の方が良いことがわかった。 
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3.4 実験結果 
 
 本節では、SPIDER 駆動ステージで実験検証するに当たって考慮しなければならない摩
擦の影響から起こる“スティックスリップ現象”や、その改善方法についてまず述べる。 
 そして、前節から述べてきた提案手法を実際にリニアモータ駆動の精密ステージに対し、
擬似的に制御入力に制約条件を課し、提案手法の有効性を検証する。 
 
3.4.1 スティックスリップ現象 
 
 スティックスリップ現象とは、 摩擦の速度負勾配特性の影響によって精密ステージの位
置が目標値近傍で振動する現象である。ここで図 3.17 においてステージにおける摩擦の速
度負勾配特性示す。 
 スティックスリップ現象の発生プロセスは以下の通りである。 
１． 摩擦の影響によりステージが目標値に到達せずに静止する。 
２． 積分（I）制御器の積分動作により、制御入力が徐々に増大する。 
３． 制御入力が静止摩擦力を上回るとステージは動き出すが、動作に伴い動摩擦が減
少し、必要以上の力が印加され目標値を超えてしまう。 
４． この動作が正方向、負方向に繰り返されることでステージの位置が目標値近傍で
振動する。 
 実際に SPIDER 駆動精密ステージを用い PID制御（制御帯域幅 50 Hz、サンプリング時間
0.5 ms、計測分解能 100 nm）により位置決め制御実験を行った時のスティックスリップ現
象発生時の制御入力及び位置出力波形を図 3.18 に示す。 
 このように、 スティックスリップ現象は摩擦力の影響によるところが大きいため、 摩
擦駆動を駆動原理とする精密ステージにおいては、 このスティックスリップ現象を回避す
ることが重要課題となる。 
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図 3.17：SPIDER 駆動ステージの摩擦の速度負勾配特性 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3.18：スティックスリップ現象 
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3.4.2 摩擦補償法 
 
 前節で述べたようなスティックスリップ現象を防ぎ、 整定時間の短縮を図るため、 PID
制御系に bang-bang 制御に基づく摩擦補償法を導入した。bang-bang制御とは、 ステージが
摩擦の影響によって静止してしまった際、 事前に同定した静止摩擦力相当の補償電圧 { Fsp, 
Fsn} をフィードフォワード的に加えることで摩擦によるステージの静止を防ぐというもの
である。ここで Fsp は正方向補償電圧、Fsn は負方向補償電圧である。bang-bang 制御つき
制御系のブロック図を図 3.19 に示す。 
 bang-bang 制御を用いて目標値 0.05ｍｍのステップ位置指令を加えた時の実験結果を図
3.20 に示す。図でわかるように bang-bang 制御により補償電圧が制御入力に加算されること
によりステージが動きだすため、PID制御のみの場合と比べて目標値への追従が若干早くな
っていることが確認できる。 
 また、提案手法に bang-bang 制御を追加したブロック図を図 3.21 に示す。 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3.19：bang-bang 制御つき制御系のブロック図 
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（a）Position            （b）Control Input 
図 3.20：bang-bang 制御 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3.21：DIC＋bang-bang 制御 
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3.4.3 摩擦補償を考慮した DIC 制御法 
 
 本節では、3.3 節で述べてきた提案手法について、リニアモータ駆動の精密ステージを用
いて実験し、提案手法の位置決め制御への応用の有効性を検証する。 
 実験としては、リニアモータ駆動の精密ステージに対し、擬似的に制御入力に制約条件
を課し行う。また、実験は VisualC++の MFC によるダイアログベースの実行プログラムに
より動作させる。実験用に作成したダイアログを図 3.22 に示す。図 3.22 のダイアログは、
提案手法（DIC ）をプログラム上で ON/OFF 変更することなくダイアログ上で変更でき、
後述する∆Σ変調器をフィードバック変調器に応用した制御手法（FBM：Feedback 
Modulators）もダイアログ上で簡単に ON/OFF 変更することが可能となっており、実験を
する際ユーザーに使い易い用にプログラムを作成してある。尚、プログラムの詳細につい
ては付録の方に載せておく。 
 
 
 
図 3.22：実行プログラム 
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・振幅条件 10 等分割での提案手法 
 まずは、3.3.2 節で述べた振幅条件を 10 等分割にした提案手法について実験検証する。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についての実験結果を図
3.23 に示す。また、そのときの参照システム及び、提案手法両方のオーバーシュートと整
定時間を表 3.6 に示す。実験条件は、3.3.2 節のシミュレーション条件と同様である。 
 
表 3.6：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 2.6 0.009 
DIC10 等分割 20.4 0.113 
 
 
 図 3.23（a）は図 3.14（a）のシミュレーション結果と同様に、点線が目標値信号、一点
鎖線が参照システムの位置決め制御の結果、そして実線が振幅条件を 10 等分割にしたとき
の提案手法の位置決め制御の結果となっている。また、図 3.23（b）も図 3.14（b）のシミ
ュレーション結果と同様に、点線が参照システムの位置決め制御を行った際の制御入力の
値、実線が振幅条件 10 等分割のときの提案手法での位置決め制御を行った際のパルスによ
る制御入力の結果となっている。 
 図 3.23（a）より、提案手法は 3.3.2 節の図 3.14（a）のシミュレーション結果と比較し
たとき、オーバーシュートが増大していることがわかる。これはアクチュエータのステー
ジ駆動摩擦力の影響が参照システムに比べ大きいからだと考えられる。また、図 3.23（b）
をみてみると、提案手法を用いた位置決め制御では、理想とする参照システムによる位置
決め制御とは違い、制御入力をパルス状にしているため、今回の場合で言えば制御入力を 0
から 3、または 0 から-3 のようにステージの静止摩擦の影響をより受けやすいことがわか
る。このため、表 3.6 をみてもわかるようにオーバーシュートが増大し、整定時間が遅れて
しまったのだと考えられる。 
 以上のことから、提案手法を用いた位置決め制御は、ステージの駆動摩擦力の影響をよ
り顕著に受けるためオーバーシュートが発生し、整定が遅れてしまうが、一定振幅かつ離
散値パルス入力という厳しい時間・空間分解能制約があるときでも、提案手法は位置決め
制御が可能であることが実験により確認できた。 
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（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.23：実験結果（DIC 10等分割） 
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・振幅条件 25分割での提案手法 
 次に、3.3.3 節で述べた振幅条件を 25分割にした提案手法について実験検証する。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についての実験結果を図
3.24 に示す。また、そのときの参照システム及び、提案手法両方のオーバーシュートと整
定時間を表 3.7 に示す。実験条件は、3.3.3 節のシミュレーション条件と同様である。 
 
表 3.7：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 2.6 0.009 
DIC25等分割 14.6 0.066 
 
 
 図 3.24（a）は図 3.15（a）のシミュレーション結果と同様に、点線が目標値信号、一点
鎖線が参照システムの位置決め制御の結果、そして実線が振幅条件を 25 分割にしたときの
提案手法の位置決め制御の結果となっている。また、図 3.24（b）も図 3.15（b）のシミュ
レーション結果と同様に、一点鎖線が参照システムの位置決め制御を行った際の制御入力
の値、実線が振幅条件 25 分割のときの提案手法での位置決め制御を行った際のパルスによ
る制御入力の結果となっている。 
 図 3.24（a）より、提案手法は 3.3.3 節の図 3.15（a）のシミュレーション結果と比較す
ると、オーバーシュートが増大しているが、これは振幅条件が 10 等分割のときと同様にス
テージ駆動静止摩擦力の影響が考えられる。 
 また、図 3.24（b）から提案手法の位置決め制御において、制御入力がパルス状に出力さ
れていることが確認できる。以上のことから、振幅条件が 25 分割の場合でも提案手法はシ
ミュレーションと同様に位置決め制御が可能であることが実験により確認できた。 
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（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.24：実験結果（DIC 25分割） 
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・振幅条件 10 等分割と 25分割の比較 
 最後に 3.3.3 節でも述べた振幅条件を 10 等分割にしたときと、25分割にしたときの提案
手法についての実験結果について比較検証する。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についての実験結果を図
3.25 に示す。また、そのときの参照システム及び、提案手法両方のオーバーシュートと整
定時間を表 3.8 に示す。実験条件は、それぞれ 3.3.2 節、3.3.3 節のシミュレーション条件
と同様である。 
 
表 3.8：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 2.6 0.009 
DIC10 等分割 20.4 0.113 
DIC25分割 14.6 0.066 
 
 
 図 3.25 や、表 3.8 を見てもわかるように、シミュレーション結果と同様に、振幅条件が
10 等分割のときより、25分割のときの方が優れていることが実験により確認できた。この
結果は、3.3.3 節で述べたように判定条件の違いが１つの要因であると考えられる。しかし、
実験結果を見ると、シミュレーション結果よりもより顕著に差が現れていることがわかる。
これは、振幅条件 25分割の方が 10 等分割のときに比べ、ステージ駆動静止摩擦力の影響が
小さくなるためであると考えられる。振幅条件 25 分割では位置決め制御を行う際、判定条
件の都合上、最初にパルスを多く出力するため、ステージ駆動摩擦力が参照システムのと
きと似て、動摩擦による影響を受け、静止摩擦の影響が 10 等分割に比べ小さくなるのだと
考えられる。 
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（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.25：空間分解能 10 等分割と 25分割の比較 
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3.5 フィードバック変調器を用いた 
離散値入力制御系の設計との比較 
 
 本節では、文献(1)等で挙げられる、∆Σ変調器をフィードバック変調器に応用した制御手
法（FBM：Feedback Modulators）の設計方法について簡単に述べ、提案手法とシミュレ
ーション及び、実験検証する。 
 
3.5.1 フィードバック変調器を用いた離散値入力 
 
 ∆Σ変調器をフィードバック変調器に応用した制御手法（FBM ）とは、信号処理や音響
機器関係の分野でフィードバックを用いた量子化器によってデータ変換の精度を改善する
∆Σ変調器を離散値入力システムの制御に応用した制御系のことである。 
 図 3.26 にフィードバック変調器ΣFBMのブロック図を示す。 
 図中の S/H（Sampler&Holder）はアクチュエータの時間分解能制約を表現するブロック、
Quantizer（量子化器）が空間分解能制約を表現するブロック、そして Q (s )が設計パラメ
ータである。(3.3)式に設計パラメータの伝達関数を示す。ここで、τはアクチュエータの
切り替え時間である。 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3.26：フィードバック変調器ΣFBM 
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 図 3.27 にΣFBMを用いた位置制御系について示す。図を見ると、本論文で提案する手法と
同様に、3.1.1 節で説明した参照システム（図 3.1）にフィードバック変調器のブロックを
追加しただけというシンプルなシステムとなっている。これにより、提案手法と同様に、
制御対象を連続値入力システムと見なし、コントローラ設計が可能となり、制御系設計が
容易になっている。 
 
 
 
 
 
 
 
 
 
 
 
図 3.27：ΣFBMを用いた位置制御系 
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3.5.2 シミュレーション結果 
 
 本節では、SPIDER 駆動精密ステージの位置決め制御系にフィードバック変調器ΣFBM を
適用させ、参照システムのみとフィードバック変調器ΣFBMを付加したとき、そして DIC を
付加したときの制御入力と検出出力（位置）についてシミュレーションによる比較・検討
する。 
 ここで制御対象のモデルは 3.3.1節と同様に、実機である SPIDER 駆動精密ステージをシ
ステム同定することにより得た(3.2)式の 2次系モデルを使用する。 
 シミュレーション条件としては、提案手法は 3.3.2 節、3.3.3 節の制御帯域をωc＝10 Hz
とした以外同様である。一方、フィードバック変調器ΣFBMが制御帯域ωc＝10 Hz、切り替え
時間を 5 ms とした。また、DIC との比較のため制御入力は 3、0、-3 の 3 値になるように
決めた。 
 目標値 r =0.5 mm に対する時間応答波形及び、制御入力の応答についてのシミュレーシ
ョン結果を図 3.28 に示す。また、そのときの参照システム及び、提案手法、フィードバッ
ク変調器ΣFBMそれぞれのオーバーシュートと整定時間を表 3.9 に示す。 
 
表 3.9：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 0.12 0.037 
DIC10 等分割 10.1 0.041 
DIC25分割 0.0 0.080 
ΣFBM 32.2 0.156 
 
 図 3.28、表 3.9 より、制御帯域が 10Hz と低域の場合ではフィードバック変調器、提案
手法共に位置決め制御が可能なことが確認できる。そして、提案手法に比べフィードバッ
ク変調器ではオーバーシュートが大きく、整定時間も遅れることが確認できた。 
 また、振幅条件 10 等分割と 25分割の提案手法を比較したとき、振幅条件が 10 等分割の
ときの方はオーバーシュートが大きいが、位置決めに掛かるまでの時間が約 2 倍早いとい
う結果になっている。これは振幅条件 10 等分割の方が、パルスの幅を決定する観測周期
Tmが 5 ms と、振幅条件 25分割の Tmが 8 ms より早いためだと考えられる。 
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（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.28：制御帯域ωc＝10 Hzのシミュレーション結果（DIC とΣFBMの比較） 
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 次に、制御帯域をωc＝100 Hz と広帯域に設計しシミュレーションを行った。 
 シミュレーション条件としては、提案手法は 3.3.2 節、3.3.3 節と同様である。一方、フ
ィードバック変調器ΣFBMが制御帯域ωc＝100 Hz、切り替え時間を 5 ms とした。また、DIC
との比較のため制御入力は 3、0、-3 の 3 値になるように決めた。 
 目標値 r =0.05 mm に対する時間応答波形及び、制御入力の応答についてのシミュレーシ
ョン結果を図 3.29 に示す。また、そのときの参照システム及び、提案手法、フィードバッ
ク変調器ΣFBMそれぞれのオーバーシュートと整定時間を表 3.10 に示す。 
 
表 3.10：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 5.1 0.005 
DIC10 等分割 0.3 0.02 
DIC25分割 0.3 0.02 
ΣFBM 750 × 
 
 
 図 3.29（a）で点線が目標値信号、一点鎖線が参照システムの連続時間制御による位置決
め制御、破線が振幅条件 10 等分割のときの DIC を用いた位置決め制御、太い実線が振幅
条件 25分割のときの DIC を用いた位置決め制御、そして細い実線がフィードバック変調器
を用いた位置決め制御の応答である。図中より、フィードバック変調器が位置決め制御で
きていないことが確認できるが、これはフィードバック変調器を提案手法と比較するため、
出力を 3、0、-3 の 3 値としてしまったことが考えられる。また、他の要因としては、設計
した制御帯域がωc＝100 Hz と高域であり、応答が速くなるためフィードバック変調器では
制御できなかったのだと考えられる。 
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（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.29：シミュレーション結果（DIC とΣFBMの比較） 
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3.5.3 実験結果 
 
 本節では、フィードバック変調器ΣFBM と提案手法を用いた位置決め制御についてリニア
モータ駆動の精密ステージを用いて実験を行い、比較・検討する。 
 目標値 r =0.5 mm に対する時間応答波形及び、制御入力の応答についての実験結果を図
3.30 に示す。また、そのときの参照システム及び、提案手法、フィードバック変調器ΣFBM
それぞれのオーバーシュートと整定時間を表 3.11 に示す。実験条件は、3.5.2 節の制御帯域
ωc＝10 Hzにしたときのシミュレーション条件と同様である。 
 
表 3.11：オーバーシュートと整定時間 
 Overshoot[%] Setting time[s] 
continuous 0.18 0.050 
DIC10 等分割 32.46 0.379 
DIC25分割 12.44 0.356 
ΣFBM 757 × 
 
 
 図 3.30 と表 3.11 より、フィードバック変調器ΣFBMはシミュレーションでは位置決め制
御が可能であったが実験ではできなかった。これはフィードバック変調器ΣFBM を提案手法
と比較するため制御入力の制約条件を 3 値にしたことでステージ駆動摩擦力による影響が
大きく出てきてしまったことが考えられる。次に、提案手法を用いた位置決めを見てみる
と、シミュレーションと比較するとオーバーシュートが増え、整定時間も遅れてしまって
いるが、制御入力の制約条件が 3 値でも位置決め制御が可能であることが確認できた。ま
た、提案手法の 2 つの振幅条件について比較すると、振幅条件が 10 等分割のときより 25
分割のときの方が良い結果となっていることがわかる。これは、振幅条件が 10 等分割のと
きの方がシミュレーション結果同様、オーバーシュートが大きいためステージ駆動による
摩擦の影響を 25分割のときより受けてしまったことが考えられる。 
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（a）Position 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
（b）Control Input 
図 3.30：制御帯域ωc＝10 Hzの実験結果（DIC とΣFBMの比較） 
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第四章 DVFC 構造での 
高次振動モードの減衰手法 
 
4.1 ２次モードを考慮した DVFC ゲイン設計法 
 
 2 次モード以上を有するプラントでは、直接フィードバック制御（DVFC：Direct Velocity 
Feedback Control ）を追加すると 2 つの共振周波数が変化するという問題がある。本節で
は、この問題に対し、共振周波数が変化しない DVFC ゲインの設計について提案する。 
 まず初めに、1 次モードのみのプラントのときの DVFC ゲインと共振周波数の関係につ
いて述べる。図 4.1は 1次モードのみのプラントに対してDVFC補償を行ったものである。
ここで Kvは DVFC のゲインである。以下で 1 次モード時の共振周波数と DVFC ゲインの
関係について式の変換を用いて述べる。 
 プラントの伝達関数が(4.1)式のとき、図 4.1 の v / u’ は以下のように変換できる。 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 4.1：1 次モードのみのプラントでの DVFC 
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ここで、(4.2)式の分母で s の 1 次の係数を以下のように定義する。 
 
f (Kv )≡ KK v *2 +ζω  
 
(4.3)式は DVFC ゲイン Kvの関数となる。このとき、(4.2)式の分母の第 3 項より共振周波
数ωの値はプラントの共振周波数ωと変わらない。つまり、1 次モードのみの対象では(4.3)
式の Kv の値を変化させることにより、プラントの減衰率ζのみを自由に設定することが可
能である。 
 次に、2 次モード以上を有するプラントのときの DVFC ゲインと共振周波数の関係につ
いて述べる。図 4.2は 2次モードのときのプラントに対してDVFCを追加したものである。
以下で 1 次モードのときと同様に、2 次モード時の共振周波数と DVFC ゲインの関係につ
いて式変換を用いて述べる。 
 プラントの伝達関数が(4.4)式のとき、図 4.2 の v / u’ は以下のように変換できる。 
 
 
 
 
 
 
 
 
 
ここで 3210 ,,, aaaa は 
 
である。 
 
 
 
 
 
 
 
図 4.2：2 次モード時のプラントでの DVFC 
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 (4.5)式を見てみると、DVFC ゲイン Kvは分母の第 3 項にしか関わってこないことがわか
る。このため、1 次モードのみの場合とときと違い、2 次モードでは DVFC ゲインだけで 2
つの減衰率を任意に設定することができない。そこで DVFC ゲイン Kvを以下のように定義
する。 
 
 
 DVFC ゲインを(4.7)式にしたときの v / u’ は次式となる。 
 
 
 
ここで 3210 ,,, aaaa は 4.6 式と同様である。(4.8)式より、3 つの DVFC ゲインが減衰率に関
する係数に現れることがわかる。 
 次に、DVFC ゲインが 0 のときの v / u’、つまり(4.4)式の分母を展開する。 
 
 
 
ここで 3210 ',',',' aaaa は 
 
 
 
 
である。 
 このとき、共振周波数ω1＝ω1’、ω2＝ω2’とすると、(4.8)式と(4.10)式より DVFC ゲインの
K1、K2、K3は 
 
 
 
 
 
 
 
 
となる。 
 DVFC ゲイン Kvを(4.7)式のようにすることにより、2 次モード時でも DVFC ゲイン Kv
を変化させるとプラントの減衰率を変化させることが可能になる。 
 しかし、(4.7)式の DVFC ゲインはこのままでは improper なので、proper にする必要が
(4.10) 
(4.8) 
(4.7) 
(4.9) 
(4.11) 
 60 
)1)(1( 21
32
2
1
sTsT
KsKsK
K v
++
++
=
ある。(4.12)式に(4.7)式を proper にする１つの例を挙げる。 
 
 
 
 (4.12)式は分母に(1+T1s)(1+T2s)という項をつけることにより、(4.7)式を proper にしたも
のである。これは T1、T2をほぼ 0 にすれば分母が 1 に近づき、(4.7)式に近似できるように
なっている。 
 
 
 
(4.12) 
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4.2 シミュレーション結果 
 
 本節では、前節で述べた(4.12)式の DVFC ゲインを用いて 2 次モードを考慮した DVFC
についてシミュレーションを行う。 
 プラントは(4.4)式の共振周波数ω1=10 Hz、ω2=20 Hz、減衰率ζ1=0.002、ζ2=0.001、K =1
としたものを用い、DVFC ゲインは(4.12)式で K1＝0.1、K2＝0.0056、K3＝16 とし、T1、
T2の値はそれぞれ 0.001 とした。図 4.3 にゲインのボード線図を示す。 
 図4.3より、点線のプラントのみの場合ではω1=10 Hz、ω2=20 Hzで共振特性が見られる。
一方、実線の DVFC を追加した場合では共振特性が抑えられていることが確認できる。 
 
 
 
 
 
 
 
 
 
 
 
 
図 4.3：2 次モードにおける DVFC 
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第五章 まとめ 
 
5.1 まとめ 
 
 本論文では、アクチュエータ出力が一定振幅かつ離散値パルス入力のような時間・空間
分解能制約を有する離散値入力の制御系に対し、ディジタル制御実現による実用的な設計
方法について提案し、その有効性をシミュレーションならびに実験により検証した。 
 提案する DIC 変換器の特徴は、連続出力が可能なアクチュエータを考慮し設計された制
御系に対し、設計を変えずに時間・空間分解能制約がある離散値入力の制御系に切り替え
られることであるが、空間分解能をどの程度まで制約できるか振幅条件の設定を試す必要
があった。そこで初めは振幅条件を等分割にし、最終的に固定小数演算を考慮し振幅条件
を 2n分割にし検証することにした。 
 まず、提案手法の有効性を検証するために、アクチュエータを搭載したアクティブ除振
台を用いて振動抑制制御に適用し、シミュレーション及び実験検証した。シミュレーショ
ン及び実験結果から、振幅条件を 20 等分割にした場合の提案手法が一定振幅かつ離散値パ
ルス入力という厳しい時間・空間分解能制約があっても振動抑制制御が可能であることを
確認した。 
 次に、リニアモータ駆動の精密ステージを用いて提案手法が位置決め制御にも応用でき
ることを示すため、シミュレーション及び実験検証した。まずは、振幅条件を 10 等分割の
場合についてシミュレーション及び実験をし、提案手法の位置決め制御への応用が可能で
あることを確認した。次に、固定小数演算を考慮し振幅条件が 25 分割での提案手法につい
てシミュレーション及び実験し、振幅条件が 25 分割の場合でも位置決め制御が可能である
ことを確認した。また、提案手法とフィードバック変調器についてシミュレーションなら
びに実験をし、比較・検討を行い、提案手法の有効性を示した。 
 最後に、２次モードの共振周波数があるときの DVFC を用いた減衰手法について、減衰
率を決める１つの DVFC ゲインの設計方法について述べ、シミュレーションを行った。 
 今後の課題としては、本論文で提案した一定振幅かつ離散値信号に変換する変換器
（DIC：Discrete-valued Input Control ）を実際に入力が離散のアクチュエータや FPGA
への適用すること、そして時間・空間分解能制約の設定方法などが挙げられる。 
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付録 
 
 ここでは本研究にて作成した C 言語プログラムを簡単に説明し、使用したプログラムを
以下に示す。 
 
・pmt_pwm_088.c 
 このプログラムは、振幅条件 10 等分割の場合の DIC を MATLAB の S-function 用にコ
ードしたものである。 
 
・Dic2n_10.c 
 このプログラムは、振幅条件 25分割の場合の DIC を MATLAB の S-function 用にコード
したものである。 
 
・shimo_DIC_Y_2n_bang_bang_FBM_cmf 
 これは VisualC++の MFC によるダイアログベースの実行プログラムのプロジェクトフ
ォルダである。このプログラムでは、振幅条件 25分割の DIC やフィードバック変調器を用
いた制御手法（FBM）、そして bang-bang 制御をコードしており、主に実験で使用。 
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・pmt_pwm_088.c 
 
◇グローバル変数の定義等 
#define S_FUNCTION_LEVEL 2 
#define S_FUNCTION_NAME  Dic2n_0_88 
#include "simstruc.h" 
#include <stdlib.h>//abs()を使う用 
/* 変数のグローバル宣言部*/ 
real64_T Output_Value1;/* 出力*/ 
real64_T Output_Value2;/* 出力*/ 
real64_T Tmp; //観測信号パルス用 
real64_T vt; //速度信号 
real64_T Tp_p; 
real64_T ut_p; //分割 
real64_T ut_p2; 
real64_T ut_p3; 
real64_T ut_p4; 
real64_T ut_p5; 
real64_T ut_p6; 
real64_T ut_p7; 
real64_T ut_p8; 
real64_T ut_p9; 
real64_T ut_p10; 
real64_T ut_p11; 
real64_T ut_p12; 
real64_T ut_p13; 
real64_T ut_p14; 
real64_T ut_p15; 
int Tmp1count; 
int Tmp0count; 
int Dic_count; 
int Tp; 
int INPOS; 
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◇入出力の設定用関数 
static void mdlInitializeSizes(SimStruct *S) 
{ 
    /* See sfuntmpl.doc for more details on the macros below */ 
 
    ssSetNumSFcnParams(S, 0);  /* Number of expected parameters */ 
    if (ssGetNumSFcnParams(S) != ssGetSFcnParamsCount(S)) { 
        /* Return if number of expected != number of actual parameters */ 
        return; 
    } 
 
    ssSetNumContStates(S, 0); 
    ssSetNumDiscStates(S, 0); 
 
    if (!ssSetNumInputPorts(S, 1)) return; 
    ssSetInputPortWidth(S, 0, 18);//入力 
    ssSetInputPortDirectFeedThrough(S, 0, 1); 
 
    if (!ssSetNumOutputPorts(S, 1)) return; 
    ssSetOutputPortWidth(S, 0, 2);//出力 
 
    ssSetNumSampleTimes(S, 1); 
    ssSetNumRWork(S, 0); 
    ssSetNumIWork(S, 0); 
    ssSetNumPWork(S, 0); 
    ssSetNumModes(S, 0); 
    ssSetNumNonsampledZCs(S, 0); 
 
    ssSetOptions(S, 0); 
} 
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◇初期値用関数 
static void mdlInitializeConditions(SimStruct *S) 
{ 
      /* 初期値を与える*/ 
   Output_Value1=0; 
   Output_Value2=0; 
 
   ut_p=0; //分割 
   ut_p2=0; 
   ut_p3=0; 
   ut_p4=0; 
   ut_p5=0; 
   ut_p6=0; 
   ut_p7=0; 
   ut_p8=0; 
   ut_p9=0; 
   ut_p10=0; 
   ut_p11=0; 
   ut_p12=0; 
   ut_p13=0; 
   ut_p14=0; 
   ut_p15=0; 
 
   Tmp1count=0; 
   Tmp0count=0; 
   Dic_count=0; 
   INPOS=0; 
} 
 
◇DIC 演算用関数 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
 double vm=0.88; 
 real64_T ut; 
 real64_T vt_sgn; 
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  /* INPUT Value */ 
    vt  = *uPtrs[0]; 
    Tmp  = *uPtrs[1]; 
 Tp_p = *uPtrs[2]; 
 ut_p = *uPtrs[3]; 
 ut_p2 = *uPtrs[4]; 
 
 ut_p3 = *uPtrs[5]; 
 ut_p4 = *uPtrs[6]; 
 ut_p5 = *uPtrs[7]; 
 ut_p6 = *uPtrs[8]; 
 ut_p7 = *uPtrs[9]; 
 ut_p8 = *uPtrs[10]; 
 ut_p9 = *uPtrs[11]; 
 ut_p10 = *uPtrs[12]; 
 ut_p11 = *uPtrs[13]; 
 ut_p12 = *uPtrs[14]; 
 ut_p13 = *uPtrs[15]; 
 ut_p14 = *uPtrs[16]; 
 ut_p15 = *uPtrs[17]; 
 
     //演算 
 //速度信号判別しTpを決定 
 if(vt>0){ 
  if(Tmp == 1) 
  { 
   if(vt>vm){ 
    Tp=1; 
   }else if(vt>vm*1/2 && vt<=vm){ 
    Tp=1; 
   }else if(vt>vm*1/4 && vt<=vm*1/2){ 
    Tp=2; 
   }else if(vt>vm*1/8 && vt<=vm*1/4){ 
    Tp=3; 
   }else if(vt>vm*1/16 && vt<=vm*1/8){ 
    Tp=4; 
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   }else if(vt>vm*1/32 && vt<=vm*1/16){ 
    Tp=5; 
   }else if(vt<=vm*1/32){ 
    Tp=6; 
   } 
  }else if(Tmp==0){ 
   Tp =Tp_p; 
  } 
 }else if(vt<0){ 
  if(Tmp == 1) 
  { 
   if(vt<-vm){ 
    Tp=1; 
   }else if(vt<-vm*1/2 && vt>=-vm){ 
    Tp=1; 
   }else if(vt<-vm*1/4 && vt>=-vm*1/2){ 
    Tp=2; 
   }else if(vt<-vm*1/8 && vt>=-vm*1/4){ 
    Tp=3; 
   }else if(vt<-vm*1/16 && vt>=-vm*1/8){ 
    Tp=4; 
   }else if(vt<-vm*1/32 && vt>=-vm*1/16){ 
    Tp=5; 
   }else if(vt>=-vm*1/32){ 
    Tp=6; 
   } 
  }else if(Tmp==0){ 
   Tp =Tp_p; 
  } 
 } 
 
 //Tpをもとにパルス幅決定 
 if(vt>0){ 
  if(Tp==1){ 
   ut=1; 
  }else if(Tp==2){ 
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   if(ut_p==0){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==3){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==4){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==5){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)&&(ut_p8 == 0)&&(ut_p9 == 0)&&(ut_p10 == 
0)&&(ut_p11 == 0)&&(ut_p12 == 0)&&(ut_p13 == 0)&&(ut_p14 == 0)&&(ut_p15 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==6){ 
   ut=0; 
  }else{ 
   ut=0; 
  } 
 } 
 
 if(vt<0){ 
  if(Tp==1){ 
   ut=1; 
 73 
  }else if(Tp==2){ 
   if(ut_p==0){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==3){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==4){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==5){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)&&(ut_p8 == 0)&&(ut_p9 == 0)&&(ut_p10 == 
0)&&(ut_p11 == 0)&&(ut_p12 == 0)&&(ut_p13 == 0)&&(ut_p14 == 0)&&(ut_p15 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==6){ 
   ut=0; 
  }else{ 
   ut=0; 
  } 
 } 
 
 if(Tp==6) 
 { 
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  Dic_count++; 
  if(Dic_count>=200){ 
   INPOS=1; 
  } 
 }else{ 
  Dic_count=0; 
  INPOS=0; 
 } 
 
 if(INPOS==1){ 
  ut=0; 
 } 
 //符号用 
 if(vt>0){ 
  vt_sgn=1; 
 }else if(vt<0){ 
  vt_sgn=-1; 
 } 
 //戻り値 
 Output_Value1=(vt_sgn)*ut; 
 Output_Value2=Tp; 
/***  Sファンクション出力***********************************************************/ 
    *y=Output_Value1; 
*(y+1)=Output_Value2; 
} 
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・Dic2n_10.c 
 
◇グローバル変数の定義等 
#define S_FUNCTION_LEVEL 2 
#define S_FUNCTION_NAME  Dic2n_10 
#include "simstruc.h" 
#include <stdlib.h>//abs()を使う用 
/* 変数のグローバル宣言部*/ 
real64_T Output_Value1;/* 出力*/ 
real64_T Output_Value2;/* 出力*/ 
real64_T Tmp; //観測信号パルス用 
real64_T vt; //速度信号 
real64_T Tp_p; 
real64_T ut_p; //分割 
real64_T ut_p2; 
real64_T ut_p3; 
real64_T ut_p4; 
real64_T ut_p5; 
real64_T ut_p6; 
real64_T ut_p7; 
real64_T ut_p8; 
real64_T ut_p9; 
real64_T ut_p10; 
real64_T ut_p11; 
real64_T ut_p12; 
real64_T ut_p13; 
real64_T ut_p14; 
real64_T ut_p15; 
int Tmp1count; 
int Tmp0count; 
int Dic_count; 
int Tp; 
int INPOS; 
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◇入出力の設定用関数 
static void mdlInitializeSizes(SimStruct *S) 
{ 
    /* See sfuntmpl.doc for more details on the macros below */ 
 
    ssSetNumSFcnParams(S, 0);  /* Number of expected parameters */ 
    if (ssGetNumSFcnParams(S) != ssGetSFcnParamsCount(S)) { 
        /* Return if number of expected != number of actual parameters */ 
        return; 
    } 
 
    ssSetNumContStates(S, 0); 
    ssSetNumDiscStates(S, 0); 
 
    if (!ssSetNumInputPorts(S, 1)) return; 
    ssSetInputPortWidth(S, 0, 18);//入力 
    ssSetInputPortDirectFeedThrough(S, 0, 1); 
 
    if (!ssSetNumOutputPorts(S, 1)) return; 
    ssSetOutputPortWidth(S, 0, 2);//出力 
 
    ssSetNumSampleTimes(S, 1); 
    ssSetNumRWork(S, 0); 
    ssSetNumIWork(S, 0); 
    ssSetNumPWork(S, 0); 
    ssSetNumModes(S, 0); 
    ssSetNumNonsampledZCs(S, 0); 
 
    ssSetOptions(S, 0); 
} 
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◇初期値用関数 
static void mdlInitializeConditions(SimStruct *S) 
  { 
      /* 初期値を与える*/ 
   Output_Value1=0; 
   Output_Value2=0; 
   ut_p=0; //分割 
   ut_p2=0; 
   ut_p3=0; 
   ut_p4=0; 
   ut_p5=0; 
   ut_p6=0; 
   ut_p7=0; 
   ut_p8=0; 
   ut_p9=0; 
   ut_p10=0; 
   ut_p11=0; 
   ut_p12=0; 
   ut_p13=0; 
   ut_p14=0; 
   ut_p15=0; 
   Tmp1count=0; 
   Tmp0count=0; 
   Dic_count=0; 
   INPOS=0; 
  } 
 
◇DIC 演算用関数 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
 double vm=10.0; 
 real64_T ut; 
 real64_T vt_sgn; 
  /* INPUT Value */ 
      vt  = *uPtrs[0]; 
      Tmp  = *uPtrs[1]; 
 78 
 Tp_p = *uPtrs[2]; 
 ut_p = *uPtrs[3]; 
 ut_p2 = *uPtrs[4]; 
 ut_p3 = *uPtrs[5]; 
 ut_p4 = *uPtrs[6]; 
 ut_p5 = *uPtrs[7]; 
 ut_p6 = *uPtrs[8]; 
 ut_p7 = *uPtrs[9]; 
 ut_p8 = *uPtrs[10]; 
 ut_p9 = *uPtrs[11]; 
 ut_p10 = *uPtrs[12]; 
 ut_p11 = *uPtrs[13]; 
 ut_p12 = *uPtrs[14]; 
 ut_p13 = *uPtrs[15]; 
 ut_p14 = *uPtrs[16]; 
 ut_p15 = *uPtrs[17]; 
//演算 
 //速度信号判別しTpを決定 
 if(vt>0){ 
  if(Tmp == 1) 
  { 
   if(vt>vm){ 
    Tp=1; 
   }else if(vt>vm*1/2 && vt<=vm){ 
    Tp=1; 
   }else if(vt>vm*1/4 && vt<=vm*1/2){ 
    Tp=2; 
   }else if(vt>vm*1/8 && vt<=vm*1/4){ 
    Tp=3; 
   }else if(vt>vm*1/16 && vt<=vm*1/8){ 
    Tp=4; 
   }else if(vt>vm*1/32 && vt<=vm*1/16){ 
    Tp=5; 
   }else if(vt<=vm*1/32){ 
    Tp=6; 
   } 
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  }else if(Tmp==0){ 
   Tp =Tp_p; 
  } 
 }else if(vt<0){ 
  if(Tmp == 1) 
  { 
   if(vt<-vm){ 
    Tp=1; 
   }else if(vt<-vm*1/2 && vt>=-vm){ 
    Tp=1; 
   }else if(vt<-vm*1/4 && vt>=-vm*1/2){ 
    Tp=2; 
   }else if(vt<-vm*1/8 && vt>=-vm*1/4){ 
    Tp=3; 
   }else if(vt<-vm*1/16 && vt>=-vm*1/8){ 
    Tp=4; 
   }else if(vt<-vm*1/32 && vt>=-vm*1/16){ 
    Tp=5; 
   }else if(vt>=-vm*1/32){ 
    Tp=6; 
   } 
  }else if(Tmp==0){ 
   Tp =Tp_p; 
  } 
 } 
 
 //Tpをもとにパルス幅決定 
 if(vt>0){ 
  if(Tp==1){ 
   ut=1; 
  }else if(Tp==2){ 
   if(ut_p==0){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
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  }else if(Tp==3){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==4){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==5){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)&&(ut_p8 == 0)&&(ut_p9 == 0)&&(ut_p10 == 
0)&&(ut_p11 == 0)&&(ut_p12 == 0)&&(ut_p13 == 0)&&(ut_p14 == 0)&&(ut_p15 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==6){ 
   ut=0; 
  }else{ 
   ut=0; 
  } 
 } 
 
 if(vt<0){ 
  if(Tp==1){ 
   ut=1; 
  }else if(Tp==2){ 
   if(ut_p==0){ 
    ut=1; 
   }else{ 
    ut=0; 
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   } 
  }else if(Tp==3){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==4){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==5){ 
   if((ut_p == 0)&&(ut_p2 == 0)&&(ut_p3 == 0)&&(ut_p4 == 
0)&&(ut_p5 == 0)&&(ut_p6 == 0)&&(ut_p7 == 0)&&(ut_p8 == 0)&&(ut_p9 == 0)&&(ut_p10 == 
0)&&(ut_p11 == 0)&&(ut_p12 == 0)&&(ut_p13 == 0)&&(ut_p14 == 0)&&(ut_p15 == 0)){ 
    ut=1; 
   }else{ 
    ut=0; 
   } 
  }else if(Tp==6){ 
   ut=0; 
  }else{ 
   ut=0; 
  } 
 } 
 
 if(Tp==6) 
 { 
  Dic_count++; 
  if(Dic_count>=200){ 
   INPOS=1; 
  } 
 }else{ 
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  Dic_count=0; 
  INPOS=0; 
 } 
 
 if(INPOS==1){ 
  ut=0; 
 } 
 //符号 
 if(vt>0){ 
  vt_sgn=1; 
 }else if(vt<0){ 
  vt_sgn=-1; 
 } 
 //戻り値 
 Output_Value1=(vt_sgn)*ut; 
 Output_Value2=Tp; 
/***  Sファンクション出力***********************************************************/ 
    *y=Output_Value1; 
*(y+1)=Output_Value2; 
} 
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・shimo_DIC_Y_2n_bang_bang_FBM_cmf 
◇OnInitDialog 関数：初期設定用 
BOOL CTimertest0520_2Dlg::OnInitDialog() 
{ 
 CDialog::OnInitDialog(); 
 // "バージョン情報..." メニュー項目をシステムメニューへ追加します。 
 // IDM_ABOUTBOX はコマンドメニューの範囲でなければなりません。 
 ASSERT((IDM_ABOUTBOX & 0xFFF0) == IDM_ABOUTBOX); 
 ASSERT(IDM_ABOUTBOX < 0xF000); 
 
 CMenu* pSysMenu = GetSystemMenu(FALSE); 
 if (pSysMenu != NULL) 
 { 
  CString strAboutMenu; 
  strAboutMenu.LoadString(IDS_ABOUTBOX); 
  if (!strAboutMenu.IsEmpty()) 
  { 
   pSysMenu->AppendMenu(MF_SEPARATOR); 
   pSysMenu->AppendMenu(MF_STRING, IDM_ABOUTBOX, strAboutMenu); 
  } 
 } 
 // このダイアログ用のアイコンを設定します。フレームワークはアプリケーションの
メイン 
 // ウィンドウがダイアログでない時は自動的に設定しません。 
 SetIcon(m_hIcon, TRUE);   // 大きいアイコンを設定 
 SetIcon(m_hIcon, FALSE);  // 小さいアイコンを設定 
 // TODO: 特別な初期化を行う時はこの場所に追加してください。 
//------------スクロールバーの利用------------------- 
 CSliderCtrl* pSlide1=(CSliderCtrl *)GetDlgItem(IDC_SLIDER1); 
 pSlide1->SetRange(-100,100); // Slider_Gain の変化幅50% -> 200% 
 pSlide1->SetPos(0); // Slider_Gain の初期値 
//--------------------------------------------------- 
 
//--------------------------------------------------- 
//  ↓DICスライダー用追加コード↓ 
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//--------------------------------------------------- 
 CSliderCtrl * Slider2; 
 Slider2=(CSliderCtrl *)GetDlgItem(IDC_SLIDER2); 
 Slider2->SetRange(1,10);//Sliderの範囲設定 
 Slider2->SetPos(1);//Sliderの初期値 
 
 CString DICstr1; 
 DICstr1.Format("%d",Slider2->GetPos()); 
 SetDlgItemText(IDC_EDIT1,DICstr1);//EDIT1に出力 
 
 DIC_Gain=(float)(Slider2->GetPos());//DIC_Gainの値 
 //ON,OFFボタン 
 CButton * radio[2]; 
 radio[0]=(CButton *)GetDlgItem(IDC_RADIO6); 
 radio[1]=(CButton *)GetDlgItem(IDC_RADIO7); 
 radio[0]->SetCheck(0); 
 radio[1]->SetCheck(1); 
//---------------------------------------------------- 
//  ↑DICスライダー用追加コード↑ 
//---------------------------------------------------- 
//---------------------------------------------------- 
//  ↓ファイル出力選択用追加コード↓ 
//---------------------------------------------------- 
 CButton * radio2[2]; 
 radio2[0]=(CButton *)GetDlgItem(IDC_RADIO8);//Xdata 
 radio2[1]=(CButton *)GetDlgItem(IDC_RADIO9);//Ydata 
 radio2[0]->SetCheck(0); 
 radio2[1]->SetCheck(1); 
//---------------------------------------------------- 
//  ↑ファイル出力選択用追加コード↑ 
//---------------------------------------------------- 
//---------------------------------------------------- 
//  ↓bang-bang補償用コード↓ 
//---------------------------------------------------- 
 CButton * BBradio[2]; 
 BBradio[0]=(CButton *)GetDlgItem(IDC_RADIO10);//ON 
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 BBradio[1]=(CButton *)GetDlgItem(IDC_RADIO11);//OFF 
 BBradio[0]->SetCheck(0); 
 BBradio[1]->SetCheck(1); 
 
 SetDlgItemText(IDC_EDIT3,"0.32");//Fsp 
 SetDlgItemText(IDC_EDIT4,"0.29");//Fsn 
//---------------------------------------------------- 
//  ↑bang-bang補償用コード↑ 
//---------------------------------------------------- 
//---------------------------------------------------- 
//  ↓FBM用コード↓ 
//---------------------------------------------------- 
 CButton * radio3[2]; 
 radio3[0]=(CButton *)GetDlgItem(IDC_RADIO12);//ON 
 radio3[1]=(CButton *)GetDlgItem(IDC_RADIO13);//OFF 
 radio3[0]->SetCheck(0); 
 radio3[1]->SetCheck(1); 
 
 //スライダー 
 CSliderCtrl *Slider; 
 Slider = (CSliderCtrl *)GetDlgItem(IDC_SLIDER3); 
 Slider->SetRange(0,10);//Sliderの範囲設定 
 Slider->SetPos(0);//Sliderの初期値 
 
 CString FBMstr; 
 FBMstr.Format("%d",Slider->GetPos()); 
 SetDlgItemText(IDC_EDIT5,FBMstr);//EDIT5に出力 
//---------------------------------------------------- 
//  ↑FBM用コード↑ 
//---------------------------------------------------- 
 return TRUE; 
} 
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◇Gotest 関数：制御用 
・変数定義 
 char szName[32]; 
 char szTemp[32]; 
 int bits; 
 int nRet; 
 int count; 
 int loopd; 
 int posy, staty; 
 int started =0; 
 float enc_posy, pos_refy, vel_refy, u_floaty, u_float_iny , vel_float_tustiny, 
vel_float_zohy; 
 float u_float1y, u_float2y, u_1_maxy, e_uy, e_newy, e_new_ipy, e_u_ipy; 
 float pos_ref_pasty=0; 
 float vel_floatx; 
 int data_outy; 
 float pos_data_int[1000]; 
 float u_data_int[1000]; 
 
// PID Controller Y-Parameters----------------------------- 
 #define C_LIMIT 10 
 float xk1_py = 0 ; 
 float xk2_py = 0 ; 
 float xk1y, xk2y, u_1y ; 
 //: wc=100 Hz, Ts=0.5ms  
 float ad11y = 0.359398533213 ; 
 float ad12y = 0.000000000000 ; 
 float ad21y = 0.000339849633 ; 
 float ad22y = 1.000000000000 ; 
 float bd11y = 0.679699266607 ; 
 float bd21y = 0.000169924817 ; 
 float cd11y = -479.849812400589 ; 
 float cd12y = 5946.632874442496 ; 
 float dd11y = 640.480690748812 ; 
//----------------------------------------------------------------- 
// ↓DIC用の変数定義↓ 
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//----------------------------------------------------------------- 
 double u_1x_max=10;//制御入力の最大値設定 
 double u_1y_max=10; 
 int  ut ,ut_y; 
 int  u_1x_sgn ,u_1y_sgn; 
//------------------------------------------------------------------ 
// ↑DIC用の変数定義↑ 
//------------------------------------------------------------------ 
 float u_sp;//bang-bang 
 float u_sn;//bang-bang 
 
 GetDlgItemText(IDC_EDIT3,szName,16); 
 sscanf(szName,"%f",&u_sp);//Fsp 
 GetDlgItemText(IDC_EDIT4,szName,16); 
 sscanf(szName,"%f",&u_sn);//Fsn 
//------------------------------------------------------------------ 
// ↓FBM用の変数定義↓ 
//------------------------------------------------------------------ 
 float xk1_py_fbm = 0 ; 
 float xk2_py_fbm = 0 ; 
 float xk1y_fbm, xk2y_fbm ,Qout=0; 
 float Ur,Us,UL,Ur_p=0; 
 int d=3; 
 
 float ad11y_fbm = 0.814353676232 ; 
 float ad12y_fbm = -18.09674836071 ; 
 float ad21y_fbm = 0.000452418709 ; 
 float ad22y_fbm = 0.995321159839 ; 
 float bd11y_fbm = 0.000452418709 ; 
 float bd21y_fbm = 0.000000116971 ; 
 float cd11y_fbm = 400 ; 
 float cd12y_fbm = 40000 ; 
 float dd11y_fbm = 0 ; 
//------------------------------------------------------------------ 
// ↑FBM用の変数定義↑ 
//------------------------------------------------------------------ 
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・演算 
// Implementation of PID controller 
 u_1y = cd11y*xk1_py + cd12y*xk2_py + dd11y*(pos_refy - enc_posy) ; 
 xk1y = ad11y*xk1_py + ad12y*xk2_py + bd11y*(pos_refy - enc_posy)  ; 
 xk2y = ad21y*xk1_py + ad22y*xk2_py + bd21y*(pos_refy - enc_posy)  ; 
 xk1_py = xk1y ; 
 xk2_py = xk2y ; 
//-------------------------------------------------------------------------------- 
//  ↓bang-bang補償追加↓ 
//-------------------------------------------------------------------------------- 
 CButton *BBradio[2]; 
 BBradio[0]=(CButton *)GetDlgItem(IDC_RADIO10);//ON 
 BBradio[1]=(CButton *)GetDlgItem(IDC_RADIO11);//OFF 
 
 if(BBradio[0]->GetCheck()==1){ 
  if( (vel_float_zohy==0) && ((pos_refy -enc_posy)>0.00005) && 
(pos_refy != 0) ){ 
   u_1y = u_1y + u_sp; 
  }else if( (vel_float_zohy==0) && ((pos_refy -enc_posy)<0.00005) && 
(pos_refy != 0) ){ 
   u_1y = u_1y - u_sn; 
  }else if( (vel_float_zohy==0) && (abs(pos_refy -enc_posy)<=0.00005) && 
(pos_refy != 0) ){ 
   u_1y = 0; 
  } 
 }else if(BBradio[1]->GetCheck()==1){ 
  u_1y=u_1y; 
 } 
//-------------------------------------------------------------------------------- 
//  ↑bang-bang補償追加↑ 
//-------------------------------------------------------------------------------- 
//------------------------------------------------------------------------------- 
// ↓DIC(Y)追加↓ 
//------------------------------------------------------------------------------- 
 //制御入力(u_1y)からTpを決定 
 if(u_1y > 0){ 
 89 
  if(Tmp_y==1){ 
   if(u_1y > u_1y_max){ 
    Tp_y=1; 
   }else if(u_1y > u_1y_max / 2 && u_1y <= u_1y_max){ 
    Tp_y=1; 
   }else if(u_1y > u_1y_max / 4 && u_1y <= u_1y_max / 2){ 
    Tp_y=2; 
   }else if(u_1y > u_1y_max / 8 && u_1y <= u_1y_max / 4){ 
    Tp_y=3; 
   }else if(u_1y > u_1y_max / 16 && u_1y <= u_1y_max / 8){ 
    Tp_y=4; 
   }else if(u_1y > u_1y_max / 32 && u_1y <= u_1y_max /16){ 
    Tp_y=5; 
   }else if(u_1y <= u_1y_max /32){ 
    Tp_y=6; 
   } 
  }else if(Tmp_y==0){ 
   Tp_y=Tp_p_y; 
  } 
 }else if(u_1y < 0){ 
  if(Tmp_y==1){ 
   if(u_1y < -u_1y_max){ 
    Tp_y=1; 
   }else if(u_1y < -u_1y_max / 2 && u_1y >= -u_1y_max){ 
    Tp_y=1; 
   }else if(u_1y < -u_1y_max / 4 && u_1y >= -u_1y_max / 2){ 
    Tp_y=2; 
   }else if(u_1y < -u_1y_max / 8 && u_1y >= -u_1y_max / 4){ 
    Tp_y=3; 
   }else if(u_1y < -u_1y_max / 16 && u_1y >= -u_1y_max / 8){ 
    Tp_y=4; 
   }else if(u_1y < -u_1y_max / 32 && u_1y >= -u_1y_max / 16){ 
    Tp_y=5; 
   }else if(u_1y >= -u_1y_max /32){ 
    Tp_y=6; 
   } 
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  }else if(Tmp_y==0){ 
   Tp_y=Tp_p_y; 
  } 
 } 
 //Tpの値からパルス幅決定 
 if(u_1y >0){ 
  if(Tp_y==1){ 
   ut_y=1; 
  }else if(Tp_y==2){ 
   if(u_1y_p == 0){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==3){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==4){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0)&&(u_1y_p4 == 
0)&&(u_1y_p5 == 0)&&(u_1y_p6 == 0)&&(u_1y_p7 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==5){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0)&&(u_1y_p4 == 
0)&&(u_1y_p5 == 0)&&(u_1y_p6 == 0)&&(u_1y_p7 == 0)&&(u_1y_p8 == 0)&&(u_1y_p9 == 
0)&&(u_1y_p10 == 0)&&(u_1y_p11 == 0)&&(u_1y_p12 == 0)&&(u_1y_p13 == 0)&&(u_1y_p14 == 
0)&&(u_1y_p15 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
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  }else if(Tp_y==6){ 
   ut_y=0; 
  }else{ 
   ut_y=0; 
  } 
 } 
 
 if(u_1y <0){ 
  if(Tp_y==1){ 
   ut_y=1; 
  }else if(Tp_y==2){ 
   if(u_1y_p == 0){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==3){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==4){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0)&&(u_1y_p4 == 
0)&&(u_1y_p5 == 0)&&(u_1y_p6 == 0)&&(u_1y_p7 == 0) ){ 
    ut_y=1; 
   }else{ 
    ut_y=0; 
   } 
  }else if(Tp_y==5){ 
   if( (u_1y_p == 0)&&(u_1y_p2 == 0)&&(u_1y_p3 == 0)&&(u_1y_p4 == 
0)&&(u_1y_p5 == 0)&&(u_1y_p6 == 0)&&(u_1y_p7 == 0)&&(u_1y_p8 == 0)&&(u_1y_p9 == 
0)&&(u_1y_p10 == 0)&&(u_1y_p11 == 0)&&(u_1y_p12 == 0)&&(u_1y_p13 == 0)&&(u_1y_p14 == 
0)&&(u_1y_p15 == 0) ){ 
    ut_y=1; 
   }else{ 
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    ut_y=0; 
   } 
  }else if(Tp_y==6){ 
   ut_y=0; 
  }else{ 
   ut_y=0; 
  } 
 } 
//----------------------------------------------------------------------- 
//  ↓DIC整定後条件↓ 
//----------------------------------------------------------------------- 
 if(Tp_y==6) 
 { 
  Dic_count++; 
  if(Dic_count >= 200){ 
   DIC_INPOS=1; 
  } 
 }else{ 
  Dic_count=0; 
  DIC_INPOS=0; 
 } 
 if(DIC_INPOS==1){ 
  ut_y=0; 
 } 
//------------------------------------------------------------------------ 
//  ↑DIC整定後条件↑ 
//------------------------------------------------------------------------ 
 //【符号】 
 if(u_1y >0){ 
  u_1y_sgn=1; 
 }else if(u_1y <0){ 
  u_1y_sgn=-1; 
 } 
//---------------------------- 
 u_1y_p15 = u_1y_p14; 
 u_1y_p14 = u_1y_p13; 
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 u_1y_p13 = u_1y_p12; 
 u_1y_p12 = u_1y_p11; 
 u_1y_p11 = u_1y_p10; 
 u_1y_p10 = u_1y_p9; 
 u_1y_p9 = u_1y_p8; 
 u_1y_p8 = u_1y_p7; 
 u_1y_p7 = u_1y_p6; 
 u_1y_p6 = u_1y_p5; 
 u_1y_p5 = u_1y_p4; 
 u_1y_p4 = u_1y_p3; 
 u_1y_p3 = u_1y_p2; 
 u_1y_p2 = u_1y_p; 
 u_1y_p = ut_y; 
 //---------------------------- 
 //DIC出力 
 CButton * DICradio[2]; 
 DICradio[0]=(CButton *)GetDlgItem(IDC_RADIO6); 
 DICradio[1]=(CButton *)GetDlgItem(IDC_RADIO7); 
 if(DICradio[0]->GetCheck()==1){ 
  u_1y=DIC_Gain*(float)((u_1y_sgn)*ut_y);//出力１ 
 } 
 
 Tp_p_y=Tp_y;//出力２ 
 Tm_count_y++; 
 //Tm=8ms=16*Tpmin (Tpmin=0.5ms) 
 if(Tm_count_y<16){ 
  Tmp_y=0; 
 }else if(Tm_count_y==16){ 
  Tmp_y=1; 
  Tm_count_y=0; 
 } 
 
 if(nod <4000){ 
  u_1y_Data[nod]=u_1y; 
  Tmp_y_Data[nod]=Tmp_y; 
  Tp_y_Data[nod]=Tp_y; 
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  ut_y_Data[nod]=ut_y; 
 } 
//------------------------------------------------------------------------------- 
// ↑DIC(Y)追加↑ 
//------------------------------------------------------------------------------- 
//------------------------------------------------------------------------------- 
// ↓FBM（Y）追加↓ 
//------------------------------------------------------------------------------- 
 Ur=u_1y + Qout; 
 SHcount++; 
 if(SHcount==10) 
 { 
  Us=Ur; 
  Ur_p=Ur; 
  SHcount=0; 
 }else{ 
  Us=Ur_p; 
 } 
 UL=(int)((Us/d) + (1/2)); 
 UL=UL*d; 
 if(UL>d) 
 { 
  UL=d; 
 }else if(UL<-d){ 
  UL=-d; 
 } 
 // Q(s) 
 Qout = cd11y_fbm*xk1_py_fbm + cd12y_fbm*xk2_py_fbm + dd11y_fbm*(Ur - UL) ; 
 xk1y_fbm = ad11y_fbm*xk1_py_fbm + ad12y_fbm*xk2_py_fbm + bd11y_fbm*(Ur - UL)  ; 
 xk2y_fbm = ad21y_fbm*xk1_py_fbm + ad22y_fbm*xk2_py_fbm + bd21y_fbm*(Ur - UL)  ; 
 xk1_py_fbm = xk1y_fbm ; 
 xk2_py_fbm = xk2y_fbm ; 
 
 CButton * FBMradio[2]; 
 FBMradio[0]=(CButton *)GetDlgItem(IDC_RADIO12); 
 FBMradio[1]=(CButton *)GetDlgItem(IDC_RADIO13); 
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 if(FBMradio[0]->GetCheck()==1) 
 { 
  u_1y=FBM_Gain*(UL/d);//FBM出力 
 } 
//------------------------------------------------------------------------------- 
// ↑FBM（Y）追加↑ 
//------------------------------------------------------------------------------- 
 
 
 
 
 
 
