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ABSTRAKT
Shumica e aplikacioneve të sotme në botë janë krijuar duke përdorur një ‘stack’, grup
teknologjish të ndryshme. MERN stack dhe MEAN stack janë dy nga stacks më të njohura
dhe jashtëzakonisht të fuqishme që përdoren për zhvillimin e aplikacioneve moderne në
internet. MERN qëndron për MongoDB, ExpressJS, ReactJS dhe NodeJS dhe MEAN
qëndron për MongoDB, ExpressJS, AngularJS dhe NodeJS. Faktori kryesor është që të dy
grupet janë nën një ombrellë të vetme të gjuhës JavaScript. Kjo siguron një zhvillim më të
shpejtë dhe ndihmon zhvilluesit që të nxjerrin me shpejtësi produktet në treg pasi
eleminohet nevoja për të kuptuar gjuhë të ndryshme për të kontribuar si në front-end ashtu
edhe në back-end, dhe përfundimisht çon në një ulje të madhe të kostove të zhvillimit dhe
përmirëson efikasitetin. Ky punim sillet rreth analizimit të veçorive, avantazhet dhe
disavantazhet e MERN stack dhe gjithashtu hedh dritë mbi faktorët kryesorë që luajnë një
rol të madh gjatë zgjedhjes së MERN stack. Gjatë zhvillimit të kësaj teze kemi zhvilluar
një full-stack aplikacion duke përdorur teknologjitë e Javascript. Aplikacioni është
zhvilluar duke përdorur full-stck MERN (MongoDB, ExpressJS, ReactJS dhe NodeJS),
ReactJS do të përdorët në frontin në zhvillimin e front-ent, ndërsa NodeJS dhe expressJS do
të përdorën për zhvillimin e back-end dhe për të lidhur me bazën e të dhënave, MongoDB.
Objektivi kryesor i tezës për autorin ishte të mësonte zhvillimin e full-stack ueb
aplikacioneve duke përdorur NodeJS dhe ReactJS. Secila nga bibliotekat e javascript të
përmendura më lart u studiuan plotësisht për të krijuar aplikacionin. framework të
ndryshëm dhe pikat e tyre të forta u studiuan duke përfunduar në ReactJS edhe si një
mundësi e mirë për treg të punës, të mbështetur nga treshja e rregullt Mongo, Express dhe
Node. React duke qenë një nga libraritë më të njohura të zhvilluara dhe të përdorura edhe
nga Facebook, ofron shumë shërbime në krijimin e një aplikacioni në internet me një faqe
të vetme. Teza synon të shpjegojë motivet për përdorimin e Mern full-stack. Kjo tezë
vepron gjithashtu si një udhëzim i shkurtër për zhvillimin e një full-stack aplikacioni.
Procesi i mëtejshëm i zhvillimit do të shpjegohet në kapitujtë e ardhshëm të kësaj teme.
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HYRJE

Teknologjia e uebit po rritet jashtëzakonisht pasi ka pasur zhvillime të rëndësishme në vitet
e kaluara të cilat i kanë bërë zhvilluesit të punojnë më lehtë dhe më të përshtatshëm. Kur
filloi interneti në 1989, shumë zhvillime dhe ndryshime kanë ndodhur në teknologjitë në
internet. Në vitet e para të Internetit në 1993, u prezantua uebi dhe u quajt HTML (Hyper
Text Markup Language) Pas disa vite më vonë në 1996 CSS (Cascading Style Sheets) u
prezantua si një mjet stilimi për faqet e internetit. Sidoqoftë, të dy teknologjitë janë ende në
praktikë në çdo faqe në internet sot [1]. Sot, zhvilluesve u ofrohen shumë shërbime dhe
mundësi për të luajtur rreth ueb teknologjive. përderisa në të kaluarën HTML, CSS dhe
JavaScript janë përdorur si mundësi për krijimin e faqeve në internet. Shumë framework-a
dhe librari janë zhvilluar për të krijuar ueb faqe në internet duke ndjekur modele të
caktuara. Në fund, të gjithë ato janë të fokusuara për të zhvilluar një pamje të mirë,
aplikacione të besueshme dhe funksionale në internet. Sidoqoftë, për shkak të
disponueshmërisë së shumë opsioneve, zgjedhja e një seti të teknologjive të duhura çon në
konfuzion. Nga full-stack-s të ndryshëm të disponueshëm sot, MEAN (Mongo DB, Express
JS, AngularJS, dhe Node) dhe MERN (Mongo DB, Express JS, ReactJS dhe Node) janë
full-stack-at më të njohura te JavaScript. Të dy setet e teknologjive janë open-source dhe
ofrojnë një framework end-to-end për të ndërtuar aplikacione gjithëpërfshirëse të uebit, që
u mundësojnë shfletuesve lidhjen me bazat e të dhënave.
Teza do të shpjegojë procesin e zhvillimit të një full-stack ueb aplikacionit duke përdorur
praktikat më të mira te MERN nga fillimi. Një prototip i një aplikacioni “Tourist guide”
është zhvilluar për të demonstruar implementinin e JavaScript në MERN stack për të
krijuar SPA(Single Page Web Application) ueb aplikacion me një faqe të vetme.
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2

SHQYRTIMI I LITERATURËS (HISTORIKU)

Për të realizuar këtë punim janë përdorur këto metodologji studimi: hulumtimi i literaturës,
shfletimi i internetit, nga revistat profesionale dhe nga profesionistë të fushës. Për hulumtim
të literaturës janë shfrytëzuar platformat Google Scholar, libra dhe punime shkencore, të
cilat janë burime te sigurta të informacioneve për të bërë sa më të qartë shpjegimin e temes.
Duhet cekur se hulumtimi në këto literatura ka luajtur një rol jashtëzakonisht të madh ku
përmes të cilave është bërë i mundur sqarimi sa më i mirë i kësaj teme.
Si pjesë kryesore kemi përdorur prototipin përmes softuerit, ku permes zhvillimit të tij është
bërë edhe demonstrimi dhe praktikimi i full stack MERN.

2.1 Gjuhët Programuese
Gjuha ka qenë mjeti ynë kryesor i komunikimit dhe interaksionit njerëzor për mijëra vjet.
Për një komunitet, gjuha përmban fjalë që njerëzve u nevojitën të komunikojnë. Fjalët në
veti janë abstrakte por ato tregojnë kuptimin ose veprimin. Kur shikojmë komunikimin e
kompjuterëve, e shohim që nuk ka shumë ndryshim. Kompjuteri ka shumë pjesë harduerike
dhe softuerike që duhet të komunikojnë me njëra tjetrën, dhe kjo mundësohet përmes
gjuhëve kompjuterike programuese. Gjuhët kompjuterike programuese na mundësojnë të
japim instruksione një kompjuteri në një gjuhë që kompjuteri e njeh. Pasi që e dijmë që
kompjuteri kupton vetëm në formë të njëshave dhe zerove, gjuhët programuese duhet të
kompajllohën në mënyrë që kompjuteri ta kuptoj. Siç ekzistojnë gjuhë të ndryshme në botë,
ekzistojnë edhe shumë gjuhë programuese.
Zyrtarisht, gjuha e parë programuese ishte Plankalkül, e zhvilluar nga Konrad Zuse për Z3
diku në mes të viteve 1943 dhe 1945. Sidoqoftë, ajo nuk u implementua deri në vitin 1998.
Short Code, e propozuar nga John Mauchly në vitin 1949, konsiderohet të jetë gjuha e parë
programuese e nivelit të lartë. Ajo është dizajnuar për të paraqitur shprehje matematikore
në mënyrë të lexueshme nga njerëzit. Sidoqoftë, ajo duhej të përkthehej në gjuhën e
makinës para se të ekzekutohej, ajo kishte relativisht shpejtësi të vogël procesuese.
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Disa gjuhë tjera programuese u zhvilluan në vitet e 50-ta dhe 60-ta, duke përfshirë
Autocode, COBOL, FLOW-MATIC dhe LISP. Prej këtyre gjuhëve, vetëm COBOL dhe
LISP përdoren në ditët e sotme.
Gjuhët programuese ndahën në bazë të dy kategorive: niveli i ultë (ang. Low level) dhe
niveli i lartë (ang. High level). ‚Niveli‘ i referohet se sa ngat kodit binar është një gjuhë
programuese.
Gjuha që llogaritët më së afërmi kodit binar është Asembly ose C.
Gjuhët që konsiderohen të nivelit të lartë janë: JAVASCRIPT, C#, JAVA, PYTHON etj.

Po ashtu, gjuhët programuese ndahen në bazë të mënyrës së funksionimit, p.sh.
funksionale, kompajlluese, procedurale, skriptuese, markuese etj. Më poshtë në tabelën 1,
gjeni listën për secilën nga kategoritë me gjuhët programuese përkatëse.

FUNKSIONAL
E
F#, Erlang,
Haskell, Joy,
OPAL, ML

KOMPAJLLUES
E
C, C++, C#, D,
COBOL, Fortran,
Java, Objective-C,
Visual Basic,
Small

PROCEDURAL
E
Pascal, Oberon,
MatLab, Occam,
PL/C, HyperTalk,

SKRIPTUES
E
Javascript,
VBScript,
PHP, Perl,
Python, Ruby

MARKUES
E
HTML,
XML,
DHTML,
DML,
XHTML

Tabela 1. Gjuhët programuese në bazë të kategorive [2]

Sistemi ynë do të zhvillohet kryesisht nga Javascript dhe libraritë e tij.
Front End:
•

HTML, JSX– gjuhë markuese

•

CSS, Bootstrap (librari e CSS) – gjuhë stiluese

•

ReactJS (librari e Javascript)

Back End:
•

MongoDB – sistem për menaxhimin e databazës

•

MongooseJS (framework e MongoDB)

•

ExpressJS (framework e Javascript)
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•

NodeJS (framework e Javascript)

2.2 Dallimi mes termit Front End dhe Back End
Në fushën e programimit shpesh hasim dy terme: Front End dhe Back End, të cilat së
bashku përbëjnë programimin në tërësi.
Front-end zakonisht i referohet një pjesë e aplikacionit që përdoruesi e sheh ose ndër
vepron me të. Kjo mundësohet përmes gjuhëve HTML, CSS dhe Javascript.
Back-end është pjesa e një aplikacioni që merret me logjikën, ndërveprimet e bazës së të
dhënave, vërtetimin e përdoruesit, serverin, konfigurimin. Gjuhët që përdoren për Back End
janë të shumëllojshme, si psh. JavaScript, PHP, Python, JAVA, RUBY, C# etj.
Një tjetër term mjaft i njohur, i cili krijohet pas bashkimit të Front End dhe Back End është
Full Stack.
Një full-stack aplikacion mund të jetë në çdo formë si një ueb aplikacion, aplikacion
celular, ose ndonjë aplikacion tjetër. Aplikacioni në internet arrihet përmes një rrjeti dhe si i
tillë nuk ka nevojë të shkarkohet. Një përdorues mund të hyjë në një aplikacion në internet
përmes shfletuesve të internetit si p.sh. Google Chrome, Safari ose ndonjë shfletues tjetër.
Midis tyre JavaScript është një nga dominantët ne gjuhët e programimit në zhvillimin e
ueb faqeve duke marr parasysh edhe faktin se ekziston për më shumë se 20 vjet.

2.3 Gjuha programuese Javascript
Javascript është një gjuhë programuese kompjuterike dinamike. Është gjuhë e lehtë (nuk
shfrytëzon shumë memorie të kompjuterit), cross-platform (përdorët në shumë platforma)
dhe më së shumti përdoret si pjesë e ueb faqeve. Poashtu është gjuhë programuese
interpretuese me aftësi të orientuara nga objektet. Javascript fillimisht njihej si LiveScript
në vitin 1995, por në vitin 1996 Netscape e ndërroi emrin në Javascript, ndoshta për shkak
të famës që gjenerohej nga gjuha programuese JAVA. Një vit më vonë, në vitin 1997
Javascript u pranua në një organizatë të quajtur Ecma International në mënyrë që të krijojë
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një standard të ri. EcmaScript 1 (ES1) u bë verzioni i parë i gjuhës Javascript. Pra kur themi
EcmaScript i referohemi standardit ndërsa kur themi Javascript i referohemi gjuhës
programuese. Pas një dekade e më shumë, më saktësisht në vitin 2009 EcmaScript 5 (ES5)
u lansua me shumë tipare të reja, edhe pse ju deshën vite shfletuesve që ti implementojnë
këto ndryshime të reja. Në vitin 2015 u lansua EcmaScript 6 (ES6), që ishte ndryshimi më i
madh i bërë në gjuhën programuese Javascript, me shumë gjëra të reja dhe praktike për
zhvilluesit. Trendi vazhdon edhe në vitet në vazhdim, ES2016 ose ES7, ES2017 ose ES8,
ES2018 ose ES9, ES2019 ose ES10.
ES5 mbetët verzioni që përkrahet nga të gjithë shfletuesit, ndërsa verzionet e lansuara më
vonë vazhdojnë të implementohen.
Javascript së bashku me HTML dhe CSS përbëjnë 3 bërthamat kryesore të uebit, siq shihet
në figurën 1.
HTML – paraqet strukturën dhe përmbajtjën
CSS – mundëson stilizimin
JS – mundëson funksionalitetin e faqes d.m.th ndërlidhjen e HTML dhe CSS.

Figura 1. Tri bërthamat e uebit
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2.3.1 Sintaksa e gjuhës programuese Javascript

Sintaksa e Javascript është një grup i rregullave që përcaktojnë një program të strukturuar
mirë. Më poshtë në tabelën 2, gjeni fjalët kyçe në Javascript.
Fjalët kyçe:

abstract
case
debugger
enum
finally
implements
let
private
super
transient
volatile

arguments
catch
default
eval
float
import
long
protected
switch
true
while

await
char
deletë
export
false
int
native
public
synchronized
try
with

boolen
class
do
extends
final
interface
new
return
this
typeof
yielf

break
const
double
for
goto
in
null
short
throw
var

byte
continue
else
function
if
instanceof
package
static
throws
void

Tabela 2. Fjalët kyçe në Javascript

Komentet në Javascript mund të përdoren për të shpjeguar kodin, dhe për ta bërë atë më të
lexueshëm. Ekzistojnë dy lloje të komenteve: një rresht ( // ) dhe më shumë rreshta ( /* */ )
Deklarimi i variablave bëhet përmes fjalëve kyçe: let, var dhe const. Ekzistojnë dy lloje të
variablave: lokale dhe globale. Rregullat që duhet marrë parasysh gjatë krijimit të
variablave (identifikuesve) janë:
a) Emri duhet të filloj me a-z ose A-Z, me nënvize ( _ ) ose shenjën e dollarit ( $ ).
b) Pas shkronjës së parë mund të përdoren numrat 0 – 9, psh vlera 1
c) Variablat janë të ndjeshme d.m.th vlera1 nuk është e njejtë me Vlera 1

Deklarimi i funksioneve bëhet përmes fjalës kyçe function, e përcjellur nga një emër dhe
pastaj kllapat e vogla ( ).
Emri i funksionit mund të përmbaj shkronja, numra, nënviza dhe shenjën e dollarit $.
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Kllapat mund të përmbajne emra të parametrave të ndarë me presje: (parametri1,
parametri2, ...).
Kodi që do të ekzekutohet me rastin e thirrjës së funksionit, vendosët brenda kllapave
gjarpërore { }. Pas kodit që do të ekzekutohet vendoset fjala kyçe return, kur Javascript
arrin këtë, funksioni do të ndalë ekzekutimin.
Ekzistojnë disa lloje të funksioneve, mirëpo gjatë zhvillimit të sistemit tonë shumicën e
rastëve do ta përdorim Arrow Function.

2.4 Mern Dhe Mean Stack
MEAN dhe MERN janë stacks më të zakonshëm të JavaScript sot. Të dy stacks janë të
ngjashme vetëm pjesa e përparme është e ndryshme, d.m.th. libraria React dhe frameworku
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Angular. Pasi qe React, është një nga më të popullarizuarat midis (Single Page) front-end
librarive të JavaScript-it që bën renderimin më lehtë pa rifreskimin e faqes, prandaj edhe
është parapare që të bëhet një analize me e thelle lidhur me të.

Tabela 3. Krahasimi i MERN dhe MEAN stack. [3]

Ashtu si në Figurën 1, React përdor DOM virtual ndërsa Angular përdor DOM të Rregullt
në mënyrë të ngjashme, modelimi i React është në JSX ndërsa Angular ka në HTML.
MERN stack u zgjodh për shkak të popullaritetit të saj duke pas një avantazh mbi angular
në tabelën e lartpërmendur. Prandaj, teza është përqendruar në zhvillimin e një ueb
aplikacioni duke përdorur full stack MERN.
MERN përbëhet nga katër framework të pavarur dhe librari, MongoDB, ExpressJS,
ReactJS dhe NodeJS, i cili mbështet arkitekturën MVC për ta bërë procesin e zhvillimit të
rrjedhë normalisht. [4] MongoDB luan një rol për menaxhimin e bazës së të dhënave,
ndërsa NodeJS dhe ExpressJS përdoren për ndërtimin e rrugëve dhe API në anën e serverit.
Ne anën tjetër, ReactJS përdoret në anën e klientit. Secila prej teknologjive përdoret për të
zhvilluar një pjese te aplikacionit dhe secila teknologji do të shpjegohet thellë në kapitujt e
ardhshëm.
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2.5 React
React është një nga teknologjitë me te përdorura open source, efektive dhe e bazuar ne
komponentë që ndihmon për të ndërtuar një ndërfaqe interaktive(UI), ku te gjitha
komponentët janë te ripërdorshme dhe munden te aplikohen ne shume projekte te
ndryshme. Është zhvilluar nga inxhinieret e Facebook dhe vazhdimisht trajtohet dhe ri
përditësohet nga Facebook dhe përdoruesit rreth globit.
React kërkon librari shtese për menaxhimin, trajtimin e rrugëve dhe komunikimit me API,
dhe përdor pamjet(views) qe bëjnë qe kodi te jete me i parashikueshëm dhe me i lehte për
te korrigjuar gabimet. Ndihmon gjithashtu për te përditësuar DOM ne mënyrë më efikase,
duke renderuar vetëm komponentët e caktuara qe kanë ndryshuar te dhënat.

2.5.1 Pse React

Popullaritet i react sot ka kaluar te gjitha front end framework-et tjera, disa nga arsyet se
pse react gëzon popullaritet dhe përdorim kaq te madhe janë këto:
•

Krijim i lehte i aplikacioneve dinamike: React e bene me te lehte krijimin e
aplikacioneve dinamike ne internet sepse përdor shkurtesa të kodit dhe ofron me
shume fleksibilitet ne krahasim me JavaScript te pastër, ku kodi shpesh mund te
ndërlikohet.

•

Përformancë e përmisuar: React përdor DOM Virtual, duke krijuar kështu me shpejt
aplikacione ne internet. DOM Virtual krahason gjendjet e mëparshme te
komponentëve dhe përditëson vetëm te dhënat ne DOM Real qe janë ndryshuar, ne
vend se sa ti përditësoj te gjitha te dhënat përsëri siç bëjnë teknologjitë e tjera.

•

Ripërdorimi e komponentëve: Komponentët janë blloqe ndërtuese të çdo aplikacioni
React dhe një aplikacion i vetëm zakonisht përbëhet nga shumë përbërës. Këta
përbërës kanë logjikën dhe kontrollet e tyre dhe ato mund të ripërdoren gjatë gjithë
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aplikimit, gjë që nga ana tjetër zvogëlon në mënyrë dramatike kohën e zhvillimit të
aplikacionit.
•

Mund të përdoret për zhvillimin e aplikacioneve në internet dhe mobil: Ne tashmë e
dimë se React përdoret për zhvillimin e aplikacioneve në internet, por kjo nuk është
e gjitha që mund të bëjë. Ekziston një framework e quajtur React Native, që rrjedh
nga vetë React, që është jashtëzakonisht popullor dhe përdoret për krijimin e
aplikacioneve të bukura mobile. Pra, në realitet, React mund të përdoret për të bërë
aplikacione në internet dhe celular.

Arsyet e mësipërme justifikojnë më shumë popullaritetin e librarisë React dhe pse ajo po
miratohet nga një numër i madh i organizatave dhe bizneseve. [5] Tani do te flasim për
React qe te njohim me shume nga afër tiparet e React.

Figura 2. React Features [6]

2.5.2 JSX – JavaScript Syntax Extension
JSX është një zgjerim sintakse në JavaScript. Përdoret me React për të përshkruar si duhet
të duket ndërfaqja e përdoruesit. Duke përdorur JSX, ne mund të shkruajmë HTML kode në
të njëjtën file që përmban kodin JavaScript ne React. Kjo e bën kodin më të lehtë për t’u
kuptuar dhe korrigjuar, pasi shmang përdorimin e strukturave komplekse JavaScript DOM.
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Kodi i mësipërm tregon se si implementohet JSX në React. Pra JSX na lejon qe te
shkruajmë HTML ne React dhe bene konvertimin e HTML tags ne react elements.

2.5.3 Domi Virtual
DOM qëndron për “Document Object Model”, me fjale te thjeshta përfaqëson UI e
aplikacionit. Sa here që ka një ndryshim ne gjendjen(state) e UI, DOM përditësohet për të
re prezantuar atë ndryshim. Manipulimi me DOM është karakteristika kryesore e ueb
faqeve moderne dhe interaktive. Për fat te keq, është gjithashtu shume e ngadalshme. Ky
ngadalësim është edhe me i përkeqësuar nga fakti qe shumica e JavaSript framework-ave
përditësojnë DOM-in shume me tepër sesa duhet.
Nëse marrim një shembull, le te themi se e kemi një liste me 10 artikuj, dhe e kontrollojmë
artikullin e pare, shume frameworka te JavaScript do te rindërtonin te gjithë listën, edhe pse
vetëm një artikull është ndryshuar, 9 artikujt e mbetur do te rindërtohen saktësisht se si
ishin me pare dhe kjo ka 10 here me shume pune se sa është e nevojshme.
Për te zgjidhur ketë problem inxhinieret e React e krijuan diçka qe njihet si DOM Virtual.
Ne React, për çdo DOM objekt, ekziston një “objekt virtual DOM” përkatës. Një objekt
virtual DOM është një paraqitje e një objekti DOM, si një kopje e lehtë e, qe i ka të gjitha
vetitë si një DOM objekt real, por i mungon fuqia e vërtet për te ndryshuar drejtpërdrejt atë
që ka në ekran. [7]
Manipulimi me DOM është i ngadalshëm. Manipulimi me DOM virtual është shumë më i
shpejtë, për arsye se asgjë nuk shkruhet në dokument.
Kur gjendja e një objekti ndryshon në një react aplikacion, VDOM përditësohet. Pastaj
krahason gjendjen e tij të mëparshme me DOM dhe pastaj përditëson vetëm ato objekte në
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DOM të vërtetë në vend që të përditësoj të gjitha objektet. Kjo i bën qe vetëm objektet të
cilat ndryshojnë gjendje të përditësohen gjë që e bënë Virtual Dom-in shumë më efikas dhe
të shpejtë, veçanërisht kur krahasohen me teknologjitë e tjera të përparme që duhet të
përditësojnë secilin objekt edhe nëse vetëm një objekt i vetëm ndryshon në aplikacionin
atëherë duhet të përditësohet i gjithë DOM-i gjë që e bënë aplikacionin shumë të
ngadalshëm.

Ne përmbledhje, procesi që ndodh kur përpiqemi te përditësojmë DOM ne react:
1. I gjithë DOM virtual përditësohet.
2. DOM virtual krahasohet se si ka qene gjendja para se ta përditësojmë atë. Dhe react
e kupton se cilat objekte kanë ndryshuar.
3. Vetëm objektet e ndryshuara përditësohen ne DOM te vërtet.
4. Ndryshimet ne DOM të vërtetë bëjnë që ekrani të ndryshoj.

2.5.4 Extensions(shtesa)
React shkon përtej dizajnit të thjeshtë te UI dhe ka shumë shtesa që ofrojnë mbështetje të
plotë për arkitekturën e aplikacioneve. Ai siguron renderim nga ana e serverit, i cili përfshin
renderimin e një aplikacioni në internet normalisht vetëm nga klienti, dhe më pas i dërgon
klientit një faqe të renderuar plotësisht. Më në fund, React Native, një framework mjaft i
njohur që rrjedh nga React dhe që u mundëson zhvilluesve të internetit të krijojnë
aplikacione të fuqishme mobile duke përdorur njohuritë e tyre ekzistuese JavaScript. React
Native ofron zhvillim më të shpejtë të aplikacioneve të telefonave dhe ndarje më efikase të
kodit në iOS, Android dhe Ueb. Pra, react native na mundëson të krijojmë një aplikacion
për platforma të ndryshme si android, ios apo ueb aplikacione duke përdorur të njëjtin bazë
kodi.
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2.5.5 Components, State, Props
Komponentët janë njëra nder blloqet ndërtuese kryesore të çdo react aplikacioni , me fjale
te tjera, mund te themi se ne çdo aplikacion qe ne do ta zhvillojmë ne react do te jete i
ndërtuar nga pjese te vogla te cilat quhen komponentë dhe një aplikacion i vetëm zakonisht
përbëhet nga shumë komponentë. Një komponent është në thelb një pjesë e UI. React ndan
UI në pjesë të pavarura, të ripërdorshme që mund të përpunohen veçmas.

Ekzistojnë dy lloje të komponentëve në React:

Figura 3. Komponentët e react

Komponentët funksionalë:

Një komponent funksional është në thelb një funksion

JavaScript / ES6 që kthen një react element JSX. Këto komponente nuk kanë gjendje të
tyren dhe përmbajnë vetëm një render metodë, kështu që quhen edhe komponente pa
gjendje. Tek komponentët funksional menaxhimi i gjendjes bëhet përmes funksioneve te
ndryshme qe siguron react hooks. Shembull i një funksioni qe mundëson react hooks është
useState() e cila mundëson të krijojmë dhe menaxhojmë një gjendje të ndryshueshme e cila
mundet me qenë një variabël primitive ose një objekt. Se si shkruhet mund ta shihni në
kodin e mëposhtëm:
const [isAuthenticated, setIsAuthenticated] = useState(false)

13

Komponentët funksionale mund të nxjerrin të dhëna nga komponentët e tjerë me ane te
props.
Sipas dokumenteve zyrtare të React, funksioni më poshtë është një komponent i vlefshëm
funksional:

“Ky funksion është një komponent i vlefshëm React sepse ai pranon një argument të vetëm
"props" me te dhëna dhe kthen një React element. - reactjs.org”. [8]
Për të qenë në gjendje që ta përdorim komponentën më vonë, duhet që ta eksportojmë dhe
kështu mundemi ta përdorim ndonjë vend tjetër, eksportimi behet e ane të “export default ”
dhe emri i komponentës.
Komponentën e krijuar mundemi ta thërrasim përmes shembullit me poshtë.

14

Pra një komponentë funksionale ne react:
•

Është një funksion JavaSript/ES6

•

Duhet te ktheje një react element(JSX)

•

Gjithnjë fillon me shkronjën e pare të madhe

•

Merr një props si parametër.

Komponentët e klasës: Komponentët e klasës janë klasa ES6 që kthejnë JSX. Më poshtë
është i njëjti funksion Welcome , vetëm se këtë herë si një komponente e klasës:

Dallimi nga komponenta e funksionit është se këtu tek komponenta e klasës duhet te kemi
një render metode ekstra për kthimin e JSX. Arsyeja pse janë përdorur komponentët e
klasës kanë qene për shkake te “State” gjendjes, për shkak se ne versionet e kaluara te react
nuk ka qene e mundur te përdoren “State” ne komponentë e funksioneve. Mirëpo kjo ka
ndryshuar me ardhjen ne përdorim te React Hooks, dhe tani mund te përdorim “state” edhe
tek komponentët e funksioneve gjithashtu.

Pra një komponentë e klasës ne react:
•

Është një klasë ES6, dhe do të jetë një komponent vetëm pasi të ‘Extends një
komponent React.

•

Merr Props (në konstruktor) nëse është e nevojshme

•

duhet të ketë një metodë render () për kthimin e JSX.
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2.5.6 Props
Një koncept tjetër i rëndësishëm i komponentëve është mënyra se si ata komunikojnë.
React ka një objekt të veçantë të quajtur prop të cilin e përdorim për të transportuar të
dhëna nga një komponent në tjetrën. Mirëpo props transportojnë të dhëna vetëm në një
rrjedhë njëkahëshe (vetëm nga prindi tek përbërësit e fëmijës). Nuk është e mundur që
props të kalojnë të dhëna nga fëmija te prindi, ose te komponentët në të njëjtin nivel. Pa
props nuk do te kishin kuptim as edhe komponentët për arsye se ne zhvillimin e ueb
aplikacioneve zakonisht ka shume komponentë dhe ata kane nevoje qe te komunikojnë
ndërmjet veti.

2.5.7 State
State është një JavaScript objekt që ruan të dhënat dinamike të një komponente dhe
përcakton sjelljen e komponentës. Menaxhimi i state është një aftësi thelbësore në React
sepse ju lejon të bëni komponentë interaktive dhe aplikacione dinamike në internet. Me
fjalë të tjera, state i një komponenti është një objekt që mban disa informacione që mund të
ndryshojnë gjatë ciklit së një komponente, ne atë moment qe ndryshon gjendja e state, ku
ndryshimi i gjendjes se state bëhet përmes thirrjes se metodës setState(), pasi që të bëhet
ndryshimi i state atëherë bëhet ri renderemi i komponentës, ku react e thirr metodën
render() që do të thotë bëhet ndryshimi i te dhënave, së ndërfaqes së përdoruesit.
Ne kemi mësuar për props dhe e dim qe props janë gjithashtu objekte te cilat përmbajnë
informacion ose te dhëna te caktuara për te kontrolluar sjelljen e një komponentë, dhe kjo
ngjanë me state mirëpo janë disa dallime:
•

Props janë te pandryshueshme, d.m.th. pasi qe te dhënat te vendosen ne props ato
nuk mund te ndryshohen, ndërsa State është një objekt i ndryshueshëm, pra qe
përdoret për te mbajtur te dhëna qe mund te ndryshohen, për te ndryshuar sjelljen e
një komponentë

Përderisa te dhënat ne props vendosen nga komponenta prind, State zakonisht ndryshohet
nga “Event Handlers”.
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3

BACK-END FRAMEWORK

3.1 NodeJs
Node.js është JavaScript runtime environment. Kjo tingëllon shumë mirë, por çfarë do të
thotë kjo? Si funksionon kjo? Node.js run-time environment përfshin gjithçka që ju
nevojitet për të ekzekutuar një program të shkruar në JavaScript.
Node JS është një platformë e shtresës së serverit, e krijuar në Motorin e Javascript të
Google Chrome-it, e cila u zhvillua nga Ryan Dahl në vitin 2009. Node JS është një mjedis
open-source (projekt falas) dhe cross-platform (shumë platformësh), për të zhvilluar
aplikacionet për server dhe rrjetë. [9] Aplikacionet janë të shkruara në Javascript, dhe mund
të ekzekutohen në OS X, Microsoft Windows dhe Linux. Node JS po ashtu ofron një librari
të pasur me module të ndryshme, të cilat thjeshtësojnë zhvillimin e web aplikacioneve duke
shfrytëzuar NodeJS.
Node ka fituar një reputacion të mirë në industrinë e teknologjisë në një periudhë të
shkurtër. Ajo luan një rol shumë te madhe në grumbullin teknologjik të kompanive të
profilit të lartë të cilët ,mbështeten ne benefitet e saj unike. Përdoruesit e Microsoft Azure
janë të pajisur me end-to-end JavaScript eksperience për zhvillimin e një klase krejt të re të
aplikacioneve në kohë reale. Ne anën tjetër, kompania e njohur PayPal kaloj projektet e tyre
ekzistuese ne NodeJs nga Java ku panë përmirësime të konsiderueshme ne krahasim me
Java. Aplikacioni i ri-shkruar duke përdorur NodeJs u përfundua në gjysmën e kohës me
më pak fuqi punëtore dhe më pak linja kodi.

Disa nga atributet më të rëndësishme të NodeJS janë :
•

Asinkron dhe i bazuar në ngjarje (event driven)
Të gjitha API e librarive të NodeJS janë asinkrone, që d.m.th veprojnë pavarur njëra
tjetrës. Në thelb d.m.th që një server i bazuar ne NodeJs kurrë nuk pret një API për të
kthyer të dhëna. Serveri zhvendoset te API i radhës pasi e thërret atë dhe një
mekanizëm njoftimi i ngjarjeve (events) të NodeJS e ndihmon serverin të marrë një
përgjigje nga thirrja e mëparshme e API.
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•

Shumë i shpejtë
Pasi që është i ndërtuar në Motorin e Javascript V8, libraria e NodeJS është shumë e
shpejtë në ekzekutimin e kodit.

•

Single Threaded por shumë e fuqishme
NodeJS përdorë një model të vetëm me unazat e ngjarjeve. Mekanizmi i ngjarjes
ndihmon serverin të përgjigjet në mënyrë jo bllokuese dhe bënë serverin shumë të
fuqishëm, të kundërtën e serverëve tradicional që krijonin thread-a të limituar për të
trajtuar kërkesat.

Licensa - NodeJS është e lansuar nën licencën e MIT
Ku preferohet të përdoret NodeJS:
•

Tek aplikacionet e lidhura me hyrje/dalje

•

Tek aplikacionet me transmetim të të dhënave

•

Tek aplikacionet me të dhëna intensive në kohë reale (DIRT)

•

Tek aplikacionet me API të bazuar në JSON

•

Tek aplikacionet një faqesh (Single Page Applications)

Ndërsa nuk preferohet të përdoret kur kemi të bëjmë me shfrytëzim të madh të CPU-së,
pasi që shfrytëzim të madh të CPU-së kemi kur të dhënat që CPU është duke i proçesuar
kërkojnë më shumë punë dhe shpejtësi sesa kapaciteti i CPU-së. Aplikacionet të cilat
kërkojnë shfrytëzim më të madh të CPU-së janë : programet për editimin e fotove dhe
videove, lojërat me rezolucion të madh të grafikës.
NodeJS gjithashtu ofron mjete dhe funksione si ”Node Package Manager”(NPM), që
ndihmojnë në menaxhimin e librarive të palëve të treta si Mongoose dhe Express për ta
bërë zhvillimin më të shpejtë dhe efikas. [10] NPM është menaxheri i parazgjedhur(default)
i paketave i cili vjen me mjedisin e NodeJs, përveç NPM si menaxher i paketave të njohur
kemi edhe YARN menaxher, i cili po ashtu si NPM është i shpej,t i sigurt, open-source dhe
YARN njejt si NPM punon kudo: Linux, Windows dhe macOS.
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Në kodin e mësipërm, i bëhet një kërkesë serverit. Kur kodi ekzekutohet, mesazhi "Server
po ekzekutohet në portin 3001" shfaqet në tastierë. Kur vizitoni shfletuesin adresa http: //
localhost: 3000: Shfaqet mesazhi "Hello Arlind".

3.1.1 Express
Express u zhvillua nga TJ Holowaychuk dhe mirëmbahet nga fondacioni NodeJS dhe
shumë kontribues anembanë botës. Express është një framework i Node.Js për krijimin e
aplikacioneve në internet që rrit veçoritë e uebit, aplikacioneve mobile API dhe API-ve.
Shumë librari janë zhvilluar për të lehtësuar zhvillimin e aplikacioneve me Node, deri tani
libraria më e njohur për këtë qëllim është e express.
Express siguron një ndërfaqe minimale për të ndërtuar aplikacionet tona, duke na ofruar
veglat që nevojitën për të ndërtuar aplikacionin tonë. Është fleksibil sepse ekzistojnë shumë
module të çashme në npm (node package manager), e cila mund të vendoset direkt në
Express. [11]
Përkundër kundërshtarëve të Express, të cilët kanë një mënyrë për të ndërtuar aplikacionet,
Express-i nuk e ka ndonjë mënyrë të unifikuar për të ndërtuar diçka. Është shumë fleksibil
dhe i aplikueshëm.
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Atributet e Express-it:
•

Mund të përdoret për të dizajnuar faqe të vetme, shumë faqesh dhe ueb aplikacione
hibride.

•

Na lejon të konfigurojmë ndërmjetësit për tu përgjigjur kërkesat HTTP

•

Cakton një tabelë të kursit e cila përdoret për të shfaqur aksione të ndryshme të
bazuar në metodë të HTTP dhe URL.

•

Lejon të shfaqë në mënyrë dinamike faqet e HTML të bazuar në argumentet e
japura në shabllone.

Përparësitë e Express-it:
•

Shumë i shpejtë

•

Asinkron dhe single-threaded

•

Strukturën e ngjashme me MVC (Modal View Controller)

•

API të fuqishme.

Pasi qe
Qe Express e lehtëson shume punën mund ta shohim në kodin në vijim që është një
shembull i krijimit të një serveri i njëjtë sikur serverin të cilin e kemi krijuar më parë vetëm
me Node.Js.
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4

MONGODB

MongoDB është një (open-source) bazë e të dhënash, që përfshin një larmi të gjerë të
teknologjive të ndryshme të bazës së të dhënave të dizajnuara për t'u përshtatur në
aplikacione moderne. MongoDB përdor skemat e skedarëve si JSON, që do të thotë se të
dhënat ruhen si dokumente ose koleksione të cilat mund të jenë vargje, numra, floats dhe
madje edhe vargje dhe objekte. MongoDB njihet gjithashtu si baza e të dhënave NoSQL;
lejon futjen e të dhënave pa ndërprerë shërbimin dhe siguron ndryshimet e aplikacionit në
kohë reale. Për shkak të kompleksitetit të gjerë në zhvillimin dhe përdorimin e faqeve në
internet, baza e të dhënave relacionale nuk mund të përballet me sfidat e shkallës dhe
aftësisë së aplikacioneve moderne. Kur krahason bazën e të dhënave relacionale me
NoSQL, baza e të dhënave NoSQL ka përformancë më të mirë dhe është më e shkallëzuar.
Në këtë tezë, ekziston përdorimi i bazës së të dhënave NoSQL, e cila është MongoDB për
zhvillimin e shpejtë, integrimin e kodit dhe për më pak kohë për administratorin e bazës së
të dhënave.

Në tabelat më poshtë tregohen dallimet në koncepte (tabela 2) dhe logjikë (tabela 3) në mes
të databazave SQL dhe NoSQL.
MongoDB
Databazë
Koleksion
Dokument
Index
$lookup
Reference

Tabelat relacionale
Databazë
Tabelë
Rresht
Index
Join
Foreign key

Tabela 4. Konceptet në MongoDB dhe SQL [12]
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NoSQL

SQL

Databazë jo relacionare

Databazë relacionare

E bazuar në dokumente

E bazuar në tabela

Skema dinamike

Skema të pre-definuara

Përdorë gjuhë jo të strukturuar (UnQL)

Përdorë gjuhë të strukturuar (SQL)

Preferohët për grupe të mëdha të të Nuk preferohët për grupe të mëdha të të
dhënave

dhënave

Horizontalisht scalable (aftësia për të Vertikalisht scalable
ndryshuar në madhësi dhe sasi)
Tabela 5. Dallimet në mes të NoSQL dhe SQL [12]

4.1 MongooseJs
Mongoose është një kornizë e Javascript që zakonisht përdoret në aplikacionet e NodeJS
me një databazë MongoDB. Është një mapues i një dokumenti (Object Document Mapper),
kjo d.m.th që Mongoose na lejon të krijojmë objekte me një skemë të fuqishme, që
kopjohet në një dokument të MongoDB.
Mongoose siguron një sasi të jashtëzakonshme të funksionalitetit rreth krijimit dhe punës
me skema. Ajo aktualisht përmban tetë tipe të skemave që një vlerë mund të ruhet.
Ato janë: String, Number, Date, Buffer, Boolean, Mixed, ObjectId dhe Array .[13]
Secili tip i të dhënave të lejon të specifikosh:
•

Një vlerë të paracaktuar

•

Një funksion të caktuar validues

•

Tregon që një vlerë është e kërkuar detyrimisht

•

Krijon indekset që na lejojnë të merren më shpejtë të dhënat

•

Një funksion GET që na lejon të manipulojmë të dhënat para se të kthehet si një
objekt

•

Një funksion SET që na lejon të manipulojmë të dhënat para se të ruhen në databazë
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Po ashtu disa tipe të të dhënave na lejojnë të i përshtatim se si të dhënat ruhen dhe merren
nga databaza. Për shembull:
Tipi i të dhënave String na lejon:
•

Të konvertojmë të dhënat në shkronja të vogla

•

Të konvertojmë të dhënat në shkronja të mëdha

•

Të i shkurtojmë të dhënat para se të ruhen

•

Të i limitojmë të dhënat që ruhen gjatë procesit të validimit

•

Të caktojmë një enum që cakton listat e vlerave që lejohen

Tipi Number dhe Date na lejojnë të caktojmë vlerën minimale dhe maksimale.
Tipi Buffer, na lejon të ruajmë të dhëna binare, psh ndonjë dokument të koduar.
Tipi Mixed, na lejon të ndryshohet vlera në çfarëdo vlere tjetër.
Tipi ObjectId, na lejon të ruajmë një vlerë unike për secilin dokument.
Tipi Array, na lejon të ruajmë vektorë si në Javascript.

4.2 Arkitektura E Sistemit
Arkitektura e sistemit i përshkruan ndërveprimet në mes të aplikacioneve, databazave, dhe
ndërmjetësve (middlewares) në web. Siguron që shumë aplikacione të punojnë
njëkohësisht.
Le të sqarojmë me një shembull të thjeshtë duke hapur një webfaqe (figura 1).
Fillimisht përdoruesi duhet të ketë lidhje në internet dhe një shfletues (Internet Explorer,
Google Chrome, Mozilla, Opera etj.). Dhe pasi që të shtypet butoni Go pas shkruarjes së
URL-it në pjesën e adresës në shfletues, shfletuesi bënë kërkesë në atë adresë të caktuar.
Serveri i dërgon fajllat shfletuesit si përgjigje të kërkesës së bërë. Dhe pastaj shfletuesi i
ekzekuton ata fajlla për të shfaqur faqen e kërkuar.
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Figura 4. Skemë se si funksionon ueb faqja

Më poshtë në figurën 5, gjenden shtresat se si funksionon aplikacioni ynë.

Figura 5. Shtresat e sistemit tonë [14]

4.2.1 Tipet e arkitekturave të sistemeve
Ekzistojnë disa lloje të arkitekturave të sistemeve: SPA (Single Page Application),
Microservices, Serverless, MVC (Model View Controller) etj.
Në sistemin tonë kemi përdorur arkitekturën MVC e cila është një model i arkitekturës së
softuerit që e ndan aplikacionin në tri komponentë logjike kryesore: modeli, pamja dhe
kontrolleri. Çdo njëri komponentë janë te krijuar për të mbajtur aspekte specifike të krijimit
të softuerit. MVC është njëra ndër arkitekturat më të përdorura të industrisë së krijimit të
web aplikacioneve.
Model është komponentë që mban të gjitha të dhënat logjike që përdoruesi i ka.

24

View është komponenta që përdoret për të gjithë logjiken e ndërfaqës së përdoruesit(UI) të
aplikacionit.
Controller vepron si një interface në mes të komponentëve Model dhe View për të
proçesuar të gjitha kërkesat, manipulimin e të dhënave duke përdorur komponentën model,
dhe duke bashkëvepruar me view për të renderuar output final.
Në sistemin tonë gjithashtu kemi përdorur teknikën SPA. SPA mundëson që në vend se të
ngarkohet i gjithë aplikacioni nga serveri secilën herë që përdoruesi bënë kërkesë për diçka
të caktuar, ajo ofron që të ngarkohet vetëm kërkesa e caktuar. AJAX, shkurtesë për
Asynchronous Javascript and XML, është themeli që mundëson komunikimin e faqeve në
këtë mënyrë, dhe kështu i bënë SPA-të një realitet. Për shkak që SPA-të i parandalojnë
ndërprerjet në eksperiencën e përdoruesit, ato në një mënyrë u ngjajnë aplikacioneve
tradicionale të desktopit .
SPA-të janë të dizajnuara në një mënyrë që ato kërkojnë elementet dhe përmbajtjen më të
rëndësishme. Kjo çon në bërjen e aplikacioneve shumë interaktive.
Figura 11 tregon shtresat e pamjës së përdoruesit.

Figura 6. Shtresat e pamjes së përdoruesit [15]
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UI components paraqet pamjen e aplikacionit tonë.
Façade paraqet një ndërfaqe të thjeshtësuar të komponentëve.
State management paraqet menaxhimin e gjendjës së komponentëve.
Store paraqet mbajtësin e gjendjes së aplikacionit.
Reducers paraqesin funksionet që caktojnë ndryshimin e gjendjës së aplikacionit.
Async services paraqesin shërbimet asinkrone ose të pavarura.
Gateways paraqesin kërkesat e përdoruesit, në rastin tonë HTTP kërkesat.
Commands paraqesin stilet e arkitekturave të softuerëve si psh. RESTful, RPC etj.
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DEKLARIMI I PROBLEMIT

Me turizëm nënkuptojmë lëvizjen e njerëzve me qëllim rekreacioni, argëtimi, shërimi apo
zgjerimi të njohurive kulturore. Kosova edhe pse ka hapësirë të vogël gjeografike, me
motivet natyrore dhe njerëzore që ka, ofron mundësi të mira për zhvillimin e disa llojeve të
turizmit , kryesisht atë malor. Turizmi paraqet shtyllën financiare në shumë vende të botës.
Në Kosovë ky sektorë është çdo herë në rritje , por ka shumë hapësirë për investime dhe
përmirësime. Ndër problemet më të mëdha është gjetja e një guide turistike kosovare .
Prandaj ne kemi menduar të bëjmë një aplikacion lehtë të qasshëm dhe me informacionet e
duhura. Në aplikacion do të jenë të paraqitura secila nga pikat turistike në veçanti ,
gjithashtu do të ofrojë edhe pako rekomanduese varësisht nga ditët në dispozicion të
shfrytëzuesit.
Në këtë aplikacion turistet do të gjejnë meny si :
•

shtigjet për ecje

•

oraret e muzeve dhe shfaqjeve kulturo-artistike

•

rekomandime nga turistët e mëhershëm

•

Më anë të këtyre menyve synohet që turistet në Kosovë të gjejnë lehtë atë që ata
dëshirojnë të vizitojnë në vendin tonë.

•

Të kërkojnë një guidë shoqëruese gjatë udhëtimit dhe vizitave

•

Guida shoqëruese do të jetë në gatishmëri të plotë dhe në kontakt të vazhdueshëm
me klientët për t’i plotësuar kërkesat e tyre , siç mund të jetë rezervimi i
vendqëndrimit , dhënia e rekomandimeve.

Turizmi si një fenomen i përbërë e i lidhur me veprimtari të kënaqësisë. Përfaqëson
përdorimin në mënyrë të veçantë të kohës së lirë . Përdorimi i një guide turistike ju
mundëson turisteve të shfrytëzojnë sa më mirë kohën që kanë në dispozicion dhe të
shmangin situatat e pakëndshme potenciale.
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6

METODOLGJIA

Në fillim kemi bërë një hyrje për teknologjinë ku kemi folur rreth rritjes së madhe të
teknologjisë viteve të fundit dhe ndikimit të saj në jetën tone. Më pastaj kemi shpjeguar për
teknologjitë që mundësojnë zhvillimin e një ueb aplikacioni dhe kemi bërë një krahasim
mes full stack MERN dhe MEAN. Të dy këto full-stack i kemi krahasuar në aspektin
arkitekturor që na tregon dallimet thelbësore mes këtyre teknologjive ku i kemi cekur
përparësitë dhe mangësitë e tyre. Gjatë shpjegimit të anës teorike të teknologjive që
mundëson MERN stack, e kemi pa të arsyeshme të marrim shembuj përkatës dhe praktikë
përmes kodit.
Gjithashtu kemi përfshirë edhe pjesën e ueb aplikacionit të cilin e kemi zhvilluar gjatë
punës me temën e diplomës. Për krijimin e kti aplikacionit kemi përdorur metodologjinë
zhvillimit të softuerit

SCRUM. Një metodologji e zhvillimit të softuerit mund të

përshkruhet edhe si një framework për strukturimin, caktimin e detyrave dhe ruajtjen e
përgjithshme të kontrollit gjatë gjithë procesit të zhvillimit të softuerit të një sistemi
informacioni.
Pasi kemi vendosur për aplikacionin i kemi nda përgjegjësitë së bashku me mentorin tim,
më pastaj kemi bërë identifikimin e rrezikut dhe limiteve te mundshëm gjatë krijimit te
aplikacionit.
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REZULTATET

Aplikacioni prototip për demonstrimin e përdorimit të Full Stack JavaScript u krijua me
sukses. NodeJS me ExpressJS dhe disa mjete të tjera u përdorën për zhvillimin e backend
ndërsa ReactJS u përdor për zhvillimin e frontit. Një bazë e të dhënave NoSQL, MongoDB
së bashku me Mongoose u përdor për ruajtjen e të dhënave në bazën e të dhënave në re
(cloud).

Figura 7. Faqja startuese e aplikacionit

Një faqe e thjeshtë e aplikacionit tregohet në Figurën (6). Ka një shirit tjetër navigimi për të
lundruar në faqe të ndryshme të aplikacionit si hyrja, regjistrimi dhe përdoruesit. Sidoqoftë,
disa faqe të aplikacionit mund të qasen vetëm duke u identifikuar në aplikacion. Faqja
kryesore lejon përdoruesit të shohin profilin e përdoruesve të tjerë të cilët kanë krijuar
tashmë një profil në aplikacion. Të gjithë përbërësit në aplikacion janë krijuar në mënyrë që
ato të përshtaten në madhësinë e ekranit të përdoruesit përfundimtar. Të gjitha përmbajtjet
janë renderuar kryesisht nga një komponent i vetëm kryesor App.js, në
aplikacion. Faqe të ndryshme ridrejtohen pas autentikimit.
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Një pamje e sistemit të identifikimit të projektit është paraqitur në Figurën 7. Ku përdoruesi
pasi qe të kryej identifikimin me sukses kalon në faqen kryesore, dhe ju hapen mundësit, që
të krijoj një vend të ri.

Figura 8 . Pamja e hyrjes(identifikimit) se aplikacionit
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Në vijim është paraqitur kodi në back-end se si është bërë implementimi i hyrjes(login).

Tek rreshti 2 marrim emailin dhe passwordin nga forma te cilin e ka shënuar përdoruesi, tek
rreshti 4 e kërkojmë përdoruesin ne databazë , pastaj

tek rreshti 6 e verifikojmë

fjalëkalimin e enkriptuar me fjalëkalimin e shënuar në forme, pastaj e gjenerojmë tokenin të
cilin e përdorim për të pasur qasje në funksionet e kufizuara për përdorues të tjerë, dhe me
pastaj bëjmë hyrjen e përdoruesit në aplikacion.
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Në figurën 8 është paraqitur pamja e një faqe për krijimin e një vendi të ri, ku përdoruesi
pasi që ti mbush të dhënat e vendit në formën e paraqitur , dhe shtyp butonin “Add Place”,
atëherë një vend i ri është krijuar dhe i ruajtur në bazën e të dhënave.

Figura 9. Pamja e krijimit të një vendit

Në vijim është paraqitur kodi në back-end se si është bërë implementimi i krijimit të një
vendi.
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Tek rreshti 2 marrim titullin, përshkrimin, adresën, dhe kreatorin nga forma te cilin e
mbush përdoruesi, nga rreshti 5 deri te rreshti 12 e bëjmë krijimin e vendit me të dhënat të
cilat i ka shënuar përdoruesi.
Pastaj te rreshti i 15 e bëjmë hapjen e sesionit ne databazë dhe vendin e krijuar e ruajmë në
databazë, dhe në fund kthejmë përgjigje në front-end me vendin e krijuar
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Në figurën 9 është paraqitur vendin të cilin e kemi krijuar ne pjesën më lartë, përdoruesi i
cili e ka krijuar vendin siç shihet në figurën më lartë mundet ta fshijë dhe editoj vendin.
Dhe të gjithë përdoruesit munden ta shikojnë në hartë se ku ndodhet ky vend.

Figura 10. Pamja e një vendi
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DISKUTIME DHE PËRFUNDIME

Kjo tezë kishte për qëllim studimin dhe ndërtimin e një aplikacioni të plotë në internet që
shfrytëzon fuqinë e JavaScript nën stack-un MERN dhe zhvillimin e një aplikacioni të
bazuar në të. Secila teknologji te cilat i kemi përdorur kërkonte një kohë të konsiderueshme
për të studiuar në detaje dhe për ta zbatuar idenë.
Konceptet thelbësore dhe përfitimet kryesore të përdorimit të stack-ut MERN diskutohen
shumë, të ndjekura nga një shpjegim i thelluar i procesit të zbatimit. aplikacioni i ndërtuar
ishte një aplikacion për krijimin e vendeve të cilat mundemi ti vizitojmë. Përdoruesit ishin
në gjendje të regjistroheshin në aplikacionin në internet duke krijuar një llogari dhe duke u
regjistruar me kredencialet e tyre në sistem. Kishte rrugë të mbrojtura, kështu që vetëm
përdoruesit e regjistruar mund të krijonin një vend duke plotësuar formën dhe ishin në
gjendje të kryenin operacionet Krijo, Lexo, Përditëso dhe Fshi (CRUD). Një përdorues
normal i cili nuk është i regjistruar mund të shikojë në profilet e përdoruesve të tjerë që
krijuan profilin në sistem. Sidoqoftë, ai përdorues është i kufizuar të përdorë veçori të tjera
të aplikacionit si krijimi i një profili direkt pa u regjistruar dhe kryer operacione CRUD.
Fronti i aplikacionit u bë duke përdorur React dhe Redux. Karakteristika e fundit e React e
cila është React Hooks u implementua gjithashtu, dhe bëri që aplikacioni të bëhet më
responsiv. E fundit por jo më e rëndësishmja, teza është dokumentimi i koncepteve
kryesore të stack-ut MERN dhe implementimi i tij për zhvillimin e plotë të faqeve në
internet back-u i aplikacionit u zhvillua duke përdorur NodeJs si një platformë open source,
duke përdorur framework-un Express. Node ka evoluar në një hapësirë të shkurtër kohe,
dhe me krijimin e një komuniteti të mirë, ai vetëm do të vazhdojë të fitojë më shumë
popullaritet.
Lidhur me sistemin e realizuar, zhvillimi është bere ne kuadër të kërkesave siç janë:
kërkesa funksionale te aplikacionit janë :
1. Sistemi mundëson që përdoruesi të bëj vlerësimin me anë të yllave, bazuar në
eksperiencën e tij.
2. Sistemi mundëson që përdoruesi të krijoj një llogari te ti.
3. Sistemi mundëson që përdoruesi të mund te krijoj vendet e ti.
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4. Sistemi mundëson qe përdoruesi të mund të shikoj vendodhjen e saktë të vendit në
hartë
5. Sistemi mundëson që përdoruesi të mundët të ngarkoj foto nga file-t në kompjuter.

Disa nga kërkesat jo-funksionale janë:
1. Përdoruesi nuk mundët të bëj vlerësimin nëse nuk është i kyçur në llogarinë e ti
2. Përdoruesi nuk mundët të krijoj një vend te ri nëse nuk është i kyçur në llogarinë e ti
3. Përdoruesi nuk mundët të krijoj një llogari nëse nuk ka një email valide
4. Sistemi mundëson Loading Spinner kur jemi duke pritur për pergjigjje nga serveri

Kemi punuar edhe me tabelën e use case ku me anë të use case, kemi shkruar se cilat
karakteristika aplikacioni do të përmbaj dhe që duhet ti zhvillojmë, më poshtë gjeni, tabelën
e plotë me use case me disa nga use case :
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No
1
2
3
4
6
7
8
9
10
11
12
13
14
15
16
17
18
19
20
21
22

Use Case name
Lista e vendeve të krijuara
Regjistrimi i përdoruesit.
Log in email
Login password
Sign out
Guest mode
Fshin përdoruesin
Të dhënat personale të përdoruesit
Krijimi I vendit të ri
Përditesimi i vendit të krijuar
Fshirja e vendit të krijuar
Fshin Përdoruesin
Feedback-u I klientëve
Reviews
Hapja e hartes
Ngarko foto
Update confirm
Editimi I profilit
Mbikqyrja e sigurisë së
aplikacionit
Star review
Comment review

Actor
Përdoruesi
Adminsitratori
Përdoruesi
Përdoruesi
Përdoruesi
Përdoruesi
Administratori
Përdoruesi
Përdoruesi
Përdoruesi
Përdoruesi
Administratori
Përdoruesi
Përdoruesi
Përdoruesi
Përdoruesi
Administratori
Përdoruesi
Administratori

Complexity
Lehtë
Mesatare
Mesatare
Mesatare
Lehtë
Lehtë
Mesatare
Lehtë
Mesatare
Mesatare
Lehtë
Mesatare
Lehtë
Mesatare
Vështirë
Vështirë
Mesatare
Mesatare
Vështirë

Përdoruesi
Përdoruesi

Mesatare
Mesatare

Tabela 6. Lista e usecase-ave
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Use Case Element
Use case number
Application
Use case name
Brief Description
Main Actor
Preconditions
Trigger
Basic Scenario
Special scenarios

Description
1
Tourist guide
Lista e vendëve të krijuara
Do të shfaqen të gjitha vendet të cilat janë krijuar më parë
Përdoruesi
Të ketë së paku një vend të krijuar
Mungesa e vendeve të krijuara
Përdoruesi bënë kërkesë për krijimin e një vendi të caktuar
Përdoruesi bënë kërkesë gabimisht
Tabela 7. Definimi i usecase "Lista e vendëve të krijuara"

Use Case Element
Use case number
Application
Use case name
Brief Description
Main Actor
Preconditions
Trigger
Basic Scenario

Special scenarios

Description
2
Tourist guide
Regjistrimi i përdoruesit
Regjistrimi i përdoruesit bëhet nëse ndonjë përdorues
dëshiron te krijoj një profil ne app
Përdoruesi
Të ketë email valid
Nuk ka email
Regjistrimi i përdoruesve bëhet në formën përkatëse duke
hyrë në Sign Up, e me pas dyke mbushur të dhënat e
kërkuara; Username, Password, Email.
Nuk ka internet
Tabela 8. Definimi i usecase "Regjistrimi i përdoruesit"

38

Use Case Element
Use case number
Application
Use case name
Brief Description
Main Actor
Preconditions
Trigger
Basic Scenario
Special scenarios

Description
3
Tourist Guide
Krijimi I një vendi të ri
Krijimi I një vendi të ri bëhet nëse përdoruesi dëshiron të
tregoj ndonjë vend
Përdoruesi
Përdoruesi duhet të hap profilin e ti ne aplikacion
Nuk ka profil të regjistruar
Krijimi I vendeve bëhet duke i mbushur format përkatëse
me të dhënat e nevojshme.
I mungon ndonjë e dhënë për vendin e caktuar
Tabela 9. Definimi i usecase "Krijimi i një vendi të ri "

Use Case Element
Use case number
Application
Use case name
Brief Description
Main Actor
Preconditions
Trigger
Basic Scenario
Special scenarios

Description
4
Tourist Guide
Përditësimi i vendit të krijuar
Përditësimi i vendit bëhet nëse krijuesi dëshiron të largoj
ose te shton ndonjë informatë më shumë.
Përdoruesi
Përdoruesi duhet të hap profilin e ti ne aplikacion
Nuk ka profil të regjsitruar
Fshirja e vendit bëhet duke klikuar mbi vendin të cilin
dëshiron ta fshihni, dhe duke klikuar mbi butonin remove.
Nuk jeni krijuesi I këti vendit.

Tabela 10. Definimi i usecase "Përditësimi i vendit të krijuar"
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Use Case Element
Use case number
Application
Use case name
Brief Description
Main Actor
Preconditions
Trigger
Basic Scenario
Special scenarios

Description
5
Tourist Guide
Fshirja e vendit të krijuar
Fshirja e vendit të krijuar bëhet nëse krijuesi nuk është i
kënaqur me vendin e caktuar.
Përdoruesi
Përdoruesi duhet të hap profilin e ti ne aplikacion
Nuk ka profil të regjsitruar
Fshirja e vendit bëhet duke klikuar mbi vendin të cilin
dëshiron ta fshihni, dhe duke klikuar mbi butonin remove.
Nuk jeni krijuesi I këti vendit.
Tabela 11. Definimi i usecase "Fshirja e vendit të krijuar"

Use Case Element
Use case number
Application
Use case name
Brief Description
Main Actor
Preconditions
Trigger
Basic Scenario
Special scenarios

Description
6
Tourist Guide
Hapja e hartës
Përdoruesi kur e shikon ndonjë vend të postuar, mundet ta
shikoj vendin e saktë se ku gjendet ai vend.
Përdoruesi
Përdoruesi duhet te jete i loguar
Nuk e ka hapur vendin.
Hapja e hartës bëhet duke klikuar mbi vendin e caktuar, dhe
duke klikuar mbi butonin “show in map”.
Nuk ka internet.
Tabela 12. Definimi i usecase "Hapja e hartës"
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Use Case Element
Use case number
Application
Use case name
Brief Description

Main Actor
Preconditions
Trigger
Basic Scenario

Special scenarios

Description
7
Tourist Guide
File Upload
Përdoruesi kur dëshiron te krijoj nje vend te ri, e ka
opsionin add photo, per te ngarkuar foton per vendin nga
file ne kompjuter.
Përdoruesi
Përdoruesi duhet te jete i loguar
Nuk ka profil te regjistruar
Pasi qe klikojm tek “new Place” hapet forma qe duhet
mbushur, dhe pastaj klikojm “Add Photo” dhe zgjedhim
foton te cilen deshirojm.
Nuk ka internet.
Tabela 13. Definimi i usecase "File Upload"
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10 SHTOJCA
API – paraqet një bashkësi të rutinave, protokolleve, veglave të cilat na shërbejnë për
zhvillimin e aplikacioneve softuerike.
MERN – Është shkurtesa për MongoDB, Express JS, React JS dhe Node JS. Mern stack
është një kombinim i teknologjive të mësipërme, të gjitha të bazuara në JavaScript, të cilat
përdorën për të ndërtuar aplikacione moderne në internet.
CRUD – Paraqet katër metodat bazike që përdoren për manipulimin e të dhënave e që janë:
Create, Read, Update, Delete. Këto metoda përdoren si në ueb aplikacione ose në desktop
aplikacione.
CROSS-PLATFORM – Nënkupton kur një aplikacion ose softuer i caktuar mund të
ekzekutohet në sisteme operative ose platforma të ndryshme.
SINGLE PAGE APLICATION – Një aplikacion me një faqe është një aplikacion në
internet ose një uebfaqe që ndërvepron me përdoruesin duke rishkruar dinamikisht faqen
aktuale në internet me të dhëna të reja nga serveri i internetit, e jo duke e përditësuar të
gjithë faqen si metodat me të vjetra.
MVC – Është një model i arkitekturës së softuerit që e ndan aplikacionin në tri komponentë
logjike kryesore: modeli, pamja dhe kontrolleri. Çdo njëri komponentë janë te krijuar për të
mbajtur aspekte specifike të krijimit të softuerit.
JSX –

Është një sintaksë e re e cila është krijuar nga react.org, përmes të cilës na

mundëson të shkruajmë sintaksë të njejtë të html në kodin e javascript.
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