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Abstract. This paper presents a conceptual framework that seeks to explain the 
dynamics of requirements change and evolution. As an initial validation of the 
framework, it was used to analyze two contrasting cases of groupware 
implementation. The framework makes a distinction between, on the one hand, 
requirements as problem definition and as solution specification, and, on the 
other hand, business requirements and software requirements. This distinction 
yields four different requirement domains. Changes in requirements can be 
triggered by breakdowns in any of these domains or by technology-driven 
initiatives. Requirements evolution, then, is the resolution of these breakdowns 
and the enactment of initiatives. An increased understanding of the dynamics of 
requirements evolution can be beneficial for structuring and managing a 
groupware implementation project and, more importantly, software 
maintenance in the post-deployment phase of a system. 
1 Introduction 
Requirements evolution is a general problem in software development and 
maintenance. It implies the need for software systems to continually adapt to the 
changing demands of their users and their operating environment. Evolution is an 
intrinsic property of requirements. Requirements, which are the demands ascribed to a 
software system, are known to change all throughout a system’s lifecycle 
[5][12][15][18][19][20][27]. Changes to requirements continue to persist not only 
during software design and development but also during the latter phases of testing, 
deployment and eventual use. This means that requirements evolution should also be 
studied not only during the development but should be continued during the use of a 
software system. 
Requirements evolution during system deployment and use is a poorly understood 
phenomenon. The current practice in requirements engineering tend to focus on 
process-oriented, ‘how-to’ approaches that are aimed at managing and supporting the 
evolution process. With these approaches, it is possible to know that requirements 
have changed. What kind of change on the requirements took place, i.e. addition, 
deletion, modification, can also be known and described [1][5]. However, these 
approaches have little to say about why requirements have changed and how these 
evolved. In the context of software deployment and use, the complex interaction 
between the social environment and the software system adds extra complication, 
which makes the identification and specification of requirements changes elusive and 
difficult. As a system is introduced for use in an organization, the demands for this 
system also change. Organizational change resulting from ICT implementation is one 
instance where requirements change due to the introduction of the system itself. 
Groupware is an example of an application domain in which requirements continue 
to evolve after the system is introduced and used within an organization. Groupware 
systems are applications used by groups of people for a shared goal. Groupware 
technology is cooperative technology. For example, people could use shared 
workspaces for the goal of sharing knowledge, they use email with the goal (one 
hopes) of getting work done, and they use videoconferencing with the shared goal of 
conducting a meeting. For groupware systems, there is the additional complication 
that people are generally not able to state their requirements before using the system. 
Even observations of current work or analysis of documented work procedures are not 
sufficient to elicit requirements for groupware. When a groupware system is 
introduced in a work context, it brings about changes in that context which invalidate 
requirements gathered earlier [7][15][21][23]. This is called requirements uncertainty 
[12]. Groupware requirements are inherently uncertain: work done using groupware is 
usually not documented in procedures, people doing the work are often not able to 
describe it explicitly and when groupware is introduced, it changes this work.  
To gain insight into the issues surrounding groupware requirements evolution, we 
conducted a study of two cases of groupware implementation using a conceptual 
framework developed from literature study. The framework is used as an analytical 
lens to investigate requirements evolution as represented by the cases as well as to 
theorize about it. The propositions embodied in the framework served to structure the 
case analysis and the hypotheses-generation process [22][26][28].  
It is the goal of this paper to present the conceptual framework and to report the 
results of its validation through the case studies. We adopted a comparative case study 
[2][25][28] strategy in order to draw theoretical conclusions; two cases of groupware 
implementation with contrasting outcomes are selected and studied. We focus on the 
introduction and use phase of groupware where requirements evolution for this kind 
of system is better understood during its organizational deployment and use [4].  
The structure of this report is as follows. In the next section, we position our study 
with respect to related literature and previous work. In section 3, we explain our 
research strategy and design. Section 4 elaborates on the conceptual framework and 
section 5 discusses the two case studies. Section 6 presents our findings and section 7 
concludes this paper with the lessons learned. 
2 Related Work and Contribution 
Several researchers and practitioners have put forward the view that requirements 
engineering ought to be a continuing process [4][5][12][15][20]. This implies that 
requirements engineering activities have to be carried out after a system has been 
developed and deployed in a user environment. Design activities do not cease upon 
the completion and delivery of a software system to the client or users; there is the 
general observation that requirements continue to evolve throughout a system’s 
lifecycle. In effect, the traditional view of requirements engineering as a front-end, 
sequence-bound activity in software development is considered to be limited.  In this 
light, our study is an attempt to contribute to research efforts along the continuing 
process view of requirements engineering by focusing on the latter phases of a 
system’s lifecycle, namely, its introduction and use in a user organization. 
The traditional view of requirements engineering holds true with regards to studies 
of requirements evolution. Requirements evolution has been mostly investigated 
during the pre-implementation phase of a software system. Most of the work done on 
requirements evolution tends to embody a process-oriented approach wherein a model 
or a tool support is proposed and presented. One example of such is EPRAM, which 
stands for Evolutionary Prototyping with Risk Analysis and Mitigation [6]. It extends 
the evolutionary prototyping paradigm in software engineering by incorporating risk 
identification and assessment at each prototyping activity and at the end of each 
prototyping cycle. By focusing on the implementation and use phase of software, and 
by presenting an empirical, non-process oriented approach, this study seeks to expand 
the scope of research currently being done in the area of requirements evolution. 
More specifically, this study seeks to complement the work done on describing the 
dynamics of requirements evolution. For example, Lutz & Mikulski [19][20] have 
identified several mechanisms of requirement change during the implementation, as 
well as during testing of a safety-critical system. In a similar vein, our work seeks to 
describe the dynamics of requirements evolution; however, we focus on groupware 
systems and their organizational use and appropriation. Where most organizational 
studies about technology implementation in organizations focus on the organizational 
changes brought about by technology, our work focuses on the requirements 
implications of those changes. At the same time, while most work on requirements 
evolution focuses on technical requirements, i.e. system specifications [1][5][17], our 
framework includes the broader context of business.  
In the domain of Computer-Supported Cooperative Work (CSCW), there is a 
general understanding that requirements for groupware are better appreciated in the 
context of its use [4]. Groupware systems are meant to support the social domains of 
work −  those aspects of one’s job where interpersonal interaction and cooperative 
processes take place. These processes are informal, intermittent, synergetic and 
largely unstructured. In turn, these properties make them difficult to specify in 
advance. In order to gain an understanding of the requirements implications of these 
processes, an implemented prototype system is needed. This allows the interaction 
between system and user and between users by means of the system amenable to 
observation. Likewise, the mediation of human interaction and communication 
processes by groupware is known to bring about changes to the social functioning of 
individuals, groups and organizations [7][13][16][21][23]. These changes take place 
in the context of use.  These findings provide the basis for the focus and approach 
taken in this study. 
Finally, we try to operationalize the concept of requirements uncertainty [12] 
characterized by an evolving problem domain. This, is the nature of the organizational 
domains in which groupware is introduced. 
3 Research Strategy and Case Study Design 
This investigation is motivated by the central question: ‘How do requirements evolve 
during the implementation and use of groupware?’ Such form of questioning is 
oriented towards generating solutions to knowledge problems. We take the view that 
the research issues previously identified concerning groupware requirements 
evolution constitute a knowledge problem where a profound understanding of the 
world is lacking. That knowledge and understanding would be about the dynamics of 
requirements evolution. 
To go about solving this knowledge problem, we have chosen a research strategy 
where first-hand access to primary sources of data is possible and direct observations 
of the phenomena can be carried out. Ideally, these primary sources of data and 
information should comprise of actual deployment and implementation of groupware 
systems in organizational settings. Such research strategy and its corresponding data 
source requirements yield themselves amenable to a case study methodology [8][28]. 
The case study methodology is known to be a suitable research strategy when a 
study focuses on questions that deal with ‘how’ and ‘why’. These types of questions, 
which are of explanatory nature, require answers that establish operational links 
which can be traced over time. Case studies, in this sense, are useful because they 
serve to illuminate the nature and complexity of the processes that are taking place. 
The following reasons suggest why a case study methodology is appropriate 
[8][25][28]: 
 
• The contemporary phenomenon has to be investigated in its natural setting; the 
researcher has no control over behavioral events. 
• The boundary between the phenomenon and the context are not clearly evident. 
• The research area is new and previous studies on the topic are relatively few; case 
studies are appropriate for exploratory and theory-building types of research. 
 
We used a multiple case study design, in which two divergent instances of groupware 
implementations were investigated. These two case studies are referred to as Case 
study A and Case study B, respectively. Case study A is an instance of a failed 
implementation of cooperation technology. Failure is hereby defined as a situation in 
which users do not use or have stopped using the implemented system. Case study B, 
on the other hand, is an instance of a successful implementation. This is characterized 
by a sustained and productive use of the system to the extent that it had become 
transparent for the users. Making use of this kind of case study design allows us to 
draw conclusions that are observable across a variety of situations. 
4 A Conceptual Framework for Understanding Requirements 
Evolution 
The conceptual framework formulated for this study is an analytical tool for 
investigating the phenomenon of requirements evolution as represented by the cases. 
In essence, it presents two theoretical views, which are imbued with goal of providing 
an understanding of requirements and of requirements evolution. The first part of the 
framework presents our view of requirements. This view is an integrated, broad 
notion of requirements where these are regarded both as problem descriptions and 
solution specifications in the domains of business and software. We represent this 
view through a requirements matrix (see Table 1). The second view deals with our 
notion of requirements evolution. This view is articulated by a set of propositions that 
aim to describe and explain the dynamics of requirements evolution, using the ideas 
presented in the requirements matrix. These views are further explained in the 
following sections. 
4.1 Requirements Domains 
The requirements matrix (Table 1) is an integration of the different definitions of 
requirements described in literature [14][17][18][27]. It represents our consolidated 
view of requirements organized according to various dimensions of requirements: 
business and software requirements are taken altogether as requirements, each of 
which has a problem domain and a solution domain that are also considered as 
requirements. Business requirements consist of non-software demands as defined by 
stakeholders. User requirements are considered part of business requirements. 
Software requirements, on the other hand, are the demands ascribed to the software by 
the business. 
Table 1. Matrix of requirements domains 
Dimensions of 
Requirements 
Problem Definition Solution Specification 
Business 
Requirements 
Business Problem Business Solution 
Software 
Requirements 
Software Product 
Concept  
Software Solution 
Specification 
 
As a problem definition, a requirement is a goal to be achieved by an as yet unknown 
solution, i.e. a requirement characterizes the problem to be solved. The definitions can 
be derived from the problem elements found in the context such as the nature of the 
phenomena or the domain it belongs to, e.g. accounting for accounting systems, social 
communication for communication and coordination systems. As a problem is also 
defined as the gap that stakeholders want to reduce between what is perceived and 
what is desired [9], requirements can also represent desires.  
As a solution specification, a requirement is a specification of one possible solution 
to a given problem. This kind of requirement consists of a list of desired functions and 
quality attributes of some solution. In return, the chosen solution can take the form of 
a business-level solution or a software-level solution. 
These different notions of requirements combined in the form of a matrix (Table 1) 
lead to four (4) different categories of requirements, which we will refer to as 
requirements domains. These domains are the business problem, the business 
solution, the software product concept, and the software solution specification. 
To illustrate further, a requirement in the business problem domain would consist 
of the problem specifications of stakeholders where solutions are sought. Task-related 
problems as explicated by users are also part of this domain. For example, in Case 
study A, the insurance company, which has been undergoing a series of mergers and 
fusions with other smaller insurance companies, would like to evoke a ‘community’ 
feeling among the different employees from the different subsidiaries. The notion of 
having a ‘one company, one community’ is considered to be essential in effecting a 
smooth transition from the merging processes, people, product and resources. It was 
also seen as a means for capitalizing and harnessing the expertise of the employees 
from each subsidiary. Such expression of an organizational concern in the form a goal 
describing a desired state is a requirement representing a business problem definition.  
A business solution on the other hand is a non-software solution to a business 
problem. It could be in the form of organizational or business policies, new 
procedures and structures as well as business and organizational strategies. 
Proceeding from the insurance company example, the organization had decided to 
embark on a knowledge management strategy. This led to organizational restructuring 
resulting into the formation of knowledge centers for each product divisions, i.e. 
pensions, health, non-life, etc. These knowledge centers are tasked with the function 
of implementing the knowledge management strategy of the organization at the 
operational level. From this example, we can see that the decision to implement a 
knowledge management strategy is an instance of a business solution to a business 
problem, namely the desire to build a community of employees. A business solution is 
also a requirement because it provides a specification of a means for achieving a 
certain desired state, as articulated by the business problem. When amenable to a 
software solution, the business solution forms part of the requirements for the 
software product. 
Not all business problems or business solutions are amenable to a software package 
realization. Therefore, when amenable to a software solution, the entire dimension of 
software requirements would comprise a solution to the business requirements. 
Software requirements can also be further decomposed in terms of problem 
definitions and solution specifications. These take the form of software product 
concept and software solution specification, respectively. Each of these 
decompositions of software requirements can address a requirement from any of the 
decompositions of the business requirements, i.e. a business problem or a business 
solution.  
In this sense, the problem definition for software requirements need not be 
construed as a problem with the software but is rather understood as a product 
concept assigned to the software by a business requirement. Thus, the term software 
product concept is used to refer to requirements belonging to the software problem 
domain. It can be further understood as a reference to the generic product type 
without the specifications. It is synonymous to the concept of the spirit of technology 
as defined by Poole & De Sanctis [23] to refer to the particular purpose and intention 
of a software product.  
The solution specification in the software domain on the other hand is 
operationalized by the software solution specification. This solution specification is 
but one of the many possible specifications that enacts the given software product 
concept. When specified, it gives an indication of what the finished product would be 
like. At the time of its use, the implemented software will have a product specification 
that corresponds to the software specification for it. 
4.2 Requirements Evolution 
Utilizing the above framework as a basis for defining requirements, we put forward a 
notion of requirements evolution in terms of three interrelated propositions.  
 
1. Changes to requirements, which prompt evolution, are triggered by pro-active and 
reactive stimuli.  
2. Evolution is the resolution of a (pro-active or reactive) stimulus occurring in one 
requirements domain (see Table 1) to that of another requirements domain.  
3. Evolution is a two-step process which begins with the recognition of a problem 
(triggered by a requirements change arising from a pro-active or reactive stimulus) 
and followed by the enactment of a resolution. 
 
To explain the first and second propositions, we first define pro-active and reactive 
stimuli in the form of initiatives and breakdowns, respectively. These stimuli occur in 
one of the requirements domains and are resolved in another domain (see Table 1). 
For example, a breakdown in the implementation of the software product concept can 
be resolved by implementing change in the form of a new business solution. 
Breakdowns and initiatives are triggers for requirements change. Consequently, 
actions taken to resolve the change comprise the evolution of requirements. 
A breakdown is an event in a situation necessitating some form of action for 
resolution in order resume normality or continuity. It is a disturbance or interruption 
during a smoothly proceeding action [13]. A breakdown creates a situation of non-
transparency and disengagement: when something regarded as usual suddenly 
becomes the object of attention. For example, when the computer is working perfectly 
for a data entry clerk, she is hardly aware of its existence. But when it breaks down, 
suddenly the tool as well as the process comes to attention. In the context of work, a 
breakdown is a situation in which the flow of work literally breaks down either due to 
non-sufficient means of work or when the objective becomes unstable [3].  
Initiatives on the other hand are pro-active intentions meant to introduce change in 
a non-breakdown situation. Initiatives usually have a solution agenda attached to 
them. Compared to breakdowns as triggers for change, initiatives have a lesser sense 
of urgency for action to be taken. Resolutions on the other hand are the actions taken, 
whether formal or informal, to address these breakdowns and initiatives. 
Evolution therefore takes place when a problem resulting from a reactive or pro-
active stimulus is recognized, and action is taken to resolve or update the problem in 
another requirements domain. 
5 Case Study Sites and Research Methods 
Case study A was conducted in the non-life insurance division of a large insurance 
and holding company where a knowledge management system was implemented. 
This groupware system is an in-house development project [18], internally developed 
using Lotus Notes. The users consist of non-life insurance experts in the likes of 
actuaries (insurance mathematicians) and product managers. It is a case of a failed 
implementation of cooperation technology, where the users could agree to the idea of 
the system and does not reject it, but end up not using the system at all. 
Case study B is an investigation of a prolonged and sustained use of a collaboration 
platform and infrastructure. The system was implemented in a nation-wide network of 
educators working in the area of special education and orthopedagogy. These 
educators make up the teaching faculty of the Institute for Orthopedagogy, a 
department of the Faculty of Education of a large city college in the Netherlands. The 
implementation was through a COTS-purchase of a groupware application called 
First Class Client. It is a successful implementation of groupware technology because 
the institute was able to sustain the use of the system for a continued period of 8 
years. Almost all of the educators make use of the system to perform their jobs. Table 
2 below shows a comparison of the features and relevant elements from the two cases. 
Table 2. Case study features and characteristics: a comparison of the two case studies 
Case Characteristics Case study A Case study B 
Type of Appropriation Negative Appropriation Positive Appropriation 
Market sector Insurance Education 
Distributed organization Yes Yes 
Type of groupware 
technology implemented 
Knowledge management system Integrated groupware 
application 
Project Type In-house development; 
developed using Lotus Notes 
COTS-purchase 
Software product name Knowledge Net First Class Client 
User groups Knowledge Management and 
Competency experts 
Non-life insurance experts: 
Actuaries 
Product Managers 
Teachers 
Academic Support Staff 
(Secretaries, System 
Administrators) 
No. of Users 35 300+ 
Type of Use Voluntary Use Mandatory and official use 
 
Data was collected from these cases through multiple means: system inspection, 
content analysis of documents relating to the system and semi-structured interviews 
and observations. Data analysis was done mainly through a qualitative approach 
[8][22][28]. The contents of the published references were read, and analyzed, and the 
interviews were transcribed, translated, re-read, analyzed and coded for provisional 
generalization.  
It is also important to note that these two organizations do not have formal 
requirements engineering processes nor requirements specification documents to 
support their system acquisition and implementation processes. At most, what are 
available are project proposals, business plans and project descriptions, which are 
considered to serve as surrogate requirements documents. 
6 Findings 
Table 3 below provides an overview of the different requirements evolution 
mechanisms observed in the cases. These mechanisms represent the triggers for 
requirements change, namely breakdowns and initiatives, and their eventual 
resolutions in the different phases of implementation. 
Table 3. Overview of different mechanisms of requirements evolution in the two cases at 
various stages of implementation 
Phase Case A Case B 
Pre-
Implementation 
a. Business problem breakdown resolved 
by a business solution.. 
b. Business solution initiative resolved by a 
software product concept. 
c. Software solution specification 
implementation breakdown resolved by 
software solution specification design 
choice. 
d. Business problem initiative 
resolved by a software product 
concept 
e. Business problem breakdown 
resolved by a business solution 
Early 
Implementation 
f. Software solution specification 
breakdown resolved by business 
solution. 
g. Resulting business solution amenable to 
a new software solution specification. 
h. Initiative arising from a profound 
understanding of software product 
concept leading to new business 
solution. 
Late 
Implementation 
i. Software solution specification 
breakdown leading to a new business 
problem. 
j. Software solution specification 
breakdown leading to a new software 
product concept. 
k. Software solution specification 
breakdown resolved by a business 
solution. 
l. Software solution specification 
breakdown resolved by a business 
solution. 
m. Software solution breakdown 
resolved by changes to the software 
solution specification itself 
n. Software solution specification 
breakdown leading to a new 
business problem. 
o. New business problem breakdown 
resolved by a new business 
solution. 
p. Business problem initiative 
resulting from an appreciation of 
software product concept leading to 
a new business solution. 
q. New business solution resolved by 
a new software product concept 
6.1 Pre-Implementation Phase 
The pre-implementation phase represents that stage in the lifecycle of the system 
when its acquisition or development is being contemplated upon. This is the phase 
when initial requirements are being formulated. During this phase, both cases indicate 
instances of breakdowns and initiatives triggering changes to requirements leading to 
several forms of resolutions. 
Case Study A. The very first instance of a breakdown that implicated the groupware 
system implemented is a business-driven change arising from the on-going mergers 
and acquisitions the organization was undergoing. This breakdown, which can be 
found in the business problem domain, is manifested in the form of a need to integrate 
and harmonize the processes and people that are fused by the mergers and buyouts. 
Consequently, this found resolution when the top level management of the holding 
company embarked on a knowledge management (KM) strategy as a means for 
unifying the company and in evoking a sense of ‘one company’ feeling among its 
employees. Such action represents the mechanism of business problem breakdown 
resolved by a business solution in the form of an organizational strategy (Fig. 1, item 
a). It resulted into organizational re-structuring leading to the formation of knowledge 
centers (KC) for each division. The knowledge centers (KC) are responsible for 
implementing the KM strategy of the company through the knowledge generation 
stimulation and competency management. Likewise each division, i.e. life insurance, 
pensions, was re-structured in such a way that experts in these products from the 
subsidaries are now joined together in one division.  
 
a. Business problem breakdown resolved by a 
business solution. 
b. Business solution initiative resolved by a 
software product concept. 
 
c Software solution specification implementation 
breakdown resolved by software solution 
specification design choice. 
Fig. 1. Case study A. Requirements evolution dynamics in the pre-implementation phase 
One of these knowledge centers is the knowledge center for non-life insurance –
Knowledge Center Schade (KCS). Proceeding from the organizational KM strategy, 
the KCS took an opportunistic initiative to take a step further in implementing the 
KM policy. The KCS had decided to implement a tool support for knowledge 
management for the people in the division they are managing, namely the non-life 
insurance experts. This action, which directly led to the development of a knowledge 
management system, represents the mechanisms of a software problem resolution to a 
business solution. The solution is in the form of a software product concept, i.e. 
knowledge management system (Fig. 1, item b). This groupware system had for its 
goal the facilitation of knowledge sharing among the experts by enabling them to 
contribute ideas, expertise and useful information for the entire group to use and to 
benefit from.  
On the other hand, a breakdown in the implementation of the software solution 
specification was discovered when lack of budget to pursue the acquisition or to 
externally contract a knowledge management system became a constraint. This 
constraint prompted the KCS to make use of existing resources in the organization, 
i.e. Lotus Notes, as a development environment for the system which eventually 
impacted the actual specifications for the software. This is a breakdown in the domain 
of software solution specification that is resolved in the same domain by making a 
specific design choice. (Fig.1, item c) 
Case Study B. The main driver for implementing the system in this case was an 
initiative based on an understanding of the business problem domain (Fig.2, item d). 
This initiative was based on three concerns: the desire to modernize the teaching and 
learning processes in the institute following the modernization trends in the education 
sector, the desire to simplify the tedious and time consuming process of educational 
material preparation, and the desire to simplify and economize on communication 
costs. 
 
d. Business problem initiative resolved by a 
software product concept 
e. Business problem breakdown resolved by a 
business solution 
 
  
Fig. 2. Case study B. Requirements evolution dynamics in the pre-implementation phase 
In addition, this initiative is supported by an underlying breakdown in the teaching 
process. The educators find the execution of their task rather time consuming and 
inefficient. For example, they complained of the occasions when they have to drive all 
the way to the central office to have their teaching materials reproduced. This has to 
be done because the current medium of document exchange, which is through the 
postal system, is not sufficient to address the urgency of the need to have the 
materials delivered on time. In the light of these concerns, the ICT manager of the 
institute decided to acquire and implement a groupware system. This action represents 
two forms of evolution mechanisms indicating a solution initiative and a breakdown 
from the business problem resolved by exploiting the collaborative features of 
groupware technology (Fig.2, item d &  e). 
6.2 Early Implementation Phase 
The early implementation phase represent the period when users get acquainted with 
the system and begin to make use of its functionalities. In this phase, as users begin to 
interact with the system, usability issues representing breakdowns in the domain of 
software solution specification become apparent. 
 
Case Study A.  In this phase, the dominant breakdown that drives requirements to 
change is poor system usability, indicating incomplete and missing requirements. 
When the initial working version of the system was delivered to the KCS, it was put 
into use for a limited time. The KCS and a few users were asked to make use of the 
system. They complained that the system was difficult to use, i.e. it was not easy to 
navigate, the data contained in the database was not classified and searching was 
tedious. This prompted the KCS to consider a participatory design process wherein 
the future users of the system were consulted and were asked to participate in 
workshops. They were asked to formulate and specify the necessary functions and 
features the knowledge management system must have. In this particular action taken, 
the resolution reflects a business solution to a software solution specification 
breakdown through a participatory design approach (Fig. 3, item f). 
 
f. Software solution specification breakdown 
resolved by business solution 
g. Resulting business solution amenable to a 
new software solution specification. 
 
  
Fig. 3. Case study A. Requirements evolution dynamics during early implementation 
In return, the workshops, which were received warmly by the users, led them to 
specify functional and data requirements for the system. The functional requirements 
were specified in the form of product features such as providing access to experts and 
expertise and to a knowledge database of built-up data in the division. The data 
requirements were specified in the form a classification scheme for describing the 
contents of the database in accordance to the division’s local dictionary. 
Consequently, this action represents requirements evolution in the form of a chosen 
business solution leading to new software solution specification (Fig. 3, item g). 
Case Study B. On other hand, the main trigger for requirements change in this case is 
the initiative arising from a profound understanding of the software product concept 
of groupware technology (Fig. 4, item h). While the core design concept of the 
acquired COTS groupware product was to promote an online learning environment, 
i.e. support for communication between teachers and students, the system sponsors in 
the institute have instead chosen to use the system to support internal communication. 
The system was utilized as a communication infrastructure for bringing together the 
geographically distributed educators. This action was a by-product of an opportunistic 
outlook about the possibilities a groupware system and how could it help in solving 
the internal communication problems in the organization. 
 
h. Software solution specification breakdown 
resolved by business solution. 
 
  
Fig. 4. Case study B. Requirements evolution dynamics during early implementation 
Likewise, the profound appreciation of the possibilities of groupware technology was 
influential in establishing an institutionalized use of the system. This was enacted 
through an official mandatory use policy of the system. The system administrator, 
being in a powerful position as IT resources manager and having advanced 
knowledge about the system, played a key persuasive role in formulating and 
executing the policy of compulsory use. All teachers working for the institute had to 
make use of the system. They were given installation CDs for their home PCs. Every 
new employee who was entitled to a home PC would get the unit with a pre-installed 
system. Consequently, they have two weeks to get familiar with the system and to be 
online. All these actions represent how an initiative influenced by the software 
product concept updates the business solution domain (Fig. 4, item h). 
6.3 Late Implementation Phase 
The late implementation phase of the system represents the period in which users 
have a longer engagement time with the system. It can represent both instances of on-
going intensive use or an imminent replacement or removal. 
Case Study A. For this case, the later and actual use of the system resulted into a 
major breakdown characterized by a low level of system use. This was recognized as 
a problem by the KCS who introduced and implemented the system, and had formed 
the expectations that the system will be used quite intensively by the users due to an 
enthusiastic reply from them during the planning for the system. However, with such 
unexpected outcome, the KCS, instead of achieving its goal through the software 
solution that it introduced, had created for itself a new problem of how to stimulate 
the use of the system and to justify its existence. This can be classified as a software 
solution breakdown leading to a new business problem (Fig. 5, item i). 
 
i. Software solution specification breakdown 
leading to a new business problem. 
j. Software solution specification breakdown 
leading to a new software product concept. 
k. Software solution specification breakdown 
resolved by a business solution.  
  
Fig. 5.  Case study A. Requirements evolution dynamics in the late implementation phase 
To justify their actions and the existence of the system, the KCS thought of finding 
other means of how to use as a system by identifying other purposes in which it can 
be used. This idea does not call for any changes to the software but a re-packaging of 
its product concept, from a knowledge management system application to another 
application, i.e. project management workspace. This resolution characterizes the 
dynamics of a software solution specification breakdown resolved by formulating a 
new software product concept. In this case, the software need not necessarily change 
(Fig. 5, item j). 
For the part of the users, the breakdown was perceived in the form of lack of 
content, which is why the users stopped using the system because it does not contain 
what they need. Despite being packaged as a knowledge sharing system with the 
intention that users would also contribute knowledge items into the system, the users 
have motivated a ‘search-engine’ and information resource mental model of the 
system. This way, the failure of this implementation can be attributed to differing 
mental models held by the different group of stakeholders in this project. Likewise, to 
address this breakdown, the KCS manager organized meetings and informal talks, 
with the users. In these meetings, users were requested to at least make the effort of 
checking the system once a day and to input information at least once per week in 
order to build-up content. Such actions however were not sustained and the users 
simply did not use the system for a prolonged period. These actions by the KC can be 
seen as software solution specification breakdown resolved by a business solution 
(Fig. 5, item k). 
Case Study B. As system use continues to expand, learnability becomes an issue in 
this case, especially for those who are new and for those who spent a lot of effort but 
can only make use of the system at the minimum. Most of the users felt that they were 
left alone to figure out by themselves how to use the system. This had led into 
different ways of working with the system through self-teaching and discovery of 
how certain functions work. As some of the users are keen on using computers and 
software, while some are not, a wide gap in computer skills among users was made 
apparent among them. To address the need for training, ad-hoc training programs 
were organized and offered by the technical team. This is resolution in the form of 
software solution breakdown updated by a business solution (Fig. 6, item l). 
 
l. Software solution specification breakdown 
resolved by a business solution. 
m. Software solution breakdown resolved by 
changes to the software solution 
specification itself 
n. Software solution specification breakdown 
leading to a new business problem 
o. New business problem breakdown 
resolved by a new business solution. 
p. Business problem initiative resulting from 
an appreciation of software product 
concept leading to a new business solution. 
 
q. New business solution resolved by a new 
software product concept 
Fig. 6. Case study B. Requirements evolution dynamics in the late implementation phase 
An interesting unanticipated outcome from this breakdown is the way in which users 
tried to resolve this by making improvised means of asking for help. It is usually the 
case that when users could not carry out their tasks to the system and need help, they 
call the technical department for assistance. However, when help desk is not 
available, users either call their colleagues or ask their family members, husband or 
son, for help. 
One form of a resolution taken to address the learnability issue was the action 
taken by the institute to acquire a Dutch version of the system when it later became 
available (Fig. 6, item m). It was also observed that a software solution can also bring 
about new business problems (see Fig. 6, item n). This is exemplified by the 
breakdown perceived that the system had increased work pressure and workload. On 
the other hand, this is resolved through a non-resolution, in the sense that users simply 
cope and deal with it, without altering the way they have been working with the 
system.  
Another form of breakdown is the perceived information overload and screen 
pollution users have experienced. They have observed that ever since the system was 
installed, the amount of information they receive had increased, and the amount of 
icons they see on their client had also increased. Likewise, this breakdown is also 
resolved by users simply coping with the problem without making any necessary 
changes to their process or screen configurations. On the hand, some users find 
resolution by trying to sort the information that they get and to organize their 
desktops. In this instance, users adapt their behavior to the system in which 
organizing and sorting information become part of their tasks (Fig. 6, item o). 
Lastly, the successful implementation of the groupware system in the institute 
provided the opportunity to expand the scope of the system. Building on the notion of 
a ‘closed system’ out of which, the educators have motivated their request for the 
inclusion of their students in the system. The ICT team took this as sign that the 
institute is now ready for the implementation of a digital learning environment. This 
is a step further from the sole communication and collaboration purpose the system 
was being used for. With this new strategy, the system will assume another role and 
identity as a teaching and learning environment for the entire institute. This represents 
the evolution mechanism of an initiative leading to a new business solution. 
Consequently the new business solution assigns a new software product concept for 
the system, i.e. an online learning environment. In other words, the COTS system 
First Class Client now assumes a different concept, not only as a groupware system 
but also as an online learning tool. This change took place without having to change 
the specifications of the software (Fig. 6, items p &  q). 
7 Lessons Learned 
From the analysis of these two case studies, the following lessons can be derived with 
regards to the application of the conceptual framework in seeking to understand the 
dynamics of requirements evolution. 
 
Lesson 1. Requirements for groupware are part of a hierarchy of requirements with 
the business context as the starting point. Groupware systems have bigger chances of 
being successfully appropriated when the use of the system is mandatory (rather than 
optional), the acquisition is rationalized by a business problem and the introduction of 
the system is motivated by breakdowns rather than by initiatives. 
In both instances of implementation, there is a high-level business context and 
rationale for the groupware system. In Case A, the knowledge management system 
had a business rationale that originates from a top-level business problem. The 
organization felt the need to integrate its people and resources due to mergers and 
acquisitions. This was enacted in terms of a business solution in the form of a 
company strategy that sought to implement a knowledge management policy for the 
entire organization. In Case B, the business context for the system is found in a series 
of breakdowns representing themselves as business problems. 
On the other hand, it can be concluded from the cases that groupware systems 
whose acquisitions are sought as solutions to breakdowns, i.e. operational business 
problems such as task performance problems, have a greater chance of being used, i.e. 
Case B. This is facilitated most especially when the system is supported by 
organizational policies that mandates it use. This substantiates findings about 
groupware implementation where, in order to be successful, groupware applications 
need to be integrated in the work processes of users [10]. Mandate also contributes to 
a prolonged use of the system [10][11]. In contrast, in the first case in which the 
implementation failed, the knowledge management system was created basically to 
promote a chosen business solution in the form of a knowledge management policy. It 
can also be reasoned that the system in this case was not successful because it had a 
distant role in contributing a solution to the business problem. It had to be first 
established that the chosen business solution, i.e. the KM strategy had indeed 
contributed a solution. The accompanying software support only comes second. 
 
Lesson 2. In the latter phases of implementation, there is the general tendency to 
justify the system. 
It has been observed from both instances of implementation that there is a tendency 
to justify the existence of the system, whether it is used intensively or not used at all. 
In Case study A, despite the system not being used as intended, the system sponsors 
sought means on how to further stimulate the use of the system. This was done 
through meetings and discussions, and by thinking of other purposes for which the 
system can be used. The latter idea was also observed in Case study B. Other means 
in which the system can be used were also sought; however, the goal was different. In 
the second case, the goal was to further maximize the potential of the system to suit 
the institute’s needs because the software has proven itself to be useful for them. 
 
Lesson 3. In case of a software solution breakdown, one searches for a new business 
problem or a business solution that the software might solve. When these are found, 
the software product concept is changed. 
Regardless of the outcome of the implementation, the findings suggest that 
software implementations tend to usher into new business solutions that shift the 
product identity of a software system. This can be seen in Case study A where despite 
the system not being used, the system proponents sought non-software solutions to 
justify the system. This is by organizing meetings, making informal requests with 
users and making agreements to use the system. This is further supported by actions 
that seek to find other purposes for which the system can be used, i.e. re-packaging it 
as a project management tool. All these imply a change in the software product 
concept, without necessarily changing the content and structure of the software. 
This lesson is applicable in the second case when the ICT team of the institute had 
embarked on the digital learning and teaching environment in the later part of the 
implementation. This implied that the COTS groupware that they implemented will 
assume or had assumed another product identity. Apart from being a communication 
and collaboration tool when it was first implemented, it became an e-learning tool as 
well. Likewise, in this case, the software system need not necessarily change. 
 
Lesson 4. Not all requirements change is resolved. Evolution can also be a non-
resolution of a breakdown. 
In both cases, it is also demonstrated that the introduction of a solution also 
introduces a problem. In the failed implementation case (Case A), the knowledge 
management system was meant to facilitate the knowledge sharing process in one 
division. The ultimate goal is to contribute to evoking a sense of ‘one company’ 
within the entire organization. However, instead of contributing to this goal, the 
unanticipated failure of the system to be used by experts had created a new problem 
for the KCS that proposed the system. 
The same is observed even if the system is successfully implemented and 
positively used by the users. In the latter phases of First Class Clients’ 
implementation in the institute (Case B), the users had developed the perception that 
the system had resulted into an increased workload and pressure for them. It had 
affected their task structures and procedures for doing their work. Likewise, human 
computer interaction-driven problems also arise such as cognitive overload due to 
huge volume of information and material that is received and exchanged through the 
system, and is regarded as desktop pollution. 
 
Lesson 5. Mental models and organizational participation in the process are crucial 
drivers of requirements evolution 
We consider socio-cognitive variables such as organizational participation and 
mental models to be crucial in facilitating requirements evolution. Organizational 
interventions constitute the planned actions that eventually formalize and make 
evolution a reality, i.e. by enforcing a policy, by buying the system, etc. On the other 
hand, mental models representing a profound appreciation or a lack thereof, of the 
possibilities of groupware technologies, influence how people form initiatives or 
actions that prompt requirements to change and evolve. The mechanics of 
requirements evolution in the early implementation phase of Case Study B 
demonstrates this. 
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