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Abstract 
 
The ability to manage heterogeneous stateful resources in an efficient manner is a 
problem increasingly at the fore with the growing status of large-scale self-managing 
and grid systems. System architectures adopting network management standards, and 
more recently web service standards, have conventionally been utilised to address this 
problem. Standardization in both locales has aimed to achieve semantic clarity and 
homogeneity of interactions with heterogeneous stateful resources. Emblematic 
consequences of such standardization have conventionally been restricted semantics 
and syntactic verboseness. This paper aims to formalise the notion of a uniform 
interface to stateful resources, and use this formalisation to assess the efficiency of 
existing solutions (SNMP, CIM-XML and WSRF) to the problem of efficient stateful 
resource interaction. We also present, and describe the implementation of, an 
alternative solution based on the REST architectural style. The solution is shown, 
through the formalisation, to offer semantic completeness with syntactic brevity; 
advocating its use as a natural alternative to existing stateful resource management 
solutions. 
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Abstract 
 
The ability to manage heterogeneous stateful 
resources in an efficient manner is a problem 
increasingly at the fore with the growing status of large-
scale self-managing and grid systems. System 
architectures adopting network management standards, 
and more recently web service standards, have 
conventionally been utilised to address this problem. 
Standardization in both locales has aimed to achieve 
semantic clarity and homogeneity of interactions with 
heterogeneous stateful resources. Emblematic 
consequences of such standardization have 
conventionally been restricted semantics and syntactic 
verboseness. 
This paper aims to formalise the notion of a uniform 
interface to stateful resources, and use this formalisation 
to assess the efficiency of existing solutions (SNMP, CIM-
XML and WSRF) to the problem of efficient stateful 
resource interaction. We also present, and describe the 
implementation of, an alternative solution based on the 
REST architectural style. The solution is shown, through 
the formalisation, to offer semantic completeness with 
syntactic brevity; advocating its use as a natural 
alternative to existing stateful resource management 
solutions. 
 
1. Introduction 
 
The evolution of the distributed systems paradigm is 
yielding an increased requirement to facilitate interactions 
with heterogeneous stateful resources through a uniform 
interface. Provision of a uniform interface assures 
interoperability and loose coupling by providing a 
consistent set of interaction methods used to access and 
manipulate the state of all constituent resources. The 
uniform interface therefore seeks to homogenise 
interaction with heterogeneous resources. 
Figure 1 shows an example interaction with the state 
of a resource through a uniform interface, requesting the 
value, V1, of some property P1. We denote the request of 
an interaction as ‘Rq’, and the response as ‘Rp’. These 
requests and responses are specialized by including the 
type in the form ‘Rqtype’ and ‘Rptype’ respectively. The 
interaction methods of the uniform interface enable the 
state of the Server1 resource to be managed using 
methods consistent with any other resources 
implementing this uniform interface. 
 
 
Figure 1. Example uniform interface interaction 
 
Enabling interaction with stateful resources through a 
uniform interface provides opportunities in many 
deployment environments including self-managing [1] 
and grid [2] systems. The intrinsically heterogeneous 
resources in these application domains necessitate 
consistent interaction methods to allow both the flexible 
integration of, and inter-communication between 
participant resources in a self-managing system, and the 
“coordinated resource sharing” [2] required in a grid 
system.  In this paper, we seek simply to achieve 
elemental state exchange rather than a complex 
architecture for utility computing. 
This paper commences with a formalisation of the 
problem (Section 2). This is followed by an assessment of 
the efficiency of existing solutions to the problem, 
namely SNMP, CIM-XML and WSRF (Section 3). We 
then propose an alternative solution (Section 4) based on 
the REST architectural style, and examine the efficiency 
improvements attained. We summarize the obtained 
insights in a table and in Section 5. 
 
2. Formalisation of the problem 
 
The problem we address in this paper is that of 
providing an efficient uniform interface to enable 
interaction with and thus management of stateful 
resources. The efficiency of a uniform interface shall be 
judged on the syntax required to convey some semantic 
notion. Thus, an efficient uniform interface for stateful 
resource interaction would be semantically complete and 
require minimal syntax. 
The term resource is used to describe an identifiable 
object, and we add to this the notion of a resource being 
stateful. That is, at some time t, the resource r holds some 
state St,r characterized by some number of related 
properties. We define Pr as the set of constituent 
Uniform 
Interface 
Rqserver(P1) 
Rpserver(V1) Rpui(P1 = V1) 
Rqui(Server1, P1) 
Server1
properties of resource, r, and V as the set of all possible 
values for these properties. Then, omitting the subscript 
‘r’ for readability, we can define the state St of a resource 
formally as: 
 
St =  {(p, v) | p ∈ P   ∧  v ∈ V} 
 
Figure 2. Definition of resource state 
 
The state St represents the evolution of the resource as 
a result of both time, T, and direct interactions, i ∈ I. The 
evolution implies the transition from some state St to state 
St+1. 
 
 
Figure 3. Transitions of a stateful resource 
 
Figure 3 shows the transition of a given resource from 
St to St+1 as a result of interaction i1, and from St+1 to St+2 
as a result of time. The semantic consequence of the 
transitions between states is defined by the underlying 
semantics of the stateful resource. For example, the 
transition from state St to St+1 may amend the value of 
some property, p ∈ P. (a change to some entity, e, shall 
be denoted e’).  The transition from St+1 to St+2, 
conversely, may change the properties composing the 
resource. The uniform interface should only be concerned 
with the communication of, and resulting state from the 
interaction semantics, not their semantic consequence on 
the represented resource. 
To represent interactions with a stateful resource, the 
uniform interface at its most fundamental should supply a 
set of atomic methods semantically analogous to: 
 
Mui = {GET, SET} 
 
Figure 4. Atomic uniform interface methods 
 
These methods enable complete control over the state 
of some resource, r; facilitating retrieval (GET) and 
modification (SET). Interaction with the resource 
necessitates the assignment of a unique identifier, rid, such 
that interactions may be directed at resources using this 
identifier. More specific functionality can be obtained by 
providing specializations of these atomic methods, or 
conveying increased semantic content to these methods. 
This yields a trade-off between the cardinality of the 
interaction method set, Mui, and the syntax required by 
some m ∈ Mui. The most efficient solution to the general 
problem must resolve this trade-off in an optimal manner. 
 
 
Figure 5. Uniform interface interaction 
 
The fundamental issue to be addressed in a solution is 
the mapping of the uniform interface interaction to the 
specific resource interaction (Figure 5), which we define 
formally as: 
 
Rqres = UI(Rqui) (1) 
  
Rpui   = UI(Rpres) (2) 
 
The conciseness with which one can define the 
mapping, UI, is dictated by the methods chosen to 
represent Rqui and Rpui. This mapping must be executed 
by an ‘engine’ of some sort, and the greater the semantics 
the engine is able to derive from some given interaction 
syntax, the more efficient the engine, and consequently 
the uniform interface.  Increased efficiency of a uniform 
interface has the subsidiary effects of reducing the burden 
on both the communication protocol used to transport 
Rq  and Rp  between the source and destination 
resource, and the footprint of the UI function at the 
interaction endpoints.
ui ui
 
 
3. Existing solutions 
 
Standardization has typically been the tool by which 
homogenous interaction with heterogeneous resources has 
been achieved, notably in the network management 
domain with its “need for standardization of information 
and operations” [3]. Through the adherence to these 
standards, a consistency and interoperability can be 
ensured amongst resource interactions. This is of 
particular importance in environments where both the 
resources and the organizations governing those resources 
are heterogeneous. 
In the proceeding sub-sections we present the major 
solutions developed for interaction with stateful 
resources, and discuss their requisite underlying 
architectures. We then assess their efficiency based on the 
formalisation of the problem given in Section 2. 
 
3.1. Simple Network Management Protocol 
 
Simple Network Management Protocol (SNMP) [5] is 
an application level protocol built on top of Internet 
ridUI 
Rqui Rqr
RprRpui
St St+1 St+2
i1
… … 
T 
Protocol (IP), enabling introspection on, and interaction 
with SNMP-enabled, IP-addressable devices on a 
network. A device, deviceip, is SNMP-enabled if it 
contains an SNMP agent; responsible for the 
interpretation of, action upon, and reply to the SNMP 
communications (Figure 6). The uniform interface is thus 
comprised of the agent coupled with the protocol 
interaction methods. 
 
 
 
Figure 6. Stateful resource interaction using SNMP 
 
The SNMP agent stores information pertaining to the 
device it represents in a hierarchical Management 
Information Base (MIB). Subsequent levels in the MIB 
hold increasingly device-specific data items, with each 
data item identifiable by an Object Identifier (OID). 
SNMP specifies several mandatory levels of the MIB 
which devices must implement, each level containing 
groups of related OIDs. Additional manufacturer or 
application-specific OIDs may be included at certain 
levels in the MIB, but their inclusion is discretionary. The 
state of some device is the set of all its implemented OID 
names and value pairs at some time, t. This therefore 
represents the set P (Figure 2) for a device in SNMP. 
 
Msnmp = {GET, GETNEXT, GETBULK, SET, GET-
RESPONSE, TRAP, NOTIFICATION, INFORM, 
REPORT} 
 
Figure 7. Interaction methods of SNMP 
 
To facilitate interaction with the device, SNMP 
defines a set of standard interaction methods (Figure 7). 
These methods are used to access and manipulate the 
value, v, of some OID, p. The result of a state transition 
can therefore be formally defined as S  = (S  \ (p , v )) 
∪ (p , v ’)
t+1 t i i
i i . MIBs are inherently static, with the constituent 
OIDs set by standards bodies and device manufacturers, 
and therefore are non-amendable outside of these 
domains.  The consequence is that a state transition may 
only take the form of changed value, v’, for some OID. 
The nine distinct interaction methods provided by 
SNMP include GET and SET (Section 2). Additional 
methods ranging from retrieval of additional information 
(GETNEXT, GETBULK) to dealing with event 
functionality (TRAP, INFORM, NOTIFICATION, 
REPORT) are also included. These methods are used, in 
conjunction with the OID, to access a particular aspect of 
the state and potentially perform manipulation. For 
example, GET ip .1.3.6.1.4.1 would return the value of 
the OID ‘.1.3.6.1.4.1’ for device located at the address 
‘ip’. Interaction using these methods can be described 
formally as: 
 
Rqdevice = SNMPAgent(Rqsnmp) (3) 
  
Rpsnmp = SNMPAgent(Rpdevice) (4) 
 
The abstraction offered by SNMP from the device-
level is small, with the SNMPAgent function simply 
mapping syntax between an SNMP interaction and a 
device-specific interaction. SNMP standardizes the 
structure of state (MIB) and interaction methods for 
introspection on this state (Figure 7), without introducing 
any auxiliary semantics notions. The lack of abstraction, 
and low-level nature of SNMP are important contributory 
factors to the simplicity and interoperability of the 
interface. 
 The state representation, though, is intrinsically static 
due to the static nature of the MIB and a lack of 
abstraction.  Although the mapping function, 
SNMPAgent, is computationally simple, state transition is 
constrained to amending values of static OIDs.  A 
principal consequence of the restricted state 
representation of SNMP is the augmentation of the 
interaction method set. The inclusion of further 
specialized methods, for instance GETNEXT and 
GETBULK, allows additional semantics to be derived 
from the representation, at the expense, though, of 
uniform interface simplicity.  Even with auxiliary 
interaction methods, a complete state representation is 
often complex and inefficient to obtain [6, 7, 8], regularly 
necessitating numerous method calls and increased client-
ide functionality to construct. s 
3.2. Common Information Model 
 
The Common Information Model (CIM) [9] is a 
conceptual schema for the standardized modelling of, and 
interaction with, objects and their inter-relationships in a 
network. CIM forms the foundation of the later Web-
Based Enterprise Management (WBEM) [10] standard, 
which introduces additional specifications for the 
communication of CIM in XML and over Hypertext 
Transfer Protocol (HTTP). The focus of the paper shall be 
on this incarnation of CIM, known as CIM-XML, 
exemplifying the XML-fuelled evolution of network 
management standards. 
 
SNMPAgent 
Rqsnmp
RpdeviceRpsnmp
Rqdevice
deviceip
 
 
Figure 8. Stateful resource interaction Using CIM-XML 
 
Resources implementing the CIM are located behind a 
CIM server, which, coupled with the information model 
itself forms the uniform interface (Figure 8). A unique 
identifier, key, is assigned to each of these objects, 
enabling interactions to be directed at a specific object. 
These interactions are received from the transport 
protocol by the CIMServer, which subsequently interprets 
and invokes the resource-specific semantics of the 
interaction, and handles any reply. 
The CIM schema provides a number of core classes to 
represent common system objects [9], and more specific 
representations of objects may be derived by extension 
and inheritance using these core models. These classes 
define the properties an object exposes and thus the 
properties that make up the object state. State for some 
resource, objectkey, can be defined as the set P (Figure 2), 
of all constituent properties contained in all classes in the 
object class hierarchy, and their associated values at some 
time, t.  
 
Mxmlcim = {GETCLASS, GETINSTANCE, DELETECLASS, 
DELETEINSTANCE, CREATECLASS, 
CREATEINSTANCE, MODIFYCLASS, 
MODIFYINSTANCE, ENUMERATECLASSES, 
ENUMERATECLASSNAMES, EXECQUERY, 
ENUMERATEINSTANCES, ASSOCIATORS 
ENUMERATEINSTANCENAMES, REFERENCES 
ASSOCIATORNAMES, REFERENCENAMES, 
GETPROPERTY, SETPROPERTY, 
GETQUALIFIER, SETQUALIFIER, 
DELETEQUALIFIER, ENUMERATEQUALIFIERS} 
 
Figure 9. Interaction methods of CIM-XML 
 
The incorporation of object-oriented concepts into 
CIM-XML dictates that the uniform interface should 
enable interactions using such concepts. Accordingly, the 
intrinsic interaction method set (Figure 9) has high 
cardinality to manage these additional semantics. 
Extrinsic methods can be defined to specify some specific 
functionality on a class, but we concentrate on the 
intrinsic methods elementary to the uniform interface. 
The interaction methods permit not only interaction 
with the values of object properties, they also allow 
manipulation of the underlying class structure(s) and any 
inter-relationships. The resultant state of a transition 
consequently takes the form: S  = (S  ∪ (p ’, v ’)) \ (p , 
v ), where p ’ ∈ P  ∨  p ’ ∈ P ’
t+1 t i i i
i i r i r . 
 
Rqobject = CIMServer(Rqxmlcim) (5) 
  
Rpxmlcim = CIMServer (Rpobject) (6) 
 
The mapping function, CIMServer, is significantly 
convoluted by the support for object oriented concepts in 
the uniform interface. Not only must the CIMServer be 
responsible for the retrieval and control of object state, it 
must also be responsible for categorizing and composing 
the state of a certain object. In essence, CIM-XML is 
shifting low-level functionality to uniform interface level 
without a notion of abstraction. Such functionality at this 
level, and the associated interaction methods, increases 
the processing and therefore complexity of the 
CIMServer function markedly. An additional 
consequence is that the increased syntax required to 
communicate interaction semantics burden the network 
infrastructure and the CIMServer function itself, 
particularly when expressed in inherently verbose XML. 
The comprehensive nature of the CIM-XML 
semantics burden the uniform interface, with high 
cardinality method set and complex mapping function, 
CIMServer. If one is concerned with basic retrieval and 
manipulation of state (i.e., not the composition and 
categorization of state through use of complex object 
oriented techniques), this is unnecessary. Such intimacies 
should then be abstracted at uniform interface level, 
enabling increased de-coupling of interface and 
implementation and increasing scalability. 
 
3.3. Web Services Resource Framework 
 
In the conventional Web service architecture [11], 
interaction with stateful resources is modelled through the 
use of the Web Service Resource Framework (WSRF) 
[12, 13], which subsumed the previous OGSI framework 
[14, 15, 16]. WSRF defines a set of standardized 
conventions for access to, and manipulation of stateful 
resources, through a standard Web service endpoint using 
Simple Object Access Protocol (SOAP) [17]. The 
uniform interface is therefore composed of SOAP 
alongside the WSRF conventions. 
 
 
Figure 10. Stateful Resource Interaction Using WSRF 
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CIMServer 
Rqobject
RpobjectRpxmlcim
Rqxmlcim
objectkey
The resources are modelled via the WS-Resource 
con
Mwsrf = {GETRESOURCEPROPERTYDOCUMENT, 
ESTROY, 
Figur 1. Interaction methods for WSRF 
 
SRF offers a number of methods for interaction 
wit
Rqres = SOAPEngine(Rqsoap) (5) 
 
Rpsoap res
 
he function SOAPEngine is mapping between the 
uni
iform interface enables the 
am
et is low and the 
not
es have been carried out to assess 
the
S-Resource construct, and the abstraction it 
off
struct, and its associated interaction methods. WS-
Resource is a conceptual entity, identified by a Universal 
Unique Identifier (UUID), which relates the uniform 
interface interaction to some underlying stateful 
component interaction(s). Abstraction through WS-
Resource allows resource properties and thus state to be 
derived from any number of underlying stateful 
components, giving flexibility in what concepts may be 
modelled. This simplifies the notion of state, as we are 
not coupling state with specific stateful components or 
representations. A resource is characterised by the 
properties exposed through the WS-Resource and thus to 
change the state is simply to change the properties. The 
set P (Figure 2) is the set of all properties exposed by a 
WS-Resource (see ‘Resource Properties’ document [13]) 
 
GETRESOURCEPROPERTY, 
GETMULTIPLERESOURCEPROPERTIES, 
QUERYRESOURCEPROPERTIES, 
PUTRESOURCEPROPERTYDOCUMENT, 
SETRESOURCEPROPERTIES, 
INSERTRESOURCEPROPERTIES, 
UPDATERESOURCEPROPERTIES, 
DELETERESOURCEPROPERTIES, D
SETTERMINATIONTIME} 
 
e 1
W
h the state of the WS-Resource (Figure 11). These 
methods range from manipulation of the resource 
properties, to manipulation of the state concept itself, 
amending the properties which compose the state. The 
representation of state as a set of properties simplifies 
transition between states, giving a resultant state of: St+1 = 
(St ∪ ( pi’, vi’)) \ (pi’, vi), where pi’ ∈ Pr ∨ pi’ ∈ Pr’. At 
the uniform interface level we are only concerned with 
the presence and value of some properties not how they 
are derived. This is in contrast to CIM which over-
burdens the uniform interface with state composition and 
classification intricacies, and as such is a significant 
benefit of abstraction. 
 
 
(6= SOAPEngine(Rp ) ) 
T
form interface interactions and the resource specific 
interactions. The abstraction introduced by the WS-
Resource construct and the “implied” resource pattern 
greatly simplifies the interface, shifting functional 
intricacies back down to lower levels and simply 
exposing some resultant representation of state. The 
construction of this state is extraneous to the uniform 
interface, and the power of abstraction is shown by the 
decrease in the interaction method set, whilst maintaining 
a comparable notion of state. 
The abstraction of the un
endment of the underlying resource semantics without 
any change to the uniform interface. Data hiding can 
additionally be implemented with the state representation 
only exposing chosen aspects of the resource. Such 
capability is extremely powerful, enabling the exposure of 
varied coexisting states for the same resource for varied 
applications and the construction of composite states from 
several underlying stateful components. 
While the cardinality of the method s
ion of state is simplified by the powerful abstraction of 
the WS-Resource construct, the uniform interface remains 
syntactically verbose. The interoperability gained through 
the standardization of WSRF and additional Web service 
standards [11], such as WS-Addressing, mean SOAP 
messages become very sizable. The message verboseness 
necessitates not only a more complex mapping function, 
SOAPEngine, but furthermore places increased demands 
on the communication protocol used to transmit the 
SOAP message. The consequence of the more complex 
mapping function is evident in the considerable size of 
SOAP processing engines, and as a result the footprint of 
the uniform interface. 
A number of studi
 efficiency of SOAP [6, 18, 19, and 20] for resource 
management, and each has concluded that SOAP 
introduces significant overhead into the interaction 
process, both in terms of the transport protocol and the 
computational resource usage. Questions have also been 
raised on the granularity at which operations should be 
exposed when using Web services in such an 
environment [3]. The SOAP engine overhead dictates that 
one cannot expose a uniform interface based on Web 
services at fine granularity. We must, therefore, devise a 
method of structuring messaging to enable both coarse 
and fine granularity interactions through a web service 
endpoint. 
The W
ers, certainly simplifies the notion of state greatly, and 
accordingly reduces the cardinality of the interaction 
method set. A great deal of flexibility is also introduced 
to the representation of stateful components, with the 
WS-Resource interface de-coupled from the stateful 
component implementation. The integration of interaction 
semantics into SOAP messages has benefits in terms of 
interoperability, but major detriments in the form of 
increased processing requirements and communication 
bandwidth. Arguments have also been made [21] 
suggesting that representation of state through a Web 
service interface is inherently contradictory to the 
stateless nature of Web services. 
 
4. Alternative Solution in REST Style 
The architecture proposed applies the 
Re
cture 
 
The concept of a resource is central to REST, and is 
for
e allows us to 
enc
Mhttp = {GET, POST, PUT, DELETE} 
Figure 13. Methods of a uniform interface using HTTP 
The interaction methods offered by this uniform 
interface are defined by HTTP. These methods enable 
acc
 utilisation of basic HTTP 
me
 a response, which is used for the 
m
Figure 14. Examp teraction in REST 
 
If m  be 
anaged, then we simply incorporate this semantic notion 
int
St
 
presentational State Transfer (REST) architectural 
style, put forward by Fielding [22]. REST declares a set 
of constraints which focus on achieving desirable 
properties, such as scalability and reliability within a 
distributed system. Hypertext Transfer Protocol (HTTP) 
[22], the archetypal application-level protocol for 
distributed systems, can be used to enforce the constraints 
of the REST architecture, facilitating stateless, self-
descriptive client-server interactions. HTTP, therefore, 
acts as the basis for the uniform interface of the proposed 
solution. 
 
 
Figure 12. Proposed interface stru
mally defined as ‘a temporally varying membership 
function Mr(t) which for time t maps to a set of entities, or 
values, which are equivalent’ [22]. A resource is 
conceptual and defined by its mapping to representation 
at some time t. This definition pertains well to our 
definition of a stateful resource given in Section 2; at time 
t, M (t)r  will map the resource r to some representation and 
resource r can be said hold some state St. 
The notion of a conceptual resourc
apsulate the varying representations (states) of a 
resource into one conceptual entity, drawing many 
parallels with the WS-Resource construct in WSRF. For 
the purpose of entity identification, and indeed for the 
communication of much of the interaction semantics, we 
use a Uniform Resource Identifier (URI) [24]. At time t, 
Mr(t) = St, and resolve(URI1) = St, accordingly the current 
state representation of the resource can be accessed by 
resolving the identifier, URI1. The state representation is 
composed of all resource properties, P (Figure 2), 
exposed by a resource at some URI, and these properties 
may be derived from any number of stateful components 
behind the uniform interface, which once again is 
comparable with WS-Resource functionality. 
 
 
 
ess to (GET), and manipulation of (POST, PUT, and 
DELETE) any resource residing at some URI. These 
methods are communicated using standard HTTP 
requests, and thus communication is syntactically 
uncomplicated. The manipulation methods could 
conceivably be combined into a single POST method, as 
creation (PUT) and deletion (DELETE) of state could be 
seen as forms of amendment. This would concatenate the 
method set, but would require additional semantics to be 
conveyed implicitly in the request body, rather than 
explicitly in the method line of the request. For syntactic 
and semantic simplicity we retain all standard HTTP 
methods shown in Figure 13. 
Introspection on, and amendment to the resource state 
can be performed through the
thods and resource URI. The resulting state of a 
transition can be defined formally as: S  = (S  ∪ (p ’, 
v ’)) \ (p , v ), where p ’ ∈ P  ∨  p ’ ∈ P ’.
t+1 t i
i i i i r i r  State transition 
is where this uniform interface greatly simplifies any 
previous solutions.  
 Any of the interaction methods, m ∈ Mhttp, may 
include metadata in
co munication of additional information regarding the 
state.  For example, included in the metadata of a GET 
would be the URIs for access to, and manipulation of 
component properties of the state, using the standard 
interaction methods. Supplementary metadata may 
include XML Schema [25] to define the structure of 
interaction data. Properties are therefore treated as 
conceptual resources, and we can partition state into 
components using URIs, simplifying interactions 
markedly. For instance (Figure 14), if some resource has 
properties {p1, p2}, GET to URI1 will return St = {(p1, v1), 
(p2, v2)} ∪ {URI2, URI3}. The URIs are not parts of the 
state of resource r, they are simply metadata to 
communicate how component properties may be changed. 
Interactions can then be directed at these URIs to access 
or manipulate the associated property. 
 
 
le in
ultiple instances of a resource need to
m
o some URI. We could, for example, define a resource 
which deals with the management of resources; by 
performing a GET we can view all managed resources, by 
performing a PUT we would introduce a new managed 
GET(URI3) 
St
GET(URI1) 
HTTP 
Stateful 
Components HTTP 
Rqhttp Rqres
RpresRphttp
Rqsys
Rpsys
REST 
Re 1 sourceURI
resource instance and be returned the URI of the newly 
created resource for future interactions. The state 
representation of the management resource would be 
amended accordingly. This resource notion enables the 
modelling of any identifiable object whether conceptual 
or concrete, giving us unbounded modelling flexibility. 
 
Rqres = HTTP(Rqhttp) (7
  
) 
 
 
The mapping functio ects 
des nation URI and HTTP method of the incoming 
req
alogous to the WS-
Re
], but 
non
sem
mentation 
ed in the previous section has 
een successfully implemented, through a prototype in 
Jav
F n 
 
sts 
r resources at a given host, and then forwards the 
req
for resources. Accordingly they are concise, 
in 
 
Rphttp = HTTP(Rpres) (8) 
n, HTTP simply insp the 
ti
uest. If such a resource exists, and this method of 
interaction is supported, the HTTP request is forwarded to 
the resource to execute the internal semantics and 
respond. If URI does not exist or the method of 
interaction is not supported, the conventional HTTP 
response codes are used. We have thus improved the 
conciseness of the mapping function markedly. All 
necessary information for interaction is packaged into the 
HTTP request and URI, no additional contextual 
information is held on the server relating to a given 
sequence of interactions. Any context concerning a given 
(sequence of) interaction(s) is incorporated into the URI 
and held on the client-side. This adheres to the REST 
constraint of stateless interactions. 
The abstraction provided by the concept of a resource 
in REST enables functionality an
source in WSRF. The low level composition of state is 
again shifted outside of the scope of the uniform 
interface, relieving much of the semantic and syntactic 
burden and enabling increasingly flexible notions to be 
represented as resources. By exploiting the semantics of 
HTTP and URI, the beneficial effects of abstraction on 
the uniform interface have been further developed. 
There have been other attempts to utilise HTTP for the 
expression of resource interaction semantics [26, 27
e have fully exploited the benefits of HTTP and URI 
semantics. Concentration has been on manipulation of 
HTTP requests and utilisation of URIs to communicate 
the semantics of some underlying management standard, 
for instance SNMP [26]. Such solutions are ineffective as 
they must undergo two stages of processing, from HTTP 
and URI to the underlying management standard and 
from this standard to the resource-specific interaction. 
The resulting architectures therefore demonstrate many of 
the restrictions of the underlying management standards, 
albeit while utilising a different communication medium. 
The REST architecture we propose, through 
exploitation of HTTP method and URI semantics, enables 
antically complete interaction with stateful resources. 
The abstraction provided by the resource concept enables 
the reduction in cardinality of the interaction method set, 
and the utilisation of HTTP methods to convey interaction 
semantics enables syntactic brevity in interaction. Instead 
of placing a large amount of syntactic burden on the 
transport protocol, and mapping function to convey the 
semantics of the interaction, we are deriving all required 
semantics from the URI, HTTP method, and any content 
associated with the request (in some standard data 
format).  
 
5. Imple
 
The solution propos
b
a [28]. We model the concept of a resource through an 
interface, RESTResource, which provides methods to 
process each method m ∈ Mhttp. The interface methods 
define the internal semantics of a given interaction, and 
construct any required response. This interface gives 
unbounded flexibility on what may be modelled as a 
resource.  The internal structure of the implementation is 
shown in Figure 15. 
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al structure of implementatio
The HTTP Server component receives HTTP reque
fo
uest to the Resource Manager for resolution. Objects 
implementing the RESTResource interface are stored 
hierarchically in the Resource Manager, and a resource is 
resolved by traversing the hierarchy to derive the target 
URI of the request. If the path to the requested resource 
can be resolved and the method of interaction, m ∈ Mhttp, 
is supported by that resource, then the request is 
forwarded to the appropriate method of that resource. 
Internal resource semantics are then executed (involving 
any number of stateful component interactions), and the 
response to the request is dispatched via the HTTP Server 
component. 
The HTTP Server and Resource Manager are lookup 
components 
terms of footprint, and semantically simple, 
epitomizing the simplicity of the uniform interface itself. 
Res
URI
RqResRphttp
Stateful 
Components 
Rqsys
Rpsys
6. Conclusions 
 
In this paper we form
resource interaction
alized the problem of stateful 
 through a uniform interface, and, 
ased on this formalization, we analysed the efficiency of 
exi
b
sting solutions to the problem. We subsequently 
proposed, and provided implementation details of, an 
architecture based on REST. We summarise the analysis 
in Figure 16. 
 
Solution Positive Negative 
SNMP - S
(3.1) 
imple syntax 
- Minimal processing 
- Inflexible state 
representation 
- Limited semantics 
CIM-XML 
- Object-specific 
- tax 
 
(3.2) 
- Exhaustive 
semantics 
state 
representation 
Convoluted syn
- Excessive processing
WSRF 
(3.3) 
- Flexible state 
 
- antics  
representation
Explicit sem
- Verbose syntax 
- Excessive processing
REST 
(4) 
- Flexible state 
-  
representation 
Simple Syntax 
- Minimal processing 
- Implicit semantics
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igure 16. Summ  solutions 
 proposed REST oriented solut
s
te-centric solution necessitating only basic interaction 
methods. This simplifies the mapping function of the 
uniform interface, and reduces the syntactic burden on the 
transport protocol. 
A trade-off is therefore highlighted between more 
detailed interaction methods, increasing the cardinality of 
Mui, and required s
ctionality we incorporate into the uniform interface, 
the more generality we lose. REST provides a natural 
approach to stateful resource interaction which, to the 
best of our knowledge, has not been previously 
attempted. 
 
7. References 
 
[1
Management,” The C
] I. Foster, C. Kes[2
the Grid: Enabling Scalable Virtual Organizations,” 
International Journal of High Performance Computing
Applications, 15(3), 2001, pp. 200-222 
[3] J. van Sloten, A. Pras, M. van Sinderen, “On the 
Standardization of Web service management operations”, 
Presented At The 10th Open European Summer School & IFIP 
WG 6.3 Workshop, Tampere, Finland 
[4] F. Strauβ, T. Klie, “Towards XML Oriented Internet 
Management”, In Proceedings Of 8th IFIP/IEEE International 
Symposium on Integrated Network Management, Colorado 
Springs, 2003, pp. 505-518 
[5] J. Case et al, “A Simple Network Management Protocol 
(SNMP)”, IETF RFC 1157, 
[6] A. Pras, T.Drevers, R. van de Meent, D. Quartel, 
“Comparing the Performance of SNM
Based Management”, IEEE Transactions On Network And 
Service Management, 1(2), 2004 
[7] C. Pattison, “A Study of the Behaviour of the Simple 
Network Management Protocol”, 
Systems: Operations And Management 2001 (DSOM2001), 
2001 
[8] T. Drevers, Remco van de Meent, Aiko Pras, “Prototyping 
Web Services based Network Monitoring”, 
10th Open European Summer School & IFIP WG 6.3 Workshop, 
Tampere, Finland 
[9] Common Information Model, Distributed Management Task 
Force, http://www.
[10] Representation Of CIM in XML, Distributed Management 
Task Force, http://www.dmtf.org/standards
[11] W3C, Web Services Architecture, 
http://www.w3.org/TR/ws-arch/ 
[12] Oasis, “Modelling Stateful Resources with Web Services 
Version 1.1,” ed. I. Foster, J. Frey et al
[13] Oasis, “The WS-Resource Framework Version 1.0,” ed. K. 
Czajkowski, D.F.Ferguson et al, 2004 
[14] Global Grid Forum, “Open Grid Services Infrastructure
(OGSI) – Version 1.0,” ed. S. Tuecke, K
[15] S. Parastatidis, J. Webber, P. Watson, T. Rischbeck, "A 
Grid Application Framework based on Web Services 
Specifications and Practices", Technical Report CS-TR-
825, School of Computing Science, University of Newcastle, 
January 2004 
[16] Globus, “From Open Grid Services Infrastructure to WS-
Resource Fram
ed. K. Czajkowski, D.F. Ferguson et al, 2004 
[17] W3C, “SOAP Version 1.2,” ed. M.Gudgin, M. Hadley et al, 
2003 
[18] D. Davis, M. Parashar, “Latency Performance of SOAP 
Implem
International Symposium on Cluster Computing and the Grid, 
2002, pp. 407-412 
[19] K. Chiu, M. Govindaraju, R. Bramley, “Investigating the 
Limits of SOAP P
Proceedings Of the 11th IEEE International Symposium on High 
Performance Distributed Computing, 2002 
[20] J.P. Martin-Flatin, P.A. Doffoel, “Web Services for 
Integrated Management: a Case Study”
DataTAG-2003-1, FP5/IST DataTAG Project, November 2003 
[21] W. Vogels, “Web Services Are Not Distributed Objects”, 
IEEE Internet Computing, 7(6), 2003, pp. 59-66 
[22] R.T. Fielding (2000) “Architectural Styles and the Design 
of Network-based Software Architectures,” 
Department Of Information and Computer Science, University 
Of California, Irvine. 
[23] W3C, “Hypertext Transfer Protocol – HTTP/1.1,” ed. R.T. 
Fielding, J. Gettys et a
[24] W3C, “Uniform Resource Identifier (URI): Generic 
Syntax,” ed. T. Berners-Lee, R.
[25] W3C, “XML Schema,” ed. H.Thompson, D. Beech et al, 
2004 
[26] C. Tsai, R. Chang, “SNMP through WWW”, International 
Journal Of Network Management, 8(1), 1998, pp.104-119 
ment, 
[27] L. Deri, “Surfing Network Resources across the Web”, In 
Proceedings Of 2nd IEEE Workshop on Systems Manage
1996, pp. 158-167 
[28] Sun Microsystems Inc, Java™, http://java.sun.com 
