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ABSTRACT 
Expert systems based on fuzzy logic inferencing have been shown to be effective in 
controlling complex processes. The experiences of  human operators are naturally 
captured as linguistic fuzzy control rules. This paper describes a programming 
environment being developed to facilitate the implementation of  fuzzy control 
systems that allow a user to easily describe a set of  fuzzy rules, graphically edit the 
fuzzy variable definitions, and verify the rules through simulation. 
In an actual control system, the rules will reside in and be processed by a special- 
purpose chip for fuzzy logic inferencing. An object-oriented approach to the 
programming environment aturally models this hardware architecture. Each set of  
rules is associated with a chip object simulated in software. The content of  the chip 
object is changed as the rules are modified. When the simulation results are 
satisfactory, the content of  the simulated chip can be copied directly into the 
hardware chip for real-time applications. A complex controller that involves 
multiple domains of  expertise can be developed by first focusing on component chip 
objects and then interconnecting the components. The ability to translate linguistic 
rules into practical implementations i  a unique and useful feature of  this 
environment. 
KEYWORDS: fuzzy  logic, fuzzy  control, real-time control, expert systems, 
programming environment 
INTRODUCTION 
A major  aspect of  human reasoning involves the use of  approx imat ions.  
Part icular ly in situations where the dec is ion-making process is under  str ingent 
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time constraints, decisions are based largely on approximate, qualitative 
assessments of the situations. Fuzzy logic models this qualitative aspect of 
human reasoning by representing vague, linguistic values as fuzzy sets (Zadeh 
[1]). 
Expert systems based on fuzzy logic inferencing have been shown to be 
effective in controlling complex processes. The acquired experiences of human 
operators are naturally captured as fuzzy control rules. Motivated by Zadeh's [2] 
work on linguistic decision rules, Mamdani and Assilian [3] first used fuzzy set 
theory to translate verbal statements ofhuman experts into a set of fuzzy control 
rules. They discovered that system performance under fuzzy control was 
comparable to that obtained from optimally tuned proportional-integral-deriva- 
tive (PID) control. Because fuzzy logic models the expert human operator and 
not the process, it is particularly suited for applications to complex, mathemati- 
cally ill-understood systems. Applications have included the control of a cement 
kiln (Holmblad and Ostergaard [4]), train operation system (Miyamoto and 
Yasunobu [5]), automobile parking (Sugeno and Murakami [6]), and other 
processes (Sugeno [7]). A comprehensive survey of fuzzy control is given by 
Sugeno [8]. 
Although fuzzy logic has proved to be a powerful alternative to conventional 
control methods, the processing demands for fuzzy control grow rapidly with 
respect to the number of rules. Implementation f high performance ontrollers 
requires high-speed processing of the rules. To this end, we are designing a
VLSI chip that can perform an entire inference process required for a fuzzy 
control system (Togai and Watanabe [9], Togai and Chiu [10]). Each chip is 
capable of processing 16 fuzzy control rules in parallel, producing 250,000 
inferences per second using a 16-MHz clock. 
A fuzzy logic programming environment is also being developed in
conjunction with the chip. The environment allows a human expert o easily 
describe a set of rules, modify them, and verify the rules through simulation. In 
an actual control system, the rules will reside in and be processed by a fuzzy 
logic chip. To reflect his hardware architecture, ach set of rules is associated 
with a chip object simulated in software. The content of the chip object "is 
changed as the rules are modified. When the simulation results are satisfactory, 
the content of the simulated chip will represent the state to be duplicated in the 
hardware chip. Hence, this environment has the unique feature of directly 
translating linguistic rules into real-time hardware implementations. 
In this paper we d scribe the prototype programming environment, currently 
implemented on a Xerox 1186 LISP workstation. The present environment 
supports development of rules based on the compositional method of fuzzy 
reasoning used bythe chip. However, it can be easily extended to include other 
methods of fuzzy reasoning, such as fuzzified Lukasiewicz logic (Tsukamoto 
[11]). 
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FUZZY CONTROL 
Control Rule 
The fuzzy controller developed by Mamdani and Assilian [3] was among the 
first rule-based systems. The knowledge of a human expert in controlling a 
steam engine was encoded as a set of fuzzy control rules. The rules were 
expressed verbally in the following form: 
IF the pressure rror is negative small and 
the change in pressure rror is positive big 
THEN make the heat change positive big 
This rule can be written more concisely as 
IF Xl is NS and X2 is PB 
THEN Y is PB 
where X~ and )(2 are the inputs to the controller (pressure rror and change in 
pressure rror), Y is the output of the controller (heat change), and NS and PB 
are fuzzy variables defining what is meant by negative small and positive big. A 
fuzzy variable, say A, is represented by a distribution function A (x), called the 
membership function. The NS membership function, for example, determines 
the level of truth that a given pressure rror is negative small. The membership 
functions are usually chosen as either bell-shaped or triangular distributions, as 
shown in Figure 1. 
Fuzzy Reasoning 
The developed fuzzy logic chip uses the max-min compositional rule of 
inference. Suppose we have the following two rules: 
Rule 1. IF Xl is All and )(2 is AI2 
THEN Y is Bl 
Rule 2. IF Xl is A21 and )(2 is A22 
THEN Y is B2 
Given inputs x~ and x2, the truth values oq and 0/2 of the antecedents aregiven by 
0/I=AII(XI) A AI2(X2) 
0/2=A21(xI) A Az2(X2) 
where A denotes the minimum operator. 
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Figure 1. Bell-shaped and triangular membership functions. 
We form an output membership function B(y) as 
B(y )=(o  h A BI(y)) V (c~2 A B2(y)) (1) 
where v denotes the maximum operator. 
Instead of using the above max-min composition, themax-product operation 
could also be used, which gives 
B(y) = (cqBi (y)) V (a2B2(y)). (2) 
However, the form given by Eq. (1) is more efficient and better suited for VLSI 
implementation, since it requires only min-max comparisons a d no multiplica- 
tions. Hence, it is the method used in the chip. 
The precise value for the output Y is inferred from the centroid of the output 
membership function: 
y= I B(y)y dy 
I B(y) dr' 
The inference process is illustrated in Figure 2. 
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CONTROL RULE PROGRAMMING 
Controllers are functional subsystems that have clearly defined inputs and 
outputs. The object-oriented approach of the programming environment 
explicitly models this functionality. In this environment, each set of rules is 
associated with a chip object. A set of rules is tested by applying inputs to the 
corresponding chip object. The rules can be interactively modified on the basis 
of the observed outputs. 
Rule Format 
The control rules are defined in text files using a standard text editor. The 
format of the rules underscores the functionality of the controller. A simple rule 
file is shown in Figure 3. In this example, TEMPERATURE and PRESSURE 
are the inputs to the controller; HEATER.POWER and VALVE.OPENING are 
the outputs. The numerical expressions, e.g., (0 200), define the universe of 
discourse for each input and output. For example, the expression (0 200) defines 
the input temperature ange to be 0-200 ° . 
Adjectives such as HIGH.TEMP and LOW.PRESS are fuzzy variables that 
are each associated with a membership function. The adverbs ABOVE and 
VERY modify the membership functions, as will be described later. A linear 
scale is assumed for all variables. If a subject uses other scales, e.g., log scale, 
to describe the fuzzy variables, then additional data conversions must be 
performed at the input/output of the controller--for example, taking the log of 
the input and the antilog of the output values. 
Because the hardware chip is designed to process conjunctive rules (rules 
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(* Rules for Boiler Control) 
(INPUT TEMPERATURE (0 200) PRESSURE (0 500)) 
(OUTPUT HEATER.POWER (0 10) VALVE.OPENING (0 10)) 
(IF TEMPERATURE IS HIGH.TEMPAND 
PRESSURE IS LOW.PRESS 
THEN 
HEATER.POWER IS LOW AND 
VALVE.OPENING IS SMALL) 
(IF TEMPERATURE IS ABOVE AVERAGE.TEMPAND 
PRESSURE IS VERY HIGH.PRESS 
THEN 
HEATER.POWER IS LOWAND 
VALVE.OPENING IS VERY LARGE) 
Figure 3. Rule file format. 
consisting exclusively of AND logic), the rule file is currently restricted to 
contain only conjunctive rules. However, a disjunctive rule can always be 
formulated in terms of a set of conjunctive rules. For example, the rule 
IF (X1 is NS and X2 is PB) or (X1 is NB) 
THEN Y is PB 
is equivalent to he two conjunctive rules: 
Rule 1. IF XI is NS and X2 is PB 
THEN Y is PB 
Rule 2. IF XI is NB 
THEN Y is PB 
It is possible to write a rule compiler that will translate disjunctive rules into 
equivalent conjunctive rules. 
The Fuzzy Definition Editor 
The fuzzy variables are defined by using a graphic editor (see Figure 4). The 
discretized membership function corresponds to the representation in the chip; 
the universe of discourse is discretized into 16 levels of resolution, each with 16 
levels of truth value. The discretization can be easily changed to adapt the 
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Figure 4. A fuzzy definition editor window. 
environment to new types of chips or conventional microprocessor-based 
controllers. The ability to change the discretization also allows comparison of 
different quantization schemes. 
Definition editing is performed via the mouse. A user can define normal or 
triangular distributions by selecting from an options menu. After selection of 
either the "Normal" or the "Triangle" option, the first mouse click on the grid 
marks the center of the distribution and the second click marks the tail of the 
distribution. Arbitrary distributions can also be defined by simply drawing with 
the mouse. Upon selection of the "Save" option from the menu, the definition is 
saved in a dictionary of fuzzy variables. 
Often we may wish to use the same fuzzy variable name in different 
applications. For example, the variable name HIGH.TEMP may appear in rules 
for water temperature control as well as in rules for engine control. This is 
handled by the use of multiple dictionaries. In this case, the two definitions of 
HIGH.TEMP are saved in separate dictionaries. Several dictionaries can exist 
concurrently, but only one can be active at a time. When a rule file is read, the 
fuzzy variables are interpreted in the context of the currently active dictionary. 
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Adverb Modifiers 
Adverbs, or linguistic hedges (see Zadeh [2, 12]), are used to modify the 
definition of a fuzzy variable. The effects of some adverbs are shown in Figure 
5. 
A tree structure is maintained for each fuzzy variable to store its basic 
definition as well as its adverb-modified definitions. The root node of the tree 
represents he basic definition. An adverb modifier operates on a definition and 
generates a descendant one level deeper. Successive levels are generated by 
sequences of modifiers, as shown in Figure 6. In effect, the definition of each 
node is determined by operating on the definition of its parent. 
The definition of any node in the tree can be changed by using the graphic 
editor. When the definition of a node is altered, the change is automatically 
propagated ownward through all its descendants. In this way, an adverb- 
modified definition does not have to conform to any standard operator. 
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Figure 6. Definition tree generated by adverb modifiers. 
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The Chip Object 
To verify the action of the rules, a user must create a chip object and read the 
rules into it. The rules are tested by applying inputs to the chip object. Figure 7 
shows the sequence of user commands necessary to accomplish this. The input/ 
output behavior of the chip object will be identical to that of an actual controller 
based on the chip. The output is returned as the result of applying input. The 
output membership functions can also be examined graphically (Figure 8). If the 
output is not satisfactory, the definition editor can be used to adjust he definition 
of the fuzzy variables. The content of the chip object is automatically updated to 
reflect any change in definitions. When the simulation results are satisfactory, 
the content of the chip object can be used to generate a memory map for the 
(SETQ MYCHIP (CREATE-OBJECT CHIP :TYPE MAXMIN) ) ..... > sets MYCHIP to 
be a chip object 
(READRULE 'MYRULES MYCHIP) ..... > reads a rule file into MYCHIP 
(ASSERT-INPUT '(150 200) MYCHIP) => (4.35 2.82) 
(ASSERT-INPUT '(150400) MYCHIP) => (2.91 8.87) 
(DISPLAY-OUTPUT MYCHIP) ..... > displays the output membership functions 
Figure 7. Sequence ofuser commands for testing the rules. The symbol = > indicates 
the value returned by a function. 
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Figure 8. Graphical display of output membership functions. 
hardware chip. The display screen during a typical development cycle is shown 
in Figure 9. 
Although the hardware chip utilizes the max-min operation t  combine rules 
[Eq. (1)], other methods of fuzzy reasoning can also be simulated in this 
environment. Currently, in addition to the max-min operation, the max-product 
operation [Eq. (2)] can also be applied to a set of rules. The method of reasoning 
to be used is specified by creating chip objects of the corresponding type. Chip 
objects of the Maxmin type use the first method of fuzzy reasoning; chip objects 
of the Maxproduct type use the second method. This capability allows 
comparison of controllers utilizing different methods of reasoning. 
SYSTEM DEVELOPMENT 
By use of a CONNECT function, the chip objects can be interconnected in 
such a way that the output of a chip becomes the input to any number of other 
chips. When an input is asserted on a chip, its output is propagated to all its 
"downstream" chips. Hence, a circuit of interconnected chips can be easily 
simulated. This capability facilitates the construction of complex controllers 
from simple modular components. In particular, a complex controller that 
involves multiple domains of expertise can be developed by first focusing on 
component chip objects and then interconnecting the components. 
Future developments will concentrate on the addition of a new class of objects 
that represent the dynamic plants to be controlled. The input/output behavior of 
a dynamic plant object will be described by a file similar to the rule file. 
However, the plant description file will contain differential equations that model 
the dynamic process. A large system can then be represented as a network of 
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Figure 9. Display screen during a typical development cycle. 
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interconnected chip and plant objects. Examining the behavior of the plant, 
rather than that of the chip, will provide a better basis for verifying the control 
rules. 
SUMMARY 
A programming environment for fuzzy logic control has been described. In 
this environment, linguistic control rules are translated into a discretized format 
for real-time hardware implementation. The environment can also be used to 
study the ffects of quantization i membership functions and compare inference 
procedures, thereby providing a means for evaluating different controller 
schemes. By associating rule sets with chip objects, explicit correspondence is 
maintained between the simulated system and the actual system. This object- 
oriented approach also simplifies the development of complex controllers by 
providing a framework for decomposing the problem domain into modular 
components. 
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