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Diplomsko delo je del projekta, ki je namenjen posodobitvi sistema za nadzor
oddajanih TV-programov v podjetju RTV Slovenija. V sklopu diplomskega dela
smo spoznavali programsko orodje ffmpeg, ki združuje TV-programe in jih raz-
poreja na nadzorno platformo, ter izdelali zagonsko skripto, ki nam na podlagi
podatkov iz konfiguracijske datoteke pomaga pri sestavi ukaza ffmpeg. Skupek
elementov smo poimenovali prototip aplikacije Mozaik, ki je prvi del projekta za
posodobitev nadzornega sistema. Na podlagi prototipa se bo projekt nadaljeval v
izgradnjo aplikacije Mozaik, ki bo nadzornemu sistemu omogočila izgradnjo nad-
zornih platform, na katerih bo mogoče nadzorovati video in avdio komponente
več TV-programov. Nadzorna platforma bo dostopna na lokalnem internetnem
omrežju podjetja RTV Slovenija, s čimer bo omogočila nadzor TV-programov
izven nadzorne sobe.
Ključne besede: prototip aplikacije Mozaik, orodje ffmpeg, zagonska skripta,




The thesis is part of a project to update the surveillance system of the outgoing
TV-channels in RTV Slovenija. To combine the TV-channels and outlay them
onto the surveillance platform, the ffmpeg tool was used. A boot script was devel-
oped for ffmpeg command generation, based on data read from the configuration
file. A prototype of the Mozaik application was built, which is the first part of the
system update. Based on the prototype, the development of the application will
continue, to allow the surveillance centre to monitor the video and audio compo-
nents of multiple TV-channels. The access to the control panel will be possible
in the local network of RTV Slovenija, enabling the supervision of TV-channels
from outside the control room.
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1 Uvod
1.1 Ozadje problema
Oddelek Oddajniki in zveze RTV Slovenija (OZ) skrbi za široko razpredeno
mrežo radijskih in televizijskih oddajnikov ter pretvornikov, preko katerih
oskrbuje poslušalce in gledalce z nacionalnimi, regionalnimi in manǰsinskimi
programi. OZ se za oddajanje signalov poslužuje tehnologij DVB-T, DVB-C in
FM ter preko zunanjih distributerjev satelitske tehnologije [1].
V studiih televizijske hǐse RTV Slovenija izdelujejo TV-programe. Iz stu-
diev TV-programi, razčlenjeni na avdio in video komponento, potujejo preko
internetnega omrežja v oddajni center (OC) Domžale. V OC Domžale se
TV-programi sestavijo in kodirajo v pakete ter pošiljajo gledalcem. OZ za
prenos TV-programov uporablja zemeljski prenos (DVB-T) in kabelski prenos
(DVB-C). V OC Domžale ima OZ nadzorno ekipo, ki neprestano nadzoruje
kakovost oddajanih TV-programov ter delovanje oddajnikov in pretvornikov
po Sloveniji. Pri nadzoru kakovosti oddajanih TV-programov ekipa za nadzor
spremlja prisotnost in kakovost video in avdio komponent. Ekipa nadzoruje
TV-programe na nadzorni steni, kjer se neprestano predvajajo TV-programi. V
primeru nepravilnosti ali izpada ekipa za nadzor hitro ukrepa ter skuša najti
težavo in jo s pomočjo ostalih skupin OZ-ja čim prej odpraviti. Ekipa za nadzor
spremlja TV-programe, preden gredo na oddajnik, in TV-programe, ki pridejo
iz oddajnika. Tako lažje odkrije lokacijo morebitne napake. Nadzorna ekipa
trenutno nadzoruje vsak TV-program posamezno. Vsak TV-program se predvaja
na svoji TV-napravi, ki je nameščena na nadzorno steno v OC Domžale. Način
nadzora zadostuje za nadzor znotraj nadzorne sobe, kjer ima vsak TV-program
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svojo TV-napravo na nadzorni steni. Težave pri trenutnem sistemu nastopijo, ko
želimo nadzorovati TV-program izven nadzorne sobe na osebnem računalniku,
saj v ta namen ni izdelanega sistema. Možno je le, da v primeru dostopa do
internetnega omrežja znotraj OZ-ja preverimo posamezni TV-program, preden
gre na oddajnik. Trenutni sistem nadzora ne omogoča prikaza informacij o
napakah ob TV-programih, ampak jih je potrebno spremljati na dodatnem
ekranu.
Na tržǐsču obstajajo sistemi oziroma aplikacije, ki omogočajo enostavneǰsi
nadzor TV-programov. Ena od njih je DVBMosaic. Omenjena aplikacija
omogoča zaznavanje in opozarjanje na napake, kot so zamrznitev slike, pomanj-
kanje slike, pomanjkanje zvoka in izguba signala. Aplikacija omogoča prikaz
opozorila na prej naštete napake, prikaz prikazovalnikov zvočne jakosti za vsak
TV-program, prikaz analogne ali digitalne ure, prikaz slik in prikaz teleteksta.
Število TV-programov, ki jih lahko nadzorujemo z aplikacijo DVBMosaic, je
odvisno od moči procesorja (CPU) računalnika, na katerem aplikacija izvaja
proces. Pri procesu ima procesor največ dela s slikovno obdelavo. Primer:
procesor i7-930 lahko v realnem času združi pet TV-programov v ločljivosti HD
ali 25 TV-programov v ločljivosti SD [14]. Z dovolj močnim procesorjem lahko
aplikacija sestavi do 32 TV-programov v ločljivosti HD. Nadzorno platformo, ki
jo aplikacija izdela na strežniku, lahko opazujemo tudi z računalnǐskih naprav
ali pametnih telefonov izven nadzorne sobe, saj aplikacija omogoča dostop do
platforme preko internetnega omrežja [8].
Kljub kakovostni in zmogljivi aplikaciji je bila ta za podjetje predraga, saj
bi za en sam nadzorni prikaz TV-programov odšteli nekaj tisoč evrov. Prav
zato so se v razvoju oddelka OZ odločili, da za lastne potrebe izdelajo svojo
aplikacijo s pomočjo odprtokodnega programa FFmpeg. Aplikacija se bo
imenovala Mozaik, ker je nadzorna platforma sestavljena iz različnih komponent
in prikazov. Projekt za izgradnjo aplikacije Mozaik je razdeljen na tri dela. Prvi
del projekta je namenjen izdelavi prototipa aplikacije Mozaik, s katerim bomo
spoznali program FFmpeg in ugotovili, ali ta omogoča posodobitve nadzornega
sistema. V primeru da bo orodje ffmpeg omogočilo enostavneǰsi prikaz več
TV-programov z dodatnimi besedilnimi in zvočnimi prikazi na enem ekranu
ter ob tem omogočilo tudi nadzor nad TV-programi v realnem času, se bo
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projekt nadaljeval v izgradnjo podpornega programa in aplikacije Mozaik. V
primeru neuporabnosti orodja ffmpeg pa bo razvoj OZ-ja moral najti drugačno
rešitev v drugem programskem orodju. Drugi del projekta je namenjen izdelavi
podpornega programa, ki bo zaznaval napake pri TV-programih in informacije
o teh pošiljal aplikaciji Mozaik, ta pa jih bo prikazala na nadzorni platformi.
Tretji del projekta je namenjen izdelavi aplikacije Mozaik na podlagi prototipa
in s profesionalnimi pristopi programiranja. Aplikacijo bo skupina za nadzor
uporabila pri nadzoru TV-programov.
1.2 Cilji
Glavni cilj diplomske naloge je prvi del projekta, torej izdelava prototipa
aplikacije Mozaik, s pomočjo katerega bomo spremljali kakovost oddajanih
TV-programov. OZ trenutno oddaja pet TV-programov, ki jih izdeluje RTV
Slovenija, in štiri zasebne TV-programe. Idealni prototip aplikacije Mozaik bi
združeval vseh devet TV-programov. Ob vsakem bi dodal prikazovalnik zvočne
jakosti, ki predstavlja nadzor avdio komponente, in besedilne prikaze, kot sta
naslov TV-programa in sporočilo o napakah za vsak TV-program. V primeru da
prototip ne bo mogel združevati vseh devetih TV-programov, jih mora združevati
najmanj pet. Meja petih TV-programov je potrebna, da lahko prikažemo vse
TV-programe, ki jih izdeluje RTV Slovenija, na eni nadzorni platformi in ostale
štiri na drugi platformi.
V sklopu diplomske naloge smo izdelali prototip aplikacije Mozaik, ki je s
pomočjo orodja ffmpeg sestavljal TV-programe v eno sliko in ji dodajal ra-
zne prikaze. Sliko smo poimenovali nadzorna platforma. Prototip aplikacije
Mozaik ni povsem izpolnjeval zahtevanih pogojev. Procesor strežnika, ki je
namenjen prototipu aplikacije Mozaik, ni bil zmožen združiti vseh devetih
TV-programov. Zaradi preobremenitve je prototip pošiljal izhodni signal z
manǰsim številom slik na sekundo, kot jih je pridobival na vhodu. Posledično
se je časovna zakasnitev med vhodnim in izhodnim signalom povečevala. Enak
pojav se je pojavljal na osebnem računalniku, ki ima procesor i7-5500U. To
nam pove, da težava ni v moči procesorja, temveč da težava nastopi, ker orodje
ffmpeg ne more razporediti operacije na več celic procesorja. Omenjeno težavo
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smo odkrili, ko smo med obratovanjem orodja ffmpeg spremljali obremenitev
procesorja. Ta je bil polno obremenjen le na štirih celicah, ostale pa so bile
zelo neobremenjene. Oba procesorja sta omogočala združevanje največ šestih
TV-programov, ne da bi povečevala zakasnitev. Meja šestih TV-programov
ni bila težava, saj je spodnja meja, pri kateri bi bila aplikacija Mozaik še
vedno uporabna za nadzor, pet TV-programov. Vseeno pa je zaradi kodiranja
izhodnega signala nastala časovna zakasnitev, ki je konstantna in je dolga pet
sekund. Časovna zakasnitev, ki se pojavi zaradi kodiranja izhodnega signala, se
imenuje latenca. Latenca je za prototip aplikacije Mozaik zadovoljiva. Pogoj
je, da z aplikacijo Mozaik lahko nadzorujemo TV-programe v realnem času.
Pri realnem času je maksimalna dovoljena zakasnitev, ki nastane pri procesu,
relativna in se razlikuje od sistemov, ki jih nadzorujemo. Pri kritičnih sistemih,
kot so nuklearne elektrarne, mora biti zakasnitev manǰsa od ene sekunde, saj
je lahko sekunda usodna za celoten sistem. Pri manj kritičnih sistemih, kot
je oddajanje TV-programov, je zakasnitev lahko večja, seveda pa jo želimo
vseeno obdržati čim manǰso. Maksimalni zamik pri nadzoru TV-programov je
deset sekund, tako da prototip aplikacije Mozaik z zakasnitvijo petih sekund
izpolnjuje pogoje maksimalne zakasnitve. Pogoj, da mora prototip aplikacije
omogočiti nadzor vsaj petih TV-programov, je potreben zato, da lahko vse
TV-programe spravimo na dve nadzorni platformi. Procesor strežnika omogoča
hkratno delovanje dveh ukazov ffmpeg, ki združujeta po šest TV-programov v
dve nadzorni platformi. To je mogoče zato, ker procesor lahko razporedi opera-
cije ukaza ffmpeg na več celic, kot pa bi jih lahko v primeru le enega ukaza ffmpeg.
V diplomskem delu se sprva osredotočimo na multimedijske signale, ki jih
obdelujemo in nadziramo. Nato se osredotočimo na upravljanje multimedijskih
signalov in na njihovo obdelavo s programom FFmpeg. Nazadnje prikažemo
končni rezultat diplomskega dela (prototip aplikacije Mozaik), težave, ki smo jih
imeli pri razvoju prototipa aplikacije, in rešitve, do katerih smo prǐsli.
2 Multimedijski signali
Vhodni signali TV-programov, ki jih prototip aplikacije Mozaik obdeluje s progra-
mom FFmpeg, so sestavljeni iz video in avdio komponent. Te potujejo iz studiev
preko omrežja IP do OC Domžale, kjer se kodirajo in preko omrežij DVB-T in
DVB-C pošiljajo do gledalcev.
2.1 Standard IP
IP (Internet Protocol Suite) ali internetni sklad protokolov je skupina protokolov,
ki z medsebojnim sodelovanjem omogočajo pretok internetnega omrežja. Proto-
koli so razdeljeni v štiri nivoje: v fizični nivo, internetni nivo, transportni nivo
in aplikacijski nivo. Uporabnik dostopa do aplikacijskega nivoja, ki uporablja
protokole, kot so http za spletne strani in smtp za pošiljanje spletne pošte. Preko
portov aplikacijski nivo poda informacije transportnemu nivoju, ki uporablja dva
protokola, in sicer TCP in UDP. Protokol TCP podatke zapakira v pakete in
jih ločeno pošlje po najbližji poti do prejemnika na drugi strani internetnega
omrežja. Protokol TCP ustvari povezavo med pošiljateljem in prejemnikom. Ve-
dno ko pošiljatelj pošlje paket prejemniku, ta pošiljatelju sporoči, koliko prostora
ima v polnilniku, da pošiljatelj ve, ali naj pošlje nov paket ali naj počaka. Proto-
kol TCP paketu doda informacijo o vrstnem redu paketa, da v primeru prihoda
paketov v napačnem vrstnem redu prejemnik zna razporediti pakete v pravi vrstni
red. Protokol UDP ne vzpostavlja povezave med pošiljateljem in prejemnikom,
ampak pakete pošlje prejemniku brez dodatne komunikacije. Protokol TCP je za-
nesljiveǰsi kot UDP, saj preverja transport paketov. Nasprotno je protokol UDP
hitreǰsi, saj ne potrebuje povratnih informacij, paketi, ki potujejo do prejemnika,
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pa so manǰsi in zasedejo trikrat manj prostora na omrežju. Paketi z dodatnimi
informacijami, ki jih podata TCP ali UDP, so iz transportnega nivoja poslani na
internetni nivo. Tam se paketu pripneta naslov pošiljatelja in naslov prejemnika.
Nazadnje je paket poslan na fizični nivo, kjer se mu doda naslov MAC, ki pred-
stavlja fizični naslov prejemnika, in kjer se paket spremeni v električne impulze,
ki bodo potovali po prenosnem mediju do prejemnika [16][13].
2.2 Standard DVB
DVB (Digital Video Broadcasting) ali digitalno video oddajanje je standard za
digitalno, širokopasovno povezavo. RTV Slovenija uporablja dve vrsti standarda
DVB: DVB-T in DVB-C. DVB-T (Digital Video Broadcasting - Terrestrial) ali
prizemeljska televizija je standard za prenos TV-programov preko oddajnikov in
pretvornikov, ki so nameščeni na zemlji. DVB-C (Digital Video Broadcasting -
Cable) ali kabelska televizija je prenos TV-programov preko kabelskega vodila.
TV-programi preko zraka in kabla potujejo do gledalcev v frekvenčnih kanalih,
ki so standardno določeni in so veliki osem MHz. Z digitalnimi standardi lahko
v en frekvenčni kanal zakodiramo veliko več informacij, kot smo jih lahko pri
analognem prenosu. Analogni prenos TV-programov je na enem frekvenčnem
kanalu omogočal prenos le enega TV-programa. Digitalni standard pa omogoča
prenos večjega števila TV-programov. Število prenesenih programov preko istega
frekvenčnega kanala je odvisno od kodirnika. Za kodiranje digitalnih signalov
se uporabljata dva kodirna standarda, to sta MPEG2 in MPEG4. Naprave, ki
uporabljajo standard MPEG2, so manj zahtevne in približno za polovico ceneǰse
od naprav, ki uporabljajo standard MPEG4. Obenem pa MPEG2 lahko v en
frekvenčni kanal zakodira največ pet TV-programov v ločljivosti SD, MPEG4
pa največ osem TV-programov v ločljivosti HD. Analogni prenos je omogočal le
prenašanje TV-programov v ločljivosti SD, medtem ko digitalni prenos omogoča
prenašanje TV-programov v ločljivosti HD. V Sloveniji sta na voljo samo dva
frekvenčna kanala, ki se imenujeta MUX A in MUX C. Frekvenčni kanali so
standardno določeni preko standarda DVB [15][11].
Ločljivost SD (Standard Definition) je standard, ki definira sliko z ločljivostjo
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720 × 576 slikovnih točk in hitrostjo pretoka 25 slik na sekundo. Oddajanje
poteka prepleteno. Vsako petdesetinko sekunde se odda polovica slike, in sicer
vsaka druga vrstica. Najprej se oddajo vse sode vrstice, nato vse lihe. Ločljivost
HD (High Definition) ali visoka ločljivost je standard, ki omogoča bistveno večji
prenos podatkov. Standard imenujemo HD 1080i/50, saj 50-krat na sekundo
prepleteno prenese polovico slike z ločljivostjo 1920 x 1080 slikovnih točk. Na ta
način se dostavi do gledalcev petkrat več informacij, kot se na način standardne
ločljivosti SD [15][11].
2.3 Uveljavitev tehnologije DVB
DVB ali digitalna televizija se je v Evropi začela pojavljati pred slabimi 15
leti. Interes zanjo se je razvil zaradi prezasedenosti frekvenčnih kanalov, ki pri
analogni televiziji lahko nosijo le en TV-program. Težava je bila v tem, da
sprejemniki naših TV-naprav niso omogočali dekodiranja digitalnega signala.
Zato so morali gledalci kupiti dodatno napravo, ki je omogočila dekodiranje
digitalnih signalov v signal, ki je bil znan TV-napravam. V Sloveniji smo se
odločili za standard kodiranja MPEG4. Kljub dvakratni ceni naprav je bil ta
standard primerneǰsi kot MPEG2, saj omogoča večje število TV-programov
v enem od dveh frekvenčnih kanalov, ki sta nam na voljo. Frekvenčni kanal
MUX A polno deluje od leta 2010. RTV Slovenija je preko njega oddajal vse
TV-programe v ločljivosti SD. Zaradi zgraditve omrežja MUX C in vedno večje
ponudbe televizijskih sprejemnikov, ki omogočajo spremljanje HD-signala, pa je
RTV Slovenija leta 2012 omogočil gledalcem gledati TV-programa SLO 1 in SLO
2 v ločljivosti HD. Leta 2018, ko so se sprejemniki za spremljanje HD-signala
razširili med gledalci, je RTV Slovenija prenehal oddajati TV-programa SLO
1 in SLO 2 v ločljivosti SD in frekvenčnemu kanalu MUX A dodal dodatni
TV-program v ločljivosti HD. Tako sedaj lahko gledamo programe SLO 1, SLO 2
in SLO 3 v ločljivosti HD, programa Koper/Capodistria in Maribor pa še vedno
v ločljivosti SD [10].
Vǐsja ločljivost TV-programa je pomembna zaradi vedno večjih dimenzij
TV-naprav. Vǐsja ločljivost slike TV-programa pomeni, da ima slika na enaki
površini TV-naprave več slikovnih točk. Večja ko je ločljivost, kvalitetneǰsa
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je slika. Eno od meril kakovosti slike je vidnost posamezne slikovne točke.
Če moramo k TV-napravi stopiti bližje, da vidimo posamezno slikovno točko,
je kvaliteta bolǰsa. Pri sliki z ločljivostjo SD moramo biti oddaljeni najmanj
tri vǐsine zaslona TV-naprave, da se slikovna točka ne razloči. Pri ločljivosti
HD pa moramo biti oddaljeni le dve vǐsini zaslona TV-naprave. Seveda mora
TV-naprava omogočati prikaz slike HD, sicer je slika enaka kot pri ločljivosti SD.
Noveǰse TV-naprave že omogočajo prikaz še vǐsje ločljivosti, in sicer Ultra HD
ali 4K, ki prikaže sliko v ločljivosti 3840 x 2160 slikovnih točk. Pri ločljivosti 4K
moramo biti oddaljeni le najmanj ena in pol vǐsine zaslona TV-naprave, da ne
vidimo posamezne slikovne točke. Vǐsja ločljivost pomeni tudi več informacij,
ki jih je potrebno prenesti za vsako sliko. Slika v ločljivosti HD potrebuje
približno petkrat več informacij kot slika v ločljivosti SD, slika v ločljivosti 4K
pa dvajsetkrat več informacij kot slika v ločljivosti SD. Zaradi ogromnega števila
podatkov in premalo TV-naprav, ki 4K omogočajo predvajati, TV-programi
še kar nekaj časa ne bodo v ločljivosti 4K. Naslednja stopnja ločljivosti je 8K,
ki prikaže sliko v ločljivosti 7680 × 4320 slikovnih točk. Običajen MPEG4
ni zmožen kodiranja tako velikih slik, zato obstaja njegova nadgradnja, ki je
MPEG4 AVC (Advanced Video Coding) ali H.264.
2.4 Kodirni standard H.264
Standard H.264 ali MPEG4 AVC (Advanced Video Coding) je nadgradnja stan-
darda MPEG4. H.264 je zmožen do dvakrat bolj stisniti sliko, kot jo je zmožen
stisniti običajen MPEG4, s čimer zmanǰsa velikost paketov in posledično prenos
podatkov pri pošiljanju paketov. Standard H.264 zagotavlja kodiranje slik, velikih
do ločljivosti 8K, česar MPEG2 in MPEG4 nista zmožna. Pri standardu H.264
je v enem paketu standardno zakodiranih 250 slik. Da kodirnik zakodira 250
slik, mora nanje počakati, kar povzroči časovni zamik (latenco). Standard H.264
uporabljamo za kodiranje izhodnega signala pri orodju ffmpeg. Ta standard upo-
rabljamo, ker omogoča kodiranje slik v ločljivosti HD in ima najnižjo latenco (pet
sekund). V primeru uporabe kodirnika H.265, ki je vǐsje stopnje, pridobimo do
50 odstotkov manǰse pakete, a se posledično poveča latenca [17][2][12].
3 Upravljanje multimedijskih signalov
V tem poglavju bomo predstavili program FFmpeg. Opisali bomo sestavo pro-
grama FFmpeg in različne funkcionalnosti, ki jih program omogoča. Na koncu
bomo predstavili dodatno orodje ImageMagick, ki nam omogoča izdelavo infor-
macijske slike (info slike) za lažji prikaz informacij za vsak TV-program.
3.1 Program FFmpeg
Informacije o uporabi programa FFmpeg smo pridobili na spletni strani [3].
FFmpeg je odprtokoden program, ki ga sestavlja obsežen programski na-
bor knjižnic in programov za upravljanje video, avdio in drugih multimedijskih
datotek ter prenosov v živo. Program FFmpeg vsebuje tri orodja:
• Istoimensko orodje ffmpeg je ukazno vrstično orodje za združevanje in
pretvorbo multimedijskih datotek.
• Orodje ffplay je preprost medijski predvajalnik na osnovi knjižnice SDL
(Simple DirectMedia Layer) in knjižnice FFmpeg. Uporablja se za testiranje
ukazov ffmpeg.
• Orodje ffprobe je preprost multimedijski analizator prenosov v živo, ki
nam poda informacije o sestavi signala.
V diplomskem delu se bomo osredotočili le na orodje ffmpeg, saj imamo z njim
največ opravka. Orodja ffplay ne uporabljamo, saj mora prototip aplikacije Mo-
zaik prikazati prikazovalnik na bolj razširjenem medijskem predvajalniku, kot je
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VLC. Orodje ffprobe pa uporabimo, le ko želimo izvedeti informacije o signalu. Za
pridobitev informacij o TV-programih v ukazno vrstico zapǐsemo ukaz ffmprobe
in poleg zapǐsemo IP-naslov, iz katerega pridobimo TV-programe. Ukazna vr-
stica nam vrne podatke TV-programov, kot so ID-naslovi TV-programov, naslov
TV-programa, ID-naslov video in avdio komponente.
3.1.1 Opis delovanja orodja ffmpeg
Orodje ffmpeg nam omogoča hitro obdelavo video in/ali avdio datotek ter
prenosov v živo.
Orodje sprejme vhode in jih razčleni na podatkovne datoteke. Datoteke
nato dekodira in jih obdela s filtri. Po obdelavi datoteke zakodira v novi format
in členjene pošlje na izhod.
Slika 3.1: Blokovni diagram delovanja orodja ffmpeg.
Orodje ffmpeg upravljamo z ukazom ffmpeg. Pri orodju imamo s pomočjo ukaza
vpliv na obdelavo in kodiranje podatkov, ostale dejavnosti pa orodje opravlja
brez dodatnih ukazov.
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3.1.2 Ukazi za orodje ffmpeg
V poglavju bomo predstavili sestavo ukaza ffmpeg. Ukaz je sestavljen iz treh
delov: iz vhodnih zastavic, filtrov in izhodnih zastavic. Opisali bomo le zastavice
in filtre, ki smo jih uporabili pri prototipu aplikacije Mozaik.
3.1.2.1 Vhodne zastavice
1 ffmpeg -re -i INPUT -map 0:v:0 ...
Ukaz se prične z zastavico ffmpeg , s katero povemo način programiranja. Sledijo
vhodne zastavice, ki vplivajo na vhodne datoteke in vhodne prenose v živo. Zasta-
vica -f in njen argument image2 omogočita ponovno branje enake vhodne slike.
S pomočjo zastavice -r povemo, na koliko časa naj se ponovno prebere slika.
Argument te zastavice ima enoto sekunda. Z zastavicama -f in -r omogočimo
prikaz info slike, ki vsebuje naslove in informacije o TV-programih. Z zastavico
-i pa ukazu podamo naslov vhodnega signala kot njen argument.
3.1.2.2 Filter
Orodje ffmpeg omogoča tudi filtre. V diplomskem delu smo uporabili skupino
filtrov -filter complex . Iz te skupine filtrov smo uporabili dva filtra ( stack in
overlay ), ki omogočata sestavljanje posameznih slik v eno samo sliko.
Stack
Dodatne informacije o filtru stack smo pridobili na spletni strani [4].
Filter stack sestavlja vhodne slike drugo zraven druge na tri različne načine.
Vsem trem načinom moramo podati najmanj dve vhodni sliki. Filtri zahtevajo
vse slike v enaki velikosti. Filter stack omogoča hitreǰsi proces, posledično pa ne
omogoča dodatnih funkcionalnosti, kot jih filter overlay. Filter stack je od filtra
overlay hitreǰsi za faktor števila vhodnih signalov, kar pomeni, da če so štirje
vhodi, filter overlay za sestavo izhodne slike potrebuje štirikrat več časa kot pa
filter stack. Sestavljanje vhodnih slik s filtrom stack poteka na tri načine:
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• Filter vstack postavi slike v vertikalni smeri.
1 ffmpeg -i input0 -i input1 \
2 -filter_complex vstack=inputs =2 \
3 output
Slika 3.2: Prikaz razporeditve slik pri filtru vstack.
• Filter hstack postavi slike v horizontalni smeri.
1 ffmpeg -i input0 -i input1 \
2 -filter_complex hstack=inputs =2 \
3 output
Slika 3.3: Prikaz razporeditve slik pri filtru hstack.
• Filter xstack postavi slike v horizontalni in vertikalni smeri. Zaradi večje
sposobnosti moramo filtru xstack podati več informacij. Pred filtrom xstack
najprej zapǐsemo vhode. Filtru moramo določiti število vhodov kot pri
preǰsnjih dveh filtrih, podati pa mu je potrebno tudi njihovo postavitev na
izhodni sliki. Pri določanju postavitve se vhodi med seboj ločijo z navpično
črto. Vsakemu vhodu določimo dva parametra. Prvi parameter določi stol-
pec, v katerem leži TV-program (0, w0, w0+w1, w0+w1+w2 ...), drugi pa-
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rameter pa določi vrsto, v kateri leži TV-program (0, h0, h0+h1, h0+h1+h2
...). Parametra ločimo s podčrtajem.
1 ffmpeg -i input0 -i input1 -i input2 -i input3 \
2 -filter_complex \
3 "[0:v][1:v][2:v][3:v]xstack=inputs =4: layout =0_0|w0_0|0_h0|
w0_h0[v]" \
4 -map "[v]" output
Slika 3.4: Prikaz razporeditve slik pri filtru xstack.
Overlay
Filter overlay sestavlja slike po plasteh. Za vsak TV-program izdela novo
plast v velikosti celotnega prikazovalnika. Na plast lahko poljubno razporejamo
sliko, prikazovalnik zvočne jakosti in napise. Zaradi večje zahtevnosti procesa
se ta upočasni, saj mora filter overlay za vsako plast izdelati celotno sliko v
kakovosti HD.
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Slika 3.5: Prikaz delovanja filtra overlay, ki sestavlja slike štirih TV-programov
po plasteh.
Naslednji ukaz ffmpeg je namenjen le za en sam vhod. Zaradi bolǰse preglednosti
je zapisan v več vrsticah. V primeru z več vhodi se hitro poveča število vrstic
in ukaz postane manj pregleden. Problem nepreglednosti je bil velik povod za
izdelavo zagonske skripte, ki sama izdela ukaz ffmpeg. Podroben opis zagonske
skripte sledi v nadaljevanju diplomskega dela.
1 ffmpeg -y -re -i INPUT \
2 -filter_complex \
3 "nullsrc =1920 x1080 , lutrgb =100:100:100 [ozadje ]; \
4 [0:v] setpts=PTS -STARTPTS , scale =936 x526 [slika]; \
5 [0:a] showvolume=f=0.5:c=0 x00ffff:b=4:w=496:h=9:o=v:ds=log:dm=2:p
=1 [zvok]; \
6 [base][slika] overlay=shortest =1: x=973: y=546, [plast\_slika ]; \
7 [plast\_slika ][zvok] overlay=shortest =1:x=1887: y=546 " \
8 OUTPUT
Priprava komponent za filter overlay
Filtru najprej določimo velikost ozadja (nullsrc=1920x1080) in barvo ozadja
(lutrgb=100:100:100), na katerega bomo polagali slike. Podamo velikost celotne
izhodne slike, ki je v HD, in barvo ozadja. Skupek parametrov poimenujemo
‘ozadje’. Ozadju sledi določanje dimenzije posameznih komponent. Komponento
izberemo glede na vrstni red vhoda in vrsto komponente (video/avdio). V
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primeru dveh ali več video ali avdio komponent na istem vhodu te izbiramo z
določitvijo njihovih ID-naslovov.
Za prikaz slikovne komponente določimo naslednja parametra:
• setpts določa časovni trak vhoda,
• scale določa dimenziji slike.
Skupek parametrov nazadnje poimenujemo ‘slika’.
Za prikaz zvočne komponente uporabimo prikazovalnik zvočne jakosti, ki
mu določimo naslednje parametre:
• f določa hitrost bledenja stolpca prikazovalnika zvočne jakosti,
• c določa barvo stolpca prikazovalnika zvočne jakosti,
• b določa debelino reže med stolpcema,
• w določa širino enega stolpca,
• h določa vǐsino prikazovalnika zvočne jakosti,
• o določa orientacijo stolpca (‘v’ (vertikalna postavitev) ali ‘h’ (horizontalna
postavitev)),
• ds določa skalo (‘log’ (logaritemska skala) ali ‘lin’ (linearna skala)),
• p določa prepustnost ozadja [0..1].
Skupek parametrov poimenujemo ‘zvok’.
Sestavljanje plasti overlay
Vsak vhod postavimo na svojo plast in mu podamo koordinate. Plasti
nalagamo drugo na drugo in tako na koncu dobimo eno sliko z vsemi vhodi
16 Upravljanje multimedijskih signalov
na njej. Prva plast je ‘ozadje’, na katero položimo sliko. Sliko pozicioniramo s
parametroma x in y , ki določata odmik levega zgornjega kota slike od levega
zgornjega kota ozadja. Po določitvi parametrov plast poimenujemo ‘plast slika’.
Na naslednjo plast postavimo prikazovalnik zvočne jakosti, ki ga prav tako
pozicioniramo s koordinatama x in y . Plast poimenujemo ‘plast zvok’.
S tem je ukaz zaključil eno plast. Za vsako plast je potrebno ponoviti ce-
loten ukaz za sestavo plasti overlay. Na ta način se hitro povečuje zahtevnost
ukaza, zato računalnik potrebuje večjo moč ali več časa za izvedbo ukaza.
3.1.2.3 Izhodni parametri
Na izhodni signal ima velik vpliv kodirnik, ki signal zakodira v pakete. Postopku
lahko nastavimo hitrost in kvaliteto kodiranja. Najpogosteje uporabljen kodirnik
je kodirnik H.264, ki je tudi najhitreǰsi. Naslednja koda je zadnji del ukaza
ffmpeg. Na prvem mestu določimo kodirnik in zastavici, ki podata njegovo hitrost
kodiranja in velikost paketov. Nazadnje določimo izhodni signal.
1 ... libx264 -preset ultrafast -tune zerolatency OUTPUT
Zastavici kodirnika h.264 in njuni argumenti:
• Zastavica preset določa hitrost kodiranja. Njeni argumenti so: ultrafast ,
superfast , veryfast , faster , fast , medium (prevzeta nastavitev),
slower , veryslow , placebo .
• Zastavica tune omogoča nastavitev raznih izhodnih argumentov. Argu-
ment, uporabljen pri prototipu, je zerolatency , ki povzroči zmanǰsanje
števila zakodiranih slik v enem paketu za polovico in posledično zmanǰsanje
latence na pet sekund.
Opisali smo le tiste parametre in ukaze, ki so nam prǐsli prav pri diplomski nalogi.
Orodje ffmpeg ima poleg teh še veliko drugih zastavic, parametrov in filtrov, ki
se nanašajo na obdelavo multimedijskih datotek in signalov [2].
3.2 ImageMagick 17
3.1.3 Prekinitev delovanja orodja ffmpeg
Ob zagonu orodja ffmpeg z ukazom ffmpeg v ukazni vrstici orodje opravlja svoje
delo, dokler ga mi ne prekinemo ali dokler se ne pojavi motnja na vhodnem
signalu. Motnjo predstavlja prekinitev prenosa vhodnega signala preko omrežja
in izbris info slike.
3.2 ImageMagick
Informacije o orodju ImageMagick smo pridobili na spletnih straneh [5] in [6].
Orodje ImageMagick uporabljamo za obdelavo slik preko programske kode.
Omogoča obdelavo slik z različnimi filtri, obračanje slik in spreminjanje velikosti
slik. Z orodjem lahko sliki dodajamo like, črte in napise. Pri prototipu smo
uporabili orodje ImageMagick kot programsko knjižnico Perl, zato da smo lahko
programirali s programskim jezikom Perl. Knjižnica se imenuje PerlMagick
in je objektno usmerjen vmesnik za ImageMagick. Orodje ImageMagick smo
uporabili za izdelavo info slike. Info slika prikaže vsa besedila in dodatne prikaze,
ki so potrebni pri prototipu aplikacije Mozaik. Na info sliko se z orodjem
ImageMagick pod zgornji rob vsakega TV-programa zapǐse njegov naslov, na
spodnji rob vsakega TV-programa pa sporočilo, ki je v primeru zaznane napake
od zunanjega programa ime napake. Možen je tudi prikaz analogne ure. Ozadje
info slike je prosojno. Tako ob postavitvi info slike na nadzorno platformo njeno
ozadje ne prekrije TV-programov, ampak le prikaže naslove TV-programov,
sporočilo za vsak TV-program ter analogno uro.
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Slika 3.6: Info slika.
Na kratko bomo opisali ukaze, ki smo jih uporabili pri prototipu aplikacije Mozaik.
Potrebovali smo ukaze za izdelavo nove slike, branje slike, shranjevanje slike ter
prikaz besedila, kroga in daljice.
• Izdelava osnovne slike.
1 my $infoSlika = Image::Magick ->new();
2
3 $infoSlika ->Set(size=>’$visina x $sirina);
4 $infoSlika ->ReadImage(’canvas:barva ’);
Pri izdelavi slike z orodjem ImageMagick najprej povemo, da bomo upo-
rabili orodje ImageMagick. Nato izdelamo osnovno sliko, ki ji podamo
dimenzije in barvo; v našem primeru je slika prosojna.
• Branje slike.
1 $infoSlika ->Read(’slika.png ’);
• Shranjevanje slike.




2 fill => barva pisave ,
3 font => ’vrsta pisave ’,
4 pointsize => velikost pisave ,
5 geometry => "x,y",
6 gravity => ’polozaj ’,
7 text => "besedilo ");
Parameter položaj predstavlja položaj koordinatnega izhodǐsča na sliki.
Če parametra ne določimo, je koordinatno izhodǐsče v levem zgornjem kotu
slike. Položaj določimo z imeni strani neba: east, west, north ali south
(vzhod, zahod, sever ali jug). Za postavitev koordinatnega izhodǐsča na
sredino slike zapǐsemo center, če želimo imeti koordinatno izhodǐsče v kotu
slike, pa uporabimo kombinacijo dveh strani neba. Parametra x in y
sta razdalji od koordinatnega izhodǐsča do točke besedila. Točka besedila




2 fill => barva telesa ,
3 stroke => barva obrobe ,
4 strokewidth => debelina obrobe ,
5 points => "x1 ,y1 x2 ,y2",
6 primitive => ’line ’);




2 fill => barva telesa ,
3 stroke => barva obrobe ,
4 strokewidth => debelina obrobe ,
5 points => ’x1 ,y1 x2 ,y2 ’,
6 primitive => ’circle ’);
Parametra x1 in y1 sta koordinati sredǐsča kroga. Parametra x2 in y2
sta koordinati točke, ki leži na krožnici vertikalno nad sredǐsčem kroga.
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Uporaba orodja ImageMagick pri prototipu aplikacije Mozaik je pomembna, saj
poenostavi zapisovanje besedil na info sliki. V primeru zapisa besedil z orodjem
ffmpeg moramo podati koordinate zapisa vedno od levega zgornjega kota ozadja.
Na ta način težko centriramo besedilo, saj ne vemo, koliko je dolgo. Z orodjem
ImageMagick pa lahko točko na besedilu postavimo na sredino in s tem lažje
centriramo besedilo na nadzorni platformi. Z orodjem ImageMagick lahko rǐsemo
kroge, daljice in krivulje, kar z orodjem ffmpeg ni mogoče. Obenem pa info slika,
ki jo zgenerira ImageMagick, ne upočasni procesa, saj zaradi nje orodju ffmpeg
ni potrebno izdelovati napisov.
4 Prototip aplikacije Mozaik
V tem poglavju bomo predstavili delovanje prototipa aplikacije Mozaik in njegov
razvoj. Predstavili bomo izbiro načina sestave ukaza ffmpeg in izdelavo zagonske
skripte, ki sta pomembna dela samega prototipa aplikacije. Nazadnje bomo
predstavili končni rezultat prototipa.
Prototip aplikacije Mozaik je sestavljen iz petih delov. To so:
• Konfiguracijska datoteka
V konfiguracijsko datoteko zapǐsemo potrebne podatke, ki jih zagonska
skripta prebere in uporabi v izgradnji ukaza ffmpeg in pri izdelavi info
slike.
• Zagonska skripta
Zagonska skripta iz podatkov sestavi ukaz ffmpeg in izdela info sliko s pro-
gramskim orodjem ImageMagick.
• Ukaz ffmpeg
Generiran ukaz ffmpeg, ki ga zaženemo v ukazni vrstici, opravlja svoje
delo, dokler ga mi ne zaustavimo ali dokler ne pride do izpada enega od
vhodnih signalov. Zagnan ukaz ffmpeg sprejme TV-programe, jih sestavi
v eno sliko, čez celotno sliko narǐse info sliko in končni izdelek (nadzorno
platformo) pošlje na izhod.
• Informacijska slika
Informacijska slika (info slika) je slika, ki jo generiramo s programskim
orodjem ImageMagick. Vsebuje naslove in sporočila, ki se na nadzorni
platformi prikažejo pri vsakem TV-programu.
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• Nadzorna platforma
Platforma je končni produkt, na katerem nadzorujemo TV-programe. Plat-
formo generira ukaz ffmpeg in jo lahko predvajamo s programi za prikaz
signalov UDP (npr. VLC).
4.1 Delovanje in uporaba prototipa aplikacije Mozaik
Slika 4.1: Blokovni diagram delovanja prototipa aplikacije Mozaik.
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Na blokovnem diagramu je predstavljeno delovanje prototipa aplikacije. Upo-
rabnik s prototipom komunicira preko konfiguracijske datoteke, ki je besedilna
datoteka. Vanjo zapǐsemo podatke vhodov in podatke izhoda. Vsi podatki mo-
rajo biti pravilno zapisani, da jih zagonska skripta zna prebrati. V konfiguracijski
datoteki je možnost dodajanja sporočil, ki se prikažejo na spodnjem robu vsakega
TV-programa. Sporočila doda podporni program, ki je drugi del projekta.
Slika 4.2: Primer konfiguracijske datoteke.
Ko uporabnik zapǐse podatke v konfiguracijsko datoteko, zažene zagonsko skripto
v ukazni vrstici. Ta prebere podatke iz konfiguracijske datoteke in na podlagi teh
zgenerira ukaz ffmpeg, ki ga shrani v novo besedilno datoteko, in info sliko, ki jo
shrani kot slikovno datoteko. Zgeneriran ukaz ffmpeg nato uporabnik skopira in
prilepi v ukazno vrstico ter z njim zažene orodje ffmpeg. Orodje ffmpeg začne
sprejemati vhode in jih sestavljati v mozaik, doda prikazovalnike zvočne jakosti
ter na koncu položi info sliko čez celoten mozaik. Končni produkt je nadzorna
platforma, ki jo s tehnologijo UDP pošiljamo v lokalno omrežje. Do platforme
lahko dostopamo preko video predvajalnika, ki omogoča prikaz tehnologije UDP
(npr. VLC). Z željo po spremembi nekega besedilnega prikaza na nadzorni plat-
formi uporabnik spremembo izvede v konfiguracijski datoteki in ponovno zažene
zagonsko skripto. Zagonska skripta bo ponovno zgenerirala enak ukaz ffmpeg, ki
je za nas nepomemben, in novo info sliko, ki se bo shranila pod istim imenom,
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kot je bila preǰsnja. Tako se bo nova info slika prikazala na nadzorni platformi. S
tem popravimo nek besedilni prikaz, ne da bi morali med popravkom izklapljati
in prekinjati nadzor nad TV-programi. Uporabnik lahko zgenerira novo nadzorno
platformo, ne da bi s tem motil preǰsnjo. To stori tako, da celotno mapo, v kateri
so vse komponente prototipa aplikacije Mozaik, shrani pod novim imenom in iz
nje požene aplikacijo.
4.2 Sestava ukaza ffmpeg
Prototip aplikacije Mozaik na izhod pošilja sliko platforme v ločljivosti HD. Vsak
TV-program ima prikazovalnik zvočne jakosti (zeleno obarvani del na sliki 4.3),
naslov TV-programa (modro obarvani del na sliki 4.3) in vrstico s sporočilom
(rumeno obarvani del na sliki 4.3). Prototip aplikacije Mozaik je sposoben opozo-
riti na morebitno napako, ne da bi s tem prekinil prikaz prikazovalnika. Prototip
omogoča združevanje in prikaz največ šestih TV-programov. Pri vǐsjem številu
TV-programov se pojavi preobremenitev strežnikovega procesorja. Procesor ne
zmore dovolj hitro združiti slik, ki jih prejme na vhodu, zato ima izhod manǰse
število prenesenih slik na sekundo, kot jih ima vhod, kar povzroči povečevanje
časovnega zamika med vhodom in izhodom. Pri šestih TV-programih je hitrost
slik vhoda in izhoda enaka, a se časovnemu zamiku ne izognemo. Časovni zamik
je konstanten in je dolg pet sekund, kar je posledica procesa in kodiranja orodja
ffmpeg.
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Slika 4.3: Nadzorna platforma.
V sklopu diplomske naloge smo prototip aplikacije Mozaik začeli razvijati s
spoznavanjem orodja ffmpeg. Z osnovnim znanjem o orodju ffmpeg smo hitro
izdelali prvi prikazovalnik TV-programov. Največja težava se je pojavila pri
hitrosti procesa. Prikazovalnik je pričel TV-programe prikazovati z 20-sekundnim
zamikom, skozi proces pa se je zamik še povečeval.
Ukaz ffmpeg smo sprva sestavljali s filtrom overlay, ki nam je omogočal
prikazati vse potrebne komponente posameznega TV-programa. Proces fil-
tra overlay je dokaj zahteven, saj mora za vsak TV-program narediti novo
sliko v velikosti izhodne slike. Proces smo želeli pospešiti s filtrom stack,
ki poenostavi sestavljanje vhodnih TV-programov, s tem da jih zlaga enega
ob drugega in tako obdeluje bistveno manj slikovnih točk. Ker pa je filter
stack preprosteǰsi od filtra overlay, morajo imeti vsi vhodni TV-programi
enake dimenzije, sicer se na prikazovalniku prikažejo v različnih velikostih. Filter
stack ne omogoča dodatnih prikazov, kot so napisi in prikazovalnik zvočne jakosti.
S kombinacijo obeh filtrov smo prǐsli do želenih rezultatov. Za vsak vhod
smo izdelali svoje ozadje (nullsrc) in ga nastavili na velikost enega TV-programa.
Z uporabo filtra overlay smo na vsako ozadje položili sliko TV-programa, ob
vsak TV-program pa položili prikazovalnik zvočne jakosti, naslov TV-programa
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in sporočilo. Tako oblikovane slike TV-programov z vsemi dodatki smo nato
združili v nadzorno platformo s filtrom stack. Posledično je proces potekal
hitreje, saj filtru overlay ni bilo potrebno obdelovati velikih slik, filter stack pa
je imel vse slike enako velike in jih je skupaj zložil brez težav.
Kombinacija filtrov je zelo pospešila proces. Pri minimalnem želenem številu
TV-programov in želeni velikosti izhodne slike se je hitrost izhodnega signala
prej gibala okoli pet slik na sekundo, torej okoli petine hitrosti vhodnih signalov,
sedaj pa je hitrost izhoda skoraj 25 slik na sekundo, kar je enako hitrosti
vhodnega signala.
S pomočjo orodja ImageMagick smo poenostavili izdelavo besedilnih prika-
zov. Info slika, ki jo generiramo s pomočjo orodja ImageMagick, je omogočila
zmanǰsanje kompleksnosti ukaza ffmpeg. Sedaj ukazu ffmpeg ni potrebno
izdelovati besedil in likov za vsak TV-program posebej, saj na zadnjo plast
čez celotno nadzorno platformo položi info sliko. Info slika omogoča tudi lažje
centriranje besedila na nadzorni platformi. Pri izdelavi napisov z orodjem
ffmpeg smo morali delno ugibati, koliko slikovnih točk zasede en napis, da smo
ga lahko postavili približno na sredino zgornjega roba TV-programa. Z orodjem
ImageMagick lahko določimo, da je pozicionirna točka besedila na njegovi
sredini, zato nam ni pomembno, koliko je besedilo dolgo.
Sedaj sta hitrosti vhoda in izhoda enaki. Časovni zamik med njima je še
vedno velik deset sekund in je konstanten. Imenujemo ga latenca. Latenca je
čas, ki nastane, ko se signali kodirajo v pakete. Njena dolžina je odvisna od
velikosti paketov. Večje ko je število slik, ki jih shranimo v paket, dlje časa
bomo morali čakati nanje in latenca bo vǐsja. Latenco smo razpolovili z iz-
hodno zastavico in argumentom tune zerolatency. Sedaj je zamik dolg pet sekund.
Pri orodju ffmpeg se kodiranju ne moremo izogniti, lahko le izbiramo med
različnimi kodirniki. Kodirnik H.264, ki ga uporabljamo pri prototipu aplikacije
Mozaik, omogoča najnižjo latenco. Z uporabo zastavice in argumenta preset
ultrafast povzročimo, da se v pakete pakira polovično število slik. Tako dosežemo
čas latence pet sekund.
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4.3 Razvoj zagonske skripte
Med spoznavanjem in sestavo ukaza ffmpeg smo začeli z izdelavo zagonske
skripte, ki nam pomaga izdelovati ukaz ffmpeg. Sprva je bila enostavneǰsa,
kasneje pa smo zagonsko skripto dopolnjevali tako, da smo imeli vedno manj
dela z izdelavo ukaza ffmpeg. Sčasoma smo začeli uporabljati tudi knjižnico
PerlMagick, ki nam je omogočila izdelavo info slike in posledično prikaz analogne
ure ter enostavneǰsi prikaz naslovov in sporočil za posamezni TV-program.
Zagonska skripta je napisana v programskem jeziku Perl. Perl je splošni
programski jezik, ki se uporablja za široko paleto nalog, vključno s sistemsko
administracijo, spletnim razvojem, omrežnim programiranjem in razvojem
GUI-ja [7].
4.3.1 Branje podatkov iz konfiguracijske datoteke
Vse potrebne podatke za izdelavo prototipa aplikacije Mozaik zapǐsemo v
konfiguracijsko datoteko. Zagonska skripta prebere podatke in jih zapǐse v
spremenljivke ali sezname.
Primer konfiguracijske datoteke:
1 # mozaik konfiguracijska datoteka




6 vhod4 ,0xc8 ,0xc9 ,v4 ,msg
7 vhod5 ,0x78 ,0x79 ,v5 ,msg
8
9 # izhodni parameter
10 izhod ,172.30.1.41:5000 ,1920 x1080 ,3x2
Konfiguracijska datoteka vsebuje vhodne in izhodne podatke.
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• Vhodni podatki
Vhodni podatki za vsak TV-program so podani v isti vrstici in so ločeni z
vejico. Primer podatkov za en vhod:
1 vhod ,0,0,ime ,sporocilo.
– Prvi podatek je ime vhoda.
– Drugi podatek je ID video vhoda.
– Tretji podatek je ID zvočnega vhoda.
– Četrti podatek je ime TV-programa, ki se pojavi na vrhu vsakega TV-
programa na nadzorni platformi.
– Peti podatek je sporočilo, ki se pojavi pod vsakim TV-programom na
nadzorni platformi.
• Izhodni podatki
Izhodni podatki so podani v eni vrstici in so ločeni z vejico. Primer podatkov
za izhod:
1 izhod ,172.30.1.41:5000 ,1920 x1080 ,2x3
– Prvi podatek je zastavica, ki nam pove, da naslednji podatki veljajo
za izhod.
– Drugi podatek je ime izhoda.
– Tretji podatek je velikost nadzorne platforme.
– Četrti podatek je postavitev TV-programov na nadzorni platformi. V
našem primeru so TV-programi razporejeni v dve vrstici in tri stolpce.
Podatke zagonska skripta prebere s funkcijo open() in jih zapǐse v seznam. V
seznamu je ena vrstica zapisana kot en niz seznama. S pomočjo funkcije index()
skripta prebere vsako črko niza in z njo lahko izloči nize, ki so komentarji (#). S
pomočjo enake funkcije lahko loči vhodne podatke od izhodnih podatkov.
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4.3.2 Določitev parametrov glede na osnovne podatke
Po branju konfiguracijske datoteke in pridobitvi osnovnih podatkov je potrebno
poračunati vse podatke za izgradnjo nadzorne platforme. Zagonska skripta naj-
prej določi vǐsino in širino ozadja posameznega TV-programa. Nato določi, koliko
prostora bodo zavzemali rob in reže med TV-programi. Sledi določitev vǐsine in
širine slike TV-programa. Na koncu skripta določi širino obeh stolpcev za prikaz
zvočne jakosti in širino reže med njima.
4.3.3 Izdelava ukaza ffmpeg
Ukaz ffmpeg se generira po delih. Vsak del ukaza je v svojem prostoru v seznamu.
Seznam se imenuje @ffmpegUkaz. Na koncu se seznam združi in se zapǐse v
besedilno datoteko ffmpeg ukaz.txt. Ukaz ffmpeg se začne s podajanjem knjižnice
ffmpeg. Sledi določitev vhodov TV-programov, info slike ter zastavic -f image2
in -r 1, ki info sliki omogočata njeno branje vsako sekundo. Sledi skupina filtrov
-filter complex. Za vsak TV-program se določi: širino in vǐsino ozadja, širino in
vǐsino slike ter širino in vǐsino prikazovalnika zvočne jakosti. Določeni parametri
se uporabijo za sestavo posameznih delov TV-programa v eno sliko s pomočjo
filtra overlay. Na vrsti je sestavljanje sestavljenih slik v končno sliko, ki se bo
prikazovala na nadzorni platformi. To stori filter stack. V prvem koraku preveri,
kateri filter stack je potrebno uporabiti (hstack, vstack ali xstack). Na odločitev
vpliva število vrstic in stolpcev. V primeru le ene vrstice je potreben filter hstack,
v primeru le enega stolpca je potreben filter vstack, v primeru ko je več kot ena
vrstica in več kot en stolpec, pa je potreben filter xstack. V primerih filtrov
hstack in vstack je potrebno poleg imen sestavljenih slik podati le njihovo število.
V primeru filtra xstack pa je potrebno dodatno dopisati postavitveni niz, ki pove,
kje naj stoji določena sestavljena slika. Zadnji del ukaza ffmpeg so izhodni signal
in izhodne zastavice. Pri izhodnih zastavicah se poda kodirnik H.264 in zapǐse
izhod na naslov UDP. Ko so vsi posamezni deli ukaza ffmpeg zgenerirani, zagonska
skripta združi vse v en niz in tega zapǐse v besedilno datoteko.
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4.3.4 Izdelava info slike z orodjem ImageMagick
Info sliko zagonska skripta izdela s knjižnico PerlMagick. Info slika vsebuje na-
slove posameznih TV-programov, sporočilno vrstico za posamezni TV-program in
prikaz analogne ure. Naslove in sporočila o posameznem TV-programu zagonska
skripta pridobi iz konfiguracijske datoteke. Plast zgradimo z zagonsko skripto in
jo shranimo kot sliko, ki jo nato z ukazom ffmpeg preberemo in prikažemo na
nadzorni platformi. V primeru prikaza analogne ure se info slika vsako sekundo
obnovi. Posledično analogni uri omogočimo sekundni kazalec. Info sliko zagonska
skripta prične izdelovati z določevanjem potrebnih podatkov za izdelavo in pozi-
cijo naslova in sporočila. Podatki so enaki za vsak TV-program, le da se zamikajo
glede na pozicijo TV-programa na nadzorni platformi.
4.4 Rezultati 31
4.4 Rezultati
Končni produkt diplomske naloge je prototip aplikacije Mozaik, ki ni idealen, a
izpolnjuje minimalne zahteve. Prototip omogoča prikaz šestih TV-programov,
prikazuje prikazovalnike zvočne jakosti ter naslove in sporočila za vsak TV-
program. S prototipom lahko TV-programe nadzorujemo v realnem času.
Prototip je izpolnil svojo nalogo, saj je bil namenjen spoznavanju programa
FFmpeg. Prototip aplikacije je osnova, na kateri se bo izdelala profesionalna
aplikacija Mozaik.
Slika 4.4: Nadzorna platforma, končni produkt prototipa aplikacije Mozaik.
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5 Zaključek
Diplomsko delo je del projekta, ki je namenjen posodobitvi nadzornega sistema
oddajanih TV-programov, ki jih oddelek Oddajniki in zveze (OZ) RTV Slovenija
pošilja gledalcem. Namenjeno je izdelavi prototipa aplikacije Mozaik, s katerim
smo pridobili informacije o orodju ffmpeg. Prototip in informacije bodo razvojni
ekipi OZ-ja pomagale pri posodobitvi nadzornega sistema, ki ga nadzorna
ekipa OZ-ja uporablja za nadzor oddajanih TV-programov. Nadzorna ekipa
trenutno nadzoruje vsak TV-program posebej, vsakega na svoji TV-napravi in
brez prikaza informacij o napakah na posameznem TV-programu. Na tržǐsču
obstaja tovrstna aplikacija z imenom DVBMosaic, ki omogoča enovit nadzor,
ob vsak TV-program izpǐse informacijo o morebitnih napakah, ki se pojavijo na
posameznem TV-programu, in avdio komponento prikazuje s prikazovalnikom
zvočne jakosti. Aplikacija DVBMosaic ima visoko ceno, zato se je razvojna
ekipa OZ-ja pričela zanimati za odprtokodno orodje ffmpeg. Orodje ffmpeg
je namenjeno obdelavi slikovnih, zvočnih in ostalih multimedijskih signalov
ter omogoča par ključnih funkcionalnosti. Omogoča sestavljanje posameznih
TV-programov v enega in njihovo razporeditev po ekranu, poleg tega pa tudi
prikaz prikazovalnika zvočne jakosti in besedilnih prikazov.
Prototip aplikacije Mozaik z orodjem ffmpeg sestavlja TV-programe v nad-
zorno platformo in vsakemu dodaja prikazovalnik zvočne jakosti ter besedilna
prikaza (naslov TV-programa in informacijo o morebitnih napakah). Besedilne
prikaze smo kasneje pričeli izdelovati z orodjem ImageMagick, saj omogoča
lažje centriranje napisov kot orodje ffmpeg. Pri orodju ffmpeg se hitro pojavijo
težave pri zapisu ukaza. Ukaz zelo hitro postane kompleksen in nepregleden,
saj za zagon orodja ffmpeg zapǐsemo ukaz v eni vrstici in ga poženemo v
ukaznem oknu. Zaradi kompleksnega zapisa ukaza ffmpeg se je pojavila potreba
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po zagonski skripti, ki sama sestavi ukaz ffmpeg iz podatkov, ki jih podamo
v konfiguracijsko datoteko. Tako ob spremembi oblike ali vsebine nadzorne
platforme ni potrebno pisati celotnega ukaza ffmpeg, ampak je potrebno le
popraviti podatke v konfiguracijski datoteki in pognati zagonsko skripto. Tako
z minimalnim trudom in majhnim predznanjem o orodju ffmpeg pridobimo nov
prikaz TV-programov. Skozi razvoj prototipa aplikacije Mozaik smo ugotovili,
da orodje ffmpeg ni zmožno dovolj hitro sestaviti vseh devetih TV-programov v
eno nadzorno platformo, kot bi bilo idealno in jih OZ oddaja gledalcem. Vzrok
težav je preobremenitev procesorskih celic, saj orodje ffmpeg ni zmožno razdeliti
dela na več celic, temveč jih polno obremeni le nekaj. Alternativna rešitev
je, da lahko z dvema ukazoma ffmpeg sestavimo dve nadzorni platformi, ki
imata po šest TV-programov in jih en ukaz ffmpeg lahko združuje v realnem času.
Prototip aplikacije Mozaik prikazuje uporabnost orodja ffmpeg. Prikazuje,
da lahko z orodjem ffmpeg v realnem času nadzorujemo vseh devet oddajanih
TV-programov na dveh nadzornih platformah. Preko njega nadzorno ekipo
obveščamo o napakah, ki jih zazna podporni program. Prototip omogoča hiter
in pregleden nadzor nad vsemi oddajanimi TV-programi v nadzorni sobi ter
znotraj oddelka OZ.
Na osnovi prototipa se bo projekt nadaljeval v izgradnjo podpornega pro-
grama in aplikacije Mozaik. Prototip je izpolnil svojo nalogo. Z njim smo
lahko prikazali uporabo programskega orodja ffmpeg, pridobili koncept vizualne
podobe nadzorne platforme in koncept delovanja celotne aplikacije Mozaik.
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A Programska koda zagonske skripte





6 use Data:: Dumper;
7 use Image:: Magick;
8
9 ######### branje konfDatoteka in d o l o i t e v parametrov
#############
10 my $konfDatoteka = "konfiguracijska_datoteka.cnf";
11 my $fh;
12 open($fh , ’<:encoding(UTF -8) ’, $konfDatoteka);











24 for(my $i = 0; $i < @vrsta; $i++){
25 my $komentar = index(Dumper ($vrsta[$i]), ’#’);
26 if($komentar < 0){
27 my $kazalec = index(Dumper ($vrsta[$i]), ’izhod ’);
28 if($kazalec < 0){
29 my @komponenta = split /,/,$vrsta[$i];
30
31 push( @vhod , $komponenta [0] );
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32 push( @idVideo , $komponenta [1] );
33 push( @idZvok , $komponenta [2] );
34 push( @TVnaslov , $komponenta [3] );
35 push( @msg , $komponenta [4] );
36
37 chomp @vrsta;
38 }elsif ($kazalec > -1) {





44 my @izhod = split /,/, $izhodPodatki;
45 my @postavitev = split /x/, $izhod [3];
46 my $stolpec = $postavitev [0];
47 my $vrstica = $postavitev [1];
48 my $steviloSlik = $stolpec * $vrstica;
49
50 my @monitor = split /x/, $izhod [2];
51 my $sirinaMonitor = $monitor [0];
52 my $visinaMonitor = $monitor [1];
53 my $razmerje = $sirinaMonitor/$visinaMonitor;
54
55 my $sirinaOzadja = int($sirinaMonitor/$stolpec);
56 my $visinaOzadja = int($sirinaOzadja/$razmerje);
57 my $robX = int($visinaMonitor * 0.01);
58 my $robY = int($sirinaMonitor * 0.01);
59 my $visinaSlike = $visinaOzadja - $robX;
60 my $sirinaSlike = $sirinaOzadja - $robY;
61 my $visinaZvok = $visinaSlike;
62 my $sirinaZvok = int($sirinaSlike *0.02);
63 my $rezaZvok = 5;
64 my $naslovFond = int($visinaSlike *0.1);
65
66
67 ######## izdelava ffmpeg ukaza ###########
68
69 my @ffmpegUkaz;
70 push(@ffmpegUkaz , "#!/ bin/bash \n");
71 push(@ffmpegUkaz , "ffmpeg ");




75 for (my $j=0; $j < $steviloSlik; $j++) {
76 push(@ffmpegUkaz , "-i ". $vhod[$j] );
77 }
78
79 #push(@ffmpegUkaz , "-f image2 -r 1 ");
80 #push(@ffmpegUkaz , "-i info_slika.png ");




85 for (my $k=0; $k < $steviloSlik; $k++) {
86
87 push(@ffmpegUkaz , "nullsrc =". $sirinaOzadja ."x".
$visinaOzadja .",lutrgb =0:0:0 [ozadje_ ". $k ."];");
88 push(@ffmpegUkaz , "[". $k .":v". $idVideo[$k] ."] setpts=
PTS -STARTPTS , scale =". $sirinaSlike ."x". $visinaSlike
." [slika_ ". $k ."];");
89 push(@ffmpegUkaz , "[". $k .":a". $idZvok[$k] ."]
showvolume=f=0.5:c=0 x00ff00:b=". $rezaZvok .":w=".
$visinaZvok .":h=". $sirinaZvok .":o=v:ds=log:dm=2:p
=1, format=yuv420p [zvok_". $k ."];");
90 }
91




96 for (my $l=0; $l < $steviloSlik; $l++) {
97
98 $x = int( $robX * ($stolpec - $l % $stolpec)/( $stolpec +1)
);
99 $y = int( $robY * ($vrstica - int($l / $stolpec))/(
$vrstica +1) );
100 my $xZvok = $x + $sirinaSlike - 2* $sirinaZvok - $rezaZvok
;
101
102 my $naslovX = int($x + $sirinaSlike /2 - $naslovFond /2);
103 my $naslovY = int($y + $y/2);
104 my $msgX = $x;
105 my $msgY = $y + $visinaSlike - $naslovFond;
106 my $msgTxtY = $msgY + 4;
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107
108 push(@ffmpegUkaz , "[ ozadje_ ". $l ."][ slika_ ". $l ."]
overlay=shortest =1: x=". $x .": y=". $y );
109 push(@ffmpegUkaz , ",drawtext= fontsize =". $naslovFond .":
fontcolor=black: text=’". $TVnaslov[$l]."’: x=".
$naslovX .": y=". $naslovY .": box=1: boxcolor=skyblue
". ’@0.9’);
110 push(@ffmpegUkaz , ",drawbox=x=" .$msgX. ":y=" .$msgY. ":w
=" .$sirinaSlike. ":h=" .$naslovFond. ":color=yellow ".
’@0.9 ’.":t=fill");
111 push(@ffmpegUkaz , ",drawtext= fontsize =". $naslovFond .":
fontcolor=black: text=’". $msg[$l]."’: x=". $msgX .":
y=". $msgTxtY . " [ozadje_slika ". $l ."];");
112 push(@ffmpegUkaz , "[ ozadje_slika ". $l ."][ zvok_". $l ."]
overlay=shortest =1: x=". $xZvok .": y=". $y ." [
program_ ". $l ."];");
113 $programNiz .= "[ program_ ". $l ."]";
114 }
115
116 my @postavitevX = ( "0", "w0", "w0+w1", "w0+w1+w2");
117 my @postavitevY = ( "0", "h0", "h0+h1", "h0+h1+h2");
118 my @postavitevNiz = ();
119
120 my $stackPostavitev = "";
121
122 # izdelava niza za postavitev programov pri xstack
123 for (my $m=0; $m < $vrstica; $m++) {
124 for (my $n=0; $n < $stolpec; $n++) {





129 my $postavitevNiz = join( "|", @postavitevNiz);
130
131
132 if ($vrstica == 1) {
133 push(@ffmpegUkaz , $programNiz ." hstack=inputs =".
$steviloSlik );
134 }elsif ($stolpec == 1) {
135 push(@ffmpegUkaz , $programNiz ." vstack=inputs =".
$steviloSlik );
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136 }elsif ($vrstica > 1 && $stolpec > 1) {
137 push(@ffmpegUkaz , $programNiz ." xstack=inputs =".
$steviloSlik .": layout =". $postavitevNiz );
138 }
139
140 push(@ffmpegUkaz , "[v] \"");
141 push(@ffmpegUkaz , "-map \"[v]\"");
142 push(@ffmpegUkaz , "-vcodec libx264 ");




146 my $ffmpegDatoteka = ’ffmpeg_ukaz.sh ’;
147 open($fh , ’>’, $ffmpegDatoteka);




152 print ("\n Ukaz ffmpeg je generiran! \n\n");
153
154
155 ######### INFO SLIKA ##########
156
157 my $infoSlika = Image::Magick ->new();
158
159 $infoSlika ->Set(size=>$visinaMonitor x $sirinaMonitor);
160 $infoSlika ->ReadImage(’canvas:barva ’);
161
162 my $barvaPisaveIme = "black";
163 my $barvaOzadjeIme = "white";
164 my $barvaPisaveMsg = "black";
165 my $barvaOzadjeMsg = "white";
166
167 my $velikostPisaveIme = $visinaSlike *0.05."";
168 my $velikostPisaveMsg = $visinaSlike *0.05."";
169 my $vrstaPisaveIme = "consolas ";




174 my $polozajIme = "north ";
175 my $xIme ;
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176 my $yIme ;
177
178 my $polozajMsg = "southwest ";
179 my $xMsg ;






186 for (my $o=0; $o < $vrstica; $o++) {
187 for (my $p=0; $p < $stolpec; $p++) {
188
189 $besediloIme = $TVnaslov[$p+$p*$o ]."";
190 $besediloMsg = $msg[$p+$p*$o ]."";
191
192 $xIme = $robX + $sirinaSlike /2 + $sirinaOzadja*$p."";
193 $yIme = $robY + $visinaOzadja*$o."";
194
195 $xMsg = $robX + $sirinaOzadja*$p."";
196 $yMsg = $robY + $visinaSlike - $velikostPisaveMsg +
$visinaOzadja*$o."";
197
198 $x1 = $xMsg ."";
199 $y1 = $yMsg ."";
200 $x2 = $xMsg + $sirinaSlike ."";
201 $y2 = $visinaSlike + $visinaOzadja*$o."";
202
203 $infoSlika ->Annotate(
204 undercolor => $barvaOzadjeIme ,
205 fill => $barvaPisaveIme ,
206 font => $vrstaPisaveIme ,
207 pointsize => $velikostPisaveIme ,
208 geometry => $xIme ,$yIme ,
209 gravity => $polozajIme ,
210 text => $besediloIme);
211
212 $infoSlika ->Annotate(
213 fill => $barvaPisaveMsg ,
214 font => $vrstaPisaveMsg ,
215 pointsize => $velikostPisaveMsg ,
216 geometry => $xMsg ,$yMsg ,
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217 gravity => $polozajMsg ,
218 text => $besediloMsg);
219
220 $infoSlika ->Draw(
221 fill => $barvaOzadjeMsg ,
222 points => "$x1 ,$y1 $x2 ,$y2",





228 $infoSlika ->Write(’info_slika.png ’);
