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Zusammenfassung 
Bei der Entwicklung von komplexen Softwaresystemen spielt die Erfassung 
und mögliche Rücknahme von Änderungen an bearbeitetem Quellcode und 
Dokumenten eine entscheidende Rolle. Dies gilt im Besonderen bei der Ko-
ordination mehrerer Entwickler über einen längeren Zeitraum. So genannte 
Versionskontrollsysteme dienen der Erfüllung dieser Anforderungen, indem 
sie es ermöglichen, Änderungen an Dateien zu erfassen und zu verwalten. In 
diesem Arbeitsbericht werden die Eigenschaften verschiedener Versionskon-
trollsysteme und ihre Nutzung dargestellt. Einen Schwerpunkt bildet die An-
wendung des Versionskontrollsystems CVS durch die Abteilung FuE des In-
formationszentrums Sozialwissenschaften (IZ) und jene Versionskontrollsys-
teme, die geeignet scheinen, dieses System in Zukunft zu ersetzen.  
1 Einleitung 
1.1 Thema und Inhalt der Untersuchung 
Versionskontrollsysteme sind heute eine der am meisten verbreiteten Gruppen 
von Werkzeugen bei der Entwicklung von Software. Solche Systeme erlauben 
den Umgang mit den unterschiedlichen Revisionen einer Datei und unterstüt-
zen insbesondere Gruppen von Entwicklern bei der Koordination ihrer Arbeit 
an einem gemeinsamen Bestand von Dateien. In diesem Arbeitsbericht soll 
untersucht werden, welche Eigenschaften unterschiedliche Versionskontroll-
systeme, insbesondere bei der Anwendung durch Gruppen, auszeichnen. An-
hand einer Reihe von Kriterien werden der potentielle Nutzen und mögliche 
Schwierigkeiten dargestellt, die sich bei einem Wechsel des verwendeten 
Versionskontrollsystems ergeben. Dies geschieht vor dem praktischen Hinter-
grund einer möglichen Migration vom durch die Abteilung FuE verwendeten 
System CVS zu einer Software mit erweitertem Funktionsumfang.  
In Kapitel 1 werden die häufigsten Arbeitsschritte im Umgang mit einem 
Versionskontrollsystem beschrieben, weiterhin wird das Vokabular einge-
führt, das zur Diskussion von Versionskontrollsystemen benötigt wird. 
 Kapitel 2 stellt am Beispiel der Abteilung FuE des IZ eine Einsatzumgebung 
für Versionskontrollsysteme im Detail dar. Es wird erläutert, unter welchen 
Bedingungen Versionskontrollsysteme verwendet werden und welche spezifi-
schen Anforderungen sich aus diesen Einsatzbedingungen ergeben. Der Fokus 
liegt dabei auf den Erfahrungen, die aus der Verwendung der Software CVS 
resultieren, und die durch Interviews mit den MitarbeiterInnen der Abteilung 
ermittelt wurden. Aufbauend auf den Ergebnissen dieses Kapitels werden An-
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forderungen dargestellt, die ein zukünftiges Versionskontrollsystem erfüllen 
soll. 
Im Kapitel 3 werden unterschiedliche Versionskontrollsysteme behandelt, die 
entweder als Alternative für das aktuell verwendete CVS in Frage kommen 
oder aufgrund ihrer Architektur von besonderem Interesse sind. Neben einer 
Übersicht der technischen Eigenschaften wird in diesem Kapitel das Versi-
onskontrollsystem Subversion auf seine Eignung bezüglich der in Kapitel 2 
dargestellten Anforderungen untersucht.  
Anschließend werden im Kapitel 4 die Maßnahmen angesprochen, mittels de-
rer eine eventuelle Migration vom System CVS zu einem Nachfolgesystem 
vorbereitet und durchgeführt werden können. Einen Schwerpunkt stellt die 
Überführung der jeweiligen Inhalte des Repositories dar, also des jeweils 
durch das Versionskontrollsystem verwalteten Datenbestandes. Ein besonde-
rer Fokus wird auf Methoden zur Erstellung und zur Erhaltung der so genann-
ten Historie gelegt. Hierbei handelt es sich um Informationen, die es gestatten, 
Veränderungen in Form unterschiedlicher Revisionen nachzuvollziehen, eine 
Veränderung also einem Entwickler oder einem Zeitpunkt zuzuordnen oder 
mit anderen Revisionen in Beziehung zu setzen.  
In Kapitel 5 wird ein Fazit über die bei der Erstellung dieses Arbeitsberichts 
gewonnenen Erfahrungen gezogen. Basierend auf diesen Erfahrungen wird 
das geplante weitere Vorgehen beim Einsatz von Versionskontrollsystemen 
durch die Abteilung FuE des IZ dargestellt.  
1.2   Aufgaben von Versionskontrollsystemen 
Softwareentwicklung besteht heute in der Regel im Rahmen der Implementie-
rungsphase (siehe Sommerville 2004) in der Erstellung und Bearbeitung von 
so genanntem Quellcode, von Menschen lesbarem Text in Form von ASCII 
Dateien, aus denen durch die Entwicklungsplattform ausführbare Programme 
generiert werden. Hierbei besteht ein Projekt aus einer großen Anzahl solcher 
Quellcode-Dateien, die über einen längeren Zeitraum erstellt und bearbeitet 
werden.  
Um Veränderungen an Dateien nachvollziehen zu können, werden Versions-
kontrollsysteme eingesetzt. Diese Programme gestatten den Zugriff auf die 
unterschiedlichen Revisionen einer Datei und erlauben es somit, Veränderun-
gen zu revidieren oder einem Zeitpunkt oder einer Person zuzuordnen. Wäh-
rend  Versionskontrollsysteme in erster Linie in der Softwareentwicklung 
verwendet werden, bieten sie sich prinzipiell für alle Arten von Textdateien 
an. Denkbar sind hier die Konfigurationsdateien eines Servers ebenso wie 
Textdokumente. Insbesondere wenn die Bearbeitung dieser Dateien durch 
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mehrere Person erfolgt, erweisen sich Versionskontrollsysteme als überaus 
nützlich.  
Dem Benutzer eines solchen Versionskontrollsystems fällt hierbei in der Re-
gel lediglich die Aufgabe zu, festzulegen, wann der aktuelle Zustand einer 
Datei als neue Version betrachtet werden soll. Ein solches Einstellen kann in 
zeitlichen Intervallen, wie am Ende jedes Arbeitstags, geschehen. Ebenso 
denkbar ist aber auch ein Einstellen der Veränderungen aus sachlichen Über-
legungen, wenn beispielsweise umfangreiche Veränderungen vorgenommen 
werden sollen. In der Regel unterstützt das Versionskontrollsystem die Ver-
gabe von Kommentaren zu den jeweiligen Veränderungen. Dies gestattet es 
auch lange nach einer Veränderung festzustellen, mit welcher Intention, wann 
und von wem diese vorgenommen wurde.  
Versionskontrollsysteme bieten einem Benutzer also vereinfacht gesagt zwei 
Dienste an:  
• Eine Dokumentationsfunktion, die es ermöglicht,  Veränderungen und die 
jeweiligen Gründe für diese Veränderungen mittels einer Historie und 
Kommentaren über einen beliebigen Zeitraum nachzuvollziehen. Mittels 
dieser Hilfestellung kann oft festgestellt werden, wann eventuell Fehler in 
einen Programmtext eingeflossen sind.  
• Eine Wiederherstellungsfunktion, mittels derer es möglich ist, unerwünsch-
te Veränderungen zu revidieren. Dies kann nötig sein, wenn Veränderun-
gen nicht vorhersehbare Konsequenzen hatten und  rückwirkend isoliert 
und beseitigt werden sollen. Auch ist es möglich, dass bei der Bearbeitung 
der Datei selbst Fehler aufgetreten sind, z.B. durch versehentliches Lö-
schen oder fehlerhaftes Editieren.1  
Die oben beschriebenen Dienste werden dabei von heutigen Systemen nicht 
nur für einzelne Dateien angeboten, wie dies bei früheren Versionskontroll-
systemen der Fall war2, sondern auch für Projekte aus mehreren Dateien. So 
lässt sich auch ein komplexes Projekt in seiner Entwicklung einheitlich über 
einen Zeitraum nachvollziehen. Die Menge aller Dateien der Projekte die 
durch ein Versionskontrollsystem verwaltet werden und deren Informationen 
zur Versionierung werden hierbei als Repository bezeichnet.  
In der Praxis kommt es häufig vor, dass ein Projekt nicht durch eine Person, 
sondern durch eine Arbeitsgruppe bearbeitet wird. Hier stellt sich das Prob-
                                          
1  Während diese Sicherungsfunktion Parallelen zur Datensicherung aufweist, muss darauf 
verwiesen werden, dass ein Versionskontrollsystem sich in Anwendung und Architektur 
stark von Datensicherungssystemen unterscheidet und diese keinesfalls ersetzen kann. 
2  Siehe z.B. RCS unter http://www.gnu.org/software/rcs/rcs.html  
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lem, wie jene Veränderungen, die durch die einzelnen Teilnehmer eines Pro-
jektes an den einzelnen Dokumenten des Projektes vorgenommen wurden, zu 
koordinieren sind. Ziel ist es hier, einerseits allen Benutzern zu gestatten, die 
für sie relevanten Bestandteile des Projektes zu bearbeiten, andererseits aber 
Konflikte beim Zugriff auf Dateien zu vermeiden. Ein Konflikt kann unter 
anderem auftreten, wenn zwei Personen innerhalb eines sich überschneiden-
den Zeitraums an einer Datei arbeiten, sich aber den Änderungen des anderen 
nicht bewusst sind. Unter diesen Umständen würde ein Abspeichern eines lo-
kal bearbeiteten Dokumentes alle Veränderungen überschreiben, die seit dem 
Öffnen dieser Datei von einer anderen Person an der zentral zugänglichen, ur-
sprünglichen Datei angestellt wurden. Wird hingegen ein Versionskontroll-
system verwendet, so bietet dieses die Möglichkeit, alle Zugriffe auf den Da-
tenbestand eines Projektes durch die bearbeiteten Personen zu koordinieren. 
Dies kann auf unterschiedliche Weisen geschehen.  
• Durch das generelle Ausschließen von potentiellen Konfliktfällen. 
• Durch den Versuch, Konfliktfälle automatisch zu beheben. 
• Durch die Unterstützung bei der Auflösung von Konflikten durch die Be-
nutzer.  
Allen diesen Ansätzen ist gemeinsam, dass irrtümlich und unbewusst hervor-
gerufene Datenverluste weitestgehend vermieden werden. Ein weiteres 
Einsatzgebiet von Versionskontrollsystemen ist speziell in der Softwareent-
wicklung die Behandlung von so genannten Branches, also Verzweigungen. 
(siehe hierzu auch Abbildung 1) Von einer Verzweigung wird in diesem Zu-
sammenhang gesprochen, wenn sich die Entwicklungslinie einer Software 
gleich einer Astgabel aufspaltet, also zwei Versionen der Software nebenein-
ander weiterentwickelt werden. Denkbar ist beispielsweise ein Zweig, in den 
nur noch dringend notwendige Fehlerkorrekturen eingespielt werden, wäh-
rend in einen anderen Entwicklungszweig alle umfangreichen Veränderungen 
und Erweiterungen einfließen. Ohne ein Versionskontrollsystem würde hier 
üblicherweise von den Beteiligten eine Kopie des Projektes angefertigt wer-
den. Diese Kopie würde im Weiteren getrennt vom Original weiterbearbeitet 
werden.  
Den Umgang mit Branches unterstützt ein Versionskontrollsystem, indem es 
erlaubt, gezielt Veränderungen bestimmten Zweigen zuzuordnen und auch 
aus einem Zweig Veränderungen in einen anderen Zweig zu übernehmen. So 
ist es möglich, mit Hilfe von Versionskontrollsystemen zwei über einen län-
geren Zeitraum getrennt fortgeführte Entwicklungslinien wieder zusammen-
zuführen oder Veränderungen aus einem Ast gezielt in einen anderen Ast zu 
übernehmen.  
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Die aktuell verfügbaren Versionskontrollsysteme unterscheiden sich mitunter 
stark in Bezug auf Architektur, Ausgereiftheit, Verbreitung und den Annah-
men über die Nutzung des Systems. Ihnen allen liegen aber die weitgehend 
gleichen Arbeitsschritte zugrunde. Diese Arbeitsschritte sollen nun anhand 
der grundlegenden Aufgaben von Versionskontrollsystemen dargestellt wer-
den; hierbei wird auch notwendige Terminologie eingeführt.  
1.3   Verwendung von Versionskontrollsystemen 
Dieser Unterabschnitt verdeutlicht anhand einiger Szenarien die wesentlichen 
Aktionen bei der Verwendung von Versionskontrollsystemen.  
1.3.1 Einstellen und Entnehmen von Daten mittels Versionskon-
trollsystemen 
Bei der Nutzung eines Versionskontrollsystems wird zwischen mindestens 
zwei unterschiedlichen Datenbeständen unterschieden: Die aktuelle Arbeits-
kopie des Benutzers und  das Repository zur Bereitstellung aller Revisionen, 
(siehe hierzu auch Abbildung 1) Bei der Arbeitskopie handelt es sich um alle 
Projektdateien in einer Revision mit den Veränderungen des Benutzers und 
ergänzt um Arbeitsinformationen des Versionskontrollsystems. 
Diesen Dateien gegenüber steht das Repository;. dieses umfasst alle Dateien 
des Projekts in allen in das Versionskontrollsystem eingestellten Revisionen. 
Stellvertretend  diesen beiden Datenbeständen stehen als Softwarekomponen-
ten die beiden Bestandteile des Versionskontrollsystems, Server und Client. 
Der Server ist für die Verwaltung des Repositories verantwortlich und koope-
riert mit einer oder mehreren Instanzen des Clients, dessen Aufgabe darin be-
steht, die lokalen Arbeitskopien mit dem Server zu koordinieren und dem 
Anwender die Funktionen des Versionskontrollsystems zur Verfügung zu 
stellen.  
 
Abbildung 1: Repository und Arbeitskopien 
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Dabei muss es sich beim Server nicht notwendigerweise um eigenständige 
Software handeln, verteilte Versionskontrollsysteme verschmelzen Client und 
Server. Sollen Dokumente der Kontrolle des Versionskontrollsystems überge-
ben werden, muss als erster Schritt ein Projekt mit allen relevanten Dateien 
beim Versionskontrollsystem angelegt werden. Bei der Erstellung eines Pro-
jektes wird unter anderem festgelegt, wo das Repository des Versionskon-
trollsystems angelegt werden soll; weiterhin werden für das Projekt gültige 
Einstellungen, beispielsweise Zugriffsrechte, bestimmt. Nachdem ein Projekt 
erstellt wurde, werden in einem weiteren Schritt, dem so genannten Import, 
die zu verwaltenden Dateien eingestellt. Es wird also vereinfacht ausgedrückt 
eine Kopie der Projektdateien im Repository erstellt. Soll nun mit den in das 
Projekt eingestellten Dateien gearbeitet werden, ist ein so genannter Checkout 
notwendig. Hierbei wird eine Kopie der Projektdateien  aus dem Repository  
entnommen. Es wird also eine Arbeitskopie für den Anwender erstellt. Bei ei-
nem solchen Checkout können prinzipiell beliebige Revisionen der Dateien 
des Projektes aus dem Repository entnommen werden, aber meist wird die ak-
tuellste Revision verwendet. Ein Benutzer kann nun mit der lokalen Kopie der 
Dateien arbeiten. Wenn die angestellten Veränderungen als neue Revision 
aufgefasst werden sollen, ist ein entsprechender, als Commit bezeichneter 
Aufruf des Versionskontrollsystems notwendig. Bei diesem Commit werden 
durch das Versionskontrollsystem alle Unterschiede erfasst, die der Benutzer 
an seiner lokalen Kopie seit dem Checkout vorgenommen hat. Alle hier be-
handelten Versionskontrollsysteme bieten die Möglichkeit, zu einem beste-
henden Repository neue Dateien hinzuzufügen. Dabei wird nicht von einem 
Import, sondern von einem Add gesprochen. Ansonsten werden keine Unter-
schiede zwischen einer beim Import einstellten und einer später hinzugefüg-
ten Datei gemacht. Wird eine Revision des Repositories abgefragt, die vor 
dem Add datiert, sind entsprechende Dateien nicht Teil des Checkouts.  
Zusammenfassung:  
• Um für die Dateien eines Projektes ein Versionskontrollsystem nutzen zu 
können, muss dieses in das Repository eingestellt werden; dieser Vorgang 
wird als Import bezeichnet.  
• Der Begriff Checkout bezeichnet den Vorgang, eine komplette Kopie eines 
Projekts zur lokalen Bearbeitung aus dem Versionskontrollsystem zu ent-
nehmen.  
• Als Commit wird die Übergabe von neuen Änderungen an der lokalen Ko-
pie an das Versionskontrollsystem bezeichnet.  
• Ein Add ist das Hinzufügen neuer Dateien in ein bestehendes Repository.  
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1.3.2 Nutzung eines Versionskontrollsystems durch mehrere 
Anwender 
Werden die Dateien eines Projektes unter Versionskontrolle durch mehrere 
Personen zur gleichen Zeit bearbeitet, verwendet jeder Anwender eine lokale 
Kopie. Diese kann vom Repository und von den lokalen Kopien der anderen 
Anwender abweichen. Möchte ein Benutzer seinen Bestand von Dateien mit 
dem Repository synchronisieren, so führt er ein  so genanntes Update durch.  
Bei einem Update wird wie bei einem Commit ein Vergleich zwischen lokaler 
Kopie und Repository durchgeführt, jedoch hier mit dem Ziel, die Arbeitsko-
pie auf den aktuellen Stand im Repository zu aktualisieren. Die aktuellste 
Version im Repository wird dabei als Head bezeichnet, die ursprüngliche Ar-
beitskopie, auf der alle Arbeiten des Benutzers stattfanden, als Base. Hat ein 
anderer Benutzer zwischenzeitlich ein Commit durchgeführt; entspricht also 
die Head Version nicht mehr der Base Version, werden die Unterschiede zwi-
schen Head und Base Version an den Nutzer übertragen. Während bei einem 
Commit das Repository auf den Stand der Arbeitskopie aktualisiert wird, 
werden also beim Update neuere Änderungen aus dem Repository in die Ar-
beitskopie übertragen.  
Zusammenfassung:  
• Jeder Benutzer erhält eine eigene Kopie der Dateien des Projektes zur Be-
arbeitung.  
• Ein Update bezeichnet das Aktualisieren der lokalen Kopie durch zwi-
schenzeitlich von anderen Benutzern in das Repository eingestellte Ände-
rungen. 
• Die aktuellste Revision im Repository wird als Head bezeichnet.  
• Die Revision, die ein Benutzer zuletzt aus dem Repository entnommen hat 
wird als Base bezeichnet.  
1.3.3 Auflösung von Konflikten bei der Bearbeitung von Dateien 
Die vorangegangene Schilderung setzt voraus, dass keine beteiligten Benutzer 
zu einem gegebenen Zeitpunkt mit der gleichen Datei arbeiten, dies ist jedoch 
kein Regelfall. Wenn mehrere Benutzer ein Projekt gemeinsam bearbeiten, 
ergibt sich hieraus das Risiko von Konflikten. Als Konflikt wird in diesem 
Zusammenhang ein Zustand bezeichnet, in dem sich die Änderungen, die un-
terschiedliche Nutzer im gleichen Zeitraum an einer Datei vorgenommen ha-
ben, widersprechen und ohne Intervention des Versionskontrollsystems eine 
Änderung durch die jeweils nachfolgende überschrieben worden wäre. Der 
folgende Vorgang stellt ein einfaches Beispiel für einen Konflikt dar:  
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Zwei Benutzer entnehmen mittels Checkout die gleiche Datei aus dem Repo-
sitory.  
• Beide Benutzer verändern die jeweilige lokale Version der Datei, der erste 
Benutzer übergibt seine Änderungen ins Repository.  
• Der zweite Benutzer übergibt seine Version der Datei ins Repository. Das 
Versionskontrollsystem greift ein, da ohne Eingriff die späteren Änderun-
gen die vorhergehenden überschreiben würden.  
Der einfachste Ansatz zur Vermeidung einer solchen Situation besteht darin, 
jede Datei für einen bestimmten Zeitraum einem Benutzer zuzuordnen, der sie 
exklusiv bearbeiten kann, und alleine Schreibrechte auf diese Datei im Repo-
sitory hat. Erst wenn dieser Benutzer seine Bearbeitung beendet und einen 
Commit durchgeführt hat, erhalten andere Benutzer Gelegenheit, die Datei in 
ihrer nun vorliegenden Version zu verändern. Dieses Vorgehen hat sich in der 
Praxis als zu restriktiv herausgestellt.3 Überwiegend wird daher durch Versi-
onskontrollsysteme versucht, die unterschiedlichen Änderungen verschiede-
ner Nutzer an einer Datei automatisch zu integrieren oder einen menschlichen 
Benutzer bei dieser Integration zu unterstützen.   
Zur Verdeutlichung soll nun ein einfacher Konfliktfall und seine Auflösung 
dargestellt werden: Zwei Benutzer haben zeitgleich innerhalb einer Datei den-
selben Bereich bearbeitet. Nachdem der erste Benutzer nun seine Änderungen 
bereits eingestellt hat, führt der zweite Benutzer ebenfalls ein Commit durch. 
Dieses Commit wird vom Versionskontrollsystem zurückgewiesen, da es Än-
derungen im Repository gibt, die noch nicht in die zum Commit anstehende 
Arbeitskopie eingeflossen sind.  
Würde dieses zweite Commit zugelassen, gingen die zuerst eingestellten Än-
derungen verloren, da immer eine komplette Datei ins Repository eingestellt 
oder daraus entnommen wird. Vor einem Commit wird daher durch das Ver-
sionskontrollsystem ein Update erzwungen; der lokale Datenbestand muss al-
so mit dem Zustand im Repository abgeglichen werden. Fanden die Änderun-
gen an unterschiedlichen Punkten der Datei statt und kam es zu keinerlei Ü-
berschneidungen, so werden die Änderungen beider Benutzer meist automa-
tisch zusammengefasst und ein Commit, an dessen Ende alle Änderungen 
gemeinsam im Repository stehen, kann stattfinden. Eine weitere Beteiligung 
des Anwenders ist hier nicht notwendig.  
                                          
3  Eine Ausnahme stellen Dateien dar, bei denen eine Integration mehrerer konkurrieren-
der Änderungen nicht möglich ist, ein Beispiel sind hier Binärdateien, z.B. von Office 
Programmen. 
IZ-Arbeitsbericht Nr. 36 13 
Kam es jedoch zu sich überschneidenden Veränderungen innerhalb einer Da-
tei, so ist ein solches automatisches Vorgehen nicht möglich und ein Konflikt-
fall ist aufgetreten. In diesem Fall muss ein Benutzer entscheiden, wie die wi-
dersprüchlichen Veränderungen zu integrieren sind oder welcher Verände-
rung der Vorrang zu geben ist. Dies wird durch das Versionskontrollsystem 
unterstützt indem die gegensätzlichen Änderungen in die zu bearbeitende Da-
tei eingespielt und gekennzeichnet werden. Dem Benutzer obliegt es in die-
sem Fall, die widersprüchlichen Änderungen zu integrieren. Ist dies gesche-
hen kann die Datei mit einem Commit eingestellt werden. 
Zusammenfassung: 
• Konflikte können entstehen, wenn die gleichen Dateien im gleichen Zeit-
raum durch mehrere Personen bearbeitet werden.  
• Liegen potentielle Konflikte vor, so müssen diese mit einem Update vor ei-
nem Commit beseitigt werden; hierdurch werden die Änderungen aus dem 
Repository in den lokalen Datenbestand aufgenommen.  
• Die Integration von lokalen Änderungen in das Repository kann automati-
siert erfolgen, wenn die Bearbeitungen in unterschiedlichen Bereichen ei-
ner Datei stattfanden, ist dies nicht der Fall, muss ein Benutzer entscheiden, 
welche Änderungen übernommen und welche verworfen werden sollen.  
1.3.4 Parallele Entwicklung verschiedener Zweige eines Projekts 
In den bisherigen Szenarien wurde stets davon ausgegangen, dass es bei der 
Bearbeitung des Datenbestandes unter der Kontrolle des Repositories nur ei-
nen Zweig des Datenbestandes unter aktiver Entwicklung gibt, in den alle 
Änderungen einfließen. Dabei blieben Aufspaltungen in der Entwicklung, so 
genannte Branches, unberücksichtigt. Einen Branch anzulegen ist dann sinn-
voll, wenn die Bearbeitung der Dateien des Projektes für einen bestimmten 
Zeitraum in getrennten Linien parallel nebeneinander fortgeführt werden soll 
(eine Darstellung der zeitgleichen Existenz einer Datei in mehreren Branches 
bietet die Abbildung 2). Dieser Fall kann auftreten, wenn das bearbeitete Pro-
jekt veröffentlicht werden soll, gleichzeitig aber neue Bestandteile hinzuge-
fügt werden. Es liegen nun zwei Äste des Projektes vor, die sich weitgehend 
getrennt voneinander weiterentwickeln. Während in die zur Veröffentlichung 
bestimmte Version in erster Linie nur Fehlerkorrekturen einfließen, werden 
weitergehende Neuerungen in den anderen Ast eingefügt.4  
                                          
 
4  Prinzipiell wäre es denkbar, jeden der Äste als eigenes Projekt aufzufassen und isoliert 
zu bearbeiten, wobei die unterschiedlichen Versionen beider Projekte in keinem explizi-
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Abbildung 2: Verwendung von Branches 
Die explizite Unterstützung der Erstellung und Pflege von Ästen, also das 
Branching, ist daher Bestandteil aller verbreiteten Versionskontrollsysteme. 
Um einen Ast anzulegen, legt ein Benutzer dabei eine Version im Versions-
kontrollsystem als Ursprung des Astes fest. Wie dies geschieht, und wie der 
Ast angesprochen werden kann, unterscheidet sich zwischen unterschiedli-
chen Versionskontrollsystemen stark. Es ist nun möglich, einen neuen Branch 
zu beginnen und ohne Konflikte mit anderen Ästen am eigenen Ast zu arbei-
ten. 
Aus der Sicht der Benutzer handelt es sich bei den Ästen um allein stehende 
Projekte5. Sollen Äste wieder vereinigt werden, oder sollen Veränderungen 
aus einem Ast in einen anderen Ast einfließen, so werden alle Veränderungen 
in den zu vereinigenden Ästen auf Vereinbarkeit verglichen; sich widerspre-
chende Veränderungen werden als Konflikte behandelt. Das Zusammenführen 
von Veränderungen aus unterschiedlichen Ästen wird dabei nicht als Update, 
sondern als Merge bezeichnet, da hier nicht eine Aktualisierung stattfindet, 
sondern das Verschmelzen eigenständig geführter Entwicklungslinien.  
Zusammenfassung:  
• Als Branching wird das Abspalten einer parallelen Entwicklungslinie be-
zeichnet.  
• Vor der Erstellung eines Branches wird der Ausgangspunkt der Verände-
rung markiert, eine solche Markierung wird als Tag bezeichnet.  
• Die neue entstandene Entwicklungslinie wird dabei als Branch bezeichnet.  
                                          
ten Verhältnis stehen. Ein solches Vorgehen erschwert es allerdings, Veränderungen aus 
einem Ast in den anderen Ast zu übernehmen. 
5  Die vorliegende Darstellung von Branches und Tags orientiert sich an Subversion und 
CVS, bei anderen Versionskontrollsystemen  kann das Vorgehen stark abweichen.  
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• Versionskontrollsysteme unterstützen das Erstellen, den Austausch zwi-
schen und die Wiedervereinigung von Branches. 
• Die Methodik der Unterstützung und die Darstellung von Branches variiert 
stark zwischen den Versionsverwaltungssystemen.  
Die vier in diesem Unterabschnitt dargestellten Szenarien sind allen betrach-
teten Versionskontrollsystemen gemeinsam. In den Details der Anwendung 
und in der Architektur gibt es jedoch eine Reihe von Unterschieden mit erheb-
lichem Einfluss auf die Nutzbarkeit eines Versionskontrollsystems in einem 
gegebenen Arbeitsumfeld. Vor diesem Hintergrund wird im folgenden Ab-
schnitt anhand der Abteilung FuE des IZ ein Arbeitsumfeld für Versionskon-
trollsysteme exemplarisch vorgestellt.  
2 Verwendung von Versionskontrollsystemen 
am IZ 
In diesem Kapitel wird die Verwendung von Versionskontrollsystemen durch 
die Abteilung FuE des IZ  vorgestellt. Es wird  auf die Ist-Situation eingegan-
gen, die Verwendung der Versionskontrollsysteme CVS und in geringerem 
Maß des Visual Age Repositories. Hierbei soll festgestellt werden, welche 
Funktionen eines Versionskontrollsystems in welchem Umfang in der Abtei-
lung FuE genutzt werden. Insbesondere sollen die Aussagen der Benutzer 
zum verwendeten System erfasst werden, schwerpunktmäßig in Bezug auf 
vermisste oder fehlerhafte Funktionalität von CVS und auf das Nutzungsver-
halten im Umgang mit CVS.  
2.1 Softwareprojekte der Abteilung Forschung und 
Entwicklung des IZ  
Die Abteilung FuE des IZ beschäftigt sich an den Standorten Bonn und Berlin 
mit der Untersuchung Informationswissenschaftlicher Themenstellungen und 
mit der Durchführung von Projekten. Forschungs- und Arbeitsgebiete der Ab-
teilung sind im Einzelnen:  
• Informationssysteme und Digitale Bibliotheken, 
• Heterogenitätsbehandlung, 
• Softwareergonomie, 
• Werkzeuge zur Datenbearbeitung und -weiterverarbeitung, 
• Evaluation von IT-Produkten. 
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In der Abteilung sind zurzeit 12 Personen beschäftigt, die jeweils selbststän-
dig oder in einem Team in der Projektarbeit arbeiten. Ein Schwerpunkt bei 
der Softwareentwicklung durch die Abteilung FuE liegt auf der Arbeit mit Ja-
va und Web Technologien. Projekte werden durch kleinere Arbeitsgruppen 
über einen Zeitraum von durchschnittlich 2 Jahren bearbeitet, wobei nach der 
eigentlichen Entwicklungsphase noch eine mehrjährige Nutzung und die Pfle-
ge der Projekte folgen.  
Um einen Einblick in die Arbeit der Abteilung zu ermöglichen, sollen nun ei-
nige Projekte kurz vorgestellt werden. Nach der Vorstellung der Projekte wird 
im folgenden Unterabschnitt näher auf die Details der Softwareentwicklung 
eingegangen.  
Informationsverbund Pädagogik – Sozialwissenschaften – Psychologie:   
Dieses Projekt6 stellt eine Internetplattform zur Verfügung, durch die die Ver-
sorgung von Wissenschaftlern und Privatpersonen mit Volltexten aus den Be-
reichen Pädagogik, Sozialwissenschaften und Psychologie ermöglicht werden 
soll. Einem interessierten Benutzer soll es ermöglicht werden, mit Hilfe einer 
über das Internet zentral angebotenen Plattform Texte zu den jeweiligen 
Fachbereichen mittels einer eigens angebotenen Suchfunktionalität zu finden 
und mit  einem Pay-per-View Verfahren oder im Rahmen eines Abonnements 
zu beziehen. Die unter www.infoconnex.de erreichbare Website fasst für den 
Benutzer transparent Ressourcen der unterschiedlichen Anbieter und Fachge-
biete zusammen.  
DBClear:   
Datenbankbasierte Clearinghouses sind Inhalt des Projektes DBClear7. Ziel ist 
es, vor dem Hintergrund der Vielzahl der im World Wide Web verfügbaren 
Inhalte die Orientierung von an Fachinformationen interessierten Benutzern 
zu erleichtern. Dies wird durch DBClear geleistet, indem die Pflege und Er-
stellung von unter fachlichen Kriterien erstellten Linksammlungen unterstützt 
wird. Schwerpunkt von DBClear ist die Unterstützung und teilweise Automa-
tisierung von arbeitsteiligen Abläufen bei der Pflege eines Clearinghouses 
und die Anpassungsfähigkeit der Darstellung an die jeweiligen Erfordernisse 
des Anbieters eines solchen Clearinghouses.  
                                          
6  http://www.gesis.org/Forschung/Informationstechnologie/volltextserver.htm  
7  http://www.gesis.org/Forschung/Informationstechnologie/DBClear.htm 
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ISSP Data Wizard:    
Im Rahmen dieses Projektes8 wurde eine Software gleichen Namens entwi-
ckelt, die zur Unterstützung der im Rahmen des ISSP9 Programms ausgeführ-
ten Untersuchungen dient. In Zusammenarbeit mit dem Zentralarchiv für Em-
pirische Sozialforschung (ZA) ist ein Werkzeug entwickelt worden, das bei 
der Auswertung von empirischen Umfragen anfallende Arbeitsschritte durch 
Prüfung und teilweise Automatisierung unterstützt und für den Benutzer effi-
zienter und weniger fehlerträchtig gestaltet.  
Virtuelle Fachbibliothek Sozialwissenschaften:   
Dieses auch abkürzend als ViBSoz bezeichnete Projekt10 hat das Ziel, eine in-
tegrierte Plattform bereitzustellen, die bei der Suche nach sozialwissenschaft-
licher Literatur verwendet werden kann. Motivation für das Projekt ist die 
Vielzahl möglicher Informationsquellen, die von einem Sozialwissenschaftler 
bei der Recherche verwendet werden können und sich in Inhalten und Metho-
den des Zugriffs unterscheiden. Das Projekt ViBSoz stellt für diese unter-
schiedlichen Sacherschließungssysteme eine einheitliche Benutzerschnittstelle 
für Präsentation und Suchanfragen sowie Transferkomponenten zur Verfü-
gung, welche Suchanfragen auf die jeweils lokalen Systeme umsetzt.  
Cross-Language Evaluation Forum:   
Das Projekt CLEF11 wird in Kooperation mit dem DELOS Network of Excel-
lence on Digital Libraries betrieben und hat den Status eines eigenständigen 
EU-Projektes. Das Projekt stellt eine Testumgebung für mehrsprachige Ret-
rievalsysteme zur Verfügung. Hierbei sollen Anfragen in einer beliebigen eu-
ropäischen Sprache erfolgreich auf eine Menge von Dokumenten angewendet 
werden können, die ebenfalls in einer beliebigen europäischen Sprache vor-
liegen.  
2.2   Verwendung von Versionskontrollsystemen in FuE 
Nachdem im vorangehenden Abschnitt die Abteilung FuE des IZ und einige 
aktuelle Projekte vorgestellt wurden, soll im Anschluss vertiefend auf die 
Softwareentwicklung mit Hilfe von Versionskontrollsystemen eingegangen 
werden.  
                                          
8  http://www.gesis.org/Forschung/Informationstechnologie/ISSPWizard.htm 
9  http://www.issp.org/homepage.htm  
10  http://www.gesis.org/Forschung/Informationstechnologie/ViBSoz.htm 
11  http://www.gesis.org/Forschung/Informationstechnologie/CLEF-DELOS.htm  
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Verwendete Entwicklungsumgebungen und Projekte    
Bis zum Jahr 1998 fand die Entwicklung von Software durch die Abteilung 
FuE mit dem Sybase Power-Builder statt, wobei einige Komponenten von 
Software jeweils in C++ implementiert wurden. Projekte die in diesem Zu-
sammenhang entwickelt wurden, sind beispielsweise das Programm Schild-
kröte zur Verwaltung aller Arten von Periodika, das Programm COGET zum 
datenbankbasierten Publizieren sowie das Elektronische Verbandsinformati-
ons-, Recherche- und Analysesystem - ELVIRA. Diese Software wird aktuell 
sowohl am IZ als auch durch externe Stellen verwendet.  
Ab 1998 wurde die Programmiersprache Java für neue Projekte verwendet, 
wobei die Entwicklungsumgebung IBM Visual Age zum Einsatz kam. Unter 
Einsatz dieser Software fand die Arbeit an den Projekten DBClear, ISSP-
Data-Wizard, Daffodil und ViBSoz statt. Die durchschnittliche Größe eines 
Teams im Rahmen dieser Projekte betrug zwei bis drei Personen, wobei im 
Fall der Funktionsbibliothek FIOLA auch bis zu sieben Entwickler zur glei-
chen Zeit auf die Inhalte Zugriff hatten. FIOLA enthält oft genutzte Funktio-
nen zur internen Darstellung von Benutzeranfragen in Informationssystemen. 
Die in diesem Zusammenhang entwickelten Algorithmen und Datenstrukturen 
werden durch die Mehrzahl der entstandenen Projekte verwandt.  
Zur Koordination des Zugriffs auf die unterschiedlichen Quelldateien kam bei 
allen Projekten das integrierte Repository der Visual Age Entwicklungsumge-
bung zum Einsatz. Dieses Repository arbeitet nach dem Lock-Modify-Unlock 
Prinzip, gestattet also stets nur einem Entwickler schreibenden Zugriff auf ei-
ne Datei. Diese Restriktion stellte sich als die Produktivität mindernd heraus. 
Insbesondere ist der Fall problematisch, bei dem versäumt wurde den exklu-
siven Zugriff auf eine Datei nach deren Bearbeitung wieder aufzugeben. 
Hierbei war es notwendig, durch einen Administrator die Datei explizit frei-
zugeben, wenn der entsprechende Entwickler nicht verfügbar war.  
In der zweiten Jahreshälfte 2002 fand ein Wechsel zur Entwicklungsumge-
bung Eclipse statt. Ausschlaggebend für diese Entscheidung war die man-
gelnde Unterstützung der Visual Age Entwicklungsumgebung für neuere Ver-
sionen der Java Laufzeitumgebung, was sowohl Entwicklung als auch Fehler-
suche erschwerte. Mit der Einführung der Eclipse Entwicklungsumgebung 
wurde auch das Versionskontrollsystem CVS eingeführt. Diese Software ba-
siert im Vergleich zum Visual Age Repository auf dem so genannten Copy-
Modify-Merge Prinzip, erlaubt also die parallele Bearbeitung einer Datei 
durch mehrere Entwickler. Die unter Verwendung von Eclipse und CVS er-
stellten Projekte umfassen unter anderem DBClear, die durch mehrere Projek-
te genutzten Programmbibliotheken CORA und FIOLA und Infoconnex.  
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Aktuelle Verwendung von Versionskontrollsystemen     
Sowohl im Fall des Visual Age Repositories als auch bei Eclipse ist die Nut-
zung des Versionskontrollsystems in die Benutzungsoberfläche der Entwick-
lungswerkzeuge integriert. Das CVS-Plugin für Eclipse, eine Komponente zur 
Erweiterung von Eclipse um Funktionalität zum Umgang mit CVS, unter-
stützt dabei sowohl den Umgang mit versionierten Dateien in der Arbeitsko-
pie und im Repository als auch eine intuitive Darstellung der Unterschiede 
zwischen den verschiedenen Revisionen einer Datei. Somit steht jedem Ent-
wickler durch Eclipse das Versionskontrollsystem direkt zur Verfügung und 
ist vollständig in den Arbeitsablauf integriert. Aktuell wird die überwiegende 
Mehrheit aller Projekte mit Eclipse und CVS entwickelt und gepflegt; Visual 
Age kommt zur Pflege bestehender Projekte zum Einsatz, wird also weiterhin 
verwendet. Neben den Mitarbeitern der Abteilung FuE in Bonn wird das Re-
pository auch mittels Fernzugriff verwendet. Eine externe Partei mit Zugriff 
auf das CVS sind studentische Hilfskräfte mit lesendem Zugriff auf das Repo-
sitory. Diese Gruppe von Nutzern umfasst in der Regel ein oder zwei Perso-
nen. Weiterhin findet eine Nutzung des Repositories durch die Mitarbeiter der 
GESIS in Berlin statt; diese Mitarbeiter haben sowohl lesenden als auch 
schreibenden Zugriff auf den versionierten Datenbestand.  
Versionierter Datenbestand und Systemarchitektur    
Das CVS Repository befindet sich auf einem lokalen Server und wird über 
das hausinterne Netzwerk angesprochen. Dabei kommt serverseitig die CVS-
Variante CVSNT zum Einsatz. Insgesamt hat das Repository einen Umfang 
von mehreren hundert Megabyte und enthält den versionierten Datenbestand 
von  mehr als 20 Projekten, bestehend aus etwa 8000 einzelnen Dateien. Die 
Historien der Projekte spielen eine wichtige Rolle bei Entwicklung und Pflege 
der Software und sollen bei einem eventuellen Wechsel auf ein neues Versi-
onskontrollsystem definitiv übernommen werden.  
2.3 Befragung der Mitarbeiter zur Nutzung von Versi-
onskontrollsystemen 
Im Folgenden sollen nun die Ergebnisse dargestellt werden, die bei einer Be-
fragung der Mitarbeiter der Abteilung FuE gewonnen wurden. Diese Befra-
gung hatte das Ziel, die Anforderungen und Muster bei der Nutzung zu ermit-
teln, die sich aus Sicht der individuellen Entwickler an ein Versionskontroll-
system stellen. Dabei standen zwei Aspekte im Vordergrund:  
Es soll jene Teilmenge der Funktionalität eines Versionskontrollsystems iden-
tifiziert werden, die in der Abteilung FuE tatsächlich verwendet wird.  
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Es sollen Anlass und Frequenz für die Nutzung des Versionskontrollsystems 
festgestellt werden. 
Inhalt und Durchführung der Umfrage    
Die Umfrage geschah im Rahmen eines Gesprächs mit jeweils einem Mitar-
beiter der Abteilung FuE. Verwendet wurde ein für diese Reihe von Inter-
views erstellter Fragenkatalog. Die Antworten wurden handschriftlich notiert, 
die Auswertung fand in Form einer Zusammenfassung aller zu einer Frage 
gegebenen Antworten statt. Nach den in (siehe Hegner 2003)  dargestellten 
Kriterien handelte es sich also um ein halb strukturiertes, direktes Einzelinter-
view. 
Ergebnisse der Befragung   
Welches Versionskontrollsystem wird verwendet?   
Die überwiegende Mehrheit der Entwickler nutzte das CVS Versionskontroll-
system für die jeweils bearbeiteten Projekte, lediglich im Rahmen eines Pro-
jektes wurde  noch Visual Age und die in dieser Software integrierte Kontrol-
le von Revisionen verwendet.  
Wie oft wird das Versionskontrollsystem verwendet?   
Die meisten der Befragten orientierten sich in der Nutzung des Versionskon-
trollsystems an ihren Arbeitsfortschritten, wobei Ergebnisse jeweils in das 
Versionskontrollsystem eingestellt werden, wenn ein Bearbeitungsschritt be-
endet wurde oder bevor tiefer gehende Änderungen am Quellcode begonnen 
werden. Die Revisionen im Versionskontrollsystem werden also vor dem Hin-
tergrund der Relevanz der Änderungen erstellt und nicht vor einem zeitlichen 
Hintergrund. Jede Revision entspricht einem abgeschlossenen Arbeitsvor-
gang.  
Wird Eclipse für den Umgang mit dem Versionskontrollsystem verwendet? 
Für welche Aufgaben?  
Alle Anwender der Eclipse Entwicklungsumgebung nutzen diese auch für den 
Umgang mit dem Versionskontrollsystem. Unterschiede gab es bei der jeweils 
genutzten Funktionalität. Teilweise wurde lediglich das Einstellen und Ent-
nehmen von Revisionen aus dem Repository verwendet, in anderen Fällen 
auch die Darstellung von Unterschieden zwischen Revisionen oder die Unter-
stützung bei der Behebung von Konflikten. 
Welche anderen Werkzeuge werden für die Nutzung von CVS verwendet?  
Neben der Nutzung von Eclipse wurde in einigen Fällen das Programm Tor-
toiseCVS für den Umgang mit dem Versionskontrollsystem verwendet. 
Wurden eigene Skripte oder Werkzeuge implementiert, um bestimmte Funkti-
onalität zu erzielen?   
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Skripte zur Erweiterung der Funktionalität des Clients wurden von keinem der 
Befragten verwendet, ebenso wenig selbst implementierte Werkzeuge. Auf 
dem Server wird ein System verwendet, um bei Änderungen an den versio-
nierten Inhalten eine Nachricht an eine Mailingliste zu verschicken.  
Wie oft treten Konflikte auf?  
Konflikte bezeichnen in diesem Kontext sich widersprechende Änderungen, 
die durch unterschiedliche Entwickler in die gleiche Datei eingestellt worden 
sind. Konflikte treten laut den Befragten selten auf, was nach Meinung der 
Befragten zum einen der recht kleinen Gruppengrößen und der räumlichen 
Nähe aller beteiligten Entwickler zuzurechnen ist, andererseits aber auch der 
klaren Abgrenzung von Aufgabenschwerpunkten und der Zuständigkeit von 
Entwicklern  für   bestimmte Module. 
Wie oft und wie werden Branches verwendet?  
Branches werden nur in seltenen Fällen verwendet, beispielsweise um eine 
Entwicklungslinie zu schaffen, in die experimentelle Änderungen eingestellt 
werden. Bei der Befragung wurde als Argument gegen die Verwendung von 
Branches die Anforderung genannt, auf Änderungs- und Erweiterungswün-
sche schnell reagieren zu müssen.  
Besteht die Notwendigkeit, Dateinamen von Dateien im Repository zu än-
dern? 
Der Wunsch nach der Möglichkeit zur Versionierung von Verzeichnissen, al-
so dem Umbenennen und Verschieben von Dateien, wurde von etwa zwei 
Dritteln der Entwickler genannt; diese Entwickler empfanden diese Funktio-
nalität übereinstimmend als sehr wünschenswert. In erster Linie wurde der 
Wunsch nach einem nachträglichen Refactoring als ausschlaggebend für den 
Bedarf einer Versionierung von Verzeichnissen genannt.  
In welchem Umfang wird das Repository für Binärdaten verwendet?  
Binärdaten werden nur in geringem Maß im Repository abgelegt. Bei den ab-
gelegten Binärdaten handelt es sich meist um Bilder oder Icons, die Benut-
zungsoberflächen der jeweils entwickelten Software sind. 
Besteht eine Notwendigkeit für Locks, also die Möglichkeit, Dateien nur für 
die Bearbeitung durch einen Nutzer zuzulassen?  
Eine Mehrheit der Befragten hielt das Vorhandensein von exklusiven Locks 
für nicht notwendig oder sogar für störend. Insbesondere wenn zu Beginn ei-
nes Projektes viele Entwickler auf die grundlegenden Klassen der Klassen-
struktur zugreifen kam es bei der Verwendung von Visual Age und damit von 
exklusiven Locks oft zu Problemen. Einige Befragte äußerten in diesem Zu-
sammenhang, dass es durch die Notwendigkeit, Locks manuell zu lösen, 
wenn dies vom Inhaber des Locks nach der Bearbeitung versäumt wurde, zu 
erheblichen Zeitverlusten kam. Eine kleinere Gruppe empfand exklusive 
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Locks als nützliche Eigenschaft eines Versionskontrollsystems, um komplexe 
Veränderungen vornehmen zu können, ohne das Risiko von Konflikten ein-
zugehen.  
Wie oft wird extern, also von außerhalb des Bonner Standortes, auf das Repo-
sitory zugegriffen? 
Zugriffe von außerhalb wurden durch studentische Hilfskräfte vorgenommen, 
diese hatten meist nur lesenden oder auf bestimmte Inhalte eingeschränkten 
Zugriff auf das Repository. Weitere Zugriffe werden durch die Mitarbeiter in 
Berlin durchgeführt. Diese Zugriffe wurden wegen Problemen mit der Leis-
tungsfähigkeit und Verfügbarkeit der notwendigen Netzwerkverbindung als 
problematisch bezeichnet. Während des Gesprächs äußerte ein Mitarbeiter 
den Vorschlag, einen lesenden Zugang mittels einer Webschnittstelle einzu-
richten, um auch ohne Entwicklungswerkzeuge, beispielsweise von einer Ta-
gung aus, auf das Repository zugreifen zu können.  
Wie wichtig ist eine detaillierte Vergabe von Rechten für das Repository?  
Eine detaillierte Vergabe von Rechten wurde primär im Zusammenhang mit 
der Arbeit von studentischen Hilfskräften als wichtig empfunden. Es wurde 
mehrmals geäußert, dass die Möglichkeit nützlich sei, Rechte auch auf der 
Ebene der Verzeichnisse zu vergeben. Die Möglichkeit, Rechte zur Administ-
ration zu delegieren, wurde überwiegend als nicht notwendig erachtet. 
Gab es in der Vergangenheit Probleme bei der Verwendung von CVS?  
Die meisten Befragten hatten keine Beschwerden über den Umgang mit CVS, 
lediglich in der Anfangsphase der Nutzung des Systems gab es Probleme we-
gen der fehlenden Möglichkeit, Dateien umzubenennen. Kleinere Probleme 
gab es mit der Handhabung von Binärdateien und der von CVS betriebenen 
Expansion von Schlüsselwörtern, beispielsweise das automatische Einfügen 
der Revisionsnummer. 
Welche Meinung besteht zur Verwendung eines binären Datenformats für das 
Repository? 
Die Verwendung eines binären Formates zur Datenspeicherung im Repository 
wurde überwiegend nicht als Problem angesehen. Es wurde jedoch die Not-
wendigkeit genannt, den Datenbestand im Rahmen eines Backups sichern zu 
können.  
Welche Meinung besteht zur Verwendung einer einheitlichen, für das gesamte 
Repository gültigen Revisionsnummer?  
Eine einheitliche Revisionsnummer die jeder Datei, unabhängig von tatsächli-
chen Änderungen, bei einem Commit zugewiesen wird, stellt einen Unter-
schied zum Verhalten von CVS dar. Hier wird die Revision einer Datei mit 
einem Commit nur dann erhöht, wenn es in der Datei zu Änderungen kam. 
Die Befragten empfanden keines der beiden Verhalten als dem anderen inhä-
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rent überlegen; beiden Vorgehensweisen wurden Vorteile zugebilligt, wenn 
bestimmte Informationen des Versionskontrollsystems abgefragt werden sol-
len. Während Revisionen auf der Ebene von Dateien als nützlich empfunden 
wurden, um sich schnell einen Überblick über die Häufigkeit von Änderungen 
an einer Datei zu verschaffen, wurden Revisionsnummern auf Ebene des Re-
positories als vorteilhaft empfunden, wenn alle Dateien einer spezifischen 
Revision schnell identifiziert werden sollen.  
Welche Funktionalität, die nicht durch CVS geboten wird, sollte durch ein 
Versionskontrollsystem verfügbar sein?  
In diesem Zusammenhang wurden zwei Punkte genannt, die automatische 
Durchführung von Backups und ChangeSets. ChangeSets bezeichnen in die-
sem Zusammenhang die Möglichkeit, gemeinsam erfolgte Veränderungen 
auch in der History des Repositories explizit als atomare Veränderungen iden-
tifizieren zu können.  
2.4   Fazit 
Aus den Interviews mit den Mitarbeitern der Abteilung  FuE lassen sich zahl-
reiche Informationen über die Nutzung von Versionskontrollsystemen gewin-
nen:  
• Der wichtigste Punkt in der täglichen Anwendung ist die Einbindung von 
Versionskontrollsystemen in die verwendete Entwicklungsumgebung. Alle 
Befragten haben jeweils ihre Entwicklungsumgebung Eclipse für den 
Zugriff auf die durch das Versionskontrollsystem verwalteten Datenbestän-
de verwendet; dies geschah sowohl beim Einsatz von Eclipse als auch bei 
Visual Age.  
• Die Auflösung von Konflikten durch das Versionskontrollsystem wird nur 
relativ selten benötigt. Eine zeitgleiche Arbeit an einer Datei durch mehrere 
Entwickler fand nur selten statt. In den Fällen in denen eine Datei durch 
mehrere Personen zeitgleich bearbeitet wurde, war es oft möglich, Konflik-
te durch entsprechende Absprachen zu vermeiden. Diese Form der Koordi-
nation wird durch die räumliche Nähe aller Mitarbeiter bedingt.  
• Die Arbeit an einem Projekt findet überwiegend in kleinen Gruppen von 2 
oder 3 Personen statt. Dabei arbeitet jede Person in erster Linie auf einem 
eigenen Bestand von Klassen, lediglich in der Anfangsphase eines Projek-
tes arbeiten mehrere Entwickler gemeinsam an einer Datei oder einem Java 
Package.  
• Branches werden selten verwendet; dies bedingt zusammen mit der gerin-
gen Nachfrage nach Funktionen zur Konfliktauflösung, dass entsprechende 
Funktionalität des Versionskontrollsystems auf dem durch CVS angebote-
nen Niveau vollkommen ausreichend ist.  
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• Veränderungen werden ins Versionskontrollsystem eingestellt, wenn der 
Entwickler selbst sie jeweils für beendet hält.  
• Der Wunsch nach der Möglichkeit zur Versionierung von Verzeichnissen, 
also der Möglichkeit beispielsweise Dateien umzubenennen, wird von meh-
reren Entwicklern genannt. Dies ist auch der Grund, aus dem ein neues 
Versionskontrollsystem in Betracht gezogen wird.  
• Vor dem Hintergrund der Erkenntnisse dieses Kapitels sollen im Anschluss 
eine Reihe unterschiedlicher Versionskontrollsysteme betrachtet werden.  
3 Vergleich verschiedener Versionskontroll-
systeme  
In diesem Kapitel werden unterschiedliche Versionskontrollsysteme vorge-
stellt. Im ersten Teil des Kapitels wird auf die grundlegende Architektur ein-
gegangen, im Anschluss auf eine Reihe von Versionskontrollsystemen, die 
sich zur Zeit im Einsatz oder in der Entwicklung befinden. 
3.1 Eigenschaften und Architektur von Versionskon-
trollsystemen 
Im Folgenden sollen einige Kriterien vorgestellt werden, anhand derer Versi-
onskontrollsysteme unterschieden und bewertet werden können. Die Kriterien 
sollen dabei weniger dazu dienen, die unterschiedlichen Versionskontrollsys-
teme gegeneinander abzugrenzen oder zu bewerten, sondern sollen im Hin-
blick auf eine spätere Evaluation helfen, die Bandbreite der zu beachtenden 
Punkte darzustellen. Weiterhin sollen diese Kriterien dazu dienen, die techni-
sche Vielfältigkeit von Versionskontrollsystemen zu verdeutlichen. Bewusst 
verzichtet wird - sowohl bei der Vorstellung dieser Kriterien wie auch bei der 
späteren Darstellung konkreter Versionskontrollsysteme, auf die detaillierte 
Besprechung und wertende Gegenüberstellung technischer Details. Dies ist 
der Fall, da die Bewertung eines Versionskontrollsystems stets in hohem Maß 
von den persönlichen Vorlieben und Arbeitsgewohnheiten abhängt.  
Einrichtung und Administration   
Bei der Betrachtung dieses Kriteriums wird untersucht, mit welchem Arbeits- 
und Lernaufwand Einrichtung und Betrieb des Versionskontrollsystems ver-
bunden sind. Dies umfasst die Einführung des Systems, die Administration 
von Nutzern und deren Rechten, sowie die Pflege des Datenbestandes in Re-
positories. Relevante Punkte zur Bewertung dieser Fragen sind das Format 
der Konfigurationsdaten und das Vorhandensein von Werkzeugen, die bei der 
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Konfiguration und Überwachung des Systems genutzt werden können. Weite-
re Punkte sind der Aufwand für die Datensicherung, beispielsweise angesichts 
der Frage, ob diese im laufenden Betrieb durchgeführt werden kann. Ein wei-
terer Aspekt ist die Möglichkeit das System zu automatisieren, beispielsweise 
in Form der Durchführung von automatischen Prüfungen der Integrität in 
festgelegten Abständen oder die Ausführung von Skripten unter zuvor festge-
legten Bedingungen. Bei all diesen Punkten muss die Frage, welche Möglich-
keiten ein Administrator besitzt, um ein System den jeweiligen Anforderun-
gen anzupassen, getrennt von der Komplexität und Fehlerträchtigkeit der 
Administration betrachtet werden.  
Möglichkeiten zur Rechtevergabe und Authentifizierung    
Bei der Betrachtung dieses Punktes sind zwei Aspekte relevant, die Granulari-
tät der Rechtevergabe und die Authentifizierungsmechanismen, auf deren Ba-
sis die Rechtevergabe erfolgt. Unter dem Stichpunkt der Granularität wird die 
Frage behandelt, auf welcher Ebene Rechte für ein unter Versionskontrolle 
stehendes Projekt vergeben werden können. Einige Systeme bieten hier nur 
eine generelle Vergabe von Lese- und Schreibrechten für ein ganzes Projekt, 
während in anderen Fällen eine feinere Rechtevergabe auf Verzeichnisebene 
möglich ist.  
Bei den Authentifikationsmechanismen existieren Ansätze, die eine eigene 
Datenbasis mit Benutzerinformationen für das Versionskontrollsystem pfle-
gen und solche, die sich in ein bestehendes System, etwa die Benutzerverwal-
tung des Betriebssystems, einbetten lassen.  
Nutzung in Netzwerken    
Bei der Anwendung durch mehrere Benutzer wird durch Versionskontrollsys-
teme ein Netzwerkprotokoll zur Kommunikation und zum Austausch von 
Nachrichten verwendet12. Bei der Nutzung von Netzwerken durch das Versi-
onskontrollsystem müssen mehrere Fragen untersucht werden. Einerseits 
muss die Frage betrachtet werden, welche Bandbreite für die Arbeit mit dem 
System notwendig ist. Während die Bandbreite eines LANs für alle hier vor-
gestellten Systeme ausreichend ist, wird bei einer Nutzung über ein WAN, 
beispielsweise eine Einwählleitung, der effiziente Umgang mit der bereitste-
henden Bandbreite relevant. Hier muss beachtet werden, für welche Operatio-
nen auf das zentrale Repository zugegriffen wird und welche zu übertragende 
                                          
12  Ausnahmen sind hier die Nutzung in einem lokalen oder verteilten Dateisystem, wobei 
eine Nutzung des Netzwerkes transparent für das Versionskontrollsystem erfolgen wür-
de.  
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Datenmenge für eine Synchronisation notwendig ist. Dies wird maßgeblich 
dadurch beeinflusst, ob nur Änderungen an Dateien oder die Dateien selbst 
übertragen werden und welche Art von Komprimierung verwendet wird. Ne-
ben der Effizienz bei der Verwendung des Netzwerkes ist ebenfalls wichtig, 
welche Protokolle durch das Versionskontrollsystem verwendet werden. Hier 
ist der Aspekt der Sicherheit der mittels des Netzes übertragenen Informatio-
nen zu beachten; das verwendete Protokoll sollte sowohl eine sichere Authen-
tifikation als auch eine geschützte Übertragung gewährleisten.  
Notwendige Laufzeitumgebung    
Bei der Bewertung eines Versionskontrollsystems muss die Frage beachtet 
werden, welche Laufzeitumgebung durch die Software vorausgesetzt wird. 
Die Laufzeitumgebung umfasst dabei sowohl benötigte Software, also das Be-
triebssystem und weitere zur Nutzung des Versionskontrollsystems benötigte 
Programme, als auch die für einen performanten Betrieb notwendige Hard-
ware.  
Hardwareseitig ist neben den Laufzeitanforderungen an Rechner und Netz-
werk die Frage interessant, wie viel Speicherplatz durch Daten im Repository 
benötigt wird. Durch die Kapazität aktueller Festplatten ist der Betrieb eines 
auch mehrere Gigabyte großen Repositories zwar kein prinzipielles Problem, 
allerdings sollte die Effizienz der Speicherung vor dem Hintergrund von 
Backups und Replikation eines Repositories weiterhin beachtet werden.  
Ein wichtiger, allerdings meist schwer zu bewertender Punkt ist die Frage 
nach der Skalierungsfähigkeit des Systems, also das Verhältnis, in dem sich 
die Anforderungen an das Laufzeitsystem mit erhöhter Arbeitslast des Versi-
onskontrollsystems verändern und die Frage, wie hoch die maximale durch 
die Architektur bedingte Arbeitslast des Systems ist.  
Verbreitung und Ausgereiftheit    
Versionskontrollsysteme sind in der Regel integraler Bestandteil bei der Ent-
wicklung von Software, entsprechend wichtig ist die technische Zuverlässig-
keit dieser Systeme. Ein zentraler Punkt ist hierbei die Absicherung gegen 
Datenverlust, sowohl durch Fehlbedienung hervorgerufenen als auch durch 
eine Beschädigung des Repositories verursachten13. Ein zusätzlicher Aspekt 
der Ausgereiftheit stellt die Stabilität der Schnittstellen des Systems dar. Dies 
                                          
13  Während der Datenbestand eines Versionskontrollsystems in eine regelmäßige Datensi-
cherung aufgenommen werden sollte, kann eine solche Sicherung nur bedingt gegen ei-
ne Korruption der Historie helfen, bei der sich Fehler über einen längeren Zeitraum ku-
mulieren.  
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betrifft sowohl die Benutzerschnittstellen und deren Repräsentation in den 
jeweiligen Entwicklungsumgebungen als auch die Programmierschnittstellen 
Erstere würden ein Umlernen von Anwendern erfordern und damit sowohl er-
höhten Zeitaufwand bedingen als auch die Akzeptanz durch die Benutzer des 
Systems gefährden. Die Umstellung von Programmierschnittstellen hingegen 
kann eine Anpassung von eigener Software und Programmen Dritter erfor-
dern, die mit dem Versionskontrollsystem verwendet werden. Ein Versions-
kontrollsystem sollte für den Einsatz in der Produktion prinzipiell keine kriti-
schen Fehler mehr aufweisen, es soll also ein hohes Maß an Qualität (siehe 
Sommerville  2004)  besitzen. Weiterhin sollten ausreichende Dokumentation 
und Erfahrungen im Einsatz des Systems vorliegen. Diese Aspekte der Aus-
gereiftheit eines Systems werden durch dessen Verbreitung positiv beein-
flusst. Bei einem weit verbreiteten System werden Fehler schneller gefunden, 
auch sind in der Regel mehr Dokumentation und ein größerer Erfahrungs-
schatz verfügbar.  
Benutzerfreundlichkeit und Softwareergonomie    
Durch die enge Einbindung in den Arbeitsprozess und die teilweise hohe 
Komplexität der zu lösenden Aufgaben stellen sich unter dem Gesichtspunkt 
der Softwareergonomie hohe Anforderungen an die Benutzerschnittstelle von 
Versionskontrollsystemen. Die vom Anwender verwendete Software eines 
Versionskontrollsystems sollte grundsätzlich die durch die ISO 9141 definier-
ten sieben Anforderungen erfüllen, wie sie im Folgenden erläutert werden. 
Der Aspekt der Fehlertoleranz ist wegen der hohen Wichtigkeit, die den ver-
walteten Daten oft zukommt und der teilweise hohen Komplexität der durch-
geführten Handlungen von besonderer Bedeutung. Hier sollte auf jeden Fall 
sichergestellt werden, dass es keinerlei Möglichkeit gibt, durch Fehlbedie-
nung die Integrität des Repositories zu beeinträchtigen. Bei der Bewertung 
der Lernförderlichkeit und der Selbstbeschreibungsfähigkeit spielt neben der 
eigentlichen Dialog- und Kommandogestaltung auch wieder das zugrunde 
liegende Anwendungsmodell eine Rolle. Die Darstellung von Primitiven des 
Versionskontrollsystems wie Branches und Revisionen hat großen Anteil dar-
an, wie schwer es einem Anwender fällt, neben den einfachen Grundaktionen 
Checkout, Update und Commit auch mit komplexeren Operationen zu arbei-
ten. Die Auffassung von Branches als virtuelle Verzeichniskopien, wie sie 
von einigen Versionskontrollsystemen verwendet wird, führt über die Analo-
gie zum nicht versionierten Dateisystem auch unerfahrene Nutzer an die Ver-
wendung von Entwicklungszweigen heran. Ein wichtiger Aspekt um das Er-
lernen des Systems zu fördern ist das Vorhandensein von Dokumentation, bei 
den im weiteren Verlauf dieses Textes untersuchten Programmen gab es hier, 
was Qualität, aber auch die generelle Verfügbarkeit betrifft, große Unter-
schiede.  
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Bei der Bewertung der Steuerbarkeit und der Individualisierbarkeit müssen al-
le Möglichkeiten betrachtet werden, mit dem System zu interagieren. Viele 
Systeme bieten sowohl die Möglichkeit, mit der Kommandozeile zu arbeiten 
als auch mit unterschiedlichen graphischen Benutzungsoberflächen, die je-
weils getrennt betrachtet werden müssen.  
Wurde von den zukünftigen Anwendern eines Versionskontrollsystems be-
reits ein verwandtes System verwendet, so kann sich der Punkt der Erwar-
tungskonformität als besonders kritisch erweisen. Dies ist der Fall, da sich un-
terschiedliche Versionskontrollsysteme in ihrem Anwendungsmodell und in 
Darstellung und Verwaltung teilweise grundlegend unterscheiden, so dass 
selbst bei einem für sich betrachtet softwareergonomisch gut gestalteten Sys-
tem durch notwendiges Neuerlernen Probleme auftreten können.  
Abschließend zu diesem Punkt muss noch einmal betont werden, dass eine 
Bewertung von Versionskontrollsystemen auch im Hinblick auf softwareer-
gonomische Kriterien nur unter Beachtung der tatsächlichen Einsatzumge-
bung und Arbeitsabläufe erfolgen kann. Hilfreich ist hier sicher eine Orientie-
rung an Nutzungsszenarien.  
Unterstützung von atomaren Operationen    
Unter diesem Punkt wird untersucht, ob ein Versionskontrollsystem atomare 
Commits und Checkouts unterstützt und damit die Integrität von Arbeitsum-
gebungen und Repository sicherstellt, auch wenn diese Operationen unterbro-
chen werden.  
Ein Commit wird als atomar bezeichnet, wenn die Änderungen aller beteilig-
ten Dateien entweder vollständig in das Repository eingehen oder im Fall ei-
nes Scheiterns vollständig verworfen werden. Diese Eigenschaft ist notwen-
dig, wenn es während eines Zugriffs auf das Repository zu Störungen eines 
der beteiligten Rechner oder der zugrunde liegenden Netzwerkverbindung 
kommt und die Übertragung unterbrochen wird. Durch ein atomares Commit 
wird unter diesen Umständen verhindert, dass es im Repository zu einem un-
definierten Zustand kommt. Auch wird bei atomaren Commits das Einstellen 
von veränderten Dateien durch einen Benutzer erst ermöglicht, wenn alle 
Konflikte gelöst sind; ein separates Einstellen von konfliktfreien und kon-
fliktenthaltenden Dateien wird unterbunden.  
Neben atomaren Commits sind auch atomare Updates und Checkouts wün-
schenswert. Diese Eigenschaft verhindert Szenarien, in denen ein unvollstän-
diger Checkout oder ein unvollständiges Update die Arbeitskopie des Benut-
zers beeinträchtigt und sie entweder in einen nicht nutzbaren oder mit dem 
Repository inkonsistenten Zustand bringt.  
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Umgang mit Branches und Auflösung von Konflikten   
Die Unterstützung beim Umgang mit konkurrierenden Änderungen ist eine 
der wichtigsten Eigenschaften eines Versionskontrollsystems. Besonders re-
levant wird diese Eigenschaft dann, wenn mehrere Personen an den gleichen 
Dateien arbeiten und insbesondere, wenn Branches zusammengeführt werden. 
Eine gute Unterstützung bei Konflikten sollte in der Lage sein, diese mög-
lichst selbstständig zu beheben. So sollten Dateien, an denen mehrere Ände-
rungen an unterschiedlichen Stellen vorgenommen wurden, automatisch in-
tegriert werden. Ist eine automatische Behandlung nicht möglich, so sollte das 
System in der Lage sein, eine weitestgehende Unterstützung  zu gewährleis-
ten. Bei der Darstellung von Konflikten gibt es eine Reihe unterschiedlicher 
Ansätze; ein Beispiel ist der so genannte 2-Way Merge, bei dem die durch 
den Benutzer gewünschte Veränderung mit dem bereits durch einen anderen 
Benutzer veränderten Original verglichen wird (siehe hierzu auch die folgen-
de Abbildung 3) oder der 3-Way Merge, bei dem zusätzlich die Ursprungsda-





Abbildung 3: 2-Wege Merge und  3-Wege Merge 
 
Dieses Vorgehen bietet mehr Informationen über die jeweiligen Änderungen 
am Original und erleichtert die Entscheidungen, wie zwei konkurrierende 
Veränderungen integriert werden sollen.  
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Neben der Behandlung und Darstellung von Konflikten ist im Umgang mit 
Branches die Frage wichtig, wie diese durch das jeweilige Versionskontroll-
system dargestellt werden. So können Branches als eine separate Dimension, 
also orthogonal zu Dateinamen und Revision, aufgefasst werden. Alternativ 
dazu steht eine Behandlung eines Branches als Kopie der jeweiligen Ver-
zeichnisse mit den Projektdateien, also eine Behandlung eines Branches auf 
der Dimension des Namens der Datei. Da sich aus der gewählten Darstellung 
allein noch keine qualitativen Unterschiede im Umgang mit Branches ableiten 
lassen, ist diese Unterscheidung in erster Linie vor dem Hintergrund von Prä-
ferenzen der Benutzer und bisherigen Erfahrungen relevant. Besondere Be-
achtung verdient die Frage, inwieweit der Umgang mit Branches, etwa die 
Übernahme von Änderungen zwischen unterschiedlichen Ästen, durch die 
Software unterstützt wird. Wünschenswert ist hier eine Darstellung der bereits 
zwischen zwei Ästen übernommenen Änderungen, da hierdurch das häufig 
auftretende Problem doppelt übernommener Änderungen vermieden wird.  
Unterstützung der Versionierung von Verzeichnissen   
Neben der Versionierung  von Dateiinhalten bieten einige Versionskontroll-
systeme auch eine Versionierung von Dateinamen und Verzeichnissen an. 
Diese Eigenschaft gestattet es, eine Datei umzubenennen, zu kopieren und zu 
löschen und gleichzeitig die Historie dieser Datei zu erhalten. Bei Unterstüt-
zung dieser Funktionalität werden Name und Pfad einer Datei ebenso wie de-
ren Inhalt als zu versionierende Eigenschaft betrachtet. Insbesondere beim 
Refactoring von Quellcode wird diese Eigenschaft oft nachgefragt. Neben der 
reinen Unterstützung dieser Funktion muss auch beachtet werden, wie die ei-
gentliche Implementierung im Versionskontrollsystem zu gestalten ist. Einige 
Versionskontrollsysteme nutzen zur Darstellung einer Umbenennung eine 
Kopie mit einem anschließenden Löschen des Originals; die resultierende 
Aufteilung in zwei separate Schritte kann sich in einigen Fällen, beispielswei-
se bei der Verwendung von Branches, als ungeeignet erweisen.  
Funktionsumfang des Systems und Unterstützung durch externe Werk-
zeuge    
Ergänzend zum Umgang mit Revisionen gibt es eine Reihe ergänzender 
Funktionalität, die sich einem Versionskontrollsystem zuordnen lässt. Ein 
Beispiel ist das Bugtracking14, also die Protokollierung und Verwaltung von 
Fehlern von ihrem Auffinden bis zu ihrer Behebung. Durch die Integration 
von Bugtracking und Versionskontrollsystem können Fehler anhand spezifi-
                                          
14  Teils auch als Defect- oder Featuretracking bezeichnet. 
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scher Revisionen des zugrunde liegenden Quellcodes verfolgt werden. Ein 
anderes Beispiel ist die Integration des Versionskontrollsystems in das 
Buildmanagement15; so können automatische Tests durchgeführt werden, um 
die Funktionalität der Software, etwa durch UnitTests, sicherzustellen. Neben 
der reinen Verfügbarkeit dieser Funktionalität muss auch die Frage geklärt 
werden, in welcher Form sie verfügbar ist. Denkbar ist hier, dass die be-
schriebenen Funktionen integraler Bestandteil der Software sind, ebenso ist 
aber auch eine Realisierung als separate Erweiterung des Versionskontrollsys-
tems denkbar. Bei einem externen Produkt muss beachtet werden, ob es durch 
den Anbieter des Versionskontrollsystems oder durch externe Anbieter ver-
fügbar ist und welche Kosten mit einer Anschaffung eventuell verbunden 
sind. In jedem Fall muss die Frage einbezogen werden, inwieweit zusätzliche 
Funktionalität eines Versionskontrollsystems im Rahmen des geplanten Ein-
satzes der Software sinnvoll ist oder ob durch die gestiegene Komplexität mit 
Nachteilen zu rechnen ist.  
Lizenz und Kosten der Software    
Anhand der verwendeten Lizenz lassen sich aktuelle Versionskontrollsysteme 
grob in zwei Gruppen aufteilen. Eine Gruppe stellen hier kommerziell ver-
triebene Softwaresysteme dar. Für ein solches System ist in der Regel für je-
den Nutzer, in einigen Fällen auch zusätzlich für einen zentralen Server, eine 
Lizenzgebühr zu entrichten. Die Preise variieren mit dem jeweiligen Produkt, 
der Anzahl der Lizenzen und teilweise auch mit dem Kauf oder der Miete ei-
ner Lizenz. In der Praxis sind etwa 300 Euro bis 8000 Euro für eine Lizenz zu 
zahlen. In den Lizenzkosten ist in der Regel eine Form von Unterstützung 
durch den Hersteller bei der Einrichtung und Nutzung der Software enthalten, 
beispielsweise in Form einer Hotline oder moderierten Foren.  
Eine zweite Gruppe stellen Programme aus dem Open Source Bereich16 dar. 
Diese Programme sind ohne Zahlung von Lizenzkosten nutzbar, dafür fehlt 
hier oft die Möglichkeit, professionellen Support zu erhalten.  
Bei Lizenzverträgen sollte beachtet werden, in welchem Umfang sie über die 
reinen Kosten hinaus noch weitere Bedingungen für die Nutzung festlegen. In 
der Praxis sind obligatorische Updates auf die jeweils neueste Version einer 
Software als Teil einer Lizenzvereinbarung bekannt.  
                                          
15  http://www.martinfowler.com/articles/continuousIntegration.html  
16  http://www.opensource.org 
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Speicherung der versionierten Daten   
 Bei der Speicherung der versionierten Daten durch ein Versionskontrollsys-
tem kommen entweder reguläre Dateien oder eine Form einer Datenbank zum 
Einsatz, wobei dieser Begriff in diesem Zusammenhang sehr frei verwendet 
wird und nicht mit der Definition nach Codd (siehe Codd 1970)  überein-
stimmt. Ein Beispiel für verwendete Dateiformate sind etwa RCS Dateien. 
Das Dateiformat wird im Folgenden beschrieben. Durch die Verwendung ei-
ner Datenbank lassen sich durch diese bereitgestellt Dienste, etwa die Unter-
stützung für Transaktionen, ohne größeren Implementierungsaufwand für das 
Versionskontrollsystem nutzen. In beiden Fällen sollte besonders die Frage 
beachtet werden, wie die Migration eines bestehenden Repositories auf einen 
anderen Rechner durchgeführt werden kann und welche Möglichkeiten zur 
Datensicherung angeboten werden. Eine weitere Frage betrifft den verwende-
ten Algorithmus zur Isolation von Veränderungen zwischen zwei Versionen 
einer Datei. Dieser sollte in der Lage sein, auch beim Umgang mit Binärdatei-
en nur die Unterschiede zu speichern, die zwischen zwei unterschiedlichen 
Revisionen einer Datei bestehen. Einige Systeme erstellen stattdessen eine 
Kopie für jede Revision einer Binärdatei. 
Zentrale und verteilte Architekturen    
Die Unterschiede zwischen einem verteilten und einem zentralisierten Versi-
onskontrollsystem betreffen sowohl die Architektur des Systems als auch das 
zugrunde gelegte Entwicklungsmodell. Vom Blickwinkel der Architektur her 
unterscheiden sich beide Ansätze darin, dass bei einem verteilten System je-
der Nutzer des Versionskontrollsystems ein eigenes Repository verwaltet, 
während bei einem zentralisierten System nur ein Repository existiert, aus 
dem jeder Benutzer seine Arbeitskopie entnimmt und nach der Bearbeitung 
wieder einstellt. Da dieses zentrale Repository in den meisten Fällen durch ei-
nen eigenständigen Serverprozess verwaltet wird, wird bei zentralisierten Sys-
temen auch oft von Client-Serversystemen gesprochen. Aus dem Blickwinkel 
der Nutzung werden Systeme mit einem zentralen Repository auch als auf 
Snapshots basierend bezeichnet. Diese Bezeichnung rührt vom Bild eines 
zentralen Repositories her, von dem bei jeder Veränderung eine Aufnahme 
genommen wird. Der Zustand einer Datei im Repository in der jeweils aktuel-
len Revision ist also Referenzpunkt für alle anderen Versionen dieser Datei. 
Verteilte Versionskontrollsysteme werden auch als  auf ChangeSets basierend 
bezeichnet; diese Systeme arbeiten auf logischer Ebene nicht mit zentralen 
Repositories und in diese eingespielte Veränderungen, sondern betrachten ih-
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ren  versionierten Datenbestand als Aggregierung von Veränderungen17. 
Deutlich wird der Unterschied zwischen einer ChangeSet und einer Snapshot 
Fokussierung bei der zugrunde gelegten Verwendung der Systeme: bei einem 
System mit einem zentralen Repository, werden Dateien nach der lokalen Be-
arbeitung stets wieder in das Repository eingestellt, wobei Konflikte nötigen-
falls behoben werden, maßgeblich ist der Zustand im Repository. Bei einem 
verteilten System gibt es kein zentrales Repository über das die beteiligten 
Entwickler ihre Änderungen koordinieren. Sollen hier Veränderungen ande-
ren Nutzern zur Verfügung gestellt werden, geschieht dies durch den explizi-
ten Austausch von ChangeSets. Jeder Benutzer kann selbst entscheiden, aus 
welchen ChangeSets sich seine Arbeitskopie zusammensetzt. Aus der Sicht 
der Befürworter von verteilten Versionskontrollsystem gestatten diese Syste-
me Arbeitsweisen, die mit zentralisierten Systemen nicht zu verwirklichen 
sind. In erster Linie wird hier die Verwendung von so genannten Staging A-
reas genannt18, Repositories, in denen Änderungen gesammelt und integriert 
werden, bevor sie in ein weiteres Repository übernommen werden, dessen In-
halt der Hauptentwicklungslinie des jeweiligen Projektes entspricht. Als wei-
terer Vorteil wird die Möglichkeit genannt, über längere Zeiträume isoliert 
vom Repository zu arbeiten, auch dies vor dem Hintergrund, dass durch die 
Fokussierung auf ChangeSet eine Synchronisation unterschiedlicher Reposi-
tories vereinfacht wird. Diesen Vorteilen wird zugunsten der zentralisierten 
Versionskontrollsysteme oftmals entgegengehalten, dass durch Verwendung 
von Branches viele dieser Eigenschaften verteilter Systeme auch mit her-
kömmlichen Client- Server Systemen erreicht werden können19. Weiterhin 
muss beachtet werden, dass zur tatsächlichen Nutzung der Vorteile, die sich 
aus der Verwendung von ChangeSets ergeben, weiter entwickelte Werkzeuge 
zur Integration von Veränderungen notwendig sind: von dem Vorhandensein 
solcher Werkzeuge würden aber zentralisierte Systeme in gleichem Maß pro-
fitieren. Die Frage, ob und welcher Ansatz dem anderen überlegen ist, lässt 
sich nur schwer beantworten; die Diskussion wird sehr kontrovers geführt und 
wird oft von der persönlichen Arbeitsweise mit dem Versionskontrollsystem 
bestimmt. 
                                          
17  Die Unterscheidung zwischen ChangeSet und Snapshot ist explizit nicht technischer 
Natur; die interne Repräsentation eines Versionskontrollsystems ist unabhängig von 
dieser logischen Sichtweise. 
18  http://www.bitkeeper.com/Products.BK_Pro.Feature_.html 
19  http://web.mit.edu/ghudson/thoughts/bitkeeper.whynot 
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3.2 Darstellung relevanter Versionskontrollsysteme 
Auf den folgenden Seiten sollen einige aktuelle Versionskontrollsysteme kurz 
darstellt werden. Ziel ist es, einen Überblick über konkrete Implementierun-
gen zu bieten, nachdem im vorangehenden Kapitel bereits eine Darstellung 
von technischen Eigenschaften erfolgt ist. Die betrachteten Systeme sollen al-
so in erster Linie vorgestellt werden, ein Vergleich der unterschiedlichen Ei-
genschaften der Systeme wird nicht durchgeführt. Die Auswahl der betrachte-
ten Systeme geschah unter mehreren Gesichtspunkten. Mit CVS und Visual 
Source Safe werden zwei zur Zeit weit verbreitete Systeme vorgestellt, wobei 
CVS auch vor dem Hintergrund von Interesse ist, dass dieses System zur Zeit 
innerhalb der Abteilung FuE überwiegend verwendet wird.  
Arch und Bitkeeper sind verteilte Versionskontrollsysteme und stehen stell-
vertretend für diesen relativ jungen Entwicklungszweig.  
Perforce ist ein recht verbreitetes System, das für eine Vielzahl von Plattfor-
men angeboten wird.  
Subversion ist ein System, dessen offen vertretene Zielsetzung es ist, Fehler 
in CVS zu beseitigen und CVS langfristig zu ersetzen. Aufgrund der Vielzahl 
von verfügbaren Versionskontrollsystemen ist es schwer, eine wirklich reprä-
sentative Übersicht zu bieten. Bewusst verzichtet wurde auf die Darstellung 
von Systemen, die aus technischen Gründen20, wegen ihrer geringen Verbrei-
tung21oder wegen der hohen technischen und finanziellen Aufwendungen22 
nicht für eine Verwendung durch die Abteilung  FuE geeignet sind.  
3.2.1 CVS    
CVS23, das Concurrent Versioning System, ist ein aus dem Open Source Be-
reich stammendes Versionskontrollsystem mit einer sehr hohen Verbreitung, 
es basiert auf einer Client-Server Architektur24. 
Unterstützte Plattformen    
Bei CVS handelte es sich ursprünglich um eine Sammlung von Unix-
Skripten, die das Versionskontrollsystem RCS um die Möglichkeit erweiter-
ten, durch mehrere Nutzer gleichzeitig verwendet zu werden. Die erste Veröf-
fentlichung dieser Skripte fand in einem Newsgroup Posting im Jahr 1986 
                                          
20  RCS und SCCS 
21  SourceJammer, MetaCVS 
22  Clearcase 
23  https://www.cvshome.org/ 
24  Bei Verwendung eines Repositories im lokalen Dateisystem besteht die Möglichkeit, 
auf einen separaten Serverprozess zu verzichten. 
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statt (siehe Bar/Fogel 2003) Die Funktionalität dieser Skriptsammlung wurde 
im Jahr 1990 erweitert, gleichzeitig wurde eine Portierung des Programms 
nach C vorgenommen. Heute ist CVS unter Windows, Unix und Mac OS X 
sowie einer Reihe weiterer Plattformen verfügbar. Die Entwicklung der ein-
zelnen Programme auf den jeweiligen Plattformen findet dabei durch eine 
Reihe von Projekten statt, einen einzigen zentralen Anbieter gibt es nicht. 
Insgesamt hat die weite Verbreitung von CVS dazu geführt, dass es eine gro-
ße Auswahl unterschiedlicher Software gibt, die mit CVS zusammenarbeitet. 
Dies beinhaltet zahlreiche Benutzungsoberflächen, mehrere Implementierun-
gen von Webschnittstellen und eine Reihe von Plugins, die den Zugriff auf 
CVS Repositories mittels Entwicklungsumgebungen oder Werkzeuge zur 
Verwaltung von Dateien gestatten.  
Architektur   
 CVS ist eine Client-Server Architektur mit einem zentralen Repository. Ne-
ben dem Zugriff auf Repositories durch das Dateisystem wird auch die Ver-
wendung in Netzwerken unterstützt, wobei mehrere Protokolle bereitstehen, 
die sich in erster Linie durch die verwendete Authentifizierung und die Absi-
cherung der Datenkommunikation unterscheiden. Um einen Schutz der Da-
tenübertragung zu gestatten, können SSH sowie Kerberos 4 und 5 eingesetzt 
werden. Hierbei wird sowohl die Anmeldung eines Benutzers als auch der 
Datentransfer zwischen Client und Server durch Verschlüsselung gesichert. 
Die Authentifizierung der Nutzer kann weiterhin über die Benutzerdaten des 
Betriebssystems oder eine eigene Datei mit Informationen zur Authentifikati-
on erfolgen. CVS nutzt für sein Repository Textdateien im RCS Dateiformat 
und spezielle Dateien mit Verwaltungsinformationen. Dies ermöglicht es 
prinzipiell, an der Struktur des Repositories Veränderungen mittels eines 
Texteditors vorzunehmen. Ein von Seiten der Entwickler des Programms  oft 
geäußerter Kritikpunkt an CVS ist die begrenzte Erweiterbarkeit des Quellco-
des des Servers, was eine Anpassung und Erweiterung erschwert. 
Eigenschaften und Nutzung    
CVS bietet keine Unterstützung für das Umbenennen oder Verschieben von 
Dateien oder Verzeichnissen. Eine Umbenennung oder ein Verschieben von 
Dateien ist zwar durch eine Veränderung des Repositories selbst möglich 
(entweder durch einen Skript oder durch das Editieren von Hand), ein solcher 
Eingriff wird aber durch die Historie nicht berücksichtigt. Es ist somit im 
Nachhinein nicht feststellbar, wann eine Datei umbenannt wurde und aus 
welchem Grund dies geschehen ist. Auch beim Wiederherstellen eines vorhe-
rigen Zustands des Repositories mit dem ursprünglichen Namen der Datei tre-
ten Probleme auf. CVS unterstützt keine atomaren Commits oder Checkouts. 
Dies kann dazu führen, dass ein Zugriff auf das Repository nur unvollständig 
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erfolgt und einige Dateien nicht aktualisiert werden, was das jeweilige Projekt 
in einen inkonsistenten Zustand bringt. Bei einem Abgleich von Daten zwi-
schen Repository und lokaler Kopie werden alle veränderten Dateien zwi-
schen Client und Server übertragen.  
ChangeSets werden von CVS nicht unterstützt; es ist also nicht möglich, eine 
Menge von veränderten Dateien als logische Einheit aufzufassen; Revisionen 
können jedoch mittels eines Tags gekennzeichnet werden. CVS unterstützt 
das Anlegen und Verwenden paralleler Entwicklungslinien; Branches werden 
mittels einer speziellen Versionsnummer dargestellt, die sich aus der Versi-
onsnummer der Ausgangsrevision, erweitert um eine eigene Versionsnummer 
des jeweiligen Branches, zusammensetzt. Branches werden über einen Tag-
ging Mechanismus verwirklicht, also Funktionalität, die auch zur Markierung 
eines spezifischen Zustands des Repositories verwendet wird. Beim Ausfüh-
ren eines Commits gibt es keine Kopie des lokalen Datenbestands,, mit dessen 
Hilfe die Änderungen festgestellt werden könnten, die seit dem letzten Ent-
nehmen aus dem Repository angestellt wurden. Daher müssen für einen Ab-
gleich des lokalen Datenbestandes und des Repositories die Inhalte aller ver-
änderten Dateien übertragen werden. CVS bietet keine integrierte Unterstüt-
zung bei der Auflösung von Konflikten. Bei konkurrierenden Veränderungen 
innerhalb einer Datei werden beide Veränderungen in die entsprechende Datei 
eingetragen und markiert, die Auflösung der Konflikte muss nun durch den 
Benutzer erfolgen. Problematisch ist, dass keine Sicherung vorhanden ist, die 
das irrtümliche Commit einer solchen Datei mit eingestellten Konflikten in 
das Repository verhindern würde. Beim Umgang mit binären Dateien müssen 
diese beim ersten Einstellen in das Repository explizit gekennzeichnet wer-
den, da ansonsten CVS versucht Transformationen durchzuführen, die im Fal-
le einer Binärdatei deren Unlesbarkeit bewirken. Trotz der oben genannten 
Einschränkungen ist CVS immer noch eines der am häufigsten genutzten Ver-
sionskontrollsysteme. Dies lässt sich einerseits durch die große Verbreitung 
und Unterstützung von CVS erklären; das Programm ist kostenlos auf jeder 
Plattform erhältlich und wird durch zahlreiche Werkzeuge Dritter unterstützt. 
Ein weiterer Punkt ist aber auch, dass die meisten der genannten Einschrän-
kungen durch den richtigen Umgang mit dem Programm umgangen werden 
können, eine wichtige Ausnahme stellen das Fehlen atomarer Commits und 
von Möglichkeiten zur Versionierung von Verzeichnissen dar. CVS ist in der 
Lage, bei Operationen auf dem Repository externe Programme aufzurufen. 
Diese Programme können den Inhalt einer Operation, beispielsweise eines 
Commits, beeinflussen und eine Operation nötigenfalls abbrechen. Aufgrund 
seiner weiten Verbreitung ist CVS ausgezeichnet dokumentiert. Es stehen ne-
ben zahlreichen Quellen im Web mindestens vier Bücher (siehe Bar/Fogel 
2003) zur Verfügung, die sich ausschließlich mit dieser Software beschäfti-
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gen, für zumindest zwei dieser Bücher gestatten die Lizenzbedingungen auch 
einen kostenlosen Bezug über das Internet.  
CVSNT    
CVSNT25 entstand aus einer Portierung des CVS Servers auf das Windows 
Betriebssystem, das Programm wurde dabei um einige Funktionen erweitert, 
die im eigentlichen CVS nicht vorhanden sind. CVSNT in seiner aktuellen 
Form kann als eigenständige Variante von CVS aufgefasst werden. Die Soft-
ware beinhaltet neben dem Server auch einen angepassten Client. Unterstützt 
werden neben der ursprünglichen Windows Plattform auch verschiedene Unix 
Varianten und Mac OS X. Gegenüber CVS verfügt CVSNT über die Mög-
lichkeit, eine Datei mit einem exklusiven Lock zu belegen, also die gleichzei-
tige Bearbeitung einer Datei durch mehrere Benutzer explizit auszuschließen. 
Weiterhin verfügt CVSNT über eine Unterstützung für binären Diffs, die Fä-
higkeit, bei Veränderungen an binären Dateien wie Bildern nur die tatsächli-
chen Veränderungen zu speichern. Das ursprüngliche CVS musste in solchen 
Fällen für jede Revision der Datei eine separate Kopie anlegen. Andere Er-
weiterungen betreffen einen vereinfachten Umgang mit Branches und Merges 
und die Erweiterung der Möglichkeiten zur Authentifikation. Insbesondere 
bei Verwendung mit dem Windows Betriebssystem ist es möglich, die Verga-
be von Rechten für Projekte unter Versionsverwaltung auf der Ebene von 
Verzeichnissen durchzuführen und weiterreichende Möglichkeiten sowie au-
tomatische Aktionen beim Zugriff auf das Repository ausführen zu lassen.  
Zusammenfassung:    
• CVS ist ein frei erhältliches Versionskontrollsystem auf Client-Server Ba-
sis. 
• Die unterstützten Betriebssysteme umfassen unter anderem Windows, Unix 
und Mac OS X. 
• CVS wird durch eine Vielzahl externer Software ergänzt, graphische Be-
nutzerschnittstellen und Webschnittstellen stehen zur Verfügung. 
• CVS bietet Branch Support und ist in der Lage, Konflikte festzustellen.  
• Atomare Checkouts und Commits und Verzeichnisversionierung werden 
nicht unterstützt. 
                                          
25  http://www.cvsnt.com/cvspro/ 
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3.2.2 Visual Source Safe    
Visual Source Safe ist das Versionskontrollsystem des Microsoft Developer 
Studios und mit diesem eng integriert. 
Unterstützte Plattformen und Architektur    
Visual Source Safe setzt als Plattform das Microsoft-Betriebssystem Win-
dows voraus. Für die Nutzung der Software stehen ein Client für die Kom-
mandozeile und eine graphische Oberfläche zur Verfügung. Eine weitere 
Zugriffsmöglichkeit besteht durch die direkte Integration in die Programme 
des Developer Studios. Durch die Veröffentlichung einer Programmier-
schnittstelle ist die Ansprache des Visual Source Safe Repositories auch durch 
Programme von anderen Anbietern möglich. So gibt es Implementierungen 
sowohl aus dem kommerziellen als auch aus dem Open Source Bereich. Visu-
al Source Safe verwendet Clients, die auf ein gemeinsames Repository ohne 
Nutzung eines zentralen Servers zugreifen; die Kommunikation der Clients 
geschieht mittels SMB, dem für Windows Dateifreigaben verwendeten Proto-
koll. Dies erschwert den Einsatz von Visual Source Safe außerhalb einer 
LAN-Umgebung, da von einer Verwendung von SMB über öffentliche Netze 
aus Sicherheitsgründen abzuraten ist. Abhilfe für die Einschränkung ist durch 
die Verwendung eines virtuellen privaten Netzwerks (VPN) oder von Gate-
way Servern möglich, die speziell für diesen Anwendungsfall von Drittanbie-
tern angeboten werden. Zur Speicherung im Repository kommt ein binäres 
Datenformat zum Einsatz. Microsoft empfiehlt eine maximale Größe von 5 
GByte für diesen Datenbestand, und regelmäßigen Einsatz von mitgelieferten 
Werkzeugen zur Analyse und Pflege, um das Risiko von Datenverlust auszu-
schließen.  
Eigenschaften und Nutzung    
Da ein zentraler Servers fehlt, setzt die Durchführung von automatischen Ak-
tionen beim Zugriff auf das Repository eine entsprechende Konfiguration al-
ler Clients separat voraus. Atomare Commits werden durch Visual Source Sa-
fe nicht unterstützt. Die Software bietet Unterstützung für das Umbenennen 
von Dateien, ebenso gibt es einen Branch und Merge Support. Visual Source 
Safe unterstützt exklusive Locks auf Dateien. Eine Verwaltung von Rechten 
ist auf der Ebene von Verzeichnissen möglich Die Dokumentation des Pro-
gramms wird als durchaus angemessen bezeichnet.  
Zusammenfassung:    
• Visual Source Safe ist ein kommerzielles Versionskontrollsystem. 
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• Vom Hersteller wird nur Software für das Windows Betriebssystem ange-
boten, Dritthersteller bieten kompatible Produkte auch für andere Betriebs-
systeme. 
• Das System basiert auf Clients, die direkt auf ein gemeinsames Repository 
zugreifen; einen Server gibt es nicht.  
• Zur Speicherung der versionierten Daten wird ein binäres Datenformat ver-
wendet.  
3.2.3 Arch    
Arch26 ist eine aus dem Open Source Bereich stammende verteilte Versions-
verwaltung. Zurzeit befindet sich die Software noch in aktiver Entwicklung, 
diese Beschreibung erfolgt daher weniger aufgrund des derzeitigen Zustandes 
des Projekts, als vielmehr aufgrund seines Potentials.  
Unterstützte Plattformen    
Es gibt mehrere Implementierungen der Arch Architektur, die am weitesten 
entwickelte Implementierung ist Gnu Arch, auch unter dem Namen TLA27be-
kannt. Diese Version ist die einzige zurzeit weiterentwickelte, hat aber genü-
gend interessierte Nutzer und Programmierer angezogen, um eine weitere 
Entwicklung zu gewährleisten. Ziel der Entwicklung ist es, eine Alternative 
zum kommerziell vertriebenen Bitkeeper Versionskontrollsystem darzustel-
len. Die Gnu Arch Software, im Folgenden kurz Arch genannt, ist zur Zeit nur 
auf Unix Plattformen nativ lauffähig. Eine Portierung auf Windows ist in 
nächster Zeit nicht absehbar, so dass eine Nutzung lediglich durch den Einsatz 
der Cygwin28 Umgebung, einer Kompatibilitätsschicht für den Einsatz von 
Unix Programmen unter Windows, möglich ist. Parallel zur Entwicklung der 
eigentlichen Arch Software gibt es eine Reihe von Open Source Projekten, die 
grafische Benutzungsoberflächen und Webschnittstellen für Arch bereitstel-
len. Arch ist in der Lage, zahlreiche Netzwerkprotokolle zu verwenden, zur 
Zeit werden HTTPS, SFTP und WebDAV unterstützt.  
Architektur, Eigenschaften und Nutzung    
Ebenso wie Bitkeeper, aber im Gegensatz zu den restlichen hier vorgestellten 
Programmen handelt es sich bei Arch um ein verteiltes Werkzeug zur Versi-
onskontrolle; es gibt also weder einen dedizierten Server noch ein zentrales 
                                          
26  http://www.gnu.org/software/gnu-arch/ 
27  Tom Lord Arch, benannt nach dem Entwickler dieser Version 
28  http://www.cygwin.com/ 
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Repository. Diese Eigenschaft erlaubt einen sehr freien Umgang und Aus-
tausch von Änderungen zwischen den jeweiligen lokalen Dateibeständen. 
Arch unterstützt Verzeichnisversionierung, also beispielsweise das Umbenen-
nen von Dateien, durch die Vergabe einer eindeutigen Identifikationsnummer 
für jeden Dateinamen. Zur Speicherung der versionierten Daten wird das Da-
teisystem verwendet, atomare Commits werden unterstützt. Arch ist zur Zeit 
noch in einer relativ frühen Entwicklungsphase und erscheint für den produk-
tiven Einsatz noch nicht geeignet. Dieses Urteil beruht weniger auf dem Rei-
fegrad des eigentlichen Versionskontrollsystems als auf der Verfügbarkeit ei-
ner adäquaten graphischen Benutzungsoberfläche und einer Verfügbarkeit un-
ter Windows. Ein weiteres Hemmnis bei der Anwendung von Arch ist die 
Strukturierung des Befehlssatzes, der viele in anderen Versionskontrollsyste-
men als allein stehende Befehle implementierte Aktionen als Folge von 
Kommandos darstellt. Dies erfordert eine weitgehende Anpassung von beste-
henden Nutzungsgewohnheiten. Erschwert wird die Anwendung von Arch 
auch durch den Mangel an aktueller Dokumentation. Zusammengefasst stellt 
Arch ein sehr interessantes System dar, wenn ein verteiltes Versionskontroll-
system erprobt werden soll. Vor einem produktiven Einsatz sollte allerdings 
die Stabilisierung und weitere Verbreitung abgewartet werden.  
Zusammenfassung:    
• Arch ist ein Open Source Projekt der GNU Foundation. 
• Arch ist ein verteiltes Versionskontrollsystem. 
• Es werden eineVielzahl von Netzwerkprotokolle unterstützt. 
• Zur Zeit ist eine Nutzung nur auf Unix Betriebssystemen nativ möglich. 
• GUI und Webschnittstelle befinden sich in Entwicklung. 
• Die Bedienung mittels der Kommandozeile erfordert gegenüber anderen 
Versionskontrollsystemen eine Umstellung.  
3.2.4 Bitkeeper    
Bitkeeper29ist ein verteiltes Versionskontrollsystem unter kommerzieller Li-
zenz. Es stellt zurzeit eines von wenigen verteilten Versionskontrollsystemen 
dar, die in größeren Projekten30 verwendet werden.  
                                          
29  http://www.bitkeeper.com/ 
30  Bitkeeper kam über einen längeren Zeitraum zur Pflege des Linux Kernels zum Einsatz. 
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Unterstützte Plattformen    
Bitkeeper unterstützt Windows Betriebssysteme, Mac OS X und Unix Platt-
formen inklusive Linux. Das Softwarepaket beinhaltet jeweils das eigentliche 
Versionskontrollsystem und eine graphische sowie eine auf Text basierende 
Benutzerschnittstelle. Unter Microsoft Windows besteht die Möglichkeit, Bit-
keeper in den Windows Explorer zu integrieren. Ebenso ist durch eine Unter-
stützung des SCC Protokolls eine Einbindung in das Visual Studio möglich. 
Weitere Bestandteile des Programms sind eine Webschnittstelle und eine 
Komponente zur Registrierung und Behandlung von Fehlern. Wegen der de-
zentralen Struktur des Programms beinhaltet jede Installation des Programms 
eigene Repositories und deren Verwaltungssoftware; einen dedizierten Server 
gibt es nicht. Die Preise für eine Lizenz werden von dritter Seite auf bis zu 
8000$  angegeben, sinken jedoch mit wachsender Anzahl eingekaufter Lizen-
zen. Neben einem Kauf werden auch zeitlich auf ein Jahr begrenzte Lizenzen 
vergeben, diese liegen preislich zwischen einem Drittel und einem Viertel des 
Kaufpreises. Die Bitkeeper Lizenzbedingungen sehen ein obligatorisches Up-
date auf neu erscheinende Versionen und deren jeweilige Lizenzbedingungen 
vor.  
Architektur    
Bitkeeper ist ein verteiltes Versionskontrollsystem, somit arbeitet jeder Be-
nutzer auf seinem eigenen lokalen Repository. Die Speicherung der versio-
nierten Text-Dateien erfolgt in Form von SCCS31 Dateien, ergänzt um Meta-
daten zur Versionsverwaltung. Zur Sicherung gegen Datenverlust werden bei 
der Speicherung und beim Datentransfer automatisch Kontrollen auf Korrekt-
heit durchgeführt. Die Kommunikation zwischen Bitkeeper Instanzen kann 
sowohl über ein lokales Dateisystem als auch über das Netzwerk erfolgen. Bei 
der Verwendung des Netzwerkes stehen mehrere Protokolle bereit, neben dem 
proprietären Protokoll BKD finden auch die Protokolle SSH, RSH, SMTP 
und HTTP Anwendung.  
Eigenschaften und Nutzung    
Aufgrund der verteilten Struktur von Bitkeeper gestaltet sich die Benutzung 
der Software anders, als dies bei einem  zentralen Repository der Fall wäre. 
Veränderungen an einer Datei werden nicht in ein zentrales Repository einge-
stellt, stattdessen verfügt jeder Nutzer über ein eigenes Repository. Das Repo-
sitory wird als eine Sammlung von ChangeSets betrachtet, wobei die Chan-
geSets zwischen den Repositories frei ausgetauscht werden können. Eine 
                                          
31  http://cssc.sourceforge.net/old-cyclic/sccs.html 
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Anwendung der verteilten Repositories ist die Etablierung von Hierarchien 
von Repositories, hierbei werden Änderungen jeweils auf einer Ebene ge-
sammelt, integriert, geprüft und an eine darüber liegende Ebene weiterge-
reicht. Im Zusammenhang mit der Entwicklung des Linux Kernels hat sich die 
Verwendung einer solchen Hierarchie insofern bewährt, als eine effizientere 
Integration eingehender Änderungen durch Linus Torvalds, dem Entschei-
dungsträger für die zu übernehmenden Änderungen, ermöglicht wurde32, Die 
Verwendung von Bitkeeper für die Entwicklung der Linux-Kernels wurde im 
Frühjahr 2005 aus Lizenzgründen eingestellt.  
Eine Konsequenz der verteilten Architektur ist die Unterstützung für die In-
tegration von Änderungen, auch wenn es zu längeren Zeiträumen ohne Syn-
chronisation kam. Dies ist bedingt durch die an ChangeSets orientierte Ar-
beitsweise verteilter Systeme, siehe hierzu auch die Darstellung verteilter Sys-
teme unter 3.1.  
Die Unterstützung für Branches und Merges ist in Bitkeeper weit entwickelt; 
insbesondere verfügt Bitkeeper über einen 3-Way Merge Algorithmus, also 
über die Möglichkeit, zwei in Konflikt stehende Änderungen mit ihrer ge-
meinsamen Ursprungsversion in Beziehung zu setzen (siehe hierzu auch 
Punkt 3.1). ChangeSets, also die Möglichkeit, eine Menge von Änderungen 
zusammenzufassen, werden ebenso unterstützt wie die Möglichkeit, aus ei-
nem ChangeSet unter Berücksichtigung aller vorliegenden Veränderungen ei-
nen Zustand des Repositories zu rekonstruieren. Bitkeeper unterstützt atomare 
Commits und Checkouts ebenso wie Verzeichnisversionierung. Als verteiltes 
Versionskontrollsystem gestaltet sich die Vergabe von Rechten zum Einstel-
len von Änderungen anders als bei Client-Server Systemen. Ein Einstellen 
von Veränderungen erfolgt in Form eines ChangeSets, die Integration dieser 
ChangeSets in ein anderes Repository kann von beliebigen Bedingungen ab-
hängig gemacht werden. Möglichkeiten sind die Authentifikation und Autori-
sierung des Einstellenden oder eine erfolgreiche Überprüfung des eingestell-
ten Codes. Bitkeeper bietet die Möglichkeit, Kommentare zur Erläuterung ei-
ner Änderung konkret einer Datei zuzuordnen. Bitkeeper ist in der Lage, bei 
Aktivitäten auf dem Repository beliebige Operationen ausführen zu lassen, 
diese werden durch Skripte implementiert, die bei Aktivitäten auf einem Re-
pository aufgerufen werden.  
Neben der Versionskontrolle bietet Bitkeeper auch Funktionalität zum 
Bugtracking. Die Nutzung dieses Programmteils ist sowohl mittels der gra-
phischen Benutzerschnittstelle als auch mit einer Webschnittstelle möglich. 
                                          
32  http://www.linuxworld.com/story/32722_p.htm 
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Diese erlaubt es, Fehlerbeschreibungen mit einer Beschreibung und Einord-
nung der Schwere des Fehlers einzustellen, Entwicklern zuzuweisen und in 
Kontext mit spezifischen Änderungen zu setzen. Die Dokumentation des Pro-
gramms ist auf der Webseite des Herstellers frei verfügbar und durchaus er-
schöpfend, weiterhin existiert dort ein archiviertes Forum mit zahlreichen, in 
der Regel beantworteten, Nutzeranfragen.  
Zusammenfassung:    
• Bitkeeper ist ein verteiltes, kommerzielles Versionskontrollsystem. 
• Unterstützte Plattformen sind Windows, Mac OS X und Unix. 
• Neben der Kommandozeile können eine grafische Benutzeroberfläche und 
eine Webschnittstelle genutzt werden. 
• Als verteiltes System eignet sich Bitkeeper gut zur hierarchischen Verwal-
tung von Repositories. 
• Neben der Versionskontrolle beinhaltet Bitkeeper auch Bugtracking Funk-
tionalität. 
3.2.5 Perforce    
Perforce33 ist ein kommerzielles Versionskontrollsystem mit Schwerpunkten 
auf der hohen Geschwindigkeit aller Operationen in Netzwerkumgebungen 
und einer weit entwickelten Behandlung von Konflikten.  
Unterstützte Plattformen    
Perforce unterstützt Windows, Mac OS X und eine Reihe von Unix Plattfor-
men, so auch Linux und Solaris. Die graphische Benutzungsoberfläche ist auf 
allen unterstützten Plattformen verfügbar und bietet auf Benutzerseite Unter-
stützung für die grundlegende Verwaltung von Veränderungen im Rahmen 
von Checkin, Checkout und Update. Über diese Funktionen hinaus gibt es 
Hilfsmittel zur Behebung von Konflikten und zur Verwaltung von Merges 
und unterschiedliche Darstellungen für Änderungen an den eingestellten Da-
teien. Neben der grafischen Benutzungsoberfläche besteht die Möglichkeit, 
sowohl clientseitig als auch zur Steuerung des Servers mit der Kommandozei-
le zu arbeiten. Eine Webschnittstelle erlaubt es, mittels eines Browsers Ver-
änderungen und deren Erstellungsdatum einzusehen; eine Ansicht der Verän-
derungen selbst ist jedoch nicht möglich. Perforce kann durch Plugins in Ent-
wicklungsumgebungen, beispielsweise das Microsoft Developer Studio, in-
tegriert werden. Ebenso ist eine Verwendung mit Eclipse und Visual Age 
                                          
33  http://www.perforce.com/ 
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möglich. Neben der Unterstützung von Entwicklungswerkzeugen bietet Per-
force auch eine Integration in die Microsoft Office Produkte und einen FTP-
Gateway an, der in erster Linie für den Einsatz mit HTML Editoren gedacht 
ist. Zusätzlich zu diesen Zugriffsarten existiert eine C++ Programmierschnitt-
stelle zur Nutzung von Perforce und eine Unterstützung der von Microsoft 
Source Safe verwendeten API. Die Kosten einer Perforce Lizenz betragen 750 
$, der Preis nimmt mit steigender Zahl der eingekauften Lizenzen ab.  
Architektur    
Perforce ist eine Client-Server Architektur; die Kommunikation zwischen 
Server und Clients geschieht mittels eines eigenen Protokolls, wobei zur Ent-
lastung der Netzwerkverbindung ein spezieller Proxy ohne weitere Kosten 
angeboten wird. Dieser Proxy soll die Replikation von Repositories bei räum-
lich getrennten Teams von Entwicklern und einer langsamen Netzwerkver-
bindung unnötig machen. Zur Absicherung des Datentransfers wird die Ver-
wendung eines SSH Tunnels empfohlen, eine Verschlüsselung durch Perforce 
selbst findet nicht statt. Die Speicherung der unter Versionskontrolle stehen-
den Dateien erfolgt in einem RCS kompatiblen Format im Dateisystem, Me-
tadaten zur Kontrolle von Transaktionen werden in einer im Server integrier-
ten Datenbank gespeichert. Zum Abgleich von Veränderungen an Dateien und 
der Verwaltung einer lokalen Arbeitskopie werden keine Hilfsdaten verwen-
det, stattdessen werden Veränderungen in der lokalen Arbeitskopie durch den 
Perforce Client überwacht.  
Eigenschaften und Nutzung  
Perforce unterstützt alle grundsätzlichen Funktionen eines Versionskontroll-
systems für den Einsatz durch mehrere Nutzer über ein Netzwerk. Branches 
werden durch Perforce als virtuelle Pfade im Dateisystem dargestellt; die Er-
stellung eines Branches kann hierbei sowohl durch die Kopie eines Verzeich-
nispfades im Repository erfolgen als auch mittels einer speziellen Semantik 
zur Behandlung von Branches, was den Benutzer bei der späteren Integration 
von Veränderungen entlastet. Der Perforce Client überwacht permanent alle 
Veränderungen der Dateien im lokalen Dateisystem. Dies ermöglicht es, In-
formation über vorliegende Konflikte und anstehende Updates ohne explizites 
Aufrufen des Versionsverwaltungssystems bereitzustellen34. Perforce beinhal-
tet ein integriertes Defect Tracking System, Perforce Jobs. Mittels dieses Pro-
gramms ist es möglich, Fehler und deren Beschreibung durch Perforce zu er-
                                          
34  Dies steht im Unterschied zu Systemen wie Subversion und CVS; diese Werkzeuge sind 
inaktiv bis zur Aktivierung durch den Nutzer. 
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fassen, verfolgen zu lassen und den Status eines Fehlers zu verändern. Hierbei 
kann die Behebung eines Fehlers mit einer erfolgten Veränderung assoziiert 
werden. Perforce unterstützt Atomic Commits und die Vergabe von exklusi-
ven Locks, die Integration von Veränderungen erfolgt mittels eines 3-Way 
Merge Verfahrens. Die Software kann serverseitig durch Skripte erweitert 
werden, dies geschieht durch die Definition von Triggern für Aktionen auf 
dem Repository.  
Perforce unterstützt die Versionierung von Verzeichnissen, also das Umbe-
nennen und Verschieben von Dateien unter Beibehaltung der Historie für die-
se Dateien, allerdings muss hierzu ein manuelles Kopieren und anschließen-
des Löschen vorgenommen werden. Die Vergabe von Rechten kann auf der 
Ebene einzelner Dateien erfolgen; hierbei kann festgelegt werden, welche Ak-
tionen ein Nutzer oder ein Rechner auf der jeweiligen Datei ausführen kann.  
Die Verwendung von Perforce ist auf der Website des Herstellers ausführlich 
dokumentiert.  
Zusammenfassung:    
• Perforce ist ein kommerzielles Versionskontrollsystem mit Client-Server 
Architektur. 
• Windows, Unix und Mac OS X werden unterstützt.  
• Neben einem Kommandozeilen Client werden auch eine GUI und eine 
Webschnittstelle angeboten, Perforce kann mit Programmen zusammenar-
beiten, die Microsofts API für Visual Source Safe unterstützen.  
• Die Versionierung von Verzeichnissen wird indirekt unterstützt, atomare 
Commits und Checkouts werden angeboten.  
• Die Software bietet 3-Way Merge Unterstützung und fortschrittliche Me-
thoden zur Konfliktbehebung. 
3.2.6 Subversion    
Subversion35 ist ein Open Source Projekt mit dem Ziel, bei größtmöglicher 
Ähnlichkeit zu CVS dessen Fehler zu beheben. Das Projekt besteht seit dem 
Jahr 2000 und wird durch Collabnet, einen Anbieter für Software zur koope-
rativen Softwareentwicklung, finanziell unterstützt. Wie auch CVS ist Sub-
version eine Client-Server Architektur36 37. 
                                          
35  subversion.tigris.org 
36  Ebenso wie bei CVS besteht die Möglichkeit, beim Zugriff auf ein lokales Repository 
keinen separaten Prozess auf dem Server einzusetzen. 
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Unterstützte Plattformen    
Das eigentliche Subversion Projekt umfasst mehrere Implementierungen eines 
Servers und einen Client für die Kommandozeile. Die Software ist auf Micro-
soft Windows, verschiedenen Unix Plattformen und Mac OS X verfügbar. Bei 
der Entwicklung von Subversion wird auf einen Satz von Programmbiblio-
theken aus dem Apache Projekt zurückgegriffen; durch die Verwendung die-
ser Bibliotheken ist die parallele Entwicklung der Software für unterschiedli-
che Betriebssysteme mit geringem Portierungsaufwand möglich. Die Ent-
wicklung von Software zur Unterstützung und Erweiterung von Subversion, 
beispielsweise durch graphische Benutzungsoberflächen oder Webschnittstel-
len, findet ebenfalls in einer Reihe von Open Source Projekten statt.  
Architektur    
Bei Subversion handelt es sich um eine sehr modular gestaltete Software, für 
die zurzeit unterschiedliche Implementierungen sowohl des Servers als auch 
des Repositories vorliegen. Neben der Möglichkeit, auf ein Repository direkt 
mittels des lokalen Dateisystems zuzugreifen, stehen zwei Implementierungen 
des Servers zur Verfügung. Die als SVNServe bezeichnete Implementierung 
verwendet zur Kommunikation zwischen Client und Server ein für die jewei-
lige Anwendung spezifisches Protokoll, das bei Bedarf durch einen SSH-
Tunnel geleitet werden kann38. Dieser Server zeichnet sich durch eine einfa-
che Administration und geringen Ressourcenbedarf aus, bietet aber nur einge-
schränkte Funktionalität. Die Authentifizierung ist nur auf der Ebene von 
ganzen Repositories möglich und geschieht mittels einer Datei mit Nutzer- 
und Passwortdaten, eventuell ergänzt um die Mechanismen, die von SSH zur 
Absicherung und Authentifizierung bereitgestellt werden. Alternativ zur Ver-
wendung von SVNServe kann als Serverprozess auch ein Modul für den 
HTTP-Server Apache in der Version 2 verwendet werden. Diese Lösung ist 
anspruchsvoller in Bezug auf die benötigten Ressourcen und in der Konfigu-
ration, bietet aber eine Reihe von Eigenschaften, die über SVNServe hinaus-
gehen.  
So ist es möglich, die Authentifikationsmechanismen des Apache Servers 
auch für den Zugang auf die Repositories zu verwenden. Weiterhin wird die 
                                          
37  Mit SVK befindet sich ein verteiltes Versionskontrollsystem in Entwicklung, das Sub-
version zur Speicherung von Revisionen verwendet. 
38  Die Unterstützung für den SSH-Tunnel ist in die Software integriert und findet für den 
Nutzer mit Ausnahme der Repository URL weitgehend transparent statt. 
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Vergabe von Benutzerrechten auf der Ebene von Verzeichnissen unterstützt39. 
Die Kommunikation zwischen dem Subversion Client und dem Subversion 
Apache Modul geschieht mittels der Protokolle WebDAV und DeltaV. Hier-
bei handelt es sich um Erweiterungen des HTTP Standards, um Operationen 
für den schreibenden Zugriff und um Versionierung, ab der Version 1.2 unter-
stütz Subversion den Zugriff mit beliebigen WebDAV Clientprogrammen Um 
eine Verbindung abzusichern kann SSL (siehe Viega/Chandra/Messier 2002)  
verwendet werden. Für die Speicherung von Dateien in Repositories verwen-
det Subversion ein binäres Datenformat; in Version 1.0 wird ausschließlich 
die Berkeley DB verwendet, eine Sammlung von Programmbibliotheken, die 
das effiziente Speichern von Binärdaten und Unterstützung für Transaktionen 
bietet. Ab der Version 1.1 ist alternativ auch eine Speicherung  in Form von 
Binärdateien im Dateisystem direkt möglich. Mit der aktuellen Version 1.2 ist 
diese Form der Speicherung der Standard.  Die Gründe für diese Entwicklung 
liegen in erster Linie in der vereinfachten Administration und Pflege des Re-
positories und im Wunsch, ein von der Berkeley DB unabhängiges Repository 
zu erhalten40. Unabhängig von der Verwendung von Datenbank oder Datei-
system wird bei der Speicherung ein binärer Differenzalgorithmus verwendet, 
so dass nur die tatsächlichen Unterschiede zwischen Dateien abgespeichert 
werden müssen. Die Datenspeicherung von Subversion unterstützt virtuelle 
Kopien von Verzeichnissen und Dateien innerhalb des Repositories. Bei Ver-
wendung dieser Kopien wird nur Speicherplatz für die Unterschiede zwischen 
Kopie und Original benötigt. Diese Eigenschaft gestattet Subversion die Platz 
sparende Implementierung von Branches. Subversion unterstützt atomare 
Commits und stellt den konsistenten Zustand des Repositories somit auch si-
cher, wenn ein Zugriff auf das Repository vorzeitig beendet wird.  
Eigenschaften und Nutzung    
Subversion orientiert sich in der Nutzung sehr stark an CVS, Unterschiede 
gibt es in der Darstellung von Branches und bei der Vergabe von Revisions-
nummern. Durch eine Reihe von Erweiterungen geht Subversion über den 
Funktionsumfang von CVS hinaus, in erster Linie ist hier die Möglichkeit der 
Verzeichnisversionierung zu nennen.  
Subversion vergibt für jede Veränderung im Repository eine Versionsnum-
mer, mittels dieser Versionsnummer sind alle eingestellten Dateien einer Re-
vision eindeutig zu identifizieren. Die vergebene Revisionsnummer lässt sich 
                                          
39  Die Vergabe der Rechte in einem Verzeichnis kann bis auf die Ebene der erlaubten 
HTTP/WebDAV/DeltaV Befehle festgelegt werden. 
40  http://svn.collab.net/repos/svn/trunk/notes/fsfs 
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als ChangeSet interpretieren, da jede innerhalb einer Transaktion durchge-
führte Änderung sich eindeutig identifizieren lässt.  
Der exklusive Zugang auf Dateien, also die Vergabe von Locks, wird durch 
Subversion  ab der Version 1.2 unterstützt. Eine Datei kann im Normalfall 
von mehreren Nutzern zur gleichen Zeit bearbeitet werden, die Vergabe eines 
Locks auf eine Datei kann explizit festgelegt werden. 
Subversion fasst Branches als Kopien eines Projektes im Repository auf; ein 
Branch wird also nicht, wie im Falle von CVS, mittels einer speziellen Versi-
onsnummer oder seines Tags angesprochen. Der Zugriff geschieht, vergleich-
bar mit einem regulären Dateisystem, mittels eines Pfades. Bei einem Merge 
werden die Äste über ihren Pfad und ihre Revisionsnummer angesprochen. 
Das Zusammenführen unterschiedlicher Entwicklungslinien wird also wie ein 
Update behandelt. Eine Unterstützung von 3-Way Merges oder anderen wei-
tergehenden Methoden zur Konfliktbehebung wird durch Subversion selbst 
nicht geboten, wird allerdings unterstützt indem bei einem Konflikt neben ei-
ner Datei mit markierten Differenzen auch eine Ursprungsdatei bereitgestellt 
wird.  
Subversion beinhaltet keine Sicherung gegen ein unbeabsichtigtes mehrfaches 
Einspielen der Änderungen eines Astes, generell werden keine Mechanismen 
angeboten, die Äste auf einer höheren Abstraktionsebene als der erwähnten 
Verzeichniskopie darzustellen. Verzeichnisversionierung, also das Umbenen-
nen von Dateien und Verzeichnissen, wird durch Subversion unterstützt, eine 
Einschränkung ist allerdings die intern verwendete Implementierung. Hierbei 
wird eine Kopie mit dem neuen Namen der Datei erstellt und die ursprüngli-
che Datei gelöscht. Dieses Vorgehen hat den Nachteil, dass bei einer Umbe-
nennung einer Datei in einem Ast der Bezug zur Datei im anderen Ast verlo-
ren geht. Die Unterstützung von Merges und die Auflösung von Konflikten 
werden ähnlich gehandhabt wie im Falle von CVS: In Dateien, in denen Kon-
flikte bestehen, werden die widersprüchlichen Änderungen entsprechend 
markiert eingetragen und müssen vom Benutzer aufgelöst werden. Dieser 
muss also entscheiden, welche Änderungen übernommen werden sollen. Sub-
version unterscheidet sich hier insofern von CVS als überprüft wird, ob tat-
sächlich auf Dateien mit Konflikten zugegriffen wurde, bevor diese wieder 
ins das Repository eingestellt werden können. Dieses Verhalten vermindert 
das Risiko, Dateien einzustellen, die sich noch in Konflikt befinden. Um un-
nötige Zugriffe auf das Repository zu vermeiden, beinhaltet die lokale Ar-
beitskopie alle verwendeten Dateien zweimal, wobei eine Datei sich auf dem 
Stand der letzten Synchronisierung mit dem Repository befindet und als Refe-
renz für alle bisher angestellten Änderungen dient. Dies gestattet es, bei ei-
nem Commit nur tatsächlich erfolgte Veränderungen zu übertragen und somit 
den Datentransfer über eine eventuelle Netzwerkverbindung auf das Notwen-
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dige zu beschränken. Eine interessante Eigenschaft von Subversion sind Pro-
perties. Im Rahmen von Subversion ist unter einem Property die Möglichkeit 
zu verstehen, beliebige Daten unter einem Schlüsselwort zu einer Datei, ei-
nem Verzeichnis oder einer Revision abzulegen. Durch Properties kann ein 
Subversion Repository prinzipiell um beliebige Metadaten erweitert werden. 
Praktisch werden Properties verwendet, um das Locking von Dateien und die 
Verwaltung von Dateien, die bei der Versionierung nicht berücksichtigt wer-
den sollen, zu implementieren. 
Subversion ist sehr gut dokumentiert, zurzeit gibt es mehrere Bücher die das 
System zum Thema haben, besonders hervorzuheben ist "Version Control 
with Subversion“ (siehe Pilato/Collins-Sussman/Fitzpatrick; 2004). Das Buch 
ist online kostenfrei zu beziehen. Weiterhin verfügt das Kommandozeilen-
Werkzeug svn über eine ausführliche Hilfsfunktion mit detaillierter Erläute-
rung jedes Befehls: Ähnliches lässt sich über TortoiseSVN sagen, dieses Pro-
gramm bietet ebenfalls eine sehr gute Online Dokumentation.  
Zusammenfassung:    
• Subversion ist ein Open Source Versionskontrollsystem mit dem Ziel, die 
Fehler in CVS bei größtmöglicher Ähnlichkeit zu vermeiden.  
• Unterstützte Plattformen sind Windows, Unix und Mac OS X. 
• Graphische Benutzeroberflächen und Webschnittstellen werden durch wei-
tere Open Source Projekte bereitgestellt.  
• Die Architektur beruht auf dem Client-Server Prinzip, wobei verschiedene 
Implementierungen des Servers verwendet werden können.  
• Subversion unterstützt atomare Commits und Verzeichnisversionierung. 
• Durch Properties können Metadaten für ein Repository vergeben werden. 
3.2.7 Eigenschaften der untersuchten Versionskontrollsysteme 
Abschließend werden in Tabelle 1 die Eigenschaften aller betrachteten Versi-
onskontrollsysteme dargestellt.  
 













Verteilte Architektur  Ja Ja Nein Nein Nein Nein 
Atomare Commits  Ja Ja Nein Ja Nein Ja 
 Versionierung von 
Verzeichnissen  
Ja Ja Nein Ja Nein Ja 
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 ChangeSets  Ja Ja Nein Ja Nein Ja 
 Serverseitige  
Skripte  
Nein Nein Ja Ja Nein Ja 
Nutzbar über Inter-
net  
Ja Ja Ja Ja Nein Ja 
Webschnittstelle  Ja Ja Ja Ja Nein Ja 
GUI verfügbar  Ja Ja Ja Ja Ja Ja 
Kommandozeile  Ja Ja Ja Ja Ja Ja 
 Plugin für Eclipse  Nein Nein Ja Ja Nein Ja 
Umstellung zu CVS  Hoch Hoch Keine Gering Hoch Mittel 
Windows Version  Nein Ja Ja Ja Ja Ja 
Unix Version  Ja Ja Ja Ja Nein Ja 
Tabelle 1: Eigenschaften unterschiedlicher Versionskontrollsysteme 
 
3.3   Fazit 
Anhand der zuvor erfolgten Untersuchung der technischen Eigenschaften un-
terschiedlicher Versionskontrollsysteme soll nun dargestellt werden, welches 
System für die Verwendung in der Abteilung FuE ausgewählt wurde. Dabei 
wird auf die in Kapitel  2 gemachten Ergebnisse zur Verwendung von Versi-
onskontrollsystemen eingegangen werden.  
Bei der Befragung der Mitarbeiter der Abteilung FuE stellte sich heraus, dass 
diese überwiegend mit CVS als Versionskontrollsystem zufrieden waren; le-
diglich die Möglichkeit einer Verzeichnisversionierung wurde vermisst. Vor 
diesem Hintergrund und unter Einbezug der Arbeitsabläufe in der Abteilung 
FuE, bei denen üblicherweise nur kleine Teams gemeinsam an einem Projekt 
arbeiten, erscheint die Verwendung von verteilten Versionskontrollsystemen 
nicht sinnvoll.  
Die Systeme Arch und Bitkeeper würden somit eine nicht unerhebliche Um-
stellung von Seiten der Anwender erfordern, ohne dass die potentiellen Vor-
teile eines verteilten Versionskontrollsystems zum Tragen kämen. Visual 
Source Safe kann durch den Schwerpunkt auf die Verwendung mit dem 
Microsoft Developer Studio nicht überzeugen, zumal technische Gründe, wie 
die fehlende Möglichkeit zur Automatisierung, vor allem aber die verwendete 
Datenspeicherung und deren oft zitierte Anfälligkeit zusammen mit dem Feh-
len von atomaren Commits gegen das System sprechen.  
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Am ehesten geeignet erscheinen somit Perforce und Subversion, beide Syste-
me bieten die CVS fehlenden technischen Eigenschaften wie die Versionie-
rung von Verzeichnissen und atomare Commits. Jedes der beiden Programme 
bietet darüber hinaus eine Vielzahl unterschiedlicher Möglichkeiten zum 
Zugriff auf das Repository.  
Eine Arbeit mittels der Kommandozeile ist ebenso möglich wie die Verwen-
dung einer graphischen Oberfläche, sowohl als allein stehendes Programm, 
als auch in Form eines Plugins für die Eclipse Entwicklungsumgebung. Das 
für Subversion verfügbare Plugin bietet hier den großen Vorteil, sich in der 
Anwendung sehr eng an das CVS Plugin anzulehnen, so dass nutzerseitig nur 
geringe Umstellungen notwendig sind.  
Sowohl für Subversion als auch für Perforce sind Webschnittstellen verfüg-
bar. Der Hauptvorteil von Perforce ist die Vereinigung aller wesentlichen Be-
standteile eines Versionskontrollsystems in einem Paket, so sind leistungsfä-
hige Werkzeuge zum Umgang mit Konflikten Bestandteil des Programms; 
vergleichbare Funktionalität ist bei Subversion allerdings durch externe Pro-
jekte verfügbar. Ein weiterer Vorteil von Perforce ist die Integration von Per-
force Jobs, also einem Werkzeug zum Bugtracking. Da solche Funktionalität 
allerdings  durch externe Software auch für Subversion verfügbar, ist relati-
viert sich dieser Vorteil. Der größte Vorteil von Subversion bei einer mögli-
chen Anwendung in der Abteilung FuE ist die enge Orientierung an CVS. Für 
mit CVS vertraute Anwender ist nur eine geringe Umstellung notwendig. 
Diese Aussage betrifft sowohl Subversion selbst - hier besteht die wichtigste 
Änderung in der veränderten Revisionsbenennung - als auch die in Zusam-
menhang mit Subversion eingesetzten Programme, insbesondere also alterna-
tive Benutzerschnittstellen. Besonders die graphische Benutzungsoberfläche 
TortoiseSVN als auch das für die Entwicklungsumgebung Eclipse verwendete 
Plugin unterscheiden sich in der Anwendung nur minimal von den entspre-
chenden Programmversionen für CVS, die in der Abteilung FuE zur Zeit ge-
nutzt werden. Eine Unterstützung der Konvertierung bestehender CVS Repo-
sitories wird für beide Produkte angeboten, dies geschieht jeweils von Form 
von Programmen zur Überführung bestehender Repositories. Im Hinblick auf 
die notwendige Laufzeitumgebung unterscheiden sich Subversion und CVS 
kaum, in beiden Fällen werden alle benötigten Betriebssysteme und Hard-
wareplattformen unterstützt. Subversion hat gegenüber Perforce den Vorteil, 
kostenlos verfügbar zu sein. Da Perforce jedoch mit einem Preis von etwa 700 
Euro für eine Lizenz im Vergleich zu anderen Systemen vergleichsweise kos-
tengünstig ist,  wiegt dieser Vorteil nicht schwer. 
Unter dem Gesichtspunkt der technischen Ausgereiftheit hinterlassen beide 
Produkte einen guten Eindruck, insbesondere was die Datensicherheit der Re-
positories und die jeweilige Grundsoftware betrifft. Im Fall von Subversion 
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wirkten auch alle externen Programme als durchaus für die ihnen zugedachte 
Aufgabe geeignet, dies wird jedoch noch im Detail zu überprüfen sein.  
Ein Punkt, der für die Verwendung von Subversion gegenüber Perforce 
spricht, ist die Möglichkeit, die serverseitigen Komponenten an die jeweiligen 
Erfordernisse anzupassen. Durch die Wahlmöglichkeit zwischen dem allein 
stehenden Subversion Server und der Verwendung mit Apache kann Subver-
sion sehr gut an das vorliegende IT-Umfeld und die jeweiligen Erfordernisse 
angepasst werden. Ein Vorteil gegenüber Perforce ist hier insbesondere eine 
weitergehende Möglichkeit der Absicherung mittels SSL. Gegen den Einsatz 
von Perforce spricht in erster Linie, dass sich dieses in der Darstellung von 
lokalen Arbeitskopien von CVS und Subversion unterscheidet; Perforce defi-
niert lokale Arbeitskopien von Nutzern als Sichten auf ein oder mehrere zent-
rale Repositories, was bei der Verwendung des Systems eine gewisse Umstel-
lung erforderlich macht.  
Unter Einbeziehung all dieser Punkte erscheint Subversion am ehesten geeig-
net, ein verwendetes CVS System zu ersetzen. In erster Linie, weil bei Erfül-
lung aller technischen Erfordernisse größtmögliche Kontinuität auf der An-
wenderseite gewährleistet werden kann. Gleichzeitig ist serverseitig eine sehr 
flexible Anpassung an die jeweiligen Anforderungen möglich. Im folgenden 
Kapitel soll nun eine weitergehende Evaluation von Subversion als Ersatz für 
CVS durchgeführt werden. Ziel hierbei ist in erster Linie die Überprüfung von 
Subversion und der mit Subversion zusammen verwendeten Software unter 
Betrachtung von Anwendungsszenarien. Im Rahmen dieser Überprüfung und 
auf dieser basierend wird auch ein Plan für die Migration von CVS nach Sub-
version erarbeitet.  
4   Vorgehen bei der Migration zu Subversion 
In den vorangegangenen Kapiteln wurden unterschiedliche Versionskontroll-
systeme anhand ihrer technischen Eigenschaften vorgestellt, des Weiteren 
wurde die Verwendung des Versionskontrollsystems CVS in der Abteilung 
FuE des IZ vorgestellt. Dabei wurde besonders auf die Erwartungen der An-
wender an ein Versionskontrollsystem eingegangen. Es wurde entschieden, 
dass unter den untersuchten Systemen Subversion am ehesten für den Einsatz 
in der Abteilung FuE geeignet ist. In diesem Kapitel soll nun untersucht wer-
den, wie bei einer Einführung von Subversion vorgegangen werden kann, 
welches Vorgehen also bei einer Migration von CVS sinnvoll ist. Ein Aspekt 
ist auch eine detaillierte Überprüfung der technischen Eignung von Subversi-
on zum Einsatz in der Abteilung.  
Insbesondere sollen die folgenden Fragen geklärt werden:  
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Wie soll Subversion in die bestehende Infrastruktur zur Softwareentwicklung 
integriert werden? Diese Frage betrifft sowohl die Auswahl und die Konfigu-
ration eines Servers zur Verwaltung des Subversion Repositories, als auch ei-
ne Auswahl der Software auf Seite der Benutzer. Unter diesem Punkt soll 
auch betrachtet werden, welche Erweiterungen - etwa zum automatischen 
Versand von Mail beim Einstellen einer neuen Datei in das Repository oder 
zum Zugriff auf das Repository mittels eines Browsers - verwendet werden 
sollen.  
Welche Arbeitsschritte sind notwendig um den Einsatz von Subversion zu 
ermöglichen? Es muss eine Konfiguration der eingesetzten Software entwor-
fen werden, zum Beispiel die Vergabe von Rechten und die verwendeten Me-
chanismen, die Benutzern zur Authentifikation angeboten werden. Weiterere 
Aspekte sind das Vorgehen und die Werkzeuge zur Konversion der Inhalte 
des CVS Repositories.  
Wie soll eine Migration zeitlich und organisatorisch ablaufen? Es muss ent-
schieden werden, in welchem Umfang und  Zeitrahmen Subversion in der Ab-
teilung eingeführt werden soll.  
4.1 Nutzung und Konfiguration von Subversion 
Die Subversion-Architektur lässt sich in mehrere Schichten aufteilen, die in 
Abbildung 4 dargestellt sind. Einem Benutzer stehen unterschiedliche Pro-
gramme zum Zugriff auf ein Subversion Repository zur Verfügung. Zur Nut-
zung der durch Subversion bereitgestellten Dienste wird eine Funktionsbiblio-
thek bereitgestellt, alternativ verwenden einige Programme Aufrufe des svn 
Programms. Diese Bibliothek bietet Dienste zum Umgang mit versionierten 
Dateien und zur Verwaltung der lokalen Arbeitskopie. Mittels spezieller 
URLs wird entweder auf Server oder auf das Repository direkt zugegriffen. 
Unterschiedliche Serverimplementierungen verfolgen unterschiedliche Imp-
lementierungsziele, alle leisten eine zentrale Authentifikation und Autorisati-
on und erlauben eine Verschlüsselung der übertragenen Daten. Das Reposito-
ry bietet nach außen hin ein versioniertes  Dateisystem an, die tatsächliche 
Datenspeicherung erfolgt entweder mittels einer BerkeleyDB Datenbank oder 
in speziellen Dateien im Dateisystem. 
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Abbildung 4: Unterschiedliche Schichten der Subversion Architektur 
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Serverseitige Architektur 
Zum aktuellen Zeitpunkt gibt es bei der Auswahl der Subversion Serversoft-
ware zum Einsatz im Netzwerk zwei Alternativen, die Verwendung des 
SVNServe Programms oder den Einsatz als Apache Modul. Bei der Entschei-
dung zwischen beiden Programmen muss zwischen benötigtem Funktionsum-
fang und Komplexität abgewogen werden. SVNServe zeichnet sich durch ei-
ne sehr einfache Inbetriebnahme aus, bietet aber nicht alle Fähigkeiten, die 
durch das Zusammenspiel von Subversion und Apache erzielt werden können. 
Insbesondere ist keine Vergabe von Rechten auf Ebene von Dateien möglich, 
die kleinste Einheit bei der Vergabe von Zugriffen ist das Repository. Bei 
Verwendung des Apache Servers ist eine Vergabe von Rechten auf der Ebene 
von Verzeichnissen möglich; weiterhin können zur Authentifikation der Nut-
zer alle Mechanismen verwendet werden, die hier von Apache angeboten 
werden.  
Der Verwendung von Apache in Zusammenhang mit Subversion steht ein hö-
herer Aufwand bei der Einrichtung des Systems entgegen. Hier ist das Auf-
setzen beziehungsweise Anpassen eines Apache Servers aus dem 2.0 Ent-
wicklungszweig notwendig, während sich SVNServe mit einem Aufruf der 
Kommandozeile starten lässt. Der tatsächliche Aufwand für eine Konfigurati-
on von Apache und der zum Betrieb notwendigen Module ist, insbesondere 
wenn bereits Erfahrung mit der Syntax der Apache Konfigurationsdatei vor-
liegt, vergleichsweise gering. Der Vorgang beläuft sich im einfachsten Fall 
auf das Einfügen eines kurzen Konfigurations-Blocks für die zu verwaltenden 
Subversion Repositories und das Laden der entsprechenden Module (siehe Pi-
lato/Collins/Sussman/Fitzpatrick 2004). Bei Verwendung von Apache wird 
für die Kommunikation zwischen Subversion-Client und Server ein mit der 
DeltaV Erweiterung um Versionierung ergänztes WebDAV Protokoll ver-
wendet. Bei WebDAV handelt es sich um ein Protokoll zur Bearbeitung von 
entfernten Dokumenten. Ab der Version 1.2 ist der Subversion-Server wei-
testgehend WebDAV kompatibel und kann von allen Programmen mit Web-
DAV Unterstützung  zum Speichern von Dokumenten genutzt werden. Somit 
können etwa Office-Programme oder Werkzeuge zur Webseitengestaltung ein 
Subversion Repository zur Speicherung nutzen, wobei automatisch Revisio-
nen der Dateien gespeichert werden. 
Vor diesem Hintergrund wurde entschieden, Subversion in Kombination mit 
Apache als Grundlage zu verwenden. Ausschlaggebend ist hierfür die höhere 
Flexibilität bei der Vergabe von Nutzerrechten. Auch hat die Verwendung 
von Apache den Vorteil, dass unabhängig vom tatsächlichen Nutzer nur der 
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Apache Server Rechte zum Zugriff auf die Berkeley DB benötigt; dies ver-
meidet einige Fehlerszenarien, die bei Nutzung des SVNServe Prozesses auf-
treten können41.42   
 
 Apache  SVNServe  
Rechtevergabe  Auf Verzeichnisebene  Auf Repositoryebene  
Authentifizierung  Alle Apache Mecha-nismen 
Passwort und SSH Authentifika-
tion 
Absicherung der Übertra-
gung  SSL  SSH 
Protokoll  WebDAV / DeltaV  anwendungsspezifisch  
Hardwareansprüche  tendenziell höher  tendenziell niedriger  
Einrichtungsaufwand  tendenziell höher  tendenziell geringer  
Tabelle 2: Eigenschaften von Apache und SVNServe 
 
Apache Grundkonfiguration    
Die Integration von Subversion in den Apache Server erfolgt durch drei Mo-
dule, dies sind externe Programmbestandteile zur Erweiterung der Funktiona-
lität des Apache Servers. Subversion nutzt das Modul mod_dav aus dem Apa-
che Paket zur Bereitstellung grundlegender WebDAV Funktionalität, das 
Modul mod_dav_svn erweitert dies um für Subversion notwendige Funktio-
nen zum Umgang mit den Repositories, während das Modul mod_authz_svn 
optional ist und eine feingranulare Rechtevergabe ermöglicht. Die Einbindung 
der Module erfolgt wie bei Apache üblich (siehe Coar; Bowen 2003) . Zur 
Bereitstellung eines Repositories durch Apache wird ein Konfigurationsblock 
in die Hauptkonfigurationsdatei des Apache Servers eingebunden, dieser 
Block hat dabei das folgende Format  
<Location /svn> 
  DAV svn 
  SVNPath /pfad/zum/repository 
</Location> 
Dieser Block veranlasst das Subversion Modul von Apache dazu, das im loka-
len Dateisystem unter dem durch SVNPath beschriebenen Pfad zu findende 
                                          
41  http://svnbook.red-bean.com/en/1.1/ch05.html 
42  http://svn.haxx.se/users/archive-2004-10/1291.shtml 
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Repository unter der URL http://<serveradresse>/svn für jeden Subver-
sion Client bereitzustellen.  
Konfigurationsdateien und Nutzung der Registry    
Die primäre Konfiguration des Subversion Servers erfolgt über einen Block in 
der Apache Konfigurationsdatei httpd.conf. Aus dieser Datei heraus werden 
eventuell weitere Dateien referenziert, mittels derer die Vergabe von Rechten 
und die Zuordnung von Gruppenzugehörigkeiten festgelegt werden. Einen 
weiteren Bestandteil zur Beeinflussung des Verhaltens des Subversion Ser-
vers sind Skripte, die beim Zugriff auf das Repository ausgeführt werden. Das 
Verhalten der Subversion Client Software lässt sich durch die beiden Konfi-
gurationsdateien servers und config beeinflussen; in der servers Datei werden 
hierbei Optionen für den Zugriff auf entfernte Netzwerke festgelegt, während 
in der config Datei das Verhalten des lokalen Clients festgelegt wird. Optio-
nen für die Konfiguration der Netzwerke sind die Festlegung von zu verwen-
denden Proxy-Servern oder die Spezifizierung der eventuell notwendigen SSL 
Zertifikate. Die Konfigurationsdatei für das Verhalten der Laufzeitumgebung 
umfasst Punkte wie das Caching von Passwörtern oder Pfade zu externen 
Programmen wie Werkzeuge zur Darstellung und Bearbeitung von Differen-
zen in Textdateien oder Editoren. Sowohl die servers als auch die config Da-
tei wird für den Benutzer automatisch beim ersten Aufruf des Programms ge-
neriert. Unter Unix sind diese Dateien unter dem Pfad .subversion im Nut-
zerverzeichnis zu finden.  
Unter Windows werden sie für jeden Benutzer in dem Verzeichnis 
C:\Dokumente und Einstellungen\NUTZERNAME\Anwendungsdaten\Sub
version abgelegt. Alternativ ist auch eine Konfiguration über die Windows 
Registry möglich.  
Authentifikation und Autorisierung   
Zur Authentifikation von Benutzern können alle Mechanismen verwendet 
werden, die von Apache selbst bereitgestellt oder durch den Einsatz von Mo-
dulen hinzugefügt werden können. So stehen verschiedene Methoden zur Ver-
fügung, um eine Authentifikation über eigens vergebene Passwörter zu reali-
sierten, für deren Speicherung von Textdateien bis relationalen Datenbanken 
ein weites Feld an Möglichkeiten zur Verfügung steht, (siehe Lau-
rie/Laurie2004 und Coar/Bowen 2003). Auch ist eine Authentifikation über 
die Nutzerverwaltung des jeweiligen Betriebssystems oder Netzwerkes mög-
lich. Als Grundlage kann hier eine Windows Authentifizierung mittels Kerbe-
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ros43 44 ebenso dienen, wie eine bestehende Unix Shadow Datei45. Weitere 
Möglichkeiten für die Nutzung einer netzwerkweiten Authentifikation nutzen 
LDAP Verzeichnisse (siehe Carter 2003)  oder die Kerberos Infrastruktur. 
(siehe Garman 2003) ,  
Eine Autorisierung oder Vergabe von Rechten ist bei Einsatz des im Subver-
sion Paket standardmäßig enthaltenen Moduls mod_authz_svn auf Verzeich-
nisebene möglich, ohne Verwendung des Moduls ist lediglich eine Vergabe 
von Rechten auf der Ebene von Repositories möglich. Die Definition von 
Rechten erfolgt durch eine externe Datei, deren Position im Konfigurations-
block des Apache Servers festgelegt wird. In dieser Datei können für Reposi-
tories und in ihnen angelegte Pfade Rechte für einen Nutzer oder für Gruppen 
von Nutzern festgelegt werden. Hierbei wird so vorgegangen, dass ein Nutzer 
die Rechte, die er in einem Verzeichnis - eventuell auch dem gesamten Repo-
sitory - inne hat, für den Zugriff auf Unterverzeichnisse dieses Verzeichnisses 
erbt. Alternativ können Rechte für Unterverzeichnisse aber auch explizit ge-
setzt werden, um die Zugriffmöglichkeiten eines Nutzers zu erweitern oder zu 
beschränken. Zugriffsrechte werden auf drei Ebenen vergeben, ein Benutzer 
kann Leserechte oder Schreibrechte auf ein Verzeichnis haben oder auch vom 
Zugriff auf ein Verzeichnis gänzlich ausgeschlossen werden. Der folgende 
Ausschnitt aus einer Konfigurationsdatei definiert zwei Gruppen, Entwickler 
und Tester. Entwickler haben vollständigen Zugriff auf das Repository repo 
sowohl in dem Verzeichnis programm als auch in dem Unterverzeichnis bib-
liothek. Tester haben lesenden Zugriff auf das Verzeichnis programm, je-
doch keinen Zugriff auf das Unterverzeichnis  bibliothek. Der Nutzer Da-
vid hat nur lesende Rechte im Verzeichnis programm, aber Schreibrechte im 
Verzeichnis bibliothek. Der Nutzer Mike hat nur Rechte im Verzeichnis 
bibliothek.  
[groups] 
Entwickler = tim, tom, thorsten 
Tester = tim, andi, albert 
 
[repo:/programm/] 
@Entwickler = rw 




                                          
43  http://modauthkerb.sourceforge.net/ 
44  http://support.microsoft.com/?kbid=555092 
45  http://mod-auth-shadow.sourceforge.net/ 
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@Entwickler = rw 




Eine weitere Möglichkeit ist es, den Zugriff auf Repositories oder auf Teile 
von diesen anonym zu gestatten, also ohne die Nutzung jeglicher Mechanis-
men zur Authentifikation; hierbei kommt die Satisfy46 Direktive der Apache 
Konfigurationsdatei zum Einsatz. Dies gestattet es beispielsweise, Leserechte 
ohne jede Authentifikation zu vergeben.  
Absicherung mittels SSL    
Die Verwendung von SSL47 erlaubt sowohl die Absicherung der Datenüber-
tragung zwischen einem Subversion Server und einem Client als auch eine 
Authentifikation von Nutzern. Dies wird durch den Austausch von Zertifika-
ten zwischen Server und Client und die Verschlüsselung sämtlicher Nachrich-
ten erreicht. Die Verwendung von Zertifikaten stellt sicher, dass sowohl 
Client als auch Server diejenigen Parteien sind, als die sie sich ausgeben: ein 
so genannter Man-in-the-middle Angriff48 wird auf diese Weise prinzipiell 
ausgeschlossen. Zertifikate können sowohl von Zertifizierungsstellen bezogen 
als auch selbst erstellt werden. Der Vorgang dabei ist, dass ein kryptographi-
scher Schlüssel erzeugt wird; diesem Schlüssel nun werden Informationen 
über die zugrunde liegende Partei (z.B. geographischer Ursprung, Personen 
oder Name einer übergeordneten Organisation) hinzugefügt. Im Anschluss 
wird der Schlüssel, nach einer Überprüfung der enthaltenen Informationen, 
von einer Zertifizierungsstelle kryptographisch signiert. Ein signierter Schlüs-
sel ist damit beglaubigt; es wird also ausgedrückt, dass die Angaben, die mit 
dem Schlüssel zusammen verteilt werden, durch die Zertifizierungsstelle ü-
berprüft wurden. Für die Verwendung von Subversion soll im Folgenden da-
von ausgegangen werden, dass keine externe Zertifizierungsstelle einbezogen 
wird. 
Zur Verwendung von SSL wird eine Version des Apache Servers mit SSL 
Unterstützung benötigt; wegen der weltweit stark unterschiedlichen Rechtsla-
ge in Bezug auf die Nutzung und die Ein- beziehungsweise Ausfuhr von kryp-
tographischen Produkten wird diese Variante des Servers nicht in binärer 
Form von der Apache Foundation selbst angeboten. Bei der Verwendung ei-
                                          
46  http://httpd.apache.org/docs/howto/auth.html 
47  http://www.openssl.org/ 
48  http://www3.tsl.uu.se/ micke/ssl_links.html 
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nes Betriebssystems aus der Unix-Familie ist eine Übersetzung der entspre-
chenden Quellcodes aber in der Regel unproblematisch. Bei Einsatz eines Be-
triebssystems aus dem Microsoft Windows Umfeld können installationsferti-
ge Pakete von mehreren inoffiziellen Quellen bezogen werden. Die Einrich-
tung eines SSL-fähigen Apache Servers ist in beiden Fällen in zahlreichen 
Dokumenten dargestellt (siehe Laurie;Laurie;2004 und Coar;Bowen 2003) . 
Um SSL mit Subversion einsetzen zu können, müssen serverseitig ein kryp-
tographischer Schlüssel und ein Zertifikat für diesen Schlüssel vorliegen, der 
Client benötigt ebenfalls ein Zertifikat; um seine Identität zu bestätigen. Die 
Position der serverseitigen Dateien für Apache wird in der httpd.conf Datei 
abgelegt, die Konfiguration unterscheidet sich hier nicht von der Konfigurati-
on beim Angebot einer Website mittels SSL. Auf der Seite des Clients muss 
in der Konfigurationsdatei server (siehe hierzu auch Punkt 4.2) der Pfad des 
zu verwendenden clientseitigen Zertifikates angegeben werden, ebenso ist es 
bei Verwendung von selbst erstellten Zertifikaten  ratsam, hier einen Verweis 
auf die verwendete Identifikationsdatei der erstellten Zertifizierungsstelle zu 
hinterlegen. Dieses Vorgehen ermöglicht die Verwendung des selbst erstellten 
serverseitigen Zertifikates ohne eine weitere Rückfrage an einen Nutzer bei 
der Verbindungsaufnahme. Eine solche Rückfrage erfolgt ansonsten immer 
dann, wenn die angegebene Zertifizierungsstelle eines Zertifikats unbekannt 
ist, wie es bei selbst erstellten Zertifikaten zwangsläufig der Fall ist.  
Bei entsprechender Konfiguration geschieht die Verwendung von SSL durch 
Subversion also nahezu transparent und bietet einen hohen Zugewinn an Si-
cherheit bei der Authentifikation und Übertragung von Daten.  
Zugriff mittels WebSVN    
Im Zusammenwirken mit dem Apache Webserver bietet Subversion bereits 
standardmäßig eine einfache Webschnittstelle auf die Inhalte des Reposito-
ries, diese beschränkt sich allerdings lediglich auf eine Ansicht der letzten 
eingestellten Revision. Es existieren eine Reihe unterschiedlicher Projekte,49 
50 51 die es gestatten, mittels eines Browsers lesend auf die Inhalte eines Repo-
sitories zuzugreifen; hier soll stellvertretend WebSVN vorgestellt werden. 
Dieses Projekt zeichnet sich gegenüber anderen Projekten in erster Linie 
durch die hohe Anzahl möglicher Einstellungen und Optionen bei der Konfi-
guration aus. WebSVN52 erlaubt das Einsehen von beliebigen Revisionen in-
                                          
49  http://viewcvs.sourceforge.net/ 
50  http://viewsvn.berlios.de/ 
51  http://freshmeat.net/projects/svnweb/ 
52  http://WebSVN.tigris.org/ 
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nerhalb eines Subversion Repositories und der jeweils mit diesen Revisionen 
abgelegten Kommentare. Weiterhin ist es möglich, sich die Differenzen zwi-
schen unterschiedlichen Revisionen anzeigen zu lassen. Eine besonders inte-
ressante Darstellung zeigt die Veränderungen einer Datei mit der jeweils letz-
ten Revision an, die in der Zeile verändert worden ist. Neben diesen Darstel-
lungen bietet WebSVN auch die Möglichkeit, aus einer Revision jeweils ein 
Paket mit Quellcode zu generieren oder für eine Datei oder ein Verzeichnis 
einen RSS-Feed (siehe Hammersley 2003)  zu abonnieren, durch den Verän-
derungen am Repository verfolgt werden können. 
WebSVN ist in Form einer Reihe von PHP Skripten53 implementiert, die In-
stallation beschränkt sich also im Wesentlichen auf das Aufsetzen des PHP 
Interpreters und Apache Moduls54 und das Kopieren der Skripte an eine ent-
sprechende Stelle in Apaches htdocs Verzeichnis. Bei der Konfiguration und 
Installation der Software die im WebSVN Dokumentationsverzeichnis aus-
führlich beschrieben ist, werden die Optionen ausgewählt, die durch die Web-
schnittstelle angeboten werden sollen. Weiterhin werden hier die Pfade im 
Dateisystem festgelegt, unter denen das Subversion Repository zu finden ist. 
Ein wichtiger Punkt bei der Konfiguration des Programms ist das Setzen von 
Pfaden auf Hilfsprogramme, verwendet werden unter anderem Sed, Diff, 
Gzip, Tar und enscript. Diese Programme sind auf den meisten Unix Installa-
tionen im Lieferumfang enthalten, unter Windows können sie über die Web-
seite des GnuWin32 Projektes55 bezogen werden.  
Die Authentifikation und Autorisierung für die durch WebSVN bereitgestell-
ten Inhalte wird durch den Apache Server geleistet und muss hier entspre-
chend konfiguriert werden. Besonderheiten in Bezug auf Subversion gibt es 
hier keine. Es ist noch anzumerken, dass WebSVN auf ein Subversion Repo-
sitory zugreift, indem es Kommandozeilen-Werkzeuge aufruft. Ein eventuell 
vorhandener Subversion Serverprozess wird also nicht benutzt.  
Datensicherung des Repositories    
Subversion verwendet zur Speicherung seines versionierten Datenbestandes 
ein Binärformat und das Programm BerkeleyDB56 zur Verwaltung der Daten57 
                                          
53  http://www.php.net/ 
54  WebSVN kann als PHP Skript auch mit anderen Webservern verwendet werden. Da ein 
Test nur unter Apache stattfand, soll dies hier aber nicht weiter berücksichtigt werden. 
55  http://gnuwin32.sourceforge.net/ 
56  http://www.sleepycat.com/ 
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Es existieren unterschiedliche Methoden zur Datensicherung, die einfachste 
Methode ist eine Replikation der gesamten Repositories. Dies ist durch den 
Befehl svnadmin hotcopy möglich. Wie der Name bereits andeutet, kann 
der Befehl jederzeit im laufenden Betrieb erfolgen und erstellt eine vollstän-
dige Kopie der BerkeleyDB Dateien des Repositories. Eine Alternative zur 
Replikation der BerkeleyDB im Rahmen eines Backups ist die Durchführung 
eines Dumps des Repositories, also die Extraktion der eingestellten Daten. 
Dieser Vorgang wird durch den Befehl svnadmin dump durchgeführt, ebenso 
wie beim oben beschriebenen svnadmin hotcopy ist eine Durchführung im 
laufenden Betrieb möglich. Für einen Dump wird ein spezielles Textformat 
verwendet. Eine Dumpdatei enthält standardmäßig alle Revisionen des Repo-
sitories, kann aber auch auf einzelne Revisionen beschränkt werden oder in-
krementell erstellt werden58.  
Das verwendete Dumpformat ist im Gegensatz zu den Binärdateien plattfor-
munabhängig, somit können auf einem Rechner erstellte Dumpdateien auf ei-
ner anderen Rechnerplattform wieder hergestellt werden.  
Die Sicherung eines Subversion Repositories wird also durch mehrere Werk-
zeuge unterstützt, wobei der Befehl svnadmin dump durch eine Vielzahl von 
Optionen eine genaue Anpassung an die jeweiligen Anforderungen erlaubt. 
Sehr von Vorteil ist, dass eine Datensicherung im laufenden Betrieb möglich 
ist.  
Automatisierung durch Hook-Skripte    
Das Verhalten des Subversion Servers kann durch so genannte Hookskripte 
weiter angepasst werden. Es handelt sich dabei um Programme, die bei be-
stimmten Aktionen durch den Server selbstständig ausgeführt werden. Ein 
gängiges Beispiel ist der Versand einer Mail bei erfolgten Commits.  
Die Bezeichnung Hookskripte ist insofern irreführend, als es sich um beliebi-
ge ausführbare Programme handeln kann; jedoch ist der Begriff Skript in den 
Quellen so verbreitet, dass er auch hier beibehalten werden soll. Diese Pro-
gramme werden jeweils mit einer Reihe von Parametern aufgerufen, die die 
zugehörige Aktion detailliert beschreiben. Die Skripte können beliebige Akti-
                                          
57  Mit der Version 1.1 von Subversion wird eine Speicherung der Daten nativ im Dateisys-
tem ohne Verwendung der Berkeley DB als Alternative eingeführt. siehe auch 
http://svn.collab.net/repos/svn/trunk/notes/fsfs 
58  Im Fall eines inkrementellen Dumps werden nicht komplette Revisionen in die Ausga-
bedatei geschrieben, sondern lediglich die Veränderungen gegenüber der ersten Datei 
im Dump. 
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onen auf dem Server ausführen und durch ihren Rückgabewert gegebenenfalls 
den Abbruch der auslösenden Aktion veranlassen.  
Im Einzelnen können folgende Skripte definiert werden:  
• start-commit 
Dieser Skript stellt in erster Linie eine weitere Möglichkeit der Autorisierung 
von Nutzern dar. Dem aufgerufenen Programm wird der Pfad übergeben auf 
den ein Commit erfolgen soll, ebenso der Nutzername, der den Commit 
durchführen möchte; Durch einen entsprechenden Rückgabewert kann die 
Durchführung des Commit an dieser Stelle unterbunden werden, bevor durch 
den Server überhaupt Datenstrukturen zur Verwaltung des Commits erzeugt 
worden sind. 
• pre-commit 
Dieser Skript wird ausgeführt, wenn bereits eine Transaktion erstellt wurde, 
diese aber noch nicht endgültig in das Repository eingestellt wurde. Der 
Skript erhält als Parameter den Pfad des Repositories und den Namen der 
Transaktion. Dieser Name kann verwendet werden; um etwa durch die Ver-
wendung von svnlook Einblick in die Änderungen zu nehmen, die mit dem 
Commit eingestellt werden sollen. Durch den Rückgabewert des Skriptes 
kann der Commitvorgang unterbrochen werden, wenn die Inhalte des Com-
mits als nicht akzeptabel betrachtet werden. 
• post-commit 
Das für diesen Fall definierte Programm erhält als Übergabewerte einen Re-
pository Pfad und die Revisionsnummer dieses Commits. Dies erlaubt bei-
spielsweise den Versand von Benachrichtigungen oder das Durchführen von 
Backups. 
• pre-revprop-change 
Dieses Programm wird aufgerufen wenn ein Subversion Property verändert 
werden soll. Properties sind Name-Wert Paare, die einem Subversion Objekt, 
beispielsweise einer Datei, zugeordnet werden können. Genutzt werden diese 
Properties beispielsweise zur Speicherung von dem Nutzer vergebenen Kom-
mentaren zu einer Revision. Im Gegensatz zu Dateien und Verzeichnissen 
sind Properties nicht versioniert, bei einer Veränderung geht also der alte Zu-
stand verloren. Dieser Skript übergibt vier Parameter:  
• Die Kennung des Nutzers der die Veränderung durchführen möchte.  
• Den Pfad des Repositories  
• Die Revisionsnummer  
• Den Namen des zu ändernden Properties.  
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Durch einen entsprechenden Rückgabewert kann eine Veränderung des Pro-
perties unterbunden werden. Um unbeabsichtigte Veränderungen der nicht 
versionierten Properties zu unterbinden, ist das Vorhandensein eines pre-
revprop-change Skriptes Voraussetzung, um überhaupt Veränderungen 
durchzuführen. 
• post-revprop-change 
Dieser Skript entspricht pre-revprop-change, wird jedoch nach einer erfolgten 
Änderung eines Properties ausgeführt und dient in erster Linie dazu, eine Be-
nachrichtigung mit dem neuen Wert des Properties zu versenden. 
• pre-lock und pre-unlock 
Diese Hookskripte sind ab der Version 1.2 der Software verfügbar und dienen 
dazu, das Setzen und Aufheben von Locks auf Dateien den Anforderungen 
des jeweiligen Repositories anzupassen. Durch einen entsprechenden Rück-
gabewert kann die Verwendung von Lock generell unterbunden werden. 
• post-lock und post-unlock 
Diese Skripte dienen der Protokollierung  und bieten die Möglichkeit, Be-
nachrichtigungsemails zu versenden, wenn sich der Lockingstatus einer Datei 
ändert. 
Clientseitige Architektur 
Aus der großen Anzahl der für Subversion verfügbaren Clientprogramme sol-
len hier drei vorgestellt werden, die für die Verwendung von Subversion von 
besonderer Bedeutung sind.  
Verwendung der Kommandozeile    
Ein Kommandozeilen-Client ist im Subversion-Paket enthalten, somit kann 
das Vorhandensein dieses Werkzeugs bei jeder Installation als gegeben be-
trachtet werden. Die Arbeit mittels der Kommandozeile wird in erster Linie 
mit zwei Programmen durchgeführt:  
Der Befehl svn ist für die eigentliche Versionsverwaltung zuständig (also für 
die Synchronisation mit dem zentralen Repository), das Hinzufügen von Da-
teien unter Versionskontrolle und den Vergleich zwischen Revisionen. Auch 
wird dieses Programm verwendet, um die durch Subversion angebotenen Pro-
perties zu editieren beziehungsweise zu setzen. Mittels svn können alle von 
Subversion angebotenen Zugriffsmethoden auf Repositories genutzt werden. 
Das Verhalten des Werkzeugs lässt sich weitgehend an Nutzerwünsche an-
passen. So ist beispielsweise eine Speicherung von Passwörtern für den 
Zugriff auf das Repository möglich oder die Definition von Dateien, die durch 
das Versionskontrollsystem ignoriert werden können. Die Nutzung des Be-
fehls svn erfolgt nach dem Muster svn <Befehl> <Optionen>; durch den 
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Aufruf svn help wird eine Übersicht der verfügbaren Befehle angezeigt, 
svn help <Befehl> liefert eine umfangreiche Darstellung des Befehls und 
seiner Optionen und Parameter.  
Der Befehl svnadmin dient der Verwaltung von Subversion-Repositories; im 
Gegensatz zu svn muss dieser Befehl auf dem Rechner ausgeführt werden, 
auf dem sich das entsprechende Repository befindet. Ebenso wie der svn Be-
fehl vereint svnadmin eine Reihe unterschiedlicher Funktionen, der Aufruf 
eines Kommandos erfolgt auch hier in der Form svnadmin <Befehl>.  
Integration in Eclipse mittels Subclipse    
Subclipse ist die zur Zeit am weitesten entwickelte Implementierung einer In-
tegration von Subversion in Eclipse, ein weiteres Projekt unter dem Namen 
Svn4Eclipse befindet sich zur Zeit noch in der Entwurfsphase. Subclipse59 ist 
als Plugin für Eclipse60 implementiert und kann in Eclipse ab der Version 3.0 
über den integrierten Update und Erweiterungsmechanismus bezogen werden. 
Subclipse nutzt dieselben Ansichten und Dialoge des standardmäßig in Ec-
lipse enthaltenen CVS Plugins; für Benutzer sind also keine tief greifenden 
Umstellungen notwendig. Nach einer Installation des Subclipse Plugins wird 
die Eclipse Arbeitsumgebung im Wesentlichen in zwei Punkten erweitert:  
Es werden neue Sichten und Perspektiven bereitgestellt, die den CVS Dialo-
gen zur Ansicht von Revisionen von Dateien und den zugrunde liegenden Re-
positories  entsprechen, aber für den Umgang mit Subversion angepasst sind. 
Das Kontextmenü von Dateien, Verzeichnissen und Projekten wird erweitert; 
hier besteht nun die Möglichkeit, die entsprechenden Ressourcen mittels Sub-
version unter Versionskontrolle zu stellen.  
Der Zugriff auf ein Subversion Repository kann auf zwei unterschiedliche Ar-
ten erfolgen: Standardmäßig verwendet Subclipse im Programm integrierte 
Subversion Bibliotheksfunktionen, die mit Hilfe des Java Native Interfaces 
angesprochen werden; alternativ kann Subclipse auch eine bestehende Sub-
version Installation nutzen, indem Aktionen an das svn Kommandozeilen-
Werkzeug delegiert werden. Dieses Vorgehen macht Subclipse weniger ab-
hängig von der verwendeten Subversion Version, ist allerdings weniger per-
formant als die Verwendung der eigenen Bibliothek und zurzeit auch weniger 
gut getestet.  
                                          
59  http://subclipse.tigris.org/ 
60  http://www.eclipse.org/ 
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Verwendung von TortoiseSVN    
TortoiseSVN ist ein Programm, um aus Windows Betriebssystemen heraus 
auf Subversion Repositories zugreifen zu können. Dabei bindet sich die Soft-
ware als Erweiterung des Windows Explorers ein. Verzeichnisse und Dateien 
unter Versionskontrolle werden durch Symbole kenntlich gemacht, über Kon-
textmenüs können Aktionen der Versionsverwaltung durchgeführt werden. 
TortoiseSVN bietet zahlreiche Möglichkeiten zum Umgang mit dem versio-
nierten Datenbestand, so lassen sich Differenzen und Kommentare zu Revisi-
onen einsehen. Neben der Verwendung der eigenen Programmteile bietet Tor-
toiseSVN auch die Möglichkeit, externe Werkzeuge zur Durchführung von 
Merges oder zur Darstellung von Diffs zu definieren.  
4.1.1 Abschließende Anmerkungen zur Architektur 
Mit der hier dargestellten Architektur und der verwendeten Client Software 
lassen sich alle Anforderungen erfüllen, die sich in der Abteilung FuE stellen. 
Insbesondere können alle Funktionen, die aus der bisherigen Anwendung von 
CVS aus den Entwicklungswerkzeugen heraus bekannt sind, weiterhin ange-
boten werden. Serverseitig ist mit der Verwendung des Apache Server und 
unter Einbezug von SSL eine feingranulare Rechtevergabe und Absicherung 
von Datenverbindungen möglich. Dies ermöglicht es zum Beispiel, studenti-
schen Mitarbeitern selektiv den Zugriff auf die von ihnen benötigten Projekt-
teile freizugeben - wenn dies erwünscht ist, auch von außerhalb des lokalen 
Netzwerks. Mit WebSVN ergeben sich weitere Möglichkeiten zum Zugriff 
auf das Repository. Da der Zugriff keine spezielle Clientsoftware erfordert, 
sondern mit jedem Browser möglich ist, sind die Anforderungen für die Ver-
wendung dieses Werkzeugs sehr niedrig; auch ist ein Zugriff möglich wenn 
lediglich ein Browser zur Verfügung steht, beispielsweise während einer Ta-
gung.  
Nachdem im vorangehenden Text die Bestandteile der Architektur dargestellt 
worden sind wie sie in der Abteilung FuE zum Einsatz kommen, werden im 
Folgenden die konkreten Erfahrungen dokumentiert, die bei der Erprobung 
der Software gemacht wurden.  
4.2 Konversion der Inhalte des CVS Repositories zur 
Nutzung mit Subversion 
In diesem Kapitel wird die Überführung von CVS Repositories in Subversion 
Repositories beschrieben. Dazu wird dargestellt welche unterschiedlichen Ar-
ten der Konvertierung grundsätzlich denkbar und für welche Fälle sie jeweils 
geeignet sind. 
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4.2.1 Arten der  Konversion von Repositories 
Ziel einer Konvertierung zwischen den unterschiedlichen Repositories von 
Versionskontrollsystemen ist es, den bisher von einem System verwalteten 
Datenbestand in ein anderes System zu übernehmen, wobei die Historie zu-
mindest in Teilen erhalten bleiben soll. Im Vorfeld einer Konvertierung muss 
entschieden werden, welche Projekte übernommen werden und inwieweit da-
bei die Historie der jeweiligen Projekte erhalten bleiben soll. Bei der Über-
nahme der Historie gibt es unterschiedliche Ansätze, die sich jeweils in ihrem 
Umfang unterscheiden; generell handelt es sich um ein Abwägen zwischen 
Vollständigkeit der Konvertierung und deren Komplexität.  
Übernahme nur der aktuellsten Revision  
Dies ist keine Konversion im eigentlichen Sinne; der Datenbestand eines Re-
positories des bisher verwendeten Versionskontrollsystems wird lediglich ex-
portiert und als Quelldateien in das neue Versionskontrollsystem importiert. 
Ein Vorteil dieser Methode ist seine Einfachheit: es werden keinerlei Werk-
zeuge zur Konversion benötigt. Der Nachteil ist ein Verlust der Historie und 
Metadaten der eingestellten Dateien.  
• Übernahme der Hauptentwicklungslinie  
Bei diesem Vorgehen wird nur der zentrale Ast der Entwicklung über-
nommen, Branches werden ignoriert. Dieses Vorgehen erzeugt ein einfach 
strukturiertes Repository, allerdings können Branches nicht nachvollzogen 
werden.  
• Teilweise Übernahme einzelner Branches 
Hier werden nur explizit ausgewählte Branches in das neue Repository ü-
bernommen; das so entstehende Repository ist also genau an die aktuellen 
Bedürfnisse der Entwickler angepasst. Dieser Vorteil wird durch eine er-
höhte Komplexität der Konversion erkauft, bietet sich aber an, um nicht 
mehr aktive Branches gar nicht erst in das neue Repository einfließen zu 
lassen.  
• Vollständige Übernahme der gesamten Historie  
Es wird das gesamte Repository übernommen. Ein Nachteil ist der erhöhte 
Bedarf an Platz und Rechenzeit den dieses Vorgehen fordert, schwerer 
kann aber wiegen, dass das entstehende Repository mehr Informationen er-
hält als aktuell verwendet werden und damit weniger übersichtlich ist, als 
wünschenswert wäre. Größter Vorteil ist demgegenüber die Gewissheit, 
keinerlei Informationen zu verlieren.  
Für die Abteilung FuE wurde entschieden, die Konvertierung der Projekte je-
weils auf den Hauptentwicklungsast zu beschränken, Branches also zu igno-
rieren. Dieses Vorgehen bietet sich an, da Branches nur in einem geringen 
Umfang genutzt wurden. Weiterhin gibt es spezifische technische Gründe die 
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für dieses Vorgehen sprechen und auf die im Weiteren noch eingegangen 
wird.  
4.2.2   Speicherung versionierter Daten durch CVS 
Ein CVS-Repository lässt sich in zwei Bereiche unterteilen, die Informationen 
zur Verwaltung des Repositories und die versionierten Benutzerdaten. Zuerst 
soll nun auf das Datenformat eingegangen werden, das zur Speicherung der 
versionierten Daten zum Einsatz kommt. Hierbei handelt es sich um RCS Da-
teien, also das Format jenes Programms, als dessen Erweiterung CVS ur-
sprünglich entwickelt wurde.  
Das RCS-Dateiformat    
Bei einer RCS Datei handelt es sich um eine Textdatei, die den versionierten 
Datenbestand jeweils einer Datei repräsentiert. Der Name einer RCS-Datei im 
Repository entspricht dem Namen der nicht versionierten Datei mit dem An-
hang ,v.  Eine RCS ist in drei Bereiche aufgeteilt. 
Der erste Bereich ist der Headerbereich. In diesem werden die aktuellste Re-
visionsnummer und Informationen über Tags und Branches abgelegt, die für 
diese Datei definiert wurden.  
Daran schließt eine Folge von Einträgen für jede Revisionsnummer der Datei 
an. Innerhalb des Blocks für jede Revisionsnummer wird auf Branches ver-
wiesen, die von dieser Nummer ausgehen; ebenso sind hier der Autor und das 
Datum der Revision aufgeführt.  
Den letzten und in der Regel größten Teil einer Datei machen die eigentlichen 
versionierten Inhalte aus. Diese liegen in einem Format vor, bei dem zuerst 
die aktuellste Version einer Datei unter der höchsten Revisionsnummer inklu-
sive der zugehörigen Kommentare abgelegt ist. Alle anderen Revisionen fol-
gen in der Reihenfolge der sinkenden Revisionsnummer. Die Inhalte der je-
weiligen Revision sind nicht komplett in der Datei abgelegt, sondern jeweils 
als Differenz zur nächst höheren Revision. Neben dieser Differenz sind in der 
Datei auch die Kommentare zu der jeweiligen Revision abgelegt.  
Die Verwaltungsdaten im CVS Repository    
Neben den eigentlichen RCS Dateien mit den zur Versionierung notwendigen 
Informationen nutzt CVS noch eine Reihe von weiteren Dateien und Ver-
zeichnissen, die auch bei einer Konvertierung der Repositories teilweise von 
Belang sind. Für eine Konvertierung des CVS Repositories ist das Attic Un-
terverzeichnis  von größter Relevanz. In diesem Verzeichnis werden sämtli-
che Dateien gespeichert, die unter Versionskontrolle gelöscht wurden, also 
nicht mehr Bestandteil der aktuellen Arbeitskopie sein sollen, dennoch aber 
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für ältere Revisionen des Repositories verfügbar sein müssen. Bei diesen Da-
teien handelt es sich intern um reguläre RCS Dateien, sie können also bei ei-
ner Konvertierung wie die anderen RCS Dateien behandelt werden. Ein wei-
teres für CVS spezifisches Verzeichnis ist das CVS Unterverzeichnis; dieses 
enthält keine versionierten Daten, sondern Informationen, ob beispielsweise 
Watches (siehe Bar/Fogel 2003)  auf Dateien bestehen. Für das gesamte Re-
pository existiert ein CVSROOT Verzeichnis; dieses enthält primär Skripte, die 
automatisch bei Aktionen auf dem Repository ausgeführt werden. Ein letzter 
Bestandteil eines CVS Repositories sind Lock-Dateien. Mittels dieser Dateien 
wird verhindert, dass mehrere Nutzer zeitgleich auf Dateien zugreifen, also 
beispielsweise ein Lese- und ein Schreibzugriff zeitgleich stattfinden.  
4.2.3   Vorgehen zur Umwandlung des CVS Repositories 
Im Folgenden sollen die Schritte dargestellt werden, die von einem Algorith-
mus zur Umwandlung eines CVS Repositories in das Datenformat von Sub-
version durchlaufen werden müssen.  
Unterschiede bei Speicherung von Daten durch CVS und Subversion    
Die Datenspeicherung im CVS Repository und die Datenspeicherung von 
Subversion unterscheiden sich stark. Der erste Unterschied besteht darin, dass 
Subversion ein Binärformat für sein Repository nutzt, während CVS auf RCS 
Dateien beruht. Um bei einer Konvertierung den direkten Umgang mit Binär-
daten zu vermeiden, wird durch die im Weiteren hier betrachteten Werkzeuge 
eine Konvertierung des CVS Repositories in jenes Dateiformat durchgeführt, 
das Subversion auch zur Sicherung seiner Datenbank verwendet. Eine solche 
Datei wird auch als Dump des Subversion-Repositories bezeichnet, es handelt 
sich hierbei um eine Textdatei, die wiederum in ein Subversion-Repository 
importiert werden kann. Der zweite Unterschied ist der unterschiedliche Um-
gang mit Revisionsnummern durch Subversion und CVS. Das einem CVS 
Repository zugrunde liegende RCS Dateiformat verwaltet Revisionsnummern 
auf Ebene einzelner Dateien, während Subversion Revisionsnummern jeweils 
für das gesamte Repository vergibt. Hieraus ergibt sich bei CVS das Problem, 
dass Dateien, die gemeinsam verändert eingestellt wurden, nur über den Um-
weg des Autorenkommentars und des Einstellungsdatums identifiziert werden 
können.  
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Schritte und Datenstrukturen zur Umwandlung eines CVS Repository     
Diese Darstellungen helfen, den Aufbau der jeweiligen Repositories noch 
einmal zu verdeutlichen; der beschriebene Ablauf orientiert sich dabei an dem 
Vorgehen des cvs2svn Skripts61. Die Umwandlung des CVS Repositories 
wird in mehreren aufeinander aufbauenden Schritten vollzogen. Diese Schrit-
te sollen hier im Anschluss skizziert werden, eine ausführlichere Darstellung 
bietet die Dokumentation des cvs2svn Programms. 
Parsing aller CVS Commits   
In diesem Schritt werden für jede Datei unter Kontrolle des CVS sämtliche 
Revisionen ermittelt und zusammengefasst. Ziel ist es, eine nicht geordnete 
Übersicht sämtlicher Revisionen im Repository zu erhalten. Dies geschieht, 
indem jede RCS Datei im Repository durchlaufen und für jede Revision in-
nerhalb dieser Datei ein Eintrag in einer zentralen Datei generiert wird.  
Unter anderem werden die folgenden Daten für jeden Eintrag berücksichtigt:  
• Zeitpunkt der Revisionserstellung 
• Hashwert des Namens des Autors und der Lognachricht  
• Revisionsnummer der Revision 
• Zeitpunkt der vorangehenden Revision 
• Revisionsnummer der folgenden Revision 
• Art der Änderung, möglich sind Hinzufügen, Veränderung oder Löschen 
• Information ob die Datei gelöscht ist, also nicht mehr Teil der aktuellsten 
Revision der Arbeitskopie 
• Informationen ob es sich um eine ausführbare Datei handelte 
• Die Größe der Datei 
• Der Branch in dem diese Verzweigung stattfand 
• Der Pfand im CVS Repository 
Es kann hierbei vorkommen, dass innerhalb einer RCS Datei eine jüngere Re-
vision ein früheres Datum hat als eine spätere Revision. In diesem Fall wird 
das Erstellungsdatum der älteren Revision derart angepasst, dass es kurz vor 
der jüngeren Revision liegt. Außerdem wird ein Verweis auf diese Revision 
zur späteren Verwendung abgelegt. Um Revisionen der Dateien einander zu-
ordnen zu können, die gemeinsam in das Repository eingestellt wurden, wird 
ein Hash aus dem Namen des Autors der Revision und der abgegebenen Be-
schreibung der Revision verwendet.  
                                          
61  http://cvs2svn.tigris.org/ 
IZ-Arbeitsbericht Nr. 36 71 
Behandlung von fehlerhaften Zeitangaben und Aufbereitung der Daten  
In diesem Schritt findet eine Nachbearbeitung der im ersten Schritt erzeugten 
Datei statt. Ziel dieses Schrittes ist es, Unregelmäßigkeiten zu entfernen, die 
durch die Anpassung des Einstellungsdatums einer Revision in Schritt 1 auf-
getreten sein können. Es wird dabei derart vorgegangen; dass eine Gruppie-
rung von Revisionen anhand des Hashs von Autor und Kommentierung der 
Revision erfolgt. Innerhalb einer solchen Gruppe werden alle Revisionen mit 
einem nahe beieinander liegenden Erstellungsdatum als gemeinsam ins Repo-
sitory eingestellt betrachtet; eventuell wird ihr Erstellungsdatum derart verän-
dert, dass die Differenz des Einstellungsdatums innerhalb einer Gruppe mög-
lichst gering ist.  
Zusammenführung von gemeinsamen CVS Commits zu ChangeSets  
In diesem Schritt sollen ChangeSets rekonstruiert werden, also Gruppen von 
Dateien und Veränderungen an diesen Dateien, die gemeinsam in ein Reposi-
tory eingestellt wurden. Um diese ChangeSets zu finden; wird die in Schritt 1 
erzeugte und in Schritt 2 modifizierte Liste aller Revisionen nach dem Datum 
der Revision und dem Hash für Autor und Nachricht sortiert. Da eine Identifi-
zierung von gemeinsamen CVS Revisionen nur auf der Grundlage dieses 
Hashs möglich ist, kann es zu fehlerhaften Zuordnungen kommen, insbeson-
dere wenn derselbe Autor eine Nachricht mehrmals verwendet hat oder wenn 
es serverseitig Probleme mit der Zeitnehmung gab.  
Identifikation von CVS Symbolen  
In diesem Schritt werden Datenstrukturen erstellt, die eine Zuordnung von 
Revisionen zu symbolischen Namen ermöglichen. Symbolische Namen be-
zeichnen in diesem Kontext die von CVS verwendeten Bezeichner für Tags 
und Branches. Am Ende dieses Schritts können alle symbolischen Namen i-
dentifiziert werden, die jeweils mit dieser Revision assoziiert sind. Dazu wird 
die in Schritt 3 erzeugte Datenstruktur durchlaufen und für jeden Eintrag auf 
Branches und Tags hin untersucht, diese werden einer Revisionsnummer zu-
geordnet.  
Erstellung der Subversion Revisionsnummern für CVS ChangeSets  
Hier findet eine Zuordnung von in den vorherigen Schritten identifizierten 
CVS ChangeSets, also Gruppen von gemeinsam erfolgten Revisionen, und 
Subversion Revisionsnummern statt. Neben dieser Zuordnung werden auch 
symbolische Namen der Subversion-Revisionsnummer zugeordnet, die in 
dem Bereich für das erste und letzte Auftreten dieses Namens liegen. Als Er-
gebnis dieser Zuordnung wird eine Datei erstellt, die für jede untersuchte RCS 
Datei für jeden symbolischen Namen je einen Eintrag mit der niedrigsten und 
höchsten Subversion Revisionsnummer enthält, zu dem eine solche Zuord-
nung erfolgen kann.  
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Sortierung nach Subversion Revisionsnummer  
Nun wird die im vorherigen Schritt erstellte Zuordnung von CVS Revision, 
Subversion Revisionsnummer und symbolischen Namen sortiert. Diese Sor-
tierung findet nach dem symbolischen Namen und innerhalb des symboli-
schen Namens nach der Subversion Revisionsnummer statt; somit liegen in 
der resultierenden Datei alle Einträge für einen symbolischen Namen in Ab-
folge.  
Zuordnung von Branches und Tags auf Revisionsnummern  
In diesem Schritt werden aus allen Subversion-Revisionsnummern die jeweils 
als erster beziehungsweise letzter Zeitpunkt für das Auftauchen eines symbo-
lischen Namens in Frage kommenden Revisionsnummern identifiziert. Für 
jeden symbolischen Namen wird ein Verweis in Form eines Offsets in die zu-
vor erstellte Datei generiert.  
Einstellen ins Subversion Repository  
In diesem letzten Schritt wird aus den zuvor generierten Datenstrukturen eine 
Datei erstellt, die sich in ein Subversion Repository importieren lässt. Dabei 
wird in der Reihenfolge der identifizierten Subversion-Revisionen vorgegan-
gen. Es werden also jeweils alle Änderungen eingestellt, die einer Revisions-
nummer zugeordnet wurden. Bei der Erstellung von Branches und Tags wird 
dabei die Zuordnung von symbolischen Namen auf Revisionsnummern ver-
wendet. Hierbei muss beachtet werden, dass Subversion Branches und Tags 
als Kopien62 innerhalb des versionierten Datenbestandes darstellt. Ziel bei der 
Darstellung von Branches und Tags ist die Verwendung möglichst weniger 
Kopien aus Gründen der Übersichtlichkeit. Um dieses Ziel zu erreichen wer-
den Tags so früh wie möglich, Branches so spät wie möglich erzeugt. Tags 
werden in der ersten Revision erzeugt, nachdem die letzte ursprüngliche CVS 
Revision den Tag eingeführt hat; Branches werden unter der Revisionsnum-
mer, die direkt vor der ersten Änderung in einem Branch liegt, eingeführt  
Die kurze Übersicht über die Schritte, die bei einer Konvertierung eines CVS 
Repositories durchlaufen werden, lässt bereits auf die Komplexität des Vor-
ganges schließen. Insbesondere wird eine Überführung dadurch erschwert, 
dass die Erstellung von ChangeSets nur auf der Basis von Autor, Kommentar 
und Erstellungsdatum einer Änderung möglich ist, es also eine Vielzahl von 
Sonderfällen und Unregelmäßigkeiten geben kann, die durch einen Algorith-
mus beachtet werden müssen.  
                                          
62  Wie bereits angesprochen, handelt es sich um Kopien, bei denen lediglich die Unter-
schiede zwischen Kopie und Original tatsächlich Speicherplatz benötigen. 
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4.2.4   Werkzeuge zur Konversion von Repositories 
Es gibt eine Reihe von Werkzeugen und Hilfsmitteln, die eine Konvertierung 
von CVS Repositories nach Subversion anbieten oder unterstützen. Das ver-
breitetste Werkzeug ist wohl cvs2svn, eine Sammlung von Python63 Skrip-
ten. Dieses Programm wird im Rahmen des Subversion Projekts auch aktuell 
noch weiterentwickelt. Cvs2svn bietet die Möglichkeit, auf die Konvertierung 
durch eine Reihe von Parametern Einfluss zu nehmen. So ist beispielsweise 
die Auswahl von Symbolen, also Branches und Tags, möglich, die beim Aus-
lesen der Dateien aus dem CVS Repository berücksichtigt werden sollen.  
4.2.5   Umwandlung der CVS Repositories der Abteilung FuE 
Für die Umwandlung des CVS Repositories der Abteilung FuE wurden zwei 
Werkzeuge erprobt: das aktuell weiterentwickelte cvs2svn und das bereits äl-
tere refinecvs64. Bei refinecvs handelt es sich um einen umfangreichen Skript 
in der Sprache Perl. Die Leistung des Programms ließ sich nicht beurteilen, da 
trotz Verwendung mehrerer Versionen und manueller Behebung einiger klei-
nerer Fehler in den Skripten eine Ausführung nicht möglich war. cvs2svn ist 
in Python implementiert, einer objektorientierten Skriptsprache. Bei einer 
Konvertierung geht cvs2svn nach den oben beschriebenen 8 Schritten vor. 
Als Ergebnis der Konvertierung werden wahlweise Dump Dateien erstellt o-
der Revisionen inkrementell in ein Subversion Repository geschrieben.  
Neben dem Programm cvs2svn ist zur Konvertierung eine Installation des 
Python Interpreters und einiger Hilfsprogramme notwendig; die sowohl für 
Linux als auch für das Windows Betriebssystem verfügbar sind cvs2svn be-
nötigt weiterhin das Programm co aus dem RCS Paket und in einigen Fällen 
das Programm CVS in der Version für die Nutzung mittels der Kommando-
zeile. Erste Tests von cvs2svn auf der Windows Plattform verliefen enttäu-
schend. Sowohl in einer reinen Windows Umgebung als auch bei Verwen-
dung der Unix-Emulationsschicht Cygwin war es nicht möglich, die in 
cvs2svn enthaltene Testsuite auszuführen. Eine Konvertierung von kleineren 
Projekten65 im CVS Repository gelang zwar, bei größeren Projekten mit etwa 
2000 Revisionen in 1200 Dateien kam das Programm jedoch reproduzierbar 
zum Stillstand und musste abgebrochen werden. Diese Probleme ließen sich 
durch den Einsatz von cvs2svn unter Linux vermeiden. Hier wurde eine 
Konvertierung vollständig durchgeführt, und die hier  bereits erwähnte Test-
                                          
63  http://www.python.org/ 
64  http://lev.serebryakov.spb.ru/refinecvs/ 
65  weniger als 200 identifiziere Subversion Revisionen, etwa 200 Dateien 
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suite vollständig und erfolgreich durchlaufen. Diese Erfahrung deckt sich mit 
Beschreibungen die in mehreren Diskussionsforen gefunden wurden. Nach 
der Konvertierung wurde der Datenbestand des Repositories mittels des Be-
fehls svnadmin dump extrahiert. Der resultierende Datenbestand konnte im 
Folgenden unter Windows wieder in ein Subversion Repository eingestellt 
werden.  
Probleme gab es sowohl unter Linux als auch unter Windows bei der Konver-
tierung eines Projektes mit nicht normgerechten RCS Dateien. Diese Dateien 
enthielten nach dem RCS Dateiformat nicht zulässige Revisionsnummern und 
Symbole. Um eine Konvertierung dieser Dateien durch cvs2svn zu gestatten 
wurde mittels eines Perl Skriptes  vor dem Beginn der Konvertierung durch 
cvs2svn auf die RCS-Dateien zugegriffen, dabei wurden drei Aktionen 
durchgeführt.  
• Sämtliche Symbole wurden aus der Datei entfernt66.  
• Sämtliche Branches und die ihnen zugeordneten Revisionsnummern wur-
den entfernt67 . 
Die dateiweiten Revisionsnummern wurden neu vergeben. Hierbei wurden 
die ungültigen Revisionsnummern in einigen RCS Dateien durch neue Revi-
sionsnummern ersetzt. Die Vergabe der Revisionsnummer konnte dabei für 
jede Datei isoliert erfolgen. Dies ist möglich, da CVS kein Konzept von 
ChangeSets hat. Gemeinsame Änderungen werden, wie oben bei der Darstel-
lung des Algorithmus zur Konvertierung beschrieben, allein durch ihr Datum 
und durch den Kommentar identifiziert, somit gehen durch eine neue Vergabe 
der Revisionsnummern keine Informationen verloren.  
Nachdem der Skript zur Konvertierung auf alle nicht-binären Dateien68 ange-
wendet worden ist, war cvs2svn in der Lage eine Konvertierung aller Reposi-
tories durchzuführen.  
                                          
66  Prinzipiell wäre es hier ausreichend gewesen, nur Symbole zu entfernen,die auf eine 
ungültige Revisionen verweisen, da aber eine weitere Verwendung der Symbole nicht 
intendiert, ist erscheint dieses Vorgehen gerechtfertigt, zumal diese Entscheidung die 
Entwicklung des Skriptes entschieden vereinfachte. 
67  Dies ist ein Sonderfall der oben beschriebenen Entfernung aller Symbole; auch dieses 
Vorgehen ist weniger der Notwendigkeit geschuldet als dem Wunsch, den Skript zur 
Konvertierung einfach zu halten sowie dem Umstand, dass im Wesentlichen nur ein 
einziger Vendorbranch vorhanden war, der im Rahmen eines anfänglichen Imports ent-
standen ist. 
68  Alle RCS Dateien, die Binärdaten wie jar oder jpg Dateien kapseln, wurden vom Skript 
ignoriert, die Einschränkung auf nicht binäre Dateien erfolgte in hier da sich die Be-
schädigung der RCS Dateien auf Textdateien beschränkte. 
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4.2.6 Abschließende Bemerkung zur Konvertierung von CVS 
Datenbeständen 
Einer Überführung von bestehenden versionierten CVS Datenbeständen in ein 
Subversion Repository steht in der Praxis nichts entgegen. Es stehen zahlrei-
che Werkzeuge zur Verfügung, mit deren Hilfe eine Konvertierung möglich 
ist, wovon cvs2svn., besonders herauszuheben ist. Dieses bietet eine Konver-
tierung in mehreren Schritten, was einen Eingriff in den Datenbestand zu je-
dem Zeitpunkt der Konvertierung erlaubt, um eventuell Änderungen am Da-
tenbestand vorzunehmen oder eigene Änderungen einzupflegen.  
Während der Konvertierung des CVS Datenbestandes der Abteilung FuE 
wurde die Erfahrung gemacht, dass Schwierigkeiten in erster Linie während 
der ersten Phase einer Konvertierung, dem Parsen der RCS Dateien  im CVS 
Repository, auftreten. Sind die zugrunde liegenden Dateien durch CVS selbst 
noch verwendbar, so lassen sich eventuelle Probleme durch Vorverarbeitung 
für eine Konvertierung aufbereiten.  
4.3 Überprüfung von Subversion in der praktischen 
Nutzung 
In diesem Kapitel wird dargestellt, mit welchen Methoden die in Unterkapitel 
4.1 beschriebenen clientseitigen Softwarekomponenten auf ihre Eignung in 
der Abteilung FuE hin überprüft werden sollen.  
Der Schwerpunkt liegt auf der Überprüfung der Fehlerfreiheit und Ausge-
reiftheit der Programme sowie auf deren Bedienbarkeit unter softwareergo-
nomischen Gesichtspunkten69. Eine bewusst kleine Rolle spielt die Überprü-
fung der Software unter dem Gesichtspunkt der Performanz. Die Aussparung 
der Untersuchung dieses Aspekts wird durch zwei Faktoren gerechtfertigt:  
Vergleichsweise geringe Anforderungen an die Performanz der verwendeten 
Software. Unter dem Gesichtspunkt der Leistungsfähigkeit der verwendeten 
Software stellen sich für die Anwendung in der Abteilung FuE nur sehr gerin-
ge Anforderungen. Die Begründung für diese Einschätzung liegt in den Er-
gebnissen der unter Punkt 2.3 dargestellten Befragung der Mitarbeiter der Ab-
                                          
69  Eine vollständige Evaluation wird dabei nicht durchgeführt, diese Einschränkung lässt 
sich zum einen damit begründen, dass eine erschöpfende Untersuchung im Rahmen die-
ser Arbeit und vor dem Hintergrund der zahlreichen beteiligten Softwarekomponenten 
nicht zu leisten gewesen wäre, in erster Linie spielt aber die Tatsache eine Rolle, dass 
die die untersuchten Programme in ihrer Bedienung mit den entsprechenden Pro-
grammversionen für CVS äquivalent sind. 
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teilung. Dieses Interview führte zu dem Ergebnis, dass nur kleine Teams von 
zwei bis drei Personen mit jeweils einem Projekt im Repository arbeiten und 
dass hier wiederum die Frequenz von Zugriffen auf das Repository relativ ge-
ring ist.  
Mangelnde Aussagekraft von Benchmarks. Da Umfang und Art der Nutzung 
eines Versionskontrollsystems unmittelbar von den Arbeitsabläufen abhängt. 
in die das System eingebettet ist, fällt es schwer, realistische, allgemein an-
wendbare Benchmarks für ein solches System zu erstellen. Eine denkbare He-
rangehensweise läge hier in einer Untersuchung der vorliegenden CVS Repo-
sitories mit dem Ziel, die Zeitpunkte und den jeweiligen Umfang von Zugrif-
fen auf das Repository quantitativ zu bestimmen und diese Zugriffe mit einem 
Skript nachzubilden. Während ein solches Vorgehen eine Evaluation des 
Laufzeitverhaltens von Subversion an realistischen Anwendungsszenarien 
von CVS ermöglicht, kann auch hier nicht gewährleistet werden, dass eventu-
elle kritische Punkte im Laufzeitverhalten durch die so erstellten Szenarien 
zur Leistungsüberprüfung offen gelegt werden.  
Vor diesem Hintergrund beschäftigt sich dieses Kapitel in höherem Maß mit 
qualitativen als mit quantitativen Aspekten von Subversion und den gemein-
sam mit Subversion verwendeten Programmen. Es wird dabei vorgegangen, 
indem relevante Arbeitsschritte beim Einsatz von Subversion auf der unter 4.1 
beschriebenen Architektur durchgeführt werden. Ziele sind dabei die Identifi-
kation von Fehlerquellen bei der Durchführung der einzelnen Arbeitsschritte 
und eine Überprüfung der technischen Eignung der jeweiligen Bestandteile 
der Software anhand der konkreten Einsatzbedingungen in der Abteilung. 
Nicht eingegangen wird auf Aktionen, die bei der Befragung der Mitarbeiter 
der Abteilung FuE als nur selten verwendet bezeichnet wurden. Ein Beispiel 
für solche Funktionalität ist der Umgang mit Branches.  
Szenarien für eine Überprüfung    
Ziel dieser Überprüfung ist es, alle bisher beschriebenen Softwarekomponen-
ten, insbesondere aber den Subversion-Serverprozess in Zusammenarbeit mit 
Apache und das Subclipse-Plugin, anhand realistischer Szenarien einer Über-
prüfung zu unterziehen. Als weitere Zugriffsmethoden auf das Repository 
werden die mit Subversion vertriebenen Kommandozeilen-Werkzeuge und 
das Werkzeug TortoiseSVN untersucht. Im Einzelnen sollen die folgenden 
Szenarien behandelt werden:  
• Erstellen eines neues Projektes,  
• Checkout eines bestehenden Projektes aus dem Repository,  
• Umgang mit zeitgleich durch mehrere Personen bearbeiteten Dateien ohne 
Konflikte,  
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• Verhalten bei Konflikten und Unterstützung bei der Behandlung von Kon-
flikten,  
• Entfernen und Umbenennen von Dateien unter Versionskontrolle,  
• Betrachtung der Historie einer Datei. Hier soll untersucht werden, welche 
Sichten angeboten werden, um die Veränderungen einer Datei nachzuvoll-
ziehen.  
Dabei soll für jedes Szenario überprüft werden, wie sich die unterschiedlichen 
Softwarekomponenten jeweils in Zusammenarbeit verhalten. Es wird auch 
jeweils ein grob umrissener Anwendungsfall dargestellt.  
Verwendete Software und Hardware    
Die für die beschriebenen Tests verwendeten Programmversionen lassen sich 
der Tabelle entnehmen. Die Verwendung von Subversion 1.1rc2 war notwen-
dig, um das Subclipse Plugin für Eclipse in der Version 3.x mit den nativen 




Name  Version  Anmerkung 
Subversion  1.1rc2 Empfehlung zur Nutzung von Subclipse 
Apache  2.0.50   
Repository  BerkeleyDB  Aus Subversion Installation 
Betriebssystem  Windows 2000 SP4   
WebSVN  1.61  
PHP  4.3.9   
OpenSSL  0.9.7d   
Tabelle 3a: Bei Tests verwendete Serverprogramme 
 
Client  
Name  Version  Anmerkung 
TortoiseSVN  1.1.0 Build 1769 Neuere Version ist seitdem verfügbar 
Subclipse  0.9.22  Bezug über Eclipse Update. Es wurden die Subversi-on Bibliotheken verwandt. 
Eclipse  3.1m2, 3.0  Keine Unterschiede feststellbar 
Tabelle 3b: Bei Tests verwendete Clientprogramme 
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4.3.1   Erstellen eines neues Projektes 
Hier soll untersucht werden, wie die Erstellung eines neuen Projektes unter 
Versionskontrolle vonstatten geht. Als Referenz wurde das Project DBClear 
der Abteilung FuE verwendet; dieses Projekt stellt mit 1800 Dateien bereits 
einen nicht trivialen Anwendungsfall für das Versionskontrollsystem dar.  
Verwendung der Kommandozeile    
Die Erstellung eines neuen Projektes erfolgt durch den Befehl svn import. 
Dieser Befehl fügt einen Pfad des Dateisystems und alle untergeordneten Pfa-
de in das Versionskontrollsystem ein. Wegen des rekursiven Verhaltens sollte 
der verwendete Client entweder derart konfiguriert sein, dass alle nicht unter 
Versionskontrolle gestellten Dateien automatisch ignoriert werden, oder es 
sollte anstelle des tatsächlichen Verzeichnisses des Projektes zuerst ein leeres 
Verzeichnis im Repository erstellt werden, dem anschließend alle relevanten 
Dateien manuell hinzugefügt werden. Üblicherweise wird nach dem Einstel-
len eines Projektes in das Subversion Repository die lokale Kopie des Projek-
tes gelöscht; für die weitere Arbeit mit dem Projekt wird eine Arbeitskopie 
aus dem Subversion Repository per Checkout entnommen. Sollte dieses Vor-
gehen nicht gewünscht oder nicht möglich sein, ist es alternativ möglich, auch 
ein so genanntes in-place Import70 durchzuführen. Hier wird ein leeres Ver-
zeichnis im Subversion Repository erstellt. Nach diesem Checkout ist im 
Verzeichnis die grundlegende Struktur einer Subversion Arbeitskopie ange-
legt, alle weiteren Inhalte können mittels svn add hinzugefügt werden.  
Nutzung von Subclipse    
Das Einstellen eines neuen Projektes in ein Subversion Repository durch das 
Eclipse-Plugin Subclipse erfolgt analog zum Einstellen von Inhalten in ein 
Repository unter CVS. Für einen mit der CVS Integration in Eclipse vertrau-
ten Nutzer ergeben sich hier also keine größeren Unterschiede. Neu einge-
stellt werden können nur ganze Projekte; es ist somit nicht möglich, lediglich 
ein Verzeichnis in das Versionskontrollsystem einzustellen. Wird ein Projekt 
eingestellt, so sind anfänglich noch keine Ressourcen des Projektes zum ver-
sionierten Datenbestand des Verzeichnisses hinzugefügt. Sollen Dateien unter 
Versionskontrolle gestellt werden, so müssen sie entweder einzeln oder auf 
der Ebene von Verzeichnissen hinzugefügt werden. Beachtet werden sollte 
hier, dass für die jeweilige Installation spezifische Dateien, insbesondere die 
.project und die .classpath Datei, nicht in das Repository übernommen 
                                          
70  http://subversion.tigris.org/project_faq.html#in-place-import 
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werden. Ein Einstellen des als Referenz betrachteten Projektes gelang bei 
Verwendung von Subclipse ohne Probleme.  
Einsatz von TortoiseSVN    
Da es sich bei TortoiseSVN um eine Erweiterung des Windows Explorers 
handelt, wird das Hinzufügen eines Projektes zu einem Repository durch das 
Kontextmenü des Windows Explorers ausgelöst. Unter dem Punkt import 
können die Inhalte eines Verzeichnisses zum versionierten Datenbestand ei-
nes Repositories hinzugefügt werden. Der Pfad des Repositories wird dabei in 
einem Dialog abgefragt; hier können sowohl lokale als auch entfernte Reposi-
tories angegeben werden.  
Ergebnisse    
Das Einstellen des als Referenz verwendeten Projektes unter Versionsverwal-
tung gelang mit allen drei besprochenen Werkzeugen ohne Schwierigkeiten; 
der Zeitaufwand betrug dabei stets weniger als eine Minute. Bei der Verwen-
dung der Kommandozeile unterscheidet sich das Vorgehen, um ein bereits be-
stehendes Projekt unter Versionskontrolle zu stellen, vom Vorgehen mit bei-
den graphischen Werkzeuge insofern, als dass hier explizit ein leeres Ver-
zeichnis zuerst in das Arbeitsverzeichnis kopiert werden muss, um die not-
wendigen Verzeichnisse und Dateien eines Subversion Arbeitsbereiches zu 
erstellen.  
4.3.2   Checkout eines bestehenden Projektes 
Hier wird untersucht, wie sich der Checkout eines bereits bestehenden Projek-
tes aus dem Versionskontrollsystem heraus vollzieht. Dabei wird ein komple-
xes Projekt als Grundlage verwendet, das mittels der in 4.5 beschriebenen 
Schritte in ein Subversion Repository übernommen wurde.  
Checkout einer Arbeitskopie mittels der Kommandozeile    
Auf der Kommandozeile wird das Erstellen einer lokalen Arbeitskopie durch 
den Befehl svn checkout <URL> angestoßen, wobei die URL für das Repo-
sitories steht. Der Vorgang benötigt etwa 2 Minuten, als Ergebnis liegt eine 
komplette lokale Arbeitskopie vor.  
Checkout nach Eclipse mittels Subclipse    
Der Checkout des Projektes mittels Subclipse erfolgt über den Repository 
Browser, einer Ansicht, die durch das Plugin bereitgestellt ist und sich am 
CVS Repository Browser orientiert. Die Möglichkeit, über den Import-
Menüpunkt ein Projekt aus einem Repository direkt zu importieren, wie dies 
bei Verwendung von CVS möglich ist, besteht nicht. Handelt es sich um ein 
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Java Projekt, so ist wichtig, dass nicht der Menüpunkt Checkout Projekt 
sondern Checkout Project as... verwendet wird. Dies hat zur Folge, dass 
Eclipse den Datenbestand als Java Projekt erkennt. Während des Checkouts 
des Projektes kommt es zu einer Warnmeldung, die das Überschreiben des 
Stammverzeichnisses des Projektes ankündigt; trotz dieser Meldung funktio-
nierte das Erstellen der Projekte ohne Probleme.  
Checkout einer Arbeitskopie mit TortoiseSVN    
Durch TortoiseSVN wird ein Projekt entnommen, indem in einem beliebigen 
Verzeichnis das Kontextmenü des Windows Explorers geöffnet wird, hier 
steht ein Eintrag checkout zur Verfügung. Bei Aufruf dieses Eintrags werden 
in einem Dialogfeld das Zielverzeichnis und die URL des Repositories abge-
fragt; ebenso kann hier eine Revisionsnummer angegeben werden, die ent-
nommen werden soll.  
Export eines Tarballs mit WebSVN    
Da WebSVN nur einen lesenden Zugriff auf ein Projekt im Repository er-
möglicht, wird durch die Schnittstelle kein Checkout angeboten, sondern le-
diglich ein Export als Tarball. Im Gegensatz zum Checkout werden hier nur 
die eigentlichen Dateien des Projekts entnommen, also kein kompletter Ar-
beitsbereich generiert. Daten, die zur Verwaltung des Arbeitsbereiches ver-
wendet werden, bleiben unberücksichtigt. Ebenso stellt WebSVN eine An-
sicht einzelner Dateien bereit. Diese Funktionen sind dann nützlich, wenn ein 
Projekt zur Einsichtnahme aus dem Versionskontrollsystem entnommen wer-
den soll. In einem solchen Fall ist die Verwendung eines speziellen Subversi-
on Client nicht notwendig, lediglich ein Browser muss vorhanden sein.  
Ergebnisse    
Mit allen untersuchten Systemen ist das Abrufen von Dateien aus dem Repo-
sitory ohne Probleme möglich.  
4.3.3   Umgang mit parallelen Änderungen an einer Datei 
Bei diesem Punkt steht der Umgang mit sich zeitlich überschneidenden Ände-
rungen im Zentrum der Betrachtung, insbesondere die Frage, inwieweit eine 
Integration von gemeinsam bearbeiteten Dateien durch die jeweiligen Werk-
zeuge unterstützt wird. Schwerpunkt ist hier die Frage, inwieweit die Integra-
tion von prinzipiell nicht widersprüchlichen Änderungen durch die jeweilige 
Client-Software unterstützt wird.  
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Verwendung der Kommandozeile    
Bei der Verwendung der Kommandozeile werden die Befehle svn status, 
svn update und svn commit verwendet. svn status dient dazu, die lokale 
Arbeitskopie mit der ebenfalls lokalen Referenzdatei im .svn Verzeichnis des 
Arbeitsbereichs oder mit der aktuellen Revision auf dem Server zu verglei-
chen. Werden dabei Unterschiede festgestellt, so lässt sich die Arbeitskopie 
mittels des Befehls svn update auf den aktuellsten Stand bringen. Nachdem 
Server und der lokale Arbeitsbereich synchronisiert sind, werden die lokalen 
Änderungen mittels des Befehls svn commit auf dem Server verfügbar ge-
macht. Bei Verwendung der Kommandozeile können parallel erfolgte Ände-
rungen automatisch integriert werden, sofern sie auf unterschiedliche Zeilen 
innerhalb der Datei erfolgt sind.  
Verwendung des Subclipse Plugins    
Die Schritte,. die sich bei der Bearbeitung von Ressourcen mittels des Sub-
clipse Plugins ergeben, entsprechen denen auf der Kommandozeile. Alle Ak-
tionen können durch das Kontextmenü der jeweiligen Datei, des Verzeichnis-
ses oder des Projekts ausgelöst werden; hier stehen alle mit der Versionsver-
waltung zusammenhängenden Aktionen unter dem Menüpunkt team71 zur 
Verfügung. Neben dieser Möglichkeit zum Zugriff wird durch das Plugin 
auch eine Eclipse-Perspektive zur Synchronisation angeboten, mittels dieser 
Perspektive können Unterschiede zwischen der Arbeitskopie und dem Server 
detaillierter betrachtet werden. Ebenso wie bei Verwendung der Kommando-
zeile werden nicht widersprüchliche Unterschiede innerhalb eines Dokumen-
tes während eines Updates selbstständig integriert.  
Verwendung von TortoiseSVN    
Wie bei TortoiseSVN üblich, wird auch das Update eines Repositories durch 
Kontextmenüs des Windows Explorers angeboten. Durch die Verwendung 
von speziellen Symbolen für Dateien, die nicht mit dem Repository synchro-
nisiert sind, erlaubt das Programm einen schnellen Überblick, welche Dateien 
aktuell sind und welche vom Zustand im Repository abweichen. Das Vorge-
hen, um Änderungen im Repository zu veröffentlichen, entspricht jenem auf 
der Kommandozeile oder bei der Verwendung von Subclipse. Durch den 
Commit Befehl werden Änderungen in das Repository übertragen. Wurden in 
der Zwischenzeit Änderungen in das Repository eingestellt, so müssen diese 
                                          
71  Für Details zum Umgang mit Versionskontrollsystemen sei auf [Hol04a] und [Hol04b] 
verwiesen. Beide Bände betrachten die Verwendung mit CVS; gleiche Grundsätze gel-
ten aber auch bei der Verwendung von Subversion. 
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mittels der Update Aktion in die lokale Arbeitskopie übernommen werden; 
nicht widersprüchliche Unterschiede werden hierbei integriert.  
Ergebnisse    
Alle drei betrachteten Programme nutzen beim Umgang mit lokalen Ände-
rungen bei parallel erfolgten Änderungen im Repository das gleiche Vorge-
hensmodell. Die grundlegenden Aktionen sind das Update eines lokalen Re-
positories und das Commit der darin erfolgten Änderungen: beide Aktionen 
werden bei allen betrachteten Werkzeugen durch den Benutzer direkt aufgeru-
fen. Alle betrachteten Programme sind in der Lage, nicht widersprüchliche 
Änderungen zu integrieren und den Benutzer über diese automatische Integra-
tion in Kenntnis zu setzen.  
4.3.4   Umgang mit widersprüchlichen Änderungen einer Datei 
Dieser Punkt erweitert das in Punkt 4.7.3 entworfene Szenario durch die Auf-
nahme von widersprüchlichen Änderungen innerhalb einer Datei. Hier stehen 
also die Werkzeuge und Hilfsmittel im Vordergrund, die durch die jeweilige 
Clientsoftware zur Behandlung von Konflikten angeboten wird.  
Auflösung von Konflikten mittels der Kommandozeile    
Der Umgang mit Konflikten durch den Subversion Client für die Kommando-
zeile orientiert sich am Vorgehen von CVS. Liegen Konflikte vor, so werden 
die widersprüchlichen Zeilen beider Dateien bei einem Update in einer Datei 
mit Differenz-Darstellung zusammengefasst. Diese Konflikte müssen vom 
Nutzer manuell integriert werden. Um diese manuelle Integration zu unter-
stützen, werden neben der Datei mit den aufgetretenen Konflikten drei weite-
re Dateien in der Arbeitskopie des Nutzers abgelegt.  
• Eine Datei mit dem Namen<Dateiname>.mine <Dateiname> entspricht 
dabei dem Namen der Datei  mit einem  Konflikt. Diese Datei ist eine Ko-
pie der Datei des Nutzers vor dem Ausführen des Updates.  
• Eine Datei mit dem Namen <Dateiname>.rNR0. NR0 ist hierbei die Revi-
sionsnummer, die mit dem Erstellen der aktuellen Arbeitskopie aus dem 
Repository entnommen wurde.  
• Eine Datei mit dem Namen <Dateiname>.rNR1. NR1 ist dabei die Revisi-
onsnummer, die zum Zeitpunkt des Updates im Repository aktuell war.  
Eine Erweiterung gegenüber der Auflösung von Konflikten durch CVS ist, 
dass nach der Behebung der Konflikte für jede Datei beziehungsweise jedes 
Verzeichnis der Befehl svn resolved aufgerufen werden muss. Dieser Be-
fehl signalisiert dem Versionskontrollsystem die Behebung aller Konflikte 
vom Standpunkt des Benutzers. Daraufhin ist ein Commit der entsprechenden 
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Ressourcen möglich und die oben beschriebenen Dateien zur Unterstützung 
des Anwenders bei der Auflösung von Konflikten werden entfernt.  
Unterstützung von Subclipse bei der Behebung von Konflikten    
Die Behebung von Konflikten durch Subclipse geht nur wenig über deren rei-
ne Erkennung hinaus, die auch auf der Kommandozeile angeboten wird. Wird 
nach der  Feststellung eines Konfliktfalls ein Update durchgeführt, so muss 
der Anwender die entsprechende Datei manuell editieren, um die Konflikte zu 
beheben und die Markierung zu deren Kennzeichnung entfernen. Nachdem 
die Konflikte in der Datei entfernt sind, kann über den Team-Eintrag im Kon-
textmenü der Status der Datei auf resolved gesetzt werden; dies gestattet es, 
die Datei wieder in das Repository einzustellen. Eine Hilfestellung ist das 
Versehen von Ressourcen im Konfliktstatus mit zusätzlichen Icons  
Neben dieser Methode gibt es unter dem Menüpunkt Team->Synchronize 
umfangreiche Werkzeuge in Form einer speziellen Perspektive mit dem Ziel, 
mögliche Konflikte zu integrieren. Der Aufruf dieses Werkzeugs muss aller-
dings vor dem eigentlichen Update erfolgen. Bei Nutzung dieser Funktionali-
tät wird durch Eclipse eine 3-Way oder 2-Way Differenz-Darstellung angebo-
ten, mittels derer die Unterschiede der Dateien integriert werden können.  
Insgesamt bietet Eclipse mit dem Subclipse Plugin eine gute Unterstützung 
bei der Behebung von Konflikten; allerdings ist das Vorgehen hier insofern 
vom üblichen Arbeitsablauf abweichend, als dass eine Behandlung von Kon-
flikten optimalerweise nicht nach einem Update erfolgt, sondern davor. Wer-
den vor einem Abgleich mit dem Repository mittels der Perspektive zur Syn-
chronisierung alle potenziellen Konflikte ausgeräumt, so steht eine mit zahl-
reichen Möglichkeiten ausgestattete GUI zur Verfügung.  
Vorgehen bei Konflikten bei Verwendung von TortoiseSVN    
Bei der Nutzung von TortoiseSVN wird das Vorliegen eines Konflikts durch 
das Scheitern eines Commits festgestellt. Die Integration der widersprüchli-
chen Dateien wird nun durch ein Update eingeleitet: dabei werden wie oben 
beschrieben drei zusätzliche Dateien in das Arbeitsverzeichnis kopiert. Tor-
toiseSVN unterstützt die Auflösung von Konflikten auf zweierlei Weise:  
Für Dateien, die sich miteinander in Konflikt befinden, wird ein spezielles I-
con verwendet; dies erlaubt eine schnelle Identifikation solcher Dateien.  
Im Kontextmenü für eine solche Datei wird ein Menüpunkt  Edit Conflict 
dargestellt; mittels dieses Eintrags wird ein von TortoiseSVN bereitgestelltes 
Diff-Werkzeug gestartet.  
Dieses Werkzeug stellt die Veränderung der Datei im Repository den Verän-
derungen gegenüber, die lokal in der ursprünglichen Datei vorliegen, es wird 
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also ein 3-Way Merge durchgeführt. Mittels dieses Werkzeugs können für je-
den Konfliktfall aus den widersprüchlichen Dateien die Änderungen ausge-
wählt werden, die in eine endgültige Version übernommen werden sollen. 
Nachdem eine konfliktfreie Datei erstellt worden ist, kann diese mittels eines 
weiteren Menüpunktes als resolved gekennzeichnet und daraufhin mittels ei-
nes Updates eingestellt werden. In der Testanwendung konnte TortoiseSVN 
durchaus überzeugen, sowohl die Darstellung von Konflikten als auch die 
Behebung erfolgte nachvollziehbar und stieß auf keinerlei technische Proble-
me. Einen Schwachpunkt stellte lediglich die Tatsache dar, dass Icons, die 
den Zustand einer Datei darstellten, nicht immer aktualisiert werden wenn 
sich der Zustand einer Datei verändert, dies kann etwa dann zur Verwirrung 
beitragen, wenn nach einem aufgelösten Konflikt weiterhin ein Icon zur 
Kennzeichnung von Konflikten für die Datei dargestellt wird.  
Fazit    
Der Client für die Nutzung mittels der Kommandozeile verfügt über keine di-
rekte Unterstützung bei der Behebung von Konflikten, die über das Einstellen 
von Markierungen zur Kennzeichnung hinausgehen. Durch das Bereitstellen 
der drei angesprochenen zusätzlichen Dateien wird jedoch die Grundlage ge-
schaffen, mit externen Werkzeugen eine Integration zu unterstützen. Eine sol-
che Unterstützung wird durch TortoiseSVN in Form eines 3-Way Diffs gebo-
ten. Die hier angebotenen Werkzeuge erlauben eine einfache und wirkungs-
volle Integration durch zeilenweise Auswahl von jeweils zu übernehmenden 
Änderungen. Subclipse unterscheidet sich von TortoiseSVN insofern, als dass 
eine Behebung von Konflikten optimalerweise vor einem Update erfolgt, bie-
tet ansonsten aber vergleichbare Funktionalität. Es bleibt somit festzuhalten, 
dass für Subversion durchaus adäquate Werkzeuge zur Behebung von Kon-
flikten vorliegen, sowohl unter technischen Gesichtspunkten als auch unter 
dem Aspekt der Benutzerfreundlichkeit.  
4.3.5 Entfernen und Umbenennen von Verzeichnissen und Da-
teien 
In diesem Punkt soll die jeweilige clientseitige Implementierung der Entfer-
nung und der Umbenennung von Dateien und Verzeichnissen betrachtet wer-
den. Ein kritischer Punkt bei dieser Betrachtung ist die Integration der versio-
nierten Umbenennung von Dateien in TortoiseSVN und Eclipse. Hier stellt 
sich das Problem, dass der Unterschied zwischen versionierten und regulären 
Operationen mit Dateien nicht immer klar ersichtlich ist.  
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Versionierte Verzeichnisoperationen durch die Kommandozeile    
Für versionierte Operationen mit Dateien können die Befehle svn delete, 
svn copy und svn move verwendet werden. Mittels dieser Befehle ist es 
möglich, eine Datei oder ein Verzeichnis zu löschen, also ab der aktuellen 
Revision aus dem Repository zu entfernen. Auch besteht die Möglichkeit, den 
Namen einer solchen Ressource zu ändern oder eine Kopie zu erstellen, die 
zukünftig getrennt bearbeitet werden kann.  
Subclipse Unterstützung für Verzeichnisversionierung    
Für die oben beschriebenen versionierten Operationen mit Dateien bietet Sub-
clipse in der SVN-Repository-Perspektive Aktionen im Kontextmenü an. Die-
se erlauben es, die entsprechenden Aktionen direkt serverseitig durchzuführen 
und mittels eines Updates in die Arbeitskopie zu übernehmen. Neben dieser 
expliziten Möglichkeit, auf das Repository zuzugreifen, werden auch Operati-
onen, die auf der Arbeitskopie direkt ausgeführt werden, in versionierte Ope-
rationen umgesetzt. Im Einzelnen werden Aktionen wie das Verschieben einer 
Java-Datei mittels Drag and Drop in ein anderes Package oder die Verände-
rungen des Namens einer Klasse durch die Refactoring-Funktionalität von Ec-
lipse in entsprechende versionierte Operationen umgesetzt. Diese Unterstüt-
zung des Refactorings ist jedoch nicht vollständig, so muss beim Refactoring 
einer Inner Class (siehe Flanagan 2002)  zu einer vollwertigen Klasse die 
neue Datei mit der Klassendefinition explizit in die Versionskontrolle einge-
fügt werden.  
Integration von Verzeichnisoperationen in TortoiseSVN    
TortoiseSVN bietet versionierte Operationen auf Verzeichnissen und Dateien 
über ein Kontextmenü des Windows Explorers an. Hier können Dateien oder 
Verzeichnisse umbenannt, kopiert oder verschoben werden. Veränderungen, 
die direkt mittels des Windows Explorers, also außerhalb des TortoiseSVN 
Kontextmenüs ausgelöst werden, sind nicht versioniert.  
Fazit    
Alle drei untersuchten Werkzeuge sind in der Lage, die Möglichkeiten von 
Subversion zur Versionierung von Dateinamen und Verzeichnissen zu unter-
stützen. Am elegantesten geschieht der Umgang mit den versionierten Aktio-
nen Umbenennen, Kopieren und Löschen von Datei durch das Subclipse Plu-
gin. Hier werden entsprechende Aktionen im Repository direkt versioniert 
umgesetzt. Im Fall von TortoiseSVN werden versionierte Aktionen durch ei-
nen Untereintrag im Kontextmenü ausgelöst; daraus ergibt sich ein gewisses 
Risiko, irrtümlich die vom Windows Explorer verwendeten nicht versionier-
ten Daten zu verwenden. Bei der Verwendung der Kommandozeile besteht 
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dieses Risiko in der Regel nicht; hier muss jeder Befehl explizit eingegeben 
werden, was Verwechslungen erschwert.  
4.4   Betrachtung von Änderungen einer Datei 
Unter diesem Punkt wird untersucht, welche Mittel und Ansichten jeweils be-
reitgestellt werden, um Änderungen an einer Datei nachzuvollziehen. Es wird 
dabei auf unterschiedliche Zielsetzungen bei der Betrachtung einer Datei ein-
gegangen. Relevant sind bei der Betrachtung einer Datei vor allem drei As-
pekte:  
Die unterschiedlichen Logmessages die für diese Datei abgelegt wurden.  
Die Unterschiede zwischen Dateien in unterschiedlichen Revisionen und un-
terschiedlichen Branches.  
Zeitpunkte, an denen die Veränderungen in eine Datei eingestellt wurden.  
Es wird nun untersucht, wie und in welcher Aufbereitung diese Ansichten 
durch die unterschiedlichen Softwaresysteme angeboten werden.  
Information über Änderungen mittels der Kommandozeile    
Die Kommandozeile bietet für die drei beschriebenen Ansichten jeweils einen 
separaten Befehl an. Die Abfrage jener Nachrichten, die ein Autor jeweils mit 
einer Revision eingestellt hat, erfolgt mittels des Befehls svn log für die je-
weilige Ressource. Mit dem Befehl svn blame kann nachvollzogen werden, 
in welcher Revision und von wem Veränderungen an Dateien vorgenommen 
worden sind. Hier wird zu jeder Zeile einer Datei die letzte Revision ange-
zeigt, zu der eine Änderung stattgefunden hat, weiterhin wird die Kennung 
des Autors vermerkt. Der Befehl svn diff schließlich erlaubt die Darstel-
lung der Unterschiede zwischen beliebigen Revisionen einer Datei, auch 
wenn sich diese auf unterschiedlichen Ästen befindet. Mittels der Komman-
dozeile lassen sich alle Informationsbedürfnisse lösen, die zu einer Datei und 
ihren Revisionen bestehen können, hierbei ist gerade auch wegen der Fülle an 
Optionen eine gewisse Einarbeitung unerlässlich.  
Darstellung von Änderungen durch Subclipse    
Subclipse bietet eine Vielzahl unterschiedlicher Ansichten, um die Verände-
rungen an Dateien nachzuvollziehen. Eine Übersicht über die Veränderungen 
einer Datei stellt die View SVN Ressource Historie dar. In dieser Ansicht 
werden alle Revisionen aufgeführt, in denen Änderungen an der Datei vorge-
nommen wurden. Zu diesen Änderungen wird weiterhin der Kommentar an-
gezeigt, der bei ihrer Einstellung abgegeben wurde. Mittels eines Doppel-
klicks auf eine Zeile kann die entsprechende Revision der Datei in einem Edi-
torfenster geöffnet werden. Sollen die unterschiedlichen Revisionen einer Da-
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tei nicht nur eingesehen, sondern direkt verändert werden, so steht hierfür die 
Compare View zur Verfügung. Diese Ansicht wird im Kontextmenü einer 
Datei mit der Auswahl des Punktes Compare with geöffnet und erlaubt den 
Vergleich einer Datei sowohl mit vorherigen Revisionen als auch Einsicht in 
die Veränderungen seit dem letzten Einstellen einer Revision in das Reposito-
ry. Zuletzt steht auch eine Ansicht zur Verfügung, die der blame-Ansicht der 
Subversion-Kommandozeile entspricht. Diese Ansicht ist als annote be-
zeichnet. Hier wird eine Datei in einem Editor angezeigt und  ergänzend gibt 
es eine Ansicht, die zu jeder Revision der Datei auf den Autor und die geän-
derten Zeilen verweist. Wird eine Zeile der Datei mit der Maus selektiert, so 
werden der Autor der Zeile, die Revision der letzten Änderung und der Um-
fang der Änderung hervorgehoben. Besonders bemerkenswert ist hier auch 
die explizite Unterstützung von Java Dateien. Für diese werden Unterschiede 
nicht nur auf der Ebene des Textes, sondern auch auf der Ebene von Klassen 
dargestellt, so ist beispielsweise ersichtlich, wann einer Klasse Methoden hin-
zugefügt worden sind. Die Aufnahme einer Verbindung zum SVN Repository 
erfolgt für den Benutzer transparent.  
Nachvollziehbarkeit von Veränderungen mit TortoiseSVN    
TortoiseSVN fasst die Darstellung von Veränderungen unter dem Menüpunkt 
ShowLog zusammen, dieser wird wie alle TortoiseSVN Aktionen durch das 
Kontextmenü des Windows Explorers für eine Ressource unter Versionskon-
trolle aufgerufen. Die entsprechende Ansicht zeigt für jede Revision der Res-
source das Erstellungsdatum, den Autor und die erste Zeile der bei der Ein-
stellung abgelegten Nachricht an. Wird eine Revision ausgewählt, so wird die 
vollständige mit der Revision eingestellte Nachricht angezeigt, sowie alle im 
Rahmen dieser Revision veränderten Dateien. Um Einblick in die detaillierte-
ren Veränderungen innerhalb einer Datei zu erhalten, kann diese Datei zu-
sammen mit der vorherigen Revision in einer speziellen Ansicht zur Darstel-
lung von Differenzen geöffnet werden, Hierzu wird auf ein externes Pro-
gramm aus dem TortoiseSVN Paket zurückgegriffen.  
Navigation von Revisionen mit WebSVN   
Mittels der Webschnittstelle WebSVN ist eine Betrachtung der Differenzen 
zwischen Revisionen und eine Zuordnung der Änderungen innerhalb einer 
Datei zu einer Revisionsnummer und einem Autor möglich. Ein Projekt wird 
hierbei als Verzeichnisbaum dargestellt. Für jede Datei besteht die Möglich-
keit, direkt eine Anzeige der Differenzen zum Vorgänger zu erhalten; hier 
werden jeweils veränderte Inhalte einer Datei einander gegenübergestellt. Ei-
ne alternative Ansicht auf eine Datei ist auch hier die Blame- oder Annote-
Ansicht, bei der für jede Zeile einer Datei die Revision der jeweils letzten 
Änderung angezeigt wird. Die Betrachtung der Inhalte eines Repositories mit-
88 IZ-Arbeitsbericht Nr. 36 
tels WebSVN bietet den Vorteil, dass außer einem Browser keine weitere 
Software benötigt wird und dass eine unbeabsichtigte Veränderung der Inhal-
te des Repositories durch den nur lesenden Zugriff gänzlich ausgeschlossen 
ist; auch das Erstellen einer lokalen Arbeitskopie ist nicht notwendig. Diese 
beiden Faktoren bedingen eine sehr geringe Einstiegsbarriere zur Nutzung der 
durch diese Software bereitgestellten Darstellung. Ein Nachteil von WebSVN 
ist die im Vergleich geringe Geschwindigkeit. Diese bewegte sich aber mit 
Antwortzeiten für nahezu alle Aktionen im Bereich von 2 Sekunden durchaus 
noch im tolerablen Maß.  
Zusammenfassung zur Darstellung von Revisionen    
Alle betrachteten Werkzeuge bieten jeweils Möglichkeiten, um die Verände-
rungen einer Revision und ihres jeweiligen Vorgängers zu betrachten; beim 
Angebot weitergehender Ansichten unterscheiden sich die Werkzeuge jedoch. 
Mittels der Kommandozeile lassen sich beliebige Revisionen einer Datei ver-
gleichen, auch ist eine Einsichtnahme in die Änderungen einer Datei ohne 
weiteres möglich. Diese Flexibilität setzt jedoch ein verhältnismäßig hohes 
Maß an Einarbeitung voraus. TortoiseSVN bietet sich an, wenn Einblick in 
die Unterschiede zweiter Revisionen oder deren jeweiligen Nachrichten zur 
Beschreibung genommen werden soll. Wegen der Integration in den Windows 
Explorer können solche Einblicke schnell und ohne das Starten weiterer 
Werkzeuge vorgenommen werden. Einen ebenfalls sehr einfachen Zugang zur 
Historie eines Repositories bietet WebSVN. Da hier außer einem Browser 
keinerlei Software oder Daten clientseitig vorausgesetzt werden, bietet sich 
dieser Zugang an, um sich einen schnellen Überblick über ein nicht lokal be-
arbeitetes Projekt zu verschaffen. Die umfangreichste Unterstützung für die 
Verfolgung von Änderungen und den Vergleich von Revision bietet Subclipse 
im Zusammenspiel mit Eclipse. Hier werden zahlreiche Ansichten geboten, 
die zudem sehr gut in die Arbeitsumgebung integriert sind. Bei allen unter-
suchten Systemen kam es während der Nutzung zu keinerlei technischen 
Problemen.  
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Abbildung 6: Kommandozeilenclient svn und Subclipse 
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4.4.1   Fazit zur Praxistauglichkeit der untersuchten Software 
In diesem Kapitel wurden typische Handlungen von Nutzern mit der Software 
Subversion anhand unterschiedlicher Clientsoftware nachvollzogen. Dabei 
wurde festgestellt, dass alle untersuchten Werkzeuge in der Lage sind, den 
Anforderungen von Nutzern im täglichen Gebrauch gerecht zu werden. Be-
sondere Aufmerksamkeit verdient das Umbenennen und Löschen von Datei-
en. Hier muss beachtet werden, dass diese Operation nicht auf der Ebene des 
Betriebssystems ausgeführt wird, sondern durch die jeweiligen Subversion-
Befehle. Dies ist in erster Linie bei der Verwendung von TortoiseSVN prob-
lematisch, da hier die enge Integration mit dem Windows Explorer dazu ver-
leitet, Operationen mit Dateien durch die hier üblichen Arbeitsschritte durch-
zuführen, was nicht in die entsprechenden versionierten Operationen umge-
setzt wird.  
Sehr überrascht hat während der Tests die technische Ausgereiftheit aller ver-
wendeten Werkzeuge. Es kam in keinem Fall zu Abstürzen oder Datenverlus-
ten Hierbei soll aber betont werden, dass auf das bewusste Erzeugen von Feh-
ler auslösenden Situationen verzichtet wurde. Ein kritischer Punkt ist bei Tor-
toiseSVN und Subclipse die Gestaltung der Fehlermeldung, die auf ein Schei-
tern eines Commits bei einem ausstehenden Update hinweist. Aus dieser wird 
lediglich ersichtlich, dass ein Update fehlgeschlagen ist, detaillierte Gründe 
werden nicht angegeben.  
Zusammenfassung und Rollen der untersuchten Software bei der Ver-
wendung von Subversion    
Im Folgenden sollen alle untersuchten Systeme noch einmal kurz unter Be-
zugnahme auf softwareergonomische Kriterien vorgestellt werden. Dabei 
wird auch das optimale Nutzungsszenario der Software dargestellt.  
svn 
Das Kommando svn bietet mit der Kommandozeile vertrauten Nutzern die 
vielfältigsten Möglichkeiten zum Umgang mit Subversion-Repositories. Un-
ter softwareergonomischen Gesichtspunkten kann dieses Werkzeug als sehr 
gut beschrieben werden. Das Kommando ist in eine Reihe von Unterkom-
mandos aufgeteilt, die jeweils eine Aufgabe erfüllen; mit svn commit werden 
Änderungen in das Repository eingestellt, eine Liste aller Befehle kann mit-
tels svn help eingesehen werden und alle Befehle bieten eine detaillierte 
Hilfe. Optionen und Benennung der Parameter sind für die unterschiedlichen 
Unterkommandos weitgehend konsistent, Fehlermeldungen sind meist aus-
führlich und verständlich. Eine Anpassung an Benutzerwünsche ist mittels 
Konfigurationsdateien und Umgebungsvariablen möglich, ebenso bietet sich 
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wie bei allen Kommandozeilen-Werkzeugen eine Integration in Shellskripte 
oder Alias-Definitionen an. 
TortoiseSVN 
TortoiseSVN bietet sich an, wenn mit einem graphischen Werkzeug auf ein 
Repository zugegriffen werden soll, ohne dass explizit andere Programme 
aufgerufen werden. Durch die Integration in den Windows Explorer und die 
Hervorhebung von unter Versionskontrolle stehenden Dateien und Verzeich-
nissen ist der Zugriff auf ein Subversion Repository für jeden Anwender, der 
mit den grundlegenden Aktionen im Umgang mit einem Versionskontrollsys-
tem vertraut ist, leicht zu erlernen. Eine Anpassung von TortoiseSVN ist 
möglich; die mittels des Kontextmenüs aufzurufenden Aktionen, die Darstel-
lung des Programms und eine Vielzahl technischer Details lassen sich mittels 
Menüs festlegen. Problematisch sind zum Teil die verwendeten Fehlermel-
dungen(siehe hierzu die Erläuterung oben). 
Subclipse  
Subclipse bietet sich für den versionierten Umgang mit Dateien aus Eclipse-
Projekten an. In Darstellung und Verhalten entspricht Subclipse weitestge-
hend der CVS Darstellung in Eclipse. Kritikpunkte sind die teilweise fehlende 
Transparenz bei der Nutzung der Verzeichnisversionierung, die Tatsache, 
dass eine Integration am Besten nicht nach, sondern vor einem Update voll-
zogen wird und die Gestaltung der Fehlermeldungen. 
WebSVN 
WebSVN bietet nur lesenden Zugriff auf ein Subversion Repository an. Die 
Software eignet sich in erster Linie, um ohne spezielle Software und ohne lo-
kale Dateien Einsicht in das Repository zu nehmen. Die Benutzungsoberflä-
che von WebSVN wird über einen Browser bedient, die Nutzung ist intuitiv 
möglich.  
Zusammengefasst lässt sich sagen, dass für Subversion eine Vielzahl unter-
schiedlicher Programme zum Zugriff auf ein Repository vorliegt. Diese Pro-
gramme decken in ihrer Summe ein weites Feld an möglichen Formen ab, auf 
ein Repository zuzugreifen, so dass für unterschiedliche Erfordernisse und 
Vorlieben von Anwendern eine Lösung stets zu finden ist.  
4.5 Fazit und Darstellung der zukünftigen Nutzung von 
Subversion 
Bisher wurde in diesem Kapitel dargestellt, welche Faktoren bei der Überfüh-
rung eines CVS Repository in das von Subversion verwendete Datenformat 
eine Rolle spielen und welche Schritte bei einer solchen Überführung not-
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wendig sind. Darüber hinaus wurde dargestellt, wie eine Subversion-
Installation serverseitig zu konfigurieren ist. Weiterhin wurde der Beschrei-
bung von clientseitiger Software ein großer Bereich dieses Kapitels gewid-
met. Hier wurde anhand des svn Kommandos, des Programms TortoiseSVN, 
der Eclipse Erweiterung Subclipse und der Webschnittstelle WebSVN darge-
stellt, welche Möglichkeiten es gibt, auf ein Subversion Repository zuzugrei-
fen. Im Folgenden soll ein Konzept zur Einführung von Subversion in der Ab-
teilung FuE dargestellt werden.  
Vorgehen bei der Einführung von Subversion    
Es erscheint sinnvoll,  bei der Einführung von Subversion graduell vorzuge-
hen. In diesem Sinn soll Subversion zuerst ausschließlich für Projekte und 
Entwickler eingeführt werden, die dessen über CVS herausgehende Funktio-
nalität benötigen. Hierbei ist insbesondere an Projekte gedacht, in deren Rah-
men ein Refactoring (siehe Fowler 1999)  stattfinden soll. Da hierbei auch 
Veränderungen auf Verzeichnisebene notwendig sind, ist Subversions Mög-
lichkeit zur Versionierung von Verzeichnissen in diesem Zusammenhang sehr 
nützlich.  
Eine vollständige Einführung von Subversion anstelle von CVS und somit 
auch eine komplette Konvertierung des gesamten CVS Datenbestandes soll 
abhängig von den gemachten Erfahrungen zu einem späteren Zeitpunkt erfol-
gen.  
Für diesen Ansatz sprechen in erster Linie zwei Argumente:  
• Sollten unvorhergesehene Probleme bei der Verwendung von Subversion 
auftreten, so werden deren Auswirkungen begrenzt. Insbesondere kann not-
falls auf die parallel verwendete CVS Infrastruktur zurückgegriffen wer-
den.  
• Eine graduelle Einführung erlaubt einen größeren Spielraum bei der An-
passung der Systemkonfiguration an die tatsächlichen Erfordernisse.  
Ein Nachteil der zeitgleichen Nutzung von Subversion und CVS ist die Not-
wendigkeit, den Umgang mit beiden Systemen zu koordinieren. Dieses Prob-
lem wird aber mit dem hier angestrebten Vorgehen relativiert, da sich mit 
Subversion bearbeitete Projekte von mit CVS bearbeiteten Projekten abgren-
zen lassen.  
Notwendige Bestandteile einer Subversion-Infrastruktur    
Um Subversion einführen zu können, werden theoretisch lediglich die Sub-
version-Kommandozeilen-Werkzeuge benötigt, um ein Repository zu erstel-
len und auf dieses zuzugreifen. Für ein ausbaufähiges System bietet sich je-
doch die Verwendung eines zentralen Servers an. Dieser bietet einen zentra-
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len Zugriffspunkt auf das Repository und vereinfacht somit die Administrati-
on des Repositories. Ein weiterer wichtiger Punkt, der bei der Einführung von 
Subversion bedacht werden muss, ist die Datensicherung.  
Als Serverprozess erscheint es sinnvoll, von Anfang an den Apache-Server im 
Zusammenspiel mit dem Subversion Modul anstelle der Alternative SVNSer-
ve zu verwenden. Auch wenn die Vorteile des Apache-Moduls anfangs aller 
Wahrscheinlichkeit nach nicht nachgefragt werden, erlaubt dieses Vorgehen 
es doch, mit dem System Erfahrungen zu sammeln. Weiterhin vermeidet eine 
frühe Einführung einen notwendigen Umstieg von SVNServe, falls dessen 
Möglichkeiten nicht mehr ausreichen sollten.  
Anfangs sollte eine generelle Rechtevergabe auf Projektebene gewählt wer-
den, diese kann später differenzierter ausgestaltet werden um die tatsächlichen 
Erfordernisse wiederzugeben.  
Neben der Einrichtung eines Servers muss die Konvertierung der ersten Pro-
jekte für die Verwendung mit Subversion vorbereitet werden. Hier bietet die 
anfängliche Beschränkung auf ausgewählte Projekte den Vorteil, dass der 
Konvertierungsprozess auf einem überschaubaren Datenbestand erfolgt. Dies 
erlaubt eine leichtere Kontrolle im Hinblick auf die Korrektheit der erzielten 
Ergebnisse. Sollte ein manueller Eingriff in die Konvertierung notwendig 
sein, bevor eine Anpassung der Konvertierungsskripte erfolgt ist, so wird die-
ser Vorgang ebenfalls durch einen kompakteren Arbeitsdatensatz erleichtert.  
Bei der Installation der clientseitigen Software ist nicht mit Problemen zu 
rechnen. Das Aufspielen auf die Arbeitsplatzrechner erfolgt bei TortoiseSVN 
mittels eines Windows-Installationspakets, im Falle von Subclipse über den in 
Eclipse integrierten Updatemechanismus. Eine Konfiguration ist in beiden 
Fällen nicht nötig, lediglich die URL des zu verwendenden Repositories muss 
mitgeteilt werden. (Eine Darstellung der möglichen URL Formate bietet Ta-
belle 3.)  
 
URL Format  Zugang zum Repository  
 file:///  Verwendung eines lokalen Repositories. Es wird kein Serverprozess 
verwendet 
 http://  Zugriff auf einen Apache-Server mit  Subversion-Modul 
 https://  Repository auf einem Apache-Server mit SSL-Verschlüsselung  
 svn://  Verwendung von SVNServe 
 svn+ssh:// Durch SSH getunnelte Verbindung zu SVNServe 
Tabelle 4: Unterschiedliche URL-Formate zum Zugriff auf Subversion 
Repositories 
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Neben oben aufgeführten Punkten muss noch eine Strategie zur Datensiche-
rung festgelegt werden. Da Subversion die Möglichkeit bietet, ein Repository 
im laufenden Betrieb zu sichern und anfänglich nur mit einem vergleichswei-
se kleinen Datenbestand gearbeitet wird, bieten sich häufige Datensicherun-
gen an. Generell sind Backups sowohl durch Hookskripte möglich als auch in 
vorgegebenen Zeitintervallen. Die sicherste Lösung liegt in einer automati-
schen Komplettsicherung mit jedem schreibenden Zugriff auf das Repository, 
ausgelöst durch einen Hookskript.  
Ergänzende Funktionalität    
Neben der oben dargestellten Funktionalität, die für die Verwendung von 
Subversion als Versionskontrollsystem zwingend notwendig, ist soll im Rah-
men der Einführung von Subversion auch zusätzliche Software praktisch er-
probt werden.  
Dies ist zum einen WebSVN; diese Software bietet lesenden Zugriff auf Sub-
version Repositories. Zwei Aspekte von WebSVN sind im Hinblick auf ihre 
Nützlichkeit besonders interessant: die Information über Änderungen mittels 
eines RSS-Feeds und die Navigation von Änderungen. Die Verwendung von 
RSS-Feeds, die über jede Veränderung am Repository informieren, stellt e-
ventuell eine Alternative zu den bisher automatisch erstellten Mails dar, die 
im Fall von Veränderungen am Repository versandt werden. Die Navigation 
auf den versionierten Daten mit WebSVN erlaubt es, unterschiedliche Revisi-
onen in Beziehung zu setzen oder den Ursprung und die Historie einer Quell-
codezeile nachzuvollziehen. Die Funktionalität wird dabei durch WebSVN 
mit einem erheblich geringeren Lernaufwand geboten, als dies durch die an-
deren Werkzeuge der Fall ist.  
Neben der Verwendung WebSVN soll als weiterer Bestandteil einer Installa-
tion von Subversion auch erprobt werden, für welche Aufgabe sich 
Hookskripte anbieten. Zu den offensichtlichsten Aufgaben solcher Program-
me zählen die automatische Datensicherung und der Versand von Benachrich-
tigungen bei Veränderungen, während der Einführungsphase sollen aber auch 
weitere Einsatzmöglichkeiten geprüft werden.  
Ein letzter Aspekt ist die Frage, in welcher Form sich die Verwendung der 
durch Subversion bereitgestellten Properties Funktionalität anbietet.  
Weiteres Vorgehen nach einer ersten Erprobung    
Sollte sich Subversion im Zusammenspiel mit den in diesem Text dargestell-
ten clientseitigen Werkzeugen im Einsatz anhand ausgewählter Projekte be-
währen, so sollte im Rahmen einer Vereinheitlichung des verwendeten Versi-
onskontrollsystems eine Migration aller Projekte auf diese Software durchge-
führt werden. Hierbei kann dann auf die konkreten Erfahrungen zurückgegrif-
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fen werden, die anhand des Beispielprojektes gemacht wurden. Insbesondere 
soll bis zu diesem Zeitpunkt eine detaillierte Strategie für die Datensicherung 
und für die Rechtevergabe erarbeitet werden, ebenso wie für die Benachrich-
tigung bei Veränderungen. Weiterhin sollte die Frage geklärt werden, in wel-
chem Umfang eine Konvertierung bestehender Repositories zu Subversion er-
folgen soll, ob also alle Metadaten aus den CVS Repositories übernommen 
werden.  
5 Fazit und Darstellung der Ergebnisse 
Dieses Kapitel fasst die Ergebnisse dieses Arbeitsberichts zusammen. Dabei 
wird insbesondere auf das Ergebnis zur zukünftigen Nutzung von Subversion 
in der Abteilung FuE Stellung genommen.  
Aufgaben und Besonderheiten von Versionskontrollsystemen    
Das Angebot an Versionskontrollsystemen umfasst eine Vielzahl unterschied-
licher Systementwürfe und konkreter Implementierungen. Die grundlegenden 
Aufgaben von Versionskontrollsystemen wurden in Kapitel 1 dargestellt; sie 
stellen quasi die Grundfunktionalität dar, die von allen Versionskontrollsys-
temen erfüllt werden muss. Eine Gemeinsamkeit ist in diesem Sinn das Ziel, 
Gruppen von Entwicklern die Möglichkeit zu bieten, an einer Menge von Do-
kumenten kooperativ zu arbeiten und die Veränderungen an diesen Dokumen-
ten dabei nachvollziehbar und reversibel zu gestalten. Abhängig vom jeweili-
gen Einsatzumfeld und den Anwendern können die praktischen Anforderun-
gen an ein Versionskontrollsystem sehr unterschiedlich sein. Eine Bewertung 
von Versionskontrollsystemen muss daher stets vor diesem Hintergrund er-
folgen. 
Als Grundlage für die Auswahl eines Versionskontrollsystems für die Abtei-
lung FuE wurde daher untersucht, unter welchen Rahmenbedingungen die 
Softwareentwicklung hier erfolgt. Dabei wurde insbesondere auch auf das ak-
tuell verwendete Versionskontrollsystem CVS eingegangen. Es wurde festge-
stellt, dass das durch CVS vertretene Anwendungsmodell den vorliegenden 
Anforderungen weitgehend entspricht und dass in erster Linie Funktionalität 
zur Versionierung von Verzeichnissen vermisst wird. Ein weiteres relevantes 
Ergebnis war die Tatsache, dass eine Nutzung von CVS in erster Linie mittels 
der Entwicklungsumgebung Eclipse erfolgte. 
Es wurden einige Versionskontrollsysteme exemplarisch unter Berücksichti-
gung einer Reihe von zuvor definierten Bewertungskriterien betrachtet. Hier-
bei wurden verbreitete Versionskontrollsysteme ebenso vorgestellt wie Soft-
ware mit geringer Verbreitung, aber interessanten technischen Eigenschaften.  
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Gründe für die Auswahl von Subversion    
Aus den untersuchten Versionskontrollsystemen wurde Subversion als gut ge-
eigneter Nachfolger für eine auf CVS beruhende Infrastruktur ausgewählt. 
Die Gründe für diese Entscheidung werden im Kapitel 3.3 ausführlich erläu-
tert, sollen hier aber noch einmal rekapituliert werden.  
• Der primäre Punkt für den Einsatz von Subversion ist dessen enge Anleh-
nung an CVS, also die Absicht der Entwickler, das bestehende Anwen-
dungsmodell größtenteils beizubehalten. Die Umstellung auf Subversion 
stellt auf Anwenderseite keine großen Anforderungen, hier wird bestehende 
Funktionalität im Wesentlichen erweitert. Insbesondere sind alle Werkzeu-
ge für den Umgang mit CVS in ähnlicher Form auch für Subversion ver-
fügbar, so dass eine Einbettung in Eclipse möglich ist.  
• Eine Abweichung von CVS stellt lediglich die Vergabe der Bezeichnungen 
von Revisionen dar. Diese erfolgt bei Subversion auf Ebene eines Reposi-
tories, CVS vergibt Revisionsnummern hingegen für jede Datei einzeln.  
• Serverseitig ist Subversion im Einsatz sehr flexibel. Es stehen zwei unter-
schiedliche Implementierungen von Servern zur Verfügung. SVNServe 
zeichnet sich durch höhere Performanz und leichtere Einrichtung aus, dem-
gegenüber bietet eine Implementierung als Apache-Modul weitergehende 
Möglichkeiten zur Konfiguration.  
Fazit    
Subversion stellt eine gute Alternative zur Verwendung von CVS dar, wenn 
das grundsätzliche Anwendungsmodell eines Client-Server Versionskontroll-
systems beibehalten werden soll, zugleich aber das Bedürfnis nach Möglich-
keiten besteht, die von CVS nicht geboten werden. Subversion selbst, also die 
eigentliche Serversoftware und die Werkzeuge für die Kommandozeile, 
machten bei allen Tests einen sehr ausgereiften Eindruck. Insbesondere für 
den Einsatz in der Abteilung FuE ist die Verwendbarkeit des Subclipse Plu-
gins von großer Relevanz. Zwar konnte dieses Plugin bei ersten Testfällen 
überzeugen, eine umfangreiche Überprüfung steht jedoch noch aus.  
Es wird daher vorgeschlagen, bei der Einführung von Subversion schrittweise 
vorzugehen.  Subversion sollte anfänglich für Projekte verwendet werden, die 
Bedarf an dessen neuer Funktionalität haben. Abhängig von den hier gemach-
ten Erfahrungen sollte zu einem späteren Zeitpunkt entschieden werden, ob 
sämtliche Projekte nach Subversion überführt werden.  
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