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Abstrakt
Tato bakalářská práce se zabývá implementací zásuvního modulu pro zobrazení datových
struktur při ladění ve vývojovém prostředí Code::Blocks. Zaměřuje se zejména na mož-
nost vizualizace polí a struktur s ukazateli jako orientovaných grafů. Praktické využití
práce se předpokládá při projektech využívajících složitější datové struktury. Zároveň může
nová funkcionalita vývojového prostředí sloužit jako učební pomůcka při výuce algoritmů
a abstraktních datových typů.
Abstract
This bachelor’s thesis describes implementation of plugin of Code::Blocks development en-
vironment that displays data structures when debugging. It focuses mainly on possibility
of vizualization of arrays and structures with pointers as oriented graphs. Practical use of
work is expected for projects that are using more complex data structures. Plugin can also
serve as demonstrative teaching aid for algorithms and abstract data types trainings.
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Kapitola 1
Úvod
Programovanie je práca, pri ktorej je veľmi dôležité vyvarovať sa chybám. Zatiaľ čo syntak-
tické chyby odhalí prekladač, hľadanie chýb v logike programu je záležitosťou testovania,
matematického dokazovania a pod. Pre lokalizáciu miesta chyby logickej povahy boli vyvi-
nuté rôzne ladiace nástroje, nazývané debugger. Tieto sú ale väčšinou schopné zobrazovať
len obsah premenných v určitom stave programu. To dobre slúži k porozumeniu uloženia
dát v pamäti a pri ladení jednoduchých aplikácií. Nanešťastie, programátor často potrebuje
v zložitejších aplikáciách vidieť i vzťah medzi premennými.
Abstraktný dátový typ (ďalej len ADT) je definovaný množinou hodnôt, ktoré môžu
nadobúdať prvky tohto typu a množinou operácií definovaných nad týmto typom. Zloži-
tejšie ADT vzniknú v jazykoch C/C++ prevažne previazaním štruktúr pomocou smerníkov1
alebo ich špecifickým usporiadaním v poli (napr. binárny strom). Väzba pomocou smerní-
kov je dostatočne jasná pre počítač, ale človek sa v nej vyzná len veľmi ťažko. Pri ladení
programu sa programátor ľahko stratí v adresách do pamäte, ktoré mu zobrazuje debugger.
Ak by sa tieto adresy zobrazovali v ich skutočnom význame, ladenie programov by bolo
omnoho pohodlnejšie. To je dôvod prečo sú v mnohých integrovaných prostrediach (napr.
Microsoft Visual Studio 2010) alebo grafických nadstavbách implementované nástroje pre
grafický výstup dátových štruktúr [3]. Jednou zo známych grafických nadstavieb nad debu-
ggerom GDB2 je aplikácia DDD3. Táto však slúži iba ako debugger a nie je kompletným
vývojovovým prostredím. Navyše nie je dostupná pre operačné systémy (ďalej len OS)
Windows.
Táto práca sa zaoberá návrhom a implementáciou zásuvného modulu do vývojového
prostredia Code::Blocks, ktorý umožní zobrazenie ADT pomocou vhodnej grafickej repre-
zentácie. Hlavnou myšlienkou je práca so smerníkmi a možnosť výstupu dát ako orientova-
ných grafov. Cieľom práce je uľahčiť prácu pri ladení programov v integrovanom prostredí
Code::Blocks.
Postup práce je vysvetlený v nasledujúcich kapitolách usporiadaných chronologicky
podľa postupu práce. Kapitola 2 sa zaoberá nástrojmi potrebnými pri vývoji. V kapitole 3
je naznačené rozhranie poskytované prostredím Code::Blocks pre vytvorenie funkcionality
do tohto vývojového prostredia. Návrh aplikácie rozoberá kapitola 4 nasledovaná kapitolou
5, v ktorej popisujem implementáciu funkcionality. Kapitola 6 potom popisuje testovanie
a experimenty s výsledným produktom. V záverečnej kapitole 7 sa pokúšam zhodnotiť do-
siahnuté výsledky a popísať možnosti rozšírenia mojej práce.
1Dátový typ uchovávajúci adresu do pamäte. (angl. pointer)
2GNU Project debugger
3Data Display Debugger
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Kapitola 2
Použité nástroje
Zobrazovanie dátových štruktúr v podobe orientovaných grafov nie je vo svete ladenia žiad-
nou novinkou. Všetky lepšie integrované prostredia nejakým spôsobom túto formu výstupu
podporujú. Tieto nástroje sú ale profesionálne vývojové prostredia, ktoré vyžadujú nemalú
finančnú investíciu. Niektoré sú voľne šíriteľné, ale dostupné len pre určité platformy prí-
padne majú iné nedostatky. Mojim cieľom je vytvoriť riešenie, ktoré bude dostupné na
platformách Windows a Linux. Mnou vytvorená aplikácia bude zároveň integrovaná do
vývojového prostredia, čo zabezpečí jednoduché a pohodlné použitie.
2.1 Code::Blocks
Medzi momentálne voľne dostupné vývojové prostredia pre jazyky C/C++ patrí aj IDE1
Code::Blocks. Je napísané v jazyku C++ s využitím knižnice wxWidgets.
Vývoj IDE je podporovaný mnohými vývojármi, ktorí približne raz za mesiac vydávajú
tzv. nightly builds. Je to vždy najnovšia SVN revízia zdrojového kódu opravujúca nájdené
chyby a pridávajúca novú funkcionalitu. Code::Blocks užívateľom ponúka pokročilé funkcie
vývojového prostredia a možnosť pridania chýbajúcich funkcií pomocou zásuvných modu-
lov. Keďže IDE je šírené ako open-source projekt, API poskytované vývojárom zásuvných
modulov je možné v prípade potreby rozšíriť.
O nemalom množstve funkcií tohto IDE a ich používaní sa užívateľ môže dočítať v krát-
kom užívateľskom manuáli [6], ktorý je zverejnený v niekoľkých jazykoch a formátoch.
2.2 GDB
Tradičným ladiacim programom pre systémy Linux je konzolová aplikácia GDB. Táto apli-
kácia je plnohodnotným ladiacim nástrojom. Jej port je dostupný aj pre iné platformy ako
je Linux, a preto je možné ladenie v Code::Blocks s využitím GDB používať na všetkých
platformách kde je dostupné samotné vývojové prostredie.
Nevýhodou GDB je to, že ponúka len textový výstup a nemá žiadnu podporu pre
jednoduché a intuitívne užívateľské rozhranie. Istou podporou rozhrania je možnosť prepnúť
GDB do TUI2 režimu prepínačom --tui. V tomto režime sa obrazovka terminálu rozdelí
na dve časti. Vo vrchnej časti je možné sledovať zdrojový kód práve ladeného programu,
1Integrated Development Environment (Integrované vývojové prostredie) je editor, prekladač, debugger
v jednej komplexnej aplikácii
2Text User Interface – textové užívateľské rozhranie
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zatiaľ čo spodná časť slúži ako konzola pre príkazy debuggeru. Obraz aplikácie v tomto
režime zobrazuje obrázok 2.1.
Obrázek 2.1: Aplikácia GDB v režime TUI (invertované farby)
Nezanedbateľný počet užívateľov používa aplikáciu GDB bez grafickej nadstavby v prí-
kazovom riadku. GDB je však veľmi často využívaný hlavne v mnohých integrovaných
prostrediach ako základ vstavaného debuggeru. Jedným zo spôsobov získania ladiacich in-
formácií z inej aplikácie je parsovanie textového výstupu. Takýto spôsob je použitý aj
v Code::Blocks, vďaka čomu nie je potrebná detailná znalosť vnútorných štruktúr GDB [5].
Alternatívou je využiť napríklad rozhranie GDB/MI [10]. Toto rozhranie poskytuje výstup
vhodný pre strojové spracovanie, a teda aj nižšiu réžiu vynaloženú pri parsovaní.
GDB umožňuje ladenie akéhokoľvek spustiteľného programu. Avšak v niektorých prípa-
doch môže zobrazovať informácie len na úrovni assembleru. Pre ladenie na úrovni vyššieho
programovacie jazyka je nutné ladenú aplikáciu preložiť spolu s dodatočnými ladiacimi in-
formáciami. Pre prekladač GCC to je možné uskutočniť prepínačom -gX, kde X je číslo
v rozsahu 〈1; 3〉 a vyjadruje stupeň podrobnosti ladiacich informácií.
Zadaním príkazu gdb [<názov spustiteľného programu>] do terminálu si debugger
načíta všetky potrebné informácie o programe. Položka s názvom programu je voliteľná,
a ak sa vynechá je potrebné zadať názov programu neskôr alebo sa pripojiť k nejakému už
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bežiacemu procesu. Príkazom start alebo run sa spustí proces ladenia. Ovládanie funguje
na základe príkazov, ktorých výstup je vypísaný na stdout.
Veľmi užitočnou možnosťou je použiť vygenerovaný súbor *.core ako vstup pre GDB
spolu so spustiteľným programom. Takto je možné nastaviť podmienky behu programu pri
ladení totožné tým, ktoré viedli k pádu programu. Súbor *.core sa generuje pri páde la-
deného programu pri chybe známej ako Segmentation fault. Obsahom súboru je kompletná
mapa pamäte programu zosnímaná operačným systémom pri ukončení programu neštan-
dardnou cestou. Generovanie súboru je potrebné nastaviť, a môže sa v rôznych OS líšiť.
GDB umožňuje pri použití tohto súboru príkazom where určiť presné miesto pádu ladenej
aplikácie.
2.3 DDD
Jednou z implementácií grafického zobrazovania dátových štruktúr nad debuggerom GDB
je v súčasnosti program DDD. Táto nadstavba je dostupná pre OS unixového typu. Jeho
hlavnou náplňou je vytvoriť grafické užívateľské rozhranie pre účely ladenia, a rozhranie
ovládateľné bez znalosti príkazov debuggeru GDB. Napriek tomu je možné príkazy zadávať
pomocou príkazového riadku v spodnej časti obrazovky aplikácie, ktorá slúži ako konzola.
Jednou zo schopností nadstavby je práve zobrazovanie dátových štruktúr vo forme ori-
entovaných grafov [1] ako je možné vidieť na obrázku 2.2. Táto schopnosť je využívaná
hlavne pri zobrazení ADT ako sú zoznamy a stromy. Ďalej je možné zobraziť obsah pamäte
ako 2D či 3D graf. Toto sa dá využiť pre sledovanie zmeny vo veľkých dátových štruktúrach.
Jednoduchým pohľadom na zobrazený graf je možné identifikovať miesta zmeny a prípadné
podozrivé hodnoty.
Nástroj DDD slúžil ako čiastočná inšpirácia s cieľom uľahčiť prácu užívateľom, ak s apli-
káciou DDD už niekedy pracovali, v používaní novej funkcionality v Code::Blocks. To je
dôvodom prečo som sa snažil zachovať princíp rozhrania DDD čo najviac nezmenený. Apli-
kácia ako taká teda nie je funkčne využitá v mojej práci. Je ale dobrým kandidátom na
porovnanie s výsledkami mojej práce.
2.4 wxWidgets
Code::Blocks využíva pre svoj multiplatformový chod a grafické užívateľské rozhranie kniž-
nicu wxWidgets. Je napísaná v jazyku C++, ale je možné ju používať aj pre iné jazyky
ako napr. Python a Perl. Je prenositeľná na mnoho platforiem ako napr. Windows, Linux,
MacOS a na niektoré mobilné platformy. Podporuje ako 32bitové tak aj 64bitové architek-
túry, zahrnuje podporu pre unicode a podporuje mnoho známych prekladačov pre jazyk
C++.
Súčasťou knižnice ale nie je len podpora pre grafické užívateľské rozhranie. Knižnica
poskytuje prenositeľné API pre mnoho užitočných vecí, ktoré niekedy úspešne nahrádzajú
knižnicu STL jazyka C++. Pritom pridáva nové užitočné nástroje, ktoré v knižnici STL
chýbajú. Je ju teda možné použiť aj ako prenositeľnú variantu konzolových aplikácií.
Ako každá moderná knižnica aj wxWidgets je riadená pomocou udalostí a ich spraco-
vávaním. Podporované sú dva spôsoby riadenia udalostí. Prvý spôsob spočíva v deklarácia
tzv. tabuľky udalostí a im prislúchajúcich obslužných funkcií. Tento spôsob je síce starší,
ale nespomaľuje program zbytočnou réžiou. Oproti tomu je vo wxWidgets podpora aj pre
dynamické riadenie udalostí. Táto možnosť umožňuje pridávať i odoberať obsluhu udalostí
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Obrázek 2.2: Ukážka prostredia aplikácie DDD
za behu programu. Na druhej strane spomaľuje program réžiou, ktorá je potrebná pri volaní
virtuálnych funkcií.
Pri knižniciach ako je wxWidgets, ktoré obsahujú nemalé množstvo tried a funkcií, je
dôležitá i kvalitná dokumentácia. wxWidgets ponúka dokumentáciu vo forme spracovaných
dokumentačných komentárov nástrojom Doxygen. Okrem toho Julian Smart, ktorý stál pri
zrode projektu wxWidgets, napísal podrobnú knihu [9] popisujúcu základy práce v tejto
knižnici. Kniha je šírená ako v papierovej tak elektronickej podobe. V elektronickej podobe
je dokonca možné ju získať zdarma.
2.5 OGDF
Pre automatické rozmiestňovanie prvkov orientovaných grafov slúži knižnica OGDF. Je
šírená pod licenciou GPL3 2.0 a 3.0. Keďže prostredie Code::Blocks je tiež šírené pod
licenciou GPL 3.0 je možné túto knižnicu do IDE bez problémov zahrnúť. Jej dobrému
menu prispieva aj fakt, že je prenositeľná medzi OS Linux, MacOS a Windows, má dobrú
dokumentáciu a je nasadená v implementáciách mnohých aplikácií.
3The GNU General Public License – http://www.gnu.org/licenses/gpl.html
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Knižnica poskytuje veľké množstvo základných i vyspelých grafových algoritmov a dá-
tových štruktúr. Disponuje aj veľkým množstvom algoritmov pre automatické rozmiestňo-
vanie uzlov grafu. Poskytuje verejné rozhranie pomocou ktorého je možné nastaviť detaily
zobrazenia a doladiť tak výsledný vzhľad grafovej štruktúry. Bližšiu predstavu o schopnos-
tiach knižnice je možné získať z článku, ktorý bol použitý pri predstavení OGDF projektu
na medzinárodnom sympóziu Graph Drawing 2007 [4].
Knižnicu som využíval pri experimentoch s grafovými algoritmami a nie je funkčne
zahrnutá v mojej práci.
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Kapitola 3
Analýza Code::Blocks API
Code::Blocks umožňuje rozšíriť svoje schopnosti pomocou zásuvných modulov. To dáva
možnosť každému prispieť k zlepšeniu schopností tohto prostredia alebo doplniť funkcie,
ktoré mu chýbajú, a to bez zásahu do obsiahlych zdrojových kódov samotného prostredia.
Prístup k prostriedkom Code::Blocks zabezpečuje verejné SDK API ktoré je postavené na
princípe manažérov. Každý manažér má na starosti určitú časť IDE a poskytuje k nemu
svojím prostredníctvom prístup. Manažére tvoria hierarchickú štruktúru, na ktorej vrchole
je objekt triedy Manager. Objekt je implementovaný ako singleton [7], a preto je k nemu
možný globálny prístup, a tým aj prístup ku všetkým podriadeným manažérom, ktoré sú
taktiež v aplikácii unikátne.
3.1 Základ nového pluginu
Pre tvorbu pluginu ponúka prostredie Code::Blocks sprievodcu, ktorý sa spúšťa pomocou
postupného výberu File->New->Project...->Code::Blocks plugin z menu prostredia.
Následne je možné zadať názov pluginu, cestu k súborom projektu, verziu wxWidgets a iné
voľby. Code::Blocks sa postará o správne nastavenia projektu a zároveň vygeneruje potrebnú
kostru zdrojového kódu pre nový plugin. Na prvý pohľad si možno všimnúť, že nový plugin
dedí pomocou verejnej dedičnosti triedu cbPlugin. Táto trieda je abstraktná a preto je
nutné implementovať metódy OnAttach a OnRelease. Tieto metódy slúžia k inicializácii
a uvoľneniu zdrojov nového pluginu pri jeho vyvolaní. Objekt nového pluginu modifikuje
a pridáva novú funkcionalitu do hociktorej časti Code::Blocks pomocou manažérov, ktoré
spravujú príslušné časti IDE.
Po kompilácii pluginu sa v zložke projektu vytvorí ZIP archív s názvom pluginu a prí-
ponou .cbplugin. Tento archív je možné pomocou Plugin manageru pridať do prostredia
Code::Blocks. Archív obsahuje plugin v podobe dynamickej knižnice a súbory externých
zdrojov skomprimované do ďalšieho ZIP archívu. Plugin manager sa postará o správne
rozmiestnenie dynamickej knižnice a archívu zdrojov, načíta zdroje a spustí sa metóda
OnAttach. Nové schopnosti pluginu možno ihneď — bez potreby reštartovania vývojového
prostredia — používať.
3.2 Debugger plugin
Vo vývojovom prostredí Code::Blocks je integrovaná nadstavba, ktorá slúži ako abstrakcia
konzolového debuggeru. Nadstavba skrýva detaily nízko úrovňovej komunikácie s procesom
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debuggeru tým, že povinne implementuje abstraktnú triedu cbDebuggerPlugin. Ku zjedno-
teniu príkazov pre rôzne typy debuggerov používa tzv. drivery, ktoré zapuzdrujú syntaktické
odlišnosti získavania ladiacich informácií. Práve vďaka tejto vlastnosti je v Code::Blocks
možné používať akýkoľvek konzolový debugger dostupný na danej platforme. Momentálne
sú pre jazyky C/C++ podporované 2 debuggery:
• GDB – implicitný debugger pre Linux, ale port je dostupný aj na systémoch Windows
• MS CDB – debugger pre systémy Windows
Kedykoľvek je však možné pridať podporu pre nový debugger bez zmeny rozhrania.
Nadstavba debuggeru je vytvorená ako zásuvný modul, ktorý je však dostupný hneď pri
základnej inštalácií vývojového prostredia, tzv. core plugin. O tento typ pluginu sa stará
a vyvíja ho tým starajúci sa tiež o zdrojové kódy Code::Blocks. Debugger je implemento-
vaný podľa návrhového vzoru Model-Pohľad-Ovládanie1 (ďalej len MVC) [7], pričom časti
”Pohľad-Ovládanie“ sú súčasťou SDK API a plugin implementuje iba ”Model“.
3.3 Rozhranie debuggeru
Ako bolo naznačené vyššie (sekcia 3.2), debugger je implementovaný ako trieda DebuggerGDB,
ktorá dedí abstraktnú triedu cbDebuggerPlugin poskytujúcu rozhranie pre debugger. Pri
spustení Code::Blocks sa trieda zaregistruje ako nový plugin pre debugger vytvorením
inštancie šablóny triedy PluginRegistrant, ktorá sa postará o korektné zavolanie metód
pre registráciu a zrušenie registrácie debuggeru.
Inštanciu triedy, ktorá reprezentuje aktuálne používaný debugger je možné získať po-
mocou metódy DebuggerManager::GetActiveDebugger. Manažér pracuje a teda aj jeho
návratové hodnoty vracajú odkazy na abstraktnú triedu cbDebuggerPlugin, čo znázorňuje
diagram tried na obrázku 3.1. Táto trieda poskytuje dostatočné prostriedky na prácu s práve
vybraným debuggerom. Sú v nej dostupné verejné metódy pre štart debuggeru, pridanie/o-
dobratie zarážky, skoku na ďalšiu zarážku a iné funkcie, ktoré sú štandardne poskytované
debuggerom. Pre mňa sú užitočné hlavne funkcie ktoré poskytujú informácie o premenných
a výrazoch ladeného programu (watches). Tieto informácie sú zapuzdrené abstraktnou trie-
dou cbWatch. V triede sú poskytnuté informácie ako symbol, typ, aktuálna hodnota, prí-
znak o zmene hodnoty, a iné. Pri zložitejších typoch (štruktúra, objekt, pole, . . . ) trieda
cbWatch predstavuje n-árny strom ktorého vrcholom je sledovaná premenná. Jej potomko-
via sú tiež inštancie triedy cbWatch a predstavujú jednotlivé zložky štruktúrovaných typov,
ktoré o sebe tiež poskytujú informácie o aktuálnej hodnote, príznak zmeny a ďalšie.
Inštancia triedy DebuggerManager sprístupňuje pomocou svojich verejných metód aj
prácu s rôznymi panelmi, ktoré sú využité pri ladení. Každá funkcionalita debuggeru má
vlastný panel, nazývaný tiež ladiace okno, ktorý umožňuje užívateľovi zobraziť prislúchajúce
informácie.
Aby bolo možné podporovať viacero druhov debuggerov, existuje trieda DebuggerDriver.
Zdedením tejto triedy je možné pridať podporu pre nový typ debuggeru. Trieda DebuggerGDB
potom používa driver na základe výberu typu debuggeru užívateľom. Každá trieda, ktorá
zdedí triedu DebuggerDriver, implementuje funkcionalitu pre konkrétny typ debuggeru
a zasiela mu textové príkazy závislé na tom konkrétnom type. Nadradená trieda potom
môže používať jednotné rozhranie pre rozdielne typy debuggerov.
1Model-View-Controller
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Obrázek 3.1: Diagram tried znázorňujúci implementáciu debuggeru v Code::Blocks
3.4 Spracovanie príkazov pre debugger
Zasielanie príkazov pre debugger prebieha pomocou zaraďovania príkazov do fronty metó-
dou DebuggerDriver::QueueCommand. Do tejto metódy sa predávajú príkazy zapuzdrené
objektom triedy DebuggerCmd alebo jej potomkov. Zapuzdrenie je nutné kvôli tomu, aby
bolo posielanie príkazov do debuggeru bezpečnejšie, a aby bolo možné skryť a zjednotiť
syntax príkazov pre rôzne druhy debuggerov.
Trieda DebuggerCmd definuje verejný atribút m Cmd, v ktorom je uložená textová re-
prezentácia príkazu pre debugger. Tento príkaz sa priamo posiela procesu debuggeru. Ako
reakcia na príkaz sa vyvolá metóda DebuggerCmd::ParseOutput, ktorá preberie textovú
reprezentáciu výstupu debuggeru ako parameter typu reťazec. Je garantované, že parame-
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ter obsahuje úplný výstup procesu debuggeru. Funkcia má za úlohu tento výstup rozložiť
a spracovať. Ak je výstupom príkazu hodnota premennej alebo výrazu, vytvorí sa inštan-
cia triedy cbWatch, do ktorej sa zodpovedajúcim spôsobom uložia spracované informácie.
Výsledná grafická reprezentácia získaného objektu závisí na implementácii časti ”Pohľad“
návrhového vzoru MVC.
Ak atribút DebuggerCmd::m Cmd obsahuje prázdny reťazec, nezaťažuje sa proces po-
sielaním príkazu a spracovaním výstupu. Avšak zavolá sa metóda DebuggerCmd::Action.
Umožňuje existenciu abstraktných príkazov. Účel spočíva vo vyvolaní akcií, ktoré sú spo-
jené s debuggerom, ale nie je k tomu potrebný jeho proces. Takéto príkazy môžem využiť
pri vývoji. Hodnota premennej môže byť už dávno známa a debuggeru pošlem len príkaz na
zobrazenie tejto premennej na plátne. Takto možno vytvoriť aj iné príkazy pre debugger,
ktoré súvisia len s nejakou akciou v prostredí Code::Blocks. Sémanticky to ale môžu byť
príkazy pre objekt debuggeru.
3.5 Integrácia grafickej nadstavby
Ako som spomínal v sekcii 3.2, debugger v prostredí Code::Blocks je vytvorený ako zásuvný
modul. Je to spôsobené historickým vývojom. Code::Blocks slúžil ako editor so schopnosťou
pridávania zásuvných modulov. Ako jeden zo zásuvných modulov sa objavila nadstavba nad
debuggerom GDB, ktorá sa postupne rozrástla do dnešnej podoby. Vylepšenia debuggeru
nespočívali v pridávaní nových zásuvných modulov, ale v úprave zdrojových kódov existujú-
ceho pluginu. Ten bol zaradený do štandardnej inštalácie Code::Blocks ako core plugin.
Nová funkcionalita v podobe grafického zobrazovania dátových štruktúr môže byť imple-
mentovaná priamou úpravou zdrojových kódov pre debugger. Druhou možnosťou je imple-
mentácia ako celkom nový plugin, ktorý sa pokúsi za pomoci triedy PluginManager získať
terajšiu implementáciu debuggeru. Túto potom s využitím verejného API rozšíri o mož-
nosť zobrazovania grafického výstupu dátových štruktúr. Každý z variant má svoje klady
i zápory.
V prípade integrácie funkcionality ako nového pluginu by sa funkcionalita musela inšta-
lovať do Code::Blocks dodatočne. Nevýhodou takto vytvoreného pluginu je jeho pomalejší
beh a obmedzená dostupnosť API poskytovaného modelom debuggeru, pretože pristupujem
k objektu debuggeru z iného modulu. Keďže niektoré prostriedky sú dostupné len z modulu
implementujúceho debugger, musel by som implementovať už vytvorené veci čím by sa dup-
likoval zdrojový kód. Na druhej strane by som nezasahoval do už vytvoreného a relatívne
odladeného zdrojového kódu.
Plugin by som mohol implementovať aj priamou úpravou zdrojového kódu debuggeru.
Takto by som mal k dispozícii oveľa väčšie programové prostriedky, ktoré boli naprogramo-
vané predo mnou. Nebol by som obmedzený iba verejným API. Keďže debugger sa inštaluje
priamo s inštaláciou Code::Blocks, bol by takto vytvorený modul prístupný každému bez
dodatočnej inštalácie. Jedinou nevýhodou je možnosť zanesenia chyby do zdrojových kódov.
Keďže sa ale v projekte používa systém SVN, tak by to nemal byť problém. Vždy je totiž
možné sa vrátiť k nejakej predchádzajúcej revízii.
Pri mojom rozhodovaní musím v neposlednom rade zvážiť názor komunity vývojárov
Code::Blocks. Z príspevkov komunitného fóra http://forums.codeblocks.org/ je oči-
vidné, že všetky úpravy a dodatočná funkcionalita existujúcich zásuvných modulov prebieha
priamou úpravou existujúceho kódu. Je to aj celkom logické, pretože nemá cenu trieštiť zá-
suvné moduly na menšie celky a duplikovať neverejný zdrojový kód. Navyše verejné rozhra-
nie poskytované zásuvnými modulmi je veľmi skromné. Pri informovaní sa o možnostiach
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implementácie novej funkcionality do Code::Blocks mi bolo odporučené začlenenie kódu
priamo do SDK:
Probably you need to modify the sdk and put most of the drawing code and data
structures there. If you do so all plugins can implement this graphical mode,
not only the current one and there will be minimal code duplication. See how
it is done for the other features (watches, breakpoints, etc).
Voľný preklad:
Pravdepodobne musíš upraviť SDK a vložiť väčšinu kódu pre kreslenie a dátové
štruktúry tam. Ak to urobíš, všetky zásuvné moduly budú môcť implementovať
tento grafický mód, nie len súčasný a bude tam minimálna duplikácia kódu.
Pozri sa ako je to spravené pre ostatné funkcie (sledované premenné, zarážky,
atď.).
Menšou komplikáciu je to, že v čase vytvárania funkcionality prebieha všetka práca súvi-
siaca v úprave debuggeru na tzv. debugger branch, ktorej zdrojové kódy sú dostupné z ad-
resy svn://svn.berlios.de/codeblocks/branches/wxpropgrid_debugger. Je to vetva
vývoja, ktorá má za úlohu refaktorizovať zdrojové kódy vývojového prostredia so zame-
raním na debugger. Vývoj v tejto vetve je veľmi živý o čom svedčí i to, že niekoľkokrát
v mesiaci sa objaví nový nightly build. Účelom refaktorizácie je úplné oddelenie častí kódu
debuggeru podľa návrhového vzoru MVC a poskytnutie lepšieho užívateľského rozhrania
pomocou komponenty wxPropertyGrid. K tejto vetve vývoja sa určite pripojí aj oficiálna
vetva, pričom preberie nové rozhranie pre debugger, ako som bol informovaný na fóre:
We will sooner or later switch to this branch, so your changes to trunk might
be very hard to integrate later.
Voľný preklad:
Skôr či neskôr sa k tejto vetve pripojíme, takže tvoje zmeny k vetve trunk môžu
byť neskôr veľmi ťažko začleniteľné.
Pri svojej práci som sa preto rozhodol používať práve túto vetvu vývoja Code::Blocks.
Týmto sa zaistí ľahká integrácia do budúcich verzií Code::Blocks, pretože nadstavba je už
súčasťou nových zdrojových kódov využívajúcich refaktorizované rozhranie. Toto bohužiaľ
znamená, že nová funkcionalita nie je dostupná v súčasnej stabilnej verzii Code::Blocks
10.05. Aby bolo zároveň možné pristupovať ku všetkým schopnostiam debuggeru z bu-
dúcich zásuvných modulov, je nutné implementovať grafickú nadstavbu priamo do refak-
torizovaných kódov novej vetvy pričom zásuvný modul debuggeru bude modifikovaný len
minimálne.
3.6 Umiestnenie grafického výstupu
Programové rozhranie Code::Blocks mi umožňuje umiestniť plátno pre výstup grafickej
reprezentácie štruktúr buď do samostatného panelu alebo na novú záložku. V nasledujúcom
texte sa snažím popísať výhody a nevýhody oboch riešení.
Umiestnenie plátna na samostatnú záložku mi umožní využiť skoro celú dostupnú plo-
chu monitoru. Zároveň by plátno nezaberalo miesto pre zobrazenie zdrojového kódu. Táto
možnosť však neposkytuje súčasné zobrazenie plátna i zdrojového kódu. Užívateľ by musel
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neustále prepínať medzi záložkami. Princíp záložiek znázorňuje obrázok 3.2 pri popisku
”Záložky“.
Výhoda umiestnenia plátna do pripnuteľného panelu spočíva v možnosti pripnúť si
toto vnútorné okno kdekoľvek na okraj rozhrania Code::Blocks, ako ukazuje obrázok 3.2
pri popisku ”Pripnuté okno“. Ďalšou výhodou je možnosť súčasného sledovania zdrojového
kódu i plátna. Aby však toto bolo možné, musí byť okno primerane veľké, tak aby zobrazený
zdrojový kód bol ešte čitateľný. Pri menších veľkostiach monitorov vznikne problém, pretože
zobrazované štruktúry by sa mohli stať pre nedostatok miesta na plátne neprehľadnými
a zachádzali by za okraj. Toto by nútilo užívateľov používať posuvníky a bolo by to veľmi
nemotorné.
Riešením by mohlo byť priradenie klávesovej skratky ktorá by zobrazila plávajúce okno
(obrázok 3.2) s plátnom. Užívateľ by mohol zväčšiť okno na celú obrazovku, a potom jed-
noduchým stlačením klávesovej skratky prepínať medzi zdrojovým kódom a plátnom. Túto
schopnosť už samotné vývojové prostredie poskytuje v podobe zásuvného modulu, ktorý
umožňuje priradiť klávesovú skratku akejkoľvek akcii v prostredí Code::Blocks. Práve preto
som sa rozhodol pre túto možnosť. Okrem toho tento spôsob prispeje k ucelenosti prostredia,
pretože všetky ostané súčasti debuggeru používajú spomínaný spôsob.
Obrázek 3.2: Typy okien v prostredí Code::Blocks
3.7 Rozmiestňovanie grafov
Súčasťou zadania nie je štúdium grafových algoritmov ani štúdium grafov ako takých. Avšak
aby bol grafický výstup zložitejších dátových štruktúr zrozumiteľný, je nutné rozložiť uzly
grafu na dostupnú plochu rozumným spôsobom. Týmto sa výrazne zvýši použiteľnosť rozší-
renia. Pri jednoduchších dátových štruktúrach ako je jednosmerný lineárny zoznam je logika
15
rozmiestnenia pomerne priamočiara a jednoduchá. Jej predstava je znázornená na obrázku
3.3. Zložitejšie štruktúry však potrebujú vyššie uvažovanie, a často ani človek nedokáže
uzly uložiť zrozumiteľným spôsobom. Hlavnými kritériami pri vykresľovaní a ukladaní uz-
lov grafu sú:
• efektívne vyplnenie dostupnej plochy
• minimalizácia počtu prekrížení hrán
• zoskupovanie súvisiacich uzlov čo najbližšie k sebe
Po niekoľkých neúspešných pokusoch o implementáciu rozumného rozmiestňovania som
pochopil, že rozmiestňovanie uzlov nie je triviálne o čom svedčí fakt, že bolo v minulosti
námetom samostatnej bakalárskej práce [11]. Pre rozmiestňovanie uzlov grafu bolo vy-
tvorených viacero knižníc. Nanešťastie kvôli implementačnému jazyku C++, požiadavkám
kladeným na knižnicu a licencii GPL, ktorá je použitá pre Code::Blocks, sa výber značne
zúžil.
Vybral som knižnicu OGDF spomínanú v sekcii 2.5, na ktorej som vykonával experi-
menty. No kvôli komplikáciám uvedeným v sekcii 5.8.1 som ju nakoniec do svojej práce neza-
hrnul. Knižnica poskytuje layouty, pomocou ktorých je možné vytvoriť prehľadné a úsporné
grafy. Každý algoritmus sa hodí na zobrazenie iného ADT a preto je potrebné vždy použiť
algoritmus najbližší konkrétnemu ADT. Preskúmaním vnútornej štruktúry dátového typu
je možné odhadnúť jeho abstraktný dátový typ a vybrať príslušný layout. Tento je následne
použitý a môže byť užívateľom doladený pomocou myši tak, aby tvoril prijateľný grafický
výstup.
Druhou možnosťou je vybrať všeobecný layout, pri ktorom by odpadla nutnosť zisťovať
typ ADT. Pri tomto spôsobe sa rozmiestňovanie mierne urýchli. Zároveň odpadne nutnosť
začlenenia layoutov pre všetky možné typy ADT do výslednej aplikácie. Na druhej strane nie
je jednoduché vybrať taký layout aby sa všetky ADT vykresľovali čo možno najrozumnejšie.
Ktorý z dvoch vyššie spomínaných spôsobov rozmiestňovania uzlov je výhodnejší ukáže
testovanie a experimenty.
obsah obsah obsah obsah obsah obsah- - - - -s s s s s s
Obrázek 3.3: Rozmiestnenie uzlov grafu reprezentujúceho jednosmerný lineárny zoznam
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Kapitola 4
Návrh zásuvného modulu
Grafická nadstavba DDD mi ponúkla základnú predstavu o budúcom fungovaní mnou na-
vrhovaného modulu. V ďalších úvahách preto vychádzam práve zo skúseností získaných
experimentovaním s týmto programom. Pritom som sa snažil funkcionalitu navrhnúť tak
aby som minimalizoval zobrazovanie nepotrebných informácií pri zachovaní informačnej
hodnoty, a čo najviac uľahčil prácu užívateľovi.
4.1 Zobrazenie primitívnych typov
Primitívne dátové typy je možné zobraziť ako jednoduché textové pole s aktuálnou hodnotou
konkrétneho typu. Takto sa správa i aplikácia DDD a na tomto stručnom a jasnom zobrazení
nie je potrebné nič meniť. Grafické zobrazovanie primitívnych typov môže byť považované
za nezmyselné, pretože textová informácia o hodnote poskytovaná oknom Watches je pre
potreby ladenia dostačujúca. Považujem však za viac ako vhodné podporovať zobrazenie
všetkých dátových typov. Dôvodom je kompletnosť funkcionality ako takej.
4.2 Zobrazenie smerníkov
Smerník uchováva ako svoju hodnotu adresu do pamäte. Užitočnou informáciou sú ale práve
dáta uložené na tejto adrese. Preto by bolo vhodné nezobrazovať tento typ podobne ako pri-
mitívny dátový typ. Možným spôsobom je zobrazenie dereferencovanej hodnoty smerníku
prislúchajúceho dátovému typu. Tým sa stratí informácia o adrese, ktorá však v prevažnej
väčšine prípadov predstavuje len vedľajšiu informačnú hodnotu. Prípadná informácia o ad-
rese môže byť dostupná napr. v podobe tooltipu pri prejdení myši cez grafické znázornenie
smerníku.
Smerníky môžu byť taktiež umiestnené vo vnútri štruktúry, alebo použité ako položky
poľa. V týchto prípadoch je pre potreby zobrazenia nutné rozpoznať druh dátovej štruktúry,
a zobraziť vhodnejšiu formu grafického výstupu. Tieto situácie sú podrobnejšie vysvetlené
v sekciách 4.3 a 4.4.
4.3 Zobrazenie štruktúr
Štruktúry sú typy obsahujúce v sebe zase ďalšie typy. Tieto typy môžu byť zase štruk-
túrami a tak ďalej. Preto je dobré zobrazenie štruktúr redukovať len na nutné minimum.
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Ak užívateľ požaduje zobrazenie obsahu skrytých položiek, je mu to umožnené po klik-
nutí na príslušnú položku (obrázok 6.10). Štruktúry sa často používajú k vytváraniu ADT.
Abstraktné dátové typy sú tvorené položkami obsahujúcimi užitočný obsah a smerníkmi,
pomocou ktorých sú tieto položky previazané. V týchto prípadoch tvoria všetky položky
štruktúry, okrem smerníkov, užitočné dáta. Smerníky sú použité ako forma metadát. Ob-
sahujú adresu v pamäti ukazujúcu na niektorý z ďalších prvkov, ktorá pomáha vybudovať
štruktúru ADT. Adresa ako taká predstavuje pre človeka nič nehovoriace číslo, a preto nie
je potrebné ho zobrazovať. Naopak, užitočný obsah je možné zobraziť priamo ako hod-
noty prislúchajúce dátovému typu. No niekedy môže byť smerník v štruktúre použitý ako
užitočná položka, a nie metadáta (napr. typ matica). To či je smerník forma dát alebo me-
tadát je možné zistiť podľa dátového typu bloku pamäte na ktorú ukazuje. Ak je dátový typ
smerníku totožný s nadradeným typom štruktúry, položka môže byť považovaná za jednu
z variant metadát.
Smerníky predstavujúce metadáta štruktúry je dobré vizualizovať tak, aby zobrazo-
vali skutočný význam. V orientovaných grafoch predstavujú hrany/prechody grafu. Hrany
možno zobraziť ako šípku od odkazujúceho prvku smerom k dereferencovanej hodnote ad-
resy, na ktorú smerník ukazuje. Obrázok 6.2 zobrazuje situáciu kedy sa dereferencovaná
hodnota zobrazí ako nový uzol grafu. To ale len v prípade, že ukazuje na platnú adresu
v pamäti. V prípade že obsahuje neplatnú hodnotu, zobrazí sa iba ako obyčajná položka
štruktúry s informáciou o hodnote adresy, na ktorú ukazuje. Položka môže byť neskôr na-
plnená platnou adresou a na žiadosť užívateľa zobrazená ako nasledujúci uzol grafu. Názov
premennej smerníku môže slúžiť ako pomenovanie prechodu medzi uzlami grafu. Adresy
v pamäti potom nemá zmysel zobrazovať, pretože ich skutočný význam je daný vizualizá-
ciou. Tým sa tiež ušetrí miesto na plátne. Vhodným kandidátom pre takéto zobrazenie je
okrem iných dátová štruktúra binárneho stromu zobrazená na obrázku 4.1.
4.4 Zobrazenie polí
Zobrazenie polí sa všeobecne spája s ich úspornou a prehľadnou reprezentáciou. Pri ich
zobrazení je problém práve s množstvom prvkov, ktoré je často veľmi vysoké. Prvky poľa
môžu zaberať značný priestor hlavne ak obsahujú štruktúrované typy. Pri návrhu efektív-
neho zobrazenia som vychádzal z predpokladu, že pri práci s poľom sa nevyužívajú všetky
položky naraz. Najčastejšie sa pracuje s jedným alebo niekoľko málo, práve indexovanými,
prvkami.
Polia môžu mať taktiež viacero dimenzií. Pri zobrazení má však zmysel uvažovať len
s jednorozmernými a dvojrozmernými poliami. Viac rozmerov by už pravdepodobne nebolo
názorných a veľmi ťažko zobraziteľných.
Tieto úvahy ma viedli k záverom, ktoré podrobnejšie popisujem v ďalších častiach tejto
sekcie.
4.4.1 1D pole
Pre jednorozmerné pole je vhodným zobrazeným súvislá oblasť pamäte rozdelená na jed-
notlivé položky. S poľom sa pracuje väčšinou pomocou indexov. Tento index je síce úplne
iná premenná, ale sémanticky je zviazaný a patrí k dátovému typu pole. Pri ladení nás
nezaujíma hodnota indexu ako takého, ale to, akému prvku poľa prislúcha. Preto by mal
mať užívateľ možnosť označiť istú premennú ako index poľa ku ktorému patrí. Prvok v poli
18
root
leftNode
parent
rightNode
leftNode
parent
rightNode
leftNode
parent
Obrázek 4.1: Binárny strom so spätnými smerníkmi
by sa tak mohol automaticky zobraziť ako aktuálne adresovaný. Užívateľovi potom odpadne
nutnosť zisťovať hodnotu indexu a hľadať v poli požadovanú hodnotu.
Prvky poľa môžu byť jednoduché dátové typy alebo štruktúry. Preto môže nastať situá-
cia, kedy budú položky poľa veľmi rozsiahle. Je výhodné ak sa na mieste položiek zobrazia
len indexy poľa. Zobrazoval by sa len obsah položky, ktorá je aktuálne indexovaná prirade-
ným indexom. Táto možnosť je načrtnutá na obrázku 4.2. Avšak hodnoty, ktorých obsah sa
pri kroku zmenil by mali byť tiež nejakým spôsobom vyznačené. Ako je ukázané na obrázku
4.2, je to možné spraviť pomocou červeného podfarbenia položky poľa.
Aby bolo možné zobraziť aj obsah ostatných položiek, je možné implementovať zobra-
zenie príslušných položiek na kliknutie alebo prechod kurzoru myši nad položkou.
Obrázek 4.2: Ukážka vizualizácie jednorozmerného poľa
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4.4.2 2D pole
Pod dvojrozmerným poľom sa zvyčajne rozumie matica hodnôt. Táto reprezentácia sa javí
ako vhodná aj pre vizualizáciu. Zobrazenie aktuálne aktívneho prvku dané indexmi je možné
urobiť analogicky ako je popísané v podsekcii 4.4.1. V tomto prípade je ale nutné priradiť
matici 2 indexy. Ukážku grafického znázornenia je možné vidieť na obrázku 6.9.
4.4.3 Rozmery poľa
Rodina jazykov C/C++ neposkytuje žiadny spôsob ako zistiť rozmery polí. Veľkosť sta-
ticky vytvorených polí pomocou syntaxe int array[ARRAY SIZE]; možno zistiť využitím
operátoru sizeof. Avšak aj takéto pole po predaní do funkcie vráti po aplikovaní operá-
toru sizeof veľkosť smerníku na danej architektúre. Rovnaký výsledok vráti aj aplikovanie
operátoru sizeof na dynamicky alokované pole.
Preto by mal mať užívateľ šancu špecifikovať jednotlivé rozmery. Tieto by mohli byť
dané pevne nejakým číslom čo umožní vizualizáciu len určitej potrebnej časti poľa. Druhou
možnosťou je označenie určitej premennej, ktorá tieto rozmery uchováva. Veľkosť by sa
potom nastavovala podľa hodnôt v nej uložených. Výhodné by to bolo hlavne pri dynamicky
tvorených poliach, ktoré sa môžu realokovať alebo pri poliach predávaných do funkcie spolu
s premennou udávajúcou ich rozmer, ktorý sa môže meniť. Užívateľ by nemusel pri ladení
takýchto polí neustále prepisovať ich zobrazovanú veľkosť.
4.4.4 Kontrola medzí
Častou chybou súvisiacou s použitím poľa je indexovanie mimo medze poľa. So znalosťou
hodnoty indexu poľa spolu s jeho rozmerom je možné dodať ladeniu programov v jazykoch
C/C++ nový rozmer. A síce, užívateľ môže byť upozornený v prípade, ak hodnota indexu
presiahne hodnotu veľkosti poľa. Osobne som sa nestretol s debuggerom, ktorý by medze
polí pri ladení programu napísanom v jazykoch C/C++ kontroloval, hoci by som túto
kontrolu pri ladení uvítal.
4.5 Zobrazenie typu union
Typ union reprezentuje rôzne pohľady na dáta. Tento dátový typ slúži k efektívnemu
uloženiu dát rôzneho typu, z ktorých sa používa v jednom čase iba jeden typ. Súčasne
slúži ako možnosť rôzneho pohľadu na dáta, čo sa tiež veľmi často využíva. Typ samotný
neposkytuje informácie o tom, ktorá z položiek je aktuálne aktívna, a je nutné si túto in-
formáciu uchovávať oddelene. Zobrazovanie prebytočných informácií môže byť potlačené
poskytnutím možnosti priradiť premennú k typu union tak ako index k poli. Následne
by užívateľ spároval možné hodnoty takto priradenej premennej (najčastejšie typ enum)
s položkami typu union. Prislúchajúca položka sa potom buď zvýrazní, alebo sa ukáže iba
hodnota aktuálne využívanej položky, ako je ukázané na obrázku 6.6. Spomínaný mecha-
nizmus umožňuje udržiavať pohľad na dáta aktuálny a nezaťažuje užívateľa nadbytočnými
informáciami. V ďalšom texte sa budem na tento princíp odvolávať ako na ”mapovanie
premennej na typ union“.
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4.6 Návrh tried
Z vyššie uvedeného textu tejto kapitoly je možné rozpoznať, že pre každý dátový typ je
vhodná iná forma grafickej reprezentácie. Avšak všetky majú niečo spoločné. Pri návrhu som
sa snažil využiť princípy objektovo orientovaného programovania (ďalej len OOP) tak, aby
som minimalizoval potrebné množstvo kódu a pritom zachoval jednoduchú rozšíriteľnosť
riešenia. Pri návrhu som bol ovplyvnený niekoľkými vecami, z ktorých najhlavnejšiu úlohu
zohrala súčasná štruktúra zdrojových kódov. Návrh som sa snažil čo najviac prispôsobiť
filozofii, ktorá bola zavedená predo mnou. Výsledok môjho návrhu zachytáva diagram tried
na obrázku 4.3.
Obrázek 4.3: Diagram tried znázorňujúci štruktúru mnou navrhnutej funkcionality
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Kapitola 5
Implementácia
V tejto kapitole sa snažím popísať implementáciu funkcionality navrhnutej v kapitole 4.
Tiež popisujem zmeny, ktoré som vykonal z dôvodu riešenia implementačných detailov alebo
iných dôvodov. Samotná implementácia vychádza hlavne z diagramu tried znázorneného na
obrázku 4.3.
Implementačným jazykom je jazyk C++, ktorý je použitý v celom IDE. Formátovanie
zdrojových súborov a filozofiu kódu som sa snažil prispôsobiť pravidlám uverejneným na
Code::Blocks wiki [2] v sekcii Coding style. Jednotlivé triedy sú umiestnené v súboroch
pomenovaných podľa ich názvu s ohľadom na konvencie použité v Code::Blocks. Triedy,
ktoré majú byť skryté pred užívateľom (tzv. helper classes) sú v zdrojovom súbore triedy,
ku ktorej logicky patria. Popis funkcií konkrétnych tried je uvedený nižšie v tejto kapitole.
5.1 Trieda cbVisualWatchesDlg
Trieda predstavuje hlavný panel, na ktorom sa zobrazujú všetky sledované výrazy (tzv.
watches). Na rozdiel od ostatných okien v Code::Blocks, zdedených z triedy wxPanel,
je táto trieda zdedená z triedy wxScrolledWindow. Táto skutočnosť je vynútená potre-
bou rozmernej kresliacej plochy pre grafickú reprezentáciu štruktúr. Trieda je navrhnutá
ako singleton [7], a teda je k jej inštancii umožnený globálny prístup volaním metódy
DebuggerManager::GetVisualWatchesDialog.
Trieda zároveň plní funkciu manažéra. Poskytuje metódu AddWatch pre jednoduché pri-
dávanie watches. Zavolanie metódy vytvorí všetky dátové štruktúry potrebné pre grafickú
reprezentáciu a požiada aktívny debugger o vyhodnotenie výrazu a vrátenie zodpovedajú-
cich štruktúr v podobe inštancie triedy cbWatch. Pridaný výraz sa však nezobrazí ihneď
po zavolaní metódy. Je to dané odozvou výstupu debuggeru. Ladiace informácie sú totiž
dostupné až pri najbližšej aktualizácii dátových štruktúr debuggeru. Preto sa všetko zob-
razí až pri nasledujúcom zavolaní metódy cbVisualWatchesDlg::UpdateWatches, ktorá je
volaná po každej zmene v stave debuggeru. Užívateľ však túto časovú odozvu nepostrehne.
Zobrazované uzly sú uchovávané v kontajneri typu std::multimap knižnice STL. Kľú-
čom pre uzol je textová reprezentácia adresy pamäte sledovaného symbolu. Pri tomto spô-
sobe kľúčovania uzlov je možné jednoducho spojiť zodpovedajúce uzly grafu. Filozofia mul-
timapy zároveň neobmedzuje užívateľa len na jednu inštanciu objektu ležiaceho na rovnakej
adrese [8]. Inštancia triedy cbWatch informáciu o adrese neposkytuje, a tak som bol nútený
na jej zistenie pridať nový sledovaný symbol s využitím operátoru & pred názov sledovaného
symbolu. Symbol s informáciu o adrese je skrytý a teda zbytočne neruší užívateľa.
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5.2 Trieda ViewNode
Dátová štruktúra cbWatch je zobrazovaná ako inštancia triedy ViewNode a predstavuje uzol
orientovaného grafu. A to aj v tom prípade ak nie je sledovaným výrazom ADT, a výraz
teda neobsahuje žiadne orientované hrany smerujúcu k iným uzlom. Táto reprezentácia mi
umožňuje následne hrany bezproblémovo pridávať bez toho aby sa musela meniť štruktúra
sledovaného výrazu. Ak by som sledované výrazy implementoval odlišným spôsobom ako
uzly grafu, musel by som pri prípadnom zaradení uzlu do väčšej štruktúry zmeniť repre-
zentáciu sledovaného výrazu, aby mohol byť zaradený ako uzol grafu.
Trieda ViewNode dedí a rozširuje triedu wxPanel pričom je s výhodou využité jej správa-
nie v rodičovskom objekte triedy wxScrolledWindow. Odpadla tak nutnosť implementovať
základné operácie ako rozmiestňovanie, vykresľovanie uzlov a implementácia nízko úrovňo-
vých udalostí ako kliknutie myši a podobne. Tieto sú zabezpečené prostriedkami knižnice
wxWidgets a vo veľkej miere využívané.
Na zobrazenie štruktúrovaných typov som použil triedu wxTreeCtrl, taktiež obsiahnutú
v knižnici wxWidgets. Trieda znázorňuje štruktúru sledovaného výrazu v podobe stromu.
Na jej zobrazenie a ovládanie sú užívatelia zvyknutí a umožňuje jednoducho skrývať práve
nepotrebné informácie. Ďalšou možnosťou by bolo implementovať vlastnú komponentu,
a zobrazenie viacej priblížiť aplikácii DDD. Štruktúra stromu je však úspornejšia na miesto
a zobrazenie v podobe stromovej štruktúry som považoval za vhodnejšie. Jedinou výnimkou
je pole, pre ktoré nemusí byť zobrazenie v podobe stromu vhodné. Polia môžu nadobúdať
značného počtu prvkov čím presiahnu dostupnú zobrazovaciu plochu monitoru. Pre grafické
znázornenie poľa som zvolil názornejšie grafické zobrazenie popísané v nasledujúcej sekcii
5.3.
Knižnica wxWidgets je prispôsobená na prácu s rozmermi komponent tak, že sa jej
jednotlivé prvky prispôsobujú veľkosti rodičovskej komponenty. Pri rozbaľovaní a zbaľovaní
komponenty wxTreeCtrl som však potreboval prispôsobiť vonkajšiu komponentu tej vnú-
tornej v čom mi pomohol až jeden ochotný vývojár vo fóre wxWidgets na adrese http:
//wxforum.shadonet.com/viewtopic.php?p=130787#130787. Poskytnutý ukážkový kód
som prispôsobil svojim potrebám a využil vo svojej práci.
5.3 Trieda ArrayPanel
Trieda slúži ako náhrada triedy wxTreeCtrl pri zobrazení polí, pretože tá sa ukázala byť
nevyhovujúca. Pri inicializácii sa spolu so sledovaným výrazom vytvorí aj nový objekt
triedy cbWatch s implicitným symbolom i, ktorý slúži ako index poľa. Dôvodom tejto
voľby je skutočnosť, že tento názov symbolu je pri indexovaní polí najčastejší. Užívateľ má
samozrejme možnosť symbol zmeniť na akýkoľvek vyčísliteľný výraz pomocou kontextového
menu. Hodnota indexu sa potom používa pre podfarbenie korešpondujúceho prvku zelenou
farbou.
Trieda dedí z triedy wxPanel, ale na rozdiel od ostatných obsluhuje spracovanie udalostí
a vykresľovanie obsahu vo vlastnej réžii. Dôvodom je snaha o zníženie nárokov na časovú
i pamäťovú náročnosť aplikácie. Prvky poľa sú len graficky simulované, čím sa odstráni réžia
potrebná pre vytváranie množstva skutočných komponent knižnice wxWidgets. Vďaka tomu
je možné vykresliť aj skutočne obsiahle polia pomerne rýchlo, a s minimálnou spotrebou
pamäte.
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5.4 Trieda cbVisualObject
Táto trieda predstavuje objekt, ktorý má byť vykreslený na plátne ale jeho tvar nezodpo-
vedá žiadnej komponente dostupnej v knižnici wxWidgets. Takýto objekt v mojom prípade
predstavovala orientovaná hrana. Chcel som sa pripraviť na situáciu kedy pri implementá-
cii vznikne potreba iného podobného objektu, a preto som nadefinoval predka, ktorý tvorí
základ všetkých objektov takéhoto typu.
Trieda obsahuje 3 virtuálne metódy potrebné pre správnu prácu, ktoré by mali zde-
dené triedy prekryť. Metóda Paint zabezpečuje vykreslenie objektu do grafického kontextu
predaného ako parameter. Metóda Contains predstavuje predikát určujúci či sa bod, pre-
daný ako parameter, nachádza vo vnútri objektu. Posledná metóda GoToPosition slúži
na premiestnenie objektu na nové súradnice. Trieda cbVisualObject obsahuje základnú
implementáciu týchto metód v podobe grafického bodu.
Všetky inštancie vytvorené z tejto triedy alebo jej potomkov sú automaticky vykres-
ľované objektom triedy cbVisualWatchesDlg. Po zániku inštancie sa jeho vykresľovanie
automaticky zastaví. Inštanciu tejto triedy je preto potrebné vytvárať až tesne pred jej
prvým požadovaným vykreslením na plátno.
5.5 Trieda ViewVector
Trieda vznikla dedením vlastností triedy cbVisualObject a prekrytím niektorých jej me-
tód. Predstavuje orientovanú hranu grafu. Keďže knižnica wxWidgets neposkytuje žiadne
pokročilejšie nástroje pre grafický výstup, rozhodol som sa hranu vykresľovať vo vlastnej
réžii. Trieda uchováva informácie o zdrojovom a cieľovom objekte triedy ViewNode. Za
pomoci týchto informácií je možné prechádzať cez hrany celým grafom.
5.6 Trieda UnionMapperDlg
Počas implementácie sa kód pre mapovanie typu union zväčšoval až som sa rozhodol pre
túto funkčnosť vytvoriť vlastnú triedu, ktorá slúži zároveň ako prostredník medzi dátovými
štruktúrami a užívateľom. Trieda UnionMapperDlg nie je súčasťou návrhu a je pomocnou
triedou, ktorá zaobstaráva mapovanie hodnôt premennej na typ union. Užívateľovi sa ob-
jekt tejto triedy javí ako dialóg zobrazený na obrázku 5.1, ktorý sa zobrazí po výbere položky
Map union type kontextového menu pre štruktúrovaný typ. Pre tvorbu dialógu som využil
zásuvný modul wxSmith, ktorý je preferovaným nástrojom pre tvorbu GUI v Code::Blocks.
5.7 Objekty a šablónové typy
V mojej práci sa zameriavam na typy, ktoré sú dostupné ako v jazyku C tak i C++. Imple-
mentácia však podporuje aj zobrazenie objektov a šablónových typov, ktoré sú dostupné
pri programovaní v jazyku C++. Tieto sú zobrazované podobne ako typ struct. Ukážka
zobrazenia objektov prílohy A.2 je na obrázku 5.2.
5.8 Zmeny v návrhu
Pri implementácii novej funkcionality bolo urobených niekoľko zmien buď z dôvodu imple-
mentačných detailov, ako reakcia na odporučenia a rady vývojárov Code::Blocks alebo pre
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Obrázek 5.1: Dialóg umožňujúci mapovanie hodnôt premennej na typ union
iné príčiny.
5.8.1 Rozmiestňovanie uzlov
Pri rozmiestňovaní uzlov grafu som narazil hneď na dve záležitosti.
Knižnica OGDF poskytuje veľké množstvo grafových algoritmov, ktoré sú prispôsobené
rôznym druhom grafov. Toto vyžaduje aspoň približnú znalosť typu grafu aby mohol byť
aplikovaný najvhodnejší layout. Túto skutočnosť som mal v pláne zistiť z typov položiek
štruktúr. No dátová štruktúra cbWatch informácie o typoch jednotlivých zložiek štrukt-
úry neobsahuje. Je to spôsobené výstupom z debuggeru GDB, ktorý tieto informácie ne-
poskytuje, ako je vidieť vo výpise 5.1 výstupu štruktúry struct {char character; int
number; int *pointer;} example; nižšie. Túto vec som si pri bežnej práci s debuggerom
neuvedomil, pretože som typy položiek podvedome odvodzoval z názvov a hodnôt jed-
notlivých položiek. Vhodnou voľbou pre rozmiestňovanie uzlov grafu sa preto v prostredí
Code::Blocks javí výber jedného univerzálneho layoutu.
output example
{
cha rac t e r = 68 ’D’ ,
number = 4 ,
po in t e r = 0 x3e4dc0
}
Výpis 5.1: Výstup hodnôt štruktúry z aplikácie GDB
Ako som písal v sekcii 2.5, knižnica OGDF je skompilovateľná ako na OS Linux tak
na OS Windows. Toto sa mi potvrdilo, ale keďže pre knižnicu existoval projekt pre IDE
Microsoft Visual Studio, všetky práce s knižnicou prebiehali v tomto IDE. Avšak pri pokuse
o zaradenie knižnice do zdrojových kódov Code::Blocks som narazil na prekážku. Prekla-
dač MinGW-g++ používaný pre zostavenie Code::Blocks knižnicu nedokáže preložiť. To
spôsobilo vyradenie knižnice z mojej práce. Pre absenciu inej vhodnej knižnice som roz-
miestňovanie uzlov prenechal jednoduchému algoritmu, ktorý som implementoval sám.
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Obrázek 5.2: Ukážka vizualizácie objektov jazyka C++
5.8.2 Zobrazovanie polí
Pri implementovaní možnosti priradiť premennú obsahujúcu veľkosť poľa a index poľa som
narazil na odpor zo strany vývojárov. Funkcionalita totiž vyžaduje značnú úpravu štruktúr
v SDK API. Je potrebné pridať možnosť zistiť či je objekt triedy cbWatch pole a akú má
toto pole veľkosť. Code::Blocks sa ale používa i pre jazyky kde sa typ pre pole nevyskytuje.
Preto som triedu ViewNode rozšíril o metódy IsArray, GetArraySize a GetArrayStart,
ktoré informácie parsujú zo symbolov inštancie triedy cbWatch. To mi umožnilo, síce nie
práve korektnou cestou, implementovať indexáciu poľa.
Veľkosť poľa získavam parsovaním čísla medzi hranatými zátvorkami v symbole posled-
ného prvku poľa. Ak však pole obsahuje mnoho rovnakých hodnôt za sebou, objekt triedy
cbWatch tieto informácie obsahuje zoskupené do jedného prvku poľa spolu s informáciu
o množstve opakovaní. Tým môže pole veľkosti 30 prvkov obsahovať jediný prvok s hod-
notou, ktorá sa 30krát opakuje. Parsovaním hodnoty je stále možné získať veľkosť poľa,
avšak opakovanie môže nastať aj v prípade opakujúceho sa znaku reťazca v položke poľa.
Podobné situácie nie je jednoduché detegovať a veľkosť poľa by nemusela byť správna čo
by viedlo k neočakávaným situáciám. Možnosť určiť veľkosť poľa pomocou premennej som
preto zatiaľ zo zdrojových kódov odstránil. Poľu je však stále možné veľkosť priradiť číselnou
konštantou pomocou kontextového menu pod voľbou Properties.
5.8.3 Zobrazovanie aktívnych položiek typu union
Zobrazenie aktívnych položiek typu union je v mojej práci obmedzené tým, že objekt triedy
cbWatch obsahuje typ sledovaného výrazu tak ako je uvedený v zdrojovom kóde, a teda po
aplikovaní operátoru typedef. Preto nie je v niektorých prípadoch možné z informácie
o type určiť či je sledovaný výraz typu union. Túto voľbu som ponechal na užívateľovi,
ktorý sa sám rozhodne či namapuje položky sledovaného výrazu na hodnoty niektorej pre-
mennej akoby to bol typ union. V súčasnej implementácii je teda hodnoty premennej možné
namapovať na prvky akéhokoľvek štruktúrovaného typu.
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Kapitola 6
Experimenty a testovanie
Experimenty a testovanie aplikácie prebiehali prevažne na ukážkových príkladoch, ktoré je
možné nájsť na priloženom CD. Všetky príklady sú preložiteľné podľa normy C99 prekla-
dačom gcc/g++, prípadne prekladačom MinGW-gcc/MinGW-g++ na Windows.
Pri experimentoch som sa snažil zistiť, či sú úvahy popísané v kapitole 4 použiteľné a uži-
točné. Zároveň som sa snažil pokryť všetky možné prípady, ktoré by mohli nastať a odhaliť
tak čo najväčšie množstvo chýb v mojej implementácii. V neskorších fázach implementácie
mojej práce som často pri ladení s výhodou využil mnou implementovanú funkcionalitu.
6.1 Minimalistický príklad
Medzi prvé experimenty patrila práca s orientovanými grafmi. Pracoval som so zobrazením
dvoch uzlov typu struct human. Prvý uzol (štruktúra woman) obsahoval pointer na seba,
a druhý (štruktúra man) obsahoval pointer na štruktúru woman. Na tomto minimalistickom
príklade (obrázok 6.1) sú veľmi dobre vidieť výhody grafického zobrazenia. V spodnom
okne Watches sú zobrazené hodnoty premenných man a woman. Aby programátor pochopil
vzťahy len medzi týmito dvoma štruktúrami je potrebné poznať adresu premennej woman,
ktorú v sebe obe štruktúry uchovávajú. Orientovaný graf však modelovaný vzťah ukazuje
jasne a prehľadne. Navyše k tomu nie je potrebná žiadna dodatočná informácia v podobe
adries jednotlivých štruktúr ako je tomu v okne Watches.
6.2 Skrývanie neplatných uzlov grafu
Rozšírenie je navrhnuté tak, aby automaticky detegovalo neplatné uzly grafu. Situácia na-
stane ak dereferencovaný smerník ukazuje na neplatnú oblasť pamäte. Takýto uzol — hoci
je na plátne stále fyzicky prítomný — je z plátna odstránený aby zbytočne nezaberal miesto.
Takto sa napríklad pri odstránení prvku z dátovej štruktúry zoznam zobrazia len platné
prvky, pretože posledný prvok má položku ukazujúcu na nasledujúci prvok naplnenú hod-
notou NULL.
Dátová štruktúra posledného prvku kruhového zoznamu ukazuje späť na 1. prvok zoznamu.
Zobrazovací algoritmus tak nemôže zistiť koniec zoznamu a to vedie k duplikácii pri zob-
razení prvkov kruhového zoznamu. Situáciu znázorňuje obrázok 6.3, kde je možné vidieť
kruhový zoznam totožný s tým na obrázku 6.2. Po zmazaní prvkov s hodnotou payload 1,
4 a 6 sú prvky 4 a 5 v zozname duplikované, čo je spôsobené cyklickou štruktúrou kruhového
zoznamu a prispieva k zmäteniu užívateľa. A to hlavne v prípade, že si cyklickú štruktúru
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Obrázek 6.1: Porovnanie grafického a textového výstupu ladených štruktúr
zoznamu neuvedomí. V prílohe A.1 je uvedená postupnosť príkazov programu, pri ktorej
situácia nastáva. V budúcnosti je možné pridať do aplikácie logiku, ktorá podobné situácie
identifikuje a prvky, ktoré nemajú byť viditeľné skryje aby to užívateľa nemiatlo. Na obráz-
koch 6.4 a 6.5 je vidieť, že aplikácia DDD má podobný problém, ale tá po zmazaní prvkov
duplikuje hrany. Duplikovanie hrán ale nie je až také mätúce ako v prípade duplikovania
uzlov.
6.3 Skrývanie smerníkov v štruktúrach
V sekcii 4.3 som vyjadril myšlienku, ktorá spočívala v tom, že nie je potrebné zobrazovať po-
ložky štruktúry, ktoré sú zobrazené ako orientované hrany. Pri svojej práci som však narazil
na mnoho prípadov, kedy som položky týchto typov postrádal. Znateľne sa potreba zobra-
zenia smerníkov prejaví pri častej zmene hodnoty smerníku voľbou z kontextového menu za
behu ladeného programu. Preto som sa rozhodol ponechať všetky položky, ktoré štruktúra
obsahuje zobrazené. Ak táto informácia nie je potrebná, je možné položky štruktúry stále
skryť pomocou symbolu − pri názve štruktúry.
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Obrázek 6.2: Grafická reprezentácia kruhového zoznamu v Code::Blocks
Obrázek 6.3: Kruhový zoznam po zmazaní niektorých jeho prvkov v Code::Blocks
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Obrázek 6.4: Grafická reprezentácia kruhového zoznamu v aplikácii DDD
6.4 Typ union
Pre typ union som vybral ako ukážkový príklad prácu s IP adresami. V súčasnosti existujú
2 verzie IP adries, ktoré sú rozdielnej veľkosti. Ak si nadefinujeme typ IPAddress t tak
aby mohol uchovávať obe verzie adresy, je logické pre tento účel použiť typ union. Je však
potrebné uchovávať aj informáciu o tom, akú verziu adresy v type IPaddress t používam.
Premennú kde sa táto informácia nachádza pohodlne namapujem na typ IPaddress t,
a aktívna položka je podfarbená zelenou farbou. V prípade, že nie je aktívna položka štruk-
túrovaného typu, zobrazí sa pri type priamo informácia o hodnote (obrázok 6.6). Ak som
vizuálnu informáciu porovnal s výstupom okna Watches na obrázku 6.7, bola pre mňa
vizuálna informácia zrozumiteľnejšia a rýchlejšia ako dohľadávanie typu aktívnej položky
(premenná active), a následné zisťovanie hodnoty aktívnej položky.
6.5 Zobrazenie polí
So zobrazením polí som experimentoval na type matrix t, ktorý predstavoval maticu hod-
nôt typu integer. Tento typ som zvoli preto, že mi dovolil vykonávať experimenty na jedno
i dvoj rozmerných poliach v jednom príklade.
Ako prvé som sa snažil modelovať prácu s maticou. Tú som sa rozhodol zobraziť ako
tabuľku kde sú jednotlivé bunky vyplnené indexmi. Tento spôsob, hoci bol veľmi názorný,
zaberal veľký priestor už pri dvojrozmerných poliach veľkosti 10×10 (obrázok 6.9). Preto
som sa rozhodol reprezentáciu rozdeliť na 2 samostatné 1D polia. Tento spôsob je síce
menej názorný, ale šetrí miestom čo bolo mojím hlavným kritériom pri zobrazení polí. Ako
je ukázané na obrázku 6.8, užívateľ si môže zobraziť aktuálne indexované prvky polí, čím
získa prehľad o štruktúre poľa podobný predchádzajúcemu zobrazeniu.
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Obrázek 6.5: Kruhový zoznam po zmazaní niektorých jeho prvkov v aplikácii DDD
Obrázek 6.6: Grafické znázornenie typu union (aktívna položka je zvýraznená)
6.6 Kontrola medzí poľa
Na tomto mieste by som chcel spomenúť komplikácie, ktoré sa vyskytli pri implementácii
funkcionality naznačenej v sekcii 4.4.4. Po naimplementovaní vyšla na povrch jedna neži-
aduca vlastnosť debuggeru. Symbol predstavujúci index poľa je v niektorých prípadoch
platný aj po tom ako sa odstráni z oboru platnosti na úrovni bloku (výpis 6.1). Symbol je
rovnako označený za platný ešte pred jeho deklaráciou. Túto situáciu naznačuje výpis 6.2.
Hodnota indexu bola v týchto prípadoch naplnená náhodnou hodnotou čo užívateľa obťa-
žovalo neustálym upozorňovaním o prekročení medzí poľa. Tento problém som nedokázal
spoľahlivo odstrániť, a tak som kontrolovanie medzí poľa zatiaľ zneaktívnil.
1 int array [ARRAY SIZE ] ;
2 for ( int i =0; i<ARRAY SIZE; ++i ) {
3 array [ i ] = 29 ; // ” i ” j e v tomto b l o k u p l a t n á
4 }
5
6 do something ( ) ;
7 // ” i ” nie j e p l a t n á a l e debugger ju za nep la tnú neoznačí
8 // namiesto toho v y p l n í obsah ” i ” náhodnou hodnotou
Výpis 6.1: Platnosť premennej mimo blok
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Obrázek 6.7: Textové vyjadrenie typu union spolu s pomocnou premennou
Obrázek 6.8: Grafická vizualizácia 2D poľa ako dve 1D polia
1 int array [ARRAY SIZE ] ;
2
3 // premenná ” i ” e š t e n e e x i s t u j e
4 // debugger v r á t i p l a t n ý výs tup s náhodnou hodnotou
5 some opereat ion ( ) ;
6
7 int i = 0 ; // od t o h t o miesta j e ” i ” p l a t n á
8 while ( i < ARRAY SIZE) {
9 array [ i ++] = 29 ;
10 }
11
12 // ” i ” j e p l a t n á a l e už sa nepoužíva ( i == ARRAY SIZE)
13 // zby točné upozornenia na prekročený rozsah
Výpis 6.2: Platnosť premennej pred jej deklaráciou
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Obrázek 6.9: Grafická vizualizácia 2D poľa (zelené podfarbenie znamená indexovaný prvok)
6.7 Porovnanie s aplikáciou DDD
Pre porovnanie implementovaného rozšírenia som si vybral aplikáciu DDD, ktorú som pri
svojich experimentoch využíval. DDD poskytuje omnoho širšie možnosti ako boli požado-
vané v zadaní, a preto budem porovnávať iba relevantné časti oboch aplikácií. Pri porov-
návaní som v aplikácii DDD používal tzv. Clustered displays [1].
6.7.1 Užívateľské rozhranie
Ako prvú by som chcel popísať prácu s užívateľskými prvkami rozhrania, ktorá bola pre
mňa v aplikácii DDD komplikovaná. Kontextové menu uzlov často prestalo reagovať a bolo
nutné reštartovať celú aplikáciu. Nedostatok pretrváva aj po aktualizácii OS i samotnej
aplikácie DDD. Pri práci s rozšírením do Code::Blocks som na podobné problémy nenarazil
ako na OS Linux tak na OS Windows.
Pridávanie a odoberanie sledovaných výrazov je v oboch aplikáciách veľmi podobné.
V aplikácii DDD mi ale chýbala možnosť prenášať sledované výrazy na plátno technikou
Drag&Drop čo rozšírenie do Code::Blocks umožňuje. Oproti tomu disponuje aplikácia DDD
možnosťou premiestňovania viacerých uzlov zároveň, čo môže byť často užitočné.
Za podstatný nedostatok v aplikácii DDD považujem nemožnosť jednoduchého a rýchleho
premiestnenia plátna. V Code::Blocks je možné jednotlivé okná ľubovoľne premiestňovať
a meniť ich veľkosť. DDD zmenu veľkosti plátna síce umožňuje, ale plátno nie je možné
pripnúť na ľubovoľnú zo strán okna ako je tomu v prostredí Code::Blocks.
6.7.2 Práca s watches
Obe aplikácie disponujú možnosťou skrývať prebytočné informácie sledovaných výrazov.
Rozšírenie do Code::Blocks používa štandardnú komponentu v podobe stromu a aplikácia
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DDD, pri použití Clustered displays, využíva vnorené bloky. Mnou používaný spôsob je pri
plnom zobrazení úspornejší na miesto a takisto je jeho ovládanie pre väčšinu užívateľov
intuitívnejšie. Zobrazenie rovnakej štruktúry v oboch aplikáciách je vidieť na obrázku 6.10
Obrázek 6.10: Porovnanie zobrazenia štruktúry (hore Code::Blocks, dole DDD)
Pri dereferencovaní oboch aplikácií dochádza k zisťovaniu, či sa dereferencovaná hodnota
na plátne už nenachádza. Ak aplikácie zistia, že sa hodnota na pláne už vyskytuje, je
nová hrana spojená s touto hodnotou čo napomáha k šetreniu miesta na plátne a takisto
k lepšiemu porozumeniu dátových štruktúr ladeného programu. DDD používa v tejto oblasti
vyššiu logiku ako rozšírenie Code::Blocks, a tak je zobrazenie o niečo názornejšie.
DDD disponuje možnosťou automatického umiestňovania uzlov grafu. Toto je pre obsi-
ahle dátové štruktúry veľmi názorné, hlavne ako možnosť celkového pohľadu na dáta. No
pri bežnom ladení aplikácie kedy sa snažím odhaliť chybu a dátové štruktúry sú naplnené
iba minimálne nutným množstvom, pri ktorom sa hľadaná chyba vyskytuje mi táto funk-
cionalita bola na obtiaž. Graf je totiž zbytočne rozsiahly. Automatické rozmiestňovanie je
možné vypnúť ale aplikácia DDD sa aj tak snaží uzly ukladať podľa mne neznámeho algo-
ritmu. Pri ladení sa mi paradoxne lepšie pracovalo s rozšírením do Code::Blocks, pretože
som mohol dopredu predikovať približný výskyt nového uzlu po dereferencovaní, a potom
ho rýchlo umiestniť na mnou zvolené miesto.
6.7.3 Práca s poliami
Ako je vidieť na obrázku poľa 6.11 z výpisu 6.3, zobrazenie polí v aplikácii DDD sa na
prvý pohľad nijak nelíši od iných grafických znázornení v tejto aplikácii. Rozdiel je vidi-
teľný hlavne pri dvojrozmerných poliach, ktoré aplikácia vykresľuje ako tabuľku hodnôt
(obrázok 6.12). Rozšírenie do Code::Blocks používa rozdielnu grafickú reprezentáciu pre
dvojrozmerné polia. Tu je nutné podotknúť, že zatiaľ čo rozmernejšia reprezentácia v apli-
kácii DDD je názornejšia, reprezentácia v Code::Blocks kladie dôraz na šetrenie miesta na
plátne.
Porovnaním výpisu zdrojového kódu 6.3 s obrázkom 6.11 je vidieť, že pole obsahuje 3
prvky zatiaľ čo grafická reprezentácia obsahuje prvky 4. Toto je pravdepodobne spôsobené
tým, že sa DDD snaží parsovať hodnoty polí a odhadnúť počet opakovaní hodnôt, podľa
čoho zisťuje veľkosť zobrazovaného poľa. Ako som spomínal v sekcii 5.8.2, táto analýza nie
je jednoduchá, a preto ju v mojej implementácii nepoužívam. Mohlo by viesť k zmäteniu
užívateľa ako v tomto prípade. V Code::Blocks bol pre podobné prípady parser už opravený.
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1 char ∗ s t r a r r [ ] = {
2 ”1 s t ” ,
3 ”2 rd . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ” ,
4 ”3 th” ,
5 } ;
Výpis 6.3: Pole reťazcov
Obrázek 6.11: Grafická reprezentácia poľa v aplikácii DDD
Obrázek 6.12: Grafická reprezentácia 2D poľa v aplikácii DDD
Obe aplikácie umožňujú zhlukovanie sa opakujúcich prvkov poľa do jedného prvku, čo
je však spôsobené výstupom z aplikácie GDB. GDB umožňuje aj prácu s poľom za pomoci
operátoru @. DDD túto možnosť na rozdiel od Code::Blocks s výhodou využíva v podobe
tzv. Array Slices. Táto funkcionalita je v Code::Blocks takisto využívaná, ale API poskytuje
ako argument operátoru @ uviesť len celočíselnú konštantu. Ako som spomínal v sekcii 5.8.2,
uvedená funkčnosť môže byť implementovaná. No implementácia vyžaduje značnú úpravu
už pomerne odladeného zdrojového kódu s čím komunita vývojárov nesúhlasí.
Podpora možnosti priradiť index poľu v rozšírení pre Code::Blocks nemá v aplikácii DDD
žiadnu alternatívu. Táto vlastnosť prináša do grafického vyjadrenia prehľadnosť a užívateľa
zbavuje nutnosti sledovať hodnotu indexu, ktorého hodnota býva často iba minoritným
záujmom.
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6.7.4 Práca s typom union
Rozšírenie Code::Blocks disponuje možnosťou namapovať hodnoty premennej na typ union,
čo v aplikácii DDD chýba. Táto schopnosť prispieva k jednoduchému zobrazeniu, a odbre-
meňuje užívateľa od dohľadávania práve aktívnej hodnoty.
6.7.5 Celkové zhodnotenie
DDD je veľmi komplexná aplikácia, ktorá ponúka skutočne široké možnosti pri ladení apli-
kácií. Slúži ale iba ako debugger a nie je dostupná pod OS Windows čo je dôvodom, že
veľa ľudí o jej možnostiach netuší. Vývojové prostredie Code::Blocks je multiplatformovo
nezávislé, a mnou implementované rozšírenie tak predstavuje odľahčenú alternatívu pre OS,
kde nie je aplikácia DDD dostupná. Jej značná jednoduchosť oproti aplikácii DDD môže
byť výhodou v tom, že nekladie vysoké nároky na učenie ovládania novej funkcionality.
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Kapitola 7
Záver
Cieľom práce bol návrh a implementácia zásuvného modulu do Code::Blocks IDE umožňujú-
ceho grafické znázornenie dátových štruktúr pri ladení. Táto práca vyžadovala naštudovanie
pomerne obsiahlej časti zdrojových kódov tohto IDE a spoluprácu s ostatnými aktívnymi
vývojármi. Cieľom, ktorý nebol explicitne prítomný v zadaní bolo presadenie funkcionality
u komunity vývojárov a jej zaradenie do vývojového prostredia. V tomto závere by som
chcel zhrnúť dosiahnuté výsledky a naznačiť smer možného rozšírenia.
7.1 Zhodnotenie
Práca mala predovšetkým význam pre mňa a to tým, že som si zlepšil programovacie
schopnosti v jazyku C++, zoznámil sa s knižnicami wxWidgets, UnitTest++ a vyskúšal
prácu na reálnom tímovom projekte. Pri tom sa mi podarilo obohatiť vývojové prostredie
Code::Blocks o funkcionalitu, ktorá by mohla pomôcť hlavne začínajúcim programátorom
v ladení programov obsahujúcich ADT. Jasná a prehľadná reprezentácia dátových štruktúr,
ktorú som si vzal za cieľ sa mi podarila úspešne implementovať. Hoci podobných nástrojov
existuje mnoho, ako veľkú výhodu vidím práve v integrácii do platformovo nezávislého
a voľne dostupného vývojového prostredia.
Pri práci som narazil na niekoľko komplikácií, na ktoré som musel reagovať úpravou či
dokonca odstránením navrhovanej funkčnosti rozšírenia. Ako hlavný problém vnímam au-
tomatické rozmiestňovanie uzlov grafu, ktoré som kvôli problémami s kompiláciou knižnice
OGDF nahradil mnou implementovaným jednoduchším algoritmom.
V prostredí skompilovanej aplikácie Code::Blocks vývojovej vetvy debugger branch je
možné exportovať zásuvný modul pre debugger ako samostatný plugin. Avšak pre zásadné
zmeny v API, vykonané na odporučenie vývojárov Code::Blocks ako aj samotnými vývo-
jármi, bude takto exportovaný plugin nefunkčný v súčasnej stabilnej verzii Code::Blocks.
Funkcionalita je preto dostupná len po skompilovaní zdrojových kódov tejto vetvy. Túto
nevýhodu preváži fakt, že mnou navrhnutá funkcionalita je ľahko integrovateľná do nového
API, a tak nebude nutné pre budúce verzie Code::Blocks robiť významné zmeny v mnou
napísanom kóde.
O výsledky mojej práce prejavili záujem aj ostatní vývojári, hoci predchádzajúce pokusy
o presadenie podobnej funkcionality v Code::Blocks skončili neúspechom. Malé časti mojej
práce už boli začlenené do zdrojových kódov. Po odovzdaní mojej bakalárskej práce sa bu-
dem naďalej snažiť o zahrnutie celej mojej práce do tohto vývojového prostredia a pracovať
na jej zdokonalení.
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7.2 Možnosti rozšírenia
Automatické rozmiestňovanie uzlov grafu je prvým kandidátom na rozšírenie. Pre problémy
spojené s hľadaním vhodnej knižnice by bolo potrebné implementovať algoritmus priamo do
zdrojových kódov Code::Blocks. Kvôli nedostatočným informáciám o dátových štruktúrach
v súčasnej implementácii debuggeru je vhodné vybrať jeden všeobecný algoritmus a ten
používať pre všetky dátové štruktúry.
Pred alebo počas mojej práce na rozšírení sa vo fóre Code::Blocks vyskytlo pár požiada-
viek na funkčnosť IDE. Jednou z nich bola možnosť pri ladení vykresliť graf podľa hodnôt
uložených v nejakom kontajneri (pole, std::vector, . . . ). Požadovaná funkčnosť by v prípade
takto jednoduchých grafov nebola nijak implementačne náročná a preto by mohla byť pr-
vým rozšírením grafického režimu. No zložitejšie grafy, aké poskytuje napríklad aplikácia
DDD, by už vyžadovali väčšiu časovú i programovaciu náročnosť.
Ako ďalšie z možných rozšírení sa ponúka implementácia funcionality kontoly medzí poľa
naznačenej v sekcii 4.4.4. Toto rozšírenie spočíva hlavne vo vyriešení problému, na ktorý
som narazil pri pokuse túto funkcionalitu implementovať, kedy aplikácia GDB neoznačí
index za neplatný. Problém je bližšie popísaný v sekcii 6.6. Verím, že by takáto funkčnosť
bola vítaným obohatením schopností debuggeru.
Poslednou možnosťou je grafickú vizualizáciu viacej prispôsobiť jazyku C++. Hoci
v súčasnosti moja práca podporuje aj ladenie programov v C++, zobrazovanie objektov
prebieha v podstate rovnako ako zobrazovanie štruktúr. Ak by sa vzali do úvahy mož-
nosti, ktoré triedy ponúkajú mohlo by byť ďalším stupňom vo vývoji zobrazovanie objektov
spôsobom podobným diagramom tried z jazyka UML.
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Dodatek A
Zdrojové kódy zobrazených
štruktúr
A.1 Kruhový zoznam
1 int main (void ) {
2 c y c l e L i s t t l i s t ; c y c l e L i s t i n i t (& l i s t ) ;
3 c y c l e L i s t i n s e r t (& l i s t , 1 ) ;
4 c y c l e L i s t i n s e r t (& l i s t , 2 ) ;
5 c y c l e L i s t i n s e r t (& l i s t , 3 ) ;
6 c y c l e L i s t i n s e r t (& l i s t , 4 ) ;
7 c y c l e L i s t i n s e r t (& l i s t , 5 ) ;
8 c y c l e L i s t i n s e r t (& l i s t , 6 ) ;
9
10 c y c l e L i s t d e l e t e (& l i s t , 6 ) ;
11 c y c l e L i s t d e l e t e (& l i s t , 6 ) ;
12 c y c l e L i s t d e l e t e (& l i s t , 1 ) ;
13 c y c l e L i s t d e l e t e (& l i s t , 4 ) ;
14
15 c y c l e L i s t f r e e (& l i s t ) ;
16
17 return EXIT SUCCESS ;
18 }
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A.2 Štruktúry jazyka C++
1 class Human {
2 private :
3 int pin ;
4 protected :
5 int yearOfBirth ;
6 public :
7 Human( int pin , int year , const char ∗name) :
8 pin ( pin ) ,
9 yearOfBirth ( year ) ,
10 name(name) {}
11 const char ∗name ;
12 const char ∗ i n t roduce ( ) { return this−>name ; }
13 } ;
14
15 class HomoSapiens : public Human {
16 protected :
17 int IQ ;
18 Human ∗knows ;
19 public :
20 HomoSapiens ( int pin , int year , const char ∗name) :
21 Human( pin , year , name ) , IQ( year %200) {}
22 void niceToMeetYou (Human ∗human) { this−>knows = human ; }
23 } ;
24
25 template<class T>
26 class Room {
27 std : : vector<T> bunch ;
28 public :
29 void ente r (T man) { bunch . push back (man ) ; }
30 } ;
31
32 int main (void ) {
33 Human gandhi (1 , 1869 , ”Móhandás Karamčand Gándhí” ) ;
34 HomoSapiens e i n s t e i n (0xABCDEF, 1879 , ” Albert E in s t e in ” ) ;
35 e i n s t e i n . niceToMeetYou(&gandhi ) ;
36 Room<Human> room ;
37 room . ente r ( gandhi ) ;
38 }
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Dodatek B
Obsah CD
• doc.pdf – Text tejto práce v elektronickej podobe
• tex – Priečinok so zdrojovými súbormi textu tejto práce
• readme.txt – Návod na inštaláciu
• manual/index.html – Užívateľský manuál vo formáte HTML
• samples – Ukážkové príklady pre prácu s novou funkcionalitou
• bin – Binárne súbory
– Exportovaný Debugger plugin pre Code::Blocks (vetva debugger branch)
– Code::Blocks+MinGW inštalátor
– TortoiseSVN pre 32/64bitové OS Windows
– wxWidgets inštalátor pre OS Windows
• dbg branch – Zdrojové kódy Code::Blocks vetvy debugger branch, na ktoré bol apli-
kovaný patch visual watches r1739.patch
• dbg branch/src/output – Aplikácia Code::Blocks spustiteľná v učebniach CVT na
OS Windows XP (vetva debugger branch)
• dbg branch/src/doxygen/html/index.html – Programová dokumentácia Code::Blocks
vygenerovaná aplikáciou Doxygen
• visual watches r1739.patch – Patch súbor so zmenami vykonanými v Code::Blocks
API a zásuvnom module pre Debugger
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