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초    록 
 
본 논문에서는 compound image의 텍스트 블록을 압축하기 위한 
알고리즘을 제안하였다. 
 기존의 텍스트 블록을 압축하는 대표적인 알고리즘인 SPGC 
알고리즘은 텍스트 블록에서 나타나는 sub-pixel의 선형적인 특징을 
gradient로 코딩하는 방식이다. 하지만 SPGC 알고리즘은 높은 
압축률과 PSNR을 갖지만 텍스트 블록에서 나타나는 gradient의 
반복적인 특징을 제대로 담아내지 못하였다.  
 따라서 본 논문에서는 gradient의 반복적인 특징을 고려하여 
효율적으로 gradient를 압축할 수 있는 방법을 제안하였다. 본 논문에서 
제안하는 알고리즘은 global index compression과 local index 
compression으로 이루어져 있다. 두 알고리즘 모두 텍스트 영상에서 
반복적으로 나타나는 gradient나 gradient로 이루어진 pattern을 
dictionary에 저장하여 dictionary의 index로 코딩하는 dictionary 
index 방식으로 구현하였다. 
 Global index compression은 텍스트 블록 전체 영역에서 반복적으로 
나타날 가능성이 있는 gradient에 대해 index로 코딩하는 방식이다.  
Global index의 dictionary는 특정 조건을 만족하는 gradient만을 
entry로 갖는다. Dictionary에 저장된 gradient에 대해서 variable 
length code 방식으로 index bit를 부여하여 압축 효율을 증가시켰다. 
또한 dictionary의 최대 index bit는 각각의 블록 내에 존재하는 
gradient의 분포에 따라 adaptive하게 결정된다. 
Local index compression은 global index compression 방식으로 
압축되지 않는 gradient에 대해 적용하기 위한 알고리즘이다. Global 
index compression 방식으로 압축되지 않는 gradients는 complex 
pattern의 형태를 띄게 되며, local index dictionary는 이러한 complex 
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pattern을 entry로 갖는다. 
본 논문에서는 이러한 2가지 알고리즘을 이용하여 텍스트 블록의 
sub-pixel 영역에서 나타나는 gradient들에 대해 index 방식으로 
압축하였다. 
 본 논문에서 제안하는 알고리즘은 기존의 SPGC 방식과 비교해서 
20~25% 높은 압축 효율을 보였으며, PSNR 측면에서는 1~1.5dB의 
성능 향상을 확인할 수 있었다.   
 
주요어 : 복합 이미지, 압축, 텍스트 블록, 사전 방식, 기울기, 적응 
인덱스 부여 
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제 1 장 서    론 
 
 
1.1 연구의 배경 
 
최근 네트워크 속도의 발달로 인해 클라우드 컴퓨팅, N-Screen, 
VDI 와 같은 컴퓨터 가상화 시스템에 대한 관심이 높아지고 있다. 이와 
관련하여 컴퓨터 스크린으로 표현되는 compound image의 전송이 
중요한 과제로 떠오르고 있다. 
컴퓨터 가상화 시스템은 사용자로 하여 장소에 상관없이 원하는 
데이터를 사용할 수 있도록 도와준다. 기존의 1:N의 다수에게 전달하는 
전송 방식과는 다르게 클라이언트와 서버 간의 1:1 이나 1:N의 상호 
정보 전송 방식을 통하여 전송한다. 이러한 상호간의 데이터를 전달하는 
전달 방식에서는 실시간 영상 전송이 중요한 고려사항이 된다. 
이때 생성되는 영상은 다양한 프로그램으로 생성되는 영상이기 
때문에 동영상, 사진 프로그램 등으로 생성된 이미지 영상이나 웹, 
문서프로그램 등으로 생성된 텍스트 영상 등 다양한 특성을 가진 영상의 
조합으로 이루어진다. 이러한 다양한 특성을 가진 영상을 실시간으로 
전송하기 위해서 영상을 다양한 방식으로 압축하여 클라이언트에게 
전송하는데 이때 서버와 클라이언트에 다양한 압축 방식들이 존재하여야 
한다. 이는 곧 클라이언트의 성능도 서버와 비슷한 수준을 갖추도록 
요구 받는다. 하지만 1:N의 상호 정보 전송 시스템의 높은 서버 성능에 
모든 클라이언트의 성능을 맞추는 것은 현실적으로 불가능하며 이는 곧 
가상화 시스템의 확산을 저해하는 요인으로 작용한다. 
따라서 최근에는 이러한 문제점을 해결하기 위해 클라이언트의 
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성능에 제약을 받지 않는 thin client 구현이 주목받고 있다. Thin 
client를 위하여 영상을 생성하는 상위 프로그램과 상관없이 디스플레이 
되는 영상 자체를 캡쳐 및 압축하여 전송하는 방법이 많은 관심을 받고 
있다. 이러한 방식은 클라이언트가 영상을 생성하는 프로그램에 영향을 
받지 않기 때문에 클라이언트의 성능에 대한 요구를 크게 줄일 수 있다. 
하지만 영상의 크기가 점점 증가하기 때문에 compound image의 
크기를 효과적으로 줄일 수 있는 압축 방식이 중요하다. 또한 
compound image는 앞에서 설명한 것과 같이 다양한 특성을 갖고 있기 
때문에 각 영상의 특성에 맞는 압축 알고리즘을 사용하여 압축하여야 
한다. 이에 따라 기존의 한가지 압축 알고리즘으로 영상 전체를 
압축하던 방식에서 각각의 영상의 특성에 따라 압축 알고리즘을 
구분하여 사용하는 방법이 연구되고 있다. 이를 위해 영상의 특성을 
효과적으로 나누는 방법과 각각의 영역에 적합한 압축 방식을 사용하는 
것이 중요하다. 영상의 특성을 나누는 방식은 크게 layer 기반의 접근과 
블록 기반의 접근 방식으로 나누어 진다.   
Layer 기반 접근 방식은 대표적으로 MRC(Mixed Roster 
Content)가 있으며 각 layer의 특성에 따라 background, foreground, 
mask layer로 영상을 나누어 각각의 layer에 맞는 압축 알고리즘을 
사용한다[1-6]. Layer 기반 접근 방식은 복잡한 영상을 layer로 
나누고 각 layer의 특성에 맞는 알고리즘을 사용하기 때문에 높은 압축 
효율과 화질을 보장하지만 각각의 픽셀을 분류하여 layer를 구분하기 
때문에 복잡도가 높아진다는 단점이 있다. 
블록 기반 접근 방식은 영상을 16*16 이나 32*32 와 같은 non-
overlapping 블록으로 나누고 각각의 블록에 적합한 압축 방식을 
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사용하여 압축을 진행한다.  
Lin의 SPEC 논문[7]의 경우 블록을 color count를 사용하여 text, 
graphic, picture 블록으로 구분한다. 이렇게 구분된 블록들을 각 특성에 
맞는 알고리즘을 선택하여 압축한다. 가독성과 화질에 민감한 text와 
graphic 블록에는 lossless 압축 방식인 LZW를 사용하고, 화질에 덜 
민감한 picture의 경우에는 JPEG를 사용하여 압축하고 있다. 하지만 
텍스트 영역에 사용하는 LZW의 경우 계산량이 많아 복잡도가 높아지기 
때문에 수행 시간을 증가시키는 문제점을 가지게 된다. 
Lan의 논문[8]의 경우 텍스트 블록에서 복잡한 계산량을 줄이기 
위해 블록 기반의 BCIM(Base Color and Index Map)을 사용하여 
텍스트 블록을 압축한다. 텍스트 블록의 다양한 컬러에 대하여 최적의 
base 컬러를 선택하여 index 방식으로 압축하기 때문에 기존의 무 손실 
기반의 텍스트 블록 압축 방식에서 압축률의 효율성을 위한 압축 
방식으로 판단된다. 하지만 base 컬러를 선택하는 과정에서 복잡한 
알고리즘을 선택함으로써 여전히 높은 복잡도를 갖게 된다.  
이러한 문제점을 극복하기 위해 Pan의 논문[9]에서는 base 컬러를 
선택하는 과정에서 histogram 방식을 사용하여 복잡도를 개선하였다. 
하지만 [10]에서 설명하는 텍스트 영상의 complex rendered image의 
경우 simple rendered image와 달리 텍스트가 다양한 컬러 값을 갖기 
때문에 최적의 base 컬러를 선택하더라도 제한된 수의 base 컬러 
선택은 화질 저하를 가져온다. 
Kim의 논문[10]에서는 영상의 sub-pixel gradient를 이용하여 
블록을 구분한다. 텍스트와 이미지 블록은 sub-pixel 영역에서 서로 
다른 gradient 특성을 가지고 있기 때문에 이를 통하여 각각의 블록을 
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구분한다. 또한 텍스트 영상을 압축하기 위해서 sub-pixel gradient를 
사용하는 SPGC 압축 방식을 사용한다. SPGC 방식은 텍스트 블록에서 
sub-pixel gradient의 선형적 특성을 이용하여 압축률을 크게 
개선하였다.  
 
1.2 연구의 내용 
 
본 논문에서는 새로운 방식의 텍스트 블록 압축 알고리즘을 
제안한다. 제안하는 알고리즘은 [10]에서 제안하는 SPGC 알고리즘을 
기반으로 한다. SPGC 알고리즘은 텍스트 블록의 sub-pixel 영역에서 
나타나는 gradient의 선형성을 이용함으로써 높은 압축률과 SPNR을 
가질 수 있었다. 하지만 텍스트 블록에서 나타나는 gradient들의 
여러가지 특성을 알고리즘에 반영하지 못하였다. 실제로 텍스트 블록의 
sub-pixel 영역에서는 서로 유사한 gradient가 반복적으로 나타난다. 
또한 각각의 row에서 여러 개의 gradient가 모여서 특정한 패턴을 
반복적으로 만든다. 따라서 본 논문에서는 이러한 텍스트 블록의 2가지 
특성을 고려한 텍스트 블록 알고리즘을 제안한다. 제안하는 알고리즘은 
텍스트 블록 전 영역에 걸쳐서 반복적으로 나타나는 gradient의 특성을 
고려한 global index 코딩과 row단위로 나타나는 gradient의 패턴을 
고려한 local index 코딩을 수행한다. 두가지 index 코딩을 위하여 
dictionary를 사용한다. Dictionary는 보통 Lampel Ziv[11] 와 같은 
lossless 압축 방식에 사용하는 것이 일반적이지만 텍스트 블록의 경우 
화질에서 손실을 보더라도 압축률과 복잡도를 낮추기 위해 손실 압축 
방식들을 많이 사용하기 때문에 논문에서는 lossy 압축 방식에 
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적용하기 위한 dictionary 방식을 제안한다. dictionary 방식은 
dictionary 생성 및 검색 과정에서 시간적인 한계를 갖는다. 또한 
dictionary의 size가 커지면 커질수록 index로 사용되는 bit의 크기 
또한 커질 수 밖에 없으며 이는 곧 압축률의 감소로 이어진다. 이러한 
dictionary 방식의 한계를 극복하기 위하여 본 논문에서는 텍스트 
블록의 모든 gradient를 dictionary에 저장하지 않고 특정한 조건에 
맞는 gradient만을 dictionary에 저장한다. 또한 index로 사용되는 
bit의 수를 줄이기 위해 dictionary에 있는 모든 gradient을 index로 
사용하지 않고 블록 내에서 빈번하게 발생하는 gradient에 대해서만 
index 코딩을 수행한다. 이때 각각의 텍스트 블록에서 빈번하게 
발생하는 gradient의 개수가 서로 다르기 때문에 각각의 블록마다 서로 
다른 index 코딩 bit를 갖게 되며, 이러한 index bit는 압축 효율을 
최대화 할 수 있는 방향으로 선택된다. 
 
1.3 논문의 구성 
 
본 논문은 다음과 같이 구성되어 있다. 2장에서는 본 논문의 이해를 
돕기 위해 기존의 sub-pixel 영역에서 텍스트 블록을 압축하는 SPGC 
방식에 대하여 소개한다. 3, 4장에서는 본 논문에서 제안하는 global 
index 압축 방식과 local index 압축 방식에 대해 설명한다. 3장에서는 
텍스트 블록에서 나타나는 gradient의 반복적인 특성을 고려한 global 
index 압축 방식에 대해 설명하고 4장에서는 텍스트 블록에서 
row단위로 나타나는 gradient의 패턴을 고려한 local index 방식에 
대해 설명한다. 마지막으로 5장에서는 본 논문에 대한 결론을 맺는다.   
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제 2 장 기존의 Sub-pixel gradient 코딩 
 
본 장에서는 텍스트 블록을 압축하기 위해 [10]에서 제안하는 
SPGC(Sub-Pixel Gradient Compression)에 대하여 설명한다. SPGC 
방식은 텍스트 블록에서 픽셀을 구성하는 R, G, B sub-pixel을 각각 
따로 구분하여 압축하는 기존의 방식과 달리 R, G, B sub-pixel을 
구분하지 않고 순서대로 나열하여 압축을 진행한다. De-
colorization과정을 통해 sub-pixel은 증가 또는 감소하는 경향성을 
갖게 되며, SPGC 방식은 이러한 경향성을 갖는 gradient를 이용하여 




일반적인 텍스트 영상들은 Alpha blending[12] 과정으로 colorized 
rendered 되어 있으므로 gradient의 경향성을 확인하기 힘들다. 하지만 
de-colorization을 통하여 글자의 경계에서 gradient의 증가 또는 
감소하는 경향성을 복원할 수 있다[10]. 그림 (2.1)의 (a)는 colorized 
rendered 되어 있는 텍스트의 B, G, R 컬러 값을 그래프로 나타낸 
것이다. (b)는 de-colorization을 통하여 배경색을 흰색(255)으로, 
텍스트의 컬러를 검은색(0)으로 각각 변환하였을 때 컬러 값을 
보여준다. (a)의 경우 sub-pixel의 컬러 값들이 어떠한 경향성도 갖지 
않는다.  하지만 (b)의 경우 글자의 경계에서 감소 또는 증가하는 
방향으로 일정한 gradient의 경향성을 갖는 것을 확인할 수 있다. 
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따라서 sub-pixel gradient를 활용하기 위해서는 de-colorization을 
통한 gradient의 경향성 복원이 필수적이다. 
 
 
(a) Colorized text 
 
 
(b) De-colorized text 
 




2.2 텍스트 블록 코딩 방법 
 
SPGC 방식은 텍스트 경계에서 발생하는 gradient인 부분과 gradient가 
아닌 부분으로 나눠서 압축을 진행한다. Gradient인 부분은 gradient가 
직선이라는 가정하에 gradient를 복원하기 위한 최소 정보를 저장하여 
SPGC(Sub-Pixel Gradient Coding) 방식으로 압축하고, gradient가 
아닌 부분은 연속하는 3개의 sub-pixel 컬러를 확인하여 모두 같은 
컬러 값일 경우 RGB를 한번에 whole-pixel coding 하고 다를 경우 
RGB를 각각 sub-pixel 단위로 non-gradient coding 한다. SPGC 








2.2.1 Gradient 부분 코딩 방법 
Gradient를 코딩할 경우에는 기본적으로 sub-pixel 영역에서 
gradient의 선형적인 특성을 활용하여 코딩을 진행한다. Encoding 
과정에서는 gradient를 구성하는 sub-pixel의 정보를 비트스트림에 
저장한다. 이때 저장되는 sub-pixel의 정보로는 1) gradient를 
구성하는 sub-pixel의 개수, 2) gradient의 방향, 3) gradient가 끝나는 
지점에서의 컬러 값으로 총 3가지 정보를 저장하게 되며, 반대로 
decoding 과정은 비트스트림에 저장된 sub-pixel의 정보를 통해 
gradient의 선형적인 특성을 복원한다.  
이때 서로 다른 gradient가 decoding 과정에서 동일한 gradient로 
복원될 수 있다. 그림(2.3)은 서로 다른 2개의 gradient가 서로 같은 
gradient로 복원된 모습을 나타낸다. (a)의 gradient 2개는 서로 
다르지만 gradient를 구성하는 sub-pixel의 개수와 gradient의 방향, 
끝점의 컬러 값이 모두 같다. 따라서 SPGC를 통해 gradient를 
압축하고 복원하면 (b)와 같이 하나의 gradient로 복원된다. 
 
      




(b) SPGC를 통해 복원된 gradient 
 
그림 2.3 동일한 gradient로 복원되는 서로 다른 gradient 
 
 
2.2.2 Gradient가 없는 부분 코딩 방법 
Gradient가 없는 부분의 코딩은 크게 whole-pixel 단위 코딩과 sub-
pixel 단위 코딩으로 나눠진다. Sub-pixel 단위의 압축 방법은 sub-
pixel에서 gradient를 압축하는 경우에 적은 비트스트림으로 gradient를 
이루는 모든 sub-pixel을 코딩할 수 있다는 점에서 효율적이지만 
gradient가 아닌 배경부분에서는 컬러 값의 변화가 없는 일정한 패턴을 
갖기 때문에 sub-pixel 단위로 압축을 하게 될 경우 불필요한 bit 수를 
늘리게 된다. 따라서 whole-pixel 단위의 코딩에서는 RGB 3개 
channel의 데이터를 한꺼번에 코딩하도록 한다. 이 경우 RGB의 픽셀 
값이 모두 동일하고 바로 이전 sub-pixel 값과 픽셀 값이 동일 할 경우 
이를 1bit로 할당하여 한다. 하지만 텍스트가 나타나는 부분에서 RGB의 
픽셀 값이 바로 이전 sub-pixel 컬러 값과 모두 같지 않고 `1~2개만 
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같을 경우에는 sub-pixel 단위의 코딩 방식으로 전환하여 각각의 R, G, 
B의 값을 sub-pixel 단위로 코딩하도록 한다. 예를 들어 R, G만 바로 
이전의 sub-pixel 컬러 값과 같고 B는 다를 경우 R, G는 각각 1bit씩 
할당하여 코딩하고 B 부터는 gradient의 시작을 의미하므로 앞에서 






제 3 장 Global index 코딩 
 
Global index 코딩은 텍스트 블록의 전 영역에 걸쳐 나타나는 
gradient의 반복적인 특징을 반영한 코딩 방법이다. 본 장에서는 텍스트 
블록에서 나타나는 gradient의 특징과 global index 코딩 방법에 대해서 
설명한다. 
 
3.1 텍스트 블록의 gradient 특징 
 
텍스트 블록의 sub-pixel gradient는 [10]에서 제안한 de-
colorization 과정을 통해 gradient의 선형적인 특징을 복원할 수 
있었다. 또한 이와 더불어 de-colorization을 통해 복원된 대부분의 
gradient는 시작 지점과 끝 지점이 각각 배경 컬러와 텍스트 컬러로 
변환하게 된다.  
그림(3.1)은 640*480 크기의 complex rendered 텍스트[10] 
영상이며, 표(3.1)은 텍스트 영상에서 나타나는 gradient들의 중복 
횟수가 가장 많은 상위 12개를 나열한 것이다. 그림(3.1)의 텍스트 
영상에서 추출한 gradient의 총 개수는 35,656개이며, 중복되는 것을 
제외한 gradient의 종류는 1,859개이다. 이 중 상위 12개 gradient의 
중복 횟수가 12,415개로 이는 총 gradient 개수의 35%에 해당하며, 
하위 1200개의 gradient는 중복 횟수가 10개 이하로 나타난다. 이를 
통해 텍스트 영상에서 추출한 1,859가지 종류의 gradient 중 소수의 
특정한 gradient가 텍스트 영상의 전 영역에서 반복되어 나타나는 것을 
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알 수 있다.   
 
 
그림 3.1 Complex rendered 텍스트 (PDF, 640 * 480) 
 
 
또한 표(3.1)에서 rank1과 rank2의 gradient는 서로 방향만 
반대이고 sub-pixel의 값이 같은 gradient라는 것을 확인할 수 있으며, 
나머지 10개의 gradient도 서로 짝을 이룬다는 것을 알 수 있다. 결국 
gradient의 방향을 구분하지 않으면 표(3.2)와 같이 6개의 gradient가 





표 3.1 [그림 3.1]영상에서 중복 횟수 상위 12개의 gradient 
 
표 3.2 [표 3.1]결과에서 gradient의 방향을 구분하지 않은 경우 
Rank sub-pixel value counts 
1 0, 70, 157, 217, 255 1,283 
2 255, 217,157, 70, 0 1,263 
3 0, 51, 118, 189, 235, 255 1,186 
4 255, 217,157,85,0 1,145 
5 0, 25, 70, 157, 215, 255 1,141 
6 255, 235, 189, 118, 51, 0 1,002 
7 0, 85, 157, 217, 255 979 
8 0, 25, 118, 189, 255 956 
9 255, 215, 157, 70, 25, 0 952 
10 0, 25, 121, 189, 255 909 
11 255, 189, 121, 25, 0 870 
12 255, 189, 118, 25, 0 729 
Sum  12,415 
Rank sub-pixel value counts 
1 0, 70, 157, 217, 255 2,546 
2 0, 51, 118, 189, 235, 255 2,188 
3 0, 85, 157, 217, 255 2,124 
4 0, 25, 70, 157, 215, 255 2,093 
5 0, 25, 121, 189, 255 1,779 




SPGC 코딩 방식에서 gradient를 코딩할 때, gradient의 처음 시작 
컬러 값과 끝 컬러 값만을 이용하여 gradient의 정보를 저장한다. 이때 
gradient의 시작과 끝점의 컬러 값과 gradient를 이루는 sub-pixel의 
개수가 같으면 sub-pixel의 컬러 값과 관계없이 decoding 과정에서 
동일한 gradient로 복원된다. 따라서, 표(3.2)에서 rank1, rank3, rank5, 
rank6은 gradient를 이루는 sub-pixel의 개수가 총 5개 이고 처음 
시작과 끝점의 컬러 값이 0 과 255 이므로 decoding 과정에서 같은 
gradient로 복원된다. rank2 와 rank4 gradient 또한 sub-pixel의 
개수가 6개로 같으므로 같은 gradient로 복원된다. 표(3.3)은 이처럼 
SPGC 코딩에서 같은 gradient로 decoding 되는 gradient를 구분하여 
상위 10개의 gradient를 나타낸 것이다. Start value는 gradient의 시작 
컬러 값이며 end value는 gradient가 끝나는 지점의 컬러 값을 
나타낸다. 또한 gradient step은 gradient를 구성하는 sub-pixel의 
개수이다. 예를 들어 표(3.3)의 rank1에는 표(3.2)의 rank1, rank3, 
rank5, rank6 외에도 같은 start value, end value, gradient step을 
갖는 8개의 gradient를 포함하여 총 12개의 gradient의 중복 횟수를 
모두 합한 결과가 9,436 이라는 의미이다. 표(3.3)에서 눈에 띄는 
부분은 상위 2개의 gradient의 개수의 합이 총 18,554개로 전체 
gradient 중 52%에 해당하는 gradient가 2종류의 gradient로 코딩 
된다는 점이다. 또한 상위 10개의 gradient중 6개의 gradient가 





표 3.3 [그림 3.1]영상에서 SPGC 코딩과정에서 같은 gradient로 
복원되는 경우를 고려한 상위 10개의 gradient 
 
 
본 연구에서는 이러한 gradient의 반복성을 고려한 index 코딩 
방식을 제안한다.  블록 내에서 빈번하게 나타나는 gradient의 경우 
SPGC 코딩 방식을 사용하지 않고 dictionary에 해당 gradient를 
저장하여 dictionary의 index로 gradient를 코딩하도록 한다. 이때 
dictionary에 있는 모든 gradient를 index로 코딩하는 것이 아니라 
가장 빈번하게 나타나는 gradient에 대해서만 index로 코딩하도록 한다. 
또한 이러한 과정은 블록 단위로 이루어지기 때문에 블록 내에서 
빈번하게 나타나는 gradient의 개수에 따라 index 코딩하는 gradient 
개수는 서로 다르며 이러한 gradient의 개수를 결정하는 것이 본 
알고리즘의 중요한 요소 중 하나이다. 
Rank Start value End value Gradient step Count 
1 0 255 4 9,436 
2 0 255 5 9,118 
3 0 255 6 1,037 
4 0 255 8 895 
5 0 255 7 615 
6 0 243 5 559 
7 0 243 4 549 
8 0 215 4 324 
9 0 255 9 315 
10 0 186 4 283 
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본 장에서 설명하는 index 코딩 방식은 텍스트 블록 전체에서 
나타나는 반복성을 고려한 압축 방식이므로 global index 코딩이라 
정의한다. 
 
3.2 Global index 코딩 방법 
 
 




그림(3.2)는 Global index 코딩의 전체적인 흐름도를 나타낸다. 
앞에서 설명한 SPGC 코딩의 흐름도에서 추가된 부분을 음영으로 
나타내었다.  
코딩을 시작하기에 앞서 adaptive block decision 과정을 통해 
gradient의 연속성을 최대한 보존하도록 한다. 이후 블록 내에서 
gradient가 나타나면, 해당 gradient가 index 코딩 후보인지 확인한다. 
Index 코딩 후보가 아니라면 기존의 SPGC 코딩 방식을 사용하고 
index 코딩 후보라면 현재 gradient가 index 코딩의 조건을 만족하는지 
확인한다. 조건을 만족하면 index 코딩을 진행하고 아닐 경우 SPGC 
코딩 방식을 수행하도록 한다. Gradient 코딩이 끝나면 index 코딩 
후보의 gradient의 경우 dictionary를 갱신하도록 한다.  
 
3.2.1 Adaptive block decision 
   





본 논문에서 제안하는 알고리즘은 gradient를 직접 압축하기 때문에 
gradient의 선형성을 최대한 유지하는 것이 중요하다. 하지만 블록 
단위로 압축을 진행하기 때문에 블록을 나누는 과정에서 그림(3.3)과 
같이 경계에서 gradient도 함께 2개로 나눠질 수 있다. 이 경우 
코딩해야하는 gradient가 1개에서 2개로 늘어나기 때문에 압축 효율에 
영향을 미친다. 따라서 코딩을 시작하기에 앞서 텍스트 이웃하는 
블록들을 서로 합치는 작업을 수행한다. 블록은 행 단위로 합쳐지며 열 
단위로는 합치지 않는다. 그 이유는 그림(3.4)와 같은 compound 
image에서 텍스트는 다양한 폰트 종류와 크기를 갖기 때문에 블록 
단위로 나타나는 gradient의 특성이 서로 다르기 때문이다. 어느 
블록에서는 2개의 gradient가 빈번하게 나타날 수 있으며 어느 
블록에서는 3개의 gradient가 빈번하게 나타날 수 있다. 이에 따라 
각각의 블록에서 index로 코딩할 gradient의 개수 또한 블록마다 
다르다. 따라서 같은 행에 위치하고 인접한 텍스트 블록들은 서로 같은 
특성을 가질 가능성이 높기 때문에 하나의 블록으로 합쳐서 한번에 
코딩을 수행한다. 그림(3.5)는 그림(3.4)의 영상에서 텍스트 블록을 
추출한 후 adaptive block decision을 이용해 같은 행의 인접한 
블록들을 서로 합친 영상이다. 최종적으로 그림(3.5)의 블록들을 












그림 3.5 Compound image의 adaptive block decision 결과 
 
 
3.2.2 Global index 코딩 후보 
텍스트 영상에서 나타나는 모든 gradient를 dictionary에 넣을 경우 
dictionary의 크기가 너무 커질 수 있으며, dictionary에 entry가 많으면 
dictionary를 탐색하는 시간도 길어진다. 이는 실시간 전송을 필요로 
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하는 가상화 시스템에 문제를 일으키게 된다. Gradient의 시작점과 
끝점의 컬러 값이 각각 ‘0’과 ‘255’인 gradient만을 dictionary에 
넣도록 한다. 이는 앞에서 살펴본 것과 같이 텍스트 블록에서 해당 
조건을 만족하는 gradient가 가장 많이 반복해서 나타나기 때문이다. 
 
3.2.3 Index 부여 방법 및 index bit 개수 결정 조건 
Dictionary에 들어 있는 global dictionary 후보라고 해서 무조건 
index로 코딩하지 않는다. 이는 dictionary에 들어있는 gradient 
사이에서도 중복 횟수가 서로 확연히 다르기 때문이다. 예를 들어 8개의 
gradient를 index로 코딩하기 위해서는 3bit를 필요로 한다. 하지만 이 
중 중복 횟수 상위 2개 gradient가 각각 1000번씩 나타나고 나머지 
6개의 gradient가 각각 10번씩 나타난다면 상위 2개의 gradient에 
대해서 1bit로 각각 ‘0’, ‘1’코딩하고 나머지 6개의 gradient는 
SPGC 코딩 방식으로 코딩하는 것이 8개 의 모든 gradient를 index 
3bit로 코딩하는 것보다 높은 압축 효율을 갖는다.  만약 8개의 
gradient 중 상위 4개의 gradient가 각각 1000, 500, 200, 200 번씩 
나타나고 하위 4개의 gradient가 10번씩 나타난다면 그림(3.6)의 (a)와 
같이 index bit로 2개의 최소 bit를 사용해서 상위 4개의 gradient를 
각각 ‘00’, ‘01’, ‘10’, ‘11’로 index 코딩하고 하위 4개의 
gradient는 SPGC 방식으로 코딩 할 수 있다. 하지만 이렇게 코딩하는 
것보다 (b)와 같이 3개의 bit를 이용하여 상위 4개의 gradient에 대해 
각각‘1’, ‘01’, ‘001’, ‘000’으로 variable length code 
방식으로 index를 부여하고, 나머지 4개의 gradient는 마찬가지로 





 (a) 최소 bit로 index 부여 
 
 
(b) 중복 횟수를 고려하여 상향식 variable length code 방식으로 
index 결정 
 
그림 3.6 Dictionary의 gradient에 index를 결정하는 방식 
 
 
실제로 텍스트 블록에서는 gradient의 중복 횟수가 계단식으로 서로 
간에 큰 차이를 갖기 때문에 (b)와 같은 트리 형태로 index bit를 
부여하는 것이 효율적이다. 물론 경우에 따라서는 (a)와 같이 수평적인 
구조를 가져가는 것이 효율적일 수도 있지만, 가상화 시스템의 
실시간성을 고려하여 index bit 개수 결정 조건을 간단히 가져가기 
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위해서 (b)와 같은 상향식 트리 형태의 variable length code로 bit를 
부여하도록 한다. 다음은 최적의 bit 개수 결정 조건에 대해 설명하도록 
한다. 
Index bit 개수에 따라 gradient를 코딩하는데 사용되는 총 bit를 
비교하여 최적의 index bit 개수를 선택한다. 표(3.4)는 5개의 
gradient를 중복 횟수(count)에 따라 순서대로 나열한 dictionary의 
모습이다. Gradient1은 𝑥1 번의 가장 많은 중복 횟수를 갖으며 
gradient5는  𝑥5번의 가장 적은 중복 횟수를 갖는다. 
  








표(3.5)는 표(3.4)의 dictionary에 있는 gradient에 1~4bit를 
할당하여 코딩할 경우 총 필요한 bit를 나타낸다. 1bit를 할당할 경우 𝑥1,
𝑥2는 1bit로 index 코딩이 가능하고 나머지 3, 4, 5 gradient는 SPGC 
코딩 방식으로 코딩한다. SPGC는 gradient를 구성하는 sub-pixel의 
개수를 표현하기 위한 ‘𝑁𝑔_𝑠𝑢𝑏’ bit와 gradient의 끝이 0이나 255로 
끝난다는 것을 알려주기 위한 1bit 총‘𝑁𝑔_𝑠𝑢𝑏 +1’ bit로 gradient를 
코딩할 수 있다. 따라서 3, 4, 5 gradient를 코딩하기 위해서는 
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( 𝑁𝑔_𝑠𝑢𝑏 +1) * ( 𝑥3 + 𝑥4 + 𝑥5 ) bit를 필요로 한다. 나머지 행들도 이와 
같은 방법으로 index 코딩에 2, 3, 4bit를 할당하여 gradient를 
코딩하는 경우 총 필요한 bit를 나타낸다. Index에 1bit를 할당하여 
gradient를 코딩하는데 필요한 bit가 index에 2bit를 할당하여 코딩하는 
경우보다 많은 bit를 필요로 할 경우 2bit를 할당하여 코딩한다. 만약 
2bit보다 3bit를 할당하였을 경우 더 적은 bit를 필요로 하면 다시 
3bit로 코딩한다. 
 
표 3.5 Index bit 개수에 따라 gradient 코딩에 필요한 bit 
Index 코딩 할당 bit Gradient1~5를 코딩하기 위해 필요한 bit 
1bit 𝑥1 + 𝑥2 + (𝑁𝑔_𝑠𝑢𝑏+1)* (𝑥3+𝑥4+𝑥5) 
2bit 𝑥1 + 2𝑥2 + 2𝑥3 + (𝑁𝑔_𝑠𝑢𝑏+1)* (𝑥4+𝑥5) 
3bit 𝑥1 + 2𝑥2 + 3𝑥3 + 3𝑥4 + (𝑁𝑔_𝑠𝑢𝑏+1)*(𝑥5) 
4bit 𝑥1 + 2𝑥2 + 3𝑥3 + 4𝑥4 + 4𝑥5 
 
 
표(3.6)은 𝑁𝑔_𝑠𝑢𝑏  = 4 일 경우 최적의 index bit 개수 선택 조건을 
나타낸다. 각각의 bit 개수 선택 조건은 해당 gradient의 count 값들을 
간단하게 비교함으로써 결정할 수 있다.  
이와 같은 bit 선택 과정은 encoding 과정에서 dictionary의 count 
값의 변화에 따라 실시간으로 선택하게 된다. 따라서 코딩 초기에는 
count 값의 비율이 제대로 자리 잡히기 전이므로 위와 같은 조건으로 
bit를 선택하면 선택되는 bit가 계속해서 변할 수 있다. 초기에는 무조건 
1bit 트리를 이용해서 dictionary의 상위 2개 gradient에 대해서만 
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index 코딩을 수행하고 나머지는 SPGC 코딩을 수행한다. 이후에 상위 
3번째 gradient의 count 값이 20을 넘어가면 2bit 확장 조건을 
적용하여 조건을 만족하면 2bit index 코딩으로 상위 3개의 gradient에 
대해 index 코딩을 적용한다. 이후에 상위 4번째 gradient도 count 
값이 20을 넘어가면 마찬가지로 bit 개수 선택 조건을 적용하여 조건을 
만족하면 3bit index 코딩으로 4개의 gradient를 코딩하도록 한다. 이와 
같이 20개의 임계 값을 설정함으로써 count 값이 낮을 때 최적의 bit를 
선택하는 과정에서 나타나는 bit 변동을 막을 수 있다. 
 
표 3.6 𝑁𝑔_𝑠𝑢𝑏 = 4일 경우 최적의 index bit 개수 선택 조건 
 
 
이와 같은 최적의 bit 선택은 decoding 과정에서도 동일하게 





Bit 개수 선택 조건 
1bit 
2bit 코딩에 필요한 bit > 1bit 코딩에 필요한 bit 
𝑥2 ≥ 3𝑥3 
2bit 
3bit 코딩에 필요한 bit > 4bit 코딩에 필요한 bit 
𝑥3 ≥ 2𝑥4 
3bit 
4bit 코딩에 필요한 bit > 5bit 코딩에 필요한 bit 
 𝑥4 ≥ 𝑥5 
4bit 
3bit 선택 조건인 ‘𝑥4 ≥ 𝑥5’ 는 무조건 만족하므로  
4bit 코딩을 선택하는 경우는 없음. 
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3.2.4 Dictionary 생성 방식 
Dictionary에는 index 코딩에 필요한 count 값을 실시간으로 
저장하고 encoding 과정에서 gradient를 복원하기 위해 필요한 정보를 
저장해야 한다. 
SPGC 코딩 방식에서는 gradient를 복원할 때 gradient의 시작과 끝 
지점의 컬러 정보와 gradient의 sub-pixel 개수를 이용해서 일정한 
기울기로 gradient의 선형적인 특성을 복원한다. 하지만 실제 텍스트 
영상에 존재하는 gradient는 일정한 기울기를 갖는 1차원 직선이 
아니다. [10]에서는 실제 gradient와 최대한 비슷한 형태로 gradient를 
복원하기위해 fitting 기법을 사용하지만 특정 gradient에서는 
복원과정에서 fitting 기법을 사용할 경우 오히려 단순히 1차원 직선 
형태로 복원하는 경우보다 오차율이 커지는 경우도 발생한다. 따라서 본 
논문에서는 1차원 직선 형태로 복원할 경우 발생하는 오차율을 줄이기 
위해 gradient를 dictionary에 저장할 때 선형적인 특성을 복원하기 
위해 필요한 gradient의 정보(start value, end value, gradient step)를 
저장하는 것이 아니라 gradient를 이루는 sub-pixel의 컬러 값들을 
저장하도록 한다. 앞의 그림(3.1)의 텍스트 영상에서 에서 ‘0’과 
‘255’를 시작점과 끝점의 컬러 값으로 갖는 index 후보 gradient 중 
gradient를 이루는 sub-pixel의 개수가 5개인 gradient는 그림(3.2)의 
rank1, rank3, rank5, rank6 외에도 8개나 존재한다고 설명하였다. 
따라서 decoding 과정에서 총 12종류의 gradient를 dictionary에 
저장된 하나의 gradient로 복원하기 때문에 dictionary에 gradient를 
저장할 때 12종류의 gradient의 sub-pixel 값들을 반영해서 
저장하여야 한다. 단순히 12개 gradient의 평균을 계산하여 
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dictionary에 저장하는 방식은 각각 gradient가 발생하는 횟수에 대한 
고려가 없으므로 오차율을 최소화한다고 보기 힘들다. 따라서 오차율을 
최소화하기 위해서는 각각 gradient의 발생 횟수에 따른 가중치 평균을 
이용하여 저장한다. Dictionary는 encoding 과정에서 실시간으로 
생성하기 때문에 가중치 평균 또한 gradient를 코딩하는 순간마다 
실시간으로 sub-pixel 컬러 값의 가중치 평균을 계산하여 dictionary에 









𝐶𝑜𝑢𝑛𝑡𝑑𝑖𝑐 은 현재 dictionary에 저장된 gradient의 count 값이며, 
𝐶𝑜𝑙𝑜𝑟𝑑𝑖𝑐_𝑖은 현재 dictionary에 저장된 gradient의 i번째 sub-pixel 컬
러 값을 의미한다. 𝐶𝑜𝑢𝑛𝑡𝑛𝑒𝑤_𝑑𝑖𝑐은 dictionary에 업데이트할 gradient의 
count 값이며, 𝐶𝑜𝑙𝑜𝑟𝑛𝑒𝑤_𝑑𝑖𝑐_𝑖은 dictionary에 업데이트할 gradient의 새
로운 i번째 sub-pixel 컬러 값을 의미한다. 𝐶𝑜𝑙𝑜𝑟𝑛𝑜𝑤_𝑖은 현재 코딩하려
는 gradient의 i번째 sub-pixel 컬러 값이다. Count 값은 gradient가 
하나씩 추가될 때 마다 ‘1’씩 증가하며 gradient의 sub-pixel 컬러 





3.3 Global index 코딩 동작 
 
 




그림 3.8 De-colorization 과정을 거친 text 블록의 sub-pixel 컬러 값 
 
다음은 index 코딩 동작을 단계적으로 설명하고자 한다. 그림(3.2)의 
흐름도에서 whole-pixel 코딩과 non-gradient 코딩에 방법에 
대해서는 [10]에 제안하는 방식을 그대로 사용하기 때문에 본 절에서는 
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자세히 설명하지 않고 gradient 코딩 동작에 대해 중점적으로 
다루어진다. 
그림(3.7)은 de-colorization 과정을 거친 텍스트 블록을 나타내며, 
그림(3.8)은 그림(3.7)에서 붉은 박스로 표시된 하나의 라인의 텍스트 
컬러 값들을 나타낸 것이다. 텍스트 영역이 de-colorization을 통해 
gradient의 경향성을 복원한 것을 알 수 있다. 텍스트가 있는 부분에서 
컬러 값이 0으로 감소하는 방향의 gradient를 갖으며, 배경이 있는 
부분에서는 컬러 값이 255로 증가하는 방향의 gradient를 갖는다.  
 
표 3.7 Global index 방식에서 gradient가 저장된 dictionary 
 
 
다음은 이와 같은 하나의 라인에 속한 gradient를 코딩하는 과정에 
대해 설명한다. 현재 global index 코딩 과정에서 dictionary는 표(3.7) 
과 같다고 가정하며, dictionary에는 현재 시작과 끝이 ‘0’과 
‘255’인 gradient의 sub-pixel의 개수에 따라 저장되어 있다. 첫 
번째 열은 count 값에 따른 gradient의 rank를 나타내며 두 번째 열은 
gradient 압축에 사용되는 index를 나타낸다. 현재 rank3 gradient의 
count 값이 아직 20을 넘지 않기 때문에 상위 2개(rank1, rank2)의 
entry에 대해서만 각각 ‘0’, ‘1’을 사용하여 index 코딩하고 
Rank Index  Sub-pixel value Count 
1 ‘0’ 20   107   178   234 42 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 54   148   209 18 
4 SPGC 84   182 13 
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나머지 하위 2개(rank3, rank4) entry는 SPGC 코딩한다. Index 
코딩하는 entry에 대해서는 dictionary에서 음영으로 구분하였다. 세 
번째 열은 gradient를 구성하는 sub-pixel의 값들을 나타내며 이 
값들은 시작과 끝이 ‘0’과 ‘255’인 gradient를 코딩할 때마다 
가중치 평균을 통해 업데이트 된다.  
 
3.3.1 Global index 코딩 후보인 gradient의 global index코딩 – (1) 
 
그림 3.9 Global index 코딩 후보인 gradient (1) 
 
표 3.8 (3.3.1)의 gradient 코딩 전 dictionary 
 
그림(3.9)에 표시된 gradient는 시작과 끝점의 컬러 값이 각각 
Rank Index  Sub-pixel value counts 
1 ‘0’ 20   107   178   234 42 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 54   148   209 18 
4 SPGC 84   182 13 
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‘255’와 ‘0’ 이기 때문에 index 코딩 후보에 해당한다. 또한 sub-
pixel의 개수가 4개이므로 표(3.8)의 현재 dictionary에서 음영으로 
표시된 entry중 rank1에 해당한다. 따라서 해당 gradient는 index 
코딩을 수행한다. 코딩 되는 bit는 SPGC와 index 코딩 중 index 
코딩을 수행한다는 것을 나타내기 위한 1bit(‘1’)와 rank1 의 index 
1bit(‘0’)으로 총 2bit (‘10’) 이 코딩 된다. 
다음으로 gradient가 index 코딩 후보이므로 dictionary를 
갱신하여야 한다. Gradient를 이루는 sub-pixel value [235, 176, 109, 
23]이 현재 감소하는 방향이므로 gradient가 증가하는 방향으로 
변환하여 [23, 109, 176, 235]를 dictionary에 업데이트 한다. 우선 
sub-pixel value를 업데이트 하기 위해서 현재 dictionary rank1의 
sub-pixel value [20, 107, 178, 234]와 현재 코딩하는 gradient의 
sub-pixel value [23, 109, 176, 235]를 현재 rank1의 count 값으로 
가중치를 두어서 42:1의 가중치 평균을 구한다. 가중치 평균 값인 
[20.07, 107.05, 177.95, 234.02]를 최종적으로 rank1의 sub-pixel 
value에 저장하고 count 값을 ‘42’에서 ‘43’으로‘1’증가 시키면 
현재 gradient에 대한 dictionary의 업데이트가 끝난다.  
현재 rank3의 count 값이 아직 20을 넘지 않았으므로 bit 결정 
과정에 영향을 미치지 않는다. 따라서 여전히 상위 2개(rank1, 
rank2)의 entry만 index 코딩 entry에 해당한다. 표(3.9)는 현재 





표 3.9 (3.3.1)의 gradient 코딩 후 업데이트된 dictionary 
 
 
3.3.2 Global index 코딩 후보가 아닌 gradient의 SPGC 코딩 
 
그림 3.10 Global index 코딩 후보가 아닌 gradient 
 
 
그림(3.10)에 표시된 ①번 gradient는 시작 컬러 값은 ‘0’이지만 끝 
컬러 값이 ‘255’가 아니므로 index 코딩 후보가 아니다. 따라서 
SPGC 코딩을 진행한다. Gradient의 끝점이 ‘0’이나 ‘255’로 
끝나지 않기 때문에 끝점의 컬러 값을 비트스트림에 넣어줘야 한다. 
Rank Index  Sub-pixel value count 
1 ‘0’ 20.07   107.05   177.95   234.02 43 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 54   148   209 18 
4 SPGC 84   182 13 
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코딩 되는 bit는 SPGC 코딩을 나타내는 index ‘1(1bit)’, gradient를 
구성하는 sub-pixel의 개수 ‘5’를 나타내는 ‘0101(4bit)’, 
gradient의 끝점 컬러 값이 ‘255’또는 ‘0’으로 끝나지 
않으므로‘1(1bit)’와 끝점 컬러 값 225 ‘11100001(8bit)’으로 총 
14bit‘1 0101 1 11100001’이 코딩 된다. 
 Gradient가 index 코딩 후보가 아니므로 dictionary는 갱신하지 
않아도 된다. 따라서 dictionary는 표(3.10)과 같이 이전과 같은 상태로 
유지된다. 
 
표 3.10 (3.3.2)의 gradient 코딩 후 업데이트된 dictionary 
 
 
②번 gradient도 마찬가지로 끝점의 컬러 값이 ‘0’이나 ‘255’가 
아니므로 index 코딩 후보가 아니다. 따라서 ①번 gradient와 
마찬가지로 sub-pixel gradient 코딩 방식을 사용한다. ①번 gradient 
코딩 결과에서 gradient를 구성하는 sub-pixel의 개수 ‘3(0011)’, 
끝점의 컬러 값 ‘150(10010110)을 반영하여 총 14bit ‘1 0011 1 
10010110’이 코딩 된다.  
③번 gradient의 경우 끝점은 ‘255’이지만 시작점의 컬러 값이 
‘0’이 아니므로 index 코딩 후보가 아니다. 따라서 ①, ② gradient와 
Rank Index  Sub-pixel value count 
1 ‘0’ 20.07   107.05   177.95   234.02 43 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 54   148   209 18 
4 SPGC 84   182 13 
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마찬가지로 sub-pixel gradient 코딩 방식을 사용한다. 하지만 끝점이 
‘255’이므로 끝점의 컬러 값을 따로 코딩할 필요가 없다. Gradient를 
구성하는 sub-pixel의 개수 ‘3(0011)’과 끝점 컬러 값이 
‘255’또는 ‘0’으로 끝난다는 것을 나타내는 color bit 
‘0(1bit)’을 반영하여 ‘1 0011 0’총 6bit가 코딩 된다. 
②, ③번 gradient 모두 index 코딩 후보가 아니므로 dictionary는 
표(3.9)에서 변하지 않는다. 
 
3.3.3 Global index 코딩 후보인 gradient의 SPGC 코딩 – (1) 
 
그림 3.11 Global index 코딩 후보인 gradient (2) 
 
 
그림(3.11)에 표시된 gradient는 시작과 끝점의 컬러 값이 각각 
‘255’와 ‘0’ 이기 때문에 index 코딩 후보에 해당한다. 하지만 
sub-pixel의 개수가 3개이므로 표(3.11)의 현재 dictionary에서 index 
코딩 entry(rank1, rank2)에 해당하지 않는다. 따라서 해당 gradient는 
SPGC 코딩을 수행한다.  
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코딩 되는 bit는 SPGC 와 index 코딩 중 SPGC 코딩을 수행한다는 
것을 나타내기 위한 1bit(‘0’), gradient를 구성하는 sub-pixel의 
개수 ‘3’을 나타내는 4bit(‘0011’), gradient의 끝점 컬러 값이 
‘255’또는 ‘0’으로 끝난다는 것을 나타내는 1bit(‘0’)으로 총 
6bit(‘0 0011 0’) 이 코딩 된다.  
 
표 3.11 (3.3.3)의 gradient 코딩 전 dictionary 
 
 
다음으로 gradient가 index 코딩 후보이므로 index 코딩 entry 
여부에 상관없이 dictionary를 갱신하여야 한다. Dictionary에서 sub-
pixel의 개수가 ‘3’인 entry는 rank3에 위치하므로 rank3을 
갱신하도록 한다. 현재 코딩하는 gradient를 이루는 sub-pixel value 
[50, 149, 210]를 dictionary에 업데이트 한다. 현재 dictionary 
rank3의 sub-pixel value [54, 148, 209]와 현재 코딩하는 gradient의 
sub-pixel value [50, 149, 210]를 현재 rank3의 count 값으로 
가중치를 두어서 18:1의 가중치 평균을 구한다. 가중치 평균 값인 
[53.79, 148.05, 209.05]을 최종적으로 rank3의 sub-pixel value에 
저장하고 count 값을 ‘18’에서 ‘19’로‘1’증가시킨다.  
현재 rank3의 count 값이 아직 20을 넘지 않았으므로 bit 결정 
Rank Index  Sub-pixel value count 
1 ‘0’ 20.07   107.05   177.95   234.02 43 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 54   148   209 18 
4 SPGC 84   182 13 
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과정에 영향을 미치지 않는다. 따라서 여전히 상위 2개(rank1, 
rank2)의 entry만 index 코딩 entry에 해당한다. 표(3.12)는 현재 
업데이트된 dictionary를 나타낸다. 
 
표 3.12 (3.3.3)의 gradient 코딩 후 업데이트된 dictionary 
 
 
3.3.4 Global index 코딩 후보인 gradient의 Global index 코딩 – (2) 
 




Rank Index  Sub-pixel value count 
1 ‘0’ 20.07   107.05   177.95   234.02 43 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 53.79   148.05   209.05 19 
4 SPGC 84   182 13 
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그림(3.12)에 표시된 gradient는 시작과 끝점이 각각 ‘0’과 
‘255’인 index 코딩 후보 이며 sub-pixel의 개수가 4개이므로 
표(3.13)는 현재 dictionary에서 index 코딩 entry인 rank1에 
해당한다. 
코딩 되는 bit는 SPGC 와 index 코딩 중 index 코딩을 수행한다는 
것을 나타내기 위한 1bit(‘1’)와 rank1 의 index 1bit(‘0’)으로 총 
2bit (‘10’) 이 코딩 된다. 
 
표 3.13 (3.3.4)의 gradient 코딩 전 dictionary 
 
 
다음으로 gradient가 index 코딩 후보이므로 dictionary를 갱신한다. 
Gradient를 이루는 sub-pixel value [17, 104, 179, 233]을 
dictionary에 업데이트 한다. 현재 dictionary rank1의 sub-pixel value 
[20.07, 107.05, 177.95, 234.02]와 현재 코딩하는 gradient의 sub-
pixel value [17, 104, 179, 233]를 현재 rank1의 count 값으로 
가중치를 두어서 43:1의 가중치 평균을 구한다. 가중치 평균 값인 [20, 
106.98, 177.96, 234]를 최종적으로 rank1의 sub-pixel value에 
저장하고 count 값을 ‘43’에서 ‘44’로‘1’증가 시키면 현재 
gradient에 대한 dictionary의 업데이트가 끝난다.  
Rank Index  Sub-pixel value count 
1 ‘0’ 20.07   107.05   177.95   234.02 43 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 53.79   148.05   209.05 19 
4 SPGC 84   182 13 
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현재 rank3의 count 값이 아직 20을 넘지 않았으므로 bit 결정 
과정에 영향을 미치지 않는다. 따라서 여전히 상위 2개(rank1, 
rank2)의 entry만 index 코딩 entry에 해당한다. 표(3.14)은 현재 
업데이트된 dictionary를 나타낸다. 
 
표 3.14 (3.3.4)의 gradient 코딩 후 업데이트된 dictionary 
 
 
3.3.5 Global index 코딩 후보인 gradient의 SPGC 코딩 – (2) 
 
 
그림 3.13 Global index 코딩 후보인 gradient (4) 
 
Rank Index  Sub-pixel value count 
1 ‘0’ 20   106.98   177.97   234 44 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 53.79   148.05   209.05 19 
4 SPGC 84   182 13 
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그림(3.13)에 표시된 gradient는 시작과 끝점이 각각 ‘255’와 
‘0’인 index 코딩 후보 이다. 하지만 sub-pixel의 개수가 3개이므로 
표(3.15)의 현재 dictionary에서 index 코딩 entry가 아니다. 따라서 
SPGC 코딩을 수행한다. 
코딩 되는 bit는 SPGC 와 index 코딩 중 SPGC 코딩을 수행한다는 
것을 나타내기 위한 1bit(‘0’), gradient를 구성하는 sub-pixel의 
개수 ‘3’을 나타내는 4bit(‘0011’), gradient의 끝점 컬러 값이 
‘255’또는 ‘0’으로 끝난다는 것을 나타내는 1bit(‘0’)으로 총 
6bit(‘0 0011 0’) 이 코딩 된다.  
 
표 3.15 (3.3.5)의 gradient 코딩 전 dictionary 
 
 
다음으로 gradient가 index 코딩 후보이므로 index 코딩 entry 
여부에 상관없이 dictionary를 갱신하여야 한다. Dictionary에서 sub-
pixel의 개수가 ‘3’인 entry는 rank3에 위치하므로 rank3을 
갱신하도록 한다. 현재 코딩하는 gradient를 이루는 sub-pixel value 
[208, 146, 58]의 방향을 증가하는 방향으로 변경하여 dictionary에 
업데이트 한다. 현재 dictionary rank3의 sub-pixel value [53.79   
148.05   209.05]와 현재 코딩하는 gradient의 sub-pixel value [58, 
Rank Index  Sub-pixel value count 
1 ‘0’ 20   106.98   177.97   234 44 
2 ‘1’ 32   58   142   182   223 35 
3 SPGC 53.79   148.05   209.05 19 
4 SPGC 84   182 13 
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146, 208]을 현재 rank3의 count 값으로 가중치를 두어서 19:1의 
가중치 평균을 구한다. 가중치 평균 값인 [54, 147.95, 209]를 
최종적으로 rank3의 sub-pixel value에 저장하고 count 값을 
‘19’에서 ‘20’로‘1’증가시킨다.  
현재 Rank3의 count 값이 ‘20’을 넘었으므로 앞에서 설명한 
global index 코딩 bit 결정 조건을 통해 index bit를 결정하여야 한다. 
우선 1bit 결정 조건을 통해 계속해서 index로 1bit만 사용할지 
확인한다. 현재 rank2의 count 값 ‘35’가 rank3의 count 값에 
‘3’을 곱한 ‘60’보다 작으므로 더 이상 1bit index를 사용할 수 
없으며 2bit를 index bit로 사용하여야 한다. 만약 rank4의 count 값도 
‘20’을 넘었다면 2bit 결정 조건을 통해 2bit를 사용할지 3bit를 
사용할지 확인하여야 하지만 현재는 rank4의 count 값이 ‘13’으로 
‘20’을 넘지 못했기 때문에 index bit는 2bit를 사용하도록 한다. 
따라서 상위 3개(rank1, rank2, rank3)의 entry가 index 코딩 entry에 
해당하며 상향식 variable length code 방식으로 각각 ‘0’, ‘10’, 
‘11’을 부여한다. 표(3.16)는 최종적으로 업데이트된 dictionary를 
나타낸다. Index 코딩을 수행하는 상위 3개의 entry를 음영으로 
표시하였다. 
표 3.16 (3.3.5)의 gradient 코딩 후 업데이트된 dictionary 
Rank Index  Sub-pixel value count 
1 ‘0’ 20   106.98   177.97   234 44 
2 ‘10’ 32   58   142   182   223 35 
3 ‘11’ 54   147.95   209 20 
4 SPGC 84   182 13 
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3.3.6 Global index 후보인 gradient의 global index 코딩 – (3) 
 
 
그림 3.14 Global index 코딩 후보인 gradient (5) 
 
 
표 3.17 (3.3.6)의 gradient 코딩 전 dictionary 
 
그림(3.14)에 표시된 gradient는 시작과 끝점이 각각 ‘0’과 
‘255’인 index 코딩 후보이며 앞서 코딩한 gradient와 마찬가지로 
sub-pixel의 개수가 3개이다. 표(3.17)의 현재 dictionary에서 sub-
pixel의 개수가 ‘3’인 entry(rank3)도 index 코딩이 가능하므로 
index 코딩을 수행한다. 
Rank Index  Sub-pixel value count 
1 ‘0’ 20   106.98   177.97   234 44 
2 ‘10’ 32   58   142   182   223 35 
3 ‘11’ 54   147.95   209 20 
4 SPGC 84   182 13 
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코딩 되는 bit는 SPGC와 index 코딩 중 index 코딩을 수행한다는 
것을 나타내기 위한 1bit(‘1’)와 rank3 의 index 2bit(‘11’)으로 
총 3bit (‘111’) 이 코딩 된다. 
다음으로 gradient가 index 코딩 후보이므로 dictionary를 갱신한다. 
Gradient를 이루는 sub-pixel value [70, 157, 217]을 dictionary에 
업데이트 한다. 현재 dictionary rank3의 sub-pixel value [54, 147.95, 
209]와 현재 코딩하는 gradient의 sub-pixel value [70, 157, 217]를 
현재 rank3의 count 값으로 가중치를 두어서 20:1의 가중치 평균을 
구한다. 가중치 평균 값인 [54.76, 148.38, 209.38]를 최종적으로 
rank3의 sub-pixel value에 저장하고 count 값을 ‘20’에서 
‘21’로‘1’증가시키면 현재 gradient에 대한 dictionary의 
업데이트가 끝난다. 표(3.18)은 최종적으로 업데이트된 dictionary를 
나타낸다. 
 
표 3.18 (3.3.6)의 gradient 코딩 후 업데이트된 dictionary 
 
 
본 과정과 같은 방법으로 global index 코딩을 진행한다. 앞의 
과정에서는 나타나지 않았지만 dictionary 내에서 entry의 rank는 
실시간으로 변경된다. 만약 dictionary를 업데이트하는 과정에서 
Rank Index  Sub-pixel value count 
1 ‘0’ 20   106.98   177.97   234 44 
2 ‘10’ 32   58   142   182   223 35 
3 ‘11’ 54.76   148.38   209.38 21 
4 SPGC 84   182 13 
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rank3의 count 값이 rank2의 count 값보다 커지면 서로 위치를 바꿔 
저장한다.  
모든 텍스트 블록의 압축이 끝나면 최종적으로 생성된 dictionary의 
sub-pixel 비트스트림에 저장하고, decoding 과정에서 gradient를 
복원하는 과정에 사용한다. 
Decoding 과정에서도 encoding 과정과 마찬가지로 dictionary의 
count 값에 따라 entry의 위치를 업데이트 하면서 encoding 과정에서 
수행했던 dictionary의 rank 및 index 코딩 bit 결정을 재연한다. 
 
3.4 Global index 코딩 실험 결과 
 
Global index를 이용한 코딩은 앞에서 설명한 바와 같이 진행된다. 본 
실험 결과는 이러한 global index 코딩 방법의 압축효율성과 화질 
저하에 대해서 확인한다. 실험은 본 장에서 제안하는 global index 압축 
방법과 비교를 통해 진행된다. 실험은 본 연구에서 제안하는 알고리즘이 
compound 영상에서 텍스트 블록을 압축하는 알고리즘이기 때문에 Kim 
[10]에서 제안하는 SPGC 압축 알고리즘과의 비교를 통해 진행된다. 
표준 알고리즘인 JPEG나 H.264 와의 비교는 이미 Kim [10]에서 
SPGC 알고리즘이 표준 알고리즘들에 비해 텍스트 블록 압축에서 높은 
압축률과 화질을 갖는다는 것을 입증하였기 때문에 본 실험에서는 
SPGC 알고리즘과의 비교만을 진행하도록 한다. 실험 영상은 RGB 
포맷의 텍스트 영상을 캡처하여 사용하였으며, 실험 결과 또한 RGB 
포맷으로 작성되었다. 실험은 simple rendered 텍스트 이미지와 
complex rendered 텍스트 이미지 총 2가지 종류의 이미지를 기준으로 
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진행하였다. Simple rendered 텍스트 이미지의 경우는 텍스트 블록에서 
나타나는 sub-pixel의 컬러 값이 10종류를 넘지 않는 이미지로 
대표적으로 word 문서프로그램과 webpage 등에서 나타나는 
이미지이다. 컬러 값의 종류가 제한되기 때문에 블록 내에서 생성되는 
gradient도 2~3개의 대표 gradient가 전체 gradient의 90% 이상을 
차지한다. Complex rendered 텍스트 이미지의 경우는 sub-pixel의 
컬러 값이 다양한 이미지로 대표적으로 PDF 파일 문서에서 나타나는 
이미지이다. 컬러 값이 다양하기 때문에 2절에서 확인한 것처럼 
gradient 또한 수백 종류의 다양한 gradient가 텍스트 블록 전 영역에 
걸쳐 나타난다. 
해상도는 640 × 480 와 1024 × 768 크기의 텍스트 이미지를 
사용하였다. Complex rendered 텍스트 이미지의 경우 폰트 크기에 
따른 압축률을 확인하기 위해서 2종류의 이미지를 가지고 실험하였다. 
그림(3.15)의 (a)는 실험에 사용된 simple rendered 텍스트 이미지 






(a) Simple rendered 텍스트 (Webpage, 640×480) 
 
 





(C) complex rendered 텍스트 (2),  (PDF, 800×720) 
 






















(C) Complex rendered 텍스트 (2) 
 
그림 3.16 성능 비교 실험 결과 
 
Global index 코딩 방식과 SPGC 코딩 방식을 적용하여 최종 압축 
효율과 영상의 화질에 대한 비교를 그림(3.15)에 나타내었다.  
그림(3.16)의 (a)와 같은 simple rendered 텍스트 이미지의 경우 
기존의 SPGC 방식과 비교해서 동일한 화질에서 약 80%의 압축 효율 
개선에 대한 결과를 확인할 수 있었다. Simple rendered 텍스트 
이미지의 경우 2~3개의 대표 gradient가 전체 텍스트 블록에서 90% 
이상 나타나기 때문에 global index 방식으로 압축 효율을 크게 개선할 
수 있었다. 또한 sub-pixel의 컬러 값까지 완전히 같은 gradient가 
반복적으로 나타나기 때문에 dictionary에 가중치평균을 통해 저장한 
gradient의 sub-pixel 컬러 값이 실제 gradient와 큰 차이가 없으므로 
화질 또한 SPGC와 비교해서 높은 성능 향상을 보여주고 있다. 
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그림(3.16)의 (b), (c)와 같은 complex rendered 텍스트 이미지의 
경우에도 SPGC에 비하여 1~2 dB 의 화질 개선 효과를 확인할 수 
있었다. 또한 폰트의 크기가 큰 (b)의 경우가 (c)보다 조금 더 높은 
성능향상을 보였다. 이는 폰트의 크기가 클수록 gradient의 시작 컬러 
값과 끝 컬러 값이 ‘0’과 ‘255’인 global index 코딩 후보가 많이 
나타나고, 폰트의 크기가 작을수록 텍스트를 구성하는 pixel의 개수가 
적어 gradient의 컬러 값이 ‘255’에서 ‘0’까지 내려가지 못하고 
다시 ‘255’로 올라가는 경우가 나타난다. 따라서 폰트의 크기가 
클수록 global index 코딩 후보가 많이 나타나기에 좀 더 높은 성능의 














제 4 장 Local index 코딩 
 
 
본 장에서는 local index 코딩 방식에 대해서 설명한다. Local index 
코딩은 텍스트 블록 내에서 각각의 row마다 나타나는 gradient 특징을 
반영한 코딩 방법이다. 3장에서 제시한 global index 코딩 방식은 시작 
컬러 값과 끝 컬러 값이 ‘0’이나 ‘255’인 global index 코딩 후보 
중에 가장 빈번하게 발생하는 gradient에 대하여 적은 bit로 코딩할 수 
있었다. 하지만 global index 방식을 사용할 수 없는 gradient에 
대해서는 SPGC 방식을 사용하여야 한다. 예를 들어 그림(4.1) (a)의 
② gradient의 경우 끝나는 지점의 컬러 값이 ‘255’로 증가하는 
방향의 gradient이기 때문에 끝 지점의 컬러 값이 ‘0이’나 ‘255’로 
끝난다는 것을 나타내는 index 1bit와 gradient를 구성하는 sub-
pixel의 개수를 표현하기 위한 비트로 코딩이 가능하다. 하지만 
그림(4.1)의 (a)에서 ① gradient의 경우 gradient가 끝나는 지점의 
컬러 값이 ‘0’이나 ‘255’가 아니기 때문에 추가적으로 8bit를 
사용하여 컬러 값을 코딩해야 한다. 또한 그림(4.1) (b)와 같이 끝나는 
지점의 컬러 값이 ‘0’이나 ‘255’가 아닌 gradient가 연속적으로 
나오는 경우에도 각각의 gradient에 대하여 gradient가 끝나는 지점의 
컬러 값을 모두 코딩해야 한다. 이와 같이 sub-pixel gradient 코딩을 
사용해야 하는 gradient 중에서도 끝 값을 직접 코딩해야 하는 
gradient는 컬러 값 8bit를 추가적으로 비트스트림에 저장해서 압축해야 










그림 4.1 텍스트 블록에 존재하는 gradient 형태 
 
따라서 본 장에서는 이러한 압축률 저하를 막기위해 텍스트 블록에서 




4.1 Row 단위로 나타나는 gradient 특징 
 
텍스트 블록에서 나타나는 gradient의 경우 row 단위로 특정한 
형태를 갖는다. 그림(4.2)은 텍스트 블록에서 몇개의 라인들의 sub-
pixel 컬러 값을 그래프로 나타낸 것이다. 그래프에 빨간 박스로 표시된 
부분들은 각각의 라인에서 반복적으로 나타나는 gradient의 형태를 
표시한 것이다.  
그림에서 확인할 수 있는 것처럼 각각의 row에서 비슷한 형태의 
gradient가 반복적으로 나타난다. 이는 텍스트 블록에서 같은 문자가 
존재할 경우 sub-pixel 컬러 값 또한 같은 형태로 나타나기 때문이다. 
또한 서로 다른 문자라도 같은 라인에 위치한 sub-pixel 컬러 값들이 
유사한 형태를 갖는 경우가 발생한다. 
그림(4.3)은 서로 다른 ‘a’, ‘c’, ‘o’ 3개의 문자에 대해 de-
colorization 변환 과정을 거친 후 sub-pixel 단위로 나타낸 것이다. 
그림(4.4)의 (a) 와 (b)는 각각 그림(4.3)에서 빨간 박스로 표시한 첫 
번째 줄과 다섯 번째 줄의 sub-pixel 컬러 값들을 그래프로 나타낸 
것이다. 서로 다른 문자임에도 불구하고 3개의 문자가 서로 유사한 
sub-pixel 컬러를 갖는 gradient의 형태를 띄는 것을 확인할 수 있다.  
이처럼 텍스트 블록에서 각각의 row는 다양한 이유로 반복적인 
형태의 sub-pixel 컬러 값을 갖는다. 본 논문에서는 이와 같이 여러 























4.2 Local index 코딩 방법 
 
 
그림 4.5 Local index 코딩 방법 
 
Local index 코딩 방식은 앞에서 살펴본 것과 같이 row 단위로 
나타나는 gradient의 패턴을 dictionary에 저장하고 해당 row에서 같은 
패턴이 다시 나타나면 패턴을 이루는 여러 개의 gradient를 
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dictionary의 index로 코딩하는 방식이다.  
Local index 방식의 전체적인 흐름도는 그림(4.5)와 같다. 앞에서 
설명한 global index 방식에서 추가된 부분을 녹색으로 음영 처리 
하였다. Gradient를 압축하기 전에 패턴 단위로 local index 코딩 후보 
인지 확인하여 후보가 아니면 패턴을 gradient로 나눠서 앞에서 설명한 
global index 방식으로 압축한다. 만약 local index 코딩 후보라면 local 
index 코딩 방식으로 압축하고 local dictionary를 업데이트 한다. 
다음은 이러한 local index 코딩 방법에 대해서 자세히 설명 하도록 
한다. 
 
4.2.1 패턴의 분류 및 local index 코딩 후보 
패턴은 sub-pixel의 컬러 값이‘255’에서 다시 ‘255’가 될 
때까지의 나타나는 sub-pixel의 집합으로 정의한다. 그림(4.7)은 
그림(4.6)의 문자 ‘t’에서 1, 2, 3 의 라인에 해당하는 sub-pixel의 
컬러 값을 나타낸 것이며 모두 ‘255’에서 시작해서 다시 ‘255’로 
끝나는 패턴을 하나씩 가지고 있다. 패턴은 대표적으로 그림(4.7)에 
나타나 있는 것처럼 3가지가 존재한다. 그림(4.7)의 두 번째 패턴의 
경우 패턴을 구성하는 gradient 모두 global index 코딩 후보이다. 
따라서 경우에 따라 global index 방식이나 SPGC 방식으로 압축된다. 
그림(4.7)의 첫 번째 패턴 같은 경우, 패턴을 구성하는 2개의 
gradient가 모두 global index 코딩 후보가 아니므로 SPGC 방식을 
이용해서 압축해야 한다. 앞부분 ‘150’으로 감소하는 gradient는 
sub-pixel의 개수와 gradient가 끝나는 지점의 컬러 값 ‘150’을 
저장해야 하며, 뒤의 ‘255’로 증가하는 gradient의 경우는 끝나는 
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지점의 컬러 값이 ‘255’이므로 sub-pixel의 컬러 값과 index 1bit를 
저장해야 한다. 그림(4.7)의 세 번째 패턴의 경우는 첫 번째 패턴과 
마찬가지로 모든 gradient를 SPGC 방식으로 압축해야 하며, 저장해야 
하는 gradient의 끝 지점의 컬러 값이 더욱더 많아진다. 이를 통해 첫 
번째와 세 번째 패턴이 global index 코딩 방식의 압축률 저하에 큰 
영향을 미친다는 것을 알 수 있다.  
 
 
그림 4.6 De-colorization 변환 과정을 거친 text ‘t’  
 
그림 4.7 [그림 4.6]에 표시된 row들의 sub-pixel 컬러 분포 
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따라서 본 논문에서는 그림(4.7)의 두 번째 패턴과 같이 2개의 
global index 코딩 후보 gradient로 이루어진 패턴을 simple 패턴으로 
정의하고, 그림(4.7)의 첫 번째와 세 번째 패턴과 같이 gradient의 
개수가 2개를 넘거나 global index 코딩 후보가 아닌 gradient가 
포함되어 있는 패턴을 complex 패턴이라 정의한다. 
Simple 패턴의 경우 텍스트 영역에서 많이 발생하는 패턴이며 global 
index 방식으로 적은 bit로도 코딩이 가능하다. 하지만 complex 패턴의 
경우 global index 방식으로 코딩이 불가능하고, SPGC 방식을 
사용하여도 gradient 끝 값을 저장해야 하기 때문에 많은 bit를 필요로 
한다. 따라서 local index 코딩 방식에서는 global index 방식으로 
코딩이 불가능한 complex 패턴들을 local index 코딩 후보 이용한다. 
 
4.2.2 Local index dictionary vs Global index dictionary  
Local index 방식은 global index 방식과 dictionary를 사용하는 
방식은 같지만 많은 부분에서 차이가 있다. 
첫째로 global index 방식은 텍스트 블록 전 영역에서 발생하는 
gradient에 대해 하나의 dictionary를 사용하였다. 하지만 row에서 
나타나는 gradient의 패턴은 서로 다른 row에서 서로 다른 패턴들이 
나타나기 때문에 텍스트 블록의 각각의 row마다 자신의 dictionary를 
필요로 한다. 따라서 row 개수만큼의 dictionary를 생성한다. 
둘째로 위와 같이 각각의 row 개수만큼의 dictionary를 생성할 때 
global index 코딩 방식에서 사용하는 semi-adaptive dictionary 
방식을 사용하면 텍스트 블록의 row 개수만큼의 dictionary를 만들어서 
비트스트림에 저장해야 한다. 이는 압축률에 크게 영향을 미칠 수 있다. 
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따라서 local index 방식에서는 adaptive dictionary 방식을 사용한다. 
Adaptive dictionary 방식은 encoding/decoding 과정에서 같은 
dictionary를 직접 만들어서 사용하기 때문에 semi-adaptive 
dictionary 방식과 같이 dictionary를 비트스트림에 저장하지 않아도 
된다. 
셋째로 global index 방식에서는 dictionary에 저장될 global index 
코딩 후보가 gradient의 시작과 끝이 ‘0’과 ‘255’인 gradient를 
대상으로 sub-pixel의 개수에 따라 저장하였기 때문에 entry의 개수가 
10개를 넘지 않았다. 그렇기 때문에 dictionary의 크기에 크게 영향을 
받지 않았다. 하지만 local index 방식의 경우 각각의 row에서 gradient 
패턴이 몇 종류가 나타날지 사전에 알 수 없다. 그러므로 dictionary의 
크기를 제한하고 dictionary에 entry가 모두 채워졌을 때 기존의 
entry를 제거하고 새로운 entry를 추가하기 위한 dictionary 규칙을 
필요로 한다. 
이와 같은 global index에서 사용하는 global dictionary와의 차이를 
고려하여 local index 방식의 local dictionary를 생성한다.  
 
4.2.3 Local index dictionary 생성 및 코딩 방법 
Dictionary는 앞에서 설명한 것처럼 각각의 row에서 dictionary를 
만들어 저장할 수 없기 때문에 adaptive dictionary 방식으로 
dictionary를 생성 및 참조 한다. 기본적으로 row를 코딩하는 과정에서 
나타나는 패턴 중에 local index 후보에 해당하는 complex 패턴은 모두 
local dictionary에 추가된다. 이때 dictionary에는 complex 패턴을 
구성하는 sub-pixel의 컬러 값들이 모두 저장된다. Dictionary는 
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최종적으로 비트스트림에 저장하지 않고 encoding/decoding 과정에서 
각각 동일하게 생성하기 때문에 entry들의 sub-pixel 컬러 값을 모두 
dictionary에 저장하여도 압축률에 아무런 영향을 미치지 않는다.  
코딩하려는 complex 패턴이 local dictionary에 entry로 이미 
저장되어 있다면 해당 entry의 번지수를 index로 사용하여 패턴을 
코딩한다. 이때 코딩하려는 complex 패턴과 dictionary에 있는 
complex 패턴이 서로 같은 형태의 문자에서 만들어진 패턴이라면 
sub-pixel의 컬러 값이 서로 완전히 일치하기 때문에 확인하는데 
어려움이 없다. 하지만 그림(4.3)의 서로 다른 3개의 문자에서 
만들어지는 패턴은 완전히 일치하지는 않는다. 하지만 서로 상당히 
유사하기 때문에 3개를 같은 패턴으로 판단하여 코딩하여도 텍스트의 
화질에 거의 영향을 미치지 않는다. 따라서 이렇듯 완전히 일치하지는 
않지만 유사한 패턴에 대해서도 local index 코딩을 수행한다. 식(4-
1)은 dictionary에 저장되어 있는 패턴과 코딩하려는 패턴의 비교 









𝑁𝑑_𝑠𝑢𝑏은 dictionary에 있는 패턴을 구성하는 sub-pixel의 개수 이며, 
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𝑁𝑐_𝑠𝑢𝑏은 코딩하려는 패턴을 구성하는 sub-pixel의 개수이다. 𝐶𝑜𝑙𝑜𝑟𝑑_𝑖는 
dictionary에 있는 패턴의 i 번째 sub-pixel 컬러 값 이며, 𝐶𝑜𝑙𝑜𝑟𝑐_𝑖는 
코딩하려는 패턴의 i 번째 sub-pixel 컬러 값 이다. 따라서 첫 번째 
조건은 코딩하려는 패턴을 구성하는 sub-pixel의 개수는 dictionary에 
저장되어 있는 패턴을 구성하는 sub-pixel의 개수에 대한 조건을 
나타내며 두 번째 조건은 각각의 패턴을 구성하는 sub-pixel들의 컬러 
값에 대한 조건을 나타낸다. 두 조건을 모두 만족할 경우 서로 같은 
패턴으로 보고 dictionary의 index로 패턴을 코딩하는 local index 
코딩을 진행한다. 
 만약 dictionary에 모든 entry가 차서 공간이 부족할 경우에는 
LRU(Least Recently Used) 방식을 적용하여 가장 오래 사용되지 않은 
entry와 교체하도록 한다. 
 
4.3 Local index 코딩 실험 결과 
 
 본 실험결과는 local index 코딩 방법의 효율성에 대해 확인한다. 
실험은 3장에서 진행한 그림(3.15)의 (b), (c) complex rendered 
텍스트 이미지에 대해 진행하며, global index와 local index를 함께 
사용한 global + local 방식에 대해 추가적으로 실험을 진행한다. SPGC, 
global index, global + local index 총 3가지 방식을 비교하도록 한다. 










(b) Complex rendered 텍스트 (2) 
 




3장의 global index 방식을 local index 방식과 함께 적용하여 최종 
압축 효율과 영상의 화질에 대한 비교는 그림(4.8)에 나타내었다. 
그림(4.8)의 (a)는 그림(3.15)(b)의 폰트 크기가 큰 complex 
rendered 텍스트 이미지에 대한 결과를 나타내며, 그림(4.8)의 (b)는 
그림(3.15)(c)의 폰트 크기가 작은 complex rendered 텍스트 
이미지에 대한 결과를 나타낸다. Global + local index 방식은 기존의 
SPGC 방식보다 압축 효율 측면에서 약 20~25% 정도의 성능 향상을 
보였다. 또한 global + local index 방식은 기존의 global index 방식만 
사용할 경우보다 PSNR 측면에서 0.5~1 dB 정도 성능 향상을 보여주고 
있다.  Global index 방식에서는 폰트의 크기가 큰 경우에 global index 
후보인 gradient가 많아 global index로 코딩 될 수 있는 gradient가 
폰트의 크기가 작을 때 보다 많았다. 따라서 압축 효율 또한 
그림(4.8)의 (a)처럼 폰트의 크기가 클 때가 그림(4.8)의 (b)처럼 
폰트의 크기가 작을 때 보다 높게 나타났다. 하지만 local index 방식은 
global index로 코딩 되지 않는 gradient가 형성하는 complex 패턴에 
대해 적용한다. 따라서 global + local index 방식에서는 그림(4.8)의 
(a)처럼 폰트의 크기가 클 때 보다 그림(4.8)의 (b)처럼 폰트의 크기가 
작을 때 global index 방식만 사용하였을 때보다 압축 효율이 크게 
증가한 것을 확인할 수 있다. 
 다음은 동일한 PSNR에서 global index방법과 비교해서 global + local 
index 방식의 compression ratio 증가에 대해 확인한다. 표(4.1)은 
그림(3.15)(b)의 폰트 크기가 큰 complex rendered 텍스트 이미지에 
대한 결과이며, 표(4.2)는 그림(3.15)(c)의 폰트 크기가 작은 complex 
rendered 텍스트 이미지에 대한 결과이다. 폰트의 크기에 따라 차이는 
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있지만, global index 방식보다 global + local index 방식을 사용하였을 
때 약 10~20% 정도의 압축률을 증가를 확인할 수 있었다. 
 
 
표 4.1 [그림(3.15)]의 complex rendered 텍스트 (1) 
 
 
표 4.2 [그림(3.15)]의 complex rendered 텍스트 (2) 
 
  
 Global index Global + Local 
PSNR 31.09 31.09 
Compression 
Ratio 
13.5 14.93(10.6% ↑) 
 Global index Global + Local 
PSNR 30.42 30.42 
Compression 
Ratio 
10.69 12.63(18.1% ↑) 
 
 66 
제 5 장 결    론 
 
본 논문에서는 compound image의 텍스트 블록을 효율적으로 
압축하기 위한 알고리즘에 대해 제안하였다. Compound image는 가상화 
시스템에서 실시간으로 전송될 필요가 있기 때문에 알고리즘의 압축 
효율과 실시간 압축을 필요로 한다. 이러한 조건을 충족시키기 위해 
기존의 SPGC 알고리즘은 sub-pixel 영역에서 gradient를 실시간으로 
압축함으로써 기존의 텍스트 블록 알고리즘들이나 H.264, JPEG와 같이 
널리 사용되는 다른 알고리즘들과 비교해서 높은 압축 효율을 
보여주었다. 하지만 텍스트 블록에서 나타나는 gradient의 반복적인 
특징을 제대로 활용하지 못하였다. 따라서 본 논문에서 gradient의 
텍스트 블록 전체에서 나타나는 반복적인 특징을 활용하여 global index 
방식을 제안하였으며, 텍스트 블록의 row 단위로 나타나는 패턴의 
반복적인 특징을 활용하여 local index 방식을 제안하였다. 두 가지 
알고리즘 모두 dictionary를 이용한 index 코딩 방식을 사용하였다. 
Global index 방식은 텍스트 블록에서 가장 빈번하게 나타날 가능성이 
있는 gradient 만을 dictionary에 저장하여 index 코딩의 효율을 
높였으며, local index 방식은 global index 방식으로 코딩 되지 않는 
gradient가 이루는 complex 패턴을 dictionary에 저장하여 index 
코딩의 효율을 높일 수 있었다. 
두 가지 알고리즘을 통해 기존의 SPGC 방식보다 텍스트 영상을 
압축하는데 높은 압축 효율과 화질의 향상을 확인할 수 있었다. 
제안하는 global index와 local index 알고리즘은 gradient의 
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반복적인 특징을 활용하여 SPGC방식 보다 20~25% 높은 압축 효율을 
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Text block compression on  
a compound image  
using a sub-pixel index 
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In this paper, we propose an algorithm to compress text blocks of 
compound image. 
 The SPGC algorithm, which encodes the linear features of the 
sub-pixels in the text block as a gradient, fails to capture the 
repetitive features of the gradient. 
 Therefore, in this paper, we propose a method to efficiently 
compress the gradient considering the repetitive features of the 
gradient. The proposed method consists of two algorithms: Global 
Index Compression and Local Index Compression. Both algorithms 
use the dictionary index method, which stores repeatedly appearing 
gradients or patterns in a dictionary and codes them into the 
dictionary's index. 
  Global Index Compression stores gradients that may appear 
repeatedly in a text block. The Local Index Compression stores 
complex patterns of gradients that are not coded by the Global 
Index Compression method. The maximum index bits of the 
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dictionary are adaptively determined according to the distribution of 
gradients in each block, and the index is efficiently assigned by the 
variable length code method. 
Experiments using the proposed algorithm show 20 ~ 25% higher 
compression efficiency and 1 ~ 1.5dB improvement in PSNR 
compared with the SPGC method 
 
Keywords : compound image, compression, text block, dictionary, 
adaptive index, sub-pixel gradient 
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