In this work, we discuss a particle-based method for eroding terrain data. We describe a method using particles to simulate rainfall effects, the flow of water, erosion and deposition, and formation of lakes and bodies of water.
Introduction
Computer generated terrain is used in a wide variety of applications. There are numerous methods for generating terrain, varying in levels of realism, speed, and artistic control. Some of the fastest, easiest, and most controllable methods produce terrain that may be unrealistic. As such, we would like a way to make small modifications to a given terrain that make it more realistic. In particular, our focus is on modeling the effects of water on the terrain, particularly erosion, soil deposition, and lake formation.
We present a simple method based on particle dynamics to perform these calculations. Particles are produced by a generator (e.g. simulating rainfall). The particles then move along the surface. As they move, they are able to both collect and deposit material. Furthermore, as the particles reach local minima, they become part of a new lake.
Methodology
We assume that a terrain has been loaded as a gridded heightfield data set. Rainfall particles are spawned from "clouds", a combination of point and area emitters whose settings, such as spawn rate, particle size, initial velocity (to simulate effects such as wind), and the amount by which a new particle can deviate from these presets, are defined by the user. The emitters can therefore be as realistic (or unrealistic) as a user can specify.
Erosion and Deposition
Emitted particles then begin eroding the landscape. Similar to earlier methods [Mistrot 2004 ], particles can pick up and deposit information as they travel. Each spherical particle keeps track of:
• its current and all previous positions • its radius and mass • its current velocity • the mass of the sediment the particle currently holds
The particle movement uses a basic Eulerian integration approach. During each iteration each particle:
• pushes its current position onto its position history stack • determines upon which terrain polygon it resides • uses the normal of that polygon to determine the direction the terrain would like it to move • determines momentum, and computes acceleration based on terrain gradient • picks up/deposits sediment proportional to change in velocity As the particle picks up bits of soil from the ground around it, that part of the surrounding point geometry is subtracted from the nearest height values. The amount of soil picked up is dependent on the size and velocity of the particle. As the particle slows down, it drops what it picked up, thereby raising the surrounding terrain. The amount of sediment picked up or dropped by a particle for a particular polygon is inversely related to the distance between the point and the particle.
In order to speed up the simulation, a particle deletion function is run at the end of each iteration of the simulation. The function deletes all particles that are no longer on the terrain, are in a body of water (see below), are no longer moving, or have lived through a predefined (large) number of iterations.
Pooling
In the cases of sedentary and old particles, any sediment held by the particle is deposited on the terrain before deletion as described above. Then a pooling algorithm is run whereby the particle's volume is transferred onto a water offset mesh. The particle is then deleted. Each time a particle collides with the newly formed pool 1. A recursive algorithm determines the boundaries of the pool 2. The pool's height is then raised by (volume of particle / surface area of pool) * (constant multiple) amount, where the constant multiple is used to speed up the pool filling 3. The program determines whether the pool should spread out any further, increasing its surface area. At some point the pool will fill its nearby land to an overflow point. When this happens, 4. A point emitter is spawned at the overflow point and particles start flowing out of the pool to continue downhill 5. From that point on, any particle that hits the pool is transferred to that outflow emitter, allowing it to continue on to lower ground. 6. In the event that one pool grows large enough to swallow another, the outflow emitter of the smaller pool is eliminated and the pools combine into one pool. 
