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Abstract 
Balancing between the provision of high quality of service 
and running within a tight budget is one of the biggest 
challenges for most metro railway operators around the 
world.  Conventionally, one possible approach for the 
operator to adjust the time schedule is to alter the stop time 
at stations, if other system constraints, such as traction 
equipment characteristic, are not taken into account. Yet it 
is not an effective, flexible and economical method because 
the run-time of a train simply cannot be extended without 
limitation, and a balance between run-time and energy 
consumption has to be maintained. Modification or 
installation of a new signalling system not only increases 
the capital cost, but also affects the normal train service. 
Therefore, in order to procure a more effective, flexible and 
economical means to improve the quality of service, 
optimisation of train performance by coasting point 
identification has become more attractive and popular. 
However, identifying the necessary starting points for 
coasting under the constraints of current service conditions 
is no simple task because train movement is attributed by a 
large number of factors, most of which are non-linear and 
inter-dependent.  This paper presents an application of 
genetic algorithms (GA) to search for the appropriate 
coasting points and investigates the possible improvement 
on computation time and fitness of genes.   
Keywords: Train movement; Coasting control; Genetic 
algorithm; Gene evolution 
1. Introduction 
A typical flat-out inter-station run sees a train accelerating 
to maximum speed from a station, maintaining the speed as 
much as possible until it is necessary to brake to a halt for 
the next station.  While the train is travelling very close to 
the maximum permissible speed throughout the trip, the 
running time is the shortest and the energy consumption is 
the highest.  When coasting is allowed, the traction motors 
[1] are turned off once the train has accelerated above a 
certain speed.  The momentum of the train then carries it 
through and the brake is still needed to bring the train to a 
stop at the next station.  Inter-station run-time is longer but 
energy saving is possible as the train spends less time on 
motoring. Even if coasting is adopted, the current practice 
in most metro systems is to start coasting at a fixed distance 
from the departed station.  The coasting points are 
pre-determined and therefore only optimal with respect to a 
nominal operational condition of train schedule, but not the 
current service demand which varies throughout the day.  
The extent of energy reduction is somewhat limited and the 
full advantage of coasting can only be fully taken when the 
coasting points are determined in real-time, taking into 
account the imminent needs of the train service.  
Train movement is governed by a large number of factors, 
such as track geometry, signalling, traction equipment 
characteristics, power supply system and speed restrictions.  
Some of them are position-dependent whilst the others are 
speed-dependent.  As the coasting control is to alter the 
speed profile of the train at a particular position, 
formulating an analytical model to connect the coasting 
points and their corresponding run-time and energy 
consumption and then applying appropriate optimisation 
techniques is very much impractical, if not entirely 
impossible.  Further consideration of uncertainties, like 
human behaviour and equipment delay, only makes matters 
more complicated.  Having ruled out an analytical 
approach, heuristic search methods are the potential 
candidates to attain the optimal coasting points according to 
the real-time operational conditions. 
Genetic algorithms (GA) have already found applications in 
railway operation [2-3] and a preliminary attempt of 
applying GA on coasting control has showed promising 
results [4].  Simple GA with typical gene evolution 
operations of crossover and mutation are adopted directly.  
It allows for multiple coasting points within a single 
inter-station run and the location of each coasting point is 
represented by an equal-length binary chromosomes.  The 
positional resolution of the coasting points may however 
differ with different inter-station distances. 
The station separations are often short in most metro 
systems, in the order of a few kilometres or even less.  It is 
not uncommon that there is not adequate room to 
accommodate multiple coasting points.  This paper focuses 
on utilising GA to search for single coasting point in an 
inter-station run with the aid of a single-train simulator, 
which takes into account all factors attributed to train 
movement.  When a train stops at a station, there are about 
30 seconds or less to derive the location of the coasting 
point for the next inter-station run according to the current 
service demand.  GA may not be able to provide the best 
solution in such a short time interval, but it can present a 
solution any time, whose fitness is improved if more time is 
given for further generation evolution.  Such a high 
availability of a solution is important for real-time control 
or supervision of the operation.  Thus, it is also the 
objective of this study to explore the possible ways to 
improve the trade-off between computation time and fitness 
of the solution. 
 
2. Genetic algorithm 
In metro systems, the stations are usually a few kilometres 
apart.  The location of the possible coasting point between 
the two stations (the set of possible solution) covers almost 
the entire distance.  Each location is encoded with binary 
representation with a resolution of 1m.  A possible 
solution is of course regarded as a gene in GA [5].  The 
gene is then subject to the normal operations of generation 
evolution, crossover and mutation, to search for better 
off-springs. To solve a problem using GA, the following are 
essential. 
1. A system of encoding the possible solutions or 
chromosome structure 
2. An initial population of solutions 
3. A function to evaluate a solution’s fitness 
4. A method of selecting suitable genes for producing 
new solutions 
5. Crossover and mutation operators to create new 
solutions from the existing ones 
 
The fitness F of a gene is determined by the function below.  
F is a non-negative quantity and a smaller value means a 
fitter gene.  The fitness function enables the adjustment of 
the relative weights on the two conflicting factors, energy 
consumption and run-time, within GA. 
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where WT + WE = 1 
WT is the weighting factor for run-time  
WE is the weighting factor for energy consumption 
TD is the desired run-time 
ED is the desired energy consumption 
Tg is the run-time achieved by the gene 
Eg is the energy consumption attained by the gene 
 
The fitness value is evaluated for each newly evolved gene 
by a single train simulator. According to the fitness of the 
gene, new gene generation is carried out by two simple 
evolution methods, crossover and mutation.  The crossover 
operator normally takes two parents and creates off-springs 
with a mixture of both parents’ genetic information. 
Mutation alters the new solution in a totally random manner. 
This helps maintain diversity in the population and results 
in solutions that otherwise could not have been produced by 
crossover alone. 
 
3. Software implementation 
Software implementation for this coasting control of train 
operation [6] contains two major components. 
3.1. Single train simulator 
The principal loop in the program is the incrementing time. 
At the beginning of each update period, it is assumed that 
the position and speed of the train are known. The 
movement simulator is now used to examine the new 
position and speed with respect to track-based data in order 
to determine the possible train modes (motoring, coasting 
and braking) for the next update period. Once the train 
mode is established, the performance of the train must be 
calculated, taking into account track details, train speed and 
position. This requires a representation of track gradient and 
curvature, motor efficiency and train loading. Finally, the 
calculated speed and position of train is updated into the 
database and will then be used as the initial values for the 
next time update. The structure of the single train simulator 
is illustrated in Fig 1.   
 
3.2. Coasting point identification model 
Once the train performance with the “flat-out” speed against 
position profile is attained from the single train simulator, 
the coasting-point identification model starts. Optimisation 
for train movement performance is obtained by the coasting 
point identification. Generally, the energy consumption on 
the train is lower if the train operates in coasting mode 
sooner; however, the run time of the trip is lengthened as a 
result. Each coasting point is encoded in binary form in the 
program in advance for the gene reproduction purpose. A 
new gene (coasting point) will be reproduced if the train 
output performance does not fulfil the fitness requirements 
(i.e. run time and energy consumption performance). The 
same process repeats until either the new coasting point 
satisfies the expected requirements or the maximum number 
of generations set by the user is reached. The structure of 
the model is shown in Fig 2.  
Fig 1. Structure of the single train simulator  
Fig 2. Structure of the coasting point identification model  
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4. Simulation results 
4.1. Initial generation 
To meet the criteria of this application, the performance of 
GA is best indicated by the time taken to achieve a specific 
value of fitness.  As the fitness evaluation of new genes in 
a generation is the most time-consuming process and each 
simulation run takes roughly the same amount of time, the 
number of generations required to reach the desired fitness 
is a more convenient indicator. 
GA starts with a set of initial genes chosen randomly from 
the pool which contains all the possible solutions. The size 
of the initial generation may however affect the overall 
performance of the GA.  Hence, a preliminary study is 
carried out to examine the effect of different sizes of the 
initial generation.  In this study, the parameters are set as 
follows. 
Inter-station distance 2.35km 
Max. line speed 110kph 
Min. coasting speed 45kph 
Minimum braking distance 
from the next station 
75m from the next station 
WT 1 
WE 0 
Generation evolution Mutation 
Number of mutated bits 4 
With the above constraints, the size of pool is 2157.  The 
run-time requirement is 20% above that of a flat-out run and 
the desired fitness value is 0.1, which means a coasting 
point providing 10% or more run-time than a flat-out run 
will be accepted.  The size of the initial generations varies 
from 2 to 10.  Since the initial generation should be drawn 
randomly, the performance may depend on the fitness of the 
initial genes. To smooth out this random effect, 10 different 
batches of initial genes are chosen randomly so that the 
average number of generations required from those is taken.  
The results are summarised in Table 1. 
In general, the average number of generations is lower 
when the number of gene in the initial generation increases.  
In fact, the fitness value of 0.1 may be obtained without 
further evolution when the size of the initial generation 
contains more than 7 genes.  It is because genes satisfying 
the fitness function requirement are more like to be found in 
the initial generation when its size is large enough.  
However, it should be noted that the genes in the initial 
generation also require fitness evaluation.  The larger the 
initial generation is, the more time the evaluation process 
requires.   In order to keep a balance of computation time 
between the initial generation and further generation 
evolution, 5 to 7 genes for the initial generation is a sensible 
compromise.  
Size of initial generation 2 3 4 5 
Average number of generations 12.4 6.4 6.3 5.6 
 
Size of initial generation 6 7 8 9 10 
Average number of 
generations 
5.9 5.2 5.7 5.8 5.5 
Table 1 Average number of generations to reach a fitness of 
0.1 for different size of initial generation 
 
4.2. Mutation and crossover 
The next study is to investigate the relative performance of 
the GA with the two generation evolution methods.  The 
two methods are applied to the same inter-station conditions 
and run-time requirements, which are listed below.  The 
run-time requirement is 30% above that of a flat-out run and 
the desired fitness value is 0.075. 
Inter-station distance 2.7km 
Max. line speed 110kph 
Min. coasting speed 45kph 
Minimum braking distance 
from the next station 
75m from the next station 
WT 1 
WE 0 
Generation evolution Mutation and cross-over 
Number of mutated bits 4 
Number of crossover points 3 
The numbers of generations to achieve the same fitness are 
shown in Table 2.  M denotes the cases where the 
evolution process stops at a maximum number of 
generations, which is set as 30, and the best gene has not 
attained the desired fitness.  Table 2 shows that crossover 
may not be able to find a good enough solution within the 
maximum number of generations, but if it can, the average 
number of generations to achieve the same fitness is lower 
than that obtained by mutation.  Evolution by crossover 
depends heavily on parent genes’ genetic characteristics; 
therefore the number of generations required is lower in 
crossover when the initial genes happen to be closer to the 
solution.  However, the likelihood of the search trapped at 
a local optimum is high when the initial genes are close to 
one.  On the other hand, it is more likely to be able to get 
out of a local optimum with mutation because bit(s) within 
a gene is(are) mutated randomly and hence the evolution 
may lead to more open space, which contains better genes, 
as well as the worse though.  As a result, mutation is 
reliable in term of providing the solution within the 
maximum number of generations but it may take a while.  
Crossover may offer a solution with much less time but it is 
not consistent.  As a rule of thumb, when the required 
fitness value is low, mutation is recommended as the 
searching may be stalled with crossover when the initial 
genes are unfortunately chosen to be close to a local 
optimum. 
Number of generations for 10 random initial 
generations 
Evolution 
method 
1 2 3 4 5 6 7 8 9 10 
Mutation 5 4 9 10 12 23 22 3 6 1 
Crossover 2 3 1 M M M 5 M 8 3 
Table 2 Number of generations to reach a fitness of 0.075 
by the two evolution methods 
 
5. Conclusions 
An application of genetic algorithms on the searching of 
coasting points in a metro system is presented.  Working 
with a single train simulator, the GA-based search provides 
a quick solution for flexible real-time train scheduling 
control, allowing a trade-off between run-time and energy 
consumption, and hence between quality of service and 
operation cost.  The commonly used evolution operators, 
mutation and crossover, have been adopted and the quality 
of the solution is measured by a fitness function defined on 
inter-station run-time and energy consumption.   
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