M a t t h i a s J a r k e , J i m C l i f f o r d , a n d Y a n n i s V a s s i l i o u G r a d u a t e S c h o o l o f B u s i n e s s A d m i n i s t r a t i o n N e w Y o r k U n i v e r s i t y 9 0 T r i n i t y P l a c e , N e w Y o r k , N . Y . 1 0 0 0 6 Abstract An optimizing translation mechanism for the dynamic interaction between a logic-based expert system written in PROLOG and a relational database accessible through SQL is presented. The mechanism makes use of an intermediate language that decomposes the optimization problem and makes the proposed approach target-language Independent. It can either facilitate expert system -database interaction, e.g., when integrating expert systems into business systems, or augment existing databases with (external) deductive capabilities.
INTRODUCTION
Efforts to bring together methods from artificial intelligence and database research have caused much Interest in both communities. Cooperation between the areas can be fruitful in conceptual modelling [Brodie et al. 1984 ], in providing database data to expert systems, in supporting very high-level user interfaces for databases, and in improving database efficiency. In particular, the similarity between relational database concepts and logic-based deduction has focused the attention on integrating these two elements in various ways [Gallaire and Minker 1978; Gallaire et al. 1981; Nicolas et al. 1 9 8 2 ].
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In previous work [ 'tight coupling' between a logic-based expert system and a relational DBMS, employing delayed execution of database calls. Our implementation uses an amalgamation between a logic programming language (PROLOG) with a suitable meta-language of itself, expressed in a variable-free subset of the logic programming language [Bowen and Kowalski 1982] . We also postulated algorithms for the further processing, optimization, and translation into the database query language at hand of the generated database calls, without actually describing such algorithms.
In this paper, we generalize the notion of expert system-database coupling and describe an optimizing translation mechanism which allows for the continued efficient exchange of queries and/or data between a PROLOG-based expert system and a relational DBMS accessible through SQL. The mechanism is designed to enable portability to similar query languages such as QUEL [Stonebraker 1976 ] or PASCAL/R [Schmidt 1977]. It can be used regardless of whether one wants to provide database Information to an expert system or to enhance the user interface or the efficiency of an existing conventional database system from 'outside' if one is unable or unwilling to extend the DBMS itself.
Our approach employs an intermediate language called DBCL. This language is a variable-free subset of PROLOG designed to be similar to tableaux as introduced in [Aho et al. 1979 ]. Attention in this paper will be focused on conjunctive, negation-and function-free queries but extensions to general DBCL predicates will also be discussed.
The i n t r o d u c t io n o f DBCL p a r t i t i o n s
th e problem o f e f f i c i e n t PROLOG-SQL t r a n s l a t i o n i n t o th r e e m ajo r com ponents: th e t r a n s l a t i o n o f PROLOG d a ta r e q u e s ts i n t o DBCL s ta te m e n ts ; th e s y n t a c t i c and se m a n tic o p tim iz a tio n o f su c h DBCL s ta te m e n ts ; and th e t r a n s l a t i o n o f th e o p tim iz e d DBCL s ta te m e n ts i n t o q u e r i e s e x p re s s e d i n th e t a r g e t la n g u a g e , in o u r c a s e SQL.
Since we assume two Independent subsystems to be coupled, our query optimization methods are someHhat different from those presented in previous research on PROLOG databases. For example, the kind of query optimization achieved by reordering PROLOG goals [Warren 1981] should be taken care of by the existing query processor of the DBMS.
Our strategies focus more on DBMS-independent query simplification and multiple query optimization. The tableau-like structure of DBCL allows the application of results obtained by database theory, although it turns out that some of these results have to be extended for practical purposes.
The paper is organized as follows. Section 2 presents the global architecture of the proposed translation mechanism. After a definition of the DBCL subset to be used in this paper in section 3» section 4 briefly reviews the translation process from PROLOG to DBCL. The DBCL-SQL translation has been implemented in PROLOG using a syntax tree mapping approach (section 5). Section 6 demonstrates how syntactic (relational data structures) and semantic (integrity constraints) knowledge about the underlying database can be exploited for DBCL query simplification. Finally, section 7 presents an outlook of what can be done to support multiple query evaluation, including recursive database calls, through the creation and storage of suitable intermediate results.
ARCHITECTURE OF THE TRANSLATION MECHANISM
The basic problem in optimizing the interaction between PROLOG and a conventional relational query lanaguage is the translation of a series of tuple-oriented data requests, addressing parameterized and possibly recursive views in PROLOG, into (sequences of) set-oriented queries to base relations. Thus, an efficient translator must (a) collect tuple-oriented requests to form set-oriented queries, and (b) optimize the processing of parameterized views.
The overall architecture of our approach is summarized in Figure 1 . The central idea involves the introduction of an intermediate language of database calls (DBCL), which is set-oriented and uses base relations but is still expressed in PROLOG (to be precise: in a variable-free subset of PROLOG). The use of DBCL separates the two aforementioned tasks. Thus, phase (a) becomes independent of the target database query language and a large number of optimizations can be performed without reference to the target language.
DBCL will be defined formally in section 3 , followed by a description of the functions shown on the arcs of A BNF grammar of DBCL is provided in Figure  2 . Note, that in general a DBCL statement may contain references to arbitrary PROLOG predicates as well as negation and disjunction (denoted by ";" in the grammar). In the remainder of this paper, we shall concentrate on a subset of DBCL that contains only metaterms without negation. The only predicate names allowed besides database relation names are the standard comparison operators.
Essentially, this amounts to a reduction of the generated queries to conjunctive queries including inequality comparisons, but without embedded functions. When relations are used in tableau format, their definition follows the above schema, with a value of specified for attributes that do not apply.
In addition to this syntactic specification of the schema, semantic Integrity constraints can be specified. Since we assume the use of an existing database system, we cannot expect very sophisticated types of constraints to hold. In this paper, only three kinds of integrity constraints (we believe, the most frequent ones in practice) will be considered: Referential integrity constraints are a subset of the so-called inclusion dependencies [Fagin 1981 ]. They map the fact that each attribute, property, or relationship is based on the existence of (a unique combination of) underlying objects.
This translates into the rules that (a) the right-hand side (or superset) of a referential integrity constraint always refers to the key of some relation (identifying exactly one of the underlying objects), and (b) no attribute may appear in more than one left-hand side of a referential integrity constraint.
Example 3-2:
In the example database, we assume the following integrity constraints to hold: valuebound (empl, sal, 1 0 0 0 0 , 90000 That is, if employee H has to perform a specific task requiring a certain Skill, W can find a partner for that task by looking for employees X who have the same skill and work for the same manager.
pr5 is a program name, no_optim indicates that query optimization is turned off, and DBCL is the variable that will hold the database query expressed in DBCL.
Assume that employee Jones looks for a partner who is a specialist in driving. The corresponding query :-partner(jones, X, driving).
would be resolved partially using database data and partially within PROLOG.
First, the evaluation of the metaevaluate predicate would result in the creation of instantiated same_manager predicates in the internal PROLOG database.
Then, PROLOG would combine the same-manager data with the specialist information, using its normal tuple-at-a-time procedure. Note that the cut (!) after the metaevaluate predicate makes sure that it is evaluated only once (i.e., the queries resulting from its evaluation are submitted to the database only once). 
TRANSLATION OF DBCL INTO SQL
The second translation step of the proposed mechanism converts DBCL into the target language, here assumed to be SQL. Since only function-free conjunctive queries are considered, the generated queries do not require nesting [Kim 1982 More formally, the translation process can by described as a mapping from the DBCL syntax tree to an SQL syntax tree. An example is provided in the Appendix.
SYNTACTIC AND SEMANTIC QUERY SIMPLIFICATION
The DBCL and SQL examples presented so far are directly generated from the corresponding PROLOG predicates.
Unfortunately, direct view translation tends to carry a large overhead of superfluous operations. Our mechanism does not rely on the database system but applies syntactic and semantic query simplification techniques within DBCL to remove such inefficiencies. In contrast, our algorithms only use general semantic integrity rules, applying to relations as a whole, for query simplification. In particular, the three types of integrity constraints introduced in section 3 (value bounds, functional dependencies, and referential constraints) are used as the knowledge base. We consider each type in turn.
Syntactic methods attempt to reduce the number of joins in a query

.1 Value Bounds
Value bounds can be added to Relcomparisons to check for contradictions or redundant comparisons. For example, if the value of 40000 were replaced by 200000 in the condition, less(S, 40000), of example 3-3, the inequality could be omitted since its satisfaction is already implied by the integrity constraint that all salaries must fall in the range between 10000 and 90000. On the other hand, a value of 2 0 0 0 would yield the empty relation as a result to the whole query because of a contradiction with the same integrity constraint.
Another opportunity for simplification may arise from certain combinations of inequality conditions. For example, in "A >= B and B >= C and A / C", the last condition could be replaced by the sharper "A > C", and "A >= B and B >= C and C >= A" is equivalent to "A = B and B = C", which could be expressed more efficiently by renaming variables in Relreferences, discarding the inequalities.
The PROLOG implementation of such inequality-based simplifications is based on a graph procedure described in [Rosenkrantz and Hunt 1980].
Functional Dependencies
One of the main reasons for designing DBCL in a tableau-like fashion is the availability of functional dependencies for tableau simplification, using variations of the chase process that have been widely studied since the original paper by Aho et al. [1979] . Since we consider functional dependencies only within relations, the Relreferences section of a DBCL predicate can be partitioned by relation names. The process then tries to equate rows within each partition and to remove duplicates, thereby simplifying the Relreferences.
Care has to be taken for correct renaming since -in contrast to normal tableaux -we allow comparisons between different columns of a tableau (e.g., between mgr and eno). Our implementation employs a version of the fast chase algorithm proposed by Downey et al. [1980] , adapted to the problem of query simplification rather than lossless join tests. In particular, our version does not only detect equivalence classes of tableau entries but actively removes duplicate rows. Note, that -due to condition (a) -the deletion of a dangling row can cause other rows to become deletable. Therefore, row deletion due to referential integrity constraints is a recursive process.
We are aware of one proposed view optimizer that uses inclusion dependencies in this way [Rosenthal and Reiner 1982].
However, only directly applicable dependencies are considered. This is not surprising since the test whether a general inclusion dependency can be derived from a given set is known to be computationally difficult The correctness proof for this procedure is left to a forthcoming paper. Note, that by definition of the referential constraints (see section 3), at most one rule will apply in each step, and because of the rule marking in step 3, no rule will be used more than once. Therefore, the algorithm not only terminates but can also be implemented quite efficiently.
Its exact complexity depends on the matching procedure used for detecting applicable rules.
Summary Of The Simplification Algorithm
Our prototype simplification algorithm does not yet utilize semantic and syntactic query simplification methods in a fully integrated manner. For example, it does not take into account the interaction of functional dependencies with referential integrity constraints but applies them sequentially.
Moreover, checking value bounds and functional dependencies could be integrated more efficiently. Nevertheless, the procedure sketched below covers a large class of possible improvements. , M) ) return all numbers of employees who are managers but do not manage Jones (to be retrieved from the dept relation), or should it also return the employees who are not managers at all (to be retrieved from the empl relation)?
Note that the latter interpretation would utilize a referential integrity constraint. If it can be decided which query is meant, its evaluation involves first computing the positive result, and then its complement in the appropriate set. 
