Computer scientists have been working towards a common definition of abstraction; however, the instruction and assessment of abstraction remain categorically under-researched. Abstraction is often cited as a component of computational thinking and can be likened to a higher order thinking skill. Most K-12 educators have studied critical thinking (e.g., Bloom's taxonomy, Marzano & Kendall's new taxonomy) more than computational thinking. Overlapping characteristics of abstraction and critical thinking can provide educators with instructional guidance. The qualitative examination of how teachers determine curriculum, deliver instruction, and design assessments in K-12 computer science education contributes insights into current instructional practices and variables for future quantitative study. The instructional strategies, objectives, and assessments of 12 K-12 computer science teachers from three states in the United States were examined in this descriptive qualitative examination of instruction using thematic coding analysis. The majority of teachers interviewed had little to no professional development regarding teaching abstraction. All teachers in the study were unsure what student abstraction abilities should be according to grade level. Teachers' understanding of abstraction ranged from very little knowledge to very knowledgeable. The majority of teachers interviewed did not assess abstraction intentionally. Teachers described successfully teaching abstraction through multiple instructional practices and spiraling curriculum. This examination of abstraction in K-12 computer science education offers practical descriptive insights and illuminates additional variables for researching the instruction of abstraction qualitatively and quantitatively. Anecdotal instructional successes are included in the results.
Introduction
Computer science (CS) education has the power to positively impact society, educational systems, classroom systems, and individual students. Training teachers in all content areas to teach computer science is a large but necessary undertaking if people are going to learn to use the computer as the multi-faceted tool it was designed to be, not just a printing or publishing device. Computer science education that allows secondary students to explore and create in collaboration with teachers, using portfolio-based assessment, and supported by computer science businesses, will improve the workforce and the economy. At the mega level, humankind can benefit from the enhanced creativity and power over technology that students can learn [23] . Economies will benefit from increased productivity, innovation, a more capable workforce, and increased employment resulting from entrepreneurial endeavors. Educators will be able to assist students in becoming scholar innovators. Students will learn to express their creativity to solve the world's problems.
Computer science education can potentially change thinking on a personal, societal, and global level from victimization due to technology to evolution because of technology. To achieve mastery over technology and advanced skills, such as abstraction, are essential. Unfortunately, many K-12 CS teachers don't know how to teach abstraction. Because abstraction is an essential thinking skill needed to code computers effectively, and because little research on the instruction of abstraction in K-12 education exists, we share results in this article from a qualitative examination of abstraction in K-12 computer science education. Anecdotal current practices will facilitate more effective instruction in computer science, which is ultimately the instruction of the technological equivalent of human creativity and communication.
This paper is organized as follows. First, we consider a definition of abstraction and discuss our research questions in the rest of this section. Next, in Section 2, we detail the educational problem and background. In Section 3, we describe the conceptual framework guiding the interview questions and data analysis. Section 4 provides an explanation of our research methods, followed by a summary of the project results in Section 5. We offer our results and lessons learned in Sections 6 and provide concluding remarks in Sections 7 and 8.
Defining Abstraction
Researching the instruction of abstraction is challenging because the concept of abstraction is complex and not easily defined [1, 35] . Wing [46] introduced the concept of computational thinking listing abstraction as a subskill of that concept. Wing's [46] concept of computational thinking has efficaciously integrated CS in math and science content and has also propagated computer science instruction. The majority of studies examining computational thinking have been conducted with university participants, not K-12 students [12, 19, 26, 27] . Although challenges exist in defining abstraction and researching the instruction of abstraction, we pursue a practical definition and understanding of abstraction (namely minimizing extraneous detail and representing essential functional elements) and share the practices learned from K-12 CS teachers in this qualitative examination. For readers outside of the United States (US), it is important to understand that teachers in the US call curriculum "standards" and call resources "curriculum". The words standards and curriculum in this article will be used in the same way US teachers use the terms.
Results of this study provide qualitative data regarding the instruction, curriculum, and assessments related to abstraction in K-12 computer science. Abstraction is an essential and simultaneously advanced concept consisting of several levels of procedural and conceptual awareness that computer programmers must develop [1, 8, 22] . The ability to use abstraction effectively is a teachable skill [17] . The knowledge of many concepts, skills, and procedures are important to become proficient with abstraction and with computers. Abstraction is an essential skill that programmers, engineers, and technicians must understand and execute to create efficient and functional computational solutions.
Proficiency in computer science requires many thinking skills, such as sequencing, induction, deduction, problem-solving, and creativity [9] . The term computer science is used because creating programs involves aspects of the scientific method, as well as creativity and design principles [22] . Many lines of code must be abstracted into representative features to make coding efficient and elegant, thus controlling complexity as well as becoming energy efficient [8, 35] . Additionally, computer science requires knowledge of algorithms, organizing and sorting data, navigating the Internet, cybersecurity, as well as a basic understanding of computer hardware and software systems [7] . Instructors of computer science are also encouraged to guide students ethically in creating technology that extends human respect and compassion [10] . Many skills and concepts are required to learn and apply abstraction.
Two of the 12 teachers interviewed had deep knowledge of abstraction. These two teachers had been teaching for more than five years, one had a CS Bachelor's degree and an Master's in Education, and the other had a Bachelor's degree in Physics with a teaching emphasis and was pursuing a Master's degree in CS. The other 10 teachers had significant teaching experience, sometimes significant industry experience, and even significant experience teaching CS but lacked BS or MS degrees in CS. Additional results and analysis from this qualitative study (in Sections 5 and 6) provide suggestions for teacher professional development and curriculum/resource development.
How and When to Teach Abstraction?
Unfortunately, little research exists that offers computer science instructors in K-12 educational guidance about the age at which students can begin to learn abstraction [3, 5, 36, 41] . Similarly, little research exists that offers instructional guidance regarding teaching abstraction [1, 43] . Because contradictory evidence in recent literature exists regarding the age at which students can learn abstraction, teachers may also be confused about when to teach abstraction. Insights from math education research illuminate potentially effective instructional strategies for abstraction in CS. This qualitative research was guided by one general research question: How do teachers determine effective instruction for teaching abstraction in computer coding? Additionally, three specific research questions shaped the nature of this study, RQ1: What types of instruction do K-12 teachers find most effective for teaching abstraction in computer coding? RQ2: How do teachers determine objectives and competencies for teaching abstraction in computer coding? RQ3: How do teachers assess student abstraction skills in computer coding?
The cognitive pathway from sensing a physical problem to internalizing abstract solutions to externalizing concrete solutions requires both deductive and inductive thinking. Engineering, somewhat like CS, is a subject with formalized operations that guides people to construct things constrained only by the tolerance of physics [30] . Although computer science results in a physical experience similar to engineering which is limited by physical parameters, computer science is only limited by human imagination according to Abelson, captured on video in 1986 [30] . Computer science is not concrete; instead it is the product of human imagination. Based on the assumption that computers are an abstraction of human ingenuity, humans are needed to provide essential instruction in computer science [8] . More research has been conducted on the student experience related to computational thinking than the teacher experience [14, 17, 44] and computational thinking [13, 25, 33] . The results presented provide valuable information about teachers' educational experience of abstraction in K-12 computer science.
Literature Review
Few researchers have investigated teaching abstraction in computer science. Perrenet's [34] use of surveys and interviews provided data on college students' understanding of the diverse levels of abstraction. Fessakis, Gouli, and Mavroudi, [15] and Harlow Leak [21] investigated how elementary students learn abstraction and computational thinking via video observation. Armoni [1] surveyed high school students and found they were capable of basic levels of abstraction. Researchers in only one study addressed computer science teachers providing descriptive statistics from surveys to ascertain their pedagogical content knowledge [39] .
Many STEM teachers are not teaching computer science and consequently not teaching CS abstraction. For example, none of the 38 science teachers who won the Presidential Award for Excellence in Science Teaching surveyed included computer coding in their courses [20] . As the push for training CS teachers advances, research on abstraction is being conducted. Teague [41] conducted a mixed method study of undergraduate Information Technology (IT) students and applied their mastery and experience of learning abstraction to Piaget's learning theory. In one semester, novice programmers demonstrated proficiency according to Piaget's sensorimotor and pre-operational reasoning categories but did not achieve proficiency in the concrete operational stage thinking where Piaget predicts the development of abstraction thinking. Teague noted that the most mature Piagetian stage where abstraction should be a developed skill, formal operational reasoning, was not considered in depth in her study. Thus, Teague concluded that difficulty in the development of abstract thinking limited novice programmers from achieving programming skills. Waite, Curzon, Marsh, and Sentence [43] recommended using visual instructional strategies, such as graphic organizers, concept maps, and storyboards, for teaching abstraction to young learners. Waite is currently working on her dissertation to study the instruction of abstraction in elementary computer science education.
The work of Teague [41] and Waite, et al. [43] illustrate that related research has focused on student learning and not the teaching experience of abstraction. Similarities between learning abstraction in math and computer science provide a basis of comparison for CS education which lacks research [8] . Teague [41] found in accordance with Piagetian theory, that novice college programmers did not exhibit the ability to produce abstraction, and it logically follows that novice K-12 students also would not be able to produce abstraction. However, recent research regarding abstraction in elementary cognitive development in mathematics suggests that elementary students can learn declarative and procedural knowledge [5, 23, 24, 31, 38, 40] . Novack et al. [31] observed that third-grade students learned a procedure, like a computer algorithm, using an abstract gesture, a kinesthetic movement, for a mathematical concept. The students were given a mathematical grouping 4 + 3 + 6 and shown to use a V movement with their arm for 4+3, so the V pattern + 6 = 6 + V pattern, the commutative property in mathematics. Novack et al. [31] replicated the work of previous researchers.
Computer science instruction research using tangible software maintains kindergarten and elementary children can learn algorithmic concepts and procedures, even computational thinking [2, 44] . Also, national CS standards instruct teachers in elementary school to teach abstraction [? ] . According to the previously mentioned mathematical studies, beginning levels of abstraction seem to be attainable in elementary grades. More research is needed to determine when and how abstraction in computer science should be taught. Cooper, Perez, and Rainey [11] recommended that the role of the teacher in the process of learning abstraction should be studied. It is essential to understand if the output, or student learning which most studies examine, is happening. Alternately, by addressing learning input, or instruction, researchers can guide teaching best practices.
Conceptual Framework
Piaget's reflective abstraction and cognitive development [36, 37] , Papert's constructionism [32] , Wing's computational thinking [46] , and Vygotsky's [42] zone of proximal learning were the primary theories used to conceptualize the literature related to our research questions. Learning is inextricably connected to instruction. We propose the combination of philosophy, psychology, and computer science educational theory in our conceptual framework to address the complex and multi-faceted nature of abstraction and accommodate the descriptive aspect of this qualitative inquiry. Piaget's [37] theories on reflective abstraction and the development of cognition were used to (1) understand the possibility of teaching abstraction to all grade levels, and (2) develop the categories of instructional approaches used to teach abstraction. Vygotsky's [42] zone of proximal learning theory was used to frame the relationship of the teacher and the student. The interpersonal nature of the zone of proximal learning, which essentially posits students learn more than they are able to express, was used to evaluate collaborative learning, critical thinking, and advanced thinking skills (like abstraction) needed for successful computer programming.
Papert's [32] constructionism and Wing's [46] computational thinking theories were used to understand current and enduring approaches to computer science instruction. Because abstraction involves both deductive and inductive thinking, the theories of Bloom [4] and Marzano and Kendall [28] informed research on critical thinking, problem-solving, and computational thinking. Additionally, theory from Fichte [45] regarding abstraction and potentiation, Floridi's [16] theory that computers facilitate epistemological development, and Gobo and Benini's inforg theory [18] regarding the abstract essence of the human-computer relationship provide deeper understanding about the complex nature of the concept of abstraction that teachers must understand in order to teach.
Methodology
In this basic qualitative descriptive study, we employed an interpretive/constructivist perspective to glean practical information that will inform current teaching pedagogy. Because the purpose of this inquiry is to examine teachers' experiences with determining curriculum, delivering instruction, and designing assessments regarding the topic of abstraction in computer science, the most common form of qualitative research design, basic qualitative, was appropriate [29] . We interviewed 12 teachers (grades K-12) twice for 30 to 60 minutes each time and wrote researcher memos after each interview thus triangulating the data [47] . The first interviews yielded data regarding all three research questions. The second interviews also addressed all three research questions and provided more in-depth data.
The initial intent of this study was to recruit four elementary, four middle school, and four high school teachers to inform abstraction practices by grade level. Unfortunately, it proved too difficult to recruit elementary and middle school computer science teachers as few K-8 teachers are teaching CS concepts. The 12 teachers (one elementary, three middle school, seven high school) participating in this study taught in three states in the United States and were primarily secondary Advanced Placement (AP) Computer Science teachers. The average number of years of experience teaching computer science was 15.5 years. The teachers' primary teaching disciplines were either math or science. One teacher was an Information Technology manager for many years. Two teachers, who wanted to teach Computer Science, held Bachelor's degrees in Math or Physics with an emphasis on Education because they were unable to get CS teaching licenses at the time. One teacher held a Bachelor's degree in Computer Information Systems with an emphasis on programming, who worked as a programmer and hardware technician before transferring into elementary and then secondary computer science teaching. Two teachers also taught AP Physics. One teacher had over 27 years of teaching experience in Business, AP Calculus and all levels of mathematics, as well as CS. Another teacher worked as an IT professional for many years before teaching high school courses. One teacher is an elementary district and state trainer for elementary Code.org workshops. Three teacher participants taught middle school STEM courses that focused on robotics, maker code, and Scratch. Five of the 12 participants were female, seven were male. Some high school teachers offered web design and cybersecurity courses. The high school teachers taught Javascript, Python, and Java programming languages. The teacher participants have a vast combined pool of experience teaching K-12 education and teaching computer science.
Multiple researcher memos and interviews per participant provided reflexivity in the data analysis. We interacted with each interview data multiple times over the course of four months. The iterative analytic process included conducting the interviews with each teacher, editing transcriptions of each interview, making notes while listening to transcripts, writing analytic memos, and then thematically coding each interview multiple times. This exhaustive approach to analyzing data demonstrates our efforts to ensure confirmability of the results.
Results

Thematic Coding
We thematically coded data using an inductive iterative process. A logic model and NVivo software were employed to develop significant themes. Parent themes and child themes are commonly used terms to describe categories and subcategories of qualitative themes [29] . Initial parent themes arose from comparing research question categories (i.e., curriculum, instruction, assessment, and the definition of abstraction) with word frequencies in each interview. Responses regarding teachers' familiarity of abstraction ranged from one teacher stating that she was not familiar with abstraction at all, "On a scale of 1-10, I'm a 1." to being absolutely comfortable with abstraction. Another teacher explained that because his students only had beginning exposure to basic programming getting kids to demonstrate abstraction was sometimes,"...like trying to go fast with your training wheels on." A complete accounting of parent and child themes are provided in Table 1 .
Teachers found many types of instruction, including direct and contextualized instruction, effective for teaching abstraction in K-12 (see Table 1 ). For example, teachers focused on sharing their knowledge of abstraction as a ubiquitous concept through metaphors, focusing on the end-user, and making transfer references from abstraction in other content areas such as Math or English. Some teachers preferred to teach abstraction as a skill and then a concept; whereas, other teachers taught abstraction as a concept first and then a skill. All teachers agreed that abstraction was both a skill and a concept. Teachers mentioned the following parent and child themes as effective modes of instruction: teaching vocabulary through context; unplugged activities; logical problems; learning by doing; design process; contextualized project-based learning; repetition of abstraction and spiraling curriculum; labs; debugging; cooperative learning; giving students challenges; and using a variety of programming languages including block-based programming.
Teachers found that student ability made it sometimes unnecessary to teach abstraction to "savant" students, but students "at the bottom of the pack" who struggled to learn abstraction were difficult to teach. For some teachers, all of the strategies that work for many students do not work for some students who struggle with abstraction. This complex interplay between student, subject, and teacher illustrates the difficulty in conducting educational research. Figure 1 shows possible relationships between the levels of abstraction, programming languages, instructional strategies, and metaphors that teachers shared. For example, teachers often addressed the problem presented by end-users through unplugged activities or dialogue. Teachers equated elements of abstraction metaphors with the graphic user interface (GUI). Block-based programming similarly provides students as end-users an object-level of abstraction. During text-based programming teachers taught data and procedural abstractions in two dimensions on the screen. The execution level of programs and robots was accessed through learning binary and circuits with Microbits, Rasberry Pi's, and other three dimensional learning aides.
Teaching with Metaphors and Games
Treating abstraction as a skill or a concept or both influenced teachers' instructional approaches. Several teachers shared metaphors they used with their students to explain the concept of abstraction. One long-time CS teacher often referred to hypothetical clients, "Ma and Pa Kettle", as the end-users of any software solution. This teacher approached teaching abstraction by pointing out that end-users only understand the intended solution after all levels of extraneous detail are hidden in the "black box". The process of abstraction that he taught his students included gathering requirements from the user, deconstructing the problem, and "abstracting out" or inductively proposing a solution from hardware, systems, and software. Although the entire process described in the previous sentence would be defined by some as CS, the teacher in this study defined the process as abstraction. Examples, Background knowledge, Ability student dependent Alternately, the same long-time CS teacher used the metaphor of American football to explain abstraction. "I think a lot of kids understand football and football is a very very complex game with lots of different mathematics going on, all the plays and how we get to the end zone. And so, kids really any kid that is into football doesn't have a hard time holding down all of the data that they need to figure out how to run that ball and get it into the end zone. If we ask a kid how an app got onto their phone, they have no clue apart from they went to the app store and searched for it and got it. So, these are two extremes in you know abstraction." We note, that this metaphor might be more accessible to more students in the United States if the term "soccer" were substituted for "football" because American football is almost exclusively a male sport.
Another teacher described how he used the metaphor of liberal arts and technical higher education. "I use that [sic: metacognition] as a way to sort of have the students realize that they already think about abstraction a lot in everyday life and that makes sense. One of the things I do is tie in to the higher education system and how you know some schools and colleges do a liberal arts model (a breadth education) and some colleges do the sort of specialization model or the more technical model (a depth education). We talk about it and I sort of take those models to an extreme and say how you know neither of you if you take the breadth first model to an extreme that it's not useful that you take the depth first models to an extreme that it's not useful either. And so, abstraction is sort of a way of meeting in the middle in some ways."
Another teacher shared how he uses an activity and a metaphor to teach abstraction. He combines the classic games of "Pictionary" and "Telephone" by having students at one end of a circle write down the instructions for drawing a polygon. The next student then draws the image they think the instructions describe. The task continues around the circle alternating with a picture and written directions. The teacher explained connecting the activity to abstraction in CS, "It's kind of like telephone but with alternating instructions and diagram. We really talked about how when you were giving instruction, what was the instruction you needed and what was the instruction that was lacking that caused the sort of loss of concept. Basically, how much is enough and how much isn't enough. We talked about Google Quickdraw and how now from an AI standpoint how it could quickly like if you said -sailboat -how much do you need to draw for somebody to understand the idea of sailboat. Well, not much it turns out you know. So we are talking about abstraction a lot that way." Another teacher shared how he explained to his students that using the modulator function in AppInventor produced abstraction. An instructor shared how he used Java libraries to explain abstraction.
Student-led Inquiry
Student-led inquiry was another pathway to teaching abstraction. One AP CSP teacher described a student who recognized an easier way to program an app that the block-based AppInventor programming language did not accommodate. Another teacher explained, "One just kind of fun discussion we had towards the end of the semester was if you have ten problems left on a multiple-choice test and you're not sure you know you can't eliminate any of these answers, is it better to choose a letter like C and mark it all the way down? And so that was something that you know we talked about the mean, the probability that we thought maybe the variance would shift and it was a little 5 to 10-minute discussion that came up." The same teacher shared how students involved in the discussion about the ten remaining questions on a multiple-choice test went home unbidden and programmed in Java all the probabilities in this multiple-choice scenario as a way of studying the entire course material for the final. Student inquiry in this instance led to a contextualized deeper understanding of data and procedural abstraction possibilities with Java.
Abstraction and the Design Process
The two middle school STEM teachers stressed that teaching abstraction was embedded in teaching building, creating, and the design process. One teacher explained she used the Lego EV3 robot kits which allow students to create a variety of robots, "Now this whole programming idea of the EV3s, creating robots, that will help answer this question that involves science, technology, engineering, and math. So, they're kind of putting all their knowledge together which essentially was my goal in the end that it's not separate that all of this comes together and they can see how it comes together." The other STEM teacher explained,"...if they start just with coding on a screen then I'm basically a glorified programming teacher versus a teacher where I'm hitting it from how can we build something to solve a problem versus let's just learn how to code to solve a problem." The experience and focus on teaching abstraction via the design process punctuates the complex nature of teaching abstraction with both hardware and software.
Teachers Interpret Abstraction
The majority of teachers interviewed in this study did not have a succinct definition of abstraction. Four out of five Advanced Placement CS A (the most advanced AP CS course taught in high school) teachers interviewed shared that they had a sense of abstraction but did not actively teach it or assess abstraction. Two of these AP CSA teachers had taught the course for four or more years. It is understandable that an advanced topic such as abstraction may take a while to master for teachers new to a content area, such as teaching Java, a complex programming language that is the language taught in AP CS'A'. Other teachers used abstraction as a noun, verb, and adjective which indicates teachers had an understanding of the multifaceted nature of abstraction. The majority of teachers requested specific professional development on the topic of abstraction with direct applications and demonstrations in a variety of programming languages.
Because teachers' definitions and understanding of abstraction influenced the way teachers chose curriculum, taught abstraction, and assessed abstraction, teacher knowledge of abstraction is relevant to all three research questions. Teachers' knowledge of abstraction ranged from concrete understanding based on traditional computing to a focus on the end-user's experience to a vague understanding of the concept. One teacher who had a B.S. in Computer Information Systems, explained, "...when I was in college I had a friend who we would take each other's code and we would look at it and we could see who could actually make the shortest most functional program to accomplish the task." And another teacher explained, "So actually, in programming for kids for anybody, you know, to make any efficient program there needs to be abstraction." Another teacher described abstraction as, "Then when you were programming you had, you would do data hiding or data representations..." The idea of hiding data was repeated from another teacher, "And I think, you know, the thing that I've tried to stress the most to my students and I believe I touched on this last week is just abstraction being something that hides the non-important details, the extraneous kind of fluff, but packages it all into some sort of black box."
A teacher who had some experience programming science simulations in college made the distinction between procedural and data abstractions. "So, when we go over like the level of abstraction we talk about you know in the program language that I'm working on I work primarily on procedural and data abstractions." Other teachers had a less concrete ready definition of abstraction but more a sense of the concept. One teacher who had taught AP CSA and Java for several years explained, "It's in my mind the way I think of abstraction is it's a sense that no variable actually can mean something else. You know you might pass in a parameter that's some variable that eventually will have some actual meaning. But when the kids are writing their code it's just this word. This letter this idea that's out there that's not actually implemented yet." If teachers lack the ability to succinctly define abstraction, it logically follows they will not be able to teach abstraction as a skill or a concept easily.
Programming Languages and Curricular Resources
Teacher participants in this study utilized online tutorial programs, such as Code.org, AppInventor, Project Lead the Way, Nand 2 Tetris, and teacher created tutorials to provide direct instruction and differentiated instruction. Middle school teachers relied on Agent Sheets and Scratch focusing on game development, as well as robotics.
High school teachers used drag and drop or block-based coding, such as Snap, Logo, and TI basic calculator programming to teach programming concepts. High school teachers used HTML, Python, and Java as text-based languages for programming instruction. Intersections between Math, Science, and CS also provided opportunities to teach abstraction. Teachers discussed ways to make curriculum engaging, accessible, and interesting as much as possible. Only three teachers intentionally designed specific objectives for teaching abstraction with related intentional learning experiences into their CS curriculum. Thus, the majority of teachers assumed that students would implicitly learn abstraction.
Assessments
No teacher shared feeling comfortable or regularly assessing abstraction with summative or formal assessments. None of the teachers used rubrics describing abstraction. Instead, teachers reported using formative assessments, often discussions and student metacognitive self-assessments to assess abstraction. Although Wing [46] includes abstraction as a subskill of computational thinking, the 12 teachers we interviewed did not connect abstraction with computational thinking. New CS teachers related they relied on prescribed curriculum and were learning the content along with their students. Teachers with little or no content knowledge rely on specific objectives and outcomes and may not have enough content knowledge to effectively develop the curriculum needed to apply a conceptual framework such as computational thinking. Only one of the teachers who had taken a course in computational thinking (CT) shared how he incorporated CT as an educational objective in his CS courses. Several other teachers explained that creating a computational solution was the goal of their STEM or CS courses but did not mention ways they aligned this educational objective with instruction and assessments. The conceptual framework of computational thinking from Wing [46] and Brennan and Resnick [6] may be useful for helping teachers identify broad objectives for their courses, but do not appear to be useful in helping teachers identify learning outcomes related to abstraction for lesson plans and corresponding assessments. Since teachers are often overwhelmed with teaching CS as a highly complex new content area, incorporating a broad framework such as computational thinking might be too much. One teacher shared he thought it seemed like it was assumed that if a teacher knows computational thinking, they will teach computer science.
Abstraction, a subskill of computational thinking, is also very complex. The results of this study indicate that teachers need more clarification understanding computational thinking, the relationship between computational thinking and abstraction, and related guidance creating objectives, curriculum, and assessments. Similarly, teachers need detailed objectives and outcomes by grade level to effectively teach abstraction. Most teachers with less experience programming and teaching abstraction were confused on whether algorithmic representations, such as variables, recursion, and classes, were abstractions. Teachers of all grade levels would benefit with expert guidance from CS scholars about the exact relationship of representation and abstraction.
Only three teachers referenced levels of abstraction and none referenced the Perrenet, Kaassenbrood, & Groote's (PKG) hierarchy [1] . Teachers unequivocally agreed that abstraction was both a skill and a concept but varied in whether it should be taught first as a skill or concept. The relationship between levels of abstraction, programming languages, and conceptual metaphors that teachers shared can be seen in Figure 1 . Three of the teachers had never heard the term abstraction before but still had a sense that computer code needed to be written efficiently and simply, and one teacher stated abstraction is "Going from messy to pretty." Only three teachers with advanced programming, IT, and computer science education shared an understanding of the levels of abstraction. All the teachers shared they would benefit from professional development explaining abstraction. One teacher who taught AP Calculus shared that he knew what type of calculus his students would continue learning in college but had no idea what kind of computer science content related to abstraction students would learn in college. Teachers would benefit from instruction on abstraction that illustrates abstraction in various ways.
Generalizability
Generalizability from a small qualitative sample is difficult to achieve, but some aspects of our results might apply to other teachers. One teacher from a state that has had an earlier push for CS than the western state from which most of this study's participants came from shared that, as a high school student, he took the exact same CS class (with the same curriculum and syllabus) that he now teaches. His mentor, as a CS teacher, is his old high school CS teacher. This teacher participant understood abstraction easily, discussed abstraction easily, and had a strong sense of how and when his students demonstrated abstraction in their computer code. He was also attending a Master's program in CS. In his fifth year of teaching the same curriculum and courses, he mentioned that he could incorporate more depth on abstraction into his courses now because he was more familiar with the progression and material. The amount of experience as both a CS student in high school and higher education logically seems like it would correlate with teaching knowledge of abstraction and self-efficacy.
In contrast, two middle school teachers who had much less formal training in CS and experience teaching CS courses were the least able to describe abstraction activities and examples of students producing abstraction than any of the other teachers. Three teachers were in the middle of teaching advanced year-long CS courses which they had never taught before. These three teachers all shared that they were in the planning stages of learning material, setting objectives, designing future lesson plans, and designing assessments. They were not able to fully describe concrete examples of lesson plans and assessments that incorporated abstraction because they had not finished teaching their entire courses. Again, generalizability with common variables such as experience with content and experience teaching the curriculum logically correlate with knowledge of abstraction and teacher selfefficacy.
Limitations / Threats to Validity
This study was limited by time of year, the number of participants, the predominance of secondary teachers, and the lack of student artifacts. We may have gotten more informed responses from teachers if we had conducted interviews in the spring instead of the fall; since abstraction is an advanced skill, several teachers mentioned saving to teaching it until the second half of the school year. Also, we may have been able to recruit more participants who were actively teaching abstraction if we had recruited in the spring rather than the fall. Because there was only one elementary case, we do not have sufficient data regarding abstraction in elementary school.
Exploring how teachers create objectives and outcomes for abstraction should be pursued in additional research. Only three teachers, all who taught AP CS Principles, intentionally designed objectives related to abstraction. We note that abstraction is required for the AP CS Principles test, though we were unable to obtain student artifacts that teachers identified as demonstrating abstraction. The artifacts are necessary to evaluate with teacher assessments. Thus, the question about assessments and abstraction should also be investigated further in subsequent research.
Conclusion
This study solely focused on the teaching aspect, the input, of the educational process. Additional studies about the student experience learning abstraction in CS, grade level abstraction abilities, and student curricular interests are needed to more fully understand the output, or the learning aspect of the educational process. Research investigating effective instructional approaches in the elementary grades would also inform an aligned and accurate curricular progression of abstraction skills. In addition, more investigation into grade-level appropriate abstraction skills and concepts would aide teachers in creating objectives and outcomes. Research that tests refined abstraction rubrics and assessments would help teachers with needed resources. It would also be interesting to offer a survey to a larger teacher population and inquire about the variety of thinking skills (pattern recognition, decomposition, generalization, induction, deduction, and logical thinking) needed for abstraction. Potential variables for future quantitative study of the instruction of abstraction include programming languages, the relationship between hardware and software, concepts, skills, direct instruction, contextual instruction, teaching experience, student math experience, and STEM curriculum. A more thorough investigation, such as a Delphi Survey, that would generate a succinct definition of abstraction which K-12 teachers can understand and apply in the classroom would be helpful.
