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X = cluster[t:any]
var k:int
p = proc(v:t)
end
end
k := k + 1
a[0] := k
var a:array[t]
cluster X
un-
plug
p = proc(v:t)
[t:any, var k:int
var a:array[int]]
metacluster Yre-
plug
var k:int
p = proc(v:int)
end
k := k + 1
a[0] := k
var a:array[int]
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program ::= ( interface | cluster | metadef ). . .
interface ::= idn = interface [ param ] annot. . . procdcl. . . end
cluster ::= idn = cluster [ param ] annot. . . vardef. . . procdef. . . end
annot ::= @idn [ [ ( idn | string | integer ) . . . ] ]
param ::= [ ( idn : type ). . . ]
type ::= idn [ [ type, . . . ] ]
prochdr ::= proc ( ( idn : type ). . . ) [ : type ]
procdcl ::= idn = prochdr end
procdef ::= idn = prochdr stat. . . end
vardef ::= var idn : type [ := expr ]
stat ::= vardef | assign | astore | rstore | simpcall
| return [ expr ] | whilest | ifst
whilest ::= while expr do stat. . . end
ifst ::= if expr then stat . . . [ elif expr then stat . . . ] . . . else stat. . . end
assign ::= idn := expr
astore ::= idn [ expr ] := expr
rstore ::= idn . idn := expr
expr ::= simcall | uop expr | expr bop expr | ( expr )
uop ::= + | - | !
bop ::= = | != | > | >= | < | <= | + | - | * | / | % | && | ||
simpcall ::= ( primary | simpcall ) ! idn( expr, . . . )
| $type$ idn ( expr, . . . )
primary ::= idn | integer | string | true | false | nil
| primary [ expr ] | primary . idn
. . . — 0 or more repetiotion
, . . . — comma-separated list
[ ... ] — optional
Figure 2: o3 ( )
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any = interface end
bool = cluster
equal = proc(self:bool, x:bool):bool end
not = proc(self:bool):bool end
print = proc(self:bool) end
end
int = cluster
equal = proc(self:int, x:int):bool end
lt = proc(self:int, x:int):bool end
gt = proc(self:int, x:int):bool end
le = proc(self:int, x:int):bool end
ge = proc(self:int, x:int):bool end
minus = proc(self:int):int end
plus = proc(self:int):int end
add = proc(self:int, x:int):int end
sub = proc(self:int, x:int):int end
mul = proc(self:int, x:int):int end
div = proc(self:int, x:int):int end
mod = proc(self:int, x:int):int end
print = proc(self:int) end
end
string = cluster
equal = proc(self:string, x:string):bool end
lt = proc(self:string, x:string):bool end
gt = proc(self:string, x:string):bool end
le = proc(self:string, x:string):bool end
ge = proc(self:string, x:string):bool end
add = proc(self:string, x:string):string end
size = proc(self:string):int end
print = proc(self:string) end
end
array = cluster[elt:any]
create = proc():array[elt] end
size = proc(self:array[elt]):int end
push = proc(self:array[elt], x:elt) end
store = proc(self:array[elt], i:int, x:elt) end
fetch = proc(self:array[elt], i:int):elt end
end
Figure 3: o3
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stack = cluster[elt:any]
var arr:array[elt] := $array[elt]$create()
var ptr:int := 0
create = proc():stack[elt] return self end
push = proc(self:stack[elt], x:elt)
if arr!size() > ptr then
arr[ptr] := x; ptr := ptr + 1
else
arr!add(x); ptr := ptr + 1
end
end
pop = proc(self:stack[elt]):elt
if ptr >= 0 then ptr := ptr - 1 end
return arr[ptr]
end
isempty = proc(self:stack[elt]):bool
return ptr <= 0
end
end
test = cluster
main = proc()
var st:stack[int] := $stack[int]$create()
st!push(1); st!push(2); st!push(3)
st!pop()!print(); st!pop()!print()
end
end
Figure 4: ( )
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metadef ::= idn = ( metaproc | metacluster )
[ param ] annot. . . mstat. . . end
mstat ::= mcall | mfor | mif
mfor ::= for idn: mexp do mstat. . . end
mif ::= if mexp then mstat . . . [ elif mexp
then mstat . . . ] . . . else mstat. . . end
mexp ::= mcall | type | $type$idn | string
mcall ::= mexp!idn[ mexp. . . ]
Figure 6: DSL ( )
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Table 1: DSL API( )
type
add proctype[proc] Add proc’s signature to
target
add proctypes[type] Add type’s all procs’ signa-
tures to target
add super[type] Add type as target’s super-
type
proctypes[] Retuns target’s set of proc
cluster
add procdef[proc] Add proc’s body to target
add procdefs[cluster] Add cluster’s all procbod-
ies to target
procdefs[] Retuns target’s set of proc
with body
proc
add body after[proc] Append proc’s body to tar-
get
add body before[proc] Prepend proc’s body to
target
name matches[string] Test if proc’s name
matches pat
( )
1
1
( )
( ) ( )
(o3
)
if for
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( 7)
accum
create inc get
reset
reset exaccumimpl
extends[] target parent child
target
parent target parent child
parent child
target
for 1
1
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accum = cluster
var value:int
create = proc():accum value := 0; return self end
inc = proc(self:accum, n:int) value := value + n end
get = proc(self:accum):int return value end
end
exaccumimpl = cluster
var value:int
reset = proc(self:accum) value := 0 end
end
extends = metaproc[target:any, parent:any, child:any]
target!add_super[parent]
target!add_proctypes[parent]
target!add_proctypes[child]
target!add_procdefs[parent]
target!add_procdefs[chlid]
end
countimpl = cluster
var count:int := 0
create = proc():countimpl return self end
countup = proc(self:countimpl) count := count + 1 end
getcount = proc(self:countimpl):int return count end
end
addcount = metaproc[target: any]
$target$create!add_body_after[$countimpl$create]
target!add_proctype[$countimpl$getcount]
target!add_procdef[$countimpl$getcount]
for p: target!procdefs[] do
if p!name_matches["^(inc|reset)"] then
p!add_body_after[$countimpl$countup]
end
end
end
exaccum = metacluster
selftype!extends[accum, exaccumimpl]
selftype!addcount[]
end
Figure 7:
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• Tokens —
• prog — 2
• annot — @
• mclu — 2
• mstat — for if 3
• mcall — DSL o3
1
• clus — 2
• vdef —
• pdef — 2
• tname —
4 ( )
12
• fbody, vbody —
/ return while if 4
• ascal — /
• calex — $ $ (...) ! (...)
Package o3;
Helpers
all = [0..0xffff];
digit = [’0’..’9’];
lalpha = [’a’..’z’];
ualpha = [’A’..’Z’];
alpha = lalpha | ualpha;
ascii = [0..0x007f];
quote = ’"’;
plus = ’+’;
minus = ’-’;
uscore = ’_’;
sign = plus|minus;
nostr = [ascii - quote];
escape = ’\’ ascii;
dot = ’.’;
Tokens
cluster = ’cluster’;
do = ’do’;
else = ’else’;
elsif = ’elsif’;
end = ’end’;
false = ’false’;
for = ’for’;
if = ’if’;
interface = ’interface’;
metacluster = ’metacluster’;
metainterface = ’metainterface’;
metaproc = ’metaproc’;
nil = ’nil’;
var = ’var’;
proc = ’proc’;
return = ’return’;
then = ’then’;
true = ’true’;
while = ’while’;
atidn = ’@’ (alpha|digit)+ ;
dollar = ’$’;
plus = ’+’;
minus = ’-’;
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mult = ’*’;
div = ’/’;
rem = ’%’;
lpar = ’(’;
rpar = ’)’;
kagi = ’[’;
gika = ’]’;
comma = ’,’;
peri = ’.’;
assign = ’:=’;
colon = ’:’;
semi = ’;’;
eql = ’=’;
noteq = ’!=’;
bang = ’!’;
le = ’<=’;
lt = ’<’;
ge = ’>=’;
gt = ’>’;
cand = ’&&’;
cor = ’||’;
iconst = sign? digit+;
ident = alpha (alpha|digit|uscore)*;
string = quote (nostr|escape)* quote;
blank = (’ ’ | ’ ’ | 13 | 10)+;
comment = ’/’ ’/’ [all - 10]* 10;
Ignored Tokens
blank, comment;
Productions
prog = {emp}
| {clus} prog clus
| {mclc} prog mclu
;
annot = {emp}
| {one} annot atidn optcm
| {lis1} annot atidn lpar nlist rpar optcm
| {lis2} annot atidn kagi nlist gika optcm
;
nlist = {emp}
| {one} nlist nent optcm
;
nent = {idn} ident
| {int} iconst
| {str} string
;
optcm = {emp}
| {one} comma
;
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optsm = {emp}
| {one} semi
;
mclu = {clu} ident eql metacluster cpara annot mstats end
| {prc} ident eql metaproc cpara annot mstats end
;
mstats = {emp}
| {one} mstats mstat
;
mstat = {call} mcall optsm
| {for} for ident colon mexp do mstats end optsm
| {ifst} if mexp then mstats melif end optsm
;
melif = {none}
| {else} else mstats
| {more} elsif mexp then mstats melif
;
mexp = {call} mcall
| {type} tname
| {proc} [left]:dollar tname [right]:dollar ident
| {sconst} string
;
mcall = {none} mexp bang ident kagi gika
| {args} mexp bang ident kagi margs gika
;
margs = {one} mexp
| {two} margs comma mexp
;
clus = {clu} ident eql cluster cpara annot vdefs pdefs end
| {itf} ident eql interface cpara annot vdefs pdefs end
;
cpara = {emp}
| {one} kagi plist gika
;
vdefs = {emp}
| {one} vdefs vdef
;
vdef = {init} var ident colon tname assign expr
| {decl} var ident colon tname
;
pdefs = {emp}
| {one} pdefs pdef
;
pdef = {func} ident eql proc lpar parms rpar colon tname annot fbody end
| {void} ident eql proc lpar parms rpar annot vbody end
;
parms = {emp}
| {list} plist
;
plist = {one} parm
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| {many} plist comma parm
;
parm = {one} ident colon tname
;
tname = {one} ident
| {para} ident kagi tlist gika
;
tlist = {one} tname
| {many} tlist comma tname
;
fbody = {emp}
| {one} fbody fstmt optsm
;
vbody = {emp}
| {one} vbody vstmt optsm
;
fstmt = {ascal} ascal
| {retn} return expr
| {whst} while expr do fbody end
| {ifst} if expr then fbody felif end
;
felif = {none}
| {else} else fbody
| {more} elsif expr then fbody felif
;
vstmt = {ascal} ascal
| {retn} return
| {whst} while expr do vbody end
| {ifst} if expr then vbody velif end
;
velif = {none}
| {else} else vbody
| {more} elsif expr then vbody velif
;
ascal = {vdef} vdef
| {assign} ident assign expr
| {astore} pmmex kagi [idx]:expr gika assign expr
| {pstore} pmmex peri ident assign expr
| {call} pclex
;
expr = {orexp} orexp
;
orexp = {andex} andex
| {cor} orexp cor andex
;
andex = {relex} relex
| {cand} andex cand relex
;
relex = {addex} addex
| {eql} [left]:addex eql [right]:addex
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| {noteq} [left]:addex noteq [right]:addex
| {lt} [left]:addex lt [right]:addex
| {gt} [left]:addex gt [right]:addex
| {le} [left]:addex le [right]:addex
| {ge} [left]:addex ge [right]:addex
;
addex = {mulex} mulex
| {add} addex plus mulex
| {sub} addex minus mulex
;
mulex = {uexpr} uexpr
| {mul} mulex mult uexpr
| {div} mulex div uexpr
| {rem} mulex rem uexpr
;
uexpr = {calex} calex
| {memex} memex
| {minus} minus calex
| {plus} plus calex
| {bang} bang calex
;
args = {empty} lpar rpar
| {list} lpar alist rpar
;
alist = {one} expr
| {list} alist comma expr
;
calex = {type} [left]:dollar tname [right]:dollar ident args
| {memex} memex bang ident args
| {casc} calex bang ident args
| {prop} calex peri ident
| {array} calex kagi expr gika
;
memex = {ident} ident
| {const} const
| {prop} memex peri ident
| {array} memex kagi expr gika
| {paren} lpar expr rpar
;
pclex = {type} [left]:dollar tname [right]:dollar ident args
| {call} pmmex bang ident args
| {casc} pclex bang ident args
;
pmmex = {ident} ident
| {const} const
| {prop} pmmex peri ident
| {array} pmmex kagi expr gika
;
const = {iconst} iconst
| {sconst} string
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| {false} false
| {true} true
| {nil} nil
;
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#include <stdio.h>
#include <stdlib.h>
#include <string.h>
#define nil 0
typedef void *ptr;
typedef ptr (*func)();
typedef struct vtbl_r {
char *name;
int bcnt, acnt;
func *funcs;
} vtbl_r, *vtbl_p;
typedef struct obj_r {
vtbl_r *ops;
} obj_r, *obj_p;
obj_p send0(obj_p self, char *name) {
for(int i = 0; self->ops[i].name != 0; ++i) {
18
if(strcmp(name, self->ops[i].name) == 0) {
vtbl_p p = self->ops+i;
int bc = p->bcnt, ac = p->acnt;
for(int k = 0; k < bc; ++k)
((func)(p->funcs[k]))(self);
ptr ret = ((func)(p->funcs[bc]))(self);
for(int k = 0; k < ac; ++k)
((func)(p->funcs[bc+k+1]))(self);
return ret;
}
}
fprintf(stderr, "%s not sent.\n", name); exit(1);
}
• nil — 0 nil
• ptr —
• func —
• vtbl r — 1 befre after
func
• obj r —
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@clangnofwdcl
(C )
@clangemit
C
@clangemit2 ( )
4.4
none = interface
@clangnofwdcl
print = proc(self:none) end
end
any = cluster
@clangemit[
"typedef struct string_4_r {"
" vtbl_r *ops;"
" int len;"
" char a[];"
"} string_4_r, *string_4_p;"
"extern vtbl_r *string_4_vtbl_copy;"
"obj_p string_4_create(char *s);"]
print = proc(self:any) "any"!print() end
tostr = proc(self:any):string return "any" end
end
bool = cluster
@clangnofwdcl
@clangemit[
"typedef struct bool_2_r {"
" vtbl_r *ops;"
"} bool_2_r, *bool_2_p;"
"extern bool_2_r bool_true;"
"extern bool_2_r bool_false;"]
@clangemit2[
"bool_2_r bool_true = { bool_2_vtbl };"
"bool_2_r bool_false = { bool_2_vtbl };"]
equal = proc(self:bool, x:bool):bool
@clangemit[
"bool_2_p x1 = (bool_2_p)x;"
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"return (obj_p)((self==x1) ? &bool_true : &bool_false);"]
end
not = proc(self:bool):bool
@clangemit[
"return (obj_p)((self==&bool_true) ? &bool_false : &bool_true);"]
end
print = proc(self:bool)
@clangemit[
"printf((self==&bool_true)? \"true\\n\" : \"false\\n\");"]
end
tostr = proc(self:bool):string
@clangemit[
"return string_4_create((self==&bool_true)? \"true\":\"false\");"]
end
end
int = cluster
@clangnofwdcl
@clangemit[
"typedef struct int_3_r {"
" vtbl_r *ops;"
" int value;"
"} int_3_r, *int_3_p;"
"obj_p int_3_create(int v);"]
@clangemit2[
"obj_p int_3_create(int v) {"
" int_3_p x = (int_3_p)malloc(sizeof(int_3_r));"
" x->ops = int_3_vtbl; x->value = v; return (obj_p)x;"
"}"]
equal = proc(self:int, x:int):bool
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return (obj_p)(self->value == x1->value ? &bool_true : &bool_false);"]
end
lt = proc(self:int, x:int):bool
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return (obj_p)(self->value < x1->value ? &bool_true : &bool_false);"]
end
gt = proc(self:int, x:int):bool
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return (obj_p)(self->value > x1->value ? &bool_true : &bool_false);"]
end
le = proc(self:int, x:int):bool
@clangemit[
"int_3_p x1 = (int_3_p)x;"
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"return (obj_p)(self->value <= x1->value ? &bool_true : &bool_false);"]
end
ge = proc(self:int, x:int):bool
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return (obj_p)(self->value >= x1->value ? &bool_true : &bool_false);"]
end
minus = proc(self:int):int
@clangemit[
"return int_3_create(-(self->value));"]
end
plus = proc(self:int):int
@clangemit[
"return (obj_p)self;"]
end
add = proc(self:int, x:int):int
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return int_3_create(self->value + x1->value);"]
end
sub = proc(self:int, x:int):int
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return int_3_create(self->value - x1->value);"]
end
mul = proc(self:int, x:int):int
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return int_3_create(self->value * x1->value);"]
end
div = proc(self:int, x:int):int
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return int_3_create(self->value / x1->value);"]
end
mod = proc(self:int, x:int):int
@clangemit[
"int_3_p x1 = (int_3_p)x;"
"return int_3_create(self->value %% x1->value);"]
end
print = proc(self:int)
@clangemit[
"printf(\"%%d\\n\", self->value);"]
end
tostr = proc(self:int):string
@clangemit[
"char buf[20]; sprintf(buf, \"%%d\", self->value);"
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"return string_4_create(buf);"]
end
end
string = cluster
@clangnofwdcl
@clangemit
@clangemit2[
"vtbl_r *string_4_vtbl_copy = string_4_vtbl;"
"obj_p string_4_create(char *s) {"
" int n = strlen(s);"
" string_4_p x = (string_4_p)malloc(sizeof(string_4_r)+n+1);"
" x->ops = string_4_vtbl; x->len = n; strcpy(x->a, s); return (obj_p)x;"
"}"]
equal = proc(self:string, x:string):bool
@clangemit[
"string_4_p x1 = (string_4_p)x;"
"return (obj_p)(strcmp(self->a,x1->a)==0 ? &bool_true : &bool_false);"]
end
lt = proc(self:string, x:string):bool
@clangemit[
"string_4_p x1 = (string_4_p)x;"
"return (obj_p)(strcmp(self->a,x1->a)<0 ? &bool_true : &bool_false);"]
end
gt = proc(self:string, x:string):bool
@clangemit[
"string_4_p x1 = (string_4_p)x;"
"return (obj_p)(strcmp(self->a,x1->a)>0 ? &bool_true : &bool_false);"]
end
le = proc(self:string, x:string):bool
@clangemit[
"string_4_p x1 = (string_4_p)x;"
"return (obj_p)(strcmp(self->a,x1->a)<=0 ? &bool_true : &bool_false);"]
end
ge = proc(self:string, x:string):bool
@clangemit[
"string_4_p x1 = (string_4_p)x;"
"return (obj_p)(strcmp(self->a,x1->a)>=0 ? &bool_true : &bool_false);"]
end
add = proc(self:string, x:string):string
@clangemit[
"string_4_p x1 = (string_4_p)x;"
"int n = self->len + x1->len;"
"string_4_p y = (string_4_p)malloc(sizeof(string_4_r)+n+1);"
"y->ops = string_4_vtbl_copy; y->len = n;"
"stpcpy(y->a, self->a); strcat(y->a, x1->a); return (obj_p)y;"]
end
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size = proc(self:string):int
@clangemit["return int_3_create(self->len);"]
end
print = proc(self:string)
@clangemit["printf(\"%%s\\n\", self->a);"]
end
tostr = proc(self:string):string
@clangemit["return (obj_p)self;"]
end
end
array = cluster[elt:any]
@clangnoemit
@clangemitgendcl[
"typedef struct array_r {"
" vtbl_r *ops;"
" int limit, size;"
" ptr *body;"
"} array_r, *array_p;"
"void array_extend(array_p x) {"
" ptr *b = x->body; int i = x->limit;"
" x->limit *= 2;"
" x->body = (ptr*)malloc(x->limit*sizeof(ptr));"
" while(i >= 0) { x->body[i] = b[i]; --i; }"
"}"]
@clangemit[
"extern vtbl_r array_%d_vtbl[];"
"typedef struct array_%d_r {"
" vtbl_r *ops;"
" int limit, size;"
" ptr *body;"
"} array_%d_r;"]
create = proc():array[elt]
@clangemit[
" array_%d_p x = (array_%d_p)malloc(sizeof(array_%d_r));"
" x->ops = array_%d_vtbl; x->limit = 8; x->size = 0;"
" x->body = (ptr*)malloc(8*sizeof(ptr));"
" return (obj_p)x;"]
end
size = proc(self:array[elt]):int
@clangemit[
" return int_3_create(self->size);"]
end
add = proc(self:array[elt], x:elt)
@clangemit[
" if(self->size >= self->limit) { array_extend((array_p)self); }"
" self->body[self->size++] = x;"]
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end
store = proc(self:array[elt], i:int, x:elt)
@clangemit[
" int_3_p i1 = (int_3_p)i;"
" if(i1->value < 0 || i1->value > self->size) { return; }"
" self->body[i1->value] = x;"]
end
fetch = proc(self:array[elt], i:int):elt
@clangemit[
" int_3_p i1 = (int_3_p)i;"
" if(i1->value < 0 || i1->value > self->size) { return 0; }"
" return self->body[i1->value];"]
end
end
5
5.1 Compiler.java
• SableCC
•
•
• (C )
• ( )
C main
5.2 Traverser.java
SableCC DepthAdapter
/
5.3 ClangEmit.java
ClangEmit (C )
C
5.4
5.4.1 Annots.java
Annots
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5.4.2 MTreeList.java
MTreeList Mtree
5.4.3 StrList.java
StrList
5.4.4 TnameList.java
TnameList TypeName
5.4.5 TreeList.java
TreeList Tree
5.5
Tree
• Typecheck
• Base
• Vdef
• Proc
Base
• Para
• Retn return
• Whst while
• Ifst if
• Then if then
• Else if else
• Expr
• Assign
• Call
• Tcall
• Not
• Cand and
• Cor or
• Ident
• Iconst
• Bconst
• Nil nil—
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5.6
5.6.1 TypeName.java
TypeName tid ( )
o3 TypeName
( )
int
stack[T]
stack[int]
tid
3 int
6 stack[]
8 stack[int]
tid
tid
int_3
stack_6[]
stack_6[int_3]
5.6.2 TypeEnv.java
TypeEnv (tid) (Tbody.Base)
addBody
idn2gen tid
check
check
cemit
cemit
5.6.3 TypeEquate.java
TypeEquate TypeEnv
TypeEnv
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5.7
5.7.1 VarEnv.java
VarEnv <
, , > 3
5.7.2 ProcType.java
Proctype 1
Tree.Proc Tree.Vdef
before/after
colectVar
copy checkAddCreate create
cemit body
5.8 (Tbody.java)
(Tbody) 1
Base Mclu Clus Base
• paras —
• args — ID
• idn cname tname — ( TypeName
• annot —
• te —
• pdic pnum — ID
Mclu
proc
VarEnv
5.9 (Mtree.java)
Mtree Base
• Ifst — if
• Then — if then
• Else — if else
• For — for
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• Msubr — API
• Mex —
• Mcall —
• Mtype —
• Mproc —
• Mstr —
• Mval —
• Vnull — null
• Vstr —
• Vtype —
• Vproc —
• Vtset —
• Vpset —
TpEquate TypeEquate
6
Java
Makefile jar
( o3c )
java -jar o3.jar
(C ) code.c
C main
main
java -jar o3.jar -m’$ $ ’
main
7
o3 2016.2.16
( : 25330076)
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