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Abstrakt
Demonstrační program výpočtu živých a mrtvých proměnných slouží jako vizuální pomůcka při 
výuce optimalimalizace cílového kódu označovaním živých a mrtvých promněnných ze vstupního 
řetezce, kterým je matematický výraz s použitím syntaktické analýzy, práce s registry a následné 
generace  optimalizovaného kódu v asembleru.
Abstract
Demonstration program of computation of live and dead variables is  visual utility for learning about 
optimalization of target code with tagging live and dead variables from input string, which is 
mathematic  phrase with using  syntactic analysis, work with registers and  generation of target code 
in assembler.
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1 Úvod
Cieľom tejto práce bolo vytvoriť program, ktorý bude názorne ukazovať, ako to vyzerá v priebehu 
syntaktickej analýzy, práce s registrami a následného generovania optimalizovaného kódu. 
Tento program by mohli využiť študenti nielen predmetu Formálne jazyky a prekladače, kde 
sa táto téma vyučuje a venuje sa jej celá jedna vyučovacia hodina. Na programe by si študenti mohli 
otestovať svoje vedomosti, či už ako kontrola správnych výsledkov, alebo pochopenie princípu.
V tejto správe som sa snažila  zoradiť kapitoly tak, aby sa čitateľ dozvedel všetky potrebné 
informácie a pojmy k danej téme na začiatku práce, čiže ozrejmiť veci skôr ako o nich začnem písať. 
V  kapitole  Základné  definície  uvádzam  výber  z  definíc  pojmov,  ktoré  budem  v  práci 
využívať. Tieto pojmy som sa snažila napísať v čo najjednoduchších formuláciách, pretože je to len 
na ozrejmenie, čo ktorý pojem znamená. 
V nasledujúcej kapitole sa venujem téme prekladačov a tomu, z čoho sa skladajú. V mojom 
prípade nevyužívam všetky časti prekladača, ale vypísala a ozrejmila som každú časť. Pri tých, ktoré 
využívam menej alebo vôbec, som spomenula ako fungujú a na čo je ich potreba. Ostatným častiam 
som  sa  venovala  obšírnejšie.  Najviac  rozpísaná  je  časť  syntaktickej  analýzy,  optimalizácia  a 
generovanie kódu, pretože tie sú pre danú problematiku najzaujímavejšie. 
Ďalej nasleduje kapitola Analýza požiadaviek a návrh aplikácie, v ktorej sa zaoberám tým, v 
čom bol projekt implementovaný a aké boli moje kritériá pre vznik aplikácie a popis rozhrania.
V kapitole Implementácia sa venujem priamo jednotlivým triedam a funkciám tak, ako boli 
napísané a s akými problémami som sa stretla pri ich vytváraní. 
Dôležitou kapitolou je  aj  kapitola  Návod na použitie,  kde  popisujem,  ako  treba  program 
používať a vysvetľujem čo je kde zobrazené. 
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2 Základné definície
Pre porozumenie ďalšieho textu, by sme si mali na začiatok ozrejmiť zopár základných definíc.
Abecedu môžeme opísať ako konečnú a neprázdnu možnou obsahujúcu elementy a tieto elementy sa 
nazývajú symboly. Abecedu označujeme znakom Σ. Napríklad abeceda môjho mena by sa označovala 
takto:   Σ = {p, e, t, r, a} čiže pozostáva z množiny 5 symbolov.
Reťazec  je konečná postupnosť symbolov nad abecedou. Prázdny reťazec ε, čiže ten, ktorý 
neobsahuje žiadny symbol je tiež reťazec nad danou abecedou. 
Nasledujúcim dôležitým pojmom je  pojem jazyk. Ak Σ* značí množinu všetkých reťazcov 
nad abecedou  Σ.  Každá podmnožina množiny všetkých reťazcov nad abecedou je jazyk nad touto 
abecedou. Jazyky môžu byť konečné a nekonečné, kde konečné obsahujú konečný počet reťazcov a 
nekonečné majú nekonečný počet reťazcov.
Ďalej si ozrejmíme, čo sú to regulárne výrazy a jazyky. 
Definícia: Nech Σ je abeceda,  Regulárne výrazy nad abecedou Σ a jazyky, ktoré značia, sú
 definované následovne:
• Ø je Regulárny výraz značiaci  prázdnu množinu (prázdny jazyk)
• ε je regulárny výraz značiaci jazyk {ε}
• a, kde a∈ Σ je regulárny výraz značiaci jazyk {a}
• Ak r a s sú regulárne jazyky značiace po rade jazyky Lr a Ls, potom 
▪ (r.s) je Regulárny výraz značiaci jazyk L=LrLs
▪ (r+s) je Regulárny výraz značiaci jazyk L= Lr∪Ls
▪ (r*) je Regulárny výraz značiaci jazyk L=Lr*
Teraz už vieme čo je to regulárny výraz, tak si môžeme povedať čo je to  Regulárny jazyk. 
Zjednodušene by sme mohli povedať, že každý regulárny výraz značí regulárny jazyk. Zadefinujeme 
si to teda tak, že L je jazyk a L je regulárny jazyk, ak k nemu existuje regulárny vraz r, ktorý vlastne 
tento jazyk značí.  
Konečný automat je vlastne najjednoduchší model, ktorý obsahuje nejaké stavy, tieto stavy 
majú konečný počet to znamená že vieme koľko ich bude, odtiaľ aj názov Konečný automat. Taktiež 
má aj konečný počet výpočtových pravidiel.
Konečný automat je pätica, ktorá sa označuje ako  M=(Q,  Σ,  R, s,  F),  kde  Q je konečná 
množina  stavov,   Σ  značí  vstupnú  abecedu,  R je  nejaká  konečná  množina,  ktorá  značí  že  ak  z 
nejakého stavu pri  prečítaní  symbolu z abecedy,  urobí  prechod do stavu u ďalšieho.  Ak je tento 
symbol  rovný  ε  to znamená že nebol prečítaný symbol  na vstupe. Počiatočný stav označujeme 
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písmenom s,  koncový stav  písmenom  f ktorý  patri  do  množiny  koncových stavov a  q označuje 
ľubovolný iný stav patriaci do  Q, čiže množine stavov. Na obrázku 2.1 môžeme vidieť aj grafickú 
reprezentáciu konečného automatu, alebo jeho časti. Na obrázku je znázornené pravidlo pa→ q  ∈ R 
čiže z počiatočného stavu sme načítali symbol a prešli do ďalšieho stavu.
Deterministický konečný automat je konečný automat, ktorý má naproti konečnému automatu jednu 
vlastnosť a to že z každej konfigurácie sa dostane prijatím jedného symbolu práve do maximálne 
jednej ďalšej. 
Bezkontextová gramatika 
Definícia: Bezkontextová gramatika (BKG) je štvorica G=(N, T, P, S), kde:
• N je abeceda nonterminálov
• T je abeceda terminálov, pričom N ∩ Τ = Ø
• P  je konečná množina pravidiel tvaru A → x; kde A∈Ν, x∈(Ν∪Τ)*
• S∈Ν je počiatočný nonterminál.
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2.1 Prechod do ďalšieho stavu
