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Résumé : Cet article présente un outil de vérification de propriétés de sécurité pour du code Java
annoté en JML. Ces propriétés temporelles, exprimées dans une extension de JML, sont transformées
par l’outil en annotations JML standard et sont intégrées automatiquement dans la classe Java à
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Cet article présente un outil de vériﬁcation de propriétés de sécurité pour du code
Java annoté en JML. Ces propriétés temporelles, exprimées dans une extension de JML,
sont transformées par l’outil en annotations JML standard et sont intégrées automatique-
ment dans la classe Java à vériﬁer. Cette article est une version étendue de l’article outil
prÃ©senté à AFADL’06.
Mots-clés : Java Modeling Language, logique temporelle, annotations, vériﬁcation.
1 Motivations
Nous présentons dans cet article l’outil JAG (pour JML Annotation Generator) qui
permet, à partir d’une formule exprimée dans un langage de logique temporelle [5], et d’un
ﬁchier Java/JML, de générer les annotations JML (Java Modeling Language) appropriées
à la vériﬁcation de cette propriété.
Supposons qu’on souhaite vériﬁer la sécurité d’un système de transaction. La ﬁgure 1
présente un extrait d’une classe Java qui implante un tel système proche de celui de la
JavaCard. Le code Java y est enrichi par des annotations JML (Java Modeling Language)
précédées par //@ sur une ligne ou délimitées par /*@ et @*/.
Dans cette classe, une méthode beginTransaction() démarre une nouvelle transac-
tion et une méthode commitTransaction() la valide. Durant la transaction, une méthode
modify() écrit dans un buﬀer. La transaction peut être abandonnée par invocation d’une
méthode abortTransaction(). Des annotations JML avant l’entête de ces méthodes Java
permettent d’en décrire le comportement.
Les principales annotations JML sont des invariants (clause invariant) décrivant une
propriété que tous les états de la classe doivent vériﬁer, des préconditions de méthode
(clause requires) et des post-conditions de méthode (clause ensures) qui indiquent une
propriété qui doit être vraie quand la méthode termine. Les prédicats JML suivent la
syntaxe des expressions booléennes Java, étendue avec des mots-clefs spéciﬁques à JML,
comme \old, qui fait référence à la valeur d’une variable dans l’état précédent. Des variables
JML (ghost et model) peuvent être déclarées et mises à jour (clauses set et initially).
Sur cette classe Java, on souhaite vériﬁer deux propriétés de bon fonctionnement du
système de transaction : (i) Le buﬀer doit être vidé avant de commencer une nouvelle
transaction et (ii) toute transaction commencée doit fatalement se terminer. La première
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public class TransactionSystem {
...
//@ ghost boolean TrDepth = false;
//@ model int BufferFree;
//@ initially BufferFree == 10;
//@ invariant BufferFree <= 10;
/*@ private normal_behavior
@ requires TrDepth == false;
@ assignable TrDepth;
@ ensures TrDepth == true;
@*/
public void beginTransaction() {





Fig. 1 – Extrait d’une spéciﬁcation JML : un système de transaction
propriété est une propriété de sûreté (“quelque chose de mauvais ne doit pas arriver”) et la
seconde est une propriété de vivacité (“quelque chose de bon doit nécessairement arriver”).
Ces propriétés de sécurité peuvent être codées comme des restrictions sur les séquences
d’exécution de méthodes Java. Toutefois, il n’est pas aisé de les traduire directement en un
ensemble d’annotations JML. C’est pourquoi nous proposons un outil qui met à la disposi-
tion du spéciﬁeur un langage compact pour exprimer de telles propriétés et automatise leur
traduction en annotations JML, directement insérées dans le code de la classe à vériﬁer.
Dans l’extension de JML proposée dans [5], ces deux propriétés peuvent s’exprimer comme
suit.
(i) after commitTransaction() terminates,
abortTransaction() terminates
before beginTransaction() called always BufferFree == 10 ;
(ii) after beginTransaction() called always {True}
until abortTransaction() called, commitTransaction() called
under_invariant {true} variant {BufferFree};
La première formule signiﬁe qu’après (after) la ﬁn d’une transaction, par validation
(commit) ou par rollback (abort), et avant (before) qu’une autre transaction ne com-
mence, le buﬀer doit toujours (always) être vide. La seconde formule traduit qu’après
(after) qu’une transaction ait commencé celle-ci doit fatalement (until) se terminer par
un rollback ou une validation. On fournit à l’outil un variant pour vériﬁer cette vivacité.
Ce variant est un entier naturel qui doit décroître strictement à chaque appel de méthode,
pour garantir qu’on ﬁnira par atteindre l’état voulu.
2 Description de l’outil
Principe de fonctionnement de l’outil La structure de l’outil est illustrée dans la
ﬁgure 2. Le ﬁchier Java/JML d’entrée est analysé syntaxiquement par l’outil JMLTools [2].
Les propriétés temporelles sont analysées avec un analyseur généré avec le même outil
(ANTLR) que celui de JMLTools, aﬁn de faciliter une intégration ultérieure.
L’outil réduit tout d’abord chaque formule temporelle à vériﬁer en une ou plusieurs
primitives intermédiaires qui lui sont sémantiquement équivalentes [1, 5]. La primitive Inv




































Fig. 2 – Schéma général de l’outil.
vivacité et la primitive Witness représente un état particulier du système ou de l’exécution.
Ces primitives optimisent l’étape suivante de génération d’annotations JML équivalentes.
Génération d’annotations JML à partir des primitives Chaque primitive Inv est
traduite en un invariant JML. Chaque primitive Loop est traduite en un ensemble d’inva-
riants et de contraintes historiques qui impliquent la décroissance du variant et l’absence
de blocages dans le système. Chaque primitive Witness est traduite par une variable ghost.
L’outil produit en sortie un ﬁchier dans lequel la classe originale est complétée avec les
annotations JML générées. La ﬁgure 3 présente un extrait1 de la spéciﬁcation obtenue pour
la vériﬁcation des propriétés (i) et (ii) sur le système de transaction. On peut constater que
des variables ghost sont ajoutées pour “observer” les appels et terminaisons des méthodes
impliquées dans la formule temporelle. Le premier invariant assure la satisfaction de la
propriété de sûreté (i). Le second assure que le variant de la propriété de vivacité (ii) est
bien un entier naturel. Les deux contraintes historiques (constraint) assurent respective-
ment que ce variant diminue après chaque appel de méthode jusqu’à la terminaison de la
transaction et qu’il n’y a pas de blocage avant la terminaison de la transaction (au moins
une des préconditions de méthode est vraie).
Ces annotations peuvent alors être validées ou prouvées à l’aide des outils disponibles
pour JML [2].
Traçabilité des annotations générées Une traçabilité des annotations JML générées
a été implantée dans l’outil JAG. L’interface graphique de JAG permet :
– A partir d’une annotation générée, de retrouver la primitive et la propriété temporelle
d’origine.
– D’obtenir des informations sur ce que vériﬁe chacune des annotations (décroissance
de variant, observation d’appel de méthode...)
1Le fichier complet est disponible depuis la page http://lifc.univ-fcomte.fr/~groslambert/JAG/
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/*@ ghost public boolean
@ gTLbeginTransactioncalled_2 = false;
@ ghost public boolean
@ gTLcommitTransactionterminates_1 = false;
@ ghost public boolean





@ ==> BufferFree == 10;
@*/
//@ invariant BufferFree>= 0;
/*@ constraint
@ \old(gTLbeginTransactioncalled_2)




@ ==> (( TrDepth == false)
@ || ( BufferFree == 0 && TrDepth == true)
@ || ( BufferFree > 0 && TrDepth == true)





@ requires TrDepth == false;
@ assignable TrDepth;
@ ensures TrDepth == true;
@*/
public void beginTransaction() {
//@ set gTLbeginTransactioncalled_2 = true;
//@ set gTLcommitTransactioncalled_1 = false;
//@ set gTLabortTransactioncalled_1 = false;
...
}
Fig. 3 – Extrait d’un ﬁchier de sortie de l’outil JAG.




Nombre d’OP (dont auto-
matiques)
TransactionSystem 2 18 92 (91)
AtmTransaction 2 21 171 (171)
Tab. 1 – Résultats expérimentaux.
Cette caractéristique permet un diagnostic plus aisé en cas d’échec de la vériﬁcation d’une
annotation JML.
3 Résultats expérimentaux
L’outil a été validé sur diﬀérents exemples, dont celui présenté dans cet article. La
table 1 résume les résultats obtenus en utilisant l’outil Jack [3] pour générer et vériﬁer en
aval les obligations de preuve (OP).
4 Conclusion et travaux futurs
Nous avons présenté un outil de génération d’annotations JML assurant la satisfaction
de propriétés temporelles exprimées dans le langage déﬁni dans [5]. La particularité et l’un
des atouts de ce travail est de générer des annotations JML standard, l’ensemble des outils
JML peuvent donc être utilisés sur le ﬁchier de sortie. L’un des premiers travaux que nous
envisageons est d’intégrer notre outil avec ceux utilisés en aval. Nous envisageons égale-
ment d’étendre notre démarche de génération d’annotations à d’autre langages d’entrée,
en particulier à la PLTL.
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L’outil et sa documentation sont disponibles en téléchargement à l’adresse http://
www.lifc.univ-fcomte.fr/~groslambert/JAG.
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A Syntax of JTPL
A.1 Attribute Grammar
(TF1) <Temp1> : := after <Events> <Temp2>
(TF2) | before <Events> <TraceProp>
(TF3) | <TraceProp> until <Events>
under [invariant <JMLProp>] variant <JMLExpr>
[for <Methods>]
(TF4) | <TraceProp> unless <Events>
(TF5) | <TraceProp>
(TP1) <TraceProp1> : := always <JMLProp>
(TP2) | eventually <JMLProp>
under [invariant <JMLProp>] variant <JMLExpr>
[for <Methods>]
(TP3) | eventually <JMLProp>
(TP4) | <TraceProp2> & <TraceProp3>
(TP5) | <TraceProp2> | <TraceProp3>
<Events> : := <Event> <Methods> : := <Method>
| <Event>,<Events> | <Method>,<Methods>





The grammar for the JML extension uses two attributes [4] : correct – a synthesized
attribute denoting whether the under clause is well placed – and inherited – an inherited
attribute indicating whether the until or before keyword is present in a formula where
the eventually keyword occurs.
(TF1) correct(<Temp1>) ← correct(<Temp2>)
(TF2,3,4,5) correct(<Temp1>) ← correct(<TraceProp>)
(TF2,3) inherited(<TraceProp>) ← true
(TF4,5) inherited(<TraceProp>) ← false
(TP1) correct(<TraceProp1>) ← true
(TP2) correct(<TraceProp1>) ← ¬inherited(<TraceProp1>)
(TP3) correct(<TraceProp1>) ← inherited(<TraceProp1>)
(TP4,5) correct(<TraceProp1>) ← correct(<TraceProp2>) ∧ correct(<TraceProp3>)
(TP4,5) inherited(<TraceProp2>) ← inherited(<TraceProp1>)
(TP4,5) inherited(<TraceProp3>) ← inherited(<TraceProp1>)
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