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ABSTRACT
In the current era of rapid development technology, utiliza-
tion of computer graphics is very important. It is needed
mostly for visualization, used for visualize the objects that
exist in the real world into graphic objects. Focussing on
metaball object, there are many methods or techniques that
can be used for rendering metaball, with advantages and dis-
advantages of each method. Among many techniques for the
process, here is presented the very good technique to gener-
ate 3D metaball objects with high resolution image. Only
the Marching Cubes algorithm technique which can produce
high resolution on a metaball object. This paper provides
an explanation of how the Marching Cubes algorithm can be
applied in metaball objects and produce high resolution 3D
object
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1. PENDAHULUAN
Pada era teknologi yang sangat berkembang pesat ini, mem-
bentuk sebuah bola menggunakan teknologi grafik komputer
bukan merupakan sesuatu yang istimewa seperti yang di-
rasakan bertahun-tahun lalu. Bahkan dari sebuah objek
bola saja, dapat terbentuk objek-objek lain yang menyeru-
pai bola sehingga dapat dikatakan bahwa melalui animasi
3D terus dihadirkan karya-karya yang tidak berkesudahan.
Makalah ini membahas teknik rendering yang dari sebuah
objek bernama metaball untuk menghasilkan resolusi yang
tinggi pada suatu objek metaball.
Metaball [6] adalah objek dengan bentuk seperti bola yang
dapat menarik objek metaball lainnya berdasarkan jarak di
antara objek-objek terkait. Efek yang dapat digambarkan
∗Student of Sarmag Program, Gunadarma University.
†Student of Sarmag Program, Gunadarma University.
dari objek ini adalah seperti balon karet berukuran panjang
yang tertekan pada bagian tengah. Metaball tidak dapat
berdiri sendiri, minimal harus ada dua objek metaball (Fig-
ure 1 bagian I) dan tidak boleh berinteraksi dengan objek
selain metaball.
Metaball, [2] diketahui juga sebagai ”Blobby Objects”, adalah
salah satu jenis teknik pemodelan implisit. Sehingga, dap-
at digambarkan metaball sebagai partikel yang dikelilingi
oleh bidang kepadatan, dimana kepadatan yang berhubun-
gan dengan partikel tersebut menurun dengan jarak dari
lokasi partikel. Suatu permukaan dinyatakan langsung den-
gan mengambil sebuah isosurface melalui bidang kepadatan
ini, semakin tinggi nilai isosurface, semakin dekat dengan
partikel.
Metaball juga merupakan potongan-potongan geometri (bo-
la, kubus, silinder, dll) yang menarik energi yang menyer-
tainya. Ketika objek metaball masuk ke dalam suatu jarak
(Figure 1 bagian II), mereka saling menarik permukaan satu
sama lain sejauh jarak yang relatif mereka dapat, dan ten-
tang hal ini user dapat mengontrolnya.
Figure 1: Dua objek metaball bergabung menjadi
satu objek metaball
Aspek potensial sebuah metaball adalah cara mereka dikom-
binasikan. Dengan hanya menjumlahkan pengaruh masing-
masing metaball pada titik tertentu, akan diperoleh campu-
ran yang sangat halus dari pengaruh bidang bola.
Persamaan berikut ini mendefinisikan permukaan isosurface
dengan lebih dari satu metaball [2].
f(x, y, z) =
N∑
i=0
fi(x, y, z)− T = 0
Sebuah metaball i adalah sebuah objek bola, dengan se-
buah bidang potensial yang terpusat pada titik pusatnya pi.
Bidang kepadatan dari i didefinisikan sebagai fungsi kepa-
datan fi, yang secara monotonik menurun dengan jarak r
dari pi. Isosurface dari sebuah bidang kepadatan didefin-
isikan menggunakan sebuah permulaan T.
Algoritma 3D yang ada biasanya kurang detail, sehingga
disarankan untuk menggunakan algoritma membangun per-
mukaan 3D yang beresolusi tinggi yang mampu menghasilkan
model-model objek dengan detail yang sebelumnya tidak
pernah ada. Algoritma tersebut adalah algoritma march-
ing cubes yang membuat representasi sebuah poligonal yang
kepadatan permukaannya tetap, dari sebuah susunan data
3D.
Makalah ini dibuat dengan tujuan untuk menjelaskan ten-
tang teknik yang digunakan dalam rendering metaball, lalu
teknik rendering apa yang dapat menghasilkan resolusi yang
baik untuk permukaan 3D pada metaball, karena banyak
teknik atau metode yang dapat diterapkan dalam rendering
metaball. Namun, teknik marching cubes merupakan teknik
yang baik untuk menghasilkan resolusi yang tinggi pada su-
atu objek metaball.
Masalah selanjutnya adalah apabila teknik tersebut baik,
bagaimana langkah algoritma marching cubes tersebut dap-
at digunakan dan diterapkan pada metaball, serta keuntun-
gan apa yang didapat apabila menggunakan teknik algorit-
ma marching cubes tersebut.
2. TINJAUAN PUSTAKA
Metode yang terkenal untuk membangun sebuah isosurface
dari volume data dan dalam proses rendering metaball adalah
algoritma marching cubes. Rendering adalah proses akhir
dari keseluruhan proses animasi komputer. Dalam render-
ing, semua data yang sudah dimasukkan dalam proses mod-
elling, animasi, texturing, pencahayaan dengan parameter
tertentu akan diterjemaahkan dalam sebuah bentuk output.
Keuntungan menggunakan algoritma marching cubes adalah
adalah teknik rendering dan manipulasi yang mudah dan
sederhana, serta beresolusi tinggi. Namun, kekurangannya
adalah kemungkinan akan terdapat banyak lubang pada saat
pemodelan, dan model yang rumit.
Di dalam makalah Holger Theisel yang berjudul Exact Iso-
surfaces for Marching Cubes, Theisel [7] menyatakan bah-
wa algoritma marching cubes merupakan metode yang pal-
ing terkenal dalam menghasilkan kontur (isosurface) dari
himpunan data. Marching cubes menghasilkan perkiraan
sebuah segitiga dari kontur untuk mengasumsikan interpo-
lasi trilinier dari bidang skalar antara titik-titik grid itu
sendiri. Hal ini diperoleh dengan menganggap sel-sel grid
tidak bergantung pada yang lain dan menghitung pendekatan
isosurface dari segitiga untuk masing-masing sel. Sedan-
gkan, isosurface sendiri merupakan analog tiga dimensi dari
sebuah isocontour, yang merupakan permukaan yang merep-
resentasikan titik dari sebuah nilai yang konstan (contohnya
tekanan, suhu, kecepatan dan kepadatan) dalam volume ru-
ang. Dengan kata lain, sebuah kumpulan tingkatan dari
fungsi kontinu dimana domainnya adalah ruang 3D. Dalam
pencitraan, isosurface dapat digunakan untuk mewakili daer-
ah kepadatan tertentu dalam tiga dimensi. Sehingga, al-
gortima marching cubes dapat meningkatkan kualitas per-
mukaan yang ditampilkan, atau solusi lainnya yang memu-
ngkinkan adalah untuk mempertimbangkan sifat dasar yang
tepat dari kontur pada bidang skalar interpolasi trilinier dan
menemukan representasi permukaan yang lebih baik dari se-
gitiga pendekatan yang dihasilkan oleh algoritma marching
cubes.
Makalah William E.Lorensen and Harvey E. Cline dengan
judul Marching Cubes: A High Resolution 3D Surface Con-
struction Algorithm [4] menyatakan bahwa algoritma march-
ing cubes merupakan pembuatan permukaan 3D yang beres-
olusi tinggi. Algoritma yang diterapkan dalam marching
cubes adalah dengan menempatkan permukaan dalam se-
buah cube (kubus) pada delapan pixel, lalu mengkalkulasikan-
nya secara normal pada setiap titik dari cube dan dilan-
jutkan secara bergerak berbaris ke cube selanjutnya. Ide
dari makalah tersebut, yang pertama adalah membuat tau-
tan atau hubungan segitiga yang akan mendekati isosur-
face, yang kedua adalah menghitung secara normal untuk
permukaan di setiap titik yang membentuk segitiga. Algo-
ritma marching cubes menentukan bagaimana permukaan
membagi cube, kemudian berpindah secara berbaris ke cube
yang selanjutnya. Untuk menemukan potongan permukaan
di dalam cube, diberikan satu ke titik yang membentuk cube
apabila nilai data pada vertex (titik) melebihi atau sama
dengan nilai permukaan yang sedang dibangun.
Dalam makalah Juergen Rilling, JianqunWang, S. P. Mudur
yang berjudul Position paper: MetaViz − Issues in Soft-
ware Visualizing Beyond 3D, [1] menyatakan bahwa algo-
ritma marching cubes menghitung isosurface dari metaball,
dan cara untuk meningkatkan algoritma ini adalah untuk
menghindari semua perhitungan permukaan untuk sel-sel
grid yang tidak termasuk ke dalam bagian dari isosurface
metaball.
Tidak jauh berbeda seperti makalah yang lainnya, dalam
makalah Kwang-Man Oh, Kyu Ho Park yang berjudul A
type-merging algorithm for extracting an isosurface from
volumetric data, [5] menyatakan bahwa dalam algoritma
marching cubes memriksa bahwa cube didefinisikan oleh de-
lapan titik-titik yang saling terhubung dalam input grid.
Keadaan di setiap titik dari cube tersebut adalah apabi-
la nilai dari titik tersebut lebih besar dari atau sama den-
gan nilai yang diberikan di awal, dan nol dalam hal lain-
nya. Potongan-potongan permukaan sisi cube dimana satu
titik dinyatakan satu dan selebihnya dinyatakan nol. Selama
sebuah cube masih memiliki delapan titik-titik, dan setiap
titik memiliki dua keadaan, yaitu satu dan nol, maka hanya
terdapat 256 situasi dimana permukaan dapat memotong
cube. Dengan menggunakan simetri putaran dan simetri
saling melengkapi, dapat mengurangi 256 situasi menjadi 15
bentuk dasar. Hal tersebut menghasilkan daftar perpoton-
gan sisi dari setiap bentuk. Indeks dari cube dikalkulasikan
menggunakan penomeran cube. Sehingga, algoritma mela-
porkan posisi titik dan titik normal dari setiap segitiga.
Sehingga berdasarkan makalah yang terkait, algoritma march-
ing cubes merupakan algoritma yang tepat dalam proses ren-
dering metaball dan membuat permukaan 3D dari metaball
yang beresolusi tinggi.
3. METODOLOGI
Ada banyak teknik yang dapat digunakan untuk mengubah
permukaan untuk jenis program metaball ini. Jonsson men-
gatakan dalam artikelnya [3] bahwa salah satu cara mudah
adalah dengan menggunakan teknik yang disebut ”Marching
Cubes”. Algoritma Marching Cubes adalah teknik render-
ing permukaan powerful yang dapat menghasilkan kualitas
gambar yang sangat tinggi.
Marching cubes adalah algoritma rendering permukaan yang
mengubah himpunan data volumetrik ke nilai iso poligonal
terdiri dari segitiga yang titiknya berada di sisi voxel (unit
kubus) dari daging kubus (cube grid). Metodenya mempros-
es satu voxel pada satu waktu. Nilai titik grid dan interpo-
lasi linear digunakan untuk menentukan dimana permukaan
bernilai iso (isovalued surface) memotong sebuah sisi dari
satu voxel. Bagaimana titik perpotongan dirakit ke dalam
segitiga bergantung pada jumlah dan konfigurasi titik grid
dengan nilai di atas atau di bawah permulaan yang digu-
nakan untuk menghitung permukaan bernilai iso. Singkat-
nya, algoritma Marching Cubes kira-kira bekerja seperti ini.
Jika terdapat sebuah kotak 3D, periksa setiap voxel kotak
ini untuk melihat apakah permukaan berjalan melewatinya.
Jika tidak, hitung titik dengan menambah nilai-nilai di atas
sisi dan buat segitiga di antara titik.
Lorensen dan Cline [4] menerapkan algoritma sebagai berikut,
menempatkan permukaan di dalam sebuah kubus 8 pixel,
menghitung titik normal, lalu menggerakkannya ke kubus
selanjutnya. Karena ada delapan titik dalam setiap kubus
dan dua wilayah, dalam dan luar, maka hanya terdapat 28 =
256 cara sebuah permukaan dapat memotong kubus. Menye-
gitigakan 256 kasus adalah mungkin walaupun menjemukan
dan rawan kesalahan. Dua simetri berbeda dari kubus men-
gurangi masalah dari 256 kasus menjadi 14 pola. Ternyata
diketahui hanya kasus yang bernilai 0-4 titik lebih besar dari
permukaan yang perlu dipertimbangkan, sehingga jumlah
kasusnya hanya sampai 128.
Marching Cubes menggunakan pendekatan Divide and Con-
quer untuk menemukan permukaan di dalam kubus secara
logis yang dibuat dari delapan pixel; masing-masing empat
dari dua irisan berdekatan.
Singkatnya, Algoritma Marching Cubes membuat sebuah
permukaan dari himpunan data 3D adalah sebagai berikut:
1. User menetapkan nilai threshold (T)
2. Baca empat irisan ke dalam memori
3. Tinjau dua irisan dan buat sebuah bentuk kubus dari
empat pixel pada tiap irisan berdekatan
4. Hitung index dari kubus dengan membandingkan dela-
pan nilai kepadatan pada titik-titik kubus dengan nilai
konstan permukaan
5. Dengan menggunakan index tersebut, lihat daftar sisi
dari tabel prekalkulasi.
6. Dengan menggunakan Kepadatan pada setiap titik sisi,
temukan sisi perpotongan permukaan melalui interpo-
lasi linier.
7. Hitung normal pada setiap titik kubus menggunakan
perbedaan utama. Iris normal tersebut ke setiap titik
segitiga.
8. Tampilkan titik segitiga dan titik normal.
Berikut ini disajikan coding yang diimplementasikan pada
OpenGL Projects: Mula-mula user menetapkan nilai mini-
mum dan maksimum dari daging kubus (cube grid) beserta
dengan nilai threshold (T) dengan coding sebagai berikut,
const int minGridSize=10;
int gridSize=40;
float threshold=1.0f;
Ukuran minimum dari grid tersebut didefinisikan sebagai
konstanta bernilai 10, dan tidak dapat diubah. Kecuali un-
tuk ukuran current grid yang akan dipakai pada method
setelahnya, didefinisikan bernilai 40, sedangkan nilai thresh-
oldnya sebesar 1.
Kemudian dibentuklah kubus menggunakan kuadrat identik
dari empat pixel terhubung antara irisan yang berdekatan.
Setiap titik kubus diperiksa untuk melihat apakah hanya
semu atau merupakan suatu permukaan nonaktif, dengan
coding pembentukan kubusnya sebagai berikut,
bool CUBE_GRID::Init(int gridSize)
{
//VERTICES
numVertices=(gridSize+1)*(gridSize+1)*(gridSize+1);
int currentVertex=0;
for(int i=0; i<gridSize+1; i++)
{
for(int j=0; j<gridSize+1; j++)
{
for(int k=0; k<gridSize+1; k++)
{
vertices[currentVertex].position.Set
((i*20.0f)/(gridSize)-10.0f,(j*20.0f)/
(gridSize)-10.0f,(k*20.0f)/(gridSize)-10.0f);
currentVertex++;
}
}
}
//CUBES
numCubes=(gridSize)*(gridSize)*(gridSize);
int currentCube=0;
for(int i=0; i<gridSize; i++)
{
for(int j=0; j<gridSize; j++)
{
for(int k=0; k<gridSize; k++)
{
cubes[currentCube].vertices[0]=&vertices
[(i*(gridSize+1)+j)*(gridSize+1)+k];
cubes[currentCube].vertices[1]=&vertices
[(i*(gridSize+1)+j)*(gridSize+1)+k+1];
cubes[currentCube].vertices[2]=&vertices
[(i*(gridSize+1)+(j+1))*(gridSize+1)+k+1];
cubes[currentCube].vertices[3]=&vertices
[(i*(gridSize+1)+(j+1))*(gridSize+1)+k];
cubes[currentCube].vertices[4]=&vertices
[((i+1)*(gridSize+1)+j)*(gridSize+1)+k];
cubes[currentCube].vertices[5]=&vertices
[((i+1)*(gridSize+1)+j)*(gridSize+1)+k+1];
cubes[currentCube].vertices[6]=&vertices
[((i+1)*(gridSize+1)+(j+1))*(gridSize+1)+k+1];
cubes[currentCube].vertices[7]=&vertices
[((i+1)*(gridSize+1)+(j+1))*(gridSize+1)+k];
currentCube++;
}
}
}
return true;
}
Metode ini menjabarkan proses perubahan posisi tiap titik
dan cubes melalui perulangan. Yang pertama kali didefin-
isikan adalah posisi awal titik kemudian dimasukkan ke pe-
rulangan. Kemudian proses perubahan cube mengikuti pe-
rubahan titik dan akan berlangsung perulangan hingga po-
sisi titik yang kedelapan (cubes[currentCube].vertices[7]). Ke-
mudian nilai akan dikembalikan jika bernilai benar, karena
fungsi ini bertipe boolean.
Kubus yang telah dibuat, didefinisikan indeksnya yang diper-
oleh dari perbandingan nilai kepadatan dengan threshold-
nya. Setelah itu, tabel prekalkulasi dilihat kembali untuk
menetapkan sisi perpotongan, untuk codingnya adalah se-
bagai berikut,
//loop through cubes
for(int i=0; i<numCubes; i++)
{
//calculate which vertices are inside the surface
unsigned char cubeIndex=0;
if(cubes[i].vertices[0]->value < threshold)
cubeIndex |= 1;
if(cubes[i].vertices[1]->value < threshold)
cubeIndex |= 2;
if(cubes[i].vertices[2]->value < threshold)
cubeIndex |= 4;
if(cubes[i].vertices[3]->value < threshold)
cubeIndex |= 8;
if(cubes[i].vertices[4]->value < threshold)
cubeIndex |= 16;
if(cubes[i].vertices[5]->value < threshold)
cubeIndex |= 32;
if(cubes[i].vertices[6]->value < threshold)
cubeIndex |= 64;
if(cubes[i].vertices[7]->value < threshold)
cubeIndex |= 128;
//look this value up in the edge table to see which
edges to interpolate along
int usedEdges=edgeTable[cubeIndex];
//if the cube is entirely within/outside surface, no faces
if(usedEdges==0 || usedEdges==255)
continue;
Untuk menetapkan sisi perpotongannya menggunakan inter-
polasi linier, dengan coding sebagai berikut,
//linear interpolate
VECTOR3D lerp(const VECTOR3D & v2, float factor) const
{ return (*this)*(1.0f-factor) + v2*factor; }
VECTOR3D QuadraticInterpolate(const VECTOR3D & v2,
const VECTOR3D & v3, float factor) const
{ return (*this)*(1.0f-factor)*(1.0f-factor) +
2*v2*factor*(1.0f-factor) + v3*factor*factor;}
Untuk menghitung gradient, codingnya adalah sebagai berikut,
//update these edges
for(int currentEdge=0; currentEdge<12; currentEdge++)
{
if(usedEdges & 1<<currentEdge)
{
CUBE_GRID_VERTEX * v1=cubes[i].vertices
[verticesAtEndsOfEdges[currentEdge*2 ]];
CUBE_GRID_VERTEX * v2=cubes[i].vertices
[verticesAtEndsOfEdges[currentEdge*2+1]];
float delta=(threshold - v1->value)/
(v2->value - v1->value);
//edgeVertices[currentEdge].position=v1->position
+ delta*(v2->position - v1->position);
edgeVertices[currentEdge].position.x=v1->position.x
+ delta*(v2->position.x - v1->position.x);
edgeVertices[currentEdge].position.y=v1->position.y
+ delta*(v2->position.y - v1->position.y);
edgeVertices[currentEdge].position.z=v1->position.z
+ delta*(v2->position.z - v1->position.z);
//edgeVertices[currentEdge].normal=v1->normal + delta
*(v2->normal - v1->normal);
edgeVertices[currentEdge].normal.x=v1->normal.x +
delta*(v2->normal.x - v1->normal.x);
edgeVertices[currentEdge].normal.y=v1->normal.y +
delta*(v2->normal.y - v1->normal.y);
edgeVertices[currentEdge].normal.z=v1->normal.z +
delta*(v2->normal.z - v1->normal.z);
}
}
Dengan rumus mencari gradient dalam coding di atas den-
gan menggunakan central differences, garis normal dapat
diperoleh dan dapat diiris ke dalam bidang segitiga, untuk
coding perpotongan bidang segitiga adalah sebagai berikut,
//find point of intersection of 3 planes
bool PLANE::Intersect3(const PLANE & p2,
const PLANE & p3, VECTOR3D & result)
{
//scalar triple product of normals
float denominator=normal.DotProduct((p2.normal)
.CrossProduct(p3.normal));
if(denominator==0.0f) //if zero
return false; //no intersection
VECTOR3D temp1, temp2, temp3;
temp1=(p2.normal.CrossProduct(p3.normal))
*intercept;
temp2=(p3.normal.CrossProduct(normal))
*p2.intercept;
temp3=(normal.CrossProduct(p2.normal))
*p3.intercept;
result=(temp1+temp2+temp3)/(-denominator);
return true;
}
Maka setelah itu hanya tinggal menampilkan hasilnya. Ten-
tu saja diperhalus dengan shading dan didukung lighting
sehingga metaball yang dihasilkan objek metaball dengan
resolusi yang tinggi, seperti pada (Figure 2).
Figure 2: Metaball
4. PENUTUP
Teknik Marching Cubes dapat menghasilkan image berkual-
itas sangat tinggi dengan menghasilkan suatu himpunan se-
gitiga yang mendekati permukaan menarik. Marching Cubes
juga merupakan algoritma paling populer saat ini.
Namun Marching Cubes masih memiliki kekurangan dalam
hal ambiguitas, waktu dan kecepatan. Hal ini karena jumlah
dari segitiga yang dihasilkan sangatlah banyak. Oleh sebab
itu, masih diperlukan perbaikan terus menerus terhadap al-
goritma yang diusulkan Lorensen ini.
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