Abstract-In interactive systems that must display the text of programs, the size of the program is usually much larger than the capacity of the screen. While the obvious strategy is to simply choose k contiguous lines for display in a k-line window, in some cases it is useful to be able to represent m lines in a k-line window, where m > k, by "condensing" portions of the text. This paper is concerned with alternative strategies for controlling such condensation.
grams, the size of the program is usually much larger than the capacity of the screen. While the obvious strategy is to simply choose k contiguous lines for display in a k-line window, in some cases it is useful to be able to represent m lines in a k-line window, where m > k, by "condensing" portions of the text. This paper is concerned with alternative strategies for controlling such condensation.
Index Terms-Editing, interactive programming, prettyprinting, programming environments, programming methodology.
I. INTRODUCTION
A problem of some general interest concerns the display of program text on a CRT screen. Usually program text is very large relative to the capacity of the screen, so the entire text cannot be displayed at once and some portion must be selected for display at any one time. Even the portion of text that is currently relevant to the user is usually larger than the screen capacity. Although screen capacity will certainly be increased in the future, the inherent disparity between screen and text size will remain. Hence the problem of determining what portion of text to display will continue to exist.
Although this problem is perhaps minor from the system designer's point of view, for the user it may have significant bearing on the overall utility of the system. Current screen capacities are very small relative to the information capacity of a desktop, and the interactive user must, in effect, learn to work while peeking through a keyhole at the text. This is not an entirely natural mode of operation, and in many situations the lines on the display screen should be considered one of the limiting resources of interactive systems.
Some systems attempt to alleviate this difficulty by providing some mechanism for selective condensation of the format of program text, so that one screen line can effectively represent more than one normal line of text. Such condensation is clearly related to the formatting issues of "prettyprinting," but the two problems are not identical. Prettyprinting can be considered the choice of display format if space were of no concern. Condensation is the compromise that is necessary when space is limited.
The concept is not new. Certain editors-particularly those dealing with hierarchically structured objects-have provided various forms of condensation [7] - [9] . The process has variously been called "zooming" and "holophrasting," but is generally described only in the user's manuals of specific systems. Now the problem has become more important with increasing interest in integrated, interactive program development environments, and it merits separate identification and discussion. The condense/expand alternative formats apply to tracing as well as the edit screen, but during execution the user has the further ability to limit the depth of tracing by means of a TRACE(depth-limit) statement. For example, TRACE(3) would limit the trace display to lines that would appear at the first and second indentation levels beneath the procedure heading. This does not change the condense/expand status of any unit; it simply limits the depth of the current tracing display. There is no question but that some form of condensation is a useful facility in any screen-oriented interactive system where n lines can only be viewed k at a time, and k is substantially smaller than n. Although this paper is specifically concerned with the display of highly structured text, it would seem that many of the ideas are also applicable to normal language text. The real questions are how to achieve the condensation and how to control the process. The choice between automatic and user-controlled condensation can only be resolved by extensive user experience, and it is likely that the conclusion will be that there are different circumstances under which each of these alternatives is advantageous. For example, hierarchical condensation such as that provided by COPE should be especially useful in the maintenance of large programs. Even a very large program, stored with all but the top levels in condensed form, could be easily scanned, and the viewer could selectively expand particular segments as required.
In general, the issues will be simply how much effort is required for user control, and how well automatic condensation can infer the user's needs and intent. There is also, of course, the possibility of compromise. A semi-automatic system might allow the user to vary parameters and set modes so as to provide some guidance and exercise some control over condensation, without having to completely manage the process.
