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1. Introducción
1.1. Situación actual
Recientemente los mercados financieros han experimentado un gran aumento en el 
número de participantes y con ello un aumento de transacciones. Antiguamente, desde que un 
inversor particular tomaba la decisión de comprar hasta que realmente se ejecutaba la orden 
podían  pasar  varias  horas  incluso  varios  días.  Este  hecho  hacía  la  inversión/especulación 
peligrosa, ya que podía significar una variación en el precio considerable. La llegada de la 
informática a los mercados significó para el pequeño inversor la posibilidad de ejecutar una 
orden  en  pocos  minutos  incluso  segundos,  acortando  el  tiempo  entre  la  elección  de  una 
operación y su ejecución. A raíz de este hecho, se ha desarrollado toda una industria paralela 
especializada que ha ido creciendo exponencialmente y que ha dado lugar a muchas empresas 
que se dedican a la especulación intradía en los mercados.
La  especulación  intradía  se  refiere  a  operaciones  que  se  llevan  a  cabo  durante  el 
transcurso  de  un  día,  siendo  el  saldo  final  comprador  igual  a  cero.  Existen  otro  tipo  de 
empresas, generalmente bancos, sicav, hedge funds, etc. que realizan además de especulación 
intradía especulación a más largo plazo. Aunque podrían perfectamente usar un programa 
como Botijo (es el nombre que se ha decidido poner a la aplicación que se ha desarrollado en 
este proyecto),   estas empresas suelen necesitar  programas distintos,  la  mayoría de ellos 
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automáticos que generan órdenes de compra o de venta en función de distintos parámetros, 
normalmente  fórmulas  matemáticas  complejas,  estadísticas  históricas  o  en  referencia  al 
número de acciones compradas o vendidas que hay en mercado, que se escapan al objetivo de 
este proyecto.
Las empresas intradía, también llamadas empresas de trading propietario porque ponen 
a disposición del cliente el capital de la empresa, proporcionan al usuario varias plataformas 
que lo conectan en tiempo real con el mercado. Aunque cada compañía acostumbra a tener su 
propia plataforma, especialmente si la empresa es lo suficientemente grande como para poder 
costearse  su  propio  software,  todos  los  software  tienen puntos  en común.  Puesto  que es 
necesario  saber  las  necesidades  y  características  que  tiene  que  cumplir  la  aplicación  que 
concierne a este proyecto, se destinará un capítulo completo para explicar qué necesita un 
programa de este tipo y se hará un análisis de los distintos software existentes en el mercado. 
Sea por una u otra razón, no existe ninguna plataforma destinada a la operativa intradía para 
un entorno GNU/Linux.
1.2. Necesidad de mejora
Como se ha explicado en el apartado anterior, no existe ningún software para mercados 
financieros en entornos GNU/Linux. La explicación de este hecho es muy sencilla: no existe 
suficiente demanda para que una empresa desarrolle la aplicación a pesar de los beneficios 
económicos que comportaría a las empresas. Los beneficios para las empresas en concepto de 
ahorro de costes son evidentes. A pesar de ello, existen dudas en las empresas que fabrican 
este tipo de software acerca de su éxito. 
1.3. Objetivos
El objetivo de este proyecto es desarrollar una aplicación cliente/servidor y su protocolo 
para  la  operativa  en  los  mercados  financieros.  Aunque  por  limitaciones  económicas  este 
proyecto  se  ha  elaborado  como  un  simulador  se  ha  diseñado  de  forma  que  pagando  el 
correspondiente  coste de suscripción pueda usarse para operar  en entornos reales.  Por  lo 
tanto, se pretende que esta aplicación pueda servir a las personas que quieren adentrarse en 
la operativa intradía o a muy corto plazo desde un punto de vista profesional sin coste alguno.
También se realiza una comparativa con las aplicaciones comerciales existentes, como 
son Sterling Trader Pro, Prosper Pro o Laser, mostrando los puntos fuertes y débiles de cada 
una y con el fin de poder realizar una comparación con la aplicación que concierne a este 
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proyecto.
1.4. Estructura de la memoria
En  el  capítulo  2  se  explicarán  las  funcionalidades  y  características  que  exige  un 
programa de este tipo. Se explican las características de varias aplicaciones comerciales y se 
realiza una comparativa de las mismas y el análisis de requerimientos del proyecto.
En el capítulo 3 se realiza la especificación del proyecto, es decir, el modelo de casos de 
uso y el modelo de comportamiento.
En el capítulo 4 se explica el diseño que se ha seguido para construir la aplicación.
En el  capítulo 5 se explica la implementación de la  aplicación que concierte a este 
proyecto.
En el capítulo 6 se explica la planificación del proyecto.
En el capítulo 7 se explican las conclusiones de este proyecto.
El capítulo 8 contiene la bibliografía.
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2. Necesidades del software
2.1. Software comerciales dedicados a los mercados
En  este  capítulo  se  explicarán  algunos  programas  comerciales  ya  existentes  en  el 
mercado, con el fin de mostrar qué características tiene un programa de este tipo e introducir 
al lector, en caso que este no conozca el funcionamiento, a los mercados financieros desde un 
punto de vista profesional. No se pretende explicar el funcionamiento del mercado ya que no 
estamos hablando de un proyecto de economía, simplemente mostrar la información mínima 
necesaria para entender la aplicación desarrollada y el por qué este tipo de aplicaciones son de 
esta manera.
Existe  bastante  software  comercial  en  el  mercado  destinado  a  las  operaciones 
bursátiles, como  ProsperPro, Laser, Sterling Trader Pro, Gray-Box, LightSpeed, y otros1. Las 
prestaciones  de  un  programa de  este  tipo  suelen  ser  similares,  solamente  encontraremos 
diferencias en pequeños detalles.
1 Estas son plataformas que cualquier empresa o particular puede contratar. Los grandes bancos, hedge funds y otros, 
tienden a disponer de su propio software a medida.
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2.1.1. Características de los programas comerciales
Una de las opciones que tiene que ofrecer cualquier programa de este tipo es lo que se 
llama Level II (de aquí en adelante Lvl II), que consiste en las posiciones de compra y venta 
sobre un activo, ya sea una acción, futuro, divisa, metales, petróleo o cualquier valor que se 
negocie. En un Lvl II aparecen las órdenes de compra y venta de todos los participantes en el 
mercado,  es  decir,  de  bancos  (normalmente  llamados  market  makers  dentro  del  mundo 
financiero),  especuladores  profesionales  y  particulares.  Un  Lvl  II  no  muestra  cuantos 
participantes están colocados en un precio determinado, es decir, si aparece una orden de 
compra por valor de un millón de acciones no se puede saber si está formada por un sólo 
participante que compra por valor de un millón o por mil participantes que compran por valor 
de mil (mercado estadounidense), solamente muestra el número total de acciones o contratos 
situados a la compra o a la venta.
5
Figura 1: Lvl II de la plataforma Laser sobre la acción Cisco.
En la figura 1 se puede ver un Lvl II. Como se puede observar, muestra  el precio al que 
se negocia un activo, los canales por los que se negocia y el tamaño de las compras y ventas. 
En la parte superior se pueden ver diversos datos, como el volumen, el máximo, el mínimo y 
otros datos2. En la primera línea de la cabecera de la imagen de la figura 1, L corresponde a la 
última transacción realizada, N es el número de céntimos que ha variado el precio desde el 
precio de cierre del día anterior, T es la hora, y V el volumen en miles, es decir, la última 
transacción se ha realizado a 19.32, Cisco se ha movido 0.16 dólares, la hora es 08:51:49 y el 
volumen es de 9,609,000. En la línea de debajo C corresponde al cierre de ayer, O es el precio 
de apertura, H es el máximo y L el mínimo. En la imagen de la figura 1 es de 19.32, 19.47,  
19.50 y 19.24 respectivamente. La siguiente línea, que recibe el nombre de Lvl I (level one) 
contiene el precio de compra y el precio de venta. Es 19.32 y 19.33 respectivamente. La parte 
coloreada es lo que realmente es el Lvl II, y especifica por qué canales se realizan las compras 
y las ventas. Los canales son los medios por los que se puede comprar o vender un activo. En 
la imagen se puede ver INET, BRUT, ARCA entre otros3. Corresponden al mercado americano, 
en el que existen más de una decena de canales, cada uno con sus propias características. 
Cada mercado tiene  sus propios  canales,  en España existe  solamente uno.  El  número  de 
canales de un mercado tiene que ver con la liberalización de ese mercado. En el caso de 
España, Bolsas y Mercados  Españoles (BME) es la entidad encargada de la gestión de la 
negociación de las acciones. El mercado más liberalizado del mundo (EEUU) es el que más 
canales tiene, de hecho prácticamente cada gran banco tiene su propio canal, algo que no 
ocurre en España.
Como se puede ver en la figura 1, los números que aparecen a la izquierda del canal 
multiplicados por cien representan el número de acciones que hay en ese nivel. Por ejemplo, 
hay 1500 acciones a la compra por INET, 3200 por BRUT, 3500 por ARCA, etc. 
En la parte inferior se puede ver los parámetros para lanzar una orden con este programa. 
Otros programas lo tienen en la parte superior (Sterling Trader Pro) y en otros aparece una 
ventana una vez se selecciona el canal de compra (ProsperPro).
Otra de las opciones que tienen estos programas es el Time And Sales (de ahora en 
adelante TAS). En la figura 2 se puede ver un ejemplo de TAS.
2 Todas las plataformas suelen mostrar los mismos datos, hay algunas que añaden otros como puede ser el número de 
céntimos que se ha movido un activo (Sterling Trader Pro) o el porcentaje de subida o bajada.
3 Existen muchos canales, prácticamente cada gran banco dispone de uno propio. No tiene sentido citarlos todos ya 
que cada día aparecen nuevos y otros dejan de funcionar.
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En el TAS se muestran los cruces de órdenes que hay en un stock. Se puede ver la hora 
a la que se cruza una orden, el precio, el número de acciones y el canal. Como se puede ver en 
la figura de la figura 2, la última transacción que se realiza es una compra a las 9:51:45, 
precio 19.33, 100 acciones por ARCA. No se puede establecer una relación directa entre el Lvl 
II y el TAS, ya que existen órdenes institucionales, ocultas y refresher4 a las que no todos los 
operadores tienen acceso y no aparecen en el Lvl II. 
Otra opción que tienen la mayoría de los programas son los gráficos. Un ejemplo de 
plataforma que no incorpora gráficos sería ProsperPro.
4 Una orden de tipo refresher enseña una parte y oculta otra. Por ejemplo, se puede lanzar una orden de venta por 
ARCA en la que solamente aparecen 100 acciones en el Lvl II mientras que ocultas pueden ser 1000. Los operadores 
verán que aunque haya compras siguen apareciendo 100 acciones a la venta hasta que se acaben las ocultas.
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Figura 2: Time And Sales de 
la plataforma Laser sobre la  
acción Cisco.
Los gráficos sirven de histórico aunque no incorporan mucha información. Hay activos, 
especialmente los poco líquidos que pueden ser fácilmente manipulados al alza o a la baja y es 
difícil percatarse de ese comportamiento en un gráfico. Aunque existen varios tipos de gráfico, 
el de velas es el más común. En la figura 3 se representa un gráfico de velas. Las velas están 
formadas por un rectángulo, que recibe el nombre de cuerpo, y dos líneas verticales, una 
superior y una inferior que reciben el nombre de sombras. El cuerpo de la vela está formado 
por la  apertura y el cierre. Si la apertura es inferior al cierre la vela es verde, si por el  
contrario la vela es roja significa que la apertura es superior al cierre. De esta manera, se 
asocia el color verde con los movimientos alcistas y el rojo con los movimientos bajistas. Por 
ejemplo, en gráficos de un minuto,  la  apertura corresponde al  segundo cero de cualquier 
minuto  hasta  el  cierre  que  sería  el  segundo  cero  del  siguiente  minuto  y  que  es  donde 
empezaría la siguiente vela. Existen gráficos de cualquier intervalo temporal y depende del 
operador decidir cual se adapta más a su estilo. Por ejemplo, si nuestra intención es comprar y 
vender al cabo de un mes no tiene sentido un gráfico de velas de un minuto y nos iremos a un 
gráfico diario, si  por el contrario nuestra intención es comprar y vender en pocos minutos 
incluso segundos buscaremos un gráfico de un minuto o de tick, en función de la volatilidad. 
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Figura 3: Gráfico de la plataforma Laser de la acción IBM.
Por otro lado, las sombras hacen referencia al máximo y al mínimo que alcanza la cotización de 
un activo en un intervalo de tiempo. En la parte inferior se puede ver el volumen que se 
negocia y hora a la que se hace y en la parte derecha el precio del activo. Las velas de color  
blanco son velas en las que el precio de apertura y de cierre es el mismo.
A modo de ejemplo, se puede ver en la figura 3 a las 11:00 que hay una gran vela roja.  
El precio de apertura sería aproximadamente5 93.58 y el precio de cierre 93.44. El máximo de 
la vela es de  93.59 y el mínimo coincide con el cierre en 93.44.
Las otras ventanas que incorporan todos los programas son el blotter, el activity log y el 
open position, aunque pueden tener diferente nombre dependiendo de la plataforma todas 
muestran lo mismo. La primera de ellas contiene las posiciones activas, la segunda contiene 
todas las órdenes, ya sean ejecutadas total o parcialmente, las rechazadas y las canceladas y 
la última ventana muestra las órdenes lanzadas por el operador que están en mercado.
Como se puede ver en la figura 4, el activity log muestra la hora a la que ha sido 
lanzada la orden, el estado en el que está, el activo, si la orden es de compra o venta, la 
cantidad, la hora y el canal.
5 Debido al precio y a la volatilidad que presenta el activo que aparece en la figura 3 se muestran los precios en rangos 
de cinco céntimos. Cada rango de céntimos de cualquier gráfico dependerá del activo, y pueden existir gráficos en 
los que sean rangos de un céntimo y otros en los que los rangos sean de un dólar, por ejemplo.
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Figura 4: Activity log de la plataforma Sterling Trader Pro.
La figura 5 muestra un blotter. Como se puede ver, es la ventana que contiene las 
posiciones de un operador. Contiene el stock, el tamaño de la posición, y el beneficio o pérdida 
de la posición. Se le llama posición a cualquier operación sobre un activo, ya sea de compra o 
de venta. Cuando se empieza una posición significa que se abre una posición y cuando se 
cierra esa posición significa que se liquida. Por ejemplo, si se compran 1000 acciones de BBVA 
el día 3 mayo y se venden 1000 acciones de BBVA el día 7 junio significaría que se abre una 
posición el 3 de mayo, se cierra el 7 de junio, el activo es BBVA y el tamaño de la posición es 
de 1000 acciones. 
En la parte inferior se ve la suma de todas las posiciones abiertas. La columna $Real 
hace referencia  al beneficio o pérdida ya realizado mientras que $Unreal se refiere al beneficio 
o pérdida que todavía no se ha realizado, es decir, que si se cierra la posición supuestamente 
en  los  precios  presentes  ese  será  el  resultado.  Hay  plataformas  que  sólo  muestran  una 
columna para la suma de $Real y $Unreal, como ProsperPro.
La segunda columna es la cuenta. Algunas plataforma permiten operar con varias cuentas, 
aunque no es lo habitual.
Estas son las ventanas más comunes que tienen todos los programas, con pequeñas 
diferencias de  detalles que no hacen que el funcionamiento sea diferente. De hecho, todos los 
participantes en el mercado deberían ver los mismos datos.
En las imágenes 2.6 y 2.7 podemos ver ejemplos de los menús de las plataformas ProsperPro 
y Sterling Trader Pro, nótese que ambas son muy similares.
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Figura 5: Blotter de la plataforma Sterling Trader Pro.
Las diferencias son mínimas, ya que se podría hacer una equivalencia icono a icono 
entre uno y otro.  ProsperPro tiene además del menú propiamente dicho otra ventana que 
muestra la cuenta del operador, si es posible operar o no (luz verde o roja respectivamente) y 
si el programa está en modo real o simulación. Esta ventana ya está incorporada en el menú 
de Sterling Trader Pro (ver figuras 6 y 7).
A  continuación  se  muestra  un  resumen  comparativo  con  las  diferencias  más 
características entre ProsperPro y Sterling Trader Pro (las dos únicas plataformas que el autor 
del proyecto ha podido probar en tiempo real):
• Sterling Trader Pro es un software que puede funcionar sobre cualquier versión de 
Windows  y  no  necesita  red  con  característica  especial  alguna  (evidentemente 
existen unas recomendaciones por parte del fabricante). En el caso del ProsperPro 
es necesario Windows XP y la empresa que lo proporciona6 exige que la línea sea 
simétrica, una VPN con la sede de la compañía, si bien nunca se ha podido probar 
en otro tipo de red y no se puede negar que funcione en una línea no simétrica.
6 Mientras que Sterling Trader Pro es un software genérico usado por multitud de empresas (World Trade Securities, 
Hold Brothers, Title Trading, Lion Pride Trading, etc) ProsperPro es utilizado solamente por la compañía Swifttrade.
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Figura 6: Menú de la plataforma 
ProsperPro.
Figura 7: Menú de la plataforma Sterling Trader Pro.
• Número  de  decimales  del  TAS:  con  Sterling  Trader  Pro,  puedes  seleccionar  el 
número  de  decimales  desde  uno  hasta  cuatro.  El  número  de  decimales  que  se 
seleccione afectará a todos los TAS que se abran, mientras que en ProsperPro se 
puede seleccionar el número de decimales individualmente. Esto significa que nos 
puede interesar tener unos TAS con dos decimales y otros con cuatro (esto pasa en 
acciones que están por encima del dólar o por debajo7).
• Señales: en Sterling Trader Pro se permite programar señales cuando sucede algún 
evento, como puede ser entrar en una posición, que una orden sea rechazada, etc. 
Dichas  señales  pueden  ser  acústicas  o  mediante  un  pop-up.  ProsperPro  no  lo 
permite.
• Órdenes: pulsando con el botón derecho sobre el Lvl II se abre en Sterling Trader 
Pro  un  menú  que  nos  permite  acceder  al  tamaño  de  la  orden  y  algunas 
características más. Dicho software proporciona una importante opción que modifica 
automáticamente mediante el % seleccionado el  tamaño de la orden a ejecutar. 
ProsperPro no proporciona dicha opción, aunque a su favor cuenta que es mucho 
más rápido cambiar el tamaño de la orden por defecto. Incluso, tiene otro sistema 
mediante Ctrl que permite cambiar el tamaño de la orden sin entrar en ningún tipo 
de ventana.
• Órdenes  ocultas:  ambos  software  proporcionan  la  posibilidad  de  lanzar  órdenes 
ocultas, si bien, no todos los canales permiten estas operaciones ni de la misma 
manera. En el caso de ProsperPro, cada canal muestra las opciones específicas que 
tiene,  mientras que Sterling Trader  Pro tiene un espacio  genérico.  Si  el  usuario 
desconoce las condiciones del canal, en Sterling Trader Pro no podrá lanzar la orden 
de manera correcta y será rechazada.
• Lvl II: aunque ambos Lvl II son muy similares, Sterling Trader Pro muestra cuantos 
céntimos se ha movido una acción. Además proporciona botones con los cuales se 
puede operar, además del teclado. Esto provoca que ocupe más espacio. Como se 
puede ver en las  figuras 8 y 9, la  cabecera de ProsperPro es menor que la  de 
Sterling Trader Pro.
7 Las acciones que están por encima del dólar se negocian en diferencias de céntimo, por ejemplo, se puede comprar a 
1.31 y vender a 1.30, pero no a precios intermedios. En acciones por debajo del dólar se estrecha la horquilla y se puede 
comprar a 0.7567 y vender a 0.7566.
En otras bolsas no pasa lo mismo, por ejemplo en Europa todas las acciones se tratan como si fueran sub-dólar. 
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• Sterling  Trader  Pro  permite  abrir  un  número  ilimitado  de  lvl  II.  ProsperPro 
solamente permite ocho.
• Alertas: Sterling Trader Pro proporciona un sistema de alertas sobre acciones. Por 
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Figura 8: Lvl2 de la plataforma 
ProsperPro de la accion Yahoo.
Figura 9:  Lvl2 de la plataforma Sterling Trader Pro de la acción IBM.
ejemplo, se puede programar una alerta para el supuesto de que la acción X supere 
el precio Y. Cuando esto sucede, el programa muestra un mensaje.
• Órdenes de Stop: Sterling Trader Pro tiene órdenes de stop que permiten que el 
software controle la posición sin riesgo para el operador. Las programa el operador.
• Ambos software tiene una ventana en la que se muestran las órdenes que tenemos 
en mercado. Si bien Sterling Trader Pro muestra también las órdenes en el Lvl II, 
por lo que es más visible, y en caso de querer cancelar la orden no es necesario 
buscarla entre todas las demás.
• Ajuste de órdenes: si por ejemplo el operador lleva un posición compradora de 1000 
acciones y cuando llegue a un precio X quiere  cerrar esa posición y coger  otra 
posición  vendedora  de  1000,  el  operador  lanzará  una  orden  de  venta  de  2000 
acciones. Sterling Trader Pro dividirá la orden en dos órdenes de 1000 acciones. Si 
llegado el momento el operador quiere cancelar la orden de venta y solo quiere 
cerrarse la posición, solamente cancelará una orden.
• Stock  Watch:  Sterling  Trader  Pro  permite  una  ventana  para  el  seguimiento  de 
acciones. En ella, el operador puede añadir los activos que quiere seguir.
• Spread: Sterling Trader Pro permite hacer arbitraje automático sobre dos activos. El 
arbitraje  consiste  en que  dos  activos  (podrían  ser  más)  se  mueven de  manera 
similar o inversa, de forma que si uno sube el otro también o que si uno baja el otro 
sube. 
• Unir ventanas: cuando se quiere ver un activo, es conveniente ver el Lvl II, el TAS y 
el gráfico. Si bien ProsperPro permite cambiar el TAS con solo escribir en el Lvl II, 
Sterling Trader Pro hace lo mismo incluyendo el gráfico.
La  tabla  1  muestra  una  comparativa  entre  tres  plataformas  comerciales,  basado  en  la 
experiencia y en los manuales que proporcionan los fabricantes.
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Sterling Trader Pro ProsperPro Laser
Dispone de gráficos Sí No Sí
Dispone de buscador 
de acciones
Sí,  aunque  sólamente 
muestra  las  10 
primeras.
No Si, mostrando las 100 
primeras.
Permite  linkar 
ventanas
Sí Sí Sí
Calcular Net No, sólamente calcula 
el gross.
Sí No,  solamente  calcula 
el gross.
Dispone  de 
programación  de 
alertas
Sí No No 
Número ilimitado   de 
Lvl II
Sí No,  permite  abrir 
un  máximo  de  8 
Lvl II.
Sí
Dispone  de  órdenes 
de stop
Sí No Sí
Realiza  ajuste  de 
órdenes 
automáticamente
Sí No No
Permite  ajustar 
órdenes  por 
porcentaje8
Sí No No
Dispone  de  noticias 
en tiempo real
Sí No No 
Opciones  específicas 
por canal
No,  ventana  genérica 
para  todos  los 
canales.
Sí Ventana genérica, pero 
con  opciones 
desactivadas.
Número de decimales 
de  los  TAS 
independiente
No,  todos  los  TAS  el 
mismo  número  de 
decimales.
Sí No,  todos  los  TAS  el 
mismo  número  de 
decimales.
Muestra  los  activos 
que tienen imbalance
No Sí Sí
Actualizaciones Sí Sí Es  un  programa  que 
no se actualiza, por lo 
que  sólamente  se 
pueden  usar  canales 
antiguos y no dispone 
de ninguno nuevo.
Tabla 1: Muestra una comparativa entre distintas plataformas comerciales.
8 Si por ejemplo el operador está trabajando con un default de 800 acciones y con un movimiento rápido del mercado 
el mismo compra 2400 acciones (tres órdenes de 800), cuando quiera vender el programa no venderá de 800 en 800, 
sino en porcentaje. Si por ejemplo se trabaja con un porcentaje del 50%, la orden lanzada será de 1200, si se trabaja 
con el 100% la orden será de 2400, etc.
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2.2. Análisis de requerimientos
Este apartado  indica y describe los requerimientos que tiene que cumplir el sistema, 
por lo tanto son el conjunto de condiciones o necesidades que tendrá que cumplir la aplicación 
desarrollada  para  alcanzar  los  objetivos  marcados.  Estos  requerimientos  describen  el 
comportamiento del software desarrollado y el  análisis  de requerimientos es la base de la 
especificación.  Comprende  todas  las  tareas  relacionadas  con  la  determinación  de  las 
necesidades y de las condiciones a satisfacer por la aplicación. Se clasifican en dos grandes 
grupos: 
2.2.1. Requerimientos funcionales
Son los requerimientos que describen las funcionalidades del sistema, entendiendo por 
funcionalidad las acciones, procesos y cálculos que tiene que llevar a cabo el sistema. Estos 
requerimientos  son  la  base  de  los  casos  de  uso  y  se  describirán  con  más  detalle  en  la 
descripción de los casos de uso. Los requerimientos son definidos normalmente por el futuro 
cliente de la aplicación. Son los siguientes:
• Validar usuario
• Elegir  servidor  (aunque  se  ha  comentado  que  solamente  se  trabajará  en  este 
proyecto con un sólo servidor, las empresas grandes disponen de varios servidores 
distribuidos por todo el mundo con el fin de dar un mejor servicio en función de la 
región geográfica y dar balanceo de carga. Por lo tanto se pretende una posible 
escalabilidad  futura  y  dar  la  opción  de  elegir  al  usuario  el  servidor  que  mejor 
rendimiento le proporcione).
• Solicitar Lvl II.
• Solicitar TAS.
• Solicitar gráfico.
• Solicitar Lvl II, TAS y gráfico a la vez,  de manera que queden unidos y realizando 
una petición en el Lvl II se realice también en el TAS y el gráfico.
• Solicitar acciones con volumen más elevado.
• Solicitar acciones que han subido mayor número de céntimos.
• Solicitar acciones que han bajado mayor número de céntimos.
• Solicitar acciones que han subido mayor porcentaje.
• Solicitar acciones que han bajado mayor porcentaje. 
• Programación de alertas.
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• Guardar configuración.
• Cargar configuración.
• Redefinir teclado.
• Redefinir colores del Lvl II.
• Redefinir colores del TAS.
• Lanzar orden.
• Cancelar orden.
• Salir de la aplicación.
2.2.2. Requerimientos no funcionales
Definen las cualidades generales que tiene que tener el sistema al realizar su función, 
como  pueden  ser  fiabilidad,  tiempo  de  respuesta,  seguridad,  etc.  Existen  más  de  270 
requisitos no funcionales, por lo que se describirán los más significativos. Hacen referencia 
tanto a software como a hardware.
Requerimientos de estilo
Definen la apariencia del producto.
• El sistema tendrá un menú de login para la autenticación del usuario.
• El sistema tendrá una cabecera para el menú de opciones.
• El sistema debe permitir al usuario modificar el aspecto gráfico de la aplicación.
Requerimientos de usabilidad
Estos requisitos hacen que el producto se adapte a las habilidades y expectativas del 
usuario así como de la rapidez y la facilidad de uso. No se puede elaborar un producto que sea 
difícil de utilizar por el usuario ya que éste no lo usaría si dispone de otros productos más 
simples.
• La aplicación tiene que poder limitar los posibles errores de los usuarios.
• La aplicación tiene que ser fácil de utilizar e intuitiva. Se pretende que un usuario 
que ya haya usado una aplicación similar no necesite de un manual de instrucciones 
para las opciones básicas.
• Los colores deben ayudar a un mejor entendimiento de lo que ocurre. Se pretende 
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que con un simple vistazo el usuario pueda captar la máxima información posible.
Requerimientos de rendimiento
Estos requisitos  definen cuándo el  producto necesita  realizar  unas  tareas concretas 
durante poco tiempo, para tareas de cierto  nivel  de precisión,  velocidad en alguna tarea, 
exactitud de los resultados, eficiencia, fiabilidad, etc. En el caso de esta aplicación este punto 
es de vital importancia.
 
• El servidor proporcionará los datos a los clientes de manera inmediata a cuando éste los 
solicite.
• El  usuario  debe  ver  en  el  blotter  cualquier  orden  inmediatamente  después  de  su 
ejecución.
• Las cancelaciones de órdenes deben ser inmediatas.
• El usuario debe ver en el trading monitor cualquier orden inmediatamente después de 
lanzarla si y sólo si no se ha ejecutado.
• El  usuario  debe  poder  conocer  en todo  momento  qué  posiciones  tiene.  No  pueden 
existir posiciones fantasma.
Requerimientos operacionales
Son los requisitos que describen el entorno donde se utilizará la aplicación.
• La aplicación se debe poder utilizar en cualquier distribución GNU/Linux.
Requerimientos de mantenimiento y soporte
Son los requisitos que tienen que prever posibles cambios en las áreas organizativas, reglas de 
negocio, leyes, etc. 
• La aplicación tiene que adaptarse a la  normativa de cada mercado para el  cual  se 
utilice.
• La  aplicación  tiene  que  ser  modificada  siempre  y  cuando  ocurra  un  cambio  en  el 
mercado (aparezca un nuevo canal, una nueva norma, etc.).
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Requerimientos de seguridad
Son  los  requisitos  que  incluyen  la  confidencialidad  de  los  datos  en  cuanto  a  accesos  no 
autorizados, integridad y disponibilidad de los datos. 
• Sólamente los usuarios correctamente validados pueden acceder a la aplicación.
• La aplicación debe ser capaz de limitar los posibles errores de los usuarios si éstos asi lo 
desean (por ejemplo, limitar el número de acciones, stop loss, etc.).
Requerimientos de hardware
Son los requisitos que hacen referencia al hardware sobre el que se ejecutará la aplicación.
• La aplicación debe poder ejecutarse en cualquier hardware que soporte GNU/Linux.
• El servidor debe poder ejecutarse en cualquier hardware que soporte GNU/Linux.
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3. Especificación
La etapa de especificación es la etapa que resuelve la pregunta: ¿Qué tiene que hacer 
el sistema?
La etapa de especificación es independiente de la tecnología que se use. Nos permite 
formalizar los requerimientos funcionales y no funcionales definidos en la etapa de análisis de 
requerimientos. Los requerimientos funcionales describen todas las entradas y salidas y las 
relaciones entre ellas (de datos y de procesos) y las no funcionales definen las cualidades 
generales que debe tener el sistema al realizar su función. 
3.1. Modelo de casos de uso
En el siguiente apartado se muestra el modelo de casos de uso, que incluye el diagrama 
de casos de uso y la descripción de los mismos.
3.1.1. Diagrama de casos de uso
El diagrama de casos de uso nos muestra todas las acciones que puede realizar el 
usuario de la aplicación. Como en este sistema sólamente existe un tipo de usuario, nada más 
aparecerá un actor al que se le permiten todas las operaciones.
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3.1.2. Descripción de los casos de uso
El caso de uso es un documento narrativo que describe la secuencia de eventos que un 
usuario del sistema realiza para usar la aplicación. Cada caso de uso proporciona el escenario 
sobre cómo debería interactúan el sistema con el usuario para conseguir un objetivo específico. 
Se detalla la descripción del caso de uso, el actor que lo lleva a cabo, el curso típico de los  
acontecimientos y el posible curso alternativo.
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Figura 10: Diagrama gráfico de casos de uso
Caso de uso: autenticación del cliente
Descripción: el cliente se autentifica con el servidor enviando usuario y contraseña. De 
esta manera el usuario puede recibir los datos del mercado.
Actores: usuario
Secuencia de eventos:
Evento Respuesta
1.  La  aplicación  solicita 
usuario,  contraseña,  ip  y 
puerto.
2. El servidor recibe usuario y contraseña.
3.  El  servidor  verifica  el 
usuario y la contraseña.
4. El usuario accede al menú de la aplicación, 
al  blotter  y  al  Trading  Monitor  y  puede 
solicitar, recibir y enviar datos al servidor.
Alternativa punto 4: ya existe un usuario usando ese usuario y contraseña,  por lo 
tanto, la aplicación finaliza.
Alternativa punto 4: no existe ningún usuario con ese usuario  y contraseña,  por lo 
tanto, la aplicación finaliza.
Caso de uso: solicitar nuevo Lvl II
Descripción: el usuario solicita al servidor que le envíe todos los datos que forman un 
Lvl II de un activo.
Actores: usuario.
Secuencia de eventos:
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Evento Respuesta
1.  El  usuario  solicita  los 
datos de tipo Lvl II para un 
activo.
2.  El  servidor  recibe  la  petición  del  usuario 
para dicho activo.
3.  En  caso  que  exista  el 
activo  que  solicita  el 
usuario y éste tenga acceso 
a  esos  datos,  el  servidor 
envía los datos.
4.  El  usuario  recibe  los  datos  que  ha 
solicitado.
Alternativa punto 4: en el caso que no exista el activo que solicita el usuario, bien por 
error a la hora de escribir, por desconocimiento o porque pertenezca a un mercado al cual el 
usuario no tiene acceso, éste no recibirá ningún dato.
Caso de uso: solicitar nuevo TAS
Descripción: el usuario solicita al servidor que le envíe todos los datos que forman un 
TAS de un activo.
Actores: usuario.
Secuencia de eventos:
Evento Respuesta
1.  El  usuario  solicita  los 
datos de tipo TAS para un 
activo.
2.  El  servidor  recibe  la  petición  del  usuario 
para dicho activo.
3.  En  caso  que  exista  el 
activo  que  solicita  el 
usuario y éste tenga acceso 
a  esos  datos,  el  servidor 
envía los datos.
4.  El  usuario  recibe  los  datos  que  ha 
solicitado.
Alternativa punto 4: en el caso de que no exista el activo que solicita el cliente, bien por 
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error a la hora de escribir, por desconocimiento o porque pertenezca a un mercado al que el 
cliente no tiene acceso, el cliente no recibirá ningún dato.
Caso de uso: solicitar nuevo gráfico
Descripción: el usuario solicita al servidor que le envíe todos los datos que forman un 
gráfico de un activo.
Actores: usuario.
Secuencia de eventos:
Evento Respuesta
1.  El  usuario  solicita  los 
datos  que  comportan  un 
gráfico para un activo.
2.  El  servidor  recibe  la  petición  del  usuario 
para dicho activo.
3.  En  caso  que  exista  el 
activo  que  solicita  el 
usuario y éste tenga acceso 
a  esos  datos,  el  servidor 
envía los datos.
4.  El  usuario  recibe  los  datos  que  ha 
solicitado.
Alternativa punto 4: en el caso que no exista el activo que solicita el usuario, bien por 
error a la hora de escribir, por desconocimiento o por que pertenezca a un mercado al cual el  
usuario no tiene acceso, no recibirá ningún dato.
Caso de uso: solicitar Lvl II, TAS y gráfico conectados
Descripción: el usuario solicita abrir el Lvl II, el TAS y el gráfico a la vez. Es interesante 
ya que permite que solicitando sólamente en el Lvl II se solicite de manera involuntaria el TAS 
y el gráfico.
Actores: usuario.
Secuencia de eventos:
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Evento Respuesta
1.  El  usuario  solicita  los 
datos de tipo Lvl II para un 
activo.
2.  El  servidor  recibe  la  petición  del  usuario 
para dicho activo.
3.  En  caso  que  exista  el 
activo  que  solicita  el 
usuario y éste tenga acceso 
a  esos  datos,  el  servidor 
envía los datos de tipo Lvl 
II, TAS y gráfico.
4.  El  usuario  recibe  los  datos  que  ha 
solicitado.
Alternativa punto 4: en el caso que no exista el activo que solicita el usuario, bien por 
error a la hora de escribir, por desconocimiento o por que pertenezca a un mercado al cual el  
usuario no tiene acceso, no recibirá ningún dato.
Caso de uso: solicitar radar
Descripción: el usuario solicita en función de sus necesidades un criterio de búsqueda 
sobre las acciones de uno de los mercados disponibles.  Se permite buscar en función del 
volumen, del porcentaje de subida o bajada y del mayor número de céntimos de subida o 
bajada.
Actores: usuario.
Secuencia de eventos:
Evento Respuesta
1. El  usuario abre el radar 
de acciones y selecciona el 
mercado  y  los  criterios  de 
búsqueda.
2. El servidor recibe la petición del usuario.
3.  El  servidor  envía  los 
datos  que  ha  solicitado  el 
usuario.
4.  El  usuario  recibe  los  datos  que  ha 
solicitado.
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Caso de uso: alertas
Descripción: el usuario programa las alertas que considere oportunas. Para ello debe 
escribir el nombre del activo, el precio al que quiere que se ejecute la alerta y la condición.
Actores: usuario.
Secuencia de eventos:
Evento Respuesta
1.  El  usuario  abre  la 
ventana  de  alertas  y 
programa una nueva alerta.
2. La aplicación almacena la alerta hasta que 
se  produzca  la  condición  programada  y  el 
usuario reciba un aviso mediante un pop-up.
Caso de uso: Guardar configuración
Descripción: el usuario puede guardar la configuración del programa que corresponde a 
los colores del Lvl II, del TAS y la configuración del teclado.
Actores: usuario.
Secuencias de eventos:
Evento Respuesta
1.  El  usuario  guarda  la 
configuración del sistema.
2.  La  aplicación  crea  o  modifica  el  fichero 
“config”  que  almacena  la  configuración  del 
usuario. 
Caso de uso: Cargar configuración
Descripción: el usuario carga la configuración guardada en el fichero “config”.
Actores: usuario.
Secuencia de eventos:
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Evento Respuesta
1.  El  usuario  carga  la 
configuración  almacenada 
en el fichero “config”.
2. La aplicación actúa en referencia a la nueva 
configuración. 
Caso de uso: redefinir teclado
Descripción: el  usuario puede cambiar la  configuración del  teclado que afecta a las 
compras y las ventas. 
Actores: usuario.
Secuencia de eventos:
Evento Respuesta
1.  El  usuario  cambia  la 
configuración del teclado.
2. La aplicación actúa en referencia a la nueva 
configuración del teclado.
Caso de uso: redefinir colores del Lvl II
Descripción: permite modificar los colores del Lvl II. Afecta a todos los Lvl II que el 
usuario tenga abiertos o los que abra en el futuro.
Actores: usuario.
Secuencia de eventos:
Evento Respuesta
1.  El  usuario  cambia  el 
aspecto gráfico de los Lvl II.
2.  La  aplicación  actúa  en  referencia  a  los 
nuevos colores guardados.
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Caso de uso: redefinir colores del TAS
Descripción: permite modificar los colores del TAS. Afecta a todos los TAS que el usuario 
tenga abiertos o los que abra en el futuro.
Actores: usuario.
Secuencia de eventos:
Evento Respuesta
1.  El  usuario  cambia  el 
aspecto gráfico de los TAS.
2.  La  aplicación  actúa  en  referencia  a  los 
nuevos colores guardados.
Caso de uso: lanzar orden
Descripción: permite enviar una orden al mercado.
Actores: usuario.
Secuencia de eventos:
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Evento Respuesta
1.  El  usuario  envía  una 
orden  de  compra  o  venta 
sobre  un  activo 
determinado.
2. La aplicación refleja lo siguiente:
− si es una orden de compra y el precio 
de mercado es superior al de nuestra 
orden,  ésta  aparecerá  en  el  trading 
monitor esperando a ser ejecutada.
− si es una orden de compra y el precio 
de  mercado  es  inferior  al  de  nuestra 
orden,  se  efectuará  la  compra  y 
aparecerá en el blotter.
− si es una orden de venta y el precio de 
mercado  es  superior  al  de  nuestra 
orden,  se  efectuará  la  venta  y 
aparecerá en el blotter.
− si es una orden de venta y el precio de 
mercado  es  inferior  al  de  nuestra 
orden,  ésta  aparecerá  en  el  trading 
monitor esperando a ser ejecutada.
Alternativa a la respuesta del sistema 2 y 3: en ambos casos si se lleva una posición 
opuesta a la orden lanzada, se está efectuando una orden de cierre de posición total o parcial, 
con lo que desaparecerá o disminuirá la posición del blotter.
Caso de uso: Cancelar orden
Descripción: se elimina una orden del trading monitor.
Actores: usuario.
Secuencia de eventos:
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Evento Respuesta
1.  El  usuario  elimina  una 
orden de compra o venta.
2. La aplicación elimina la  orden del trading 
monitor.
Caso de uso: Salir de la aplicación
Descripción: se cierra la aplicación
Actores: usuario.
Secuencia de eventos:
Evento Respuesta
1.  El  usuario  cierra  la 
aplicación.
2.  La  aplicación  cierra  todas  las  ventanas 
abiertas  de  la  aplicación  y  ésta  finaliza. 
Solamente  tiene  efecto  en  el  cliente,  el 
servidor continúa ejecutándose.
3.2. Modelo de comportamiento
El modelo de comportamiento muestra como interactúan los actores y el sistema mediante los 
diagramas de secuencia y los contratos de las operaciones.
3.2.1. Diagramas de actor-sistema
Los  diagramas  actor-sistema  muestran  que  operaciones  se  llevan  a  cabo  entre  el  actor 
(usuario) y sistema, en el transcurso de un caso de uso concreto.
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Autenticación del cliente
initConnectionClientLogin(NombreUsuario: String, 
PasswordUsuario: String, IpServidor: String, 
PuertoServidor: Int)
Solicitar nuevo Lvl II
initConnectionClientLvl2(Stock: String, 
IpServidor: String, PuertoServidor: String)
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Usuario Sistema (servidor)
Usuario Sistema (servidor)
Solicitar nuevo TAS
initConnectionClientTas(Stock: String, IpServidor: String, 
PuertoServidor: String)
Solicitar nuevo gráfico
initConnectionClientPlot(Stock: String, IpServidor: String, 
PuertoServidor: String)
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Usuario Sistema (servidor)
Usuario Sistema (servidor)
Solicitar Lvl II, TAS y gráfico conectados
initConnectionClientLvl2(Stock: String, 
IpServidor: String, PuertoServidor: String)
initConnectionClientTas(Stock: String, IpServidor: String, 
PuertoServidor: String)
initConnectionClientPlot(Stock: String, IpServidor: String, 
PuertoServidor: String)
Solicitar radar
initConnectionClientRadar(Type: String, Market: String, 
IpServidor: String, PuertoServidor: String)
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Usuario Sistema (servidor)
Usuario Sistema (servidor)
Alertas
saveNewAlert(Stock: String, Price: Int, Condition: String)
Guardar configuración
saveConfig()
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Usuario Sistema (cliente)
Usuario Sistema (cliente)
Cargar configuración
loadConfig()
Redefinir teclado
keys()
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Usuario Sistema (cliente)
Usuario Sistema (cliente)
Redefinir colores Lvl II
colorsLvl2()
Redefinir colores TAS
colorsTAS()
Lanzar orden
sendOrder(Time: String, Stock: String, Side: String,
Shares: String, Price: String, Route: String)
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Usuario Sistema (cliente)
Usuario Sistema (cliente)
Usuario Sistema (cliente)
Cancelar orden
deleteOrder()
Salir de la aplicación
Quit()
3.2.2. Contratos de las operaciones
Los  contratos  de  las  operaciones  muestran  y  describen  el  comportamiento  del 
sistema, cuales son los cambios de estado y qué salidas dan las operaciones. En la 
descripción de los contratos se encuentran los siguientes apartados:
• Nombre: nombre de la operación y atributos.
• Descripción:  explicación del propósito general de la operación.
• Excepciones:  descripción  del  comportamiento  del  sistema  en  casos 
excepcionales.
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Usuario Sistema (cliente)
Usuario Sistema (cliente)
• Precondiciones: estado obligatorio del sistema antes de invocar la operación 
correspondiente.
• Postcondiciones: cambios de estado después de realizar la operación.
Autenticación del cliente
Nombre:  initConnectionClientLogin(NombreUsuario:  String,  PasswordUsuario:  String, 
IpServidor: String, PuertoServidor: Int)
Descripción: autentica el usuario en el servidor
Excepciones: -
Precondiciones: los cuatro parámetros que se envían no pueden estar vacíos
Postcondiciones: desaparece el menú de login y aparece el menú de operaciones, que 
permite todas las opciones anteriormente descritas
Solicitar nuevo Lvl II
Nombre:  initConnectionClientLvl2(Stock:  String,  IpServidor:  String,  PuertoServidor: 
String)
Descripción: abre un nuevo Lvl II
Excepciones: -
Precondiciones: el primer parámetro no puede estar vacío 
Postcondiciones: aparece un nuevo LvlII con los datos que el usuario ha solicitado.
Solicitar nuevo TAS
Nombre:  initConnectionClientTas(Stock:  String,  IpServidor:  String,  PuertoServidor: 
String)
Descripción: abre un nuevo TAS
Excepciones: - 
Precondiciones: el primer parámetro no puede estar vacío
Postcondiciones: aparece un nuevo TAS con los datos que el usuario ha solicitado.
Solicitar nuevo gráfico
Nombre:  initConnectionClientPlot(Stock:  String,  IpServidor:  String,  PuertoServidor: 
String)
Descripción: abre un nuevo gráfico.
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Excepciones: - 
Precondiciones: el primer parámetro no puede estar vacío
Postcondiciones: aparece un nuevo gráfico con los datos que el usuario ha solicitado.
Solicitar Lvl II, TAS y gráfico conectados
Nombre:  initConnectionClientLvl(Stock:  String,  IpServidor:  String,  PuertoServidor: 
String)
initConnectionClientTas(Stock: String, IpServidor: String, PuertoServidor: 
String)
initConnectionClientPlot(Stock: String, IpServidor: String, PuertoServidor: 
String)
Descripción: abre un nuevo Lvl II, TAS y gráfico conectados.
Excepciones: -
Precondiciones: no puede haber más de 10 abiertos.
Postcondiciones: aparece un nuevo Lvl II, un nuevo TAS y un nuevo gráfico con los 
datos que el usuario ha solicitado.
Solicitar radar
Nombre:  initConnectionClientRadar(Type:  String,  Market:  String,  IpServidor:  String, 
PuertoServidor: String)
Descripción: solicita los datos del mercado Market de tipo Type. 
Excepciones: -
Precondiciones: Type y Market no pueden estar vacíos.
Postcondiciones: aparecen los datos que el usuario ha solicitado.
Alertas
Nombre: saveNewAlert(Stock: String, Price: Int, Condition: String)
Descripción: guarda una nueva alerta
Excepciones: -
Precondiciones: Condition sólo puede ser “>=” o “<=”
Postcondiciones: se guarda una nueva alerta.
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Guardar configuración
Nombre: saveConfig()
Descripción: se guarda la configuración del sistema
Excepciones: -
Precondiciones: -
Postcondiciones: se guarda la configuración del sistema en el fichero “config”.
Cargar configuración
Nombre: loadConfig()
Descripción: carga la configuración guardada en el fichero “config”.
Excepciones: -
Precondiciones: el fichero “config” existe y se puede leer.
Postcondiciones: el sistema adopta los datos guardados en el fichero “config”.
Redefinir teclado
Nombre: keys()
Descripción: permite modificar la configuración del teclado.
Excepciones: -
Precondiciones: -
Postcondiciones: modifica la configuración del teclado para lanzar órdenes.
Redefinir colores Lvl II
Nombre: colorsLvl2()
Descripción: permite modificar los colores de los Lvl II abiertos y de los que se abrirán.
Excepciones: -
Precondiciones: -
Postcondiciones: los Lvl  II abiertos y los que se abran en un futuro modificarán su 
aspecto gráfico en función de los nuevos colores.
Redefinir colores TAS
Nombre: colorsTAS()
Descripción: permite modificar los colores de los TAS abiertos y de los que se abrirán.
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Excepciones: -
Precondiciones: -
Postcondiciones:  los  TAS abiertos  y  los  que  se  abran  en  un  futuro  modificarán  su 
aspecto gráfico en función de los nuevos colores.
Lanzar orden
Nombre: sendOrder(Time: String, Stock: String, Side: String,  Shares: String, Price: 
String, Route: String)
Descripción: enviar una orden a mercado
Excepciones: -
Precondiciones: ninguno de los campos puede estar vacío.
Postcondiciones:  se  envía  una  orden  a  mercado  con los  datos  que  se  pasan como 
parámetros.
Cancelar orden
Nombre: deleteOrder()
Descripción: elimina la orden seleccionada
Excepciones: -
Precondiciones: una orden debe estar seleccionada
Postcondiciones: desaparece la orden seleccionada del trading monitor
Salir de la aplicación
Nombre: Quit()
Descripción: se cierra la aplicación.
Excepciones: -
Precondiciones: -
Postcondiciones: cierra el sistema
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4. Diseño
El primer paso en la etapa de diseño es escoger la arquitectura física y la arquitectura 
lógica  más  adecuada  para  este  proyecto.  Este  paso  se  hace  teniendo  en  cuenta  los 
requerimientos funcionales y los requerimientos no funcionales descritos en el capítulo tres. 
Un detalle a tener en cuenta y que marcará este capítulo es que el diseño se intenta 
adaptar lo máximo posible a la realidad, aunque finalmente se ha decidido hacer un simulador 
bursátil.  La  explicación  de  este  hecho  es  el  coste  elevado  de  conseguir  los  datos  de  los 
mercados financieros en tiempo real. Por este motivo, a lo largo de este capítulo se explicará el 
proyecto desde dos puntos de vista, el que ocurre en la realidad, es decir, el de las aplicaciones 
comerciales ya existentes en el mercado y el realizado en este proyecto.
4.1 Arquitectura física del sistema
Como  se  ha  explicado  anteriormente,  la  arquitectura  física  viene  marcada  por  la 
estructura  cliente-servidor  sobre  la  que  se  basa  este  proyecto.  La  imagen  5.1  muestra 
gráficamente  la  arquitectura  física.  Como  se  puede  ver,  los  usuarios  están  conectados  al 
servidor  de la  aplicación y  este  a  su  vez  está  conectado  directamente  al  mercado  (a  los 
servidores de los distintos canales), del que recibe los datos y los que envía a los clientes.
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Tal y como se explicaba en el capítulo tres en los requerimientos no funcionales, este 
sistema tiene que garantizar la fiabilidad de los datos además de proporcionar al usuario un 
acceso rápido y fluido a los mismos. 
Como se explica en la introducción de este capítulo, este proyecto se ha adaptado a las 
limitaciones que comporta  no poder  conectarse al  mercado en tiempo real,  por  lo  que el 
esquema de la figura 11 es solamente teórico y no coincide con la realidad de este proyecto. 
Por lo tanto, se ha adaptado a un sistema cliente-servidor simple, en el que el servidor tiene 
los datos almacenados y los envía a los clientes que lo soliciten. La realidad es distinta, ya que 
el servidor no almacena ningún tipo de dato del mercado, sólo se encarga de enviárselos a los 
clientes.
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Figura 11: Estructura física de las aplicaciones financieras.
4.2 Arquitectura lógica del sistema
Para  definir  la  arquitectura  lógica  del  sistema  hay  que  tener  en  cuenta  los 
requerimientos  funcionales  descritos  anteriormente.  Aunque  este  proyecto  consta  de  dos 
partes, un cliente y un servidor, se ha decidido explicar de manera conjunta ya que las dos 
aplicaciones forman el todo del proyecto.
En  el  panorama  actual  existen  varios  patrones  arquitectónicos  predefinidos  que 
especifican una serie de reglas y características para poder escoger el más adecuado para el 
sistema a construir. Se ha optado por un patrón arquitectónico por capas. Este tipo de patrón 
permite descomponer las tareas en subtareas más pequeñas. En este sistema se ha decidido 
utilizar tres capas.
Capa  de  datos:  es  la  capa  encargada  de  almacenar  todos  los  datos  del  sistema  y  de 
proporcionarlos  a  la  capa  de  dominio  para  realizar  las  operaciones  correspondientes.  En 
nuestro sistema corresponde a los ficheros de texto donde se guardan los datos de los activos.
Capa de dominio: es la capa encargada de realizar todos los cálculos y procesos internos del 
sistema.  Recibe  instrucciones  de  las  tareas  a  realizar  desde  la  capa  de  presentación  e 
interactúa con la capa de datos. En nuestro sistema estaría compartido entre el servidor y el  
cliente, aunque la mayoría de cálculos se llevan a cabo en el servidor.
Capa de presentación: como su propio nombre indica, se encarga de proporcionar una interfaz 
al usuario y de proporcionarle las funcionalidades del sistema. Se comunica con la capa de 
dominio y muestra los resultados obtenidos al usuario. En nuestro sistema corresponde a la 
aplicación que utilizan los usuarios, es decir, el cliente. 
Este tipo de patrón nos permite hacer cambios en una de las capas sin que afecte a las 
otras. Además nos permitirá, como posible línea futura, poder conectar nuestro servidor a los 
servidores reales del mercado cambiando algunas funciones de la capa de dominio.
4.2.1 Diseño de la capa de datos
La capa de datos es la encargada de tratar todos los datos que maneja el sistema. Estos 
datos se encuentran almacenados en ficheros en el servidor. Se ha optado por no utilizar una 
base de datos para dotar de mayor velocidad al sistema y porque almacenar los datos en 
ficheros es más sencillo.
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Para  explicar  los  diferentes  tipos  de  datos  almacenados  se  hará  con  un  ejemplo. 
Supongamos que un cliente nos pide información sobre el activo X. El sistema reconocerá si el 
tipo de información es de tipo gráfico, de tipo Lvl II o de tipo TAS.
La información de tipo TAS se almacena de la siguiente forma:
Tipo T 
(tiempo)
Dato P 
(precio)
Dato S 
(tamaño)
Dato C (canal) Dato
Tabla 2: Formato TAS.
El tipo puede ser B, S o M. B corresponde a una compra, S a una venta y M a medio 
precio o fuera de mercado. Seguidamente se envían los campos que forman el TAS, que son 
tiempo  (T),  precio  (P),  tamaño  de  la  posición  (S)  y  canal  (C),  seguidos  del  dato 
respectivamente. El  hecho de que no se establezca un orden comprensible entre cliente y 
servidor  y  podernos  ahorrar  el  identificador  es  porque  un  usuario  puede  decidir  que  no 
necesita conocer el tiempo mientras que otro puede decidir lo contrario, por lo que se decide 
enviar siempre.
La  figura 12 muestra un ejemplo de datos de tipo TAS, en la que se puede ver el 
identificador seguido del dato, como se ha explicado en el párrafo anterior.
La información de tipo gráfico se almacena tal y como muestra la tabla 3:
Tipo Apertura Cierre Mínimo Máximo
Tabla 3: Formato gráfico.
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Figura 12: Parte de un fichero que 
almacena datos de tipo TAS.
Primeramente se guarda el histórico y a continuación los datos “en tiempo real” que son 
iguales que los de tipo TAS. La figura 13 muestra un ejemplo. Como se puede ver, los primeros 
datos forman el histórico. La explicación de este hecho es que los operadores rara vez operan 
con las mismas acciones, suelen cambiar a menudo y por tanto se necesita proporcionar algo 
de  información  de  lo  que  ha  ocurrido  anteriormente.  Con  esta  información  ya  se  puede 
empezar a construir un gráfico y de esto se encarga el cliente. Los datos en tiempo real se 
añaden a los anteriores modificando la última vela y dibujando la siguiente cuando se produce 
un avance en el minuto. 
La información de tipo Lvl II se almacena como se puede ver en la tabla 4:
Tiempo Tipo (A) Tipo (B) Datos
Tabla 4: Formato Lvl II.
El primer dato que se almacena en el fichero es el tiempo. Puesto que no se dispone de 
tiempo  real,  es  necesario  almacenar  en  qué  momento  se  producen  los  cambios.  Esta 
información no se envía al cliente, es decir, éste sólo recibirá los datos Tipo (A), Tipo (B), 
Posición y Datos. El siguiente campo corresponde a Tipo (A). Puesto que este y el siguiente 
campo corresponden a especificaciones los denominaremos como A y B, respectivamente. Este 
campo puede ser D (dato) o L (etiqueta). L significa que los datos enviados modificarán las 
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Figura 13: Parte de un fichero que 
almacena información tipo gráfico.
etiquetas que aparecen en el Lvl II. D significa que los datos enviados son los que hacen 
referencia a las posiciones que forman los distintos precios. Tipo (B) puede ser H, V, L, B o O. 
H (máximo) significa que los datos que se envían modificarán la etiqueta que almacena el 
máximo, y lo mismo ocurre para V (volumen) y L (mínimo). B (lado comprador) y O (lado 
vendedor) indican la posición donde se debe mostrar la información en el Lvl II. El último 
campo corresponde a los datos. En caso que el Tipo (A) sea L el campo Datos contiene el valor, 
en cambio si Tipo (A) es D los datos siguen una estructura determinada, la que se muestra en 
la tabla 5:
Posición Canales Separador “@” Valores
Tabla 5: Formato de datos del Lvl II.
El campo Posición es un campo numérico, es decir, contiene un número del 1 al 8 que 
indica  la  profundidad  a  la  que  estamos  escribiendo.  Seguidamente  están  los  canales,  un 
separador que es siempre el carácter “@”, el precio y los valores que aparecen en los canales.
Aunque puede parecer muy complicado, no lo es en absoluto. La figura 14 muestra un 
ejemplo en el que se puede ver lo comentado anteriormente. Las dos primeras líneas envían 
información para las etiquetas. Las siguientes muestran los datos del Lvl II. La tercera línea 
significa que hay 100 acciones por ARCA a 7.48 y que forman el primer nivel. El segundo nivel 
estaría formado por NSDQ con 500 acciones, NASD con 500 acciones, NSX con 300 acciones y 
BATS con 200 acciones al precio 7.47, etc.
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Para acabar de esclarecer este apartado, la figura 15 muestra un Lvl II de Botijo 
en el que aparece la información de la figura 14 hasta la línea 18. 
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Figura 14: Parte de un fichero que almacena información tipo Lvl II.
4.2.2 Diseño de la capa de dominio
La capa de dominio de un sistema es la encargada de realizar todos los cálculos y 
procesos internos de éste. Recibe instrucciones de las operaciones que tiene que llevar a cabo 
de la capa de presentación e interactúa con la capa de datos para poder ofrecer un resultado a 
esas operaciones y mostrarlo en la capa de presentación.
En nuestro sistema la capa de dominio está compartida entre el cliente y el servidor. La capa 
de  dominio  se  explicará  detalladamente  en  el  siguiente  capítulo  que  está  dedicado  a  la 
implementación.
Diseño del protocolo de comunicaciones
La  transmisión  de  información  entre  cliente  y  servidor  es  un  pilar  básico  en  este 
proyecto.  Es  la  encargada  de  proporcionar  los  datos  a  los  usuarios  conectados.  En  una 
aplicación  con  acceso  a  los  datos  en  tiempo  real  es  todavía  más  importante,  ya  que  se 
transmiten las órdenes de los usuarios.
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Figura 15: Lvl II de Botijo.
El protocolo utilizado ha sido TCP, ya que se necesita saber con seguridad que los datos 
son entregados en su destino sin errores y en el mismo orden que se transmitieron. En nuestro 
caso, el simulador, solamente existe transmisión desde el cliente hacia el servidor cuando se 
realiza la conexión al mismo y una vez realizada la misma ya no se vuelve a enviar ningún tipo 
de dato, sino que todos los datos son enviados desde el servidor hacia el cliente. Por ello, se 
podría  utilizar  una conexión UDP para la  recepción de los  datos,  pero en las  aplicaciones 
comerciales las órdenes viajan desde el cliente hacia el servidor y éste debe confirmar las 
posiciones, por lo que no se puede utilizar el protocolo UDP, ya que no se tendría constancia de 
su correcta recepción. 
Diagrama de flujo del servidor
En la figura que aparece a continuación se muestra el diagrama de flujo del servidor 
para ver su funcionamiento de una manera esquemática.
 
4. Se conecta un cliente.
7. Se recibe la petición.
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2. Mensaje informativo
1. Activación Servidor
3. listen() 5. Crea socket 
6. readyRead()
8. Thread y atender petición
El  primer  paso es activar  el  servidor  (1),  que muestra un mensaje  informativo (2) 
indicando en qué puerto escucha las conexiones entrantes (3). El puerto siempre es el mismo, 
se ha decidido usar el 40000. Una vez se recibe una conexión entrante de  algún cliente (4), se 
crea un socket (5) y se prepara para recibir la petición del cliente, esperando hasta que llegue 
(6). Una vez que llega (7), se responde mediante un thread para seguir atendiendo el resto de 
conexiones (8).
4.2.3 Diseño de la capa de presentación
La  interfície  de  usuario  se  ha  diseñado  con  la  tecnología  Qt.  Qt  es  una  biblioteca 
multiplataforma  para  desarrollar  interficies  gráficas  de  usuario.  Uno  de  los  ejemplos  más 
conocidos  de  aplicaciones  que  utilizan  Qt  sería  KDE.  Esta  tecnología  es  un  conjunto  de 
herramientas destinadas a la creación de interfícies que incluyen todo tipo de elementos, como 
pueden ser botones, menús, tablas, texto, etc. Además incluye una herramienta llamada “Qt 4 
designer” para el diseño de la interfaz de forma gráfica, hecho que simplifica la creación de la 
misma.
Para realizar el diseño se ha buscado que la interfaz sea intuitiva, buscando cumplir los 
requerimientos anteriormente descritos. A continuación se detallan todos los elementos que 
forman Botijo.
Menú de login
El menú de login permite autentificar el usuario en el servidor y así poder acceder al 
sistema. Como se puede observar en la figura 16, solamente contiene la información mínima 
necesaria, que es un campo para el usuario, otro para la contraseña, otro para el servidor y el 
último para el puerto. 
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Menú de opciones
Una vez se ha conseguido acceso al servidor, se accede al menú de opciones. La figura 
17 muestra como es el menú.
Como se puede ver en la figura 17, es un menú simple que muestra las opciones de las 
que dispone el  usuario.  Comparándolo con los menús de las aplicaciones comerciales (ver 
capítulo dos) se diferencia en que las mismas muestran iconos en lugar de texto, cosa que lo 
hace más atractivo a la vista, aunque la funcionalidad sea la misma.
Lvl II
Como se ha explicado anteriormente, los Lvl II son piezas claves en estos programas. 
En la figura 18 se ve un Lvl II de Botijo. Se puede abrir un número ilimitado de Lvl II.
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Figura 16: Login de Botijo
Figura 17: Menú de Botijo.
TAS
Otro  de  los  pilares  principales  de  estos  programas  son  los  TAS.  Normalmente  van 
asociados a los Lvl II, ya que son complementarios. Se puede abrir un número ilimitado de 
TAS. La figura 19 muestra un TAS de Botijo.
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Figura 18: Lvl II de Botijo.
Chart
Abre  un  gráfico  del  stock  que  desee  el  usuario.  La  figura 20  muestra  un  gráfico 
generado por Botijo. Como se puede ver, en el margen derecho escribe los precios para que el 
usuario pueda tener una referencia. Se puede cambiar de gráfico escribiendo en el recuadro 
superior blanco el nuevo activo que se desea. El color de las velas es predeterminado, siendo 
verde para las alcistas y rojo para las bajistas. También se puede ajustar el tamaño de las 
columnas, puesto que no ocupa lo mismo la columna “Mkt” que la columna “Time”.
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Figura 19: TAS de Botijo.
Blotter
Como se ha comentado anteriormente, contiene las posiciones del usuario u operador. 
Muestra el beneficio/pérdida del usuario. La figura 21 muestra un blotter de Botijo. Como se 
puede ver,  en la parte superior  aparecen las etiquetas “Net:”  y “Gross:”.  El  campo “Net:” 
contiene el beneficio/pérdida total del usuario. En el caso de la figura 21, como el usuario 
todavía no ha cerrado ninguna operación no aparece nada. En el momento en que cierre la 
posición que tiene, el “Net:” mostrará el resultado. El campo “Gross:” no tiene ninguna utilidad 
en Botijo, ya que no tiene sentido en un programa que actúa como simulador. A pesar de todo 
se ha puesto ya que se intenta que el programa se ajuste lo máximo a la realidad y una de las 
líneas futuras puede ser usarlo (en la realidad es útil).  Aunque no es el  objetivo de este 
proyecto  entrar  en  detalles  técnicos  típicos  de  la  operativa  intradía,  la  explicación  es  la 
siguiente: en todos los mercados del mundo existen las comisiones, a favor o en contra, es 
decir, en algunos mercados se puede conseguir cobrar comisión y en todos los mercados se 
paga comisión.  Por  lo  tanto,  el  Net de comprar  a 10 y vender a 11, por  ejemplo, es un 
beneficio más o menos la comisión. El Gross no tiene en cuenta la comisión, mientras que el 
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Figura 20: Gráfico generado por Botijo.
Net  sí.  Con  los  siguientes  ejemplos  se  verá  claro  (los  números  son  aproximados  para  el 
mercado americano): 
• caso A: un operador compra 1000 acciones de un determinado activo a 3.70 y vende a 
3.71, pagando comisión en ambos casos. El resultado sería un beneficio de 10 dólares 
(gross) menos 3 dólares por compra y otros 3 por venta, resultado final de 4 dólares de 
beneficio (net).
• Caso B: un operador compra 1000 acciones de un determinado activo a 3.70 y vende a 
3.71, cobrando comisión en ambos casos. El resultado sería un beneficio de 10 dólares 
(gross) más 2 dólares por la compra y otros 2 dólares por la venta, siendo el resultado 
de 14 dólares de beneficio (net).
Los campos de la tabla son los siguientes:
• Symbol: indica el nombre del activo.
• Shares: posición sobre ese activo.
• P/L (profit/loss):  contiene el  beneficio/pérdida que el  operador  tendría  si  cerrara la 
posición en ese momento concreto. El programa no tiene en cuenta si puede cerrar o no 
toda la posición a ese precio ya que es imposible, por lo que asume que sí.
• Side: indica si se está jugando al alza (Bid) o a la baja (Offer).
• Price: es el precio al que el operador lleva la posición.
• Bid: precio de compra de ese activo.
• Offer: precio de venta de ese activo.
Trading Monitor
Contiene las órdenes del usuario esperando para ser ejecutadas. Como se puede ver en 
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Figura 21: Blotter de Botijo.
la figura 22, el operador tiene lanzadas dos órdenes de compra en el activo “a” por valor de 
100 acciones siendo una orden por ARCA y otra por NASDAQ. Como se observa en la imagen el 
campo Time permanece vacío. Es por lo mismo que Gross en la explicación anterior, es decir, 
no tiene efecto alguno en el simulador pero puede que en un futuro sí que sea necesario.
Open 3
Abre un Lvl II, TAS y gráfico a la vez y los conecta, de manera que escribiendo en el Lvl 
II también se realiza petición de datos en el TAS y en el gráfico.
Radar
Sirve como localizador  de  acciones  con características  muy concretas.  La figura  23 
muestra cómo funciona el radar. El operador selecciona la característica (volumen, suben más 
porcentaje y bajan más porcentaje) que desea y el mercado que desea. Los datos se entregan 
ordenados.  No tiene una utilidad real en un simulador,  pero es una herramienta muy útil 
cuando se dispone de la misma en tiempo real.
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Figura 22: Trading Monitor de Botijo.
Alertas
Sirve para avisar al operador de una determinada condición (>= o <=) sobre un activo. 
La figura 24 muestra cómo es esta ventana y cómo se almacena la información. Del mismo 
modo que ocurre con el radar, no tiene efecto alguno en un simulador pero es muy útil en una 
plataforma con tiempo real. En el caso de la figura 24, se produciría una alerta si el activo BAC 
cotiza a un precio igual o superior a 14.56 dólares.
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Figura 23: Radar de Botijo
Settings
Es un menú desplegable que sirve para modificar la configuración del sistema. Se abren 
otras  ventanas  que  permiten  cargar  una  nueva  configuración,  guardar  la  configuración 
presente, modificar el teclado y cambiar el aspecto de los Lvl II y TAS.
Modificar teclado
Permite modificar la configuración existente del teclado. Por defecto se proporciona una 
configuración que el usuario puede modificar en todo momento. Como se puede ver en la 
figura 25, solamente se utilizan las teclas que aparecen, que son los “FX”. Se utilizan las teclas 
F1, F2, F3, F4 y F5 para enviar órdenes de compra y las teclas F8, F9, F10, F11 y F12 para 
enviar órdenes de venta.
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Figura 24: Alertas de Botijo.
Modificar colores Lvl II
Permite modificar los colores de los Lvl II. Como se puede ver en la figura 26, cada 
color  afecta a un nivel  de profundidad respectivamente. Aunque aparecen unos colores ya 
predefinidos, el usuario puede modificar el aspecto gráfico en todo momento. La finalidad de 
proporcionar colores no es “hacer más bonito el programa”, sino conseguir captar el máximo 
de información con un simple vistazo.
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Figura 25: Configuración del teclado de Botijo.
Modificar colores TAS
Permite  modificar  los  colores  de  los  TAS.  Como  se  puede  ver  en  la  figura  27  se 
proporciona por defecto el  color  verde para las órdenes de compra,  el  color  rojo para las 
órdenes de venta y el  color  blanco para los medios precios y órdenes fuera de mercado. 
Aunque es la configuración más común entre los traders de todo el mundo, el usuario puede 
modificarlo si lo desea.
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Figura 26: Modificar colores de los Lvl II  
de Botijo.
 Cargar y guardar configuración
La configuración de la aplicación se guarda en un fichero llamado  config  y se carga 
desde el mismo. Como se puede ver en la figura 28, guarda la información de los colores del 
Lvl II, del TAS y la configuración del teclado. El orden es indistinto, puede almacenar primero 
la información del teclado y después la de colores, por ejemplo (el  usuario puede editarlo 
manualmente).
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Figura 27: Modificar los colores de 
los TAS.
El formato es el siguiente: 
Tipo {
Data
};
Tabla 6: Formato fichero config de Botijo.
Donde tipo puede ser LvlII, TAS o keys. En los colores del LvlII, la primera columna 
hace  referencia  al  nivel  de  profundidad  y  en  los  colores  del  TAS el  1  corresponde  a  las 
compras, el 2 a las ventas y el 3 a los medios precios y órdenes fuera de mercado. El número 
de la segunda columna es el color asignado obtenido de la siguiente lista:
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Figura 28: Fichero de configuración de Botijo.
0 White
1 Black
2 Red
3 DarkRed
4 Green
5 DarkGreen
6 Blue
7 DarkBlue
8 Cyan
9 DarkCyan
10 Magenta
11 DarkMagenta
12 Yellow
13 DarkYellow
14 Gray
15 DarkGray
16 LightGray
17 Transparent
Tabla 7: Colores disponibles en Botijo.
La configuración de la primera columna del teclado es la siguiente:
F1 0
F2 1
F3 2
F4 3
F5 4
F8 5
F9 6
F10 7
F11 8
F12 9
Tabla 8: Formato de teclas de botijo.
La configuración de la segunda columna del teclado es la siguiente:
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0 NSDQ (Nasdaq)
1 ARCA
2 EDGX
3 BATS
4 NSX
5 BOSX
6 EDGA
7 RASH
8 NQPX
9 CBOE
10 CHX
Tabla 9: Lista de canales disponibles en Botijo.
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5. Implementación
5.1. Tecnologías usadas
5.1.1. C++
La  aplicación  que  ocupa  este  proyecto  se  ha  implementado  en  C++.  C++  es  un 
lenguaje  de  programación  diseñado  a  mediados  de  1980 con  la  intención  de  extender  el 
lenguaje C con mecanismos que permitan la manipulación de objetos que tiene las siguientes 
características:
• Orientado a objetos: la  programación en este  lenguaje se  basa en la  definición de 
clases,  con  sus  atributos  y  métodos,  agrupados  en  paquetes.  Esta  característica 
proporciona gran flexibilidad en la programación, ya que permite en objetos de longitud 
considerable, claridad en su estructura.
• Es un lenguaje de propósito  general  de nivel  medio,  lo que significa que incorpora 
características propias de la programación de alto y bajo nivel, hecho que hace que se 
considere complejo.
• Es un lenguaje multiparadigma, lo que significa que soporta más de un paradigma de 
programación. Combina el paradigma imperativo, el procedural y el orientado a objetos.
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5.1.2. Biblioteca Qt
Qt es una biblioteca para desarrollar interfaces gráficas de usuario 
para aplicaciones  C++ multiplataforma orientado a objetos. Qt se empezó 
a ofrecer con la licencia GPL a partir del año 2000, siendo ésta gratuita 
para el desarrollo de software libre, pero de pago para el desarrollo de 
software privativo. Actualmente, y a raíz de la compra de Trolltech (empresa creadora de Qt) 
por Nokia a principios del año 2009, se ha anunciado que Qt se ofrecerá con licencia LGPL. Con 
ello se pretende popularizar y extender Qt a base de permitir su uso en programas privativos, 
ya que no será necesario pagar ninguna licencia por su uso. En la última década, Qt ha pasado 
de ser un producto usado por unos pocos desarrolladores especializados, a un producto usado 
por miles de desarrolladores open source en todo el mundo, por lo que el futuro de esta 
tecnología es hoy día muy prometedor. 
5.1.3. Entorno de desarrollo
Qt 4 designer: es una herramienta de desarrollo para la creación de interfaces gráficas 
de usuario. Proporciona un conjunto de componentes estándar y su mecanismo de conexión 
mediante signal-slot para la conexión de eventos, aunque en este proyecto se ha decidido 
implementarlo  manualmente.  Una  vez  se  tiene  la  ventana,  el  programa  genera 
automáticamente  un  fichero.ui  (user  interface)  que  contiene  código  xml  y  mediante  la 
herramienta uic se convierte ese código en código C++.
La  figura  29 muestra  una  captura  de  Qt  designer.  En  la  parte  derecha  están  todos  los 
componentes estándar y en la derecha aparecen las propiedades de los mismos.
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En la figura 30 se muestra un fragmento de código xml generado por Qt designer. Como 
se ha mencionado anteriormente, se guarda con extensión ui. No se pone el código completo 
debido al gran tamaño que ocuparía y porque es innecesario.
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Figura 29: Captura de Qt 4 designer.
En la figura 31 se muestra un fragmento del código C++ generado con la herramienta 
uic con el código xml de la figura 30.
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Figura 30: Código xml generado por Qt designer.
Qdevelop: es un entorno de desarrollo con licencia GPL desarrollado por Jean Luc Biord. 
Disponible para Windows y Linux, una de las características más interesantes de QDevelop es 
el hecho de admitir  plugins externos, como por ejemplo el depurador GDB y la sugerencia 
automática  vía  CTags.  QDevelop  no  integra  Designer  dentro  de  su  interfaz,  pero  puede 
invocarlo externamente. 
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Figura 31: Fragmento de código C++ generado con la 
herramienta uic.
5.1.4. Biblioteca Boost
Son un conjunto de bibliotecas que extienden la funcionalidad de C++ y en algunos 
casos simplifican su funcionamiento.
En el  caso de este proyecto, solamente se utiliza la biblioteca boost para la utilización de 
threads. El funcionamiento es muy sencillo:
boost::thread t(boost::bind(&funcion,this) ); 
Simplemente ejecutar una llamada a la función que queremos que se ejecute como un 
thread con el comando anteriormente descrito.
5.2. Alternativas a C++ y Qt
A pesar de que el proyecto se ha realizado en C++ y Qt, inicialmente se planteó la 
posibilidad de realizarlo con Gtk+ (de hecho se programó el TAS en Gtk+), ya que es una 
biblioteca muy extendida en el mundo Linux y aunque está escrita en C se puede utilizar 
también C++ con lo que se mantiene la programación orientada a objetos. Además Gtk+, bajo 
mi punto de vista, en mucho más fácil en cuanto a temas de compilación y de programar para 
interfaces  gráficas  básicas.  Sin  embargo,  a  la  hora de  hacer  interfaces  gráficas  algo  más 
complejas, como puede ser la parte gráfica de este proyecto, resulta más complicado que con 
Qt. Si este proyecto se hubiera planteado como una copia exacta de ProsperPro, es decir, una 
aplicación sin gráficos que únicamente mostrara Lvl II y TAS se hubiera escogido Gtk+.
En cuanto al tema de documentación de Gtk+ y de Qt, bajo mi punto de vista, es 
mucho más completa la documentación de Qt, con multitud de ejemplos de cada elemento que 
forma la biblioteca Qt. Qt también proporciona el entorno de desarrollo Qt 4 designer, que 
facilita la programación de interfaces gráficas.
5.3. Metodología
En la parte de metodología se explica como se han implementado los aspectos más 
significativos del proyecto.
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5.3.1. Implementación de la capa de datos
Según se ha explicado todos los datos se guardan en ficheros. A continuación se explica 
la implementación para acceder a esos datos. Las clases que necesitan acceder a los datos 
son el menú para acceder a la configuración y el servidor para acceder a los datos que tiene 
que enviar a los clientes.
Una de las posibles maneras de acceder al contenido de un fichero para lectura en Qt 4 
es, que es la que se usa en este proyecto:
Qstring line;
QFile file(“nombre fichero”); 
if(file.open(QIODevice::ReadOnly)){ 
QTextStream in(&file); 
while(!in.atEnd()){ 
line=in.readLine(); 
          }
}
Para acceder a un fichero como escritura en Qt 4:
QFile file("nombre fichero"); 
if(file.open(QIODevice::WriteOnly)){ 
QTextStream in(&file); 
in << "texto"; 
}
Intenta acceder al  fichero “nombre fichero”, en caso de que no exista lo crea. Para 
escribir en el fichero se utiliza el operador “<<”.
5.3.2. Implementación de la capa de dominio
En este apartado se explicará como se realizan las conexiones cliente/servidor. Para la 
implementación de ambos se ha utilizado la clase QtNetwork por su sencillez.
Cliente
La creación de un cliente se hace de la siguiente manera:
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QtcpSocket *socket;
Client::Client(QObject *parent) : QObject (parent) { 
socket=new QTcpSocket(); 
connect(socket,SIGNAL(readyRead()),this,SLOT(readDataTas()) ); 
connect(socket,SIGNAL(error(QAbstractSocket::SocketError)), 
            this, SLOT(d isplayError(QAbstractSocket::SocketError))); 
} 
Como se puede observar es muy sencillo, se crea el socket y se conecta con el evento 
“readyRead()” que será el encargado de ejecutarse cada vez que el servidor envíe información. 
Se conecta también para la gestión de errores de la comunicación.
Una vez que tenemos el socket creado iniciamos la conexión con la siguiente acción:
void Client::initConnectionClientTas(QString text,QString Ip,int port){ 
socket->connectToHost(Ip,port,QIODevice::ReadWrite); 
if(socket->waitForConnected(30000)){ 
qDebug() << socket->state(); 
} 
else{ 
qDebug() << "imposible conectar"; 
} 
} 
Como se puede ver, nos conectamos al servidor con la sentencia connectToHost(). Se 
espera un tiempo prudencial para realizar la conexión. El comando qDebug() pertenece a una 
clase Qt para la depuración.
Con la siguiente función leemos los datos que el servidor ha escrito en el socket y los 
enviamos para mostrarlos al usuario.
void Client::readDataTas(){ 
QString reply(socket->readAll()); 
tas->WriteAll(reply); 
} 
Servidor
Para crear el servidor se ha decidido hacer un servidor multi-thread, para atender varias 
peticiones simultáneamente. Se ha utilizado también la biblioteca Qt 4.
Se ha decidido crear una clase Servidor, fichero server.cpp:
Server::Server(QObject *parent) : QTcpServer(parent) { 
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connect(this,SIGNAL(newConnection()),this, SLOT(serveConnection()) ); 
} 
void Server::serveConnection(){ 
QTcpSocket * socket=nextPendingConnection(); 
if(socket){ 
new ConnectionHandler(socket); 
} 
} 
Se utiliza una clase auxiliar, la clase ConnectionHandler(QTcpSocket *socket):
ConnectionHandler::ConnectionHandler(  QTcpSocket  *  socket,  QObject  *  parent  )  : 
QObject( parent ) { 
connect( socket, SIGNAL(readyRead()), this, SLOT(puente()) ); 
} 
void ConnectionHandler::closeConnection() { 
socket->close(); 
delete socket; 
deleteLater(); 
} 
void ConnectionHandler::timeout() { 
socket->write("\nError: Timeout while waiting for acknowledgement\n"); 
closeConnection(); 
} 
void ConnectionHandler::puente(){ 
        boost::thread t(boost::bind(&ConnectionHandler::confirm,this) ); 
} 
void ConnectionHandler::confirm() {
   QString reply( socket->readAll() );
   QStringList list=reply.split(" "); 
   if(list.at(0).compare("TAS")==0){
     ...
   } 
   else if(list.at(0).compare("LVL2")==0){
     ...
   }
   else if(list.at(0).compare("CHART")==0){
     ...
   }
   else if(list.at(0).compare("RADAR")==0){
     ...
   }
   else{
     ...
   }
}
Como se puede ver,  se  utiliza  una acción puente (que  se ejecuta  cada vez que el 
servidor tiene algún dato para leer y que se ha llamado con el mismo nombre) que es la que 
lanza el proceso en un thread dejando libre el servidor para que siga escuchando conexiones. 
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La acción confirm() es la que se encarga de enviar los datos que el cliente ha solicitado. En 
primera instancia se conoce qué tipo de dato se está solicitando y se procede a abrir el fichero 
que guarda esos datos y se los envía al cliente.
Por último, es necesario escuchar conexiones en el servidor:
if (!server.listen(QHostAddress::LocalHost,40000)) { 
         close(); 
         return; 
} 
5.3.3. Implementación de la capa de presentación
Dado que la capa de presentación es la más significativa en este proyecto se explicará 
la implementación de la mayoría de las clases que forman Botijo. Para la implementación de la 
mayoría de ventanas se ha utilizado Qt 4 designer, por lo que su código no entraña ningún 
misterio. En estos casos, no se pondrá todo el fichero completo, solamente la definición de los 
componentes usados. El contenido de la acción setupUi() contiene los distintos atributos de los 
componentes descritos.
Lo mismo ocurre con todas las funciones de las diferentes clases. Por el tamaño que 
ocupan solamente se describirán las más significativas.
Implementación de la ventana de login
fichero: ui_mainwindow_login.h
Contiene el gráfico de login de Botijo. Las etiquetas muestran información donde el 
usuario debe introducir usuario y contraseña para poder acceder al sistema.
class Ui_MainWindow_Login 
{ 
public: 
    QWidget *centralwidget; 
    QLabel *labelUser; 
    QLabel *labelPassword; 
    QLabel *labelIp; 
    QLabel *labelPort; 
    QLineEdit *lineEditUser; 
    QLineEdit *lineEditPassword; 
    QLineEdit *lineEditIp; 
    QLineEdit *lineEditPort; 
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    QLabel *labelImg; 
    QMenuBar *menubar; 
    QStatusBar *statusbar; 
    void setupUiLogin(QMainWindow *MainWindow) 
    { 
…
    }
}
fichero: login.cpp
login(): es la función principal, se encarga de cargar el fichero que contiene la interfaz gráfica, 
crea el cliente encargado de conectarse con el servidor y configura los eventos. Por defecto se 
proporciona el servidor “Localhost” y el puerto “40000”, aunque el usuario puede modificar 
estos parámetros. Por último se llama a la función doImage(), encargada de cargar el logo de 
Botijo.
login::login(){ 
        setupUiLogin(this); 
        client=new Client(this); 
        connect(lineEditUser,SIGNAL(returnPressed()),this,SLOT(Password_returnPressed()) ); 
        connect(lineEditPassword,SIGNAL(returnPressed()),this,SLOT(Password_returnPressed()
) ); 
        connect(lineEditIp,SIGNAL(returnPressed()),this,SLOT(Password_returnPressed()) ); 
        connect(lineEditPort,SIGNAL(returnPressed()),this,SLOT(Password_returnPressed()) ); 
        lineEditIp->setText("LocalHost"); 
        lineEditPort->setText("40000"); 
        doImage();
}
Password_returnPressed(): es la acción que se llama cada vez que se produce el evento que 
consiste en que el usuario presiona la tecla enter. Se comprueba que todos los campos tienen 
contenido y si es así se inicia la conexión con el servidor.
void login::Password_returnPressed(){ 
if(lineEditUser->text()=="")return; 
if(lineEditPassword->text()=="")return; 
if(lineEditIp->text()=="")return; 
if(lineEditPort->text()=="")return; 
client->initConnectionClientLogin(lineEditUser->text(), lineEditPassword->text(), 
lineEditIp->text(),lin eEditPort->text().toInt()); 
} 
check(QString response): una vez se inicia la conexión con el servidor y se envían los datos, 
éste responde a la petición. En caso de que la respuesta sea “OK” la aplicación pasa a mostrar 
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el menú de opciones.
void login::check(QString response){ 
if(response.compare("OK")==0){ 
Menu *win=new Menu(lineEditIp->text(),lineEditPort->text()); 
win->show(); 
close(); 
} 
} 
Implementación de la ventana de menú de opciones
Muestra las distintas opciones de Botijo.
Fichero: menu.cpp
menu(QString IpServer, Qstring PortServer): función principal del fichero, crea los menús y las 
acciones. Crea también el Blotter, el Trading Monitor, la ventana de alertas, las dos ventanas 
de colores (c y cT) y la de configuración de teclado (k), aunque no las hace visibles. Guarda en 
“Ip” y “port” los parámetros que se le pasan y que posteriormente irá pasando a todos los 
objetos creados desde el menú. 
Menu::Menu(QString IpServer, QString PortServer){ 
     createActions(); 
     createMenus(); 
     this->Ip=IpServer; 
     this->port=PortServer.toInt(); 
     p=new Pendings(this); 
     b=new Blotter(); 
     k=new keys(); 
     c=new colors(); 
     al=new alertas(); 
     cT=new colorsTas(); 
} 
CreateActions():  crea  todas  las  acciones  de  este  objeto.  Asigna  el  evento  a  la  acción 
correspondiente.
void Menu::createActions(){ 
        lvl2=menuBar()->addAction("Lvl2"); 
        connect(lvl2,SIGNAL(triggered()),this,SLOT(openLvl2())); 
        tas=menuBar()->addAction("TAS"); 
        connect(tas,SIGNAL(triggered()),this,SLOT(openTas())); 
        chart=menuBar()->addAction("Chart"); 
        connect(chart,SIGNAL(triggered()),this,SLOT(openPlot())); 
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        blotter=menuBar()->addAction("Blotter"); 
        connect(blotter,SIGNAL(triggered()),this,SLOT(openBlotter())); 
        pendings=menuBar()->addAction("TradingMonitor"); 
        connect(pendings,SIGNAL(triggered()),this,SLOT(openPendings())); 
        ltp=menuBar()->addAction("Open 3"); 
        connect(ltp,SIGNAL(triggered()),this,SLOT(openAll())); 
        rdr=menuBar()->addAction("Radar"); 
        connect(rdr,SIGNAL(triggered()),this,SLOT(openRadar())); 
        alrts=menuBar()->addAction("Alertas"); 
        connect(alrts,SIGNAL(triggered()),this,SLOT(openAlertas())); 
        keysAct=new QAction("keys",this); 
        keysAct->setStatusTip("change hot keys"); 
        connect(keysAct,SIGNAL(triggered()),this,SLOT(openKeys())); 
        colorAct=new QAction("colors",this); 
        colorAct->setStatusTip("modify lvl2 colors"); 
        connect(colorAct,SIGNAL(triggered()),this,SLOT(openColors())); 
        sConfig=new QAction("Save layout",this); 
        sConfig->setStatusTip("Save layout"); 
        connect(sConfig,SIGNAL(triggered()),this,SLOT(saveConfig())); 
        lConfig=new QAction("Load Layout",this); 
        lConfig->setStatusTip("Load layout"); 
        connect(lConfig,SIGNAL(triggered()),this,SLOT(loadConfig())); 
        colorTas=new QAction("colors TAS",this); 
        colorTas->setStatusTip("modify TAS colors"); 
        connect(colorTas,SIGNAL(triggered()),this,SLOT(openColorsTas())); 
} 
CreateMenus(): crea el menú “Settings” que contiene las acciones redefinir teclado, modificar 
color de Lvl II, de TAS y cargar y guardar configuración.
void Menu::createMenus(){ 
        settings=menuBar()->addMenu("Settings"); 
        settings->addAction(keysAct); 
        settings->addAction(colorAct); 
        settings->addAction(colorTas); 
        settings->addAction(lConfig); 
        settings->addAction(sConfig); 
} 
SaveConfig(): es la  función encargada de guardar la  configuración del usuario. Se ejecuta 
cuando el mismo utiliza la acción “Save layout” en el menú “Settings”. La configuración se 
guarda en el fichero “config” en el orden siguiente: primero el Lvl II, seguido del TAS y por 
último el teclado. Las funciones getColor(int) son las encargadas de conseguir los colores para 
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las distintas profundidades para los colores del Lvl II y del TAS.
void Menu::saveConfig(){ 
        QString line; 
        QFile file("config"); 
        if(file.open(QIODevice::WriteOnly)){ 
                QTextStream in(&file); 
                in << "lvlII{\n"; 
                for(int i=0;i<9;i++){ 
                        in << i; 
                        in << " "; 
                        in << c->getColor(i); 
                        in << "\n"; 
                } 
                in << "};\n"; 
                in << "tas{\n"; 
                for(int i=1;i<=3;i++){ 
                        in << i; 
                        in << " "; 
                        in << cT->getColor(i); 
                        in << "\n"; 
                } 
                in << "};\n"; 
                in << "keys{\n"; 
                int arr[10]={1,2,3,4,5,8,9,10,11,12}; 
                for(int i=0;i<10;i++){ 
                        in << i; 
                        in << " "; 
                        in << k->getKeys(arr[i]); 
                        in << "\n"; 
                } 
                in << "};\n"; 
        } 
} 
LoadConfig(): es la función encargada de cargar en la aplicación la configuración del fichero 
“config”. Aunque la aplicación siempre guarda la configuración en el mismo orden, ésta pueder 
ser alterada por el usuario directamente sobre el fichero “config” y la aplicación la podrá seguir 
cargando.
void Menu::loadConfig(){ 
        QString line; 
        QFile file("config"); 
        if(file.open(QIODevice::ReadOnly)){ 
                QTextStream in(&file); 
                while(!in.atEnd()){ 
                        line=in.readLine(); 
                        if(QVariant(line)==QVariant("lvlII{") ){ 
                                while(QVariant(line)!=QVariant("};")){ 
                                        line=in.readLine(); 
                                        QStringList list=line.split(" "); 
                                        c->setColor(list.at(0),list.at(1)); 
                                } 
                        } 
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                        if(QVariant(line)==QVariant("tas{")){ 
                                while(QVariant(line)!=QVariant("};")){ 
                                        line=in.readLine(); 
                                        QStringList list=line.split(" "); 
                                        cT->setColor(list.at(0),list.at(1)); 
                                } 
                        }      
                        if(QVariant(line)==QVariant("keys{")){ 
                                while(QVariant(line)!=QVariant("};")){ 
                                        line=in.readLine(); 
                                        QStringList list=line.split(" "); 
                                        k->setKeys(list.at(0),list.at(1)); 
                                } 
                        } 
                } 
        } 
} 
OpenLvl2(this,999,Ip,port): crea un LvlII. Los parámetros que se le pasan corresponden a un 
link con el objeto que lo ejecuta, un número, Ip y puerto del servidor en el que solicitará los 
datos.  El  número  en este  caso no  se utiliza  (se  explica  más adelante  la  utilidad de  éste 
número).
void Menu::openLvl2() { 
        Lvl2 *lvl=new Lvl2(this,999,Ip,port); 
        lvl->show(); 
} 
OpenTas(this,Ip,port):crea un TAS. Los parámetros que se le pasan corresponden a un link con 
el objeto que lo ejecuta, Ip y puerto del servidor en el que solicitará los datos.
void Menu::openTas(){ 
        Tas *tas=new Tas(this,Ip,port); 
        tas->show(); 
} 
OpenPlot(this,Ip,port):crea un gráfico. Los parámetros que se le pasan corresponden a un link 
con el objeto que lo ejecuta, un número, Ip y puerto del servidor en el que solicitará los datos.
void Menu::openPlot(){ 
        Plot *p=new Plot(this,Ip,port); 
        p->show(); 
} 
OpenAll(): sirve para crear un Lvl II, un TAS y un gráfico conectados. La tupla “all” define un 
número que servirá  de identificador, un LvlII,  un TAS y un gráfico.  Se permiten crear  un 
máximo de 10 objetos conectados ya que un exceso de estos hace disminuir el rendimiento de 
la aplicación. Las llamadas a las funciones son las mismas que las anteriormente descritas, con 
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el único matiz que el número identificador de Lvl II corresponde a un número entre 0 y 9 y  
servirá posteriormente para saber qué TAS y qué gráfico se deben modificar con el Lvl II. La 
variable count es una variable tipo int y arrayAll corresponde a un vector de tuplas all.
struct all{ 
int id; 
Lvl2 *lvl2; 
Tas *tas; 
Plot *plot; 
}; 
 
all arrayAll[10]; 
void Menu::openAll(){ 
        all t; 
        t.id=count; 
        t.lvl2=new Lvl2(this,count,Ip,port); t.lvl2->show(); 
        t.tas=new Tas(this,Ip,port); t.tas->show(); 
        t.plot=new Plot(this,Ip,port); t.plot->show(); 
        arrayAll[count]=t; 
        count++; 
} 
SendOrder(), actOrders() y sendPosition() : como se ha explicado anteriormente, el objeto 
menú es la columna vertebral de esta aplicación y se utiliza como mecanismo de paso entre 
órdenes del Lvl II y el blotter y el Trading Monitor. Esto significa que cada vez que el usuario 
decide enviar una orden esta pasa necesariamente por el objeto menú, ya que el objeto Lvl II 
no tiene acceso ni a blotter ni a Trading Monitor.
• La  función  sendOrder(QString  time,  QString  symbol,  QString  side,  QString  shares, 
QString price, QString ecn) se ejecuta cada vez que el usuario envía una nueva orden. 
Los parámetros que se pasan son el tiempo, el símbolo del activo, si corresponde a una 
compra o una venta, el número de acciones, el precio y el canal. La variable tiempo y 
canal se envían por una posible escalabilidad futura y para ajustarse al máximo a la 
realidad aunque no tienen efecto alguno.
• La función actOrders(QString stock,QString bid, QString offer) se ejecuta cada vez que 
se  produce  un  cambio  en  el  Lvl  I  en  cualquiera  de  los  Lvl  II  abiertos.  Sirve  para 
actualizar el Trading Monitor por si se ha ejecutado alguna orden que el usuario ha 
enviado a mercado, el Blotter para ajustar el beneficio/pérdida de las posiciones y las 
alertas del usuario.
• La función sendPosition(QString stock, QString price, QString shares, QString side) se 
ejecuta  cuando  se  produce  alguna  condición  de  compra  o  venta  en  alguna  de  las 
órdenes que el usuario tiene en el Trading Monitor. De la misma forma que pasa con el 
Lvl II que no tiene acceso al Trading Monitor, el Trading Monitor no tiene acceso directo 
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al blotter por lo que debe pasar por el menú.
void Menu::sendOrder(QString time, QString symbol, QString side, QString shares, QString 
price, QString ecn){ 
        p->write(time,symbol,side,shares,price,ecn); 
} 
void Menu::actOrders(QString stock,QString bid, QString offer){ 
        p->actOrders(stock,bid,offer); 
        b->actOrders(stock,bid,offer); 
        al->actAlertas(stock,bid,offer); 
} 
void Menu::sendPosition(QString stock, QString price, QString shares, QString side){ 
        b->sendPosition(stock,price,shares,side); 
} 
closeEvent(QCloseEvent *event): puesto que el menú es la columna vertebral de la aplicación, 
si el usuario decide cerrarlo la aplicación debe finalizar necesariamente.
void Menu::closeEvent(QCloseEvent *event){ 
        system("killall botijo"); 
} 
Implementación de la ventana LvlII 
Contiene todo lo relativo al objeto Lvl II.
Fichero: ui_mainwindow_lvl2.h
class Ui_MainWindow 
{ 
public: 
    QWidget *centralwidget; 
    QGridLayout *gridLayout; 
    QLineEdit *lineEdit; 
    QLabel *LabelLow; 
    QLabel *DataLabelLow; 
    QSpinBox *spinBox; 
    QLabel *route; 
    QDoubleSpinBox *doubleSpinBox; 
    QLabel *labelBid; 
    QLabel *labelOffer; 
    QTableView *tableViewBid; 
    QTableView *tableViewOffer; 
    QLabel *side; 
    QLabel *DataLabelHigh; 
    QLabel *LabelHigh; 
    QLabel *DataLabelVol; 
    QLabel *LabelVol; 
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    QMenuBar *menubar; 
    QStatusBar *statusbar; 
    void setupUiLvl2(QMainWindow *MainWindow) 
    { 
        …
    }
}
Fichero: lvl2.cpp
Lvl2(Menu *m, int id, QString Ip, int port, QWidget * parent, Qt::WFlags f): crea un objeto Lvl 
II.  La  primera  función  carga  los  componentes  gráficos  definidos  en  el  archivo 
ui_mainwindow_lvl2.h. Se inicializan todos los componentes de la siguiente manera:
• LabelLow: se inicializa con “L: “, irá seguida del valor que forme el mínimo, almacenado 
en la etiquieta DataLabelLow, inicializada como vacía en primera instancia.
• LabelHigh:  se  inicializa  con  “H:  “,  irá  seguida  del  valor  que  forme  el  máximo, 
almacenado en la etiquieta DataLabelHigh, inicializada como vacía en primera instancia.
• LabelVol: se inicializa con “Vol: “,  irá seguida del valor  volumen, almacenado en la 
etiquieta DataLabelVol, inicializada como vacía en primera instancia.
• LabelBid: contiene el precio de compra del activo. Se inicializa con “Lvl1Bid” hasta que 
se reciba el primer dato y aparezca solamente el precio.
• LabelOffer: contiene el precio de venta del activo. Se inicializa con “Lvl1Offer” hasta que 
se reciba el primer dato y aparezca solamente el precio.
• route: contiene el canal de compra/venta que utilice el usuario en el momento en que 
presione alguna tecla destinada para ese efecto. Inicialmente se deja vacío.
• side:  contiene  si  la  orden  que  se  va  a  lanzar  va  a  ser  de  compra  o  de  venta. 
Inicialmente se deja vacío.
Se crea el cliente que será el encargado de pedir los datos al servidor y se establece el  
tamaño de letra en 20. Se configura el componente para seleccionar el número de acciones. Se 
limita el tamaño máximo de la posición a 50.000 acciones y se selecciona el salto de acciones 
de 100 en 100. Por último se selecciona el salto en el precio en un céntimo.
Las acciones setupModel() y setupViews() se explicarán más adelante.
Por último, se utiliza una tupla para guardar los elementos que corresponden a cada 
nivel de profundidad.
Lvl2::Lvl2(Menu  *m,  int  id,  QString  Ip,  int  port,  QWidget  *  parent,  Qt::WFlags 
f):QMainWindow(parent, f){ 
setupUiLvl2(this); 
setTextLabel(LabelLow,"L: "); 
setTextLabel(LabelHigh,"H: "); 
setTextLabel(LabelVol,"Vol: "); 
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setTextLabel(labelBid,"Lvl1Bid"); 
setTextLabel(labelOffer,"Lvl1Offer"); 
route->setText(""); 
side->setText(""); 
DataLabelLow->setText(""); 
DataLabelHigh->setText("");  
DataLabelVol->setText("");  
setupModel(); 
setupViews(); 
client=new Client(this); 
fontSize=20; 
          spinBox->setRange(0,50000); 
          spinBox->setSingleStep(100); 
          spinBox->setValue(100); 
doubleSpinBox->setSingleStep(0.01); 
row0B.row=0;row0O.row=0; 
row1B.row=1;row1O.row=1; 
row2B.row=2;row2O.row=2; 
row3B.row=3;row3O.row=3; 
row4B.row=4;row4O.row=4; 
row5B.row=5;row5O.row=5; 
row6B.row=6;row6O.row=6; 
row7B.row=7;row7O.row=7; 
row8B.row=8;row8O.row=8; 
row9B.row=9;row9O.row=9; 
} 
SetupModel()  y  setupViews():  son las  dos acciones que sirven para crear y configurar las 
tablas donde aparecerán los datos que forman el  Lvl  II.  La manera de crear tablas en la 
versión 4 de Qt se hace en dos pasos. El primer paso es crear un objeto QstandardItemModel y 
el segundo paso es crear tabla. Por último se ajustan algunas propiedades de la tabla, como es 
eliminar el margen vertical de la misma o desactivar la función de scroll.
void Lvl2::setupModel(){ 
itemModelBid=new QStandardItemModel(10,3,this); 
itemModelBid->setHeaderData(0,Qt::Horizontal,"CH"); 
itemModelBid->setHeaderData(1,Qt::Horizontal,"PC"); 
itemModelBid->setHeaderData(2,Qt::Horizontal,"SZ"); 
itemModelOffer=new QStandardItemModel(10,3,this); 
itemModelOffer->setHeaderData(0,Qt::Horizontal,"CH"); 
itemModelOffer->setHeaderData(1,Qt::Horizontal,"PC"); 
itemModelOffer->setHeaderData(2,Qt::Horizontal,"SZ"); 
} 
void Lvl2::setupViews(){ 
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tableViewBid->setModel(itemModelBid); 
tableViewOffer->setModel(itemModelOffer); 
tableViewBid->setColumnWidth(0,52); 
tableViewBid->setColumnWidth(1,52); 
tableViewBid->setColumnWidth(2,52); 
tableViewOffer->setColumnWidth(0,52); 
tableViewOffer->setColumnWidth(1,52); 
tableViewOffer->setColumnWidth(2,52); 
 
tableViewBid->verticalHeader()->hide(); 
tableViewBid->setHorizontalScrollBarPolicy(Qt::ScrollBarAlwaysOff); 
tableViewBid->setVerticalScrollBarPolicy(Qt::ScrollBarAlwaysOff); 
tableViewOffer->verticalHeader()->hide(); 
tableViewOffer->setHorizontalScrollBarPolicy(Qt::ScrollBarAlwaysOff); 
tableViewOffer->setVerticalScrollBarPolicy(Qt::ScrollBarAlwaysOff); 
} 
La  acción  resizeEvent(QResizeEvent  *e)  se  ejecuta  cada  vez  que  el  usuario  decide 
redimensionar  el  Lvl  II.  La  aplicación  tiene  que  ser  capaz  de  ajustar  todas  las  columnas 
automáticamente.
void Lvl2::resizeEvent(QResizeEvent *e){ 
resizeBid(); 
resizeOffer(); 
} 
void Lvl2::resizeBid(){ 
QSize p=size(); 
QRect qrectLblBid=labelBid->geometry(); 
labelBid->setGeometry(
            p.width()*0.5/4,qrectLblBid.y(),qrectLblBid.width() ,qrectLblBid.height()); 
QRect qrectBid=tableViewBid->geometry(); 
tableViewBid->setGeometry( qrectBid.x(), qrectBid.y(), p.width()/2-20,100 0); 
tableViewBid->setColumnWidth(0,qrectBid.width()/3); 
tableViewBid->setColumnWidth(1,qrectBid.width()/3); 
tableViewBid->setColumnWidth(2,qrectBid.width()-tableViewBid->columnWidth 
(0)*2); 
tableViewBid->setRowHeight(row0B.row,row0B.members*fontSize); 
tableViewBid->setRowHeight(row1B.row,row1B.members*fontSize); 
tableViewBid->setRowHeight(row2B.row,row2B.members*fontSize); 
tableViewBid->setRowHeight(row3B.row,row3B.members*fontSize); 
tableViewBid->setRowHeight(row4B.row,row4B.members*fontSize); 
tableViewBid->setRowHeight(row5B.row,row5B.members*fontSize); 
tableViewBid->setRowHeight(row6B.row,row6B.members*fontSize); 
tableViewBid->setRowHeight(row7B.row,row7B.members*fontSize); 
tableViewBid->setRowHeight(row8B.row,row8B.members*fontSize); 
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tableViewBid->setRowHeight(row9B.row,row9B.members*fontSize); 
} 
void Lvl2::resizeOffer(){ 
QSize p=size(); 
QRect qrectLblOffer=labelOffer->geometry(); 
labelOffer->setGeometry(
            p.width()*2.5/4,qrectLblOffer.y(),qrectLblOffer.width(),qrectLblOffer.height()); 
QRect qrectOffer=tableViewOffer->geometry(); 
tableViewOffer->setGeometry( p.width()/2, qrectOffer.y(), p.width()/2-20, 1000); 
tableViewOffer->setColumnWidth(0,qrectOffer.width()/3); 
tableViewOffer->setColumnWidth(1,qrectOffer.width()/3); 
tableViewOffer->setColumnWidth(
            2,qrectOffer.width()-tableViewOffer->columnWidth(0)*2); 
tableViewOffer->setRowHeight(row0O.row,row0O.members*fontSize); 
tableViewOffer->setRowHeight(row1O.row,row1O.members*fontSize); 
tableViewOffer->setRowHeight(row2O.row,row2O.members*fontSize); 
tableViewOffer->setRowHeight(row3O.row,row3O.members*fontSize); 
tableViewOffer->setRowHeight(row4O.row,row4O.members*fontSize); 
tableViewOffer->setRowHeight(row5O.row,row5O.members*fontSize); 
tableViewOffer->setRowHeight(row6O.row,row6O.members*fontSize); 
tableViewOffer->setRowHeight(row7O.row,row7O.members*fontSize); 
tableViewOffer->setRowHeight(row8O.row,row8O.members*fontSize); 
tableViewOffer->setRowHeight(row9O.row,row9O.members*fontSize); 
} 
Las siguientes acciones son las encargadas de escribir los datos que recibe del servidor. La 
primera función que se ejecuta es WriteAll(QString data), una acción auxiliar que se encarga 
de  separar  los  datos  recibidos.  Por  ejemplo,  si  en  el  mismo segundo se  producen  varios 
cambios, estos se envían todos en el mismo momento. Se separan en función del cambio de 
línea (“\n”). Se envían a la acción Write(QString data), que en función de si los tipos de datos 
son  D  o  L  llama  a  la  acción  setLvl2(QStringList  data)  o  setLabels(QStringList  data) 
respectivamente. La explicación de este protocolo se ha realizado en el capítulo de diseño de la 
aplicación, por lo que no se explicará en este capítulo.
La acción setLabels(QStringList data) es sencilla y se encarga de escribir el dato recibido en la 
etiqueta  correspondiente.  La  accion  setList(QStringList  data)  es  un  poco  más  compleja. 
Primeramente busca si los datos deben colocarse en la compra o en la venta y seguidamente 
se busca el nivel de profundidad al cual se está accediendo. Una vez hecho este paso, se crea 
la estructura para colocarla en la profundidad adecuada del Lvl II y se coloca. Se actualiza la 
tupla que corresponda, por si el usuario decide redimensionar el Lvl II.
void Lvl2::setTextLabel(QLabel *lbl, const QString &offer){ 
lbl->setText(offer); 
} 
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void Lvl2::setLabels(QStringList data){ 
if(data.value(0)=="L"){setTextLabel(DataLabelLow,data.value(1));} 
if(data.value(0)=="H"){setTextLabel(DataLabelHigh,data.value(1));} 
if(data.value(0)=="V"){setTextLabel(DataLabelVol,data.value(1));} 
} 
void Lvl2::WriteAll(QString data){ 
QStringList list=data.split("\n"); 
for(int i=0;i<list.size();i++){ 
if(list.at(i)!=NULL)Write(list.at(i)); 
} 
} 
void Lvl2::Write(QString data){ 
QStringList list=data.split(" "); 
list.removeFirst(); 
if(list.value(0)=="D"){//send data 
list.removeFirst(); 
setLvl2(list); 
} 
else if(list.value(0)=="L"){//send labels 
list.removeFirst(); 
setLabels(list); 
} 
} 
void Lvl2::setLvl2(QStringList data){ 
int count=0; 
int i=0; 
int row; 
int members; 
QString prc,sz,ecn; 
QStringList prcLabel; 
bool bid; 
if(data.value(0)=="B")bid=true; 
if(data.value(0)=="O")bid=false; 
data.removeFirst(); 
if(data.value(0)=="1")row=0; 
if(data.value(0)=="2")row=1; 
if(data.value(0)=="3")row=2; 
if(data.value(0)=="4")row=3; 
if(data.value(0)=="5")row=4; 
if(data.value(0)=="6")row=5; 
if(data.value(0)=="7")row=6; 
if(data.value(0)=="8")row=7; 
if(data.value(0)=="9")row=8; 
if(data.value(0)=="10")row=9; 
data.removeFirst(); 
while(data.value(count)!="@"){ 
ecn.append(getEquivalence(data.value(count))); 
ecn.append("\n"); 
count++; 
} 
members=count; 
for(i=0;i<count;i++){ 
prc.append(data.value(count+1)); 
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prc.append("\n"); 
} 
count+=2; 
while(count<data.size()){ 
sz.append(data.value(count)); 
sz.append("\n"); 
count++; 
} 
if(bid){ 
itemModelBid->setData(
                       itemModelBid->index(row,0,QModelIndex()),QV ariant(ecn),0); 
itemModelBid->setData(
                       itemModelBid->index(row,1,QModelIndex()),QV ariant(prc),0); 
itemModelBid->setData(
                       itemModelBid->index(row,2,QModelIndex()),QV ariant(sz),0); 
prcLabel=prc.split("\n"); 
if(row==0)setTextLabel(labelBid,prcLabel.value(0)); 
switch(row){ 
case 0: row0B.members=members; 
break; 
case 1: row1B.members=members; 
break; 
case 2: row2B.members=members; 
break; 
case 3: row3B.members=members; 
break; 
case 4: row4B.members=members; 
break; 
case 5: row5B.members=members; 
break; 
case 6: row6B.members=members; 
break; 
case 7: row7B.members=members; 
break; 
case 8: row8B.members=members; 
break; 
case 9: row9B.members=members; 
break; 
} 
tableViewBid->setRowHeight(row,members*fontSize); 
} 
if(!bid){ 
itemModelOffer->setData(
                       itemModelOffer->index(row,0,QModelIndex() ),QVariant(ecn),0); 
itemModelOffer->setData(
                       itemModelOffer->index(row,1,QModelIndex() ),QVariant(prc),0); 
itemModelOffer->setData(
                       itemModelOffer->index(row,2,QModelIndex() ),QVariant(sz),0); 
prcLabel=prc.split("\n"); 
if(row==0)setTextLabel(labelOffer,prcLabel.value(0)); 
switch(row){ 
case 0: row0O.members=members; 
break; 
case 1: row1O.members=members; 
break; 
case 2: row2O.members=members; 
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break; 
                    case 3: row3O.members=members; 
break; 
case 4: row4O.members=members; 
break; 
case 5: row5O.members=members; 
break; 
case 6: row6O.members=members; 
break; 
case 7: row7O.members=members; 
break; 
case 8: row8O.members=members; 
break; 
case 9: row9O.members=members; 
break; 
} 
tableViewOffer->setRowHeight(row,members*fontSize); 
} 
menu->actOrders(windowTitle(),labelBid->text(),labelOffer->text()); 
} 
La acción keyPressEvent(QKeyEvent *e) es la encargada de ejecutarse cada vez que el usuario 
pulsa alguna tecla. Si la tecla pulsada no corresponde a ninguna tecla predefinida, se ignora. 
En caso contrario, en el Lvl II aparece toda la información conforme a la tecla pulsada. Si 
finalmente se pulsa el enter, se envía la orden siguiendo el proceso anteriormente descrito.
void Lvl2::keyPressEvent(QKeyEvent *e){ 
switch(e->key()){ 
case Qt::Key_F1: 
route->setText(menu->getTextKey(e)); 
side->setText("Bid"); 
doubleSpinBox->setValue(labelBid->text().toFloat( )); 
break; 
case Qt::Key_F2: 
route->setText(menu->getTextKey(e)); 
side->setText("Bid"); 
doubleSpinBox->setValue(labelBid->text().toFloat( )); 
break;  
case Qt::Key_F3: 
route->setText(menu->getTextKey(e)); 
side->setText("Bid"); 
doubleSpinBox->setValue(labelBid->text().toFloat( )); 
break;  
case Qt::Key_F4: 
route->setText(menu->getTextKey(e)); 
side->setText("Bid"); 
doubleSpinBox->setValue(labelBid->text().toFloat( )); 
break;  
case Qt::Key_F5: 
route->setText(menu->getTextKey(e)); 
side->setText("Bid"); 
doubleSpinBox->setValue(labelBid->text().toFloat( )); 
break;  
case Qt::Key_F8: 
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route->setText(menu->getTextKey(e)); 
side->setText("Offer"); 
doubleSpinBox->setValue(labelOffer->text().toFloat()); 
break;  
case Qt::Key_F9: 
route->setText(menu->getTextKey(e)); 
side->setText("Offer"); 
doubleSpinBox->setValue(labelOffer->text().toFloa t()); 
break; 
case Qt::Key_F10: 
route->setText(menu->getTextKey(e)); 
side->setText("Offer"); 
doubleSpinBox->setValue(labelOffer->text().toFloa t()); 
break; 
case Qt::Key_F11: 
route->setText(menu->getTextKey(e)); 
side->setText("Offer"); 
doubleSpinBox->setValue(labelOffer->text().toFloa t()); 
break; 
case Qt::Key_F12: 
route->setText(menu->getTextKey(e)); 
side->setText("Offer"); 
doubleSpinBox->setValue(labelOffer->text().toFloa t()); 
break;  
case Qt::Key_Return: readOrder(); 
break; 
} 
} 
La  acción  readOrder()  se  encarga  de  enviar  la  orden  al  menú  y  éste  la  deriva  donde 
corresponde.En  caso  que  no  haya  ningún  nombre  de  acción,  la  ruta  esté  vacía  o  no  se 
seleccione si es una compra o una venta, no se envía ningún tipo de orden.
void Lvl2::readOrder(){ 
        if(lineEdit->text()=="" || route->text()=="" || side->text()=="")return; 
        menu->sendOrder(QString("time"),lineEdit->text(),side->text(),
           spinBox->te xt(),doubleSpinBox->text(),route->text()); 
        menu->actOrders(windowTitle(),labelBid->text(),labelOffer->text()); 
} 
La  acción  on_lineEdit_returnPressed()  se  ejecuta  cada  vez  que  se  produce  el  evento  que 
describe en el lineEdit. Consiste en que el usuario escribe el nuevo activo que desea visualizar. 
En caso que el identificador del Lvl II sea distinto a 999, significa que también debe actualizar 
el TAS y el gráfico correspondiente, por lo que se envía la orden al menú.
void Lvl2::on_lineEdit_returnPressed(){ 
        if(lineEdit->text()=="")return; 
        setWindowTitle(lineEdit->text()); 
        client->initConnectionClientLvl2(lineEdit->text(),Ip,port); 
        if(id==999)return; 
        menu->change(lineEdit->text(),id); 
} 
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Implementación de la ventana TAS 
Contiene  toda  la  información  relativa  a  un  TAS.  Como  se  puede  ver,  consta  de  pocos 
elementos.
Fichero: ui_mainwindow_tas.h
class Ui_MainWindow_Tas 
{ 
public: 
    QWidget *centralwidget; 
    QGridLayout *gridLayout; 
    QLineEdit *lineEdit; 
    QTableView *tableView; 
    QMenuBar *menubar; 
    QStatusBar *statusbar; 
    void setupUiTas(QMainWindow *MainWindow) 
    { 
       …
    }
}
La acción Tas(Menu *m, QString Ip, int port, QWidget * parent, Qt::WFlags f) crea un TAS. Por 
defecto se crean 70 filas y 4 columnas. Se inicializa el cliente que pedirá los datos al servidor.
Tas::Tas(Menu *m, QString Ip, int port, QWidget * parent, Qt::WFlags f) : 
QMainWi ndow(parent, f){ 
setupUiTas(this); 
ColumnsDefault=4; 
RowsDefault=70; 
setupModel(); 
setupViews(); 
client=new Client(this); 
} 
Las acciones setupModel() y setupViews() funcionan de la misma manera que en el caso del 
Lvl II. Primero se crea un objeto QstandardItemModel y con este una tabla. Puesto que el 
código es muy parecido al del Lvl II, se obviará. De la misma manera, se define una acción 
resizeEvent(QResizeEvent *e) para redimensionar el TAS.
Las  acciones  WriteAll(QString  data),  WriteAux(QString  data)  y  WriteColumn(int  row,  int 
column,  QVariant text, QString color) son las encargadas de escribir en el TAS los datos que 
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recibe del servidor. Writeall(Qstring data) es una acción auxiliar que separa los datos, tiene el 
mismo funcionamiento que en la clase Lvl II. WriteAux(QString data) desplaza los datos  ya 
escritos y separa los nuevos en columnas, calcula donde debe colocar el dato y llama a la 
acción  WriteColumn(int  row,  int  column,   QVariant  text,  QString  color)  que  es  la  que 
finalmente lo coloca.
void Tas::WriteAll(QString data){ 
QStringList list=data.split("\n"); 
for(int i=0;i<list.size();i++){ 
if(list.at(i)!=NULL)WriteAux(list.at(i)); 
} 
} 
void Tas::WriteAux(QString data){ 
move(); 
int column=0; 
QStringList list=data.split(" ");
for(int i=1;i<list.size()-1;i++){
column=GetColumn(list.at(i)); 
WriteColumn(0,column,list.at(i+1),list.at(0));  
i++; 
}  
}
void Tas::WriteColumn(int row, int column,  QVariant text, QString color){ 
if(color.compare("B")==0){ 
model->setData(model->index(row,column,QModelIndex()),
                       QColor(menu->getColorT(1)), Qt::TextColorRole); 
} 
if(color.compare("S")==0){ 
model->setData(model->index(row,column,QModelIndex()),
                       QColor(menu->getColorT(2)), Qt::TextColorRole); 
} 
if(color.compare("M")==0){ 
model->setData(model->index(row,column,QModelIndex()), 
                       QColor(menu->getColorT(3)), Qt::TextColorRole); 
} 
model->setData(model->index(row,column,QModelIndex()),text); 
} 
Implementación de la ventana gráficos 
La implementación de los gráficos es probablemente la parte más compleja de este 
proyecto.  Es  necesario  conocer  el  tamaño de  la  ventana  que  contiene  el  gráfico,  ya  que 
siempre se dibuja en función del tamaño de la ventana. Como se ha explicado anteriormente, 
los datos que formarán el gráfico son de dos tipos: los primeros muestran el histórico y los 
siguientes son del mismo tipo que los TAS. Por lo tanto, hay que tratarlo de distinta manera.
Se utiliza la clase auxiliar  Candle de funcionamiento muy simple, que almacena los 
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datos que forman las velas. Su implementación es la siguiente (solamente se pone una parte, 
ya que mostrar todo el contenido es innecesario):
Class Candle{
   public:
          Candle();
          void iniCandle(double,double,double,double);
          ...
   private: 
double open; 
double close; 
double high; 
double low;  
QColor color; 
int index; 
}
La acción encargada de dibujar el gráfico es paintEvent(QPaintEvent *event), que se 
ejecuta siempre que se produce cualquier tipo de evento, como puede ser redimensionar la 
ventana del gráfico. La implementación es la siguiente:
void Plot::paintEvent(QPaintEvent *event) { 
     winSize=size(); 
     widthCandle=winSize.width()/80; 
     QPainter painter; 
     painter.begin(this); 
     painter.setRenderHint(QPainter::Antialiasing); 
     draw(painter); 
     painter.end(); 
} 
void Plot::draw(QPainter &painter){ 
     drawMinute(painter); 
     drawValues(painter); 
     factor=determineFactor(maxHigh, maxLow); 
     drawArrayCandle(painter); 
     drawGrid(painter); 
     drawRefs(painter); 
} 
Como se puede observar, se calcula el tamaño de la ventana mediante la función size() 
y el tamaño que tendrá la vela. Posteriormente se llama a la función draw(QPainter &painter) 
que es la encargada de dibujar todos los elementos que formarán el gráfico. A continuación se 
describirán por separado.
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El gráfico está delimitado en el margen derecho y el margen superior. Esto es para 
escribir  referencias  al  precio  (acción  drawValues(QPainter  &p))  y  al  tiempo 
(drawMinute(QPainter &p)) respectivamente. La implementación es la siguiente:
void Plot::drawMinute(QPainter &p){ 
QPen pen(QColor(Qt::yellow)); 
p.setPen(pen); 
          p.drawLine(0,(int)winSize.height()*0.875,(int)winSize.width()*0.875,
                (int)winSize.height()*0.875); 
} 
void Plot::drawValues(QPainter &p){ 
QPen pen(QColor(Qt::yellow)); 
p.setPen(pen); 
          p.drawLine((int)winSize.width()*0.875,0,(int)winSize.width()*0.875,
               (int)winSize.height()*0.875); 
} 
La función factor=determineFactor(maxHigh, maxLow) es la encargada de calcular la 
longitud que tendrán las velas. Su implementación es la siguiente:
int Plot::determineFactor(double h, double l){ 
if(maxHigh<h)maxHigh=h; 
if(maxLow>l)maxLow=l; 
return (int)((winSize.height()*0.875-topMargin-bottomMargin)/(maxHigh-ma xLow)); 
} 
Como se puede ver, se tiene en cuenta la altura de la ventana que contiene el gráfico, y se 
elimina un margen superior e inferior, para que no aparezcan las velas justo al borde. Este 
número se calcula cada vez que aparece un nuevo dato de la última vela o nueva vela, ya que 
se calcula en función del máximo y del mínimo absoluto del gráfico. Una vez se calcula el 
factor, se llama a la acción encargada de dibujar las velas, la acción drawArrayCandle(QPainter 
&painter):
vector<Candle> ArrayCandle;
void Plot::newCandle(double o, double c, double h, double l){ 
Candle pp; 
pp.iniCandle(o,c,h,l); 
ArrayCandle.push_back(pp); 
repaint(); 
} 
void Plot::drawArrayCandle(QPainter &painter){ 
incrementX=winSize.width()/60; 
spaceCandles=ArrayCandle.size(); 
for(vector<Candle>::const_iterator i=ArrayCandle.begin();i!=ArrayCandle. end();i++)
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{ 
drawCandle(*i,painter); 
incrementX=incrementX+winSize.width()*0.875/spaceCandles; 
} 
} 
void Plot::drawCandle(Candle p, QPainter &painter){ 
QColor aux; 
aux=p.getColor(); 
          QPen pen(aux); 
double op, cl, hi, lo;  
op=p.getOpen(); 
cl=p.getClose(); 
hi=p.getHigh(); 
lo=p.getLow(); 
if (hi>maxHigh || lo < maxLow){ 
factor=determineFactor(hi,lo); 
update(); 
} 
double yr1=(maxHigh-op)*factor; 
double yr2=(maxHigh-cl)*factor; 
yr1=fabs(yr1-yr2); 
if(op>cl){ 
double aux1=(maxHigh-op)*factor; 
painter.fillRect(incrementX,topMargin+aux1,widthCandle,yr1,aux); 
} 
else { 
double aux2=(maxHigh-cl)*factor; 
painter.fillRect(incrementX,topMargin+aux2,widthCandle,yr1,aux); 
} 
 
pen.setColor(aux); 
          painter.setPen(pen); 
double y1=(maxHigh-hi)*factor; 
double y2=(maxHigh-lo)*factor; 
       painter.drawLine(incrementX+(widthCandle/2),
                 topMargin+y1,incrementX+(wid thCandle/2),topMargin+y2); 
} 
Como se puede ver, los datos se guardan utilizando la clase vector que contiene objetos 
de la clase Candle. La acción newCandle(double o, double c, double h, double l) se encarga de 
añadir una nueva vela a las ya añadidas y la acción drawArrayCAndle(QPainter &painter) es la 
encargada de recorrer todo el vector de velas y llamar a la función drawCandle(Candle p, 
Qpainter &painter) que dibuja cada vela de manera individual. Para dibujar cada vela se hace 
mediante un rectángulo que se extiende entre el precio de apertura y el de cierre atravesado 
por una línea por la mitad que se extiende entre el máximo y el mínimo.
Las acciones drawGrid(painter) y drawRefs(painter) se encargan de dibujar una cuadrícula y 
los números en el margen derecho que serán una referencia al precio respectivamente. De la 
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misma manera que en el gráfico 2.3. La implementación de las dos acciones es sencilla. La 
primera  simplemente  se  dibujan  líneas  horizontales.  La  segunda  asigna  un  número  que 
corresponde al precio al lado de cada línea horizontal. Para calcularlo se utiliza mediante el 
máximo y el mínimo.
Implementación de la ventana Blotter 
La implementación de esta ventana es muy similar a la de TAS, ya que está formada 
por etiquetas y por una tabla. La implementación de la tabla es la misma que en el TAS.
Sin embargo, el blotter es parte fundamental y se encarga de mostrar las operaciones del 
operador así como de calcular el beneficio/pérdida del mismo.
Implementación de la ventana Trading Monitor 
La implementación de la ventana Trading Monitor consta de una tabla como la de la 
ventana Blotter. Ésta es la ventana encargada de contener las órdenes que se van a ejecutar y 
esto se hace mediante la siguiente función.
void Pendings::actOrders(QString stock, QString bid, QString offer){ 
QVariant stockOrder,sideOrder,price,shares; 
for(int rows=itemModel->rowCount(QModelIndex());rows>=0;rows--){ 
stockOrder=itemModel->data(
                           itemModel->index(rows-1,0,QModelIndex()),Qt::DisplayRole); 
sideOrder=itemModel->data(
                           itemModel->index(rows-1,1,QModelIndex()),Qt::DisplayRole); 
shares=itemModel->data(
                           itemModel->index(rows-1,4,QModelIndex()),Qt::DisplayRole); 
price=itemModel->data(
                           itemModel->index(rows-1,2,QModelIndex()),Qt::DisplayRole); 
if(QVariant(stock)==stockOrder){ 
if(sideOrder=="Bid"){ 
if(price.toDouble()>=offer.toDouble()){ 
//orden de compra 
menu->sendPosition(
                                                      stock,offer,shares.toString(),sideOrder.toString()); 
itemModel->removeRow(rows-1,QModelIndex()); 
} 
} 
if(sideOrder=="Offer"){ 
if(price.toDouble()<=bid.toDouble()){ 
//orden de venta 
menu->sendPosition(
                                                      stock,bid,shares.toString(),sideOrder.toString()); 
itemModel->removeRow(rows-1,QModelIndex()); 
} 
} 
} 
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} 
} 
Como se puede ver, cada vez que en una acción se produce un nuevo cruce de órdenes, el TAS 
llama a la acción actOrders( QString stock, QString bid, QString offer) que acaba llevando 
hasta  la  acción  anterior.  En  esta  se  recorre  todo  el  número  de  órdenes  lanzadas  por  el 
operador para ver si se ha ejecutado alguna, y en caso afirmativo se envía al blotter donde 
aparecerá.
Implementación de la ventana Radar 
La implementación de la ventana de radar consta de una tabla en la que se muestran los 
activos, dicha tabla tiene la misma implementación que en casos anteriores, por lo que no se 
explicará. En el radar se utiliza un componente nuevo, la clase QComboBox. Para configurar los 
eventos de esta clase lo hacemos de la siguiente manera:
connect(cBox1,SIGNAL(currentIndexChanged(int)),this,SLOT(_indexChanged1(int)) ); 
Significa que cada vez que se produce un evento en que cambia el índice, se llama a la función 
_indexChanged1(int).  Esta  se  encarga  de  efectuar  la  llamada  al  servidor  solicitándole  los 
nuevos datos.
Implementación de la ventana Alertas 
La  ventana  de  alertas  esta  formada  por  una  tabla  como  las  descritas  anteriormente,  un 
componente QComboBox, dos componentes QlineEdit,  uno de ellos sirve para introducir  el 
activo y el otro el precio y un botón que se utiliza para guardar la condición. Si se produce la 
condición especificada, se muestra un pop-up.
El pop-up se implementa de la siguiente manera:
QFrame* popup = new QFrame(this, Qt::Tool | Qt::Window | Qt::Framel essWindowHint); 
QLabel *lbl=new QLabel(aux,popup); 
popup->show(); 
Como se puede ver, primero se crea el pop-up, que es un Qframe. Una vez creado, se crea una 
etiqueta en la que se escribirá el activo que ha provocado la alerta y por último se muestra.
El evento del botón lo implementamos de la siguente manera:
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QPushButton *pushButton; 
connect(pushButton,SIGNAL(clicked()),this,SLOT(save())); 
Significa que conectamos el componente pushButton al evento clicked(), es decir, cada vez que 
se pulse el botón se ejecute la acción save(). La acción save() se encarga de escribir el activo, 
la condición y el precio en la tabla.
Puesto que el resto de componentes utilizados en esta ventana ya se han descrito en ventanas 
anteriores, no se explicarán.
Implementación de la ventana de teclado, ventana de colores de los  
Lvl II y ventana de colores del TAS 
La ventana de configuración de teclado y las de modificación de colores son una combinación 
de los componentes de las ventanas anteriores y puesto que no aportan ninguna novedad 
respecto a la programación no se explicarán.
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6. Planificación y estudio económico
En este apartado se analiza la planificación prevista para la realización  y la distribución 
real temporal en la que se ha llevado a cabo este proyecto. Por otro lado se realiza un estudio  
económico de lo que costaría llevar a término este proyecto en función de los roles implicados 
y las horas destinadas a su realización.
6.1. Análisis de la planificación
Una buena planificación inicial permite calcular el tiempo que se dedicará en cada fase 
del proyecto y ajustar el calendario. Para llevar a cabo esta planificación existe lo que se llama 
diagrama de Gantt. El diagrama de Gantt es una herramienta gráfica cuyo objetivo es mostrar 
el tiempo de dedicación previsto para diferentes tareas o actividades a lo largo de un tiempo 
total determinado.
Como se ha podido ver a lo largo de esta memoria, el proyecto se ha desarrollado en 
las siguientes etapas:
• Estudio previo: en la memoria corresponde al  capítulo dos.  Puesto que se hace un 
estudio sobre las aplicaciones comerciales existentes, vemos características comunes y 
en consecuencia las que debería tener Botijo.
• Especificación
• Diseño
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• Implementación
• Pruebas/Depuración:  aunque  en  la  memoria  no  aparece  ningún  capítulo  con  este 
nombre, forma parte de la programación de cualquier aplicación.
• Documentación
Obviamente, la planificación final mostrada en esquema siguiente no se corresponde 
exactamente con la planificación inicial. Como se ha comentado en el apartado “alternativas a 
C++ y Qt” inicialmente se empezó la aplicación en Gtk+ y más adelante se decidió cambiar a 
Qt. Esto supone un aumento en la duración del proyecto, ya que no se tenían conocimientos 
previos de Gtk+. Por lo tanto, la fase de implementación se extendió tres semanas más de lo 
previsto.
A continuación se puede ver el diagrama de Gantt que muestra la evolución de la dedicación al 
proyecto a lo largo del tiempo que ha durado el mismo:
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Figura 32: Diagrama de Gantt final
En la figura siguiente se muestra el diagrama de Gantt inicial y se pueden apreciar las 
desviaciones respecto al diagrama de Gantt final.
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Figura 33: Diagrama de Gantt inicial.
6.2. Estudio económico
Para  poder  hacer  una  valoración  económica  del  proyecto  se  contabilizan  las  horas 
dedicadas en cada fase.
Fases del proyecto Horas dedicadas
Estudio previo 5 horas
Especificación 10 horas
Diseño 40 horas
Implementación 400 horas
Pruebas/depuración 40 horas
Documentación 80 horas
6.3. Coste de desarrollo
En este apartado se calcula el precio de cada parte del proyecto y el coste total. Los 
precios por hora que aparecen son aproximados a los precios que podemos encontrar en la 
vida real.
Fases del proyecto Horas dedicadas Tarifa precio/hora Precio final
Estudio previo 5 horas 50 €/hora 250,00 €
Especificación 10 horas 40 €/hora 400,00 €
Diseño 40 horas 30 €/hora 1.200,00 €
Implementación 400 horas 20 €/hora 8.000,00 €
Pruebas/depuración 40 horas 20 €/hora 800,00 €
Documentación 80 horas 8 €/hora 640,00 €
Total 575 horas 11.290,00 €
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6.4. Coste de hardware
A los equipos de trabajo se les suele estimar una vida útil de cuatro años, por lo que se 
amortizará la parte proporcional a la duración del proyecto que han sido 10 meses.
Equipo Coste total Duración del 
proyecto
Coste
Estación de trabajo 950,00 € 10 meses 193,00 €
6.5. Coste de software
Aunque inicialmente Qt se distribuía siguiendo un desarrollo basado en código abierto, 
pero no completamente libre, es decir, permitía el desarrollo de software propietario mediante 
la compra de una licencia comercial, o el desarrollo de software libre usando la licencia Free 
Qt.
Actualmente Qt se distribuye bajo la licencia GNU Lesser General Public License (GNU 
LGPL), por lo que no supone ningún coste a este proyecto. 
6.6. Coste espacial
El coste espacial hace referencia al coste relativo a las instalaciones donde se realiza el 
proyecto, por lo que en la tabla que aparece a continuación se verán los gastos aproximados 
de una oficina en Barcelona.
Gastos Coste mensual Duración Coste total
Alquiler 2.000,00 € 10 meses 20.000,00 €
Luz 200,00 € 10 meses 2.000,00 €
Agua 100,00 € 10 meses 1.000,00 €
Teléfono/internet 200,00 € 10 meses 2.000,00 €
Otros gastos 
(limpieza, 
reparaciones, etc)
200,00 € 10 meses 2.000,00 €
Coste total 27.000,00 €
Teniendo en cuenta que una empresa gestiona varios proyectos en paralelo y 
suponiendo que ese número es de 15 proyectos, se puede calcular que el coste espacial de 
este proyecto es de: 2700 €.
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6.7. Coste total
Sumando los costes individuales de cada apartado, es decir, sumando el coste de 
desarrollo (11290 €), coste de hardware (193 €), de software (0 €) y coste espacial (2700 €) 
obtenemos el coste total de este proyecto: 14183 €.
6.8. Coste adicional
Como se ha explicado a lo largo de este proyecto, la idea es que pagando el coste de 
recepción de los datos en tiempo real la aplicación pueda ser usada de la misma manera que 
una aplicación comercial. En España el coste de recepción de datos en tiempo real es de 1500 
€/mes.
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7. Conclusiones
En este apartado se valoran las conclusiones que tienen que ver con la realización del 
proyecto, haciendo una valoración de los objetivos conseguidos, posibles ampliaciones futuras 
del programa y su futuro.
7.1. Objetivos conseguidos
El  objetivo  principal  de  este  proyecto  era  construir  un  simulador  bursátil  para  la 
operativa intradía en los mercados financieros.   Como requerimientos se especificaban una 
serie de características que la aplicación debia tener para ser operativa, como puede ser la 
velocidad, el aspecto o la facilidad de uso.
A continuación se detallan los objetivos conseguidos:
• Se ha diseñado y construido una aplicación en C++ y utilizando la biblioteca Qt 4 capaz 
de simular determinados momentos de activos concretos en tiempo real.
• La interfaz de usuario es similar a las aplicaciones comerciales, por lo que cualquier 
persona  que tenga cierto conocimiento en este tipo de aplicaciones puede usarla sin 
necesidad alguna de manual.
• Muestra  el  funcionamiento  del  mercado  de  la  misma  manera  que  una  aplicación 
comercial en tiempo real, por lo que permite el acercamiento al mercado a los profanos 
en la materia sin coste alguno.
• La aplicación es eficiente y se muestra los datos de manera rápida y correcta.
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7.2. Desarrollo futuro
7.2.1. Mejoras del sistema
Por lo que a los gráficos se refiere, en este proyecto se incluyen los llamados gráficos de 
velas, ya que son los más usados. No obstante, existen otros tipos de gráficos com son los 
lineales, de barras, de punto y figura, etc. los cuales podrían ser también implementados en un 
programa de estas cualidades.
7.2.2. Ampliaciones
El desarrollo futuro más obvio es poder adaptar la aplicación para poder mostrar los 
datos en tiempo real, es decir, conocer los protocolos que se usan en los mercados y adaptar la 
aplicación a los mismos. Esto no implicaría necesariamente que el programa deje de ser un 
simulador,  ya que aunque reciba los  datos en tiempo real  no permitiría  enviar  órdenes a 
mercado.
Si se consigue el punto comentado en el párrafo anterior, se puede añadir la opción de 
enviar órdenes a mercado, con lo que la aplicación pasaría a ser igual a las comentadas en el 
capítulo 2 del proyecto y se podría hablar de su comercialización.
7.3. Conclusiones personales
Aunque el  funcionamiento de la  aplicación es el  que se planteó inicialmente en los 
objetivos de este proyecto y funciona de manera adecuada, el flujo de datos que puede tener 
una  acción  es  muy  elevado  por  lo  que  puede  que  para  simular  30  segundos  de  una 
determinada  acción  se  necesiten  cerca  de  15  minutos  de  introducción  de  datos,  y 
probablemente no refleje de manera fiel lo que ocurre en el mercado, ya que hay momentos 
que no se puede físicamente percibir todo lo que ocurre en el mercado (si  percibimos 24 
imágenes por segundo y en un determinado segundo un TAS muestra 70 ventas por ejemplo, 
no podemos asimilar  todos esos datos y en consecuencia no los podemos introducir en la 
aplicación). Por lo tanto, la aplicación está limitada.
Normalmente el mercado español tiene menos volumen que el mercado americano (200 
días  de  mercado  español  hacen  el  volumen  de  3  días  de  mercado  americano 
aproximadamente),  por  lo  que  esta  aplicación  se  adaptaría  mejor  a  las  simulaciones  del 
mercado español y mercados con menos volumen.
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Mucha gente empieza en el negocio de la especulación intradía y una vez ven de lo que 
se trata lo dejan. Esto supone un gasto para ellos (en caso de que sean ellos los que cubren 
ese gasto) o para la empresa que asume el costo. Por lo tanto, la aplicación se puede utilizar 
como simulador de toda esa gente que empieza y que no está convencida de que le va a 
gustar. 
Por otro lado, hay situaciones concretas de mercado que generan mucho estrés en el 
operador,  ya  que  son  movimientos  rápidos  que  significan  ganar  o  perder  varios  miles  de 
dólares en pocos segundos. Esta aplicación se puede utilizar para entrenar al operador en esas 
situaciones estresantes.
Como se ha comentado a lo largo del proyecto, el objetivo final del proyecto es poder 
reflejar la realidad simulándolo o bien poder conectarlo a un sistema que proporcione datos en 
tiempo real. Debido a la falta de presupuesto no se han podido efectuar los tests de prueba 
adecuados a la aplicación y resulta dificil sacar conclusiones acerca del rendimiento y eficiencia 
en situaciones extremas.
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ANEXO I: Manual de usuario
Como se ha explicado en uno de los requerimientos del proyecto era que la aplicación fuera 
intuitiva y que no necesitara de un manual para todo aquel usuario que ya haya usado una 
aplicación similar. Además a lo largo de todo el proyecto se explica el funcionamiento de las 
distintas opciones del proyecto, por lo que un manual puede ser información redundante. A 
pesar de ello, es necesario un manual para todo aquel usuario que lo requiera.
El  menú  de  login  permite  al  usuario  acceder  a  la  aplicación  (ver  imagen  5.6.)  y  poder 
seleccionar las opciones que muestra el menú (ver imagen 5.7.).
Una vez se accede al menú de opciones, el usuario puede abrir los Lvl II y TAS que desee por 
separado o bien conectándolos junto al gráfico (opción Open3) para hacer más eficiente la 
aplicación.
El Lvl II mostrará las órdenes de compra y venta que están en el mercado lanzadas por los 
participantes del mismo. El TAS muestra los cruces de órdenes que se producen en el mercado 
y junto al gráfico muestran toda la información que un participante puede obtener del mismo.
El Blotter muestra las posiciones abiertas que el operador tiene
El resto de opciones de Botijo sirven para lo siguiente:
• Radar: sirve como localizador de acciones con características muy concretas. La imagen 
5.13. muestra cómo funciona el radar. El operador selecciona la característica (volumen, 
suben más porcentaje y bajan más porcentaje) que desea y el mercado que desea. Los 
datos se entregan ordenados. No tiene una utilidad real en un simulador, pero es una 
herramienta muy útil cuando se dispone de la misma en tiempo real.
• Alertas: sirve para avisar al operador de una determinada condición (>=, mayor o igual 
y <=, menor o igual) sobre un activo. La imagen 5.14. muestra cómo es esta ventana y 
cómo se almacena la información. Del mismo modo que ocurre con el radar, no tiene 
efecto alguno en un simulador pero es muy útil en una plataforma con tiempo real. En 
el caso de la imagen 5.14., se produciría una alerta si el activo BAC cotiza a un precio 
igual o superior a 14.56 dólares.
• Settings: es un menú desplegable que sirve para modificar la configuración del sistema. 
Se  abren otras  ventanas  que  permiten  cargar  una  nueva  configuración,  guardar  la 
configuración presente, modificar el teclado y cambiar el aspecto de los Lvl II y TAS.
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ANEXO II: Glosario o guía de consulta rápida
A continuación se detallan algunas palabras muy comunes en el mundo bursátil:
• Abrir posición: significa comprar o vender acciones sobre un activo.
• Ask: precio al cual el mercado está dispuesto a vender el activo en cuestión. Si se 
quiere comprar, se hace al precio de venta, es decir, al ask.
• Bid: precio al cual el mercado está dispuesto a comprar el activo en cuestión. Si se 
quiere vender, se hace al precio de compra, es decir, a la bid.
• Blotter: ventana que muestra las posiciones que el operador tiene.
• Cerrar posición: significa en caso de ir  comprado vender o en caso de ir  vendido 
comprar.
• ECN (electronic communication networks): plataforma por  donde se negocia  la 
compra y venta de acciones.
• Gráficos candlestick o de velas: tipo de gráfico que actualmente es el más utilizado 
en todo el mundo.
• Ir comprado o long: significa “apostar” a una subida sobre un activo.
• Ir vendido o short: significa “apostar” a una bajada sobre un activo. 
• Level I (Lvl I): corresponde al precio de compra y venta de un determinado activo.
• Level II (Lvl II): ventana que muestra las posiciones de compra y venta que hay en 
un activo
• Posición: significa  ir  comprado o vendido en algún activo,  es  decir,  el  número  de 
acciones, contratos o lotes que un operador posee.
• TAS: ventana que muestra el cruce de órdenes que se produce en un activo.
• Trading  Monitor: ventana  que  muestra  las  órdenes  lanzadas  a  mercado  por  un 
operador.
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