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GLOSARIO 
 
Reconocimiento de voz: El reconocimiento de voz es el proceso por el cual, 
una señal emitida por un ser humano, es capturada y analizada, obteniendo  la 
información y convirtiéndola a texto o emitiendo ordenes a un proceso 
específico. Esto hace parte de la inteligencia artificial que busca como objetivo 
principal brindar un puente de comunicación entre un computador y un ser 
humano.1 
 
Síntesis de la voz: La síntesis de la voz es el proceso de transformar un texto 
a sonido artificialmente, puede llevarse a cabo mediante software o hardware. 
Generalmente este proceso es llamado en Ingles text-to-speech (TTS), en 
referencia a su capacidad de convertir texto  en voz.2 
 
Navegador web: Un navegador web es un software que permite ver la 
información contenida en una página escrita en  HyperText Markup Language 
(HTML3). El navegador sirve de intérprete entre la codificación HTML y el 
usuario, siendo así su función principal la  de visualización de documentos 
HTML.4 
 
Prototipo: Un prototipo es la representación limitada del diseño de un 
producto, que permite a las partes responsables de su creación, experimentar y 
probarlos en situaciones reales  para explorar su uso.5 
 
Software Development Kit (SDK): Un kit de desarrollo de software o SDK es 
generalmente un conjunto de herramientas de desarrollo que le permite a 
un programador crear aplicaciones para un sistema concreto. 
 
 
 
                                            
1
 NOLLA, Francisco Casacuberta. 1992. La lengua Española y las nuevas tecnologías (en línea). Sevilla, 
Congreso de la Lengua Española. Disponible en  
http://cvc.cervantes.es/obref/congresos/sevilla/tecnologias/mesaredon_casacuberta.htm.  Consultado 
2011. 
2
 LARIOS, Ahuactzin A. 1999. Diccionario español/ingles para el aprendizaje del vocabulario utilizando 
una interfaz de voz (en línea).  Puebla, México. Disponible en 
http://catarina.udlap.mx/u_dl_a/tales/documentos/lis/ahuactzin_l_a/capitulo1.pdf. Consultado en 2011. 
3
 W3C. 1999. HTML (en línea). Disponible en http://www.w3.org/TR/1999/REC-html401-19991224/. 
Consultado 2011. 
4
 Glosario. Navegador Web (en línea). Disponible en http://e-
amanecer.com/licenciatura/glosario.html#navegador. Consultado 2011 
5
 ACALLE, Alberto. 2006. Prototipos (en línea). Disponible en http://albertolacalle.com/hci_prototipos.htm. 
Consultado 2011. 
 
 
INTRODUCCIÓN 
 
Los sistemas de reconocimiento de voz son  una herramienta la cual brinda 
ciertas facilidades a las personas discapacitadas, especialmente a los 
invidentes, por ejemplo con el control de aplicativos por voz.  
 
Actualmente existen diversas aplicaciones con reconocimiento de voz que 
permiten controlar un computador, realizar documentos de texto a partir de un 
dictado e inclusive  funciones dentro de un vehículo. Se puede encontrar gran 
variedad de software de reconocimiento de voz en la industria aeronáutica, 
militar, de salud, educación, entre otros. 
 
JNAVO es un proyecto que integra  un  navegador web y un sistema de 
reconocimiento  de voz, que permite utilizar la voz para representar acciones. 
Está especialmente diseñado para personas invidentes pero puede ser 
utilizado por niños, adultos y cualquier tipo de población, pues lo que busca es 
lograr una mayor accesibilidad web. 
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1 DEFINICIÓN DEL PROBLEMA 
 
1.1 ANTECEDENTES  
 
Del documento La Deficiencia Visual6, de María Ángeles Núñez se concluye 
que el mundo de la persona invidente es un contexto en el que la información 
transmitida por otros sentidos cobra una importancia esencial. En lugar de ser 
un mundo de luces y sombras, colores y perspectivas es ante todo, un mundo 
de sonidos, olores, texturas, temperaturas, donde la información la recibe a 
través de la actividad de su propio cuerpo y a través de la información verbal. 
 
En Colombia hay aproximadamente 1 millón 134 mil 85 7 personas  con 
limitaciones visuales a las cuales se les dificulta el acceso a la tecnología, 
específicamente en el uso del computador debido a que sus componentes son 
de tipo visual, por eso para estas personas el acceso a la información a través 
de Internet resulta ser más complicada, por lo tanto existe la necesidad de que 
la información pueda ser puesta a disposición de cualquier sector de la 
población, sin importar su condición física o sus capacidades, pero en la 
práctica, no todo el mundo puede navegar por Internet, de hecho no todo el 
mundo puede utilizar un computador fácilmente.  
 
1.2 FORMULACIÓN DEL PROBLEMA 
 
Las personas invidentes tienen dificultades para acceder personalmente a la 
información web, dado que los navegadores web se controlan a través de 
componentes visuales.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
                                            
6
 NUÑES, María Ángeles. 2001. La Deficiencia Visual (en línea). Universidad de Salamanca.  Disponible 
en http://campus.usal.es/~inico/actividades/actasuruguay2001/10.pdf. Consultado 2011. 
7
 Dane. 2004. Discapacidad (en línea). Colombia. Disponible en 
http://www.dane.gov.co/daneweb_V09/index.php?option=com_content&view=article&id=74&Itemid=120. 
Consultado 2011. 
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2 JUSTIFICACIÓN 
 
La igualdad como derecho constitucional8 se alcanza en realidad en la medida 
en que todas las personas independiente de su condición física, social, 
económica o cultural tienen acceso a todas las posibilidades y oportunidades 
que brinda el mundo actual. 
 
La discapacidad presente en algunos seres humanos los margina del disfrute 
de las ventajas del desarrollo tecnológico, pues el mundo moderno esta 
orientado más a satisfacer las necesidades de las generalidades y no de las 
particularidades. 
 
Brindar la posibilidad a los invidentes de navegar por una página web utilizando 
como medio de mando la voz, ayuda a que este tipo de personas puedan 
establecer una igualdad de condiciones respecto a las personas videntes, en 
cuanto al acceso de la información contenida en la Web. 
 
El navegador Web con reconocimiento de voz, además de poder ser utilizado 
por personas discapacitadas, particularmente los invidentes, puede ser 
empleado por analfabetas en la informática (campesinos, niños, ancianos, 
entre otros), ya que brinda una herramienta que permite utilizar la voz  para 
representar las acciones que se desean realizar, creando una interfaz con el 
usuario menos confusa para este tipo de personas. 
 
JNAVO, es un proyecto que busca que las personas que por alguna razón no 
puedan utilizar los navegadores comunes, puedan acceder a Internet por medio 
de él, brindando nuevas formas de accesibilidad web, además, de brindar un 
soporte tecnológico a futuras aplicaciones desarrolladas en el campo del 
reconocimiento y síntesis  de voz. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
                                            
8
 Constitución Política de Colombia. 1991. Derecho a la Igualdad.  Articulo 32. 
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3 OBJETIVOS 
 
3.1 OBJETIVO GENERAL 
 
Desarrollar un modelo y prototipo de navegador web con funciones básicas, 
como atrás, adelante, actualizar, detener o salir, que permita ser controlado por 
la voz. 
 
3.2 OBJETIVOS ESPECÍFICOS 
 
1. Identificar los comandos de voz que serán aceptados por el sistema 
(atrás, adelante, detener, actualizar)  y de otros  requerimientos  
necesarios para éste.  
2. Realizar el diseño de un modelo de sistema que cumpla con las 
necesidades planteadas en los requerimientos dados en la etapa de 
análisis. 
3. Realizar la implementación del sistema, pruebas y análisis de los 
resultados.  
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4 MARCO TEÓRICO 
 
 
4.1 ANTECEDENTES 
 
4.1.1 Reconocimiento y síntesis de la voz 
 
En el campo de la informática se han implementado diversas interfaces 
humano/computador; una de estas interfaces es la que combina el acceso y la 
transferencia de información a través de la voz. 
 
4.1.1.1 Reconocimiento 
 
En la informática el proceso de reconocimiento de voz  se empieza a situar en 
el año 1870, cuando Alexander Graham Bell quiso desarrollar un dispositivo 
capaz de hacer visible el habla a personas con problemas auditivos, y producto 
de esto surgió el Teléfono.  
 
En 1950, 80 años después,  se realizó el primer intento por crear una máquina 
que reconociera la voz, fue desarrollada por los laboratorios AT&T Bell que 
requería un extenso reajuste a la voz de una persona, pero una vez logrado 
tenía un 99% de certeza de reconocer los números del 1 al 9. 
 
Entre los años 60‟s y 70‟s, los investigadores que trabajaban en la área, se 
dieron cuenta de lo complejo que era realizar un software en el campo del 
reconocimiento de voz, por lo tanto empezaron a realizar pequeños software 
con vocabularios dependientes del locutor y con pausas entre palabras y 
frases. 
 
Durante los años 80‟s y 90‟s el reconocimiento de voz se favoreció por el 
incremento de computadoras personales, el apoyo de ARPA (Advance 
Research Projects Agency) y la reducción de costos en aplicaciones 
comerciales; el mayor interés durante la época fue la creación de grandes 
vocabularios. Un vocabulario de 100 palabras se consideraba grande, sin 
embargo en el año de 1985 existió un vocabulario con más de 20.000 palabras. 
 
Los vocabularios extensos empezaron a volverse normales, las aplicaciones se 
centraron en ser independientes del locutor  y se buscaba el flujo continuo, es 
decir que no hubiera pausas significativas entre palabras o frases. 9 
 
 
 
                                            
9
 KIRSCHNING, Ingrid. 2006. Reconocimiento de Voz (en línea).  Disponible en 
http://ict.udlap.mx/people/ingrid/Clases/IS412/index.html. Consultado 2011. 
19 
 
4.1.1.2 Síntesis 
 
Los primeros intentos para producir la voz humana por una máquina se 
realizaron en la segunda mitad del siglo XVIII, se había logrado la producción 
de vocales, por medio de tubos de resonancia conectados a un órgano, trabajo 
desarrollado  por CH. G. Kratzenstein, profesor de filosofía de Copenhague. 
 
Durante estos  años se realizaron máquinas que trataban de simular la voz, 
pero no fue hasta el año de 1970,  donde la síntesis de voz se relacionó 
estrechamente con la informática. Sin embargo, no fueron suficientes los 
circuitos integrados para simular la voz natural, se necesitaron elementos de 
software, por lo que los computadores permitieron explotar y  utilizar la síntesis 
de voz con propósitos prácticos, pero estos sonaban muy robóticos y eran a 
menudo inteligibles. 10 
 
En el estado actual de la técnica de síntesis, los límites donde se podría 
diferenciar un sonido natural de uno artificial ha sido rebasado. 
  
4.1.2 Evolución de los navegadores web 
 
En el año 1991 el  World Wide Web browser es lanzado y renombrado Nexus 
para evitar confusiones con  el sistema www; era bastante sofisticado y gráfico, 
su creador fue Tim Berners-Lee, inventor de la web. 
 
Dos años más tarde (1992) es lanzado Mosaic, que funcionaba inicialmente 
bajo entornos UNIX, se propagó rápidamente debido a versiones que corrían 
bajo Windows y Macintosh. 
 
Con el nacimiento de Netscape Navigator, se superaron rápidamente las 
capacidades y velocidades del Mosaic, teniendo la ventaja de que corría en 
casi todos los ambientes UNIX y Windows. 
 
La primera guerra de los navegadores, es iniciada por Internet Explorer (IE), 
que surge como respuesta de Microsoft ante el Netscape Navigator logrando  
minar su influencia y posicionando a IE en el primer lugar en ambientes 
Windows. 
 
A través de los años aparecen nuevos navegadores como el Opera, que fue 
lanzado en 1996. Dos años más tarde el código fuente de Netscape es liberado 
y se forma el proyecto Mozilla, que da como resultado el nacimiento del 
navegador Firefox. 
 
                                            
10
 CATALÁ, Mallofré Andreu. 2006.  Proyecto SIRAU. Servicio de gestión de información remota para las 
actividades de la vida diaria adaptable a usuario. Cataluña.  P. 26.  Disponible en 
http://www.imsersomayores.csic.es/documentos/documentos/imserso-estudiosidi-51.pdf. Consultado 
2011. 
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 Actualmente el navegador más utilizado es Internet Explorer en todas sus 
versiones; algunas empresas indican que su mayor ventaja es que viene 
integrado a Windows. Un poco más atrás se encuentra Firefox, el cual es un 
fuerte competidor junto al navegador Google Chrome. 11 
 
4.1.3 Navegador con reconocimiento de voz 
 
No hay que ir muy atrás para hablar del reconocimiento de voz en los 
navegadores web. El primero que implementó esta funcionalidad fue Opera, 
que permite dar comandos básicos como atrás o  adelante. Uno de sus 
principales inconvenientes es el soporte multilenguaje, ya que el uso de esta 
característica viene sólo para el idioma Inglés. 
 
Existen proyectos de navegadores para invidentes como Webbie12, que permite 
traducir las diferentes páginas a solo texto para que un lector de pantalla pueda 
leer en voz alta la información. Su principal inconveniente se presenta cuando 
los sitios empiezan a desplegar su contenido multimedia, interfiriendo el normal 
comportamiento de éstos. Este navegador es muy limitado, ya que hace falta 
un lector de pantalla externo para completar su instalación. 
 
Figura 1: Interfaz del Navegador Webbie 
 
Fuente: Webbie 
 
Otro proyecto del mismo tipo, es el A-Browser 13 (Accesibility Browser) de IBM, 
que permite ver la página como un árbol de objetos, dando la posibilidad de 
navegar entre los diferentes elementos.  
 
                                            
11
GUBE, Jacob. 2009. Historia de los Navegadores Web (en línea). Disponible en  
http://sixrevisions.com/web-development/the-history-of-web-browsers/. Consultado 2011. 
12
 WEBBIE (en línea). Disponible en  http://www.webbie.org.uk/es/. Consultado 2011. 
13
 IMB. A-Browser (en línea). Disponible en  http://www.alphaworks.ibm.com/tech/aibrowser. Consultado 
2011. 
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Figura 2: Interfaz del Navegador A-Browser 
 
Fuente: A-Browser, IBM 
 
Del navegador Google Chrome, solo existen rumores que traerá su propio 
motor de reconocimiento de voz, dando la posibilidad a los usuarios de dictar 
acciones que quieren que Chrome haga sin usar el teclado o el ratón para 
ellas. 
 
Para el resto de los navegadores, existen aplicaciones de terceros como Via 
Voice de IBM, Naturraly Speaking, entre otros, que permiten controlar los 
navegadores brindando una navegación por comandos de voz.  
 
4.2 RECONOCIMIENTO DE VOZ 
 
El reconocimiento de voz generalmente es utilizado como una interfaz 
humano/computador  para algún software particular. Para lograr esto existen 
diferentes técnicas / algoritmos que reconocen la voz. Pero todas estas deben 
cumplir tres tareas14: 
 
 Pre procesamiento: Convierte la entrada de voz a una forma en la cual 
el motor de reconocimiento la pueda procesar. 
 Reconocimiento: Identifica lo que se ha dicho, generalmente 
traduciendo la señal a texto. 
 Comunicación: Envía la señal traducida a texto, al sistema que lo 
requiera. 
 
 
 
 
 
 
 
 
 
 
                                            
14
 HIERRO, Jorge Alvares. 2004. Informe técnico sobre los sistemas de reconocimiento de voz.  Madrid. 
P. 6. Consulta 2011. 
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Figura 3: Sistema Reconocedor 
 
Fuente: HIERRO, Jorge Alvares. Informe técnico sobre los sistemas de reconocimiento de voz 
 
Los sistemas de reconocimiento de voz  se enfocan en palabras y sonidos que 
distinguen una palabra de otra, éstos son los fonemas, por ejemplo, “tapa”, 
“capa”,”mapa”,”napa”, son palabras distintas puesto que su sonido inicial se 
reconocen como fonemas diferentes.15 
 
Existen diversas maneras para analizar y describir la voz. Los enfoques más 
comúnmente usados son: 
 
 Articulación: Análisis de cómo el humano produce los sonidos de la 
voz. 
 Acústica: Análisis de la señal de voz como una secuencia de sonidos. 
 Percepción auditiva: Análisis de cómo el humano procesa la voz. 
 
A demás de esto, generalmente los reconocedores de voz siguen una serie de 
pasos que se listan continuación: 
 
 Diseño de la gramática: En la gramática se definen las palabras que se 
pueden emitir por parte del usuario y los patrones con los que se deben 
pronunciar. Una gramática debe ser creada y activada por el 
reconocedor para saber lo que se debe identificar en el audio entrante.  
 Procesamiento de señales: analizar el espectro de frecuencia, 
identificando las características del audio entrante. 
 Reconocimiento de fonemas: Comparar los patrones encontrados en 
el análisis del espectro de frecuencia con los patrones de los fonemas 
de la lengua en la cual se está reconociendo. 
 Reconocimiento de palabras: Comparar la secuencia de los fonemas 
probables contra las palabras y los patrones de las palabras 
especificadas en la gramática. 
                                            
15
 HIERRO, Jorge Alvares. 2004. Informe técnico sobre los sistemas de reconocimiento de voz.  Madrid. 
P. 7. Consulta 2011. 
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 Generación de resultados: Entregar a la aplicación la información 
acerca de las palabras detectadas en el audio entrante, dicha 
información es el resultado que indica la mejor estimación del 
reconocedor de lo que dijo el usuario, pero también puede indicar 
conjeturas alternativas. 
 
4.2.1 Tipos de reconocedores de voz 
 
La meta principal de un sistema reconocedor de voz es ser capaz de identificar 
diferentes voces, ya sean espontáneas o no, y que el habla pueda ser de 
manera natural. Esto es difícil ya que no se cuenta con un sistema que pueda 
resolver los problemas asociados con la variabilidad de las características de la 
señal acústica, por lo tanto esta clase de sistemas se pueden clasificar en: 
 
 Dependencia/Independencia del locutor: Un sistema dependiente del 
locutor, tiene más porcentaje de reconocimiento, ya que este se efectúa 
sobre sólo una persona en particular, las muestras que tendrá el sistema 
sólo pertenecerán a un locutor, lo que hará  más fácil reconocer el 
vocabulario. Cuando el sistema es independiente del locutor, se trata de 
un sistema capaz de reconocer la voz de cualquier persona, esta clase 
de sistemas posee un error 3 a 5 veces mayor que los sistemas 
dependientes del locutor. 
 Palabras aisladas/Habla continua: El habla continua se presenta 
cuando el locutor habla de forma natural con pausas que son necesarias 
al hablar, aumentado el grado de dificultad de reconocimiento, pues no 
es fácil identificar los límites de una palabra  (inicio/final); sin embargo, 
cuando son palabras aisladas con pausas muy grandes, da como 
resultado que la probabilidad de reconocimiento sea mayor. 
 Tamaño del vocabulario: El tamaño del vocabulario es un factor muy 
importante, ya que a medida que se vaya aumentando su tamaño, 
también se va aumentado la dificultad para reconocer palabras y a la vez 
pueden surgir nuevos problemas, como la similitud entre dos palabras o 
el tiempo que se demora en reconocerlas. 
 Variabilidad del ruido: El ruido puede afectar el desempeño del 
reconocedor de voz; ejemplo de ello es, el ruido ambiental, la música, 
los suspiros, entre otros. Otros factores que puedan afectar el 
desempeño son la calidad del micrófono y de la tarjeta de sonido. Se 
deben tener en cuenta todos estos aspectos para obtener un buen 
porcentaje de reconocimiento. 
 
4.2.2 Gramática 
 
La mayoría de los procesos de un reconocedor de voz son automáticos y no 
son controlados por el desarrollador de la aplicación, por ejemplo, la ubicación 
del micrófono, el ruido de fondo, la calidad de la tarjeta de sonido, entre otros.  
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Estos factores afectan el rendimiento del reconocimiento, por tanto la principal 
manera de controlar un  reconocedor de voz es a través de sus gramáticas. 
 
Una gramática es una especificación o estructura que indica qué palabras se 
pueden esperar por parte del usuario y en que patrones viene dichas palabras. 
Las gramáticas son importantes para los reconocedores de voz, ya que limitan 
el proceso de reconocimiento, lo que lo hace más rápido y exacto, dado que el 
reconocedor  no tiene que buscar frases por fuera de la especificación. Un 
ejemplo de una gramática sería: 
 
Tabla 1: Ejemplo de Gramática 
<comando> = <acción> <objeto> 
<acción>= abrir | cerrar 
<objeto>= la ventana | el archivo 
Fuente: El Autor 
 
Este ejemplo de gramática define una regla a la que llamamos comando, que 
está compuesta por dos sub-reglas, acción y objeto. El carácter especial pipe 
(|) nos indica el OR lógico. Esta gramática permite a los usuarios expresar 
comandos como “abrir la ventana” o “cerrar el archivo”.  
 
4.2.3 Aplicaciones del reconocimiento voz 
 
Aunque en teoría se podría reemplazar en cualquier tarea el teclado y/o el 
mouse por la voz, los usos más comunes de ésta en la actualidad son16: 
 
 Dictado automático: El dictado automático, es el uso más común de las 
tecnologías de reconocimiento de voz. 
 Control por comandos: Los sistemas diseñados para dar órdenes a un 
computador (“Abrir Word”, “Cerrar Word”), se denominan control por 
comandos, éstos suelen tener un vocabulario reducido, lo que 
incrementa su rendimiento. 
 Telefonía: Algunos sistemas PBX (Private Branch Exchange) permiten a 
los usuarios ejecutar comando por medio de la voz, en lugar de pulsar 
tonos, por ejemplo se le pide al usuario que diga un número para 
navegar en el menú. 
 Sistemas diseñados para discapacitados: Esta clase de sistemas 
pueden ser utilizados por personas con discapacidades que les impida 
teclear con fluidez, además  orienta a personas con problemas auditivos,  
ya que éstas pueden usarlos para obtener el texto mediante la voz. 
 
 
                                            
16
 FAUSTO, Disraeli Ari Mamani. 2010. Procesamiento del lenguaje natural (en línea), Arequipa. 
Universidad Nacional de San Agustín. P. 45. Disponible en 
http://dspace.universia.net/bitstream/2024/799/1/novo1.pdf. Consulta 2011. 
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4.2.4 Limitaciones de los reconocedores de voz 
 
Entender por qué un reconocedor de voz comete errores, los factores que 
llevan a éstos, y como entrenar a los usuarios para minimizarlos, son puntos  
importantes en el desarrollo de aplicaciones de reconocimiento de voz.  
 
La fiabilidad de un reconocedor de voz se define por su precisión en el 
reconocimiento, la cual se da generalmente por la cantidad de palabras 
reconocidas correctamente. Debido a que la precisión en el reconocimiento 
puede ser medida de forma diferente, ya que depende de las condiciones  en 
que se realice y la tarea que se lleva acabo, a continuación se presenta una 
lista de factores que influyen en la precisión del reconocimiento: 
 
 En un ambiente tranquilo, la precisión es mayor. 
 La calidad del micrófono y del hardware de audio pueden mejorar o 
empeorar la precisión. 
 Los usuarios que hablan con claridad suelen alcanzar una mayor 
precisión. 
 Las aplicaciones con gramáticas simples suelen obtener una mayor 
precisión. 
 Las gramáticas sin palabras homófonas17 suelen obtener una mayor 
precisión, palabras que suenan parecidas son más difíciles de distinguir.  
 
Un reconocedor de voz es diseñado para que optimice su rendimiento en 
ciertos ambientes, por lo que los factores anteriores pueden afectar el 
reconocedor, por ejemplo, algunos reconocedores trabajan de forma fiable en 
entornos con mucho ruido, pero se limitan a gramáticas muy simples; sistemas 
de dictado tiene gramáticas muy complejas, pero requieren muy buen 
hardware, ambientes silenciosos y una clara pronunciación por parte del 
usuario. Algunos reconocedores adaptan sus procesos a la voz de un usuario 
en particular para mejorar su precisión, pero requiere un entrenamiento por 
parte del usuario. 
 
Muy pocos de estos factores se pueden controlar mediante programación, es 
allí donde el uso de una  gramática puede aumentar o disminuir la precisión,  
pues a una mayor complejidad en la gramática se obtiene una menor precisión 
por parte del reconocimiento de voz, así que se debe encontrar un equilibrio 
entre la complejidad de la gramática  y la precisión deseada. 
 
La mayoría de los errores de reconocimiento se dividen en las siguientes 
categorías: 
 
 Rechazo: El usuario habla, pero el reconocedor no puede entender lo 
que se dijo. 
                                            
17
 Homófonas, palabras que tienen la misma pronunciación, pero su ortografía y significado son 
diferentes. 
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 Falla en el reconocimiento: El reconocedor devuelve un resultado de 
palabras que son diferente a las que el usuario dijo. Es el error más 
común. 
 Falla de Iniciación: El usuario no habla, pero el reconocedor devuelve 
un resultado. 
 
A continuación se listan algunas de las causas más comunes de los tres tipos 
de errores en el reconocimiento: 
 
Tabla 2: Errores Comunes en el Reconocimiento de Voz 
Error Causa 
Rechazo o falla en el reconocimiento El usuario  dice palabras que no se 
encuentra en el vocabulario definido. 
Frases del usuario no condicen con 
ninguna frase en la gramática. 
El Usuario habla antes de que el 
sistema esté listo para escuchar. 
Palabras con pronunciación igual se 
confunden, por ejemplo casa y caza. 
El usuario hace una pausa demasiado 
larga en medio de una frase. 
La voz del usuario se apaga  al final 
de la frase. 
 El Audio del computador no está 
configurado correctamente. 
El micrófono del computador no está 
correctamente ajustado. 
Falla de iniciación El usuario no habla, pero emite un 
sonido, por ejemplo tose o se ríe. 
El sonido de fondo provoca el 
reconocimiento. 
El usuario está hablando con otra 
persona. 
Fuente: Oracle 
 
4.3 SÍNTESIS DE VOZ 
 
La síntesis de voz, es el proceso de transformar texto a sonido (TTS). Dado el 
texto escrito el sintetizador se encarga de pronunciarlo con una voz artificial. 
 
4.3.1 Tipos de síntesis 
 
Actualmente existen diversos laboratorios que se dedican a realizar 
investigaciones y proyectos relacionados con el TTS. En los últimos años se 
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han desarrollado muchos sistemas en diferentes idiomas, con diferente 
complejidad y diferentes resultados. 
 
Generalmente un sistema realiza síntesis de voz con los siguientes métodos: 
 
 Síntesis concatenativa: Se basa en utilizar segmentos de voz 
grabados, este método produce una síntesis más natural, pero se pierde 
a causa de las variaciones de la voz. 
 Síntesis formantes: No utiliza  muestras de voz humana en tiempo de 
ejecución como el anterior, si no que utiliza un modelo acústico, el cual 
crea una onda de voz artificial. Este método produce un sonido robótico 
y nunca se podría confundir con la voz humana, pero tiene la ventaja de 
que produce programas más pequeños, pues no necesita de una base 
de datos de muestras. 
 Síntesis  articulatoria: Se refiere a las técnicas de cómputo para  
sintetizar la voz basada en los modelos del ser humano (zona vocal) y 
los procesos de la articulación que allí ocurren. 
 Síntesis híbrida: Combina los métodos concatenativa y formantes para 
minimizar los efectos acústicos  cuando se concatenan segmentos.  
 Síntesis HMM (Hidden Markov Model): Como su nombre lo indica, se 
basa en HMM. En este proceso el espectro, la frecuencia fundamental y 
duración de la señal, son modelados simultáneamente.  
 
Como se mencionó anteriormente un sintetizador de voz convierte texto escrito 
a voz; para lograr esto se tiene una serie de pasos que se describen a 
continuación: 
 
 Conversión de texto a fonema: Convierte cada palabra en un fonema, 
el cual es un elemento básico en la pronunciación de la lengua humana. 
La pronunciación del fonema puede variar según el dialecto o la persona 
que lo pronuncie, sin embargo los fonemas siempre van a ser los 
mismos. 
 Análisis prosódico18: Procesa la estructura de la frases, palabras y 
fonemas para determinar cuál es su correcta pronunciación, además de 
determinar el tono, el momento, el ritmo, la pausa,  la velocidad de la 
voz, el énfasis en las palabras y muchas otras características que lo 
hacen importante, para que el sonido de la voz sea el correcto y  pueda 
trasmitir el verdadero significado de una oración. 
 Producción de forma de onda: Los fonemas y el análisis prosódico se 
utilizan para elaborar una onda de audio para cada oración, hay muchas 
maneras en que se puede  elaborar la onda a  partir de los fonemas y la 
información del análisis prosódico. La mayoría de los actuales sistemas 
utilizan dos maneras: La concatenación de fragmentos de voz grabada o 
la síntesis de formantes utilizando técnicas de procesamiento de señales 
                                            
18
 Prosodia es la rama de la lingüística que analiza y representa formalmente aquellos elementos de la 
expresión oral, tales como el acento, los tonos y la entonación.  
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basadas en el conocimiento de los sonidos de los fonemas  y como 
afecta  la prosodia a estos fonemas. 
 
4.3.2 Limitaciones de los sintetizadores de voz 
 
Los sintetizadores de voz pueden cometer errores en algunos de los pasos 
descritos anteriormente, un trabajo cuidadoso por parte del desarrollador puede 
minimizar los errores y mejorar la calidad de la pronunciación del habla. 
 
Algunas características que se debe tener en cuenta parar mejorar la calidad 
de síntesis son: 
 
 Estructura: La puntuación, el inicio y el final de los párrafos y oraciones. 
Por ejemplo, “EE.UU.” podría confundirse con el final de un párrafo. 
 Previo proceso del texto: No es posible que un sintetizador pueda 
conocer todas las abreviaturas y siglas de un idioma, por ejemplo es 
posible que el sintetizador no sepa como procesar las fechas y horas, 
“01/12”, podría ser “primero de diciembre” o “doce de enero”. 
 Conversión del texto a fonema: Los sintetizadores pueden pronunciar 
miles de palabras correctamente, sin embargo, se introducen nuevas 
palabras que  deben adivinar o palabras que su pronunciación es 
ambigua, por ejemplo los nombres propios de personas, empresas, 
productos, etc. 
 Análisis prosódico: La correcta pronunciación de las oraciones exige 
una compresión del significado de las palabras, algo que las 
computadoras  no poseen, por esto los sintetizadores tratan de adivinar  
lo que un humano puede producir, pero en ocasiones la pronunciación 
es artificial y no natural. 
 Producción de forma de onda: Detrás de la voz humana existen 
órganos,  que no se encuentran en los computadores, un sintetizador 
produce una voz artificial que en algunos casos es un poco robótica, a 
medida que esta voz parezca más a la de un ser humano, se hace más 
fácil entender y escuchar por largos periodos de tiempo al sintetizador. 
 
4.3.3 Evaluación de la síntesis de la Voz 
 
Saber evaluar la calidad de la síntesis y conocer las causas que influyen  en la 
pronunciación, son factores importantes en el despliegue de un sistema de 
síntesis de voz. El oído humano y el cerebro son órganos muy sensibles a 
pequeños cambios en la calidad de una conversación, por ejemplo un oyente 
puede detectar cambios en el acento que podrían indicar el estado emocional 
de una persona.  
 
La calidad de síntesis de voz actual, se mantiene por debajo de la voz humana, 
por lo que los oyentes deben hacer un esfuerzo mayor de lo normal para 
entender la voz sintetizada y deben pasar por alto los errores producidos. Para 
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los nuevos usuarios, escuchar un sintetizador de voz durante largos períodos 
de tiempo puede ser agotador e insatisfactorio. 
 
 A la hora de evaluar un sintetizador de voz, se deben tener en cuenta factores 
claves como la compresión por parte del usuario, de manera que éste puede 
entender lo  pronunciado por el sintetizador y la naturalidad de los sonidos 
producidos. 
 
4.4 TECNOLOGÍAS EN RECONOCIMIENTO Y SÍNTESIS DE VOZ 
 
Existen varias tecnologías en cuanto al reconocimiento y síntesis de voz, a 
continuación se  mencionan algunas. 
 
4.4.1 Motores basados en modelos ocultos de Markov 
 
Es un modelo estadístico aplicado en este caso al reconocimiento de patrones 
y formas temporales como gestos y voz. Está compuesto por un número finito 
de estados, los cuales se encuentran asociados a una distribución de 
probabilidad. Los modelos ocultos de Markov constituyen una de las técnicas 
más exitosas para el reconocimiento de voz, puesto que han permitido modelar 
adecuadamente la variabilidad en el tiempo de la señal de voz. Este modelo 
trata de resolver la evaluación de la probabilidad de una secuencia de 
observaciones, la determinación de la mejor secuencia de estados y obtener 
los parámetros del modelo que mejor se ajuste a las condiciones iníciales del 
problema entregado. 
 
4.4.1.1 Hidden Markov Model Toolkit (HTK) 
 
Conjunto de instrumentos para el manejo de modelos ocultos de Markov, usado 
para diferentes aplicaciones, pero  aplicado principalmente para el 
reconocimiento de voz. 19 
 
4.4.1.2 The EMU Speech Database System 
 
Herramientas para la creación, manipulación  y análisis de bases de datos de 
voz. La EMU en su interior posee un motor de búsqueda para bases de datos, 
                                            
19
 Hidden Markov Model (HTK) (en línea). Disponible en http://htk.eng.cam.ac.uk/. Consulta 2011. 
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la cual permite encontrar diferentes segmentos del habla, según la estructura 
jerárquica y secuencial de las anotaciones.20 
EMU incluye un rotulador interactivo que muestra espectrogramas y otras 
formas de ondas que produce la voz, además permite crear etiquetas ya sean 
jerárquicas o secuenciales. 
 
4.4.2 Motores basados en N-gramas 
 
La combinación de los modelos de N-gramas y de Markov son  estimados 
como los componentes esenciales para el desarrollo de los sistemas de 
reconocimiento de voz. 
Los modelos n-gramas son un conjunto de estados finitos, donde sus estados 
representan la secuencia de n-1 de las palabras pronunciadas. Estos modelos 
son utilizados para la pronunciación natural de las palabras, los cuales han 
tenido éxito debido a los potentes algoritmos para estimar los sucesos durante 
el entrenamiento. 
 
4.4.2.1 Julius 
 
Motor de reconocimiento continúo de voz basado en N-gramas y en modelos 
ocultos de Markov  para el reconocimiento de palabras. Esta aplicación usa 
técnicas las cuales permiten la construcción de frases de manera eficiente, no 
solo se basa en la eficiencia si no que posee modularidad, de tal manera que 
es independiente de la estructura de los modelos. 
 
4.4.2.2 Sphinx 
 
Este motor de reconocimiento usa tanto modelos ocultos de Markov como 
funciones de densidad probabilística. Este motor viene en varias versiones y su 
descarga es libre. Sus versiones Sphinx-2 y Sphinx-3 están escritas en 
lenguaje C, mientras que  Sphinx-4 está escrita en Java. 
Existen dos distribuciones de Sphinx, una tiene las librerías necesarias para 
usar el reconocedor de voz y otra incluye todo el código fuente además de las 
librerías mencionadas anteriormente. Para hacer uso de Sphinx en lenguaje 
Java es necesario realizar una serie de configuraciones en donde se 
especifiquen las propiedades de éste como lo son reconocedores de palabras, 
                                            
20
 The EMU Speech Database System (en línea). Disponible en http://emu.sourceforge.net/. Consulta 
2011. 
31 
 
decodificador, información lingüística de la gramática, diccionario, modelo 
acústico, la unidad de manager, el front-end, además de unas librerías 
necesarias para poder hacer uso de las clases y unas acústicas particulares.21 
 
4.4.3 Motores de software propietario 
 
Los reconocimientos de voz mostrados anteriormente son libres22, sin embargo 
existen herramientas privativas23.  
 
4.4.3.1 CSLU Toolkit 
 
Aplicación que  proporciona un conjunto de herramientas que permite la 
exploración, el aprendizaje, la investigación sobre la voz y la interacción 
humano–computadora. Este tiene incorporado un reconocedor de voz, 
comprensión de lenguaje natural y síntesis de voz. Esta herramienta otorga un 
entorno flexible y potente para la creación de sistemas que utilicen estas 
tecnologías. 
 
4.4.3.2 Dragon NaturallySpeaking 
 
Software que permite a los usuarios crear documentos y mensajes de correo 
electrónico, completar formularios y realizar tareas con el solo uso de la voz. 
 
Esta herramienta permite tener una velocidad mayor que la del teclado y una 
mejor precisión, también crea comandos que ejecutan las tareas complejas de 
los sistemas operativos e incluye herramientas opcionales para el trabajo en 
red. 
 
4.4.3.3 MSAPI (Microsoft Speech API) 
 
La interfaz de programación para aplicaciones de voz o como lo indica sus 
siglas en ingles SAPI (Speech Application Programming Interface) es una API 
desarrollada por Microsoft para permitir el uso de reconocimiento y síntesis de 
voz dentro de las aplicaciones en Windows.  
 
El SAPI es distribuido como parte de un SDK y es incluido en el sistema 
operativo Windows. Este fue diseñado para que cualquier desarrollador pueda 
escribir un aplicativo con reconocimiento y síntesis de voz usando un estándar 
                                            
21
 NAVARRO, Álvaro Iborra. 2008.  Una Interfaz vocal para la dirección de narración en entornos virtuales 
(en línea). Madrid.Disponible en http://eprints.ucm.es/10056/1/Memoria_Tesis_de_M%C3%A1ster.pdf. 
Consultado 2011. 
22
 Software libre es aquel, que una vez adquirido el producto se puede ejecutar, copiar, modificar, 
distribuir el software. 
23
 Software privativo es aquel , en el cual usuario tiene limitaciones para usarlo, modificarlo o redistribuirlo 
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de interfaces, accedida desde diferentes lenguajes de programación. Gracias a 
su diseño, se puede utilizar motores diferentes a los suministrados por 
Microsoft, siempre y cuando los motores elegidos se ajusten a las interfaces 
definidas, en otras palabras, el SAPI actúa como una capa de abstracción entre 
las aplicaciones y los motores sobre tecnología de la voz. 
 
Arquitectura de SAPI 
 
El SAPI puede ser visto como una interfaz que se sitúa ente las aplicaciones y 
los motores de reconocimiento y síntesis. En las versiones del SAPI del uno (1) 
al cuatro (4), las aplicaciones podían comunicarse directamente con los 
motores, sin embargo, en la versión SAPI 5, esta comunicación se pierde y en 
su lugar cada uno interactúa con un tiempo de ejecución de componentes. 
 
El  SAPI está conformado por varias  interfaces básicas de alto y bajo nivel:  
 
 Interfaces de alto nivel (High level Interfaces): Fueron diseñadas para 
realizar una implementación más sencilla, con resultados mucho más 
rápidos, no requieren demasiado código y pueden compartir recursos, se 
pierde el control del proceso y puede que los resultados no sean 
satisfactorios. 
 Interfaces de bajo nivel (Low level Interfaces): Otorgan  más  control 
que la anterior, brinda mayor flexibilidad y mejores resultados, pero son 
más complejas para implementar. 
 
 Entre las interfaces de alto nivel se encuentran: 
 
 Voice Command API: Interfaz que permite incorporar controles y 
comandos de voz en las aplicaciones Windows. 
 Voice Dictation API: Interfaz que permite incorporar dictado por voz en 
las aplicaciones Windows. 
 Voice Text API: Interfaz que permite incorporar la síntesis de voz en las 
aplicaciones Windows 
 Voice Telephony API: Interfaz encargada del reconocimiento continúo 
de la voz  por medio de líneas telefónicas. 
 
Las Interfaces de bajo nivel son: 
 
 Direct SpeechRecognition API: Interfaz que incorpora el 
reconocimiento de voz. 
 Direct TextToSpeech API: Interfaz que incorpora la síntesis de voz. 
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4.4.3.4 JSAPI (Java Speech API) 
 
El Java Speech API especifica una interfaz de software multiplataforma 
estándar para el apoyo y control de reconocedores de voz, sistemas de dictado 
y sintetizadores de voz. Aunque JSAPI solo define una interfaz, existen varias 
implementaciones creadas por terceros, en otras palabras, JSAPI no es más 
que una especificación, una estructura de clases, interfaces, métodos y reglas 
de funcionamiento para el API de reconocimiento y síntesis de voz, dejando 
implementaciones reales en manos de terceros. Con esto se logra que JSAPI 
sea implementado independientemente del motor utilizado, siempre y cuando el 
motor obedezca al estándar de JSAPI. 
 
Arquitectura de JSAPI 
 
Las diferentes clases y interfaces que contiene JSAPI están agrupadas dentro 
de 3 paquetes: 
 
 javax.speech: Clases e interfaces par un motor genérico. 
 javax.speech.synthesis: Clases e interfaces para la síntesis de la voz 
 java.speech.recognition: Clases e interfaces para el reconocimiento de 
voz.  
 
Implementaciones de JSAPI 
 
Oracle, trabaja con compañías que se dedican a la tecnología de síntesis y 
reconocimiento de voz con implementaciones en JSAPI. A continuación se 
describen los principales mecanismos para implementar el API: 
 
 Implementaciones nativas: Muchas de las aplicaciones existentes en 
el área, están desarrolladas  en C o en C++ y se acceden a través de 
plataformas especificas como: Apple Speech Managers y Microsoft 
Speech API (SAPI), o a través de API‟s propietarias. Mediante la 
utilización de la Interfaz Nativa de Java (JNI24) es posible implementar la 
API de Java Speech a un nivel superior del software existente. 
 Implementaciones Java: Sintetizadores y reconocedores de voz 
escritos en Java, tienen el beneficio de la portabilidad. 
 Implementaciones telefónicas: Aplicaciones que se implementan 
generalmente sobre hardware dedicado capaz de soportar un gran 
número de conexiones simultáneas. Las capacidades de reconocimiento 
y síntesis de habla en este hardware pueden ser envueltas con software 
Java para soportar JSAPI como un tipo especial de implementación 
nativa. 
 
                                            
24
 JNI (Java Native Interface). Permite que un programa escrito en Java  pueda interactuar con otros 
programas escritos en lenguajes diferentes como C, C++ o ensamblador. 
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Como se mencionó anteriormente, JSAPI es un conjunto de clases abstractas e 
interfaces que representan un motor de voz, pero no asume la implementación 
de las tareas de síntesis y reconocimiento de voz, de esta manera, el motor 
puede estar implementado en una solución de software o hardware. 
 
Oracle facilita las implementaciones válidas de terceros; a continuación se 
describen algunas: 
 
 FreeTTS: Es un sintetizador de voz open-source escrito completamente 
en java. 
 The Cloud Garden: Implementación que trabaja con cualquier motor de 
habla basado en la API de Microsoft Speech. 
 Conversa WEB 3.0: Producto que provee un conjunto de facilidades 
para la navegación por voz en la web mediante el reconocimiento y 
síntesis de voz. 
 Festival: Sistema de síntesis de voz multi-idioma desarrollado por el 
centro para la investigación en tecnología del habla de la universidad de 
Edinburgh. 
 Elan Speech Cube: Es un componente de software para sistemas TTS 
multi-idioma, multicanal y multiplataforma. 
 
JSGF (Java Speech Grammar) 
 
La gramática utilizada por JSAPI, es JSGF o Java Speech Grammar 
Format25, es una especificación independiente de la plataforma para el uso del 
reconocimiento de voz, para determinar que debe escuchar y así determinar 
qué es lo que el usuario dijo. JSGF adopta el estilo y convenciones del 
lenguaje de programación Java, además del uso de notaciones de gramáticas 
tradicionales.  
 
JSGF soporta gramáticas dinámicas, esto significa que la gramática que utiliza 
una aplicación puede ser modificada en tiempo de ejecución, según las 
necesidades de la aplicación; esto permite aumentar la flexibilidad del sistema, 
así como optimizar las aplicaciones que requieran reconocimiento de voz, 
adaptando la gramática a cada situación. 
A continuación se presenta un ejemplo de una gramática en JSGF: 
 
                                            
25
 ORACLE. 1998. JSGF (en línea). Disponible en  http://java.sun.com/products/java-
media/speech/forDevelopers/JSGF/. Consultado 2011. 
#JSGF V1.0; 
grammar ejempo.gramaticJnavo; 
/* Comando Atras*/   
public <atras> = atras {atras}; 
public <detener> = detener {detener}; 
public <opciones> = leer vinculos {leer_vinculos}| leer favoritos{leer_favoritos} 
| leer titulo {leer_titulo}; 
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Una gramática JSGF se compone de los siguientes elementos. 
 Grammar Header 
 
La definición de  la gramática  contiene dos partes: el encabezado de la 
gramática y el cuerpo de la gramática. El encabezado de la gramática define 
una cabecera de auto identificación y declara el nombre de la gramática. 
Esta cabecera identifica la versión de JSGF que se esté utilizando, 
opcionalmente se puede incluir la codificación de caracteres utilizados.   
El nombre de la gramática debe ser  la primera declaración en el documento. 
La declaración debe utilizar el nombre completo de la gramática (nombre del 
paquete + nombre de la gramática).  
 Grammar Body 
En el cuerpo de la gramática se definen reglas del motor reconocimiento. Cada 
regla debe presentar la siguiente sintaxis: 
 
 Sequences 
Una regla puede ser definida como una secuencia de expresiones válidas: 
 
 Alternatives 
Una regla puede ser definida como un conjunto de alternativas separadas por 
el carácter especial pipe (|), y opcionalmente, por espacios en blanco, por 
ejemplo:  
 
 Grouping 
 
a. Parentheses: Cualquier expresión puede ser agrupada utilizando un 
paréntesis „()‟. Una agrupación mediante paréntesis supone considerar 
aquello que está dentro de los paréntesis. 
 
b. Brackets: Los corchetes puede ser colocados alrededor de cualquier 
definición, para indicar que el contenido es opcional. 
<solicitud> = por favor  ( cierra | abre ) el archivo; 
<profesion> = ingeniero en sistemas | desarrollador en java | medico | estudiante; 
<dato>= juan es <profesion>; 
<profesion> = ingeniero en sistemas; 
[public] <ruleName> = ruleExpansion1; 
#JSGF V1.0 ISO8859-9 es; 
grammar packageName.simpleGrammarName; 
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c. Kleene Star (*): El símbolo asterisco define que una expresión puede 
ser pronunciada cero o más veces. 
 
d. Plus Operator (+): El símbolo suma define que una expresión puede 
ser pronunciada una o más veces. 
 
 TAG’S 
Los tag‟s proporciona un mecanismo a los desarrolladores para adjuntar 
información específica en la definición de las reglas. Las aplicaciones suelen 
utilizar estas tag‟s para simplificar o mejorar el tratamiento de los resultados del 
reconocimiento. 
Un tag se define como un texto encerrado entre llaves „{}‟, no afectan el 
reconocimiento  de una gramática. Los tag‟s se adjuntan al objeto devuelto por 
el reconocedor de voz, de esta manera el desarrollador puede saber que el 
texto pronunciado por el usuario, casa con una determinada parte de la regla 
gramatical.  
  
 
4.5 NAVEGADOR WEB 
 
Un navegador web se supone que debe ser un programa pequeño y liviano que  
permita visualizar páginas web, sin embargo lleva la misma carga que los 
sistemas operativos y suite de aplicaciones, tratando de ofrecer todo a todos. 
 
La mayoría de los navegadores web empiezan a añadir características, 
usualmente copiadas de otros navegadores, por alguna razón, esto no 
funciona, es mejor usar las pequeñas y buenas características elegidas con 
cuidado, que  utilizar muchas características elegidas sin pensar.26 
 
Los actuales navegadores deben tener en cuenta tres puntos: 
 
 Lectura: Es la capacidad de leer información a través del navegador. 
Este es el mayor porcentaje de utilización de la actividad humana con 
                                            
26
 BERKUN, Scott, 2004. How to build a better Web Browser (en línea). Disponible en 
http://www.scottberkun.com/essays/37-how-to-build-a-better-web-browser/. Consultado 2011. 
<numeros> = uno {1} | dos {2} | tres {3}; 
<solicitud> = por favor  ( cierra {OPEN} | abre{CLOSE} ) el archivo; 
 
<peticion> = (por favor)+ abre el archivo; 
 
<peticion> = (por favor)* abre el archivo; 
 
<peticion> = por favor | por lo que mas quiera; 
<solicitud> = [<peticion>]  ( cierra | abre ) el archivo; 
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los navegadores, y es la razón por la cual la página web es la mayor 
parte de la interfaz de usuario de cualquier navegador web.  
 Navegación: Dado que la lectura no requiere mucha interacción del 
navegador, se construye la estructura con base en movimientos entre 
páginas, ya sea a través de enlaces o a través del uso de otras 
herramientas como favoritos. Un buen navegador hace que sea fácil no 
solo pasar de una página a otra, sino volver a páginas anteriores 
(Historial)  y a cosas que se han considerado como importante o 
interesante (Favoritos). 
 Interacción: Cada vez que el usuario coloca información dentro del 
navegador, URL, contraseñas o números de tarjetas de créditos, están 
interactuando con una página web dentro del navegador, ésta podría ser 
la definición de preferencias o autocompletados automáticos. 
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5 DISEÑO METODOLÓGICO 
 
5.1 HIPÓTESIS 
 
¿Será posible realizar un prototipo de navegador web con funciones básicas 
comandado por voz? 
 
5.2 TIPO DE INVESTIGACIÓN 
 
Por la forma en la que está planteado este proyecto, se va a realizar una 
investigación cualitativa. 
 
5.3 POBLACIÓN  
 
El proyecto se encuentra dirigido a personas con algún grado de discapacidad 
que  les impida el uso de un navegador web, como también a personas que 
deseen utilizar un navegador por voz.  
 
5.4 MUESTRA 
 
Se desea conocer la calidad de reconocimiento para diferentes locutores  y 
síntesis, la facilidad de entendimiento del funcionamiento del software y el 
tiempo de respuesta entre un comando y su acción, por lo que se necesita 
saber a cuantas personas se les debe hacer una prueba, para tener una 
información adecuada con un error del 9% y una confiabilidad del 90% con una 
población de 30 personas. 
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Se necesitan  8 personas. 
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5.5 VARIABLES  
 
Tabla 3: Variables 
Variable  Indicador  Medición  
Calidad Reconocimiento de palabras [1-5] 
Pronunciación [1-5] 
Ruido ambiental [1-5] 
Estado del Micrófono [1-5] 
Síntesis de Palabras [1-5] 
Entendimiento Uso de los diferentes 
comandos. 
[1-5] 
Tiempo Tiempo de respuesta  [1-5]  
Fuente: El Autor 
 
5.6 OBTENCIÓN DE RESULTADOS 
 
Los resultados correspondientes a las variables se obtendrán  por medio de 
observación directa  durante las pruebas del software. 
 
1. Se evaluará la capacidad de reconocimiento de voz del software. Se 
tendrán en cuenta aspectos como la pronunciación del locutor, 
diferentes locutores y estado del micrófono. 
2. Se evaluará la capacidad de síntesis del software. Se tendrán en cuenta 
aspectos como la pronunciación de la voz artificial y el entendimiento de 
la misma. 
3. Se evaluará la capacidad para entender el funcionamiento de los 
diferentes comandos, que permiten la aplicación por medio de la voz. 
4. Se evaluará el tiempo que toma la aplicación entre procesar la orden 
dada y dar una respuesta. 
 
Encuesta: JNAVO: Prototipo de Navegador Web Controlador por Voz 
 
Después de haber utilizado el navegador web JNAVO, por favor conteste las 
siguientes preguntas, calificándolas de 1 (bajo) a 5 (alto).  
1. ¿El aplicativo reconoce exactamente el comando que usted dijo? __ 
2. ¿Existía ruido ambiental (música, personas hablando, gritos, estornudos, 
risas, entre otros) durante la prueba?__ 
3. ¿Está su micrófono en buen estado? __ 
4. ¿Le pareció natural la voz del sistema? __ 
5. ¿Le pareció entendible la voz del sistema? __ 
6. ¿Qué tan bien entiende el funcionamiento del aplicativo? __ 
7. ¿Le parece correcto el funcionamiento de los comandos por voz? __ 
8. ¿Cómo le pareció el tiempo en que se demoró el sistema en reconocer 
su voz y ejecutar el comando? __ 
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6 ANÁLISIS Y DISEÑO 
 
6.1 REQUERIMIENTOS 
 
6.1.1 Especificación de requerimientos 
 
Se identificaron los siguientes requerimientos, para cumplir con los objetivos y 
el propósito del proyecto. 
 
Tabla 4: Especificación de Requerimientos: Requerimiento 1 
Código 01 Fecha 15/11/2010 
Cliente  Analista Juan David Abril 
Sistema JNAVO Tiempo  
Descripción Requerimientos generales del sistema 
1 El Sistema deberá reconocer la voz de cualquier usuario. 
2 El Sistema deberá reconocer la voz en el idioma español. 
3 La Síntesis del sistema deberá ser en idioma español. 
4 El sistema deberá reconocer los controles básicos de un navegador, como 
atrás, adelante, actualizar, detener o salir. 
5 El Sistema deberá tener la forma de agregar y/o eliminar sitios a Favoritos. 
 
Analista 
 
Fuente 
 
Revisor 
Fuente: El Autor 
 
Tabla 5: Especificación de Requerimientos: Requerimiento 2 
Código 02 Fecha 20/11/2010 
Cliente  Analista Juan David Abril 
Sistema JNAVO Tiempo  
Descripción  Comandos aceptados por el sistema 
1 El Sistema deberá reconocer el comando “NAVO” para acciones 
principales. 
2 El Sistema deberá reconocer el comando “FAVORITOS” para acciones 
con el módulo de favoritos/marcadores. 
3 El Sistema deberá reconocer el comando “IR” para navegar a una página 
almacenada en el módulo de favoritos. 
4 El Sistema deberá reconocer el comando “VINCULO UNO… N” para 
dirigirse al vínculo correspondiente. 
 
Analista 
 
Fuente 
 
Revisor 
Fuente: El Autor 
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6.1.2 Especificación de comandos 
 
Con base en los requerimientos previamente mencionados, se realizó un 
análisis y se determinó la forma de uso de los comandos aceptados por el 
sistema. 
 
 Comando <<NAVO>> 
Tabla 6: Especificación de Comandos: Comando NAVO 
COMANDO DESCRIPCIÓN 
ATRÁS Retrocede una página en el historial de la pestaña actual. 
ADELANTE Avanza una página en el historial de la pestaña actual. 
SALIR Cierra la aplicación. 
DETENER Detiene la carga de la página actual. 
ACTUALIZAR Actualiza o recarga la página de la pestaña actual. 
VÍNCULOS Lee los vínculos disponibles de la pestaña actual. 
NUEVA PESTANA Crea una nueva pestaña. 
CERRAR 
PESTANA 
Cierra la  pestaña actual. 
CONSULTA Abre un diálogo para ingresar una búsqueda en Google. 
AYUDA Lee los comandos aceptados por el sistema. 
TITULO Lee el título de la página que  está en la pestaña actual. 
Fuente: El Autor 
 Comando <<FAVORITOS>> 
Tabla 7: Especificación de Comandos: Comando FAVORITOS 
COMANDO DESCRIPCIÓN 
AGREGAR Agrega la página actual a los favoritos. 
ELIMINAR Elimina la  página actual de los favoritos. 
LEER Lee las páginas que se encuentra almacenadas en favoritos. 
Fuente: El Autor 
 Comando <<IR>> 
Tabla 8: Especificación de Comandos: Comando IR 
COMANDO DESCRIPCIÓN 
$PAGINA Se navega en la pestaña actual a la página almacenada en 
favoritos. 
Fuente: El Autor 
 Comando <<VÍNCULO>> 
Tabla 9: Especificación de Comandos: Comando VINCULO 
COMANDO DESCRIPCIÓN 
UNO Ejecutar el vinculo uno 
DOS Ejecutar el vinculo dos 
N… Ejecutar el vinculo N 
Fuente: El Autor 
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6.2 CASOS DE USO 
 
6.2.1 Especificación de actores 
 
Diagrama 1: Actores del Sistema 
 
Fuente: El Autor 
 
Tabla 10: Actores del Sistema 
Nombre del 
Actor 
Descripción 
Discapacitado Actor que representa a los invidentes, personas sin 
extremidades,  o que no pueden utilizar los periféricos. 
Niño Actor que representa a niños que no tienen conocimiento 
en informática. 
Anciano Actor que representan a las personas de edad avanzada 
que sean analfabetas en la informática. 
Adulto Actor que representa personas que por alguna razón no 
puedan o no quieran utilizar un navegador corriente. 
Usuario Generalización de los usuarios del sistema 
Fuente: El Autor 
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6.2.2 Diagrama general de casos de uso: JNAVO 
 
Diagrama 2: Casos de Uso General: JNAVO 
 
Fuente: El Autor 
 
La Imagen superior se centra únicamente en mostrar la funcionalidad de 
reconocimiento y síntesis de voz de JNAVO,  es indiferente el usuario que esté 
interactuando con el sistema, ya que cualquier persona sin importar edad, 
condición física,  entre otros, puede interactuar exitosamente con JNAVO. 
El caso de uso Valida Comando clasifica en tres categorías lo pronunciado por 
el usuario, la primera de ellas es realizar una acción directa en el navegador 
(Comando Navegador), la segunda es solicitarle al sistema que le lea alguna 
información (Solicitar Síntesis), y finalmente realizar ambas tareas (Solicitar 
Síntesis Navegador). 
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6.2.2.1 Inicializar 
  
Diagrama 3: Casos de Uso: Inicializar 
 
Fuente: El Autor 
 
Caso de Uso que inicializa la aplicación, instancia una serie de objetos 
necesarios para el correcto funcionamiento del aplicativo, como el motor 
reconocedor o la interfaz del navegador. 
 
Tabla 11: Especificación de Caso de Uso: Inicializar 
Nombre Inicializar 
Número 1 
Descripción Inicializa los componentes necesarios para la aplicación  
Actores Usuario (discapacitado, niños, ancianos, adultos) 
Flujo normal 
Usuario Sistema 
1.  El caso de Uso inicia cuando el 
Usuario inicializa la aplicación. 
2. Crea la gramática permitida en el 
sistema. 
 3. Inicializa la interfaz de la aplicación. 
 4. Lee un mensaje de bienvenida.  
 5. Inicializa el motor de 
reconocimiento. 
 6. Muestra la interfaz al usuario. 
Fuente: El Autor  
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6.2.2.2 Valida Comando 
 
Diagrama 4: Casos de Uso: Valida Comando 
 
Fuente: El Autor 
Caso de uso que identifica si lo pronunciado por el usuario es un comando 
aceptado en el sistema. 
 
Tabla 12: Especificación de Caso de Uso: Valida Comando 
Nombre Valida Comando 
Número 2 
Descripción Identificar el comando pronunciado por el usuario.  
Actores Usuario (discapacitado, niños, ancianos, adultos) 
Pre Condiciones Caso de Uso Inicializar 
Flujo normal 
Usuario Sistema 
1. El caso de uso inicia cuando el  
usuario dice por el micrófono el 
comando que desea  ejecutar. 
2. Captura la información proveniente 
del micrófono. 
 3. Procesa la información formando 
una o más palabras. 
 4.  Verifica el comando con la 
gramática. 
 5. Se identifica la clase de comando  
 6. Según el comando, sigue el 
próximo caso de uso a través de los 
puntos de extensión: 
 Punto de Extensión: Caso de 
Uso Comando Navegador 
 Punto de Extensión: Caso de 
Uso Solicitar Síntesis 
 Punto de Extensión: Caso de 
Uso Solicitar Síntesis 
Navegador 
Flujo Alternativo 
4. El sistema no reconoce la palabra como comando válido. Vuelve a la línea 1. 
Fuente: El Autor  
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6.2.2.3 Comando Navegador 
 
Diagrama 5: Casos de Uso: Comando Navegador 
 
Fuente: El Autor 
 
Caso de uso que permite al usuario controlar el navegador por medio de 
comandos como atrás, adelante, cerrar, entre otros. 
 
Tabla 13: Especificación de Caso de Uso: Comando Navegador 
Nombre Comando Navegador 
Número 3 
Descripción Ejecutar las acciones reconocidas, tales como atrás, 
adelante, salir, etc. 
Actores Usuario (discapacitado, niños, ancianos, adultos) 
Pre Condiciones Caso de Uso Inicializar, Caso de Uso Valida Comando 
Nota 
En este Caso de uso se cubren los comandos: 
 
 NAVO: ATRÁS - ADELANTE - SALIR - DETENER - ACTUALIZAR - 
NUEVA PESTANA  - CERRAR PESTANA  
 VÍNCULOS: UNO - DOS - ... – N 
 IR: $PAGINA 
Flujo normal 
Usuario Sistema 
 1. Identifica si el comando pertenece 
al caso de uso Comando Navegador. 
 2. El sistema ejecuta el comando 
sobre el navegador web. 
Fuente: El Autor  
 
 
 
 
 
 
 
47 
 
6.2.2.4 Solicitar Síntesis 
 
Diagrama 6: Casos de Uso: Solicitar Síntesis 
 
Fuente: El Autor 
 
Solicitar Síntesis le da la opción al usuario para que el sistema le lea 
información, puede ser la ayuda del sistema, los vínculos que hay en una 
página web, el título, entre otros. 
 
Tabla 14: Especificación de Caso de Uso: Solicitar Síntesis 
Nombre Solicitar Síntesis 
Número 4 
Descripción Lee información al usuario. 
Actores Usuario (discapacitado, niños, ancianos, adultos) 
Pre Condiciones Caso de Uso Inicializar, Caso de Uso Valida Comando 
Nota 
En este Caso de uso se cubren los comandos: 
 NAVO: AYUDA – VÍNCULOS - TÍTULO 
 FAVORITOS: LEER 
Flujo Eventos: Ayuda 
Descripción Leer la ayuda del sistema al usuario 
Usuario Sistema 
 1. Identifica la clase de comando 
como “NAVO AYUDA”. 
 2. Lee en voz alta la ayuda del 
sistema. 
Flujo Eventos: Vínculos 
Descripción Leer los vínculos disponibles de la página actual al Usuario. 
Usuario Sistema 
 1. Identifica la clase de comando 
como “NAVO VÍNCULOS”. 
 2. Lee en voz alta los vínculos que se 
encuentran en la página actual. 
Flujo Eventos: Favoritos 
Descripción Leer las páginas que se encuentran almacenadas en favoritos. 
Usuario Sistema 
 1. Identifica la clase de comando 
como “FAVORITOS LEER”. 
 2. Lee en voz alta las páginas 
almacenadas en favoritos.  
Flujo Eventos: Título 
Descripción  Leer el título de la página que se encuentra en la pestaña 
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actual.  
Usuario Sistema 
 1. Identifica la clase de comando como “NAVO TÍTULO”. 
 2. Lee en voz alta el título de la página actual.  
Flujo Alternativo 
2. El Usuario presiona las teclas “CTRL+3”  terminando la lectura y el caso de 
uso. 
Fuente: El Autor 
 
6.2.2.5 Solicitar Síntesis Navegador 
 
Diagrama 7: Caso de Uso: Solicitar Síntesis Navegador 
 
Fuente: El Autor 
 
El usuario en cualquier momento puede solicitarle al sistema una acción que 
requiera una lectura (síntesis), como también un cambio en la interfaz o acción 
sobre el navegador. Un ejemplo de esto es el comando “NAVO CONSULTA”, 
que abre un diálogo para ingresar una búsqueda en Google y mostrar los 
resultados en una nueva pestaña del navegador. 
 
Tabla 15: Especificación de Caso de Uso: Solicitar Síntesis Navegador 
Nombre Solicitar Síntesis Navegador 
Número 5 
Descripción Le permite al usuario dar órdenes al sistema que 
impliquen síntesis  y acciones sobre el navegador. 
Actores Usuario (discapacitado, niños, ancianos, adultos) 
Pre Condiciones Caso de Uso Inicializar, Caso de Uso Valida Comando 
Nota 
En este Caso de uso se cubren los comandos: 
 NAVO: CONSULTA 
 FAVORITOS: AGREGAR - ELIMINAR  
Flujo de Eventos: Consulta 
Descripción Mostrar una ventana que permite realizar búsqueda en Google 
Usuario Sistema 
 1. Identifica  la clase de comando 
como “NAVO CONSULTA”. 
 2. Despliega un diálogo con un cuadro 
de texto para ingresar la información.  
 3. Lee el mensaje “bienvenido a 
consulta”. 
4. Ingresa la información que desea 
buscar. 
5. Lee lo que el usuario ingresó. 
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 6. Abre en una nueva pestaña los 
resultados de la búsqueda en Google. 
Flujo de Eventos: Agregar 
Descripción Permite agregar la página  que actualmente se esta visitando a 
los favoritos. 
Usuario Sistema 
 1. Identifica  la clase de comando 
como “FAVORITOS AGREGAR”. 
 2. Obtiene el nombre y la URL de la 
página que actualmente se esté 
visualizando.  
 3. Guarda la información de la página 
en favoritos. 
 4. Lee el resultado de la operación 
anterior. 
  5. Lee el nombre de la página. 
Flujo de Eventos: Eliminar 
Descripción Permite eliminar la página  actual de los favoritos. 
Usuario Sistema 
 1. Identifica  la clase de comando 
como “FAVORITOS ELIMINAR”. 
 2. Obtiene el nombre y la URL de la 
página que actualmente se esté 
visualizando.  
 3. Elimina la información de la página 
en favoritos. 
 4. Lee el resultado de la operación 
anterior. 
  5. Lee el nombre de la página. 
Fuente: El Autor 
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6.3 DIAGRAMA DE ACTIVIDADES DEL SISTEMA 
 
6.3.1 Actividades: Inicializar 
 
Diagrama 8: Actividades: Inicializar 
 
Fuente: El Autor 
 
Cuando el Usuario ingresa al sistema por primera vez dispara una serie de 
pasos necesarios para el correcto funcionamiento del aplicativo. 
 Los objetos generados son: 
 Gramática: Este objeto contiene la estructura y el orden de los 
comandos de voz aceptados por el sistema 
 GUI: Este objeto es la interfaz principal del aplicativo. 
 Reconocedor Activo: El reconocedor del aplicativo se encuentra activo 
para capturar lo pronunciado por el usuario. 
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6.3.2 Actividades: Valida Comando 
 
Diagrama 9: Actividades: Valida Comando 
 
Fuente: El Autor 
 
Cuando el Usuario dice por el micrófono del computador el comando que desea 
ejecutar sobre el sistema, es necesario que se valide lo pronunciado con el fin 
de identificar y validar.  
 Los objetos generados son: 
 Comando: Este objeto es formado una vez se identifica lo pronunciado 
por el usuario, contiene en cadena de texto lo dicho por el usuario. 
 Comando Identificado: Este objeto es formado en base al objeto 
Comando, en el se identifica que comando se debe ejecutar. 
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6.3.3 Actividades: Comando Navegador y Solicitar Síntesis 
 
Diagrama 10: Actividades: Comando Navegador y Solicitar Síntesis 
 
Fuente: El Autor 
 
En este diagrama podemos apreciar de una forma completa los casos de uso, 
Comando Navegador y Solicitar Síntesis. 
Los objetos generados son: 
 Comando Identificado: Objeto que contiene la información del comando 
que el usuario pronunció. 
 Reconocedor Desactivado: El reconocedor del aplicativo se encuentra 
desactivo, por ende no se produce reconocimiento de lo que el usuario 
pronuncie. 
 Reconocedor Activo: El reconocedor del aplicativo se encuentra activo 
para capturar lo pronunciado por el usuario. 
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6.3.4 Actividades: Solicitar Síntesis Navegador 
 
Diagrama 11: Actividades: Solicitar Síntesis Navegador 
 
Fuente: El Autor 
 
Una vez que el usuario diga un comando de tipo Síntesis Navegador se debe 
verificar si el comando es “CONSULTA” o pertenece a los “FAVORTOS 
AGREGAR” y “FAVORITOS ELIMINAR”. 
Como  se observa en los anteriores diagramas, siempre que se realice un 
proceso de síntesis se debe desactivar el reconocedor de voz, para que  éste 
no reconozca la voz del sistema.  
Los objetos generados son: 
 Comando Identificado: Objeto que contiene la información del comando 
que el usuario pronuncio. 
 Reconocedor Desactivado: El reconocedor del aplicativo se encuentra 
desactivo, por ende no se produce reconocimiento de lo que el usuario 
pronuncie. 
 Reconocedor Activo: El reconocedor del aplicativo se encuentra activo 
para capturar lo pronunciado por el usuario. 
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6.4 DIAGRAMAS DE COLABORACIÓN Y SECUENCIA 
 
6.4.1 Inicializar 
 
NOMBRE: Inicializar 
CASO DE USO ASOCIADO: Inicializar 
DESCRIPCIÓN: Inicialización de la aplicación JNAVO  
 
Diagrama 12: Colaboración: Inicializar 
 
Fuente: El Autor 
 
El Caso de Uso Inicializar es muy importante, ya que éste realiza todos los 
preparativos para el correcto funcionamiento de la aplicación. 
El mensaje 1: inicializar  representa simplemente el doble clic del usuario en el 
ícono que ejecuta la aplicación, una vez es inicializada se debe crear la 
gramática que va a utilizar el reconocedor. 
El mensaje 3: initGui crear una interfaz principal del aplicativo pero no se hace 
visible aun; el paso siguiente es leer el mensaje de bienvenida del aplicativo. 
Una vez terminado este proceso se debe activar el reconocedor de voz  y por 
último mostrar la interfaz al usuario. 
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Diagrama 13: Secuencia: Inicializar 
 
Fuente: El Autor 
 
Como se puede ver en el diagrama anterior, lo primero que se crea es la 
gramática que será aceptada por el motor reconocedor, también se inicializa la 
interfaz de usuario, se le da el mensaje de bienvenida al usuario, se activa el 
reconocedor y por último se muestra la interfaz al usuario. 
A partir de los diagramas anteriores se identificaron las siguientes clases de 
análisis: 
 Jnavegador 
 Jnavo 
 MotorReconocedor 
 MotorSintetizador 
 Gramática 
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6.4.2 Valida Comando 
 
NOMBRE: Valida Comando 
CASO DE USO ASOCIADO: Valida Comando 
DESCRIPCIÓN: Identificar el comando pronunciado por el usuario 
 
Diagrama 14: Colaboración: Valida Comando 
 
Fuente: El Autor 
 
El estímulo principal para el caso de uso planteado,  es la voz del usuario a 
través del mensaje 1: voz, el motor reconocedor siempre se encuentra atento a 
cualquier sonido producido por el micrófono, una vez se tiene esta información, 
ValidacionesReconocedor la procesa para identificar el comando capturado. 
 
Diagrama 15: Secuencia: Valida Comando 
 
Fuente: El Autor 
 
Se podría decir que éste es uno de los casos de uso más importantes,  pues se 
encarga de filtrar si lo producido por el reconocedor se encuentra dentro de los 
comandos válidos, además de identificar el comando para entregarlo a su 
respectivo manejador. 
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Nuevos elementos identificados: 
 ValidacionesReconocedor 
 
6.4.3 Comando navegador 
 
NOMBRE: Comando Navegador 
CASO DE USO ASOCIADO: Comando Navegador 
DESCRIPCIÓN: Ejecutar acciones reconocidas como atrás, adelante, etc.  
 
Diagrama 16: Colaboración: Comando Navegador 
 
Fuente: El Autor 
 
Como se mencionó anteriormente ValidacionesReconocedor identifica el 
comando pronunciado. En este diagrama se muestra la ejecución de comandos 
que realizan acciones sobre el navegador web, como por ejemplo regresar una 
página en el historial. 
 
Diagrama 17: Secuencia: Comando Navegador 
 
Fuente: El Autor 
 
Una vez identificado el comando se procede a ejecutarlo directamente en el 
navegador.  
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6.4.4 Solicitar Síntesis 
 
NOMBRE: Solicitar Síntesis 
CASO DE USO ASOCIADO: Solicitar Síntesis 
DESCRIPCIÓN: Lee información al usuario. 
 
6.4.4.1 Flujo de Eventos: Ayuda 
 
Leer la ayuda del sistema al usuario. 
 
Diagrama 18: Colaboración: Solicitar Síntesis: Flujo de Eventos Ayuda 
 
Fuente: El Autor 
 
Una vez identificado el comando Ayuda, se debe cargar la información para ser 
procesada por el MotorSintetizador, previo a este paso, el reconocedor debe 
perder el foco del sistema, para que no reconozca lo que el sintetizador  esté 
diciendo, y a la vez cuando el sintetizador finalice, el reconocedor debe 
recuperar el foco para reconocer nuevos comandos. 
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Diagrama 19: Secuencia: Solicitar Síntesis: Flujo de Eventos Ayuda 
 
Fuente: El Autor 
 
Se obtiene la ayuda del sistema por medio de los mensajes 3: obtieneAyuda y 
4: txAyuda, para ser sintetizada por medio del elemento SintetizarAyuda que 
hace uso del MotorSintetizador. 
Las nuevas clases de análisis identificadas a partir del diagrama son: 
 SintetizarAyuda 
 Ayuda 
 
6.4.4.2 Flujo de Eventos: Vínculos 
 
Leer los vínculos disponibles de la página actual al Usuario. 
 
Diagrama 20: Colaboración: Solicitar Síntesis: Flujo de Eventos  Vínculos 
 
Fuente: El Autor 
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Este diagrama describe como el usuario puede solicitar los vínculos que se 
encuentran disponibles en la página que actualmente se esté visitando. Una 
vez se reconoce  el comando, se obtiene el HTML de la página por medio de 
los mensajes 7:obtenerHTML y 8:cadenaHTML, para ser leídos al usuario.  
 
Diagrama 21: Secuencia: Solicitar Síntesis: Flujo de Eventos Vínculos 
 
Fuente: El Autor 
 
Las nuevas clases de análisis encontradas fueron: 
 SintetizarVínculos 
 
6.4.4.3 Flujo de Eventos: Favoritos 
 
 Leer las páginas que se encuentran almacenadas en favoritos. 
 
Diagrama 22: Colaboración: Solicitar Síntesis: Flujo de Eventos Favoritos 
 
Fuente: El Autor 
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En el diagrama superior se describe como el usuario puede solicitarle al 
sistema que le lea las páginas que se encuentran almacenadas en favoritos.  
Diagrama 23: Secuencia: Solicitar Síntesis: Flujo de Eventos Favoritos 
 
Fuente: El autor 
 
Este comando es útil para saber a qué páginas se puede dirigir con el comando 
Ir. 
Las nuevas clases de análisis identificadas son: 
 Sintetizar Favoritos 
 Favoritos 
 
6.4.4.4 Flujo de Eventos: Título 
 
Leer el título de la página que se encuentra en la pestaña actual.  
 
Diagrama 24: Colaboración: Solicitar Síntesis: Flujo de Eventos Título 
 
Fuente: El Autor 
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El usuario puede solicitarle al sistema que le lea el título de la página que 
actualmente se está visualizando en el navegador. 
 
Diagrama 25: Secuencia: Solicitar Síntesis: Flujo de Eventos Titulo 
 
Fuente: El Autor 
 
En este diagrama se ven los pasos para que el sistema  pueda leer el título de 
la página al usuario. Por medio de los mensajes 3: obtieneTítulo y 4: 
cadenaTítulo se obtiene el titulo de la pagina para luego ser sintetizado. 
Las nuevas clases de análisis identificadas son: 
 Sintetizar Título 
 
6.4.5 Solicitar Síntesis Navegador 
 
NOMBRE: Solicitar Síntesis Navegador 
CASO DE USO ASOCIADO: Solicitar Síntesis Navegador 
DESCRIPCIÓN: Le permite al usuario dar órdenes al sistema que impliquen 
síntesis  y acciones sobre el navegador. 
 
6.4.5.1 Flujo de Eventos: Consulta 
 
Mostrar una ventana que permite realizar búsqueda en Google 
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Diagrama 26: Colaboración: Solicitar Síntesis Navegador: Flujo de Eventos Consulta 
 
 Fuente: El Autor 
 
El mensaje 2: ComandoConsulta le indica a la interfaz principal Jnavegador  
que debe mostrar una nueva interfaz llamada DlgConsulta, en la cual el 
MotorSintetizador le da la bienvenida al usuario por medio del mensaje 5: 
mensajeConsulta. Una vez el usuario ingrese lo que desea buscar, el sistema 
leerá en voz alta lo que el usuario ingresó y desplegará los resultados en la 
interfaz principal Jnavegador. 
 
Diagrama 27: Secuencia: Solicitar Síntesis Navegador: Flujo de Eventos Consulta 
 
Fuente: El Autor 
 
A partir del diagrama se generan las siguientes clases de análisis: 
 DlgConsulta 
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6.4.5.2 Flujo de Eventos: Agregar 
 
Permite agregar la página  que actualmente se está visitando a los favoritos. 
 
Diagrama 28: Colaboración: Solicitar Síntesis Navegador: Flujo de Eventos Agregar 
 
Fuente: El Autor 
 
Cuando el sistema identifica el comando “FAVORITOS AGREGAR” se debe 
obtener la URL y el título de la página, posterior a este proceso se guardan los 
datos y se lee el título de la página guardada.  
 
Diagrama 29: Secuencia: Solicitar Síntesis Navegador: Flujo de Eventos Agregar 
 
Fuente: El Autor 
 
Se generan los siguientes objetos. 
 Favorito Controlador 
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6.4.5.3 Flujo de Eventos: Eliminar 
 
Permite eliminar la página  actual de los favoritos. 
 
Diagrama 30: Colaboración: Solicitar Síntesis Navegador: Flujo de Eventos Eliminar 
 
Fuente: El Autor 
 
Cuando el usuario solicita eliminar una página del sistema de favoritos, primero 
debe ir a ella con el comando “IR”, una vez se está en la página se le debe dar 
la orden para eliminarla, el sistema obtendrá el título y la URL para eliminarla 
del módulo de favoritos. 
 
Diagrama 31: Secuencia: Solicitar Síntesis Navegador: Flujo de Eventos Eliminar 
 
Fuente: El Autor 
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6.5 DIAGRAMAS DE ESTADOS 
 
Diagrama 32: Estados: Motor Reconocedor 
 
Fuente: El Autor 
 
El anterior diagrama tiene como finalidad  mostrar los estados por los cuales 
pasa el motor de reconocimiento del sistema, producto de la interacción con el 
usuario.  
Cuando se inicializa el aplicativo  el motor de reconocimiento se encuentra 
activo esperando a dos eventos. El primero es la voz del usuario que ejecuta el 
reconocimiento, se debe identificar y determinar si el comando pronunciado es 
válido o inválido, en caso que sea válido se ejecuta la acción, en caso  
contrario se determina que es un comando desconocido. 
El otro evento es la síntesis, cuando el sistema inicializa el proceso de síntesis 
es necesario que el reconocedor se encuentre desactivado para que no 
reconozca lo producido en la síntesis, una vez terminada, el reconocedor debe 
activarse.   
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6.6 DIAGRAMAS DE CLASES 
 
Con los objetos generados en etapas anteriores, se diseña el diagrama de 
clases que representa la estructura del sistema, mostrando la relación que hay 
entre los elementos que lo componen. 
Los atributos de las clases incluyen cada una los métodos set y get para cada 
atributo creado.  
 
Diagrama 33: Clases: General 
 
Fuente: El Autor 
 
Las clases se encuentran distribuidas en los siguientes paquetes: 
 com.base.datos.conexion: Almacena las clases necesaria para 
gestionar la conexión con la base de datos. 
 com.base.datos.dao: Almacena las clases necesaria para interactuar 
con la base de datos. 
 com.base.datos.dto: Almacena clases que sirven como transporte de 
datos dentro de la aplicación. 
 com.jnavo: Almacena las clases de inicialización del aplicativo 
 com.navegador.web: Almacena las clases que representan el GUI del 
aplicativo, además del renderizado HTML. 
 com.reconocedor.voz: Almacena las clases del reconocimiento de voz. 
 com.recursos.utiles: Almacena clases utilitarias usadas dentro de la 
aplicación. 
 com.sintetizador.voz: Almacena las clases del sintetizador de voz de la 
aplicación. 
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6.6.1 Paquete com.base.datos.conexion 
 
NOMBRE: com.base.datos.conexion. 
PROPÓSITO: Almacena las clases necesaria para gestionar la conexión con la 
base de datos 
 
Diagrama 34: Clases: Clase Conexion 
 
Fuente: El Autor 
 
Tabla 16: Clase Conexion 
Clase Conexión 
Descripción Clase encargada de la conexión con la base de datos. 
Atributos 
Nombre Tipo Descripción 
conexión Connection Hace referencia a una conexión. 
Usuario String Nombre de usuario de la base de datos. 
password String Contraseña de la base de datos. 
Driver String Driver de la base de datos. 
nombreBD String Nombre de la base de datos. 
Métodos 
Nombre Propósito 
Conexión Constructor de la clase. 
getConexion Obtiene la conexión activa. 
cerrarConexion Cierra la conexión con la base de datos. 
Fuente: El Autor 
 
6.6.2 Paquete com.base.datos.dao 
 
NOMBRE: com.base.datos.dao. 
PROPÓSITO: Almacena las clases necesarias para interactuar con la base de 
datos. Todo el vínculo con la base datos se realiza a través de una clase única 
llamada Conexion que es utilizada a través de los DAO‟s (Data Access 
Object)27. 
                                            
27
 DAO (Data Access Object). Objetos encargados de la gestión de las operaciones de base de datos, 
permite abstraer la persistencia de los datos de la aplicación. 
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Diagrama 35: Clases: Clase AyudaDAO 
 
Fuente: El Autor 
 
Tabla 17: Clase AyudaDAO 
Clase AyudaDAO 
Descripción Interfaz de comunicación con la base de datos con respecto 
a las tablas de los comandos. 
Métodos 
Nombre Propósito 
ListaPrimarios Obtiene la lista de los comandos primarios. 
ListaSecundarios Obtiene la lista de los comandos primarios 
con los secundarios. 
Fuente: El Autor 
 
Diagrama 36: Clases: Clase FavoritoDAO 
 
Fuente: El Autor 
 
Tabla 18: Clase FavoritoDAO 
Clase FavoritoDAO 
Descripción Interfaz de comunicación con la base de datos con respecto 
a las tablas del módulo de favoritos. 
Métodos 
Nombre Propósito 
Agregar Agrega una nueva página. 
Actualizar Actualiza una página. 
Elimina Elimina una página de los favoritos. 
Lista Lista las páginas almacenadas. 
getFavoritoID Obtiene una página por ID. 
getFavoritoNombre Obtiene una página por nombre. 
Fuente: El Autor 
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6.6.3 Paquete com.base.datos.dto 
 
NOMBRE: com.base.datos.dto. 
PROPÓSITO: Almacena clases que sirven como transporte de datos dentro de 
la aplicación. Se utiliza la figura de DTO (Data Transfer Object)28, para hacer un 
“mapeo” a las tablas de la base datos, para transportar por la aplicación un sólo 
objeto con la información.  
 
Diagrama 37: Clases: Clase PrimarioDTO 
 
Fuente: El Autor 
 
Tabla 19: Clase PrimarioDTO 
Clase PrimarioDTO 
Descripción Representación de un comando de primer nivel. 
Atributos 
Nombre Tipo Descripción 
idPrimario Int Id del comando. 
nombre String Nombre del comando. 
secundarios List <SecundarioDTO> Lista de comandos asociados. 
Métodos 
Nombre Propósito 
PrimarioDTO Constructor de la clase. 
Fuente: El Autor 
 
Diagrama 38: Clases: Clase SecundarioDTO 
 
Fuente: El Autor 
 
 
                                            
28
 DTO(Data Transfer Object). Objetos dedicados a almacenar los datos de las entidades del negocio para 
que sean transportados a través de las diferentes capas 
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Tabla 20: Clase SecundarioDTO 
Clase SecundarioDTO 
Descripción Representación de un comando de segundo nivel. 
Atributos 
Nombre Tipo Descripción 
idSecundario Int Id del comando. 
nombre String Nombre del comando. 
descripción String Descripción del comando. 
Métodos 
Nombre Propósito 
SecundarioDTO  Constructor de la clase. 
Fuente: El Autor 
 
Diagrama 39: Clases: Clase FavoritoDTO 
 
Fuente: El Autor 
 
Tabla 21: Clase FavoritoDTO 
Clase FavoritoDTO 
Descripción Representación de un favorito. 
Atributos 
Nombre Tipo Descripción 
idSecundario Int Id del comando. 
nombre String Nombre del comando. 
descripción String Descripción del comando. 
url String Url del favorito. 
Métodos 
Nombre Propósito 
FavoritoDTO Constructor de la clase. 
Fuente: El Autor 
 
6.6.4 Paquete com.jnavo 
 
NOMBRE: com.jnavo. 
PROPÓSITO: Almacena  las clases de inicialización del aplicativo. 
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Diagrama 40: Clases: Clase Jnavo 
 
Fuente: El Autor 
 
Tabla 22: Clase Jnavo 
Clase Jnavo 
Descripción Encargada de inicializar los componentes para el 
correcto funcionamiento del aplicativo. 
Atributos 
Nombre Tipo Descripción 
nav Jnavegador Interfaz del navegador. 
motorReconocedor MotorReconocedor Motor reconocedor. 
escribeGramatica Gramatica Utilizada para la escritura de la 
gramática. 
Métodos 
Nombre Propósito 
Jnavo Constructor de la clase. 
Main Método principal del aplicativo. 
Mensaje Método que muestra una alerta. 
Fuente: El Autor 
 
Diagrama 41: Clases: Clase Gramatica 
 
Fuente: El Autor 
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Tabla 23: Clase Gramatica 
Clase Gramatica 
Descripción Clase encargada de generar la estructura de la gramática 
utilizada por el reconocedor. 
Atributos 
Nombre Tipo Descripción 
gramatica Archivo Utilizado para escribir en un archivo de texto. 
rutaArchivo String Ubicación de la gramática en disco. 
Métodos 
Nombre Propósito 
Gramatica Constructor de la clase. 
escribeGramatica Método que realiza la escritura de la gramática. 
obtieneFavoritos Método que obtiene los favoritos disponibles. 
Fuente: El Autor 
 
6.6.5 Paquete com.mavegador.web 
 
NOMBRE: com.mavegador.web. 
PROPÓSITO: Paquete el cual contiene las clases referentes al navegador web, 
Jnavegador es la  interfaz principal del aplicativo, además se componen de 
diferentes diálogos para mostrar más información. 
  
Diagrama 42: Clases: Clase Jnavegador 
 
Fuente: El Autor 
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Tabla 24: Clase Jnavegador 
Clase Jnavegador 
Descripción Interfaz principal del aplicativo. 
Atributos 
Nombre Tipo Descripción 
navegadorWeb BrTabbed Contendedor del navegador. 
viejosParametros String El estado anterior del navegador. 
bindingGroup BindingGroup Utilizada para entrelazar eventos 
del navegador con los del 
aplicativo. 
Papa Jnavo Padre de la instancia. 
btnAdelante JButton Botón adelante. 
btnActualizar JButton Botón de actualizar. 
btnAtras JButton Botón atrás. 
btnParar JButton Botón parar. 
lbUrl JLabel Label de la URL. 
mArchivo JMenu Menú Archivo. 
mAyuda JMenu Menú Ayuda. 
mFavoritos JMenu Menú Favoritos. 
mOpciones JMenu Menú Opciones. 
mnAcerca JMenuItem Item del menú. 
mnActivaReconocedor JMenuItem Item del menú. 
mnAyuda JMenuItem Item del menú.  
mnDesactivaReconocedor JMenuItem Item del menú.  
mnMostrarFavoritos JMenuItem Item del menú.  
mnNuevaPestana JMenuItem Item del menú.  
mnSalir JMenuItem Item del menú.  
mnSilenciar JMenuItem Item del menú.  
pCarga JProgressBar Barra de progreso del 
navegador. 
txCarga JTextField Label Carga. 
txDireccion JTextField Text Field de la URL 
Métodos 
Nombre Propósito 
Jnavegador Constructor de la clase. 
getTitulo Obtiene el título de la página 
actual. 
getDireccionURL Obtiene la URL de la página 
actual. 
getHTML Obtiene el HTML de la página 
actual. 
controlNavegador Utilizado para dar órdenes al 
navegador. 
irNuevaPestana Abre una nueva pestaña con la 
URL ingresada. 
initComponents Inicializa todos los componentes 
visuales. 
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txDireccionActionPerformed Evento en el Text Field de la URL 
btnAtrasActionPerformed Evento del botón Atrás. 
btnAdelanteActionPerformed Evento del botón Adelante. 
btnActualizarActionPerformed Evento del botón Actualizar. 
btnPararActionPerformed Evento del botón Parar. 
mnSilenciarActionPerformed Evento del ítem Silenciar. 
mnNuevaPestanaActionPerformed Evento del ítem NuevaPestana. 
mnSalirActionPerformed Evento del ítem Salir. 
mnActivaReconocedorActionPerformed Evento del ítem Activa 
Reconocedor. 
mnDesactivaReconocedorActionPerformed Evento del ítem Desactiva 
Reconocedor. 
mnAyudaActionPerformed Evento del ítem Ayuda. 
mnMostrarFavoritosActionPerformed Evento del ítem Mostrar Favoritos. 
mnAcercaActionPerformed Evento del ítem Acerca. 
Fuente: El Autor 
   
Diagrama 43: Clases: Clase DlgAcerca 
 
Fuente: El Autor 
 
Tabla 25: Clase DlgAcerca 
Clase DlgAcerca 
Descripción Diálogo que muestra información del autor y licencia del 
aplicativo. 
Atributos 
Nombre Tipo Descripción 
papa Jnavegador Padre de la instancia. 
lbVersion JLabel Versión actual del aplicativo. 
lbAutor JLabel Autor de la aplicación. 
lbLogo JLabel Logo del aplicativo. 
taArea JTextArea Área de texto usado para la información de la 
licencia. 
Métodos 
Nombre Propósito 
DlgAcerca Constructor de la clase. 
initComponents Inicializa todos los componentes visuales. 
cargaData() Carga la información en los elementos visuales. 
Fuente: El Autor 
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Diagrama 44: Clases: Clase DlgAyuda 
 
Fuente: El Autor 
 
Tabla 26: Clase DlgAyuda 
Clase DlgAyuda 
Descripción Diálogo que muestra la ayuda del sistema. 
Atributos 
Nombre Tipo Descripción 
papa Jnavegador Padre de la instancia. 
tbFavoritos JTable Información acerca del comando Favoritos. 
tbIr JTable Información acerca del comando Ir. 
tbNavo JTable Información acerca del comando Navo. 
tbVinculos JTable Información acerca del comando Vínculos. 
Métodos 
Nombre Propósito 
DlgAyuda Constructor de la clase. 
initComponents Inicializa todos los componentes visuales. 
cargaData() Carga la información en los elementos visuales. 
Fuente: El Autor 
 
 
Diagrama 45: Clases: Clase DlgConsulta 
 
Fuente: El Autor 
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Tabla 27: Clase DlgConsulta 
Clase DlgConsulta 
Descripción Diálogo que permite realizar una búsqueda en google. 
Atributos 
Nombre Tipo Descripción 
papa Jnavegador Padre de la instancia 
lbTexto JLabel Label consulta. 
txBusqueda JTextField Text Field para ingresar la búsqueda. 
Métodos 
Nombre Propósito 
DlgAyuda Constructor de la clase. 
initComponents Inicializa todos los componentes visuales. 
txBusquedaActionPerformed Evento de txBusqueda, realiza la búsqueda en 
google. 
Fuente: El Autor 
 
Diagrama 46: Clases: Clase DlgFavoritos 
 
Fuente: El Autor 
 
Tabla 28: Clase DlgFavoritos 
Clase DlgFavoritos 
Descripción Diálogo que muestra los favoritos. 
Atributos 
Nombre Tipo Descripción 
papa Jnavegador Padre de la instancia. 
tbFavoritos JTable Tabla donde se muestra las páginas 
agregadas a favoritos. 
Métodos 
Nombre Propósito 
DlgFavoritos Constructor de la clase. 
initComponents Inicializa todos los componentes visuales. 
cargaDatos Carga la información en los elementos visuales. 
tbFavoritosPropertyChange Guarda los cambios producidos sobre la tabla. 
Fuente: El Autor 
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6.6.6 Paquete com.reconocedor.voz 
 
NOMBRE: com.reconocedor.voz. 
PROPÓSITO: Almacena las clases del reconocimiento de voz. 
 
Diagrama 47: Clases: Clase MotorReconocedor 
 
Fuente: El Autor 
 
Tabla 29: Clase MotorReconocedor 
Clase MotorReconocedor 
Descripción Clase del motor reconocedor del aplicativo. 
Atributos 
Nombre Tipo Descripción 
reconocedor Recognizer Objeto reconocedor. 
vr ValidacionesReconocedor Listener de resultados. 
Métodos 
Nombre Propósito 
MotorReconocedor Constructor de la clase. 
Fuente: El Autor 
 
Diagrama 48: Clases: Clase ValidacionesReconocedor 
 
Fuente: El Autor 
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Tabla 30: Clase ValidacionesReconocedor 
Clase ValidacionesReconocedor 
Descripción Clase del motor reconocedor del aplicativo. 
Atributos 
Nombre Tipo Descripción 
reconocedor Recognizer Objeto reconocedor. 
gst String Cadena para concatenar los resultados. 
padre Jnavegador Padre de la instancia. 
detenerSintesis boolean True, para detener la síntesis. 
hilo Sintetizar Hilo que realiza síntesis. 
Métodos 
Nombre Propósito 
ValidacionesReconocedor Constructor de la clase. 
resultAccepted Método del listener. 
comandoFavorito Método para ejecutar los comandos de favoritos. 
comandoNavo Método para ejecutar los comandos de Navo. 
comandoIr Método para ejecutar los comandos de Ir. 
comandoVinculos Método para ejecutar los comandos de Vínculos. 
obtenerNumero Método para obtener el número del vínculo 
solicitado. 
obtenerURLVinculos Obtiene el vínculo indicado. 
format Le da formato a una cadena de caracteres. 
Fuente: El Autor 
 
6.6.7 Paquete com.recursos.utiles 
 
NOMBRE: com.recursos.utiles. 
PROPÓSITO: Almacena clases utilitarias usadas dentro de la aplicación. 
 
Diagrama 49: Clases: Clase Archivo 
 
Fuente: El Autor 
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Tabla 31: Clase Archivo 
Clase Archivo 
Descripción Clase que permite crear archivos de texto. 
Atributos 
Nombre Tipo Descripción 
sFichero String Nombre del Archivo. 
fichero File Archivo. 
escritor BufferedWriter Objeto que realiza la escritura en el archivo. 
Métodos 
Nombre Propósito 
Archivo Constructor de la clase. 
abrirArchivo Abre el archivo. 
abrirEscritor Abre el escritor sobre el archivo. 
escribirArchivo Realiza escritura sobre el archivo. 
cerrarArchivo Cierra el archivo. 
Fuente: El Autor 
 
Diagrama 50: Clases: Clase LetrasNum 
 
Fuente: El Autor 
 
Tabla 32: Clase LetrasNum 
Clase LetrasNum 
Descripción Clase que permite obtener un entero a partir de una cadena 
de texto. 
Atributos 
Nombre Tipo Descripción 
digitos String Los dígitos son los números: 0-9. 
decenasDig String Las decenas son los  números: 11-19. 
decenas String Las decenas son los números: 10,20 -90. 
Métodos 
Nombre Propósito 
obtieneNumerosString Obtiene un entero a partir de una cadena. 
Fuente: El Autor 
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6.6.8 Paquete com.sintetizador.voz 
 
NOMBRE: com.sintetizador.voz. 
PROPÓSITO: Almacena las clases del sintetizador de voz. 
 
Diagrama 51: Clases: Clase MotorSintetizador 
 
Fuente: El Autor 
 
Tabla 33: Clase MotorSintetizador 
Clase MotorSintetizador 
Descripción Clase del motor reconocedor del aplicativo. 
Atributos 
Nombre Tipo Descripción 
sintetizadorDesc SynthesizerModeDesc Objeto Sintetizador. 
sintetizador Synthesizer Objeto de referencia al sintetizador. 
voz Voice Voz usada para la síntesis. 
Métodos 
Nombre Propósito 
leer Leer en voz alta la cadena ingresada. 
Fuente: El Autor 
 
Diagrama 52: Clases: Clase Sintetizar 
 
Fuente: El Autor 
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Tabla 34: Clase Sintetizar 
Clase Sintetizar 
Descripción Esta clase en especial hereda de thread. Es utilizada para 
sintetizar información. 
Atributos 
Nombre Tipo Descripción 
detenerSintesis Boolean True, para detener la síntesis. 
reconocedor Recognizer Reconocedor del sistema. 
padre Jnavegador Padre de la instancia. 
Métodos 
Nombre Propósito 
Sintetizar Constructor de la clase. 
Fuente: El Autor 
 
A continuación existe una serie de clases que heredan de sintetizar, son 
exactamente iguales, lo que cambia es su programación sobre el método run. 
Por lo tanto se decidió solo mostrar una de ellas. 
Las clases que heredan de Sintetizar son: 
 SintetizarFavoritos 
 SintetizarAyuda 
 SintetizarTitulo 
 SintetizarVinculos 
 
Diagrama 53: Clases: Clase SintetizarFavoritos 
 
Fuente: El Autor 
 
Tabla 35: Clase SintetizarFavoritos 
Clase SintetizarFavoritos 
Descripción Esta clase utiliza para sintetizar información almacenada 
en favoritos. 
Métodos 
Nombre Propósito 
SintetizarFavoritos Constructor de la clase. 
Run Método de ejecución del hilo. 
Fuente: El Autor 
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6.7 GRAMÁTICA DEL RECONOCEDOR 
 
Como se había mencionado anteriormente, el diseño de una gramática simple 
pero potente, puede disminuir los errores de reconocimiento en el motor de 
reconocimiento, por lo tanto es importante mostrar la gramática diseñada. 
La gramática utilizada por la tecnología seleccionada JSAPI, es JSGF o Java 
Speech Grammar Format, es una especificación independiente de la 
plataforma para el uso del reconocimiento de voz, para determinar que debe 
escuchar y así determinar qué es lo que el usuario dijo. 
A continuación se presenta la gramática diseñada para la aplicación: 
 
 
#JSGF V1.0; 
grammar com.jnavo.gramaticaJnavo; 
/**/ 
public <gramaticaJnavo> =[<programa><comando>][<prfavorito><favorito>] 
    [<prfavoritoComando><paginas>][<vinculos><numeroVin>]; 
/*Comandos la navegador*/ 
<programa>=NAVO {NAVO}; 
<comando>= ATRAS {ATRAS}| ADELANTE {ADELANTE}| SALIR {SALIR} | DETENER {DETENER} | 
ACTUALIZAR {ACTUALIZAR} | VINCULOS {VINCULOS}| NUEVA PESTANA {NUEVAP} |    
CERRAR PESTANA {CERRARP} | CONSULTA {CONSULTA} | AYUDA {AYUDA}| TITULO 
{TITULO}; 
 
/*Comandos Favorito*/ 
<prfavorito>=FAVORITOS {FAVORITOS}; 
<favorito>= AGREGAR {AGREGAR}| ELIMINAR {ELIMINAR}| MOSTRAR {MOSTRAR}| LEER {LEER}; 
 
<prfavoritoComando>=IR; 
/*Las paginas se generan según los favoritos que se tengan agregados en el momento*/ 
<paginas>= GOOGLE {1} | UTP {2}| HOTMAIL {3}; 
                   
/*Vinculos*/               
<vinculos>= VINCULO {VINCULO}; 
<numeroVin>= <numeros>; 
 
<digitos> = ZERO {0} | UNO {1} |  DOS {2} | TRES {3} | CUATRO {4} | CINCO {5} | 
     SEIS {6} |SIETE {7} | OCHO {8} | NUEVE {9}; 
                 
<decenasdig> = ONCE {11} | DOCE {12} | TRECE {13} | CATORCE {14} | QUINCE {15} | 
               DIECISEIS {16} | DIECISIETE {17} | DIECIOCHO {18} |  DIECINUEVE {19}; 
                       
<decenas> = DIEZ {10} | VEINTE {20} | TREINTA {30} | CUARENTA {40} | CINCUENTA {50} 
   |SESENTA {60} | SETENTA {70} | OCHENTA {20} | NOVENTA {90}; 
                   
<numeros> = <digitos> | <decenasdig> | <decenas> [<digitos>]; 
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6.8 HERRAMIENTAS SELECCIONADAS 
 
6.8.1 Lenguaje 
 
Durante el marco teórico se identificaron  varias tecnologías de reconocimiento 
y síntesis de voz, cada una ligada a lenguajes de programación. 
 
Tabla 36: Comparación: Lenguajes de Programación 
Items/Lenguajes JAVA C++ VISUAL BASIC ASP/APS.NET 
Conocimiento 8 4 0 0 
Utilización de IDES 8 3 0 0 
Total 16 7 0 0 
Fuente: El Autor 
 
El lenguaje de programación seleccionado es Java, como se ve en la tabla 
anterior, el autor no posee conocimientos sobre los otros lenguajes, por lo 
tanto, al seleccionar Java se de utilizar para el reconocimiento y  síntesis de 
voz a JSAPI. 
 
El JSAPI o  Java Speech API, nace como respuesta de Oracle, para otorgar 
más funcionalidades a su lenguaje de programación. Éste define una estructura 
de lo que debería ser un motor de reconocimiento y sintetizador de voz, 
obviamente para el desarrollo de un aplicativo se  debe utilizar el lenguaje de 
programación Java. 
 
6.8.2 Netbeans 
 
NetBeans es un entorno de desarrollo (IDE29),  una herramienta para que los 
programadores puedan escribir, compilar, depurar y ejecutar programas. Se 
realizó principalmente para el lenguaje de programación Java, pero puede 
servir para cualquier otro lenguaje de programación. Existe además un número 
importante de módulos para extender las funcionalidades de NetBeans. 
NetBeans IDE es un producto libre y gratuito sin restricciones de uso.30 
 
6.8.3 JSAPI 
 
JSAPI solo es una estructura de clases abstractas e interfaces que necesitan 
ser implementadas por terceros. Oracle presenta una lista de 
implementaciones disponibles para que los desarrollares utilicen sus API‟s. A 
continuación se listan algunas de ellas:  
 
                                            
29
 IDE. Software compuesto por un conjunto de herramientas de programación, que puede exclusivo a un 
solo lenguaje de programación o bien, puede utilizarse con varios. 
30
 NetBeans (en línea).  Disponible en http://netbeans.org/. 
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 FreeTTS31: Es un sintetizador de voz open-source escrito 
completamente en java. 
 The Cloud Garden32: Implementación que trabaja con cualquier motor 
de habla basado en la API de Microsoft Speech. 
 Conversa WEB 3.033: Producto que provee un conjunto de facilidades 
para la navegación por voz en la web mediante el reconocimiento y 
síntesis de voz. 
 Festival34: Sistema de síntesis de voz multi-idioma desarrollado por el 
centro para la investigación en tecnología del habla de la universidad de 
Edinburgh. 
 Elan Speech Cube35: Es un componente de software para sistemas 
TTS multi-idioma, multicanal y multiplataforma. 
 
Tabla 37: Comparación: Implementación de JSAPI 
 Idioma Sintetizador Reconocedor Licencia 
FreeTTS Inglés SI NO Gratis 
The Cloud 
Garden 
Inglés, 
Español 
SI SI Gratis para 
uso no 
comercial 
Festival Inglés, 
Español 
SI NO Gratis 
Elan Speech 
Cube 
Inglés, 
Español 
SI NO De pago 
Fuente: El Autor 
 
La implementación seleccionada es la The Cloud Garden, ya que incluye el 
sintetizador y  reconocedor de voz, su SDK llamado TalkingJava SDK  tiene 
soporte para varios idiomas, incluido el  Español. Su licencia con fines 
comerciales es de $500 dólares, con esta se puede distribuir 1000 librerías de 
ejecución junto a la aplicación principal. 
 
6.8.4 Navegador Web en Java 
 
Para renderizar e interpretar código HTML dentro de una aplicación Java, el 
JDK36 presenta el componente JEditorPane, además de este, se exploraron 
otras opciones por fuera del core del JDK.  
 
 
 
                                            
31
 FreeTTS (en línea). Disponible en http://freetts.sourceforge.net/docs/index.php. 
32
 The Cloud Garden (en línea). Disponible en http://www.cloudgarden.com/. 
33
 Conversa WEB (en línea). Disponible en http://www.conversa.com/. 
34
 Festival (en línea). Disponible en http://www.cstr.ed.ac.uk/projects/festival/. 
35
 Elan Speech Cube (en línea). Disponible en http://www.softscout.com/software/Graphics-Images-and-
Multimedia/Text-to-Speech-Players/SPEECH-CUBE.html. 
36
 JDK (Java Development Kit). Es un software que provee herramientas de desarrollo para la creación de 
programas en java. 
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6.8.4.1 Componente JEditorPane 
 
Figura 4: Visualización de una página web con JEditorPane 
 
Fuente: El Autor 
Es un  componente de texto para editar o visualizar varios tipos de contenido 
como text/plain, que es texto sin formato, el kit utilizado para su renderización 
en este caso es el DefaultEditorKit que produce una vista de texto sin formato. 
El text/html representa a una página web y utiliza  el HTMLEditorKit para su 
interpretación y renderizado. 
Como se puede ver en la imagen superior, el JEditorPane pierde eficacia 
cuando se encuentra en páginas con mucho contenido en JavaScritp o CSS 
muy complejos.  
 
6.8.4.2 LOBO: Java Web Browser 
 
Figura 5: Visualización de una página web con LOBO 
 
Fuente: el Autor 
 
Lobo37  es un navegador web de código abierto que está escrito 
completamente en java. El proyecto al parecer se encuentra abandonado y de 
igual manera presenta problemas con la renderización de páginas web con alto 
contenido en JavaScript y CSS muy complejos. 
 
 
 
 
                                            
37
 LOBO (en línea). Disponible en  http://lobobrowser.org/java-browser.jsp. 
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6.8.4.3  JREX: The Java Browser Component 
 
Figura 6: Visualización de una página web con JREX 
 
Fuente: El Autor 
 
JREX38 es un componente de java con un conjunto de API que permite 
incrustar el navegador Mozilla Firefox dentro de una aplicación Java. El objetivo 
es proporcionar unas interfaces de java para la incorporación de Mozilla. 
Aunque en la imagen anterior la página web se ve bien, se probó con otras 
páginas como facebook o gmail, donde se podía observar problemas con la 
renderización. 
 
6.8.4.4 JxBrowser 
 
Figura 7: Visualización de una página web con JxBrowser 
 
Fuente: El Autor 
 
JxBrowser39 le da la posibilidad de integrar un componente web  en una 
aplicación Swing basada en Java. JxBrowser se basa en la integración de 
navegadores web como Internet Explorer y Mozilla en Windows, Safari en Mac 
OS, y Mozilla en Linux. 
 
 
                                            
38
 JRex (en línea). Disponible en http://jrex.mozdev.org/docs.html. 
39
 JxBrowser (en línea). Disponible en http://www.teamdev.com/store/jxbrowser/. 
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6.8.4.5 The Dj Project 
 
Figura 8: Visualización de una página web con Dj Project 
 
Fuente: El Autor 
 
El Dj Project40 es un conjunto de herramientas y librerías para mejorar la 
experiencia del usuario en aplicaciones de java de escritorio. 
La librería NativeSwing permite integrar algunos nuevos componentes Swing, 
y proporciona algunas utilidades para completar el API de Swing. Se compone 
de una colección de componentes entre los que se encuentra un navegador 
web, reproductor flash, editor HTML, entre otros. 
 
6.8.4.6 JDesktop Integration Components (JDIC) 
 
Figura 9: Visualización de una pagina web con JDIC 
 
Fuente: El Autor 
 
JDIC41 permite aplicaciones escritas en Java, integrar a la perfección 
aplicaciones nativas sin sacrificar la portabilidad. 
JDIC se divide en varios componentes entre los que se destaca el Browser, 
que permite incorporar un navegador web nativo  (Internet Explorer o Mozilla) 
en un Canvas SWING o AWT. 
 
 
                                            
40
 Dj Project (en línea). Disponible en http://djproject.sourceforge.net/main/index.html. 
41
 JDIC (en línea). Disponible en http://javadesktop.org/articles/jdic/index.html 
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6.8.4.7  Conclusión 
 
Tabla 38: Comparación: Componentes Web Browser 
 CSS JAVASCRIPT ESTABILIDAD LICENCIA 
JEDITORPANE 1 1 4 Gratis 
LOBO  4 4 5 Gratis 
JREX 5 5 5 Gratis 
JXBROWSER 7 7 8 De Pago 
DJ PROJECT 7 7 6 Gratis 
JDIC 7 7 7 Gratis 
Fuente: El Autor 
 
Se realizaron pruebas navegando a diferentes sitios web, buscando alto 
contenido en JavaScript y CSS complejo, para calificar las opciones 
anteriores. 
Cabe resaltar que el JxBrowser dio resultados estupendos pero no tiene 
versión gratuita por lo que se seleccionó  a JDIC con su componente Browser. 
 
6.8.5 Jericho Html Parser 
 
Jericho HTML Parser es una librería  de Java que permite análisis y 
manipulación de partes de un documento HTML, incluyendo las etiquetas del 
lado del servidor.42 
 
La librería es de código abierto, es distribuida bajo la licencia  EPL (Eclipse 
Public License43) y LGPL (Lesser General Public License). Así que está libre 
para el uso en aplicaciones que sean comerciales que se encuentren sujeta a 
las condiciones de las licencias. 
 
6.8.6 DB Sqlite 
 
SQLite es una librería programada en lenguaje C que implementa un motor de 
bases de datos relacional multiplataforma que no necesita instalación o 
configuración.  El conjunto de objetos de bases de datos (definiciones, tablas, 
índices, datos, trigger) son guardados como un solo archivo estándar en la 
maquina host. Este diseño simple se logra bloqueando todo el archivo en el 
inicio de cada transacción.44 
 
Esta librería se distribuye bajo licencia de dominio público,  es rápida y su 
ventaja fundamental es que permite utilizar  un amplio subconjunto del lenguaje 
estándar SQL. 
 
                                            
42
 JERICHO HTML PARSER (en línea). Disponible en  http://jericho.htmlparser.net/docs/index.html. 
43
 EPL (Eclipse Public License). http://www.eclipse.org/legal/epl-v10.html. 
44
 SQLite (en línea). Disponible en http://www.sqlite.org/. 
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6.8.7 Voz  Real Speak  Isabel 
 
La voz seleccionada para este proyecto, es la voz Isabel de real Speak 45, esta 
voz es gratuita pero  de baja calidad grabada a 16 khz;  si el usuario desea 
adquirir una voz comercial de alta calidad, el aplicativo no tiene ningúna 
limitación para ello. 
 
6.9 ARQUITECTURA 
 
6.9.1 Estructura de JNAVO 
 
La estructura del aplicativo está conformada por las siguientes capas: 
 
Diagrama 54: Arquitectura de JNAVO 
 
Fuente: EL Autor 
 
 Aplicaciones Nativas: Son aplicaciones nativas del sistema operativo. 
Estas aplicaciones se instalan como cualquier otra aplicación en el 
sistema operativo y son desarrolladas en un lenguaje de programación 
compatible con el sistema operativo. 
 Capa Wrapper o Envoltorio: Una capa que permite el acceso a 
aplicaciones nativas a través de controles definidos, permitiendo el uso 
de estas en aplicaciones externas. 
 Capa Presentación: En esta capa se entrega la información al usuario, 
a través de Frames que se ejecutan en el sistema operativo del usuario. 
Estos Frames no tiene lógica del negocio, pero si contienen lógica de 
presentación.  
 Capa de Lógica: Esta capa contiene toda la lógica del negocio. Es la 
que se encarga de determinar que se debe hacer con los comandos 
reconocidos además de  procesar la información de acuerdo a los 
llamados  a la capa de acceso. 
 Capa de Acceso a Datos: Como su nombre lo indica, en esta capa se 
gestiona todo lo concerniente al acceso a los datos. Para acceder a 
estos se deben crear unos objetos especiales llamados DAO‟s (Data 
Access Object). 
                                            
45
 Voz Isabela (en línea). Disponible en http://www.cross-plus-a.com/balabolka.htm. 
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 Capa Transversal: Además de las capas anteriores, existen unos 
objetos llamados DTO‟s (Data Transfer Object). Estos objetos son 
simples clases planas de java o por sus siglas en ingles POJO‟s, las 
cuales encapsulan la información de un objeto para ser transportada por 
las diferentes capas de la aplicación.  
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7 IMPLEMENTACIÓN 
 
7.1 INTERFAZ 
 
La interfaz es el medio por el cual el usuario puede comunicarse con un 
sistema mediante la transmisión de datos, órdenes e información. En esta 
sección, se mostrará y se describirán algunas capturas de pantalla del 
aplicativo en donde se podrá apreciar su estructura general, las funcionalidades 
y las opciones disponibles para el usuario.  
 
7.1.1 Logo del Aplicativo 
 
Figura 10: Logo del Aplicativo 
 
Fuente: El Autor 
 
El logo de JNAVO trata de representar una nueva alternativa de acceso a la 
web a las personas que se les dificulte dicho acceso. 
 
7.1.2 Interfaz Principal 
 
Figura 11: Interfaz Principal 
 
Fuente: El Autor 
 
La imagen superior muestra la interfaz principal del aplicativo. JNAVO tiene el 
estilo básico de los navegadores web con los botones de control de atrás, 
adelante, detener o actualizar y una barra de direcciones para ingresar una url. 
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7.1.3 Interfaz de la Consola 
 
Figura 12: Interfaz de la Consola 
 
Fuente: El Autor 
 
La consola es una forma de depurar los comandos de voz dados a JNAVO, en 
la barra de tareas se abrirán dos ventanas del aplicativo, una de ella es la 
consola donde se muestra la información que  el sistema ha procesado y la otra 
es la interfaz gráfica del aplicativo. 
 
Figura 13: Interfaz Barra de Inicio 
 
Fuente: El Autor 
 
7.1.4 Interfaz del Menú 
 
Figura 14: Interfaz del Menú 
 
Fuente: El Autor 
 
JNAVO está dotado de botones de un tamaño considerablemente grande en 
comparación con los de los navegadores web actuales, se diseñaron de esta 
manera para facilitar su uso por parte de las personas con problemas de visión. 
 
94 
 
7.1.5 Interfaz del Diálogo Consulta 
 
Figura 15: Interfaz del Diálogo Consulta 
 
Fuente: El Autor 
 
Esta interfaz le permite al usuario realizar búsquedas directamente en google. 
 
7.1.6 Interfaz del Diálogo Ayuda 
 
Figura 16: Interfaz Diálogo Ayuda 
 
Fuente: El Autor 
 
El diálogo ayuda muestra al usuario los comandos que son aceptados por el 
sistema reconocedor de Jnavo. 
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7.1.7 Interfaz del Diálogo Acerca 
 
Figura 17: Interfaz del Diálogo Acerca 
 
Fuente: El Autor 
 
En este diálogo se presenta la versión del aplicativo, el autor y la licencia del 
mismo. 
 
7.1.8 Interfaz del Diálogo Favoritos 
 
Figura 18: Interfaz del Diálogo Favoritos 
 
Fuente: El Autor 
 
Interfaz que muestra las páginas que se tienen agregadas en favoritos, también 
permite la modificación de cada una de ellas. 
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7.2 CÓDIGO FUENTE: CLASES MÁS IMPORTANTES 
 
En esta sección  se encuentra el código fuente del desarrollo de algunos 
componentes del aplicativo basado en las etapas previas de análisis y diseño 
del sistema. 
 
7.2.1 Clase Jnavo 
 
Es la encargada de inicializar los diferentes objetos que componen la 
aplicación, su primer paso es la inicialización de la gramática, la interfaz 
principal, leer el mensaje de bienvenida y activar el motor reconocimiento. 
 
Código Fuente 1: Clase Jnavo 
package com.jnavo; 
 
import com.navegador.web.Jnavegador; 
import com.reconocedor.voz.MotorReconocedor; 
import com.sintetizador.voz.MotorSintetizador; 
import java.util.logging.Level; 
import java.util.logging.Logger; 
import javax.swing.JOptionPane; 
 
/** 
 * La clase principal del sistema, incializa la GUI y el reconocedor de voz. 
 * @author Juan David Abril 
 * @version 1.0, 18/01/2011 
 */ 
public class Jnavo { 
 
    private Jnavegador nav; 
    public MotorReconocedor motorReconocedor; 
    private Gramatica escribeGramatica; 
 
    /** 
     * Constructor de la clase Jnavo, inicializa los objetos utilizados. 
     */ 
    public Jnavo() { 
        try { 
            this.escribeGramatica = new Gramatica(CMD.RUTAARCHIVO); 
            this.escribeGramatica.escribeGramatica(); 
            this.nav = new Jnavegador(this); 
            this.nav.setSize(800, 600); 
            this.nav.setVisible(true); 
            MotorSintetizador.leer("Bienvenido a J navo"); 
            MotorSintetizador.leer("Espere 2 segundos por favor"); 
            Thread.sleep(1000); 
            this.motorReconocedor = new MotorReconocedor(nav); 
            System.out.println("Incializado"); 
        } catch (InterruptedException ex) { 
            Logger.getLogger(Jnavo.class.getName()).log(Level.SEVERE, null, ex); 
        } 
 
    } 
 
    /** 
     * Metodo Main del aplicativo. 
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     * @param args 
     */ 
    public static void main(String[] args) { 
        try { 
            Jnavo navo = new Jnavo(); 
        } catch (Exception e) { 
            JOptionPane.showMessageDialog(null, "Excepcion Reconocedor--" + 
e.getMessage() + e.toString()); 
        } 
 
    } 
 
    /** 
     * Metodo que se utiliza para mostrar mensajes de error al usuario 
     * @param mensaje Mensaje que se quiere mostrar por el dialogo 
     */ 
    public static void mensaje(String mensaje) { 
        System.out.println(mensaje); 
        JOptionPane.showMessageDialog(null, mensaje, "Error JNAVO - Por favor 
Reinicie el Aplicativo", JOptionPane.PLAIN_MESSAGE, null); 
    } 
} 
 
 
7.2.2 Clase Jnavegador 
 
Como se vió en la arquitectura de JNAVO, existen unas clases llamadas  
Wrapper que facilitan la inclusión de aplicaciones nativas dentro de la 
aplicación. La clase Jnavegador es la encargada de la comunicación con el 
navegador Internet Explorer para la interpretación y renderizado HTML de las 
páginas web, además de contener los controles principales de un navegador. 
 
Código Fuente 2: Clase Jnavegador 
package com.navegador.web; 
 
import com.jnavo.CMD; 
import com.jnavo.Jnavo; 
import java.awt.Toolkit; 
import javax.swing.ImageIcon; 
import javax.swing.JOptionPane; 
import javax.swing.SwingUtilities; 
import org.jdic.web.event.BrComponentEvent; 
import org.jdic.web.event.BrComponentListener; 
 
/** 
 *  Clase encargada de la GUI y de ejecutar los comandos 
 * @author Juan David Abril 
 * @version 1.0, 18/01/2011 
 */ 
public class Jnavegador extends javax.swing.JFrame implements BrComponentListener { 
 
    private org.jdic.web.BrTabbed navegadorWeb; 
    private String viejoParametros = ""; 
    private org.jdesktop.beansbinding.BindingGroup bindingGroup; 
    private Jnavo papa; 
 
    /** 
     * Constructor de la clase, incializa los componentes 
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     * @param papa  Padre al que pertence 
     */ 
    public Jnavegador(Jnavo papa) { 
        this.papa = papa; 
        org.jdic.web.BrComponent.DESIGN_MODE = false; 
        initComponents(); 
        this.setIconImage(new 
ImageIcon(getClass().getResource("/com/recursos/img/jnavoPNG.png")).getImage()); 
 
        bindingGroup = new org.jdesktop.beansbinding.BindingGroup(); 
        navegadorWeb = new org.jdic.web.BrTabbed(); 
 
        org.jdesktop.beansbinding.Binding binding = 
org.jdesktop.beansbinding.Bindings.createAutoBinding(org.jdesktop.beansbinding.AutoBi
nding.UpdateStrategy.READ, navegadorWeb, 
                org.jdesktop.beansbinding.ELProperty.create("${windowTitle}"), this, 
                org.jdesktop.beansbinding.BeanProperty.create("title")); 
        // binding.setSourceNullValue("http://www.google.com.co"); 
        bindingGroup.addBinding(binding); 
        navegadorWeb.setURL("http://www.google.com.co"); 
        navegadorWeb.addPropertyChangeListener(new 
java.beans.PropertyChangeListener() { 
 
            public void propertyChange(java.beans.PropertyChangeEvent evt) { 
                brMainPropertyChange(evt); 
            } 
        }); 
        contenedor.add(navegadorWeb); 
 
        //boton btnAtras 
        binding = 
org.jdesktop.beansbinding.Bindings.createAutoBinding(org.jdesktop.beansbinding.AutoBi
nding.UpdateStrategy.READ_WRITE, navegadorWeb, 
org.jdesktop.beansbinding.ELProperty.create("${goBackEnable}"), btnAtras, 
org.jdesktop.beansbinding.BeanProperty.create("enabled")); 
        bindingGroup.addBinding(binding); 
        //boton btnAdelante 
        binding = 
org.jdesktop.beansbinding.Bindings.createAutoBinding(org.jdesktop.beansbinding.AutoBi
nding.UpdateStrategy.READ_WRITE, navegadorWeb, 
org.jdesktop.beansbinding.ELProperty.create("${goForwardEnable}"), btnAdelante, 
org.jdesktop.beansbinding.BeanProperty.create("enabled")); 
        bindingGroup.addBinding(binding); 
        bindingGroup.bind(); 
 
    } 
 
    /** 
     * Metodo que se ejecuta para actulizar la barra de progreso 
     * @param evt Evento que actualiza la barra de progreso 
     */ 
    private void brMainPropertyChange(java.beans.PropertyChangeEvent evt) { 
        String stPN = evt.getPropertyName(); 
        if (stPN.equals("securityIcon") 
                || stPN.equals("navigatedURL") 
                || stPN.equals("progressBar")) { 
            String stNV = (String) evt.getNewValue(); 
            if (null == stNV) { 
                stNV = ""; 
            } 
            String st[] = stNV.split(","); 
            if (stPN.equals("navigatedURL")) { 
                txCarga.setText(st[0]); 
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                if (st[0].startsWith("about")) { 
                    txDireccion.setText("http://www.google.com.co"); 
                } else { 
                    txDireccion.setText(st[0]); 
                    txDireccion.setCaretPosition(0); 
                } 
                viejoParametros = ""; 
            } else if (stPN.equals("progressBar")) { 
                int iMax = Integer.parseInt(st[0]), 
                        iPos = Integer.parseInt(st[1]); 
                if (0 == iMax) { 
                    pCarga.setVisible(false); 
 
 
                } else { 
                    pCarga.setMaximum(iMax); 
                    pCarga.setValue(iPos); 
                    pCarga.setVisible(true); 
                } 
            } else if (stPN.equals("securityIcon")) { 
                //bnLocker.setVisible(!stNV.equals("0")); 
            } 
        } 
    } 
 
    /** 
     * Obtiene el titulo de la pagina actual 
     * @return el titulo de la pagina actual 
     */ 
    public String getTitulo() { 
        return navegadorWeb.getWindowTitle(); 
    } 
 
    /** 
     * Obtiene el titulo de la pagina actual 
     * @return el titulo de la pagina actual 
     */ 
    public String getDireccionURL() { 
           return navegadorWeb.getURL(); 
    } 
 
 
    /** 
     * Obtiene el codigo HTML de la pagina actual 
     * @return el codigo HTML de la pagina actual 
     */ 
    public String getHTML() { 
        return navegadorWeb.getHTML(); 
    } 
 
    /** 
     * Ingresa una nueva URL al navegador 
     * @param url Dirrecion la URL nueva 
     */ 
    public void setDireccion(String url) { 
        txDireccion.setText(url); 
        navegadorWeb.setURL(url); 
    } 
 
    /** 
     * Ejecuta una accion en el navegador 
     * @param accion Accion a ejecutar 
     */ 
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    public void controlNavegador(String accion) { 
        if (accion.equals(CMD.ATRAS)) { 
            navegadorWeb.back(); 
        } else if (accion.equals(CMD.ADELANTE)) { 
            navegadorWeb.forward(); 
        } else if (accion.equals(CMD.SALIR)) { 
            System.exit(0); 
        } else if (accion.equals(CMD.DETENER)) { 
            navegadorWeb.stop(); 
        } else if (accion.equals(CMD.ACTUALIZAR)) { 
            navegadorWeb.refresh(); 
        } else if (accion.equals(CMD.NUEVAP)) { 
            navegadorWeb.openInNewBrowserPanel(null); 
        } else if (accion.equals(CMD.CERRARP)) { 
            navegadorWeb.closeCurrentPage(); 
        } else if (accion.equals(CMD.CONSULTA)) { 
            DlgConsulta dlgConsulta = new DlgConsulta(this, true); 
            dlgConsulta.setVisible(true); 
        } 
    } 
 
    /** 
     * Metodo que se ejecuta cuando algun script itenta 
     * cerrar la ventana 
     * @param isChildWindow 
     */ 
    public void onClosingWindowByScript(boolean isChildWindow) { 
        if (!isChildWindow && JOptionPane.YES_OPTION == 
JOptionPane.showConfirmDialog( 
                this, 
                "La pgina que esta visualizando esta trantando de cerrar la ventana 
\n" 
                + "Â¿desea cerrar la ventana?", 
                "Warning", 
                JOptionPane.YES_NO_OPTION, 
                JOptionPane.QUESTION_MESSAGE)) { 
            navegadorWeb.closeCurrentPage(); 
        } 
    } 
 
    public String sync(BrComponentEvent e) { 
        switch (e.getID()) { 
            case BrComponentEvent.DISPID_WINDOWCLOSING: 
                String stValue = e.getValue(); 
                if (null != stValue) { 
                    //OLE boolean: -1 - true, 0 - false; params:(bCancel, 
bIsChildWindow) 
                    final boolean isChildWindow = (0 != 
Integer.valueOf(stValue.split(",")[1])); 
                    SwingUtilities.invokeLater(new Runnable() { 
 
                        public void run() { 
                            onClosingWindowByScript(isChildWindow); 
                        } 
                    }); 
                } 
                break; 
        } 
        return null; 
    } 
 
    /** 
     * Abre en una nueva pestaÃ±a una pagina 
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     * @param url que se desea abrir 
     */ 
    public void irNuevaPestana(String url) { 
        navegadorWeb.openInNewBrowserPanel(url); 
    } 
 
    /** 
     * @return the papa 
     */ 
    public Jnavo getPapa() { 
        return papa; 
    } 
 
    /** 
     * @param papa the papa to set 
     */ 
    public void setPapa(Jnavo papa) { 
        this.papa = papa; 
    } 
 
    @SuppressWarnings("unchecked") 
    // <editor-fold defaultstate="collapsed" desc="Generated Code">//GEN-
BEGIN:initComponents 
    private void initComponents() { 
 
        jpTool = new javax.swing.JPanel(); 
        btnAtras = new javax.swing.JButton(); 
        btnAdelante = new javax.swing.JButton(); 
        btnParar = new javax.swing.JButton(); 
        btnActualzar = new javax.swing.JButton(); 
        jpURL = new javax.swing.JPanel(); 
        lbUrl = new javax.swing.JLabel(); 
        txDireccion = new javax.swing.JTextField(); 
        jpFooter = new javax.swing.JPanel(); 
        txCarga = new javax.swing.JTextField(); 
        pCarga = new javax.swing.JProgressBar(); 
        contenedor = new javax.swing.JPanel(); 
        jMenuBar1 = new javax.swing.JMenuBar(); 
        mArchivo = new javax.swing.JMenu(); 
        mnNuevaPestana = new javax.swing.JMenuItem(); 
        mnSeparador = new javax.swing.JPopupMenu.Separator(); 
        mnSalir = new javax.swing.JMenuItem(); 
        mFavoritos = new javax.swing.JMenu(); 
        mnMostrarFavoritos = new javax.swing.JMenuItem(); 
        mOpciones = new javax.swing.JMenu(); 
        mnActivarReconocedor = new javax.swing.JMenuItem(); 
        mnDesactivaReconocedor = new javax.swing.JMenuItem(); 
        mnSilenciar = new javax.swing.JMenuItem(); 
        mAyuda = new javax.swing.JMenu(); 
        mnAyuda = new javax.swing.JMenuItem(); 
        mnSeparador2 = new javax.swing.JPopupMenu.Separator(); 
        mnAcerca = new javax.swing.JMenuItem(); 
 
        setDefaultCloseOperation(javax.swing.WindowConstants.EXIT_ON_CLOSE); 
        setTitle("jNavo"); 
        setCursor(new java.awt.Cursor(java.awt.Cursor.DEFAULT_CURSOR)); 
 
        jpTool.setBorder(javax.swing.BorderFactory.createEtchedBorder()); 
        jpTool.setLayout(new javax.swing.BoxLayout(jpTool, 
javax.swing.BoxLayout.LINE_AXIS)); 
 
        btnAtras.setIcon(new 
javax.swing.ImageIcon(getClass().getResource("/com/recursos/img/atras.png"))); // 
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NOI18N 
        btnAtras.setToolTipText("Ir atras en una pagina"); 
        btnAtras.setFocusable(false); 
        btnAtras.setHorizontalAlignment(javax.swing.SwingConstants.LEFT); 
        btnAtras.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                btnAtrasActionPerformed(evt); 
            } 
        }); 
        jpTool.add(btnAtras); 
 
        btnAdelante.setIcon(new 
javax.swing.ImageIcon(getClass().getResource("/com/recursos/img/adelante.png"))); // 
NOI18N 
        btnAdelante.setToolTipText("Ir adelante en una pagina"); 
        btnAdelante.setFocusable(false); 
        btnAdelante.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                btnAdelanteActionPerformed(evt); 
            } 
        }); 
        jpTool.add(btnAdelante); 
 
        btnParar.setIcon(new 
javax.swing.ImageIcon(getClass().getResource("/com/recursos/img/parar.png"))); // 
NOI18N 
        btnParar.setToolTipText("Detener la carga de la pagina"); 
        btnParar.setFocusable(false); 
        btnParar.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                btnPararActionPerformed(evt); 
            } 
        }); 
        jpTool.add(btnParar); 
 
        btnActualzar.setIcon(new 
javax.swing.ImageIcon(getClass().getResource("/com/recursos/img/actualizar - 
copia.png"))); // NOI18N 
        btnActualzar.setToolTipText("Actualizar la pagina actual"); 
        btnActualzar.setFocusable(false); 
        btnActualzar.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                btnActualzarActionPerformed(evt); 
            } 
        }); 
        jpTool.add(btnActualzar); 
 
        jpURL.setBorder(javax.swing.BorderFactory.createTitledBorder("")); 
        jpURL.setLayout(new javax.swing.BoxLayout(jpURL, 
javax.swing.BoxLayout.LINE_AXIS)); 
 
        lbUrl.setFont(new java.awt.Font("Tahoma", 0, 24)); 
        lbUrl.setText("URL"); 
        jpURL.add(lbUrl); 
 
        txDireccion.setFont(new java.awt.Font("Tahoma", 0, 24)); 
        txDireccion.setText("http://www.google.com.co"); 
        txDireccion.setPreferredSize(new java.awt.Dimension(136, 23)); 
        txDireccion.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                txDireccionActionPerformed(evt); 
            } 
        }); 
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        jpURL.add(txDireccion); 
 
        jpTool.add(jpURL); 
 
        getContentPane().add(jpTool, java.awt.BorderLayout.NORTH); 
 
        
jpFooter.setBorder(javax.swing.BorderFactory.createBevelBorder(javax.swing.border.Bev
elBorder.RAISED)); 
        jpFooter.setLayout(new javax.swing.BoxLayout(jpFooter, 
javax.swing.BoxLayout.LINE_AXIS)); 
 
        txCarga.setEditable(false); 
        txCarga.setText("Estado"); 
        jpFooter.add(txCarga); 
 
        pCarga.setPreferredSize(new java.awt.Dimension(50, 14)); 
        jpFooter.add(pCarga); 
 
        getContentPane().add(jpFooter, java.awt.BorderLayout.PAGE_END); 
 
        contenedor.setBackground(new java.awt.Color(153, 255, 153)); 
        contenedor.setLayout(new javax.swing.BoxLayout(contenedor, 
javax.swing.BoxLayout.LINE_AXIS)); 
        getContentPane().add(contenedor, java.awt.BorderLayout.CENTER); 
 
        mArchivo.setText("Archivo"); 
 
        
mnNuevaPestana.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEv
ent.VK_N, java.awt.event.InputEvent.CTRL_MASK)); 
        mnNuevaPestana.setText("Nueva PestaÃ±a"); 
        mnNuevaPestana.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                mnNuevaPestanaActionPerformed(evt); 
            } 
        }); 
        mArchivo.add(mnNuevaPestana); 
        mArchivo.add(mnSeparador); 
 
        
mnSalir.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent.VK_
X, java.awt.event.InputEvent.CTRL_MASK)); 
        mnSalir.setText("Salir"); 
        mnSalir.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                mnSalirActionPerformed(evt); 
            } 
        }); 
        mArchivo.add(mnSalir); 
 
        jMenuBar1.add(mArchivo); 
 
        mFavoritos.setText("Favoritos"); 
 
        
mnMostrarFavoritos.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.K
eyEvent.VK_F, java.awt.event.InputEvent.CTRL_MASK)); 
        mnMostrarFavoritos.setText("Mostrar Favoritos"); 
        mnMostrarFavoritos.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                mnMostrarFavoritosActionPerformed(evt); 
            } 
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        }); 
        mFavoritos.add(mnMostrarFavoritos); 
 
        jMenuBar1.add(mFavoritos); 
 
        mOpciones.setText("Opciones"); 
 
        
mnActivarReconocedor.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event
.KeyEvent.VK_1, java.awt.event.InputEvent.CTRL_MASK)); 
        mnActivarReconocedor.setText("Activar Reconocedor"); 
        mnActivarReconocedor.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                mnActivarReconocedorActionPerformed(evt); 
            } 
        }); 
        mOpciones.add(mnActivarReconocedor); 
 
        
mnDesactivaReconocedor.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.eve
nt.KeyEvent.VK_2, java.awt.event.InputEvent.CTRL_MASK)); 
        mnDesactivaReconocedor.setText("Desactivar Reconocedor"); 
        mnDesactivaReconocedor.addActionListener(new java.awt.event.ActionListener() 
{ 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                mnDesactivaReconocedorActionPerformed(evt); 
            } 
        }); 
        mOpciones.add(mnDesactivaReconocedor); 
 
        
mnSilenciar.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent
.VK_3, java.awt.event.InputEvent.CTRL_MASK)); 
        mnSilenciar.setText("Silenciar"); 
        mnSilenciar.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                mnSilenciarActionPerformed(evt); 
            } 
        }); 
        mOpciones.add(mnSilenciar); 
 
        jMenuBar1.add(mOpciones); 
 
        mAyuda.setText("Ayuda"); 
 
        
mnAyuda.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent.VK_
F1, java.awt.event.InputEvent.SHIFT_MASK)); 
        mnAyuda.setText("Ayuda"); 
        mnAyuda.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
                mnAyudaActionPerformed(evt); 
            } 
        }); 
        mAyuda.add(mnAyuda); 
        mAyuda.add(mnSeparador2); 
 
        
mnAcerca.setAccelerator(javax.swing.KeyStroke.getKeyStroke(java.awt.event.KeyEvent.VK
_J, java.awt.event.InputEvent.SHIFT_MASK)); 
        mnAcerca.setText("Acerca de"); 
        mnAcerca.addActionListener(new java.awt.event.ActionListener() { 
            public void actionPerformed(java.awt.event.ActionEvent evt) { 
105 
 
                mnAcercaActionPerformed(evt); 
            } 
        }); 
        mAyuda.add(mnAcerca); 
 
        jMenuBar1.add(mAyuda); 
 
        setJMenuBar(jMenuBar1); 
    }// </editor-fold>//GEN-END:initComponents 
 
    private void txDireccionActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_txDireccionActionPerformed 
        navegadorWeb.setURL(txDireccion.getText()); 
    }//GEN-LAST:event_txDireccionActionPerformed 
 
    private void btnAtrasActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_btnAtrasActionPerformed 
        navegadorWeb.back(); 
    }//GEN-LAST:event_btnAtrasActionPerformed 
 
    private void btnAdelanteActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_btnAdelanteActionPerformed 
        navegadorWeb.forward(); 
    }//GEN-LAST:event_btnAdelanteActionPerformed 
 
    private void btnPararActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_btnPararActionPerformed 
        navegadorWeb.stop(); 
    }//GEN-LAST:event_btnPararActionPerformed 
 
    private void btnActualzarActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_btnActualzarActionPerformed 
        navegadorWeb.refresh(); 
    }//GEN-LAST:event_btnActualzarActionPerformed 
 
    private void mnSilenciarActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_mnSilenciarActionPerformed 
        
getPapa().motorReconocedor.getVr().getHiloVinculos().setDetenerSintesis(true); 
    }//GEN-LAST:event_mnSilenciarActionPerformed 
 
    private void mnNuevaPestanaActionPerformed(java.awt.event.ActionEvent evt) 
{//GEN-FIRST:event_mnNuevaPestanaActionPerformed 
        navegadorWeb.openInNewBrowserPanel(null); 
    }//GEN-LAST:event_mnNuevaPestanaActionPerformed 
 
    private void mnSalirActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_mnSalirActionPerformed 
        dispose(); 
    }//GEN-LAST:event_mnSalirActionPerformed 
 
    private void mnActivarReconocedorActionPerformed(java.awt.event.ActionEvent evt) 
{//GEN-FIRST:event_mnActivarReconocedorActionPerformed 
        getPapa().motorReconocedor.activarReconocedor(); 
    }//GEN-LAST:event_mnActivarReconocedorActionPerformed 
 
    private void mnDesactivaReconocedorActionPerformed(java.awt.event.ActionEvent 
evt) {//GEN-FIRST:event_mnDesactivaReconocedorActionPerformed 
        getPapa().motorReconocedor.desactivarReconocedor(); 
    }//GEN-LAST:event_mnDesactivaReconocedorActionPerformed 
 
    private void mnAyudaActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_mnAyudaActionPerformed 
106 
 
        DlgAyuda dlgAyuda = new DlgAyuda(this, true); 
        dlgAyuda.setVisible(true); 
 
    }//GEN-LAST:event_mnAyudaActionPerformed 
 
    private void mnMostrarFavoritosActionPerformed(java.awt.event.ActionEvent evt) 
{//GEN-FIRST:event_mnMostrarFavoritosActionPerformed 
        DlgFavoritos dlgFavoritos = new DlgFavoritos(this, true); 
        dlgFavoritos.setVisible(true); 
    }//GEN-LAST:event_mnMostrarFavoritosActionPerformed 
 
    private void mnAcercaActionPerformed(java.awt.event.ActionEvent evt) {//GEN-
FIRST:event_mnAcercaActionPerformed 
        DlgAcerca dlgAcerca = new DlgAcerca(this, true); 
        dlgAcerca.setVisible(true); 
    }//GEN-LAST:event_mnAcercaActionPerformed 
    // Variables declaration - do not modify//GEN-BEGIN:variables 
    private javax.swing.JButton btnActualzar; 
    private javax.swing.JButton btnAdelante; 
    private javax.swing.JButton btnAtras; 
    private javax.swing.JButton btnParar; 
    private javax.swing.JPanel contenedor; 
    private javax.swing.JMenuBar jMenuBar1; 
    private javax.swing.JPanel jpFooter; 
    private javax.swing.JPanel jpTool; 
    private javax.swing.JPanel jpURL; 
    private javax.swing.JLabel lbUrl; 
    private javax.swing.JMenu mArchivo; 
    private javax.swing.JMenu mAyuda; 
    private javax.swing.JMenu mFavoritos; 
    private javax.swing.JMenu mOpciones; 
    private javax.swing.JMenuItem mnAcerca; 
    private javax.swing.JMenuItem mnActivarReconocedor; 
    private javax.swing.JMenuItem mnAyuda; 
    private javax.swing.JMenuItem mnDesactivaReconocedor; 
    private javax.swing.JMenuItem mnMostrarFavoritos; 
    private javax.swing.JMenuItem mnNuevaPestana; 
    private javax.swing.JMenuItem mnSalir; 
    private javax.swing.JPopupMenu.Separator mnSeparador; 
    private javax.swing.JPopupMenu.Separator mnSeparador2; 
    private javax.swing.JMenuItem mnSilenciar; 
    private javax.swing.JProgressBar pCarga; 
    private javax.swing.JTextField txCarga; 
    private javax.swing.JTextField txDireccion; 
    // End of variables declaration//GEN-END:variables 
} 
 
7.2.3 Clase MotorReconocedor 
 
Esta Clase es la encargada de comunicarse a través de las clases Wrapper 
JSAPI y TalkingJava SDK en cuanto al reconocimiento de voz. Los primeros 
pasos que realiza son la creación de un motor reconocedor de voz y  la 
aplicación de una  gramática  al motor de reconocimiento. Se crea un Listener 
de tipo ValidacionesReconocedor que se encuentra pendiente a lo generado en 
el proceso de reconocimiento. 
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Código Fuente 3: Clase MotorReconocedor 
package com.reconocedor.voz; 
 
import com.jnavo.Jnavo; 
import com.navegador.web.Jnavegador; 
import java.io.FileReader; 
import java.util.Locale; 
import javax.speech.Central; 
import javax.speech.EngineModeDesc; 
import javax.speech.recognition.Recognizer; 
import javax.speech.recognition.RuleGrammar; 
 
/** 
 * Clase que incializa el reconocedor de voz 
 * @author Juan David Abril 
 * @version 1.0 
 */ 
public class MotorReconocedor { 
 
    private Recognizer reconocedor; 
    private ValidacionesReconocedor vr; 
 
    public MotorReconocedor(Jnavegador padre) { 
        try { 
            reconocedor = Central.createRecognizer(new EngineModeDesc(Locale.ROOT)); 
            reconocedor.allocate(); 
            System.out.println(Locale.ROOT); 
            FileReader grammar1 = new FileReader("config/jnavoGramatica.txt"); 
            RuleGrammar rg = reconocedor.loadJSGF(grammar1); 
            rg.setEnabled(true); 
            vr = new ValidacionesReconocedor(padre, this.getReconocedor()); 
            reconocedor.addResultListener(vr); 
            reconocedor.commitChanges(); 
            reconocedor.requestFocus(); 
            reconocedor.resume(); 
        } catch (Exception ex) { 
            Jnavo.mensaje(MotorReconocedor.class.getName() + "-" + ex.toString()); 
        } 
    } 
 
    public ValidacionesReconocedor getVr() { 
        return vr; 
    } 
 
    public void desactivarReconocedor() { 
        this.getReconocedor().releaseFocus(); 
    } 
 
    public void activarReconocedor() { 
        this.getReconocedor().requestFocus(); 
    } 
 
    public void supenderReconocedor(){ 
        this.getReconocedor().suspend(); 
    } 
 
    /** 
     * @return the reconocedor 
     */ 
    public Recognizer getReconocedor() { 
        return reconocedor; 
    } 
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    /** 
     * @param reconocedor the reconocedor to set 
     */ 
    public void setReconocedor(Recognizer reconocedor) { 
        this.reconocedor = reconocedor; 
    } 
} 
 
7.2.4 Clase ValidacionesReconocedor 
 
Esta clase es la encargada de determinar qué tipo de comando se ha 
pronunciado y de dar la orden de ejecución. 
 
Código Fuente 4: Clase ValidacionesReconocedor 
package com.reconocedor.voz; 
 
import com.jnavo.CMD; 
import com.jnavo.Gramatica; 
import com.sintetizador.voz.Sintetizar; 
import com.sintetizador.voz.SintetizarTitulo; 
import com.sintetizador.voz.SintetizarVinculos; 
import com.jnavo.Jnavo; 
import com.base.datos.dao.FavoritoDAO; 
import com.base.datos.dto.FavoritoDTO; 
import javax.speech.EngineException; 
import javax.speech.recognition.*; 
import com.navegador.web.Jnavegador; 
import com.recursos.utiles.LetrasNum; 
import com.sintetizador.voz.MotorSintetizador; 
import com.sintetizador.voz.SintetizarAyuda; 
import com.sintetizador.voz.SintetizarFavoritos; 
import java.io.FileReader; 
import java.util.List; 
import net.htmlparser.jericho.*; 
import javax.speech.recognition.Recognizer; 
 
/** 
 * Clase encargada de validar si la orden es un comando valido o invalido 
 * Tambien se encarga de ejecutarlo. 
 * @author Juan David Abril 
 * @version 1.0, 18/01/2011 
 */ 
public class ValidacionesReconocedor extends ResultAdapter { 
 
    private Recognizer reconocedor; 
    private String gst; 
    private Jnavegador padre; 
    private boolean detenerSintesis = false; 
    private Sintetizar hilo; 
 
    public ValidacionesReconocedor(Jnavegador padre, Recognizer reconocedor) { 
        this.padre = padre; 
        this.reconocedor = reconocedor; 
        this.hilo = new SintetizarVinculos(padre, reconocedor); 
 
    } 
 
    @Override 
    public void resultAccepted(ResultEvent re) { 
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        try { 
            /*Obtencion del texto*/ 
            Result res = (Result) (re.getSource()); 
            ResultToken tokens[] = res.getBestTokens(); 
            /* Obtencion de los tag's*/ 
            String tags[] = ((FinalRuleResult) (re.getSource())).getTags(); 
            for (int i = 0; i < tokens.length; i++) { 
                gst = tokens[i].getSpokenText(); 
                System.out.print(gst + " "); 
            } 
            System.out.println(""); 
            if (tokens[0].getSpokenText().equals(CMD.NAVO)) { 
                comandoNavo(tokens); 
            } else if (tokens[0].getSpokenText().equals(CMD.FAVORITOS)) { 
                comandoFavorito(tokens); 
            } else if (tokens[0].getSpokenText().equals(CMD.IR)) { 
                comandoIr(tokens, tags); 
            } else if (tokens[0].getSpokenText().equals(CMD.VINCULO)) { 
                comandoVinculos(tokens); 
            } else { 
                reconocedor.suspend(); 
                reconocedor.resume(); 
            } 
        } catch (Exception ex) { 
            Jnavo.mensaje(ValidacionesReconocedor.class.getName() + "-" + 
ex.toString()); 
        } 
    } 
 
    private void comandoFavorito(ResultToken tokens[]) throws EngineException { 
        if (tokens[1].getSpokenText().trim().equals(CMD.AGREGAR)) { 
            /************************************************* 
             * COMANDO AGREGAR FAVORITO 
             *************************************************/ 
            try { 
                this.reconocedor.releaseFocus(); 
                String nombre = format(this.padre.getTitulo()); 
                String url = this.padre.getDireccionURL(); 
                FavoritoDTO favoritoDTO = new FavoritoDTO(0, nombre, nombre, url); 
                FavoritoDAO favoritoDAO = new FavoritoDAO(); 
                String res = favoritoDAO.agregar(favoritoDTO); 
                if (res.equals("OK")) { 
                    this.reconocedor.suspend(); 
                    Gramatica newGramatica = new Gramatica(CMD.RUTAARCHIVO); 
                    newGramatica.escribeGramatica(); 
                    FileReader grammar1 = new 
FileReader("config/jnavoGramatica.txt"); 
                    RuleGrammar rg = this.reconocedor.loadJSGF(grammar1); 
                    rg.setEnabled(true); 
                    this.reconocedor.commitChanges(); 
                    this.reconocedor.resume(); 
                    MotorSintetizador.leer("Pagina " + favoritoDTO.getNombre() + " 
agregada exitosamente."); 
                } else { 
                    if (res.startsWith("Err")) { 
                        MotorSintetizador.leer("La pagina no se agrego."); 
                    } else { 
                        MotorSintetizador.leer(res); 
                    } 
                } 
                Thread.sleep(1000); 
                this.reconocedor.requestFocus(); 
            } catch (Exception ex) { 
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                ex.printStackTrace(); 
            } 
 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.ELIMINAR)) { 
            /************************************************* 
             * COMANDO ELIMINAR  FAVORITO 
             *************************************************/ 
            try { 
                this.reconocedor.releaseFocus(); 
                String nombre = format(this.padre.getTitulo()); 
                String url = this.padre.getDireccionURL(); 
                FavoritoDTO favoritoDTO = new FavoritoDTO(0, nombre, nombre, url); 
                FavoritoDAO favoritoDAO = new FavoritoDAO(); 
                String res = favoritoDAO.elimina(favoritoDTO); 
                if (res.equals("OK")) { 
                    this.reconocedor.suspend(); 
                    Gramatica newGramatica = new Gramatica(CMD.RUTAARCHIVO); 
                    newGramatica.escribeGramatica(); 
                    FileReader grammar1 = new 
FileReader("config/jnavoGramatica.txt"); 
                    RuleGrammar rg = this.reconocedor.loadJSGF(grammar1); 
                    rg.setEnabled(true); 
                    this.reconocedor.commitChanges(); 
                    this.reconocedor.resume(); 
                    MotorSintetizador.leer("Pagina " + favoritoDTO.getNombre() + " 
eliminada exitosamente."); 
                } else { 
                    if (res.startsWith("Err")) { 
                        MotorSintetizador.leer("La pagina no se elimino."); 
                    } else { 
                        MotorSintetizador.leer(res); 
                    } 
 
                } 
                Thread.sleep(1000); 
                this.reconocedor.requestFocus(); 
            } catch (Exception ex) { 
                ex.printStackTrace(); 
            } 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.LEER)) { 
            /************************************************* 
             * COMANDO LEER  FAVORITO 
             *************************************************/ 
            this.hilo = null; 
            this.hilo = new SintetizarFavoritos(this.padre, this.reconocedor); 
            this.hilo.start(); 
        } 
    } 
 
    private void comandoNavo(ResultToken tokens[]) throws EngineException { 
        if (tokens[1].getSpokenText().trim().equals(CMD.ATRAS)) { 
            padre.controlNavegador(CMD.ATRAS); 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.ADELANTE)) { 
            padre.controlNavegador(CMD.ADELANTE); 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.SALIR)) { 
            reconocedor.deallocate(); 
            padre.controlNavegador(CMD.SALIR); 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.DETENER)) { 
            padre.controlNavegador(CMD.DETENER); 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.ACTUALIZAR)) { 
            padre.controlNavegador(CMD.ACTUALIZAR); 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.VINCULOS)) { 
            this.hilo = null; 
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            this.hilo = new SintetizarVinculos(this.padre, this.reconocedor); 
            this.hilo.start(); 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.NUEVA)) { 
            if (tokens[2].getSpokenText().trim().equals(CMD.PESTANA)) { 
                padre.controlNavegador(CMD.NUEVAP); 
            } 
        } else if (tokens[1].getSpokenText().trim().equals(CMD.CERRAR)) { 
            if (tokens[2].getSpokenText().trim().equals(CMD.PESTANA)) { 
                padre.controlNavegador(CMD.CERRARP); 
            } 
        } else if (tokens[1].getSpokenText().equals(CMD.CONSULTA)) { 
            padre.controlNavegador(CMD.CONSULTA); 
        } else if (tokens[1].getSpokenText().equals(CMD.AYUDA)) { 
            this.hilo = null; 
            this.hilo = new SintetizarAyuda(this.padre, this.reconocedor); 
            this.hilo.start(); 
        } else if (tokens[1].getSpokenText().equals(CMD.TITULO)) { 
            this.hilo = null; 
            this.hilo = new SintetizarTitulo(this.padre, this.reconocedor); 
            this.hilo.start(); 
        } 
    } 
 
    private void comandoIr(ResultToken tokens[], String[] tags) throws 
EngineException { 
        FavoritoDAO favoritoDao = new FavoritoDAO(); 
        FavoritoDTO favoritoDTO = favoritoDao.getFavoritoID(tags[1]); 
        if (favoritoDTO.getUrl() == null || favoritoDTO.getUrl().length() <= 0) { 
            favoritoDao.getFavoritoNombre(tokens[1].getSpokenText().trim()); 
        } 
        padre.setDireccion(favoritoDTO.getUrl()); 
    } 
 
    private void comandoVinculos(ResultToken tokens[]) throws EngineException { 
        int numero = obtenerNumero(tokens); 
        System.out.println("Numero:" + numero); 
        String url = obtenerURLVinculos(numero); 
        System.out.println("URL:" + url); 
        padre.setDireccion(url); 
    } 
 
    private int obtenerNumero(ResultToken tokens[]) { 
        int num = 0; 
        for (int i = 1; i < tokens.length; i++) { 
            num += LetrasNum.obtieneNumeroString(tokens[i].getSpokenText().trim()); 
        } 
        return num; 
    } 
 
    private String obtenerURLVinculos(int numVin) { 
        String url = ""; 
        int contador = 1; 
        try { 
            reconocedor.releaseFocus(); 
            String HTML = padre.getHTML(); 
            MicrosoftTagTypes.register(); 
            PHPTagTypes.register(); 
            PHPTagTypes.PHP_SHORT.deregister(); 
            MasonTagTypes.register(); 
            Source source = new Source(HTML); 
            source.fullSequentialParse(); 
            System.out.println("\nVinculos:"); 
            List<Element> linkElements = source.getAllElements(HTMLElementName.A); 
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            for (Element linkElement : linkElements) { 
 
                String href = linkElement.getAttributeValue("href"); 
                if (href == null) { 
                    continue; 
                } 
                if (href != null || !href.equals("")) { 
                    if (contador == numVin) { 
                        url = href; 
                        if (!url.startsWith("http://")) { 
                            String papaBase = this.padre.getDireccionURL(); 
                            int pos = papaBase.indexOf("/"); 
                            pos = papaBase.substring(pos + 2).indexOf("/") + pos + 2; 
                            papaBase = papaBase.substring(0, pos); 
 
                            if (papaBase.trim().endsWith("/")) { 
 
                                url = papaBase + url; 
                            } else { 
                                url = papaBase + "/" + url; 
                            } 
                        } 
                        break; 
                    } 
                    contador++; 
                } 
            } 
        } catch (Exception ex) { 
            Jnavo.mensaje(SintetizarVinculos.class.getName() + "-" + ex.toString()); 
        } 
 
        reconocedor.requestFocus(); 
 
        return url; 
    } 
 
    public Sintetizar getHiloVinculos() { 
        return hilo; 
    } 
    /** 
     * Limpia una cadena de caracteres no permitidos 
     * @param cadena 
     * @return String sin caracteres no permitidos 
     */ 
    private String format(String cadena) { 
        String tmp = cadena; 
        tmp = tmp.replace("|", ""); 
        tmp = tmp.replace("Â°", ""); 
        tmp = tmp.replace("Â¬", ""); 
        tmp = tmp.replace("!", ""); 
        tmp = tmp.replace("#", ""); 
        tmp = tmp.replace("$", ""); 
        tmp = tmp.replace("%", ""); 
        tmp = tmp.replace("&", ""); 
        tmp = tmp.replace("/", ""); 
        tmp = tmp.replace("(", ""); 
        tmp = tmp.replace(")", ""); 
        tmp = tmp.replace("=", ""); 
        tmp = tmp.replace("?", ""); 
        tmp = tmp.replace("'", ""); 
        tmp = tmp.replace("Â¿", ""); 
        tmp = tmp.replace("Â¡", ""); 
        tmp = tmp.replace("@", ""); 
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        tmp = tmp.replace("Â¨", ""); 
        tmp = tmp.replace("Â´", ""); 
        tmp = tmp.replace("*", ""); 
        tmp = tmp.replace("[", ""); 
        tmp = tmp.replace("]", ""); 
        tmp = tmp.replace("*", ""); 
        tmp = tmp.replace("+", ""); 
        tmp = tmp.replace("~", ""); 
        tmp = tmp.replace("^", ""); 
        tmp = tmp.replace("{", ""); 
        tmp = tmp.replace("}", ""); 
        tmp = tmp.replace("<", ""); 
        tmp = tmp.replace(">", ""); 
        tmp = tmp.replace(",", ""); 
        tmp = tmp.replace(";", ""); 
        tmp = tmp.replace(":", ""); 
        tmp = tmp.replace(".", ""); 
        tmp = tmp.replace("-", ""); 
        tmp = tmp.replace("_", ""); 
        tmp = tmp.replace("]", ""); 
        return tmp.trim().toUpperCase(); 
    } 
} 
 
7.2.5 Clase MotorSintetizador 
 
Como se tiene una clase Wrapper para el reconocimiento de voz también 
existe una para la síntesis de voz, esta clase es la encargada de crear el motor 
de síntesis y leer una cadena de texto. 
 
Código Fuente 5: MotorSintetizador 
package com.sintetizador.voz; 
/** 
 * Clase encargada de incializar el sintetizador 
 * y leer el texto que se le envie en voz alta 
 * @author Juan David Abril 
 * @version 1.0, 18/01/2011 
 */ 
import com.jnavo.Jnavo; 
import javax.speech.*; 
import javax.speech.synthesis.*; 
import java.util.*; 
 
public class MotorSintetizador { 
 
    private static SynthesizerModeDesc sintetizadorDesc; 
    private static Synthesizer sintetizador; 
    private static Voice voz; 
 
    /** 
     * Metodo que permite la lectura de alguna cadena.. 
     * @param cadena 
     */ 
    public static void leer(String cadena) { 
        try { 
            sintetizadorDesc = new SynthesizerModeDesc(); 
            sintetizadorDesc.setLocale(Locale.ROOT); 
            Voice voz = new Voice(null, Voice.GENDER_FEMALE, Voice.GENDER_FEMALE, 
null); 
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            sintetizadorDesc.addVoice(voz); 
            sintetizador = Central.createSynthesizer(null); 
            sintetizador.allocate(); 
            sintetizador.resume(); 
            sintetizador.speakPlainText(cadena, null); 
            sintetizador.waitEngineState(Synthesizer.QUEUE_EMPTY); 
            sintetizador.deallocate(); 
        } catch (Exception ex) { 
            Jnavo.mensaje(MotorSintetizador.class.getName() + "-" + ex.toString()); 
        } 
    } 
} 
 
7.2.6 Clase Sintetizar 
 
Esta clase hereda las propiedades de Thread, es decir, de un hilo, se utiliza 
cuando es necesario leerle cierta información al usuario y no bloquear el 
aplicativo. 
 
Código Fuente 6: Clase Sintetizar 
package com.sintetizador.voz; 
 
import com.navegador.web.Jnavegador; 
import com.sintetizador.voz.MotorSintetizador; 
import javax.speech.recognition.Recognizer; 
 
/** 
 * Clase que se utiliza para realizar alguna sintesis. 
 * @author Juan David Abril 
 * @version 1.0 
*/ 
 
public class Sintetizar extends Thread { 
 
    public boolean detenerSintesis; 
    public Recognizer reconocedor; 
    public Jnavegador padre; 
 
    public Sintetizar(Jnavegador padre, Recognizer reconocedor) { 
        super(); 
        this.padre = padre; 
        this.reconocedor = reconocedor; 
    } 
 
    /** 
     * @return the detenerSintesis 
     */ 
    public boolean isDetenerSintesis() { 
        return detenerSintesis; 
    } 
 
    /** 
     * @param detenerSintesis the detenerSintesis to set 
     */ 
    public void setDetenerSintesis(boolean detenerSintesis) { 
        this.detenerSintesis = detenerSintesis; 
    } 
} 
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7.3 COMPROBACIÓN DE LA HIPÓTESIS 
 
Se realizó la encuesta planteada en el capítulo 5, como sustento a la 
comprobación de la hipótesis, para esto se selecciono a 8 personas  con 
diferentes perfiles, habilidades, conocimientos y edades, entre los que se 
encuentran invidentes, niños, usuarios avanzados y personas de edad. 
 
 
7.3.1 Personas de pruebas 
 
Tabla 39: Personas de Pruebas 
Nombre Cargo/Título/Perfil 
1 Juan David Uribe Ingeniero de Sistemas / 27 años 
2 Luis Orlando Abril Docente de Matemáticas / 65 años. 
3 Juan Pablo Castaño Estudiante / Niño de 9 años. 
4 Paola Andrea Betancur Estudiante de Ingeniería de Sistemas / 20 años. 
5 Jorge Cañas Estudiante de Ingeniería de Sistemas / 21 años. 
6 Saulo Torres Docente de Ingeniería de Sistemas / Invidente. 
7 Juan José Arredondo Estudiante /  9 años. 
8 Juan David Abril Estudiante de Ingeniería de Sistemas / 23 años 
Fuente: El Autor 
7.3.2 Resultados 
 
Figura 19: Grafico de Barras: Variable Calidad 
 
Fuente: El Autor 
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En la gráfica anterior se muestran los promedios de las preguntas realizadas 
que tienen que ver con la variable Calidad. 
 
Para la pregunta 1. ¿El aplicativo reconoce exactamente el comando que 
usted dijo?. En promedio se obtuvo una calificación de  4.5, es un excelente 
resultado para la muestra elegida e indica lo adecuado del motor reconocedor 
seleccionado. 
 
Para la pregunta 2. ¿Existía ruido ambiental (música, personas hablando, 
gritos, estornudos, risas, entre otros) durante la prueba?. Se esperaba un 
ruido mínimo, su presencia  afecta considerablemente el reconocedor de voz, 
en este apartado se obtuvo en promedio 2.3 lo cual es considerado aceptable. 
 
Para la pregunta 3. ¿Está su micrófono en buen estado?. Lo ideal es realizar 
pruebas con micrófonos en perfectas condiciones, para esta pregunta se 
obtuvo en promedio 4.6 e indica el buen estado de la mayoría de los 
micrófonos. 
 
Para la pregunta 4. ¿Le pareció natural la voz del sistema?. Se obtuvo un 
promedio de 4.0,  muy buena calificación, sin embargo la voz seleccionada 
para el desarrollo del prototipo es de baja calidad. 
 
Para la pregunta 5. ¿Le pareció entendible la voz del sistema?. Es muy 
importante para los usuarios entender la voz sistema. En esta pregunta se 
obtuvo una calificación de 4.9 e indica la buena elección el motor sintetizador 
así como  la voz en español. 
 
Figura 20: Grafico de Barras: Variable Entendimiento 
 
Fuente: El Autor 
 
En la gráfica anterior se muestran los promedios de las preguntas realizadas 
que tienen que ver con la variable Entendimiento. 
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Para la pregunta 6. ¿Qué tan bien entiende el funcionamiento del 
aplicativo?. El promedio obtenido es de 3.6, dándose  a entender que el 
funcionamiento del aplicativo no es el adecuado o la necesidad de más tiempo 
de capacitación en el mismo. 
 
Para la pregunta 7. ¿Le parece correcto el funcionamiento de los 
comandos por voz?. Se obtuvo una calificación de 4.3 para el funcionamiento 
de los comandos por voz, permitiéndose concluir lo adecuado de la selección 
de los comandos propuestos. 
 
Figura 21: Grafico de Barras: Variable Tiempo 
 
Fuente: El Autor 
 
En la gráfica anterior se muestran los promedios de las preguntas realizadas 
que tienen que ver con la variable Tiempo. 
 
Para la pregunta 8. ¿Cómo le pareció el tiempo en que se demoró el 
sistema en reconocer su voz y ejecutar el comando?. Se obtuvo una 
calificación de 4.0 e indica que el tiempo de respuesta del sistema es bueno. 
 
En conclusión y teniendo en cuenta los promedios obtenidos de las preguntas 
realizadas, se concluye que es y fue posible desarrollar un prototipo de 
navegador web con funciones básicas mediante comandos por voz basado en 
el proceso de ingeniera realizado. 
 
 
4
0
0,5
1
1,5
2
2,5
3
3,5
4
4,5
8
C
al
if
ic
ac
ió
n
Pregunta
Variable Tiempo
118 
 
8 CONCLUSIONES 
 
Al final de este proyecto y con base en presentado y los objetivos inicialmente 
planteados se puede concluir que:  
 Se cumplió con el objetivo general que era desarrollar un navegador web 
con funciones básicas, que permite ser controlado por la voz. 
Mirando los objetivos específicos se concluye que: 
 Se presentó un análisis de una solución tecnológica al problema 
planteado, definiendo una lista de requerimientos y una especificación 
de comandos de voz aceptados por el sistema. 
 Se presentó un diseño de una aplicación con técnicas de ingeniería que 
cumple con los requerimientos planteados, generando un modelo a 
implementar. 
 Se logró finalizar el desarrollo de un aplicativo soportado sobre los 
diseños propuestos y los requerimientos planteados. 
 Se realizaron pruebas a 8 personas encontrando resultados 
satisfactorios. El sistema mostró un correcto funcionamiento, con base a 
las entradas  y  los resultados esperados. 
En cuanto al reconocimiento de voz se concluye que: 
 En el proceso del reconocimiento de voz hay demasiadas variables que 
desde el desarrollo no se pueden controlar, produciendo fallas en el 
proceso, la voz de las personas puede variar según su estado de ánimo, 
lo que hace más difícil la tarea de reconocimiento, por lo tanto un 
reconocedor que es abierto a cualquier locutor, puede equivocarse más 
que los reconocedores que son específicos  para un locutor. 
En cuanto al desarrollo del aplicativo se concluye que: 
 Aunque el desarrollo se realizó en  el lenguaje de programación Java y 
se utilizó el motor de Microsoft, se aconseja para una futura versión, 
migrar el código a un lenguaje propio de Microsoft (C#) o desarrollar su 
propio motor de reconocimiento y síntesis en Java, ya que el motor de 
Microsoft presenta más facilidades y API‟s para lenguajes como C# o 
Visual Basic. 
Las posibilidades de una aplicación usando reconocimiento de voz son 
muchas, este sólo es un ejemplo de lo que se puede llegar a realizar. 
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