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Generación de código para clases y objetos
Este documento describe las ideas generales sobre la generación de código objeto 
(especialmente CIL, aunque también se estudia algo de la generación de código m2r) 
para algunos elementos de la programación orientada a objetos.
1. Programa de ejemplo
Considera el siguiente programa fuente, escrito en un lenguaje que permite declarar 
clases con miembros (variables y métodos de instancia)  públicos y privados.  Este 
programa está escrito para servir de base de la discusión posterior, por lo que no te 
fijes mucho en lo que hace exactamente.
class C { 
  public real a;
  private real b;
  public real method setb (real b1) {
    b = b1;
  }
  private real method g () {
    return 1.0;
  }
  public real method f (real n) {
    real c,d;
    c= 2.0;
    d= 3.0;
    return a*b*c*d*n*g();
  }
}
program {
  C x,y;
  real h;
  x.a= 5.0;
  x.setb(1.0);
  writeln (x.f(4.0));
}
Para  no  complicar  la  discusión,  haremos  algunas  simplificaciones  respecto  al 
lenguaje fuente:
● no permite declarar clases anidadas
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● solo permite declarar objetos en el programa principal
● solo permite definir métodos que devuelven un valor real y que aceptan cero o 
más reales como argumentos; por lo tanto, el tipo de retorno de un método no 
puede ser void
● el único tipo simple es el tipo real
● no permite definir el código de los métodos fuera de la declaración de la clase 
que los contiene
2. Tablas de símbolos y de tipos
Una gestión adecuada de la tabla de símbolos y de la tabla de tipos es fundamental 
para  facilitar  la  generación  de  código.  Con la  excepción  de las  filas  sombreadas 
(comentadas más adelante), la estructura de las diferentes tablas justo antes de que 
el  compilador  acabe  de  procesar  el  programa  principal  sería  la  mostrada  a 
continuación. Observa cómo cada para cada clase declarada se introduce una nueva 
tabla de símbolos donde se almacenan todos sus miembros; esta tabla de símbolos 
está etiquetada con el nombre de la clase correspondiente.
Tabla de símbolos global, TSG
Nombre Tipo Posición Visibilidad Tipo de símbolo
C 1 nombre de clase
x 1 0 local
y 1 1 local
h 0 2 local
Tabla de tipos
Núm. Tipo Tabla de símbolos Núm. de parámetros
0 real
1 clase TS1
2 método 1
3 método 0
4 método 1
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Tabla de símbolos TS1
Nombre de la clase asociada: C
Nombre Tipo Posición Visibilidad Tipo de símbolo
a 0 público campo
b 0 privado campo
setb 2 público
b1 (*) 0 1 argumento
g 3 privado
f 4 público
n (*) 0 1 argumento
c (*) 0 0 local
d (*) 0 1 local
(*) Estas entradas se sacan de la tabla de símbolos al acabar de compilar el método 
que las contiene.
Los miembros privados (como b o g) se podrían sacar de la tabla de símbolos TS1 al 
acabar la compilación de la clase C, ya que no son visibles desde fuera de esta; sin 
embargo, mantenerlos permite emitir mensajes de error más adecuados (del tipo “b 
no es visible desde fuera de la clase”) si se intenta acceder a ellos incorrectamente.
La  información  de  si  una  variable  es  un  campo  (una  variable  de  instancia),  un 
argumento o una variable local es necesaria porque la forma de acceder a ellas será 
normalmente diferente en el código objeto. Por ejemplo, en CIL las instrucciones de 
carga para cada tipo de variable son ldfld, ldarg o ldloc, respectivamente.
Los  nombres  de  las  clases  se  almacenan  en  la  tabla  de  símbolos  (indicando 
expresamente que son nombres de clases y no otro tipo de símbolos); de esta manera, 
se puede acceder fácilmente a toda la información de la clase cuando se declaran 
objetos de la forma C x,y. Además, puede ser útil etiquetar la tabla de símbolos TS1 
con el nombre de la clase corespondiente (C en este caso); por ejemplo, cuando en 
CIL se invoca un método de instancia para un objeto, hay que indicar la signatura 
completa del método, que incluye el nombre de la clase.
Las filas de TS1 sombreadas corresponden a entradas que son eliminadas de la tabla 
de símbolos al salir del método correspondiente (b1 al salir de setb, y c y d al salir de 
f).  Date cuenta de cómo los argumentos son tratados de forma muy similar a las 
variables locales. Una diferencia notable, sin embargo, es que el primer argumento 
declarado en la lista de parámetros de un método de instancia tiene siempre posición 
1, ya que la posición 0 está reservada para la referencia (o puntero) al objeto sobre el 
que se ha invocado el método (this). 
Al igual que vimos en temas anteriores, se permite duplicar información en la tabla 
de tipos. En el caso anterior, no parece necesario introducir la fila 4 de la tabla de 
tipos para  f, ya que se podría aprovechar la fila 2; sin embargo, si se permitieran 
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funciones con argumentos de diferentes tipos, la búsqueda de tipos ya introducidos 
en la tabla de tipos requeriría la evaluación de más de una fila, en el caso general, y 
podría ser ineficiente.
3. Generación de código CIL
Comencemos a ver paso a paso una posible traducción a CIL del programa fuente de 
la sección anterior.
La  traducción  de  clases  es  bastante  inmediata,  ya  que  el  lenguaje  CIL  permite 
especificarlas  directamente.  La  declaración  de  la  clase  C se  especifica  en  CIL 
mediante la directiva .class:
.class 'C' extends [mscorlib]System.Object { ... }
En la máquina virtual de .NET todas las clases que no derivan de alguna otra clase 
han  de  derivar  de  la  clase  base  System.Object (especificada  en  el  ensamblado 
mscorlib). A continuación iremos viendo el contenido de la definición de la clase. 
La declaración de las variables de instancia es bastante sencilla; basta indicar con la 
directiva  .field la visibilidad de la variable (pública o privada en nuestro caso), el 
tipo y el nombre:
.field public float64 'a'
.field private float64 'b'
A diferencia de las variables locales que ya hemos estudiado en clase, en el caso de 
las variables de instancia es obligatorio indicar su nombre, ya que las instrucciones 
de  CIL  obligan  a  referirse  a  ellas  exclusivamente  mediante  el  nombre  y  no 
indistintamente mediante el nombre o la posición.
Vamos ahora con los distintos métodos miembros de la  clase  C.  En primer lugar, 
cualquier  clase  declarada  en  CIL  ha  de  tener  un  método  constructor  (que  será 
invocado automáticamente cada vez que se reserve espacio para un nuevo objeto de 
la  clase mediante la instrucción  newobj,  que veremos después).  El  constructor es 
responsable  de  realizar  las  inicializaciones  necesarias  para  cada  nuevo  objeto, 
además de invocar el constructor de la clase base. En el caso de que no sea necesaria 
ninguna inicialización, el constructor será simplemente:
.method public specialname rtspecialname instance 
                          void .ctor () cil managed { 
    .maxstack 1
    ldarg 0
    call instance void [mscorlib]System.Object::.ctor()
    ret
  }
Como puedes ver, la directiva .method introduce la definición de un nuevo método. 
Antes de invocar, mediante la instrucción call, un método de instancia es necesario 
apilar la referencia (que podemos considerar como una especie de puntero) al objeto 
para el que se invoca el método; es decir, una llamada como o.m() se convierte en 
CIL en una instrucción que apila la referencia al objeto o seguida de una llamada al 
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método m. 
Como ya se ha comentado, el constructor de la clase C ha de invocar el constructor de 
la  clase base (System.Object,  en este caso).  Dado que se trata de un método de 
instancia,  será  necesario  apilar  en  primer  lugar  la  referencia  del  objeto  actual 
(puntero this). ¿Cómo conocemos la referencia al objeto actual? Para ello tienes que 
saber  dos  cosas:  que  quien  haya  invocado  al  constructor  de  la  clase  C 
(probablemente, la máquina virtual como consecuencia de una instrucción  newobj) 
habrá  apilado  previamente  la  referencia  al  objeto  actual;  y  que  esta  referencia 
siempre puede accederse mediante la  instrucción  ldarg 0;  esta  instrucción es la 
misma que usa para cargar en la pila los argumentos de un método (con  ldarg 1, 
ldarg 2, etc.), por lo que podemos considerar que la referencia al objeto actual es el 
primer argumento (implícito, ya que no forma parte de la signatura) de un método de 
instancia  (el  compilador genera código que apila  en primer lugar  el  puntero  this 
antes de los argumentos visibles por el programador del lenguaje fuente). De esto se 
deduce que la forma de invocar al constructor de la clase base es:
    ldarg 0
    call instance void [mscorlib]System.Object::.ctor()
La instrucción  call necesita la signatura completa del método a invocar. Además, 
cualquier  método  ha  de  terminar  con  la  instrucción  ret,  que  desapila  todos  los 
argumentos (incluida la referencia al objeto actual) y devuelve el control al llamador. 
Para acabar con el constructor, date cuenta de que si el lenguaje fuente no permite la 
definición explícita de constructores, el compilador deberá incluir explícitamente uno 
similar al que acabamos de ver. 
Pasemos  ahora  al  método  setb.  La  principal  novedad  que  aporta  este  método 
respecto a lo que ya hemos visto es que se accede a una variable del objeto (b) y a un 
argumento del  método (b1).  El  acceso a los argumentos de un método se realiza 
mediante  la  instrucción  ldarg  n,  donde  n indica  la  posición  del  argumento, 
comenzando en 1 para el primer argumento  visible en el lenguaje fuente, como ya 
hemos comentado. Para acceder a una variable de instancia se usan las instrucciones 
ldfld y  stfld.  Ambas  instrucciones  van  acompañadas  del  tipo  de  la  variable 
(float64 en este caso) y del nombre de la clase seguido del de la variable (C::b, en 
este caso); antes de invocar la instrucción  stfdl hay que apilar (en este orden) la 
referencia al objeto y el valor a almacenar.
  .method public float64 'setb' (float64) cil managed {
    .locals ()
    .maxstack 2
    ldarg 0
    ldarg 1
    stfld float64 'C'::'b'
    ldc.r8 0
    ret
  }
Merece  mención  aparte  las  dos  últimas  instrucciones  del  método  setb.  Estas 
instrucciones  se  encargan  de  que  el  método  devuelva  un  valor  por  defecto  al 
llamador y han sido introducidas directamente por el compilador, ya que el método en 
el programa fuente no incluía ninguna instrucción de retorno. Lo más lógico habría 
sido que el  método  setb devolviera  void (con lo  que nos  habríamos ahorrado la 
5
Procesadores de Lenguaje, Universitat d'Alacant                                            Generación de código para clases y objetos  
instrucción ldc.r8 0), pero debido a las restricciones del lenguaje fuente esto no es 
posible. De hecho, una estrategia habitual es que el compilador introduzca siempre 
esta secuencia de retorno por defecto, independientemente de si el método fuente 
incluye instrucciones de retorno, porque comprobar que cualquier flujo de ejecución 
dentro del método retorna un valor es más complicado. Esto, de hecho, explica la 
duplicidad de instrucciones ret en el siguiente código CIL del método g:
  .method private float64 'g' () cil managed {
    .locals ()
    .maxstack 1
    ldc.r8 1.0
    ret
    ldc.r8 0
    ret
  }
El primer par ldc.r8 1.0 / ret es el código generado para la instrucción return del 
lenguaje  fuente;  el  segundo par  ldc.r8 0  /  ret es  la  secuencia  de  retorno  por 
defecto introducida por el compilador.
La  traducción  a  CIL  del  método  f permite  repasar  todas  las  ideas  introducidas 
anteriormente, ya que se realizan accesos a variables del objeto, a argumentos y a 
variables locales del método, así como una llamada a uno de los métodos de la clase 
del objeto actual:
  .method public float64 'f' (float64) cil managed {
    .locals (float64, float64)
    .maxstack 2
    ldc.r8 2.0
    stloc 0
    ldc.r8 3.0
    stloc 1
    ldarg 0
    ldfld float64 'C'::'a'
    ldarg 0
    ldfld float64 'C'::'b'
    mul
    ldloc 0
    mul
    ldloc 1
    mul
    ldarg 1
    mul
    ldarg 0
    call instance float64 'C'::'g'()
    mul
    ret
    ldc.r8 0
    ret
  }
A continuación veremos el código CIL generado para el programa principal. Como ya 
sabes,  la  función  de  entrada  al  programa  que  hemos  venido  generando  tiene  el 
siguiente aspecto:
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.method static public void main () cil managed {
  .entrypoint
  ...
}
El programa principal declara tres variables: dos objetos de la clase C y una variable 
real: 
  .locals  (class 'C', class 'C', float64)
  .maxstack 3
Las variables de tipos simples se almacenan directamente en la pila, pero lo que se 
guarda en la pila para los objetos es una referencia (un puntero) a su espacio real 
reservado en el heap mediante la instrucción de CIL newobj, que deja en la pila una 
referencia al objeto recién creado; esta referencia ha de ser guardada a continuación 
en  la  posición  correspondiente  al  objeto  en  la  directiva  locals.  Por  lo  tanto,  la 
declaración de los objetos locales x e y, además de la directiva .locals del párrafo 
anterior, genera las siguientes instrucciones:
  newobj instance void 'C'::.ctor()
  stloc 0
  newobj instance void 'C'::.ctor()
  stloc 1
La  asignación  de  5.0  a  x.a es  permitida  por  el  compilador  porque  detecta 
(consultando la tabla de símbolos asociada a la clase del objeto x) que la variable de 
instancia a es pública. Observa cómo en este caso la referencia que se apila antes de 
la instrucción stfld es la almacenada en la variable local de la posición 0, no la del 
puntero al objeto actual (que, por otro lado, no existe en este caso ya que el método 
main es estático); observa también cómo es necesario conocer el nombre de la clase 
para indicarlo en la instrucción stfld, y que este nombre se obtiene de la etiqueta 
asignada a la tabla de símbolos TS1:
  ldloc 0
  ldc.r8 5.0
  stfld float64 'C'::'a'
Muy similar es la llamada al método  x.setb (también público). Aquí, sin embargo, 
tienes  que  tener  en  cuenta  una  cosa:  como  hemos  visto  antes,  el  método  setb 
devuelve un valor  real  (en concreto,  cero),  pero si  el  lenguaje fuente permite no 
utilizar el valor devuelto por el método, se daría la circunstancia de que en la pila 
quedaría  un valor  (el  devuelto  por el  método)  que no  sería  utilizado;  este hecho 
provocaría una excepción en la máquina virtual de .NET al llegar a la instrucción ret 
del método. Para evitarlo, y dado que en este caso no se utiliza el valor devuelto por 
setb, es necesario añadir una instrucción pop que lo desapile: 
  ldloc 0
  ldc.r8 1.0
  call instance float64 'C'::'setb'(float64)
  pop
El resto del código es fácilmente comprensible después de lo que hemos estudiado. El 
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único comentario de interés es que el final del método se realiza exclusivamente con 
una instrucción  ret, sin apilar ningún valor a devolver porque el método devuelve 
void:
  ldstr "{0,8:F3}"
  ldloc 0
  ldc.r8 4.0
  call instance float64 'C'::'f'(float64)
  box [mscorlib]System.Double
  call void [mscorlib]System.Console::WriteLine(string,object)
  ret
}
3.1. Traducción completa a CIL
El programa completo en CIL es el siguiente:
.assembly extern mscorlib {}
.assembly 'ejemplo' {}
.class 'C' extends [mscorlib]System.Object {
  .field public float64 'a'
  .field private float64 'b'
  .method public specialname rtspecialname instance 
                                      void .ctor () cil managed { 
    .maxstack 1
    ldarg 0
    call instance void [mscorlib]System.Object::.ctor()
    ret
  }
  .method public float64 'setb' (float64) cil managed {
    .locals ()
    .maxstack 2
    ldarg 0
    ldarg 1
    stfld float64 'C'::'b'
    ldc.r8 0
    ret
  }
  .method private float64 'g' () cil managed {
    .locals ()
    .maxstack 1
    ldc.r8 1.0
    ret
    ldc.r8 0
    ret
  }
  .method public float64 'f' (float64) cil managed {
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    .locals (float64, float64)
    .maxstack 2
    ldc.r8 2.0
    stloc 0
    ldc.r8 3.0
    stloc 1
    ldarg 0
    ldfld float64 'C'::'a'
    ldarg 0
    ldfld float64 'C'::'b'
    mul
    ldloc 0
    mul
    ldloc 1
    mul
    ldarg 1
    mul
    ldarg 0
    call instance float64 'C'::'g'()
    mul
    ret
    ldc.r8 0
    ret
  }
}
.method static public void main () cil managed {
  .locals  (class 'C', class 'C', float64)
  .entrypoint
  .maxstack 3
  newobj instance void 'C'::.ctor()
  stloc 0
  newobj instance void 'C'::.ctor()
  stloc 1
  ldloc 0
  ldc.r8 5.0
  stfld float64 'C'::'a'
  ldloc 0
  ldc.r8 1.0
  call instance float64 'C'::'setb'(float64)
  pop
  ldstr "{0,8:F3}"
  ldloc 0
  ldc.r8 4.0
  call instance float64 'C'::'f'(float64)
  box [mscorlib]System.Double
  call void [mscorlib]System.Console::WriteLine(string,object)
  ret
}
3.2. Acciones semánticas
Diseña la gramática y las acciones semánticas necesarias para poder compilar a CIL 
programas que sigan las especificaciones del lenguaje fuente que estamos utilizando.
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3.3. Relajación de restricciones
Algunas  de  las  restricciones  que  se  introdujeron  al  principio  del  documento, 
simplifican la generación del código objeto. Dedica un tiempo a estudiar cómo se 
modificaría lo que hemos visto si se relajan estas restricciones.
4. Generación de código m2r
Cuando se genera código para m2r, el compilador debe reservar en la memoria de la 
máquina virtual espacio estático para todas las variables de instancia de cada objeto 
declarado; habrá que conocer, por tanto, el tamaño de cada clase, que no será más 
que la suma de los tamaños de cada una de sus variables de instancia.
Con  respecto  al  contenido  del  libro  Diseño  de  compiladores (Garrido  et  al.),  la 
principal novedad a la hora de permitir la manipulación de objetos es que cuando se 
invoca  un  método  de  instancia  es  necesario  pasar  como  primer  parámetro  la 
dirección base de las  variables de instancia  del  objeto (similar a la  referencia  al 
objeto actual). El acceso a los argumentos y a las variables locales se realiza, por otro 
lado, exactamente igual que como se explica en el libro; para acceder a las variables 
de instancia es necesario sumar el desplazamiento relativo de la variable respecto al 
inicio del bloque de memoria asignado al objeto (dato que se extraerá de la tabla de 
símbolos de la clase correspondiente) con la dirección base de inicio de dicho bloque 
(extraida de la información almacenada para el objeto en la tabla de símbolos si el 
acceso se realiza desde fuera de la clase, o del puntero  this si el acceso se realiza 
desde un método de la clase).
Cuando se invoca un método de instancia el registro B apunta según sigue:
● @B-3: valor devuelto por el método
● @B-2: etiqueta de retorno
● @B-1: B anterior
● @B+0: dirección base de las variables de instancia del objeto (puntero this)
● @B+1:  primer  argumento  visible en  el  programa fuente  (o  primera  variable 
local, si el método no tiene argumentos; o primera temporal, si el método no 
tiene argumentos ni variables locales)
Más adelante, se muestra una posible generación de código para la máquina virtual 
m2r  para  una  versión  ligeramente  modificada  de  nuestro  programa  fuente  de 
ejemplo.
5. Diferencias con el lenguaje de la práctica 5
El programa fuente que hemos estudiado hasta ahora no se ajusta al cien por cien a 
las especificaciones de la práctica 5 del curso 2006-2007. Las principales diferencias 
son las siguientes:
● En el lenguaje de la práctica 5 todas las variables de instancia son privadas y 
todos  los  métodos  son  públicos;  por  ello,  el  lenguaje  carece  de  los 
modificadores  private y  public. Como consecuencia de esto, el acceso a la 
variable  x.a del programa principal no es válido; para obtener un programa 
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similar esta asignación se ha introducido en el código mostrado más abajo en 
el método f de la clase C.
● En el  lenguaje de la  práctica 5, los objetos no se declaran en el programa 
principal, sino junto a la declaración de la clase; en cualquier caso, el resultado 
es completamente equivalente, porque el ámbito de estos objetos es el mismo 
que si se hubieran declarado en el programa principal. 
El código modificado compatible con la especificación del lenguaje de la práctica 5 es 
el siguiente:
x,y: class C { 
  a,b: real;
  real method setb (real b1) {
    init
      b = b1;
    end
  }
  real method g () {
    init
      return 1.0;
    end
  }
  real method f (real n) {
    c,d: real;
    init
      c= 2.0;
      d= 3.0;
      a= 5.0;
      return a*b*c*d*n*g();
    end
  }
}
program {
  h:real;
  init 
    x.setb(1.0);
    writeln (x.f(4.0));
  end
}
5.1. Traducción completa a m2r del programa anterior
A continuación se muestra el código generado para la máquina virtual m2r para el 
programa fuente del apartado anterior.
La configuración de memoria antes de ejecutar la primera instrucción del programa 
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principal  es  la  siguiente:  las  variables  de  instancia  del  objeto  x abarcan  las 
direcciones 0 a 1; las del objeto y, las direcciones 2 a 3; la variable h del programa 
principal se almacena en la dirección 4.
Justo antes de pasar el control al método x.setb, la configuración de memoria es la de 
la siguiente figura:
0 x.a
1 x.b
2 y.a
3 y.b
4 h
5 valor devuelto por la llamada a x.setb
6 etiqueta de retorno
7 B anterior
B → 8 dirección base del objeto x (0)
9 argumento de la llamada a x.setb (1.0)
10 temporal (1.0)
11
Una posible compilación del programa fuente de esta sección a m2r es la que se 
presenta a continuación:
 
mov #0 B ; inicializa B
jmp L7 ; salta al inicio del programa principal
; ------ método C::setb:
L1 mov @B+0 A ; dirección base del objeto
addi #1 ; desplazamiento relativo del miembro b
mov A @B+2 ; guarda en @B+2 la dirección del miembro b
mov #1 A ; desplazamiento relativo del argumento b1
addi B ; suma el inicio del RA
mov A @B+3 ; guarda en @B+3 la dirección del argumento b1 
mov @B+3 A ; dirección del argumento b1
mov @A @B+4 ; guarda en @B+4 el contenido de b1
mov @B+2 A ; dirección del miembro b
mov @B+4 @A ; copia el argumento b1 en el miembro b
mov #0 @B-3 ; valor devuelto por defecto
mov @B-2 A ; etiqueta de retorno
jmp @A ; devuelve el control al llamador
; ------ método C::g:
L2 mov $1.0 @B+1
mov @B+1 @B-3
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mov @B-2 A
jmp @A
mov #0 @B-3
mov @B-2 A
jmp @A
; ------ método C::f:
L3 mov #2 A
addi B
mov A @B+4
mov $2.0 @B+5
mov @B+4 A
mov @B+5 @A
mov #3 A
addi B
mov A @B+4
mov $3.0 @B+5
mov @B+4 A
mov @B+5 @A
mov @B+0 A
addi #0
mov A @B+4
mov $5.0 @B+5
mov @B+4 A
mov @B+5 @A
mov @B+0 A
addi #0
mov A @B+4
mov @B+4 A
mov @A @B+5
mov @B+0 A
addi #1
mov A @B+6
mov @B+6 A
mov @A @B+7
mov @B+5 A
mulr @B+7
mov A @B+8
mov #2 A
addi B
mov A @B+9
mov @B+9 A
mov @A @B+10
mov @B+8 A
mulr @B+10
mov A @B+11
mov #3 A
addi B
mov A @B+12
mov @B+12 A
mov @A @B+13
mov @B+11 A
mulr @B+13
mov A @B+14
mov #1 A
addi B
mov A @B+15
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mov @B+15 A
mov @A @B+16
mov @B+14 A
mulr @B+16
mov A @B+17
mov B @B+20
mov @B+0 @B+21
mov B A
addi #21
mov A B
mvetq L4 @B-2
jmp L2
L4 mov @B-1 B
mov @B+17 A
mulr @B+18
mov A @B+19
mov @B+19 @B-3
mov @B-2 A
jmp @A
mov #0 @B-3
mov @B-2 A
jmp @A
      ; ------ programa principal:
L7 mov $1.0 @B+10    ; 1.0 a temporal en @B+10
mov @B+10 @B+9    ; copia a la posición del primer parámetro
mov B @B+7 ; guarda la B actual en el RA
mov #0 @B+8 ; guarda la dirección base de x en el RA
mov B A
addi #8
mov A B ; B=B+8; B apunta al nuevo RA
mvetq L5 @B-2 ; guarda la etiqueta de retorno en el RA
jmp L1 ; salta al inicio del código de setb
L5 mov @B-1 B ; restaura B; se ignora el valor devuelto
mov $4.0 @B+10 ; 4.0 a temporal en @B+10
mov @B+10 @B+9 ; copia a la posición del primer parámetro
mov B @B+7 ; guarda la B actual en el RA
mov #0 @B+8 ; guarda la dirección base de x en el RA
mov B A
addi #8
mov A B ; B=B+8; B apunta al nuevo RA
mvetq L6 @B-2 ; guarda la etiqueta de retorno en el RA
jmp L3 ; salta al inicio del código de f
L6 mov @B-1 B ; restaura B
wrr @B+5 ; imprime el valor devuelto
wrl
halt ; fin del programa principal
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