Currently the concept of Software Factories (SF), where reuse plays a leading role, is being adopted. Due to the different approaches in this area, and although SF concept is not new in Software Engineering, it is still not mature enough to clearly identify the treatment of certain variables within the process. One of these variables is Quality. Therefore, this paper presents a historical review of the SF concept, proposes an ontology based on the most recent definitions and establishes a relationship between these concepts and the ISO 15504 standard, with the purpose of specifying the systemic quality in software developer companies that decide to implement an SF strategy.
INTRODUCTION
Given the demanding requirements as to meeting schedules and budgets that software developing companies go through constantly, the efficiency of the developing process has become a growing necessity. Nevertheless, this is a variable that does not necessarily favor effectiveness.
Consequently, reuse within the software production process has been center of interest long ago, without obtaining any real success. At present, developers create new systems and applications from scratch by using generic tools, inadequate processes and customized architectures; a task that is time consuming and can be the origin of some mistakes.
Being aware of this reality, some organizations have established different working strategies and have even gathered the best practices in this subject with the purpose of industrializing software developing. As a result, the concept of Software Factory (SF), where reuse plays a leading role, is currently being retaken. Due to the different approaches in this area, and although SF concept is not new at all in Software Engineering, it has not achieved the necessary conceptual maturity to clearly identify the treatment of certain variables within the process, one of them being Quality. This paper proposes an ontology which helps understand the different meanings of the SF concept, as well as the characteristics, innovations, and implications of the most recent approaches in the SF Software Engineering field.
Mainly, the objective of this article is to present the correspondence between the ISO 15504 standard and the concepts identified in the SF ontology, with the purpose of estimating the presence of the software process quality in any organization that works according to the SF characteristics. This paper is part of a research in progress whose objective is to estimate the systemic quality in software developer companies that decide to implement an SF.
The background of this research (section 2) is presented below, followed by the methodology used (section 3); a description of each one of the processes and concepts related to SF (section 4); the integrated conceptual model (section 5); and the comparison of the processes identified in an SF with those evaluated in the ISO 15504 standard (section 6). Finally, a number of conclusions and recommendations are proposed.
BACKGROUND
Great efforts have been made in Software Engineering in order to compensate for the lack of a well defined and well managed development process, which affects developers as well as users and customers because the product is not obtained within the desired time and the estimated costs. The application of an SF model is one of those attempts where code reuse, process specification, and the model-driven development play a leading role.
However, the term SF has already been used in Software Engineering. It was used for the first time between 1950 and 1960 in the United States and Europe to improve productivity and software development through standard tools and reuse of methods and components; then, between 1970 and 1980, computer manufacturers in Japan adopted the new concept and considerably improved software development [15] .
In the 90's, substantial research in relation to the term SF was reported [15] . Later, Microsoft approach of the concept was announced attached to its product "Visual Studio Team System 2005" and its Microsoft .NET platform [17] . Almost by the same time, Fabri and other researchers [5] presented the techniques used for developing an SF in Brazil, where an SF based on Open Source is still being developed [18] .
The most recent approaches found in the literature [5] [8] represent an important background of the SF subject. A developer company without the following characteristics cannot be considered an SF: mass and large scale software production, task and control standardization, and work division and automation [5] .
Furthermore, according to Humprey [9] and Pressman [19] , the quality of the final product is strongly influenced by the quality of its development process, in agreement with the functional requirements explicitly established. These models were reviewed but the standard ISO 15504 [10] [21] was taken as a basis for this research..
METHODOLOGY
In order to relate SF ontology with ISO 15504 [10] [21] , the Methodological Framework of the Information Systems Research Laboratory (LISI, according to its acronym in Spanish), at the Universidad Simón Bolívar, is used. This framework is inspired in the Action Research method [2] , and uses the DESMET methodology [12] for the evaluation phase.
The Methodological Framework consists of 11 steps or activities grouped in 5 wider phases, which correspond with the phases of the Action Research Method: (1) Documental Research, (2) Background analysis, (3) Formulation of objectives and scope of the research, (4) Formulation of the research methodology, (5) Proposal of comparison of the processes identified in an SF with the processes evaluated in the ISO 15504 standard, (6) Context analysis, (7) Application of the DESMET method, (8) Evaluation through the method produced by DESMET, (9) Results analysis, (10) Definition of the scope of the next iteration and, (11) Conclusions and recommendations.
Due to presentation restrictions in this paper, the proposed steps are not detailed; nonetheless, the activities carried out in each one of them are emphasized below: (1) and (2) : no ontology in this subject was found, but various SF models; (3) and (4): the objectives and scope of the research were specified within the limits of ISO 15504; (5): the construction of the ontology and its correlation with the standard selected is presented, this topic is dealt with in more detail throughout this paper; (6), (7) and (8) : once the correlation is established, DESMET is used to validate it; this point constitutes the basis of the future steps of the present research; (9), (10) and (11): conclusions and recommendations are listed at the end of the paper.
SOFTWARE FACTORY PROCESSES
The search for effectiveness and the motivation generated by competitiveness have been a constant in any business. Software industry does not escape to this reality. As a consequence, organizations which develop software spare no effort to go from the traditional way of development to mass production; in this context a question appears: which are the typical activities in each case? According to Coe [4] , cited in [20] , the software industry represents a continuum of activities located between two extremes: 1) the development of software customized to the needs of a determined customer, and 2) the process of packed software production. The steps in the first case are [4] : Problem identification ; Justification / Feasibility study; Analysis and Determination of Requirement; Design; Testing; Delivery / Installation and; Maintenance.
Similarly, Coe identified the sequence of steps for the production process of packed software [4] : Development; Testing; Duplication of disks; packing and manuals; Sales and marketing; Distribution; and Support.
According to Rojas [20] , the similarities of the two versions offered by [4] are more than those perceived at the first sight, because "Product Development" includes a complexity that can be disaggregated to favor understanding. In this sense, SF proposes the typical processes of Analysis, Design, Implementation, and Testing, but oriented toward the Problem and Solution Domain, thus encouraging reuse with emphasis on system architecture.
In order to develop any software product it is necessary to determine the technical, operational, and economic development feasibility. The difference lies in the fact that in the customized software development there is a single customer, whereas in the production of packed software, not only the diversity and scope of the needs of the potential costumer, but also market size and location, marketing and commercialization channels have to be considered to estimate return on investment before any decision regarding development can be made [20] .
In the case of customized software there are Maintenance strategies that are offered to the customer, whereas packed software includes a Support Process, which must be handled with more detail because it will not always be carried out by the same person. In some organizations there are departments dedicated exclusively to provide customer support or assistance, whereas software Maintenance is direct responsibility of the developers.
In addition, in the development of packed software a process subsequent to product development is to be taken in consideration: Delivery Process. In the customized software case, software delivery is personalized and the setting-up process can be performed by an employee of the company: In the packed software case, an additional component is needed for installing and uninstalling. This executable is neither included in the requirements nor depends on the system functions; however, it must be easy, simple, and fast to use, because the costumer could not have the technical knowledge required to install or uninstall the purchased software.
Furthermore, in the case of the packed software production, testing phases have to be designed with the participation of volunteers who can subject the software to the rigor of use and offer the results of this experience. In the case of customized software, testing can be restricted to the ambit of the developer and the customer company [20] .
ONTOLOGY FOR SF
According to authors, an SF must be flexible and capable of: producing various types of products, implementing software engineering concepts, and analyzing, projecting, implementing, developing, and improving systems. As it was already mentioned, the term SF is not new, but, most of the different versions of the SF concept agree that it comprises the mass production of a Family of Products (belonging to a determined Solution Domain) that comply with certain common requirements (belonging to a determined Problem Domain) that are established by a group of people involved [5] . These people are not necessarily the developers, but also costumers, users, providers, and even the software architects. Figure 1 represents the first level of concepts based on the reviewed background.
Figure 1. Elements involved in the SF definition
On the other hand, the term SF is defined as a 'Software Product Line' (SPL) that produces tools, processes, and content by using a template based on a given schema, with the purpose of automating the development and maintenance of variations of an architectonic product by means of adaptations, assembly, and configuration of components based on frameworks supported by an environment [8] .
Software Product Line
A production line can be understood as a group of products that are closely related (by its functionality), that are sold to the same group of costumers, that are marketed through the same type of distribution, or fall within the same range of prices [6] . This concept has also its origin in the traditional industry, but is applicable to software development and its use is not very innovative. Perhaps the use of the SPL concept is known due to its high generality degree, being applicable to both large as well as small organizations.
Most organizations produce similar family of systems that differ from each other by certain characteristics, but broadly speaking, three general activities that can be applied in any situation have been detected [3] . For these authors, the three activities are closely related: progress in one of the activities necessarily implies the progress of the others, therefore, in fact, it cannot be said that there is an order among them, but due to space reasons, each one will be described individually and in a sequential way.
• Core Assets Development: This activity is focused on the production of general resources for any product. The scope of the product line, production plan, components, architecture, requirements, as well as restrictions, styles, patterns and frameworks, among others, are described here. The inventory of pre-existent assets is also configured, which is later named Object Library in SF.
• Product Development: This activity consists of assembling the assets developed or stored in the previous activity to create products according to market requirements; however, this process is rarely sequential. Product creation implies a continuous relationship with scope, production plan , and core assets.
• Management: Management plays a critical role in the success of the production line. The activities must have resources assigned, which should be coordinated and overseen. Management, at the technical as well as the organizational level, must be strongly associated to the effort of the SPL. However, management should not only be directed inwards, but should also consider the relationship with suppliers and consumers. This aspect is later called Supply Chain by SF.
On the other hand, Fabri and his colleagues [5] , based on the model of SF presented by [1] , propose a model that separates the production of core assets or components and the software production process; this author names the management process as "Organization of the work". This model comprises two significant activities: Software Production and Components Production.
The conception of SF by [8] is a little wider since it includes modeling of the application domain. SF is based exactly on SPL, and shares activities with the model by [5] , such as Analysis, Design and Implementation, but in the model by [8] , these are oriented for a product line. The assets in the model of [8] are those that [5] denominates components. This last model also contemplates the possibility of selecting the tools which are more adequate for each domain, as well as the option of personalizing them.
It is worth noting the similarity between Fabri's SF model [5] and the SF template proposed by [8] , since both models were published in similar dates but using different bibliographical sources, which reflects the current interest in improving the development processes to produce higher quality systems. Once the SPL concept and its role within the SF (Figure 2) are known, the rest of the elements which make it up can be defined: schema, template and environment.
Figure 2. Concepts of Software Product Line

Schema, Template and Environment
An SF is an SPL that configures developing tools with guides and content packages that are carefully designed to build specific types of applications [7] . These same authors establish that an SF contains three key ideas: a schema, a template and a development environment.
• A schema can be thought of as a recipe. It is a list of ingredients such as previous projects, source code directories, SQL files, and configuration files. The schema establishes which Domain Specific Languages (DSL) should be used and describes how models based on those DSL can be transformed into codes or other artifacts. The schema describes the architecture of the product line and the relationships between the components and frameworks involved.
• A template is like a package or supermarket bag which contains all the ingredients listed in the schema. The template provides the patterns, languages, libraries, guides, examples, specific tools like DSL graphical publishers, scripts, style sheets, and other ingredients necessary to build the product.
• A development environment is like the kitchen where the meal is prepared. High level tools like Microsoft Visual Studio Team System offer a work environment suitable to build a family of products. These high-level tools facilitate the configuration, adaptation, and assembling of components.
Furthermore, this analogy can be exemplified by relating the products to plates served in a restaurant; and the stakeholders to the customers who order plates from the menu. A product specification is like an order of a plate with some extras [7] .
Product developers are like the cooks that prepare the plates described in the orders and who can modify certain ingredients. The product line developers are the chefs that decide what is to appear in the menu, and the ingredients, processes and kitchen appliances that are to be used.
These three elements (schema, template and environment) are shown in Figure 3 and constitute the technological bases of an SF [8] .
Figure 3. Technological elements that conform a SF
The term SF comprises not only technological aspects; next certain concepts of economy applied to the software development are defined, which also must be present in all company that decides to adopt this trend.
Economic Concepts
The concepts of Marketing Channels or Supply Chain are used by any organization that produces goods or provides services. The software industry does not escape from this reality but so far it has used this concept only to market the product already developed, but not as a part of the development process. A marketing channel takes the goods from the producers to the consumers, overcoming time gaps, market and possession [13] . An SF can be segmented both vertically as well as horizontally to delegate responsibilities to outside providers, thus creating Supply Chains for the development of a software product [8] .
Another concept used by SF is reuse economy. Reusing solutions of a common sub-problem in a specific domain can reduce the total cost of solving multiple problems in the same domain [11] (cited in [8] ). Furthermore, reuse can reduce the total time to market and improve the product quality. It is important mentioning the new connotation that is granted to this concept within an SF, where not only the reduction of time but also the cost of the project are taken into account, and even the return on the investment is improved, because when investing in architectural patterns, components and possible links in the supply chain, reuse makes it possible to see the financial results much faster, thus favoring the scale and scope economies.
These two concepts are frequently confused with each other. Although both reduce time and product costs, and improve quality producing multiple products instead of individual copies, there are considerable differences between them [8] . Scale economy offers the possibility of developing multiple identical instances starting from a simple design. On the other hand, scope economy emerges when multiple but similar designs and prototypes are produced collectively more than individually.
The main difference between scale and scope economy, in terms of SF, lies in the moment at which reuse appears. In the first type of economy, reuse appears after the product has been developed, whereas in the scope economy, reuse appears while the product is being developed. The relation between these concepts can be seen in Figure 4 . Both scale economy and scope economy, according to the SF conception, increase efficiency in the software development process because they are not limited to the development of one product at a time, but promote mass development, strongly supported by the concept of SPL. By improving efficiency, quality in the development process is therefore improved. Developing an SF implies the best practices of Software Engineering to be systematically applied [5] . Following, some of the best practices that this trend offers are shown.
Best Practices
SF is based on the convergence of key ideas in Model-Drive Development (MDD) and systematic reuse [8] .
According to these authors, MDD reduces the problem of abstraction by using models only as documentation. This is one of the main practices proposed by SF because, according to these authors, models must be used for developing instead of documenting the product.
All these efforts are meant to go from the traditional way, based on a source code, to a new way of developing software products based on models, where previous attempts are increasingly reused. According to Pressman [19] , the Component-based Software Engineering (CBSE) aims at finding a set of pre-built and standardized software components that fit in a specific architectural style for an application domain. This set of components constitutes the Core Assets Development of SPL.
On the other hand, a framework is a group of classes for a specific kind of software; it can be then inferred that a process framework is a group of sub-processes for a determined type of domain [11] . In addition, a process framework is a structure that organizes the micro-processes used to build artifacts that form part of the members of a family of products [7] . Developing a process framework for a line of software products makes sense because the cost can definitely be recovered with the production of many products.
These same authors affirm that a process framework essentially disaggregates a process into micro-processes attached to the development of various types of artifacts, including the description of the requirements necessary for such a goal. In these descriptions one can list considerations as diverse as key decision points; analysis of trade-offs associated to each point of decision, optional or required activities , and the results to be produced in each activity.
In this sense, according to [14] , up to now the system architecture remained always in a sort of black box, being a secret known only by its authors. A good software architecture promotes the reuse, and makes it possible to obtain and maintain the intellectual control of the development as well as to manage its complexity and maintain system integrity, implicitly managing quality in the development. Figure 5 presents the involved concepts of the SF best practices.
Figure 5. Best Practices in Software Development
Shared-concepts Model
Once described separately the aspects shared around SF, it is worth showing them in a unified model where new relationships, not shown previously, are presented. One of the main relationships is based on the fact that the economic aspects adapted by SF to software development are supported by the technological aspects; accordingly, the economy of reuse promotes the systematic reuse; the scale and scope economies favor the Model Driven-Development; and the Supply Chain must be coordinated by the Management of the SPL.
On the other hand, by presenting all models in a unified way, those recurrent concepts which serve as integrators between the different parts involved are outlined. In this way, it can be established that in an SF, the Software Product Line develops a group of products with similar characteristics thus conforming a Product Family. In order to develop these products a certain schema is followed that describes the system architecture, and also establishes the relationships between the frameworks used and the components to assemble. These components are registered in the inventory of components thus fomenting systematic reuse.
As it has been shown so far, the term SF, besides having multiple definitions, gathers a considerable number of concepts which should be identified to handle a general idea of its scope. Figure 6 shows a unified version of the proposed conceptual model, including the new relationships described before. The boxes do not imply any kind of order or hierarchy between concepts; they are used only to group similar concepts and to facilitate the reading of the model.
Although SF does not contribute new concepts to the software product development, the innovation consists of the grouping of previous concepts (SPL, MDD, systematic reuse and framework of processes), presented together, in a new attempt to go from the traditional to the automated production. 
PROCESSES IDENTIFIED IN AN SF vs. ISO 15504 PROCESSES
Many of the concepts associated to SF imply the execution of processes as well; this is the case of "analysis", "design" and "implementation" of an SPL. Therefore, it is necessary to group the concepts shown in Figure 6 in typical processes of an SF. Table 1 . Relationship among the unified processes and the own concepts of an SF It is worth mentioning that the concepts included in the Conceptual Model can be used by several SF processes; this is the case of Supply Chain that is within the Delivery and Distribution Process, but also within the Sales Process. Other example is the Economy of Reuse concept that is used in the Implementation Process and also in the Management Process, since the reuse can be expressed as a code and components or as processes and controls.
The grouping shown in Table 1 was made matching the description of the concepts. Furthermore, the denominations of the unified processes also are related with the packed software processes [4] . Below in Table 2 the relationship between the packed software processes is shown.
Steps of the production process of packaged software [ Table 2 . Relationship among the SF unified processes and the steps of the Production process of packed software
It is worth emphasizing that the Management process (non included in the steps of the Production process of the packed software) was added to the SF unified processes, because it is one of the concepts involved in all SF. With the aim of going more in detail, Table 3 shows the activities of each one of the typical processes in SF according to [5] and [8] . Table 3 . Specification of the activities contained in the processes identified in an SF On the other hand, the Systemic Quality of an organization is the reflection of the quality of its software products and the quality of their development process (design quality and manufacturing) [16] . Since SF establishes changes in the development process rather than in the product to be developed, the comparison will take into account the ISO 15504 standard.
The ISO 15504 standard consists of 3 levels: Categories, Processes, and Base Practices. In Table 4 part of the structure of this standard is shown, without the base practices. Entering a lower level, some processes in Table 4 posses sub-processes. It is convenient to show these subprocesses, because they will be the main point of comparison between the ISO 15504 standard and the SF. Table 5 . Processes and sub-processes of the ISO 15504 standard Each process or sub-process has associated a set of Base Practices which can be reviewed in ISO 15504 (1999) . Based on the specifications of these Processes and their associated Base Practices, and, comparing them with the sub-processes or activities of the unified processes shown in Table 3 , it can be observed that many of these sub-processes are already considered in the current version of the ISO 15504 standard. Specifically for 16 of those 33 sub-processes, the ISO 15504 standard has incorporated Base Practices with similar objectives. Table 6 below shows the correlation among the processes of an SF and the sub processes (characteristics) of the current version of the ISO 15504 standard. The new sub-characteristics or metrics to be developed are also specified.
According to the legend, the activities or sub-processes marked as (NBP) imply new metrics to be included into the ISO 15504 standard. Similarly, those marked as (NSP) imply new sub-process within the current structure of the model. Table 7 . Percentage of the activities typical of an SF covered by ISO 15504
The processes that present a higher coverage for the ISO 15504 characteristics, in decreasing order, are: Consulting Process (100%), Testing Process (80%), Design Process (60%), Supervising and Evaluating Process (71.42%), and Implementation Process (57.14%). However, there are processes that have a very low percentage of coverage, as in the case of the Delivery and Distribution Process (0%), which reflects that in the ISO 15504 standard the fact of developing a system for a specific customer (customized software) is considered, but not in the case of multiple costumers (packed software). On the contrary, the Design Process, in spite of having 80% coverage, does not contemplate one of the main characteristics of an SF, where models must be used as inputs for the implementation and not as simple documentation.
Furthermore, the fact that some processes of the SF are considered by the ISO 15504 standard does not imply that they are completely evaluated. There can be ISO 15504 base practices that cover a large part of the activities of some process of the SF, but that do not include specific details. For example, the activity "Defining the equipment and division of the work" is covered by process "ORG.3. -Human resource management" in the ISO 15504 standard, but its Base Practices are oriented to hire personnel, but not contemplate the possibility that the developer could be hired by other company.
It is also observed that the processes of "Delivery and Distribution", "Collateral Development" and "Sales" are not considered in the present version of the ISO 15504 standard and can be added like new sub-processes within the Supply Process (CUS2). All these set of comparisons become an opportunity to improve the ISO 15504 standard.
CONCLUSIONS AND FUTURE WORKS
SF implies not only technological but also economic changes, therefore, any company that decides adopting an SF as its basis to produce software should consider certain economic concepts that were not involved before in this production sector . This paper organizes the main knowledge around the Software Factory concept, using an ontological approach.
As a result of the first statement, the reuse and the development of several products in parallel must be the fundamental characteristics in a company that decides to make the transition towards a Software Factory. However, it is relevant to outline that a company that covers only a part of the identified characteristics (standardization, reuse, MDD, etc.) could not be considered an SF; in this sense all the concepts described in our ontology should be covered to achieve this category.
In this paper, a relationship between SF processes and the ISO 15504 standard is also presented, determining their presence (by percentage) or absence respect to the standard base practices. As a result we obtained that the ISO 15504 standard has Base Practices incorporated which cover less than fifty percent of the SF subprocesses. For those practices proposed for SF that are not considered by the standard we have proposed a way to include them without affecting the conceptual structure.
This research reflected that none SF model or concept offered a way for making the development process operative, and that is the reason for adopting the ISO 15504 standard. It is expected that this work could serve as the basis for the development of an instrument that allows considering systemic quality in an organization with SF characteristics. In addition, in spite of having found several models of SF, no ontologies were related to this subject; therefore this research offers the first attempt in the development of an ontology for SF.
In future works, the use of processes of software like Unified Process (RUP), Catalysis, XP and others, within SF will be considered, but this point goes beyond the scope of this research, where the purpose was to specify the systemic quality in SF following the ISO 15504 standard.
