Water Animation Using 2.5D Grid and 3D Grid Following Character by 中村 孝典
2.5次元格子とキャラクターを追従する3次元格子を
用いた水のアニメーション生成
著者 中村 孝典
出版者 法政大学大学院情報科学研究科
雑誌名 法政大学大学院紀要. 情報科学研究科編
巻 14
ページ 1-6
発行年 2019-03-31
URL http://doi.org/10.15002/00021947
2.5次元格子とキャラクターを追従する 3次元格子を用いた水のアニメーション
生成
Water Animation Using 2.5D Grid and 3D Grid Following Character
中村孝典 ∗
Takanori Nakamura
法政大学大学院　情報科学研究科　情報科学専攻
Email:17t0019@cis.k.hosei.ac.jp
Abstract—We propose a new method for generating large
scale water animation by physics simulation that include
colliding between a character and the water with coupling
3D and 2.5D discretization. Water animations such as splash
and waves are generated by means of 3D discretization both
of grid and particle method. The more we discretize by
many points, the more detailed animation can be generated
while the computational complexity become larger. When
simulating large scale water animation such as ocean and
lake, we can generate wave animation with small computa-
tional complexity using 2.5D grids. We discretize the water
near the character by 3D grids and particles, far from the
character is discretized by 2.5D grids which have a water
height. The former area generate animations of splashes
and waves. The latter area generate only animations of
waves. We generate detailed water animation in arbitrary
place by moving narrow area that takes large computational
complexity on huge area that takes small computational
complexity. We also compare our method and a method
that use only 3D discretization, and show that our method
can generate water animation faster than latter one while
generating animation of splashes and waves.
1. 序論
CGで作成された映像の中で水のアニメーションが
しばしば登場する. 近年は物理シミュレーションによっ
て, 水の運動と内部状態の変化を計算することで, アニ
メーターが 1フレームごとに CGの動きを手付で指定
せずに自動的にアニメーションを作成できる.
水の物理シミュレーションは空間を計算点で離散化
し, それらの点に質量や速度を持たせることで, 水の時
間変化を記録する. これらの計算点は一定の大きさを持
ち, 水全体を覆うように並ぶ. 計算点が多いほど, 短い間
隔ごとに水の内部情報を記録できるので, 水の CGモデ
ルの形状をより細かく変形できるようになる. ただし, 1
フレームの映像を出力し終えるまでの時間は計算点が
多いほど長くなる.
3次元空間上の水を扱う場合, 水の表面だけでなく
内部にも計算点を配置する必要がある. したがって, 海
や池など広い空間で水のアニメーションを生成する場合
は計算点が非常に多くなる.
広い空間でのシミュレーションでは水の内部の計算
点を省略して高速にアニメーションを生成するための離
散化手法に 2.5次元格子がある. この手法では 3次元空
間の水を 2次元平面上に配置した格子で離散化し, 各格
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子に平面に平行な方向の速度と鉛直方向の水面の高さ
を格納する. この高さをつかって水面を上下運動させる
ことで波の運動をシミュレートできる. ただし, この手
法では水面を分断することはできないので, 水しぶきの
アニメーションは生成できない.
Chentanezらは, 水しぶきなど詳細な水の動きが発生
する箇所を限定してそこを 3次元の格子で離散化し, そ
れ以外の領域を 2.5次元格子で離散化して広い空間の水
のアニメーションを生成した [1]. この手法では前者の
領域が移動しないので, キャラクターが水面を動き回る
シーンを生成する場合はキャラクターがこの領域内しか
移動できない.
本研究は 3次元格子の領域を 2.5次元格子で離散化
されている領域の上を移動できるようにし, CGシーン
の広い水面上の任意の場所で細かい水の動きを計算で
きるようにする. また, 水面すべての領域を 3次元の離
散化手法のみでシミュレートした場合と比較して高速に
実行でき, 波と水しぶきのアニメーションを同様に生成
できることを示す.
2. 関連研究
3次元の離散化手法には格子法と粒子法がある. 格
子法は空間を一定の大きさをもつ格子で分割し, 格子を
計算点として流体の速度などの数値を格納する. 格子に
格納された速度に基づいて水と空気の界面を移動させ
ることで水の動きを表現する. Foster らは格子法を用い
て水のシミュレーションを行いアニメーションを作成し
た [2]. この手法では水を格子で離散化して流体の運動
方程式であるナビエ・ストークス方程式を解き, 界面に
配置されたマーカー粒子と呼ばれる頂点を移動させる
ことで水を変形させる. 後に Foster らは, 粒子を配置せ
ずに界面と格子の距離を計算して保存することで界面
の位置を調べて水の変形を扱う手法を提案した [3].
粒子法は水を一定の大きさを持つ粒子で分割し, 計
算点である粒子が速度など数値を持った状態で移動し
て水の動きを表現する. Mu¨ller らは粒子法の一種であ
る Smoothed Particle Hydorodynamics(SPH) 法を用いて
水のシミュレーションを行いアニメーションを生成した
[4]. 格子法は各格子が空気か水のどちらに属するかを界
面の位置を調べる必要があるが, SPH法では粒子の存在
する箇所が水であり, 粒子が飛び散るように移動するこ
とで水しぶきが起きたときそのしぶきの速度も計算で
きる. ただし, SPH法では本来圧縮しないはずの水でも
シミュレーション中に流体の圧縮がおこる. Solenthaler
らはこの圧縮を防ぐために圧力の値をより正確に計算
するために反復計算を行う手法を提案した [5]. Macklin
らは先に水の圧縮がおこらない粒子の位置を計算し, そ
の後で速度と加速度を計算する手法を提案した [6].
Laytonらは 2次元の水面を格子状に分割し, 3次元
方向の高さを持った 2.5次元格子を用いて 3次元空間上
の水のシミュレーションを行った [7]. この手法は 2.5次
元格子で Shallow Water Equation(SWE)と呼ばれる水面
での波の運動方程式を解くことでCGの水面の頂点を動
かす. Hagenらは 2.5次元格子の水面下の地形を考慮し
たシミュレーション手法を提案した.[8] この手法では地
面のような凹凸のある地形の上に水面が張っているシー
ンでの SWEの計算を実行できる.
上記までで説明したシミュレーション空間の分割方
法を複数組み合わせる手法も存在する. 組み合わせる
ことでそれぞれの手法の利点を活用して計算ができる.
Zhuらはシミュレーション空間を格子で分割し, 流体の
移動は粒子法で行う手法を提案した [9]. 粒子が速度と
質量を持って移動し. この速度を格子に転送することで
格子法の圧力を計算して圧縮性をより正確に計算して
いる. Chentanezらは 2.5次元格子と粒子法を組み合わ
せて水しぶきのある水のシミュレーション手法を提案し
た [10]. この手法は速度の変化で水しぶきが発生したと
きに, その個所で粒子を生成し, 加速度を与えている. 後
に Chentanezらは格子法, 粒子法, 2.5次元格子を組み合
わせて広い空間に張った水のシミュレーションを行った
[1].
3. 提案手法
本研究ではキャラクターの周囲を 3次元格子で, そ
の外の領域を 2.5次元格子で離散化して水のシミュレー
ションを行う. 3次元格子では格子法と粒子法を実行す
る. 3次元格子はキャラクターが中心に来るように配置
し, キャラクターが移動したときはその移動分に合わせ
てこれらの計算領域を移動する.
3 次元空間は左手座標系とし, 3 次元格子と 2.5 次
元格子の x, y, z 軸方向に並べたときの番号はそれぞれ
i, j, k とする. 本論文では下付き添え字を 3つ付けた変
数は格子法で扱う数値, 2つ付けたものは 2.5次元格子,
1つ付けたものは粒子法の数値を表す.
格子の一辺の長さは∆xとする.この格子の辺の長さ
は y, z 方向も同じ長さである. また, 格子は計算点を格
子の中心と各軸方向の面の中心に配置するスタッガード
格子を用いる. スタッガード格子はベクトルである速度
を面の中心に配置し, 圧力や水面の高さなどのスカラー
量を格子の中心に配置する.
提案手法のシミュレーションの実行手順はアルゴリ
ズム 1のようになる. シミュレーションはアルゴリズム
Algorithm 1 1ステップの流れ
1: キャラクターの移動
2: 格子法の計算
3: 粒子法の計算
4: 2.5次元格子の計算
1の工程を 1ステップとし, 4行目の計算の後に 1行目
の処理に戻ることを繰り返す.
3.1 キャラクターの移動
まず, キャラクターの移動したかどうかを検出して,
3次元格子を移動する. 格子法は 3次元空間の一定範囲
の水の状態を取り出して格子に数値を格納している. し
たがって, 格子が移動しても格納された数値がそのまま
移動すると水の内部状態が大きく変わってしまう.
そのため移動したときは格子に格納された値を, 移
動した分だけずらした位置にある格子から取り出して代
入する必要がある. 簡単な例をあげるために図 1の 2次
元の格子の例で説明する. キャラクターが格子数 (tx, ty)
(tx, ty)
(i, j) (i+n, j+n)
(i+n+tx, j+n+ty)(i+tx, j+ty)
Figure 1. 移動した丸 · 星マークの格子には実線格子から数値を代入
個分だけ移動するときの移動後の格子群を破線の格子
群, 移動する前の格子群を実線の格子群とする. また, 各
軸方向の格子数を nとする. このとき, 格子 (i, j)は破線
格子の丸マークに移動し, 移動前の格子 (実線格子)上の
対応する位置の格子 (i+ tx, j+ ty)に入っている数値を
代入する.
ここで, 移動後の格子が移動前の格子群の外に存在
する場合がある (破線格子の星マーク). このときは, 2.5
次元格子の数値を取り出す. まず, 2.5次元格子の水面高
さを取り出し, その高さを格子一辺の長さ ∆x で割り,
高さ方向の格子何個が水の格子であるかを計算する. こ
の水の格子の個数分だけ, 格子を水であるとマーキング
する. また, マーキングした格子には 2.5次元格子の速
度を代入する.
粒子法の粒子は計算領域が移動しても位置は変わら
ない. ただし, 計算領域の外にでた粒子は粒子法の計算
で移動させず, そのときに粒子がもつ加速度だけで運動
させる. 計算領域の外にでた粒子は 2.5次元格子の水面
高さより低い位置に来た時に削除する.
キャラクターが移動したときには, キャラクターが
水に与える外力を計算する. キャラクターは初期状態で
水面の高さにある位置に水との衝突を検出する範囲を
設定した. この範囲に入った格子と粒子はキャラクター
の移動速度に応じた速度を加える. キャラクターは x, z
軸方向には等速で運動し, y軸方向にはジャンプ時の初
期化速度と重力加速度で移動速度を計算する.
vforce =
{
vmove (x, z − axis)
(g − ajump)∆t (y − axis)
ここで vforce はキャラクターの移動で生じる外力とし
て計算した速度, vmoveはキャラクターの移動速度, gは
重力加速度, ajumpはキャラクターのジャンプ時の加速
度, ∆tは 1ステップの時間刻みである. ここでは, 衝突
判定のある座標とその範囲, この範囲が属する格子の座
標を計算しておく. 後に格子法と粒子法の外力による速
度の変化を計算するときにこれらを参照する.
3.2 格子法の計算
格子法では水の運動を表す非圧縮のナビエストーク
ス方程式を解く. この方程式は水の速度を vとすると式
1, 式 2のように記述できる.
∇ · v = 0 (1)
∂v
∂t
= −(v · ∇)v − 1
ρ
∇2p+ f (2)
ここで, tは時間, ρ は水の密度, pは圧力, f は重力など
の外力である. 式 1は速度の発散が 0になることで流体
が圧縮しないことを意味し, 式 2は水の運動する速度を
表す. 式 2の右辺第 1項は移流項, 第 2項は圧力項, 第
３項は外力項と呼ばれる.
移流項は水のある物理量が自身の速度で計算点に移
動してくること, 圧力項は水の移動に伴う圧縮を妨げる
ように力を発生すること, 外力項は重力など水以外から
受ける力を意味する. 格子法のプログラムでは式 1を満
たすように式 2を各格子に格納された数値を代入してい
き, 水の速度を計算する. 外力項, 圧力項を適用した後,
そのときの速度場を使って移流項の計算を行う. その計
算した速度に基づいて水の界面を移動させることで CG
モデルをアニメーションさせる.
格子法のシミュレーションの流れはアルゴリズム 2
のようになる.
Algorithm 2 格子法の手順
1: 界面の位置取得
2: 外力項計算
3: 圧力項計算
4: 移流項計算
格子法では水のある格子でのみ圧力の計算と速度の
更新を行う. したがって, 格子法のはじめに各格子が界
面の内側なのか外側なのかを判別した情報を取得する.
3.2.1 界面の位置取得. 格子が界面の内か外にあるかを
判別するために, Fosterらの手法で使われたレベルセッ
ト法を用いる [3]. レベルセット法は各格子に対してそ
の格子と界面の距離の値を格納した距離場を生成する.
このとき, 水の中にある格子ではこの距離に −1をかけ
た負の値が入り, 水の外では正の値が入る. これにより,
距離場の正負をしらべることでどの格子が水か空気に
属するかを判別する..
各ステップの初めに距離場には前のステップでの移
動した界面との距離場が入っている. ここで, 格子法実
行前にキャラクターの移動時に水の格子であるとマーキ
ングした格子に −1を代入して移動した後の水の.界面
との距離場を得る.
3.2.2 外力項. 外力項ではキャラクターの移動で発生し
た速度と重力加速度を格子速度に加算する. 格子速度は
式 3のように加算する.
vi,j,k = vi,j,k + v
force
i,j,k + g∆t (3)
式 3は x軸方向の場合であり, y, z軸方向も同様に計算
できる.
3.2.3 圧力項. 圧力項では, 式 1の条件を満たすように
水にかかる圧力を計算する. 外力項を適用した速度を v′
とすると, 式 2 から式 4を得る.
∇ · vt+∆t −∇ · v′t
∆t
=
1
ρ
∇2p (4)
∆t秒後の速度が式 1を満たすとすると ∇ · vt+∆t = 0
より, 水が非圧縮になるための圧力を求める式 5が得ら
れる.
∇2p = ρ
∆t
∇ · v′t (5)
格子 (i, j, k)の圧力を pi,j,k とし, ラプラシアンと勾
配を差分法で近似することでこの式を離散化すると式 6
のようになり, 圧力を計算できる.
pi,j,k =
1
6
{pi+1,j,k + pi−1,j,k + pi,j+1,k + pi,j−1,k
+ pi,j,k+1 + pi,j,k−1 − ρ
∆t
(ui+1,j,k − ui−1,j,k
+ vi,j+1,k − vi,j−1,k + wi,j,k+1 − wi,j,k−1)}
(6)
ただし, 求めたい圧力 pi,j,k に対して隣接する格子の圧
力が未知数なのでプログラムでは式 6を反復法で解く.
圧力を計算した後, 式 2の圧力項を差分法で離散化
した式 7を使い速度を更新する.
ui,j,k = ui,j,k − ∆t
ρ
pi+1,j,k − pi−1,j,k
h
(7)
式 7は x方向の速度の場合であり, y方向, z方向も同様
に計算する.
3.2.4 移流項. 移流項は Stamらが [11]で提案したセミ
ラグランジュ法を実装する.セミラグランジュ法では,計
算対象の格子の速度を使って, いまの格子に流入してく
る数値はどの格子にあるかを求め, その数値を代入する
手法である. この移流させる任意の数値の場を φとする
と移流の式 8で求められる.
φxi,j,k = φ
∗(xi,j,k − u∆t) (8)
ここで, xi,j,k は格子 (i, j, k)の 3次元空間での座標, φ∗
は移流前の場とする. 移流項は速度場とレベルセット法
で求めた距離場に適用する. 移流項は x, y, z方向の速度
に移流項を適用したのち, 移流後の速度場を使って距離
場を移流させる.
3.3 粒子法の計算
粒子法でも格子法と同様にナビエストークス方程式
を解くが, 格子法は計算点である格子が動かないのに対
し, 粒子法は計算点である粒子がシミュレーション空間
を移動する. このことから 粒子が移動すること自体が
式 2の移流項に相当する. また, 粒子の質量が変化しな
い限り式 1は常に保存される.
粒子法の速度の計算では式 2の圧力項と外力項に粘
性項を加えた式 9を解く.
∂v
∂t
= −1
ρ
∇2p+ 1
ρ
µ∇2v + f (9)
式 9の右辺第 2項が粘性項で, µは水の粘性係数である.
提案手法では, キャラクター周囲の領域でのみ粒子
法の計算を行う. また, 計算量を削減するために, 2.5次
元格子と格子法で計算されている水面より下の水中は
粒子法で計算しない. したがって, 粒子は水と空気の界
面付近と空気中にのみ存在するようにする. そのために
本手法では SPH法の速度計算のほかに, 粒子の生成・削
除処理を行う. 水面より下に落下した粒子は削除され,
キャラクター周囲で水面の上を覆うように粒子が生成さ
れることを繰り返すようにしている.
提案手法における粒子法の実行手順はアルゴリズム
3のようになる. 粒子法の密度, 圧力 ·圧力項, 粘性項, 外
Algorithm 3 粒子法の手順
1: for i = 0 to ssph do
2: 格子法速度の加算
3: 密度計算
4: 圧力項計算
5: 粘性項計算
6: 外力項計算
7: 粒子の位置を更新
8: 粒子の生成・削除
9: end for
力項はMu¨llerら [4]の SPH法で計算する. ここで SPH
法の時間刻みは格子法の時間刻みより短くしないと数値
が正しく計算されないので, ssph 回反復計算を行う. し
たがって, 粒子法の手順中はの時間刻みは ∆tssph とする.
3.3.1 格子法速度の加算. 提案手法は格子法の水の表面
上に粒子を配置するので, 格子法の速度場の影響を受け
る. この影響を計算するために, 中間速度 vtemp と中間
位置 xtemp を計算し, そのあと SPH法による速度の計
算と移動を行う. 粒子が水の中にあるかどうかは格子法
で得た界面からの距離場を用いる.
水の外にある粒子は重力加速度のみがかかっている
とし, 時間刻み ∆tssph 秒後の速度, 位置を式 10, 11で計算
する.
vtempi = vi +
∆t
ssph
g (10)
xtempi = xi +
∆t
ssph
vtempi (11)
ここで, iは粒子の番号である. 水の中にある粒子はその
粒子が属する格子の速度を粒子速度に代入する. その後,
水の外の粒子と同様に式 11で i位置を計算する.
この速度と位置を計算したのちに, SPH法のシミュ
レーションを実行し, 最終的な∆t秒後の粒子の速度と
位置を求める.
3.3.2 密度. 密度は式 12によって計算される.
ρi = m
∑
j∈N
Wdens(r, h) (12)
ここで, ρは粒子の密度, mは粒子の質量である. W は
カーネル関数と呼ばれ, 2つの粒子の位置のベクトル差
r の距離が有効半径 h以内にあるときに重みの値を返
す. 集合 Nは粒子 iの近傍にある粒子で, この集合の要
素の重みづけ和が粒子の密度となる. 密度の計算に用い
る 3次元空間でのカーネル関数は [4]で定義された以下
の式を用いる.
Wdens =
315
64pih9
{
(h2 − |r|2)3 (0 ≤ |r| ≤ h)
0 (otherwise)
3.3.3 圧力・圧力項. 粒子の圧力はDesbrunらが [12]で
提案した式 13で計算される.
pi = k(ρi − ρrest) (13)
k はガス定数, 右辺の ρrest はシミュレーション初期化
時の密度である.
この圧力から発生する力による加速度を式 14で計
算する.
apressi = −m
∑
j∈N
(
pi + pj
2ρj
)∇Wpress(r, h) (14)
圧力の計算で用いるカーネル関数の勾配は [4]で定義さ
れた以下の式を用いる.
∇Wpress = − 45
pih6
{
(h− |r|)2 r|r| (0 ≤ |r| ≤ h)
0 (otherwise)
3.3.4 粘性項. 粘性項は粒子間に摩擦力のように, 接触
したときに速度が減衰されように加速度が式 15で計算
される
avisci = µm
∑
j∈N
(
vj − vi
ρj
)∇Wvisc(r, h) (15)
粘性項の計算で用いるカーネル関数のラプラシアンは
[4]で定義された以下の式を用いる.
∇2Wviscosity = 45
pih6
{
(h− |r|) (0 ≤ |r| ≤ h)
0 (otherwise)
3.3.5 外力項. 外力項ではキャラクターが移動したとき
に粒子が押しのけられるときの力を計算する. キャラク
ターと水面の接触する箇所に半径 r の球体状の衝突判
定がついており, この衝突判定の中心と粒子の距離に応
じて, この範囲から外にでるような力を加えることで衝
突を実装した. このときの力は式 16で計算できる.
aforcei =
xi − c
|xi − c| (r − |xi − c|) · pow (16)
ここで, cは衝突判定の中心, pow はユーザーが任意で
指定する係数である.
3.3.6 粒子の位置更新. ここまでで求めた加速度を加算
して, 式 17と式 18で粒子の速度と位置を更新する.
vi = vi + ai∆t (17)
xi = xi + vi∆t (18)
3.3.7 粒子の生成・削除. 粒子を界面付近にのみ生成す
るために, レベルセット法により計算した界面との距離
の場を使う. この界面との距離が一定距離 dgenerate 以
内の格子の位置に粒子を新たに生成する. 粒子が水中に
入った時は, 界面から一定距離 ddelete以上離れたときに
削除する.
3.4 2.5次元格子の計算
2.5次元格子では SWEを解いて水面の速度, 高さを
計算する. SWEは波の波長に対して水深が十分に浅く,
流速が深さにかかわらず一定であるときの水の運動を
記述した方程式である. x,軸方向の流速をそれぞれ u,
水面の高さを h, シミュレーション初期状態での水面の
高さを H とすると, 流速と水面の時間刻みごとの x軸
方向での変化量は式 19, 20のように計算できる.
∂u
∂t
= −g ∂h
∂x
(19)
∂h
∂t
= −H(∂u
∂x
+
∂w
∂z
) (20)
式 19は z 軸方向の速度も同様に計算できる.
提案手法での 2.5次元格子の計算手順はアルゴリズ
ム 4のようになる. SWE法も粒子法と同様に時間刻み
Algorithm 4 2.5次元格子の手順
1: for i = 0 to sswe do
2: 格子法と 2.5次元格子の高さを同期
3: 速度の計算
4: 高さの計算
5: end for
を格子法よりも小さくするので sswe回反復計算を行う.
反復計算のはじめに格子法の y軸方向の水のある格
子を 2.5次元格子の高さに変換する. レベルセット法で
計算した距離を φとすると, 2次元格子の高さはアルゴ
リズム 5で計算できる. ここで, 一定数以上空気の格子
Algorithm 5 格子法の水格子を高さに変換
1: count = 0
2: height = 0
3: boun = 0
4: for j = 0 to N do
5: if φi,j,k ≥ 0 then
6: count+ = 1
7: else
8: count = 0
9: end if
10: if count ≥ cair then
11: bound = j − hair
12: break
13: end if
14: if j ≥ N − 1 then
15: bound = j
16: end if
17: end for
18: hi,k = bound ·∆x
があったときは高さへの変換を中断し, そこまでで見つ
かった水の格子分を 2.5次元格子の高さとする. アルゴ
リズム 5では空気の格子が閾値 cair 個あったときに中
断する.
アルゴリズム 5の方法で高さを計算した後, 式 19で
2.5次元格子の速度を求める. この速度は式 19を離散化
した式 21で解く.
ui,k = ui,k − g (hi+1,k − hi−1,k)
∆x
∆t (21)
ここで gは重力加速度の x軸方向の成分である. この速
度を用いて, 式 20を離散化した式 22で高さを更新する.
hi,k = hi,j−H(ui+1,k − ui−1
∆x
+
wi,k+1 − wi,k−1
∆x
)·0.5∆t
(22)
4. 実験
提案手法が既存のシミュレーション手法と比較して
水面の任意の場所で水の詳細な動きを高速に生成できる
かを調べる. また, 高速に実行しつつ, 既存のシミュレー
ション手法が生成するアニメーションと同じものを生成
できるかを調べる. 実験では提案手法と SPH法のシミュ
レータをそれぞれ実行してキャラクターと水の衝突する
シーンを生成した. SPH法は格子法と 2.5次元格子によ
るシミュレーションで扱えない水しぶきが扱えるので,
提案手法で発生する水しぶきの様子と比較するために
比較対象に選んだ.
キャラクターは x, z軸方向に移動と y軸方向にジャ
ンプできるようにしており, これらの移動によって発生
する水のしぶきと波を含む映像を生成する.ただし, SPH
法のシーンでは移動したときに粒子がキャラクターの外
側によけられた後, 足元に水がない空間ができてしまい.
ジャンプ時に発生させる水しぶきが観測できなかった.
そこで, SPH法のシーンは移動時のみと, 移動とジャン
プ時に水との衝突を行うシーンを 2つ用意し, 前者で波
の生成,後者で水しぶきの生成を提案手法と比較した.前
者のシーンを SPH法 A, 後者のシーンを SPH法 Bとす
る. 実験では 350フレームの描画を行い, この 1フレー
ムの描画速度を比較した.
CG シーンの作成, 表示は Unity 2018.3.2f1 で行っ
た. プログラムの言語は逐次計算では C#, 並列計算では
ComputeShader を用いた. また, 水の可視化には Unity
のシェーダである Shader Labを使用した. CPUは Intel
Core i7-7500U, GPU は Intel HD Graphics 620 を使用
した.
4.1 シーン内容
同じ広さの水面を用意し, 初期状態でキャラクター
を水面の中央に配置する. キャラクターが中心にくる
ように格子法と粒子法の領域を配置する. 3次元座標で
(x, y, z) = (0, 0, 0)を原点とし, 水面の中心がこの原点
に来るように 2.5次元格子を配置する. 水面の 1辺の長
さを l, 初期状態の高さを hrestとする. これらを含む各
シーンで共通の数値は表 1のようになる.
数値 記号 数値 (単位)
水面の辺の長さ l 20(m)
初期状態の水面高さ hrest 1.0(m)
格子幅 ∆x 0.0625(m)
密度 ρ 1.0000(kg ·m−3)
キャラクター移動速度 (x, z 軸) vmove (0.1,0,0.1) (m · s−1)
キャラクタージャンプ加速度 ajump (0,100,0) (m · s−2)
重力加速度 g (0, -9.8, 0) (m · s−2)
TABLE 1. 各シーンで共通の数値
格子法で使用する数値は表 2, 粒子法で使用する数
値は表 3, 2.5次元格子で使用する数値は表 4のように
なる.
数値 記号 数値 (単位)
時間刻み ∆t 0.0160(s)
格子幅 ∆x 0.0625(m)
格子数 ngrid 32(個)
密度 ρ 1.0000(kg ·m−3)
TABLE 2. 格子法の数値
粒子の数は提案手法のシーンと SPH法のみのシー
ンで異なり, 表 5のようになる.
数値 記号 数値 (単位)
サブステップ数 ssph 6(回)
有効半径 h 1250 ·10−4 (m)
初期密度 ρrest 1000(kg ·m−3)
ガス定数 k 1.000× 10−5
粘性係数 ν 1.000 ·10−1(m2 · s−1)
粒子質量 m 1278 ·10−4 (kg)
粒子生成距離 dgenerate 6250·10−5(m)
粒子削除距離 ddelete 1875·10−1(m)
外力の係数 pow 500
TABLE 3. 粒子法の数値
数値 記号 数値 (単位)
サブステップ数 ssph 2(回)
初期状態の水の高さ H 1.000(m)
格子数 nswe 320(個)
格子法高さ変換用の閾値 cair 3 (個)
TABLE 4. 2.5 次元格子の数値
5. 結果 ·考察
表 6に実験時の実行速度を示す. 表 6より, 提案手法
は SPH法のみの場合と比べて約 4倍の速さでフレーム
の描画を実行している.
生成されたシーンの波の様子は図 2, 3のようになる.
どちらもキャラクターが向いている方向に前進している
とき, その進行方向にある水を押し出すような波紋がで
きている.
水しぶきは図 4と図 5のようになる.提案手法と SPH
法 Bのシーンで同じ時刻にジャンプしたが, 水しぶきの
発生する時刻が同じではなかった. 図 4ではジャンプし
て着地したのちに水しぶきが発生しはじめ, 図 5では着
地前に水しぶきは発生していた. どちらもキャラクター
のジャンプ地点を中心に水面の上を粒子が飛んでいる様
子が確認できる. ただし, 前者の方では画像の左下方向
にむけてのみ水しぶきができているが, これはキャラク
ター周囲で生成されている粒子が不足していることが
原因していると考えられる.
Figure 2. 提案手法 (波) Figure 3. SPH 法 A(波)
Figure 4. 提案手法 (水しぶき) Figure 5. SPH 法 B(水しぶき)
シーン 粒子数 (個)
提案手法 8192
SPH 法 A 4096·102
SPH 法 B 4096·102
TABLE 5. 各シーンの粒子数
シーン 平均 FPS(frames · s−1) 最大 FPS
提案手法 3.936 4.209
SPH 法 A 0.9890 1.126
SPH 法 B 0.9359 1.088
TABLE 6. 実行結果比較
6. まとめ
本研究は移動するキャラクター周囲を 3次元の格子
法と粒子法で, それ以外を 2.5次元格子で水の運動をシ
ミュレートすることで, 水面の任意の場所で細かい変形
の起こる水のアニメーション生成を 3次元のシミュレー
ション手法のみを用いたものより高速に実行する手法を
提案した. 今後の課題として, 水との衝突判定をキャラ
クターのCGモデルと同じ形状に設定していないので衝
突判定の形状を変更することがある. また, 今回の実装
は衝突時の水にかかる力を暫定的に速度を与えること
で計算していたので, 水と剛体の衝突時の力を計算する
手法を取り入れることも課題である. これらを実装して
水のアニメーションがより写実的なものにできるかを今
後検討する.
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