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Abstract
This thesis deals with the creation of polymorphic application for Android OS, which
will change its behavior and graphical user interface according to set rules. The goal
of this work is to explore the possibility of local and remote code execution on the
Android platform and its use in the polymorphic application. The next task is to
create XML rules for this application. The polymorphic application must be made
with regard to security. The applicability of the final polymorphic application is
tested on a set of generated applications.
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Podeˇkova´n´ı
Ra´d bych podeˇkoval Ing. Ladislavu Pesˇicˇkovi za veden´ı a cenne´ rady prˇi vytva´rˇen´ı
te´to diplomove´ pra´ce.
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1 U´vod
Diplomova´ pra´ce se veˇnuje problematice tvorby polymorfn´ı aplikace pro mobiln´ı
zarˇ´ızen´ı s operacˇn´ım syste´mem Android.
Operacˇn´ı syste´m Android se v dnesˇn´ı dobeˇ sta´va´ jedn´ım z nejpopula´rneˇjˇs´ıch
a nejrozsˇ´ıˇreneˇjˇs´ıch operacˇn´ıch syste´mu˚ na trhu s mobiln´ımi zarˇ´ızen´ımi. Dı´ky tomu
se objevuj´ı nove´ mozˇnosti jeho pouzˇit´ı pro tvorbu aplikac´ı s mozˇnost´ı jejich rozsˇ´ıˇren´ı
do prakticke´ho vyuzˇit´ı. Mobiln´ı zarˇ´ızen´ı jsou dnes i prˇes rychly´ vy´voj sta´le cˇasto
pomeˇrneˇ nevy´konne´ (v˚ucˇi naprˇ. notebook˚um, stoln´ım pocˇ´ıtacˇ˚um, server˚um a dalˇs´ım
zarˇ´ızen´ım) a je proto nutne´ u vytva´rˇeny´ch aplikac´ı bra´t ohled na vy´konnostn´ı na´roky
aplikac´ı.
Neˇktera´ zarˇ´ızen´ı jsou limitova´na naprˇ. velikost´ı operacˇn´ı pameˇti (ktera´ je u mo-
biln´ıch zarˇ´ızen´ı cˇasto pomeˇrneˇ omezena) a vy´konem procesoru. Dalˇs´ım omezen´ım
je vysoka´ spotrˇeba energie prˇi vykona´va´n´ı slozˇiteˇjˇs´ıch operac´ı s nezˇa´douc´ım vlivem
na vyb´ıjen´ı baterie.
Standardn´ı mobiln´ı aplikace ma´ prˇesneˇ uda´no sve´ chova´n´ı a grafickou podobu.
Tato podoba a chova´n´ı aplikace byla vytvorˇena vy´voja´rˇem. Jedna aplikace tak pln´ı
svou prˇedem udanou u´lohu. V prˇ´ıpadeˇ, zˇe uzˇivatel potrˇebuje prove´st jiny´ u´kon cˇi pro-
va´deˇt jine´ u´lohy, pro ktere´ dana´ aplikace nebyla naprogramova´na, mus´ı k tomu vyu-
zˇ´ıt jinou aplikaci. Takovou aplikaci mus´ı neˇkdo naprogramovat a publikovat. Uzˇivatel
si ji pak mus´ı sta´hnout a nainstalovat. To je d˚uvod, procˇ je vhodne´ vyuzˇ´ıt jedne´ apli-
kace, ktera´ z´ıska´ po prˇeda´n´ı neˇjake´ho prˇedpisu jinou podobu a chova´n´ı. Aplikace,
ktera´ ma´ tyto vlastnosti se nazy´va´
”
polymorfn´ı aplikac´ı“. Polymorfn´ı aplikace ma´
oproti standardn´ı aplikaci vy´hodu. Ta spocˇ´ıva´ v tom, zˇe aplikaci stacˇ´ı jednou na-
instalovat a pak lze meˇnit podobu a chova´n´ı polymorfn´ı aplikace pouze t´ım, zˇe j´ı
prˇeda´me adresu prˇedpisu definuj´ıc´ı tyto vlastnosti.
Dalˇs´ı vy´hoda, ktera´ lze vyuzˇ´ıt u polymorfn´ı aplikace, je pak zpracova´va´n´ı operac´ı
na vzda´lene´m zarˇ´ızen´ı. Na´rocˇne´ operace lze zpracova´vat na jine´m zarˇ´ızen´ı a t´ım sn´ızˇit
cˇas jejich prova´deˇn´ı. S t´ım jsou take´ spojene´ mensˇ´ı na´roky na vy´konnost mobiln´ıho
zarˇ´ızen´ı, protozˇe se za´teˇzˇ na proveden´ı u´lohy prˇenese na vzda´lene´ zarˇ´ızen´ı.
Obecneˇ ma´ polymorfn´ı aplikace da´no sve´ chova´n´ı urcˇity´m prˇedpisem. Dle tohoto
prˇedpisu se mu˚zˇe zmeˇnit jak uzˇivatelske´ rozhran´ı dane´ aplikace, tak i jej´ı funkcˇ-
nost. Proto vyvsta´va´ ota´zka, zda za urcˇity´ch okolnost´ı nen´ı vhodneˇjˇs´ı pro vy´voja´rˇe
aplikac´ı vytva´rˇet polymorfn´ı aplikace, ktere´ se mohou chovat dle zadane´ho prˇed-
pisu, na´rocˇneˇjˇs´ı vy´pocˇty se budou prova´deˇt vzda´leneˇ a z d˚uvodu u´spory pameˇti si
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stahovat pouze cˇa´sti ko´du, ktere´ potrˇebuj´ı pro svou cˇinnost.
C´ılem te´to diplomove´ pra´ce je prozkoumat mozˇnosti tvorby takove´to polymorfn´ı
aplikace a navrhnout specifikaci prˇedpisu, dle ktere´ se bude urcˇovat podoba a chova´n´ı
te´to aplikace. Pomoc´ı toho take´ dosa´hnout popisu pro vy´voja´rˇe, jak pro tuto aplikaci
vytva´rˇet sˇirokou sˇka´lu r˚uzny´ch
”
generovany´ch aplikac´ı“, funguj´ıc´ıch s podporou te´to
polymorfn´ı aplikace.
Dalˇs´ım u´kolem pra´ce je uka´zat na vytvorˇeny´ch vzorovy´ch aplikac´ı spra´vnost
a pouzˇitelnost tohoto na´vrhu a jeho sˇiroke´ mozˇnosti.
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Pro prˇedstavu toho, co je u´kolem te´to pra´ce je potrˇeba vysveˇtlit pojem
”
polymorfn´ı
aplikace“. Veˇtsˇina aplikac´ı, ktere´ se pro mobiln´ı operacˇn´ı syste´m Android pouzˇ´ıvaj´ı,
se chova´ dle toho, jak je p˚uvodn´ı programa´tor naprogramoval. Jde tedy o to, zˇe apli-
kace ma´ jizˇ od sve´ho vzniku prˇesneˇ da´no, jak se ma´ chovat a jakou podobu ma´ mı´t
jej´ı graficke´ uzˇivatelske´ rozhran´ı.
Polymorfn´ı aplikace jsou zalozˇeny na principu, zˇe funguj´ı jako jeden program,
ktery´ dle z´ıskane´ho prˇedpisu mu˚zˇe napodobovat nebo prˇevz´ıt chova´n´ı s r˚uznou
funkcˇnost´ı. Jedna aplikace tak mu˚zˇe simulovat v´ıce aplikac´ı, ktere´ by jinak bylo
nutne´ vytvorˇit samostatneˇ.
Tento princip poskytuje rˇadu vy´hod. Jednou z vy´hod je to, zˇe pro mobiln´ı zarˇ´ızen´ı
je cˇasto limituj´ıc´ım faktorem velikost vnitrˇn´ı pameˇti a nen´ı tak mozˇne´ mı´t vzˇdy
vsˇechny potrˇebne´ aplikace na jednom mobiln´ım zarˇ´ızen´ı. Proto se da´ vyuzˇ´ıt toho,
zˇe vesˇkera´ potrˇebna´ funkcˇnost je z´ıska´va´na azˇ dle potrˇeby.
Dalˇs´ı vy´hoda vyply´va´ naprˇ. z pouzˇit´ı v r˚uzny´ch organizac´ıch a firma´ch. Jde
o to, zˇe firmy mohou na mobiln´ı zarˇ´ızen´ı svy´m zameˇstnanc˚um nahra´t jednu aplikaci
a dle potrˇeby cˇi funkce zameˇstnanc˚u jim da´t k dispozici pouze funkcˇnosti, ktere´
pro svou pra´ci potrˇebuj´ı.
Takova´to aplikace by tedy mohla mı´t velke´ vyuzˇit´ı jak pro vy´voja´rˇe, tak i pro zje-
dnodusˇen´ı pra´ce v mnoha odveˇtv´ıch.
V ra´mci urcˇity´ch projekt˚u dnes vznikaj´ı obdobne´ aplikace, ktere´ vsˇak mysˇlenku
polymorfismu zpracova´vaj´ı r˚uzny´m zp˚usobem. Mezi nejrozsˇ´ıˇreneˇjˇs´ı typ patrˇ´ı apli-
kace, jejichzˇ c´ılem nen´ı mı´t r˚uzna´ chova´n´ı jedne´ aplikace, ale mozˇnost, aby jedna
aplikace mohla by´t spusˇteˇna na r˚uzny´ch platforma´ch. Tato problematika je zalozˇena
na mysˇlence, zˇe neˇktere´ aplikace, ktere´ vzniknou pro naprˇ. mobiln´ı operacˇn´ı syste´m
iOS, nejsou dostupne´ pro platformy Android, Windows Phone a dalˇs´ı. Proto se hleda´
zp˚usob, ktery´m by bylo mozˇne´ vytvorˇit v ra´mci vy´voje jednu danou aplikaci, kte-
rou lze provozovat na r˚uzny´ch mobiln´ıch zarˇ´ızen´ıch (respektive r˚uzny´ch mobiln´ıch
operacˇn´ıch syste´mech) bez u´prav nebo cele´ho
”
nove´ho“ vy´voje aplikace.
Uvedena´ problematika byla naprˇ´ıklad prob´ıra´na v ra´mci prezentace
”
One CODE
to rule them all“ na konferenci Apps World roku 2011 v Cape Town (Jihoafricka´
republika). Vı´ce informac´ı o te´to prezentaci a jej´ıch vy´sledc´ıch v [Lin11].
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T´ımto principem se naprˇ´ıklad zaby´vaj´ı projekty PhoneGap (viz [Pho13]), Rho-
mobile (viz [Mot13]), RAMP (viz [Vir10]), Appcelerator Titanium (viz [App13])
a J2ME Polish (viz [Eno13]), ktere´ jsou v [Lin11] te´zˇ zmı´neˇny.
Dalˇs´ım mozˇny´m prˇ´ıstupem se zaby´valo jedno ze setka´n´ı v ra´mci sady konferenc´ı
”
La Degustation Online“. Na tomto setka´n´ı se prob´ırala mozˇnost, zda nen´ı mı´sto po-
uzˇit´ı nativn´ıch aplikac´ı (tedy takovy´ch, ktere´ jsou vytvorˇeny pouze pro jednu danou
platformu) cˇi hybridn´ıch aplikac´ı (ty doka´zˇ´ı vyuzˇ´ıt hardwarovy´ch schopnost´ı tele-
fonu a za´rovenˇ jsou pouzˇitelne´ na v´ıce platforma´ch, mus´ı vsˇak by´t nicme´neˇ online)
lepsˇ´ı pouzˇ´ıt mobiln´ı web. Mobiln´ı web je podle vy´sledk˚u tohoto setka´n´ı nejuniver-
za´lneˇjˇs´ı formou, ktera´ je funkcˇn´ı naprˇ´ıcˇ platformami. Jedna´ se o podobu stra´nek,
jezˇ by meˇla by´t prˇizp˚usobena omezen´ım mobiln´ıho prohl´ızˇecˇe i maly´ch obrazovek
telefon˚u. Uzˇivatelska´ prˇ´ıveˇtivost je pochopitelneˇ za´visla´ na rychlosti prˇipojen´ı, ktera´
se liˇs´ı dle lokality, poskytovatele, druhu datove´ho tarifu atd. Za´sadn´ı nevy´hoda vsˇak
vyply´va´ z nutnosti sta´le´ho online prˇipojen´ı k spra´vne´ funkcˇnosti a velmi omezene´
funkcˇnosti, kterou lze vyuzˇ´ıt pro pra´ci s mobiln´ım telefonem. Vı´ce o tomto setka´n´ı
v [Mic11].
V minuly´ch letech vznikla na Za´padocˇeske´ univerziteˇ v Plzni bakala´rˇske´ pra´ce
na te´ma
”
Dynamicka´ tvorba aplikac´ı v syste´mu Android“ (viz [Hul12]). V te´to pra´ci
se jej´ı autor zaby´val problematikou toho, zda je mozˇno vytvorˇit za beˇhu aplikace
jej´ı uzˇivatelske´ rozhran´ı. Mysˇlenka o vytvorˇen´ı aplikace pro mobiln´ı operacˇn´ı syste´m
Android, chovaj´ıc´ı se dle neˇjake´ho prˇedpisu, byla za´kladn´ı pro tuto diplomovou pra´ci
zaby´vaj´ıc´ı se tvorbou polymorfn´ı aplikace.
Ve zmı´neˇne´ bakala´rˇske´ pra´ci vsˇak byla navrzˇena´ a vytvorˇena´ mobiln´ı aplikace
svou funkcˇnost´ı velmi omezena´ a z hlediska polymorfismu patrˇila sp´ıˇse mezi stan-
dardn´ı aplikace, u nichzˇ je chova´n´ı prˇesneˇ uda´no doprˇedu.
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3 Prˇedpis chova´n´ı a podoby polymorfn´ı
aplikace
Pro vytvorˇen´ı polymorfn´ı aplikace je nejprve nutno urcˇit, jaky´m zp˚usobem aplikaci
sdeˇlit, jak se ma´ aplikace chovat (respektive jakou cˇinnost ma´ aplikace prova´deˇt)
a jak ma´ vypadat (jinak rˇecˇeno, urcˇit rozlozˇen´ı a podobu ovla´dac´ıch prvk˚u graficke´ho
uzˇivatelske´ho rozhran´ı aplikace).
K tomuto u´cˇelu se da´ naprˇ´ıklad vyuzˇ´ıt extern´ıho ko´du, ktery´ bude chova´n´ı a po-
dobu aplikace prˇedepisovat. Tento ko´d mu˚zˇe by´t ulozˇen na s´ıti (respektive na ser-
veru) a z n´ı ho mu˚zˇe polymorfn´ı aplikace z´ıskat pro dynamicke´ vygenerova´n´ı sve´ho
graficke´ho uzˇivatelske´ho rozhran´ı.
Pro vytvorˇen´ı graficke´ho uzˇivatelske´ho rozhran´ı mobiln´ı aplikace (tedy definova´n´ı
podoby uzˇivatelske´ho rozhran´ı mobiln´ı aplikace) je trˇeba nadefinovat, jake´ objekty
se maj´ı v tomto rozhran´ı vyskytovat, kde se maj´ı vyskytovat a prˇedepsat jim jejich
chova´n´ı. K takove´mu popisu se nejv´ıce hod´ı
”
Extensible Markup Language“ (ne-
boli XML), jehozˇ za´kladn´ı vlastnost´ı je jeho prˇesneˇ udana´ specifikace. Ta se obecneˇ
vyuzˇ´ıva´ naprˇ´ıklad pro vy´meˇnu dat mezi aplikacemi. Dalˇs´ı vy´hodou XML je jednodu-
cha´ cˇitelnost a prˇehlednost pra´ce s t´ımto typem popisu (respektive typem souboru
obsahuj´ıc´ı forma´t dat dany´ touto specifikac´ı).
Pomoc´ı XML lze tedy snadno popsat, jak ma´ aplikace vypadat. Vy´voja´rˇ˚um se na-
b´ız´ı mozˇnost XML dokumenty doplnˇovat tak, aby si sami dotvorˇili podobu aplikace
dle svy´ch prˇedstav a pozˇadavk˚u.
V prˇ´ıpadeˇ tvorby
”
form-based“ (respektive formula´rˇove´) aplikace stacˇ´ı z kolekce
mozˇny´ch objekt˚u vy´vojove´ho prostrˇed´ı Android vyuzˇ´ıt ty nejza´kladneˇjˇs´ı, ze kte-
ry´ch se da´ jaka´koli formula´rˇova´ aplikace na´sledneˇ slozˇit. K teˇmto objekt˚um patrˇ´ı
”
textview“ (prvek pro popisek),
”
edittext“ (prvek pro vkla´da´n´ı textu),
”
button“
(tlacˇ´ıtko) a prvek, do ktere´ho je mozˇno vystupovat graficky´ vy´stup (trˇeba graf).
K
”
aktivn´ım“ objekt˚um (naprˇ´ıklad tlacˇ´ıtku) je mozˇno v jejich popisu take´ prˇi-
rˇadit jejich chova´n´ı prˇi jejich aktivaci (naprˇ´ıklad stisknut´ı tlacˇ´ıtka). K tomu aby
bylo mozˇno prove´st neˇjakou akci (respektive operaci), ktera´ nen´ı soucˇa´st´ı p˚uvod-
n´ıho ko´du polymorfn´ı aplikace, je nutno tento zdrojovy´ ko´d operace neˇkde z´ıskat.
K tomu lze pouzˇ´ıt naprˇ´ıklad spusˇteˇn´ı vzda´lene´ho ko´du ze serveru nebo sta´hnut´ı
ko´du ze vzda´lene´ho u´lozˇiˇsteˇ a jeho na´sledne´ spusˇteˇn´ı. Jsou mozˇne´ i dalˇs´ı varianty.
Ty budou zmı´neˇny v dalˇs´ıch kapitola´ch.
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Prˇed definova´n´ım objekt˚u je nutno nejprve popsat, jak budou XML soubory
zpracova´va´ny. Zp˚usob jejich zpracova´n´ı je popsa´n v na´sleduj´ıc´ı kapitole.
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4 Zpracova´va´n´ı XML
Pro prˇecˇten´ı souboru ve forma´tu XML, ktery´ by mohl slouzˇit pro popis vzhledu gra-
ficke´ho uzˇivatelske´ho rozhran´ı cˇi chova´n´ı generovane´ aplikace pro polymorfn´ı apli-
kaci, je potrˇeba tzv. XML parser. Tedy prostrˇedek pro rozpozna´n´ı dat ulozˇeny´ch
v XML forma´tu. Z obecne´ho hlediska existuj´ı dva za´kladn´ı druhy teˇchto XML par-
ser˚u. Kazˇdy´ z nich ma´ sve´ specifika a vyuzˇ´ıva´ se k jine´mu u´cˇelu.
Tyto dva druhy jsou tzv. SAX a DOM parsery.
4.1 DOM rozhran´ı
DOM rozhran´ı (z anglicke´ zkratky pojmu
”
Document Object Model“) je standardem
W3C (neboli mezina´rodn´ıho konsorcia World Wide Web Consortium).
Tzv. DOM parser prˇi zpracova´n´ı dat prˇistupuje k XML dokumentu jako k stro-
move´ datove´ strukturˇe (tato technologie se nazy´va´
”
grove“ - neboli
”
Graph Repre-
sentation Of property ValuEs“). Jej´ı princip spocˇ´ıva´ v ulozˇen´ı cele´ho parsovane´ho
XML dokumentu do vnitrˇn´ı pameˇti, ve ktere´ ho lze da´le zpracova´vat, upravovat
a naprˇ´ıklad ukla´dat do nove´ho XML souboru.
Hlavn´ı vy´hodou, kromeˇ toho, zˇe lze dokument upravovat, je i na´hodny´ a opako-
vany´ prˇ´ıstup k dat˚um nacˇteny´m do stromove´ struktury bez nutnosti opakovane´ho
cˇten´ı p˚uvodn´ıho XML souboru.
Nevy´hodou tohoto prˇ´ıstupu je vsˇak velka´ pameˇt’ova´ na´rocˇnost (z d˚uvodu ulozˇe-
ne´ho XML dokumentu ve vnitrˇn´ı pameˇti po celou dobu zpracova´n´ı).
Tuto nevy´hodu rˇesˇ´ı tzv. sekvencˇn´ı model SAX.
Vı´ce je tato problematika probra´na ve cˇla´nku viz [Kos01].
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4.2 SAX rozhran´ı
SAX rozhran´ı neboli
”
Simple API for XML“ bylo vytvorˇeno pro se´riovy´ prˇ´ıstup
k souboru ve forma´tu XML.
Principem zpracova´n´ı XML souboru pomoc´ı SAX je tzv. proudove´ zpracova´n´ı.
Prˇi tomto zpracova´n´ı dojde k rozdeˇlen´ı XML souboru na jednotlive´ cˇa´sti (naprˇ. dle
pocˇa´tecˇn´ıch a koncovy´ch znacˇek, XML element˚u atd.). Na´sledneˇ pak dojde k sek-
vencˇn´ımu cˇten´ı XML souboru po teˇchto cˇa´stech a programa´tor mu˚zˇe zpracova´vat
data dle porˇad´ı, ve ktere´m se v dane´m souboru nacha´zela.
Oproti DOM je SAX varianta cˇasto rychlejˇs´ı na zpracova´n´ı a pameˇt’oveˇ me´neˇ
na´rocˇneˇjˇs´ı. Pameˇt’ova´ na´rocˇnost je nejv´ıce znatelna´ u zpracova´va´n´ı velky´ch soubor˚u,
kde u DOM je ukla´da´no cele´ XML do vnitrˇn´ı pameˇti. Avsˇak nevy´hodou je to, zˇe cely´
XML soubor je prˇecˇten jednou a to dle porˇad´ı, ktere´ je da´no obsahem zpracova´va-
ne´ho souboru. Nelze tedy prˇistupovat k souboru v na´hodne´m porˇad´ı, jako je tomu
u DOM.
Z hlediska mobiln´ıch aplikac´ı je pro pouhe´ z´ıska´n´ı dat z XML dokumentu lepsˇ´ı
pouzˇ´ıt SAX parser, ktery´ tolik nezateˇzˇuje zarˇ´ızen´ı, u ktery´ch se prˇedpokla´da´ velmi
omezena´ vnitrˇn´ı pameˇt’ a n´ızky´ vy´kon procesoru.
Vı´ce je tato problematika probra´na ve cˇla´nku viz [Kos01].
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Jak bylo rˇecˇeno v prˇedchoz´ıch kapitola´ch, lze pro zpracova´n´ı u´loh vyuzˇ´ıt i ko´du,
ktery´ nen´ı umı´steˇn prˇ´ımo v dane´ aplikaci. Pro pouzˇit´ı vzda´lene´ho ko´du, je potrˇeba
vyrˇesˇit, jak da´t tento ko´d aplikaci k dispozici. Vzda´leny´ ko´d lze naprˇ´ıklad uchova´vat
v podobeˇ knihoven, ktere´ se sta´hnou ze vzda´lene´ho u´lozˇiˇsteˇ a za beˇhu aplikace pro-
vedou sv˚uj ko´d. Dalˇs´ı mozˇnost´ı je ko´d poskytovat na vzda´leny´ch zarˇ´ızen´ıch, ktera´
ko´d provedou a vra´t´ı zpeˇt vy´sledek.
Pro na´vrh popsane´ho principu prˇipadaj´ı v u´vahu trˇi za´kladn´ı varianty rˇesˇen´ı,
ktere´ budou popsa´ny v na´sleduj´ıc´ıch podkapitola´ch.
5.1 Varianta vola´n´ı vzda´leny´ch procedur
RPC neboli
”
Remote procedure call“ znamena´ v cˇesˇtineˇ
”
Vzda´lene´ vola´n´ı procedur“.
Pro mobiln´ı zarˇ´ızen´ı jsou neˇktere´ vykona´vane´ funkce velmi na´rocˇne´ na vy´pocˇetn´ı
slozˇitost a to se mu˚zˇe projevit jak na poklesu vy´konu zarˇ´ızen´ı tak i naprˇ´ıklad
na spotrˇebeˇ energie v prˇ´ıpadeˇ pra´ce zarˇ´ızen´ı prˇes baterii. Proto mu˚zˇe by´t vy´hod-
neˇjˇs´ı zpracovat pozˇadovany´ ko´d (respektive vy´pocˇet) na vzda´lene´m zarˇ´ızen´ı (naprˇ.
na specializovane´m vy´pocˇetn´ım serveru) a zpeˇt poslat vy´sledek operace.
Jde o obdobu vola´n´ı loka´ln´ı funkce. Vola´n´ı teˇchto funkc´ı je zalozˇeno na modelu
klient-server, kde server mu˚zˇe by´t umı´steˇn na vzda´lene´m zarˇ´ızen´ı v s´ıti. Klient-server
model v tomto prˇ´ıpadeˇ je zalozˇen na tom, zˇe klient iniciuje komunikaci (respektive
pos´ıla´ zpra´vu serveru) a po odesla´n´ı ocˇeka´va´ od serveru zpra´vu s odpoveˇd´ı. Pro vo-
la´n´ı sluzˇeb je potrˇeba zpra´vu s prˇeda´vany´mi parametry pro prˇij´ımaj´ıc´ı stranu zabalit.
Princip RPC je tento:
1. Na straneˇ klienta nejprve dojde k zabalen´ı odes´ılany´ch dat (parametr˚u). Tento
krok se nazy´va´ jako tzv.
”
marshalling“.
2. Klient provede odesla´n´ı zabaleny´ch dat serveru.
3. Na straneˇ zarˇ´ızen´ı zpracova´vaj´ıc´ıho data dojde k prˇ´ıjmu dat odeslany´ch klien-
tem.
4. Server provede rozbalen´ı prˇ´ıchoz´ıch dat. Tato operace se oznacˇuje jako tzv.
”
unmarshalling“.
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5. Server podle prˇijate´ zpra´vy zajist´ı vola´n´ı spra´vne´ procedury (jej´ızˇ identifikace
se prˇena´sˇ´ı v hlavicˇce prˇena´sˇene´ zpra´vy).
6. Server data zpracuje a prˇiprav´ı odpoveˇd’ pro klienta.
7. Server data s vy´sledkem operace zabal´ı a prˇiprav´ı k odesla´n´ı.
8. Server data s odpoveˇd´ı/vy´sledkem odesˇle klientovi.
9. Klient, ktery´ operaci p˚uvodneˇ pozˇadoval prˇijme data od serveru.
10. Klient rozbal´ı data a zpracuje je.
Cela´ komunikace prob´ıha´ prˇes spojky programu. Ty se oznacˇuj´ı jako tzv.
”
stub“.
”
Stub“ je komunikacˇn´ım rozhran´ım, ktere´ RPC protokol implementuje.
Kazˇdy´ z prvk˚u server-klient obsahuje jednu spojku. Na straneˇ serveru docha´z´ı
k prˇiˇrazen´ı pozˇadovane´ procedury tak, zˇe z vneˇjˇs´ıho pohledu vypada´ toto chova´n´ı
podobneˇ jako prˇi vola´n´ı loka´ln´ıch procedur.
Nevy´hoda RPC vsˇak spocˇ´ıva´ v tom, zˇe pro prˇenos klient-server a server-klient je
mozˇno pouzˇ´ıt pouze za´kladn´ıch datovy´ch typ˚u jazyka. Prˇenos slozˇiteˇjˇs´ıch struktur
prostrˇednictv´ım RPC lze realizovat vytvorˇen´ım vlastn´ıch struktur.
Princip cˇinnosti RPC je bl´ızˇe uka´za´n na obra´zku 5.1.
Obra´zek 5.1: Sche´ma cˇinnosti RPC. Obra´zek vytvorˇen dle obra´zku z [Jav12].
Varianty RPC jsou popsa´ny v na´sleduj´ıc´ıch podkapitola´ch.
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5.1.1 XML-RPC
Protokol
”
XML-RPC“ slouzˇ´ı prˇedevsˇ´ım pro vzda´lene´ komunikace s webovy´mi sluzˇ-
bami. Je zalozˇen na modelu klient-server, kde klient iniciuje komunikaci.
Jak na´zev protokolu napov´ıda´, jde o protokol, ve ktere´m jsou data zapouzdrˇena
do XML. Ta jsou pak pos´ıla´na s´ıt’ovy´m protokolem HTTP (resp. pomoc´ı tzv. HTTP-
POST) na dany´ server.
Server na za´kladeˇ vola´n´ı provede pozˇadovanou proceduru a zpeˇt pomoc´ı stejne´ho
mechanismu pos´ıla´ klientovi data s odpoveˇd´ı (nebo informace o chybeˇ).
Uka´zka ko´du zpra´vy v XML-RPC (prˇevzato z [Sci11]), kde se prˇena´sˇ´ı para-
metr typu integer (tedy cele´ cˇ´ıslo) pro zpracova´n´ı procedurou (v tomto prˇ´ıpadeˇ
jmenoMetody), ktera´ se nacha´z´ı ve trˇ´ıdeˇ (v tomto prˇ´ıpadeˇ trida) na straneˇ serveru:
POST /server HTTP/1.0
User-Agent: Mozilla/5.0
Host: xmlrpc.example.com
Content-Type: text/xml
Content-length: 314
<?xml version="1.0"?>
<methodCall>
<methodName>trida.jmenoMetody</methodName>
<params>
<param>
<value>
<int>
250
</int>
</value>
</param>
</params>
</methodCall>
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Odpoveˇd’ pak mu˚zˇe vypadat naprˇ´ıklad takto:
HTTP/1.0 200 OK
Connection: close
Content-Length: 144
Content-Type: text/xml
Date: Wed, 13 Apr 2013 12:00:00 GMT
Server: ZCU client/1.0
<?xml version="1.0"?>
<methodResponse>
<params>
<param>
<value>
<string>
Retezec s vysledkem operace
</string>
</value>
</param>
</params>
</methodResponse>
5.1.2 JSON-RPC
Protokol
”
JSON-RPC“ (neboli
”
JavaScript Object Notation - Remote procedure
call“) je zalozˇen na zako´dova´n´ı zpra´vy pomoc´ı
”
JSON“. Jde o textovy´ forma´t (neza´-
visly´ na pouzˇite´m jazyce) urcˇeny´ pro vy´meˇnu dat, ktery´ je zalozˇen na podmnozˇineˇ
jazyka JavaScript dle standardu
”
ECMA-262“ (v´ıce o tomto standardu v [Ecm11]).
JSON vyuzˇ´ıva´ dvou typ˚u struktur. Prvn´ım typem je kolekce pa´r˚u na´zev-hodnota.
Ta by´va´ v jazyc´ıch cˇasto realizova´na objektem, za´znamem (record) nebo stukturou
(struct).
Druhy´m typem struktur pro JSON jsou trˇ´ıdeˇne´ seznamy hodnot. V jazyc´ıch je
cˇasto realizova´n jako pole (array), vektor (vector), seznam (list) a nebo posloupnost
(sequence). Citace viz [Jso13].
Komunikace v ra´mci JSON-RPC prob´ıha´ obdobneˇ jako je tomu u XML-RPC.
Tedy vola´n´ım procedury dojde k odesla´n´ı zpra´vy serveru (ktery´ implementuje JSON-
RPC protokol) prˇes TCP/IP socket. V prˇ´ıpadeˇ nedostupnosti TCP/IP se mu˚zˇe
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pouzˇ´ıt HTTP protokol. Klient svy´m vola´n´ım v jednu chv´ıli vola´ jednu zvolenou
metodu. V prˇ´ıpadeˇ, zˇe ma´ dane´ vola´n´ı v´ıce vstupn´ıch parametr˚u, dojde k jejich
prˇeda´n´ı dane´ metodeˇ formou objektu nebo pole (viz vy´sˇe).
Obdobny´m zp˚usobem se prˇeda´va´ zpeˇt klientovi vy´sledek operace provedeny´ me-
todou na straneˇ serveru (lze tedy navracet v´ıce vy´stupn´ıch parametr˚u vy´sledku
zpracovane´ metody).
V prˇ´ıpadeˇ pos´ıla´n´ı zpra´vy s pozˇadavkem na metodu (respektive odesla´n´ı pozˇa-
davku na metodu serveru) jde o zas´ıla´n´ı jednoho (serializovane´ho) JSON objektu.
Objekt obsahuje na´sleduj´ıc´ı parametry:
• methods - rˇeteˇzec (string) jednoznacˇneˇ identifikuj´ıc´ı metodu, ktera´ je pozˇado-
va´na pro provedene´ operace.
• params - pole objekt˚u, ktere´ se maj´ı pouzˇ´ıt prˇi zpracova´n´ı metody jako jej´ı
vstupn´ı parametry.
• id - hodnota jake´hokoli typu, ktera´ slouzˇ´ı ke spa´rova´n´ı dotazu na server a od-
poveˇdi klientovi (respektive jde o to, aby klient spra´vneˇ rozpoznal odpoveˇd’
na jeho vola´n´ı vzda´lene´ procedury).
Odes´ılana´ zpra´va by pak mohla pro prˇ´ıklad vypadat na´sledovneˇ:
{"method": "echo", "params": ["Hello JSON-RPC"], "id": 1}
Po prˇ´ıjmu pozˇadavku a jeho zpracova´n´ı je zpeˇt posla´na odpoveˇd’ s vy´sledkem
operace. Odpoveˇd’ nese na´sleduj´ıc´ı parametry:
• result - data s vy´sledkem operace. V prˇ´ıpadeˇ chyby zpracova´n´ı se v tomto
parametru vrac´ı zpeˇt hodnota null.
• error - specifikace pomoc´ı chybove´ho ko´du o jakou sˇlo chybu. V prˇ´ıpadeˇ,
zˇe byla cˇinnost vzda´lene´ procedury u´speˇsˇna´, je v tomto parametru navra´cena
hodnota null.
• id - hodnota, ktera´ poma´ha´ klientovi spa´rovat dotaz-odpoveˇd’ ze serveru.
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Odpoveˇd’ navazuj´ıc´ı na prˇedchoz´ı uka´zkovy´ prˇ´ıklad by pak tedy mohla vypadat
na´sledovneˇ:
{"result": "Hello JSON-RPC", "error": null, "id": 1}
V JSON-RPC existuje jesˇteˇ jeden specia´ln´ı druh odes´ılane´ zpra´vy pro prˇ´ıpad,
zˇe se na server odes´ıla´ zpra´va (zˇa´dost), k n´ızˇ se neocˇeka´va´ odpoveˇd’ ze strany serveru.
Tato zpra´va je specificka´ t´ım, zˇe v parametru id obsahuje hodnotu null (jelikozˇ
v tomto prˇ´ıpadeˇ se neocˇeka´va´ odpoveˇd’ a t´ım pa´dem nen´ı s cˇ´ım zpra´vu spa´rovat).
Uka´zkove´ prˇ´ıklady byly vytvorˇeny na za´kladeˇ tutoria´lu z [W3j99].
Pro mobiln´ı operacˇn´ı syste´m Android existuje open-source knihovna
”
android-
json-rpc“. Tato knihovna je k dispozici pod MIT licenc´ı. Dalˇs´ı informace o te´to
knihovneˇ viz [Goo09].
5.1.3 SOAP
Protokol
”
SOAP“ (z anglicke´ho pojmu
”
Simple Object Access Protocol“) vycha´z´ı
z principu vy´meˇny zpra´v prˇes s´ıt’. K tomu je cˇasto vyuzˇ´ıva´no internetove´ho protokolu
”
HTTP“ (neboli
”
Hypertext Transfer Protocol“ - viz [Int99]).
Data jsou u protokolu SOAP zapouzdrˇena v jazyce XML. Pro komunikaci se nej-
cˇasteˇji pouzˇ´ıva´ RPC s modelem klient-server.
Princip cˇinnosti je na´sleduj´ıc´ı:
1. Klientska´ aplikace odesˇle zpra´vu s pozˇadavky na vykona´vanou proceduru ve for-
ma´tu XML na server.
2. Server zpra´vu prˇijme.
3. Na serveru dojde k vykona´n´ı volane´ vzda´lene´ procedury.
4. Na straneˇ serveru je prˇipravena odpoveˇd’ v XML forma´tu.
5. Server posˇle klientovi zpra´vu s odpoveˇd´ı.
6. Klientska´ aplikace zpra´vu od severu prˇijme a zpracuje.
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SOAP zpra´vy maj´ı strukturu XML dokumentu. Korˇenovy´m elementem je ele-
ment Envelope. V tomto korˇenove´m elementu jsou dalˇs´ı dva elementy:
• Header - tzv. hlavicˇka je nepovinny´m elementem. Slouzˇ´ı pouze jako doplnˇkova´
informace, ktera´ lze pouzˇ´ıt pro zpracova´n´ı zpra´vy. Mu˚zˇe by´t pouzˇita naprˇ´ıklad
pro identifikaci uzˇivatele apod.
• Body - tzv. teˇlo je povinny´m parametrem, ktery´ identifikuje volane´ sluzˇby
a parametry, ktere´ maj´ı by´t volane´ procedurˇe prˇeda´ny.
Uka´zka zpra´vy s pozˇadavky pos´ılany´ch klientskou aplikac´ı na server:
POST /InStock HTTP/1.1
Host: www.example.org
Content-Type: application/soap+xml; charset=utf-8
Content-Length: nnn
<?xml version="1.0"?>
<soap:Envelope
xmlns:soap="http://www.w3.org/
2001/12/soap-envelope"
soap:encodingStyle="http://www.w3.org/
2001/12/soap-encoding">
<soap:Body xmlns:m="http://www.example.org/stock">
<m:GetStockPrice>
<m:StockName>IBM</m:StockName>
</m:GetStockPrice>
</soap:Body>
</soap:Envelope>
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Odpoveˇd’ od serveru klientske´ aplikaci by pak mohla mı´t na´sleduj´ıc´ı podobu:
HTTP/1.1 200 OK
Content-Type: application/soap+xml; charset=utf-8
Content-Length: nnn
<?xml version="1.0"?>
<soap:Envelope
xmlns:soap="http://www.w3.org/
2001/12/soap-envelope"
soap:encodingStyle="http://www.w3.org/
2001/12/soap-encoding">
<soap:Body xmlns:m="http://www.example.org/stock">
<m:GetStockPriceResponse>
<m:Price>\textbf{34.5}</m:Price>
</m:GetStockPriceResponse>
</soap:Body>
</soap:Envelope>
SOAP je pro Android dostupny´ naprˇ´ıklad v podobeˇ knihovny ksoap2-android (viz
[Goo10]). Ta je k dispozici pod MIT licenc´ı.
Citace te´to kapitoly a prˇ´ıklad˚u viz [W3s99].
5.1.4 REST
”
REST“ (neboli z anglicke´ho
”
Representational State Transfer“) je architektura roz-
hran´ı, navrzˇena´ pro distribuovane´ prostrˇed´ı. Pojem REST byl poprve´ prˇedstaven
v roce 2000 v disertacˇn´ı pra´ci Roye Fieldinga, jednoho ze spoluautor˚u protokolu
HTTP ([Int99]).
REST je oproti jizˇ zmı´neˇny´m XML-RPC (viz kapitola 5.1.1) cˇi SOAP (viz kapi-
tola 5.1.3) orientova´n datoveˇ nikoli procedura´lneˇ. Webove´ sluzˇby definuj´ı vzda´lene´
procedury a protokol pro jejich vola´n´ı, REST urcˇuje, jak se prˇistupuje k dat˚um.
Rozhran´ı REST je pouzˇitelne´ pro jednotny´ a snadny´ prˇ´ıstup ke zdroj˚um (tzv.
”
resources“). Zdrojem mohou by´t data, stejneˇ jako stavy aplikace (pokud je lze
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popsat konkre´tn´ımi daty). Vsˇechny zdroje maj´ı vlastn´ı identifika´tor URI (Uniform
Resource Identifier neboli
”
jednotny´ identifika´tor zdroje“) a REST definuje cˇtyrˇi
za´kladn´ı metody pro prˇ´ıstup k nim.
Tyto metody se oznacˇuj´ı jako
”
CRUD“. Oznacˇen´ı vzniklo spojen´ım prvn´ıch p´ı-
smen na´zv˚u jednotlivy´ch metod:
• Create - metoda pro vytvorˇen´ı dat. Tato metoda je implementova´na HTTP
protokolem pomoc´ı metody POST.
• Retrieve - metoda pro z´ıska´n´ı pozˇadovany´ch dat. Tato metoda je implemen-
tova´na HTTP protokolem pomoc´ı metody GET.
• Update - metoda pro zmeˇnu dat. Tato metoda je implementova´na HTTP pro-
tokolem pomoc´ı metody PUT.
• Delete - metoda pro maza´n´ı dat. Tato metoda je implementova´na HTTP pro-
tokolem pomoc´ı metody DELETE.
Zdroji mohou by´t naprˇ´ıklad forma´ty XML, JSON, RSS a ATOM. Citace viz
[Mal09].
Rˇesˇen´ı REST je k dispozici i pro vy´voj aplikac´ı v platformeˇ Android, ktere´ prˇistu-
puj´ı pomoc´ı rozhran´ı REST k dat˚um webovy´ch sluzˇeb. Vı´ce o tomto rˇesˇen´ı v [Dob10].
5.2 Varianta distribuovany´ch objekt˚u
Tato varianta vyuzˇ´ıva´ distribuovany´ch objekt˚u. Pomoc´ı mechanismu za´stupny´ch
objekt˚u (tzv. proxy) lze prˇistupovat ke vzda´leny´m objekt˚um stejny´m zp˚usobem jako
k loka´ln´ım. Vı´ce o distribuovany´ch objektech viz [Ocs10].
5.2.1 Java RMI
Java RMI (neboli
”
Java Remote Method Invocation“) je prvn´ı technologi´ı progra-
movac´ıho jazyka Java umozˇnˇuj´ıc´ı volat metody objekt˚u nacha´zej´ıc´ı se na jine´m JVM
(neboli
”
Java Virtual Machine“).
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Jde o architekturu klient-server, kde u´kolem serveru je vytva´rˇet objekty a posky-
tovat reference na neˇ, tak aby byly vzda´leneˇ prˇ´ıstupne´. Server po vytvorˇen´ı teˇchto
objekt˚u cˇeka´, azˇ budou tyto objekty vola´ny klientem (respektive klientskou aplikac´ı).
Klient (respektive klientska´ aplikace) vlastn´ı reference na objekty vytvorˇene´ ser-
verem, aby mohl vzda´leneˇ volat jejich metody. Reference jsou v RMI umı´steˇny v re-
gistru, prˇicˇemzˇ server pomoc´ı tohoto registru zajiˇst’uje, aby byla asociova´na jme´na
se vzda´leny´mi objekty.
V prˇ´ıpadeˇ, zˇe klient chce volat metodu vzda´lene´ho objektu, tak si ji vyhleda´ dle
jme´na objektu v registru a vykona´ vola´n´ı te´to metody.
Vola´n´ı je zprostrˇedkova´no obdobneˇ jako tomu je u RPC pomoc´ı loka´ln´ıch za´-
stupny´ch objekt˚u, neboli spojek (stub). Princip Java RMI je uka´za´n na obra´zku 5.2,
kde cˇ´ısla v obra´zku uda´vaj´ı porˇad´ı prova´deˇny´ch operac´ı. Vı´ce o tomto te´matu viz
[Lyc11].
Java RMI je dostupne´ i pro mobiln´ı operacˇn´ı syste´m Android. K tomu lze vyuzˇ´ıt
knihovnu android-xmlrpc. Ta je sˇ´ıˇrena v ra´mci licence Apache License 2.0.
Zdroj informac´ı pro tuto kapitolu byl vyuzˇit viz [Lyc11, Sch13].
Obra´zek 5.2: Uka´zka principu Java RMI. Obra´zek prˇevzat z [Lyc11].
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5.2.2 CORBA
Standard
”
CORBA“ (z anglicke´ho
”
Common Object Request Broker Architecture“)
byla definova´na skupinou OMG (neboli
”
Object Management Group“) v rˇ´ıjnu roku
1991. Tento standard slouzˇ´ı pro podporu tvorby distribuovany´ch objektoveˇ oriento-
vany´ch aplikac´ı. Je navrzˇen tak, aby komponenty napsane´ v r˚uzny´ch programovac´ıch
jazyc´ıch a beˇzˇ´ıc´ıch na r˚uzny´ch pocˇ´ıtacˇ´ıch meˇli mozˇnost spolu komunikovat.
Komunikace v CORBA je navrzˇena na modelu klient-server. Klientska´ aplikace
pomoc´ı tzv. ORB (neboli
”
Object Request Broker“) prˇistupuje k sluzˇba´m objekt˚u
zas´ıla´n´ım pozˇadavk˚u. ORB obsahuje mechanismy pro vyhleda´n´ı pozˇadovane´ho ob-
jektu (na straneˇ serveru), generova´n´ı pozˇadavk˚u, jejich prˇenos z klientske´ aplikace
na server a prˇenos vy´sledku zpeˇt do klientske´ aplikace (citace viz [Hul12]).
Kazˇdy´ objekt CORBA, ktery´ je poskytova´n serverem ma´ definovane´ rozhran´ı
v tzv. IDL (neboli
”
Interface Definition Language“), ktere´ specifikuje, jake´ objekty
jsou na straneˇ serveru prˇ´ıstupne´ klientsky´m aplikac´ım.
Prˇi vy´voji s CORBA je potrˇeba nejprve nadefinovat pouzˇ´ıvane´ rozhran´ı pomoc´ı
IDL. Po kompilaci rozhran´ı pak dojde k vytvorˇen´ı Java trˇ´ıdy, klientsky´ch spojek
(tzv.
”
stub“), ktere´ slouzˇ´ı k propojen´ı klientske´ho ko´du s ORB agentem. Da´le je take´
vytvorˇena kostra objektu (tzv.
”
skeleton“). Ta slouzˇ´ı jako ba´zova´ trˇ´ıda odpov´ıdaj´ıc´ı
definici objektu v IDL.
Prˇi vola´n´ı funkce objektu je vola´n´ı prˇesunuto prˇes klientskou spojku do ORB.
Ten posˇle pozˇadavek kostrˇe volane´ho vzda´lene´ho objektu. Popsany´ princip je videˇt
na obra´zku 5.3.
Hlavn´ı nevy´hodou tohoto rˇesˇen´ı je to, zˇe CORBA vyuzˇ´ıva´ komunikace na s´ıt’o-
ve´m portu, ktery´ cˇasto by´va´ na firewallech zaka´za´n a je nutne´ ho manua´lneˇ na dane´m
firewallu povolit.
Pro platformu Android existuje rˇesˇen´ı ve formeˇ naprˇ´ıklad knihovny TIDorb (viz
[Gar11]) sˇ´ıˇreny´ pod GPL a Affero-GPL licencemi pro nekomercˇn´ı pouzˇit´ı.
Zdroje pouzˇite´ pro tvorbu te´to kapitoly viz [Rho09, Cof13]. Specifikace a dalˇs´ı
informace o aktua´ln´ı verzi CORBA 3.3 v [Cos13].
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Obra´zek 5.3: Uka´zka principu funkce CORBA. Obra´zek prˇevzat z [Rho09].
5.2.3 DCOM
DCOM (z anglicke´ho
”
Distributed Component Object Model“) je proprieta´rn´ı tech-
nologie vyv´ıjena´ spolecˇnost´ı Microsoft. Tato technologie umozˇnˇuje komunikovat r˚u-
zny´m pocˇ´ıtacˇ˚um (prima´rneˇ s operacˇn´ım syste´mem Microsoft Windows) spolu po s´ıti.
Vyskytuje se i pro jine´ platformy v podobeˇ implementace v komercˇn´ıch produktech.
Pro programovac´ı jazyk Java existuje naprˇ´ıklad knihovna j-Interop implemen-
tuj´ıc´ı DCOM protokol pod LGPL licenc´ı. Nevy´hodou je vsˇak, zˇe DCOM nekomuni-
kuje prostrˇednictv´ım internetu. Vı´ce o knihovneˇ j-Interop viz [Jin13].
Citace te´to kapitoly pouzˇity z [Hul12].
Pro platformu Android bohuzˇel sta´le neexistuje DCOM podpora. Vı´ce o te´to
technologii v [Msd07].
5.3 Varianta ko´du z´ıskane´ho ze vzda´lene´ho u´lo-
zˇiˇsteˇ
Dalˇs´ı variantou je mozˇnost stazˇen´ı funkcˇn´ıho ko´du ze vzda´lene´ho u´lozˇiˇsteˇ. Vyuzˇ´ıvat
lze tak pouze ko´d, ktery´ je zrovna potrˇeba k vykona´va´n´ı dane´ho pozˇadavku. Toho
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je mozˇno dosa´hnout vytvorˇen´ım knihovny zabalene´ v jar souboru (v´ıce o forma´tu
jar v [Ibm13]).
Program, ktery´ by meˇl mı´t vsˇeobecnou funkcˇnost (a tedy by jeho velikost byla
teoreticky nekonecˇna´), je tak mozˇno rozdeˇlit na velke´ mnozˇstv´ı relativneˇ maly´ch
knihoven s pozˇadovany´mi funkcemi.
Ve vy´vojove´m prostrˇed´ı Java pro Android lze vyuzˇ´ıt tzv. DEX neboli
”
Dalvik
EXecutable“. Jde o platformu, kde java trˇ´ıdy .class lze zkompilovat do dex forma´tu.
Ten nen´ı tolik pameˇt’oveˇ na´rocˇny´ jako java ko´d pro JVM (Java Virtual Machine).
Rozd´ıl mezi klasicky´m jar a dex ve fa´zi prˇekladu je videˇt na obra´zku 5.4.
Se standardn´ım jar ma´ dex ve fa´zi prˇekladu soubor˚u ve forma´tu .java spolecˇny´
prˇeklad do bytecode (spustitelna´ meziko´d ve forma´t .class). Prˇeklad zajiˇst’uje Java
kompila´tor javac. Z´ıskany´ soubor s bytecode je pak archivova´n pro norma´ln´ı Javu
do forma´tu .jar. Pro dex je vsˇak nutno z Java bytecode prove´st jesˇteˇ kompilaci
na Dalvik bytecode. K proveden´ı kompilace na Dalvik bytecode existuje na´stroj
nazvany´ dx.
Forma´t dex vyuzˇ´ıva´ operacˇn´ı syste´m mı´sto pouzˇit´ı standardn´ıho javovske´ho
.class pro u´sporu pameˇti a optimalizaci na mobiln´ı zarˇ´ızen´ı. Obecneˇ uva´deˇna´ kom-
prese ko´du je dex : jar prˇiblizˇneˇ 0.44 : 1 (viz [Sra08]), cozˇ je pomeˇrneˇ velka´ u´spora
ulozˇene´ho ko´du v pameˇti.
Obra´zek 5.4: Sche´ma rozd´ılu mezi prˇekladem jar a dex. Obra´zek vytvorˇen na za´-
kladeˇ obra´zku z [Scr11].
Pro Android existuje mozˇnost, jak nacˇ´ıst Java trˇ´ıdy .class (ulozˇene´ v archivu
.jar) za beˇhu aplikace. Realizace tohoto nacˇ´ıta´n´ı je detailneˇ popsa´na v [Chu11].
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Prˇi pouzˇit´ı je vsˇak nutno dba´t na to, aby nebyly pouzˇity zˇa´dne´ knihovny, ktere´
nejsou podporova´ny syste´mem Android.
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6 Android
Mobiln´ı operacˇn´ı syste´m Android je open source platforma zalozˇena´ na ja´dru Li-
nuxu vyv´ıjena spolecˇnost´ı Google. Prima´rn´ım u´cˇelem je nasazen´ı na chytre´ mobiln´ı
telefony, tablety a obdobna´ zarˇ´ızen´ı.
6.1 Verze operacˇn´ıho syste´mu Android
Mobiln´ı operacˇn´ı syste´m Android byl od pocˇa´tku sve´ho vy´voje rozliˇsova´n trˇemi
druhy znacˇen´ı. Prvn´ım je znacˇen´ı tzv. API level (z anglicke´ho
”
Application Pro-
gramming Interface“). Toto oznacˇen´ı je da´no cˇ´ıslem, kde vysˇsˇ´ı cˇ´ıslo uda´va´ noveˇjˇs´ı
verzi. Znacˇen´ı je kl´ıcˇove´ prˇedevsˇ´ım pro vy´voja´rˇe, ktery´m uda´va´, ktere´ funkcˇnosti
a prostrˇedky mohou pro vy´voj v dane´ verzi pouzˇ´ıt a ktere´ jsou jizˇ nedoporucˇene´
(tzv.
”
deprecated“).
Druhy´ typ oznacˇen´ı uda´va´ verzi syste´mu. Znacˇen´ı je zalozˇeno na dvou a v´ıce
cˇ´ıslech oddeˇleny´ch tecˇkou. Prvn´ı cˇ´ıslo uda´va´ hlavn´ı verzi a dalˇs´ı dodatkova´ cˇ´ısla
specifikuj´ı prˇesneˇ verzi dane´ho syste´mu.
Posledn´ım typem znacˇen´ı je ko´dove´ znacˇen´ı. Toto znacˇen´ı je pojmenova´n´ım hlav-
n´ıch verz´ı syste´mu. Jme´na se prˇiˇrazuj´ı dle anglicky´ch kulina´rˇsky´ch na´zv˚u sladkost´ı
a dezert˚u.
Prˇehled verz´ı serˇazeny´ od nejaktua´lneˇjˇs´ıch je videˇt v tabulce 6.1. Verze opera-
cˇn´ıho syste´mu, ktere´ maj´ı v aktivn´ıch zarˇ´ızen´ıch zastoupen´ı me´neˇ nezˇ 0.1% v tabulce
uvedeny nejsou.
Aktivn´ıch zarˇ´ızen´ı s Android s API level rovne´mu 7 a me´neˇ je k datu 2. dubna
2013 dle zdroj˚u Google v ra´mci statistik obnovovany´ch kazˇdy´ch 14 dn´ı pomeˇroveˇ
k ostatn´ım verz´ım 1.8%. Z pr˚ubeˇzˇny´ch poznatk˚u je mozˇno pozorovat rapidn´ı u´by-
tek zarˇ´ızen´ı s nizˇsˇ´ımi verzemi. Pro ty uzˇ je take´ podporova´no cˇ´ım da´l me´neˇ noveˇ
vyv´ıjeny´ch aplikac´ı.
Pro vy´voj polymorfn´ı aplikace byla zvolena minima´ln´ı verze 4.0 (odpov´ıdaj´ıc´ı
API level 14). Tato verze je nasazova´na na veˇtsˇinu novy´ch mobiln´ıch zarˇ´ızen´ı. Dı´ky
rychle´mu vy´voji novy´ch verz´ı syste´mu Android bude dostupny´ch cˇ´ım da´l v´ıce zarˇ´ızen´ı
s vysˇsˇ´ımi verzemi tohoto syste´mu.
24
Android Vy´vojove´ prostrˇed´ı
API level Verze Ko´dove´ oznacˇen´ı
17 4.2.x Jelly Bean
16 4.1.x Jelly Bean
15 4.0.x Ice Cream Sandwich
13 3.2 Honeycomb
12 3.1 Honeycomb
10 2.3.3 azˇ 2.3.7 Gingerbread
9 2.3 azˇ 2.3.2 Gingerbread
8 2.2 Froyo
7 2.0 azˇ 2.1 Eclair
4 1.6 Donut
Tabulka 6.1: Seznam vybrany´ch verz´ı operacˇn´ıho syste´mu Android.
Vı´ce o aktua´ln´ıch statistika´ch aktivn´ıch zarˇ´ızen´ı, ktere´ byly pouzˇity pro tento
text, je mozˇno videˇt v [Ded13].
6.2 Vy´vojove´ prostrˇed´ı
Pro vy´voj pro mobiln´ı operacˇn´ı syste´m lze vyuzˇ´ıt celou rˇadu vy´vojovy´ch prostrˇedk˚u,
mezi ktere´ patrˇ´ı naprˇ´ıklad Adobe AIR cˇi App Inventor. Velmi cˇasto je take´ vyuzˇ´ıva´no
vy´vojove´ prostrˇed´ı Eclipse, ktere´ je mozˇno sta´hnout vcˇetneˇ vsˇech potrˇebny´ch kniho-
ven a bal´ık˚u (tedy vcˇetneˇ cele´ho SDK - Software development kit, respektive ADT -
Android Development Toolkit) prˇ´ımo z oficia´ln´ıch stra´nek Android (viz [Sdk13]).
Tento vy´vojovy´ na´stroj poskytuje mnoho mozˇnost´ı vy´voje, vcˇetneˇ pomeˇrneˇ dobrˇe
zpracovane´ho emula´toru, dovoluj´ıc´ı vy´voja´rˇi testovat vytva´rˇene´ aplikace na emulo-
vany´ch zarˇ´ızen´ıch r˚uzny´ch druh˚u s r˚uzny´mi parametry. Dı´ky te´to vlastnosti se da´
odchytit veˇtsˇina nedostatk˚u, ktere´ by se mohly projevit na r˚uzny´ch konfigurac´ıch za-
rˇ´ızen´ıch se syste´mem Android vcˇetneˇ simulova´n´ı r˚uzny´ch neprˇedv´ıdatelny´ch situac´ı,
ktere´ mohou beˇh aplikace narusˇit.
Jazyk, ve ktere´m se pro operacˇn´ı syste´m Android vyv´ıj´ı aplikace, je Java, prˇicˇemzˇ
neˇkte´re´ knihovny (naprˇ. pro Swing a ADT) nejsou k dispozici. Pro tvorbu uzˇivatel-
ske´ho rozhran´ı jsou vyuzˇity vlastn´ı knihovny (nedostupne´ v Java Standard Edi-
tion). Da´le jsou pro vy´voj aplikac´ı vyuzˇ´ıvaj´ıc´ıch s´ıt’ovy´ch prostrˇedk˚u k dispozici
knihovny Apache.
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Cela´ polymorfn´ı aplikace pro tuto pra´ci byla vyv´ıjena ve vy´vojove´m prostrˇed´ı
Eclipse Juno 4.2.0 s ADT (verze 20.0.0.v201206242043-391819).
6.3 Zajiˇsteˇn´ı bezpecˇnosti v syste´mu Android
Bezpecˇnost v mobiln´ıch aplikac´ıch je velmi d˚ulezˇity´m te´matem. Z hlediska dnesˇn´ı
doby, kdy jsou cˇaste´ hrozby ze strany vneˇjˇs´ıch u´tok˚u na mobiln´ı zarˇ´ızen´ı, existuje
i naprˇ. mozˇnost podvrhnut´ı aplikace (nebo jej´ı urcˇite´ cˇa´sti), ktera´ se tva´rˇ´ı jako
”
bezpecˇna´ a uzˇitecˇna´“ tzv.
”
sˇkodlivy´m ko´dem“.
Tento proble´m se mu˚zˇe pro prˇ´ıklad vyskytnou v aplikac´ıch zajiˇst’uj´ıc´ıch naprˇ´ı-
klad internetove´ bankovnictv´ı, kde mu˚zˇe doj´ıt k va´zˇne´ financˇn´ı ztra´teˇ uzˇivatele,
zp˚usobene´ zneuzˇit´ım osobn´ıch/prˇihlasˇovac´ıch u´daj˚u. Dalˇs´ı zp˚usob zneuzˇit´ı se mu˚zˇe
vyskytnout naprˇ´ıklad u pos´ıla´n´ı pre´miovy´ch SMS zpra´v bez veˇdomı´ uzˇivatele atd.
Proble´my s bezpecˇnost´ı vsˇak mohou nastat i u aplikac´ı, jejichzˇ uda´vana´ funkcˇnost
nema´ na prvn´ı pohled nic spolecˇne´ho s mozˇny´m nebezpecˇ´ım.
Vy´voja´rˇi syste´mu Android navrhli zp˚usob zabra´neˇn´ı teˇmto u´tok˚um. Pro kazˇdou
aplikaci, jezˇ chce jej´ı vy´voja´rˇ pro syste´m Android napsat, mus´ı na zacˇa´tku definovat
opra´vneˇn´ı, ktere´ tato aplikace smı´ vyuzˇ´ıvat. Tato opra´vneˇn´ı jsou zarˇazena do souboru
(v XML forma´tu), ktery´ se oznacˇuje jako tzv.
”
Android Manifest“. Opra´vneˇn´ı, ktera´
je mozˇno pro aplikaci vyzˇa´dat, je velka´ rˇada.
V prˇ´ıpadeˇ, zˇe vy´voja´rˇ aplikace chce pouzˇ´ıt neˇkterou z akc´ı cˇi pracovat s neˇjaky´mi
prostrˇedky a nevyzˇa´da´ si pro neˇ dane´ opra´vneˇn´ı, reaguje Android na takovy´to pokus
zneprˇ´ıstupneˇn´ım dany´ch zdroj˚u. Pro prˇ´ıklad, chce li vy´voja´rˇ, aby jeho aplikace mohla
zapisovat do extern´ıho u´lozˇiˇsteˇ (ktery´m mu˚zˇe by´t naprˇ´ıklad v zarˇ´ızen´ı vlozˇena´ SD
karta) a nezada´-li do manifestu pozˇadovane´ opra´vneˇn´ı, Android nedovol´ı te´to aplikaci
jaky´koli za´pis a vrac´ı zpeˇt vy´jimku (z anglicke´ho Exception).
Pro uka´zku mozˇny´ch opra´vneˇn´ı, jsou zde uka´za´ny ty nejcˇasteˇji pouzˇ´ıvane´:
• android.permission.WRITE_EXTERNAL_STORAGE
- pro povolen´ı za´pisu do extern´ı pameˇti.
• android.permission.READ_EXTERNAL_STORAGE
- pro povolen´ı cˇten´ı z extern´ı pameˇti.
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• android.permission.WRITE_SMS
- pro povolene´ napsa´n´ı SMS zpra´vy.
• android.permission.READ_SMS
- pro povolen´ı cˇten´ı SMS zpra´vy.
• android.permission.ACCESS_NETWORK_STATE
- pro zjiˇst’ova´n´ı stavu s´ıt’ove´ho prˇipojen´ı.
• android.permission.INTERNET
- pro povolen´ı prˇ´ıstupu aplikace k s´ıti.
• android.permission.INSTALL_PACKAGES
- pro povolen´ı instalova´n´ı novy´ch bal´ıcˇk˚u (aplikac´ı).
Dalˇs´ı mozˇna´ opra´vneˇn´ı je mozˇno videˇt v [Dev13] a jejich pouzˇit´ı viz naprˇ´ıklad
[Mur11].
Princip ochrany uzˇivatele a mobiln´ıho zarˇ´ızen´ı, na ktere´m ma´ dana´ aplikace
beˇzˇet, je zalozˇen na tom, zˇe prˇi instalaci dane´ aplikace mus´ı uzˇivatel potvrdit, zˇe
s dany´mi opra´vneˇn´ımi souhlas´ı. Da´le pak uzˇivateli nezby´va´, nezˇ d˚uveˇrˇovat vy´voja´rˇi
aplikace, zˇe vlozˇene´ d˚uveˇry nezneuzˇije.
Jednou z ma´la mozˇnost´ı pasivn´ı ochrany proti zneuzˇit´ı je logicka´ kontrola. Ta fun-
guje tak, zˇe uzˇivatel, ktery´ instaluje aplikaci na zarˇ´ızen´ı, ma´ mozˇnost potvrdit sou-
hlas pouzˇit´ı pra´v pro aplikaci. Uzˇivatel ma´ mozˇnost posoudit, zda je instalovana´
aplikace podezrˇela´. Pro prˇ´ıklad aplikace, ktera´ ma´ funkci kalkulacˇky je podezrˇela´
v prˇ´ıpadeˇ, kdyzˇ pozˇaduje opra´vneˇn´ı pro odes´ıla´n´ı
”
SMS“ nebo prˇ´ıstup ke konta-
kt˚um uzˇivatele.
V ra´mci aktivn´ı ochrany dnes jizˇ existuj´ı antivirove´ programy, ktere´ doka´zˇ´ı de-
tekovat nebezpecˇny´ ko´d (cˇi chova´n´ı) aplikace. Tyto aplikace funguj´ı tak, zˇe cˇerpaj´ı
znalosti z aplikac´ı, ktere´ jizˇ na jiny´ch zarˇ´ızen´ı zp˚usobily proble´my a varuj´ı prˇed nimi
uzˇivatele jizˇ ve fa´zi pokusu o instalaci aplikace.
V polymorfn´ı aplikaci tato problematika nab´ıra´ velky´ch rozmeˇr˚u. Proble´m je
v tom, zˇe pokud je pozˇadavkem vytvorˇit aplikaci, ktera´ bude umeˇt sˇirokou sˇka´lu ope-
rac´ı (funkcˇnost´ı), tak takova´to aplikace bude take´ potrˇebovat velky´ rozsah dostup-
ny´ch opra´vneˇn´ı. Pro uzˇivatele tedy bude prˇi instalaci potvrzen´ı opra´vneˇn´ı pro vsˇechny
aplikace matouc´ı a ke vsˇemu takto ztra´c´ı vesˇkerou kontrolu nad t´ım, co bude moci
dana´ aplikace na jeho zarˇ´ızen´ı deˇlat.
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Jedn´ım z mozˇny´ch rˇesˇen´ı je vytvorˇen´ı r˚uzny´ch verz´ı polymorfn´ı aplikace. Naprˇ´ı-
klad by mohly existovat dveˇ verze polymorfn´ı aplikace, kde jedna by meˇla naprˇ´ıklad
pouze za´kladn´ı pra´va, ktera´ by teoreticky nemohla neˇjaky´m zp˚usobem posˇkodit jak
mobiln´ı zarˇ´ızen´ı tak i jeho uzˇivatele.
Druha´ verze polymorfn´ı aplikace by pak meˇla vsˇechny mozˇna´ pra´va, ktera´ by se
dala teoreticky pro aplikaci smysluplneˇ vyuzˇ´ıt a uzˇivatel (a jeho mobiln´ı zarˇ´ızen´ı)
by pak museli spole´hat na d˚uveˇryhodnost poskytovatele cˇa´st´ı aplikace (respektive
na vy´voja´rˇe a poskytovatele
”
podaplikac´ı“).
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V ra´mci te´to diplomove´ pra´ce bylo navrzˇeno a realizova´no rˇesˇen´ı polymorfn´ı aplikace
pro mobiln´ı operacˇn´ı syste´m Android. V na´sleduj´ıc´ım textu je popsa´n tento na´vrh
a rˇesˇen´ı.
7.1 Rozvrzˇen´ı polymorfn´ı aplikace
Pro vy´voj aplikac´ı pro Android se vyuzˇ´ıva´ tzv.
”
aktivit“. Aktivita je programovy´
ko´d, ktery´ definuje
”
jednu zobrazovanou obrazovku“ vcˇetneˇ vesˇkere´ho chova´n´ı v ra´m-
ci teto obrazovky. Aktivitu lze povazˇovat za programovou entitu, ktera´ slouzˇ´ı k in-
terakci s uzˇivatelem.
Jedna aplikace se obecneˇ mu˚zˇe skla´dat z v´ıce jednotlivy´ch aktivit. Jedna z teˇchto
aktivit je v
”
manifestu“ aplikace pak oznacˇena jako ta, ktera´ se ma´ spustit prˇi spusˇ-
teˇn´ı aplikace. Z te´to jsou pak ostatn´ı vyvola´va´ny dle ko´du aktua´lneˇ spusˇteˇne´ aktivity.
Pro polymorfn´ı aplikaci te´to pra´ce bylo navrzˇeno prostrˇed´ı skla´daj´ıc´ı se ze dvou
za´kladn´ıch aktivit.
Prvn´ı aktivitou je tzv.
”
hlavn´ı aktivita“, jej´ımzˇ u´kolem je da´t uzˇivateli mozˇnost
si zvolit pozˇadovanou
”
generovanou aplikaci“ (respektive aktivitu, jej´ızˇ chova´n´ı a gra-
ficke´ uzˇivatelske´ rozhran´ı bude uda´no XML souborem s dany´m popisem), ktera´ bude
beˇzˇet v ra´mci druhe´ prˇipravene´ aktivity.
U´kolem druhe´ho typu aktivity je reprezentovat
”
generovanou aplikaci“ dle zada-
ne´ho XML prˇedpisu poskytnute´ho prvn´ı (
”
hlavn´ı“) aktivitou.
V ra´mci dalˇs´ıho textu bude pro popis vytvorˇene´ polymorfn´ı aplikace vyuzˇit refe-
rencˇn´ı obra´zek 7.1. Na zmı´neˇne´m obra´zku je videˇt sche´ma popisuj´ıc´ı, jak polymorfn´ı
aplikace funguje. Sˇipky v tomto obra´zku uda´vaj´ı komunikaci polymorfn´ı aplikace
a budou da´le v textu vysveˇtleny.
V na´sleduj´ıc´ı cˇa´sti jsou popsa´ny jednotlive´ aktivity realizovane´ polymorfn´ı apli-
kace.
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Obra´zek 7.1: Sche´ma cˇinnosti polymorfn´ı aplikace.
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7.2 Hlavn´ı aktivita
U´kolem hlavn´ı aktivity je da´t uzˇivateli mozˇnost zvolit si pozˇadovane´ chova´n´ı a po-
dobu graficke´ho uzˇivatelske´ho rozhran´ı aplikace (v jine´m slova smyslu jde o vy´beˇr
”
generovane´ aplikace“).
K tomu bylo v ra´mci hlavn´ı aktivity navrzˇeno okno s jednou nab´ıdkou a dveˇmi
tlacˇ´ıtky.
Pro dodrzˇen´ı pozˇadavku co nejveˇtsˇ´ı variability polymorfn´ı aplikace a mozˇnost
jej´ıho snadne´ho budouc´ıho rozsˇ´ıˇren´ı, nebyla aplikace omezova´na pouze na prˇedna-
stavene´ vzorove´
”
generovane´ aplikace“. Byla zvolena varianta, ve ktere´ pomoc´ı uzˇi-
vatelem zada´vane´ URL adresy se vzda´leny´m XML souborem popisuj´ıc´ım podobu
a funkcˇnost aplikace, byla da´na mozˇnost uzˇivateli vybrat si, jakou aplikaci chce
spustit (ze zadane´ URL adresy).
Toto rˇesˇen´ı bylo zvoleno, aby vy´voja´rˇi
”
generovany´ch aplikac´ı“ nebyly omezeni,
jako by tomu bylo v prˇ´ıpadeˇ, zˇe by vesˇkera´ funkcˇnost byla prˇedem v aplikaci udana´
jej´ım p˚uvodn´ım vy´voja´rˇem. Uzˇivateli tedy stacˇ´ı zadat spra´vnou adresu s XML sou-
borem a mu˚zˇe aplikaci zacˇ´ıt pouzˇ´ıvat.
Hlavn´ı aktivita vycha´z´ı z pra´ce [Hul12], kde se vsˇak jej´ı autor omezil pouze na dy-
namickou tvorbu rozhran´ı. Autor da´le neprˇedpokla´dal vyuzˇit´ı vytvorˇene´ generovane´
aplikace bez nutnosti u´prav ko´du samotne´ p˚uvodn´ı aplikace. Ta byla vytvorˇena a na-
stavena pouze na mı´ru dveˇma uka´zkovy´m aplikac´ım (
”
kalkulacˇka“ s jednoduchy´mi
funkcemi a
”
prˇevodn´ık teplot“). Pro dalˇs´ı mozˇne´
”
podoby“ aplikace by bylo nutne´
zmeˇnit velkou cˇa´st zdrojove´ho ko´du samotne´ aplikace. Tato u´prava by obna´sˇela vlo-
zˇen´ı vesˇkere´ pozˇadovane´ funkcˇnosti prˇ´ımo do ko´du aplikace.
Hlavn´ı aktivita vycha´z´ı ze zmı´neˇne´ mysˇlenky, avsˇak je dovedena k veˇtsˇ´ı obecnosti
s t´ım, zˇe nav´ıc podporuje mysˇlenku zpracova´n´ı ko´du bez nutnosti jeho umı´steˇn´ı
v p˚uvodn´ım zdrojove´m ko´du aplikace samotne´.
Funkce te´to aktivity se skla´da´ z neˇkolika fa´z´ı.
V prvn´ı fa´zi je kontrolova´no prˇipojen´ı k s´ıti. K tomu docha´z´ı, aby se zkontrolo-
vala mozˇnost sta´hnut´ı pozˇadovane´ho XML souboru s popisem generovane´ aplikace
a prˇ´ıpadneˇ dalˇs´ıch potrˇebny´ch soubor˚u. Po tom, co uzˇivatel zada´ URL (z anglicke´ho
”
Uniform Resource Locator“) adresu s pozˇadovany´m XML souborem, se tato adresa
ulozˇ´ı do tzv.
”
sd´ıleny´ch preferenc´ı“, odkud ji bude mozˇno dalˇs´ı aktivitou prˇecˇ´ıst.
V dalˇs´ı fa´zi se spust´ı nova´ aktivita (reprezentuj´ıc´ı
”
generovanou aplikaci“). Spu-
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”
generovane´ aplikace“
sˇteˇn´ı te´to aktivity je videˇt v na´sleduj´ıc´ım uka´zkove´m zdrojove´m ko´du:
Intent intent
= new Intent(MainActivity.this, WorkClass.class);
startActivity(intent);
Obra´zek 7.2: Uka´zka graficke´ho uzˇivatelske´ho rozhran´ı hlavn´ı aktivity spusˇteˇne´
v emula´toru.
Hlavn´ı aktivita je z pohledu graficke´ho uzˇivatelske´ho rozhran´ı slozˇena z pole
pro editovatelny´ text a dvou tlacˇ´ıtek. Do editovatelne´ho pole se zada´va´ adresa po-
zˇadovane´ho XML souboru a tlacˇ´ıtkem Spustit se aktivita dana´ t´ımto XML spust´ı.
Tlacˇ´ıtko Reset nastavuje prˇednastavene´ XML do editovatelne´ho pole. Dalˇs´ı prvky
slouzˇ´ı k zabezpecˇen´ı a budou popsa´ny v kapitole 8. Jak tato aktivita vypada´ prˇi spu-
sˇteˇn´ı v emula´toru mobiln´ıch zarˇ´ızen´ı, je videˇt na obra´zku 7.2.
7.3 Aktivita pro
”
generovane´ aplikace“
Prˇi spusˇteˇn´ı te´to aktivity dojde ke zjiˇsteˇn´ı adresy XML souboru ulozˇene´ hlavn´ı
aktivitou. Na´sledneˇ je provedeno zkontrolova´n´ı dostupnosti XML souboru na adrese
jeho prˇecˇten´ım.
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V obra´zku 7.1 je z´ıska´n´ı XML souboru zna´zorneˇno sˇipkami oznacˇeny´mi A1 a A2.
Dle popisu z´ıskane´ho z tohoto XML souboru dojde k vytvorˇen´ı uzˇivatelske´ho pro-
strˇed´ı v ra´mci obrazovky dane´ aktivity (v obra´zku 7.1 zna´zorneˇno sˇipkou oznacˇenou
jako D1.
Aktivita dle z´ıskane´ho XML popisu take´ zarˇizuje, aby v prˇ´ıpadeˇ, zˇe se nacha´z´ı
v popisu tlacˇ´ıtko (cˇi v´ıce tlacˇ´ıtek), byly k dispozici pozˇadovane´ zdroje. Zdroje jsou
pro vytvorˇenou polymorfn´ı aplikaci dvoj´ıho druhu. Prvn´ım jsou tlacˇ´ıtka vyuzˇ´ıvaj´ıc´ı
stazˇene´ho vzda´lene´ho ko´du. Tento druh tlacˇ´ıtka pro svou pra´ci pouzˇ´ıva´ ko´d stazˇeny´
ze vzda´lene´ho zdroje. Pro jeho spusˇteˇn´ı je nutno, aby tento ko´d byl k dispozici na za-
rˇ´ızen´ı prˇed jeho pouzˇit´ım. Vzda´leny´ ko´d je tedy nutno otestovat na jeho dostupnost
a v prˇ´ıpadeˇ, zˇe je dostupny´, tak ho sta´hnout na loka´ln´ı zarˇ´ızen´ı. Tato varianta je
oznacˇovana´ jako
”
DEX“.
Obdobou, ktera´ je v te´to aktiviteˇ take´ dostupna´, je spousˇteˇn´ı vzda´lene´ho ko´du
(oznacˇovane´ho jako
”
RPC“), kde se kontroluje, zda je tento ko´d dostupny´ azˇ v mo-
menteˇ jeho vyzˇa´da´n´ı. K tomu docha´z´ı, protozˇe existuje rea´lna´ sˇance, zˇe beˇhem doby,
kdy je
”
generovana´ aplikace“ spusˇteˇna, mu˚zˇe doj´ıt ke zmeˇneˇ stavu serveru (naprˇ´ıklad
dojde k prˇerusˇen´ı jeho cˇinnosti) cˇi stavu prˇipojen´ı k s´ıti. Tedy v prˇ´ıpadeˇ, zˇe naprˇ´ıklad
dojde k ztra´teˇ signa´lu potrˇebne´ho k prˇipojen´ı k s´ıti a s´ıt’ovy´m sluzˇba´m.
Popis, ktery´ byl vytvorˇen pro popsa´n´ı vzhledu graficke´ho uzˇivatelske´ho rozhran´ı
”
generovany´ch aplikac´ı“ a jejich chova´n´ı je videˇt v na´sleduj´ıc´ı kapitole.
7.4 Popis prostrˇed´ı pomoc´ı XML
V kapitole 3 byly popsa´ny objekty potrˇebne´ pro tvorbu aplikac´ı s prˇeva´zˇneˇ for-
mula´rˇovy´m zameˇrˇen´ım. Tyto objekty se popisuj´ı v XML souboru, ktery´ je jedn´ım
z d˚ulezˇity´ch vy´stup˚u te´to diplomove´ pra´ce.
XML soubor pro popis generovane´ aplikace je reprezentac´ı jej´ıho graficke´ho uzˇi-
vatelske´ho rozhran´ı. Obsahuje jeden korˇenovy´ element, ktery´ v sobeˇ zapouzdrˇuje
vsˇechny objekty generovane´ aplikace. Tento element je oznacˇen jako <application>
pro uda´n´ı zacˇa´tku popisu a </application> pro konec popisu graficke´ho uzˇivatel-
ske´ho rozhran´ı generovane´ aplikace. V XML popisu tak lze popsat libovolnou for-
mula´rˇovou aplikaci s neomezeny´m pocˇtem objekt˚u.
Jednotlive´ objekty jsou uda´ny elementem <object> (resp. </object> pro ukon-
cˇen´ı popisu objektu).
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Popsane´ objekty jsou v polymorfn´ı aplikaci zobrazova´ny aktivitou pro generovane´
aplikace. Aktivita pro generovane´ aplikace objekty shlukuje v poli, kde jednotlive´
prvky jsou tzv. LinearLayout. U´kolem LinearLayout je v te´to aktiviteˇ zobrazovat
jednotlive´ objekty vedle sebe. Kazˇdy´ LinearLayout reprezentuje jednu rˇa´dku ob-
jekt˚u. Pole obsahuj´ıc´ı prvky LinearLayout je zapouzdrˇeno do tzv. ScrollView. Rˇesˇen´ı
vyuzˇ´ıvaj´ıc´ı ScrollView rˇesˇ´ı proble´m, ktery´ vznikne prˇi zobrazova´n´ı v´ıce rˇa´dek, nezˇ
se vejde na obrazovku zarˇ´ızen´ı. Poskytuje totizˇ mozˇnost rolova´n´ı obrazovky.
Kazˇdy´ z objekt˚u ma´ neˇjake´ vlastnosti. Tyto vlastnosti definuj´ı jak ma´ objekt
vypadat, tak i to, jak se ma´ chovat.
Na´vrh popisu objekt˚u vycha´z´ı z mysˇlenky pouzˇite´ v [Hul12]. Oproti neˇmu je vsˇak
v rˇesˇen´ı, pouzˇite´m v te´to diplomove´ pra´ci, mozˇno prˇiˇrazovat jednotlivy´m prvk˚um
jejich funkce neza´visle na vytvorˇene´ polymorfn´ı aplikaci. Dalˇs´ım rozd´ılem je veˇtsˇ´ı
schopnost navrzˇeny´m popisem ovlivnˇovat jak podobu, tak umı´steˇn´ı jednotlivy´ch
objekt˚u.
V na´sleduj´ıc´ım textu jsou popsane´ jednotlive´ objekty a jejich vlastnosti.
7.4.1 Objekt pro popisek
Objekt pro zobrazova´n´ı popisku ma´ by´t prima´rneˇ informacˇn´ım prvkem, ktery´ uzˇi-
vatel nemu˚zˇe prˇepisovat. Jde pouze o formu informacˇn´ıho textu na obrazovce.
Pro popis XML ma´ tyto povinne´ elementy:
• <type> – Uda´va´, zˇe jde o popisek (nastaven´ım na hodnotu
”
textview“).
• <id> – Jednoznacˇny´ identifika´tor objektu v cele´m XML popisuj´ıc´ım uzˇivatelske´
rozhran´ı.
• <nameOfObject> – Jme´no objektu v uzˇivatelske´m rozhran´ı.
• <onRow> – Na jake´m rˇa´dku uzˇivatelske´ho rozhran´ı se ma´ tento objekt objevit
(s cˇ´ıslova´n´ım od hodnoty 1).
Mezi nepovinne´ elementy pak patrˇ´ı:
• <text> – Jaky´ text se ma´ v popisku objevit. V prˇ´ıpadeˇ, zˇe je nevyplneˇn, nebo
se v definicˇn´ım XML souboru nevyskytuje, je povazˇova´n za popisek s pra´zdny´m
textem.
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Objekt popisek ma´ mozˇnost prˇepisovat sv˚uj atribut text v prˇ´ıpadeˇ, zˇe ma´ zobra-
zovat neˇjakou uzˇitecˇnou dodatecˇnou informaci (naprˇ´ıklad vy´sledek operace).
V na´sleduj´ıc´ı uka´zce je videˇt, jak lze pomoc´ı XML popsat tento objekt:
<object>
<type>textview</type>
<id>0</id>
<nameOfObject>JmenoObjektu0</nameOfObject>
<text>Popisek</text>
<onRow>1</onRow>
</object>
7.4.2 Objekt pro zada´vac´ı pole
U´kolem tohoto objektu je mozˇnost zada´va´n´ı textu uzˇivatelem. Tento text mu˚zˇe by´t
prˇedem omezen na naprˇ´ıklad pouze cˇ´ıslice a podobneˇ.
Pro popis XML ma´ tyto povinne´ elementy:
• <type> – Uda´va´, zˇe jde o zada´vac´ı pole (nastaven´ım na hodnotu
”
edittext“).
• <id> – Jednoznacˇny´ identifika´tor objektu v cele´m XML popisuj´ıc´ım uzˇivatelske´
rozhran´ı.
• <nameOfObject> – Jme´no objektu v uzˇivatelske´m rozhran´ı
• <onRow> – Na jake´m rˇa´dku uzˇivatelske´ho rozhran´ı se ma´ tento objekt objevit
(s cˇ´ıslova´n´ım od hodnoty 1).
Mezi nepovinne´ elementy pak patrˇ´ı:
• <text> – Jaky´ na´poveˇdny´ text (tzv.
”
hint“) se ma´ v zada´vac´ım poli obje-
vit. Pokud je nevyplneˇn, nebo se v definicˇn´ım XML souboru nevyskytuje, je
povazˇova´n za zada´vac´ı pole bez na´poveˇdne´ho textu.
• <subtype> – Uda´va´, o jaky´ typ zada´vac´ıho pole se jedna´. Teˇchto typ˚u je
neˇkolik:
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– decimal – Forma´t pro zada´va´n´ı pouze desetinny´ch cˇ´ısel.
– sigdecimal – Forma´t pro zada´va´n´ı pouze desetinny´ch cˇ´ısel se zname´n-
kem.
– phone – Forma´t pro zada´va´n´ı pouze telefonn´ıch cˇ´ısel.
– date – Forma´t pro zada´va´n´ı textu pouze v datumove´m forma´tu.
– text – Forma´t pro zada´va´n´ı textu (prˇednastavena´ hodnota pouzˇita´ v prˇ´ı-
padeˇ, zˇe nebyl nastaven zˇa´dny´ jiny´
”
podtyp“).
V na´sleduj´ıc´ı uka´zce je videˇt, jak lze pomoc´ı XML popsat tento objekt:
<object>
<type>edittext</type>
<subtype>text</subtype>
<id>1</id>
<nameOfObject>JmenoObjektu1</nameOfObject>
<text>Nazev funkce</text>
<onRow>2</onRow>
</object>
7.4.3 Objekt reprezentuj´ıc´ı tlacˇ´ıtko
Objekt, ktery´ je v XML popsa´n s funkc´ı pro tlacˇ´ıtko, ma´ za u´kol sesb´ırat vsˇechny
zadane´ hodnoty z pol´ı pro zada´va´n´ı (oznacˇeny´ch jako
”
edittext“) a ty poslat ke zpra-
cova´n´ı. Tento objekt je hlavn´ım ovla´dac´ım prvkem generovane´ aplikace.
Pro popis XML ma´ tyto povinne´ elementy:
• <type> – Uda´va´, zˇe jde o tlacˇ´ıtko (nastaven´ım na hodnotu
”
button“).
• <id> – Jednoznacˇny´ identifika´tor objektu v cele´m XML popisuj´ıc´ım uzˇivatelske´
rozhran´ı.
• <nameOfObject> – Jme´no objektu v uzˇivatelske´m rozhran´ı
• <onRow> – Na jake´m rˇa´dku uzˇivatelske´ho rozhran´ı se ma´ tento objekt objevit
(s cˇ´ıslova´n´ım od hodnoty 1).
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• <typeOfFunction> – Typ funkce, ktera´ se ma´ pouzˇ´ıt. Jsou dva mozˇne´ typy:
dex nebo rpc.
• <functionAddress> – Adresa, vzda´lene´ho ko´du.
• <nameOfFunction> – Na´zev funkce, ktera´ se ma´ vykonat. Zada´n´ı je nutno
prove´st ve forma´t JmenoTridy.Funkce.
• <idOfResult> – Id objektu, kam se maj´ı ulozˇit vy´sledky provedene´ akce. Po-
kud nema´ by´t vy´sledek ulozˇen do zˇa´dne´ho objektu, obsahuje hodnotu -1.
Mezi nepovinne´ elementy pak patrˇ´ı:
• <text> – Text popisu tlacˇ´ıtka. Tento parametr je sice nepovinny´ avsˇak z d˚u-
vodu prˇehlednosti programu vysoce doporucˇeny´.
V na´sleduj´ıc´ı uka´zce je videˇt, jak lze pomoc´ı XML popsat tento objekt:
<object>
<type>button</type>
<id>2</id>
<nameOfObject>JmenoObjektu2</nameOfObject>
<text>Popisek</text>
<onRow>3</onRow>
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
<nameOfFunction>Trida.Procedura</nameOfFunction>
<idOfResult>1</idOfResult>
</object>
7.4.4 Objekt reprezentuj´ıc´ı graf
Objekt, ktery´ je v XML popsa´n pro graf (oznacˇeny´ jako
”
graph“) je oproti ostatn´ım
objekt˚um pomeˇrneˇ specificky´. Tento objekt se v norma´ln´ım vy´vojove´m prostrˇed´ı
Androidu nevyskytuje. Jde o objekt specia´ln´ı knihovny Androidplot (viz [Apl12]).
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U´kolem objektu je vykreslovat grafy dle z´ıskany´ch dat.
Pro popis XML ma´ tyto povinne´ elementy:
• <type> – Uda´va´, zˇe jde o tlacˇ´ıtko (nastaven´ım na hodnotu
”
graph“).
• <id> – Jednoznacˇny´ identifika´tor objektu v cele´m XML popisuj´ıc´ım uzˇivatelske´
rozhran´ı.
• <nameOfObject> – Jme´no objektu v uzˇivatelske´m rozhran´ı
• <onRow> – Na jake´m rˇa´dku uzˇivatelske´ho rozhran´ı se ma´ tento objekt objevit
(s cˇ´ıslova´n´ım od hodnoty 1).
Mezi nepovinne´ elementy pak patrˇ´ı:
• <title> – Hlavn´ı na´zev grafu (neboli text zobrazeny´ v hlavicˇce grafu).
• <axisX> – Popisek osy X v grafu.
• <axisY> – Popisek osy Y v grafu.
V na´sleduj´ıc´ı uka´zce je videˇt, jak lze pomoc´ı XML popsat tento objekt:
<object>
<type>graph</type>
<id>3</id>
<nameOfObject>JmenoObjektu3</nameOfObject>
<title>Popisek grafu</title>
<onRow>4</onRow>
<axisX>Osa X</axisX>
<axisY>Osa Y</axisY>
</object>
Tento objekt teoreticky pokry´va´ velkou mnozˇinu prˇ´ıpad˚u, kdy je potrˇeba uzˇivateli
da´t neˇjaky´ graficky´ vy´stup (naprˇ´ıklad u graficke´ kalkulacˇky to mu˚zˇe by´t pr˚ubeˇh
funkce atd.).
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7.5 Vzda´leny´ ko´d
Jak jizˇ bylo rˇecˇeno v 5. kapitole, existuj´ı r˚uzne´ mozˇnosti, jak vyuzˇ´ıt vzda´leny´ ko´d.
Pro tuto pra´ci byly vybra´ny nejvhodneˇjˇs´ı varianty teˇchto prostrˇedk˚u RPC a DEX.
Obeˇ tyto varianty byly popsa´ny v kapitole 5. Jejich pouzˇit´ı ve vytvorˇene´ polymorfn´ı
aplikaci je uka´za´no v na´sleduj´ıc´ıch podkapitola´ch.
7.5.1 RPC - vda´lene´ procedury
Prvn´ım typem je RPC, tedy prostrˇedek pro vzda´lene´ vola´n´ı procedur. K tomuto
prostrˇedku existuj´ı dveˇ za´kladn´ı varianty popsane´ v kapitole 5.
Pro vytvorˇenou polymorfn´ı aplikaci byla pouzˇita varianta XML-RPC s vyuzˇit´ım
knihovny Apache XML-RPC (viz [Apa10]). Ta byla pouzˇita z d˚uvodu jej´ı jednodu-
che´ pouzˇitelnosti prˇi dalˇs´ı tvorbeˇ generovany´ch aplikac´ı pro vytvorˇenou polymorfn´ı
aplikaci.
Princip te´to varianty je takovy´, zˇe neˇktery´ z ovla´dac´ıch prvk˚u (tlacˇ´ıtko) ma´
prˇiˇrazene´ vola´n´ı vzda´lene´ procedury
”
RPC“ jako zp˚usob reakce na uda´lost. Tou je
stisknut´ı tlacˇ´ıtka, ktere´ ma´ nastaveno ve sve´m XML popisu element na´sleduj´ıc´ım
zp˚usobem: <typeOfFunction>rpc</typeOfFunction>.
Pokud nastane tento prˇ´ıpad, tak se vezme adresa serveru, ktera´ je prˇidruzˇena
tomuto ovla´dac´ımu prvku (tlacˇ´ıtku) a na´zev vzda´lene´ procedury, ktera´ ma´ by´t
na serveru vykona´na ke zpracova´n´ı dat. Uka´zka parametr˚u specifikovany´ch v XML
pro dany´ ovla´dac´ı prvek je videˇt da´le:
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>
rpc
</typeOfFunction>
<nameOfFunction>
NazevTridy.JmenoProcedury
</nameOfFunction>
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Vola´n´ı procedury na serveru pak prob´ıha´ dle zdrojove´ho ko´du, ktery´ odpov´ıda´
na´sleduj´ıc´ı uka´zce:
XmlRpcClientConfigImpl config = new XmlRpcClientConfigImpl();
config.setServerURL(new URL("http://192.168.10.103:8080/
xml-rpc-server/xmlrpc"));
XmlRpcClient client = new XmlRpcClient();
client.setConfig(config);
Object[] params = new Object[]{new Integer(33), new Integer(9)};
Integer result = (Integer)client.execute("Calculator.add",params);
V te´to uka´zce je videˇt vola´n´ı serveru (respektive XML-RPC serveru) provozo-
vane´ho na s´ıt’ove´ adrese udane´ elementy <functionAddress> v XML popisu (viz
prˇ´ıklad vy´sˇe). Na serveru je pozˇadova´no vola´n´ı procedury add umı´steˇne´ ve trˇ´ıdeˇ
Calculator.
Pro prˇeda´n´ı parametr˚u, potrˇebny´ch pro spra´vny´ beˇh vzda´lene´ procedury, je pou-
zˇito pole objekt˚u (Object[]) nazvane´ params. V uka´zce jsou prˇena´sˇeny dveˇ hodnoty
cˇ´ısla typu cele´ cˇ´ıslo (neboli integer hodnot 33 a 9). Pro spra´vnou funkci vsˇak mus´ı
strana serveru prˇij´ımat stejny´ pocˇet a typy promeˇnny´ch, jinak docha´z´ı k chybeˇ a t´ım
pa´dem neproveden´ı pozˇadovane´ procedury serveru. To plat´ı i opacˇneˇ, tedy prˇi prˇe-
da´va´n´ı vy´sledk˚u ze serveru ke klientovi, kdy je nutne´ prˇij´ımat stejny´ typ a pocˇet dat
poslany´ch od serveru klientske´ aplikaci.
Vy´sledek operace provedene´ na vzda´lene´ procedurˇe serveru je po jej´ım prove-
den´ı ulozˇen do hodnoty result typu integer. Obecneˇ vsˇak lze pouzˇ´ıt jaky´koli typ
objektu cˇi struktury slozˇene´ ze za´kladn´ıch datovy´ch typ˚u programovac´ıho jazyka.
K tomu, aby server mohl poskytnout odpoveˇd’, je potrˇeba na serveru mı´t v danou
chv´ıli spusˇteˇnou odpov´ıdaj´ıc´ı sluzˇbu. Tato sluzˇba bude pomoc´ı XML-RPC knihovny
z´ıska´vat dotazy od klient˚u, zpracova´vat je a pos´ılat zpeˇt pozˇadovane´ vy´sledky pro-
vedene´ operace. Server volanou proceduru zapouzdrˇuje v trˇ´ıdeˇ (viz prˇ´ıklad vy´sˇe -
Calculator).
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Uka´zka funkce volane´ na straneˇ serveru vypada´ na´sledovneˇ:
package org.apache.xmlrpc.demo;
public class Calculator {
public int add(int i1, int i2) {
return i1 + i2;
}
public int subtract(int i1, int i2) {
return i1 - i2;
}
}
V uka´zce jsou videˇt dveˇ metody, ktere´ je mozˇne´ na serveru ze trˇ´ıdy Calcula-
tor volat. Prvn´ı scˇ´ıta´ dva vstupn´ı parametry a druha´ prova´d´ı odecˇ´ıta´n´ı druhe´ho
parametru od prvn´ıho.
K tomu aby takove´to vola´n´ı mohlo fungovat, je potrˇeba na serveru vytvorˇit jesˇteˇ
soubor XmlRpcServlet.properties, ktery´ specifikuje trˇ´ıdy dostupne´ na serveru.
Tento soubor je trˇeba vytvorˇit ve specificke´ slozˇce serveru (pro uka´zkovy´ prˇ´ıklad
by sˇlo o org/apache/xmlrpc/webserver) a do neˇj ulozˇit na´sleduj´ıc´ı prˇ´ıkaz:
Calculator=org.apache.xmlrpc.demo.Calculator
V prˇ´ıpadeˇ, zˇe je potrˇeba prˇidat v´ıce trˇ´ıd na dany´ server, tak se do tohoto souboru
prˇidaj´ı pouze dalˇs´ı rˇa´dky dle uvedene´ho vzoru.
Na´sledneˇ je pak potrˇeba upravit soubor web.xml naprˇ´ıklad dle na´sleduj´ıc´ı uka´zky:
<servlet>
<servlet-name>XmlRpcServlet</servlet-name>
<servlet-class>
org.apache.xmlrpc.webserver.XmlRpcServlet
</servlet-class>
<init-param>
<param-name>enabledForExtensions</param-name>
<param-value>true</param-value>
<description>
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Sets, whether the servlet supports
vendor extensions for XML-RPC.
</description>
</init-param>
</servlet>
<servlet-mapping>
<servlet-name>XmlRpcServlet</servlet-name>
<url-pattern>/xmlrpc</url-pattern>
</servlet-mapping>
Uka´zky klientske´ i serverove´ cˇa´sti jsou prˇevzaty z [Apc10, Aps10] a v modifiko-
vane´ podobeˇ pouzˇity ve vytvorˇene´ polymorfn´ı aplikaci.
Pro vytvorˇenou polymorfn´ı aplikaci bylo v za´kladn´ı podobeˇ pouzˇito postupu,
zˇe prˇed odesla´n´ım parametr˚u na server jsou sesb´ıra´na vsˇechna data urcˇena´ pro ode-
sla´n´ı. Jde o procha´zen´ı vsˇemi editovatelny´mi textovy´mi poli (objekty typu edit-
text a jejich obdob) a ulozˇen´ı jejich obsahu do dynamicke´ho pole - kolekce Array-
List<String>.
Na´sledneˇ je oveˇrˇena dostupnost serveru (pomoc´ı chybove´ odpoveˇdi s cˇ´ıslem 405,
kterou v prˇ´ıpadeˇ vola´n´ı HTTP pozˇadavku vrac´ı server pokud na neˇm beˇzˇ´ı XML-
RPC server). Pokud server odpov´ı na tento pozˇadavek spra´vneˇ, jsou mu pomoc´ı
pole objekt˚u (Object[] params) prˇeda´ny vstupn´ı parametry. Vstupn´ı parametry
jsou z´ıska´ny z kolekce obsah˚u editovatelny´ch pol´ı. Pole objekt˚u s parametry je pak
odesla´no serveru zavola´n´ım funkce execute() nad objektem typu XmlRpcClient
(v obra´zku 7.1 je odesla´n´ı pozˇadavku na server oznacˇeno jako B1).
Object[] outObjectArray
= (Object[]) client.execute(nameOfFunc, params);
Vy´sledek operace je pak navra´cen do pole objekt˚u outObjectArray (na obra´zku
7.1 je z´ıska´n´ı vy´sledku operace oznacˇeno jako B2). V tomto poli se na prvn´ı pozici
nacha´z´ı ko´dove´ cˇ´ıslo stavu operace. V prˇ´ıpadeˇ, zˇe beˇhem operace na straneˇ serveru
nemohla by´t data zpracova´na (a to bud’ sˇpatny´m forma´tem, porˇad´ım nebo obsahem
vstupn´ıch dat), je navra´cena za´porna´ hodnota na pozici prvn´ıho parametru. Pokud
k tomu dojde, je druhy´m parametrem text chybove´ho hla´sˇen´ı, ktere´ se ma´ uzˇivateli
zobrazit na obrazovce.
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Jak jizˇ bylo zmı´neˇno, pokud je operace na serveru u´speˇsˇneˇ provedena, tak je
vra´ceno kladne´ cˇ´ıslo v prvn´ım parametru. Druhy´m parametrem je hla´sˇen´ı, ktere´
se ma´ uzˇivateli zobrazit na obrazovce zarˇ´ızen´ı. Dalˇs´ı parametry jsou pak rozliˇseny
ko´dovy´m cˇ´ıslem stavu operace. V prˇ´ıpadeˇ, zˇe hodnota byla r˚uzna´ od hodnoty cˇ´ısla
2, tak je podle tlacˇ´ıtka, ktere´ operaci volalo, nalezen objekt, ktere´mu se ma´ jako
”
popisek“ nastavit posledn´ı (trˇet´ı) parametr. Tento objekt je urcˇen hodnotou udanou
u objektu (respektive tlacˇ´ıtka), ktere´ danou operaci volalo elementem <idOfResult>
udany´m v XML souboru popisuj´ıc´ım podobu prostrˇed´ı polymorfn´ı aplikace.
Pokud vsˇak je hodnota ko´dove´ho stavu operace nastavena na hodnotu cˇ´ısla 2,
jde o objekt vykreslen´ı do objektu typu graph (neboli grafu). Pro graf je mozˇno,
aby za prvn´ımi dveˇma parametry (popsany´mi vy´sˇe) bylo veˇtsˇ´ı mnozˇstv´ı parametr˚u
typu String (neboli textovy´ rˇeteˇzec). Kazˇdy´ z teˇchto rˇeteˇzc˚u ma´ pak tvar:
Na´zevGrafu@x1;y1;x2;y2;x3;y3; ...
Symbolicke´ promeˇnne´ (x1,y1 atd.) jsou ve skutecˇne´m rˇeteˇzci oproti te´to uka´zce
nahrazeny hodnotami uda´vaj´ıc´ımi sourˇadnice bod˚u v osa´ch x a y krˇivky, ktera´ se ma´
v grafu vykreslit. Znakovy´ symbol
”
@“ slouzˇ´ı v rˇeteˇzci k oddeˇlen´ı na´zvu grafu a sou-
rˇadnic krˇivky grafu. Pokud se oddeˇluj´ıc´ı symbol v rˇeteˇzci nenacha´z´ı, je pro textovy´
popisek grafu pouzˇito prˇednastavene´ pojmenova´n´ı
”
Graph“.
Pozˇadovany´ graf se urcˇuje stejny´m zp˚usobem jako se v prˇedchoz´ım popisu uda´val
objekt, do ktere´ho se meˇl vypsat popisek z na´vratove´ho rˇeteˇzce (tedy prˇes element
idOfResult, ktery´ je zadany´ u objektu typu tlacˇ´ıtko v XML popisuj´ıc´ım podobu
polymorfn´ı aplikace).
7.5.2 DEX - ko´d ze vzda´lene´ho u´lozˇiˇsteˇ
Druhy´m typem prostrˇedku pro zpracova´n´ı operac´ı je tzv.
”
DEX“. Obecny´ princip
cˇinnosti te´to varianty byl popsa´n v kapitole 5.3.
Varianta je zalozˇena na stazˇen´ı vzda´lene´ho ko´du ve forma´tu dex na loka´ln´ı zarˇ´ı-
zen´ı (na obra´zku 7.1 je kontrola existence DEX souboru na u´lozˇiˇsti oznacˇena jako C1
a jeho stazˇen´ı samotne´ do zarˇ´ızen´ı jako C2). Tato varianta pouzˇ´ıva´ pro XML popis
dane´ho ovla´dac´ıho prvku slouzˇ´ıc´ıho k operac´ım s DEX podobny´ syntakticky´ za´pis,
jako tomu bylo ve varianteˇ RPC popsane´ v prˇedchoz´ı kapitole 7.5.1.
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Pro uka´zku lze uve´st na´sleduj´ıc´ı prˇ´ıklad:
<functionAddress>
http://home.zcu.cz/~staffa/DexLibrary.jar
</functionAddress>
<typeOfFunction>
dex
</typeOfFunction>
<nameOfFunction>
Calculator.add
</nameOfFunction>
V ra´mci teˇchto element˚u uvedeny´ch u ovla´dac´ıho prvku (respektive tlacˇ´ıtka) je
mozˇno videˇt, jake´ DEX se ma´ pouzˇ´ıt pro vykona´n´ı pozˇadovane´ operace. Element
<functionAddress> uda´va´ adresu, kde se nacha´z´ı dany´ DEX v URL forma´tu. Ten,
jak je videˇt z te´to uka´zky, vsˇak nen´ı v ocˇeka´vane´m forma´tu .dex, ale je zapouzdrˇen
ve forma´tu souboru .jar, zde bude vsˇak oznacˇova´n jako DEX.
V programovac´ım jazyku Java existuje komponenta (tzv. ClassLoader), ktera´
se stara´ o nahra´va´n´ı trˇ´ıd do aplikace. V Javeˇ i Androidu vsˇak existuje mozˇnost, jak
za beˇhu nahra´t do aplikace
”
extern´ı“ trˇ´ıdu. Tyto trˇ´ıdy pak mohou by´t umı´steˇny
na vzda´lene´m u´lozˇiˇsti cˇi na loka´ln´ım souborove´m syste´mu. Pro samotne´ nacˇ´ıta´n´ı
trˇ´ıd se vyuzˇ´ıva´ tzv. DexClassLoader, ktery´ umozˇnˇuje nacˇ´ıtat DEX soubory za beˇhu
aplikace.
Polymorfn´ı aplikace je vytvorˇena tak, zˇe v prˇ´ıpadeˇ nedostupnosti s´ıt’ove´ho prˇi-
pojen´ı lze vyuzˇ´ıvat i DEX soubory, ktere´ byly pouzˇity jako posledn´ı. K tomu je
vsˇak nutne´, aby prˇi u´plneˇ prvn´ım spusˇteˇn´ı generovane´ aplikace, ktera´ bude vyu-
zˇ´ıvat dany´ DEX, byl tento DEX stazˇen. V prˇ´ıpadeˇ dostupnosti prˇipojen´ı je prˇi
spusˇteˇn´ı generovane´ aplikace pozˇadovany´ DEX vzˇdy stazˇen. Du˚vodem tohoto rˇesˇen´ı
je, aby v prˇ´ıpadeˇ aktualizace DEX soubor˚u poskytnuty´ch vy´voja´rˇem/distributorem
na u´lozˇiˇsti byly vzˇdy pouzˇity aktua´ln´ı verze (respektive byly vzˇdy znovu sta´hnuty
za prˇedpokladu s´ıt’ove´ho prˇipojen´ı).
V polymorfn´ı aplikaci byl pro stazˇen´ı DEX knihoven zvolen na´sleduj´ıc´ı zp˚usob.
Po prˇecˇten´ı a parsova´n´ı XML souboru, ktery´ popisuje danou generovanou apli-
kaci, dojde k procha´zen´ı vsˇech ovla´dac´ıch prvk˚u (tlacˇ´ıtek) a zjiˇsteˇn´ı adresy DEX
v XML souboru, pokud maj´ı nastaven DEX jako obsluzˇny´ typ operace. Adresy
se ulozˇ´ı do ArrayList<String> arrayOfAddresses. Potom je ArrayList procha´-
zen po jednotlivy´ch ulozˇeny´ch za´znamech a jsou stahova´ny potrˇebne´ DEX soubory.
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V tomto kroku existuj´ı dveˇ varianty. Prvn´ı je ta, zˇe pokud je k dispozici prˇi-
pojena´ a pro cˇten´ı/za´pis dostupna´ extern´ı pameˇt’ (naprˇ´ıklad tzv. SD karta), tak je
DEX ulozˇen na ni. To je z d˚uvodu u´spory intern´ı pameˇti na mobiln´ıch zarˇ´ızen´ıch.
V prˇ´ıpadeˇ, zˇe extern´ı u´lozˇiˇsteˇ k dispozici nen´ı, je pouzˇita intern´ı pameˇt’ova´ oblast
urcˇena´ pro data aplikac´ı. Ta je pro vytvorˇenou polymorfn´ı aplikaci uda´na cestou
data/data/dpapp1.
Samotne´ stahova´n´ı soubor˚u DEX pak vypada´ prˇiblizˇneˇ dle na´sleduj´ıc´ı uka´zky:
InputStream input
= new BufferedInputStream(url.openStream());
File myDir;
if (isSDCardPresent) {
String root
= Environment.getExternalStorageDirectory().toString();
myDir
= new File(root + "/Android/data/" + PACKAGE_NAME + "/");
} else {
myDir
= new File("/data/data/" + PACKAGE_NAME + "/dex/");
}
OutputStream output
= new FileOutputStream(myDir + "/" + nameOfFile);
byte data[] = new byte[1024];
long total = 0;
int count;
//read data
while ((count = input.read(data)) != -1) {
total += count;
// publishing the progress....
publishProgress((int) (total * 100 / fileLength));
output.write(data, 0, count);
}
output.flush();
output.close();
input.close();
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Na´sledneˇ je pak nutne´ prˇi vola´n´ı akc´ı nad teˇmito DEX soubory dane´ soubory
zpracovat. K tomu je potrˇeba zna´t rozhran´ı (respektive interface) pro prˇ´ıstup k pro-
cedura´m, ktere´ jsou poskytova´ny t´ımto DEX.
Aby bylo vytva´rˇen´ı a pouzˇ´ıva´n´ı DEX soubor˚u co nejprˇehledneˇjˇs´ı, byla zvoleno
na´sleduj´ıc´ı rozhran´ı:
public interface LibraryInterface {
public ArrayList<String>
doLibraryFunction(String nameOfFunction,
ArrayList<String> params);
}
Z uka´zkove´ho prˇ´ıkladu je videˇt, zˇe zp˚usob vola´n´ı procedury je hodneˇ podobny´
vola´n´ı procedury u RPC uvedene´ho v prˇ´ıkladu v prˇedchoz´ı kapitole 7.5.1.
K samotne´mu nacˇten´ı trˇ´ıdy s pozˇadovanou procedurou potrˇebujeme jizˇ zmı´neˇny´
DexClassLoader. V prˇ´ıloze B je videˇt jeho pouzˇit´ı.
Jak je z tohoto uka´zkove´ho zdrojove´ho ko´du videˇt, podobneˇ jako v kapitole
7.5.1 o RPC je navra´cen ko´d stavu operace. Dalˇs´ımi parametrem je stejneˇ jako
u zmı´neˇne´ho RPC text, ktery´ ma´ by´t vypsa´n ve formeˇ informacˇn´ıho textove´ho pole
na obrazovku. Posledn´ımi parametry jsou zpeˇtna´ data pro vykreslen´ı grafu cˇi vypsa´n´ı
textu do jednoho z textovy´ch pol´ı/objekt˚u generovane´ aplikace.
Vytvorˇeny´ DEX soubor je pak zalozˇen naprˇ´ıklad na na´sleduj´ıc´ı uka´zce ko´du:
public class DexLibrary implements LibraryInterface{
public ArrayList<String> doLibraryFunction
(String nameOfFunction, ArrayList<String> params) {
int first = 0;
int second = 0;
int result = 0;
ArrayList<String> outputArray = new ArrayList<String>();
if (nameOfFunction.equals("add"))
{
try
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{
first = Double.parseDouble(inputArray[1]);
second = Double.parseDouble(inputArray[2]);
} catch (Exception e) {
System.err.println(e);
outputArray.add("-1");
outputArray.add("Spatne zadana cisla!");
return outputArray;
}
}
else { ... }
outputArray.add("0");
outputArray.add("Vysledek je souctu je: " + result);
outputArray.add(result.toString());
return outputArray;
}
}
Podmı´nka te´to varianty spocˇ´ıva´ v dodrzˇen´ı vstupn´ıho a vy´stupn´ıho forma´tu dat.
Dalˇs´ı d˚ulezˇitou podmı´nkou je to, zˇe dana´ DEX knihovna (v tomto prˇ´ıpadeˇ s na´zvem
DexLibary) mus´ı mı´t stejne´ jme´no jako .jar soubor, ve ktere´m je distribuova´na.
V opacˇne´m prˇ´ıpadeˇ operace provedena´ nad touto knihovnou koncˇ´ı chybou.
Vy´voja´rˇi pro navrhova´n´ı vlastn´ıch aplikac´ı na´sledneˇ stacˇ´ı pouze vytvorˇit popi-
sove´ XML (pro popis chova´n´ı a uzˇivatelske´ho rozhran´ı generovane´ aplikace) a dle
toho, zda chce vyuzˇ´ıvat RPC cˇi DEX, vytvorˇit danou knihovnu cˇi server poskytuj´ıc´ı
pozˇadovane´ procedury.
Navrzˇene´ rˇesˇen´ı bylo realizova´no na za´kladeˇ vy´zkumu z [Chu11, Hul12].
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V kapitole 6.3 byla z obecne´ho hlediska popsa´na bezpecˇnost aplikac´ı v mobiln´ıch
zarˇ´ızen´ıch se syste´mem Android. Na´sleduj´ıc´ı kapitola se zaby´va´ popisem proble´mu˚
s bezpecˇnost´ı vzhledem k vytvorˇene´ polymorfn´ı aplikaci a jejich rˇesˇen´ım.
8.1 Noveˇ vznikle´ proble´my bezpecˇnosti
Na´vrhem polymorfn´ı aplikace pro tuto pra´ci vyvstaly nove´ proble´my s bezpecˇnost´ı.
Za prve´ jde o jizˇ zmı´neˇne´ velke´ mnozˇstv´ı potrˇebny´ch pra´v nutny´ch prˇi pouzˇit´ı DEX
varianty. Du˚vodem tohoto pozˇadavku je, aby polymorfn´ı aplikace mohla by´t co nej-
v´ıce vsˇestranna´, k cˇemuzˇ potrˇebuje velky´ rozsah pra´v. Rˇesˇen´ım je, zˇe vytvorˇena´
polymorfn´ı aplikace bude distribuova´na v r˚uzny´m verz´ıch rozliˇseny´ch poskytnuty´mi
pra´vy.
Nebezpecˇ´ım je i mozˇnost podvrhnut´ı (respektive zameˇneˇn´ı) DEX souboru. K to-
mu by mohlo doj´ıt v momenteˇ stahova´n´ı DEX souboru ze serveru. Soubor by na´-
sledneˇ mohl zneuzˇ´ıt pra´v poskytnuty´ch aplikaci a tak zp˚usobit sˇkody. Sˇkody by mohly
by´t zp˚usobeny t´ım, zˇe v te´to knihovneˇ mu˚zˇe by´t umı´steˇn sˇkodlivy´ cˇi jinak nebez-
pecˇny´ ko´d. Tento ko´d by mohl naprˇ´ıklad posˇkodit zarˇ´ızen´ı cˇi data na neˇm ulozˇena´.
V jine´m prˇ´ıpadeˇ by mohl data ze zarˇ´ızen´ı poskytovat trˇet´ım osoba´m.
Idea´ln´ım rˇesˇen´ım problematiky bezpecˇnosti v polymorfn´ı aplikaci zmı´neˇne´ho pro-
ble´mu by bylo zaveden´ı tzv. elektronicke´ho podpisu soubor˚u (neˇkdy te´zˇ oznacˇova-
ne´ho jako
”
digita´ln´ı podpis“). Ten by zarucˇoval jednoznacˇnost a pravost soubor˚u
z´ıska´vany´ch z
”
vneˇjˇs´ıch zdroj˚u“. Ze stejne´ho d˚uvodu by bylo dobre´ zabezpecˇit XML
soubor slouzˇ´ıc´ı pro popis generovane´ aplikace, ktery´ by byl ulozˇen na serveru (re-
spektive jeho u´lozˇiˇsti). Mohlo by totizˇ doj´ıt k tomu, zˇe uzˇivatel by pozˇadoval urcˇite´
XML popisuj´ıc´ı generovanou aplikaci, avsˇak u´tocˇn´ık by mohl namı´sto odpoveˇdi s p˚u-
vodn´ım origina´ln´ım XML souborem poslat zpeˇt do polymorfn´ı aplikace podvrhnuty´
soubor. Ten by se mohl z pohledu uzˇivatele tva´rˇit jako p˚uvodn´ı aplikace, avsˇak mohl
by v popisech ovla´dac´ıch prvk˚u odkazovat na nebezpecˇne´ zdroje RPC i DEX.
Vı´ce o digita´ln´ıch podpisech soubor˚u viz [Ber03].
Dalˇs´ı mozˇnost´ı zabezpecˇen´ı je pouzˇit´ı sˇifrova´n´ı. To by zabezpecˇilo, zˇe XML
a DEX soubory nebude mozˇno zameˇnit za jejich obdoby obsahuj´ıc´ı sˇkodlivy´ ko´d
nebo jinou formou nebezpecˇny´ obsah. Druhou kladnou vlastnost´ı te´to varianty je
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to, zˇe zasˇifrovany´ soubor nen´ı mozˇno jednoduchy´m zp˚usobem bez znalosti desˇifro-
vac´ıho algoritmu a kl´ıcˇe pro desˇifrova´n´ı a sˇifrova´n´ı zneuzˇ´ıt cˇi prˇecˇ´ıst. Ochrana proti
prˇecˇten´ı tohoto souboru by byla vhodna´ pro vyuzˇit´ı polymorfn´ı aplikace naprˇ´ıklad
pro bankovnictv´ı a dalˇs´ı podobne´ u´cˇely. U teˇchto aplikac´ı totizˇ mu˚zˇe by´t nutne´
distribuovat ko´d v sˇifrovane´ podobeˇ, aby byl ochra´neˇn jeho obsah, ve ktere´m se mo-
hou nacha´zet d˚uveˇrne´ informace, cˇi zdrojovy´ ko´d, ktery´ je nutno neˇjaky´m zp˚usobem
chra´nit.
Pro realizaci zabezpecˇen´ı polymorfn´ı aplikace byla zvolena varianta s pouzˇit´ım
sˇifrova´n´ı.
8.2 Mozˇnosti sˇifrova´n´ı
Sˇifrova´n´ı, ktere´ lze pouzˇ´ıt pro zabezpecˇen´ı dat se da´ obecneˇ rozdeˇlit na dva za´kladn´ı
druhy:
• Symetricke´
• Asymetricke´
8.2.1 Symetricke´ sˇifrova´n´ı
Symetricke´ sˇifrova´n´ı je zalozˇeno na principu jednoho stejne´ho kl´ıcˇe pro sˇifrova´n´ı
a desˇifrova´n´ı. Slabe´ mı´sto symetricke´ho sˇifrova´n´ı spocˇ´ıva´ v tom, zˇe je trˇeba pro de-
ko´dova´n´ı z´ıskat kl´ıcˇ, ktery´m byly data ko´dova´ny. K tomu je trˇeba pouzˇ´ıt neˇjaky´
bezpecˇny´ zp˚usob prˇenosu ko´dovac´ıho/deko´dovac´ıho kl´ıcˇe. Pokud vsˇak existuje, je
cˇasto jednodusˇsˇ´ı poslat data prˇ´ımo za pouzˇit´ı tohoto prˇenosu.
Symetricke´ sˇifrova´n´ı je mnohem jednodusˇsˇ´ı nezˇ asymetricke´, pro jeho zpracova´n´ı
obecneˇ stacˇ´ı mensˇ´ı vy´kon nezˇ na asymetricke´ sˇifrova´n´ı.
Symetricke´ sˇifrova´n´ı se da´ dobrˇe pouzˇ´ıt v prˇ´ıpadeˇ, zˇe odes´ılatel a prˇ´ıjemce dat
si prˇedem dohodli, jaky´ kl´ıcˇ pro sˇifrova´n´ı pouzˇij´ı.
Prˇedstaviteli symetricke´ho sˇifrova´n´ı jsou DES (
”
Data Encryption Standard“),
Triple DES a AES (
”
Advanced Encryption Standard“ neboli take´ Rijndael). Sˇi-
frova´n´ı AES je bezpecˇneˇjˇs´ı nezˇ DES a Triple DES. Vı´ce o historii, vlastnostech
a principu AES v [Dol01].
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Symetricke´ sˇifrova´n´ı lze da´le deˇlit na tyto typy:
• Blokove´ sˇifry - Blokove´ sˇifry pracuj´ı s pevny´m pocˇtem bit˚u. Tyto bloky jsou
pomoc´ı kl´ıcˇe zasˇifrova´ny a vy´stupem je prˇ´ıslusˇna´ cˇa´st sˇifrovane´ho textu. Neˇ-
ktere´ algoritmy prova´deˇj´ı neˇkolikana´sobne´ sˇifrova´n´ı bloku dokola, aby se zvy´-
sˇila bezpecˇnost. Blokove´ sˇifry jsou na sˇifrova´n´ı dat v praxi vyuzˇ´ıva´ny cˇasteˇji
nezˇ proudove´ (ty budou popsa´ny da´le). Mezi blokove´ sˇifry patrˇ´ı naprˇ´ıklad al-
goritmy DES, AES, IDEA, Blowfish a jine´.
• Proudove´ sˇifry - Proudove´ sˇifry jsou rychlejˇs´ı nezˇ blokove´. Vhodneˇjˇs´ı jsou tam,
kde nen´ı mozˇne´ vyuzˇ´ıvat buffer. Typicky´m prˇ´ıkladem je telekomunikace a jine´
real-time spojen´ı, kde nen´ı vhodne´ cˇekat na naplneˇn´ı bufferu, ale je trˇeba data
sˇifrovat ihned. Tyto sˇifry jsou zalozˇeny na sˇifrova´n´ı kazˇde´ho znaku otevrˇene´ho
textu zvla´sˇt’. Mezi za´stupce proudovy´ch sˇifer patrˇ´ı algoritmy RC4, FISH, Helix,
SEAL, WAKE a dalˇs´ı.
8.2.2 Asymetricke´ sˇifrova´n´ı
Asymetricke´ sˇifrova´n´ı vyuzˇ´ıva´ toho, zˇe kl´ıcˇ pouzˇity´ pro sˇifrova´n´ı dat je jiny´ nezˇ kl´ıcˇ
pro desˇifrova´n´ı.
Prvn´ım typem kl´ıcˇe je tzv.
”
verˇejny´“ kl´ıcˇ. Tento kl´ıcˇ doka´zˇe desˇifrovat zpra´vy za-
sˇifrovane´ druhy´m typem kl´ıcˇe (tzv.
”
soukromy´m“,
”
priva´tn´ım“ nebo-li take´
”
tajny´m“
kl´ıcˇem).
Odes´ılatel zpra´vy provede zasˇifrova´n´ı zpra´vy verˇejny´m kl´ıcˇem adresa´ta. Ten
po prˇijet´ı te´to zasˇifrovane´ zpra´vy provede desˇifrova´n´ı svy´m priva´tn´ım kl´ıcˇem.
Nejrozsˇ´ıˇreneˇjˇs´ım typem tohoto sˇifrova´n´ı je RSA. Tento typ pouzˇ´ıva´ modula´rn´ı
aritmetiku (neboli matematikou zaby´vaj´ıc´ı se zbytky po deˇlen´ı cely´ch cˇ´ısel).
Citace pro tuto cˇa´st textu byly pouzˇity z [Mun07], kde se lze dozveˇdeˇt v´ıce
o principech a vlastnostech sˇifrova´n´ı.
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8.2.3 AES pro sˇifrova´n´ı v ra´mci polymorfn´ı aplikace
Tento sˇifrovac´ı algoritmus byl pro polymorfn´ı aplikaci navrhnut a pouzˇit z d˚uvodu
sve´ pomeˇrneˇ velke´ bezpecˇnosti a rychlosti. Hlavn´ım c´ılem te´to sˇifry bylo rˇesˇit ne-
dostatky DES sˇifrova´n´ı. Oproti Triple DES a DES je rychlejˇs´ı a bezpecˇneˇjˇs´ı. AES je
symetrickou blokovou sˇifrou, ktera´ vyuzˇ´ıva´ de´lku kl´ıcˇe 128, 192 nebo 256 bit˚u.
O vzniku a pouzˇit´ı algoritmu AES se lze dozveˇdeˇt v [Dol01].
Pro polymorfn´ı aplikaci je sˇifrova´n´ı AES vhodne´ na zabezpecˇen´ı soubor˚u z´ıska´-
vany´ch aplikac´ı ze zdroj˚u, ktere´ nemus´ı by´t bezpecˇne´. T´ım je mysˇleno, zˇe prˇenos dat
z nich a na neˇ je mozˇno narusˇit (za´meˇnou cˇi posˇkozen´ım prˇena´sˇeny´ch dat). U sˇifro-
va´n´ı AES pouzˇite´ho v polymorfn´ı aplikaci byla experimentova´n´ım nalezena vy´hoda.
Ta spocˇ´ıva´ v tom, zˇe pokud prˇi prˇena´sˇen´ı zasˇifrovany´ch dat dojde ke zmeˇneˇ byt’
jedine´ho bytu, tak je dany´ soubor nedesˇifrovatelny´. K tomuto proble´mu by mohlo
doj´ıt, pokud by
”
u´tocˇn´ık“ chteˇl zmeˇnit obsah dat. Aby bylo mozˇne´ efektivneˇ pro-
lomit toto zabezpecˇen´ı, musel by u´tocˇn´ık zna´t heslo, ktery´m byla data sˇifrova´na,
a pouzˇity´ algoritmus sˇifrova´n´ı.
Vyuzˇit´ı sˇifrova´n´ı AES ve vytvorˇene´ polymorfn´ı aplikaci je takove´, zˇe vy´voja´rˇ
ma´ mozˇnost zasˇifrovat pomoc´ı AES XML soubor pro popis generovane´ aplikace.
Stejny´m zp˚usobem je mozˇno sˇifrovat i DEX knihovny pouzˇite´ pro polymorfn´ı apli-
kaci. K proveden´ı te´to akce stacˇ´ı zadat v hlavn´ı aktiviteˇ prˇes tlacˇ´ıtko Menu polozˇku
Nastaven´ı hesla pro sˇifrova´n´ı a zde nastavit heslo pro sˇifrova´n´ı. Pro zvy´sˇen´ı bez-
pecˇnosti je nutne´, aby toto heslo meˇlo 16 znak˚u (jinak bude pouzˇito prˇednastavene´
heslo
”
fakultafavzcuplz“). Na´sledneˇ pak zadat adresu souboru, ktery´ chce vy´voja´rˇ
zasˇifrovat do textove´ho pole, a prˇes Menu zvolit polozˇku Vytvorˇit sˇifrovany´ soubor.
Proveden´ım te´to akce se dany´ soubor prˇecˇte ze zadane´ adresy a zasˇifruje do sou-
boru ve vnitrˇn´ı pameˇti. V prˇ´ıpadeˇ prˇ´ıtomnosti SD karty je zasˇifrovany´ soubor prˇed-
nostneˇ ulozˇen na ni. Odtud si ho vy´voja´rˇ mu˚zˇe sta´hnout a ulozˇit na pozˇadovany´
server, odkud ho budou moci vyuzˇ´ıvat i dalˇs´ı zarˇ´ızen´ı prostrˇednictv´ım polymorfn´ı
aplikace pro svou cˇinnost. V te´to cˇa´sti bylo implementova´no zjednodusˇen´ı v podobeˇ
mozˇnosti nechat si zasˇifrovany´ soubor zaslat na email (v prˇ´ıpadeˇ, zˇe je na dane´m
zarˇ´ızen´ı odpov´ıdaj´ıc´ı aplikace pro odes´ıla´n´ı elektronicke´ posˇty).
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Pro sˇifrova´n´ı soubor˚u je potrˇeba nejdrˇ´ıve tento soubor z dane´ adresy z´ıskat. To
je v polymorfn´ı aplikaci rˇesˇeno na´sleduj´ıc´ım zp˚usobem:
DefaultHttpClient hc
= new DefaultHttpClient();
ResponseHandler <String> res
= new BasicResponseHandler();
HttpPost postMethod
= new HttpPost(sUrl[0].toString());
String response
= hc.execute(postMethod,res);
String pass
= readString(MainActivity.this, "password",
"fakultafavzcuplz");
byte[] crypted
= encrypt(response, pass);
Metoda readString v te´to uka´zce reprezentuje zjiˇsteˇn´ı hesla, ulozˇene´ho v tzv.
”
sd´ıleny´ch preferenc´ıch“. Po zjiˇsteˇn´ı tohoto hesla dojde k zasˇifrova´n´ı textu souboru
(v uka´zce z´ıska´n do promeˇnne´ response). Vy´sledek je ulozˇen jako byte[] s na´zvem
encrypted.
Uka´zka ko´du pouzˇite´ho pro sˇifrova´n´ı textu je videˇt v na´sleduj´ıc´ım ko´du:
private static byte[] encrypt(String text, String pass)
throws Exception {
byte[] keyStart = pass.getBytes();
KeyGenerator kgen = KeyGenerator.getInstance("AES");
SecureRandom sr = SecureRandom.getInstance("SHA1PRNG");
sr.setSeed(keyStart);
kgen.init(128, sr); // 192 and 256 bits may not be available
SecretKey skey = kgen.generateKey();
byte[] key = skey.getEncoded();
SecretKeySpec skeySpec = new SecretKeySpec(key, "AES");
Cipher cipher = Cipher.getInstance("AES");
cipher.init(Cipher.ENCRYPT_MODE, skeySpec);
byte[] encrypted = cipher.doFinal(text.getBytes());
return encrypted;
}
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Desˇifrova´n´ı je prova´deˇno obdobneˇ jako sˇifrova´n´ı. Vstupem je pole byte[], ob-
sahuj´ıc´ı data sˇifrovane´ho souboru. Vy´sledkem je rˇeteˇzec (decrypted) obsahuj´ıc´ı p˚u-
vodn´ı text. Desˇifrova´n´ı je videˇt v na´sleduj´ıc´ı uka´zce zdrojove´ho ko´du polymorfn´ı
aplikace:
private static byte[] decrypt(byte[] encrypted, String pass)
throws Exception {
byte[] keyStart = pass.getBytes("UTF-8");
KeyGenerator kgen = KeyGenerator.getInstance("AES");
SecureRandom sr = SecureRandom.getInstance("SHA1PRNG");
sr.setSeed(keyStart);
kgen.init(128, sr); // 192 and 256 bits may not be available
SecretKey skey = kgen.generateKey();
byte[] key = skey.getEncoded();
SecretKeySpec skeySpec = new SecretKeySpec(key, "AES");
Cipher cipher = Cipher.getInstance("AES");
cipher.init(Cipher.DECRYPT_MODE, skeySpec);
byte[] decrypted = cipher.doFinal(encrypted);
return decrypted;
}
Tento zp˚usob lze pouzˇ´ıt pouze v prˇ´ıpadeˇ, zˇe sˇifrovane´ soubory, ktere´ byly zasˇi-
frova´ny pod syste´mem Android, budou desˇifrova´ny znovu na tomto syste´mu.
V prˇ´ıpadeˇ desˇifrova´n´ı dat na jine´m syste´mu nezˇ byla data sˇifrova´na, je mozˇnost,
zˇe vznikne proble´m s t´ım, zˇe data nep˚ujdou spra´vneˇ desˇifrovat. K zmı´neˇne´mu pro-
ble´mu mu˚zˇe doj´ıt z d˚uvodu sˇpatne´ho nastaven´ı sˇifrovac´ıho sche´matu cˇi z d˚uvodu
generova´n´ı jine´ho desˇifrovac´ıho kl´ıcˇe (to mu˚zˇe by´t zp˚usobeno pouzˇit´ım jine´ plat-
formy).
K tomu by mohlo doj´ıt, pokud by DEX knihovna zarˇizovala komunikaci se ser-
verem, ktery´ beˇzˇ´ı naprˇ´ıklad na syste´mu Windows.
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V popsane´m prˇ´ıpadeˇ lze pouzˇ´ıt prˇ´ımo nastaven´ı 16 byt˚u (128 bit˚u) pro nastaven´ı
kl´ıcˇe. To by vypadalo naprˇ´ıklad na´sledovneˇ:
private static byte[]
encrypt(String text, String pass)
throws Exception {
byte[] keyBytes
= new byte[] {
0x00, 0x01, 0x02, 0x03, 0x04,
0x05, 0x06, 0x07, 0x08, 0x09,
0x0a, 0x0b, 0x0c, 0x0d, 0x0e,
0x0f};
SecretKeySpec skeySpec
= new SecretKeySpec(keyBytes, "AES");
Cipher cipher = Cipher.getInstance("AES");
cipher.init(Cipher.ENCRYPT_MODE, skeySpec);
byte[] encrypted = cipher.doFinal(text.getBytes());
return encrypted;
}
Obdobneˇ by se tak desˇifrovala data i na straneˇ serveru.
Soubory zasˇifrovane´ pomoc´ı zmı´neˇne´ho ko´du dosta´vaj´ı novou prˇ´ıponu koncˇ´ıc´ı
p´ısmenem
”
c“. XML soubor, ktery´ bude takto zasˇifrova´n, dostane mı´sto sve´ p˚u-
vodn´ı prˇ´ıpony novou prˇ´ıponu
”
.xmlc“. To same´ plat´ı i pro zasˇifrova´n´ı DEX souboru
reprezentovane´ho jako
”
.jar“, ktery´ po zasˇifrova´n´ı dostane prˇ´ıponu
”
.jarc“.
Polymorfn´ı aplikace pak vzˇdy, kdyzˇ prˇi sve´ pra´ci naraz´ı na typ souboru
”
.xmlc“
nebo
”
.jarc“, vyuzˇije sˇifrova´n´ı s heslem nastaveny´m v jizˇ zmı´neˇne´ polozˇce v Menu.
Bez spra´vneˇ nastavene´ho hesla nebude mozˇno tyto soubory desˇifrovat.
Pro prˇ´ıpad, zˇe by u´tocˇn´ık meˇl prˇ´ıstup k pameˇti dane´ho zarˇ´ızen´ı, jsou soubory
typu
”
.jarc“ v pameˇti uchova´va´ny v sˇifrovane´ podobeˇ a v nesˇifrovane´ podobeˇ se vyu-
zˇ´ıvaj´ı pouze pro intern´ı cˇinnost, jinak se v nesˇifrovane´ podobeˇ do pameˇti neukla´daj´ı.
T´ım je u´tocˇn´ıkovi zabra´neˇno podvrzˇen´ı dane´ho souboru v prˇ´ıpadeˇ jeho zameˇneˇn´ı
v pameˇti za jiny´ (respektive nebezpecˇny´) soubor.
Pro sˇifrovane´ komunikace se serverem lze vyuzˇ´ıt vlastn´ı DEX knihovny, ve ktere´
bude sˇifrova´n´ı vytvorˇeno vy´voja´rˇem. Zde vsˇak prˇi vytva´rˇen´ı polymorfn´ı aplikace
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nasta´va´ proble´m s t´ım, zˇe DEX knihovna sama o sobeˇ nema´ mozˇnost komuniko-
vat s uzˇivatelsky´m rozhran´ım a vyuzˇ´ıvat jeho mozˇnost´ı. Jedinou mozˇnost´ı, kterou
ma´ DEX pro komunikaci s uzˇivatelsky´m rozhran´ım k dispozici, je prˇes na´vratove´
hodnoty procedur (dle na´vrhu aplikace). T´ım se sice zabezpecˇ´ı u´pravy uzˇivatelske´ho
rozhran´ı, ktere´ by mohl u´tocˇn´ık prove´st, avsˇak proble´m spocˇ´ıva´ v s´ıt’ove´ pra´ci uvnitrˇ
samotne´ DEX knihovny.
Podle pravidel vy´voje aplikac´ı pro Android je nutne´ vytva´rˇet pro s´ıt’ovou ko-
munikaci nove´ vla´kno a nebo vyuzˇ´ıvat prostrˇedku pro asynchronn´ı cˇinnosti (tzv.
AsyncTask). Toto rˇesˇen´ı je nutne´ z d˚uvodu, aby hlavn´ı vla´kno, ktere´ by meˇlo pro-
va´deˇt s´ıt’ove´ operace, nebylo teˇmito operacemi zdrzˇova´no na u´kor plynulosti beˇhu
aplikace (respektive hlavn´ı vla´kno nesmı´ obsahovat s´ıt’ove´ operace). Pokud je vsˇak
v DEX knihovneˇ vytvorˇena procedura, ktera´ ma´ komunikovat s´ıt’ovy´mi prostrˇedky
(tedy komunikacˇn´ı cˇa´st je umı´steˇna v AsyncTask), tak operace DEX samotne´ho
skoncˇ´ı drˇ´ıve, nezˇ stacˇ´ı AsyncTask operace zajiˇst’uj´ıc´ı sˇifrovanou komunikaci prˇedat
na´vratovou hodnotu. Jinak rˇecˇeno takova´to komunikace se pak tva´rˇ´ı pro klienta jako
provedena´, avsˇak vy´sledky komunikace se uzˇivatel jizˇ nedozv´ı.
K tomu byla v aktiviteˇ pro generovane´ aplikace zavedena metoda oznacˇena´ jako
makeText(String text), ktera´ zarˇizuje vypisova´n´ı informacˇn´ıch text˚u na obra-
zovku (v ra´mci hlavn´ıho vla´kna).
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9 Vytvorˇene´ uka´zkove´
”
generovane´
aplikace“
Pro oveˇrˇen´ı funkcionality polymorfn´ı aplikace byly vytvorˇeny r˚uzne´ uka´zkove´ gene-
rovane´ aplikace. Tyto generovane´ aplikace maj´ı za u´kol potvrdit spra´vnost mysˇlenky
polymorfn´ı aplikace a uka´zat cestu, kterou by mohlo by´t pokracˇova´no v rozvoji
realizovane´ mysˇlenky te´to polymorfn´ı apliace.
Pro spusˇteˇn´ı pozˇadnovane´ generovane´ aplikace prostrˇednictv´ım polymorfn´ı apli-
kace je potrˇeba na´sleduj´ıc´ı:
• Polymorfn´ı aplikace mus´ı by´t nasazena na zarˇ´ızen´ı se syste´mem Android (viz
prˇ´ıloha C).
• XML popis generovane´ aplikace mus´ı by´t da´n k dispozici serverem (resp. tento
soubor mus´ı by´t s´ıt’oveˇ dostupny´).
• V prˇ´ıpadeˇ, zˇe generovana´ aplikace vyuzˇ´ıva´ RPC, tak pozˇadovany´ RPC server
mus´ı by´t spusˇteˇny´ a s´ıt’oveˇ ze zarˇ´ızen´ı dostupny´ (viz prˇ´ıloha D).
• V prˇ´ıpadeˇ, zˇe generovana´ aplikace vyuzˇ´ıva´ DEX, tak vsˇechny pozˇadovane´
knihovny mus´ı by´t s´ıt’oveˇ ze zarˇ´ızen´ı dostupne´.
V dalˇs´ıch podkapitola´ch jsou popsa´ny jednotliveˇ vsˇechny vytvorˇene´ generovane´
aplikace.
9.1 Graficka´ kalkulacˇka
9.1.1 Za´kladn´ı mysˇlenka
Aplikace byla navrzˇena na za´kladeˇ mysˇlenky vytvorˇen´ı generovane´ aplikace (pro po-
lymorfn´ı aplikaci), ktera´ bude umeˇt vykreslovat dle uzˇivatelem zadany´ch parametr˚u
grafove´ pr˚ubeˇhy.
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9.1.2 Realizace
Aplikace se skla´da´ ze zada´vac´ı a zobrazovac´ı cˇa´sti. V zada´vac´ı cˇa´sti mu˚zˇe uzˇivatel
nastavit Typ funkce, kterou chce vykreslit a k n´ı pocˇa´tek a konec vykreslovane´ho
intervalu. Pro uka´zkovou generovanou aplikaci
”
Graficka´ kalkulacˇka“ byly jako vzo-
rove´ implementova´ny funkce sinus a cosinus.
Generovana´ aplikace
”
Graficka´ kalkulacˇka“ byla vytvorˇena ve dvou varianta´ch.
Prvn´ı varianta byla vytvorˇena za pouzˇit´ı RPC. Vyuzˇ´ıva´ vola´n´ı vzda´leny´ch pro-
cedur ve formeˇ, ve ktere´ byla tato varianta popisova´na v prˇedchoz´ıch kapitola´ch.
Samotne´ zpracova´n´ı ko´du na serveru je videˇt v na´sleduj´ıc´ı uka´zce.
Na serveru je prˇipravena metoda, ktera´ zabezpecˇuje vytvorˇen´ı dat grafu:
public Object[] grahpsSinCos (Object[] input) {
inputArray = new String[input.length];
outputArray = new String[3];
String outputText = "";
double granularity = 0.1;
double zacatekIntervalu = 0;
double konecIntervalu = 0;
Po inicializaci prˇi spusˇteˇn´ı metody je trˇeba extrahovat vstupn´ı parametry, ktere´
byly te´to metodeˇ prˇeda´ny prˇi jej´ım vola´n´ı:
for (int i = 0; i < inputArray.length; i++)
{
inputArray[i] = (String) input[i];
}
try {
System.out.println(inputArray[1]);
System.out.println(inputArray[2]);
inputArray[1].replace(’,’, ’.’);
inputArray[2].replace(’,’, ’.’);
zacatekIntervalu = Double.parseDouble(inputArray[1]);
konecIntervalu = Double.parseDouble(inputArray[2]);
57
Vytvorˇene´ uka´zkove´
”
generovane´ aplikace“ Graficka´ kalkulacˇka
} catch (Exception e) {
System.err.println(e);
outputArray = new String[2];
outputArray[0] = "-1";
outputArray[1] = "Spatne zadana cisla intervalu!";
return outputArray;
}
Dalˇs´ım krokem je samotny´ vy´pocˇet dat pro graf. V tomto prˇ´ıpadeˇ jde o vytva´rˇen´ı
prˇ´ımek po tak jemne´m intervalu, zˇe se uzˇivateli bude vy´sledny´ pr˚ubeˇh jevit jako
plynula´ sinusoida cˇi kosinusoida.
double pocet
= ((konecIntervalu - zacatekIntervalu) / jemnost) + 1;
int pocetZaokr = (int)Math.round(pocet);
outputArray[0] = "0";
outputArray[1] = "Graf vykreslen";
if (inputArray[0].trim().equals("sin")) {
System.out.println("Zvolen sinus");
for (int i = 0; i < (pocetZaokr * 2); i += 2) {
outputText
+= (i / 2) * jemnost
+ zacatekIntervalu + ";";
outputText
+= Math.sin((i / 2) * jemnost
+ zacatekIntervalu) + ";";
}
outputText.substring(0, outputText.length() - 2);
outputArray[2] = "Sinus@" + outputText;
} else if (inputArray[0].trim().equals("cos")) {
System.out.println("Zvolen cosinus");
for (int i = 0; i < (pocetZaokr * 2); i += 2) {
outputText += (i / 2) * jemnost + ";";
outputText += Math.cos((i / 2) * jemnost) + ";";
}
outputText.substring(0, outputText.length() - 2);
outputArray[2] = "Cosinus@" + outputText;
} else {
System.out.println("Nezvoleno nic!");
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outputArray = new String[2];
outputArray[0] = "-1";
outputArray[1] = "Nezvoleno nic!";
}
Object[] outputObject = (Object[])outputArray;
return outputObject;
}
Zdrojovy´ ko´d je implementac´ı na´vrhu popsane´ho v kapitole 7.5.1 (cˇa´sti o popisu
graf˚u polymorfn´ı aplikace).
Obdobny´m zp˚usobem funguje i varianta pro DEX, ktera´ obsahuje v DEX kni-
hovneˇ prakticky totozˇny´ zdrojovy´ ko´d.
Na uka´zce je videˇt, zˇe pro polymorfn´ı aplikaci lze vytvorˇit generovane´ aplikace,
ktere´ zpracova´vaj´ı naprˇ´ıklad vy´pocˇtove´ u´lohy. Graf generovane´ aplikace mu˚zˇe by´t
vyuzˇit prˇi tvorbeˇ aplikac´ı zobrazuj´ıc´ıch statisticke´ hodnoty cˇi r˚uzna´ meˇrˇen´ı (naprˇ´ı-
klad vyt´ızˇen´ı serveru, aplikace pro zobrazova´n´ı meteorologicky´ch pr˚ubeˇh˚u atd.).
Obra´zek 9.1: Uka´zka generovane´ aktivity
”
Graficka´ kalkulacˇka“ spusˇteˇne´ v emula´-
toru.
Uka´zka, jak vypada´ generovana´ aplikace je videˇt na obra´zku 9.1.
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9.1.3 Varianty generovane´ aplikace
Varianta RPC se da´ vyuzˇ´ıt v prˇ´ıpadech, kde data pro tuto aplikaci nelze z´ıskat jinak
nezˇ ze vzda´lene´ho serveru (cˇi jine´ho mı´sta v s´ıti). Dalˇs´ı mozˇnost´ı jsou vy´pocˇetneˇ
na´rocˇne´ u´lohy, ktere´ by nebylo mozˇne´ zpracova´vat na mobiln´ım zarˇ´ızen´ı. Du˚vodem
by mohla by´t zvy´sˇena´ spotrˇeba energie, n´ızky´ vy´pocˇetn´ı vy´kon cˇi hardwarove´ ome-
zen´ı zarˇ´ızen´ı.
Varianta DEX by se mohla vyuzˇ´ıt v prˇ´ıpadech, kdy by bylo nutne´ (naprˇ. vy´po-
cˇetn´ı) operace prova´deˇt bez dostupnosti s´ıt’ove´ho prˇipojen´ı. Jedn´ım z dalˇs´ıch faktor˚u
pro pouzˇit´ı DEX je take´ to, zˇe by prˇenos dat v prˇ´ıpadeˇ RPC byl cˇasoveˇ (cˇi objemoveˇ)
na´rocˇny´ a nebo v prˇ´ıpadeˇ, zˇe by data mohla by´t neˇjaky´m zp˚usobem zneuzˇita.
9.2 Da´lkovy´ multimedia´ln´ı ovladacˇ
9.2.1 Za´kladn´ı mysˇlenka
Tato generovana´ aplikace vytvorˇena´ pro polymorfn´ı aplikaci je zalozˇena na mysˇlence
ovla´da´n´ı jiny´ch zarˇ´ızen´ı z polymorfn´ı aplikace a t´ım rozsˇ´ıˇren´ı jej´ıch mozˇnost´ı.
Pro uka´zku vzda´lene´ho ovla´da´n´ı byla pouzˇita aplikace VLC media player 2.0.3
”
Twoflower“ (v´ıce viz [Vlc12]). Zmı´neˇna´ aplikace slouzˇ´ı jako multimedia´ln´ı audio/vi-
deo prˇehra´vacˇ.
9.2.2 Realizace
Generovana´ aplikace
”
Da´lkovy´ multimedia´ln´ı ovladacˇ“ byla navrzˇena tak, aby jej´ı
pomoc´ı bylo mozˇno vyuzˇ´ıvat co nejveˇtsˇ´ı mnozˇstv´ı funkcˇnost´ı ovla´dane´ho programu
VLC media player.
Z pohledu graficke´ho uzˇivatelske´ho rozhran´ı se da´ aplikace rozdeˇlit na dva bloky.
Prvn´ım blokem jsou standardn´ı ovla´dac´ı prvky, ktere´ lze naj´ıt u jake´hokoli ovla-
dacˇe podobny´ch programu˚ (i zarˇ´ızen´ı). Zde se nacha´zej´ı ovla´dac´ı prvky pro spusˇteˇn´ı,
pozastaven´ı a u´plne´ zastaven´ı ovla´dane´ho prˇehra´vacˇe. Da´le lze prˇep´ınat skladby ulo-
zˇene´ v seznamu skladeb (tzv.
”
playlistu“). Posledn´ım ovla´dac´ım prvkem te´to cˇa´sti
je vypnut´ı prˇehra´vacˇe.
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Druhy´m blokem uzˇivatelske´ho rozhran´ı je ovla´da´n´ı pomoc´ı konzolovy´ch prˇ´ıkaz˚u.
Jde tedy o to, zˇe uzˇivatel nemus´ı mı´t v uzˇivatelske´m rozhran´ı vsˇechny mozˇne´ ovla´dac´ı
prvky, ale pouze ty, ktere´ vyuzˇ´ıva´ nejcˇasteˇji.
V prˇ´ıpadeˇ, zˇe by uzˇivatel chteˇl prˇi prˇehra´va´n´ı neˇjake´ho audio/video souboru ztlu-
mit zvuk, tak mı´sto hleda´n´ı ovla´dac´ıho prvku stacˇ´ı do konzolove´ho okna na spodn´ı
cˇa´sti uzˇivatelske´ho rozhran´ı napsat prˇ´ıkaz
”
mute“ (teda v prˇekladu do cˇeske´ho ja-
zyka
”
ztlumit“). Po zada´n´ı rˇ´ıd´ıc´ıho prˇ´ıkazu dojde k okamzˇite´mu odesla´n´ı tohoto
prˇ´ıkazu na server, kde je da´le zpracova´n.
Pokud na serveru nebeˇzˇ´ı pozˇadovana´ obsluzˇna´ procedura, je o tom uzˇivatel in-
formova´n pomoc´ı (docˇasne´ho) textove´ho pole na obrazovce.
Za prˇedpokladu, zˇe na server prˇ´ıkaz doraz´ı a server tento prˇ´ıkaz rozpozna´, dojde
k odesla´n´ı tohoto prˇ´ıkazu pomoc´ı tzv.
”
telnet“ (tedy protokolu pro vzda´leny´ prˇ´ıstup)
na port, se ktery´m byl program VLC media player spusˇteˇn. Vı´ce o telnetu pouzˇite´ho
v te´to pra´ci viz [Apa13]
Pro spusˇteˇn´ı programu VLC media player prˇipravene´ho k da´lkove´mu ovla´da´n´ı
prˇes zadany´ port je potrˇeba prˇehra´vacˇ spustit na´sleduj´ıc´ım prˇ´ıkazem:
vlc --rc-host=localhost:1112
Uvedeny´ prˇ´ıkaz spust´ı VLC media player s otevrˇeny´m s´ıt’ovy´m portem 1112.
Na zmı´neˇny´ port lze na´sledneˇ ze serveru zas´ılat prˇ´ıkazy. Port je pro uka´zkovou
generovanou aplikaci napevno nastaven na hodnotu 1112.
Odes´ıla´n´ı prˇ´ıkaz˚u ze serveru na zadany´ port VLC media playeru pak vypada´
naprˇ´ıklad dle na´sleduj´ıc´ıho uka´zkove´ho zdrojove´ho ko´du pro prˇ´ıkaz
”
pause“:
public Object[] pause (Object[] input) {
inputArray = new String[input.length];
outputArray = new String[2];
String command = "pause";
try {
tl = new TelnetClient();
tl.connect("localhost", 1112);
if(tl.isConnected()) {
outputArray = new String[2];
} else {
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outputArray[0] = "-1";
outputArray[1] = "Proble´m s prˇipojenı´m!";
tl.disconnect();
return outputArray;
}
} catch (Exception e) {
outputArray = new String[2];
outputArray[0] = "-1";
outputArray[1] = "Proble´m s prˇipojenı´m!";
return outputArray;
}
outputArray[0] = "0";
outputArray[1] = "Action: " + command;
try {
BufferedWriter bw
= new BufferedWriter(
new OutputStreamWriter(tl.getOutputStream()));
bw.write(command);
bw.flush();
tl.disconnect();
} catch (Exception e) {
outputArray[0] = "-1";
outputArray[1] = "Action error!";
return outputArray;
}
Object[] outputObject
= (Object[])outputArray;
return outputObject;
}
Vytvorˇena´ generovana´ aplikace ukazuje jednu z mozˇnost´ı, jak lze vyuzˇ´ıt zpra-
cova´n´ı vzda´lene´ho ko´du. Po u´praveˇ XML popisu aplikace a zmeˇneˇ serverove´ cˇa´sti
by mohla by´t naprˇ´ıklad pouzˇita ve varianta´ch vzda´lene´ho syste´move´ho prˇ´ıkazove´ho
rˇa´dku cˇi jiny´m obdobny´m zp˚usobem.
V p˚uvodn´ım na´vrhu te´to generovane´ aplikace byla uvazˇova´na varianta vracet
ze serveru zpeˇt zpra´vu o aktua´lneˇ prˇehra´vany´ch souborech. Dle neoficia´ln´ıch na´vod˚u
tato mozˇnost
”
teoreticky“ existuje, avsˇak po se´rii test˚u bylo zjiˇsteˇno, zˇe zkousˇena´
verze programu VLC media player nevrac´ı zpeˇt prostrˇednictv´ım telnet pozˇadovane´
zpra´vy (o aktua´ln´ım stavu a prˇehra´va´n´ı). To vsˇak nema´ vliv na oveˇrˇen´ı funkcionality
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realizovane´ polymorfn´ı aplikace.
Pro tvorbu serverove´ cˇa´sti byl pouzˇit zdroj [Vid10].
Obra´zek 9.2: Uka´zka generovane´ aktivity
”
Da´lkovy´ multimedia´ln´ı ovladacˇ“ spusˇteˇne´
v emula´toru.
Uka´zka, jak vypada´ generovana´ aplikace je videˇt na obra´zku 9.2.
9.3 Zabezpecˇene´ hlasovac´ı zarˇ´ızen´ı
9.3.1 Za´kladn´ı mysˇlenka
Generovana´ aplikace
”
Zabezpecˇene´ hlasovac´ı zarˇ´ızen´ı“ byla navrzˇena na prezentaci
zabezpecˇene´ komunikace s vyuzˇit´ım sˇifrovac´ıho algoritmu AES popsane´ho v kapitole
8.2.3.
Aplikace by se dala vyuzˇ´ıt na odes´ıla´n´ı na´zor˚u/dotaz˚u student˚u na urcˇitou te´-
matiku beˇhem kona´n´ı semina´rˇ˚u a prˇedna´sˇek cˇi k obdobny´m u´cˇel˚um.
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Cˇinnost te´to aplikace je zalozˇena na mysˇlence pouzˇit´ı DEX varianty. DEX kni-
hovna obsahuje proceduru, ktera´ komunikuje se serverem jako v prˇ´ıpadeˇ XML-RPC
varianty. Hlavn´ı rozd´ıl spocˇ´ıva´ v tom, zˇe zat´ımco ve varianteˇ XML-RPC se data
pos´ılaj´ı v nesˇifrovane´ podobeˇ, tato DEX knihovna prˇed samotny´m odesla´n´ım dat
data zasˇifruje pomoc´ı AES.
9.3.2 Realizace
Graficke´ uzˇivatelske´ rozhran´ı te´to generovane´ aplikace je zalozˇeno na editovatelne´m
textove´m poli a jednom ovla´dac´ım prvku. Text, ktery´ je zada´n do zmı´neˇne´ho edi-
tovatelne´ho pole je po aktivova´n´ı ovla´dac´ıho prvku (respektive tlacˇ´ıtka) standardneˇ
prˇeda´n DEX knihovneˇ. V te´to DEX knihovneˇ je na zasˇifrova´n´ı textu pouzˇito prˇi-
pravene´ AES sˇifrova´n´ı.
Da´le je pak zkontrolova´no prˇipojen´ı a zpra´va pomoc´ı XML-RPC odesla´na na ser-
ver. Zde docha´z´ı k proble´mu zmı´neˇne´mu v kapitole 8.2.3. Ten spocˇ´ıva´ v tom, zˇe je
nutne´ vesˇkerou s´ıt’ovou komunikaci rˇesˇit mimo hlavn´ı vla´kno aplikace.
K rˇesˇen´ı lze pouzˇ´ıt bud’ vla´ken a nebo varianty, ktera´ provede asynchronn´ı ope-
race sama (jak jizˇ bylo zmı´neˇno v prˇedesˇly´ch kapitola´ch). Oznacˇuje se jako tzv.
AsyncTask, neboli prostrˇedek pro asynchronn´ı zpracova´n´ı ko´du. Je zalozˇen na roz-
deˇlen´ı ko´du, ktery´ se ma´ prova´deˇt paralelneˇ (v tomto prˇ´ıpadeˇ s´ıt’ove´ operace). Ten
je da´le rozdeˇlen na dveˇ cˇa´sti do trˇ´ıdy, ktera´ rozsˇiˇruje tzv. AsyncTask. Zmı´neˇna´ trˇ´ıda
vytva´rˇ´ı jako genericky´ typ, kde prvn´ım typem generika jsou vstupn´ı parametry, dal-
sˇ´ım je stav pokroku cˇinnosti a posledn´ım vy´stupn´ı parametry (citace viz [Anw11]).
Hlavicˇka te´to trˇ´ıdy je videˇt v na´sleduj´ıc´ı uka´zce:
class TryResponse extends AsyncTask<String[], Integer,
Integer>
Tato trˇ´ıda v sobeˇ obsahuje v´ıce metod. Prvn´ı je cˇa´st ko´du, ktera´ je urcˇena pro s´ı-
t’ovou komunikaci a je ulozˇena v metodeˇ doInBackground. Metoda je provedena
asynchronneˇ s hlavn´ım vla´knem. Druha´ cˇa´st programove´ho ko´du se nacha´z´ı v me-
todeˇ onPostExecute, ktera´ mu˚zˇe komunikovat s uzˇivatelsky´m rozhran´ım spravova-
ny´m hlavn´ım vla´knem.
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Vytvorˇene´ uka´zkove´
”
generovane´ aplikace“ Zabezpecˇene´ hlasovac´ı zarˇ´ızen´ı
Zde docha´z´ı ke zmı´neˇne´mu proble´mu. Volana´ DEX knihovna totizˇ po zasˇifrova´n´ı
dat vytvorˇ´ı objekt a prˇeda´ mu informace pro s´ıt’ovy´ prˇenos. Pak prˇeda´ vy´sledky zpeˇt
do generovane´ aplikace a skoncˇ´ı. V dobeˇ, kdy jizˇ zmı´neˇny´ prˇenos je ukoncˇen a je
prˇeda´na na´vratova´ hodnota, generovana´ aplikace ma´ jizˇ odpoveˇd’ od DEX knihovny
a zpracova´va´ dalˇs´ı u´kony.
K rˇesˇen´ı teˇchto proble´mu˚ je v aktiviteˇ pro generovane´ aplikace vytvorˇena me-
toda makeText(String text), ktera´ ma´ za u´kol zobrazit v hlavn´ım vla´kneˇ aktivity
vykreslit informacˇn´ı okno na obrazovce aplikace.
Uka´zka, jak vypada´ generovana´ aplikace je videˇt na obra´zku 9.3.
Obra´zek 9.3: Uka´zka generovane´ aktivity
”
Zabezpecˇene´ hlasovac´ı zarˇ´ızen´ı“ spusˇteˇne´
v emula´toru.
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10 Testova´n´ı aplikace
Aplikace byla zkousˇena na jizˇ zmı´neˇne´m emula´toru vy´vojove´ho prostrˇed´ı Eclipse.
Polymorfn´ı aplikace byla testova´na na rea´lne´m zarˇ´ızen´ı HTC One V se syste´mem
Android verze 4.0.3.
Pro emula´tor byla polymorfn´ı aplikace testova´na ve verz´ıch Android 4.0 (API
14), 4.0.3 (API 15), 4.1 (API 16) a 4.2 (API 17). Na vsˇech teˇchto verz´ıch bylo
chova´n´ı polymorfn´ı aplikace stejne´ a shodne´ s popisy uvedeny´mi v te´to diplomove´
pra´ci.
Na testovane´m zarˇ´ızen´ı fungovala polymorfn´ı aplikace stejneˇ jako na emula´toru.
T´ım se potvrdila jej´ı funkcˇnost i na
”
nejnizˇsˇ´ı“ verzi syste´mu Android, ktera´ byla
pro tuto pra´ci zvolena.
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11 Mozˇnosti budouc´ıho rozsˇ´ıˇren´ı
Vytvorˇenou polymorfn´ı aplikaci lze da´le rozsˇiˇrovat o funkcˇnosti a o generovane´ apli-
kace. Pro rozsˇ´ıˇren´ı mozˇny´ch druh˚u generovany´ch aplikac´ı je mozˇno do aplikace dodat
dalˇs´ı prvky graficke´ho uzˇivatelske´ho rozhran´ı (naprˇ´ıklad obra´zkove´ pole, posuvn´ıky
cˇi jine´ ovla´dac´ı prvky).
Polymorfn´ı aplikace je prˇipravena na rozsˇ´ıˇren´ı pro prˇida´va´n´ı v´ıce aktivit do jedne´
generovane´ aplikace. K tomu lze vyuzˇ´ıt adresy dalˇs´ıch XML popis˚u generovany´ch
aplikac´ı, ktere´ lze ukla´dat pod promeˇnou URL2 prˇipravenou ve sd´ıleny´ch preferenc´ıch.
Dalˇs´ım mozˇny´m rozsˇ´ıˇren´ım aplikace by bylo prˇida´n´ı v´ıce r˚uzny´ch druh˚u sˇifrova´n´ı
vcˇetneˇ mozˇnosti pra´ce s digita´lneˇ podepsany´mi soubory.
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12 Za´veˇr
U´kolem diplomove´ pra´ce bylo navrhnout a realizovat princip polymorfn´ı aplikace
pro mobiln´ı operacˇn´ı syste´m Android. V ra´mci na´vrhu byly probra´ny r˚uzne´ mozˇnosti,
jak by sˇlo tuto polymorfn´ı aplikaci vytvorˇit.
Jako nejvhodneˇjˇs´ı pro realizaci polymorfn´ı aplikace byly zvoleny dva druhy rˇe-
sˇen´ı. Prvn´ı je zpracova´n´ı ko´du prostrˇednictv´ım DEX knihovny z´ıskane´ ze vzda´lene´ho
u´lozˇiˇsteˇ. Druhou realizovanou mozˇnost´ı je vyuzˇ´ıva´n´ı vzda´leny´ch procedur. Obeˇ tyto
varianty slouzˇ´ı k tomu, aby aplikace pokryla svou funkcˇnost´ı co nejv´ıce mozˇny´ch
zp˚usob˚u chova´n´ı.
K tomu, aby bylo mozˇne´ definovat chova´n´ı a graficke´ uzˇivatelske´ rozhran´ı poly-
morfn´ı aplikace, byl navrzˇen prˇedpis ve forma´tu XML. Princip pouzˇit´ı tohoto prˇed-
pisu je takovy´, zˇe po prˇeda´n´ı zmı´neˇne´ho prˇedpisu dojde k dynamicke´mu vytvorˇen´ı
generovane´ aplikace. Pomoc´ı navrzˇene´ho XML prˇedpisu lze pro graficke´ uzˇivatelske´
rozhran´ı urcˇit, jake´ objekty a na jaky´ch mı´stech se maj´ı vyskytovat. Objekty, ktere´
lze pouzˇ´ıt pro graficke´ uzˇivatelske´ rozhran´ı generovane´ aplikace, jsou informacˇn´ı po-
pisek, editovatelne´ textove´ pole, tlacˇ´ıtko a graf. Zmı´neˇny´mi objekty lze navrhnout
prakticky jakoukoli formula´rˇovou aplikaci. Vy´hoda spocˇ´ıva´ v tom, zˇe po u´praveˇ XML
prˇedpisu mu˚zˇe generovana´ aplikace plnit u´plneˇ jiny´ u´kol (respektive mı´t odliˇsnou
funkcˇnost).
Cˇa´st pra´ce byla take´ veˇnova´na zabezpecˇen´ı navrhnute´ polymorfn´ı aplikace. Nej-
drˇ´ıve byly probra´ny druhy porusˇen´ı bezpecˇnosti a bezpecˇnostn´ıch rizik. Rizika bylo
potrˇeba neˇjaky´m zp˚usobem eliminovat tak, aby bylo mozˇne´ i dalˇs´ı pouzˇ´ıva´n´ı poly-
morfn´ı aplikace. Jedn´ım z realizovany´ch rˇesˇen´ı bylo zabezpecˇen´ı zalozˇene´ na za´kladeˇ
sˇifrova´n´ı dat a XML popis˚u generovany´ch aplikac´ı. Druha´ varianta zabezpecˇen´ı spo-
cˇ´ıva´ v omezen´ı pra´v pro polymorfn´ı aplikaci uvedeny´ch v manifestu aplikace. Obeˇ
zmı´neˇna´ rˇesˇen´ı zabezpecˇen´ı pokry´vaj´ı noveˇ vznikle´ bezpecˇnostn´ı proble´my.
Pro oveˇrˇen´ı prakticke´ pouzˇitelnosti a velke´ho rozsahu r˚uzny´ch funkcˇnost´ı byla vy-
tvorˇena sada generovany´ch aplikac´ı. Sada generovany´ch aplikac´ı obsahuje grafickou
kalkulacˇku, da´lkove´ ovla´da´n´ı pro aplikaci VLC media player a zabezpecˇene´ hlasovac´ı
zarˇ´ızen´ı. Vytvorˇene´ aplikace maj´ı odliˇsne´ funkcionality a vyuzˇ´ıvaj´ı jak zmı´neˇny´ch
knihoven z´ıskany´ch ze vzda´leny´ch u´lozˇiˇst’, tak i vzda´leny´ch procedur poskytovany´ch
servery. Generovane´ aplikace jsou pro polymorfn´ı aplikaci popsa´ny XML soubory.
Ty jsou videˇt v prˇ´ıloze A te´to pra´ce. Pro budouc´ı vy´voja´rˇe slouzˇ´ı jako uka´zka a vzor
mozˇne´ho principu, jak lze tyto generovane´ aplikace vyv´ıjet.
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A Uka´zky vytvorˇeny´ch XML
A.1 Graficka´ kalkulacˇka - RPC
V prˇ´ıloze je videˇt XML popis, ktery´ je vytvorˇen k aplikaci
”
Graficka´ kalkulacˇka“
ve verzi RPC. Generovana´ aplikace byla podrobneˇ popsa´na v kapitole 9.1.
Popis XML obsahuje celkem osm prvk˚u. Prvn´ıch sˇest prvk˚u popisu je uspo-
rˇa´da´no ve dvojic´ıch. Tyto dvojice jsou slozˇeny z textove´ho popisku (neboli textview)
a editovatelne´ho textove´ho pole (edittext).
Sedmy´m prvkem XML popisu je ovla´dac´ı prvek (button), jehozˇ u´kolem je defi-
novat, jaky´m zp˚usobem bude prova´deˇno zpracova´n´ı aplikace. V uvedene´m prˇ´ıpadeˇ
jde o zpracova´n´ı pomoc´ı RPC na serveru.
Posledn´ım prvkem je objekt typu graf, ve ktere´m se zobrazuj´ı vy´sledne´ pr˚ubeˇhy
z´ıskane´ z provedene´ RPC procedury na serveru.
<application>
<object>
<type>textview</type>
<id>0</id>
<nameOfObject>testobject0</nameOfObject>
<text>Typ fce:</text>
<onRow>1</onRow>
</object>
<object>
<type>edittext</type>
<id>1</id>
<nameOfObject>testobject1</nameOfObject>
<text>sin,cos</text>
<onRow>1</onRow>
</object>
<object>
<type>textview</type>
<id>2</id>
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<nameOfObject>testobject2</nameOfObject>
<text>Pocatek:</text>
<onRow>2</onRow>
</object>
<object>
<type>edittext</type>
<subtype>sigdecimal</subtype>
<id>3</id>
<nameOfObject>testobject3</nameOfObject>
<text>0</text>
<onRow>2</onRow>
</object>
<object>
<type>textview</type>
<id>4</id>
<nameOfObject>testobject4</nameOfObject>
<text>Konec:</text>
<onRow>3</onRow>
</object>
<object>
<type>edittext</type>
<subtype>sigdecimal</subtype>
<id>5</id>
<nameOfObject>testobject5</nameOfObject>
<text>1</text>
<onRow>3</onRow>
</object>
<object>
<type>button</type>
<id>6</id>
<nameOfObject>testobject6</nameOfObject>
<text>Ukaz vysledek</text>
<onRow>5</onRow>
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
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<nameOfFunction>Calculator.grahpsSinCos</nameOfFunction>
<idOfResult>7</idOfResult>
</object>
<object>
<type>graph</type>
<id>7</id>
<nameOfObject>testobject7</nameOfObject>
<title>Zobrazeni grafu</title>
<onRow>4</onRow>
<axisX>Osa X</axisX>
<axisY>Osa Y</axisY>
</object>
</application>
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A.2 Graficka´ kalkulacˇka - DEX
V prˇ´ıloze je videˇt XML popis, ktery´ je vytvorˇen k aplikaci
”
Graficka´ kalkulacˇka“
ve verzi DEX. Popis obsahuje celkem osm prvk˚u.
Popis varianty je podobny´ jako v prˇedchoz´ı prˇ´ıloze A.1. Jediny´m rozd´ılem je
definice ovla´dac´ıho prvku. Ten ma´ v XML popisu nastaven zp˚usob zpracova´n´ı DEX.
To definuje, zˇe je potrˇeba z´ıskat urcˇenou DEX knihovnu. Ta je v na´sleduj´ıc´ım popisu
definova´na adresou DEX knihovny, typem a jme´nem funkce, ktera´ ma´ by´t ve zmı´neˇne´
DEX knihovneˇ zpracova´na.
<application>
<object>
<type>textview</type>
<id>0</id>
<nameOfObject>testobject0</nameOfObject>
<text>Typ fce:</text>
<onRow>1</onRow>
</object>
<object>
<type>edittext</type>
<id>1</id>
<nameOfObject>testobject1</nameOfObject>
<text>sin,cos</text>
<onRow>1</onRow>
</object>
<object>
<type>textview</type>
<id>2</id>
<nameOfObject>testobject2</nameOfObject>
<text>Pocatek:</text>
<onRow>2</onRow>
</object>
<object>
<type>edittext</type>
<subtype>sigdecimal</subtype>
<id>3</id>
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<nameOfObject>testobject3</nameOfObject>
<text>0</text>
<onRow>2</onRow>
</object>
<object>
<type>textview</type>
<id>4</id>
<nameOfObject>testobject4</nameOfObject>
<text>Konec:</text>
<onRow>3</onRow>
</object>
<object>
<type>edittext</type>
<subtype>sigdecimal</subtype>
<id>5</id>
<nameOfObject>testobject5</nameOfObject>
<text>1</text>
<onRow>3</onRow>
</object>
<object>
<type>button</type>
<id>6</id>
<nameOfObject>testobject6</nameOfObject>
<text>Ukaz vysledek</text>
<onRow>5</onRow>
<functionAddress>
http://home.zcu.cz/~staffa/DexLibraryGraph.jar
</functionAddress>
<typeOfFunction>dex</typeOfFunction>
<nameOfFunction>Calculator.grahpsSinCos</nameOfFunction>
<idOfResult>7</idOfResult>
</object>
<object>
<type>graph</type>
<id>7</id>
<nameOfObject>testobject7</nameOfObject>
<title>Zobrazeni grafu</title>
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<onRow>4</onRow>
<axisX>Osa X</axisX>
<axisY>Osa Y</axisY>
</object>
</application>
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A.3 Da´lkovy´ multimedia´ln´ı ovladacˇ
Prˇ´ıloha ukazuje XML popis, ktery´ je vytvorˇen k aplikaci
”
Da´lkovy´ multimedia´ln´ı
ovladacˇ“ popsane´ v kapitole 9.2.
Popis aplikace obsahuje dvana´ct prvk˚u. Prvn´ı dva prvky obsahuj´ı informacˇn´ı
popisky. Dalˇs´ıch sˇest prvk˚u obsahuje tlacˇ´ıtka pro jednotlive´ akce, ktere´ byly vybra´ny
jako nejpouzˇ´ıvaneˇjˇs´ı.
Na´sleduj´ıc´ı prvek obsahuje popisek pouze s jednou mezerou pro opticke´ oddeˇlen´ı
prvk˚u graficke´ho rozhran´ı.
Posledn´ı trˇi prvky patrˇ´ı do sekce pro pra´ci s prˇehra´vacˇem prˇes prˇ´ıkazovou rˇa´dku.
Prvn´ım je popisek, druhy´ je editovatelne´ textove´ pole a posledn´ım je prvek s funk-
cˇnost´ı RPC.
<application>
<object>
<type>textview</type>
<id>0</id>
<nameOfObject>testobject0</nameOfObject>
<text>VLC</text>
<onRow>1</onRow>
</object>
<object>
<type>textview</type>
<id>1</id>
<nameOfObject>testobject1</nameOfObject>
<text>remote control</text>
<onRow>2</onRow>
</object>
<object>
<type>button</type>
<id>2</id>
<nameOfObject>testobject2</nameOfObject>
<text>Play</text>
<onRow>3</onRow>
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
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</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
<nameOfFunction>VLCRemoter.play</nameOfFunction>
<idOfResult>-1</idOfResult>
</object>
<object>
<type>button</type>
<id>3</id>
<nameOfObject>testobject3</nameOfObject>
<text>Pause</text>
<onRow>4</onRow>
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
<nameOfFunction>VLCRemoter.pause</nameOfFunction>
<idOfResult>-1</idOfResult>
</object>
<object>
<type>button</type>
<id>4</id>
<nameOfObject>testobject4</nameOfObject>
<text>Stop</text>
<onRow>4</onRow>
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
<nameOfFunction>VLCRemoter.stop</nameOfFunction>
<idOfResult>-1</idOfResult>
</object>
<object>
<type>button</type>
<id>5</id>
<nameOfObject>testobject5</nameOfObject>
<text>Prev</text>
<onRow>5</onRow>
<functionAddress>
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http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
<nameOfFunction>VLCRemoter.prev</nameOfFunction>
<idOfResult>-1</idOfResult>
</object>
<object>
<type>button</type>
<id>6</id>
<nameOfObject>testobject6</nameOfObject>
<text>Next</text>
<onRow>5</onRow>
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
<nameOfFunction>VLCRemoter.next</nameOfFunction>
<idOfResult>-1</idOfResult>
</object>
<object>
<type>button</type>
<id>7</id>
<nameOfObject>testobject7</nameOfObject>
<text>Shutdown player</text>
<onRow>6</onRow>
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
<nameOfFunction>VLCRemoter.quit</nameOfFunction>
<idOfResult>-1</idOfResult>
</object>
<object>
<type>textview</type>
<id>8</id>
<nameOfObject>testobject8</nameOfObject>
<text> </text>
<onRow>7</onRow>
82
Uka´zky vytvorˇeny´ch XML Da´lkovy´ multimedia´ln´ı ovladacˇ
</object>
<object>
<type>textview</type>
<id>9</id>
<nameOfObject>testobject9</nameOfObject>
<text>Command line:</text>
<onRow>8</onRow>
</object>
<object>
<type>edittext</type>
<id>10</id>
<nameOfObject>testobject10</nameOfObject>
<text>Input cmd line</text>
<onRow>9</onRow>
</object>
<object>
<type>button</type>
<id>11</id>
<nameOfObject>testobject11</nameOfObject>
<text>Action</text>
<onRow>10</onRow>
<functionAddress>
http://192.168.10.103:8080/xml-rpc-server/xmlrpc
</functionAddress>
<typeOfFunction>rpc</typeOfFunction>
<nameOfFunction>VLCRemoter.remote</nameOfFunction>
<idOfResult>-1</idOfResult>
</object>
</application>
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A.4 Zabezpecˇene´ hlasovac´ı zarˇ´ızen´ı
V prˇ´ıloze je videˇt uka´zka XML popisu generovane´ aplikace nazvane´
”
Zabezpecˇene´
hlasovac´ı zarˇ´ızen´ı“ popsane´ v kapitole 9.3.
Aplikace se skla´da´ ze trˇ´ı prvk˚u.
• Prvn´ım prvkem je popisek aplikace.
• Druhy´m prvkem je editovatelne´ textove´ pole. To slouzˇ´ı pro zada´n´ı na´zoru
uzˇivatele.
• Posledn´ı prvek je ovla´dac´ı tlacˇ´ıtko s DEX funkcˇnost´ı.
<application>
<object>
<type>textview</type>
<id>0</id>
<nameOfObject>testobject0</nameOfObject>
<text>Hlasovaci aplikace</text>
<onRow>1</onRow>
</object>
<object>
<type>edittext</type>
<id>1</id>
<nameOfObject>testobject1</nameOfObject>
<text>Vas nazor</text>
<onRow>2</onRow>
</object>
<object>
<type>button</type>
<id>2</id>
<nameOfObject>testobject2</nameOfObject>
<text>Odeslat</text>
<onRow>3</onRow>
<functionAddress>
http://home.zcu.cz/~staffa/DexLibrarySecure.jar
</functionAddress>
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<typeOfFunction>dex</typeOfFunction>
<nameOfFunction>Test.echo</nameOfFunction>
<idOfResult>-1</idOfResult>
</object>
</application>
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B Uka´zka ko´du pro DexClassLoader
Tato prˇ´ıloha ukazuje zdrojovy´ ko´d pro DexClassLoader popsany´ v textu pra´ce.
final File optimizedDexOutputPath
= getDir("outdex", Context.MODE_PRIVATE);
DexClassLoader cl
= new DexClassLoader(dexInternalStoragePath
.getAbsolutePath(),
optimizedDexOutputPath.getAbsolutePath(),
null,
getClassLoader());
Class libProviderClazz = null;
try {
libProviderClazz
= cl.loadClass("com.android.dpapp1."
+ nameOfFileWithoutExt);
LibraryInterface lib
= (LibraryInterface) libProviderClazz.newInstance();
ArrayList<String> parameters
= new ArrayList<String>();
ArrayList<String> outParameters
= new ArrayList<String>();
/**
* Prochazeni vsech objektu a u tech,
* ktere jsou edittextem zjisteni
* jejich atributu popisek
*/
for (int i = 0;
i < objectsList.getNameOfObject().size();
i++) {
if (objectsList
.getType().get(i).trim()
.toLowerCase().equals("edittext")) {
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int idOfCurrentObject
= objectsList.getID().get(i);
parameters.add
(edittexts[idOfCurrentObject]
.getText().toString());
}
}
/** vyuziti knihovni funkce stazene ze site */
outParameters
= lib.doLibraryFunction(nameOfFunction, parameters);
int returnCode = 0;
try {
returnCode
= Integer.parseInt(outParameters.get(0));
} catch (Exception e) {
returnCode = -1;
...
return;
}
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C Zprovozneˇn´ı polymorfn´ı aplikace
V prˇ´ıloze jsou popsa´ny zp˚usoby spusˇteˇn´ı polymorfn´ı aplikace. Pro prˇ´ıklad lze pouzˇ´ıt
na´sleduj´ıc´ı dva zp˚usoby:
• Spusˇteˇn´ı prˇes emula´tor programu Eclipse.
• Spusˇteˇn´ı v rea´lne´m zarˇ´ızen´ı.
Tyto zp˚usoby jsou popsane´ da´le.
C.1 Spusˇteˇn´ı prˇes emula´tor
Pro spusˇteˇn´ı polymorfn´ı aplikace na emula´toru lze vyuzˇ´ıt prˇipravene´ho vy´vojove´ho
prostrˇed´ı [Sdk13]. Zde lze take´ naj´ıt na´vody na zprovozneˇn´ı prostrˇed´ı a jeho kon-
figuraci. Da´le je v tomto zdroji mozˇno naj´ıt na´vody na stazˇen´ı bal´ık˚u potrˇebny´ch
pro emula´tor a spra´vny´ beˇh aplikace.
Po nainstalova´n´ı a spusˇteˇn´ı vy´vojove´ho prostrˇed´ı je potrˇeba naimportovat pro-
jekt polymorfn´ı aplikace. To provedeme zvolen´ım na´sleduj´ıc´ı polozˇky File→ Import
→ Existing Android Code Into Workspace. Potvrd´ıme tlacˇ´ıtkem Next. V dalˇs´ım
okneˇ vybereme Root Directory a vlozˇ´ıme adresu existuj´ıc´ıho projektu polymorfn´ı
aplikace. Prˇed pokracˇova´n´ım zasˇkrtneme polozˇku Copy projects into workspace.
Tlacˇ´ıtkem Finish dokoncˇ´ıme import projektu.
Na´sleduj´ıc´ım krokem je vytvorˇen´ı virtua´ln´ıho zarˇ´ızen´ı pro Android. Pro vytvorˇen´ı
virtua´ln´ıho zarˇ´ızen´ı je potrˇeba ve slozˇce, kde je umı´steˇn Android, na dane´m pocˇ´ıtacˇi
spustit tzv.
”
Android Virtual Device Manager“ (soubor AVD Manager.exe). V neˇm
lze vytvorˇit pomoc´ı tlacˇ´ıtka New... nove´ virtua´ln´ı zarˇ´ızen´ı dle vlastn´ıch potrˇeb.
Po vytvorˇen´ı potrˇebne´ho virtua´ln´ıho zarˇ´ızen´ı stacˇ´ı zarˇ´ızen´ı zvolit v nab´ıdce a stisk-
nout tlacˇ´ıtko Start. T´ım dojde ke spusˇteˇn´ı emula´toru s mobiln´ım syste´mem An-
droid. Ten bude spusˇteˇn s preferencemi, ktere´ byly nastaveny beˇhem jeho vytva´rˇen´ı.
Pro samotne´ spusˇteˇn´ı pak v Eclipse klepneme pravy´m tlacˇ´ıtkem na adresa´rˇ pro-
jektu polymorfn´ı aplikace, ktery´ jsme na zacˇa´tku tohoto na´vodu importovali. Zvo-
l´ıme polozˇku Run As → Android Appliaction. T´ım dojde ke spusˇteˇn´ı polymorfn´ı
aplikace v beˇzˇ´ıc´ım emula´toru.
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C.2 Spusˇteˇn´ı na rea´lne´m zarˇ´ızen´ı
Spusˇteˇn´ı na rea´lne´m zarˇ´ızen´ı, na ktere´m je nasazen mobiln´ı syste´m Android lze
dveˇma zp˚usoby.
• Prvn´ı mozˇnost´ı je vyuzˇit´ı Eclipse pro spusˇteˇn´ı polymorfn´ı aplikace na mobiln´ım
zarˇ´ızen´ı - viz na´vod [Anu13].
• Druhou mozˇnost´ı je nahra´n´ı souboru .apk ze slozˇky projektu do zarˇ´ızen´ı a na-
instalovat polymorfn´ı aplikaci prˇ´ımo v zarˇ´ızen´ı.
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D Zprovozneˇn´ı serveru
Neˇktere´ aplikace pro svou cˇinnost vyuzˇ´ıvaj´ı vytvorˇeny´ch RPC server˚u, ktere´ je po-
trˇeba prˇed spusˇteˇn´ım polymorfn´ı aplikace nasadit a spustit.
Nasazen´ı a spusˇteˇn´ı server˚u Tomcat, ktere´ byly prˇi vy´voji pouzˇ´ıva´ny je popsa´no
v [Tom13].
Druhy´m zp˚usobem je spusˇteˇn´ı serveru z Eclipse IDE for Java EE Developers
s nainstalovanou Java 7. Eclipse je potrˇeba nakonfigurovat:
Nejdrˇ´ıve zvol´ıme Window → Preferences → Server → Runtime Enviroments
→ Add. Na´sledneˇ pak vybereme Apache → Apache Tomcat v7.0 a potvrd´ıme tla-
cˇ´ıtkem Next. V dalˇs´ım okneˇ je trˇeba doplnit cestu k adresa´rˇi Tomcat install dir, kde
se Tomcat nacha´z´ı. Potvrd´ıme tlacˇ´ıtkem Finish.
Dalˇs´ım krokem je prˇida´n´ı serveru v Eclipse pomoc´ı File → New → Other →
Server a po stisknut´ı tlacˇ´ıtka Next vyplnit na´sleduj´ıc´ı:
• host name = localhost
• type = Tomcat v7.0 Server
• runtime = viz instalacˇn´ı cesta k adresa´rˇi, kde se Tomcat nacha´z´ı.
Nastaven´ı potvrd´ıme tlacˇ´ıtkem Finish.
Posledn´ım krokem prˇed spusˇteˇn´ım je prˇiˇrazen´ı Tomcat serveru projektu. Do Ec-
lipse pak stacˇ´ı naimportovat projekt obsahuj´ıc´ı serverovou cˇa´st pra´ce a klepnut´ım
pravy´m tlacˇ´ıtkem mysˇi na Tomcat v7.0 Server at localhost prˇes nab´ıdku Add
and Remove... prˇiˇradit Tomcat server projektu.
Spusˇteˇn´ı serveru se pak provede klepnut´ım pravy´m tlacˇ´ıtkem na projekt a zvo-
len´ım polozˇky Run As → Run on Server. Po spusˇteˇn´ı se zobraz´ı okno intern´ıho
prohl´ızˇecˇe Eclipse s adresou beˇzˇ´ıc´ıho serveru. To by mohlo vypadat naprˇ´ıklad takto:
http://localhost:8080/xml-rpc-server/
Na konec adresy pak stacˇ´ı prˇidat /xmlrpc a stra´nku znovu nacˇ´ıst (naprˇ´ıklad
pomoc´ı tlacˇ´ıtka refresh). Pokud bude stra´nka hla´sit chybu cˇ´ıslo 405, tak server s RPC
je prˇipraven prˇij´ımat pozˇadavky od klienta.
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