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Abstract— The vision of achieving digital engineering in the
US Department of Defense has instigated work on defining
the information content and structure of the system model.
However, few seem to have asked what are the requirements
for the system model? In this paper, we use a requirements
process to elicit and define the requirements for the system
model. The system model is a digital artifact containing
descriptions of all the essential objects, their properties, and
the relationships between them for the system-of-interest (SoI).
The paper describes the context of the system model in
relationships to the other components of model-based systems
engineering (MBSE) consisting of a modeling language, schema,
model-based process, presentation framework, MBSE tools,
and knowledgeable workforce. The paper describes how these
components interact to provide effective MBSE. Requirements
are stated for each component. The paper additionally derives
information requirements for the system model according to the
systems engineering process’s information needs by examining
the inputs and outputs of each activity in the systems engineer-
ing process. Lastly, the paper derives the quality characteristics
for the system model from the literature on ontologies, modeling
languages, and semiotics. The result is a set of requirements
for the system model to support MBSE and the digital thread.
I. INTRODUCTION
The US Department of Defense (DoD) released a strategy
document in 2018 on Digital Engineering. The digital engi-
neering vision is to streamline the DoD acquisition process
through the creation of a digital thread connecting models
– logical, mathematical, and simulation representations of
a system-of-interest (SoI) – supporting all phases of the
lifecycle of systems [1]. The digital thread would propagate
changes made to data in one model throughout the digital
thread in order to maintain model concordance – the ability
to ensure the data in one model and/or view is consistent
with the data in another model and/or view describing the
exact same thing. The digital thread, once realized, promises
improvements in the effectiveness and efficiency of the
system development and acquisition process.
Within the digital engineering vision, Model-Based Sys-
tems Engineering (MBSE) is the formalized application of
modeling to support systems design and analysis through-
out all phases of the system lifecycle. MBSE involves the
establishment of a modeling language, use of modeling
tool, and following a model-based process [2]. MBSE is
an important subset of digital engineering for generating
and evolving the system data throughout the lifecycle of
1Corresponding author
the SoI. In MBSE, all activities revolve around the creation,
manipulation, analysis, and visualization of data concerning
the SoI, which is maintained in a formal, structured manner
in the system model [3].
The system model is a digital artifact containing de-
scriptions of all the essential objects, their properties, and
relationships between the objects for the SoI. Generally, the
scope of the system model, as used in MBSE, is taken to be
based on the systems engineering processes – for example,
the activities described by INCOSE [4]. Clearly, we require
much more data to completely describe the SoI including
geometric data, analysis data, verification data, and so on.
The system model as described is but one model in the
digital thread connecting multiple models and data, which
collectively provide a comprehensive description of the SoI.
As an example of a conceptual system model, assume the
cube in Figure 1 represents the SoI. The system has “height”
which allows for decomposition and traceability throughout
the system hierarchy from the top-level system to the lowest
level system elements. The system has “width” that accounts
all activities within the system’s lifecycle from the definition
of need to disposal. And the system has “depth” which allows
for the representation of the complex relationships between
systems, functions, analysis, requirements, risks, schedule,
costs, and other components of lifecycle disciplines [5].
All the entities in the system model should have a single
instance, but can appear in one or all of the three dimensions.
Whatever modeling tool is used, would have to ensure such
concordance between the multiple views.
Realization of the digital engineering vision requires for-
mal representation of the system model. The system model
is the single, authoritative source of truth for the SoI.
The system model will interoperate with the other models
constituting the digital thread including analytical models,
physics-based models, computer aided design models, etc.
Stakeholders will query the system model to obtain the
required data to complete system-related tasks and make
design and programmatic decisions. From an organizational
perspective, the system model should be reusable and inter-
operable with other system models so the organization can
progress from developing a SoI to systems-of-systems (SoS)
or family-of-systems (FoS). We formalize the system model
through the specification of a schema or ontology describing
the information content of the domain of systems engineering

































































































Authorized licensed use limited to: NPS Dudley Knox Library. Downloaded on July 20,2021 at 22:58:16 UTC from IEEE Xplore.  Restrictions apply. 
Fig. 1. Dimensions of a SoI
concepts.
This paper contributes to the literature by using a frame-
work to specify requirements for the system model. We
apply a requirements engineering method to determine the
requirements for a system model by examining the systems
engineering process the system model supports. Additionally,
we review the theory on modeling languages, ontologies, and
schemas to derive a list of desirable quality characteristics of
a schema. The result is a framework consisting of functional
requirements describing what the system model must do, and
quality requirements derived from theory on the desirable
aspects of a schema.
The paper is organized as follows. Section II - Background
defines important terms and how they are related to set the
stage for determining the requirements for a system model
schema. Section III - Related Work provides an overview
quality metrics of model specifications from four related
literature pieces. Section IV - Characteristics for MBSE
Components provide the characteristics that a system model
should exhibit. Section V - Lifecycle Processes, Data and
Information, discussed the system lifecycle processes, data
and information that must be performed by MBSE. Section
VI - Quality Characteristics the System of Interest. Finally,
Section VII Conclusions summarizes the paper and offers
some parting thoughts.
II. BACKGROUND
The systems engineering (SE) community has recognized
MBSE requires a modeling language, a modeling process,
and a tool [6][7][2]. We expand on this classification by
separating out the ontology or data schema, which is absent
or not formally specified in several modeling languages, and
we include people because engineering is a human activity
and we should not forget about the engineers doing the
MBSE.
MBSE requires the following components:
• Modeling Language – Provides the means for defining
and manipulating the system models [2]. A modeling
language consists of definitions for notation, how the
notation represents elements, and the rules governing
how system elements are combined to express concepts
and convey information in the domain of interest.
• Schema1 – A formal description of the elements and the
relationships between elements necessary to represent
all the pertinent information for the system model.
• Model-based Processes – The processes used to define,
analyze, and characterize all aspects of the system’s
lifecycle. The lifecycle processes can be categorized in
four broad areas: technical processes; project manage-
ment processes; logistical processes; and, organizational
processes. These areas can be decomposed into 30
activities [8] and will be discussed in Section V.
• Presentation Framework – A structured approach to
define viewpoints suitable for different stakeholders,
and as a means to organize the presentation of the
system model throughout the SoI’s lifecycle.
• MBSE Tools – The software application the engineering
team uses to generate, modify, and manage the system
model.
• Knowledgeable and Trained Workforce – The work-
force must be knowledgeable in modeling, and must
be trained in the use of a MBSE tool.
Figure 2 shows the MBSE components to delineate their
boundaries and how they interact to support MBSE. A
modeling tool supports the modeling language, and enforces
syntax and semantics per the meta-model and model schema
(ontology). The modeler uses the MBSE tool to generate the
system model. The figure shows the ‘system model’ using a
database symbol to connotate it is an repository containing
all the information of the SoI. We scope the system model
according to the systems engineering process. Consequently,
the system model does not contain all information on the SoI,
but must interoperate with other models as part of the digital
thread including physics-based models, analytical models,
computer-aided design (CAD) models, electrical computer-
aided design (ECAD), and so forth. Collectively, the digital
thread is the single, authoritative source of truth concerning
the SoI.
The SE community does not have standards for any of the
MBSE components. Multiple modeling languages are used
including SysML, UML, functional flow block diagrams,
object-process modeling (OPM) [9] and many others. Many
MBSE processes are available such as Object Oriented
Systems Engineering Method (OOSEM) and the Model-
based System Architecture Process (MBSAP) [10] as two
examples. Within the US DoD the Department of Defense
Architecture Framework (DoDAF) is the preferred presen-
tation framework, while in industry Zachman’s framework
is widely used [11]. Many tools are available including
1In this paper, we use the term ”schema” instead of the term ”ontology.”
While there are slight differences between the two terms, for the purposes
of this discussion, we view the terms as being equivalent.







































Fig. 2. MBSE Framework
MagicDraw’s Cameo, Innoslate, Vitech Genesys, IBM Rhap-
sody, Capella, and many others. For data schemas there is a
schema called System Design Language underlying Vitech’s
tools, the Lifecycle Modeling Language (LML) underlying
Innoslate, and the Arcadia Modeling Language supporting
Capella. Despite all these schemas having “language” in
their name, we classify them as data schemas because they
all define a set of entities and relationships between those
entities.
The systems engineering community, indeed many com-
munities, use several different terms of meta-model, schema,
and ontology to refer to similar or even the same concept






















Fig. 3. Concepts and their relationships
Referring to Figure 3, a modeling language expresses
information and knowledge in a domain using a vocabulary,
notation, and rules governing how to create well-formed
models.2 The syntax component of a modeling language
includes two components: the abstract syntax specifying
the concepts, relationships, and rules governing well-formed
2Linguists define five components of natural language pragmatics, phonol-
ogy, semantics, syntax, and meta-linguistics of which only syntax and
semantics apply to modeling languages [13].
Selic Paige Friedenthal Moody and Shanks
purposeful simplicity expressiveness simplicity
abstract unique precise understandability
understandable consistency communicative flexible
accurate seamlessness interoperable completeness
predictive reversibility adaptable integration
effective scalable efficient implementability
supportable usable
TABLE I
QUALITY METRICS FROM VARIOUS AUTHORS
models, and the concrete syntax specifying the notation. The
syntax provides the vocabulary, grammar, and symbols for
creating models. The semantics specify the interpretation of
the constructs as well as what they mean when combined in
the model. It is the languages meta-model, which specifies
the abstract syntax, concrete syntax, and semantics [14].
The SE community has found the modeling language alone
is insufficient to express information for MBSE, and have
realized that a schema is also required.
III. RELATED WORK
The paper focuses on understanding the requirements for
developing a good system model. We review the literature
on the content of the system model and the quality charac-
teristics that lead to a good system model.
Extensive literature exists on defining ontologies with
Yang et al. [15] identifying over twenty ontologies addressing
some aspects of systems engineering. Giachetti [16] argues
a modeling schema should be based on the terms used in the
community. A common approach to achieve this goal is to
define a schema according to the concepts from international
standards. Two examples are found in Tenberger et al.
[17] who develop their schema for requirements engineering
according to the SPES 2020 viewpoint of embedded systems,
and Van Ruijven [18] who uses ISO 15288 for system
lifecycle to specify an ontology for systems engineering.
Bone et al. [19] position their system ontology within a
hierarchy of ontologies to support the digital thread.
We build and manipulate the system model using model-
ing languages. Selic observes the specification of modeling
languages remains more of an art than a science [20].
Indeed many authors specify desired quality attributes of
modeling languages [21]. Table I list quality attributes from
four authors, and while we note considerable agreement, or
overlap, among them [22][23][3], the listings are subjective
and lack any formal basis.
Krogstie, Lindland and Sindre [24] are one of the few to
develop a framework, in their case, based on semiotics to
assess the quality of a modeling language. Weber suggests
two qualities of ontological completeness and ontological
clarity [25]. Ontological completeness means the ontology
provides a concept corresponding to each real world object,
event, or concept. Ontological clarity says each ontological
concept maps to one real world object, event, or concept. The
theoretical optimal is a 1:1 mapping of real object type to
data schema entity. When a modeling construct corresponds
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to two or more concepts, then it is considered overloaded.
Nelson et al. [26] combine the Krogstie and Weber models.
Drawing on the similarities of modeling languages and
natural language, we can identify some desirable qualities.
For instance, all languages evolve, consequently extensibility
is a requirement for a modeling language [14]. Aranda
[27] observes languages are for communicating thoughts,
and focuses their evaluation on the communication aspects,
which we see as one of many purposes of a modeling
languages.
Ernadote [28] develops a method to assess the quality
of descriptive models by first identifying the modeling ob-
jectives and then tracing whether the model fulfills those
objectives. Our approach is similar in that we define the ob-
jectives and requirements for each of the MBSE components
mentioned for effective MBSE, and we analyze each of the
SE activities for information inputs and output requirements.
We mainly differ in also identifying quality attributes that
apply to all modeling languages regardless of objective.
These frameworks focus on the quality aspects rather than
what the model must do or the unique requirements of a
particular domain of application.
IV. CHARACTERISTICS FOR MBSE COMPONENTS
This section defines the characteristics which should be
considered when developing requirements for the six MBSE
components.
A. Characteristics of Modeling Languages
Modeling languages serve as the basis of MBSE tools, and
enable the development of system models by identifying the
entities, attributes, and rules that express concepts and convey
information in the domain of interest. The following charac-
teristics should be considered with developing requirements
for a modeling language.
• Meet the organization’s goals and objectives for apply-
ing MBSE across the system lifecycle disciplines.
• Describe the system in a retrievable, modifiable, and
persistent form.
• Allow for extensibility as the language and the system
matures.
• Provide separate constructs to represent all the types of
concepts and relationships necessary for the engineering
of the SoI.
B. Characteristics of System Model Schema
A schema describes the model entities and relationships
that can be made within the system model, and it describes
how the entities are connected with each other in order to
express complex relationships. The schema establishes the
relationships between concepts that enables traceability and
ensures concordance of the various views of the model data.
The following characteristics should be considered with
developing schema requirements.
• Allow for all possible relationships from the various
system viewpoints to be represented in the system
model.
• Support discovery and understandability of the system
model through the established relationships.
• Establish all possible paths for traceability within the
system model.
• Define entities and relationships according to the SE
domain using terminology from the SE community.
C. Characteristics of Presentation Frameworks
Presentation frameworks provide a structured approach to
visualize the system model in a form appropriate to the range
of stakeholders. The systems engineering community has
used architecture frameworks for decades to group individual
system views, depicting similar data, into thematic cate-
gories. The architecture framework needs to be extended into
a presentation framework in a MBSE environment, to include
viewpoints and views throughout the system lifecycle, and
across the lifecycle disciplines. The presentation framework
provides the definitions, references, guidance and rules for
structuring, classifying, and organizing the presentation of
system models. The following characteristics should be
considered with developing presentation framework require-
ments.
• Communicate the system design to stakeholders, in a
format that is understandable to them.
• Provide visualizations to address changes to system
plans and designs throughout the system’s lifecycle.
• Support the visualizations across entire systems lifecy-
cle and lifecycle disciplines.
• Allow for extensibility of current systems engineering
viewpoints and views, to best represent the system mo
del as the system matures.
• Allow for extensibility of views that are not currently
common to systems engineering (e.g. 3-D CAD mod-
els).
D. Characteristics of MBSE Tools
Model-Based Systems Engineering Tools are software
applications that use modeling languages, and support the
specification, design, analysis, validation and verification of
[complex] system representations. The following character-
istics should be considered with developing MBSE Tool
requirements.
• Support one or more modeling languages.
• Enforce the rules for a well-formed model according to
the modeling language.
• Allow interrogation of the model by stakeholders.
• Enforce an organization’s security and access permis-
sions for read, write, and delete to portions of the model
at the entity and other levels.
• Allow for the archival, persistent storage of the system
model.
• Allow for data to be shared (imported and exported)
with different tools using a common data exchange
format.
• Forward and backward compatible with data developed
in previous and future tool version to allow for data
migration.
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• Provide configuration management and control of the
system model.
• Ensure usability by a trained workforce.
E. Characteristics of Knowledgeable and Trained Workforce
Knowledgeable and Trained Workforce – The workforce
must be knowledgeable in modeling, and must be trained
in the use of a MBSE tool. Because different people have
different roles in the MBSE process, their knowledge and
training needs will vary. The degree to which all stakeholders
need to know and understand the modeling language and
model schema depends on the ability of the presentation
framework to generate views acceptable and suitable to each
stakeholder group for supporting their work and decisions.
The following characteristics should be considered when
defining MBSE requirements for the workforce.
• Possess competencies in modeling and digital engineer-
ing.
• Be able to use MBSE tools.
F. Characteristics of Model-based Processes
MBSE requires an increased emphasis on the model,
specifically the entities and relationships it contains, rather
than the ”document-based artifact” to encourage better model
development, usage, and decision-making. Model-based pro-
cesses includes 30 activities from across the system lifecycle,
and the associated lifecycle disciplines.
The following over-arching characteristics should be con-
sidered with developing model-based process requirements.3
• Support system lifecycle processes; i.e. system archi-
tecting, systems engineering, modeling and simulation,
and program management.
• Support changes to system plans and designs throughout
the system’s lifecycle.
• Describe how the models are generated, manipulated,
and evolved during the development process.
V. INFORMATION CONTENT REQUIREMENTS FOR
LIFECYCLE PROCESSES
The system’s lifecycle can be defined in six phases: con-
ceptual design; development; production; utilization; support;
and, retirement [4]. These six phases are addressed by the
processes identified in the four process areas discussed in
Section II: technical, project, logistic, and organizational.
MBSE is an inefficient mechanism to perform organizational
processes, therefore this process, and the human resource
management activity will be excluded from further discus-
sion. The three remaining process areas are further decom-
posed into 29 activities [8].
• Technical Processes: Business or mission analysis pro-
cess; stakeholder needs and requirements definition pro-
cess; architecture definition process; design definition
process; system analysis process; implementation pro-
cess; integration process; verification process; validation
3Section V expands upon this discussion with a discussion of the lifecycle
processes.
process; transition process; operational process; main-
tenance process; disposal process.
• Project Management Processes: Lifecycle management
process; project planning process; project assessment
and control process; decision management process; risk
management process; configuration management pro-
cess; information management process; measurement
process; quality assurance process; quality manage-
ment process: Portfolio management process; knowl-
edge management processes.
• Logistical Processes: Acquisition process; supply pro-
cess; infrastructure management process.
These 29 activities are used to generate data for the engi-
neering and analysis of the system throughout the lifecycle.
In the following subsections, we present the processes and
data and information needs associated with each system life-
cycle phase. Development teams perform all these processes,
and in order to perform each process the MBSE environment
must be capable of generating, capturing, and storing the data
and information associated with each process in a complete
system model.
A. Conceptual Design Phase
Conceptual system design identifies the stakeholder needs,
characterizes the solution space, identifies and explores fea-
sible concepts, and proposes viable solutions [4]. Figure 4,
depicts the system lifecycle activities and the related data
and information generated during conceptual design.
Fig. 4. Conceptual Design Phase: Activities and System data and
Information
B. Development Phase
During the system development phase, system require-
ments are defined, system solutions are architected, com-
ponents and subsystems are further designed in a detailed
design environment (e.g. CAD), and initially developed with
early configuration items. Figure 5 shows the system lifecy-
cle activities and the related data and information generated
during the development phase.
C. Production Phase
The system is manufactured and produced during the
production phase. System verification and validation are
performed, and system implementation begins during this
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Fig. 5. Development Phase: Activities and System data and Information
phase. Figure 6 shows the system lifecycle activities and the
related data and information generated during the production
phase.
Fig. 6. Production Phase: Activities and System data and Information
D. Utilization Phase
During the utilization, the system is operated to user and
mission needs in the intended operation environment. Figure
7 shows the system lifecycle activities and the related data
and information generated during the utilization phase.
Fig. 7. Utilization Phase: Activities and System data and Information
E. Support Phase
The system support phase is concurrent to the system
utilization phase. The focus of this phase is to sustain the
system with support via logistics, and maintenance and repair
activities. Figure 8, depicts the system lifecycle activities and
the related data and information generated during the system
support phase.
Fig. 8. Support Phase: Activities and System data and Information
F. Retirement Phase
During the retirement phase, the system is decommis-
sioned, and stored, purposed for re-use, or disposed of. The
data and information needed at this phase is the end of life,
or disposal, plan.
VI. QUALITY REQUIREMENTS ON MODELING THE
SYSTEM OF INTEREST
The related work section identified multiple lists of qual-
ity characteristics of modeling languages. The lists overlap
extensively. Here we collect and present a list of quality
requirements on modeling languages.
• Clarity – one real-world object maps to one entity in
the model schema.
• Completeness – the schema provides a concept to model
all the real-world objects in the domain of interest.
• Concordance – the schema has the ability to represent
singularly entity data such that data in one view, or level
of abstraction, matches the data in another view, or level
of abstraction, when talking about the exact same thing.
• Precise – system representation is unambiguous, and as
concise as needed at various levels of data abstraction.
• Parsimony – the schema and modeling language use as
few concepts as possible while maintaining complete-
ness and clarity. Some call this simplicity.
• Communicative – the modeling language and schema
should use terms and approaches acceptable to the
intended users.
• Extendible – the modeling language and schema must
be easy to change as the needs of MBSE and digital
engineering change.
• Usable – the ability for stakeholders to efficiently and
intuitively create, maintain, and use the model.
• Model construction and usability – the ability to effi-
ciently and intuitively construct and manage models,
to including normal model construction and model
extensions for special or domain-specific concepts and
terminology.
The quality requirements create a trade space because
often improvement in one aspect will lead to losing some
of another aspect. Creation of a modeling language and
a schema is a design decision, and the designers need to
consider the various trades in light of the organization’s
goals.
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VII. CONCLUSIONS
The goal of this article was to specify requirements for a
system model by broadly examining the MBSE infrastructure
and how MBSE fits into the larger digital thread. We pre-
sented a framework depicting MBSE as consisting of a mod-
eling language, process, presentation framework, and system
schema. We examined each MBSE component and specified
requirements on it. In a MBSE environment, all the system
engineering, project management, and logistical processes
are performed by generating, manipulating, and outputting
model data. Consequently, the system model must contain the
information and data for these processes. For this reason, we
used IEEE Standard 15288 on the system lifecycle process to
define the information and data content requirements on the
system model. Lastly, much work on quality requirements
of modeling languages has been performed, and we identify
requirements on the quality characteristics of the system
model and modeling language.
The specification of a system model is a design effort and
we promote the use of sound engineering design practices.
Moreover, we believe there are trade-offs to be made in the
design of a modeling schema. This paper starts the design
of a system model by examining the requirements for the
information content and quality of the system model as well
as the MBSE environment.
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