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Ευχαριστώ το κ. καθηγητή Παπαρρίζο Κωνσταντίνο για τη καθοδήγηση του 
και την υποστήριξη για την επίτευξη της παρούσας διπλωματικής 
1. Εισαγωγή 
Η αναγκαιότητα της ταχείας εύρεσης τομών ευθυγράμμων τμημάτων. 
Με  τον  όρο  Γεωγραφικά  Πληροφοριακά  Συστήματα  (Geographical 
Information Systems) περιγράφεται η σύνδεση και αλληλεπίδραση γεωγραφικών ή 
χωρικών  δεδομένων  (χάρτης)  με  αλαφριθμητικά  δεδομένα  μέσω  μιάς  σχεσιακής 
βάσης  δεδομένων  που  αποθηκεύονται  σε  ένα  κοινό  υπολογιστικό  σύστημα.  Τα 
χωρικά  δεδομένα  αναφέρονται  σε  συγκεκριμένες  γεωγραφικές  θέσεις  και 
αποθηκεύονται  ως  γεωμετρικά  στοιχεία.  Τα  αλφαριθμητικά  δεδομένα  είναι  οι 
περιγραφικές πληροφορίες των γεωμετρικών στοιχείων. 
To Σύστημα Γεωγραφικών Πληροφοριών (ΣΓΠ), γνωστό ευρέως και ως G.I.S. 
Geographic  Information  Systems,  είναι  σύστημα  διαχείρισης  χωρικών  δεδομένων 
(spatial data) και συσχετισμένων ιδιοτήτων. Στην πιο αυστηρή μορφή του είναι ένα 
ψηφιακό  σύστημα,  ικανό  να  ενσωματώσει,  αποθηκεύσει,  προσαρμόσει,  αναλύσει 
και  παρουσιάσει  γεωγραφικά  συσχετισμένες  (geographically‐referenced) 
πληροφορίες. Σε πιο γενική μορφή, ένα ΣΓΠ είναι ένα εργαλείο "έξυπνου χάρτη", το 
οποίο  επιτρέπει  στους  χρήστες  του  να  αποτυπώσουν  μια  περίληψη  του 
πραγματικού  κόσμου,  να  δημιουργήσουν  διαδραστικά  ερωτήσεις  χωρικού  ή 
περιγραφικού  χαρακτήρα  (αναζητήσεις  δημιουργούμενες  από  τον  χρήστη),  να 
αναλύσουν  τα  χωρικά  δεδομένα  (spatial  data),  να  τα  προσαρμόσουν  και  να  τα 
αποδώσουν  σε  αναλογικά  μέσα  (εκτυπώσεις  χαρτών  και  διαγραμμάτων)  ή  σε 
ψηφιακά  μέσα  (αρχεία  χωρικών  δεδομένων,  διαδραστικοί  χάρτες  στο  Διαδίκτυο). 
Τα συστήματα GIS, όπως και τα συστήματα CAD, αποτυπώνουν χωρικά δεδομένα σε 
γεωγραφικό  ή  χαρτογραφικό  ή  καρτεσιανό  σύστημα  συντεταγμένων.  Βασικό 
χαρακτηριστικό  των  ΣΓΠ  είναι  ότι  τα  χωρικά  δεδομένα  συνδέονται  και  με 
περιγραφικά δεδομένα, π.χ. μια ομάδα σημείων που αναπαριστούν θέσεις πόλεων 
συνδέεται  με  ένα  πίνακα  όπου  κάθε  εγγραφή  εκτός  από  τη  θέση  περιέχει 
πληροφορίες όπως ονομασία, πληθυσμός κλπ. 
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Η χαρακτηριστική δυνατότητα που παρέχουν τα GIS είναι αυτή της σύνδεσης 
της χωρικής με την περιγραφική πληροφορία (η οποία δεν έχει από μόνη της χωρική 
υπόσταση). Η τεχνολογία που χρησιμοποιείται για την λειτουργία αυτή βασίζεται: 
 Είτε  στο  σχεσιακό  (relational)  μοντέλο  δεδομένων,  όπου  τα  περιγραφικά 
δεδομένα  πινακοποιούνται  χωριστά  και  αργότερα  συσχετίζονται  με  τα 
χωρικά δεδομένα μέσω κάποιων μοναδικών τιμών που είναι κοινές και στα 
δύο είδη δεδομένων. 
 Είτε  στο  αντικειμενοστραφές  (object‐oriented)  μοντέλο  δεδομένων,  όπου 
τόσο  τα  χωρικά  όσο  και  τα  περιγραφικά  δεδομένα  συγχωνεύονται  σε 
αντικείμενα,  τα  οποία  μπορεί  να  μοντελοποιούν  κάποια  αντικείμενα  με 
φυσική  υπόσταση  (π.χ.  κατηγορία  =  "δρόμος",  όνομα  =  "Πανεπιστημίου", 
γεωμετρία = "[Χ1,Υ1],[Χ2,Υ2]...", πλάτος = "20μέτρα"). 
Το  αντικειμενοστραφές  μοντέλο  τείνει  να  χρησιμοποιείται  όλο  και 
περισσότερο σε εφαρμογές GIS εξαιτίας των αυξημένων δυνατοτήτων του σε σχέση 
με  το  σχεσιακό  μοντέλο  της  δυνατότητας  που  παρέχει  για  την  εύκολη  και 
απλοποιημένη μοντελοποίηση σύνθετων φυσικών φαινομένων και αντικειμένων με 
χωρική διάσταση. 
Πολλές  φορές  η  ολοκληρωμένη  έννοια  των  GIS  (integrated  GIS  concept) 
επεκτείνεται  για  να  συμπεριλάβει  τόσο  τα  δεδομένα  (που  αποτελούν  ουσιαστικά 
τον πυρήνα τους), το λογισμικό και τον μηχανικό εξοπλισμό, όσο και τις διαδικασίες 
και  το  ανθρώπινο  δυναμικό,  που  αποτελούν  αναπόσπαστα  τμήματα  ενός 
οργανισμού,  ο  οποίος  έχει  σαν  πρωταρχική  του  δραστηριότητα  την  διαχείριση 
πληροφορίας με την βοήθεια GIS. 
 
 
 
 
 
 
 
 
2. Απλοί αλγόριθμοι ενός GIS. 
Τομές γραμμών  
Η τομή δύο γραμμών  
Η  τομή  δύο  γραμμών  είναι  μία  από  τις  πιο  βασικές  λειτουργίες  ενός GIS 
καθώς χρησιμοποιείται  
 σε διαδικασίες της εύρεσης επικαλύψεων δύο πολυγώνων  
 στις διαδικασίες εντοπισμού σημείων μέσα σε πολύγωνα  
 στην απομάκρυνση των slivers (βλ. παρακάτω) κά.  
Eπομένως, ένας ικανοποιητικός αλγόριθμος για τον προσδιορισμό της τομής 
δύο γραμμών είναι κάτι ιδιαίτερα χρήσιμο σε ένα GIS, καθώς άλλοι αλγόριθμοι πιο 
σύνθετων λειτουργιών στηρίζονται πάνω σ΄αυτόν.  
Ο  αλγόριθμος  είναι  μια  διαδικασία  η  οποία  αποτελείται  από  ένα  σύνολο 
σαφών  κανόνων  που  καθορίζουν  μια  πεπερασμένη  ακολουθία  λειτουργιών.  Η 
ακολουθία αυτή δίνει λύση σε ένα πρόβλημα ή σε μια κατηγορία προβλημάτων.  
 κάθε βήμα του αλγόριθμου πρέπει να είναι σαφώς καθορισμένο  
 ο  αλγόριθμος  πρέπει  να  φτάνει  στη  λύση  ενός  προβλήματος  μετά 
από ένα μικρό πεπερασμένο αριθμό βημάτων  
 κάθε σωστός αλγόριθμος δίνει ένα ή περισσότερα αποτελέσματα  
προτιμάται  ο  αλγόριθμος  που  επιλέγεται  να  επιλύει  μια  ολόκληρη 
κατηγορία προβλημάτων και όχι ένα μεμονωμένο πρόβλημα  
 γενικά  το  κόστος  για  την  εύρεση  λύσης  γίνεται  μεγαλύτερο  όσο 
μεγαλώνει  το  πρόβλημα  που  επιλύεται.  Αν  το  μέγεθος  του 
προβλήματος  είναι  μικρό  ακόμη  και  ένας  μη  ικανοποιητικός 
αλγόριθμος δεν θα κοστίσει πολύ για να τρέξει. Επομένως η επιλογή 
ενός  αλγορίθμου  για  μικρά  προβλήματα  δεν  είναι  και  τόσο 
σημαντική  εκτός  και  αν  το  πρόβλημα  πρέπει  να  επιλυθεί  πολλές 
φορές.  
 
Τομή δύο ευθειών. Η απλή περίπτωση  
Η εύρεση της τομής δύο ευθειών γίνεται μέσω της επίλυσης του συστήματος 
των εξισώσεων που τις περιγράφουν.  
 
Έτσι η τομή των ευθειών έχει συντεταγμένες:  
 
 
Η  σχέσεις  (2)  υπολογίζουν  την  τομή  δύο  ευθειών  που  εκτείνονται  στο 
άπειρο. Ωστόσο ο αλγόριθμος είναι πλήρης όταν εκτός από τον υπολογισμό 
των  συντεταγμένων  της  τομής  περιέχει  βήματα  ελέγχου  δύο  ειδικών 
περιπτώσεων : 
1. εάν κάποια από τις δύο γραμμές είναι κατακόρυφη 
2. εάν οι δύο γραμμές είναι παράλληλες 
Τομή δύο ευθυγράμμων τμημάτων 
Η ανάγκη εύρεσης της τομής δύο ευθυγράμμων τμημάτων είναι συνηθέστε‐
ρη.  Εάν  αντί  για  τις  δύο  ευθείες  θεωρήσουμε  δύο  ευθύγραμμα  τμήματα  που 
περιγράφονται από  τις συντεταγμένες  των αρχικών και  τελικών  τους σημεί‐ων,  το 
πρόβλημα γίνεται δυσκολότερο, διότι  τότε πρέπει να εντοπιστεί η θέση της τομής 
των δύο ευθειών–φορέων των ευθυγράμμων τμημάτων, σε σχέση με την αρχή και 
το  τέλος  κάθε  τμήματος  (σχήμα  1).  Στο  σχήμα  1α  η  τομή  των  φορέων  των  δύο 
ευθυγράμμων τμημάτων εντοπίζεται πάνω στα τμήματα δηλ. τα τμήματα τέμνονται. 
Στο 1β, η τομή εντοπίζεται πάνω στο ένα τμήμα και στην προέκταση του άλλου, δηλ. 
τα  τμήματα  δεν  τέμνονται.  Για  την  επίλυση  του  προβλήματος  αυτού  αφού 
υπολογιστούν οι συντεταγμένες της τομής σύμφωνα με τις σχέσεις (2) γίνεται η εξής 
διερεύνηση: 
Η  τομή με xi  κείται ανάμεσα στα x1  και x2  δηλ.  επάνω στο ένα  τμήμα εάν 
ισχύει η σχέση: 
 
Ομοίως, η τομή κείται επάνω στο άλλο τμήμα με ακραία σημεία τα (u1, v1) 
και (u2, v2) εάν ισχύει η σχέση: 
 
Επειδή  κάποιο  από  τα  ευθύγραμμα  τμήματα  μπορεί  να  είναι  κατακόρυφο 
(πχ. η περίπτωση x1=x2=xi) πρέπει οι συνθήκες (3) και (4) να ελεγχθούν και για την 
τεταγμένη  y  ώστε  με  βεβαιότητα  να  δοθεί  η  απάντηση  για  το  αν  τα  δύο 
ευθύγραμμα τμήματα τέμνονται ή όχι. 
 
Τομή τεθλασμένων γραμμών  
Ας  θεωρήσουμε  δύο  τεθλασμένες  γραμμές  που  αποτελούνται  από  n1  και  n2 
ευθύγραμμα τμήματα αντίστοιχα. Η εύρεση της τομής δύο τέτοιου είδους γραμμών 
μπορεί να γίνει ελέγχοντας την τομή κάθε ευθυγράμμου τμήματος της μιας ως προς 
όλα  τα  τμήματα  της άλλης  και ακολουθώντας  τις  διερευνήσεις  της προηγούμενης 
παραγράφου.  Ο  αριθμός  των  ελέγχων  που  πρέπει  να  γίνουν,  στην  περίπτωση 
αυτήν,  είναι ανάλογος  του γινομένου n1Xn2.  Για  την επιτάχυνση των διαδικασιών 
χρησιμοποιούνται  διάφορες  μέθοδοι  (γνωστές  στη  βιβλιογραφία  ως  heuristics). 
Κάτι  τέτοιο  προσθέτει  ένα  επί  πλέον  βήμα  στη  διαδικασία  αλλά  περιορίζει 
σημαντικά το αριθμό των ελέγχων. Οι συνηθέστερες μέθοδοι είναι: 
Η  μέθοδος  του  περιγεγραμμένου  ορθογωνίου  (Minimun  Enclosing  Rectangle, 
MER). Κατά τη μέθοδο αυτήν: 
 Ορίζεται  το  περιγεγραμμένο  ορθογώνιο  της  τεθλασμένης  γραμμής 
μέσω των min και max x, y της γραμμής (σχήμα 2). 
 Γίνεται  ένας  χονδρικός  έλεγχος  για  το  άν  τα  περιγεγραμμένα 
ορθογώνια δύο τεθλασμένων επικαλύπτονται. 
 εάν  τα  ορθογώνια  δεν  επικαλύπτονται  τότε  και  οι  τεθλασμένες  δεν 
τέμνονται πουθενά 
 εάν  τα ορθογώνια επικαλύπτονται  είναι πιθανό να  τέμνονται  και οι 
γραμμές. Υπολογίζονται τα ελάχιστα ορθογώνια για κάθε τμήμα των 
γραμμών και ελέγχονται ξανά οι επικαλύψεις τους. Αν βρεθούν δύο 
επικαλυπτόμενα  ορθογώνια  υπολογίζονται  οι  συντεταγμένες  τομής 
των δύο περιεχομένων τμημάτων. 
 
Σχήμα 2. Η μέθοδος του περιγεγραμμένου ορθογωνίου 
 
Η μέθοδος των μονοτονικών τμημάτων 
Κατά  τη  μέθοδο  αυτήν,  κάθε  γραμμή  χωρίζεται  σε  μονοτονικά  τμήματα  (βλ. 
σχήμα 3) δηλ. σε τμήματα που μονοτονικά αυξάνονται ή μειώνονται κατά x ή y. Τα 
μονοτονικά τμήματα έχουν τις εξής ιδιότητες: 
 μια ευθεία γραμμή παράλληλη στον άξονα των x ή των y τέμνει το τμήμα 
το πολύ μία φορά 
 υπάρχει ένα “σπάσιμο” όπου το x ή το y αποκτά μια τοπική max ή min 
τιμή 
 
Αυτές  οι  ιδιότητες  μπορούν  να  χρησιμοποιηθούν  για  τη  μείωση  του αριθμού  των 
ελέγχων κατά τον εντοπισμό τομών, διότι ένα μονοτονικό τμήμα, που τέμνει μια γραμμή, 
καθώς συνεχίζει να αυξάνεται ή να μειώνεται κατά μία διεύθυνση, δεν μπορεί να γυρίσει 
και  να  τμήσει  και  σε  άλλη  θέση  τη  γραμμή  (σχήμα  4).  Έτσι,  ελέγχονται  τα  μονοτονικά 
τμήματα της μιας γραμμής ως προς τα μονοτονικά τμήματα της άλλης. 
Αυτή  η  μέθοδος  χρησιμοποιείται  από  το  λογισμικών  πολλών  εμπορικών  πακέτων 
GIS.  Ο  αριθμός  των  υπολογισμών  που  απαιτείται  για  τον  εντοπισμό  των  τομών  δύο 
τεθλασμένων από n1Xn2 μειώνεται σε n1+n2. 
 
 
Σχήμα 3. Μονοτονικά τμήματα μιας γραμμής 
 
 
 
Σχήμα 4. τομή μονοτονικών τμημάτων 
 
 
 
 
 
 
 
 
 
 
 
 
3. Αναγκαιότητα ενός νέου 
αλγορίθμου. 
 
Στα  σύγχρονα  γεωγραφικά  πληροφοριακά  συστήματα,  συνήθως  όλες  οι 
πληροφορίες γύρω από τις περιγραφόμενες οντότητες (π.χ. λίμνες, δάση, περιοχές 
πόλεων, κράτη  κλπ.)  αναπαρίστανται από στρώματα πληροφοριών  (layers)(Εικόνα 
1). Τα στρώματα αυτά είναι ουσιαστικά δίκτυα περιοχών,  τα οποία οριοθετούνται 
από  αλυσίδες  ευθυγράμμων  τμημάτων.  Ουσιαστικά  η  οποιαδήποτε  καμπύλη 
μπορεί να προσεγγιστεί από σειρά πεπερασμένων ευθυγράμμων τμημάτων. Αυτές 
οι αλυσίδες ουσιαστικά είναι ευθύγραμμα τμήματα των οποίων τα πέρατά τους (τα 
τέλη τους) είναι αρχές για τα επόμενα. 
 
Εικόνα 1: Παραδείγματα αναπαράστασης στρωμάτων γεωγραφικών πληροφοριών 
 Σε περίπτωση βέβαια που είναι αναγκαίο να συγχωνευτούν οι πληροφορίες 
από δύο ή περισσότερα στρώματα χαρτών γεννιέται το εξής πρόβλημα. 
 Η συγχώνευση στρωμάτων απαιτεί τον υπολογισμό των τομών μεταξύ 
των ευθυγράμμων τμημάτων που αποτελούν το κάθε στρώμα. 
 
Βέβαια σε αυτή τη περίπτωση οι τομές δεν είναι αναγκαίο να υπάρχουν στο 
εσωτερικό  των  εκάστοτε  ευθυγράμμων  τμημάτων.  Αυτό  συμβαίνει  γιατί  υπάρχει 
περίπτωση η τομή ενός στρώματος με ένα άλλο να ταυτίζεται με τη μετάβαση από 
ευθύγραμμο τμήμα του ενός στρώματος σε κάποιου άλλου στρώματος. Οπότε για 
την επίλυση του προβλήματος λαμβάνουμε λοιπόν υπόψη ότι: 
 
 Τα  σημεία  μετάβασης  από  ένα  ευθύγραμμο  τμήμα  σε  ένα  άλλο  (το 
τέλος του ενός είναι η αρχή του άλλου) θα αποτελούν και αυτά τομές. 
 
Με  βάση  και  αυτό  τον  κανόνα  η  εύρεση  της  ένωσης  πληροφοριακών 
στρωμάτων  εκφυλίζεται  στην  εύρεση  τομών  μεταξύ  όλων  των  ευθυγράμμων 
τμημάτων, όλων των στρωμάτων. 
Οι  τομές  οι  οποίες  προέρχονται  από  ταύτιση  άκρων  ευθυγράμμων 
τμημάτων, δηλαδή ευθυγράμμων τμημάτων που προέρχονται από την ίδια αλυσίδα 
(ίδιο  στρώμα  πληροφορίας)  μπορούν  να  φιλτραριστούν  αργότερα,  εφόσον 
παρατηρείται  ότι  η  εκάστοτε  τομή  προήλθε  από  ευθύγραμμα  τμήματα  της  ίδιας 
αλυσίδας. 
Αρχικά  το  ζήτημα  της  εύρεσης  όλων  των  τομών  δεν  φαίνεται  για  μεγάλη 
πρόκληση: ελέγχοντας κάθε δυνατό ζεύγος για δυνατή τομή τους, αναφέρεται το 
σημείο  τομής  τους.  Ένας  τέτοιος  αλγόριθμος  θα  απαιτούσε  χρόνο  κατηγορίας 
ߍሺ݊ଶሻ. 
Αυτός όμως ο αλγόριθμος θα ήταν ο  ιδανικότερος σε περίπτωση που κάθε 
ζευγάρι ευθυγράμμων τμημάτων είχε και κάποια τομή. 
Σε  περίπτωση  βέβαια  που  έχουμε  τομή  δύο  γεωγραφικών  δικτύων 
(αλυσίδων)  οι  τομές  περιορίζονται  μεταξύ  πολύ  λίγων  ευθυγράμμων  τμημάτων. 
Οπότε  ο  αριθμός  των  αντίστοιχων  τομών περιορίζεται  σε  αριθμό  πολύ  λιγότερων 
του τετραγωνικού αριθμού ݊ଶ. 
Σε αυτή τη περίπτωση θα ήταν πολύ χρήσιμο υπάρχει ένας αλγόριθμος που 
είναι  κατά πολύ  ταχύτερος. Με άλλα λόγια  είναι αναγκαίος  ένας αλγόριθμος  του 
οποίου ο χρόνος εκτέλεσης εξαρτάται όχι μόνο από τον αριθμό των ευθυγράμμων 
τμημάτων στην  είσοδο αλλά  και από  τον αριθμό  των  τομών που θα ανακαλύπτει 
κατά τη διάρκεια της εκτέλεσης του. 
Ένας τέτοιος αλγόριθμος ονομάζεται αλγόριθμος με ευαισθησία στην έξοδο 
του  (output‐sensitive  algorithm),  ότι  δηλαδή  ο  χρόνος  εκτέλεσης  του  αλγορίθμου 
εξαρτάται  από  το  μέγεθος  της  εξόδους  του,  οπότε  και  στη  δικής  μας  περίπτωση 
μπορεί να ονομαστεί αλγόριθμος ευαισθησίας τομών. 
 
Για  την  αναζήτηση  ενός  τέτοιου  αλγορίθμου,  απλά  μπορούμε  να 
αναρωτηθούμε τον τρόπο με τον οποίο μπορεί να αποφευχθεί η σύγκριση όλων των 
ευθυγράμμων  τμημάτων  μεταξύ  τους  για  τομές.  Ένας  τέτοιος  τρόπος  αποτελεί  να 
σκεφτούμε  πως  τα  ευθύγραμμα  τμήματα  τα  οποία  είναι  απομακρυσμένα  μεταξύ 
τους σε απόσταση,  είναι πιο πιθανό  να μην έχουν μεταξύ τους τομή σε σχέση με 
αυτά τα οποία βρίσκονται σε κοντινή απόσταση. 
Ένας  απλός  τρόπος  ελέγχου  της  απόστασης  αυτής  είναι  ο  έλεγχος  της 
προβολής  στον  άξονα  y  κάθε  ευθύγραμμου  τμήματος.  Δηλαδή  όταν  οι  προβολές 
δύο  ευθύγραμμων  τμημάτων  στον  άξονα  y  δεν  υπερκαλύπτονται  τότε  μπορεί  να 
ειπωθεί με σιγουριά ότι αυτά τα δύο ευθύγραμμα τμήματα δεν τέμνονται. 
 
Οπότε θα μπορούσαμε απλά να συγκρίνουμε τα ευθύγραμμα τμήματα των 
οποίων  οι  προβολές  υπερκαλύπτονται  στον  άξονα  y.  Για  να  βρούμε  τα  ζευγάρια 
αυτά  ευθυγράμμων  τμημάτων,  μπορούμε  να  φανταστούμε  μια  οριζόντια  γραμμή 
σάρωσης l, η οποία θα ξεκινάει από θέση πάνω από όλα τα ευθύγραμμα τμήματα. 
Καθώς η  γραμμή αυτή θα σαρώνει,  θα  κρατούνται  εγγραφές όλων  των  τμημάτων 
που βρίσκονται εντός εμβέλειας της γραμμής σάρωσης. 
Ο παραπάνω αλγόριθμος ονομάζεται αλγόριθμος σάρωσης επιπέδου (plane 
sweep algorithm), και η γραμμή  l ονομάζεται γραμμή σάρωσης (sweep line). 
Ο αλγόριθμος θα σαρώνει κατακόρυφα όλα τα ευθύγραμμα τμήματα αλλά 
όχι  συνεχόμενα,  παρά  μόνο  στα  σημεία  ενδιαφέροντος  (event  points)  τα  οποία 
αρχικά είναι τα άκρα των ευθυγράμμων τμημάτων και κατά τη διάρκεια εκτέλεσης 
του αλγορίθμου και τα σημεία τομής που έχουν βρεθεί μέχρι εκείνο το σημείο. 
 
 
 
Τα κυριότερα λοιπόν σημεία του αλγόριθμου sweep line είναι: 
 
 
 
   
 
 
 
 
 
 
 
Τα άκρα των ευθυγράμμων τμημάτων είναι σημεία ενδιαφέροντος για τον αλγόριθμο. 
Κάθε άκρο ευθύγραμμου τμήματος προκαλεί την εισαγωγή ή εξαγωγή του τμήματος 
αυτού από το πεδίο ενδιαφέροντος του αλγορίθμου. 
Κάθε τομή που καταγράφεται αποτελεί και αυτή σημείο ενδιαφέροντος του αλγορίθμου, 
με βάση το οποίο θα αναζητηθούν νέες τομές. 
Κατά τη διάρκεια εκτέλεσης του αλγορίθμου, διατηρείται ένας πίνακας κατάστασης της 
θέσης κάθε ευθύγραμμου τμήματος εντός εμβέλειας του αλγορίθμου με βάση την θέση 
της γραμμής σάρωσης. Με βάση τον πίνακα αυτόν γίνονται οι έλεγχοι μεταξύ γειτονικών 
τμημάτων για ύπαρξη τομών.
Η πορεία εξέλιξης του αλγορίθμου, ουσιαστικά ταυτίζεται με την κατάσταση τομής της 
ευθείας σάρωσης με τα ευθύγραμμα τμήματα, στα σημεία ενδιαφέροντος 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Οι τομές που ελέγχονται για είσοδο στον πίνακα κατάστασης, είναι αυτές που βρίσκονται 
κάθε φορά κάτω από την ευθεία αναζήτησης (σάρωσης – sweep line), διαφορετικά αυτές 
που βρίσκονται πάνω από αυτήν, έχουν ήδη διαχειρισθεί από τον αλγόριθμο. 
4. Αλγόριθμος σάρωσης ευθείας 
(Sweep line algorithm) 
 
Έστω S ένα σύνολο από n τμήματα των οποίων τα άκρα είναι E1, …,E2n. Ο αλγόριθμος 
σάρωσης  ευθείας  πρώτα  ταξινομεί  τα  άκρα  E1,  …,E2n  με  αυξανόμενη  τετμημένη  x  και 
αποθηκεύει τα ταξινομημένα σημεία σε μία ουρά Χ. Στη συνέχεια ο αλγόριθμος αρχίζει να 
σαρώνει  το  επίπεδο  με  μία  κατακόρυφη  ευθεία  L  και  δημιουργεί  μια  δομή  Υ,  η  οποία 
αντιπροσωπεύει ένα υποσύνολο των τμημάτων του S, εκείνα δηλαδή τα οποία τα έχει ήδη 
τέμνει η ευθεία L. Το υποσύνολο αυτό είναι ταξινομημένο σύμφωνα με τις συντεταγμένες 
των  σημείων  τομής  με  την  L.  Οι  τομές  ανιχνεύονται  σε  σχέση  με  τις  γειτονικότητες  που 
δημιουργούνται  στη  Υ,  είτε  με  κάποια  εισαγωγή  τμήματος  είτε  με  τη  διαγραφή  ή  με 
ανταλλαγή  τμημάτων  εξαιτίας  κάποιας  τομής.  Μία  τομή  υπό  ανίχνευση  εισάγεται  στη  Χ 
σύμφωνα με την τετμημένη της. Βέβαια μία τομή μπορεί να ανιχνευθεί πολλές φορές. Το 
πρόβλημα  της  πολλαπλής  καταγραφής  μιας  τομής  μπορεί  να  επιλυθεί  κάνοντας  έναν 
έλεγχο  αν  η  συγκεκριμένη  τομή  έχει  καταγραφεί  ξανά.  Ένας  άλλος  τρόπος  επίλυσης  του 
προβλήματος  της  πολλαπλής  καταγραφής  είναι  να  αφαιρούνται  από  την  Υ  τα  τεμνόμενα 
τμήματα που δεν είναι πλέον γειτονικά. Όταν  ξαναγίνονται  γειτονικά  τότε  να εισέρχονται 
ξανά στην Υ. 
Για  την  υλοποίηση  του  συγκεκριμένου  αλγορίθμου  απαιτείται  η  εφαρμογή  κάποιων 
ελέγχων οι οποίοι αναπαρίστανται με τη βοήθεια των κατηγορημάτων. Για να γίνουν όλοι 
οι  έλεγχοι  στον  αλγόριθμο  sweep  line  πρέπει  να  χρησιμοποιήσουμε  και  τα  πέντε 
κατηγορήματα.  
 
 
 
 
 
5. Διαφοροποιημένος 
αλγόριθμος σάρωσης ευθείας 
Μια παραλλαγή του αλγόριθμου σάρωσης ευθείας δεν απαιτεί την προσπέλαση 
των  τομών  κατά  αύξουσα  τετμημένη.  Τα  βήματα  τα  οποία  ακολουθεί  ο 
συγκεκριμένος αλγόριθμος είναι τα εξής : 
1. Τοποθετεί τα άκρα των ευθύγραμμων τμημάτων κατά αύξουσα σειρά ως προς 
x..  Δημιουργεί  ένα  δένδρο  αναζήτησης  που  στα  φύλλα  του  έχει  τα  άκρα  Ei  των 
τμημάτων. 
2. Κάθε φύλλο Ej δείχνει σε μια συνδεδεμένη λίστα L(Ej) η οποία μελλοντικά θα 
γεμίσει  με  τα  τεμνόμενα  τμήματα  στο  διάστημα  (Ej,  Ej+1]  τα  οποία  γενικά 
θεωρούνται ενεργά ζεύγη για τη συγκεκριμένη λωρίδα (slab). 
3.  Αρχίζει  η  σάρωση.  Αν  συναντήσει  η  ευθεία  σάρωσης  αριστερό  άκρο 
ευθυγράμμου  τμήματος  κάνει  εισαγωγή  του  τμήματος  στο  Υ.  Αν  συναντήσει  δεξί 
άκρο κάνειδιαγραφή του τμήματος από το Υ. 
4.  Αν  γίνει  σάρωση  ενός  νέου  τμήματος  ελέγχεται  αν  αυτό  τέμνεται  με  τα 
γειτονικά τμήματα. 
5. Καθορίζεται σε ποια λωρίδα βρίσκεται η τομή. 
6. Αν τα Sk, Sl είναι γειτονικά στο Υ και εφόσον γνωρίζουμε ότι τέμνονται στο (Εi, 
Εi+1], τα εισάγουμε στη λίστα L(Ei) και θεωρούνται ενεργά. 
7. Κάθε νέο ενεργό ζεύγος εισάγεται στο τέλος της λίστας. 
8.  Μόλις  η  σάρωση  φτάσει  στη  λωρίδα  (Εi,  Εi+1],  ελέγχουμε  αν  ισχύει  η 
γειτονικότητα  για  τα  ενεργά  ζεύγη  που  υπάρχουν  στην  αντίστοιχη  λίστα.  Αν  δεν 
ισχύει η γειτονικότητα διαγράφονται από τη λίστα. 
9.  Τα  ενεργά  ζεύγη  της  συγκεκριμένης  λωρίδας  γίνονται  πλέον  πρωτεύοντα 
(δηλαδή έχουν προτεραιότητα μιας και η συγκεκριμένη λίστα είναι υπό εξέταση τη 
δεδομένη στιγμή). 
10.  Από  το  ένα  άκρο  της  λίστας  (αρχή  ή  τέλος)  καταγράφονται  οι  τομές  και 
ανταλλάσσονται τα αντίστοιχα τμήματα στο Υ. 
11.  Σε  κάθε  ανταλλαγή  τμημάτων  επανελέγχονται  οι  γειτονικότητες.  Είτε 
εισάγεται  ένα  νέο  ζεύγος στη δεδομένη  λίστα,  είτε  διαγράφεται  κάποιο ή  κάποια 
ζεύγη από τη δεδομένη λίστα, είτε εισάγεται ένα νέο ενεργό ζεύγος σε κάποια άλλη 
λίστα. 
12. Μόλις η λίστα της συγκεκριμένης λωρίδας δεν έχει πλέον πρωτεύοντα ζεύγη, 
σημαίνει  πως  έχουν  καταγραφεί  όλες  οι  τομές  της  λωρίδας.  Η  ευθεία  σάρωσης 
συναντά το επόμενο άκρο και στη συνέχει την επόμενη λωρίδα. 
13. Η διαδικασία επαναλαμβάνεται μέχρι να τελειώσουν τα άκρα των τμημάτων 
Για  την  επίλυση  του  τροποποιημένου  αλγορίθμου  σάρωσης  ευθείας  απαιτείται  ο 
έλεγχος  που  πραγματοποιείται  από  τα  τρία  πρώτα  κατηγορήματα,  μιας  και  δεν 
γίνεται ταξινόμηση των σημείων τομής.  
 
 
 
 
 
 
 
 
 
 
 
Παραδείγματα 
Ακολουθούν  δύο  παραδείγματα  υλοποίησης  του  τροποποιημένου αλγορίθμου 
σάρωσης ευθείας. Για κάθε παράδειγμα στον πίνακα που ακολουθεί φαίνονται για 
κάθε  λωρίδα ο  εντοπισμός  των  τομών  και  η  προσπέλασή  τους.  Πιο  συγκεκριμένα 
στη  λίστα  Y‐(Ej+1)  με  κόκκινο  χρώμα  σημειώνονται  τα  ευθύγραμμα  τμήματα  που 
αλλάζουν θέση μεταξύ  τους,  δηλαδή εκείνα για  τα οποία έχει  καταγραφεί η  τομή 
τους.  Στη λίστα Y+  (Ej+1)  το σημείο τομής μεταξύ δύο  τμημάτων δηλώνεται, όπου 
φαίνεται  και  σε  ποια  λωρίδα  ανήκει  η  τομή.  Στη  λίστα  L(Ej)  για  κάθε  λωρίδα 
καταγράφονται  τα  ευθύγραμμα  τμήματα  που  τέμνονται  μεταξύ  τους.  Αν  κάποιο 
από  τα  καταγεγραμμένα  ζεύγη,  σταματήσει  να  είναι  γειτονικό  τότε  το  ζευγάρι 
καταγράφεται με κόκκινο χρώμα και διαγράφεται από τη λίστα, μέχρι να ξαναγίνει 
γειτονικό οπότε επανέρχεται. 
Παράδειγμα 1 
Δίνονται  10  ευθύγραμμα  τμήματα  (Σχήμα  5.1)  και  ζητείται  να  βρεθούν  τα 
σημεία τομής μεταξύ τους. 
 
 
 
 
Παράδειγμα 2  
Δίνονται 8 ευθύγραμμα τμήματα (Σχήμα 5.2) και ζητείται να βρεθούν τα σημεία 
τομής μεταξύ τους. 
 
 
 
 
 
 
6. Τομές μεταξύ δύο συνόλων μη 
τεμνόμενων ευθύγραμμων 
τμημάτων 
 
Έστω  δύο  σύνολα  ευθυγράμμων  τμημάτων  Sr  (red  set)  και  Sb  (blue  set).  Δεν 
υπάρχουν δύο τμήματα που να ανήκουν στο  ίδιο σύνολο, είτε το Sr είτε το Sb,  τα 
οποία να τέμνονται μεταξύ τους. Έστω ότι nr και nb το πλήθος των τμημάτων Sr και 
Sb αντίστοιχα. Ο αλγόριθμος αναζητά τις τομές των τμημάτων του ενός συνόλου Sr 
με τα τμήματα του άλλου συνόλου Sb.  
Η  διαδικασία  που  ακολουθείται  αποτελείται  από  δύο  φάσεις.  Η  πρώτη,  είναι 
μια προεργασία που βοηθά να εντοπιστούν τα ενεργά ζεύγη των τμημάτων, ενώ η 
δεύτερη είναι ο αλγόριθμος σάρωσης ευθείας. Όταν εντοπιστεί ένα ενεργό ζεύγος 
ελέγχεται αν στην αντίστοιχη περιοχή Τbr υπάρχουν άλλα ευθύγραμμα τμήματα ή 
άκρα τους. Στην περίπτωση που δεν υπάρχουν προχωράει η ευθεία σάρωσης L στην 
τομή τους, διαφορετικά συνεχίζει τη σάρωση, μέχρι η περιοχή Τbr να μην περιέχει 
άλλα ευθύγραμμα τμήματα ή άκρα τους. 
 
 
Τα βήματα που ακολουθεί ο αλγόριθμος με μεγαλύτερη σαφήνεια είναι τα εξής: 
1. Ταξινομεί τα άκρα των τμημάτων κατά αύξουσα σειρά ως προς x (και τα μπλε 
και τα κόκκινα μαζί σε μία κοινή σειρά). 
2.  Αρχίζει  η  σάρωση.  Αν  συναντήσει  η  ευθεία  σάρωσης  αριστερό  άκρο 
ευθυγράμμου  τμήματος  κάνει  εισαγωγή  του  τμήματος  στο  Υ.  Αν  συναντήσει  δεξί 
άκρο κάνει διαγραφή του τμήματος από το Υ. 
3.  Αν  γίνει  εισαγωγή  ενός  νέου  τμήματος,  ελέγχεται  αν  αυτό  τέμνεται  με  τα 
γειτονικά τμήματα. 
4. Αν τέμνεται, ελέγχεται αν στην περιοχή Tbr υπάρχουν μπλε ή κόκκινα άκρα. 
5. Αν υπάρχουν, τότε δεν επεξεργάζεται η τομή και συνεχίζει η ευθεία σάρωσης 
στο επόμενο άκρο. 
6. Αν δεν υπάρχουν, εισάγει τα τεμνόμενα ζεύγη σε μια δομή P. Όσο το P έχει 
τεμνόμενα  ζεύγη,  επεξεργάζεται αυτά, δηλαδή αλλάζει  τις θέσεις στα Sb, Sr στο Υ 
και τα διαγράφει από την P. Όταν η P δεν έχει άλλα ζεύγη τότε συνεχίζει η σάρωση 
στο επόμενο άκρο. 
7. Η διαδικασία επαναλαμβάνεται μέχρι να τελειώσουν τα άκρα των τμημάτων. 
 
 
 
 
 
 
 
 
7. Ανάλυση Βημάτων 
αλγορίθμου 
 
Βήμα 1ο 
Αρχικοποιούμε  τον  πίνακα  «γεγονότων»  S.  Όταν  εννοούμε  «γεγονότα» 
εννοούμε όλα τα σημεία ενδιαφέροντος στα οποία έχουμε αλλαγή κατάστασης του 
αλγορίθμου, τα οποία είναι: 
 Τα άκρα ευθυγράμμων τμημάτων 
 Τα σημεία τομής των τμημάτων  
Ο  πίνακας  S  αρχικά  πρέπει  να  περιέχει  όλα  τα  σημεία‐τέλη  των 
ευθυγράμμων  τμημάτων  ταξινομημένα  με  βάση  την  τεταγμένη  τους 
(συντεταγμένου του άξονα y). 
 
Σε περίπτωση που δύο σημεία έχουν  ίδια  τεταγμένη,  τότε  το σημείο με  τη 
μικρότερη τετμημένη θα θεωρείται ότι έχει προτεραιότητα, σαν να θεωρούμε ότι η 
ευθεία σάρωσης έχει μια μικρή αρνητική κλίση, όπως απεικονίζεται παραπάνω. 
Βήμα 2ο 
Αρχικοποιούμε τον πίνακα «κατάστασης» Τ. Ο πίνακας κατάστασης περιέχει 
τα  ευθύγραμμα  τμήματα,  με  τη  σειρά  που  αυτά  «σαρώνονται»  από  τη  γραμμή 
σάρωσης, από αριστερά προς τα δεξιά, απειροελάχιστα κάτω από εκάστοτε σημείο 
ενδιαφέροντος (event point). 
Βήμα 3ο 
Ξεκινάμε τη διαχείριση του πίνακα γεγονότων S. Ξεκινώντας από το σημείο 
με  την μεγαλύτερη  τεταγμένη,  διαχειριζόμαστε  τον πίνακα κατάστασης Τ με βάση 
αυτό  το  σημείο.  Αφότου  λοιπόν  διαγραφεί  αυτό  το  σημείο  από  τον  πίνακα  S, 
συνεχίζουμε με τον επόμενο σημείο στη λίστα. Πρέπει να σημειωθεί ότι στη πορεία 
του  αλγορίθμου,  υπάρχει  περίπτωση  να υπολογισθεί  κάποια  τομή  ευθυγράμμων 
τμημάτων  η  οποία  θα  πρέπει  να  προστεθεί  στο  πίνακα  S,  και  μάλιστα  στη 
κατάλληλη θέση ώστε να διατηρηθεί η σειρά με βάση την τεταγμένη των σημείων 
στον πίνακα. 
Βήμα 4ο 
ΔΙΑΧΕΙΡΙΣΗ ΕΚΑΣΤΟΤΕ ΣΗΜΕΙΟΥ P. 
Ορίζουμε έστω: 
Σύνολο  Περιγραφή 
U(p)  Σύνολο των ευθυγράμμων τμημάτων που έχουν το εκάστοτε 
σημείο p ως άνω άκρο (το άκρο του τμήματος με τη μεγαλύτερη 
τεταγμένη) 
L(p)  Σύνολο των ευθυγράμμων τμημάτων που έχουν το εκάστοτε 
σημείο p ως κάτω άκρο (το άκρο του τμήματος με τη μικρότερη 
τεταγμένη) 
C(p)  Σύνολο των ευθυγράμμων τμημάτων που έχουν το εκάστοτε 
σημείο p ως μέρος τους, και όχι ένα από τα άκρα τους 
 
Και η διαχείριση συνεχίζει ως εξής: 
Διαδικασία 1 
Εφόσον  η  ένωση  των  συνόλων  U(p),L(p)  και  C(p)  περιέχουν  παραπάνω  από  ένα 
ευθύγραμμα τμήματα, τότε γίνεται αναφορά του σημείου p ως σαν τομή αυτών των 
τμημάτων. 
Διαδικασία 2 
Διαγραφή της ένωσης των συνόλων L(p) και C(p), από το πίνακα κατάστασης T  
Διαδικασία 3 
Εισαγωγή της ένωσης των συνόλων U(p) και C(p) στον πίνακα Τ, με αναστραμμένη 
φορά  από  αυτή  που  είχαν‐  αυτό  είναι    λογικό,  καθώς  η  ταξινόμηση  των 
ευθυγράμμων  τμημάτων  του  πίνακα  Τ,  πραγματοποιείται  με  βάση  που  αυτά 
«σαρώνονται»  από  τη  γραμμή  σάρωσης,  από  αριστερά  προς  τα  δεξιά, 
απειροελάχιστα κάτω από εκάστοτε σημείο ενδιαφέροντος (event point). 
Διαδικασία 4 
Εφόσον  η  ένωση  των  συνόλων  U(p)  και  C(p)  δε  περιέχει  ευθύγραμμα  τμήματα, 
πραγματοποιείται  έλεγχο  για  εύρεση  νέου  σημείου  ενδιαφέροντος  μεταξύ  του 
ευθύγραμμου  τμήματος  που  βρίσκεται  αριστερά  και  δεξιά  του  σημείου  p  στον 
πίνακα Τ.  
Διαδικασία 5 
Εφόσον όμως η  ένωση  των συνόλων U(p)  και C(p)  περιέχει  ευθύγραμμα  τμήματα 
τότε πραγματοποιούμε τον ίδιο έλεγχο 
 μεταξύ του πιο «αριστερού» τμήματος στην ένωση αυτή μέσα στο πίνακα Τ, 
και αριστερού γείτονα του τμήματος αυτού στον πίνακα Τ. 
 μεταξύ του πιο «δεξιού» τμήματος στην ένωση αυτή μέσα στο πίνακα Τ, και 
δεξιού γείτονα του τμήματος αυτού στον πίνακα Τ. 
Βήμα5ο 
ΈΛΕΓΧΟΣ ΓΙΑ ΕΥΡΕΣΗ ΝΕΟΥ ΣΗΜΕΙΟΥ ΕΝΔΙΑΦΕΡΟΝΤΟΣ 
Ο  έλεγχος  για  εύρεση  νέου  σημείου  ενδιαφέροντος  μεταξύ  των  δύο  υπό 
εξέταση ευθυγράμμων τμημάτων, πραγματοποιείται ουσιαστικά με την αναζήτηση 
τομής  τους  κάτω  από  την  ευθεία  σάρωσης,  ή  εφόσον  είναι  η  τομή  πάνω  στην 
ευθεία  σάρωσης,  δεξιά  από  το  σημείο  p.  Εφόσον  λοιπόν  υπάρχει  τέτοιο  σημείο 
τομής,  καταχωρείται  στον  πίνακα  κατάστασης  S,  ταξινομημένο  με  τρόπο  που 
περιγράφθηκε παραπάνω. 
 
 
8. Παράδειγμα 
Για να γίνει πιο κατανοητός ο αλγόριθμος, θα αναλύσουμε την πορεία του 
αλγορίθμου, στο παρακάτω παράδειγμα: 
 
Στη συγκεκριμένη περίπτωση,  έχουμε να κάνουμε  τον έλεγχο για  τομές μεταξύ 4 
ευθυγράμμων τμημάτων. 
Όπως  παρατηρούμε  στο  συγκεκριμένο  παράδειγμα,  το  ευθύγραμμο  τμήμα  3 
αποτελεί  ιδιαίτερη περίπτωση, καθώς το κάτω άκρο του τμήματος συμπίπτει με τη τομή 
των ευθυγράμμων τμημάτων 1 και 2 (τομή που σημειώνεται στο παραπάνω σχήμα). 
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Βήμα 1ο 
 Ο  πίνακας  S  αρχικά  πρέπει  να  περιέχει  όλα  τα  σημεία‐τέλη  των  ευθυγράμμων 
τμημάτων ταξινομημένα με βάση την τεταγμένη τους (συντεταγμένου του άξονα y). 
 
 
 
Σημείο 1 
Σημείο 2 
Σημείο 3 
Σημείο 4 
Σημείο 5 
Σημείο 6 
Σημείο 7 
S    = 
Υψηλότερες 
συντεταγμένες y 
Χαμηλότερες 
συντεταγμένες y 
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5 Σημείο 1 ‐> (0,5)
Σημείο 3 ‐> (0,2)  Σημείο 4 ‐> (2,2) 
Σημείο 5 ‐> (1,1)
Σημείο 2 ‐> (2,5)
Σημείο 6 ‐> (0,0) Σημείο 8 ‐> (2,0)Σημείο 7 ‐> (1,0)
Όπως απεικονίζεται παραπάνω για τα σημεία με την ίδια τεταγμένη, π.χ. όπως τα 
σημεία 1 και 2, προτεραιότητα έχει το σημείο με τη μικρότερη τετμημένη, για παράδειγμα 
το σημείο 1 έναντι του σημείου 2. 
 
Βήμα 2ο 
Έστω πίνακας κατάστασης Τ που προς το παρών είναι κενός. 
ܶ ൌ ሼ׎ሽ 
Βήμα 3ο 
Διαχείριση πρώτου σημείου σε προτεραιότητα στον πίνακα S δηλαδή του σημείου 
1. 
 
 
Το  ευθύγραμμο  τμήμα  4  έχει  αυτό  το  σημείο  ως  πάνω  άκρο,  ενώ  κανένα  άλλο 
τμήμα δεν περιέχει το σημείο αυτό ως κάτω άκρο, ή μέρος του. Άρα: 
 
ܷሺ݌ሻ ൌ ሼݏସሽ 
ܮሺ݌ሻ ൌ ሼ׎ሽ 
ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏସሽ  
ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏସሽ  
Σημείο 1 
Σημείο 2 
Σημείο 3 
Σημείο 4 
Σημείο 5 
Σημείο 6 
Σημείο 7 
Σημείο 8 
Διαδικασία 1 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ δε περιέχει πάνω από 1 
ευθύγραμμο τμήμα. 
Διαδικασία 2 
Καμία ενέργεια γιατί  το σύνολο ܮሺ݌ሻ ׫ ܥሺ݌ሻ είναι κενό. 
Διαδικασία 3 
Εισαγωγή  του συνόλου ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏସሽ  στο  ܶ ൌ ሼ׎ሽ .Άρα: 
ܶ ൌ ሼݏସሽ 
Διαδικασία 4 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܥሺ݌ሻ δεν είναι κενό. 
 
Διαδικασία 5 
Καμία ενέργεια γιατί  το σύνολο ߒ έχει μόνο ένα στοιχείο. 
Διαχείριση  επόμενου  σημείου  σε  προτεραιότητα  στον  πίνακα  S  δηλαδή  του 
σημείου 2. 
 
 
Σημείο 1 
Σημείο 2 
Σημείο 3 
Σημείο 4 
Σημείο 5 
Σημείο 6 
Σημείο 7 
Σημείο 8
Έχει διαγραφεί… 
Το  ευθύγραμμο  τμήμα  3  έχει  αυτό  το  σημείο  ως  πάνω  άκρο,  ενώ  κανένα  άλλο 
τμήμα δεν περιέχει το σημείο αυτό ως κάτω άκρο, ή μέρος του. Άρα: 
 
ܷሺ݌ሻ ൌ ሼݏଷሽ 
ܮሺ݌ሻ ൌ ሼ׎ሽ 
ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଷሽ  
ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଷሽ  
Διαδικασία 1 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ δε περιέχει πάνω από 1 
ευθύγραμμο τμήμα. 
Διαδικασία 2 
Καμία ενέργεια γιατί  το σύνολο ܮሺ݌ሻ ׫ ܥሺ݌ሻ είναι κενό. 
Διαδικασία 3 
Εισαγωγή  του συνόλου ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଷሽ  στο  ܶ ൌ ሼݏସሽ .Άρα: 
ܶ ൌ ሼݏସ, ݏଷሽ 
Το ݏଷ τοποθετείται δεξιά του ݏସ, γιατί έχει μεγαλύτερη τετμημένη. 
Διαδικασία 4 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܥሺ݌ሻ δεν είναι κενό. 
 
Διαδικασία 5 
Έλεγχος για τομή μεταξύ ݏସ, ݏଷ κάτω από την ευθεία σάρωσης. Δεν υπάρχει. 
 
Διαχείριση  επόμενου  σημείου  σε  προτεραιότητα  στον  πίνακα  S  δηλαδή  του 
σημείου 3. 
 
 
Το  ευθύγραμμο  τμήμα  2  έχει  αυτό  το  σημείο  ως  πάνω  άκρο,  ενώ  κανένα  άλλο 
τμήμα δεν περιέχει το σημείο αυτό ως κάτω άκρο, ή μέρος του. Άρα: 
 
ܷሺ݌ሻ ൌ ሼݏଶሽ 
ܮሺ݌ሻ ൌ ሼ׎ሽ 
ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଶሽ  
ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଶሽ  
 
Διαδικασία 1 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ δε περιέχει πάνω από 1 
ευθύγραμμο τμήμα. 
Διαδικασία 2 
Καμία ενέργεια γιατί  το σύνολο ܮሺ݌ሻ ׫ ܥሺ݌ሻ είναι κενό. 
Διαδικασία 3 
Εισαγωγή  του συνόλου ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଶሽ  στο  ܶ ൌ ሼ׎ሽ .Άρα: 
Σημείο 1 
Σημείο 2 
Σημείο 3 
Σημείο 4 
Σημείο 5 
Σημείο 6 
Σημείο 7 
Σημείο 8
Έχει διαγραφεί… 
Έχει διαγραφεί… 
ܶ ൌ ሼݏଶ, ݏସ, ݏଷሽ 
Το ݏଶ τοποθετείται αριστερά του ݏସ, γιατί βρίσκεται αριστερά του ݏସ πάνω στην 
ευθεία σάρωσης. 
Διαδικασία 4 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܥሺ݌ሻ δεν είναι κενό. 
 
Διαδικασία 5 
Έλεγχος  για  τομή  μεταξύ  ݏଶ, ݏସ  κάτω  από  την  ευθεία  σάρωσης.  Υπάρχει.  Οπότε 
έχουμε  εισαγωγή  της  τομής 1  στον  πίνακα  S,  μετά  όμως  το  σημείο 4  και  πριν  το 
σημείο  5  (η  τεταγμένη  του  σημείου  είναι  ανάμεσα  στις  τεταγμένες  των  σημείων 
αυτών).  
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Τομή 1
 
 
Διαχείριση  επόμενου  σημείου  σε  προτεραιότητα  στον  πίνακα  S  δηλαδή  του 
σημείου 4. 
 
 
Το  ευθύγραμμο  τμήμα  1  έχει  αυτό  το  σημείο  ως  πάνω  άκρο,  ενώ  κανένα  άλλο 
τμήμα δεν περιέχει το σημείο αυτό ως κάτω άκρο, ή μέρος του. Άρα: 
 
ܷሺ݌ሻ ൌ ሼݏଵሽ 
ܮሺ݌ሻ ൌ ሼ׎ሽ 
ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଵሽ  
ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଵሽ  
 
Διαδικασία 1 
Σημείο 4 
Τομή 1 
Σημείο 5 
Σημείο 6 
Σημείο 7 
Σημείο 8
Σημείο 1 
Σημείο 2 
Σημείο 3 
Σημείο 4 
Σημείο 5 
Σημείο 6 
Σημείο 7 
Σημείο 8
Έχει διαγραφεί… 
Έχει διαγραφεί… 
Έχει διαγραφεί… 
Σημείο εισαγωγής 
Τομής 1 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ δε περιέχει πάνω από 1 
ευθύγραμμο τμήμα. 
Διαδικασία 2 
Καμία ενέργεια γιατί  το σύνολο ܮሺ݌ሻ ׫ ܥሺ݌ሻ είναι κενό. 
Διαδικασία 3 
Εισαγωγή  του συνόλου ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଵሽ  στο  ܶ ൌ ሼ׎ሽ .Άρα: 
ܶ ൌ ሼݏଶ, ݏସ, ݏଷ, ݏଵሽ 
Διαδικασία 4 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܥሺ݌ሻ δεν είναι κενό. 
 
Διαδικασία 5 
Έλεγχος  για  τομή μεταξύ  ݏଷ, ݏଵ  κάτω από  την  ευθεία  σάρωσης.  Υπάρχει.  Όμως  το 
σημείο τομής υπάρχει ήδη ως κάτω άκρο του ευθύγραμμου τμήματος 3 (σημείο 5).  
Απλά  αποθηκεύεται  πλέον  η  πληροφορία  ότι  το  σημείο  5  είναι  και  τομή  των 
τμημάτων 3 και 1. 
Διαχείριση επόμενου σημείου σε προτεραιότητα στον πίνακα S δηλαδή της τομής 
1. 
 
 
 
ܷሺ݌ሻ ൌ ሼ׎ሽ 
Τομή 1 
Σημείο 5 
Σημείο 6 
Σημείο 7 
Σημείο 8
ܮሺ݌ሻ ൌ ሼ׎ሽ 
ܥሺ݌ሻ ൌ ൛ݏଶ,ݏସൟ 
ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଶ,, ݏସൟ  
ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଶ,ݏସൟ  
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଶ,ݏସൟ 
 
Διαδικασία 1 
Το σύνολο ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ περιέχει πάνω από 1 ευθύγραμμο τμήμα άρα 
αναφέρεται η τομή 1 ως τομή μεταξύ αυτών των 2 ευθυγράμμων τμημάτων 
ݏଶ ߢߙߡ ݏସ. 
Διαδικασία 2 
Διαγραφή  του σύνολο ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଶ,ݏସൟ  από το Τ. Άρα: 
ܶ ൌ ሼݏଶ, ݏସ, ݏଷ, ݏଵሽ       ߒ ൌ ሼݏଷ, ݏଵሽ 
 
Διαδικασία 3 
Εισαγωγή  του συνόλου ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଶ,ݏସൟ στο  ܶ ൌ ሼݏଷ, ݏଵሽ .Άρα: 
ܶ ൌ ሼݏସ, ݏଶ, ݏଷ, ݏଵሽ 
Διαδικασία 4 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܥሺ݌ሻ δεν είναι κενό. 
 
Διαδικασία 5 
Έλεγχος για τομή μεταξύ ݏଶ, ݏଷ κάτω από την ευθεία σάρωσης. Υπάρχει. Όμως αυτή 
η τομή έχει ήδη αναφερθεί(σημείο 5)..  
Απλά  αποθηκεύεται  πλέον  η  πληροφορία  ότι  το  σημείο  5  είναι  και  τομή  των 
τμημάτων 3 και 2. 
Σε συνδυασμό και  της προηγούμενης τομής που θεωρήθηκε το σημείο 5 μεταξύ 
των τμημάτων 3 και 1, πλέον το σημείο θωρείται τομή 3 τμημάτων: 1,2 και 3. 
 
Διαχείριση  επόμενου  σημείου  σε  προτεραιότητα  στον  πίνακα  S  δηλαδή  του 
σημείου 5. 
 
 
 
ܷሺ݌ሻ ൌ ሼ׎ሽ 
ܮሺ݌ሻ ൌ ሼݏଷሽ 
ܥሺ݌ሻ ൌ ൛ݏଵ,ݏଶൟ 
ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଶ,, ݏଷ, ݏଵൟ  
ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଶ,, ݏଷ, ݏଵൟ 
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଵ,ݏଶൟ 
 
Διαδικασία 1 
Το σύνολο ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ περιέχει πάνω από 1 ευθύγραμμο τμήμα άρα 
αναφέρεται η τομή 1 ως τομή μεταξύ αυτών των 2 ευθυγράμμων τμημάτων 
ݏଵ ߢߙߡ ݏଶ. 
Διαδικασία 2 
Διαγραφή  του σύνολο ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଶ,, ݏଷ, ݏଵൟ   από το ܶ ൌ ሼݏସ, ݏଶ, ݏଷ, ݏଵሽ. Άρα: 
Σημείο 5 
Σημείο 6 
Σημείο 7 
Σημείο 8 
ܶ ൌ ሼݏସ, ݏଶ, ݏଷ, ݏଵሽ       ߒ ൌ ሼݏସሽ 
 
Διαδικασία 3 
Εισαγωγή  του συνόλου ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଵ,ݏଶൟ στο  ߒ ൌ ሼݏସሽ .Άρα: 
ܶ ൌ ሼݏସ, ݏଵ, ݏଶሽ 
Διαδικασία 4 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܥሺ݌ሻ δεν είναι κενό. 
 
Διαδικασία 5 
Έλεγχος για τομή μεταξύ ݏସ, ݏଵ κάτω από την ευθεία σάρωσης. Υπάρχει. Αυτή η τομή 
πρέπει να αναφερθεί.  
 
 
Διαχείριση επόμενου σημείου σε προτεραιότητα στον πίνακα S δηλαδή της τομής 
1. 
 
 
 
ܷሺ݌ሻ ൌ ሼ׎ሽ 
Τομή 1 
Σημείο 6 
Σημείο 7 
Σημείο 8 
 
Σημείο 6 
Σημείο 7 
Σημείο 8 
Σημείο εισαγωγής 
Τομής 2 
ܮሺ݌ሻ ൌ ሼ׎ሽ 
ܥሺ݌ሻ ൌ ൛ݏଵ,ݏସൟ 
ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଵ,ݏସൟ  
ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଵ,ݏସൟ 
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଵ,ݏସൟ 
 
Διαδικασία 1 
Το σύνολο ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ περιέχει πάνω από 1 ευθύγραμμο τμήμα άρα 
αναφέρεται η τομή 1 ως τομή μεταξύ αυτών των 2 ευθυγράμμων τμημάτων 
ݏଵ ߢߙߡ ݏସ. 
Διαδικασία 2 
Διαγραφή  του σύνολο ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଵ,ݏସൟ   από το  ܶ ൌ ሼݏସ, ݏଵ, ݏଶሽ. Άρα: 
ܶ ൌ ሼݏସ, ݏଵ, ݏଶሽ       ߒ ൌ ሼݏଶሽ 
Διαδικασία 3 
Εισαγωγή  του συνόλου ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ൛ݏଵ,ݏଶൟ στο  ߒ ൌ ሼݏସሽ .Άρα: 
ܶ ൌ ሼݏଵ, ݏସ, ݏଶሽ 
Διαδικασία 4 
Καμία ενέργεια γιατί  το σύνολο ܷሺ݌ሻ ׫ ܥሺ݌ሻ δεν είναι κενό. 
 
Διαδικασία 5 
Έλεγχος για τομή μεταξύ ݏସ, ݏଶ κάτω από την ευθεία σάρωσης. Υπάρχει τομή όμως 
πάνω από την ευθεία σάρωσης. Άρα αυτή η τομή δεν πρέπει να αναφερθεί.  
 
Διαχείριση  επόμενου  σημείου  σε  προτεραιότητα  στον  πίνακα  S  δηλαδή  του 
σημείου 6. 
 
 
 
ܷሺ݌ሻ ൌ ሼ׎ሽ 
ܮሺ݌ሻ ൌ ሼݏଵሽ 
ܥሺ݌ሻ ൌ ሼ׎ሽ 
ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଵሽ  
ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଵሽ 
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼ׎ሽ 
 
Διαδικασία 1 
Το σύνολο ܷሺ݌ሻ ׫ ܮሺ݌ሻ ׫ ܥሺ݌ሻ δεν περιέχει πάνω από 1 ευθύγραμμο τμήμα. 
Διαδικασία 2 
Διαγραφή  του σύνολο ܮሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼݏଵሽ   από το   ܶ ൌ ሼݏଵ, ݏସ, ݏଶሽ. Άρα: 
ܶ ൌ ሼݏଵ, ݏସ, ݏଶሽ       ߒ ൌ ሼݏସ, ݏଶሽ 
Διαδικασία 3 
ܷሺ݌ሻ ׫ ܥሺ݌ሻ ൌ ሼ׎ሽ 
Διαδικασία 4 
Καμία ενέργεια γιατί  δεν υπάρχει ταυτόχρονα αριστερός και δεξιός γείτονας του 
σημείου 6 στον πίνακα Τ. 
Διαδικασία 5 
Σημείο 6 
Σημείο 7 
Σημείο 8
Έλεγχος για τομή μεταξύ ݏସ, ݏଶ κάτω από την ευθεία σάρωσης. Υπάρχει τομή όμως 
πάνω από την ευθεία σάρωσης. Άρα αυτή η τομή δεν πρέπει να αναφερθεί.  
 
Συνεχίζοντας και για τα άλλα 2 σημεία, απλά αποχωρούν και αυτά από τον πίνακα 
S. 
Οπότε τελικά υπολογίστηκαν οι 3 τομές. 
 
 
 
 
 
 
 
Εφαρμογές Αλγορίθμου – Παραδείγματα 
9. Εφαρμογη 1η 
 
Αριθμός ευθυγράμμων τμημάτων  4 
Αριθμός τομών  3 
Χρόνος εκτέλεσης απλού αλγορίθμου  0.0030 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.0030 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  0.9832 
 
Περιγραφή 
Έλεγχος απόδοσης αλγορίθμου Sweep line, έναντι κλασσικού αλγορίθμου   ߍሺ݊ଶሻ. Χρήση 4 
τυχαίων ευθυγράμμων τμημάτων από τα οποία μόνο τα 3 τέμνονται. 
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10. Εφαρμογη 2η 
Αριθμός ευθυγράμμων τμημάτων  300 
Αριθμός τομών  30 
Χρόνος εκτέλεσης απλού αλγορίθμου  0.1753 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.0840 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  2.0868 
 
Περιγραφή 
Έλεγχος  απόδοσης  αλγορίθμου  Sweep  line,  έναντι  κλασσικού  αλγορίθμου   ߍሺ݊ଶሻ.  Χρήση 
300 τυχαίων ευθυγράμμων τμημάτων από τα οποία μόνο τα 30 τέμνονται. 
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11. Εφαρμογη 3η 
 
Αριθμός ευθυγράμμων τμημάτων  900 
Αριθμός τομών  90 
Χρόνος εκτέλεσης απλού αλγορίθμου  1.5326 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.2409 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  6.3623 
 
Περιγραφή 
Έλεγχος  απόδοσης  αλγορίθμου  Sweep  line,  έναντι  κλασσικού  αλγορίθμου   ߍሺ݊ଶሻ.  Χρήση 
900 τυχαίων ευθυγράμμων τμημάτων από τα οποία μόνο τα 90 τέμνονται. 
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12. Εφαρμογη 4η 
Σχήμα: 
Διάγραμμα 500 παράλληλων ευθυγράμμων τμημάτων, με ένα ακόμη να τα τέμνει όλα ώστε 
να προκύπτουν 500 τομές. 
 
Σχήμα: 
Μεγέθυνση σε τμήμα του προηγούμενου διαγράμματος 
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1η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  500 
Χρόνος εκτέλεσης απλού αλγορίθμου  3.0004 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.5889 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  5.0951 
2η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  400 
Χρόνος εκτέλεσης απλού αλγορίθμου  2.9920 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.4380 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  6.8312 
3η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  300 
Χρόνος εκτέλεσης απλού αλγορίθμου  3.1250 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.3106 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  10.0602 
4η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  200 
Χρόνος εκτέλεσης απλού αλγορίθμου  2.9439 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.2311 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  12.7383 
5η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  100 
Χρόνος εκτέλεσης απλού αλγορίθμου  2.8703 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.1567 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  18.3198 
6η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  50 
Χρόνος εκτέλεσης απλού αλγορίθμου  2.7138 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.1310 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  20.7110 
7η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  25 
Χρόνος εκτέλεσης απλού αλγορίθμου  2.6376 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.1260 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  20.9368 
8η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  5 
Χρόνος εκτέλεσης απλού αλγορίθμου  2.5841 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.1209 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  21.3733 
9η Περίπτωση 
 
Αριθμός ευθυγράμμων τμημάτων  501 
Αριθμός τομών  0 
Χρόνος εκτέλεσης απλού αλγορίθμου  2.6023 δευτερόλεπτα 
Χρόνος  εκτέλεσης  αλγορίθμου  sweep 
line 
0.1225 δευτερόλεπτα 
Βαθμός βελτίωσης ταχύτητας  21.2369 
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ντι 
μού 
όνος 
, 
l:  o αριθμός των τομών 
Επομένως  η  διαφορά  χρονικής  εκτέλεσης  του  αλγορίθμου  για  διαφορετικές 
τομές,  με  τον  ίδιο  αριθμό  ευθυγράμμων  τμημάτων  είναι  γραμμική  με  τη  διαφορά  του 
αριθμού των τομών. 
Για αυτό το λόγο και στην Εικόνα 2, παρατηρούμε τη γραμμική περίπου πτώση του 
χρόνου εκτέλεσης (μέχρι ένα σημείο), με τη μείωση του αριθμού τομών. 
Βέβαια  από  κάποιο  σημείο  και  μετά  δεν  παρατηρείται  άλλη  πτώση  του  χρόνου 
εκτέλεσης, καθώς σημαντικός χρόνος χάνεται στην εκτέλεση βιβλιοθηκών συναρτήσεων της 
γλώσσας προγραμματισμού Matlab, θέμα που δεν εμπλέκεται με την πραγματική φύση του 
αλγορίθμου. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
ΠΑΡΑΡΤΗΜΑ 
ΠΡΟΓΡΑΜΜΑΤΙΣΜΟΣ ΣΕ MATLAB 
 
13. Αλγόριθμος sweep line 
 
function [tElapsed] = Sweep(segments_array) 
  
    rows = size(segments_array,1); 
                   
    figure(2); 
    hold all; 
    for i=1:(rows/2) 
        figure_x = [segments_array(2*(i-1)+1,1) 
segments_array(2*(i-1)+2,1)]; 
        figure_y = [segments_array(2*(i-1)+1,2) 
segments_array(2*(i-1)+2,2)]; 
        plot(figure_x,figure_y) 
        %text(segments_array(2*(i-
1)+1,1),segments_array(2*(i-
1)+1,2),num2str(i),'FontSize',14);             
        
        
%text((figure_x(1)+figure_x(2))/2,(figure_y(1)+figure
_y(2))/2,num2str(i)); 
    end 
   
    tStart=tic;     
    
     for i=1:(rows/2) 
       if segments_array(2*(i-1)+1,2) < 
segments_array(2*(i-1)+2,2) 
           temp_x = segments_array(2*(i-1)+2,1); 
           temp_y = segments_array(2*(i-1)+2,2); 
           segments_array(2*(i-1)+2,1) = 
segments_array(2*(i-1)+1,1); 
           segments_array(2*(i-1)+2,2) = 
segments_array(2*(i-1)+1,2); 
           segments_array(2*(i-1)+1,1) = temp_x; 
           segments_array(2*(i-1)+1,2) = temp_y; 
       elseif segments_array(2*(i-1)+1,2) == 
segments_array(2*(i-1)+2,2) && segments_array(2*(i-
1)+1,1) > segments_array(2*(i-1)+2,1) 
           temp_x = segments_array(2*(i-1)+2,1); 
           temp_y = segments_array(2*(i-1)+2,2); 
           segments_array(2*(i-1)+2,1) = 
segments_array(2*(i-1)+1,1); 
           segments_array(2*(i-1)+2,2) = 
segments_array(2*(i-1)+1,2); 
           segments_array(2*(i-1)+1,1) = temp_x; 
           segments_array(2*(i-1)+1,2) = temp_y; 
        end 
    end 
     
%     for i=1:(rows/2) 
%         temp_array = segments_array((2*(i-
1)+1):(2*(i-1)+2),:); 
%         temp_array = sortrows(temp_array,[-2 1]); 
%         segments_array((2*(i-1)+1):(2*(i-1)+2),:) = 
temp_array; 
%     end 
    %tElapsed1=toc(tStart) 
    %tStart=tic;     
        
    %Construct Event Queue     
         
    [b,m,n] = unique(segments_array,'rows');     
    
    Q_points=size(b,1); 
    B = b; 
  
    B(:,3) = 1:Q_points; 
  
    %tElapsed2=toc(tStart) 
    %tStart=tic;     
  
    B = sortrows(B,[2 -1]); 
    position_array =zeros(1,Q_points); 
    for i=1:Q_points 
        position_array(B(i,3)) = i; 
    end 
     
    %tElapsed3=toc(tStart) 
    %tStart=tic;     
     
    Q = cell(Q_points,4); 
    for i=1:Q_points   
        Q{i,4} = B(i,1:2); 
    end 
    %tElapsed4=toc(tStart) 
     
    %tStart=tic;     
    
    for i=1:rows 
        position1 = int16(i/2); 
        position2 = int16((i+1)/2); 
        particular_point = position_array(n(i)); 
         
        if position1 == position2 
            Q{particular_point,1}(size( 
Q{particular_point,1},2)+1) = position1; 
        else 
            Q{particular_point,2}(size( 
Q{particular_point,2},2)+1) = position1; 
        end                        
    end 
        
     
    T = zeros(1); 
    Tpoints = 0; 
    intersection_array = cell(1,3); 
    intersection_array_points = 0; 
         
    while Q_points > 0 
         
        
%plot(Q{Q_points,4}(1),Q{Q_points,4}(2),'*k'); 
         
        upper_end_points_array =    Q{Q_points,1}; 
        lower_end_points_array =    Q{Q_points,2}; 
        intersection_points_array = Q{Q_points,3}; 
        vertex_points_array =       Q{Q_points,4}; 
                      
  
        %L(p) & U(p) & C(p) 
        points1 = size(lower_end_points_array,2);         
        points2 = size(intersection_points_array,2);         
        points3 = size(upper_end_points_array,2);   
         
        whole_group_points = points1+points2+points3; 
         
        LC = [lower_end_points_array 
intersection_points_array]; 
        UC = [upper_end_points_array 
intersection_points_array]; 
               
        %Report Interesction 
        if (whole_group_points > 1) 
             
            if (points2 == 0) 
                intersection_array_points = 
intersection_array_points+1; 
                
intersection_array{intersection_array_points,1} = 
vertex_points_array(1); 
                
intersection_array{intersection_array_points,2} = 
vertex_points_array(2); 
                
%intersection_array{intersection_array_points,3} = 
whole_group; 
            end 
             
        end 
            
%         %Delete L(p) & C(p) 
%         T=setdiff(T,LC); 
%         Tpoints = size(T,2); 
         
        %Delete L(p) & C(p) 
        for i=1:(points1+points2) 
             
            segment_to_delete = LC(i); 
             
            for j=1:Tpoints 
                if T(j) == segment_to_delete 
                    T(j:(Tpoints-1)) = 
T((j+1):Tpoints); 
                    Tpoints = Tpoints - 1; 
                    T = T(1:Tpoints); 
                    break; 
                end 
            end             
        end 
         
        %Sorting U(p) & C(p) according to x of lower 
end points 
        repeat = 1; 
        UC_points = points2+points3; 
       
        while repeat == 1 
  
            repeat = 0; 
  
            for i=1:(UC_points-1) 
  
                x1 = segments_array(2*(UC(i)-1)+2,1); 
                x2 = segments_array(2*(UC(i+1)-
1)+2,1); 
                y1 = segments_array(2*(UC(i)-1)+2,2); 
                y2 = segments_array(2*(UC(i+1)-
1)+2,2); 
  
                if x2 < x1 || (x2 == x1 && y2 < y1) 
  
                    repeat = 1; 
  
                    temp1 = UC(i); 
                    UC(i) = UC(i+1); 
                    UC(i+1) = temp1; 
  
                end           
  
            end 
  
        end 
         
        %Sort T before inserting U(p) & C(p) 
according to the p coordinates 
        x0 = vertex_points_array(1); 
        y0 = vertex_points_array(2); 
              
         
        repeat = 1; 
       
        while repeat == 1 
  
            repeat = 0; 
         
            for i=1:(Tpoints-1) 
                 
                position1 = 2*(T(i)-1)+1; 
                position2 = 2*(T(i)-1)+2; 
                position3 = 2*(T(i+1)-1)+1; 
                position4 = 2*(T(i+1)-1)+2; 
  
                x1 = segments_array(position1,1); 
                y1 = segments_array(position1,2); 
                x2 = segments_array(position2,1); 
                y2 = segments_array(position2,2);             
                xnew1 = (y0*(x1-x2) + x2*y1 - 
x1*y2)/(y1-y2); 
  
                x1 = segments_array(position3,1); 
                y1 = segments_array(position3,2); 
                x2 = segments_array(position4,1); 
                y2 = segments_array(position4,2);             
                xnew2 = (y0*(x1-x2) + x2*y1 - 
x1*y2)/(y1-y2); 
  
                if xnew1 > xnew2 
                     
                    repeat = 1; 
                     
                    temp = T(i); 
                    T(i) = T(i+1); 
                    T(i+1) = temp; 
                     
                end 
  
            end 
             
        end 
         
  
         
         
         
        tempT = zeros(1,Tpoints); 
        for i=1:Tpoints 
            x1 = segments_array(2*(T(i)-1)+1,1); 
            y1 = segments_array(2*(T(i)-1)+1,2); 
            x2 = segments_array(2*(T(i)-1)+2,1); 
            y2 = segments_array(2*(T(i)-1)+2,2); 
            xnew1 = (y0*(x1-x2) + x2*y1 - x1*y2)/(y1-
y2); 
            tempT(i) = xnew1; 
        end 
                 
        current_point_position = Q_points; 
        %if UC_points = 0 - Step 
8%%%%%%%%%%%%%%%%%%%%Start%% 
        %FindNewEvent(sl,sr,p)         
        if UC_points ==0 
             
            sl_position = 0; 
            sr_position = 0; 
             
            for i=1:Tpoints 
                if (tempT(i) > x0) 
                    sr_position = i; 
                    break; 
                end 
            end 
            for i=Tpoints:-1:1 
                if (tempT(i) < x0) 
                    sl_position = i; 
                    break; 
                end 
            end 
             
            if sl_position > 0 && sr_position >0 
                 
                sl = T(sl_position); 
                sr = T(sr_position); 
  
                
[intersection_array,intersection_array_points,Q,Q_poi
nts,current_point_position] = 
FindNewEvent(segments_array, sl, 
sr,x0,y0,intersection_array,intersection_array_points
,Q,Q_points); 
            end 
             
                         
        else 
             
             
            insertion_point = Tpoints+1; 
            for i=1:Tpoints 
                if x0 < tempT(i) 
                    insertion_point = i; 
                    break; 
                end 
            end 
  
            %if UC_points > 0 - Step 
6%%%%%%%%%%%%%%%%%%%%Start%% 
            for i=Tpoints:-1:insertion_point                    
% 
                T(i+UC_points) = T(i);                          
% 
            end                                                 
% 
                                                                
% 
            for i=1:UC_points                                   
% 
                T(i+insertion_point-1) = UC(i);                 
% 
            end                                                 
% 
                                                                
% 
            Tpoints = Tpoints + UC_points;                      
% 
            %if UC_points > 0 - Step 
6%%%%%%%%%%%%%%%%%%%%End%%%% 
  
         
         
            if insertion_point > 1 
                sl = T(insertion_point - 1); 
                sr = T(insertion_point + 0); 
  
                
[intersection_array,intersection_array_points,Q,Q_poi
nts,current_point_position] = 
FindNewEvent(segments_array, sl, 
sr,x0,y0,intersection_array,intersection_array_points
,Q,Q_points);                             
            end 
             
                 
            if (insertion_point + 
UC_points)<(Tpoints+1) 
                sl = T(insertion_point + UC_points - 
1); 
                sr = T(insertion_point + UC_points); 
  
  
                
[intersection_array,intersection_array_points,Q,Q_poi
nts,current_point_position] = 
FindNewEvent(segments_array, sl, 
sr,x0,y0,intersection_array,intersection_array_points
,Q,Q_points);             
            end 
                         
        end 
             
                   
                     
  
        %Delete event point Q and replace it with the 
new event points 
        
        for i=1:4 
            Q{current_point_position,i} = []; 
        end 
         
        for i=current_point_position:(Q_points-1) 
            for j=1:4 
                Q{i,j} = Q{i+1,j}; 
            end 
        end 
        %Q(current_point_position:(Q_points-1),:) = 
Q((current_point_position+1):Q_points,:); 
         
        Q_points = Q_points-1;         
    end 
     
    tElapsed=toc(tStart); 
  
    intersection_array_points 
     for i=1:intersection_array_points 
         
plot(intersection_array{i,1},intersection_array{i,2},
'*k'); 
         
%text(intersection_array{i,1},intersection_array{i,2}
,strcat(num2str(i))); 
     end 
end 
 
14. Αλγόριθμος απλής σύγκρισης 
ευθυγράμμων τμημάτων 
(segments array) 
function [ tElapsed ] = PlainSweep( segments_array ) 
  
    %segments_array = textread('sweep5.txt'); 
    A = size(segments_array); 
         
    rows = A(1); 
     
    intersection_array = zeros(1,2); 
    intersection_array_points = 0; 
     
    tStart=tic; 
     
    for i=1:(rows/2) 
        x1 = segments_array(2*(i-1)+1,1); 
        y1 = segments_array(2*(i-1)+1,2); 
        x2 = segments_array(2*(i-1)+2,1); 
        y2 = segments_array(2*(i-1)+2,2); 
        for j=(i+1):(rows/2) 
            x3 = segments_array(2*(j-1)+1,1); 
            y3 = segments_array(2*(j-1)+1,2); 
            x4 = segments_array(2*(j-1)+2,1); 
            y4 = segments_array(2*(j-1)+2,2); 
            [ intersection_array, 
intersection_array_points] = 
FindIntersection(x1,y1,x2,y2,x3,y3,x4,y4,intersection
_array,intersection_array_points); 
        end 
    end 
    intersection_array_points 
    tElapsed=toc(tStart); 
         
end 
  
 
 
15. Πρόγραμμα σύγκρισης των 2 
παραπάνω αλγορίθμων 
 
segments_array = textread(sweep.txt'); 
  
  
t_plain_sweep = PlainSweep(segments_array) 
t_new_sweep = Sweep(segments_array) 
  
new_speed = t_plain_sweep/t_new_sweep 
  
To sweep.txt είναι το αρχείο που περιέχει όλα τα προς 
έλεγχο ευθύγραμμα τμήματα 
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