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Lyhenteet 
AJAX Asynchronous JavaScript And XML, malli, joka yhdistää tekniikoi-
ta, että nettisivuilla voidaan ladata tietoa ilman kokosivun päivi-
tystä. 
Apache Webpalvelinsovellus. 
CMS Content Management System, eli sisällönhallintaohjelmisto. Net-
tisivustojen yhteydessä sisällönhallinnalla tarkoitetaan nettisivu-
jen sisällöntuoton, -hallinnan ja esittämisen mahdollistavaa oh-
jelmistoa. 
CSS Cascading Style Sheets, mekanismi, jolla määritellään HTML-
elementtien muotoilu.  
Drupal Sisällönhallintaohjelmisto nettisivuille. Katso CMS. 
Eväste (HTTP cookie) Eväste on tietue, joita palvelin voi tallentaa käyttä-
jän laitteelle. 
HTML HyperText Markup Language, kieli, jolla kuvataan nettisivujen 
rakennetta. 
HTTP Hypertext Transfer Protocol, protokolla, jota käytetään selaimen 
ja web-palvelimen väliseen kommunikaatioon. 
HTTPS Hypertext Transfer Protocol Secure, suojattu HTTP-tiedonsiirto-
menetelmä. Katso HTTP ja SSL. 
JavaScript Suosittu ohjelmointikieli, jota yleensä ajetaan käyttäjän selaimel-
la. Sitä käytetään yleensä nettisivujen toiminnallisuuksien luon-
tiin. 
jQuery Suosittu JavaScript kirjasto, joka yksinkertaistaa JavaScriptin 
käyttöä selaimessa. 
Koukku (Hook) ”Koukku” on funktio, jolla Druaplin moduuli yhdistää toi-
mintansa Drupalin toimintaan. Katso Drupal. 
LAMP Linux, Apache, MySQL, PHP, ohjelmistopaketti, josta saadaan 
muodostettua nettisivuille kehitysalusta. Katso Apache, MySQL, 
PHP. 
MySQL Tietokantasovellus. 
Node.js JavaScript-ohjelmointikielellä ohjelmoitava alusta, katso JavaSc-
ript. 
NPM Paketinhallintaohjelma Node.js-alustalle. Katso Node.js. 
PHP PHP: Hypertext Preprocessor, ohjelmointikieli, joka sopii erityi-
sesti webkehitystyöhön.  
phpMyAdmin Ilmainen PHP-kielellä kirjoitettu sovellus, jolla voidaan hallita se-
laimella MySQL-tietokantaa. Katso PHP, MySQL.  
SAAS Software as a Service, ohjelmiston tarjoamista palveluna. 
Socket.IO Ohjelmointirajapinta, jonka avulla saavutetaan laaja selaintuki 
reaaliaikaisille websovelluksille. 
SSE Server-sent Events, tekniikka, jolla palvelin voi lähettää dataa 
käyttäjän selaimelle, ilman että käyttäjä pyytää sitä. 
SSL Secure Sockets Layer, salausprotokolla, jolla voidaan salata tie-
donsiirto. 
Ubuntu Ilmainen Linux-käyttöjärjestelmä. 
WebSocket Tekniikka, jolla voidaan lähettää viestejä selaimen ja palvelimen 
välillä ilman pyyntöjä.  
XHR XMLHttpRequest, tekniikka, joka on tarkoitettu XML-datan lata-
ukseen nettisivulle, ilman koko sivun uudelleenlatausta.  Katso 
XML 
XML Extensible Markup Language, yksinkertainen ja joustava teksti-
formaatti.
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1 Johdanto 
Keskustelua ja kommunikaatiota tapahtuu ihmisten välillä ja ryhmissä. Se on 
tärkeää myös yritysten välillä sekä yritysten sisällä. Palveluna tarjottava sovel-
lus luo ympärilleen käyttäjäkunnan, jonka tarvitsee kommunikoida keskenään. 
Näin ajateltiin myös Process Genius Oy -yrityksessä, jossa suunniteltiin, että 
heidän tarjoamiin palveluihinsa tarvittaisiin keskustelun mahdollistava moduuli. 
Palvelun kautta heidän palvelunsa käyttäjät voisivat moduulin avulla keskustella 
reaaliajassa toistensa sekä käytöntuen kanssa.  
Toimeksiantajan tarjoaman palvelun pohjana toimiva sisällönhallintajärjestelmä 
sallii itsenäisten lisäosien käytön luoden hyvän pohjan moduulin valmistuksen 
ulkoistamiseen. Webtekniikoiden ollessa minulle hyvin tuttuja päätin hyväksyä 
haasteen ja kehittää heille moduulin, joka mahdollistaisi ryhmäkeskustelun. 
Haasteeseen kuului löytää sopiva tekniikka, jonka avulla saataisiin keskustelun 
viestit toimimaan mahdollisimman pienellä palvelimen kuormalla, mahdollisim-
man reaaliaikaisesti sekä mahdollisimman vähällä tietokannan kuormituksella.  
Tehtävää lähdettiin suorittamaan selvittämällä tekniikat, joilla voitiin päästä ha-
luttuun lopputulokseen. Lopullisen tuotteen luomiseen tarvittiin oma kehityspal-
velin tarvittavine ympäristöineen. Mahdollisuuksia oli useampi, täytyi vain selvit-
tää, millä ja miten päästään lähimmäksi toivottua lopputulosta 
2 Toimeksianto 
Toimeksiantajana työlleni toimi minun kevään 2014 harjoittelupaikkani Process 
Genius Oy. Se perustettiin vuonna 2011 tarjoamaan seuraavan sukupolven 
myynninedistämis- ja opetustyökaluja teknologian alalle. Yrityksen toimiala on 
atk-laitteisto- ja ohjelmistokonsultointi (TOL: 62020), mutta käytännössä Pro-
cess Genius toimii sovelluskehittäjänä ja SAAS-palveluntarjoajana. Yritys sijait-
see Tiedepuistolla Joensuussa ja sillä on tätä kirjoittaessani 7 työntekijää ja 
muutama harjoittelija sekä lisäksi se tekee läheistä yhteistyötä Mental Mous-
tache -peliyrityksen kanssa. Yrityksen tärkeimmät tuotteet ovat PGtool, PGplant 
ja PGedu. Lisäksi Process Genius tekee yhteistyötä eri yliopistojen kanssa.  
8 
Toimeksiantotehtävänä oli siis valmistaa keskustelumoduuli, jonka valmistus 
rajattiin teknilliseen suunnitteluun ja toteutukseen. Moduulin täytyi valmistua 
Drupal-sisällönhallintajärjestelmälle siten, että se tulisi toimimaan mahdollisim-
man kevyesti ja turvallisesti, mahdollisimman reaaliaikaisesti ja tietokantaa 
kuormittamatta. Keskustelumoduulin tarkoitus oli mahdollistaa ryhmäkeskustelu, 
jonka käyttäjät rajoittuisivat kirjautuneisiin käyttäjiin. 
Sovellus oli tarkoitus ottaa käyttöön aluksi yhdessä tuotteessa, mutta lopuksi 
kaikissa palveluissa, joita Process Genius tarjoaa asiakkailleen. Keskustelumo-
duuli tulisi tukikäyttöön ja se mahdollistaisi palvelun käyttäjien ja palvelun tuki-
henkilöiden välisen keskustelun. Mahdollisia käyttötilanteita olivat teknisen avun 
pyyntö tai esimerkiksi ilmoitus ohjelmistovirheestä. 
3 Ongelmien kartoitus ja tiedonhankinta 
Vaikka webkehitys olikin minulle suhteellisen tuttua, oli Drupal-järjestelmä alus-
tana minulle tuntematon. En lähtenyt opiskelemaan sitä heti, vaan ensin täytyi 
selvittää ongelma ja siihen liittyvät tekniset ratkaisut. Tehtävän ongelma oli kes-
kustelumoduulin toimintaperiaatteessa sekä siihen halutuissa ominaisuuksissa.  
3.1 Keskusteluohjelman määrittely ja huomioitavat asiat 
Ohjelma, jonka päätarkoituksena on kahden tai useamman käyttäjän välisen 
viestinnän mahdollistaminen, voidaan kutsua kommunikointiohjelmaksi. Kom-
munikointiohjelmat ovat olleet suosittuja yritys- ja yksityiskäytössä jo monia 
vuosia. Elektronisen viestinvälityksen alkuaikoina viestinvälitystekniikoita olivat 
faksi ja sähköposti. Sähköpostin hitauden vuoksi alettiin siirtyä tekniikoiden 
mahdollistaessa keskusteluohjelmiin. Keskusteluohjelmissa voitiin lähettää ja 
vastaanottaa viestejä lähes reaaliajassa. Keskustelua ryhmissä kutsuttiin ”cha-
tiksi” ja yksityisviestejä ”pikaviesteiksi”. [1, s. 2.] 
Pikaviestit yleistyivät ja ohjelmia, jotka keskittyivät pikaviesteihin, alettiin kutsua 
pikaviestimiksi. Pian pikaviestimien ominaisuudet alkoivat laajentua esimerkiksi 
tiedostojensiirtoon, ääniviesteihin, ryhmäkeskusteluihin, internetpuheluihin ja 
videopuheluihin. Älypuhelinten yleistyessä myös pikaviestimet siirtyivät puheli-
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miin tarjoten ilmaisia tekstiviestin tyylisiä viestejä, jotka välitetään internetin yli. 
[2, s. 8–10.] 
Projektin keskusteluohjelmaan ei tullut lisäominaisuuksia, joten käsiteltävänä 
olivat perusominaisuudet, eli viestin lähetys ja vastaanotto. Ohjelmaa suunnitel-
taessa tuli ottaa huomioon viestien viiveet, tietoturva ja tuki eri alustoille. Viesti-
en viiveet määrittelee lähinnä tiedonsiirtotekniikka. Tietoturvaa saadaan yhtey-
den salaamisella, joka toimeksiantajalla on käytössä. Alustojen tukemista sekä 
tiedonsiirtotekniikoita rajoitti selainympäristö. Käytettävyyden kannalta keskus-
teluohjelmassa olennaista on nähdä, kuka lähetti viestin ja milloin se on lähetet-
ty.  
3.2 Tiedonsiirron viive -ongelma 
Toimeksiannon ongelmana oli keskustelun vaatima tiheä päivitysväli ja siihen 
käytettävä tekniikka. Vertailukohtana voidaan pitää kasvokkain käytyä keskuste-
lua tai puhelinkeskustelua ja verrata sitä kirjeeseen tai sähköpostiin. Keskuste-
lemalla puhuen, haluttava viesti toimitetaan heti lähettäjältä vastaanottajalle, 
kun taas sähköpostiviesti vaati useamman vaiheen. Ensin lähetetään viesti pal-
velimelle vastaanottajan postilaatikkoon. Viesti luetaan vasta kun vastaanottaja 
pyytää saapuneita viestejä. Jos tällä vertauskuvalla haluttaisiin että vastaanotta-
ja lukisi sähköpostinsa heti kun se saapuu, pitäisi sähköpostia tarkistaa jatku-
vasti, mistä syntyisi tarpeetonta palvelinkuormaa. Sama tiedonpäivitysongelma 
toistuu myös projektin tiedonsiirrossa, sillä viestien täytyisi olla mahdollisimman 
reaaliaikaisia, eikä viestejä haluttu tarkistaa koko aikaa, sillä siitä olisi syntynyt 
tarpeetonta kuormaa palvelimelle. 
Reaaliaikaisuuteen ja interaktiivisuuteen pyrkiminen websovelluksissa on käy-
tön kannalta tärkeää, sillä niillä saadaan käyttäjälle jouhevampi ja nopeampi 
käyttökokemus. Jotta keskustelu olisi mahdollista ryhmän kesken, viestit täytyi 
välittää palvelimen kautta, jolloin käyttäjien ja palvelimen välillä täytyisi tapahtua 
tiedonvälittämistä. 
3.3 HTTP-tiedonsiirtoprotokolla  
HTTP on protokolla, jota yleisesti käytetään internetin yli tapahtuvaan tiedonsiir-
toon käyttäjän selaimen ja verkossa sijaitsevan palvelimen välillä. Tiedonsiirto-
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protokollana se mahdollisti vuonna 1991 nettisivujen syntymisen. Jotta nettisivut 
eivät olisi olleet pelkkää tekstiä, kehitettiin nettisivuille oma dokumenttistandardi 
nimeltään ”HyperText Markup Language” lyhemmin HTML. HTML-standardilla 
määritellään sivuston rakenne ja se sisältä myös sisällön, jonka selain toteuttaa 
nettisivuksi. Kaikki selaimet tukevat HTTP:tä sekä HTML-standardia. [3, s. 10.] 
Normaali staattinen sivu ladataan siten, että käyttäjä pyytää asiakasohjelmal-
laan (yleensä selaimella) HTML-tiedostoa palvelimelta (kuva 1). Palvelin vastaa 
siihen lähettämällä HTML-tiedoston sisällön asiakasohjelmaan, joka muuntaa 
sen katseltavampaan muotoon eli nettisivuksi. Pyynnön sekä vastauksen tie-
donsiirtoon käytetään HTTP-protokollaa. [3, s. 10.] 
 
 
Kuva 1.  Staattisen HTML-sivun lataus palvelimelta. 
3.4 Sivun dynaaminen sisältö 
Nykyaikana staattisten sivujen tilalle valtaosa sisällöstä tuotetaan dynaamisesti. 
Dynaamisen sisällön tuottamiseen palvelimelle on syntynyt ohjelmointikieliä, 
joiden päätarkoitus on palvelinpuolen logiikan lisääminen. Ohjelmoimalla palve-
limelle saadaan esimerkiksi sivuston sisältö ladattua tietokannasta, voidaan kä-
sitellä kirjautumisia ja lomakkeita sekä käsitellä automaattisesti päivittyviä tieto-
ja, kuten säätä tai aikaa. Suosittuja palvelinohjelmointikieliä ovat PHP, 
ASP.NET ja Java [4].  
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Dynaamisen sisällön lataus palvelimelta ei käyttäjän näkökulmasta poikkea pal-
joakaan staattisen sivun lataamisesta. Asiakasohjelma lähettää pyynnön sivus-
ta, joka dynaamisen sisällön kohdalla ei yleensä ole HTML-tiedosto, vaan tie-
dosto voi olla esimerkiksi PHP-tiedosto. Tiedostomuoto riippuu palvelinpuolella 
käytetystä ohjelmointiympäristöstä. Palvelin ajaa tiedoston ja rakentaa HTML-
sisällön, jonka se lähettää vastauksena asiakasohjelmalle. Sivusto joudutaan 
lataamaan kokonaan uudelleen, jos sivuston yhtäkin tietoa halutaan päivittää. 
[3, s. 11–12.] 
3.5 Asiakasohjelmistot 
Vaikka sisältöä voidaan luoda dynaamisesti, on se käyttäjälle saapuessaan silti 
staattista sisältöä, eikä se reagoi käyttäjän komentoihin mitenkään. Jotta sivus-
tolle saadaan reaaliaikaisuutta ja interaktiivisuutta, tarvitaan käyttäjän puolelle 
asiakasohjelmistoja. Suosituimpia asiakaspuolen ohjelmistoja ovat JavaScript, 
Oracle Java, Macromedia Flash ja Microsoft Silverlight [5], joista kaikki ovat 
vahvoja omilla osa-alueillaan. Näistä kaikki paitsi JavaScript tarvitsevat erillisen 
lisäosan selaimeen. JavaScript ei vaadi lisäosaa selaimelta ja kulkee HTML-
koodin mukana. JavaScriptiä tukevatkin kaikki modernit selaimet ja sillä sen 
käyttö on yleistä pieniin ulkoasun muokkauksiin, sekä käyttömukavuuden pa-
rantamiseen sen keveyden ja laajan tuen takia. [3, s. 12–13.] 
Vuonna 1999 Microsoft julkaisi Internet Explorer -selaimeensa laajennuksen 
nimeltä XMLHTTP. Se oli tarkoitettu lataamaan XML-muotoista dataa sivulle, 
ilman koko sivun uudelleenlatausta. Mozilla-, Safari- ja Opera-selainvalmistajat 
omaksuivat tekniikan nopeasti ja siitä tekniikasta käytettiin nimeä XMLHttpRe-
quest tai lyhyemmin XHR. Mutta Googlen käynnistäessä Gmail-palvelunsa, 
termi AJAX (Asynchronous JavaScript And XML) nousi käytetymmäksi termiksi 
Jesse James Garrettin artikkelin myötä. [6, s. 10.] 
AJAX-pyynnöllä saadaan aikaan tiedon päivityspyyntöjä ilman koko sivun lata-
usta. Sen toimintaperiaate on yksinkertainen: ensin käyttäjä lataa selaimellaan 
nettisivun. Kun käyttäjä laukaisee tiedonhaun esimerkiksi painamalla uutisia 
päivittävää painiketta, käyttäjän JavaScript huomaa sen ja lähettää pyynnön 
palvelimelle käyttäen tekniikoita, jotka AJAX mahdollistaa. Palvelin vastaa pyyn-
töön lähettämällä vastausdatan käyttäjän selaimelle, joka vastaanotettuaan da-
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tan, osaa lisätä sen nykyisen sivun sisältöön, ilman kokosivun uudelleenpäivi-
tystä. (Kuva 2) 
 
Kuva 2.  Osittainen sivunlataus AJAXilla. 
Kun osittaisesta sivunlatauksesta poistetaan manuaalinen laukaisu ja vaihde-
taan se ajastettuun tapahtumaan, saadaan käyttäjälle mielikuva, että sivustolle 
ladataan tietoa palvelimelta sitä mukaan, kun uutta tarjottavaa tietoa tulee. Se-
lain siis lähettää pyyntöä niin kauan, että vastauksena saadaan dataa. Tämä 
kuitenkin aiheuttaa palvelimelle kuormaa, sillä jokaisen yksittäisen pyynnön 
saadessaan, se joutuu tarkistamaan ja vastaamaan asiakkaalle tilanteen mu-
kaisesti. [6, s. 11.] 
Palvelimen kuormaa voidaan helpottaa pidentämällä selaimelta lähtevän kyse-
lyn aikaväliä, mutta silloin reaaliaikaisuus kärsii. Parempi vaihtoehto on kuiten-
kin tehdä pitempiä kyselyitä, jolloin selaimen lähettämään kyselyyn ei vastata, 
ennen kuin siihen on mitä vastata. Selain ei tällöin lähetä uutta kyselyä, ennen 
kun entiseen kyselyyn on vastattu tai määräaika on kulunut (kuva 3). Tällä saa-
daan minimoitua palvelimelle tulevat kutsut ja kutistettua reaktioaikaa uuden 
datan saapuessa. [6, s. 12.] 
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Kuva 3.  Pidennetty AJAX kysely. 
Vaikka tätä tekniikkaa on käytetty muissakin JavaScript-tekniikoissa ja venytetty 
sen rajoja, mikään niistä ei silti ole oikeaa kaksisuuntaista keskustelua asiakas-
ohjelmiston ja palvelimen välillä, vaan ennemminkin temppuja, joilla saadaan 
venytettyä HTTP- ja XHR -tekniikoita, tavalla joihin niitä ei ole luotu. Saavutuk-
sena käyttäjälle saadaan mielikuva, että palvelimelta annetaan tietoa, vaikka 
todellisuudessa,sitä pyydetään sieltä. [6, s. 13.] 
3.6 Websocket-tekniikka: oikea kaksisuuntainen keskustelu 
Ratkaisu kaksisuuntaisen keskustelun mahdollistamiseksi palvelimen ja käyttä-
jän välille tulee uudessa HTML:n versiossa. HTML5 määrittelee uusia standar-
deja, mukaan lukien uusia elementtejä, attribuutteja ja käytäntöjä, mutta ennen 
kaikkea se tuo mukanaan teknologioita, joilla saadaan monipuolisempia ja te-
hokkaampia nettisivuja. [7] 
HTML5 tuo mukanaan kaksi uutta tapaa lähettää dataa palvelimelta käyttäjälle. 
Toinen on nimeltään ”Server-Sent Events” (SSE), joka toimii siten, että selai-
men JavaScript-koodissa valmistaudutaan palvelimelta tuleviin viesteihin, joita 
se tarjoaa tilaisuuden tullen. Toinen tekniikka on nimeltään ”WebSocket”, joka 
luo interaktiivisen kommunikaatiolinjan käyttäjän ja palvelimen välille. Web-
Socket-tekniikka on oikeasti kaksisuuntainen kommunikaatiolinja, jolla käyttäjä 
voi lähettää palvelimelle dataa, ja palvelin voi lähettää dataa käyttäjilleen, ilman 
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käyttäjän lähettämää pyyntöä.  WebSocket-tekniikan tarjoamat ominaisuudet 
täsmäävät projektin tarpeisiin ja sen takia moduuli perustuukin tälle tekniikalle.  
3.7 Drupal 
Sisällönhallintaohjelmisto (CMS, Content management system) on laaja termi, 
jota käytetään useassa yhteydessä. Mutta kun puhutaan nettisivuista, se tarkoit-
taa nettisivun sisällön hallinnointia, eli nettisivun sisällön tuottoa, hallintaa ja 
esittämistä. Nettisivuilla sisällönhallintasovelluksien keskeinen tavoite on tehdä 
nettisivun sisällönhallinnasta helpompaa, esimerkiksi käyttäjienhallinnan, teks-
tieditoreiden ja tiedostojenhallinnan avulla. [8, s. 3–6.] 
Drupal on ilmainen, avoimen lähdekoodin sisällönhallintaohjelma, joka toimii 
pohjana toimeksiantajan webpalveluille. Drupal mahdollistaa helpon tavan sisäl-
lön julkaisulle, hallinnalle ja organisoinnille.[9] Drupal on w3techs.com-sivuston 
mukaan maailman kolmanneksi käytetyin sisällönhallintasovellus nettisivuille. 
Jos vertaillaan sisällönhallintasovelluksien käyttöä sivustoilla, joilla on suuri 
määrä liikennettä, Drupal on maailman käytetyin. Drupalia käyttävät esimerkiksi 
Twitter.com, Leagueoflegends.com sekä Harvard -yliopisto. [10] Toimeksianta-
jan kehittämät ja tarjoamat palvelut ovat toteutettu Drupal-sovelluspaketin ym-
pärille. 
Drupal on kirjoitettu käyttäen PHP-ohjelmointikieltä ja luonnollisesti se vaatii 
toimiakseen web-palvelimen, joka tukee PHP:tä. PHP-tuen lisäksi Drupal vaatii 
toimiakseen tietokannan. Drupalin käyttöliittymä on web-pohjainen, joten sen 
tuki on käyttöjärjestelmästä riippumaton, mutta vaatii toimiakseen selaimen. 
Tietoturvan takaamiseksi, Drupal-yhteisössä toimii erillinen tietoturvatiimi, joka 
on todistetusti hoitanut tietoturva-asiat ammattimaisesti ja tehokkaasti. Tällä 
saavutetaan tarpeeksi hyvä tietoturva, ettei Drupalin käyttäjän tarvitsisi huoleh-
tia siitä. [9] 
Drupalin ominaisuuksien lista on pitkä ja sitä voidaan käyttää sellaisenaan tai 
sen voi personoida teemoilla. Sivuston ulkoasu voidaan luoda halutun laiseksi 
tai mahdollisesti käyttää valmiita teemoja, joita Drupal-yhteisö tarjoaa yli tuhan-
nen teeman kirjastosta. Lisäksi Drupalin jatkojalostus on mahdollista yli 16 000 
moduulilla, joilla Drupalia voidaan muokata halutunlaiseksi, sekä lisätä valmiiksi 
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tehtyjä ominaisuuksia ilman koodin kirjoittamista. Jos haluttua ominaisuutta ei 
löydy moduuleilla, voidaan moduuleja ohjelmoida todella hyvin dokumentoidun 
ohjelmointirajanpinnan avulla. [11] 
4 Toteutus 
Koska Drupal-moduulit on suunniteltu modulaarisiksi lisäosiksi sivustolle, niiden 
pitäisi lähtökohtaisesti toimia millä vain Drupal-asennuksella. Tämä tarkoittaa, 
että vaikka moduuliin ei tekisi kehitystyötä toimeksiantajan ympäristössä, mo-
duuli tulisi toimimaan siinä. Tämä mahdollistaa kehityksen omissa kehityspalve-
limissa. 
4.1 Palvelimen asennus 
Koska Drupal-sisällönhallintajärjestelmä toimii millä vain web-palvelimella, jolla 
toimii PHP-palvelinohjelmisto sekä jossa on tietokanta, sain valita itselleni tutun 
kehitysympäristön. Valitsin kehityspalvelimeeni Apache-web-palvelin-
sovelluksen, joka pyörii Ubuntu 12.04 server -käyttöjärjestelmän päällä. Tieto-
kannaksi valitsin MySQL-tietokannan, joka oli myös ennestään tuttu tietokanta-
sovellus minulle. 
Ubuntu-käyttöjärjestelmän asentaminen vanhaan kannettavaan tietokoneeseen 
tapahtui kuten normaali käyttöjärjestelmän asennus. Ensin ladattiin Ubuntun 
kotisivujen kautta (http://www.ubuntu-fi.org/) levykuva, ja poltettiin se DVD-
levylle. Itse asentaminen tapahtui kuten lähes minkä vain muun käyttöjärjestel-
män asentaminen, eli laittamalla asennusmedia tietokoneeseen, käynnistämällä 
tietokone asennusmediasta ja seuraamalla ohjatun asennuksen ohjeita. Asen-
nuksen yhteydessä siihen asennettiin LAMP-ohjelmistopaketti, joka sisältää 
Apache-web-palvelimen, MySQL-tietokantasovelluksen sekä PHP-palvelin-
ohjelmiston, eli kaikki mitä Drupal tulisi tarvitsemaan.  
4.2 Drupalin asennus 
Drupalin asennus on tehty yksinkertaiseksi ja kuten lähes kaikki Drupalissa, se 
on hyvin dokumentoitu [12]. Sen asennus alkoi paketin latauksella ja purulla. 
Www-kansioon ladattiin komentoriviä käyttämällä paketti Drupalin virallisesta 
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lähteestä. Latauksen valmistuttua, paketti purettiin ja siirrettiin purettu data pur-
kuohjelman tekemästä purkukansiosta www-kansioon. Www-kansio on 
Apachen tekemä kansio, joka on tarkoitettu nettisivustoille. 
Tiedostojen sijoittamisen jälkeen, täytyi Drupalin asennusta varten tehdä tieto-
kanta. Tietokannan luomista varten ladattiin palvelimelle phpMyAdmin-ohjelma, 
joka mahdollistaa tietokannan käsittelyn selaimesta käsin graafisen käyttöliitty-
män avulla. PhpMyAdmin-ohjelmassa tehtiin uusi käyttäjä, jolle tehtiin saman-
niminen tietokanta, johon annettiin uudelle käyttäjälle kaikki oikeudet. 
Drupalin asennus jatkuu ajamalla asennustiedosto selaimen kautta. Ennen var-
sinaista asentumista, pitää asennusta varten olla asetustiedosto. Asetustiedos-
ton vakiomalli tulee Drupal-paketin yhteydessä, joten se täytyi vain kopioida ja 
vaihtaa sen nimi oikeaksi. Tämän jälkeen vaihdettiin tiedostoille ja kansiolle oh-
jeissa määritellyt oikeudet, jotta asentuminen olisi mahdollista.  
Varsinainen asennus tapahtui selaimella, jolla navigoitiin asennustiedostoon. 
Asennus tapahtui nettisivulla, jossa tarvittavat tiedot voitiin syöttää Drupalille. 
Ensimmäisiksi asioiksi valittiin asennuksen laajuus, jossa valittavana oli stan-
dardi- ja minimivaihtoehdot. Minimissä tulee mukaan pienin mahdollinen määrä 
moduuleita, kun taas standardissa tulee usein käytetyt moduulit valmiiksi asen-
nettuna. Käyttöön valittiin standardi laajuinen asennus, jonka jälkeen kieleksi 
valittiin englanninkieli. Tämän jälkeen ohjelma tarkistaa Drupalin vaatimuksia 
vastaavan ympäristön toimivuuden ja ohjeistaa ongelmakohdissa, jos niitä on. 
Tässä vaiheessa asennus ilmoitti tiedostojärjestelmässä olevasta ongelmasta ja 
pyysi tarkistamaan oikeudet. Laitetut kansionoikeudet olivat menneet väärin ja 
korjauksen jälkeen, asennus ilmoitti kaiken olevan vaaditusti ja asennus jatkui.  
Seuraavaksi asennusta varten tehty tietokanta ja käyttäjä täytyi yhdistää Drupa-
liin antamalla tietokannan tunnukset ja Drupalia varten tehdyn tietokannan nimi. 
Tietojen syöttämisen jälkeen, tietokantaan asentuivat automaattisesti kaikki tie-
dot, joita Drupal tarvitsee toimiakseen. Kun asennus valmistui, täytyi lopuksi 
syöttää sivun tiedot kuten nimi, ja luoda sivustonylläpitäjälle tunnukset. Koska 
tämä oli kehityskäyttöön tarkoitettu palvelin, syötettiin tiedoiksi siitä informoivat 
tiedot ja luotiin käyttäjä. Näiden lisäksi, asennuksen lopussa voitiin valita maa- 
ja aikavyöhyketiedot, sekä automaattisten päivitysten tila ja sähköposti-
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ilmoitusten käytäntö. Kun ne oli valittu ja hyväksytty, onnitteli sivusto onnistu-
neesta asennuksesta. Asennuksen vaatimat oikeudet kansioissa ja tiedostoissa 
olivat tietoturvariski, joten ne täytyi asennuksen viimeistelyksi käydä vaihtamas-
sa turvallisiin oikeuksiin. 
Drupalin ollessa nyt asennettuna, alettiin opiskella sen perustoimintoja, kuten 
teeman muokkausta, sisällönluontia ja sen julkaisua. Sitä seurasi hallintatoimin-
toihin tutustuminen ja testikäyttäjän luominen. Seuraavaksi asenettiin ”Admini-
stration menu”-moduuli, jota toimeksiantaja suositteli suunnittelupalaverissa. Se 
helpottaa sivuston hallintaa, lyhentämällä reittejä tarpeellisiin asetuksiin ja toi-
mintoihin.  
Toisena moduulina asennettiin ”jQuery Update”-moduuli, joka huolehtii jQuery-
kirjaston version tuoreudesta. jQuery-kirjasto on JavaScript kirjasto, joka helpot-
taa esimerkiksi sivun HTML-elementtien manipulointia, animointia, sekä tapah-
tumien hallintaa. Sillä vaihdettiin käytettävä jQuery-kirjaston versio vastaamaan 
toimeksiantajan käyttämää versiota, että yhteensopivuus paranee. [13] 
4.3 Node.js-alusta  
Suunnitellessa keskustelumoduulia tai mitä vain ohjelmaa, on tärkeää ottaa 
huomioon sen käyttäjät, mutta myös käyttöympäristö. Keskustelumoduulia käy-
tetään selaimella ja nykypäivänä eri selainten versiomäärä on todella kirjava. 
Kirjavuutta lisää vielä mobiililaitteiden esimerkiksi tablettien selaimet. Web-
Socket-tekniikka ei ole tuettu kaikilla selaimilla, sillä vain modernit selaimet ovat 
tuettuja. Tähän ongelmaan löytyy ratkaisu Socket.IO-ohjelmointirajapinnasta. 
Nimi Socket.IO nousee usein pintaan, kun puhutaan WebSocket-tekniikan hyö-
dyntämisestä. Socket.IO on JavaScript kirjasto, jota esimerkiksi Mozilla Develo-
per Network-sivuilla kuvaillaan tehokkaaksi, alustariippumattomaksi ohjelmointi-
rajapinnaksi [14]. Kotisivuillaan [15] sen kuvaillaan tähtäävän reaaliaikaisten 
ohjelmien mahdollistamiseen, jokaisella selaimella ja mobiililaitteella, sekä pyr-
kivän sumentamaan rajat eri tiedonsiirtotekniikoiden välillä. Siinä se onnistuu 
tukemalla eri siirtotekniikoita paremmuus järjestyksessä, käyttäjän selaimesta 
riippuen. Esimerkiksi jos käyttäjän selain ei tue WebSocket-tekniikkaa, se voi 
käyttää Adobe Flash Socket-tekniikkaa, jos selain ei tue Adobe Flash Socket-
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tekniikkaa se käyttää AJAX long polling-tekniikkaa ja niin edelleen. Näillä saa-
vutetaan laaja tuki sekä työpöytä- että mobiiliselainten kanssa. [16] 
Socket.IO-ohjelmointirajapinta on suunniteltu Node.js-alustalle. Node.js on ra-
kennettu Chromen V8 JavaScript -moottorilla ja tarkoitettu skaalautuvien web-
sovelluksien rakennukseen. Se on kevyt ja tehokas, eli todella hyvä reaaliaikais-
ten sovellusten rakentamiseen. Node.js-alustalle, sovellukset tehdään JavaSc-
ript-kieltä käyttäen, jolloin WebSocket-tekniikan hyödyntämiseen tarvitsee oh-
jelmoida vain JavaScript-koodia. [17] 
Node.js-alusta on hyvä valinta projektiin, myös siinä mielessä, että toimeksian-
tajana toimiva yritys Process Genius Oy, aikoo ottaa alustan käyttöönsä myö-
hemmin myös muuhun tarkoitukseen. Tällöin se ei ole heille ylimääräinen palve-
limen kuorma, vaan yksi sitä hyödyntävä sovellus muiden joukossa. Ratkaista-
vaksi ongelmaksi jäi vain ohjelmointi: miten saadaan yhdistettyä PHP-
ohjelmointikieltä käyttävä Drupal, JavaScript-kieltä käyttävään keskustelupalve-
limeen, joka pyörii Node.js-alustalla.  
Node.js-alustan asennus tapahtui aika helposti. Paketti käytännössä vain ladat-
tiin palvelimelle, jossa se suoritettiin ja automaattinen asennus tapahtui. Käy-
tössä oleva Ubuntu-käyttöjärjestelmä oli kuitenkin pari vuotta vanhempi versio, 
jolloin käyttöjärjestelmän omasta ohjelmistovarastosta löytyi vain vanhempi ver-
sio. Ennen latausta sinne täytyi päivittää tieto, mistä löytyy uusin versio ohjel-
masta. Tämän jälkeen asennus tapahtui ohjeita [18] noudattamalla hyvin. No-
de.js-alustan asennuksen mukana tulee myös ”npm”, eli ”Node Packaged Mo-
dules”-sovellus, jolla Node.js-alustalle voidaan asentaa valmiita moduuleita. 
Tätä kautta neuvotaan myös asentamaan Socket.IO-ohjelmointirajapinta [19]. 
4.4 Moduulin tiedostot 
Uuden Drupal-moduulin rakentaminen alkoi siitä, että sille täytyi luoda oma 
kansio. Kansion nimen täytyi vastata moduulin nimeä, joten sen nimen keksimi-
nen oli oikeastaan ensimmäinen askel moduulin rakentamisessa [20]. Nimeksi 
valittiin ”Support Chat”, moduulin käyttötarkoituksen mukaisesti. Ohjelmointia 
varten sille kuitenkin täytyi tehdä lyhennelmä, joten se lyhennettiin muotoon 
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”schat”.  Drupal sisältää paketista purettuna yli 250 kansiota ja silti se ei ole se-
kava, vaan hyvinkin looginen.  
Moduuleille on kolme paikkaa: yksi ydinmoduuleille, joita ovat Drupalin omat 
moduulit, jotka päivittyvät Drupalin mukana. Toinen on ladatuille valmiille mo-
duuleille, ja kolmas on räätälöidyille moduuleille joita ovat itsetehdyt- tai muoka-
tut moduulit. [21, s. 27–28.] Moduuli tuli sijaitsemaan siis kolmanteen paikkaan, 
jonne kansio tehtiin (kuva 4).  
 
Kuva 4.  Moduulin kansion sijainti. 
Yksinkertaisen moduulin toimimiseen tarvitaan kaksi tiedostoa. Ensimmäinen 
tiedosto sisältää moduulin tiedot ja informaatiot. Näitä ovat esimerkiksi: mitä 
järjestelmänvalvoja näkee moduulien listauksen yhteydessä, mutta tärkeimpänä 
siellä informoidaan moduulin olemassaolosta Drupalille. Pakolliset tiedot siihen 
ovat nimi, kuvaus sekä ytimen versio. Tiedosto nimetään moduulin nimellä ja 
päätteeksi annetaan ”.info”. [21, s. 29–33; 22] Tiedosto luotiin nimellä 
”schat.info”, ja sisällöksi sille annettiin moduulin kokonimi ”Support Chat”. Versi-
oksi kirjattiin 7.x ja kuvaukseen kirjoitettiin yhdellä lauseella mitä moduuli tekee: 
”A block module that allows users to chat with support persons”.  
Toinen yksinkertaisen moduulin toimimiseen tarvittava tiedosto on moduulitie-
dosto. Se sisältää tarvittavat funktiot moduulin toimimisen kannalta, kuten mitä 
näyttää ja missä näyttää. Käytännössä moduulitiedosto liittää moduulin toimin-
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nallisuudet Drupalin toimintaan. Tiedostoon kirjataan myös kaikki toiminnalli-
suudet, mitä hallinta valikoihin halutaan, kuten asetukset, käyttöohjeet tai infor-
maatiota moduulista. Jälleen tiedostonnimeäminen tapahtui ”moduulinni-
mi.pääte”-formaatilla, jossa moduulin nimi oli ”schat” ja pääte ”.module”, eli 
”schat.module”.  
4.5 Ensimmäiset toiminnot 
Moduulin yhdistämiseksi Drupal-alustaan täytyy käyttää niin sanotuuja ”koukku-
ja” (hooks). Koukut ovat Drupalin moduulien perusta. Koukkujen avulla moduuli 
saadaan integroitua Drupalin omaan toimintaan. Koukut ovat PHP-kielellä kirjoi-
tettavia funktioita, joita Drupal osaa tilanteen tullen suorittaa. Koukkujen avulla 
moduuli voi esimerkiksi lisätä sisältöä sivulle, ylläpitää tietokantaa tai luoda 
omia koukkuja muille moduuleille. [23] 
Ensimmäinen moduuliin tehty koukku oli ohjekoukku. Koukut nimetään periaat-
teella moduulinnimi ja tieto siitä, mitä koukku tekee, ja sanat erotetaan toisis-
taan alaviivalla. Ohjekoukun nimeksi tuli siis ”schat_help”. Ohjeeksi kirjoitettiin 
tässä vaiheessa vain moduulin päämäärä, eli selitys siitä mitä moduulin tulisi 
tehdä.  
Kun nämä tarvittavat kaksi tiedostoa oli tehty, tarkastettiin että moduulin ilmes-
tyy asennettujen moduulien luetteloon, josta löytyi myös ohje. Moduuli ei ollut 
aktiivinen ja vaikka sen aktivoi käyttöön, ei se tehnyt mitään, koska siinä ei vielä 
ollut toiminnallisuutta. 
Seuraavaksi täytyi tehdä näkyvää sisältöä sivulle moduulin avulla. Sivustolla 
olevia osia kutsutaan Drupalissa ”palikoiksi” (block). Palikoita ovat esimerkiksi 
valikot ja hakupalkki. Kun tarvittavat koukut ”info” ja ”view” oli tehty, niille annet-
tiin vain testi sisältöä, joka tulostui sivulle hyvin (kuva 5). 
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Kuva 5.  Moduulin palikan näkymä. 
4.6 Keskustelupalvelin 
Socket.IO-ohjelmointirajapinta on suunniteltu kommunikaatiolinjaksi, jolla myös 
palvelin voi lähettää viestejä, niin käyttäjille, mutta myös yksittäiselle käyttäjälle. 
Ei ole siis ihme, että etsiessä ohjeita Socket.IO:n käyttöön, suuri osa ohjeista 
neuvoo kuinka keskusteluohjelma rakennetaan, onhan se kuitenkin suunniteltu 
keskustelua varten. Ohjeita ja neuvoja oli siis tarjolla, mutta suurempi ongelma 
olikin Node.js-palvelimen integrointi Drupal-moduuliin. Lopulta löytyikin ohje, 
jossa rakennettiin Drupal-alustalle keskustelusivu käyttäen Socket.IO-
ohjelmointirajapintaa sekä Node.js-palvelinta [24, s. 1.]. Se auttoi alkuun, ja sen 
avulla saatiin rakennettua yksinkertainen HTTP-palvelin Node.js-alustalle, joka 
pyörii samalla palvelimella, mutta eri portissa.  
Seuraavaksi moduuliin asennettiin Socket.IO-ohjelmointirajapinta. Se tapahtui 
käyttämällä Node.js:n omaa Node Packaged Modulesia lyhyemmin npm:ää, 
joka yhdellä komennolla, latasi halutun paketin pakettikirjastosta ja asenti sen. 
22 
Asennuksessa se myös otti paketin käyttöön, eli teki tarvittavat purkutoimenpi-
teet ja kansiot.  
4.7 Moduulin ulkoasu 
Keskustelun oli tarkoitus tapahtua sivun alalaidassa sijaitsevalla keskusteluik-
kunalla. Jotta päästiin tekemään keskustelun toiminnallisuutta, täytyi sille tehdä 
ulkoasu. Ulkoasu eli teema voidaan tehdä moduulitiedostossa tai sille voidaan 
luoda malli (template). Päädyttiin tekemään mallitiedosto, sillä siihen saatiin ra-
kennettua vähän monimutkaisempiakin rakenteita yksinkertaisesti. Rakentee-
seen kuului osia esimerkiksi viestikenttä ja lähetä-painike, sekä osio johon vies-
tit tulevat. Mallitiedosto luotiin moduulinkansioon ja nimeksi annettiin jälleen 
”moduulinnimi”, jonka päätteeksi annettiin mallitiedostolle tarkoitettu ”.tpl.php”. 
Se on siis PHP-tiedosto, jonka loppuosasta käy ilmi, että se on mallitiedosto.  
Rakenteeseen otettiin mallia Vincentin ohjeesta [24], koska sen lopputulos täs-
mäsi joissain määrin lopullisen ulkoasun suunnitelmia. Rakenteen ollessa suu-
rin piirtein oikeanlainen, täytyi se saada tyylittelyillä siirrettyä haluttuun paikkaan 
ja myös näyttämään viestit paremmassa muodossa, kuin pelkkänä tekstinä. 
Tyylittely tapahtui kuten muillakin nettisivuilla, käyttäen CSS (Cascading Style 
Sheets) kieltä. Se on yksinkertainen mekanismi jolla voidaan määritellä HTML-
elementeille tyylejä, kuten fontti, väri ja sijainti [25]. Selain ymmärtää käyttää 
HTML-tietoa näyttäessään elementeille määriteltyjä tyylejä. Tyylittelyä varten 
luotiin tyylitiedosto, joka nimettiin moduulin mukaan ja sille annettiin tarvittava 
”.css”-pääte. Alkuun pääsemiseksi valittiin käyttöön osa ohjeen [24] tyyleistä, 
jotka muokattiin vastaamaan moduulin vaatimuksia, esimerkiksi sijainti ja koko 
olivat väärät. Tyylittelyyn ei panostettu paljoa, siksi että se tultaisiin tyylittele-
mään toimeksiantajan osalta täysin uudelleen graafikon mielipiteiden mukaises-
ti. 
Tyylin ollessa kohdillaan, päästiin aloittamaan toimintojen tekeminen. Ohjeita 
seuraamalla [24] rakennettiin ohjelmaan yksinkertainen viestijärjestelmä käyttä-
en mallitiedostoon kirjoitettua JavaScript-koodia. Ohjeen valmiit koodit eivät 
toimineet ympäristössä, joten ne jouduttiin käymään läpi funktio funktiolta. Aluk-
si sillä pystyi lähettämään viestejä ilman mitään tallennusta, jolloin sillä hetkellä 
olevat käyttäjät näkivät viestit, mutta jos joku käyttäjä päivitti sivun, hävisi tältä 
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käyttäjältä myös koko viestiloki. Lisäksi voitiin tarkastella linjalla olevia käyttäjiä, 
sekä nähdä ilmoitukset kun esimerkiksi yhteys menee poikki. 
4.8 Viestien tallennus 
Viestin tallennus oli jo alusta asti ongelmakohta, sillä jos viestejä tallentaisi tie-
tokantaan, syntyisi tietokannalle suuri kuorma, koska pitäähän viestit sieltä joka 
sivunlatauksen yhteydessä ladata. Asiaa suunniteltiin toimeksiantajan kanssa, 
ja useamman vaihtoehdon läpikäynnin jälkeen, päädyttiin nykyiseen ratkaisuun, 
jolloin viestit tallentuvat Node.js-palvelimen muuttujaan. Se tarkoittaa sitä, että 
palvelimen uudelleenkäynnistyksen yhteydessä viestit häviäisivät. Se ei kuiten-
kaan ollut ongelma, sillä palvelin harvoin käynnistyy uudelleen, siksi toiseksi, 
tarkoitus olikin luoda reaaliaikainen viestintä kanava, jolloin vastaanottajat ovat 
paikalla lukeakseen viestit, eikä lokin tarvitsekaan säilyä viikkoja. Lisäksi toi-
meksiantaja oli sitä mieltä, että viestin säilytysaika on lyhyenä parempi, sillä 
heille oli tulossa myös keskustelualue eli foorumi, jossa viestit tallennetaan 
kaikkien luettavaksi tietokantaan, eli niin sanotusti hitaampi tiedonvälityskanava. 
Ohjeissa [24] käytetty tekniikka viestien tallennukseen olisi siis sopiva menetel-
mä tähänkin moduuliin, joten lokifunktio muodostui ohjeiden neuvomana. Oh-
jeista poiketen haluttiin aikaleiman olevan aina identtinen käyttäjän ja palveli-
men puolella, joten sen funktio luotiin uuteen tiedostoon, jota molemmilla puolil-
la sitten käytetään aikaleiman tekoon. 
Parantamaan käyttökokemusta, tehtiin lisäominaisuuksia, kuten viestialueen 
piilotus pienemmäksi painikkeeksi. Myös painikkeeseen tehtiin ominaisuus, joka 
kertoi uusista viesteistä joita käyttäjä ei ole lukenut. Tätä varten tarvittiin käyt-
töön myös evästeet, jotka ovat käytännössä tietoa, jota selain tallentaa käyttä-
jän koneelle [26]. Sivua päivittäessä käyttäjän JavaScript lukee evästeistä kes-
kustelumoduulin evästeen ja päättää sen mukaan, onko moduuli kiinni vai auki.  
Virheenhallintaa tehtiin ohjelmoidessa normaalisti, jonka lisäksi tehtiin käyttäjää 
helpottavat ilmoitukset yhteyden katkeamisesta ja yhdistämisestä. Ilmoituksien 
yhteydessä, myös keskustelualueen taustaväri tummuu osoituksena ohjelman 
toimimattomuudesta. Jos käyttäjä lataa sivun ja keskustelupalvelin ei ole päällä, 
ei käyttäjä näe keskustelumoduulia ollenkaan. Tässä vaiheessa keskustelumo-
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duuli täytti toimeksiantajan vaatimukset ominaisuuksien, sekä ulkoasun osalta 
alkuperäisen suunnitelman mukaan (kuva 6).  
 
Kuva 6.  Keskustelumoduulin 1. versio. 
4.9 Moduulin lopullinen versio 
Toimeksiantajan kanssa sovittiin projektin alussa alustavan ulkoasun olevan 
sivun alalaidassa oleva osio, jonka voisi tarvittaessa piilottaa, kuten kuvassa 6. 
Mutta seurantapalaverissa toimeksiantajan kanssa, valmis ulkoasu ei miellyt-
tänytkään, sillä he olivat suunnitelleet, että moduulin olisi parempi sijaita sivun 
oikeassa laidassa. Se johtui lähinnä siitä että moduuli tulisi käyttöön heidän so-
velluksissaan joissa valikot ilmestyvät oikeasta laidasta näkyviin. Tällä tavoin 
jos keskustelumoduulikin tulisi sieltä, olisi koko ohjelma yhdenmukainen toimin-
nallisuudeltaan. Moduuli tulisi jälleen esille pienestä painikkeesta, ja peittäisi 
osan oikeaa laitaa auki ollessaan. Teknillisiäkin muutoksia täytyi tehdä. Mallitie-
dostossa oleva käyttäjän JavaScript-koodi piti siirtää omaan tiedostoonsa, jotta 
se voitiin kutistaa. Lisäksi suuremman moduulin mahdollistama suuri alue teks-
tille, mahdollisti aikaleiman olemisen koko ajan näkyvillä. Tässäkin kuitenkin 
täytyi muistaa, että lopullisen moduulinulkoasun tulisi tekemään toimeksiantaja. 
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Mallitiedoston siistiminen toiseen tiedostoon ei ollut yksinkertainen tehtävä, sillä 
se sisälsi viitteitä keskustelupalvelimeen, jonka osoitteet tulivat PHP-
palvelinohjelmiston puolelta. JavaScript-koodi siirrettiin omaan tiedostoonsa, ja 
nimettiin samalla tyylillä kuin aiemmatkin, eli tiedostonimeksi tuli 
”schat_client.js”. Kooditiedosto pyydetään käyttöön moduulitiedostossa, Drupa-
lin omia koukkuja käyttäen, kuten aikafunktio ja ”jQuery cookie”-kirjasto, sekä 
CSS-tyylitiedosto. Tämän lisäksi haettiin Drupalin koukuilla myös socket.IO-
ohjelmointirajapinnan tarvitsema JavaScript-tiedosto, joka aiemmin haettiin mal-
litiedostossa. Palvelimen osoite annettiin JavaScript-tiedostoille käyttöön käyt-
täen Drupalin globaaleja JavaScript-asetuksia, jolloin moduulini sai oman ala-
haaransa asetusten tallentamista varten. Käyttäjän JavaScript-koodissa haettiin 
moduulitiedostossa haettu palvelimenosoite ja käyttäjännimi. Nyt käyttäjän Ja-
vaScript-koodi on erillään mallitiedostosta ja se voidaan tarvittaessa kutistaa. 
JavaScript-tiedoston kutistamisella tarkoitetaan tiedostonkoon kutistamista, joka 
saavutetaan kommenttien poistolla sekä turhien välilyöntien ja rivinvaihtojen 
poistamisella [27]. 
Ulkoasunmuokkaukseen lähdettiin siirtämällä sen hetkistä ulkoasua reunaan ja 
kasvattamalla sen kokoa kokosivun korkuiseksi. Tämän jälkeen täytyi se ankku-
roida sivun ylä- ja alalaitaan, jotta sen sisältö olisi vieritettävissä. Aikaleimat siir-
rettiin viestin ulkopuolelle sekä suurennettiin klikattavaa otsikkoa suuremmaksi, 
jolloin kosketusnäytöllisen käyttäjän on helpompi sulkea keskustelu. Kutistettu 
näkymä muutettiin leveän otsikon sijasta, neliskanttiseksi painikkeeksi.  
Viimeisenä luotiin ”readme.txt” niminen tekstitiedosto, johon koottiin ohjeet 
asennukseen. Ohjeet sisältävät tarvittavat linkit ohjesivustoille sekä komennot 
joita tarvitaan asennuksen loppuun viemiseksi. Ohjeiden lisäksi listattiin sovel-
luksia joita moduulin ylläpitoa varten voitaisiin hyödyntää. 
5 Tulokset 
Valmis tuote vastasi ominaisuuksiltaan toimeksiantajan vaatimuksia keveyden, 
tietokannan kuormituksen ja tietoturvan osalta. Myös tuotettu ulkoasu vastasi 
odotuksia olemalla hyvä lähtökohta valmiin tuotteen ulkoasulle.  
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5.1 Keveys 
Keskustelupalvelimena toimiva Node.js-palvelin on kevyt ja se ei käytä tietokan-
taa viestien tallennukseen. Keskustelupalvelimen aiheuttamaa kuormaa mitattiin 
toimeksiantajan kanssa kuormittamalla palvelinta toistuvilla viesteillä. Palvelin-
koneen kuormaa tarkkailtiin prosessorin ja muistinkäytön suhteen. Node.js-
palvelinsovellus vei noin kaksi prosenttia muistia, joka tarkoittaa palvelinkoneen 
2 Gt:n muistimäärästä noin 20 Mt. Prosessorin kuormaa se kasvatti yhden käyt-
täjän viestitulvalla noin yhden prosentin. Prosessorin kuormituksessa pitää ottaa 
huomioon, että palvelinkoneena toimi noin viisi vuotta vanha kannettava tieto-
kone, joten kuormaa voidaan sanoa kevyeksi. 
WebSocket-tekniikalla päästiin lähelle reaaliaikaista viestintää, jota testattiin 
hieman lähiverkossa sekä internetin välityksellä. Lähiverkossa testaaminen ta-
pahtui samalla tietokoneella, mutta kahdella eri selaimella. Selaimiin kirjaudut-
tiin eri käyttäjille ja selaimet asetettiin vierekkäin. Toisesta selaimesta lähetetty 
viesti saapui toiseen selaimeen niin nopeasti, että ihmissilmä ei erottanut viivet-
tä.  
Internetin yli testaus tapahtui siten, että kaksi eri käyttäjää oli internetin yli kir-
jautuneena sivustolle ja lähettivät viestejä toisilleen. Toisen käyttäjän sovittiin 
vastaavan viesteihin heti kun toisen käyttäjän viestit hänelle saapuivat. Aikoja ei 
mitattu, mutta viesteihin vastattiin arviolta sekunnissa. Lähiverkon testien perus-
teella viestien käsittelyaika on lyhyt, sekä lähiverkon viiveet pieniä. Näin ollen 
sekunnin aika muodostui internetinyhteyksien viiveistä sekä ihmisen reaktio-
ajasta. 
5.2 Tietoturva 
Tietoturvasta on huolehdittu usealla tavalla. Keskustelua käyttääkseen on käyt-
täjän oltava kirjautuneena sivustolle. Drupalissa on oma oikeusjärjestelmä, josta 
voitiin säätää oikeudet, siten että vain kirjautuneet käyttäjät voivat keskustella 
moduulin kautta. Tämän lisäksi Drupal-sivusto sekä keskustelupalvelin käyttä-
vät SSL-salaustekniikkaa, jolla suojataan HTTP-tiedonsiirtoyhteys. SSL-
tekniikkalla voidaan todentaa palvelin sekä salata käyttäjän ja selaimen välinen 
liikenne.  
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Toimeksiantaja testasi moduulin tietoturvaa myös injektiovaaran osalta. Testi oli 
nopea testi, jossa yritettiin syöttää haitallista koodia viestikenttää käyttäen. Syö-
tetty koodi ei tehnyt mitään, vaan tulostui normaalina viestinä. 
5.3 Tiedostorakenne ja ulkoasu 
Valmis tiedostorakenne koostuu kahdeksasta tiedostosta sekä kansiosta, joka 
sisältää Socket.IO-ohjelmointirajapinnan tiedostot (Kuva 7.).  Moduulin tiedostot 
koostuvat ohjeesta, tyylitiedostosta, infotiedostosta sekä module-tiedostosta, 
joka sisältää moduulin näyttöön tarvittavat koukut (Drupalin funktiot). Lisäksi 
moduulin tiedostoihin sisältyy mallitiedosto, jossa määritellään ulkoasun runko 
sekä asiakaspuolen toiminnot asiakastiedostossa. Viimeisinä on yhteinen funk-
tio tiedosto, jossa on aikaleimafunktio sekä palvelintiedosto, jota pyörittää No-
de.js-alusta. 
 
Kuva 7.  Moduulin lopullinen tiedostorakenne. 
Moduulin ulkoasu on yksinkertaistettu ja väritön (Kuva 8.). Se sijaitsee selainik-
kunan oikeassa laidassa ja vie laidan koko korkeudeltaan. Otsikkopalkkia klik-
kaamalla saadaan keskustelu kutistettua pieneksi painikkeeksi, jota painamalla 
keskusteluosio tulee uudelleen näkyviin. Sen ollessa suljettuna se ilmoittaa uu-
sista saapuneista viesteistä, pienellä huomiomerkillä. Otsikkopalkin alapuolelta 
näkee kuinka monta käyttäjää on kirjautuneena ja näkee keskustelun. Otsikko-
palkkia klikkaamalla se näyttää kirjautuneena olevien käyttäjien käyttäjänimet.  
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Kuva 8.  Valmiin keskustelumoduulin ulkoasu. 
6 Pohdinta 
Projektin lopputulos vastasi osuvasti toimeksiantajan vaatimuksia ominaisuuk-
siltaan. Se mahdollistaa ryhmäkeskustelun palvelun käyttäjien kesken. Tämän 
avulla avun tarvitsijat voivat kysyä ja saada apua niiltä jotka ovat koulutettuja 
sitä antamaan. Lisäksi moduuli valmistui kevyeksi, eikä se kuormita tietokantaa. 
Node.js-alustalla pyörivä keskustelupalvelin on hyvin kevyt eikä syö resursseja. 
Keskustelumoduulia varten palvelimelle tulee pyörimään oma HTTP-palvelin, 
jota varten vaaditaan ohjelman asennus palvelimelle. Tämä tarkoittaa, ettei 
keskustelumoduuli ole heti käyttövalmis, vaan se vaatii palvelimenpuolella 
asentelua. Muuten moduulin asennus palvelimelle on vain paketin purkaminen 
oikeaan kansioon ja moduulin aktivointi Drupalissa.   
Keskusteluohjelman luonti ei ole mikään uusi juttu ja senpä takia ei ollut mitään 
järkeä niin sanotusti: ”lähteä keksimään pyörää uudestaan”. Netti on pullollaan 
opettavaisia ohjeita, oltiinpa tekemässä mitä vain. Sieltä voi löytää paljon apuja 
oman päämäärän saavuttamiseksi ja niitä käyttämällä internetin tehokkuus ko-
rostuu.  
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Projektin suorittamiseen kuului suunnittelu ja toteutus, josta ajallisesti suunnitte-
lu vei yli puolet ajasta. Tiedonhankkimiseen tuntui aluksi uppoavan aikaa todella 
paljon, mutta selatessa hakutuloksia, alkoivat oikeat termit ja tekniikat nousta 
muiden yli rajaten hakutuloksia. Käytetty WebSocket-tekniikka on suhteellisen 
uusi, ja koska se on ensimmäinen oikea kaksisuuntainen tiedonsiirtoväylä ilman 
lisäosia, sitä on ehditty hyödyntää jo monissa projekteissa, ja sen takia ohjeita 
siihen löytyikin helposti. Koska se on tekniikkana uusi ja sitä tukee vain moder-
nit selaimet, oli Socket.IO-ohjelmointirajapinnan käyttö perusteltua, sillä sen 
avulla saatiin selaintuen laajuus kasvatettua yli tarpeiden. Ja tarpeiden ylittämi-
sellä tarkoitetaan tulevan käyttöympäristön huomioimista, joka lähtökohtaisesti 
on työpöytien sekä tablettien modernit selaimet.  
Projekti täytti vaatimukset, mutta ennen oikeaa käyttöönottoa, toimeksiantajalle 
jäi vielä lopullisen ulkoasun valmistus, toimintojen lopullinen testaus oikeassa 
ympäristössä sekä moduulin asennus palvelimilleen. Ratkaistavaksi jäi vielä 
millä tavoin keskustelupalvelin saadaan pidettyä käynnissä. Kirjoittamassani 
ohjeissa annoin vinkkejä, mitä muut Node.js-alustan käyttäjät ovat käyttäneet 
palvelimen pystyssä pitämiseen. Node.js-alustalle tehty palvelintiedosto kun 
ajetaan kuten sovellukset, eikä niin kuin palvelut, joten se ei käynnisty auto-
maattisesti palvelimen käynnistyessä.  
Keskustelimme toimeksiantajankin kanssa jo ennen projektin aloittamista siitä, 
että jatkokehityksenä voisi olla käyttäjien välinen yksityinen keskustelu, eli pika-
viestit. Pikaviesteillä kaksi käyttäjää pystyisi keskustelemaan keskenään ilman 
että kaikki näkisivät viestejä. Tätä varten täytyisi luoda erilainen käyttäjä luette-
lo, josta keskustelun voisi aloittaa toisen käyttäjän kanssa, sekä esimerkiksi vä-
lilehdet joihin avoimet keskustelut sijoittuisivat. Socket.IO-ohjelmointirajapinta 
antaa tähän tarvittavat valmiudet ja sen kehitys olisi mahdollista toteuttaa sa-
malle palvelimelle. 
Siitä että keskustelupalvelin ei ole päällä, olisi hyvä olla jonkinlainen virheviesti 
käyttäjälle. Virheviestin avulla käyttäjä voisi ottaa yhteyttä palvelimen ylläpitä-
jään ja ilmoittaa asiasta. Tällä hetkellä jos keskustelupalvelin ei ole päällä, ei 
keskustelupainiketta tai osiota näy ollenkaan. 
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Opinnäytetyönä aihe ja siihen kuuluvat tehtävät, olivat haasteellisia. Tällä saa-
vutettiinkin projekti, joka oli opettavainen ja kehitti taitoja osa-alueilla, joiden 
käyttö on jäänyt vähäiseksi. Drupal-alustan osaaminen on hyvä taito työelämän 
kannalta katsottuna. Node.js-alusta taas on suosittu maailmalla ja sitä hyödyn-
netään koko ajan enemmän, eli senkin osa-alueen osaamisella on hyvä ja posi-
tiivinen vaikutus työllistymiseen. Haastavuuden ja mielekkyyden takia, aion jat-
kaa alustojen opiskelua projektin jälkeenkin. 
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