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RESUMEN 
 
El objetivo del trabajo de titulación fue realizar el análisis de rendimiento óptimo de un sistema de 
comunicación que utiliza un protocolo de cifrado hibrido y el mecanismo de sockets, entre las 
plataformas JAVA y .NET, aplicado al sistema informático de respaldos para la Oficina Técnica Loja 
de la Coordinación Zonal 7 de Registro Civil Identificación y Cedulación. Para determinar el 
rendimiento entre ambas plataformas, se realizó el análisis de cada indicador obtenidos del Modelo 
de FURPS con una muestra de 335 archivos distribuidos entre 200 Livianos, 100 Medianos y 35 
Pesados, un porcentaje de error del 0.05% obteniendo los siguientes resultados: en cuanto al tiempo 
de respuesta se obtuvo una variación porcentual del 55,11% a favor de C#, luego para la velocidad 
de procesamiento 50,67% a favor de C#, así mismo, para el consumo de recursos un 34,42% a 
favor de Java, y para la eficiencia no se encontró variación porcentual entre los lenguajes analizados, 
finalmente consolidando los resultados de cada indicador se obtuvo una variación porcentual del 
rendimiento total efectivo de 8,30% a favor de C# frente a Java. Para la implementación de la 
solución se desarrolló un aplicativo mediante hilos, sockets y protocolo de cifrado hibrido utilizando 
la metodología de desarrollo ágil SCRUM y el lenguaje C#, posteriormente el producto final es un 
sistema de comunicación como herramienta de respaldo de la información desplegada en la 
infraestructura tecnológica de la Oficina Técnica Provincial de Loja del Registro Civil. Se concluye 
que la plataforma .NET ofrece mejor rendimiento que la plataforma JAVA en la transferencia de 
archivos usando sockets y una arquitectura cliente/servidor. Se recomienda implementar el sistema 
de respaldos a nivel de toda la DIGERCIC puesto que no cuentan con un sistema de comunicación 
seguro para el respaldo de información importante de la institución; esta solución proporcionará 
seguridad en la transferencia de los datos y un entono intuitivo y fácil de utilizar por los funcionarios 
operativos y administrativos que necesiten de soluciones informáticas. 
 
 
PALABRAS CLAVE: <TECNOLOGÍA Y CIENCIAS DE LA INGENIERÍA>, <JAVA 
(PLATAFORMA DE DESARROLLO)>, <.NET (PLATAFORMA DE DESARROLLO)>, 
<RENDIMIENTO DE SOFTWARE>, <SOCKET (COMUNICACIÓN EN REDES)>, <CIFRADO 
HIBRIDO (CRIPTOGRAFÍA)>, <FURPS (MÉTODO DE CALIDAD DE SOFTWARE)>, 
<SCRUM (METODOLOGÍA DE DESARROLLO ÁGIL)> 
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SUMMARY 
 
The objective of the degree work was to perform the optimal performance analysis of a 
communication system that uses a hybrid encryption protocol and the sockets mechanism, between 
the JAVA and .NET platforms, applied to the computer backup system for the Loja Technical Office 
of the Zonal Coordination 7 of Civil Registry Identification and Certification. To determine the 
performance between both platforms, the analysis of each indicator obtained from the FURPS Model 
was done with a sample of 335 files distributed among 200 Light, 100 Medium and 35 Heavy, an 
error percentage of 0.05% obtaining the following results: Regarding the response time, a percentage 
change of 55.11% was obtained in favor of C #, then for the processing speed 50.67% in favor of C 
#, likewise, for the consumption of resources, 34.42% in favor of Java, and for the efficiency, no 
percentage variation was found among the analyzed languages, finally consolidating the results of 
each indicator, a percentage variation of the total effective yield of 8.30% was obtained in favor of C 
# compared to Java. For the implementation of the solution, an application was developed using 
threads, sockets and hybrid encryption protocol using the agile development methodology SCRUM 
and the C # language, later the final product is a communication system as a backup tool for the 
information displayed in the technological infrastructure of the Provincial Technical Office of Loja 
of the Civil Registry. It is concluded that the .NET platform offers better performance than the JAVA 
platform in the transfer of files using sockets and a client / server architecture. It is recommended to 
implement the backup system at the level of the entire DIGERCIC since they do not have a secure 
communication system to back up important information from the institution; This solution will 
provide security in the transfer of data and an intuitive and easy-to-use environment for operational 
and administrative officers who need computer solutions. 
 
KEYWORDS: <ENGINEERING TECHNOLOGY AND SCIENCE>, <JAVA (DEVELOPMENT 
PLATFORM)>, <.NET (DEVELOPMENT PLATFORM)>, <SOFTWARE PERFORMANCE>, 
<SOCKET (COMMUNICATION IN NETWORKS)>, <HYBRID ENCRYPTION 
(CRYPTOGRAPHY)>, <FURPS (SOFTWARE QUALITY METHOD)>, <SCRUM 
(METHODOLOGY OF AGILE DEVELOPMENT)> 
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CAPÍTULO I 
 
1. INTRODUCCIÓN 
 
La protección de los datos durante su transferencia se centra en la seguridad de la red. La relación 
entre en la evaluación de las prestaciones de un sistema de comunicación y la seguridad es 
indispensable para lograr resultados óptimos, eficientes y seguros en la comunicación de la 
información, para esta evaluación se enfoca en utilizar como medida de prestaciones, el tiempo 
de ejecución de uno o un conjunto de programas. La seguridad está relacionada con la criptografía 
que resguarda la privacidad, reservando los datos solo al personal autorizado. La comprensión y 
la criptografía deben realizarse en el orden correcto, se aplica primero la compresión de los datos 
y después se realiza el proceso de cifrado (Morales, 2003). 
 
El crecimiento de la red de aplicaciones basadas en las tecnologías de la comunicación está 
tomando una importancia cada vez mayor. La tendencia de los sistemas distribuidos consiste en 
soportar la comunicación entre procesos a través de plataformas heterogéneas. En 1988 
Lewandosky discute el termino middleware como el software distribuido requerido para facilitar 
las interacciones cliente-servidor.  
 
Establecer un canal de comunicación por el cual un proceso puede enviar o recibir datos de un 
equipo a otro, para ello se utiliza Sockets como un sistema de comunicación entre procesos de 
diferentes equipos de una red. Un socket generalmente es soportado por lenguajes de 
programación de alto nivel como (C#, Java, Phyton, etc.) el mismo que emplea un protocolo TCP 
para realizar la conexión y comunicación entre sus terminales.  
 
De acuerdo a los índices de la comunidad de programación TIOBE actualizado hasta enero de 
2018, indica la popularidad de los lenguajes de programación, en donde Java encabeza el primer 
lugar y en quinto puesto esta C# un lenguaje de programación creado por Microsoft para su 
plataforma .NET., pero ¿Cuál de las dos ofrece mayor rendimiento en la ejecución de sistemas 
informáticos distribuidos con seguridad de cifrado híbrido aplicados en la transferencia de 
archivos? 
 
Actualmente la Coordinación Zonal 7 del Registro Civil Identificación y Cedulación no posee 
ningún sistema o herramienta para compartir o respaldar información segura, la falta de un sistema 
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provoca que la información esté disponible para cualquier usuario, corriendo graves riesgos de 
alteración o perdida de información; existen una necesidad urgente para los departamentos de 
Supervisión de Módulos, Producción,  Financieros, Recursos Humanos, Comunicación Social y 
Archivo, disponer de un sistema de comunicación seguro de respaldo de la información que se 
utiliza en cada área y que se tenga acceso de manera rápida a ello.  
 
El presente trabajo de titulación tiene como objetivo el análisis de rendimiento entre los lenguajes 
Java y C# usando socket y un algoritmo de encriptación hibrida, para posterior desarrollar un 
sistema de comunicación estable y seguro para la Oficina Técnica de Loja para la transferencia y 
respaldo de la información basado en la herramienta JAVA. Para el desarrollo de la aplicación se 
utilizará la metodología ágil Scrum, la misma que se basa en obtener resultados prontos ante 
requerimientos cambiantes. La estructura del trabajo de titulación está comprendida de cuatro 
capítulos que son: 
 
CAPÍTULO I, Introducción, en este capítulo se describe el planteamiento y formulación del 
problema, la sistematización, la justificación del trabajo de titulación, los objetivos a alcanzar y 
la hipótesis a comprobar. 
 
CAPÍTULO II, Marco Referencial, en este capítulo se describen conceptos fundamentales de 
seguridad de información, criptografía y algoritmos criptográficos, arquitectura cliente/servidor, 
plataformas de desarrollo y modelos de calidad de software. 
 
CAPÍTULO III, Diseño de la Investigación, en este capítulo se describe el diseño, tipo, métodos 
y enfoque de la investigación, la población, variables e indicadores, matriz de contingencias, 
parámetros y herramientas, el método FURPS, prototipos y software utilizado. 
 
CAPITULO IV, Resultados y discusión, en este capítulo se detalla la recolección y análisis de 
datos envase a indicadores establecidos, además se determina el rendimiento total efectivo y la 
comprobación de la hipótesis. 
 
CAPITULO V, Desarrollo del Sistema de Respaldos, en este capítulo se detalla el desarrollo del 
aplicativo de respaldos aplicando la metodología SCRUM. 
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1.1. Planteamiento del problema 
 
Los sistemas de información (SI) son uno de los componentes más relevantes del entorno actual 
de negocios, que ofrecen grandes oportunidades de éxito para las empresas, ya que cuentan con 
la capacidad de reunir, procesar, distribuir y compartir datos de forma oportuna y de manera 
integrada. (Bakos, Y. y Treacy, M., 1986); (Rai, A., Patnayakuni, R. y Seth, N., 2006); (Ynzunza, C. y Izar, J., 2013).  
 
La seguridad en los sistemas informáticos es transcendental puesto que ahorra tiempo y dinero al 
proteger los elementos principales de un sistema como son: Hardware, Software y Datos, para 
ello es transcendental medir el rendimiento del software utilizando herramientas que permitan 
optimizar el hardware con la finalidad de salvaguardar la información, esto implica el uso de 
mecanismos de cifrado de seguridad. 
 
El aplicar sockets y protocolos híbridos en un sistema de comunicaciones permite disponer de un 
mecanismo para transferencia de archivos que garantice seguridad y respuesta rápida a las 
comunicaciones entre procesos; asimismo es indispensable seleccionar una plataforma que 
permita integrar el uso de sockets y protocolos de cifrado para arquitecturas cliente/servidor. 
 
Sin embargo, en la actualidad existen diversidad de software con prestaciones para arquitecturas 
cliente/servidor, pero cual ofrece mejor rendimiento? El papel del rendimiento en los sistemas 
informáticos es de gran importancia debido a que se evalúa en base a parámetros o indicadores 
que permiten identificar cual software proporciona resultados aceptables en tiempo de respuesta 
como en el consumo de recursos. 
 
El presente proyecto va ser aplicado en la Oficina Técnica de Loja de la Coordinación Zonal 7 de 
Registro Civil Identificación y Cedulación. Actualmente todos los funcionarios de la Oficina 
Técnica de Loja guardan los archivos en el computador asignado, teniendo algunos 
inconvenientes con los documentos almacenados, ya que dentro de las políticas de la institución 
existe una restricción en los ordenadores en donde no se encuentran habilitados los puertos USB 
para guardar los documentos. En la actualidad para respaldar los archivos ya sea por cambio de 
lugar de puesto o algún mantenimiento del equipo, se utiliza un servidor local sin ninguna 
seguridad y cifrado de los datos, obteniendo los respaldos fácilmente al alcance de todos debido 
que el servidor se puede acceder tanto en la VLAN operativa como en la VLAN administrativa y 
la información corre el riesgo de ser descargada por otras personas que no son propietarias de las 
mismas. Por otro lado, realizar el respaldo considera consumo de recursos de red, rendimiento de 
equipos y procesamiento de la cantidad de información a ser guardada. 
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1.2. Formulación del problema 
 
¿Cuál de las dos plataformas Java o .NET ofrece un mayor rendimiento en la ejecución de 
sistemas informáticos distribuidos con seguridad de cifrado híbrido aplicados en el sistema de 
respaldo para la Oficina Técnica de Loja de la Coordinación Zonal 7 de Registro Civil 
Identificación y Cedulación? 
 
1.3. Sistematización del problema 
 
• ¿Cuáles son las características de las plataformas? 
• ¿Cuáles son los parámetros de evaluación y herramientas de medición del rendimiento? 
• ¿Cuál es el rendimiento de la plataforma JAVA en el sistema de respaldos para la Oficina 
Técnica de Loja de la Coordinación Zonal 7 de Registro Civil Identificación y 
Cedulación? 
• ¿Cuál es el rendimiento de la plataforma .NET en el sistema de respaldos para la Oficina 
Técnica de Loja de la Coordinación Zonal 7 de Registro Civil Identificación y 
Cedulación? 
• ¿Cuál es el resultado del análisis comparativo? 
 
1.4. Justificación de la investigación 
 
La presente investigación está orientada al desarrollo y análisis del rendimiento óptimo de un 
sistema de comunicación de respaldos de información mediante las plataformas JAVA y .NET 
cuyo propósito es determinar cuál de las dos plataformas presta mejores resultados de 
rendimiento de ejecución a la hora de hacer la transferencia de los archivos. Que a su vez 
implementa un sistema híbrido y sockets. 
 
El presente proyecto busca responder las necesidades que tiene la Oficina Técnica de Loja de la 
Coordinación Zonal 7 de Registro Civil Identificación y Cedulación, de contar con un sistema o 
herramienta para respaldo de la información que se utiliza en los diferentes departamentos, cuyo 
aplicativo permita tener mayor control y seguridad en la transmisión de información. 
 
Desarrollar un correcto sistema de comunicación que permita una adecuada administración en la 
transferencia de archivos por la red implica el uso de una arquitectura cliente/servidor utilizando 
sockets, la utilización de un algoritmo o mecanismo de cifrado de información y escoger una 
plataforma de desarrollo que brinde excelentes resultados de procesamiento y ejecución del 
sistema. 
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Los resultados de la investigación se enfocan en lograr un performance en el sistema de respaldo 
de la información utilizando como medida de prestaciones, el tiempo de ejecución de uno o un 
conjunto de programas; mejorar los beneficios de un sistema implica optimizar el diseño del 
sistema y predecir la carga máxima aceptable puesto que de esto dependerá el rendimiento.  
  
Los beneficiarios del proyecto serán en primera instancia todos los funcionarios que conforman 
la Oficina Técnica de Loja de la Coordinación Zonal 7 de Registro Civil Identificación y 
Cedulación ya que podrán acceder desde su ordenador a un sistema de comunicación que permita 
guardar sus documentos a diario, implementar el sistema de respaldos en la Oficina Técnica Loja 
beneficiará significativamente a todos los departamentos ya que la información que utilizan podrá 
ser respaldada con rapidez y teniendo la confianza que sus datos no han sido vulnerados, ya no se 
tendría la necesidad de respaldar los archivos en un medio de almacenamiento externo con riegos 
de pérdida o alteración de la información.  
 
1.5. Objetivos de la investigación 
 
1.5.1. General 
 
• Analizar el rendimiento óptimo de un sistema de comunicación que utiliza un protocolo 
de cifrado hibrido y el mecanismo de sockets, entre las plataformas JAVA y .NET 
aplicado al sistema informático de respaldos para la Oficina Técnica Loja de la 
Coordinación Zonal 7 de Registro Civil Identificación y Cedulación. 
 
1.5.2. Específicos 
 
• Conocer las características relevantes de las plataformas JAVA y .NET en el manejo de 
sockets para el desarrollo de un sistema informático de respaldo. 
• Establecer los parámetros y herramientas de medición del rendimiento del software. 
• Analizar los resultados de las pruebas de rendimiento de las plataformas JAVA y NET 
para determinar cuál ofrece mejor rendimiento para el sistema informático de respaldos. 
• Desarrollar el sistema informático de respaldos en la plataforma que ofrece mejor 
performance utilizando un protocolo de cifrado hibrido y el mecanismo de sockets sobre 
una arquitectura cliente servidor. 
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1.6. Planteamiento de hipótesis 
 
A continuación, se plantea la hipótesis alternativa y la hipótesis nula: 
• Ha= La plataforma JAVA ofrece mejor rendimiento que la plataforma .NET en el 
desarrollo de un sistema de comunicación que utiliza un cifrado híbrido, sockets aplicado 
al Sistema Informático de Respaldos de la Oficina Técnica de Loja de la Coordinación 
Zonal 7 de Registro Civil Identificación y Cedulación. 
• Ho= La plataforma JAVA NO ofrece mejor rendimiento que la plataforma .NET en el 
desarrollo de un sistema de comunicación que utiliza un cifrado híbrido, sockets aplicado 
al Sistema Informático de Respaldos de la Oficina Técnica de Loja de la Coordinación 
Zonal 7 de Registro Civil Identificación y Cedulación. 
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CAPÍTULO II 
 
2. MARCO DE REFERENCIA 
 
2.1. Antecedentes del problema 
 
Al realizar una investigación bibliográfica se encontraron los siguientes temas afines a la 
propuesta de solución: 
 
El primer tema se encontró en el Repositorio Institucional de la Escuela Superior Politécnica de 
Chimborazo bajo el título “Análisis del rendimiento entre los framework Java Server Face (Jsf) 
y Jboss-Seam. Caso Práctico en el Sistema Socioeconómico” presentada por el Ing. Diego 
Marcelo Villa Piray en el año 2014 quien de manera concreta concluye que: 
 
“Para el análisis comparativo de los dos framework se utilizó el método científico para el 
análisis de resultados de pruebas realizadas a los prototipos desarrollados, mediante 
parámetros de: infraestructura de hardware interno, pruebas de carga y ancho de banda de 
red, con la ayuda de herramientas tales como: administrador de tareas de Windows, Jmeter, 
Badboy y NetLimiter obteniéndose los siguientes resultados: En uso de infraestructura de 
hardware interno, Jsf cumple con un 81.25% de eficiencia en relación a 68.75% de Seam; en 
pruebas de carga, Jsf responde mejor con una eficiencia del 87.5% mientras que, Seam 
responde a tan solo 71.84%; en cuanto a efectividad en ancho de banda de red, Jsf utiliza un 
68.75%, mientras que, Seam el 84.38%. Por lo tanto, el framework de mayor rendimiento es 
Jsf puesto que, en relación con el framework Seam existe una diferencia en eficiencia de 
14.61%, por lo que se lo selecciono para el desarrollo de la aplicación denominado Ficha 
Económica para el Departamento de Bienestar Politécnico (ESPOCH)” (Villa Piray, 2014). 
 
En el presente proyecto se consideran algunos parámetros como Infraestructura de hardware 
interno (Memoria, CPU), Pruebas de carga o rendimiento (Tiempos de respuesta, Velocidad de 
Procesamiento y Eficiencia) para conocer cual plataforma Java o .NET ofrece mayor rendimiento.   
 
Se encontró en el repositorio Comunidad Politécnico Grancolombiano bajo el título “La 
ingeniería de fiabilidad de sistemas informáticos a través de EMSI” presentada por Raquel Caro, 
Victoria López y Guadalupe Miñana en el año 2013 quien de concluye que: 
 
“EMSI es una herramienta de evaluación y medición del rendimiento como muchas otras, 
caracterizadas en proporcionar la medida del rendimiento que permite comparar la capacidad 
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de los equipos para realizar distintas tareas. Entre las diferentes opciones que ofrece el 
programa se encuentran: crear y modelar un sistema informático, estudiar su rendimiento 
mediante la Ley de Amdahl, evaluar la fiabilidad de los componentes por separado o del 
sistema completo, análisis descriptivo de los resultados mostrados por el monitor SAR, 
comparar el rendimiento de varios SSII (Rendimiento, Fiabilidad, Calidad y Garantías de los 
Sistemas Informáticos). El lenguaje que se utiliza en EMSI es Java. Además, contiene un 
módulo de comparación de sistemas, que recogiendo los tiempos que tardan varias máquinas 
en ejecutar distintos programas y evalúa cuál de las máquinas proporciona un mejor 
rendimiento” (Caro, R., López, V., & Miñana, G., 2013). 
 
Conforme las empresas han visto la necesidad de apoyarse en la tecnología no solo para manejar 
sus procesos operativos sino más bien para lograr la innovación que les permite seguir existiendo, 
la seguridad de la información ha ido cobrando cada vez un mayor protagonismo.  
 
2.2. Seguridad de la información 
 
Según el autor (Soriano) publicado en su artículo “Seguridad en redes y seguridad de la 
información” define el concepto de seguridad de la información, la misma que “no se limita a 
eliminar virus, evitar que hackers puedan acceder a la red y suprimir el spam en el correo 
electrónico. La seguridad de la información también abarca los procedimientos que deben seguir 
los empleados y la dirección de una compañía para garantizar la protección de los datos 
confidenciales y de los sistemas de información frente a las amenazas actuales” (Soriano). 
 
La seguridad de la información tiene que ver con las medidas preventivas y reactivas de los 
sistemas tecnológicos que permitan proteger y resguardar la información buscando mantener la 
triada CIA. 
 
     Figura 1-2: Triada CIA 
                 Realizado por: Marco Vivanco, 2017 
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2.3. Seguridad informática 
 
Según (Daniela Garcia, Edgar Ríos, 2011) define a la seguridad informática como un conjunto de 
recursos destinados a lograr que los activos de una organización sean confidenciales, íntegros, 
consistentes y disponibles a sus usuarios, autentificados por mecanismos de control de acceso y 
sujetos a auditoria. 
 
“Las diferencias entre seguridad de la información, seguridad informática y seguridad en la red 
radican principalmente en la aproximación al tema, metodologías utilizadas y el ámbito en que se 
centra. La seguridad de la información tiene que ver con la confidencialidad, integridad y 
disponibilidad de los datos, independientemente de su formato” según (Soriano, pág. 31). 
 
Tabla 1-2: Diferencias entre Seguridad de información y Seguridad informática 
Seguridad de información Seguridad informática 
Es la confidencialidad, integridad y 
disponibilidad de los datos, independientemente 
de su formato. 
Garantiza la disponibilidad y el correcto 
funcionamiento de un sistema informático.  
Fuente: (Soriano, pág. 31) 
 
2.4. Servicios de seguridad 
 
Según (Soriano, pág. 31)  “un servicio de seguridad es un servicio que garantiza las transferencias 
de datos puedan tener la seguridad adecuada. Los servicios de seguridad se implementan mediante 
mecanismos de seguridad y de acuerdo a las políticas de seguridad”. 
 
2.5. Mecanismos de seguridad 
 
Los mecanismos de seguridad son también llamadas herramientas de seguridad “es un proceso 
que implementa uno o más servicios de seguridad. Los mecanismos de seguridad dan soporte a 
los servicios de seguridad y ejecutan actividades específicas para la protección frente a ataques o 
resultados del ataque” (Soriano, pág. 39). Los mecanismos de seguridad fundamentales que Miguel 
Soriano detalla son: 
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Tabla 2-2: Mecanismos de seguridad 
Mecanismos de 
Seguridad 
Definición 
Cifrado 
Es un mecanismo destinado a proteger el contenido de un mensaje mediante el 
uso de algoritmos matemáticos que transforman los datos originales. 
Firma Digital 
Es un mecanismo que utiliza herramientas criptográficas para autentificar el 
origen, garantizar la integridad de los datos y ofrecer protección contra 
falsificaciones. 
Control de acceso 
Abarca una variedad de mecanismos que establecen la política de derechos de 
acceso a los recursos. Este mecanismo requiere la autenticación y posteriormente 
la autorización para acceder a los recursos que se desee proteger. 
Integridad de 
datos 
Abarca una variedad de mecanismos utilizados para asegurar la integridad de un 
mensaje o de un flujo de datos. 
Intercambio de 
autenticación 
El objetivo de este mecanismo es asegurar la identidad de una entidad mediante 
un intercambio de información. 
Tráfico de relleno 
Es un mecanismo que inserta bits en un flujo de datos para impedir que tenga 
éxito un ataque por análisis de tráfico. 
Control de 
encaminamiento 
Permite que un mensaje cuando atraviesa una red de telecomunicación siga unos 
determinados enlaces y permite cambios en las rutas, especialmente cuando se 
detecta que hay un problema de seguridad. 
Notarización 
Es un mecanismo que utiliza terceras partes de confianza para garantizar ciertas 
propiedades en un intercambio de datos. 
Seguridad 
perimetral 
Es un mecanismo que permite aceptar o bloquear datos procedentes o destinados 
a un ordenador concreto ubicado fuera de la red local. 
Fuente:  (Soriano, pág. 39) 
 
2.6.  Criptografía 
 
Según la Real Academia Española (RAE): Criptografía. - Arte de escribir con clave secreta o 
de un modo enigmático. 
 
La criptografía es “una herramienta matemática que permite ofrecer protección contra muchas 
amenazas. Muchas aplicaciones de seguridad están basadas en el uso de la criptografía para el 
cifrado y descifrado de datos” (Soriano, pág. 43). 
 
La criptografía es “la creación de técnicas para el cifrado de datos con la confidencialidad de los 
mensajes. Si la criptografía es la creación de mecanismos para cifrar datos, el criptoanálisis son 
los métodos para “romper” estos mecanismos y obtener la información. Una vez que nuestros 
datos han pasado un proceso criptográfico decimos que la información se encuentra cifrada”. 
(Héctor Corrales S., Carlos Cilleruelo R. & Alejandro Cuevas N., 2014, pág. 3). 
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2.6.1.  Criptoanálisis   
 
El criptoanálisis consiste en “la reconstrucción de un mensaje cifrado en texto simple utilizando 
métodos matemáticos. Por lo tanto, todos los criptosistemas deben ser resistentes a los métodos 
de criptoanálisis. Cuando un método de criptoanálisis permite descifrar un mensaje cifrado 
mediante el uso de un criptosistema, decimos que el algoritmo de cifrado ha sido decodificado” 
(Kioskea, 2014). 
 
2.6.1.1.  Algoritmos criptográficos 
 
Un algoritmo criptográfico “no es más que una aplicación de herramientas matemáticas usadas 
en el proceso de cifrado y descifrado. Un algoritmo criptográfico trabaja en combinación con una 
clave “una palabra, número o frase” para cifrar un documento (texto, imagen, música, video…)”  
(Soriano, pág. 43). El método de encriptación y desencriptación es llamado Cifrado. 
 
2.6.1.1.1.  Clasificación de los algoritmos criptográficos 
 
En base al artículo de los autores: (Vera Delgado, Rafael Palacios, 2006) existen 3 tipos de algoritmos 
criptográficos que son: 
1.  Algoritmos de clave simétrica o de clave secreta 
2.  Algoritmos de clave asimétrica o de clave publica 
3.  Algoritmos HASH o de resumen. 
Tabla 3-2: Características de los algoritmos criptográficos 
Algoritmos Características Ejemplos 
SIMÉTRICOS 
• Utiliza la misma clave para el cifrado y el descifrado. 
• Emisor y receptor deben haber acordado una clave común por 
medio de un canal de comunicación confidencial antes de poder 
intercambiar información confidencial por un canal de 
comunicación inseguro. 
DES, 3DES, 
RC2, RC4, 
RC5, IDEA y 
AES. 
ASIMÉTRICOS 
• Utilizan dos claves distintas para cifrar y para descifrar el 
mensaje, trabajan indistintamente con cualquiera de las claves. 
• A partir del mensaje cifrado no se puede obtener el mensaje 
original, aunque se conozcan todos los detalles del algoritmo 
criptográfico utilizado y se conozca la clave pública utilizada 
para cifrarlo. 
Diffie-
Hellman, 
RSA, DSA, El 
Gamal. 
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• Emisor y receptor no requieren establecer ningún acuerdo sobre 
la clave a utilizar. 
HASH 
• Parten de una información de entrada de longitud indeterminada 
y obtienen como salida un código, que en cierto modo se puede 
considerar único para cada entrada. 
MD5 y el SHA-1 
Fuente:  (Vera Delgado, Rafael Palacios, 2006) 
 
2.6.1.2.  Criptografía de clave simétrica  
 
Según (Soriano, pág. 47) el “proceso de cifrado y descifrado de información mediante el uso de una 
única clave se conoce como criptografía de clave simétrica o cifrado de secreto compartido”, se 
ha estado utilizando desde la época de los antiguos egipcios. Esta forma de cifrado utiliza una 
clave secreta, denominado secreto compartido, utiliza la misma clave para cifrar y descifrar los 
datos.  
 
Con este tipo algoritmos de clave simétrica ambos (emisor y receptor) tienen que conocer la clave 
común, el problema surge con este método porque se tiene que comunicar la clave secreta de una 
forma segura al receptor, si en la comunicación una tercera persona intercepta la clave, puede leer 
el mensaje. Los algoritmos de clave simétrica más utilizados son: DES y AES 
En la figura 2-2 se muestra el proceso de cifrar usando criptografía de clave simétrica: 
 
Figura 2-2: Modelo de Cifrado con criptografía simétrica 
Fuente:      (Soriano, pág. 47)  
 
2.6.1.2.1.  DES 
 
El Estándar de cifrado de datos (Data Encryption Standard, DES) es un estándar de cifrado para 
proteger la información confidencial. Se ha desarrollado en la década de 1970 en IBM y adoptado 
como una norma federal de procesamiento de información desde 1977 por el Instituto Nacional 
de Estándares y Tecnología. DES ha sido utilizado de forma generalizada por muchas 
aplicaciones que requieren confidencialidad de los datos. Sin embargo, a partir del año 2001, DES 
ha sido reemplazado por el Advanced Encryption Standard AES. (S. Oukili and S. Bri, 2015) 
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Pero en la práctica, muchas aplicaciones de hardware o software todavía recurren al DES. 
También se utiliza en productos que tienen procesadores más lentos, como las tarjetas inteligentes 
y los dispositivos que no procesan un tamaño de clave más largo. 
 
Estructura básica 
 
DES es un algoritmo iterativo como se muestra en la figura 3-2. Para cada bloque de texto sin 
formato, el cifrado se maneja en 16 rondas que realizan todas unas operaciones idénticas. En cada 
ronda se utiliza una subclave diferente y todas las subclaves se derivan de la clave principal. El 
bloque entrante de texto sin formato (64 bits) pasa primero por una permutación inicial (IP) y 
luego se dividirá en dos mitades de 32 bits, asignados 32 bits a la derecha y 32 bits a la izquierda. 
En cada ronda, los 32 bits correctos se expanden a 48 bits utilizando la permutación de expansión 
(E), duplicando la mitad de los bits. A continuación, el resultado se une con una subclave. La 
salida XOR se divide en ocho de 6 bits y se alimenta en ocho cajas de sustitución (S). Cada una 
de estas cajas reemplaza sus seis bits de entrada por cuatro bits de salida, de acuerdo con una 
transformación no lineal. Las salidas son concatenadas y pasan a través de una permutación recta 
(P). El resultado se procesa a través de la función XOR con los 32 bits de la izquierda y la salida 
es los bits correctos de la siguiente ronda. Los bits de la izquierda de la siguiente ronda son los 
bits correctos de la ronda anterior. Después de la 16ª iteración, los bits derecho e izquierdo se 
concatenan y finalmente pasan a través de una permutación final (IP-1), que es la inversa de la 
permutación inicial (IP). La salida es el bloque de texto cifrado (64 bits). 
 
Figura 3-2: Diagrama de bloques del algoritmo DES 
  Fuente: (S. Oukili and S. Bri, 2015, pág. 2)  
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DES es un algoritmo de clave privada, en el que se utiliza la misma clave para cifrar y 
desencriptar. La Figura 4-2 muestra la generación de clave de DES. También es un proceso 
iterativo que comprende 16 rondas y genera 16 subclaves de la clave principal. La clave efectiva 
de 56 bits se permuta en primer lugar (PC-1) y se divide en dos mitades de 28 bits; cada mitad se 
trata después separadamente. Luego, para cada ronda, ambas mitades se desplazan a la izquierda 
por uno o dos bits, dependiendo del número redondo. Después de eso, las dos salidas pasan por 
otra permutación (PC-2). El resultado es la subclave y está codificado en 48 bits, 24 bits desde la 
mitad izquierda y 24 desde la derecha. 
 
 
     Figura 4-2: Generación de clave de DES 
           Fuente: (S. Oukili and S. Bri, 2015, pág. 2) 
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2.6.1.2.2.  AES 
 
En noviembre de 2001, el Instituto Nacional de Estándares y Tecnología (NIST) declaró el 
algoritmo Advanced Encryption Standard (AES) como el algoritmo de seguridad perfecta y 
sustituye al algoritmo DES. El algoritmo AES fue creado por dos científicos, el Dr. Joan Daemen 
y el Dr. Vincent Rijmen, que es una cifra simétrica de bloques. AES aclara como un algoritmo de 
cifrado que puede cifrar y descifrar la información/datos dados a su entrada. El tamaño de bloque 
de AES siempre se fija a 128 bits y el tamaño de clave puede variar a tres longitudes de clave 
diferentes de 128, 192 y 256 bits y el nombre para ello se da como AES-128, AES-192 y AES-
256 respectivamente. (Z. Kouser, M. Singhal and A. M. Joshi, 2016) 
 
Estructura básica 
 
AES trabaja en una matriz de bytes de 4x4, que se conoce como estado. Todas las 
transformaciones del proceso de cifrado se realizan sólo en un estado. Después de cada 
transformación los valores se almacenan en un estado, este estado es la entrada para la siguiente 
transformación. 
 
En cifrado se realizan cuatro transformaciones en cada ronda que se basan en los métodos de 
permutación y sustitución (Stallings, 2006): 
 
• Sustituir bytes (Substitute bytes): Utiliza una S-box para realizar una sustitución de byte-byte 
del bloque. 
• Filas de cambio (ShiftRows): Un desplazamiento cíclico es un ejemplo de permutación simple 
• Mezclar Columnas (MixColumns): Una sustitución de un valor aritmético sobre GF (28). 
• Añadir clave redonda (AddRoundKey): Una operación XOR realiza entre el estado de entrada 
y una pequeña parte de 16 bytes de la clave expandida. 
 
La estructura es bastante simple. Tanto para el cifrado como para el descifrado, el cifrado 
comienza con una etapa AddRoundKey, seguida de nueve rondas que incluyen las cuatro etapas, 
seguida de una décima ronda de tres etapas.  Sólo la etapa AddRoundKey hace uso de la clave. 
Por esta razón, el cifrado comienza y termina con una etapa AddRoundKey. Cualquier otra etapa, 
aplicada al principio o al final, es reversible sin conocimiento de la clave y por lo tanto no añadiría 
seguridad. 
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        Figura 5-2: Cifrado y descifrado AES 
           Fuente: (Stallings, 2006, pág. 154) 
 
2.6.1.3.  Criptografía de clave asimétrica 
 
La criptografía de clave pública o criptografía asimétrica “apareció para hacer resolver los 
problemas de seguridad que plantea la criptografía simétrica. Este método resuelve el problema 
de transmisión de claves que tiene la criptografía de clave secreta mediante el uso de dos claves 
(par de claves) en vez de una sola, utilizando una de ellas para el cifrado, y la otra para el 
descifrado” (Soriano, pág. 49). 
 
En la criptografía asimétrica, “una de las claves es de libre distribución (clave pública). Por eso, 
este método de cifrado también se llama el cifrado de clave pública. La segunda clave es la clave 
privada no es distribuible. Es importante señalar que las claves públicas y privadas están 
relacionadas, pero es prácticamente imposible deducir la clave privada si se conoce la clave 
pública. El más común es el algoritmo de clave pública RSA” (Soriano, pág. 49). 
 
El proceso de cifrar mediante criptografía de clave asimétrica es el siguiente: 
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        Figura 6-2: Modelo de cifrado con criptografía de clave pública 
           Fuente: (Soriano, pág. 50)  
 
2.6.1.3.1.  RSA 
 
RSA se fundó en 1977 como un criptosistema de clave pública. RSA es un algoritmo criptográfico 
asimétrico llamado así por sus fundadores Ron Rivest, Adi Shamir & Leonard Adelman 
del Instituto Tecnológico de Massachusetts (MIT). Genera dos claves: la clave pública para el 
cifrado y la clave privada para descifrar el mensaje. El algoritmo RSA consta de tres pasos, el 
paso uno es la generación de claves que debe usarse como clave para cifrar y descifrar los datos. 
La conversión de texto sin formato a texto cifrado se está llevando a cabo y el tercer paso es el 
descifrado, donde el texto cifrado se convierte en texto sin formato en otro lado. RSA se basa en 
la dramática diferencia entre la facilidad de encontrar grandes primos y la dificultad de factorizar 
el producto de dos grandes números primos. El tamaño de la clave es de 1024 a 4096 bits (M. 
Preetha & M. Nithya, June 2013). 
 
Estructura básica 
 
• El algoritmo se basa en el exponenciación modular. Los números e, d y N se eligen con la 
propiedad de que, si A es un número menor que N, entonces (Ae mod N) d mod N = A. 
• Esto significa que puede cifrar A con e y descifrar usando d. A la inversa, puede cifrar usando 
d y descifrar usando e (aunque hacerlo de esta forma se denomina generalmente firma y 
verificación). 
• El par de números (e, N) es conocido como la clave pública y puede ser publicado. 
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• El par de números (d, N) se conoce como la clave privada y debe mantenerse en secreto. 
• El número e es conocido como exponente público, el número d es conocido como el exponente 
privado y N es conocido como el módulo.  
• Se dice que un algoritmo que utiliza diferentes claves para el cifrado y descifrado es 
asimétrico. 
• Cualquiera que conozca la clave pública puede utilizarla para crear mensajes cifrados, pero 
sólo el propietario de la clave secreta puede descifrarlos. 
• Por el contrario, el propietario de la clave secreta puede cifrar mensajes que pueden ser 
descifrados por cualquiera con la clave pública. Cualquier persona descifrando con éxito tales 
mensajes puede estar seguro de que sólo el propietario de la clave secreta podría haber cifrado. 
Este hecho es la base de la técnica de firma digital 
 
Algoritmo RSA 
 
Según (M. Preetha & M. Nithya, June 2013) mencionan algoritmo RSA que consta de tres pasos: 
generación de claves, cifrado y descifrado. 
 
Algoritmo de generación de claves  
 
1. Cada usuario genera dos grandes primos aleatorios, p y q, de tamaño aproximadamente igual 
para que su producto n = p*q sea de la longitud de bit requerida, Eje. 1024 bits.  
2. Se calcula n = p*q  
3. Se calcula (phi) φ (n) = (p - 1) (q - 1).  
4. Elija un entero positivo e, 1 < e < phi, tal que gcd (e, phi) = 1.  
5. Calcule el exponente secreto d, 1 < d < phi, tal que ed ≡ 1 (mod phi).  
6. La clave pública es (n, e) y la clave privada (n, d). Mantenga todos los valores en secreto.  
• n se usa como modulo para ambas claves (pública y privada).  
• e es conocido como el exponente público o el exponente de cifrado o simplemente el 
exponente.  
• d se conoce como exponente secreto o exponente de descifrado. 
 
Cifrado (Encriptación) RSA  
 
Supongamos que Bob desea enviar un mensaje (decir 'm') a Alice. Para cifrar el mensaje 
utilizando el esquema de cifrado RSA, Bob debe obtener el par de claves públicas de Alice (e, n). 
El mensaje a enviar debe ahora ser cifrado utilizando este par (e, n). Sin embargo, el mensaje 'm' 
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debe ser representado como un entero en el intervalo [0, n-1]. Para cifrarlo, Bob simplemente 
calcula el número 'c' donde c = m ^ e mod n. Bob envía el texto cifrado c a Alice. 
c = m
e 
(mod n) 
 
Descifrado (Descodificación) RSA 
 
Para descifrar el texto cifrado c, Alice necesita usar su propia clave privada d (el exponente de 
descifrado) y el módulo n. Simplemente calcular el valor de c ^ d mod n devuelve el mensaje 
descifrado (m). 
m = c
d 
(mod n) 
Ejemplo de cifrado/descifrado con RSA 
 
p= 61  número primo privado 
q= 53  número primo privado 
n = p*q = (61*53) = 3233. 
(phi) φ (n) = (p - 1) (q - 1)  
        = (61-1) (53-1)  
      = 60 * 52 = 3120 
e= 17  exponente público 
d= 2753 exponente privado 
Función de Cifrado:  
   Cifrar (m) = m
e 
(mod n) 
= m17 (mod 3233) donde m es el texto sin cifrar 
Función de Descifrado:  
    Descifrar (c) = c
d 
(mod n)   
                                       = c2753 (mod 3233)     donde c es el texto cifrado 
Valor de M:   H    O     L    A 
           1      2      3     4  
Cifrar (1234) = 123417 (mod 3233) 
                       =  2183 
Descifrar (2183) = 21832753 (mod 3233) 
   = 1234 = H O L A 
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2.6.1.4.  El sistema hibrido 
 
“La desventaja de utilizar cifrado de clave pública es que es un proceso bastante lento, ya que se 
requieren longitudes de clave grandes (1024 bits a 4096 bits). Cuando se comparan ambos 
procesos, el cifrado de clave simétrica es mucho más rápido, y emplea longitudes de clave más 
pequeñas (56 bits a 256 bits)” (Soriano, pág. 53). 
 
El sistema hibrido es la combinación de las ventajas del cifrado simétrico y asimétrico, ya que el 
problema de ambos sistemas criptográficos es que el simétrico es inseguro y el asimétrico es lento. 
 
Específicamente, el sistema híbrido utiliza “un algoritmo de clave pública con el fin de compartir 
de forma segura la clave usada en el sistema de cifrado simétrico. El texto en claro se cifra 
utilizando una clave simétrica, dando lugar al criptograma. El emisor envía el criptograma al 
receptor junto con la clave simétrica utilizada cifrada con la clave pública del destinatario. Dado 
que el método de reparto es seguro, la clave simétrica se renueva cada sesión, por eso a veces a 
esta clave se denomina clave de sesión. Esto significa que, si un atacante es capaz de conocer la 
clave de sesión, sólo sería capaz de leer el mensaje cifrado con esa clave” (Soriano, pág. 53). 
 
“Esta técnica de cifrado combinado se utiliza con muchísima frecuencia. Por ejemplo, se utiliza 
en Secure Shell (SSH) para proteger las comunicaciones entre el cliente y el servidor y en PGP 
(Pretty Good Privacy) para enviar correos electrónicos. Además, es el mecanismo básico en 
Transport Layer Security (TLS), que es el protocolo utilizado en la Web para mantener un 
canal de comunicación seguro” (Soriano, pág. 54). 
 
Estructura básica 
 
Los pasos del sistema hibrido según (Soriano, pág. 54) son: 
1. Generar la clave aleatoria y cifrar el mensaje con esa clave para esto se usa la criptografía 
simétrica, dando lugar al criptograma. 
2. Mediante la criptografía de clave pública se cifra la clave aleatoria con la clave pública 
del destinatario. 
3. Enviar el criptograma junto con la clave aleatoria cifrada. 
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El proceso de cifrar mediante criptografía de sistema hibrido es el siguiente: 
 
          Figura 7-2: Modelo de cifrado híbrido 
              Fuente: (Soriano, pág. 54) 
 
2.6.1.5.  Resumen de los algoritmos criptográficos 
 
La tabla 4-2 muestra un resumen de los atributos de cada algoritmo simétrico, asimétrico e 
hibrido. 
Tabla 4-2:  Cuadro comparativo de algoritmos criptográficos  
Atributo 
Algoritmo 
Simétricos 
Algoritmo Asimétricos Algoritmo Hibrido 
Velocidad Rápida Lenta Rápida 
Estándar 
Actual 
DES, 3DES, AES RSA, Difflie-Hellman, DSA SSH yPGP 
Uso principal 
Cifrado a grandes 
volúmenes de datos. 
Intercambio de claves forma 
digital. 
Eficiencia y Seguridad. 
Claves 
Compartidas entre el 
emisor y receptor. 
Pública: conocida por todos. 
Privada: sólo es conocida por 
1 persona. 
Pública: conocida por 
todos. 
Clave Aleatoria y cifrado 
del mensaje. 
Intercambio de 
Claves 
Difícil de 
intercambiar por un 
canal inseguro. 
La clave pública se comparte 
y la privada nunca se 
comparte. 
Usa claves aleatorias para 
cifrar el mensaje y 
comparte la clave pública. 
Longitud de 
Clave 
56 bits (vulnerable) 
256 bits (seguro) 
1024 bits mínimo. 1024 bits a 4096 bits 
Servicio de 
Seguridad 
Confidencialidad 
Integridad 
Autenticación 
Confidencialidad 
Integridad 
Autenticación y No repudio 
Confidencialidad 
Integridad 
Autenticidad y Seguridad  
Fuente:  https://infosegur.files.wordpress.com/2014/01/comparativa.jpg  
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2.7.  Arquitecturas de aplicaciones cliente-servidor 
 
Una arquitectura cliente/servidor es un modelo de aplicación distribuida en donde las tareas se 
reparten entre un servidor y un cliente, este modelo es utilizado ampliamente y forma la base en 
gran medida del uso de las redes.  
 
Básicamente, la arquitectura cliente-servidor se tienen aplicaciones en un computador que están 
“conversando” con aplicaciones de otro computador. El cliente solicita servicios y el servidor 
cubre los requerimientos, por lo que el cómputo cliente-servidor define una arquitectura en la cual 
la lógica del programa está distribuida entre sistemas cliente y sistemas servidor (Daniela Garcia, 
Edgar Ríos, 2011). 
 
2.7.1.  Cliente 
 
El cliente es el proceso que permite realizar peticiones hacia el servidor, se conoce con el término 
front-end.  Es un consumidor de servicios y normalmente maneja todas las funciones relacionadas 
con la manipulación y despliegue de información; la ubicación de los datos o de las aplicaciones 
es totalmente transparente para el cliente, se encuentra desarrollado sobre plataformas que 
permiten construir interfaces con los usuarios, tienen la capacidad de acceder a los servicios de 
los servidores (Daniela Garcia, Edgar Ríos, 2011). 
 
2.7.2.  Servidor 
 
Según (Daniela Garcia, Edgar Ríos, 2011) define a los servidores como los encargados de proveer 
servicios a uno o varios clientes y están a la espera de atender a múltiples clientes que hacen 
peticiones de algún recurso administrado por él, este proceso es conocido con el término back-
end. El servidor generalmente maneja todas las funciones relacionadas con las reglas del negocio 
y los recursos de los datos. Por cuestiones de desempeño, los servidores deben ser sistemas 
poderosos. 
 
2.7.3.  Modelo cliente-servidor 
 
La comunicación en el modelo cliente-servidor, es de la siguiente forma y estos mensajes se 
muestran en la figura 8-2.  
1. El proceso cliente envía una solicitud a través de la red al proceso servidor. 
2. El cliente espera una respuesta. 
3. El proceso servidor recibe la solicitud y ejecuta el trabajo que se le pide o busca los datos 
solicitados.  
4. El servidor devuelve una respuesta. 
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Figura 8-2: Modelo cliente-servidor 
Fuente: (Daniela Garcia, Edgar Ríos, 2011, pág. 49)  
 
2.7.4.  Características de aplicaciones cliente-servidor 
 
Las características básicas de una arquitectura Cliente/Servidor son:  
Tabla 5-2:  Características arquitecturas cliente/servidor 
Característica Cliente/Servidor 
Interoperabilidad 
El proceso del cliente contiene la solución lógica específica entre el usuario y 
el resto de las aplicaciones del sistema. El proceso del servidor actúa como el 
motor del software que maneja los recursos compartidos como base de datos, 
impresoras, módems o procesadores de alto poder. 
Rendimiento  
Las tareas del cliente y del servidor fundamentalmente tienen diferentes 
requerimientos en cuanto a recursos de cómputo como velocidad del 
procesador, memoria, velocidad y capacidades del disco, además de 
dispositivos de entrada-salida. 
Comunicación no existe otra relación entre clientes y servidores que no sea la que se establece 
a través del intercambio de mensajes entre ambos. 
Multiplataforma Permite conectar clientes y servidores independientemente de sus plataformas.  
Escalabilidad 
 
Permite agregar más estaciones de trabajo activas sin afectar significativamente 
el rendimiento, también permite mejorar las características del servidor o 
agregar múltiples servidores. 
  Fuente:  (Daniela Garcia, Edgar Ríos, 2011, pág. 46) 
2.7.5.  Ventajas y Desventajas del modelo cliente-servidor 
 
Entre las principales ventajas y desventajas del esquema Cliente/Servidor están las definidas por 
(Daniela Garcia, Edgar Ríos, 2011, pág. 47).  
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La tabla 6-2 muestra las ventajas y desventajas del modelo Cliente/Servidor entre las que se 
destaca como ventajas: la estabilidad, centralización de control, encapsulación y tráfico de la red; 
y como desventajas: el costo elevado, dependencia del servidor, congestión de tráfico y 
mantenimiento. 
 
Tabla 6-2:  Ventajas y desventajas del modelo cliente/servidor 
VENTAJAS DESVENTAJAS 
• Escalabilidad 
Facilidad de aumentar o suprimir la capacidad de 
clientes y servidor por separado y el funcionamiento 
de la red no se verá afectado. 
• Costo elevado 
Para que este esquema C/S funcione correctamente 
implica tener un servidor central lo suficientemente 
potente como para gestionar y compartir recursos con 
todos los clientes que envían simultáneamente 
peticiones. 
• Centralización del control 
Los administradores pueden aplicar controles de 
seguridad para restringir los accesos a los datos y 
pueden utilizar mecanismos de rastreo para 
monitorear los accesos a los datos; toda información 
que quiere entrar al sistema es revisada y controlada 
por el servidor en caso de que un programa cliente sea 
defectuoso o no autorizado no pueda dañar al sistema. 
• Dependencia del servidor 
En el esquema C/S, toda la red está construida alrededor 
del servidor, en ocasiones si esté falla puede afectar a 
toda la infraestructura, por eso es importante tener 
servidores redundantes con tolerancia a fallos y los 
sistemas de almacenamiento en modo RAID. 
• Encapsulación 
Al ser computadores independientes tanto para el 
cliente como servidor, es posible reparar, actualizar o 
trasladar un servidor, mientras que los clientes no se 
verán afectados por ese cambio. 
• Congestión de tráfico 
Por la gran cantidad de clientes envían peticiones 
simultaneas al servidor, puede ser que cause muchos 
problemas para éste (a mayor número de clientes, más 
problemas para el servidor). 
• Tráfico de la red 
Es reducido debido a que el servidor solamente 
proporciona la información requerida al cliente, por lo 
tanto, las estaciones de trabajo ya no procesaran 
grandes cantidades de información. 
• Mantenimiento 
Se requiere de personal capacitado para dar el 
mantenimiento porque implica la interacción de 
diferentes partes de Hw y Sw, distribuidas por distintos 
proveedores, lo cual dificulta el diagnóstico de fallas. 
Fuente:  (Márquez Bertha & Zulaica José, 2004) 
 
2.8.  Sockets 
 
Los sockets es el canal de comunicación por el cual un proceso puede enviar o receptar 
información.  
 
Los sockets fueron popularizados por “Berckley Software Distribution, de la 
universidad norteamericana de Berkley. Los sockets usan el protocolo de streams TCP (Transfer 
Contro Protocol) y el de datagramas UDP (User Datagram Protocol). Utilizan una serie de 
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primitivas para establecer el punto de comunicación, para conectarse a una máquina remota en un 
determinado puerto que esté disponible, para escuchar en él, para leer o escribir y publicar 
información en él, y finalmente para desconectarse. Con todas primitivas se puede crear un 
sistema de diálogo muy completo” (Rojas M., Rosas V., Roaro R. & Puebla J, 2012).  
 
2.8.1.  Tipos de socket  
 
El tipo de sockets describe la forma en la que se transfiere información a través de ese socket. 
Existen muchos tipos de sockets, pero los más populares son según (Tangient LLC):  
 
Tabla 7-2:  Tipos de Socket 
Tipo Cliente/Servidor 
Sockets Stream  
Son los más utilizados, hacen uso del protocolo TCP, el cual nos provee un flujo de 
datos bidireccional, donde la información se transfiere sin agruparlos en bloques, 
garantizando de esta manera que la información llegue al destino en orden, sin 
duplicación de paquetes y mantiene separación entre mensajes. Si durante la 
transmisión se interrumpe la conexión entre los procesos, éstos serán informados 
de lo sucedido para las soluciones oportunas, con la finalidad que estén libres de 
errores. 
“El protocolo de comunicaciones con streams es un protocolo orientado a conexión, 
ya que para establecer una comunicación utilizando el protocolo TCP, hay que 
establecer en primer lugar una conexión entre un par de sockets. Mientras uno de 
los sockets atiende peticiones de conexión (servidor), el otro solicita una conexión 
(cliente). Una vez que los dos sockets estén conectados, se pueden utilizar para 
transmitir datos en ambas direcciones” (Tangient LLC, 2015). 
Sockets 
Datagrama 
Hacen uso de UDP y son más eficaz que TCP, pero no garantiza fiabilidad en las 
transferencias, es por esto que la información se envía y recibe en paquetes, cuya 
entrega no garantiza que estos paquetes puedan llegar en orden al envió o también 
puedan ser perdidos o duplicados. 
“Las comunicaciones a través de datagramas usan UDP, lo que significa que, cada 
vez que se envíen datagramas es necesario enviar el descriptor del socket local y la 
dirección del socket que debe recibir el datagrama. Como se puede ver, hay que 
enviar datos adicionales cada vez que se realice una comunicación, aunque tiene la 
ventaja de que se pueden indicar direcciones globales y el mismo mensaje llegará a 
muchas máquinas a la vez” (Tangient LLC, 2015). 
Sockets Raw 
Permite el acceso a los protocolos internos como IP. No son para el usuario más 
común, son provistos principalmente para aquellos interesados en desarrollar 
nuevos protocolos de comunicación o para hacer uso de facilidades 
ocultas de un protocolo existente.  
Fuente:  (Tangient LLC, 2015) 
- 46 - 
 
2.8.2.  Funcionamiento del socket  
 
El modelo más básico de los sockets mencionado por (Hernández, 2006) y (Tangient LLC, 2015) consta 
de un servidor y un cliente el proceso se detalla a continuación: 
 
1. Un servidor se ejecuta sobre una computadora específica y tiene un socket que responde en 
un puerto específico. El servidor simplemente espera, escuchando a través del socket a que un 
cliente se conecte con una petición.  
2. En el lado del cliente: el cliente conoce el nombre de host o la IP del servidor que se encuentra 
ejecutando y el número de puerto en el cual el servidor está conectado y escuchando. 
Conociendo esto el cliente realiza una petición de conexión con el servidor. 
3. El servidor acepta la conexión. Además de aceptar, el servidor obtiene un nuevo socket sobre 
un puerto diferente. Esto se debe a que necesita un nuevo socket (y, en consecuencia, un 
numero de puerto diferente) para seguir atendiendo al socket original para peticiones de 
conexión mientras atiende las necesidades del cliente que se conectó. 
4. Por la parte del cliente, si la conexión es aceptada, un socket se crea de forma satisfactoria y 
puede usarlo para comunicarse con el servidor. Es importante darse cuenta que el socket en el 
cliente no está utilizando el número de puerto usado para realizar la petición al servidor. En 
lugar de éste, el cliente asigna un número de puerto local a la máquina en la cual está siendo 
ejecutado.  
5. Ahora el cliente y el servidor pueden comunicarse escribiendo o leyendo en o desde sus 
respectivos sockets. 
6. Finalmente se cierra o finaliza la conexión.  
 
Las plataformas Java y Asp.Net admiten las comunicaciones de red basadas en socket. El lenguaje 
Java por medio de la librería java.net nos provee dos clases: Socket para implementar la conexión 
desde el lado del cliente y ServerSocket que nos permitirá manipular la conexión desde el lado 
del servidor. .NET Compact Framework provee dos clases: CSocket para la conexión desde el 
lado del cliente y WebSocket para las conexiones de lado del servidor.  
 
En la figura 9-2 se explica con más detalle como es el funcionamiento de una conexión socket 
para una arquitectura Cliente – Servidor. 
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           Figura 9-2: Funcionamiento de una conexión socket 
                Fuente: (Tangient LLC, 2015) 
 
2.8.3.  Comunicación entre sockets 
 
El servidor creará un socket, le asignará un puerto y una dirección, una vez haga el accept para 
esperar llamadas, se quedará bloqueado a la espera de las mismas. Cuando un cliente desee 
establecer una conexión, creará un socket y establecerá una conexión al puerto establecido. Sólo 
es en este momento, cuando se da una conexión real y se mantendrá hasta su liberación mediante 
close ().  
 
El hecho de establecer comunicación mediante un socket con un servidor y el cliente, posibilita 
el envío y la recepción de datos. Esto se realiza con las clases de entrada y salida, tanto en java 
como en .Net existen clases definidas para realizar el envío y la recepción de datos como son: 
 
Tabla 8-2:  Comunicación de sockets en plataformas Java y .Net 
JAVA .NET 
Paquete Java.Net Paquete  System.IO 
Entrada InputStream ObjetoDeTipoSocket. 
getInputStream () 
Entrada StreamReader ObjetoDeTipoSocket. 
GetStreamReader () 
Salida OutputStream ObjetoDeTipoSocket. 
getOutputStream () 
Salida StreamWriter  ObjetoDeTipoSocket. 
GetStreamWriter () 
Realizado por: Marco Vivanco, 2017 
- 48 - 
 
A continuación, se muestra dos figuras del esquema de comunicación en modelos cliente/servidor 
mediante sockets entre las plataformas Java y .Net: 
Java 
 
C# 
 
Figura 10-2: Modelo de Comunicación cliente/servidor en Java y C# 
Fuente: Java (Tangient LLC, 2015)  y C# (Tenouk) 
 
2.8.4.  Programación concurrente 
 
Según Miguel Ángel Rodríguez Florido se habla de concurrencia cuando “ocurren varios sucesos 
de manera contemporánea. Un caso específico de la programación concurrente es la programación 
paralela o paralelismo. 
 
Los procesos pueden “competir” o colaborar entre sí por los recursos del sistema. Por tanto, 
existen tareas de colaboración y sincronización. Entonces, la programación concurrente se 
encarga del estudio de las nociones de ejecución concurrente, así como sus problemas de 
comunicación y sincronización” (Rodríguez, 2005, pág. 4). 
 
El beneficio de la programación concurrente está en ofrecer una velocidad de ejecución, esto se 
da al subdividir un programa en procesos. 
 
2.8.4.1. Hilos o Thread 
 
Un hilo o conocido como hebra es una “secuencia de control dentro de un proceso que ejecuta 
sus instrucciones de forma independiente. Los hilos son las unidades básicas de ejecución de la 
programación concurrente. 
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Los threads existen dos niveles: a nivel usuario (p.ej. java) o a nivel del sistema operativo (hilos 
del sistema) estos dan soporte a los hilos de usuario mediante una API” (Rodríguez, 2005, pág. 16). 
 
Estados de un hilo 
 
Durante el ciclo de vida de un hilo, éste se puede encontrar en diferentes estados. La figura 10-2 
muestra estos estados y los métodos que provocan el paso de un estado a otro.  
 
Figura 11-2: Estados de un hilo/thread 
Realizado por: Marco Vivanco, 2017 
 
Tabla 9-2:  Estados de un hilo/thread 
Estado Descripción 
Nuevo (new) 
En este estado se encuentra un Thread cuando se ha creado la instancia pero aún no se llama el 
método start().  En este estado el hilo aún no es considerado como un proceso "vivo”. Se producirá 
un mensaje de error (IllegalThreadStateException) si se intenta ejecutar cualquier método de la 
clase Thread distinto de start (). 
Ejecutable 
(Runnable) 
La llamada al método start () creará los recursos del sistema necesarios para que el Thread pueda 
ejecutarse, lo incorpora a la lista de procesos disponibles para ejecución del sistema y llama al 
método run () del hijo de ejecución. Un thread entra por primera vez al estado runnable cuando se 
invoca su método start () pero un hilo también puede regresar a este estado después de los estados 
running, waiting, sleeping o blocking. 
Bloqueado 
(Running) 
El hilo de ejecución entra en estado Parado cuando alguien llama al método suspend (), cuando se 
llama al método sleep (), cuando el hilo está bloqueado en un proceso de entrada/salida o cuando 
el hilo utiliza su método wait () para esperar a que se cumpla una determinada condición. Cuando 
ocurra cualquiera de las cuatro cosas anteriores, el hilo estará Parado. Si un Thread está en este 
estado, no se le asigna tiempo de CPU. 
stop() stop() stop() o 
New Thread() 
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Muerto 
(Dead) 
En este estado el método run () del thread ha terminado. Todavía puede estar disponible mediante 
el objeto Thread, pero ya no como un hilo de ejecución con su propio call stack. Una vez que un 
hilo está muerto, no puede ser activado de nuevo. El método isAlive () se utiliza para comprobar 
si el hilo ya ha iniciado pero su método run ( ) no ha terminado. 
Fuente:  Universidad Distrital Francisco Jose de Caldas, Colombia 2015  
 
2.9.  Plataformas de desarrollo 
 
De acuerdo a los índices de la comunidad de programación TIOBE según (BV, 2018) actualizado 
hasta enero de 2018, indica la popularidad de los lenguajes de programación, en donde Java 
encabeza el primer lugar y en quinto puesto esta C# un lenguaje de programación creado por 
Microsoft para su plataforma .NET, crea aplicaciones web, móviles y de escritorio, por lo que es 
competencia de Java. Utiliza una infraestructura de lenguaje común para facilitar la portabilidad 
del código desde otros lenguajes. 
 
Como se puede evidenciar JAVA y C# son las dos plataformas de software orientadas a objetos 
que lideran los índices de popularidad según TIOBE. 
 
2.9.1.  Java 
 
Según Padilla y Pérez Java “se diseñó en 1990 por James Gosling, de Sun Microsystems. 
Inicialmente Java se llamó Oak, aunque tuvo que cambiar de denominación, debido a que dicho 
nombre ya estaba registrado por otra empresa. Este lenguaje fue diseñado antes del comienzo de 
la era World Wide Web, puesto que fue diseñado para dispositivos electrónicos de consumo como 
calculadoras, microondas y la televisión interactiva” (J. Padilla & J. Pérez, 2009‐2010, pág. 2). 
 
“Hoy en día, puede encontrar la tecnología Java en redes y dispositivos que comprenden desde 
Internet y superordenadores científicos hasta portátiles y teléfonos móviles; desde simuladores de 
mercado en Wall Street hasta juegos de uso doméstico y tarjetas de crédito: Java está en todas 
partes” (J. Padilla & J. Pérez, 2009‐2010, pág. 4). 
 
2.9.1.1.  Características 
 
Las características relevantes y por la que fue creado el lenguaje java según (J. Padilla & J. Pérez, 
2009‐2010, pág. 5) son:  
• Simple. Excluye la complejidad de los lenguajes como "C" y se orienta a los lenguajes 
orientados a objetos. 
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• Familiar. La sintaxis de Java es similar al lenguaje C o en C++. 
• Robusto. El sistema de Java maneja la memoria de la computadora por ti. No te tienes que 
preocupar por apuntadores, memoria que no se esté utilizando, etc. Java realiza todo esto sin 
necesidad de que uno se lo indique 
• Seguro. El sistema de Java tiene ciertas políticas de seguridad que impiden se puedan crear 
o desarrollar virus con este lenguaje. 
• Interpretado. Java corre en una máquina virtual. 
• Portable. Como el código compilado de Java (byte code) es interpretado, un programa 
compilado de Java puede ser utilizado por cualquier computadora que tenga implementado el 
intérprete de Java. 
• Independiente a la arquitectura. Al compilar un programa en Java, el código resultante un 
tipo de código binario conocido como byte code. Este código es interpretado por diferentes 
computadoras de igual manera, solamente hay que implementar un intérprete para cada 
plataforma.  
• Multithreaded. Un lenguaje que soporta múltiples hilos es un lenguaje que puede ejecutar 
diferentes líneas de código al mismo tiempo. 
• Dinámico. Java no requiere que compiles todas las clases de un programa para que este 
funcione. 
 
2.9.1.2.  Entornos de desarrollo 
 
La plataforma Java, está compuesta por 3 paquetes de desarrollo (SDK), según las menciona         
(J. Padilla & J. Pérez, 2009‐2010, pág. 8):  
1) J2ME (Java 2 MicroEdition): permite desarrollar aplicaciones para los dispositivos móviles. 
(ej.: Smartphone, tablets).  
2)  J2SE (Java 2 Standard Edition): permite desarrollar aplicaciones en escritorio, consola, 
aplicaciones web, applets, etc.).  
3)  J2EE (Java 2 Enterprise Edition): permite desarrollar aplicaciones más robustas y complejas 
agregando funciones empresariales como aplicaciones Distribuidas, Servicios Web, etc. 
2.9.1.3.  Manejo de sockets 
 
En la tabla 10-2 se muestra un resumen del código en java para la creación, cifrado del texto y 
cierre de un socket tanto en el cliente como en el servidor; en el anexo A se especifica con más 
detalle el código. 
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Tabla 10-2:  Código para manejo de socket en Java para el cliente y servidor 
JAVA CLIENTE SERVIDOR 
Apertura de sockets  
cliente = new Socket (host, 
numeroPuerto); 
servidor = new ServerSocket 
(numeroPuerto); 
Creación de screams 
DataOutputStream salida = new 
DataOutputStream 
(cliente.getOutputStream()); 
DataInputStream entrada = new 
DataInputStream 
(cliente.getInputStream()); 
DataInputStream entrada = new 
DataInputStream 
(skCliente.getInputStream()); 
DataOutputStream salida = new 
DataOutputStream 
(skCliente.getOutputStream()); 
Cierre de sockets 
salida.close(); 
entrada.close(); 
cliente.close(); 
salida.close(); 
entrada.close(); 
skCliente.close(); 
servidor.close(); 
Cifrado de texto con algoritmos AES y RSA 
Generar el par de 
claves 
KeyGenerator keyGenerator = 
KeyGenerator.getInstance("AES")
; 
KeyGenerator.init(128); 
Key key = 
keyGenerator.generateKey(); 
KeyPairGenerator keyPairGenerator = 
KeyPairGenerator.getInstance("RSA"); 
keyPairGenerator.initialize(512); 
KeyPair keyPair = 
keyPairGenerator.generateKeyPair(); 
PublicKey publicKey = 
keyPair.getPublic(); 
PrivateKey privateKey = 
keyPair.getPrivate(); 
Clase para encriptar/ 
desencriptar 
Cipher aes = Cipher.getInstance 
("AES/ECB/PKCS5Padding"); 
String texto = "texto a encriptar"; 
rsa = Cipher.getInstance 
("RSA/ECB/PKCS1Padding"); 
String text = "Text to encrypt"; 
Encriptar texto 
rsa.init(Cipher.ENCRYPT_MOD
E, publicKey); 
byte[] encriptado = 
rsa.doFinal(text.getBytes()); 
for (byte b : encriptado) { 
System.out.print(Integer.toHexStri
ng(0xFF & b)); } 
aes.init(Cipher.ENCRYPT_MODE, key); 
byte[] encriptado = 
aes.doFinal(texto.getBytes()); 
for (byte b : encriptado) { 
System.out.print(Integer.toHexString(0xF
F & b)); } 
Desencriptar texto 
rsa.init(Cipher.DECRYPT_MOD
E, privateKey); 
byte[] bytesDesencriptados = 
rsa.doFinal(encriptado); 
String textoDesencripado = new 
String(bytesDesencriptados); 
System.out.println(textoDesencripa
do); 
aes.init(Cipher.DECRYPT_MODE, key); 
byte[] desencriptado = 
aes.doFinal(encriptado); 
System.out.println(new 
String(desencriptado)); 
Fuente: http://chuwiki.chuidiang.org/index.php?title=Encriptacion_con_Java#SHA  
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2.9.2.  .NET  
 
“.NET podría considerarse una respuesta de Microsoft al creciente mercado de los negocios en 
entornos Web, como competencia a la plataforma Java de Sun Microsystems y a los diversos 
framework de desarrollo web basados en PHP.  Microsoft .Net surgió en 1998” (J. Padilla & J. Pérez, 
2009‐2010, pág. 4). 
 
“Microsoft inició después el proceso de estandarización de la plataforma .Net en la asociación 
ECMA para su formalización y aceptación como asociación ha estandarizado numerosas 
tecnologías, entre ellas, el lenguaje JavaScript. .NET es un proyecto de Microsoft para crear una 
nueva plataforma de desarrollo de software con énfasis en transparencia de redes, con 
independencia de plataforma de hardware y que permita un rápido desarrollo de aplicaciones” (J. 
Padilla & J. Pérez, 2009‐2010, pág. 4). 
 
2.9.2.1.  Características 
 
NET Framework fue diseñado con las siguientes características en mente según (J. Padilla & J. Pérez, 
2009‐2010, pág. 15):  
 
• Completamente Orientado a Objetos  
• Multilenguaje  
• Cargador de clases 
• Administrador de código 
• Motor de seguridad y depuración  
• Administrador de excepciones 
• Soporte de multiproceso (hilos) 
• Compatibilidad con soluciones existentes creadas en plataformas Microsoft o en otras 
plataformas. 
 
2.9.2.2.  Entornos de desarrollo 
 
Visual Studio .NET es la herramienta y entorno de desarrollo sobre la cual los programadores 
crean software, esta herramienta es pagada y ofrece grandes ventajas para el desarrollo de 
aplicaciones.  
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“.Net al ser de plataforma abierta mucha gente se ha dedicado a desarrollar IDEs y aparte de 
Visual Studio .Net y otro de pago, hay varios gratuitos como la llamada WebMatrix” (J. Padilla & 
J. Pérez, 2009‐2010, pág. 19). 
 
2.9.2.3.  Manejo de sockets 
 
En la tabla 11-2 se muestra un resumen del código en C# para la creación, cifrado del texto y 
cierre de un socket tanto en el cliente como en el servidor; en el anexo B se especifica con más 
detalle el código. 
 
Tabla 11-2:  Código para manejo de socket en C# para el cliente y servidor 
JAVA CLIENTE SERVIDOR 
Apertura de 
sockets  
IPEndPoint localEndPoint = 
IPEndPoint(Ipaddress.Parse(“127.
0.0.1", 4000); 
Socket server = new Socket 
(AddressFamily.InterNetwork, 
Socket newsock = Socket 
(AddressFamily.InterNetwork, 
SocketType.Stream, 
ProtocolType.Tcp); 
newsock.Bind (localEndPoint); 
Creación de 
screams 
NetworkStream networkStream = 
socketForServer.GetStream(); 
StreamReader streamReader = new 
System.IO.StreamReader(networkS
tream); 
StreamWriter streamWriter = new 
System.IO.StreamWriter(network
Stream); 
NetworkStream networkStream 
=new 
NetworkStream(socketForClient); 
StreamWriter streamWriter =new 
StreamWriter(networkStream);  
StreamReader streamReader = new 
StreamReader(networkStream); 
Cierre de sockets 
streamReader.Close(); 
streamWriter.Close(); 
networkStream.Close(); 
streamReader.Close(); 
streamWriter.Close(); 
networkStream.Close(); 
socketForClient.Close(); 
Cifrado de texto con algoritmos AES y RSA 
Generar el par de 
claves 
SymmetricAlgorithm algoritmo = 
Symmetric Algorithm. 
Create(“Rijndael”); 
algoritmo.KeySize = 256; 
algoritmo.GenerateKey(); 
foreach (byte b in algoritmo.Key) { 
    Console.Write(“{0:X2} “, b); } 
algoritmo.GenerateIV(); 
Console.WriteLine(“IV (Vector de 
inicialización): “); 
foreach (byte b in algoritmo.IV) { 
    Console.Write(“{0:X2} “, b); } 
// Generar y almacenar la llave 
pública 
StreamWriter sw = new 
StreamWriter 
((@"llave_publica.xml"); 
string publicOnlyKeyXML = 
rsa.ToXmlString(false); 
sw.Write(publicOnlyKeyXML); 
// Generar y almacenar la llave 
privada 
StreamWriter sw = new 
StreamWriter(@"llave_privada.xm
l"); 
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string publicPrivateKeyXML = 
rsa.ToXmlString(true); 
sw.Write(publicPrivateKeyXML); 
Clase para 
encriptar/ 
desencriptar 
algoritmo.BlockSize = 128; 
algoritmo.Mode = 
CipherMode.CBC; 
algoritmo.Padding = 
PaddingMode.PKCS7; 
rsa = new 
RSACryptoServiceProvider 
(cspParams); 
StreamReader reader = new 
StreamReader(@"llave_publica.xm
l"); 
string publicOnlyKeyXML = 
reader.ReadToEnd(); 
Encriptar texto 
encriptador = 
algoritmo.CreateEncryptor(); 
byte[] textoPlano = 
Encoding.Default.GetBytes(mensa
je); 
memoryStream = new 
MemoryStream(); 
cryptoStream = new 
CryptoStream (memoryStream, 
encriptador, 
CryptoStreamMode.Write); 
cryptoStream.Write(textoPlano, 0, 
textoPlano.Length); 
cryptoStream.FlushFinalBlock(); 
cargarLlavePublica(); 
byte[] textoPlanoBytes = 
System.Text.Encoding.UTF8.GetB
ytes(textoPlano); 
byte[] textoCifradoBytes = 
rsa.Encrypt(textoPlanoBytes, 
false); 
string MensajeCifrado = 
Convert.ToBase64String(extoCifrad
oBytes); 
Desencriptar texto 
byte[] mD = new 
byte[mensajeEncriptado.Length]; 
ICryptoTransform desencriptador 
= algoritmo.CreateDecryptor(); 
memoryStream = new 
MemoryStream(mensajeEncriptad
o); 
= new CryptoStream 
(memoryStream, desencriptador, 
CryptoStreamMode.Read); 
nBytesDesencriptados = 
cryptoStream.Read (mD, 0, 
mD.Length); 
cargarLlavePrivada(); 
bytsebyte[] textoCifradoBytes = 
Convert.FromBase64String(textoCi
frado); 
byte[] textoPlanoBytes = 
rsa.Decrypt(textoCifradoBytes, 
false); 
string MensajeDescifrado = 
System.Text.Encoding.UTF8.GetSt
ring(textoPlanoBytes); 
Fuente: https://blog.jorgeivanmeza.com/2010/11/cifrado-y-descifrado-asimetrico-con-rsa-utilizando-cmono/ 
 
2.9.3.  Comparativa de plataformas J2EE y .NET 
 
El desarrollo de software distribuido ha tenido un avance considerable en los últimos tiempos 
tanto desde el punto de vista conceptual como tecnológico, así como también la incorporación de 
estándares a las herramientas de desarrollo.  
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La tabla 12-2 muestra un cuadro comparativo entre Java y .Net en donde, según (María Begoña R. & 
Patricia Bazán) esta comparación permite ubicar con que se implementa cada una de las 
características con las que cuentan las plataformas para desarrollo de aplicaciones distribuidas. 
 
Tabla 12-2 Comparativa entre Java y .NET 
Características J2EE .NET 
Tecnología  Estándar Producto 
Lenguaje Java C# 
Herramientas de 
Desarrollo 
NetBeans, Eclipse  Visual Studio .NET 
Interprete JRE + CORBA + ORB CLR 
Paginas dinámicas JSP (Java) ASP+ (VB / C #) 
Acceso a BD JDBC ADO.NET 
Manejo de Socket Ambos admiten las comunicaciones de red basadas en sockets. 
Rendimiento 
Ambos ofrecen un alto nivel de rendimiento del entorno de ejecución 
de un sistema.    
Compilación ByteCode 
El CLR interpreta MSIL más 
rápido que el ByteCode de Java   
Portabilidad 
Permite ejecutar las aplicaciones 
en cualquier sistema operativo. 
No permite ejecutar las 
aplicaciones en cualquier sistema 
operativo, aunque con el proyecto 
MONO un intento de crear un 
CLR para otras máquinas y 
sistemas. 
Seguridad 
Para grandes sistemas ofrece una 
mejor solución y corre en 
múltiples plataformas remotas. 
Mayor respuesta para gestionar 
accesos a recursos por usuarios, 
roles y código. 
Escalabilidad 
Ambos usan la carga balanceada como métodos de escalabilidad para 
permitir a varios servidores dar un servicio de manera simultánea. 
Costo 
Es gratis, el lenguaje, la 
plataforma y la mayoría de IDEs 
son de código abierto, también 
existen extensiones a nivel 
empresarial que no son gratis. 
Para el desarrollo web básico, 
Microsoft ofrece herramientas 
.Net gratuitas, pero la mayoría del 
as aplicaciones importantes, se 
necesitan comprar licencias de 
Visual Studio para desarrollar en 
.Net 
Fuentes:  (María Begoña R. & Patricia Bazán, pág. 4) y (J. Padilla & J. Pérez, 2009‐2010, págs. 24-26) 
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Se concluye que ambas plataformas admiten las comunicaciones de redes basados en socket y 
ofrecen altas prestaciones de entornos de ejecución de sistemas; la diferencia radica en el costo, 
la plataforma Java es de código abierto y la plataforma .Net es de código comercial. 
 
2.9.4.  Rendimiento de los sistemas 
 
Según (Molero, X.; Ruiz, C.; Rodeño, M., 2004) la tendencia actual dentro del campo de la evaluación 
de prestaciones se orienta principalmente a utilizar índices que tienen en cuenta el tiempo de 
ejecución en una PC de un conjunto programas de prueba o evaluación (benchmarks). 
 
De entre todas las magnitudes medibles de un sistema informático susceptible de ser utilizadas 
como índices de prestaciones, el tiempo en llevar a cabo una actividad determinada representa la 
más intuitiva y, desde el punto de vista de la manipulación matemática, la menos susceptible de 
incorporar falsedad. 
 
La corporación SPEC (Estándar Performance Evaluation Corporation) propone índices de 
carácter general, SPECmarks y cuyo significado depende del aspecto en concreto que se esté 
evaluando. Algunos de estos índices tienen en cuenta el tiempo de ejecución de un conjunto de 
programas y utilizan además algún tipo de normalización y cálculo de medidas para reducir el 
rendimiento a un único indicador. El tiempo de ejecución de un programa representa la medida 
exacta del rendimiento de un computador aquel que ejecute la misma cantidad de trabajo en menor 
tiempo posible será el más rápido. (Molero, X.; Ruiz, C.; Rodeño, M., 2004). 
 
2.9.4.1. Modelos de calidad de software 
 
Según los autores (E. Camacho, F. Cardeso, G. Nuñez, 2004, pág. 11) “los modelos calidad resultan de 
utilidad para la predicción de confiabilidad y en la gerencia de calidad durante el proceso de 
desarrollo, así como para efectuar la medición del nivel de complejidad de un sistema de 
software”. 
 
(Pressman R. , 2002) “indica que los factores que afectan a la calidad del software no cambian, por 
lo que resulta útil el estudio de los modelos de calidad que han sido propuestos en este sentido 
desde los años 70”.  Para ello se menciona según los autores (E. Camacho, F. Cardeso, G. Nuñez, 2004, 
pág. 11) los modelos más importantes propuestos hasta ahora como son: 
1. Modelo McCall (1977) 
2. Modelo de FURPS (1987) 
3. Modelo de DROMEY (1996) 
4. Normas ISO/IEC 9126 (1991) 
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Modelo McCall 
 
Desarrollado en 1977, este modelo “describe la calidad como un concepto elaborado mediante 
relaciones jerárquicas entre factores de calidad, en base a criterios y métricas de calidad. En el 
modelo de McCall, los factores de calidad se concentran en tres aspectos importantes de un 
producto de software: características operativas, capacidad de cambios y adaptabilidad a nuevos 
entornos”. (E. Camacho, F. Cardeso, G. Nuñez, 2004, pág. 11) 
 
Las métricas están relacionadas con los factores de calidad y la relación al grado de cumplimiento 
de los criterios. La tabla 13-2 muestra, esta relación. 
 
Tabla 13-2 Criterios asociados a los factores de calidad – Modelo McCall 
Factor Criterio 
Correctitud 
✓ Rastreabilidad 
✓ Complejidad 
✓ Consistencia 
Confiabilidad 
✓ Consistencia 
✓ Exactitud 
✓ Tolerancia a fallas 
Eficiencia 
✓ Eficiencia de ejecución 
✓ Eficiencia de almacenamiento 
Integridad 
✓ Control de Acceso 
✓ Auditoria de Acceso 
Usabilidad 
✓ Operabilidad 
✓ Entrenamiento 
✓ Comunicación 
Mantenibilidad 
✓ Simplicidad 
✓ Concreción 
Capacidad de 
Prueba 
✓ Simplicidad 
✓ Instrumentación 
✓ Auto-descriptividad 
✓ Modularidad 
Flexibilidad 
✓ Auto-descriptividad 
✓ Capacidad de expansión 
✓ Generalidad 
✓ Modularidad 
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Portabilidad 
✓ Auto-descriptividad 
✓ Independencia del sistema 
✓ Independencia de máquina 
Reusabilidad 
✓ Auto-descriptividad 
✓ Generalidad 
✓ Modularidad 
✓ Independencia del sistema 
✓ Independencia de máquina 
Interoperabilidad 
✓ Modularidad 
✓ Similitud de comunicación 
✓ Similitud de datos 
Fuente: (E. Camacho, F. Cardeso, G. Nuñez, 2004, pág. 12), (Pressman R. , 2002) 
 
Modelo de FURPS 
 
“Este modelo es basado en el modelo McCall, desarrollado por Hewlett Packard (HP) en 1987, 
desarrollando un conjunto de factores de calidad de software y sus respectivos atributos, bajo el 
acrónimo de FURPS: funcionalidad (Functionality), usabilidad (Usability), confiabilidad 
(Reliability), desempeño (Performance) y capacidad de soporte (Supportability)” (E. Camacho, F. 
Cardeso, G. Nuñez, 2004, pág. 14). 
 
La tabla 14-2 presenta la clasificación de los atributos de calidad que se incluyen en el modelo, 
junto con las características asociadas a cada uno (Pressman R. , 2002). 
 
           Tabla 14-2 Atributos de calidad – Modelo FURPS 
Factores de Calidad Atributos 
Funcionalidad 
✓ Características y capacidades del programa. 
✓ Generalidad de las funciones 
✓ Seguridad del sistema 
Facilidad de Uso 
✓ Factores humanos 
✓ Factores estéticos 
✓ Consistencia de la interfaz 
✓ Documentación 
Confiabilidad 
✓ Frecuencia y severidad de las fallas 
✓ Exactitud de las salidas 
✓ Tiempo medio de fallos 
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✓ Capacidad de recuperación ante fallas 
✓ Capacidad de predicción 
Rendimiento 
✓ Velocidad de procesamiento 
✓ Tiempo de respuesta 
✓ Consumo de recursos 
✓ Rendimiento total efectivo 
✓ Eficiencia 
Capacidad de 
Soporte 
✓ Extensibilidad 
✓ Adaptabilidad 
✓ Capacidad de pruebas 
✓ Capacidad de configuración 
✓ Compatibilidad 
✓ Requisitos de instalación 
                 Fuente: (E. Camacho, F. Cardeso, G. Nuñez, 2004, pág. 14), (Pressman R. , 2002) 
 
Modelo DROMEY 
 
Desarrollado en 1996 por (Dromey, 1996) “propuso un metamodelo para la construcción de modelos 
de calidad, basado en cómo las propiedades medibles de un producto de software pueden afectar 
los atributos de calidad generales, como, por ejemplo, confiabilidad y mantenibilidad” (E. Camacho, 
F. Cardeso, G. Nuñez, 2004, pág. 13). Resalta el hecho de que la calidad del producto es altamente 
determinada por los componentes del mismo (incluyendo documentos de requerimientos, guías 
de usuario/s, diseños y código). 
 
El problema radica en cómo conectar las propiedades del producto con los atributos de calidad de 
alto nivel. Para corregir esto, (Dromey, 1996) plantea el uso de cuatro categorías que involucran 
propiedades de calidad, que son: Correctitud, internas, contextuales y descriptivas. La tabla 15-2 
presenta la relación entre las propiedades y los atributos de calidad según el autor (Dromey, 1996). 
 
 Tabla 15-2 Relación entre propiedades y atributos de calidad 
Propiedades del Producto  Atributos de Calidad 
Correctitud 
✓ Funcionalidad 
✓ Confiabilidad 
Internas 
✓ Mantenibilidad 
✓ Eficiencia 
✓ Confiabilidad 
Contextuales ✓ Mantenibilidad 
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✓ Reusabilidad 
✓ Portabilidad 
✓ Confiabilidad 
Descriptivas 
✓ Mantenibilidad 
✓ Reusabilidad 
✓ Portabilidad 
✓ Usabilidad 
  Fuente: (E. Camacho, F. Cardeso, G. Nuñez, 2004, pág. 13), (Dromey, 1996) 
 
Modelo ISO/IEC 9126 
 
(Pressman R. , 2002) cita que en 1991 se desarrolla el estándar ISO/IEC 9126 en un intento de 
“identificar los atributos clave de calidad para un producto de software. Este estándar es una 
simplificación del Modelo de McCall e identifica seis características básicas de calidad que 
pueden estar presentes en cualquier producto de software” (E. Camacho, F. Cardeso, G. Nuñez, 2004, pág. 
15). En la tabla 16-2 se muestra la descomposición de las características en subcaracterísticas. 
 
   Tabla 16-2 Características y subcaracterísticas de calidad – Modelo ISO/IEC 9126 
Características  Subcaracterísticas 
Funcionalidad 
✓ Adecuación 
✓ Exactitud 
✓ Interoperabilidad 
✓ Seguridad 
Confiabilidad 
✓ Madurez 
✓ Tolerancia a fallas 
✓ Recuperabilidad 
Usabilidad 
✓ Extensibilidad 
✓ Capacidad de aprendizaje 
✓ Operabilidad 
Eficiencia 
✓ Comportamiento en tiempo 
✓ Comportamiento en recursos 
Mantenibilidad 
✓ Analizabilidad 
✓ Modificabilidad 
✓ Estabilidad 
✓ Capacidad de pruebas 
Portabilidad 
✓ Adaptabilidad 
✓ Instalabilidad 
✓ Reemplazabilidad 
     Fuente: (E. Camacho, F. Cardeso, G. Nuñez, 2004, pág. 15), (Pressman R. , 2002) 
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De todos los modelos mencionados anteriormente el que mejor se adapta al rendimiento de 
productos de software es el modelo de FURPS específicamente con el factor de calidad de 
Rendimiento en donde utiliza algunos atributos como: Velocidad de procesamiento, tiempo de 
respuesta, consumo de recursos, rendimiento efectivo total, eficiencia, atributos esenciales para 
medir el rendimiento de las plataformas Java y .Net. 
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CAPÍTULO III 
 
3. DISEÑO DE LA INVESTIGACIÓN 
 
3.1.  Tipo y diseño de investigación  
 
3.1.1.  Tipo de investigación 
 
La presente investigación puede clasificarse de dos tipos: Aplicativa y cuasi-experimental. 
• Aplicativa: ya que se basa en conocimientos existentes, derivados de investigaciones previas, 
dirigida al desarrollo tecnológico para establecer nuevas herramientas para mejorar los 
procesos existentes de la Oficina Técnica de Loja de la Coordinación Zonal 7 de Registro 
Civil Identificación y Cedulación. 
• Experimental: ya que utilizará el conocimiento para realizar la integración de tecnologías y 
el cifrado hibrido para intercambio de datos, bajo las plataformas Java y Microsoft .NET. 
 
3.1.2.  Diseño de investigación 
 
El presente tipo de trabajo de investigación es cuasi-experimental. En donde se propone diseñar 
un sistema de comunicación desarrollado en las plataformas Java y .Net y probar su rendimiento, 
en el cual se realiza transferencia de archivos de equipos clientes hacia el servidor gestor de 
respaldo. 
 
3.2.  Métodos de investigación 
  
3.2.1.  Método experimental y de observación 
 
En la presente investigación se utilizaron los siguientes métodos: 
• Método científico: Que consta de varias etapas para obtener un conocimiento válido desde 
el punto de vista científico, utilizando para esto instrumentos que resulten fiables, consta de 
las siguientes etapas: 
o Planteamiento del problema que es objeto principal de nuestro estudio. 
o El apoyo del proceso previo a la formulación de la hipótesis 
o Levantamiento de la información necesaria 
o Análisis e interpretación de Resultados 
o Proceso de la comprobación de la Hipótesis y Difusión de resultados 
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• Método deductivo: Debido que al estudiar en forma general los diferentes tipos de cifrado 
de datos, manejo de socket y herramientas de medición de rendimiento, se tratará de encontrar 
el más adecuado que contenga las mejores características para la seguridad y envió de la 
información. 
• Método comparativo: Después del estudio general se deberá comparar cada uno de los tipos 
de cifrado de datos, manejo de socket y herramientas de medición de rendimiento a 
estudiarlos. 
• Método analítico-sintético: Permitió descomponer la variable dependiente rendimiento en 
sus diferentes indicadores donde se estudió el comportamiento de ambos lenguajes en cada 
uno, verificando la diferencia significativa y variación porcentual, para luego mediante la 
síntesis consolidar el resultado en el rendimiento total efectivo. 
 
3.3.  Enfoque de la investigación 
El presente trabajo investigativo tomará un enfoque cualitativo cuantitativo. 
 
3.4.  Alcance investigativo  
 
El presente trabajo investigativo tendrá un alcance de investigación descriptiva según (Arias, 2012, 
pág. 24), este tipo de investigación “consiste en la caracterización de un hecho, fenómeno, 
individuo o grupo, con el fin de establecer su estructura o comportamiento. Los resultados de este 
tipo de investigación se ubican con un nivel intermedio en cuanto a la profundidad de los 
conocimientos se refiere”. 
 
3.5.  Población de estudio 
 
Para determinar la población de estudio se toma como referencia el libro de (Pressman R. S., 2010) 
en donde considera dos tipos de pruebas de rendimiento (Pruebas de Carga y Pruebas de 
Esfuerzo), para la presente investigación se considera de la siguiente manera: 
• Cantidad de usuarios o funcionarios de la Oficina Técnica de Loja de la Coordinación 
Zonal 7 de Registro Civil Identificación y Cedulación. 
• Número de transacciones (NT) que realiza cada usuario para respaldar la información que 
puede ser diario, semanal o mensual. 
 
Para determinar el número de transacciones de respaldo de información se considera realizar a 
diario, es decir cada usuario va realizar el respaldo de la información dos veces al día. 
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Tabla 1-3 Población de estudio 
CANTÓN DEPARTAMENTOS USUARIOS 
# NT * 
USUARIO 
TOTAL 
Loja 
Administrativos 17 2 34 
Operativa 26 2 52 
Agencias 
Cantonales 
Jefatura/Módulos 12 2 24 
Total 55  110 
Realizado por: Marco Vivanco, 2017 
 
3.6.  Unidad de análisis 
 
Los objetos de estudio involucrados para la presente investigación son los 55 usuarios de la 
Oficina Técnica de Loja y la cantidad de transacciones de respaldo de información que realizan a 
diario es decir 2 veces al día. 
 
3.7.  Selección de la muestra 
 
Para la selección de la muestra se considera utilizar la misma población de estudio, sin embargo, 
para mejorar la visualización de los resultados del rendimiento se establecerá un muestra de 335 
archivos, el mismo que cumple con el Teorema del Limite Central [Campana de Gauss] en 
la cual establece que para un número de pruebas n mayor de treinta tendrá un 
comportamiento de distribución normal (Stefan Waner y Steven R. Costenoble, 2013); en base a esta 
muestra se realizarán las pruebas de rendimiento para ambos sistemas tanto en Java como en 
.NET. 
 
3.8.  Técnica de recolección de datos primarios y secundarios.  
 
Las técnicas que serán utilizadas en la presente investigación son: 
• Búsqueda de información: permite obtener la información necesaria acerca del objeto de 
estudio de la investigación para su desarrollo, utilizando las fuentes secundarias disponibles. 
• Pruebas: permite realizar las pruebas para analizar el rendimiento de las 2 aplicaciones del 
sistema de respaldo. 
• Observación: permite determinar resultados de las pruebas realizadas en ambas plataformas 
de desarrollo java y .net. 
• Análisis: permite determinar los resultados de la investigación. 
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Las fuentes que se tomarán como base para esta investigación serán: 
• Primarias 
o Papers y Revistas científicas  
o Investigaciones realizadas y Libros 
• Secundarias  
o Observaciones y Textos 
 
3.9.  Instrumentos de recolección de datos primarios y secundarios.  
Los instrumentos a utilizar para la recolección de la información son: 
 
Tabla 2-3 Recolección de la Información 
PREGUNTAS EXPLICACIÓN 
1. ¿Para qué? 
Recolectar información primaria para comprobar y contrastar 
con la hipótesis. 
2. ¿A qué personas o 
sujetos? 
La población se tomará a los equipos de cada representante de los 
departamentos de la Oficina Técnica de Loja 
3. ¿Sobre qué aspectos? 
VI. Plataforma utilizada (Java y .Net) 
VD. El rendimiento de sistema de comunicación que utiliza un 
cifrado híbrido, sockets aplicado al Sistema Informático de 
Respaldos. 
4. ¿Quién? Investigador (a) 
5. ¿Cuándo? De acuerdo al cronograma establecido. 
6. ¿Lugar de recolección 
de la información? 
Oficina Técnica de Loja 
7. ¿Cuántas veces? 1 sola vez. 
8. ¿Qué técnica de 
recolección? 
Búsqueda de información, Pruebas, Observación y Análisis. 
9. ¿Con qué? Papers, herramientas de rendimiento 
10. ¿En qué situación? Situación normal y cotidiana. 
Realizado por: Marco Vivanco, 2017 
 
3.10.  Instrumentos para procesar datos recopilados.  
 
Los instrumentos para procesar los datos de los indicadores son los siguientes: 
• NetBeans: entorno de Desarrollo Integrado (IDE) de código abierto. Permite el desarrollo 
aplicación en Java con el manejo de socket y el mecanismo de cifrado hibrido de los datos. 
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• Visual Studio: entorno de Desarrollo Integrado (IDE) de código licenciado. Permite el 
desarrollo aplicación en C# con el manejo de socket y el mecanismo de cifrado hibrido de los 
datos. 
• Herramientas de rendimiento: Para el análisis del rendimiento del equipo al momento de 
realizar la transferencia de archivos. 
• Hoja de cálculo Excel. 
• Interpretación de los resultados.  
o La presentación de los datos se dará a través de gráficos cuadros para analizar e 
interpretarlos.  
o Redactar una síntesis general de los resultados. 
 
3.11.  Variables e indicadores 
 
En base a la hipótesis de investigación planteada en el presente trabajo la cual dicta: La plataforma 
JAVA ofrece mejor rendimiento que la plataforma .NET en el desarrollo de un sistema 
de comunicación que utiliza un cifrado híbrido, sockets aplicado al Sistema Informático 
de Respaldos de la Oficina Técnica de Loja de la Coordinación Zonal 7 de Registro Civil 
Identificación y Cedulación, se determinan las siguientes variables: 
 
• Variable Independiente 
o La plataforma utilizada (Java y .Net) 
 
• Variable Dependiente 
o El rendimiento que ofrece las plataformas Java y .Net para el sistema de comunicación 
que utiliza un cifrado híbrido, sockets aplicado al Sistema Informático de Respaldos.  
 
3.12.  Operacionalización de variables 
 
3.12.1.  Conceptualización de las variables 
 
Teniendo la variable dependiente e independiente se realizó la siguiente generalización de 
conceptos para desarrollar un aplicativo gestor de respaldo en las plataformas Java o .Net y 
evaluar el rendimiento de ambas en la transferencia de archivos utilizando un cifrado hibrido. 
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Tabla 3-3   Conceptualización de las variables 
VARIABLES TIPO CONCEPTO 
La plataforma utilizada (Java y .Net) Independiente El desarrollo del aplicativo gestor de 
respaldo en las plataformas Java y .Net 
El rendimiento que ofrece las 
plataformas Java y .Net para el 
sistema de comunicación que utiliza 
un cifrado híbrido, sockets aplicado 
al Sistema Informático de Respaldos. 
Dependiente 
Evaluar los parámetros de rendimiento 
en la transferencia de archivos en el 
Sistema Informático de Respaldos. 
Realizado por: Marco Vivanco, 2017 
 
Tabla 4-3 Operacionalización de variables 
VARIABLES INDICADORES INDICES 
Independiente 
Plataforma utilizada (Java y 
.Net) 
• Lenguajes • Lenguaje utilizado 
• Tipo de archivos 
• Livianos 
• Medianos  
• Pesados 
Dependiente 
El rendimiento que ofrece las 
plataformas Java y .Net para 
el sistema de comunicación 
que utiliza un cifrado híbrido, 
sockets aplicado al Sistema 
Informático de Respaldos. 
• Tiempos de 
Respuestas 
• Cantidad de segundos por tarea. 
• Velocidad de 
Procesamiento 
• Numero de archivos por milisegundo 
• Consumo de 
Recursos 
• Porcentaje de uso de CPU 
• Porcentaje de uso de RAM 
• Eficiencia 
• Número de transferencia de archivos cumplidas 
satisfactoriamente. 
Realizado por: Marco Vivanco, 2017 
 
3.12.2.  Matriz de consistencia 
 
Al realizar la matriz de consistencia se estarán estableciendo los indicadores e índices que nos 
permitirán evaluar la variable tanto independiente y dependiente y obtener resultados a partir de 
las mediciones, este proceso se realiza mediante descripciones de tablas en donde se ingresa el 
objetivo general, la hipótesis, la variable y su tipo, los indicadores, técnicas e instrumentos de 
medición de la siguiente manera: 
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Tabla 5-3 Matriz de consistencia  
Formulación 
del Problema 
Objetivo General Hipótesis  Variables Indicadores Índices Técnicas Instrumentos 
¿Cuál de las 
dos 
plataformas 
Java o .NET 
ofrece un 
mayor 
rendimiento en 
la ejecución de 
sistemas 
informáticos 
distribuidos 
con seguridad 
de cifrado 
híbrido 
aplicados en el 
Sistema de 
Respaldo para 
la Oficina 
Técnica de 
Loja de la 
Coordinación 
Zonal 7 de 
Registro Civil 
Identificación 
y Cedulación? 
Analizar el 
rendimiento 
óptimo de un 
sistema de 
comunicación que 
utiliza un 
protocolo de 
cifrado hibrido y 
el mecanismo de 
sockets, entre las 
plataformas 
JAVA y .NET 
aplicado al 
sistema 
informático de 
respaldos para la 
Oficina Técnica 
de Loja de la 
Coordinación 
Zonal 7 de 
Registro Civil 
Identificación y 
Cedulación. 
La plataforma 
JAVA ofrece 
mejor 
rendimiento que 
la plataforma 
.NET en el 
desarrollo de un 
sistema de 
comunicación 
que utiliza un 
cifrado híbrido, 
sockets aplicado 
al Sistema 
Informático de 
Respaldos de la 
Oficina Técnica 
de Loja de la 
Coordinación 
Zonal 7 de 
Registro Civil 
Identificación y 
Cedulación. 
Independiente 
Plataforma 
utilizada (Java y 
.Net) 
• Lenguajes 
• Lenguaje 
utilizado 
• Experimentación 
• Observación 
• Evaluación 
• NetBeans 
• Visual Studio. 
• Tipo de archivos 
• Livianos 
• Medianos  
• Pesados 
Dependiente 
El rendimiento 
que ofrece las 
plataformas Java y 
.Net para el 
sistema de 
comunicación que 
utiliza un cifrado 
híbrido, sockets 
aplicado al 
Sistema 
Informático de 
Respaldos. 
• Tiempos de 
Respuestas 
• Cantidad de 
segundos por 
tarea. 
• Experimentación 
• Observación 
• Test de 
rendimiento. 
• Análisis de 
rendimiento. 
• Comprobación 
 
• Prototipos de 
transferencia de 
archivos 
• Velocidad de 
Procesamiento 
• Numero de 
archivos por 
milisegundo 
• Prototipos de 
transferencia de 
archivos 
• Consumo de 
Recursos 
• Porcentaje de 
uso de CPU 
 
• Porcentaje de 
uso de RAM 
• VisualVM  
• Herramienta de 
Diagnóstico de 
Visual Studio 
2015 
• Eficiencia 
• Número de 
transferencia 
de archivos 
cumplidas 
satisfactoria
mente 
• Prototipos de 
transferencia de 
archivos 
Realizado por: Marco Vivanco, 2017 
 
 
Los indicadores de la variable dependiente (VD) planteados permitieron determinar el 
rendimiento entre los prototipos Java y C#, estos indicadores fueron tomados del Modelo de 
FURPS (Pressman R. , 2002). el mismo que hace mención a la evaluación del rendimiento de 
software. 
 
3.13.  Procesamiento y análisis  
 
La información relacionada a la investigación es analizada y presentada en figuras o gráficos 
estadísticos utilizando el sistema SIAE 2.0 (Narcisa Salazar & Alonso Alvarez) y aplicando la estadística 
inferencial con la prueba Z con una muestra de 335 archivos, para determinar la comprobación o 
negación de la hipótesis. 
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3.14.   Parámetros y herramientas 
 
Para al análisis del rendimiento se realizó las pruebas de envió de archivos en los prototipos Java 
y C# con una muestra de 335 clasificados de la siguiente manera: 
 
            Tabla 6-3 Muestra de Archivos enviados entre los prototipos Java y C#  
Archivos Livianos 
 (1MB –2MB) 
Archivos Medianos 
(100MB – 200MB) 
Archivos Pesados 
(1GB – 2GB) 
Total 
200 100 35 335 
                Realizado por: Marco Vivanco, 2017 
 
Considerando la cantidad de archivos, tipos y tamaños que se ocupan en los procesos diarios de 
la Coordinación de Oficina Técnica de Loja se realizó un análisis y determinación del porcentaje 
de utilización de los archivos.  
 
Tabla 7-3 Ponderación de Archivos enviados entre los prototipos Java y C#  
Prototipos 
Porcentaje de ponderación 
de Archivos 
Archivos Livianos 50% 
Archivos Medianos 30% 
Archivos Pesados 20% 
 Realizado por: Marco Vivanco, 2017 
 
Para la parte de Livianos se estableció el 50% porque son archivos de tamaño no mayor a 2MB y 
son los que más se usan a diario en los procesos de los departamentos de Archivo y Módulos, 
para la parte de Medianos se estableció el 30% para documentos o archivos de hasta 200MB y se 
los utiliza en la parte administrativa, para la parte de Pesados se estableció un 20% de ponderación 
para archivos de mayor tamaño de hasta 2GB y están considerados los instaladores, software de 
cedulación, pasaportes, firmas electrónicas, etc. 
 
3.15.   Método de FURPS 
 
El método FURPS  (Pressman R. , 2002) dentro de sus factores de calidad se encuentra el 
Rendimiento cuyos atributos como: Velocidad de Procesamiento (VR), Tiempo de Respuesta 
(TR), Rendimiento Efectivo Total (RET), Consumo de Recursos (CR), Eficiencia (E), atributos 
esenciales para medir el rendimiento de las plataformas Java y .Net. 
- 71 - 
 
Se definió el porcentaje de ponderación de 25% para cado atributo VR, TR, CR y Y porque se 
consideró que cada atributo tiene el mismo nivel de importancia para obtener el rendimiento de 
cada prototipo. 
 
 Tabla 8-3 Ponderación de indicadores del método FURPS 
Atributos 
Porcentaje de 
ponderación 
Velocidad de Procesamiento (VR) 25% 
Tiempo de Respuesta (TR) 25% 
Consumo de Recursos (CR) 25% 
Eficiencia (E) 25% 
TOTAL 100% 
 Realizado por: Marco Vivanco, 2017 
 
3.16.    Planteamiento de fórmulas. 
 
Para la determinación de las fórmulas de cada uno de los atributos del factor de calidad 
Rendimiento del método de FURPS se realizó el cálculo del tiempo que demora cada transacción 
para él envió del cliente al servidor tanto para Java como C#. Es tiempo será medido en 
milisegundos (ms), además al final de completar el proceso se determinó las estadísticas para la 
toma de decisiones: promedio o media, mediana, moda y desviación estándar tanto para los 
prototipos Java y .Net. 
 
         Tabla 9-3 Estadísticas de tiempos entre Java y C# 
Estadísticas Java C# 
Media (ms) --- --- 
Mediana (ms) --- --- 
Moda (ms) --- --- 
Desviación Estándar (ms) --- --- 
              Realizado por: Marco Vivanco, 2017 
 
3.16.1.   Promedio o media 
 
La siguiente fórmula se utilizó para obtener el promedio o media de los tiempos de transacciones 
en él envió/recepción de archivos en la arquitectura cliente-servidor tanto para Java como C#. 
Esta fórmula será aplicada en Excel para el procesamiento rápido de la información. 
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         Fórmula 1: Promedio o Media 
 ?̅? =  
𝟏
𝒏
∑ 𝒙𝒊 =
𝒏
𝒊−𝟏
 
𝒙𝟏 + 𝒙𝟐 + 𝒙𝟑 + ⋯ + 𝒙𝒏
𝒏
 
 
3.16.2.   Mediana 
 
La siguiente fórmula se utilizó para obtener la mediana de los tiempos de transacciones en él 
envió/recepción de archivos en la arquitectura cliente-servidor tanto para Java como C#. Esta 
fórmula será aplicada en Excel para el procesamiento rápido de la información. 
 
       Fórmula 2: Mediana 
𝑴𝒆 =  𝐿𝑖−1 +
𝑁
2
− 𝑁𝑖−1
𝑛𝑖
𝑎𝑖  
 
3.16.3.   Desviación estándar 
 
La siguiente fórmula se utilizó para obtener la desviación estándar de los tiempos de transacciones 
en él envió/recepción de archivos en la arquitectura cliente-servidor tanto para Java como C#. 
Esta fórmula será aplicada en Excel para el procesamiento rápido de la información. 
 
                 Fórmula 3: Desviación Estándar 
𝝈 = √
∑ (𝑥𝑖 − 𝑋)2
𝑛
𝑖=1
𝑛
 
 
3.16.3.   Variación porcentual  
 
La siguiente fórmula se utilizó para obtener la variación porcentual del promedio del 
envió/recepción de archivos en la arquitectura cliente-servidor tanto para Java como C#.  
 
                 Fórmula 4: Variación Porcentual 
𝑽𝑷 =
𝑉2 − 𝑉1
𝑉1
∗ 100 
 
Donde:  
V2 = Representa el valor presente o final.       V1 = Representa el valor pasado o inicial. 
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3.16.4.   Velocidad de procesamiento 
 
La siguiente fórmula se utilizó para obtener la velocidad de procesamiento tanto para Java como 
C# de los 335 archivos (Livianos, Medianos y Pesados) que se envió en la arquitectura cliente-
servidor.  Para esta fórmula se multiplica la ponderación de los archivos de la Tabla 31-3 para 
cada velocidad de procesamiento tanto Livianos, Medianos y Pesados. 
 
        Fórmula 5: Velocidad de Procesamiento para Java y C# 
𝑽𝑷 = ((0.5 ∗ 𝑉𝐴𝐿) + (0.3 ∗ 𝑉𝐴𝑀) + (0.2 ∗ 𝑉𝐴𝑃)) 
Donde:  
• VAL = Valor Absoluto de Archivos Livianos 
• VAM = Valor Absoluto de Archivos Medianos 
• VAP Valor Absoluto de Archivos Pesados 
 
Ahora se debe determinar la fórmula para sacar el VAL, VAM, VAP 
𝑽𝑨𝑳 =  
𝑃𝐿𝐶#−𝑃𝐿𝐽
𝑃𝐿𝐽
∗ 100    𝑽𝑨𝑴 =  
𝑃𝑀𝐶#−𝑃𝑀𝐽
𝑃𝐿𝐽
∗ 100    𝑽𝑨𝑷 =  
𝑃𝑃𝐶#−𝑃𝑃𝐽
𝑃𝐿𝐽
∗ 100    
 
Donde:  
• PLC# = Promedio de 200 archivos livianos en ms para C# 
• PLJ = Promedio de 200 archivos livianos en ms para Java 
• PMC# = Promedio de 100 archivos medianos en ms para C# 
• PMJ = Promedio de 100 archivos medianos en ms para Java 
• PPC# = Promedio de 35 archivos livianos en ms para C# 
• PPJ = Promedio de 35 archivos livianos en ms para Java 
 
3.16.5.   Tiempos de respuesta 
 
La siguiente fórmula se utilizó para obtener el tiempo de respuesta tanto para Java como C# de 
los 335 archivos (Livianos, Medianos y Pesados) que se envían en la arquitectura cliente-servidor.  
 
                                    Fórmula 6: Tiempo de Respuesta para Java y C# 
𝑻𝑹 = 𝑉𝐴𝐿 + 𝑉𝐴𝑀 + 𝑉𝐴𝑃 
 
3.16.6.   Consumo de recursos 
Para determinar el consumo de recursos entra Java y C# se establece la siguiente ponderación: 
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     Tabla 10-3 Ponderación de Consumo de Recursos entre los prototipos Java y C# 
Consumo de Recursos Porcentaje de ponderación 
Memoria RAM 50% 
CPU 50% 
      Realizado por: Marco Vivanco, 2017 
 
La siguiente fórmula se utilizó para obtener el consumo de recursos tanto para Java como C# de 
los 335 archivos (Livianos, Medianos y Pesados) que se envían en la arquitectura cliente-servidor.  
 
       Fórmula 7: Consumo de Recursos para Java y C# 
     𝑪𝑹 = 𝑀𝑅 + 𝑃 
Donde:  
• MR = Cantidad de Memoria RAM utilizada en el proceso de envió de archivos. 
• P = Porcentaje de CPU utilizado en el proceso de envió de archivos. 
 
3.16.7.   Eficiencia 
 
La siguiente fórmula se utilizó para obtener la eficiencia tanto para Java como C# de los 335 
archivos (Livianos, Medianos y Pesados) que se envían en la arquitectura cliente-servidor.  
   
          Fórmula 8: Eficiencia para Java y C# 
     𝑬 = 𝑁𝐸𝑆 
Donde:  
• NES = Numero de archivos enviados satisfactoriamente. 
 
3.16.8.   Rendimiento 
 
Finalmente, para obtener el rendimiento se utiliza la estadística descriptiva para los prototipos 
Java y C# y se aplicó esta fórmula. 
 
Fórmula 9: Rendimiento para Java y C# 
𝑽𝑷𝑹𝑻 = VPJ –  VPC#    o     VPC# –  VPJ 
Donde:  
• VPRT = Variación Porcentual del Rendimiento Total 
• VPJ = Variación Porcentual de Java 
• VPC# = Variación Porcentual de C# 
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Ahora se debe determinar la fórmula para sacar VPJ y VPC# 
 
𝑽𝑷𝑱 𝒐 𝑽𝑷𝑪# =  𝑉𝑃𝑇𝑅 + 𝑉𝑃𝑉𝑃 + 𝑉𝑃𝐶𝑅 + 𝑉𝑃𝐸 
Donde:  
• VPTR = Variación Porcentual del Tiempo de Respuesta 
• VPVP = Variación Porcentual de la Velocidad de Procesamiento 
• VPCR = Variación Porcentual del Consumo de Recursos 
• VPE= Variación Porcentual de la Eficiencia 
 
3.17.   Herramientas 
 
Las herramientas a utilizar para demostrar el rendimiento entre las plataformas Java y .Net en una 
arquitectura cliente-servidor utilizando un algoritmo de cifrado hibrido y sockets se clasificó de 
la siguiente manera: 
 
3.17.1. Para evaluación de prototipos 
 
Las herramientas el desarrollo de los dos prototipos tanto para Java como C# son:  
• NetBeans 8.2: entorno de Desarrollo Integrado (IDE) de código abierto. La versión 8.2 para 
arquitecturas 32 y 64 bits. 
• Visual Studio 2015: entorno de Desarrollo Integrado (IDE) de código licenciado. La versión 
de Visual Studio 2015 Enterprise se utilizó. 
 
3.17.2. Para evaluación del rendimiento 
 
Las herramientas para demostrar el rendimiento en la transferencia de archivos utilizando los 
prototipos para Java como C# son:  
 
• VisualVM: Se utilizo esta herramienta para determinar el consumo de recursos (Memoria 
RAM y CPU) para la plataforma Java. 
• Herramienta de Diagnóstico Visual Studio 2015: Se utilizo la misma herramienta de 
diagnóstico de Visual Studio 2015 que muestra en tiempo de ejecución el consumo de 
recursos (Memoria RAM y CPU) para la plataforma C#. 
• Excel 2016: Se utilizo el paquete de office 2016, específicamente Microsoft Excel 2016 para 
obtener las estadísticas entre los tiempos de Java y C#. 
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3.17.3. Para tabulación y análisis estadísticos 
 
• Herramienta para calcular la hipótesis: Se utilizó el Sistema Inteligente de Análisis 
Estadístico (SIAE) para comprobar la hipótesis utilizando la prueba Z. 
 
3.18.   Prototipos 
 
Para demostrar cual plataforma Java y .Net es más eficiente en arquitecturas cliente-servidor 
utilizando un algoritmo de cifrado hibrido y sockets se desarrolló dos escenarios tanto en Java y 
C# realizando pruebas de envió de 200 archivos de tamaño liviano, 100 medianos y 35 pesados.  
 
3.18.1. Escenario propuesto 
 
Para el desarrollo y demostración de la solución se propone el siguiente escenario aplicado para 
los prototipos Java y C# para una arquitectura cliente-servidor. 
 
 
Figura 1-3: Escenario arquitectura cliente-servidor para Java y C# 
Realizado por: Marco Vivanco, 2017 
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3.18.2. Hardware cliente/servidor 
 
En la tabla 11-3 se muestra el hardware utilizado para el Cliente como el Servidor en el que se 
instaló y configuro los prototipos desarrollados para las pruebas de rendimiento entre Java y C#. 
 
           Tabla 11-3   Características Hardware para Cliente y Servidor 
Características Cliente Servidor 
Sistema Operativo Win10 Win7 
Marca Dell Clon 
Procesador Intel i7 Intel Core 2 
RAM 8GB 2GB 
Disco Duro 2TB 500GB 
Internet 10MB 10MB 
                Realizado por: Marco Vivanco, 2017 
 
3.18.3. Software utilizado 
 
En la tabla 12-3 se muestra el software utilizado para el desarrollo de los 2 prototipos Java y C#. 
 
      Tabla 12-3   Características Software 
 
           Realizado por: Marco Vivanco, 2017 
 
 
  
Características Java C# 
Plataforma NetBeans 8.2 Visual Studio 2015 
Framework Java Se 8 .NET Framework 4.6.1 
Librerías 
Criptográficas 
JCE  Bouncy Castle 
Librerías Sockets Java.Net System.Net 
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CAPÍTULO IV 
 
4. RESULTADOS Y DISCUSIÓN 
 
4.1. Análisis de los Indicadores 
 
A continuación, se muestran los resultados obtenidos del procesamiento de los indicadores (Ver 
anexo C y D) que se mencionan en el apartado 3.12 de operacionalización de variables. 
 
4.1.1.  Velocidad de procesamiento 
 
Una vez procesados los datos de las pruebas realizadas (Ver Anexo D.1) en la tabla 1-4 se observan 
los resultados obtenidos del indicador y luego de aplicar la          
Fórmula 1.  
 
Tabla 1-4 Porcentaje de la velocidad de procesamiento para Java y C# 
 Realizado por: Marco Vivanco, 2017 
 
En la figura 1-4 se visualiza de manera gráfica la variación porcentual de la velocidad de 
procesamiento entre de Java y C#. 
INDICADOR 
LENGUAJE DE 
PROGRMACIÓN DIFERENCIA 
SIGNIFICATIVA 
MEJOR 
LENGUAJE 
VARIACIÓN 
PORCENTUAL 
JAVA  
VP (ms) 
C#   
VP (ms) 
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
LIVIANOS (50%) 594 225 SI C# 62,12 31,06% 
MEDIANOS (30%) 38347 25749 SI C# 32,85 9,86% 
PESADOS (20%) 630539 323234 SI C# 48.74 9,75% 
VALOR TOTAL  50,67% 
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       Figura 1-4: Diferencia Porcentual de velocidad de procesamiento para Java y C# 
         Realizado por: Marco Vivanco, 2017 
4.1.1.2.  Conclusión del indicador 
 
De acuerdo a la tabla 1-4 en todas las pruebas realizadas tanto para archivos Livianos, Medianos 
y Pesados la herramienta C# tiene mejores resultados en tiempos de milisegundos que la 
herramienta Java; por lo tanto, se concluye que existe un 50,67% de variación porcentual a favor 
del aplicativo C# frente al aplicativo Java en cuanto a la velocidad de procesamiento. 
 
4.1.2.  Tiempo de respuesta 
 
Una vez procesados los datos de las pruebas realizadas (Ver Anexo D.2) en la tabla 2-4 se observan 
los resultados obtenidos del indicador y luego de aplicar la          
Fórmula 1.  
 
Tabla 2-4 Porcentaje de tiempo de respuesta en Java y C# 
 Realizado por: Marco Vivanco, 2017 
 
En la figura 2-4 se visualiza de manera gráfica la diferencia porcentual del tiempo de respuesta 
en segundos del envió de 335 archivos tanto en livianos, medianos y pesados en Java y C#. 
31,06%
9,86% 9,75%
0,00%
5,00%
10,00%
15,00%
20,00%
25,00%
30,00%
35,00%
Variación Porcentual de la Velocidad 
de Procesamiento entre Java y C#
LIVIANOS (A/MS) MEDIANOS (A/MS) PESADOS (A/MS)
INDICADOR 
LENGUAJE DE 
PROGRMACIÓN DIFERENCIA 
SIGNIFICATIVA 
MEJOR 
LENGUAJE 
VARIACIÓN 
PORCENTUAL 
JAVA  
VP (s) 
C#   
VP (s) 
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
LIVIANOS (50%) 88 47 SI C# 87,23 43,62% 
MEDIANOS (30%) 3521 2647 SI C# 33,02 9,91% 
PESADOS (20%) 16364 15168 SI C# 7,89 1,58% 
VALOR TOTAL  55,11% 
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   Figura 2-4: Variación Porcentual del tiempo de respuesta en Java y C# 
    Realizado por: Marco Vivanco, 2017 
4.1.2.2.  Conclusión del indicador 
 
De acuerdo a la tabla 2-4 en todas las pruebas realizadas tanto para archivos Livianos, Medianos 
y Pesados la herramienta C# tiene mejores resultados en tiempos de segundos que la herramienta 
Java; por lo tanto, se concluye que existe un 55,11% de variación porcentual a favor del aplicativo 
C# frente al aplicativo Java en cuanto al tiempo de respuesta. 
 
4.1.3.  Consumo de recursos 
 
Una vez procesados los datos de las pruebas realizadas (Ver Anexo D.3) en la tabla 3-4 se observan 
los resultados obtenidos del indicador y luego de aplicar la          
Fórmula 1.  
 
      Tabla 3-4   Variación Porcentual de Consumo de Recursos en Java y C# 
 
 
 
 
 
 
 
           Realizado por: Marco Vivanco, 2017 
 
43,62%
9,91%
1,58%
0,00%
10,00%
20,00%
30,00%
40,00%
50,00%
Variación Porcentual del Tiempo de Respuesta 
entre Java y C#
LIVIANOS (s) MEDIANOS (s) PESADOS (s)
INDICADOR 
LENGUAJE 
GANADOR    
 
VARIACIÓN PORCENTUAL 
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
MEMORIA RAM (50%) JAVA 19,16 9,58% 
CPU (50%) JAVA 51,67 25,84% 
VALOR TOTAL  35,42% 
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En la figura 3-4 se visualiza de manera gráfica el consolidado de la cantidad de memoria RAM 
utilizada y el porcentaje de CPU utilizado en Java y C#. 
 
Figura 3-4: Diferencia Porcentual del consumo de recursos en Java y C# 
Realizado por: Marco Vivanco, 2017 
4.1.3.4.  Conclusión del Indicador 
 
De acuerdo a la tabla 3-4 se observa las variaciones porcentuales de Memoria RAM, CPU 
utilizado y el lenguaje Java ganó o tuvo menor consumo de recursos en las diferentes pruebas 
realizadas en la transferencia de archivos Livianos, Medianos y Pesados en comparación con el 
lenguaje C#; por lo tanto, se concluye que existe un 35,42% de variación porcentual a favor de 
Java frente a C# en cuanto al consumo de recursos. 
 
4.1.4.  Eficiencia 
 
Una vez procesados los datos de las pruebas realizadas (Ver Anexo D.4) en la tabla 4-4 se observan 
los resultados obtenidos del indicador y luego de aplicar la          
Fórmula 1.  
 
Tabla 4-4 Resultados de promedio de transacciones satisfactorias de Java y C# 
9,58
25,84
0 5 10 15 20 25 30
Variación Porcentual de Consumo de Recursos
CPU Memoria RAM
INDICADOR 
LENGUAJE DE 
PROGRMACIÓN DIFERENCIA 
SIGNIFICATIVA 
MEJOR 
LENGUAJE 
VARIACIÓN 
PORCENTUAL 
JAVA  C#   
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
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  Realizado por: Marco Vivanco, 2017 
 
En el proceso de envió de 335 archivos distribuidos para livianos (200), medianos (100) y pesados 
(35) del cliente al servidor mediante red LAN se pudo observar que cada una de las transacciones 
se cumplieron satisfactoriamente tanto en Java como en C#.  
 
En la figura 4-4 se visualiza de manera gráfica el consolidado de las transacciones recibidas 
satisfactoriamente en Java y C#. 
 
  Figura 4-4: Variación Porcentual de la eficiencia en Java y C#. 
  Realizado por: Marco Vivanco, 2017 
4.1.4.2.  Conclusión para Eficiencia 
 
De acuerdo a la tabla 4-4 en todas las pruebas realizadas tanto para archivos Livianos, Medianos 
y Pesados el aplicativo en Java y C# concluyeron en que todas las transacciones enviadas y 
recibidas fueron satisfactorias, por lo tanto, se concluye que existe un 0% de variación porcentual 
entre la eficiencia de Java y C#. 
 
4.2.  Rendimiento Total Efectivo 
 
En la tabla 5-4 se detalla el porcentaje relativo y absoluto como se observa en Figura 5-4, así 
como el cálculo del rendimiento total efectivo. 
 
Tabla 5-4 Datos consolidados del Rendimiento Total Efectivo de Java y C# 
INDICADOR 
Mejor 
Lenguaje 
VARIACIÓN PORCENTUAL 
Valor 
Absoluto 
JAVA 
Valor 
Relativo 
JAVA 
Valor 
Absoluto 
C# 
Valor 
Relativo 
C# 
Tiempo de respuesta (25%) C# 0 0 55,11% 13,78% 
Velocidad de procesamiento (25%) C# 0 0 13,5% 3,38% 
335
0%
0 50 100 150 200 250 300 350 400
Archivos Enviados/Recibidos
Porcentaje Porcentual
Variación Porcentual de la Eficiencia entre Java y 
C#
Promedio de transacciones 
realizadas 
satisfactoriamente (100%) 
335 335 NO NINGUNO 0 0% 
VALOR TOTAL  0% 
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Consumo de recursos (25%) JAVA 35,42% 8,86% 0 0 
Eficiencia (25%) NINGUNO 0 0 0 0 
Rendimiento Efectivo Total  8,86%  17,16% 
Realizado por: Marco Vivanco, 2017 
 
En el proceso de envió de 335 archivos distribuidos para livianos (200), medianos (100) y pesados 
(35) del cliente al servidor se pudo observar que la herramienta C# ofrece mejor variación total 
de rendimiento con un 17.16% a diferencia de la herramienta Java con 8,86%.  
 
En la figura 5-4 se muestra gráficamente la variación total del rendimiento entre Java y C#. 
 
Figura 5-4: Rendimiento Total Efectivo de Java y C# 
Realizado por: Marco Vivanco, 2017 
4.2.2.  Conclusión para el rendimiento total efectivo 
 
De acuerdo a la tabla 5-4 en todas las pruebas realizadas tanto para archivos Livianos, Medianos 
y Pesados el aplicativo en C# ofrece mejores prestaciones que el aplicativo Java; por lo tanto, se 
concluye que existe un 8,30% de variación porcentual del rendimiento total efectivo a favor del 
aplicativo C# frente al aplicativo Java. 
 
4.3. Comprobación de la hipótesis 
 
Aplicando el método de estadística descriptiva se concluye que el aplicativo C# ofrece un mejor 
rendimiento con 100% frente al aplicativo Java con un 91,70%, existiendo una diferencia de 
8,30%, por lo cual se rechaza la hipótesis alternativa y se acepta la hipótesis nula. 
 
  
100%
91,70%
10% 20% 30% 40% 50% 60% 70% 80% 90% 100%
Variación Total del Rendimiento
Variación Porcentual Java Variación Porcentual C#
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CAPÍTULO V 
 
5. PROPUESTA  
 
5.1.   Requerimientos técnicos 
 
✓ A nivel de hardware para Cliente/Servidor 
Tabla 1-5 Requerimientos Hardware  
Requerimientos 
mínimos 
Cliente Servidor 
Procesador 1 GHz  3 GHz  
RAM 2GB 1GB 
Disco Duro 500GB 2TB 
Red Local Local 
Realizado por: Marco Vivanco, 2017 
 
✓ A nivel de software  
Tabla 2-5 Requerimientos Software 
Realizado por: Marco Vivanco, 2017 
 
5.2.   Requerimientos del sistema 
 
➢ El sistema debe permitir autenticarme por medio de un usuario y clave. 
➢ El sistema debe permitir respaldar la información al mismo tiempo a varios usuarios.  
➢ El sistema debe permitir abrir una ventana para la búsqueda de la información a respaldar. 
➢ El sistema debe permitir respaldar todo tipo de archivo y tamaño. 
➢ El sistema debe notificar cuando el respaldo se realizó correctamente o si hubo algún fallo. 
➢ El sistema debe mostrar un listado de la información respaldada. 
➢ El sistema debe permitir descargar los archivos respaldados en el servidor. 
➢ El sistema debe permitir eliminar los archivos respaldados en el servidor. 
 
5.3.   Metodologías de desarrollo de software 
 
El desarrollo de software, es uno de los sectores tecnológicos más competitivos y no es algo 
nuevo, ya que durante muchos años lo ha sido, sin embargo, ha tenido una evolución constante 
en lo que se refiere a las metodologías o bien, las formas en las cuales se realiza la planeación 
para el diseño del software, básicamente con el objetivo de mejorar, optimizar procesos y ofrecer 
una mejor calidad. A continuación, se detallan las metodologías de desarrollo más comunes 
usados para el desarrollo de software como son según el blog OK Hosting (Hosting, 2016): 
Requerimientos 
mínimos 
Software 
Sistema Operativo Windows 7, 8, 10, Server 2008 o 2012 
Framework .NET Framework 4.5, 4.6.1 o 4.6.2 
IDE Visual Studio 2015 
Lenguaje C# 
Base de datos PostgreSQL 
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1. Metodologías tradicionales 
• Metodología en cascada 
• Método de Prototipos 
• Modelo Incremental o Iterativo y Creciente 
• Modelo en Espiral 
• RAD: Desarrollo Rápido de Aplicaciones 
 
2. Metodologías agiles  
• Metodología Scrum 
• Metodología Kanban 
• Metodología XP 
 
 
De todas estas metodologías de desarrollo se escogió a SCRUM para el desarrollo del Sistema de 
respaldos en la plataforma C# puesto que es una metodología que permite el desarrollo iterativo, 
en donde se involucra al usuario en todo el desarrollo, es ágil y flexible, es adaptable a cambios 
en requerimientos, admite trabajar en equipo con la finalidad de conseguir objetivos de una forma 
rápida;  además, una de las características de SCRUM es el adiós al Secuencial y Cascada esto 
consiste en que no importa en que proceso se encuentre, si un proceso necesita ser trabajado, 
vuelve a él para realizar lo que tiene que hacer, a diferencia de las metodologías cascada o 
secuencial, donde no había vuelta atrás. 
 
5.4.   Metodología SCRUM 
 
Es una metodología de desarrollo muy simple, que requiere trabajo duro porque no se basa en el 
seguimiento de un plan, sino en la adaptación continua a las circunstancias de la evolución del 
proyecto (Palacio, 2006, pág. 2). Scrum es una ágil y flexible, y como tal: 
• Es un modo de desarrollo de carácter adaptable más que predictivo. 
• Orientado a las personas más que a los procesos. 
• Emplea la estructura de desarrollo ágil: incremental basada en iteraciones y revisiones. 
 
Scrum es un sistema para trabajar en equipo, ofrece resultados eficientes y productivos para 
alcanzar el éxito en el cumplimiento del proyecto. Permite realizar entregas parciales y regulares 
periódicamente de los avances del producto final y a la vez manteniendo informado al usuario 
durante el desarrollo del proyecto. 
 
5.4.1. Visión general del proceso 
 
Scrum denomina “sprint” a cada iteración de desarrollo y recomienda realizarlas con duraciones 
no mayor a 30 días. El sprint es por tanto el núcleo central que proporciona la base de desarrollo 
iterativo e incremental. (Palacio, 2006, pág. 3). La figura 1-5 muestra la visión general del proceso. 
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Figura 1-5: Vista General del proceso SCRUM 
Fuente: http://www.islavisual.com/articulos/desarrollo_web/scrum.jpg  
 
5.4.2. Roles de SCRUM      
    
Scrum organiza a un equipo de trabajo, que se conoce como team y tienen tres roles: El Product 
Owner (Dueño del Producto), el Scrum Master (Director Scrum) y el Team Members (Equipo de 
Desarrollo). Un Team Scream está compuesto de 3 a 9 miembros más el Scrum Master y el Equipo 
de Desarrollo. Cada rol tiene responsabilidades muy definidas y rinden cuentas por distintos 
motivos. La figura 2-5 muestra los roles del equipo Scrum. 
 
 
Figura 2-5: Roles de SCRUM 
Fuente: https://jeronimopalacios.com/wp-content/uploads/2016/03/Responsabilidades-equipo-Scrum-1024x475.png  
 
5.4.3. Ciclo de vida de SCRUM 
 
Scrum es un sistema para trabajar en equipo para alcanzar con éxito el cumplimiento del proyecto. 
Esta metodología contempla tres fases: planificación, desarrollo y finalización. En la figura 3-5 
puede observar con detalle las fases. 
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Figura 3-5: Fases de SCRUM 
Fuente: http://www.cyta.com.ar/ta1101/v11n1a4_archivos/v11n1a4_clip_image002.jpg  
 
5.5.   Fase de Planificación 
 
5.5.1. Identificación de personas y roles involucrados en el proyecto 
 
En la tabla 3-5 se describe el equipo formado e involucrado en el desarrollo del presente proyecto, 
conformado por el gerente del proyecto (Scrum Master), el propietario del 
proyecto (Product Owner), el equipo de desarrollo (Team Development). 
 
Tabla 3-5 Personas y Roles del Proyecto 
PERSONA ROL INSTITUCIÓN 
Ing. Paúl Paguay  Scrum Master UNANCH 
Ing. Blanca Hidalgo Scrum Master ESPOCH 
Ing. Víctor Hugo Benítez Scrum Master ESPOCH 
Dr. Darwin Valdivieso Product Owner REGISTRO CIVIL 
Ing. Marco Vivanco Team Development ESPOCH 
Realizado por: Marco Vivanco, 2017 
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5.5.2. Tipos y roles de usuarios  
 
De igual manera en el desarrollo del proyecto se consiguió definir tipos de usuarios, sus  
privilegios, así como el rol designado lo cual se los describe en la Tabla 4-5. 
 
Tabla 4-5 Tipos de usuario en el sistema 
TIPO DE 
USUARIO 
DESCRIPCION ROL RESPONSABLE 
Administrador 
del sistema 
Persona encargada de 
administrar el 
sistema. 
Administrar funcionalmente 
el sistema de respaldos (Crea 
y gestiona usuarios) 
Dr. Darwin 
Valdivieso 
Técnico 
Persona encargada de 
administrar el 
sistema de respaldo. 
Administrar funcionalmente 
el sistema de respaldos 
(soporte a posibles daños o 
nuevos cambios sugeridos) 
Dr. Darwin 
Valdivieso 
Usuarios 
Personas encargadas 
de usar el sistema de 
respaldos 
Utiliza el sistema para 
respaldar información. 
Funcionarios de 
la institución 
Realizado por: Marco Vivanco, 2017 
 
5.5.3. Actividades realizadas en el proyecto 
 
En la tabla 5-5 se mencionan todas y cada una de las actividades realizadas para el proyecto, las 
mismas que fueron desarrolladas antes, durante y después de su realización. 
 
Tabla 5-5 Actividades realizadas en el Proyecto 
INSTITUCIÓN ACTIVIDAD RESPONSABLE 
REGISTRO 
CIVIL LOJA 
Entrevista y especificación de requerimientos para 
definir alcance del sistema. 
Product Owner & 
Team Development 
Definición del planteamiento técnico de la Solución. 
Team 
Development 
Revisión de los algoritmos criptográficos  
Diseño Técnico de la arquitectura del sistema. 
Realizar los bocetos de la interfaz de usuario. 
Diseño Técnico de la base de datos. 
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Desarrollo, Pruebas y Corrección de Errores del 
sistema de respaldos 
Documentación del sistema (Manual Técnico y 
Usuario) 
Implantación del sistema 
Capacitación a los usuarios 
Realizado por: Marco Vivanco, 2017 
 
5.5.4. Product backlog  
 
El Product Backlog se ha definido de acuerdo a principios planteados por la metodología Scrum, 
identificando prioridades y un número de esfuerzo en horas de trabajo empleadas por el 
desarrollador, cabe mencionar que un punto de esfuerzo representa una hora de desarrollo 
empleada en la ejecución del proyecto. 
 
El Product Backlog detalla una lista de requerimientos los cuales han sido definidos mediante 
reuniones iniciales entre el Dr. Darwin Valdivieso (Producto Owner) y el equipo de trabajo 
(Development Team), estos requerimientos serán denominados como historias técnicas (HT) e 
historias de usuario (HU); los mismos que garantizan el correcto desarrollo del proyecto. Cada 
requerimiento tiene una nomenclatura definida para su identificación, en este caso los 
requerimientos técnicos se identificarán con “HT” acompañada del número que incrementara, de 
igual manera cada requerimiento de usuario se identifica con “HU” igualmente con un número 
que se incrementa. A continuación, se detalla el Product Backlog en la Tabla 6-5. 
 
Tabla 6-5 Product Backlog 
HISTORIAS TÉCNICAS 
Nro. Descripción 
Prioridad 
(0-10) 
Esfuerzo  
(Horas) 
HT01 
Como desarrollador, necesito realizar una entrevista y especificación 
de requerimientos para definir alcance del sistema. 
10 40 
HT02 
Como desarrollador, necesito realizar análisis, recolección e 
interpretación de los datos de la investigación. 
10 160 
HT03 
Como desarrollador, necesito definir el planteamiento técnico de la 
solución. 
10 40 
HT04 
Como desarrollador, necesito realizar la revisión de los algoritmos 
criptográficos para la solución. 
10 20 
HT05 
Como desarrollador, necesito realizar el Diseño Técnico de la 
Arquitectura del Sistema. 
10 20 
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HT06 
Como desarrollador, necesito realizar los bocetos de la interfaz de 
usuario. 
10 20 
HT07 
Como desarrollador, necesito realizar el Diseño Técnico de la base de 
datos del sistema. 
10 20 
HT08 
Como desarrollador, necesito realizar el desarrollo, pruebas y 
corrección de errores del sistema. 
10 180 
HT09 Como desarrollador, necesito realizar la documentación del sistema. 7 40 
HT10 Como desarrollador, necesito realizar la implantación del sistema. 10 20 
HT11 
Como desarrollador, necesito realizar la capacitación de usuarios con 
el fin de obtener un correcto manejo del sistema. 
10 20 
HT12 
Como desarrollador, necesito registrar en la base de datos los usuarios 
del sistema. 
10 20 
HISTORIAS DE USUARIO 
Nro. Descripción 
Prioridad 
(0-10) 
Esfuerzo 
(Horas) 
HU01 
Como usuario del sistema, necesito poder autenticarme por medio de 
usuario y clave para respaldar información. 
10 20 
HU02 
Como desarrollador, necesito respaldar información de varios 
usuarios al mismo tiempo al servidor. 
10 40 
HU03 
Como usuario del sistema, necesito que la información a respaldar se 
envié al servidor cifrada por motivos de seguridad. 
10 20 
HU04 
Como usuario del sistema, necesito que la interfaz del sistema 
permita cargar la ubicación (ventana) de la información a respaldar. 
10 20 
HU05 
Como usuario del sistema, necesito que el sistema me permita 
respaldar todo tipo de archivos de diferente tamaño. 
10 20 
HU06 
Como usuario del sistema, necesito que el sistema me notifique si la 
información se respaldó en el servidor correctamente. 
10 20 
HU07 
Como usuario del sistema, necesito que el sistema me muestre los 
archivos respaldados. 
10 20 
HU08 
Como usuario del sistema, necesito que el sistema permita descargar 
los archivos respaldados. 
10 20 
HU09 
Como usuario del sistema, necesito que el sistema permita eliminar 
archivos respaldados. 
10 10 
HU10 
Como usuario del sistema, necesito que el sistema permita cerrar 
sesión. 
10 10 
Realizado por: Marco Vivanco, 2017 
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5.5.5. Sprint backlog (Planificación) 
 
Cada iteración del proyecto o también llamado Sprint, cuenta de un número actividades o  
historias técnicas y de usuario, agrupadas de manera ordenada para así poder ser completadas en 
un tiempo determinado por el equipo de desarrollo del sistema, este tiempo se lo dividió en 5 
sprint y cada uno con 160 horas laborables, 4 semanas de 40 horas, además se detallará el orden 
cronológico en el que fueron desarrolladas cada una de las historias indicando la fecha de inicio 
y fecha fin y los responsables de las historias. Los Sprint del proyecto están distribuidos en la 
Tabla 7-5. 
 
Tabla 7-5   Sprint Backlog 
NRO. RESPONSABLE 
FECHAS SPRINT/HORAS 
INICIO FIN 
1 2 3 4 5 
160 160 160 160 160 
HT01 Team Development 05/06/2017 09/06/2017 40     
HT02 Team Development 12/06/2017 07/07/2017 120 40    
HT03 Team Development 10/07/2017 14/07/2017  40    
HT04 Team Development 17/07/2017 19/07/2017  20    
HT05 Team Development 19/07/2017 21/07/2017  20    
HT06 Team Development 24/07/2017 26/07/2017  20    
HT07 Team Development 26/07/2017 28/07/2017  20    
HT08 Team Development 31/07/2017 30/08/2017   160 20  
HT09 Team Development 30/08/2017 05/09/2017    40  
HT10 Team Development 06/09/2017 08/09/2017    20  
HT11 Team Development 11/09/2017 13/09/2017    20  
HT12 Team Development 13/09/2017 15/09/2017    20  
HU01 Team Development 18/09/2017 21/09/2017    20  
HU02 Team Development 21/09/2017 26/09/2017    20 20 
HU03 Team Development 27/09/2017 29/09/2017     20 
HU04 Team Development 02/10/2017 04/10/2017     20 
HU05 Team Development 04/10/2017 06/10/2017     20 
HU06 Team Development 09/10/2017 11/10/2017     20 
HU07 Team Development 11/10/2017 13/10/2017     20 
HU08 Team Development 16/10/2017 18/10/2017     20 
HU09 Team Development 18/10/2017 19/10/2017     10 
HU10 Team Development 19/10/2017 20/10/2017     10 
Realizado por: Marco Vivanco, 2017 
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5.5.6. Planificación de actividades 
 
Para el desarrollo y cumplimiento de los Sprints del proyecto, se ha establecido un cronograma 
de actividades estimando una duración de 20 semanas laborables, teniendo en cuenta que se inició 
el 05/06/2017 y finalizó el 20/10/2017, trabajando 8 horas diarias de lunes a viernes, en la 
siguiente Tabla 8-5 se detalla el cronograma de actividades realizadas. 
 
Tabla 8-5 Cronograma de Actividades 
NRO. 
SPRINT 
ACTIVIDAD 
FECHAS SEMANAS RESPON
SABLE INICIO FIN 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 
01 
Entrevista y 
especificación de 
requerimientos 
para definir 
alcance del 
sistema. 
05/06/ 
2017 
09/06/
2017 
X                    
Team 
Developm
ent 
01-02 
Definición del 
planteamiento 
técnico de la 
Solución. 
12/06/ 
2017 
07/07/
2017 
 X X X X                
Team 
Developm
ent 
02 
Revisión de los 
algoritmos 
criptográficos  
10/07/ 
2017 
14/07/
2017 
     X               
Team 
Developm
ent 
02 
Diseño Técnico 
de la arquitectura 
del sistema. 
17/07/ 
2017 
21/07/
2017 
      X              
Team 
Developm
ent 
02 
Realizar los 
bocetos de la 
interfaz de 
usuario. 
24/07/ 
2017 
28/07/
2017 
       X             
Team 
Developm
ent 
02 
Diseño Técnico 
de la base de 
datos. 
31/07/ 
2017 
04/08/
2017 
        X            
Team 
Developm
ent 
03-04 
Desarrollo, 
Pruebas y 
Corrección de 
Errores del 
sistema de 
respaldos 
07/08/ 
2017 
29/09/
2017 
         X X X X X X X X    
Team 
Developm
ent 
04 
Documentación 
del sistema 
02/10/ 
2017 
06/10/
2017 
                 X   
Team 
Developm
ent 
04 
Implantación del 
sistema 
09/10/ 
2017 
13/10/
2017 
                  X  
Team 
Developm
ent 
05 
Capacitación a los 
usuarios 
16/10/ 
2017 
20/10/
2017 
                   X 
Team   
Development 
Realizado por: Marco Vivanco, 2017 
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5.5.7. Reuniones SCRUM 
 
De acuerdo con la metodología utilizada, el equipo de desarrollo SCRUM puede realizar 
frecuentemente reuniones con la finalidad de especificar los requerimientos y actividades, definir 
las características de último momento que pueda requerir el Product Owner. 
 
Antes de iniciar el proyecto se requiere una primera reunión del equipo ya que esta nos 
ayudará con la determinación del alcance del proyecto, a definir los roles, las actividades iniciales 
y los requerimientos de usuario dando por finalizado cada Sprint, también será necesario realizar 
reuniones finales de cada uno de los Sprints, con el propósito de realizar verificaciones de las 
historias de usuario culminadas y entregadas según lo planificado. 
 
5.6.   Fase de desarrollo 
 
En esta sección se describe de manera detallada las actividades realizadas para el desarrollo del 
sistema de respaldos para la Oficina Técnica de Loja del Registro Civil usando sockets y un 
protocolo de cifrado hibrido. 
 
5.6.1. Diseño de la arquitectura 
 
Para el desarrollo del proyecto se implementó el patrón de arquitectura Modelo-Vista-
Controlador (MVC), con el objetivo de dar solución a todos los requerimientos planteados por 
el Product Owner y así conseguir sistemas de calidad. En la figura 4-5 se muestra la arquitectura 
en capas a utilizar. 
 
      Figura 4-5: Arquitectura del Sistema de Respaldos 
        Realizado por: Marco Vivanco, 2017 
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5.6.1.1.  Capas del proyecto 
 
La arquitectura (MVC) está compuesta de 3 capas, las cuales se encuentran detalladas a 
continuación: 
 
1. MODELO: En esta capa está conformada por la lógica de negocio y contiene los paquetes: 
a. Acceso a datos, se definen todas las clases y objetos necesarios para la conexión con la 
base de datos. 
b. Clases, se definen todas las clases tanto para el cliente como servidor.  
c. Funciones, se definen las sentencias SQL y los métodos para obtener las consultas con 
la base de datos. 
2. CONTROLADOR: Responde a eventos (usualmente acciones del usuario) e invoca 
peticiones al 'modelo' cuando se hace alguna solicitud sobre la información. Es un procesador 
que realiza las validaciones necesarias para mantener la integridad de los datos. 
3. VISTA: Por último, esta capa es la encargada de la parte front es decir contiene la interfaz 
de usuario para la comunicación del usuario con el controlador. 
 
 
Figura 5-5: Diagrama de despliegue de la arquitectura 
Realizado por: Marco Vivanco, 2017 
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5.6.2. Estándar de codificación 
 
El estándar de codificación que se seleccionó para el desarrollo del presente proyecto fue el 
estándar de codificación DOTNET, el mismo que nos ayudara para proporcionar una 
correcta utilización de los términos semánticos, procesos de escritura de código, así también 
proporciona unas buenas prácticas de programación para el lenguaje C# que es con el cual 
estamos trabajando; para posteriormente facilitar el mantenimiento o para agregar nuevas 
funciones a los sistemas sin que se presente ningún inconveniente. 
 
5.6.3.  Diseño de la base de datos 
 
Para lograr un correcto manejo y almacenamiento de los datos se diseñó una base de datos con su 
respectivo diccionario de datos, donde se definió la creación de 2 tablas (Usuarios y Archivos) 
las mismas que manejan los tipos de datos como: INT (Entero) utilizados como identificadores, 
CHARACTER VARYING o VARCHAR (Cadenas de caracteres) estos son los más utilizados 
para los nombres, cedula, clave, fecha, ubicación, etc. Es importante conseguir una base de datos 
con una estructura de almacenamiento confiable que guarde de manera correcta toda la 
información necesaria. 
 
5.6.3.1.  Modelo físico de la base de datos 
 
En la figura 6-5 se observa el modelo físico de la estructura de la base de datos y las tablas 
involucradas que se detallan a continuación. 
 
Figura 6-5: Modelo Físico de la Base de Datos 
Realizado por: Marco Vivanco, 2017 
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5.6.3.2.  Diccionario de datos 
 
Después de diseñar la base de datos se procede a describir el diccionario de datos que consiste en 
la descripción de los tipos de datos utilizados en la creación de las tablas de la  
base de datos; en la tabla 9-5 se muestra el diccionario de datos que están compuestos por el 
nombre de la tabla, nombres de atributos, tipo de dato con su tamaño, llaves primarias y foráneas, 
autoincremento y por último nulo. 
 
Tabla 9-5 Diccionario de Datos 
TABLA USUARIOS  
ATRIBITO TIPO DE DATO LLAVE AUTOINCREMENTO NULO 
idusuarios INT (seq) PK SI NO 
Nombre CHARACTER VARYING (50)  NO NO 
Cedula CHARACTER VARYING (12)  NO NO 
clave CHARACTER VARYING (50)  NO NO 
TABLA ARCHIVOS 
ATRIBITO TIPO DE DATO LLAVE AUTOINCREMENTO NULO 
idarchivos INT (seq) PK SI NO 
nombre CHARACTER VARYING (50)  NO NO 
fecha CHARACTER VARYING (25)  NO NO 
ubicacion CHARACTER VARYING (75)  NO NO 
idusuarios INT (seq) FK NO NO 
Realizado por: Marco Vivanco, 2017 
 
5.6.4.  Diseño de las interfaces de usuario 
 
Mediante reuniones con el Product Owner se definió las interfaces del sistema de respaldos, la 
misma que garantizan una interfaz de calidad que facilita el uso del sistema y el manejo de los 
archivos respaldados. Así como también un login del sistema que permite autenticar a cada 
usuario que usa el aplicativo de respaldos.  En la figura 7–5 podemos observar la interfaz de 
usuario y la ventana de acceso al sistema la cual permitirá ingresar al sistema mediante el número 
de cedula y una contraseña, posterior se validación la información ingresada en la base de datos 
del sistema. 
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Figura 7-5: Interfaz principal y login del sistema de respaldos 
Realizado por: Marco Vivanco, 2017 
 
5.6.4.1.  Respaldo de información. 
 
En la figura 8-5 se muestra la ventana principal para respaldar información al servidor. 
 
 
Figura 8-5: Respaldo de Información 
Realizado por: Marco Vivanco, 2017 
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5.6.5.  Desarrollo de las historias de usuario 
 
Los requisitos provenientes del Sprint Backlog vienen representados o llamados como historias 
de usuario, las mismas que deben tener un identificador, un nombre, una descripción y un 
responsable; así mismo con sus tareas de ingeniería y pruebas de aceptación respectivas, todas 
estas características tienen el objetivo de comprobar el correcto cumplimiento de cada historia de 
usuario. 
 
El proceso de realización de una historia de usuario se va a describir mediante tablas, las mismas 
que servirán como guía del cómo fueron realizadas las demás historias de usuario que se 
encuentran en el Anexo E. 
 
Historia de Usuario 01 – Registro de Usuario 
 
Tabla 10-5 HU01 Registro de Usuario 
HISTORIA DE USUARIO 
ID: HU01 Nombre de la Historia: Registro de Usuarios 
Responsable: Team Development Sprint: 04 
Fecha Inicio: 18/09/2017 Fecha Fin: 21/09/2017 
Descripción: Como usuario del sistema, necesito poder autenticarme por medio de usuario y clave para 
respaldar información. 
Pruebas de Aceptación: 
• Verificar el registro completo de los usuarios o funcionarios 
• Verificar el funcionamiento de los métodos para login 
Realizado por: Marco Vivanco, 2017 
 
Tabla 11-5   HU01 Tareas de Ingeniería  
FECHA TAREAS DE INGENIERÍA TIEMPO 
18/09/2017 
Tarea 1: Definir los procedimientos de la base de datos para registrar 
datos de los usuarios. 
3h 
Crear las funciones en la base de datos y archivos de conexión para el 
registro de los datos de los usuarios. 
2h 
19/09/2017 
Tarea 2: Crear las clases y paquetes para organización de los datos 2h 
Crear la colección de usuarios. 3h 
20/09/2017 
21/09/2017 
Tarea 3: Crear la interfaz de usuario para el acceso al sistema 5h 
Creación de métodos para autenticar 3h 
Validación y pruebas de acceso al sistema 2h 
Realizado por: Marco Vivanco, 2017 
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Tabla 12-5 HU01 Tarea de ingeniaría 1 
TAREA DE INGENIERÍA 
SPRINT: 04 Numero de Tarea: 01 
Nombre de Historia: Registro de Usuarios 
Nombre de la Tarea: Definir los procedimientos de la base de datos para registrar datos de los usuarios. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 18/09/2017 Fecha Fin: 18/09/2017 
Descripción: Investigación y aplicación de métodos para manejar sentencias SQL que ayuden al 
desarrollo del sistema. 
Pruebas de Aceptación: 
Realizado por: Marco Vivanco, 2017 
 
Tabla 13-5   HU01 Tarea de ingeniaría 2 
TAREA DE INGENIERÍA 
SPRINT: 04 Numero de Tarea: 02 
Nombre de Historia: Registro de Usuarios 
Nombre de la Tarea: Crear las clases y paquetes para organización de los datos 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 19/09/2017 Fecha Fin: 19/09/2017 
Descripción: Verificar la concordancia entre los atributos de las clases a utilizar con los atributos de las 
entidades en la base de datos. 
Pruebas de Aceptación: 
Realizado por: Marco Vivanco, 2017 
 
Tabla 14-5 HU01 Tarea de ingeniaría 3 
TAREA DE INGENIERÍA 
SPRINT: 04 Numero de Tarea: 03 
Nombre de Historia: Registro de Usuarios 
Nombre de la Tarea: Crear la interfaz de usuario para el acceso al sistema 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 20/09/2017 Fecha Fin: 21/09/2017 
Descripción: Diseño de una interfaz de usuario que permita el ingreso de la cedula como usuario y la 
clave. 
Pruebas de Aceptación: 
• Verificación de los datos ingresados coincidan con los registrados en la base de datos. 
Realizado por: Marco Vivanco, 2017 
 
Luego de que ya se ha construido el sistema lo que resta determinar si el resultado obtenido, 
establecido previamente en las HU (criterios de aceptación) cumple con lo planificado. 
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En la tabla 15-5, se puede apreciar el formato utilizado para realizar las pruebas de aceptación de 
cada una de las HU. 
 
Tabla 15-5 HU01 Pruebas de aceptación 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 3.1 Nombre de Historia: Registro de Usuarios 
Nombre de la Prueba: Verificación de los Datos de Usuarios 
Responsable: Team Development Fecha: 21/09/2017 
Descripción: Comprobar que los datos ingresados coincidan con los registrados en la base de datos. 
Condiciones de Ejecución: 
• Configuración para ingresar los datos de usuarios en base de datos 
Pasos de Ejecución: 
• Ingresar la cédula y clave 
• Procesar él envió de datos 
• Constatar los datos ingresados si son correctos 
Resultado: Ingreso correcto al sistema 
Evaluación de la Prueba: 
✓ Satisfactoria 
Realizado por: Marco Vivanco, 2017 
 
5.7.   Fase de finalización 
 
Al llegar a esta fase de la metodología SCRUM aplicada en el presente proyecto, se describen las 
actividades realizadas para la finalización del desarrollo del sistema de respaldos usando socket 
para la Oficina Técnica de Loja de Registro Civil, por lo que se estableció un Sprint denominado 
BurnDown Chart, el mismo que consiste en representar de manera gráfica la velocidad a la que 
se está trabajando en los requisitos establecidos al inicio del desarrollo del sistema. En la tabla 
16-5 se muestra las actividades realizadas en la Fase de finalización del Proyecto. 
 
Tabla 16-5 Actividades de finalización del proyecto 
ACTIVIDAD DESCRIPCION RESPONSABLE 
Evaluación del Sistema 
Instalación y despliegue del sistema de respaldos 
en infraestructura de la Oficina Técnica de Loja. 
Team Development 
Documentación del 
Sistema 
Generación de manuales del sistema. Team Development 
Capacitación a Usuarios Entrega de manuales al Product Owner (Anexo E) Team Development 
Realizado por: Marco Vivanco, 2017 
- 101 - 
 
5.7.1. Sprint burndown chart 
 
Un "Burndown Chart" es una representación gráfica que permite realizar el seguimiento del 
trabajo realizado en función del tiempo (Oliveira, 2012). A medida que el tiempo transcurre se 
irán percibiendo los cambios en el trabajo realizado y por completar. Uno de los aspectos que 
impacta al observar el gráfico es, si el trabajo actual cumple con lo estimado, o por el contrario 
han surgido retrasos o cambios. 
 
 A continuación, se muestra la figura 9-5 en el que podemos observar el nivel de cumplimiento 
según lo planificado. La línea de color azul representa el progreso ideal (horas estimadas) del 
proyecto, mientras que la línea de color naranja representa el progreso actual (horas reales) del 
proyecto. 
 
 
Figura 9-5: Seguimiento del Proyecto 
Fuente: Autor 
Como se puede observar en la figura 9-5 cada punto representa a un sprint desarrollado, se 
concluye que el Team Development no tuvo retraso en el desarrollo de la aplicación ya que las 
horas reales del proyecto no está por encima de las horas estimadas, con lo cual se cumple el 
objetivo de terminar el proyecto a tiempo. 
.  
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CONCLUSIONES 
 
El desarrollo del presente análisis de rendimiento entre las plataformas Java y C# devolvió las 
siguientes conclusiones:  
 
• Las plataformas JAVA y .NET permitieron desarrollar prototipos en el manejo de socket en 
una arquitectura cliente/servidor para realizar las pruebas de rendimiento en la transferencia 
de archivos. 
• El realizar las pruebas de transferencias de archivos (200 livianos, 100 medianos y 35 
pesados) permitió conocer los tiempos en milisegundos que conlleva cada proceso tanto para 
Java y C# ejecutándose las mismas sin inconvenientes. 
• Mediante el análisis de los indicadores se pudo observar que el lenguaje C# ofrece un mejor 
rendimiento que Java; por lo tanto, se concluye que existe un 8,30% de variación porcentual 
total a favor del aplicativo C# frente a Java. 
• La implementación del sistema de respaldos desarrollado para la Oficina Técnica de Loja del 
Registro Civil mediante la plataforma C# incorpora una arquitectura cliente/servidor 
aplicando un algoritmo de cifrado híbrido y usando socket e hilos como también una base de 
datos ofrece una buena alternativa para el respaldo de la información segura. 
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RECOMENDACIONES 
 
• Se recomienda implementar el sistema de respaldos a nivel de toda la DIGERCIC puesto que 
no cuentan con un sistema de comunicación seguro para el respaldo de información 
importante de la institución; esta solución proporcionará seguridad en la transferencia de los 
datos y un entono intuitivo y fácil de utilizar por los funcionarios operativos y administrativos 
que necesiten de soluciones informáticas. 
• Evitar usar el puerto de comunicación para el cliente y servidor, así como para PostgreSQL 
diferentes a los de defecto por cuestiones de seguridad. 
• Utilizar las plataformas C# y PostgreSQL, que al ser una plataforma con un mejor 
rendimiento ofrece mejores prestaciones para una implementación, una dificultad es el 
soporte técnico para PostgreSQL, pero mediante las comunidades se puede obtener 
asesoramiento en los problemas que se presenten; es importante recalcar que en lo global se 
recomienda C# sin embargo, en escenarios en consumo de recursos una prioridad en 
rendimiento de software sería recomendable Java, basado en los resultados obtenidos del 
trabajo. 
• Es recomendable contar con un buen ancho de banda para en envió de archivos pesados para 
obtener un tiempo de respuesta rápido del envió de archivos al servidor. 
• Es importante migrar a entorno web el sistema de respaldos e sincronizado con el active 
directory y la base de datos de la institución, además investigar sobre los mecanismos de 
seguridad en autenticación y firmado mediante certificados digitales que poseen cada uno de 
los frameworks de .Net. 
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ANEXOS 
 
ANEXO A: MANEJO DE SOCKETS EN JAVA PARA CLIENTE/SERVIDOR 
 
1. Apertura de sockets  
En java para crear un socket tanto en el cliente como en el servidor su código es el siguiente: 
CLIENTE SERVIDOR 
static final String host = “localhost”; 
static final int numeroPuerto = 4000;  
Socket cliente;  
try { 
        cliente = new Socket (host, numeroPuerto); 
} catch (IOException e) 
{ 
         System.out.print(e.getMessage()); 
} 
static final int numeroPuerto = 4000; 
ServerSocket servidor;  
Socket skCliente; 
try { 
        servidor = new ServerSocket 
(numeroPuerto); 
         skCliente = servidor.accept(); 
} catch (IOException e) 
{ 
         System.out.print(e.getMessage()); } 
2. Creación de screams 
En la parte Cliente, se utiliza la clase DataOutputStream para crear un stream de salida para 
enviar información al servidor, se utiliza la clase DataInputStream para crear un stream de 
entrada para recibir todas las respuestas que el servidor le envíe. En el lado del Servidor, también 
usaremos DataInputStream, pero en este caso para recibir las entradas que se produzcan de los 
clientes que se hayan conectado y también se usa la clase DataOutputStream para enviar 
información al cliente. 
CLIENTE SERVIDOR 
DataInputStream entrada;  
DataOutputStream salida; 
try { 
       salida = new DataOutputStream 
(cliente.getOutputStream()); 
       entrada = new DataInputStream 
(cliente.getInputStream()); 
} catch (IOException e) 
{ 
         System.out.print(e.getMessage()); } 
DataInputStream entrada;  
DataOutputStream salida; 
try { 
      entrada = new DataInputStream 
(skCliente.getInputStream()); 
      salida = new DataOutputStream 
(skCliente.getOutputStream()); 
} catch (IOException e) 
{ 
         System.out.print(e.getMessage()); } 
3. Cierre de sockets 
Se debe cerrar los canales de entrada y salida que se abrieron durante la ejecución de la aplicación 
tanto en el cliente como en el servidor. 
CLIENTE SERVIDOR 
try { 
        salida.close(); 
        entrada.close(); 
        cliente.close(); 
} catch (IOException e)  
{ 
         System.out.print (e.getMessage()); 
} 
try { 
        salida.close(); 
        entrada.close(); 
        skCliente.close(); 
        servidor.close(); 
} catch (IOException e)  
{ 
         System.out.print (e.getMessage());  } 
  
 
4. Cifrado de texto con algoritmos AES y RSA  
El proceso de encriptación y desencriptación en Java se lo realiza de la siguiente manera tanto 
para el protocolo AES como para RSA: 
AES RSA 
//Generamos una clave de 128 bits adecuada para 
AES 
KeyGenerator keyGenerator = 
KeyGenerator.getInstance("AES"); 
keyGenerator.init(128); 
Key key = keyGenerator.generateKey(); 
//creación y obtención del par de claves 
KeyPairGenerator keyPairGenerator = 
KeyPairGenerator.getInstance("RSA"); 
//tamaño de la clave 
keyPairGenerator.initialize(512);  
KeyPair keyPair = 
keyPairGenerator.generateKeyPair(); 
//Clave Publica 
PublicKey publicKey = keyPair.getPublic(); 
//Clave Privada 
PrivateKey privateKey = keyPair.getPrivate(); 
Después de crear el par de claves, se procede a obtener la clase para encriptar y desencriptar tanto 
para AES como RSA, así mismo también de define u obtiene el texto a cifrar. 
AES RSA 
// Se obtiene un cifrador AES 
Cipher aes = Cipher.getInstance 
("AES/ECB/PKCS5Padding"); 
// Texto a encriptar 
      String texto = "Este es el texto que queremos 
encriptar"; 
// Obtener la clase para encriptar/desencriptar 
rsa = 
Cipher.getInstance("RSA/ECB/PKCS1Padding"); 
 
// Texto a encriptar 
String text = "Text to encrypt"; 
Luego de obtener la clase para encriptar/desencriptar se procese a cifrar el texto tanto en AES 
como RSA. 
AES RSA 
// Se encripta 
rsa.init(Cipher.ENCRYPT_MODE, publicKey); 
byte[] encriptado = rsa.doFinal(text.getBytes()); 
// Escribimos el encriptado para verlo, con 
caracteres visibles 
for (byte b : encriptado) { 
      System.out.print(Integer.toHexString(0xFF & 
b)); 
} 
// Se inicializa para cifrar y se encripta el texto, 
que debemos pasar como bytes. 
aes.init(Cipher.ENCRYPT_MODE, key); 
byte[] encriptado = aes.doFinal(texto.getBytes()); 
 
// Se escribe byte a byte en hexadecimal el texto 
encriptado para ver su pinta. 
for (byte b: encriptado) { 
    System.out.print(Integer.toHexString(0xFF & 
b)); } 
 
 
  
 
Una vez cifrado el texto se procede a desencriptar el texto tanto en AES como RSA. 
AES RSA 
// Se desencripta 
rsa.init(Cipher.DECRYPT_MODE, privateKey); 
byte[] bytesDesencriptados = 
rsa.doFinal(encriptado); 
String textoDesencripado = new 
String(bytesDesencriptados); 
// Se escribe el texto desencriptado 
System.out.println(textoDesencripado); 
// Se iniciliza el cifrador para desencriptar, con la 
misma clave y se desencripta 
aes.init(Cipher.DECRYPT_MODE, key); 
byte[] desencriptado = aes.doFinal(encriptado); 
 
// Texto obtenido, igual al original. 
System.out.println(new String(desencriptado)); 
  
  
 
ANEXO B: MANEJO DE SOCKETS EN C# PARA CLIENTE/SERVIDOR 
 
1. Apertura de sockets 
En NET Framework para crear un socket tanto en el cliente como en el servidor su código es el 
siguiente: 
CLIENTE SERVIDOR 
IPEndPoint localEndPoint =  
        IPEndPoint (Ipaddress.Parse(“127.0.0.1", 4000); 
Socket server = new Socket 
(AddressFamily.InterNetwork, 
SocketType.Stream, ProtocolType.Tcp); 
server.Bind(localEndPoint); 
server.Connect(localEndPoint); 
IPEndPoint localEndPoint = new IPEndPoint 
(“127.0.0.1”, 4000); 
Socket newsock = Socket (AddressFamily.InterNetwork, 
SocketType.Stream, ProtocolType.Tcp); 
newsock.Bind (localEndPoint); 
newsock.Listen (10); 
Socket client = newsock.Accept(); 
2. Creación de screams 
En la parte Cliente, se utiliza la clase StreamWriter para crear un stream de salida para enviar 
información al servidor, se utiliza la clase StreamReader para crear un stream de entrada para 
recibir todas las respuestas que el servidor le envíe. En el lado del Servidor, también usaremos 
StreamReader, pero en este caso para recibir las entradas que se produzcan de los clientes que 
se hayan conectado y también se usa la clase StreamWriter para enviar información al cliente. 
CLIENTE SERVIDOR 
NetworkStream networkStream = 
socketForServer.GetStream(); 
StreamReader streamReader = new 
System.IO.StreamReader(networkStream); 
StreamWriter streamWriter = new 
System.IO.StreamWriter(networkStream); 
 try { 
         string outputString = streamReader.ReadLine(); 
         Console.WriteLine(outputString); 
         streamWriter.WriteLine("Mensaje desde el 
Cliente"); 
         streamWriter.Flush(); 
 } catch { 
         Console.WriteLine ("Error leyendo desde el 
servidor");  
} 
NetworkStream networkStream = 
                   new NetworkStream(socketForClient); 
StreamWriter streamWriter = 
                   new StreamWriter(networkStream);  
StreamReader streamReader = 
                   new StreamReader(networkStream); 
string theString = "Esta es la data de envio"; 
 try { 
       streamWriter.WriteLine(theString);  
       streamWriter.Flush(); 
       theString = streamReader.ReadLine(); 
       Console.WriteLine(theString); 
} catch { 
       Console.WriteLine ("Error leyendo desde el 
cliente");  
} 
3. Cierre de sockets 
Se debe cerrar los canales de entrada, salida y la conexión que se abrieron durante la ejecución de 
la aplicación tanto en el cliente como en el servidor. 
CLIENTE SERVIDOR 
finally { 
         streamReader.Close(); 
         streamWriter.Close(); 
         networkStream.Close(); 
}  
finally { 
         streamReader.Close(); 
         streamWriter.Close(); 
         networkStream.Close(); 
         socketForClient.Close(); 
}  
4. Cifrado de texto con algoritmos AES y RSA  
El proceso de encriptación y desencriptación en C# se lo realiza de la siguiente manera tanto para 
el protocolo AES como para RSA. 
  
 
En RSA se crea una pareja de llaves: pública y privada, para las labores de cifrado.  Estas se 
almacenan por conveniencia en formato XML en los archivos llave_publica.xml y 
llave_privada.xml correspondientemente. Para AES, también conocido como Rijndael utiliza dos 
elementos importantes (ninguno de los dos debe subestimarse su importancia) como es IV 
(Vector de inicialización) no se puede encriptar sin él, no es una llave, únicamente hay que 
considerar que hay que usar el mismo IV para encriptar/desencriptar un mensaje concreto; y Key 
(llave) es la principal información para encriptar/desencriptar en los algoritmos simétricos. Toda 
la seguridad de un sistema simétrico depende de dónde esté esta llave, cómo esté compuesta y 
quién tiene acceso. 
AES RSA 
// Creamos el algoritmo encriptador 
SymmetricAlgorithm algoritmo = Symmetric Algorithm. 
Create(“Rijndael”); 
// Establecemos la longitud de la clave a generar. 
algoritmo.KeySize = 256; 
//Se genera la clave 
algoritmo.GenerateKey(); 
Console.WriteLine(“La clave es: “); 
foreach (byte b in algoritmo.Key) { 
    Console.Write(“{0:X2} “, b); 
} 
Console.WriteLine(“Pulse una tecla para continuar”); 
Console.ReadKey(); 
// Se genera un nuevo IV 
algoritmo.GenerateIV(); 
Console.WriteLine(“IV (Vector de inicialización): “); 
foreach (byte b in algoritmo.IV) { 
    Console.Write(“{0:X2} “, b); 
} 
Console.WriteLine(Pulse una tecla para continuar”); 
Console.ReadKey(); 
// Generar y almacenar la llave pública 
StreamWriter sw = new StreamWriter 
((@"llave_publica.xml"); 
string publicOnlyKeyXML = rsa.ToXmlString(false); 
sw.Write(publicOnlyKeyXML); 
sw.Close(); 
 
// Generar y almacenar la llave privada 
StreamWriter sw = new 
StreamWriter(@"llave_privada.xml"); 
string publicPrivateKeyXML = 
rsa.ToXmlString(true); 
sw.Write(publicPrivateKeyXML); 
sw.Close(); 
 
Después de crear el par de claves y almacenadas para el algoritmo RSA y crear el key (llave) y 
IV para el algoritmo AES, se procede a obtener configurar el algoritmo AES para establecer el 
modelo de cifrado a utilizar, y para RSA se procede a cargar y asociar las llaves (pública y 
privada), para ello se cargan desde los correspondientes archivos XML y se asocian con el 
proveedor de cifrado. 
AES RSA 
// Cambiamos el valor del tamaño de bloque 
algoritmo.BlockSize = 128; 
 
// Establecemos el modo de cifrado y con el 
modo de relleno 
algoritmo.Mode = CipherMode.CBC; 
algoritmo.Padding = PaddingMode.PKCS7; 
// RSACryptoServiceProvider para el cifrado/descifrado con RSA 
RSACryptoServiceProvider rsa = new RSACryptoServiceProvider 
(cspParams); 
// Cargar y asociar la llave pública al proveedor de cifrado 
StreamReader reader = new StreamReader(@"llave_publica.xml"); 
string publicOnlyKeyXML = reader.ReadToEnd(); 
rsa.FromXmlString(publicOnlyKeyXML); 
reader.Close(); 
  
 
// Cargar y asociar la llave privada (y pública) al proveedor de 
cifrado 
StreamReader reader = new StreamReader(@"llave_privada.xml"); 
string publicPrivateKeyXML = reader.ReadToEnd(); 
rsa.FromXmlString(publicPrivateKeyXML); 
reader.Close(); 
Luego de configurar el algoritmo con AES y cargar las llaves con RSA se procese a cifrar el 
texto tanto en AES como RSA. 
AES RSA 
string mensaje = “Programando seguridad en C#.NET”; 
// Crear una ICryptoTransform para encriptar datos 
ICryptoTransform encriptador = 
algoritmo.CreateEncryptor() 
// Obtenemos los bytes que representan el mensaje a 
encriptar 
byte[] textoPlano = Encoding.Default.GetBytes(mensaje); 
// Creamos un MemoryStream 
MemoryStream memoryStream = new MemoryStream(); 
// Creamos el CryptoStream 
CryptoStream cryptoStream = new 
CryptoStream(memoryStream, encriptador, 
CryptoStreamMode.Write); 
// Escribimos el textoPlano hacia el CryptoStream 
cryptoStream.Write(textoPlano, 0, textoPlano.Length); 
// Terminamos la operación de encriptación. 
cryptoStream.FlushFinalBlock(); 
// Liberamos. 
memoryStream.Close(); 
cryptoStream.Close(); 
// Obtenemos el texto cifrado del MemoryStream 
byte[] mensajeEncriptado =  memoryStream.ToArray(); 
//Para cifrar se debe contar con la llave pública del 
destinatario. 
cargarLlavePublica(); 
 // Convertir el texto a cifrar (plano) a su 
representación en bytes 
byte[] textoPlanoBytes = 
System.Text.Encoding.UTF8.GetBytes(textoPlano); 
// Realizar el proceso de cifrado 
byte[] textoCifradoBytes = 
rsa.Encrypt(textoPlanoBytes, false); 
// Convertir el mensaje cifrado a su representación 
en cadena 
string MensajeCifrado = 
Convert.ToBase64String(extoCifradoBytes); 
Una vez cifrado el texto se procede a desencriptar el texto tanto en AES como RSA. 
AES RSA 
int nBytesDesencriptados = 0; 
// Se crea transformaciones usando CreateDecryptor. 
byte[] mD = new byte[mensajeEncriptado.Length]; 
 // Crear una ICryptoTransform para desencriptar datos 
ICryptoTransform desencriptador = 
algoritmo.CreateDecryptor(); 
// Procedemos a descifrar el mensaje 
MemoryStream memoryStream = new 
MemoryStream(mensajeEncriptado); 
// Creamos el CryptoStream 
CryptoStream cryptoStream = new CryptoStream 
(memoryStream, desencriptador, 
CryptoStreamMode.Read); 
// Descifrar datos y obtener el recuento de bytes de 
texto plano.  
nBytesDesencriptados = cryptoStream.Read (mD, 0, 
mD.Length); 
// Liberamos recursos. 
memoryStream.Close(); 
cryptoStream.Close(); 
byte[] mD = mD; 
// Obtenemos el texto descifrado del MemoryStream 
string mensajeDescrifrado = 
Encoding.UTF8.GetString(mD); 
//Para descifrar se debe contar con la llave privada del 
destinatario del mensaje. 
cargarLlavePrivada(); 
// Convertir el texto cifrado a su representación en 
bytsebyte[] textoCifradoBytes = 
Convert.FromBase64String(textoCifrado); 
// Realizar el proceso de descifrado 
byte[] textoPlanoBytes = rsa.Decrypt(textoCifradoBytes, 
false); 
// Convertir el mensaje descifrado a su representación en 
cadena 
string MensajeDescifrado = 
System.Text.Encoding.UTF8.GetString(textoPlanoBytes); 
  
  
 
ANEXO C: MEDICIONES DE LOS INDICADORES 
1.  Velocidad de Procesamiento 
Para obtener el promedio de la velocidad de procesamiento entre los prototipos Java y C# se 
realizó la transferencia de 335 archivos distribuidos equitativamente (200) para Livianos, (100) 
para Medianos y (35) para Pesados, en la Tabla  se observa los tiempos totales de cada transacción 
de la cual se obtiene al final el promedio, la moda, la desviación típica y la varianza. 
JAVA 
 
C# 
LIVIANOS MEDIANOS PESADOS LIVIANOS MEDIANOS PESADOS 
Nro 
Tamaño 
del 
Archivo 
Kb 
Tiempo 
Total x 
Archivo 
(Ms) 
Tamaño 
del Archivo 
Kb 
Tiempo 
Total x 
Archivo 
(Ms) 
Tamaño 
del Archivo 
Kb 
Tiempo 
Total x 
Archivo 
(Ms) 
Tamaño 
del 
Archivo 
Kb 
Tiempo 
Total x 
Archivo 
(Ms) 
Tamaño 
del Archivo 
Kb 
Tiempo 
Total x 
Archivo 
(Ms) 
Tamaño 
del Archivo 
Kb 
Tiempo 
Total x 
Archivo 
(Ms) 
1 1168938 293 173642800 519078 1864055928 568580 1168944 1090 173642816 44710 1864055936 504573 
2 2044784 539 146538676 312266 1355346759 287170 2044800 293 146538688 31951 1355346768 320346 
3 1414653 1108 187399437 68854 2036355072 450297 1414656 219 187399440 32714 2036355088 330202 
4 1357361 526 166043166 28673 2036355072 618155 1357376 216 166043168 33193 2036355088 345411 
5 1085596 235 117839502 18212 2036355072 467734 1085600 203 117839504 25144 2036355088 362267 
6 1833472 582 152519839 117647 2036355072 712011 1833488 478 152519840 31948 2036355088 348084 
7 1579011 282 166043166 83289 1799091028 632370 1579024 422 166043168 28017 1799091040 269126 
8 1986077 485 117839502 31715 2036355072 928843 1986080 360 117839504 15541 2036355088 341025 
9 1594044 307 152519839 36943 1799091028 657127 1594048 239 152519840 32584 1799091040 307369 
10 1556285 500 166043166 34452 2036355072 601300 1556288 223 166043168 34052 2036355088 347653 
11 1579809 297 117839502 27359 1951775269 712972 1579824 241 117839504 17916 1951775280 330520 
12 1599287 541 152519839 35238 1884047214 955538 1599296 234 152519840 24914 1884047216 320053 
13 1621220 614 166043166 39400 2036355072 993415 1621232 263 166043168 33805 2036355088 353397 
14 1642109 441 117839502 25369 1884047214 533112 1642112 241 117839504 17591 1884047216 331568 
15 1668036 331 152519839 37808 1986271221 611613 1668048 238 152519840 18709 1986271232 341445 
16 1687251 458 166043166 41495 1864055928 656669 1687264 243 166043168 39052 1864055936 321640 
17 1704088 484 117839502 17330 1864055928 809128 1704096 285 117839504 25555 1864055936 317878 
18 1724291 494 152519839 37967 1355346759 431919 1724304 233 152519840 26480 1355346768 225939 
19 1768727 353 166043166 41491 1986271221 851215 1768736 250 166043168 37018 1986271232 339271 
20 1986077 864 117839502 17793 1986271221 867981 1986080 310 117839504 19205 1986271232 364452 
21 1769091 361 152519839 23858 1986271221 581977 1769104 344 152519840 22146 1986271232 352849 
22 1798711 533 166043166 38200 2000549714 607848 1798720 286 166043168 33696 2000549728 342972 
23 1812757 442 117839502 26017 2093153069 595365 1812768 296 117839504 23170 2093153072 357993 
24 1824297 478 152519839 22293 2000549714 587161 1824304 335 152519840 23074 2000549728 336428 
25 1840196 820 166043166 39952 2093153069 465345 1840208 262 166043168 39695 2093153072 363632 
26 1860461 495 117839502 23708 2000549714 482822 1860464 284 117839504 26480 2000549728 289640 
27 1881957 598 152519839 36002 2093153069 447436 1881968 280 152519840 38819 2093153072 305844 
28 1905485 3561 166043166 39280 2117122992 809181 1905488 245 166043168 26909 2117123008 315016 
29 1930688 1796 117839502 26583 1355346759 650590 1930704 272 117839504 20321 1355346768 193738 
30 1947935 602 135533030 31055 1355346759 365162 1947936 294 135533040 26054 1355346768 192049 
31 1960679 558 166043166 24474 2093153069 448629 1960688 280 166043168 31947 2093153072 306211 
32 1986077 570 117839502 22449 2093153069 739618 1986080 273 117839504 23008 2093153072 311219 
33 1769091 558 135533030 31709 2093153069 468068 1769104 285 135533040 17789 2093153072 315480 
34 1978559 618 173642800 33005 2093153069 836811 1978560 245 173642816 23247 2093153072 302457 
35 2006294 603 182385298 53997 2093153069 635688 2006304 302 182385312 25121 2093153072 305443 
36 2028422 811 166043166 29975 
  
2028432 285 166043168 25137 
  
37 1629272 683 117839502 28102 1629280 231 117839504 26690 
38 1401619 430 135533030 26004 1401632 200 135533040 33575 
39 1417449 673 166043166 39948 1417456 575 166043168 24005 
40 1437221 623 117839502 33805 1437232 226 117839504 22193 
41 1467624 360 135533030 34870 1467632 226 135533040 29788 
42 1456365 406 166043166 45139 1456368 223 166043168 38490 
  
 
43 1478144 2420 117839502 24107 1478160 189 117839504 19318 
44 1091270 864 118608238 17760 1091280 203 118608240 20752 
45 1887202 538 166043166 27487 1887216 310 166043168 35107 
46 1500921 292 117839502 24747 1500928 234 117839504 27751 
47 1515951 293 118608238 25599 1515952 227 118608240 20845 
48 1529868 464 166043166 39554 1529872 233 166043168 30349 
49 1545042 419 117839502 17427 1545056 275 117839504 19154 
50 1556081 286 118608238 27073 1556096 244 118608240 19368 
51 1565960 489 166043166 25420 1565968 216 166043168 30050 
52 1586885 433 117839502 24435 1586896 213 117839504 28268 
53 1607729 300 118608238 17490 1607744 233 118608240 16216 
54 1622435 477 166043166 36944 1622448 234 166043168 29123 
55 1637207 405 117839502 25496 1637216 245 117839504 23694 
56 1217628 263 118608238 17246 1217632 215 118608240 13940 
57 1887202 337 166043166 37532 1887216 393 166043168 23217 
58 1648735 468 117839502 24672 1648736 392 117839504 14106 
59 1680042 546 118608238 26518 1680048 257 118608240 17793 
60 1679421 457 166043166 26049 1679424 336 166043168 27977 
61 1699213 332 117839502 21368 1699216 257 117839504 15700 
62 1721962 1536 118608238 17491 1721968 298 118608240 35143 
63 1741011 631 113197536 18579 1741024 262 113197552 19407 
64 1741064 575 117839502 23482 1741072 244 117839504 19560 
65 1762530 998 118608238 25371 1762544 246 118608240 28103 
66 1775957 606 173642800 38177 1775968 235 173642816 29909 
67 1795765 762 182385298 38745 1795776 327 182385312 45449 
68 1255263 1340 113197536 25653 1255264 202 113197552 26077 
69 1928489 1994 117839502 26396 1928496 340 117839504 18763 
70 1819087 841 118608238 17716 1819088 261 118608240 21871 
71 1831987 416 113197536 27986 1832000 404 113197552 15123 
72 1845820 351 117839502 23145 1845824 264 117839504 14070 
73 1857380 555 118608238 17224 1857392 261 118608240 27069 
74 1861464 330 113197536 16642 1861472 269 113197552 16031 
75 1881281 683 117839502 27013 1881296 281 117839504 15049 
76 1901564 327 118608238 18257 1901568 268 118608240 15096 
77 1914942 547 113197536 17154 1914944 273 113197552 20543 
78 1930747 513 117839502 17691 1930752 272 117839504 14794 
79 1947249 352 118608238 17292 1947264 266 118608240 23361 
80 1327610 270 113197536 26018 1327616 204 113197552 18989 
81 1928489 549 117839502 26082 1928496 271 117839504 35060 
82 1976959 632 118608238 17925 1976960 281 118608240 23749 
83 1998484 572 113197536 25564 1998496 278 113197552 20510 
84 2018215 446 117839502 24702 2018224 313 117839504 26338 
85 1999622 412 118608238 26820 1999632 276 118608240 18739 
86 2021332 612 113197536 17654 2021344 270 113197552 18919 
87 2012501 364 117839502 17303 2012512 282 117839504 20778 
88 2024576 487 118608238 21319 2024592 614 118608240 17642 
89 1235038 279 173642800 39460 1235040 189 173642816 28152 
90 1278143 401 182385298 36083 1278144 195 182385312 31642 
91 1523932 369 170405320 37717 1523936 195 170405328 35291 
92 1377777 560 182385298 41616 1377792 212 182385312 33694 
93 1442263 2417 170405320 44472 1442272 237 170405328 22776 
94 1299397 1361 182385298 28106 1299408 206 182385312 39066 
95 1189682 623 170405320 37899 1189696 202 170405328 28037 
96 1287208 574 182385298 39556 1287216 195 182385312 31345 
97 1353179 263 170405320 25303 1353184 184 170405328 25331 
98 1357361 280 182385298 41544 1357376 207 182385312 37229 
99 1928489 364 166043166 38352 1928496 288 166043168 29619 
100 1987844 391 182385298 37509 1987856 286 182385312 22400 
101 2044784 407   2044800 282   
  
 
102 1497341 435 1497344 220 
103 1429233 315 1429248 285 
104 1186304 506 1186320 197 
105 1987844 461 1987856 289 
106 2017877 393 2017888 333 
107 1308477 385 1308480 208 
108 1366574 314 1366576 274 
109 1625328 480 1625344 252 
110 1262519 501 1262528 214 
111 1290547 272 1290560 242 
112 1406418 281 1406432 217 
113 1230559 446 1230560 226 
114 1304486 263 1304496 204 
115 1644088 625 1644096 251 
116 1429233 390 1429248 215 
117 1186304 277 1186320 180 
118 1415177 308 1415184 252 
119 1345528 300 1345536 286 
120 1784921 330 1784928 289 
121 1475704 291 1475712 233 
122 1381478 308 1381488 221 
123 1275689 578 1275696 225 
124 1316030 296 1316032 317 
125 1053171 212 1053184 174 
126 1331380 606 1331392 198 
127 1092700 799 1092704 185 
128 1807516 2733 1807520 265 
129 1442263 586 1442272 216 
130 1186304 243 1186320 186 
131 1273255 474 1273264 177 
132 1125531 282 1125536 173 
133 1208383 344 1208384 176 
134 1269742 227 1269744 228 
135 1243559 286 1243568 198 
136 1771285 402 1771296 333 
137 1273374 316 1273376 226 
138 1363134 327 1363136 217 
139 1462448 325 1462464 240 
140 1316212 287 1316224 207 
141 1885843 389 1885856 260 
142 1442263 406 1442272 214 
143 1369465 288 1369472 219 
144 1116240 283 1116256 489 
145 1124085 245 1124096 162 
146 1336797 253 1336800 213 
147 1365748 929 1365760 242 
148 1289688 1505 1289696 354 
149 1467830 1199 1467840 331 
150 1580288 2379 1580304 229 
151 1405504 1522 1405520 217 
152 1215360 1486 1215376 198 
153 1885843 885 1885856 364 
154 1442263 814 1442272 223 
155 1341499 547 1341504 209 
156 1341364 855 1341376 220 
157 1232675 742 1232688 207 
158 1676086 452 1676096 294 
159 1311410 594 1311424 212 
160 1240947 258 1240960 196 
  
 
161 1135334 314 1135344 187 
162 1258715 253 1258720 205 
163 1339256 337 1339264 209 
164 1457527 340 1457536 247 
165 1885843 557 1885856 273 
166 1594044 714 1594048 257 
167 1145695 344 1145696 186 
168 1040851 382 1040864 196 
169 1049521 227 1049536 220 
170 1061461 476 1061472 182 
171 1073390 363 1073392 173 
172 1084166 367 1084176 201 
173 1103303 475 1103312 187 
174 1115782 279 1115792 175 
175 1136640 248 1136656 227 
176 1157232 353 1157248 174 
177 1895156 504 1895168 276 
178 1594044 317 1594048 233 
179 1179201 403 1179216 200 
180 1209899 332 1209904 306 
181 1227334 608 1227344 190 
182 1246749 265 1246752 206 
183 1264961 290 1264976 193 
184 1278279 742 1278288 200 
185 1296239 687 1296240 199 
186 1318025 398 1318032 218 
187 1332618 660 1332624 234 
188 1365722 2862 1365728 217 
189 1986077 1851 1986080 344 
190 1594044 709 1594048 254 
191 1384675 595 1384688 226 
192 1398012 1908 1398016 238 
193 1413883 572 1413888 214 
194 1431292 469 1431296 223 
195 1449417 472 1449424 222 
196 1463377 494 1463392 311 
197 1476527 526 1476528 231 
198 1496873 535 1496880 240 
199 1516014 653 1516016 238 
200 1538552 285 1538560 223 
 TTL 118787 TTM 3834746 TTP   TTL 51093 TTM 2574905 TTP  11313190 
JAVA C#  
ESTADISTICA LIVIANOS MEDIANOS PESADOS LIVIANOS MEDIANOS PESADOS 
PROMEDIO 594 38347 630539 255 25749 323234 
MODA 263 -- -- 223 26480 -- 
MEDIANA 469 26917 611613 236 25141 323202 
DESVIACIÓN 
ESTANDAR 
492 57525 170248 87 7334 51684 
2.  Tiempo de respuesta 
Para obtener el promedio del tiempo de respuesta entre los prototipos Java y C# se realizó la 
transferencia de 335 archivos distribuidos equitativamente (200) para Livianos, (100) para 
Medianos y (35) para Pesados, en la Tabla se observa los tiempos de respuesta de cada transacción 
  
 
de la cual se obtiene el promedio, la moda, la mediana y la desviación típica de los prototipos 
Java y C#. 
JAVA 
 
C# 
Nro. 
LIVIANOS MEDIANOS PESADOS LIVIANOS MEDIANOS PESADOS 
Promedio de 
tiempo de 
respuesta (s) 
Promedio de 
tiempo de 
respuesta (s) 
Promedio de 
tiempo de 
respuesta (s) 
Promedio de 
tiempo de 
respuesta (s) 
Promedio de 
tiempo de 
respuesta (s) 
Promedio de 
tiempo de 
respuesta (s) 
1 119 3835 22069 51 2575 11313 
2 79 2952 21997 41 6282 14165 
3 83 3104 18461 42 2818 17262 
4 101 3598 18497 42 1686 14248 
5 116 3482 16788 42 2405 13791 
6 100 3228 18308 42 2486 16101 
7 124 3753 19615 43 2625 18995 
8 70 7463 18133 43 2650 13851 
9 85 3773 20019 43 2630 12969 
10 70 3375 18086 44 2687 15308 
11 91 2340 20902 43 2822 16742 
12 81 2361 18585 43 2818 12665 
13 78 3484 19078 43 2347 13289 
14 76 3488 16940 43 2516 14318 
15 62 3329 20030 42 2801 15716 
16 115 3776 21479 42 2696 16788 
17 70 3635 12921 43 2754 17831 
18 79 3342 12980 43 2584 16371 
19 76 3378 13854 43 2532 16817 
20 101 3297 13114 43 2670 14896 
21 102 3735 16759 43 2465 14391 
22 68 3107 17339 42 2149 13274 
23 67 3313 13904 43 2657 18450 
24 106 3346 13379 43 2716 15315 
25 202 3550 14000 43 2569 13810 
26 77 3246 14588 43 2480 15891 
27 78 3354 13599 42 2508 11842 
28 69 3748 13117 43 2578 14016 
29 68 3456 13845 42 2681 15049 
30 71 3307 13299 42 2437 15935 
31 83 3424 12977 96 2639 15616 
32 67 3331 13106 93 2512 14977 
33 68 3700 13606 72 2570 14778 
34 99 3949 13948 48 1859 16379 
35 94 3683 13416 46 2424 17730 
Total 3095 s 123242 s 572738 s  1642 s 92628 s 530889 s 
ESTADISTICA 
JAVA 
 
C# 
LIVIANOS MEDIANOS PESADOS LIVIANOS MEDIANOS PESADOS 
PROMEDIO 88 3521 16364 47 2647 15168 
MODA 70 -- -- 43 2818 -- 
MEDIANA 79 3424 16759 43 2578 15049 
DESVIACIÓN 
ESTANDAR 
26 758 3039 16 667 1782 
  
 
3.  Consumo de recursos 
3.1.  Promedio memoria RAM utilizada 
Para obtener el promedio de memoria RAM utilizada tanto en Java como de C#, se realizó para 
Java con la herramienta VisaulVM 1.3.91en el apartado Monitor se puede observar la cantidad 
de memoria RAM utilizada durante la ejecución de la aplicación en Java, en la figura puede 
observar el monitor y donde se obtuvo 50 resultados del total de tiempo transcurrido en enviar 
200 archivos livianos para después obtener el promedio de memoria RAM para archivos livianos 
en Java. 
 
En la figura puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo 
transcurrido en enviar 100 archivos medianos para después obtener el promedio de memoria RAM 
para archivos medianos en Java. 
 
                                                          
1 https://visualvm.github.io/download.html 
  
 
En la puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo transcurrido 
en enviar 35 archivos pesados para después obtener el promedio de memoria RAM para archivos 
pesados en Java. 
 
Para C# con la Herramientas de diagnóstico en Visual Studio 2015 en el apartado Memoria de 
Proceso (MB) se puede observar la cantidad de memoria RAM utilizada durante la ejecución de 
la aplicación en C#, en la figura puede observar el monitor y donde se obtuvo 50 resultados del 
total de tiempo transcurrido en enviar 200 archivos livianos para después obtener el promedio de 
memoria RAM para archivos livianos C#. 
 
En la figura puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo 
transcurrido en enviar 100 archivos medianos para después obtener el promedio de memoria RAM 
para archivos medianos C#. 
 
En la figura puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo 
transcurrido en enviar 35 archivos pesados para después obtener el promedio de memoria RAM 
para archivos pesados C#. 
  
 
 
En la Tabla se detallan una muestra de 50 resultados del total de tiempo en transcurrido en 
segundos en la transferencia de 200 archivos Livianos utilizando los prototipos Java y C#, para 
al final obtener el promedio de memoria RAM utilizada, la moda, la mediana y la desviación 
típica. 
Muestra 
JAVA  C# 
Cantidad de memoria 
RAM utilizada (MB) 
Cantidad de memoria 
RAM utilizada (MB) 
1 24 15,5 
2 7 15,6 
3 19 18,3 
4 5 20,1 
5 9 21,9 
6 24 21,9 
7 5 21,9 
8 17 22,0 
9 34 21,9 
10 12 21,9 
11 25 21,9 
12 2 21,9 
13 16 21,9 
14 28 21,9 
15 9 21,9 
16 19 21,9 
17 30 21,9 
18 8 21,7 
19 19 21,7 
20 30 21,7 
21 10 21,7 
22 23 21,7 
23 6 21,7 
24 21 21,7 
25 34 21,7 
26 18 21,7 
27 4 21,7 
28 10 21,7 
29 23 21,7 
30 26 21,7 
31 4 21,7 
32 16 21,5 
33 22 21,9 
34 4 21,9 
35 16 21,9 
36 28 21,8 
37 16 21,8 
38 23 21,5 
  
 
39 4 21,5 
40 16 21,5 
41 29 21,5 
42 14 21,5 
43 4 21,5 
44 17 21,5 
45 4 21,5 
46 17 21,5 
47 5 21,4 
48 17 21,4 
49 4 21,4 
50 7 21,4 
TOTAL 784 MB 1068 MB 
PROMEDIO 16 21 
MODA 16 22 
MEDIANA 4 21 
DESVIACIÓN 
ESTANDAR 
9 1 
En la Tabla se detallan una muestra de 50 resultados del total de tiempo en transcurrido en 
segundos en la transferencia de 100 archivos Medianos utilizando los prototipos Java y C#, para 
al final obtener el promedio de memoria RAM utilizada, la moda, la mediana y la desviación 
típica. 
Muestra 
JAVA  C# 
Cantidad de memoria 
RAM utilizada (MB) 
Cantidad de memoria 
RAM utilizada (MB) 
3 5 18,4 
6 6 18,7 
9 21 19,7 
12 14 18,4 
5   15 19,4 
6 8 18,3 
7 7 18,5 
8 23 19,6 
9 23 18,0 
10 15 18,0 
11 18 18,6 
12 17 18,5 
13 11 18,7 
14 11 18,5 
15 28 18,7 
16 28 18,7 
17 27 18,4 
18 22 19,3 
19 21 19,1 
20 19 17,9 
21 26 18,1 
22 9 19,3 
23 30 19,0 
24 8 19,5 
25 27 19,0 
26 13 19,4 
27 12 18,8 
28 9 19,4 
29 17 18,7 
30 15 19,5 
  
 
31 13 18,1 
32 10 18,5 
33 9 19,4 
34 30 19,4 
35 28 18,2 
36 26 18,4 
37 23 19,2 
38 22 19,5 
39 21 19,4 
40 17 18,0 
41 15 18,9 
42 12 18,9 
43 18 18,9 
44 14 18,1 
45 13 18,1 
46 17 18,1 
47 16 19,2 
48 8 18,4 
49 5 18,4 
50 9 18,3 
TOTAL 831 MB 938 MB 
PROMEDIO 17 19 
MODA 15 18 
MEDIANA 16 19 
DESVIACIÓN 
ESTANDAR 
7 1 
En la Tabla se detallan una muestra de 50 resultados del total de tiempo en transcurrido en 
segundos en la transferencia de 35 archivos Pesados utilizando los prototipos Java y C#, para al 
final obtener el promedio de memoria RAM utilizada, la moda, la mediana y la desviación típica. 
Muestra 
JAVA  C# 
Cantidad de memoria RAM 
utilizada (MB) 
Cantidad de memoria RAM 
utilizada (MB) 
3 24 18,2 
6 6 18,2 
9 8 18,2 
12 15 18,2 
5 21 18,2 
6 26 18,2 
7 28 18,2 
8 25 18,2 
9 9 18,2 
10 14 18,2 
11 18 18,2 
12 22 18,2 
13 26 17,9 
14 29 17,9 
15 9 17,9 
16 22 17,7 
17 31 17,7 
18 9 17,7 
19 12 17,7 
20 15 17,7 
21 18 17,7 
22 22 17,7 
23 25 17,7 
24 29 17,7 
25 10 17,7 
26 13 17,7 
27 16 17,7 
28 29 17,7 
29 26 17,7 
  
 
30 13 17,9 
31 18 17,9 
32 22 17,9 
33 29 17,7 
34 13 17,7 
35 17 17,7 
36 22 17,7 
37 20 17,7 
38 24 17,8 
39 30 17,8 
40 16 17,8 
41 23 17,8 
42 17 17,8 
43 22 17,7 
44 29 17,7 
45 34 17,7 
46 18 20,0 
47 26 18,0 
48 19 19,0 
49 24 20,0 
50 23 20,0 
TOTAL 1016 MB 901 MB 
PROMEDIO 20 18 
MODA 22 18 
MEDIANA 22 18 
DESVIACIÓN 
ESTANDAR 
7 1 
3.2.  Promedio CPU utilizado 
Para obtener el promedio de CPU utilizado tanto en Java como de C#, se realizó para Java con la 
herramienta VisaulVM 1.3.9 en el apartado Monitor se puede observar la cantidad de CPU 
utilizado durante la ejecución de la aplicación en Java, en la figura puede observar el monitor y 
donde se obtuvo 50 resultados del total de tiempo transcurrido en enviar 200 archivos livianos 
para después obtener el promedio de CPU para archivos livianos en Java. 
 
En la figura puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo 
transcurrido en enviar 100 archivos medianos para después obtener el promedio de CPU para 
archivos medianos en Java. 
 
  
 
 
En la figura puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo 
transcurrido en enviar 35 archivos pesados para después obtener el promedio de CPU para 
archivos pesados en Java. 
 
Para C# con la Herramientas de diagnóstico en Visual Studio 2015 en el apartado CPU se puede 
observar el porcentaje de CPU utilizado durante la ejecución de la aplicación en C#, en la figura 
puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo transcurrido en 
enviar 200 archivos livianos para después obtener el promedio de CPU utilizado para archivos 
livianos en C#. 
 
  
 
En la figura puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo 
transcurrido en enviar 100 archivos medianos para después obtener el promedio de CPU utilizado 
para archivos medianos en C#. 
 
En la figura puede observar el monitor y donde se obtuvo 50 resultados del total de tiempo 
transcurrido en enviar 35 archivos pesados para después obtener el promedio de CPU utilizado 
para archivos pesados en C#. 
 
En la Tabla se detallan una muestra de 50 resultados del total de tiempo en transcurrido en 
segundos en la transferencia de 200 archivos Livianos utilizando los prototipos Java y C#, para 
al final obtener el promedio de CPU utilizado, la moda, la mediana y la desviación típica. 
Muestra 
JAVA  C# 
Cantidad de 
CPU utilizado 
(%) 
Cantidad de CPU 
utilizado (%) 
1 1,1 0 
2 3,2 17 
3 0,3 8 
4 0,3 5 
5 6,2 4 
6 0,8 4 
7 0,4 8 
8 1,9 4 
9 1,5 4 
10 1,1 8 
11 1,5 4 
12 0,3 4 
13 1,1 8 
14 1,1 8 
15 1,2 4 
16 1,5 5 
17 1,1 4 
18 1,1 4 
19 1,1 8 
20 0,4 8 
21 0,7 4 
  
 
22 0,3 8 
23 0,3 4 
24 1,9 8 
25 0,7 4 
26 1,6 4 
27 0,7 4 
28 0,3 8 
29 0 4 
30 4,9 8 
31 0,3 8 
32 0 8 
33 2,7 4 
34 1,5 8 
35 1,1 4 
36 0,7 5 
37 1,1 4 
38 1,4 4 
39 0,3 5 
40 0,7 8 
41 2,0 5 
42 0,3 7 
43 0,7 4 
44 1,5 8 
45 1,1 4 
46 2,3 8 
47 2,2 5 
48 0,3 4 
49 0,7 8 
50 1,5 5 
TOTAL 61 % 291% 
PROMEDIO 1 6 
MODA 1 4 
MEDIANA 1 5 
DESVIACIÓN 
ESTANDAR 
1 3 
 
En la Tabla se detallan una muestra de 50 resultados del total de tiempo en transcurrido en 
segundos en la transferencia de 100 archivos Medianos utilizando los prototipos Java y C#, para 
al final obtener el promedio de CPU utilizado, la moda, la mediana y la desviación típica. 
Muestra 
JAVA  C# 
Cantidad de 
CPU utilizado 
(%) 
Cantidad de CPU 
utilizado (%) 
1 1,9 4 
2 2,9 4 
3 15,1 8 
4 1,9 5 
5 1,5 13 
6 19,0 4 
7 0,8 10 
8 0,4 4 
9 19,0 8 
10 1,1 4 
11 1,1 4 
12 2,0 25 
  
 
13 18,6 14 
14 5,0 8 
15 12,4 4 
16 1,5 8 
17 6,2 4 
18 9,7 8 
19 4,2 17 
20 8,5 17 
21 8,5 13 
22 1,5 10 
23 19,8 11 
24 10,1 13 
25 13,5 13 
26 0,3 8 
27 1,6 21 
28 3,2 11 
29 12,2 5 
30 2,3 8 
31 1,5 17 
32 1,2 4 
33 6,1 13 
34 9,3 3 
35 0,7 7 
36 17,1 17 
37 9,8 17 
38 3,0 8 
39 1,9 17 
40 2,4 7 
41 1,1 4 
42 2,7 8 
43 8,1 4 
44 3,1 15 
45 1,5 4 
46 2,7 4 
47 11,6 4 
48 1,6 8 
49 11,6 7 
50 1,6 4 
TOTAL 304% 458% 
PROMEDIO 6 9 
MODA 2 4 
MEDIANA 3 8 
DESVIACIÓN 
ESTANDAR 
6 5 
 
En la Tabla se detallan una muestra de 50 resultados del total de tiempo en transcurrido en 
segundos en la transferencia de 35 archivos Pesados utilizando los prototipos Java y C#, para al 
final obtener el promedio de CPU utilizado, la moda, la mediana y la desviación típica. 
Muestra 
JAVA  C# 
Cantidad de 
CPU utilizado 
(%) 
Cantidad de CPU 
utilizado (%) 
1 0,4 4 
2 3,2 4 
3 1,9 4 
  
 
4 2,7 4 
5 3,0 4 
6 0,4 5 
7 12,4 17 
8 1,9 8 
9 1,6 10 
10 1,9 4 
11 0,4 5 
12 12,7 4 
13 14,7 10 
14 2,4 4 
15 1,5 7 
16 1,5 4 
17 0,4 4 
18 13,2 5 
19 1,9 8 
20 1,1 21 
21 2,3 4 
22 6,5 4 
23 4,2 8 
24 1,1 4 
25 1,9 3 
26 0,3 17 
27 11,0 4 
28 1,1 4 
29 1,2 13 
30 1,1 8 
31 14,3 4 
32 1,9 4 
33 1,6 17 
34 0,3 17 
35 20,5 4 
36 9,2 17 
37 1,1 21 
38 2,3 8 
39 3,2 4 
40 2,8 5 
41 16,2 4 
42 14,6 4 
43 1,6 4 
44 1,9 4 
45 0,7 3 
46 1,8 5 
47 2,2 3 
48 14,4 8 
49 9,6 17 
50 1,1 9 
TOTAL 231 % 367 % 
PROMEDIO 5 7 
MODA 2 4 
MEDIANA 2 4 
DESVIACIÓN 
ESTANDAR 
5 5 
  
 
4.  Eficiencia 
Para obtener el promedio de las transacciones concluidas satisfactoriamente en la transferencia 
de 335 archivos distribuidos equitativamente (200) para Livianos, (100) para Medianos y (35) 
para Pesados entre los prototipos Java y C# se realizó la Tabla para demostrar este indicador. 
ESTADISTICA 
JAVA 
 
C# 
Archivos 
Enviados 
Archivos 
Recibidos 
Satisfactoriamente 
Archivos 
Enviados 
Archivos Recibidos 
Satisfactoriamente 
LIVIANOS 200 200 200 200 
MEDIANOS 100 100 100 100 
PESADOS 35 35 35 35 
TOTAL 335 335 335 335 
PORCENTAJE  100%   100% 
  
  
 
ANEXO D: COMPROBACIÓN DE CADA INDICADOR 
1. Recolección y análisis de datos por cada Indicador 
1.1.  Velocidad de procesamiento 
En el Anexo C.1 se detallan los resultados del promedio del tiempo de envió en milisegundos, 
moda, mediana y desviación típica de los 335 archivos utilizado como muestra y distribuidos para 
livianos (200), medianos (100) y pesados (35) en los prototipos Java como C#.  
En la tabla se detalla los resultados de cada una de las etapas del proceso de envió de archivos en 
ambas plataformas Java y C#, las cuales son: 
TIEMPOS 
JAVA 
 
C# 
LIVIANOS 
(A/ms) 
MEDIANOS 
(A/ms) 
PESADOS 
(A/ms) 
LIVIANOS 
(A/ms) 
MEDIANOS 
(A/ms) 
PESADOS 
(A/ms) 
ENVIÓ DE CLAVE 0 0 0 0 0 9 
ENVIÓ DE 
CRIPTOGRAMA 
194 20697 293931 132 18103 296994 
CIFRADO DE 
CRIPTOGRAMA 
62 5158 79756 13 5924 87432 
DESCIFRADO DE 
CRIPTOGRAMA 
96 7890 143059 73 2843 52936 
TOTAL 352 33745 516747  218 26870 437362 
En la figura , se visualiza de manera gráfica el tiempo en milisegundos de cada proceso que realiza 
para él envió de 200 archivos livianos en Java y C#. 
 
En la figura, se visualiza de manera gráfica el tiempo en milisegundos de cada proceso que realiza 
para él envió de 100 archivos medianos en Java y C#. 
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En la figura, se visualiza de manera gráfica el tiempo en milisegundos de cada proceso que realiza 
para él envió de 35 archivos pesados en Java y C#. 
 
La tabla muestra los resultados antes mencionados consolidados de todo el proceso de envió de 
archivo que servirá para establecer si existe o no una diferencia significativa 
ESTADISTICA 
JAVA 
 
C# 
LIVIANOS 
(A/ms) 
MEDIANOS 
(A/ms) 
PESADOS 
(A/ms) 
LIVIANOS 
(A/ms) 
MEDIANOS 
(A/ms) 
PESADOS 
(A/ms) 
PROMEDIO 594 38347 630539 255 25749 323234 
MODA 263 -- -- 223 26480 -- 
MEDIANA 469 26917 611613 236 25141 330202 
DESVIACIÓN 
ESTANDAR 
492 57525 170248 87 7334 51684 
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Se estableció la hipótesis alternativa (H1) y nula (H0) tanto para archivos livianos, medianos y 
pesados con el objetivo de comprobar si existe una diferencia significativa sobre este indicador. 
1. Livianos 
• H1: El promedio de la velocidad de procesamiento del envió de 200 archivos livianos en Java 
es diferente la velocidad de procesamiento del envió de 200 archivos livianos de C#. 
• H0: El promedio de la velocidad de procesamiento del envió de 200 archivos livianos en Java 
es igual la velocidad de procesamiento del envió de 200 archivos livianos de C#. 
2. Medianos 
• H1: El promedio de la velocidad de procesamiento del envió de 100 archivos medianos en 
Java es diferente la velocidad de procesamiento del envió de 100 archivos medianos de C#. 
• H0: El promedio de la velocidad de procesamiento del envió de 100 archivos medianos en 
Java es igual la velocidad de procesamiento del envió de 100 archivos medianos de C#. 
3. Pesados 
• H1: El promedio de la velocidad de procesamiento del envió de 35 archivos pesados en Java 
es diferente la velocidad de procesamiento del envió de 35 archivos pesados de C#. 
• H0: El promedio de la velocidad de procesamiento del envió de 35 archivos pesados en Java 
es igual la velocidad de procesamiento del envió de 35 archivos pesados de C#. 
Para demostrar si existe una diferencia significativa se utilizó el software SIAE para el análisis 
de la hipótesis, utilizando los datos de la Tabla y empleando el método estadístico de Chi 
Cuadrado y un margen de error del 5%. 
1. Livianos 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos livianos. 
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2. Medianos 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos medianos. 
 
3. Pesados 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos pesados. 
 
  
 
4.1.1.1.  Análisis de interpretación 
De acuerdo con los resultados obtenidos en las Figuras anteriores en donde se observan que, si 
existen una diferencia significativa, por lo tanto, se procede a la valoración en porcentaje tanto 
para Java como C# para los resultados de Archivos Livianos, medianos y pesados cuyo resultado 
se observa en la Tabla.  
El valor absoluto es calculado con la fórmula 4 Variación Porcentual; para sacar el porcentaje del 
valor relativo se lo hace multiplicando el valor absoluto por la ponderación de cada indicador. 
En la figura se visualiza de manera gráfica la variación porcentual de la velocidad de 
procesamiento entre de Java y C#. 
 
4.1.1.2.  Conclusión del indicador 
De acuerdo a la tabla en todas las pruebas realizadas tanto para archivos Livianos, Medianos y 
Pesados la herramienta C# tiene mejores resultados en tiempos de milisegundos que la 
herramienta Java; por lo tanto, se concluye que existe un 50,67% de variación porcentual a favor 
del aplicativo C# frente al aplicativo Java en cuanto a la velocidad de procesamiento. 
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INDICADOR 
LENGUAJE DE 
PROGRMACIÓN DIFERENCIA 
SIGNIFICATIVA 
MEJOR 
LENGUAJE 
VARIACIÓN 
PORCENTUAL 
JAVA  
VP (ms) 
C#   
VP (ms) 
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
LIVIANOS (50%) 594 225 SI C# 62,12 31,06% 
MEDIANOS (30%) 38347 25749 SI C# 32,85 9,86% 
PESADOS (20%) 630539 323234 SI C# 48.74 9,75% 
VALOR TOTAL  50,67% 
  
 
4.1.2.  Tiempo de respuesta 
En el Anexo C.2 se detallan los resultados de los tiempos de respuesta en segundos, moda, 
mediana y desviación típica de los 335 archivos utilizado como muestra y distribuidos para 
livianos (200), medianos (100) y pesados (35) en los prototipos Java como C#. La tabla muestra 
los resultados antes mencionados. 
ESTADISTICA 
JAVA 
 
C# 
LIVIANOS 
(s) 
MEDIANOS 
(s) 
PESADOS 
(s) 
LIVIANOS 
(s) 
MEDIANOS 
(s) 
PESADOS 
(s) 
PROMEDIO 88 3521 16364 47 2647 15168 
MODA 70 --- -- 43 2818 -- 
MEDIANA 79 3424 16759 43 2578 15049 
DESVIACIÓN 
ESTANDAR 
26 758 3039 16 667 1782 
 
Se estableció la hipótesis alternativa (H1) y nula (H0) tanto para archivos livianos, medianos y 
pesados con el objetivo de comprobar si existe una diferencia significativa sobre este indicador. 
1. Livianos 
• H1: El promedio de tiempo de respuesta del envió de 200 archivos livianos en Java es 
diferente que el tiempo de respuesta del envió de 200 archivos livianos de C#. 
• H0: El promedio de la velocidad de procesamiento del envió de 200 archivos livianos en Java 
es igual la velocidad de procesamiento del envió de 200 archivos livianos de C#. 
2. Medianos 
• H1: El promedio de tiempo de respuesta del envió de 100 archivos medianos en Java es 
diferente que el tiempo de respuesta del envió de 100 archivos medianos de C#. 
• H0: El promedio de tiempo de respuesta del envió de 100 archivos medianos en Java es igual 
que el tiempo de respuesta del envió de 100 archivos medianos de C#. 
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3. Pesados 
• H1: El promedio de tiempo de respuesta del envió de 35 archivos pesados en Java es 
diferente que el tiempo de respuesta del envió de 35 archivos pesados de C#. 
• H0: El promedio de tiempo de respuesta del envió de 35 archivos pesados en Java es igual 
que el tiempo de respuesta del envió de 35 archivos pesados de C#. 
Para demostrar si existe una diferencia significativa se utilizó el software SIAE para el análisis 
de la hipótesis, utilizando los datos de la Tabla anterior y empleando el método estadístico de Chi 
Cuadrado y un margen de error del 5%. 
1. Livianos 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos livianos. 
 
2. Medianos 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos medianos. 
 
  
 
3. Pesados 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos pesados. 
 
4.1.2.1.  Análisis de interpretación 
De acuerdo con los resultados obtenidos en las Figuras anteriores en donde se observan que, si 
existen una diferencia significativa, por lo tanto, se procede a la valoración en porcentaje tanto 
para Java como C# para los resultados de Archivos Livianos, medianos y pesados cuyo resultado 
se observa en la Tabla. 
El valor absoluto es calculado con la fórmula 4 Variación Porcentual; para sacar el porcentaje del 
valor relativo se lo hace multiplicando el valor absoluto por la ponderación de cada indicador. 
En la figura se visualiza de manera gráfica la diferencia porcentual del tiempo de respuesta en 
segundos del envió de 335 archivos tanto en livianos, medianos y pesados en Java y C#. 
INDICADOR 
LENGUAJE DE 
PROGRMACIÓN DIFERENCIA 
SIGNIFICATIVA 
MEJOR 
LENGUAJE 
VARIACIÓN 
PORCENTUAL 
JAVA  
VP (s) 
C#   
VP (s) 
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
LIVIANOS (50%) 88 47 SI C# 87,23 43,62% 
MEDIANOS (30%) 3521 2647 SI C# 33,02 9,91% 
PESADOS (20%) 16364 15168 SI C# 7,89 1,58% 
VALOR TOTAL  55,11% 
  
 
 
4.1.2.2.  Conclusión del indicador 
De acuerdo a la tabla en todas las pruebas realizadas tanto para archivos Livianos, Medianos y 
Pesados la herramienta C# tiene mejores resultados en tiempos de segundos que la herramienta 
Java; por lo tanto, se concluye que existe un 55,11% de variación porcentual a favor del aplicativo 
C# frente al aplicativo Java en cuanto al tiempo de respuesta. 
4.1.3.  Consumo de recursos 
En el Anexo C.3 se detallan los resultados de la cantidad de memoria RAM y CPU utilizada, 
moda, mediana y desviación típica de los 335 archivos utilizado como muestra y distribuidos para 
livianos (200), medianos (100) y pesados (35) en los prototipos Java como C#.  
4.1.3.1.  Memoria RAM 
La tabla se detallan la cantidad de memoria RAM utilizada entre Java y C#. 
ESTADISTICA 
JAVA 
 
C# 
LIVIANOS  
Memoria 
RAM (MB) 
MEDIANOS 
Memoria 
RAM (MB) 
PESADOS 
Memoria 
RAM 
(MB) 
LIVIANOS  
Memoria 
RAM (MB) 
MEDIANOS 
Memoria 
RAM (MB) 
PESADOS 
Memoria 
RAM (MB) 
PROMEDIO 16 17 20 21 19 18 
MODA 16 15 22 22 18 18 
MEDIANA 4 16 22 21 19 18 
DESVIACIÓN 
ESTANDAR 
9 7 7 1 1 1 
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Se estableció la hipótesis alternativa (H1) y nula (H0) tanto para los archivos Livianos, Medianos 
y Pesados sobre la cantidad de memoria RAM utilizada entre Java y C# con el objetivo de 
comprobar si existe una diferencia significativa sobre este indicador. 
1. Livianos 
• H1: El promedio de Memoria RAM utilizada enviando 200 archivos livianos en Java es 
diferente al promedio de Memoria RAM utilizada enviando 200 archivos livianos en C#. 
• H0: El promedio de Memoria RAM utilizada enviando 200 archivos livianos en Java es igual 
al promedio de Memoria RAM utilizada enviando 200 archivos livianos en C#. 
2. Medianos 
• H1: El promedio de Memoria RAM utilizada enviando 100 archivos medianos en Java es 
diferente al promedio de Memoria RAM utilizada enviando 200 archivos livianos en C#. 
• H0: El promedio de Memoria RAM utilizada enviando 100 archivos medianos en Java es 
igual al promedio de Memoria RAM utilizada enviando 100 archivos medianos en C#. 
3. Pesados 
• H1: El promedio de Memoria RAM utilizada enviando 35 archivos pesados en Java es 
diferente al promedio de Memoria RAM utilizada enviando 35 archivos pesados en C#. 
• H0: El promedio de Memoria RAM utilizada enviando 35 archivos pesados en Java es igual 
al promedio de Memoria RAM utilizada enviando 35 archivos pesados en C#. 
Para demostrar si existe una diferencia significativa se utilizó el software SIAE para el análisis 
de la hipótesis, utilizando los datos de la Tabla y empleando el método estadístico de Chi 
Cuadrado y un margen de error del 5%. 
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1. Livianos 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos livianos. 
 
2. Medianos 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos medianos. 
 
3. Pesados 
Se obtuvo como resultado que no existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis nula (H0) para archivos pesados. 
 
  
 
4.1.3.1.1.  Análisis de interpretación para memoria RAM 
De acuerdo con los resultados obtenidos en las Figuras anteriores en donde se observan que, si 
existen una diferencia significativa para la cantidad de memoria RAM utilizada en archivos 
livianos y medianos, sin embardo, para los archivos pesados se observan que, no existen una 
diferencia significativa, por lo tanto, se procede a la valoración en porcentaje tanto para Java como 
C# para la cantidad de memoria RAM utilizada cuyos resultados se observan en la Tabla. 
El valor absoluto es calculado con la fórmula 4 Variación Porcentual; para sacar el porcentaje del 
valor relativo se lo hace multiplicando el valor absoluto por la ponderación de cada indicador 
(100%). 
En la figura se visualiza de manera gráfica la variación porcentual de la cantidad de memoria 
RAM utilizada entre de Java y C# para la transferencia de archivos. 
 
4.1.3.1.2.  Conclusión memoria RAM utilizada 
De acuerdo a la tabla en todas las pruebas realizadas tanto para archivos Livianos, Medianos y 
Pesados el aplicativo en Java tiene mejores resultados en consumo de recursos en lo referente a 
la cantidad de Memoria RAM utilizada en comparación con el aplicativo C#; por lo tanto, se 
concluye que existe un 19,16% de variación porcentual a favor del aplicativo Java frente al 
aplicativo C# en cuanto a la cantidad de memoria RAM utilizada. 
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Variación Porcentual de la Cantidad de 
Memoria RAM Utilizada
LIVIANOS (A/MB) MEDIANOS  (A/MB) PESADOS  (A/MB)
INDICADOR 
LENGUAJE DE 
PROGRMACIÓN 
DIFERENCIA 
SIGNIFICATIVA 
MEJOR 
LENGUAJE 
VARIACIÓN 
PORCENTUAL 
JAVA 
Memoria 
RAM (MB) 
C# 
Memoria 
RAM (MB) 
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
LIVIANOS (50%) 16 21 SI JAVA 31,25 15,63% 
MEDIANOS (30%) 17 19 SI JAVA 11,77 3,53% 
PESADOS (20%) 20 18 NO NINGUNO 0 0% 
VALOR TOTAL  19,16% 
  
 
4.1.3.2.  CPU 
En la tabla se detallan la cantidad de CPU utilizado entre Java y C#. 
CPU 
UTILIZADO 
JAVA 
 
C# 
LIVIANOS  
CPU (%) 
MEDIANOS 
CPU (%) 
PESADOS 
CPU (%) 
LIVIANOS  
CPU (%) 
MEDIANOS 
CPU (%) 
PESADOS 
CPU (%) 
PROMEDIO 1 6 5 6 9 7 
MODA 1 2 2 4 4 4 
MEDIANA 1 3 2 5 8 4 
DESVIACIÓN 
ESTANDAR 
1 6 5 3 5 5 
 
Se estableció la hipótesis alternativa (H1) y nula (H0) tanto para los archivos Livianos, Medianos 
y Pesados sobre el porcentaje de CPU utilizado entre Java y C# con el objetivo de comprobar si 
existe una diferencia significativa sobre este indicador. 
1. Livianos 
• H1: El promedio de CPU utilizado enviando 200 archivos livianos en Java es diferente al 
promedio de CPU utilizado enviando 200 archivos livianos en C#. 
• H0: El promedio de CPU utilizado enviando 200 archivos livianos en Java es igual al 
promedio de CPU utilizado utilizada enviando 200 archivos livianos en C#. 
2. Medianos 
• H1: El promedio de CPU utilizado enviando 100 archivos medianos en Java es diferente al 
promedio de CPU utilizado enviando 200 archivos livianos en C#. 
• H0: El promedio de CPU utilizado enviando 100 archivos medianos en Java es igual al 
promedio de CPU utilizado enviando 100 archivos medianos en C#. 
3. Pesados 
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• H1: El promedio de CPU utilizado enviando 35 archivos pesados en Java es diferente al 
promedio de CPU utilizado enviando 35 archivos pesados en C#. 
• H0: El promedio de CPU utilizado enviando 35 archivos pesados en Java es igual al promedio 
de CPU utilizado enviando 35 archivos pesados en C#. 
Para demostrar si existe una diferencia significativa se utilizó el software SIAE para el análisis 
de la hipótesis, utilizando los datos de la Tabla y empleando el método estadístico de Chi 
Cuadrado y un margen de error del 5%. 
1. Livianos 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos livianos. 
 
2. Medianos 
Se obtuvo como resultado que si existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis alternativa (H1) para archivos medianos. 
 
  
 
3. Pesados 
Se obtuvo como resultado que no existe una diferencia significativa como se observa en la figura, 
por lo cual se acepta la hipótesis nula (H0) para archivos pesados. 
 
4.1.3.2.1.  Análisis de interpretación de CPU utilizado 
De acuerdo con los resultados obtenidos en las Figuras anteriores en donde se observan que, si 
existen una diferencia significativa para el porcentaje de CPU utilizado en archivos livianos y 
medianos, sin embardo, para los archivos pesados se observan que, no existen una diferencia 
significativa, por lo tanto, se procede a la valoración en porcentaje tanto para Java como C# para 
el porcentaje de CPU utilizado cuyos resultados se observan en la Tabla. 
El valor absoluto es calculado con la fórmula 4 Variación Porcentual; para sacar el porcentaje del 
valor relativo se lo hace multiplicando el valor absoluto por la ponderación de cada indicador 
(100%). 
En la figura se visualiza de manera gráfica la variación porcentual del porcentaje de CPU utilizado 
entre de Java y C#. 
INDICADOR 
LENGUAJE DE 
PROGRMACIÓN DIFERENCIA 
SIGNIFICATIVA 
MEJOR 
LENGUAJE 
VARIACIÓN 
PORCENTUAL 
JAVA  
CPU (%) 
C#   
CPU (%) 
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
LIVIANOS (50%) 1 6 SI JAVA 83,33 41,67% 
MEDIANOS (30%) 6 9 SI JAVA 33,33 10,00% 
PESADOS (20%) 5 7 NO NINGUNO 0 0% 
VALOR TOTAL  51,67% 
  
 
 
4.1.3.2.1.  Conclusión para CPU utilizado 
De acuerdo a la tabla en todas las pruebas realizadas tanto para archivos Livianos, Medianos y 
Pesados el aplicativo en Java tiene mejores resultados en consumo de recursos en lo referente a 
la cantidad de CPU utilizado en comparación con el aplicativo C#; por lo tanto, se concluye que 
existe un 51.67% de variación porcentual a favor del aplicativo Java frente al aplicativo C# en 
cuanto a la cantidad de CPU utilizado.  
4.1.3.3.  Análisis de interpretación Consolidado 
De acuerdo con los resultados obtenidos en las tablas anteriores en donde se observan la variación 
porcentual de la cantidad de memoria RAM utilizada y el porcentaje de CPU utilizado entre Java 
y C# para la transferencia de archivos livianos, medianos y pesados, por lo tanto, se procede a la 
valoración en porcentaje de ambas variaciones porcentuales cuyos resultados se observan en la 
Tabla. 
 
 
 
 
 
 
 
En la figura se visualiza de manera gráfica el consolidado de la cantidad de memoria RAM 
utilizada y el porcentaje de CPU utilizado en Java y C#. 
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LIVIANOS (A/MB) MEDIANOS  (A/MB) PESADOS  (A/MB)
INDICADOR 
LENGUAJE 
GANADOR    
 
VARIACIÓN PORCENTUAL 
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
MEMORIA RAM (50%) JAVA 19,16 9,58% 
CPU (50%) JAVA 51,67 25,84% 
VALOR TOTAL  35,42% 
  
 
 
4.1.3.4.  Conclusión del Indicador 
De acuerdo a la tabla se observa las variaciones porcentuales de Memoria RAM, CPU utilizado 
y el lenguaje Java ganó o tuvo menor consumo de recursos en las diferentes pruebas realizadas 
en la transferencia de archivos Livianos, Medianos y Pesados en comparación con el lenguaje C#; 
por lo tanto, se concluye que existe un 35,42% de variación porcentual a favor de Java frente a 
C# en cuanto al consumo de recursos. 
4.1.4.  Eficiencia 
En el Anexo C.4 se detallan los resultados del promedio de transacciones satisfactorias del proceso 
de envió/recepción de 335 archivos distribuidos para livianos (200), medianos (100) y pesados 
(35) utilizando los prototipos Java y C#. La tabla muestra los resultados antes mencionados. 
4.1.4.1.  Análisis de interpretación 
En el proceso de envió de 335 archivos distribuidos para livianos (200), medianos (100) y pesados 
(35) del cliente al servidor mediante red se pudo observar que cada una de las transacciones se 
cumplieron satisfactoriamente tanto en Java como en C#. 
En la figura se visualiza de manera gráfica el consolidado de las transacciones recibidas 
satisfactoriamente en Java y C#. 
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INDICADOR 
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SIGNIFICATIVA 
MEJOR 
LENGUAJE 
VARIACIÓN 
PORCENTUAL 
JAVA  C#   
VALOR 
ABSOLUTO 
VALOR 
RELATIVO 
Promedio de transacciones 
realizadas 
satisfactoriamente (100%) 
335 335 NO NINGUNO 0 0% 
VALOR TOTAL  0% 
  
 
 
4.1.4.2.  Conclusión para Eficiencia 
De acuerdo a la tabla en todas las pruebas realizadas tanto para archivos Livianos, Medianos y 
Pesados el aplicativo en Java y C# concluyeron en que todas las transacciones enviadas y recibidas 
fueron satisfactorias, por lo tanto, se concluye que existe un 0% de variación porcentual entre la 
eficiencia de Java y C#. 
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ANEXO E: DESARROLLO HISTORIAS TÉCNICAS DEL SISTEMA 
Historia de Usuario 02 – Hilos de Usuarios 
HISTORIA DE USUARIO 
ID: HU02 Nombre de la Historia: Hilos de Usuarios 
Responsable: Team Development Sprint: 04-05 
Fecha Inicio: 21/09/2017 Fecha Fin: 26/09/2017 
Descripción: Como desarrollador, necesito respaldar información de varios usuarios al mismo tiempo al 
servidor. 
Pruebas de Aceptación: 
• Verificar que el sistema permita enviar al servidor varias peticiones de respaldar información al 
mismo tiempo. 
 
FECHA TAREAS DE INGENIERÍA TIEMPO 
21-22 
/09/2017 
Tarea 1: Crear la estructura cliente-servidor usando clases con hilos 
5h 
23-24 
/09/2017 
Tarea 2: Establecer la conexión de varios clientes al servidor 10h 
25-26 
/09/2017 
Tarea 3: Validación y pruebas servidor recibe peticiones de respaldos 
de varios usuarios  
5h 
 
TAREA DE INGENIERÍA 
SPRINT: 04 Numero de Tarea: 01 
Nombre de Historia: Hilos de Usuarios 
Nombre de la Tarea: Crear la estructura cliente-servidor usando clases con hilos 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 21/09/2017 Fecha Fin: 22/09/2017 
Descripción: Investigación y aplicación de una estructura cliente-servidor utilizando clases con hilos que 
ayuden al desarrollo del sistema multihilos. 
 
TAREA DE INGENIERÍA 
SPRINT: 04-05 Numero de Tarea: 02 
Nombre de Historia: Hilos de Usuarios 
Nombre de la Tarea: Establecer la conexión de varios clientes al servidor 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 23/09/2017 Fecha Fin: 24/09/2017 
Descripción: Crear el socket de conexión para cliente y servidor, además la clase del hilo para que el 
servidor reciba peticiones de respaldos de varios clientes. 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 03 
Nombre de Historia: Hilos de Usuarios 
Nombre de la Tarea: Validación y pruebas servidor recibe peticiones de respaldos de varios usuarios. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 25/09/2017 Fecha Fin: 26/09/2017 
Descripción: Pruebas de varios usuarios conectados al servidor 
Pruebas de Aceptación: 
• Verificación de usuarios conectados al servidor enviando peticiones de respaldos 
  
 
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 3.1 Nombre de Historia: Hilos de Usuarios 
Nombre de la Prueba: Verificación de usuarios conectados al servidor enviando peticiones de respaldos 
Responsable: Team Development Fecha: 26/09/2017 
Descripción: Comprobar que las peticiones de respaldos de varios usuarios fueron realizadas 
Condiciones de Ejecución: 
• Establecer la conexión clientes-servidor 
Pasos de Ejecución: 
• Crea la clase hiloCliente en el servidor 
• Invocar a hiloCliente cada vez que se crea un socket. 
Resultado: Varios usuarios envían peticiones de respaldo al servidor. 
Evaluación de la Prueba: 
✓ Satisfactoria 
Historia de Usuario 03 – Cifrado de Información 
HISTORIA DE USUARIO 
ID: HU03 Nombre de la Historia: Cifrado de Información 
Responsable: Team Development Sprint: 05 
Fecha Inicio: 27/09/2017 Fecha Fin: 29/09/2017 
Descripción: Como usuario del sistema, necesito que la información a respaldar se envié al servidor 
cifrada por motivos de seguridad. 
Pruebas de Aceptación: 
• Verificar que el sistema permita enviar la información cifrada al servidor  
  
FECHA TAREAS DE INGENIERÍA TIEMPO 
27/09/2017 
Tarea 1: Investigar los tipos de algoritmos de cifrado y Definir el 
algoritmo a utilizar 
5h 
28/09/2017 Tarea 2: Establecer la clase para cifrar y descifrar la información 10h 
29/09/2017 
Tarea 3: Validación y pruebas que la información se envía al servidor 
cifrada. 
5h 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 01 
Nombre de Historia: Cifrado de Información 
Nombre de la Tarea: Investigar los tipos de algoritmos de cifrado y Definir el algoritmo a utilizar 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 27/09/2017 Fecha Fin: 27/09/2017 
Descripción: Investigación de los tipos de cifrado y definir el mejor protocolo de cifrado. 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 02 
Nombre de Historia: Cifrado de Información 
Nombre de la Tarea: Establecer la clase para cifrar y descifrar la información 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 28/09/2017 Fecha Fin: 28/09/2017 
Descripción: Crear la clase que permita aplicar el protocolo de cifrado usando clave pública y privada. 
  
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 03 
Nombre de Historia: Cifrado de Información 
Nombre de la Tarea: Validación y pruebas que la información se envía al servidor cifrada. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 29/09/2017 Fecha Fin: 29/09/2017 
Descripción: Pruebas de envió al servidor información cifrada y este descifra. 
Pruebas de Aceptación: 
• Verificación de envió de información cifrada al servidor 
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 3.1 Nombre de Historia: Cifrado de Información 
Nombre de la Prueba: Validación y pruebas que la información se envía al servidor cifrada. 
Responsable: Team Development Fecha: 29/09/2017 
Descripción: Comprobar que las transferencias de archivos se envié al servidor cifrada y este descifre la 
información. 
Condiciones de Ejecución:  
• Establecer la conexión clientes-servidor 
Pasos de Ejecución: 
• Crea la clase FileEncryption tanto en el servidor como en el cliente 
• Aplicar el protocolo de cifrado para el cliente la clave publica y para el servidor la privada. 
• Pruebas de cifrado y descifrado de la información del cliente al servidor 
Resultado: Transferencia de archivos cifrada entre cliente-servidor 
Evaluación de la Prueba: 
✓ Satisfactoria 
Historia de Usuario 04 – Ubicación del Respaldo 
HISTORIA DE USUARIO 
ID: HU04 Nombre de la Historia: Ubicación de Respaldo 
Responsable: Team Development Sprint: 05 
Fecha Inicio: 02/10/2017 Fecha Fin: 04/10/2017 
Descripción: Como usuario del sistema, necesito que la interfaz del sistema permita cargar la ubicación 
(ventana) de la información a respaldar. 
Pruebas de Aceptación: 
• Verificar si el sistema permite abrir una ventana para seleccionar la carpeta de destino donde se 
respalda la información. 
  
FECHA TAREAS DE INGENIERÍA TIEMPO 
02/10/2017 
Tarea 1: Establecer una carpeta predetermina en el servidor para el 
respaldo. 
5h 
03/10/2017 
Tarea 2: Crear el botón CAMBIAR, el mismo que permite abrir una 
ventana para la selección de una ubicación donde se almacenara la 
información. 
10h 
04/10/2017 
Tarea 3: Validación y pruebas de la ubicación por defecto y botón de 
cambiar. 
5h 
 
 
  
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 01 
Nombre de Historia: Ubicación de Respaldo 
Nombre de la Tarea: Establecer una carpeta predetermina en el servidor para el respaldo. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 02/10/2017 Fecha Fin: 02/10/2017 
Descripción: Programar la ubicación por defecto en el servidor donde se almacenará los respaldos. 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 02 
Nombre de Historia: Ubicación de Respaldo 
Nombre de la Tarea: Crear el botón CAMBIAR, el mismo que permite abrir una ventana para la 
selección de una ubicación donde se almacenara la información. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 03/10/2017 Fecha Fin: 03/10/2017 
Descripción: Programar el botón CAMBIAR la ubicación por defecto y seleccionar la nueva ubicación 
en el servidor. 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 03 
Nombre de Historia: Ubicación de Respaldo 
Nombre de la Tarea: Validación y pruebas de la ubicación por defecto y botón de cambiar. 
Responsable: Team Development Responsable: Team Development 
Fecha Inicio: 04/10/2017 Fecha Inicio: 04/10/2017 
Descripción: Pruebas de envió de información al servidor y comprobar si se guarda en la ubicación por 
defecto, además, comprobar si funciona el botón CAMBIAR para seleccionar la nueva ubicación en el 
servidor.  
Pruebas de Aceptación: 
• Verificación de envió de información al servidor y comprobar la ubicación del respaldo. 
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 3.1 Nombre de Historia: Ubicación de Respaldo 
Nombre de la Prueba: Verificación de envió de información al servidor y comprobar la ubicación del 
respaldo. 
Responsable: Team Development Fecha: 04/10/2017 
Descripción: Pruebas de envió de información al servidor y comprobar si se guarda en la ubicación por 
defecto, además, comprobar si funciona el botón CAMBIAR para seleccionar la nueva ubicación en el 
servidor. 
Condiciones de Ejecución: 
• Establecer la ubicación por defecto. 
Pasos de Ejecución: 
• Crear el botón CAMBIAR ubicación por defecto 
• Crear el evento que al hacer clic aparezca una ventana que permita selección la nueva 
ubicación. 
• Pruebas de envió de información al servidor y comprobar si se guarda en la ubicación nueva. 
Resultado: La información se guarda en la ubicación por defecto y también en la nueva.  
Evaluación de la Prueba: 
✓ Satisfactoria 
  
 
Historia de Usuario 05 – Tipos y Tamaños de Archivos a Respaldar 
HISTORIA DE USUARIO 
ID: HU05 
Nombre de la Historia: Tipos y Tamaños de 
Archivos a Respaldar 
Responsable: Team Development Sprint: 05 
Fecha Inicio: 04/10/2017 Fecha Fin: 06/10/2017 
Descripción: Como usuario del sistema, necesito que el sistema me permita respaldar todo tipo de 
archivos de diferente tamaño. 
Pruebas de Aceptación: 
• Verificar si el sistema permite enviar todo tipo y tamaño de archivos para respaldar. 
  
FECHA TAREAS DE INGENIERÍA TIEMPO 
04/10/2017 a 
06/10/2017 
Tarea 1: Validación y pruebas de los tipos y tamaños de archivos 
permite el sistema respaldar. 
20h 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 01 
Nombre de Historia: Tipos y Tamaños de Archivos a Respaldar 
Nombre de la Tarea: Validación y pruebas de los tipos y tamaños de archivos permite el sistema 
respaldar. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 04/10/2017 Fecha Fin: 06/10/2017 
Descripción: Crear los métodos necesarios para aceptar todo tipo y tamaño de archivos 
Pruebas de Aceptación: 
• Verificación de envió de todo tipo y tamaño de archivos al servidor 
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 1.1 
Nombre de Historia: Tipos y Tamaños de 
Archivos a Respaldar 
Nombre de la Prueba: Verificación de envió de todo tipo y tamaño de archivos al servidor 
Responsable: Team Development Fecha: 06/10/2017 
Descripción: Pruebas de envió de información al servidor y comprobar si se enviaron archivos de tamaño 
pequeños, medianos y pesados. 
Condiciones de Ejecución: 
• Sistema debe permite enviar cualquier tipo de información y tamaño. 
Pasos de Ejecución: 
• Pruebas de envió de información de cualquier tipo y tamaño 
• Verificar que la información respalda sea la misma de origen en tipo y tamaño. 
Resultado: El sistema acepta todo tipo y tamaño de archivos para respaldar. 
Evaluación de la Prueba: 
✓ Satisfactoria 
Historia de Usuario 06 – Notificación de respaldo de información 
HISTORIA DE USUARIO 
ID: HU06 
Nombre de la Historia: Notificación de respaldo 
de información. 
Responsable: Team Development Sprint: 05 
  
 
Fecha Inicio: 09/10/2017 Fecha Fin: 11/10/2017 
Descripción: Como usuario del sistema, necesito que el sistema me notifique si la información se respaldó 
en el servidor correctamente. 
Pruebas de Aceptación: 
• Verificar si el sistema culminado el respaldo notifica si se guardó o no la información. 
  
FECHA TAREAS DE INGENIERÍA TIEMPO 
09/10/2017 a 
11/10/2017 
Tarea 1: Validación y pruebas de notificación de culminación o 
fallido de la información respaldada. 
20h 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 01 
Nombre de Historia: Notificación de respaldo de información. 
Nombre de la Tarea: Validación y pruebas de notificación de culminación o fallido de la información 
respaldada. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 09/10/2017 Fecha Fin: 11/10/2017 
Descripción: Crear los métodos necesarios para validar el envió de la información respaldada. 
Pruebas de Aceptación: 
• Verificación si el sistema muestra la notificación del proceso de culminación del proceso de 
envió de información al servidor. 
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 1.1 
Nombre de Historia: Notificación de respaldo de 
información. 
Nombre de la Prueba: Verificación si el sistema muestra la notificación del proceso de culminación del 
proceso de envió de información al servidor. 
Responsable: Team Development Fecha: 11/10/2017 
Descripción: Comprobar la notificación de culminación del proceso de envió de información al servidor.  
Condiciones de Ejecución: 
• Validar si está ejecutando un proceso de envió de información al servidor. 
Pasos de Ejecución: 
• Pruebas de envió de información al servidor 
• Verificar cuando la información respalda concluye el envió debe aparecer una alerta del proceso 
si es satisfactoria o errónea. 
Resultado: El sistema muestra la notificación del proceso de envió. 
Evaluación de la Prueba: 
✓ Satisfactoria 
Historia de Usuario 07 – Listado de archivos respaldados 
HISTORIA DE USUARIO 
ID: HU06 
Nombre de la Historia: Listado de archivos 
respaldados. 
Responsable: Team Development Sprint: 05 
Fecha Inicio: 11/10/2017 Fecha Fin: 13/10/2017 
Descripción:  Como usuario del sistema, necesito que el sistema me muestre los archivos respaldados. 
Pruebas de Aceptación: 
• Verificar si el sistema muestra un listado de los archivos respaldados por usuario. 
  
 
  
FECHA TAREAS DE INGENIERÍA TIEMPO 
11/10/2017 a 
13/10/2017 
Tarea 1: Validación y pruebas de listado de archivos respaldados 
por usuario. 
20h 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 01 
Nombre de la Historia: Listado de archivos respaldados. 
Nombre de la Tarea: Validación y pruebas de listado de archivos respaldados por usuario. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 11/10/2017 Fecha Fin: 13/10/2017 
Descripción: Crear una tabla en la interfaz gráfica y mostrar la información respaldada por usuario. 
Pruebas de Aceptación: 
• Verificación si el sistema muestra el listado de los archivos respaldados por usuario. 
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 1.1 
Nombre de Historia: Listado de archivos 
respaldados. 
Nombre de la Prueba: Verificación si el sistema muestra el listado de los archivos respaldados por 
usuario. 
Responsable: Team Development Fecha: 13/10/2017 
Descripción: Comprobar si el sistema muestra el listado de archivos respaldados por usuario. 
Condiciones de Ejecución: 
• Crear la tabla en la interfaz gráfica con las columnas Nombre y Fecha. 
Pasos de Ejecución: 
• Consultar en la base de datos los archivos guardados por cada usuario. 
• Mostrar los archivos respaldados por usuario en la tabla creada en la interfaz gráfica del sistema. 
Resultado: El sistema muestra el listado de los archivos respaldados por el usuario. 
Evaluación de la Prueba: 
✓ Satisfactoria 
Historia de Usuario 08 – Descargar archivos respaldados 
HISTORIA DE USUARIO 
ID: HU08 
Nombre de la Historia: Descargar archivos 
respaldados. 
Responsable: Team Development Sprint: 05 
Fecha Inicio: 16/10/2017 Fecha Fin: 18/10/2017 
Descripción:  Como usuario del sistema, necesito que el sistema permita descargar los archivos 
respaldados. 
Pruebas de Aceptación: 
• Verificar si el sistema permite descargar los archivos del listado que se muestra en la interfaz. 
  
FECHA TAREAS DE INGENIERÍA TIEMPO 
16/10/2017 a 
18/10/2017 
Tarea 1: Validación y pruebas de descarga de archivos respaldados 
por usuario. 
20h 
 
 
  
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 01 
Nombre de la Historia: Descargar archivos respaldados. 
Nombre de la Tarea: Validación y pruebas de descarga de archivos respaldados por usuario. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 16/10/2017 Fecha Fin: 18/10/2017 
Descripción: Crear el botón DESCARGAR y los métodos que permitan descargar los archivos por 
usuario. 
Pruebas de Aceptación: 
• Verificación si el sistema muestra el botón DESCARGAR y permita hacer la descarga. 
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 1.1 
Nombre de Historia: Descargar archivos 
respaldados. 
Nombre de la Prueba: Verificación si el sistema muestra el botón DESCARGAR y permita hacer la 
descarga. 
Responsable: Team Development Fecha: 18/10/2017 
Descripción: Comprobar si el sistema permite descargar los archivos respaldados por usuario. 
Condiciones de Ejecución: 
• Mostrar el listado de los archivos a descargar. 
Pasos de Ejecución: 
• Crear el botón DESCARGAR y los métodos que permita descargar información. 
• Pruebas de descarga de archivos respaldados por usuario. 
Resultado: El sistema permite descargar los archivos respaldados por el usuario. 
Evaluación de la Prueba: 
✓ Satisfactoria 
Historia de Usuario 09 – Eliminar archivos respaldados 
HISTORIA DE USUARIO 
ID: HU09 
Nombre de la Historia: Eliminar archivos 
respaldados. 
Responsable: Team Development Sprint: 05 
Fecha Inicio: 18/10/2017 Fecha Fin: 19/10/2017 
Descripción: Como usuario del sistema, necesito que el sistema permita eliminar archivos respaldados. 
Pruebas de Aceptación: 
• Verificar si el sistema permite eliminar los archivos del listado que se muestra en la interfaz. 
  
FECHA TAREAS DE INGENIERÍA TIEMPO 
18/10/2017 a 
19/10/2017 
Tarea 1: Validación y pruebas de eliminar archivos respaldados por 
usuario. 10h 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 01 
Nombre de la Historia: Eliminar archivos respaldados. 
Nombre de la Tarea: Validación y pruebas de eliminar archivos respaldados por usuario. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
  
 
Fecha Inicio: 18/10/2017 Fecha Fin: 19/10/2017 
Descripción: Crear el botón DESCARGAR y los métodos que permitan descargar los archivos por 
usuario. 
Pruebas de Aceptación: 
• Verificación si el sistema muestra el botón ELIMINAR y permita borrar los archivos respaldados. 
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 1.1 
Nombre de Historia: Eliminar archivos 
respaldados. 
Nombre de la Prueba: Verificación si el sistema muestra el botón ELIMINAR y permita borrar los 
archivos respaldados. 
Responsable: Team Development Fecha: 19/10/2017 
Descripción: Comprobar si el sistema permite eliminar los archivos respaldados por usuario. 
Condiciones de Ejecución: 
• Mostrar el listado de los archivos a eliminar. 
Pasos de Ejecución: 
• Crear el botón ELIMINAR y los métodos que permita borrar la información respaldada. 
• Pruebas de eliminar archivos respaldados por usuario. 
Resultado: El sistema permite eliminar archivos respaldados por el usuario. 
Evaluación de la Prueba: 
✓ Satisfactoria 
Historia de Usuario 10 – Cerrar sesión de usuario 
HISTORIA DE USUARIO 
ID: HU10 Nombre de la Historia: Cerrar sesión de usuario 
Responsable: Team Development Sprint: 05 
Fecha Inicio: 19/10/2017 Fecha Fin: 20/10/2017 
Descripción:  Como usuario del sistema, necesito que el sistema permita cerrar sesión. 
Pruebas de Aceptación: 
• Verificar si el sistema permite cerrar sesión de usuario. 
  
FECHA TAREAS DE INGENIERÍA TIEMPO 
19/10/2017 a 
20/10/2017 
Tarea 1: Validación y pruebas de cerrar sesión de usuario. 10h 
 
TAREA DE INGENIERÍA 
SPRINT: 05 Numero de Tarea: 01 
Nombre de la Historia: Cerrar sesión de usuario 
Nombre de la Tarea: Validación y pruebas de cerrar sesión de usuario. 
Responsable: Team Development Tipo de Tarea: Desarrollo 
Fecha Inicio: 18/10/2017 Fecha Fin: 20/10/2017 
Descripción: El sistema debe permitir cerrar sesión del usuario. 
Pruebas de Aceptación: 
• Verificación si el sistema permite cerrar sesión del usuario. 
 
 
  
 
PRUEBA DE ACEPTACIÓN 
Prueba Nro.: 1.1 Nombre de Historia: Cerrar sesión de usuario 
Nombre de la Prueba: Verificación si el sistema permite cerrar sesión del usuario. 
Responsable: Team Development Fecha: 20/10/2017 
Descripción: Comprobar si el sistema permite cerrar sesión al usuario. 
Condiciones de Ejecución: 
• Sesión de usuario iniciada. 
Pasos de Ejecución: 
• Crear en el menú principal la opción cerrar sesión del sistema. 
• Programar el método para cerrar la sesión. 
• Pruebas de cerrar sesión del usuario. 
Resultado: El sistema permite cerrar sesión al usuario. 
Evaluación de la Prueba: 
✓ Satisfactoria 
  
  
 
ANEXO F: MANUAL DE USUARIO DEL SISTEMA 
1. INTRODUCCIÓN 
En el presente documento pretende mostrar el funcionamiento del proyecto “SISTEMA DE 
RESPALDO PARA LA DIGERCIC USANDO SOCKET Y UN PROTOCOLO DE 
CIFRADO HIBRIDO” para la Oficina Técnica de Loja del Registro Civil.  
Este manual permite conocer al usuario el correcto uso del proceso de respaldos que brinda el 
sistema, este sistema tiene el objetivo de establecer un mecanismo de comunicación cliente – 
servidor para él envió de información de manera segura. El sistema está compuesto por dos 
aplicativos uno para el cliente y otro para el servidor, este último estará ejecutándose siempre a 
espera que un cliente se conecte para transferir información.  
2. INFORMACIÓN BÁSICA  
2.1.  Acceder al Sistema 
Ejecute el aplicativo cliente del sistema de respaldos que se encuentra en el escritorio de su 
computador, luego aparecerá la ventana principal donde se mostrará el login o acceso al sistema. 
En la figura se muestra la ventana principal del sistema con la sección de LOGIN donde debe 
ingresar las credenciales del sistema: el número de cédula y la clave.  
 
 
 
  
 
Pasos de Ejecución: 
1. Una vez iniciado el aplicativo cliente aparece la ventana principal con el login o también 
puede hacer clic en la barra de título y seleccionar Inicio luego clic en Iniciar Sesión. 
2. Debe ingresar el número de cédula y la clave del sistema. 
3. Hacer clic en el botón Ingresar para acceder al sistema. 
 
2.2.  Enviar Archivos al servidor 
Luego de acceder al sistema aparece la interfaz para transferir o respaldar información en la 
figura se muestran los pasos a seguir. 
 
Pasos de Ejecución: 
1. Hacer clic en la barra de título y seleccionar Enviar luego clic en Archivo. 
2. Aparece la ventana para escoger el archivo a respaldar. 
3. El archivo se envía al servidor 
4. Aparece el mensaje de confirmación “Archivo enviado correctamente” 
5. El Archivo enviado aparece en el listado de archivos respaldados por el usuario. 
 
 
 
  
 
2.3.  Descargar Archivos Respaldados 
El sistema también permite descargar los archivos respaldados en la figura se muestran los pasos 
a seguir. 
 
Pasos de Ejecución: 
1. Seleccionar el Archivo a descargar. 
2. Hacer clic en el botón Descargar 
3. Aparece el mensaje de confirmación “Archivo descargado correctamente” 
 
2.4.  Eliminar Archivos Respaldados 
El sistema también permite eliminar uno o varios archivos respaldados en la figura se muestran 
los pasos a seguir. 
  
 
 
 
  
 
  
 
Pasos de Ejecución: 
1. Seleccionar el Archivo a eliminar. 
2. Hacer clic en el botón Eliminar 
3. Aparece el mensaje de confirmación “Está seguro que quiere eliminar el archivo” 
4. Presionamos el botón Aceptar 
5. Aparece el mensaje de confirmación “Archivo eliminado correctamente” 
6. El archivo se elimina de la lista de archivos respaldados por el usuario. 
 
2.5.  Cerrar Sesión del Sistema 
En la figura se muestra los pasos para cerrar sesión del sistema de respaldos. 
 
Pasos de Ejecución: 
1. Hacer clic en la barra de título y seleccionar Inicio 
2. Luego en cerrar sesión del sistema de respaldos 
 
2.6. Acerca del Sistema 
En la figura se muestra la ventana acerca del sistema de respaldos. 
 
 
