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Propósito de la Unidad de Aprendizaje
 El alumno conocerá la estructura de
un lenguaje de programación
orientado a objetos, el cual explotará
como herramienta para el diseño y
elaboración de páginas WEB.
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 Modelo Vista Controlador (MVC):
 Definición, flujo de control y ventajas





 Definición y estructura
 Descriptor de despliegue de una aplicación
Web




 Esta presentación tiene como fin dar a conocer a
los alumnos los siguientes aspectos:
 ¿Qué es el Modelo Vista Controlador (MVC)?
 Uso del API J2SE para una aplicación de 
ejemplo
 Creación de WARS en Java
 Ejemplo de una aplicación Web con WARS
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 El contenido de esta presentación contiene
elementos de competencia (temas) de interés
contenidos en la Unidad de Aprendizaje de
Lenguaje de Programación Visual, en específico
de las Unidades de Competencia II y III.
 Las diapositivas deben explicarse en orden, y
deben revisarse aproximadamente en 6 horas,
además de realizar preguntas y dejar prácticas al




¿Qué es el MVC?
 El Modelo Vista Controlador (MVC) es un patrón de
arquitectura de software que separa los datos de una
aplicación, la interfaz de usuario, y la lógica de control en
tres componentes distintos:
 Modelo: representación específica del dominio de la
información sobre la cual funciona una aplicación.
 Vista: presenta un formato adecuado para interactuar,
usualmente un elemento de interfaz usuario.
 Controlador: interacciona con el usuario y con la
aplicación, ya que interpreta la información que el
usuario provee (usualmente acciones) y provoca
cambios en el modelo y probablemente en la vista.
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 La arquitectura MVC fue introducida como parte
de la versión Smalltalk-80 del lenguaje de
programación Smalltalk. Fue diseñada para
reducir el esfuerzo de programación necesario en
la implementación de sistemas múltiples y
sincronizados de los mismos datos.
 Sus características principales son que el Modelo,
las Vistas y los Controladores se tratan como
entidades separadas; esto hace que cualquier
cambio producido en el Modelo se refleje
automáticamente en cada una de las Vistas.






Flujo de Control del MVC
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Flujo de Control del MVC
 Aunque se pueden encontrar diferentes
implementaciones de MVC, el flujo que
sigue el control generalmente es el
siguiente:
 El usuario interactúa con la interfaz de usuario
de alguna forma.
 El controlador recibe (por parte de los objetos
de la interfaz-vista) la notificación de la acción
solicitada por el usuario. El controlador
gestiona el evento que llega, frecuentemente a
través de un gestor de eventos (handler) o
callback.
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 El controlador accede al modelo,
actualizándolo, posiblemente modificándolo de
forma adecuada a la acción solicitada por el
usuario. Los controladores complejos están a
menudo estructurados usando un patrón de
comando que encapsula las acciones y
simplifica su extensión.
Flujo de Control del MVC
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 El controlador delega a los objetos de la vista la
tarea de desplegar la interfaz de usuario. La vista
obtiene sus datos del modelo para generar la
interfaz apropiada para el usuario donde se
refleja los cambios en el modelo.
 El modelo no debe tener conocimiento directo
sobre la vista. Sin embargo, el patrón de
observador puede ser utilizado para proveer
cierta indirección entre el modelo y la vista,
permitiendo al modelo notificar a los interesados
de cualquier cambio.
Flujo de Control del MVC
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 Un objeto vista puede registrarse con el
modelo y esperar a los cambios, pero aun
así el modelo en sí mismo sigue sin saber
nada de la vista.
 El controlador no pasa objetos de dominio
(el modelo) a la vista aunque puede dar la
orden a la vista para que se actualice. Un
modelo puede tener diversas vistas, cada
una con su correspondiente controlador.
Flujo de Control del MVC
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 En algunas implementaciones la vista no
tiene acceso directo al modelo, dejando
que el controlador envíe los datos del
modelo a la vista.
 La interfaz de usuario espera nuevas
interacciones del usuario, comenzando el
ciclo nuevamente.
Flujo de Control del MVC
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Flujo de Control del MVC
MVC para el manejo de información de una Base de Datos.
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Flujo de Control del MVC
MVC para la navegación Web (modelo pasivo que no notifica cambios
en los datos del servidor).
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Ventajas del MVC
 Clara separación entre los componentes de un
programa; lo cual permite implementarlos por
separado.
 El diseño queda más simple para los encargados
del diseño gráfico y la implementación más
entendible para los programadores.
 Reutilización de mucho mas código, ya que las
partes a implementar quedan mejor definidas y
casi siempre suelen ser idénticas a las de otros
proyectos.
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 Aislamiento entre las diferentes capas. Por
ejemplo, si nuestra vista es una aplicación
Web basada en JSP y queremos cambiar
nuestro modelo, para que acceda a otra




 Utilizar los mismos objetos del modelo
para diferentes vistas. Por ejemplo
podemos hacer que la aplicación tenga
dos tipos de presentación: una en HTML
para visualizarla en un navegador y otra
en XML para exportarla. El controlador
podrá decidir qué vista presentar.
Ventajas del MVC
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 Hay un API muy bien definido; cualquiera
que use el API, podrá reemplazar el
Modelo, la Vista o el Controlador, sin
aparente dificultad.
 La conexión entre el Modelo y sus Vistas
es dinámica; se produce en tiempo de
ejecución, no en tiempo de compilación.
Ventajas del MVC
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 Al incorporar el modelo de arquitectura
MVC a un diseño, las piezas de un
programa se pueden construir por
separado y luego unirlas en tiempo de
ejecución.
 Si uno de los Componentes,
posteriormente, se observa que funciona
mal, puede reemplazarse sin que las otras
piezas se vean afectadas.
Ventajas del MVC
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 El lenguaje de programación Java proporciona
soporte para la arquitectura MVC mediante dos
clases:
 Observer: Es cualquier objeto que desee ser notificado
cuando el estado de otro objeto sea alterado
 Observable: Es cualquier objeto cuyo estado puede
representar interés y sobre el cual otro objeto ha
demostrado ese interés
 Estas dos clases se pueden utilizar para muchas
más cosas que la implementación de la
arquitectura MVC. Serán útiles en cualquier
sistema en que se necesite que algunos objetos
sean notificados cuando ocurran cambios en
otros objetos.
API del MVC en el J2SE
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 El Modelo es un subtipo de Observable y la Vista
es un subtipo de Observer. Estas dos clases
manejan adecuadamente la función de
notificación de cambios que necesita la
arquitectura MVC.
 Proporcionan el mecanismo por el cual las Vistas
pueden ser notificadas automáticamente de los
cambios producidos en el Modelo. Referencias al
objeto Modelo tanto en el Controlador como en la
Vista permiten acceder a los datos de ese objeto
Modelo.
API del MVC en el J2SE
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 Observer
 public void update( Observable obs, Object obj
)
Llamada cuando se produce un cambio en el
estado del objeto Observable
API del MVC en el J2SE
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 Observable
 public void addObserver(Observer obs)
Añade un observador a la lista interna de
observadores
 public void deleteObserver(Observer obs)
Borra un observador de la lista interna de
observadores
API del MVC en el J2SE
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 public void deleteObservers()
Borra todos los observadores de la lista interna
 public int countObserver()
Devuelve el número de observadores en la lista
interna
 protected void setChanged()
Levanta la bandera interna que indica que el
Observable ha cambiado de estado
API del MVC en el J2SE
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 protected void clearChanged()
Baja la bandera interna que indica que el Observable
ha cambiado de estado
 protected boolean hasChanged()
Devuelve un valor booleano indicando si el
Observable ha cambiado de estado
 public void notifyObservers()
Comprueba la bandera interna para ver si el
Observable ha cambiado de estado y lo notifica a
todos los observadores
API del MVC en el J2SE
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 public void notifyObservers( Object obj )
Comprueba la bandera interna para ver si
el Observable ha cambiado de estado y lo
notifica a todos los observadores. Les pasa
el objeto especificado en la llamada para
que lo usen los observadores en su
método notify().
API del MVC en el J2SE












 Las aplicaciones Web pueden diseñarse e
implementarse mediante el MVC, utilizando HTML
y JSP para las vistas, servlets como controladores
y JDBC para el modelo.
¿Qué son los WARS?
 Toda aplicación Web residente en un
servidor de aplicaciones Web se encuentra
agrupada en Web-Archives (WARS), la
estructura de un WAR es definida por Sun,
la cual debe ser implementada en
cualquier producto de Servlet Engine
(Web-Container).
 Cuando se instala un servidor de aplicaciones Web,
éste ya contiene varios WAR’S, los cuales contienen
ejemplos y documentación, estos WAR’S se
encuentran alojados en el directorio
$SERVER_HOME/webapps, donde $SERVER_HOME es
el directorio raíz del servidor de aplicaciones Web.
 Si se desciende a este directorio se observará que
además de los archivos *.war existe además un
directorio con el mismo nombre del WAR, esto es, si
existen WAR's llamados ROOT.war y examples.war
también existen directorios llamados ROOT y
examples.
 Estos directorios son los que precisamente contienen
la estructura del archivo WAR, esto es, el archivo WAR
en sí no es legible sino que tiene que ser
expandido/descomprimido para poder ser leído.
¿Qué son los WARS?
 Con el lanzamiento de la especificación 2.2 de
Java Servlet, el concepto de aplicación Web fue
introducido. Según esta especificación, una
aplicación Web es una colección de servlets,
páginas HTML, clases y otros recursos que
puedan ser utilizados y ejecuctados en múltiples
contenedores de múltiples vendedores“.
 Una aplicación Web para nosotros sera cualquier
cosa que resida en la capa Web de una
aplicación.
¿Qué son los WARS?
 Una de las principales características de una aplicación Web
es la relación con el ServletContext. Cada aplicación Web
tiene uno y sólo un ServletContext. Esta relación está
controlada por el contenedor de servlets y garantiza que la
aplicación Web no chocara cuando se almacenan objetos en
el ServletContext. Los siguientes elementos pueden existir




 Documentos estáticos incluyendo XHTML, imagenes, etc.
 Clases del lado del cliente
 Meta información que describe la aplicación Web.
 Entre otros.
¿Qué son los WARS?
Estructura de un directorio WAR
 La estructura de un directorio WAR es la
siguiente:
 /: Este directorio base contiene los elementos que
comúnmente son utilizados en un sitio: *.html *.jsp
*.css y otros elementos.
 /WEB-INF/web.xml: Contiene elementos de
seguridad de la aplicación así como detalles sobre los
Servlets que serán utilizados dentro de la misma.
 /WEB-INF/classes/: Contiene las clases Java
adicionales a las del JDK (clases hechas por el
programador) que serán empleadas en los archivos JSP
y en los Servlets.
 /WEB-INF/lib/ : Contiene los JAR’S que serán
utilizados por su aplicación.
Descriptor de despliegue de una 
aplicación Web
 En el corazón de toda aplicación Web hay un
descriptor de despliegue. El descriptor de
despliegue es un archivo XML llamado web.xml,
este se encuentra en el directorio
/<SERVER_HOME>/WAR/WEB-INF/ y describe la
información de configuración para toda la
aplicación Web.
 Por ejemplo, supongamos que la información que
se contiene en el descriptor de despliegue incluye
los elementos siguientes:
 Parámetros de inicialización del 
ServletContext.
 Contenido localizado.
 Configuración de la Sesión. 
 Definiciones de Servlets / JSP’s.
 Mapeos Servlets / JSP’s. 
 Mapeos de tipo Mime. 
 Listado del archivo de bienvenida.
 Paginas de error.
 Seguridad.















Descriptor de despliegue de una 
aplicación Web
El elemento de contexto
 El elemento de Contexto (Context) representa una
aplicación Web, la cual se ejecuta en un host virtual
particular. Cada aplicación Web está basada en un
WAR. Podemos definir el contexto cómo deseemos.
 El elemento de contexto que al final nos interesa




debug=“0” crossContext=“true” reloadable=“true” />
Creación de un WAR
 Ejecutar el siguiente comando en 
consola:
jar cvf nombre.war  directorio_de_aplicacion_war
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