ABSTRACT We present a model for the service composition problem and relate it to the classical problem of supervisory control in discrete event systems. In particular, we show how the orchestrator in the first problem transparently maps to the controller in the second problem. Moreover, the community of web services plays the role of the plant in supervisory control and both formalisms are related using the notion of bisimulation. We also show how modal specifications can be used in both settings.
I. INTRODUCTION
Service Oriented Computing is a relatively recent, and promising, paradigm. It allows businesses to use a collection of independent and cooperating services to build applications quickly [1] . Since any software, regardless of its implementation, can be presented as an abstract service, this paradigm presents a flexible computing architecture. To be useful, however, this collection of services needs to be able to interact, directly or indirectly, and coordinate their actions to perform some required actions (specification). The coordination of the services actions, known as service composition, allows the application builder to produce an application that can perform more actions than the sum of its components. The coordination of the actions of the independent services is performed by an extra component called an orchestrator. The synthesis of an orchestrator is what concerns us in this paper.
On the other hand, in Supervisory Control Theory (SCT) [16] one typically requires the synthesis of a controller to restrict the actions of a discrete event system, called the plant, in order to satisfy certain requirements.
A variety of approaches (see [17] for a survey) have been used to tackle the composition problem: planning [6] , model checking [8] , theorem proving [15] , and satisfiability [19] .
Our contribution is twofold. First, we model the services and the specification as (non-deterministic) labeled transition system (LTS) with controllable and uncontrollable transitions. In this model we show that an orchestrator exists if and only if a controllability relation between the collection of services, called the community, and the specification exists. We also show how the orchestrator can be synthesized from the controllability relation. Second, we show that the service composition problem, i.e. the synthesis of an orchestrator, is equivalent to the synthesis of a controller in the SCT setting. Specifically, we show how the community of services naturally takes the role of the plant in SCT and the orchestrator the role of a controller. This equivalence is shown with help of the notion of bisimulation equivalence [14] . To show the correspondence more clearly we also consider the case of modal specification and show how it carries over from SCT to service composition.
Our approach extends the Roman Model [10] by including explicit uncontrollability in actions and services. This addition, while important in itself, allows us to make a clear mapping between controller/orchestrator and plant/community of services. Such clear mapping between the components of the two problems allows us to leverage the large amount of work that has been done on the control problem (e.g. partial observation [12] , modal specification [5] ). As an example of such extension, we show the equivalence when modal specification [9] is used. Furthermore, our model can easily be adapted for the behavior composition in multiagent systems and therefore our results allow the work in supervisory control theory to be applied to that area as well.
This paper is organized as follows. In section (II) we discuss related work. In section (III) our model of services is presented. In (IV) service composition is introduced and the existence of an orchestrator is shown to be equivalent to the existence of a controllability relation. In section (V) we show the equivalence between supervisory control theory and service composition using the notion of bisimulation equivalence. In addition, we show how modal specification, which was introduced in SCT, can naturally carry over to service composition. We conclude with section (VI).
II. RELATED WORK
Our service model extends the so called Roman Model [10] . While in the original model the orchestrator has total control over the services and actions, in our model there are two type of uncontrollability. First, unlike the Roman Model, the orchestrator cannot choose which service to perform a given action. Second, not all the actions are controllable. While action uncontrollability can, to some extent, be modeled by non-determinism having a set of uncontrollable actions in the model allow us to have a clean mapping between service composition and control theory.
The link between the service composition and supervisory control theory has been studied before. Balbiani et al. [3] showed that the composition problem is decidable by reducing it to the problem of synthesis of a controller that makes the plant satisfy a µ−calculus formula. This approach was too general and did not specify a concrete correspondence between the two formalisms. In [7] service composition is reduced to the classical control problem where the controlled plant language is equivalent to the specification language. In general the community of services (and therefore the plant in the SCT formalism) is non-deterministic which makes the concept of bisimulation equivalence crucial [20] . The absence of bisimulation equivalence and their assumption that all actions are controllable made the approach of [7] convoluted with no clear correspondence between controller/orchestrator and plant/community of services. The approach of [2] is similar to ours but they consider the special case where the orchestrated community simulates the specification. In such a setting the aim is to enforce safety properties on the community: i.e. it is prevented from performing actions that are not in the specification but it is possible that some actions allowed by the specification cannot be performed by the community. Contrast this to our model where the community conforms to a given specification: i.e. it can perform all the actions in the specification and only those. Furthermore, as will be shown later, our model is general enough to include different types of specifications such as modal specifications.
III. SERVICE MODEL
We start this section by giving an intuitive description of our model. Each service is represented by an Labeled Transition System (LTS) where the actions of the service are represented by the transitions of the LTS. There are two types of actions: controllable and uncontrollable. As the name suggests, the controllable actions can be enabled or disabled by an orchestrator. The uncontrollable transitions cannot be enabled or disabled by the orchestrator. Our model has three components: a collection of independent services, a specification represented by an LTS and an orchestrator responsible for coordinating the action of the services so that the resulting actions meet the specification.
Our aim is to construct an orchestrator that can control the actions of the services to meet the required specification. Now we proceed with a more precise and formal definitions of the various components. The flexibility and power of Service Oriented Computing comes from the ability of combining the actions of multiple services to perform a sequence of actions that cannot be performed by a single service. Therefore our model implicitly assumes the existence of a collection of multiple independent services which we call a community of services.
Definition 2 (Community of Services): A set of n services
. . n, are combined to form a community of services S = S, , Com, s 0 , θ where
θ is the transition relation of the community defined as the asynchronous product of all relations θ i :
and for all i = k we have s i = s i Alternatively, we can defined θ functionally as: 
It must be noted that the community under the control of an orchestrator makes non-prefixed transitions only. Therefore in the above definition if (s, w, α) = 1 then the community makes the transition s a − → s , i.e. without the α prefix. A history of the community under orchestration is a finite sequence of transitions
. . a k be a finite sequence of actions. The evolution of the community when controlled by an orchestrator is the set of histories H τ, given inductively as:
where From the definition above we see that the orchestrated community can make the transition s 
} Intuitively the orchestrator controls the behavior of the community by sending messages to the community which enable the controllable transitions only (and in the case of absent messages disables them). In the example in Figure ( behavior of the community when the orchestrator sends a message α. Again it is clear that the orchestrated behavior has no actions with preconditions.
It must be stressed that orchestrated behavior has transitions with actions from the alphabet without any conditional transitions. The third component of our model is the target service (i.e. the specification that the result should comply to)
Definition 4 (Goal Service): A goal (or target) service S t is the LTS S t = S t , , t 0 , θ t where is a finite action alphabet, S t is a finite set of states, θ t ⊆ S t × × S t is the transition relation, and t 0 is the initial state .
The goal (or target) service is also an LTS like available services but in this paper we require it to be a deterministic LTS. The deterministic constraint implies that for all a ∈ and t ∈ S t the set θ t (t, a) can have at most one state. Occasionally, we need the evolution of the (deterministic) target service after a sequence of actions. Toward that end we extend the definition of θ t inductively to handle traces. Let t be a target state, a 1 . . . a k−1 a k a sequence of actions and be the empty trace then θ t (t, a 1 . . . a k−1 a k ) is defined inductively as follows:
IV. SERVICE COMPOSITION
Having defined the three components in our model we next define the problem to be solved, namely, service composition. Intuitively, the service composition problem reduces to the problem of synthesizing an orchestrator which controls a community of services so that it meets or mimics the behavior of a target service. Formally, Definition 5 (Service Composition): Let S = S, , Com, θ, s 0 be community of n available services and be an orchestrator. Denote by S = S, , θ , s 0 the orchestrated community. If S t = S t , , θ t , t 0 is a target service then we say that S is a service composition of S t iff for all traces τ = a 1 . . . a k ∈ * and for all histories of the orchestrated community h ∈ H τ, and t k = θ t (t 0 , τ ) then for all actions a ∈ we have
where s = last(h) and τ = Tr(h). Intuitively, we want at any step the orchestrated community to mimic the behavior of the target. In other words, if the target reaches some arbitrary state t k after a sequence τ ∈ * of actions and the community is in some state last(h) (h ∈ H τ, ) after executing the same sequence of actions, if the target service can make some arbitrary a transition then the orchestrated community will be able to make the same transition. In other words, the orchestrated community forms a services composition of the target if regardless of which state it reaches, after executing the same sequence of actions τ as the target, it has the ability to execute any action that the target can perform and only actions that can be performed by the target.
A. CONTROLLABILITY
A central concept in the service composition problem is the controllability relation which is given formally below. Definition 6 (Controllability): Let S = S, , Com, θ, s 0 be a community of services and S t = S t , , θ t , t 0 be a target service. The relation, R ⊆ S t ×S, is a controllability relation, if for all a ∈ and for all (t, s) ∈ R:
2) There exists a subset A(s, t) ⊆ Com such that for every m ∈ A(s, t) if s m|a

− − → s then there exists t such that t
Intuitively, the above definition means that when the community in state s and the target is in state t, with (t, s) ∈ R, then for every possible action of the target the community can perform the same action either by an uncontrollable transition or by a controllable one. Furthermore, any action performed by the community, including the ones induced by enabling messages, can be also performed by the target.
It is important that the controllability relation includes the initial states of both the target and the community.
Definition 7: We say that a community of services, S = S, u , Com, θ, s 0 is controllable with respect to a target service S t = S t , t , θ t , t 0 iff there exists a controllability relation R between S t and S with (s 0 , t 0 ) ∈ R.
Example 2: The (largest) controllability relation for Figure ( 3) is shown in Figure (4 It should be noted that the orchestrator cannot always be represented by a finite transition system even though it can be synthesized from the graph. The graph is used to synthesize the orchestrator as follows:
is the value returned by the orchestrator for trace τ and message α when the community state is s, we construct the values for which (s, τ, α) = 1. The remaining values are set to zero implicitly.
• Because the target service is deterministic then the target state is uniquely determined by the trace τ , t = θ t (t 0 , τ ). Then we choose (s, τ, α) = 1 if and only if the node of the graph labeled by (s, θ t (t 0 , τ )) has an outgoing edge labeled α.
In the example shown in Figure ( 5) we set ((u 0 , v 0 ), , α) = 1 because θ t (t 0 , ) = t 0 , and the node whose label is ((u 0 , v 0 ), t 0 ) has an outgoing edge labeled α. The values (nonzero) returned by the orchestrator together with the values in the graph are shown in table (1).
In the above example we have tied informally the synthesis of an orchestrator from the controllability relation and graph. To show this relation formally the following lemma is needed.
Lemma 1: Let S = S, , Com, θ, s 0 be a community, S t = S t , , θ t , t 0 a target. If there exists a controllability VOLUME 6, 2018 relation, R, between them then there exists an orchestrator such that for all (t, s) ∈ R, t = θ t (t 0 , τ ) for some τ ∈ * , s ∈ S, and for all a ∈ we have θ t (t, a) = ∅ ⇔ θ (s, τ, a) = ∅. In addition, for every pair (t , s ) such that t ∈ θ t (t, a) and s ∈ θ (s, τ, a) we have (t , s ) ∈ R.
Proof: Let τ is an arbitrary trace and t ∈ θ t (t 0 , τ ) a target state. Assume that (t, s) ∈ R. We break down the proof in two parts.
First Part: (θ t (t, a) = ∅ ⇒ θ (s, τ, a) = ∅). Suppose that θ t (t, a) = ∅ then it follows, definition, that there exists t such that t a − → t . Since R is a controllability and (t, s) ∈ R then there are two possibilities:
It follows that θ (s, a) = ∅ ⊆ θ (s, τ, a) and for every t ∈ θ t (t, a) and every s ∈ θ (s, τ, a) we have
Recall from the definition of θ that
Therefore if we set (s, τ, m)
In either case we have shown that θ t (t, a) = ∅ ⇒ θ (s, τ, a) = ∅ and for every t ∈ θ t (t, a) and every s ∈ θ (s, τ, a) we have (t , s ) ∈ R. , a) then by the definition of θ (s, τ, a) we have
• Either s ∈ θ(s, a) it follows (because R is a controllability) that there exists t such that t a − → t and thus θ t (t, a) = ∅. Also, since R is a controllability, it follows that (t , s ) ∈ R.
• Or s ∈ θ (s, m | a) ∧ (s, τ, m) = 1 for some m ∈ Com.
On the other hand, m ∈ A(s, t) and ∃t .t a − → t (because R is a controllability) thus θ t (t, a) = ∅ and (t , s ) ∈ R. Combining both parts we get that if (t, s) ∈ R ∧ t = θ t (t 0 , τ ) for some τ ∈ * , then for every a ∈ the following holds:
In addition, for every t ∈ θ t (t, a) and s ∈ θ (s, τ, a) it is the case that (t , s ) ∈ R.
With the help of lemma (1) we will show that an orchestrator exists if and only if a controllability relation between the target and the community exists as the theorem below proves.
Theorem 1: Let S = S, u , Com, θ, s 0 be a set of n available services and S t = S t , t , θ t , t 0 a goal service, an orchestrator exists such that S is a service composition of S t iff S is controllable with respect to S t .
Proof (if ): Let R be the controllability relation between S t and S (i.e. S is controllable with respect to S t ). We show, with the aid of lemma (1) that an orchestrator exists such that for every trace τ ∈ * , with t ∈ θ t (t 0 , τ ) and for all histories h ∈ H τ, and for all a ∈ we have θ t (t, a) = ∅ ⇔ θ (last(h), Trace(h), a) = ∅. First, by lemma (1) an orchestrator exists and it has the properties given in that lemma. Let S be the orchestrated community. We prove by induction on the length of τ that S is a composition of S t . Base Case: Let be the empty trace. Since (t 0 , s 0 ) ∈ R then by lemma (1), for all a ∈ , θ t (t 0 , a) = ∅ ⇔ θ (s 0 , , a) = ∅. Also by lemma (1), for all t ∈ θ t (t 0 , a) and s ∈ θ (s 0 , , a) we have (t, s) ∈ R and the base case is correct.
Hypothesis: Assume that for every trace τ of length l − 1 the above two properties are true. Then for all t l−1 ∈ θ t (t 0 , τ ),
, and for all a ∈ we have
Induction Step: Let τ b be an arbitrary trace of length l with t l ∈ θ t (t 0 , τ b) and h ∈ H τ b, . From the inductive property of the transition function we know that t l ∈ θ t (t l−1 , b) for some t l−1 ∈ θ t (t 0 , τ ) and last(h) = s l ∈ θ (s l−1 , τ, b), s l−1 = last(h ) for some h ∈ H τ, . Because the length of τ is l − 1 it follows, by the induction hypothesis, that (t l , s l ) ∈ R. Therefore, by lemma (1), for every a ∈ we have θ t (t l , a) = ∅ ⇔ θ (s l , τ b, a) = ∅.
(Only If): Assume that the community orchestrated by is a composition of the target. We construct a controllability relation between the target and the community.
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Let τ ∈ * be an arbitrary trace and construct the relation, R ⊆ S t × S, as follows:
Next we prove that R is indeed a controllability relation. Let (t, s) ∈ R then by the definition of R, ∃τ such that s = last(h), h ∈ H τ, and t ∈ θ t (t 0 , τ ). Suppose that t a − → t which means t ∈ θ t (t 0 , τ a) and therefore θ t (t, a) = ∅. But by assumption a composition exists therefore θ (s, τ, a) = ∅. Recall that
Since θ (s, τ, a) = ∅ then
• Either θ (s, a) = ∅. Also, from the definition of H and θ t we see that for all s ∈ θ (s, a) ⊆ θ (s, τ, a), s = last(h) for some h ∈ H τ a, and t ∈ θ t (t 0 , τ a), therefore (t , s ) ∈ R.
• Or there exists a message m ∈ Com such that θ 
− → t and (t , s ) ∈ R thus m ∈ A(s, t).
Conversely suppose that θ (s, a) = ∅ and consider an arbitrary s ∈ θ (s, a). From the definition of H we have that s = last(h) for some h ∈ H τ a, . From the definition we get that θ (s, τ, a) ⊇ θ (s, a) = ∅ and since a composition exists then θ t (t, a) = ∅ and for an arbitrary t ∈ θ t (t, a) then t = θ t (t 0 , τ a) and it follows that (t , s ) ∈ R.
From these two results it follows that R is a controllability relation.
V. RELATION TO SUPERVISORY CONTROL THEORY
The classical problem of supervisory control models a plant as a labeled transition system and asks to synthesize another labeled transition system, called a controller, whose actions is to force the plant to follow a certain specification ( [16] ). Formally, let G = X , , α, x 0 be a labeled transition system over a set of events and L ⊆ * a specification language of allowed sequence of actions over . The supervisory control problem is whether there exists a controller C such that L(C G) ⊆ L where L(C G) describes the evolution of the plant under the control of C. An important assumption in the classical supervisory control theory is that the plant is deterministic. When the plant is non-deterministic language inclusionv and/or equivalence is not appropriate any more. For nondeterministic systems many behavioral equivalences that are finer than language equivalence were proposed (see [18] for example). Bisimulation equivalence [14] is equivalent to µ-calculus which subsumes the branching logic CTL* [11] whereas language equivalences is equivalent to linear logic LTL which is a strict subclass of µ-calculs. Since the model of services we have in this paper are nondeterministic, language equivalence or inclusion is not appropriate. Therefore we relate our model of service composition to the supervisory control theory where the supervised plant is required to be bisimulation equivalent to the specification, which in this work we refer to it as the target. There has been numerous studies of supervisory control for achieving bisimulation equivalence [4] , [20] thus relating our model of service composition to supervisory control theory allow us to leverage the methods and tools of SCT to service composition.
To formulate the supervisory control problem to achieve bisimulation equivalence we need to define the bisimulation equivalence as well as the parallel composition of plant and controller which we do below. 
2 ) ∈ R Recasting the service composition problem in the form of a supervisory control problem entails two operations. First, the community of services assumes the role of the plant and the orchestrator assumes the role of the controller. Toward that end we need to recast the interaction between community and orchestrator into a parallel (synchronous) composition. Second, we show that obtaining a service composition of the target is equivalent to finding an orchestrator such that the parallel composition of the orchestrator with the community is bisimilar to the target.
To prepare for the results we first make the following observation. In our formulation of the service composition an action can be controllable at some point in history and uncontrollable at another. In supervisory control theory actions are permanently divided into controllable and uncontrollable groups with no overlap between them. In our setting this translates into the fact that the prefixed actions never occur In control theory is divided into u for uncontrollable actions and c for controllable actions. In our model this translates to the special case where the actions c ∈ ( u ∪ Com × c ) with the important condition that u ∩ c = ∅. Since, in this special case, the two group of actions do not have elements in common we can drop the prefixes from the controllable actions. Furthermore, the interaction between the community of services and the orchestrator, which depended in the general case on the prefix, can now be performed by the orchestrator making or not making a certain transition. Formally, let a ∈ c be a controllable action. Then the operator can now be recast as the parallel composition operator for all controllable actions a ∈ c :
Compare the new form of the operator in equation (4) with the old form in equation (1). Therefore we model the orchestrator as a (possibly infinite) labeled transition system whose states are the pairs (s, w) where s is a community state and w is a sequence of actions. Then the interaction of the community with the orchestrator, the orchestrated community, becomes the parallel composition of two labeled transition system as given in definition (8) with:
Next we give one of the main results of this paper that shows that obtaining a service composition is equivalent to obtaining an orchestrated community which is bisimilar to the target. Theorem 2: Let S = S, , Com, θ, s 0 be a set of services, S t = S t , , θ t , t 0 be a goal service, be an orchestrator, and S = S = S t × S, , θ , (t 0 , s 0 ) be the orchestrated community. Then S is a behavior composition of S t if and only if S ≡ S t , where ≡ is bisimulation equivalence.
Proof: Assume that S is a behavior composition of S t and let τ ∈ * be an arbitrary trace. Let R be a relation between S and S t defined as:
We need to prove that R is a bisimulation relation. Let (s, t) ∈ R with t a − → t then θ t (t, a) = ∅ and by definition (5) this follows θ (s, τ, a) = ∅. Let s ∈ θ (s, τ, a) then by using the definition of H and θ it follows that t ∈ θ t (t 0 , τ a) and s = last(h) for some h ∈ H τ a, and thus (s , t ) ∈ R. We have shown that for all t a − → t ∃s .s a − → s and (s , t ) ∈ R. The converse can be shown by symmetry, thus R is a bisimulation. In addition, since s 0 = last(h) for some h ∈ H , and t 0 ∈ θ t (t 0 , ) then (s 0 , t 0 ) ∈ R and therefore S ≡ S t .
Conversely, assume that S ≡ S t then a bisimulation relation R exists. One must prove that for all τ ∈ * , s = last(h) for some h ∈ H τ, , t ∈ θ t (t 0 , τ ) we have θ (s, τ, a) = ∅ ⇔ θ t (t, a) = ∅. We prove theses properties by induction on the length of τ .
Base Case: τ = . Since (s 0 , t 0 ) ∈ R and R is a bisimulation then for all a ∈ , if t 0 a − → t 1 then ∃s
Hypothesis: Assume for every trace τ of size l the above is true, i.e.: s = last(h) for some h ∈ H τ, ∧ t ∈ θ t (t 0 , τ ) ⇒ θ (s, τ, a) = ∅ ⇔ θ t (t, a) = ∅ and for all s ∈ θ (s, τ, a), t ∈ θ t (t, a) we have (s , t ) ∈ R.
Induction Step: Let τ b, τ ∈ * and b ∈ , be a trace of size l + 1. Let s = last(h ) for some h ∈ H τ a, and t ∈ θ t (t 0 , τ b). From the definition of H τ b, and θ t , we know that t ∈ θ t (t, b) and s ∈ θ (s, τ, b) for some t ∈ θ (t 0 , τ ) and s = last(h), h ∈ H τ, . Because (s , t ) ∈ R by induction and R is a bisimulation it follows that for every a ∈ * we have θ (s , τ, a) = ∅ ⇔ θ t (t, a) = ∅ One can use other equivalence relations between the orchestrated community and the target service. It is easy to show, for example, that if one replaces ''⇔'' in definition (5) by a simple implication: θ (t, a) = ∅ ⇒ θ(s, a) = ∅ then the orchestrated community simulates the target, i.e. S S t where is the simulation relation.
A. MODAL SPECIFICATIONS
So far the aim of the behavior composition was to satisfy a single target behavior. We can extend this aim by satisfying a set of target behaviors by using modal specifications. Modal specifications have been introduced to model control problem objectives in [9] . The main idea behind modal specifications is that some transitions while allowed are not strictly necessary (called May transitions) while others are strictly necessary (called Must transitions). A simple example of a modals specification is shown in Figure (6 A modal specification is said to be deterministic iff the May transition is deterministic. Having defined the specification next we give the composition problem.
Definition 11: Let S = S, , Com, θ, s 0 be a community of available services and S t = S t , , May, Must, t 0 be a modal specification. Let be an orchestrator and denote by S = S, , θ , s 0 the orchestrated community. We say that S is a behavior composition of modal specification S t iff for all traces τ ∈ * and all histories of the orchestrated community h ∈ H τ, and for all a ∈ then:
Where t = θ t (t 0 , τ ) and s = last(h). The characterization of the existence of a composition in the case of modal specification is similar to previous cases and depends on the concept of controllability.
Definition 12: Let S = S, , Com, θ, s 0 be a community of available services and S t = S t , , May, Must, t 0 be a modal specification. We say that S is controllable with respect to S t iff there exists a relation R ⊆ S × S t such that (s 0 , t 0 ) ∈ R and for all (s, t) ∈ R we have
-Either θ (s, a) = ∅ and for all s ∈ θ (s, a) we have
The following theorem is a generalization of previous results.
Theorem 3: Let S = S, , Com, θ, s 0 be a community of available services and S t = S t , , May, Must, t 0 be a modal specification. An orchestrator exists such that the orchestrated community S = S, , θ , s 0 is a service composition of modal specification S t iff S is controllable with respect to S t .
Proof: (⇒)Assume that S is controllable with respect to S t and let R be the controllability relation. We construct such that S is composition with respect to S t . To do so we need to show that for all τ ∈ * , t ∈ θ t (t 0 , τ ), s = last(h) with h ∈ H τ, we have (see definition (11)):
We prove the above properties by induction on the length of τ .
Base Case: Let τ = and suppose that (t 0 , a, t ) ∈ Must. Since (s 0 , t 0 ) ∈ R and R is a controllability relation then:
• Either θ (s 0 , a) = ∅ and for all s ∈ θ(s 0 , a) we have (s , t ) ∈ R. In this case θ (s 0 , , a) ⊇ θ (s 0 , a) = ∅ and for all s ∈ θ (s 0 , , a) we have (s , t ) ∈ R.
• Or ∃m ∈ A(s 0 , t 0 ) such that θ (s, m | a) = ∅ and for all s ∈ θ (s, m | a) we have (s , t ) ∈ R. In this case set
Therefore the first property holds for the base case.
To show that the second property holds suppose θ (s 0 , , a) = ∅. Recall that
Since θ (s 0 , , a) = ∅ then:
• Either θ (s 0 , a) = ∅. In this case, since R is a controllability, we have ∃t .(t 0 , a, t ) ∈ May and for all s ∈ θ (s 0 , a), (s , t ) ∈ R.
• Or ∃m such that θ (s 0 , m | a) = ∅ and (s 0 , , a) = 1. From the construction of the orchestrator we know that m ∈ A(s 0 , t 0 ) and since R is a controllability relation then ∃t .(t 0 , a, t ) ∈ May and for all s ∈ θ (s 0 , m | a) we have (s , t ) ∈ R. Hypothesis: Assume that for τ ∈ * , t ∈ θ t (t 0 , τ ), s = last(h), h ∈ H τ, the two properties of definition (11) hold. Furthermore, (s, t) ∈ R.
Induction Step: Consider a trace τ b and
From the inductive definitions of θ t and H τ b, we know that ∃t,
On the other hand, by hypothesis (s, t) ∈ R and R is a controllability relation then:
If (t, a, t ) ∈ Must it follows by the property of R that
(s , τ, m) = ∅ Therefore the first property hold. To show the second property assume that θ (s , τ, a) = ∅. There are two cases:
• Either θ (s , a) = ∅ and by the property of R, there exits t such that (t , a, t ) ∈ May.
• Or ∃m such that θ (s , m | a) = ∅ and (s , τ, a) = 1. From the way is constructed we know that m ∈ A(s , t ) and therefore by the property of R, there exists t such that (t , a, t ) ∈ May. (⇐) Conversely, we show that the existence of a composition implies the existence of a controllability relation. To do so, we prove that the relation below is a controllability relation.
Assume that S is a behavior composition of modal specification S t for some , . Let (s, t) ∈ ρ, i.e. t ∈ θ t (t 0 , τ ) and s = last(h), h ∈ H τ, and a ∈ an arbitrary action.
• Assume that (t, a, t ) ∈ Must. Since S is a service composition of S t it follows that θ (s, τ, a) = ∅(first item in definition (11)). From the definition of θ (s, τ, a) we have two cases -Either θ (s, a) = ∅. Let s ∈ θ(s, a) then s = last(h), h ∈ H τ a, and since t ∈ θ (t 0 , τ a) thus (s , t ) ∈ ρ.
FIGURE 7.
Using the ''and'' operator to combine two modal specifications τ (top left) and t (top right) with the resulting specification T (bottom).
-Or for some m, (s, τ, m) = 1 and θ (s, m | a) = ∅.
Next we show that m ∈ A(s, t). Let c ∈ such that θ (s, m | c) = ∅. Since (s, τ, m) = 1 then θ (s, τ, c) = ∅. Because S is a service composition of S t it follows that ∃t .(t, c, t ) ∈ May (second item in definition (11)).
• If s a − → s , i.e. s ∈ θ (s, a), then θ (s, τ, a) = ∅ by construction. Since S is a service composition of S t it follows that ∃t .(t, a, t ) ∈ May (second item in definition (11) ). Furthermore, s = last(h ), h ∈ H τ a, and t ∈ θ t (t 0 , τ a) and therefore (s , t ) ∈ ρ. Theorem (3) has many consequences. First it can be easily seen that if Must = May, the orchestrated community, S , satisfies a modal specification S t if and only if the two are bisimilar. Similarly, a simulation relation between the two is also a special case of modal specification. Therefore, theorem (3) is a generalization of many special cases.
The utility of using modal specification for the target has more advantages than just generalization. Modal specifications can be used to model a set of behavior goals. This is the case because of the underlying logic they correspond to, namely, the conjunctive mu-calculus [9] which is a subset of mu-calculus of [13] limited to the operators: p, ¬, ∧, [ ], < > and greatest fix-point.
The semantic of the logic is beyond the scope of this paper but the conjunctive mu-calculus has the powerful property that allows us to combine different modal specifications easily using the operator and. We can easily obtain the conjunction of k modal specifications S 1 . . . S k by merging the starting state of all S i and performing a determinization algorithm on the May transitions. This simple recipe allows us to build a sophisticated specification from a set of simple specifications. We illustrate the aforementioned procedure in Figure (7) . We combined two specifications, τ and t (top left and top right respectively) to produce specification T (bottom). The τ specification means that no d action is allowed after a c action is executed. Specification t says that action b must be preceded by action a. Furthermore, if an action a is performed, an action b must be performed prior to any other a action. It is easy to check that specification T is the combination of both τ and t.
VI. CONCLUSION
We have shown how a model of service composition can be reduced to a model of supervisory control theory (SCT). This correspondence shows clearly that the orchestrator in service composition takes the role of the controller in SCT and the community of services takes the role of a plant in SCT. The essential non-determinism of the community of services, which make the corresponding plant in SCT non-deterministics, requires a finer relation than language equivalence as used in the classical supervisory control theory. Toward that end we have used the notion of bisimulation equivalence to relate the two formalisms. Furthermore, we have shown how other specifications, such as modal specifications, can be used in this setting. This equivalence allows all the results and tools of SCT to carry over transparently to the service composition problem.
We believe that a similar correspondence can be successfully made for the case of orchestrator/controller with partial information which we leave to future work.
