Software kan eenvoudig veiliger by Poll, E. & Vrede, T. De
PDF hosted at the Radboud Repository of the Radboud University
Nijmegen
 
 
 
 
The following full text is a publisher's version.
 
 
For additional information about this publication click this link.
http://hdl.handle.net/2066/149043
 
 
 
Please be advised that this information was generated on 2017-12-05 and may be subject to
change.
  
 
 
 
 
 
 
 
 
 
Software kan eenvoudig veiliger 
Secure coding voorkomt het gros van de problemen 
 
 
 
 
 
 
 
 
 
 
 
  
 
Hoewel de slechte kwaliteit van software de oorzaak is van vrijwel alle beveiligingsproblemen, wordt nog maar 
weinig gekozen voor secure coding. Wie daar wel voor  kiest, kan gebruik maken van een groot aantal 
methodes, checklists en frameworks.  “Denk niet alleen over de use-cases, maar ook over de abuse-cases.” 
“Software is het meest complexe product dat we als mens in elkaar hebben geknutseld”, zegt dr. ir. Erik Poll, 
universitair hoofddocent digital security aan de Radboud Universiteit. “Er zijn heel veel regels code en heel veel 
combinaties in die code. Dat kun je niet meer overzien. Toch is pas sinds 2000 enigszins het besef gekomen dat bijna 
alle beveiligingsproblemen hun oorzaak vinden in de kwaliteit van de software. Menselijke factoren zijn een 
belangrijke oorzaak, maar voor software geldt dat nog sterker. Toen zag je de boeken over softwarebeveiliging komen 
en pakten bedrijven als Microsoft de beveiliging veel serieuzer aan.”  
Dat de fouten die gemaakt worden makkelijk voorkomen hadden worden, blijkt overduidelijk uit de OWASP Top 10, 
de tien meest kritische beveiligingsproblemen voor webapplicaties. Al jaren staan injecties en cross site scripting 
bovenaan deze ranglijst. Poll: “SQL-injecties vormen een heel triest voorbeeld. Er is een heel goede standaard manier 
om die te voorkomen, maar die wordt vrijwel niet toegepast. Men heeft er gewoon het geld niet voor over. Bij software 
is ook moeilijk te kwantificeren hoe groot de schade is die door lekken kan worden veroorzaakt. In de fysieke wereld 
is het veel makkelijker in te schatten dat een hek om een gebouw nodig is en hoeveel dat kost. Wat dat betreft hebben 
banken een voordeel; die kunnen heel goed de schade van een lek voorspellen, wat de beveiliging moet kosten en wat 
die oplevert.”  
Goed begin  
Secure coding is de oplossing. Hierbij wordt software ontwikkeld rekening houdend met de veel gemaakte fouten – om 
die dan uiteraard te voorkomen. Er zijn zeer veel methodes voor secure coding voorhanden en Poll kan niet één 
favoriete methode aanwijzen. Een globale werkwijze kan hij wel geven. “Zoek eerst goed uit wat veel gemaakte fouten 
zijn bij het coderen van de software die jij aan het maken bent en van het platform waarop dit gebeurt. Het maakt 
verschil of het om een webapplicatie gaat, systeemsoftware, mobiele apps of Scada-achtige systemen, en in welke taal 
of voor welk OS je ontwikkelt. Daarvoor is tegenwoordig veel informatie voorhanden, denk aan de lijsten van 
OWASP en SANS, en boeken als 24 Deadly Sins of Software Security en Building Secure Software van Gary 
McGraw. Ook probeert Microsoft met de software development lifecycle systematiek aan te brengen in secure 
coding.”  
De lijstjes met standaard secure coding-problemen zijn nuttig, vindt Poll. “Ze vormen een goed begin, maar je moet je 
wel realiseren dat als je die lijsten hebt afgewerkt, je nog verder moet kijken. Bovendien, waterdicht maak je het er niet 
mee. Zeker in grote en complexe programma’s zal dat niet lukken. Daar kunnen heel subtiele typefoutjes in zitten en 
die kun je niet van tevoren vinden.  
Daarbij komt dat je niet alleen fouten in het coderen kunt maken – die zijn er in theorie wel uit te halen – maar er 
kunnen ook fouten in het ontwerp sluipen, en die haal je er niet uit. Een besturingssysteem is zo complex; het heeft een 
interface met zeer veel interacties. Het is niet van tevoren te zien dat een bepaalde interactie ongewenste effecten heeft.  
Mijn advies is daarom dat je niet alleen over de use-cases moet nadenken, maar ook over de abuse-cases. Voorkomen 
is beter dan genezen. Sony, bijvoorbeeld, had misschien moeten overwegen aan het eind van het jaar zijn e-mails te 
wissen.”  
  
 
Niet alleen OWASP Top 10  
Ook Rob van der Veer, security principal bij SIG, pleit ervoor dat security vanaf het begin van het ontwikkelproces 
wordt meegenomen en niet pas achteraf. Methodes en lijsten die bruikbaar zijn voor secure coding zijn er genoeg. Van 
der Veer adviseert daarbij om niet te volstaan met de alom bekende OWASP Top 10. “Dat is wel een goed 
vertrekpunt, maar de OWASP Top 10 beschrijft fouten alleen globaal. Dan krijg je iets als: gevoelige gegevens mogen 
niet gelekt worden. Wat er wél moet gebeuren, is niet duidelijk en daar kun je je leverancier dan ook niet op afrekenen. 
Een stuk beter is de ASVS-lijst van OWASP. Die gaat dieper, is grondiger en biedt best practices. Een groot deel van 
de security-opdrachtgevers kent deze lijst niet.”  
Martin Knobloch, lid van het Nederlandse chapter van OWASP, raadt evenmin aan de top 10 van OWASP als een 
checklist te gebruiken voor secure coding. “De OWASP Top 10 heeft voor naamsbekendheid van OWASP gezorgd, 
maar wordt vaak verkeerd gebruikt. Het is een awareness-document, bedoeld om de aandacht voor software security te 
verhogen en de impact van de risico’s voor de business zichtbaar te maken. Het was nooit bedoeld als een checklist.” 
Hij raadt aan naar de andere – gratis – producten van OWASP te kijken.  
Andere lijsten zijn bijvoorbeeld de richtlijnen voor webapplicaties van het NCSC en de daarop gebaseerde 
beveiligingsnormen van het CIP. SIG heeft in een onderzoek samen met de Radboud Universiteit alle gangbare lijsten 
gebundeld in een securitymodel waarbij voor vijf verschillende niveaus wordt aangegeven welke maatregelen nodig 
zijn. Een vijf-sterren systeem past integraal alle relevante best practices toe. Daar kan vervolgens op worden 
gecertificeerd.  
Comply or explain  
Wie naar zo’n lijst grijpt, kan dat het beste combineren met een beleid van ‘comply or explain’, vindt Van der Veer. 
“Er zijn altijd zaken die niet volgens de regels kunnen. De ontwikkelaar moet dat uitleggen aan de opdrachtgever en 
die moet dat ook accepteren bij een goede uitleg.”  
De oorzaak daarvan ligt niet alleen bij de leveranciers of ontwikkelafdelingen, de opdrachtgever heeft vaak ook geen 
inzicht in wat er mis kan gaan. Van der Veer: “Als de opdrachtgever meer en beter communiceert maak dat een 
ontwikkelaar beter bewust van de problemen die mogelijk zijn. We zien wel dat men risico-analyses maakt, maar die 
worden dan vervolgens niet altijd gecommuniceerd naar de leverancier van de software. Een opdrachtgever zou 
moeten aangeven hoe sterk iets beveiligd moet worden, zodat de ontwikkelaar daar rekening mee kan houden. Maar 
zowel leveranciers als opdrachtgevers zijn hierin nog niet zo specifiek en compleet.”  
Daarbij komt dat veel opdrachtgevers er vanuit gaan dat een leverancier sowieso veilig bouwt. Maar als de druk hoger 
wordt, gaat een leverancier zich houden aan contracten en daar staat juist vaak onvoldoende in. Van der Veer: “Een 
opdrachtgever moet expliciet zijn, maar ook weer niet te veel op de stoel van de ontwikkelaar gaan zitten. Dat kan 
storend zijn en onnodig beperkend. Dus niet: gebruik methode X voor het opslaan van wachtwoorden, maar geef het 
niveau van beveiliging aan dat gewenst is. Wil een leverancier toch methode Y gebruiken, dan moet hij dat uitleggen – 
comply or explain. Ga uit van de professionaliteit van de leverancier.”  
Hij raadt aan het niveau van een leverancier vooraf te toetsen. “Eis daarvoor inzage in relevante aspecten van het 
ontwikkelproces, zoals de coding guidelines. Kijk goed welke adequaat zijn – en doe dat al bij de aanbesteding.”  
  
 
Vroeg code toetsen  
Een professionele opdrachtgever moet ook op de juiste manier de opgeleverde code toetsen, benadrukt Van der Veer. 
“Pentesten is zeker nuttig, maar niet genoeg. Dat doe je pas als het klaar is. Niet alleen is het dan vaak al een drukke 
tijd waardoor het in de verdrukking kan komen, achteraf herstellen is moeilijk. Doe het dus liever eerder.” Daarbij 
komt dat het een illusie is dat je met pentesten secure coding zou kunnen afdwingen. “Je kijkt waar de gaten zitten en 
daar plaats je een hek voor. Pentesten is kijken naar wat je van buitenaf kunt doen. Vergelijk dat met de beveiliging 
van een bankgebouw. De pentest kijkt naar de ramen en de deuren aan de buitenkant. Een inspecteur kijkt binnen, naar 
wat voor sloten gebruikt zijn en of de kluis misschien open staat. Het moet allebei gebeuren.”  
Code review is daarom volgens Van der Veer essentieel. Belangrijk daarbij is dat ook gecontroleerd wordt of de 
aanbevelingen zijn opgevolgd. “Review van de broncode is makkelijker herhaalbaar te maken. We hebben een 
methode ontwikkeld die security van software zichtbaar maakt en kijkt naar veranderingen ten opzichte van de vorige 
versie zodat niet steeds de volledige code op zijn kop moet. Het is niet goedkoop, want het blijft mensenwerk. Dat 
geldt ook voor goede pentesting. Een grondige Code Review is duurder, hoewel dat weer relatief goedkoper wordt als 
het herhaald wordt.”  
Er is ook goede tooling beschikbaar voor automatische code reviewing, zoals van HP en IBM. Die checken 
bijvoorbeeld of bepaalde functies niet op een zwarte lijst staan. Van der Veer tekent daarbij aan: “Zulke tools zijn 
zeker nuttig, maar ze kunnen de werking van software maar tot op zekere hoogte interpreteren. Zo’n tool ziet niet 
welke denkfouten zijn gemaakt. Het komt er toch op neer dat specialisten de broncode moeten uitpluizen en dat moet 
met gevoel voor de context gebeuren.”  
Hun bevindingen moeten vertaald worden naar prioriteiten. “Software bevat vaak honderden kwetsbaarheden maar 
daarvan zijn er dan enkele echt belangrijk. Dan moet een diagnose volgen van die bevindingen. Zo vind je de oorzaak 
en daarmee kun je de organisatie uiteindelijk verbeteren."  
 
 
 
 
 
 
 
 
