In this paper three different algorithms for Automatic License Plate Recognition (ALPR) of the Saudi License Plates are described. All algorithms rely on processing information from lines strategically drawn vertically and horizontally through a character. The first algorithm calculates the number of peaks for each line. A peak is a place in the line where the pixels change from black to white. The second algorithm calculates the pixels density for a specific crossing line in a character. Pixel density is defined as the number of pixels having a specific intensity level to the total number of pixels in a line. The third algorithm calculates the position of the peaks introduced in the first algorithm rather than only their numbers. An algorithm was developed for each method to differentiate between all characters of the license plate. Uniformly distributed pseudo-random noise was added to simulate the performance of these algorithms in the presence of noisy images, also performance of the suggested algorithms were tested due to image rotation. A comparison between these algorithms also presented. These algorithms were proven to work even in some cases in which the characters were extremely degraded by noise.
INTRODUCTION
Automatic license plate recognition (ALPR) has become an increasingly demanding application. Such an application usage can range from law enforcement, automatic traffic violation systems or identifying a vehicle in a video footage, into surveillance using cameras. These applications have large number of videos and still pictures that need to be processed. Processing such a huge data manually for a certain license plate is time consuming and overwhelming, beside all the possible errors that can be encountered in the process. The need for an automatic system that can detect and recognizes license plates is required for these applications, and for the systems running these applications. Recognition of each character of the license plate is the main task of any license plate recognition algorithm. Such task cannot be achieved using the general Optical Character Recognition (OCR) methods, because usually the license plate recognition system does not have the processing power required for the implementation of such algorithm. It also worth mentioning that simpler algorithms are usually implemented for the automatic recognition of a license plate, due to the limitation of the number of characters' group in a specific license plate, as it will be explained shortly. All three algorithms, used to recognize characters in the Saudi license plates that are presented in this paper, depend on processing information from specific lines strategically drawn through a character that was extracted from a Saudi license plate. It was assumed that the processed image contains only the character, which is being recognized, in its bounding box and no other character from the license plate exists in the same image. These locations of the mentioned lines are mainly, horizontal (H), taken through the image of the character at the top, middle and bottom, and vertical (V), taken through the image of the character at the right, left and middle. The location of these lines, except for the middle H and V lines, are determined by a factor of the length/width of the image. The first algorithm calculates the number of peaks for each line. A peak is a place in the line where the pixels changes from one intensity level to another, a transition from a white pixel into a black pixel in the image negative. This algorithm is based on an earlier version used to recognize characters in Lebanese plates [1] . The second algorithm calculates the pixels density in a character for a specific crossing line. Pixel density is defined as the percentage of a specific intensity level with respect to the total number of pixels in a given line. The third algorithm calculates the position of the peaks that was introduced in the first algorithm instead of the number of peaks for a specific crossing line. For each algorithm, the features of all characters in different sections of the Saudi license plate were obtained, and finding the best way to differentiate between these characters, based on their sections, was studied. Each algorithm starts by dividing the characters of a specific section of the license plate, such as numbers or letters, into smaller groups based on similarities between their features with respect to the returned values for all the crossing lines for a given algorithm. In most cases, all letters and numbers, in all different sections of the Saudi license plate, were recognized given a specific factor for the crossing line. In few cases, algorithms had some difficulties differentiating between a pair or more of characters for a specific factor of the crossing line. In such cases, extra information was required from another crossing line with different factor to recognize the character. In general, methods that have high processing requirements were able to distinguish between characters while methods that were computationally simple had some difficulty with some pairs.
The reason for introducing all three algorithms, as it will be demonstrated throughout the paper, is that each algorithm has its own limitations in recognizing some of the characters for a given factor, and a combination of factors for a given algorithm or a combination of algorithms for a given factor would enhance the performance of recognizing all the characters in a given group in the license plate.
Section 2 discusses some of the literature review for ALPR character recognition algorithms. Section 3 presents an overview of the Saudi license plates available in the kingdom. Section 4 presents the preprocessing steps that are done on a license plate images. Section 5 presents the algorithm that calculates the number of peaks. Section 6 presents the algorithm that calculates pixel density. Section 7 presents the algorithm that calculates the positions of the peaks. Section 8 compares the presented algorithms, and section 9 concludes the paper with a summary of achievements and suggestions for future work.
LITERATURE REVIEW
ALPR system relies on its functionality on character recognition. Character recognition methods that currently available in the literature can be classified into analytical methods [1] [2] [3] , and global methods approaches [4] [5] [6] . In the analytical approach, in [1] , individual characters are segmented from a license plate. Each character is recognized individually and the combination of the recognition results is used to produce a list of possible plates. In [2] , a real time and robust method of license plate detection and recognition based on the morphology and template matching was present, and in [3] , a new methodology to segment and recognize Malaysian car license plates automatically was proposed to solve the problem of segmenting different length licenses. In the global approaches, in [4] , a region-based license plate detection method was proposed by using the mean shift to filter and segment a color vehicle image to get candidate regions, and [5] [6] recognize a set of characters as a whole and does not rely on recognizing individual characters. The segmentation phase of the global approach gives an advantage over the analytical approach where the segmentation in the global approach is not necessary.
In [7] [8] [9] [10] [11] [12] [13] , characters in a license plate are recognized using template matching. This method has two main disadvantages, mainly the matching requires for the system to have templates stored in the memory for the purpose of correlation, and the high sensitivity of the algorithm to noise and scale, where any change in the character's shape might mislead to produce wrong results.
Neural networks are used for recognition in [14] [15] [16] [17] . These methods are usually better for recognition, but they have their own disadvantages, such as the large delays in processing, due to the high complexity of these methods, and also they necessitate a phase of learning before they can be used.
SAUDI LICENSE PLATES
Saudi License plates have unique properties and shape as shown in Figure 1 .
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Old long New short Old short 
PREPROCESSING STEPS

Line Processing
In this paper, the line processing algorithm that was introduced in [1] was simplified, due to the fact that the Saudi license plate has less number of characters compared to the Lebanese license plate. This algorithm identifies the number of pixels on a specific line, which is drawn in a given location as shown in Figure 2 . For each line, the transition from one intensity pixels into another (black to white or vice versa) is determined. More details will be given in Section 5. 
Segmentation
The assumption that was carried out in this paper is that the image of the license plate was already processed by a localization module, which locates the license plate in an image and then pass the required, which is mainly a segmentation of a character drawn from a set of characters, in the given license plate, for it to be recognized by the recognition module.
Preprocessing
Most of the noise in the images of the characters of the license plate can be eliminated before processing the images in the recognition module. During this study, dilation and erosion were used as preprocessing steps on each image for all characters. These morphological operations [18] are used to reduce any gaps, rough contour, small holes, which are caused by the printings along the characters in the new plates, as seen on one of the images in Figure 3 . 
ALGORITHM FOR THE NUMBER OF PEAKS APPROACH
In this algorithm [19] , the number of Peaks is calculated for a given factor. A peak is defined as a crossing from one intensity level to another, i.e. a white pixel to a black pixel. A line starting with a white pixel is considered to have one peak at the beginning. The lines labeled 1 and 4 in Figure 4 are always crossing the image at the middle of the image horizontally and vertically, and they referred to as (H) and (V) respectively.
On the other hand, lines 2, 3, 5 and 6 are taken at a distance, which is called a factor, from the boundaries of the bounding box of the character, and they referred to as top (T), bottom (B), left (L) and right (R) respectively. The factor is taken as a portion of the total length or width of the bounding box of the image. Figure 4 shows a line labeled 3, which is drawn at a factor of 1/5, as an example. This algorithm returns a value of 2 for this line for the given image, since line 3 contains two transitions from black pixels to white pixels. For each possible character of the Saudi license plate, all 6 lines were processes, at a given factors, such as, 1/3, 1/4 and 1/10, and the numbers of peaks for each character at each line were recorded. The results for the English numbers, as an example, are shown in Tables 2.   Table 2 contains the factor F=1/4. Under each column, the number of peaks for the specific line is recorded for every character in that section. Each row contains the number of peaks returned for each character for each specific line. Similar tables were recorded for all possible characters in each section of the plate, using the same factor, so the algorithm would not need to change the position of a specific line depending on which section of a license plate that is being recognized. For each set of characters, crossing lines were selected, which divide the characters in the given section into increasingly smaller sized groups with minimum number of elements in each group. For example, for the English numbers, the L line divided the numbers into two different groups, one group has peak equal 1, which is mainly numbers 1, 4, 0, 6 and 8, and another group, which is the rest of the numbers, with number of peaks equal 2, then another line was picked to repeat the process until all or most characters are recognized, as shown in Table 3 .
In some cases, characters cannot be distinguished using a specific factor, and then a different factor has to be used as seen in the following cases:
i. Differentiating between 6 and 8, and 3 and 9 is not possible for the English numbers using 1/4 factor, as seen in Table 3 .
ii. Differentiating between 6, 1 and 0 is not possible for the Arabic numbers using 1/4 factor, as seen in Figure 5 .
The algorithm also cannot distinguish between English letters T and L as seen in Figure 6 . There are many ways to combine the results from different factors for the same characters groups. One of them is to start with the factor that divides the group into maximum number of sub-groups using different lines, then at the event we reach the end of the sub-groups without distinguishing all the characters, we can use another factor for these characters as seen in the right side of Figure 5 for the English numbers using factor 1/10, and for the T line to distinguish between numbers 7 and 9. Figure 7 shows an example of an ideal image that was extracted from the Saudi license plate. It is a noise free image, and was used to check the recognition ability of the algorithm for the ideal case, then noisy images were considered, and the following results were obtained. Figure 8 shows the results of the simulation of the algorithm on the mentioned character. In all the simulations, an artificial noise was added to the image of the character to check the performance of the algorithm with noisy images. Figure 9 shows the result of the simulation of the algorithm on another character that was extracted from the image of a noisy plate, and the addition of the artificial noise was minimal.
Results for Number of Peaks Algorithm
In both cases, the algorithm successfully recognized both characters, were Figures 8 and 9 show the different stages of the algorithm including the preprocessing steps that were mentioned earlier. 
Error Performance for Number of Peaks Algorithm
Performance of the algorithm in the presence of noise was considered for two different cases, error introduced images and noisy images. In both cases, the algorithm gave very good results for recognizing the considered characters.
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An artificial noise was added to clean images of characters, as seen in the added noise section of Figure 8 . The error was simulated using the following equation.
= +
Where is a matrix representation of the given image and is an equal size matrix consisting of normally distributed random numbers to simulate the noise, and is the noise factor and was varied between [0:25]. The Frobenius norm of ( − ) for different values of µ was calculated and the results are shown in Figure 10 . Figure 10 shows the results of running the algorithm on artificially induced noisy photos of English numerals, English Letters , Arabic Numbers and Arabic Letters using the number of peaks algorithm and simulating an average of 60 runs for each character. It turns out that the value of the threshold of recognition is equal to = 15.93 for Arabic letters, = 6.57 for English numbers, = 13.55 for English letters and = 10.42 for Arabic Numbers, while the human eye threshold was 17 in this case. The human eye threshold was based on the human responses to the noisy images, and it was determined after checking with number of participants.
The performance of the algorithm was also tested when the images of the characters are rotated. The rotation of the image is only considered around the z-axis (perpendicular to the image plane) with an angle θ measured from the x-axis counter clockwise as seen in Figure 11 . The solid lines in Figure 11 indicate the x and y axis, and the broken lines show the axes after they were rotated by the angle of rotation θ. Figure 12 shows an output simulation of the preprocessing stage before applying the recognition algorithm on the given image. The figure shows the image used and the image complement which is necessary for the recognition algorithm, and also shows the rotated image before applying the recognition algorithm.
Figure 11: a Sample of a Rotated Image
Figure 12: Output Simulation of the Preprocessing Stage
The test was done on all possible characters in a Saudi license plate. The results for the performance of the algorithm due to rotation, for English numbers as an example, are shown in Table 4 . The second column of table 4 shows the maximum rotational angle, which a given character can be correctly identified by the recognition algorithm. Any degree of rotation greater than the threshold angle, for a specific image, would give incorrect results. It is clear that 0 is invariant under rotation since, no matter how it is rotated, it will always give two peaks. 5 is the least invariant number to rotation since a rotation of 1 degree will make it unrecognizable by this algorithm.
PIXEL DENSITY ALGORITHM
Similar to the number of peaks algorithm approach regarding the crossing lines and their location, only this algorithm depends on calculating the pixels density in a character for a specific crossing line. Pixel density is defined as the percentage of a specific intensity level with respect to the total number of pixels in a given line [20] . The lines are taken as shown in Figure 13 .
Based on the value of the percentages extracted from specific crossing line, the characters of the specific section of the license plate are filtered into increasingly smaller sized groups, with minimum number of elements in each group, until the character is recognized correctly. We can see from Figure 13 that line T is crossing the top portion of the image and would return a value of about 50% of white pixels over
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the entire pixels that line T is covering. Any given factor can be in the range of [0:0.49] to simulate the crossing line. Table 5 shows the results of the pixels density of the crossing lines, based on the top row of the table for the given factor 1/4, and for the characters of the Arabic numbers. Grouping the characters into smaller groups, similar to the previous algorithm until all characters are recognized, is shown in Table 6 . Also in many cases, similar to the number of peaks algorithm, a specified factor cannot distinguish between all characters in a given group, and the use of another factor is needed in order to fully recognize all characters, as explained in the following examples:
Figure 13: Crossing Lines of an Image
i. Differentiating between 8, 9 and 6 is not possible for the English numbers using factor 1/4, as seen in Table 7 , unless other factor is used. ii. Differentiating between 3 and 7 is not possible for the Arabic new numbers using factor 1/4, as seen in Figure  14 , unless other factor is used. 
Results for the Pixel Density Algorithm
Simulation was done on all the images representing all possible characters in different sections of the license plate. The pixel density percentages calculated for numbers 9 and 6, as mentioned in the previous algorithms are shown in Tables 8  and 9 respectively. Figure 15 shows the case of the number 9 with maximum addition of the artificial noise up to the level where it can hardly be recognized by the human eye, but the algorithm was able to recognize it successfully. The results for the crossing lines in the recovered image are given in Table 10 . The algorithm was able to recognize the mentioned character successfully.
Error Performance for Pixel Density Algorithm
The same error analysis that was done for the number of peaks algorithm was simulated for the percentage algorithm. It turns out that the percentage algorithm gives better results, on average, than the number of peaks approach. In Figure 16 , and for the case of English numbers the value of the threshold for recognition is = 21.48, for English Letters = 18.32, for Arabic numbers = 15.38 and for Arabic Letters = 15.37. All values for  were calculated as an average of 60 runs for all possible characters. The dashed vertical line shows the human eye threshold as it was shown in the previous algorithm. Performance of the algorithm due to image rotation was also tested. The results are shown in Table 11 . It is clear from those tables that the percentage algorithm is more sensitive to rotation than the number of peaks algorithm. 
POSITION OF THE PEAKS ALGORITHM
In this algorithm [21] , the positions of the peaks for a given crossing line are considered for a given factor. We have two types of crossing lines for this algorithm as seen in Figure 17 , the solid lines with titles adjacent to them as H, T, B, V, L and R, and are associated with the factor F. The other crossing lines are the dashed lines and are fixed at the 1/3 and 2/3 locations for the horizontal and the vertical lines [21] . The image is divided into nine different locations. In Figure 17 , the T line with F=1/4 has two peaks; one peak is left of the leftmost dashed line while the other is to the right of rightmost dashed line. This means that the position of the peaks for the T line is in the left (L) and right (R). No peak is available in the center (C) of the T line. The peak position algorithm would then return 1 for left (L), 0 for middle (C), and 1 for right (R). Similarly, the L line has a peak above the topmost dashed line and another below the lowermost dashed line. Again here, no peak is available between the lines so the algorithm returns 1 for top (T), 0 for center (C) and 1 for below (B). Table 12 gives the results for peak positions for the characters of the Arabic old numbers using a factor of 1/4.
Each column in the table has two headings. The topmost heading indicates the line used H, T, B, V, L and R. The lower heading indicates the position on the line where the peak is presented. A 1 in a column means that there is a peak in that position for that line. A 0 indicates no peak is found in that position on that line. Grouping the characters into smaller groups, similar to the previous algorithms, until all characters are recognized is shown in Table 13 Figure 17: Crossing Line of an Image for the Position Algorithm Also in many cases, similar to the other two algorithms, a specified factor cannot distinguish between all characters in a given group, and the use of other factor is need in order to fully recognize all the characters, as seen in the following examples:
i. Differentiating between 2 and 3 is not possible for the Arabic old numbers using factor ¼, as seen in Figure 18 .
ii. Also for the Arabic letters, the characters for letters ‫ا‬ (A) and ‫م‬ (Z) also cannot be distinguished from each other using the factor 1/4 alone as seen in Figure 19 .
Results for the Position of the Peaks Algorithm
The position of the peak values calculated for numbers 9 and 6, as mentioned in the previous algorithms, for the case of an artificial noise and the case of noisy image, are shown in Tables 14 and 15 respectively. Tables 14 and 15 show the The algorithm was able to identify the mentioned characters successfully.
Error Performance for the Position of the Peaks Algorithm
The same error analysis that was done for the number of peaks algorithm, and the pixel density algorithm were repeated for the position of peaks algorithm. The algorithm was also tested on rotated images of all possible characters. Table 16 gives the angles of rotation in which each character was correctly recognized. 
CONCLUSION
In this paper three methods for recognizing characters in Saudi license plates were introduced. All methods rely on analyzing information about pixels in six lines. Three lines are taken vertically across the bounding box of the character to be recognized while the other three lines are taken horizontally. Each three lines are taken in the middle of the character and around the middle; left and right of the middle for vertical lines and above and below the middle for horizontal lines. The place at which the non-middle lines are taken is always at a distance from the nearest boundary of the bounding box. This distance is a percentage of the total length and is called a factor. The first method, number of peaks, was an extension of a method that was developed for Lebanese license plates. It counts the number of times there is a difference (peak) between pixels along the line from black to white. The second method, pixel percentage method, calculates the percentage of character pixels to total number of pixels on a line. The third method, peak positions method, relies on the positions of the peaks of the first method rather than their number.
noise. Percentages method is the most resistant to rotation errors while the peak positions method gives the worst results when characters are rotated.
Currently the developed methods run on a PC using MATLAB. Future research should concentrate on optimizing the current MATLAB code to support real-time video. Currently, it would take around 7 seconds on average to process all characters in a given Saudi license plate. Such a response time is acceptable only for cases where the vehicle stops in front of the camera. The algorithms are highly parallelizable. First, the lines can be independently processed and we do not need to wait for one line to be processed to be able to process another. Even the processing of the lines can be parallelized since the information resulted from a line is local and does not depend on global features. Another area of optimization would be to explore the alternative lines that can be used to recognize a character. This is especially important if we want to parallelize the work since an alternative line might be required for another set of characters and thus would have been processed for those characters. Finally, optimization can also be achieved by trying to see whether mixing between processing of lines using different methods can give better results. For example, starting with the number of peaks method and then switching to the positions of peaks or percentages.
Future work should also focus on checking whether the methods are valid for other license plates within the Gulf Cooperation Council (GCC), Middle East and North Africa (MENA) region or the world. The methods are independent of the language used. They explore the differences between shapes of the characters being used and therefore should be applicable to any license plate. Furthermore, it would be interesting to see whether the methods (or an extension) can be used for recognition of other than license plate characters. Road signs, passport information, indoor direction signs are all valid areas to test the methods since they involve a limited set of characters that have unique differences.
