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This research is an application of the techniques which have been 
developed for the detection and exploitation of implicit parallelism. A 
system has been developed based on Intel 86/12A single board computers 
utilizing dual-port RAM for communication. The compiler system accepts 
the source code of a simple block structured language and generates 
parallel programs to be executed on the Multibus system. The techniques 
used for detection of parallelism are stressed.
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A. BACKGROUND AND MOTIVATION
Since the days when computers consisted of relays and vacuum tubes, 
the computer industry has always striven to build more powerful yet cost 
effective machines. The most significant advances to date have been in 
the area of hardware technology. From the invention of the transistor 
to the fabrication of the latest VLSI integrated circuits, manufacturers 
have until now been able to build computers that were many times faster 
than previously possible. However, further technological breakthroughs 
of this magnitude are becoming more and more unlikely. Current computer 
systems are at a point that factors such as signal propagation speed and 
power cooling ratios will make significant performance increases 
difficult in the future. In other words, circuits are currently so 
dense that technology will not permit much further decrease in package 
size, thus eliminating a substantial source for performance gain.
This restriction has lead industry into the field of parallel 
processing. This is not a new area. As far back as 195 9 , Sperry Rand 
built the Larc computer system which utilized an independent I/O 
processor [7]. They recognized that computation and I/O were somewhat 
independent operations so that significant performance increases were 
possible by adding a specialized processor. However, parallel 
architectures did not gain widespread popularity because the hardware 
cost required to build them outweighed the performance potential. 
Although not a new concept, parallel processing has recently received a
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lot of attention in both industry and academia. This renewed interest 
has been kindled by the recent development of VLSI hardware which helped 
lower the cost of parallel architectures to an acceptable level.
As is typical in the computer arena, software technology, including 
compiler technology, is lagging far behind hardware technology. Many 
machines being developed today do not have language support that takes 
full advantage of the hardware. Others have compilers which do not make 
the architecture transparent to the user. From a software engineering 
point of view, the operating system should keep the hardware 
organization transparent while utilizing it to its fullest potential. 
This idea prompted the research for this thesis.
Compilers that optimize code for parallel architectures are 
availible but they are still in their infancy. Cray Fortran (CFT) and 
Control Data's Fortran 200 place restrictions on the type of subscript 
equations that may be used. A dependency is assumed for any reference 
which does not conform to these rules, thereby eliminating much of the 
potential parallelism [14]. Most compilers for parallel architectures 
are for vector machines and can not generate efficient parallel code for 
multiple processor machines. The language used for these machines is 
usually FORTRAN, simply because the applications targeted to such 
machines are highly computation intensive.
With the recent emergence of computer systems for parallel 
processing, there is a demand for general purpose language compilers 
which are targeted to parallel processor machines. This paper discusses 
the implementation of such a compiler. The remainder of this chapter is
3
devoted to a brief overview of both the software system as well as the 
underlying hardware. This paper further discusses the modifications to 
the hardware, the dependency testing, parallel code generation and the 
interaction between hardware and software.
B . THE MULTIBUS SYSTEM
The machine to which the compiler is targeted is an Intel Multibus 
system. It consists of three Intel 86/12A single board computers (iSBC) 
connected via a Multibus backplane. This three processor system acts as 
a background computer to an IBM Personal Computer CPC). The PC is 
connected to the master iSBC via a 9600 baud RS-232 communication line 
as shown in Figure 1. In addition to acting as the host computer to the 
Multibus system, the PC is also used with a terminal emulator as a 
monitor for iSBC 1. Boards two and three each have a dumb terminal 
attached for use with their monitor programs. Since each iSBC has its 
own terminal, the three boards can be used independently of one another 
as long as there is no cross board communication.
Each iSBC is based on the Intel 8086 microprocessor with 32K bytes 
of on-board RAM memory. They have local address and data busses that 
are independent of the Multibus, allowing the iSBC to continue execution 
while other processors have control of the Multibus. The processors 
communicate via a shared memory system supported by the Multibus as 
described below. Since each board has 32K bytes, and each iSBC can 
access the memory of the other boards, the system has a total of 96K 

















*no access************* PI PI
18000H ************ 96K
************
. . u . y  - c .  - u . — }y  “ V
P3 *no access* ************ P3
10000H - ,v_<_1_1_I_t_v . , y  “V_'_*- 6AK
************
************
P2 P2 *no access*




iSBC 1 iSBC 2 iSBC 3
Figure 2. Memory Map of the iSBC Boards.
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ROM where the monitor resides. A memory map shown in figure 2 
demonstrates how each of the three boards view the available address 
space. Notice that addresses [0, 32K) map to the on-board RAM of the 
particular processor making the access. For memory addresses greater 
than or equal to 32K, the access is to the RAM on another iSBC via the 
Multibus. For example, an address of 10005H from iSBC 1 is identical to 
an address of 5H from iSBC 3. This address mapping arrangement allows 
any two iSBC's to access the memory of the third iSBC with the same 
range of addresses. In other words, both boards 1 and 2 use the address 
range of [64K, 96K) to access the memory on board 3. For a further 
discussion of how this dual port RAM is actually implemented, the reader 
is referred to the iSBC 86/12A Single Board Computer Hardware Reference 
Manual [8].
C. SOFTWARE OVERVIEW
The compiler used for this research was the result of a two 
semester class project for a compiler course. The lexical analyzer and 
the parser were written for the first course in the sequence while the 
code generation portion of the compiler was written for the second. 
This program has essentially been left unchanged with the exception of 
several minor modifications needed to facilitate the dependency testing. 
The compiler, called 1 COMPILER.COM1, accepts a source language according 
to the grammar shown in appendix A. This language is called MYL which 
is short for "My Language". MYL is similar in structure to PASCAL in 
that it is block structured, simple, and easily parsed. Figure 3 shows 
a sample MYL program that calculates the factorial of a number. The
7
produces several output files: a listing file, an object code 
tile and a subscript data file. The first two files are standard 
output files of all compilers. The last is specific to this particular 
parallel implementation. The listing file, whose name is the
concatenation of the source file name and the extention '.LST', is 
simply a copy of the source file with line numbers added. It will also 
contain error messages if any were generated. The object code file is 
named the same as above except it has the extention '.OBJ'. It contains 
an equivalent intermediate language program that can be executed with 
■the interpreter. Finally, the subscript data file, with extention 
,SS', is used for dependency testing and is described later.
In addition to the compiler, there are three other main programs 
that are of interest. First, the interpreter which is called 'INTERP', 
will accept the object code file and execute it on the PC. Note that 
INTERP will only execute sequential code generated by the compiler and 
not the parallel object code produced by the analyzer. The next program 
is the analyzer, called 'ANALYZE'. This routine is the heart of the 
parallel code generator. It contains subroutines that determine what 
portions of the program contain data dependencies which inhibit the 
generation of parallel code. Its output includes a print file listing a 
flowgraph of the program as well as a list of the strongly connected 
regions within the generated flowgraph. It also produces from the 
sequential object code file, a sequence of three parallel object code 
files which can be translated to machine code and executed on the 
multibus system. The analyzer locates parallelism that exists among 




function Factorial (x : integer) 
beginif x = 0 then 
return 1; 




read (y);write (factorial (y)); 
end.
integer;

















Figure 4. Configuration of the Software System.
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the body of a 1°°P- I*1 otlier words, it will distribute the iterations 
of a loop across multiple processors but will not distribute sequential 
code within a loop iteration. Finally, the translator, called 
'TRANSLAT', accepts an object code file, either sequential or parallel. 
It. produces machine code files ready for execution on the iSBC's.
With the exception of several small support programs, the programs 
Just described are completely sufficient to translate a MYL program to a 
Bet of three parallel code files. These programs are not designed to be 
particularly user-friendly. They are simply a testbed for research on 
the detection of parallelism. A description of how the programs 
described above are used and how files are downloaded to the iSBC's will 




Dependency analysis is the fundamental process by which a compiler 
can detect conditions that can restrict the translation of a sequential 
-p±ogcam to a parallel one. A data dependency, is a situation where the 
output of a set of machine instructions is dependent upon the sequence 
in. which the instructions are executed. For example, consider the 
scenario presented in figure 5. In this figure there are two blocks of 
sode. The first one, block A, defines a value for a variable X while 
the second block, block B, uses the value defined in block A. The 
dependency occurs between statements SI and S2 since S2 uses a value 
calculated in SI. Because of this dependency, the blocks A and B can 
not be run in parallel.
In order to understand how the dependency inhibits any potential 
parallelism, imagine blocks A and B being executed on processors A and B 
respectively. Since the amount of time required to execute the 
instructions that exist above statements SI and S2 is unknown, it is 
conceivable that if block A is started on processor A and at the same 
time, block B is initiated on processor B, statement S2 may execute 
before SI, thus loading variable Y with an incorrect value. However, 
assuming that no other data dependencies exist between blocks A and B, 
if synchronization code is added in front of S2 so that SI is guaranteed 
to be executed prior to S2 being executed, the two blocks may be run in 
parallel.
12
Figure 5. An Example of a Data Dependence.
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g* ce data dependencies are the conditions that inhibit a compiler
. p narallel code, such dependencies must be detectable at from generatxng y
. o One of the first people to formally approach this problem compile time.
r ■R̂ -rnstein. He derived a set of conditions which must be met was A. J-
order for two contiguous blocks of instructions to be executed in
, roi These conditions are interesting because they clearlyparallel i —’J • '
illustrate the relationship between programs and parallelism. They are 
however severely limited in that they can only detect potential 
^ara -̂j_e^£sm between two successive blocks of instructions, i.e. , the 
conditions do not apply to arbitrary blocks of code in a program. 
Bernstein’s work, along with some examples, will be discussed in the 
next section.
Another prominent figure in the history of parallel programming is 
David J. Kuck of the University of Illinois at Urbana-Champaign. He 
and several collegues at Urbana-Champaign developed the basis for the 
analysis of loops within a program. They introduced the notion of a 
dependency graph which represents all the dependencies in a program 
[11]. Kuck also formally described the upper bounds on the speedup that 
is possible by distributing a loop across a set of processors.
John Allen and Ken Kennedy have also done significant work in the 
area. Their interest is more related to the application of 
parallelizing compilers and they have produced some useful results. For 
example, they extended the work of U. Banerjee, Kuck’s graduate 
student, so dependency could be detected and exploited within nested 
loops. Banerjee’s results were limited to a single loop. They also use
14
the notion of a dependency graph, but to a greater degree than Kuck did. 
Allen and Kennedy demonstrate how the dependency graph can be used to 
generate vector code from a sequential source program [1].
Allen and Kennedy have also studied parallel code generation for 
multiprocessor machines. This is somewhat different from the generation 
of vector code in that the compiler attempts to run entire loops in 
parallel rather than a single statement [2].
B. THE BERNSTEIN CONDITIONS
The paper by Bernstein cited here is not of any real practical 
value because the conditions derived are not useful in the general case. 
However, understanding how such conditions were drawn illuminates the 
essence of the problem of data dependencies and how they restrict the 
generation of parallel code. It also demonstrates how potential 
parallelism is not only a function of the algorithm but also a function 
of how the algorithm is programmed [3].
Just as in the example given in figure 5, Bernstein notes that when 
one block of code uses a value defined in another block, the two blocks 
may not be executed on parallel processors. He begins by stating that 
the conditions of parallelism will be based on the set of memory 
locations accessed by the two blocks of code as well as how each 
location is accessed. Two ways to access a memory location are defined. 
First, a location can be fetched, where the processor reads the contents 
of the location. Second, a location can be stored, meaning that the 
processor writes to the location in memory. Here it is assumed that the
15
contents of the location will be modified, 
of writing a value identical to the previous
Even though the possibility 
contents exists, that case
will not be considered.
tow, based on the above definitions, four sets are defined. They 
represent the four ways that a sequence of instructions can access 
memory locations and are shown in figure 6. a. These sets of memory 
locations will be used to derive set equations that represent the 
conditions required for the blocks to be run in parallel.
For the discussion here, a simple shared memory model as shown in 
figure 6.b will be assumed. Consider two consecutive blocks of code as 
in figure 5. If they are to be executed on parallel processors, it must 
be guaranteed that block A will always see the same initial machine 
state no matter how fast block B is executed. Block A is not actually 
concerned with the entire machine state, just the state of the memory 
locations from which it fetches data. So, in order for block A to 
produce correct results, it is required that the equality of equation 1 
in figure 7 holds. Equation 1 states that the intersection of memory 
locations fetched by block A and the set of memory locations stored by 
block B is the empty set.
Similarly, block B must not destroy results generated in block A or 
vice versa. Thus equations 2 and 3 of figure 7 must be true. These 
equations make sure that a result defined in block A (B) for use later 
within block A (B) can not be destroyed by instructions in block B (A). 
It is also required that block B does not use information generated in 
block A. This restriction leads to equation 4 of figure 7. Here the
16
ory locations used by block B are guaranteed to be disjoint from the 
t of memory locations defined in block A. Finally, one must insure 
•the partial state of the machine after execution of blocks A and B 
are the same in both the sequential and parallel execution models. The 
locations involved with the partial state of the machine are those 
locations whose first access in block C is a fetch (assume block C is 
the remaning portion of the program after block B). Equation 5 in 
figure 7 guarantees this.
As mentioned above, this method of parallelism detection has severe 
limitations. First of all, the conditions can only be applied to 
consecutive sections of code, since for arbitrary blocks, the sets 
defined in figure 6. a would not take into account the memory locations 
accessed by code that is between the blocks in question. Second there 
are no facilities for detecting potential parallelism in loops. This 
drastically reduces the effectiveness of the process. Finally, indexed 
variables can not be handled efficiently. If a block contains an access 
to an indexed variable, the entire array must be assumed used. 
Therefore, a pair of blocks may each access an array by different 
indices and a data dependency will be assumed. Even though these 
conditions can not be directly applied in a compiler, they are 




Ti -  <x
1 x is a location that is only fetched
1 x is a locat ion that only gets stored
1 X is a locat ion that is first fetched
following operations in block i is a st
in block
, then one 
ore }
in block i )
i ) 
of the
Zl = {x | x is a location that is first following operations in block i
stored, then one of the 
is a fetcn }
(a)
(b)





Th material presented here is the accumulation of results from
^  <jifferent researchers: Kuck from Illinois and Allen and Kennedy
f Rice University. Kuck and his collegues performed the research
 ̂ -the foundation for Allen and Kennedy's work. Their workwhich was
• _> ■ n»s that certain program transformations are useful in theindic3.t oo
detection of parallelism. The transformations allow the compiler to 
change a program into a form where certain types of constructs have a 
common format. For example, loops will have a single induction variable 
with a well defined range.
Allen and Kennedy's solution to the problem was to write a 
preprocessor which simply transforms the source program to a normal form 
prior to the actual dependency testing. This normal form has loops 
where there is a single induction variable per loop, and the subscript 
equations are linear equations involving only the loop variables of the 
surrounding loops. An induction variable is a variable whose values in 
different loop iterations defines an arithmetic sequence. For example, 
if the value of a variable, X, gets incremented by a constant in each 
iteration of a loop, X would be considered an induction variable. The 
translator then generates code which conforms to the FORTRAN Bx 
standard. FORTRAN 8x is a proposed standard superset of FORTRAN to be 
used on vector machines. As the ensuing discussion will not depend on 
the FORTRAN 8x standard, it will not be described further in this paper. 
For more information, the reader is referred to Allen and Kennedy's
20
paper [1], in which they also describe two program transformations, 
useful for detection of parallelism:
1. Loop Normalization. A loop construct in the general case has 
three parameters which describe the behavior of the loop induction 
variable: a lower bound, an upper bound, and an increment value. The 
act of normalizing a loop modifies the code so that for any loop, the 
induction variable starts at one and increments to some upper bound by 
an increment of one. This is accomplished by replacing all references 
to the original induction variable in a loop, to references to the new 
induction variable having the desired qualities. 2
2. Induction Variable Substitution. The next task is to convert 
the subscript equations so that they are linear equations involving only 
the loop variables. In the general case, the equations may involve 
variables which are not induction variables. A variable that is defined 
only in terms of the loop variable is an induction variable. An 
induction variable has the quality that all accesses to it can be 
replaced by the expression used to define it. Thus if a subscript 
equation includes an induction variable that is not a loop variable, it 
can be replaced by an expression involving only loop variables. This 
procedure is called induction variable substitution.
21
^pgxmF.NCY ANALYSIS IN LOOPS
The most important step in the generation of parallel code is the 
• T-i of data dependencies. These concepts are implemented in thedetection ^
program ANALYZE but will be discussed here in general terms, just as 
they are described by Allen and Kennedy [1], Within a loop, a pair of 
array references is said to be dependent upon one another if they each 
the same array location during the execution of the loop. TheflGCGSS
compiler therefore must detect when such an occurrence is possible, and
if it is, flag that particular loop as not being a candidate for
parallelism.
Consider the case where a single dimensional array is accessed 
twice in a single loop. The subscript equations corresponding to each 
of the references are linear expressions invloving the loop variable, i, 
and are shown in equations 1 and 2.
f(i) = a0 + axi Hv-/
g(i) = bo + bii (2)
The array references will share a common array element if and only if 
there exists a solution to equation 3.
ajx - biy = bo - a0 (3)
Where x and y represent the two different values of i in equations 1 and
2. Substituting n for bo - ao, this equation becomes the diophantine 
equation
ax + by = n . (4)
22
A diophantine equation has an integer solution if and only if the 
greatest common divisor of a and b, divides n [4, 5]. This is a common 
theorem found in most text books on number theory and is the basis for 
what is called the GCD test. The test states that array references Rj.: 
X [f(i)] and R2 : X [g(i)] where f(i) and g(i) correspond to equations 1 
and 2 respectively, have a dependency between them only if gcd(ai, bi) | 
(bo ■ ao) . Here x | y means that x divides y with a remainder of zero. 
Notice that a solution to this equation is necessary but not sufficient. 
If f(i) = g(i) then there will certainly be solutions to the GCD test, 
however, such a condition will not inhibit parallelism since the 
dependency is within the i'th iteration rather than between two distinct 
iterations.
The GCD test is of limited usefulness since the most common 
situation is where the greatest common divisor of ai and bi is 1. 
Another problem with the GCD test is that it checks for a solution over 
the range of all integers when in fact, it should only consider 
solutions in the range defined by the loop parameters. Therefore, it is 
beneficial to derive tests which only consider this restricted range. 
Ultimately, the test should find all integer solutions to the 
diophantine equations within the prescribed range. This, however, 
yields extremely expensive tests for finding solutions.
Allen and Kennedy's approach is to locate the real solutions and if 
any exist in the desired region, then assume that there are also integer 
solutions in the region. Let
M x ,  y) = f(x) - g(y) = 0 (5)
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and search for real solutions, x0 and yo where
1 < xo ?£ N - 1
2 < y0 < N 
xo ^ yo
(6)
here X and y represent two different values of i and N is the upper 
bound of the loop variable. If h is continuous, then the intermediate 
value theorem states that if there exists two points (xi, yi) and (X2, 
y2) in the specified region such that h(xi, yi) and h(x2, y2) have 
opposite signs, then there exists a zero of h in the region [13]. From 
this theorem, it is easily seen that there is a solution, h(x, y) = 0, 
if and only if equation 7 holds true.
min h(x, y) < 0 £ max h (x, y) (7)
R R
In order to use equation 7, there must be an efficient method for 
calculating the min and max of a diophantine equation over the given 
region, A simple algorithm to determine the max and min is to calculate 
the values of h at the corners of the region. The max and min of this 
set would in turn be the max and min of h over the region. A more 
efficient algorithm, based on equations below, was developed by
The max_ and min for h over the prescribed region are defined
by equations 8 and 9 respectively.
■ax h(x, y) = a0 + ai - b0 - 2bx + (a^ - bjJ^CN - 2) (8)
■in h(x, y) = a0 + ai - b0 - 2bx - (ain - bx)n(N - 2) (9)
N is the upper bound of the loop variable and the superscripts, p 
are defined below.
24
t? = t if t > 0, 0 otherwise (10)
t” = -t if t < 0, 0 otherwise (11)
From equations 7, 8, and 9 one can easily derive an equation called
Banerjee's inequality. It states that two array references in a loop 
will access the same array element, thus creating a dependency, only if 
equation 12 is true.
- bi - (ain + bi)f*(N - 2)
< bo + bx - ao - ai (12)
< - bi - (aip + b x)p(N - 2)
The two tests derived thus far, the GCD test and Banerjee's inequality, 
were used by Allen and Kennedy as the basis for their work. These tests 
are severely limited because they do not apply to the case where nested 
loops exist. Allen and Kennedy modified these tests so that they could 
be used to test for dependencies in nested loops .
When testing for dependencies within nested loops, it is useful to 
determine which loop actually causes the dependency. With this loop 
identified, the compiler knows not to distribute that particular loop 
across the processors. If the loop causing the dependency is the k'th 
loop, where the outside loop is loop one, then the dependency is said to 
occur with a carrier k. The nesting level of a dependency is the
maximum value of k at which the dependency is present.
Allen and Kennedy devised some tests to detect data dependencies 
between array references within nested loops. Their results will be 
presented below, however, the reader is referred to their paper for a
25
Given f (xi, ... ,x„i) = a0 + ^ ayxy, g (xi, ... ,xn2) =
^ “2 i=lbo + 2̂ bjfXjt, and Si and S2 contain array references of the form
where xy represents the normalized loop variable of loop i with xi 
corresponding to the outermost loop, and Si and S2 are contained in 
n common loops (assumed normalized), and the upper bounds of the 
loops surrounding Si are My and the upper bounds of the loops 
surrounding S2 are Ny (My = Ny for i <= n). There is a loop 
independent dependence between Si and S2 only if both
a) the gcd test is satisfied:
i=l
Si: X [ f (xi, ... ,x„i) ] 
S2: X [ g (xi, ... ,xn2) ]
gcd (ai -b 1, a2 -b2 , . . . , an-bn, an3,...,aniJbn3,...,br72)|bo"ag 
where and n3 = n + l
b) and the banerjee inequality is satisfied:
Figure 8. Loop Independent Theorem.
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Given f (xi, ... ,xDl) = a0 + 2*a*x*> S (*i> • ,x„2) =
^ n2 i=lbo + ^ byxi, and Si and S2 contain array references of the form
where xy represents the normalized loop variable of loop i with Xi 
corresponding to the outermost loop, and Si and S2 are contained in 
n common loops (assumed normalized), n >= k, and the upper bounds of 
the loops surrounding Si are My and the upper bounds of the loops 
surrounding S2 are Ny (My = Ny for i <= n). The k'th loop 
surrounding Si and S2 causes a dependence only if both
a) the gcd test is satisfied:
gcd(ai-bi,a2-b2,...,a*2-b*2, a*,...,a„i,b*,...,bn2)|b0-a0 
where k2 = k - 1
b) and the banerjee inequality is satisfied:
i=l
Si- X [ f (xi, ... >X/ji) ] 
S2: X [ g (xi, ... ,x„2) ]
k-1
Figure 9. Loop Dependent Theorem.
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proof [1]. Figures 8 and 9 show the theorems from Allen and Kennedy's 
paper that are used to detect such data dependencies . The 
loop-dependent theorem states that if for a certain k, the conditions 
are satisfied, the dependency exists with a carrier of k. That is to 
say that the k'th loop caused the dependency. This kind of dependency 
is called a loop-dependent dependency. The loop-independent theorem is 
used to detect any dependencies which are caused by the order of the 
individual statements as opposed to being caused by surrounding loops. 
This type of dependency occurs within a single iteration of the loop. 
Since it is independent of the surrounding loops, it is called a 
loop-independent dependency.
Allen and Kennedy go on to show that this nesting level can be used 
to determine at which level a set of loops can be executed in parallel. 
Their discussion, however, is geared to the generation of vector code. 
Here, it will be shown how this information can be used in a 
multiprocessing environment.
First the carriers of the dependencies between every pair of array 
accesses must be computed. If a pair of accesses are to different 
arrays or the conditions for dependency do not hold, then the carrier is 
zero. The conditions for parallelism are simple. If a dependency does 
not occur with a carrier k, then the k'th loop can be executed in 
parallel. An example of how this was implemented will be given in a 
later section.
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III. MULTIBUS SYSTEM HARDWARE
In figure 1, a very general block diagram of the hardware is given. 
There are three iSBC's connected in such a fashion that cross board 
communication is possible. A host computer, namely the IBM PC-XT, gives 
the system the capability of running commercial software for development 
purposes. Each iSBC is capable of running independently of the others, 
however, when used together, they form a much more powerful machine. 
This chapter will discuss how these boards have been modified to 
facilitate the multiprocessor environment as well as communication 
between the PC and the iSBC's.
A. CROSS BOARD COMMUNICATION
The Multibus environment allows several types of cross board 
communication. First, there is the ability for one board to interrupt 
another. Second, there is shared memory as explained previously. In 
the case of this multiprocessor, both types are used. Interrupts are 
used to signal to the slave iSBC’s when they are required for parallel 
operation, and shared memory is used to pass information back and forth 
between processors. Another type of communication is a bus lock signal 
that is used to implement critical sections. A critical section is a 
section of code that accesses information which is shared with another 
Process. This will be explained in the following section. The 
remaining portion of this section will be devoted to the special 
hardware required for such communication.
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1. Interrupts. In this system, interrupts are used by iS3C one to 
tell the other iSBC's when they are needed for parallel computation. 
Figure 10 shows the portion of the Multibus system that is associated 
with interrupts. The backplane to which the three single board 
computers are connected, is simply a collection of wires that can be 
used to pass information back and forth between the computers. In 
particular, the interrupt lines correspond to pins 35 through 42 on the 
backplane connector. Initially these lines were unused, however, they 
have been connected as shown.
In order to connect the 8086 processor to the interrupt lines, some 
interfacing was necessary. On boards one and two an interface was 
needed to accept a signal from the processor and then assert that signal 
on the interrupt line: in other words, an output port. The iSBC's have 
an Intel 8255A programmable peripheral interface available which can be 
configured as a set of output ports. In particular, it has the 
capability of selectively setting and resetting individual bits of port
C. This port was originally designed to handle handshaking signals from 
a peripheral, but these qualities are also useful here. As shown, pin 
16 of the 8255A on board 1 is wired to interrupt line 1 and pin 17 of 
the 8255A on board 2 is wired to interrupt line 2. These connections 
are made via wire wrap jumpers on the boards and correspond to bits 1
2 of port C respectively. Once initialized, an 8255A can be 
accessed via address OCEH by its host processor. Therefore, processor 
one can interrupt processor two by setting bit 1 of port C on its 8255A 
and processor two can interrupt processor three by setting bit 2 on its 
8255A.
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Figure 10. Interrupt Hardware.
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On boards two and three, it was necessary to interface the 
appropriate interrupt lines to the interrupt input of the 8086. An 
Intel 8259A programmable interrupt controller (PIC) was used for this 
purpose. When an interrupt line changes to an active state, the 8259A 
will interrupt the 8086 if there is not any higher priority interrupts 
currently being serviced, otherwise the interrupt is queued until the 
processor completes the current interrupt service routine.
This implementation is very specific as to how the processors can 
interrupt each other. For example, processor one can only interrupt 
processor two, processor two can only interrupt processor three, and 
processor three can not interrupt either of the others. This 
configuration would not be sufficiently connected in the general case, 
however, for the system under discussion, it has all of the required 
capabilities.
The original implementation of the system called for board one to 
interrupt both boards two and three. This arrangement, however, led to 
problems. When board one generated both interrupts, the hardware 
interface waited for a interrupt acknowledge signal from one of the 
slave boards. Once this was received, both interrupt lines were caused 
to go inactive. The first board to acknowledge the interrupt would 
sometimes cause the interrupt lines to go inactive before the other 
board could recognize it. Thus, the slave boards would not always start 
execution of a parallel loop. Therefore, this implementation was 
discarded.
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2. Shared Memory. The shared memory capability of the system is 
used to pass data back and forth between the processors. Each iSBC has 
its own RAM which can be accessed by both the host processor and any 
other processor on the Multibus. This memory system is built around a 
three layer bus structure shown in figure 11. Each bus is capable of 
running independently of the others, however, they can interact with one 
another. A bus can only directly communicate with a bus whose level is 
adjacent to its own in figure 11. For example the on-board bus can 
communicate directly with the dual-port bus but not the Multibus 
interface. Figure 12 shows how the different busses are interconnected. 
Only the busses of two iSBC's are shown but the third has precisely the 
same structure. Notice the role of each type of bus. The on-board bus 
connects the 8086 with the I/O devices, ROM, and the dual-port bus. The 
dual-port bus is connected to the RAM along with the on-board bus and 
the Multibus. Finally the Multibus connects the different computers via 
their dual-port busses. There are other connections between computers 
through the Multibus such as the interrupts explained before, however, 
this is the portion of the system responsible for shared memory 
communication.
In order for the 8086 processor to make an access to RAM, it must 
access the on-board bus followed by the dual-port bus which is connected 
to the RAM. This type of access is accomplished through hardware so 
that the programmer need not be concerned with such activities. He 
simply programs the machine as if it only had a single-port RAM. If a 
processor wishes to make an access to another iSBC, i.e. a RAM address 
beyond 32K, it must access its own on-board bus followed by its own
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Figure 11. Bus Hierarchy.
Figure 12. Bus Configuration.
35
dual-port bus, followed by the multibus interface, followed by the 
dual-port bus of the destination iSBC, followed by the destination RAM.
3. Critical Sections. An important concept of interprocessor 
communication by shared memory is that of critical sections. Therefore, 
the system needed the facilities to implement a construct to enforce 
mutual exclusion. The standard iSBC does not have such facilities since 
there is only a single processor accessing memory. The 8086 has a lock 
prefix for its instruction set but, as will be seen later, it is not 
sufficient for this Multibus environment. The problem of a mutually 
exclusive access of the dual-port RAM relates back to figure 12 so the 
reader should keep that in mind.
The lock prefix provided for by the 8086 was meant to be part of 
the implementation of a test and set instruction, as demonstrated in 
figure 13. This prefix causes the 8086 to assert its bus lock signal 
for the duration of the execution of the instruction. Thus if the lock 
prefix is placed before an XCHG, a simple semaphore operator can be 
implemented [9]. However, this technique can not be used on an iSBC, 
because of the several different layers of busses. The bus lock output 
of the 8086 effectively gets or'ed with another signal called the bus 
override signal. On a standard iSBC, the bus override signal is wired 
to a 5 volt source which holds it inactive since it is an active low
line.
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Check: MOV AL, 1LOCK XCHG Sema,ALTEST AL, AL
JNZ Check
MOV Sema,0
*Ure 13• implementation of a Test
;set AL to 1 (implies locked) 
;test and set lock 
;set flags based on AL 
; retry if lock already set
;clear the lock when done
j
Set Instruction with Lock Prefix
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If a host processor is accessing data from its own memory, and 
another processor begins accessing this memory through the dual-port, 
the memory accesses are interleaved between the host processor and the 
secondary processor. If the primary processor then wishes to lock out 
all other processors, it must do so at the Multibus interface. Figure 
14 shows how the 8086 lock signal and the bus override signal are 
interfaced to the Multibus (the BUSY line is a signal on the Multibus 
backplane). All three iSBC's have this circuit on the board. Notice 
that the signals are inputs to the Intel 8289 Bus Arbiter chip. In 
order for either the lock or the override signal to propagate through 
the 8289, to the BUSY bit, an access must be made to the Multibus [10]. 
This is a characteristic of the 8289. Although its inputs indicate that 
the Multibus should be locked, it will not assert the BUSY signal until 
a cross board access is made. It is this BUSY signal that prevents 
other processors from accessing any memory via the Multibus.
This is the reason that the lock prefix is not suitable for this 
application. Notice that in order to use it, the processor must assert 
its lock prefix, make a cross board access so that the lock signal 
propogates through the 8289, and finally make the access in its critical 
section. This sequence of instructions can not be used to implement 
critical sections because the lock signal from the 8086 will be inactive 







Figure 14. Hardware Associated with Mutual Exclusion.
39
In order to solve this problem, another bit of output port C of the 
8255 was used. Here, the bit is wired to the bus override signal as 
shown in figure 15. The inverters used were those of several interrupt 
lines currently not being used. The numbers preceeded by an 'E' 
represent wire wrap pins on the iSBC's. The inverters were wired into 
the circuit after it was discovered that the 8255's placed the bits of 
port C in a state such that the Multibus was locked after reset, 
rendering the system useless until the bits were manually reset. By 
using the inverters, the sense of the lock signals were reversed but the 
operator is no longer required to manually reset the bus lock bits of 
each of the 8255's.
In order for a program to access a critical section, it must first 
assert a bus override signal by setting bit 0 of port C on the 8255. 
Then it must make an access to a memory location across the Multibus 
(i.e. address beyond 32K). Finally it can access the critical section 
as long as is necessary. Once completed, it must relinquish control of 
the bus by resetting bit 0 of port C.
B. SYSTEM MONITOR
The connection between the host IBM PC and the primary iSBC is a 
9600 baud serial communication line. This connection serves a dual 
purpose. First it allows the PC to act as a terminal for use with the 
system monitor. Second, it is used to download programs to the Multibus 
system. When used as a terminal, the PC must utilize a terminal 















k  1 1
k E69 E35
------1----- >------- 1--------- 1----------
□ VERR ID E  1
□ VERR ID E  2
OVERRIDE 3
Figure 15. New Connections to Facilitate Critical Sections
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on the iSBC which in turn is used to actually execute programs on the 
computers.
Each of the single board computers has a system monitor which 
resides in ROM at the very top of the address space. With this monitor, 
the operator has access to routines that can move blocks of memory, 
modify registers, and display the contents of registers or memory. 
These are a few of the the many services provided by the monitor. The 
commands that are useful in running programs on these systems are shown 
in figure 16.
Assuming each iSBC is correctly connected to a terminal, they will 
each be in control of their monitor when the system is powered up or 
after system reset. After a reset, the monitor begins to output a 
constant stream of asterisks. This is to assure that the communications 
between the boards and terminals is in order. To gain control of the 
system, type a capital 'U', at each terminal. This signals that the 
operator is prepared to use the computers. As explained above, the PC 
must be running KERMIT in order for it to be used as a terminal. At 
this point the operator can use any of the monitor commands to prepare 
the computers for the execution of a program.
-+Z.
G Go Transfer control of 80S6 CPU to user program. 
G [<start addr>] [,<break addr>]
N Single Executes one instruction at a time.
Step N [<start addr>],
- Continue executing instructions one at a time by 
typing
D Display Display the contents of memory.
D [X] [<addr>] [;;num]
- Use X to disassemble memory
- num indicates number of bytes to display




- execute from 70:100 to 70:1X8 
N70:100,
- single step starting at 70:100 
DX70 : 100//30
- disassemble starting at 70:100 for 30H bytes 
M7 0 : 100//7000,870 : 100
- block move from 70:100 to 870:100 for 7000H bytes
i
[Figure 16. Some Useful Monitor Commands.
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IV. SYSTEM SOFTWARE DESCRIPTION
The configuration of the software system is shown in figure 4. It 
consists of three main programs: COMPILER, ANALYZE, and TRANSLAT. This 
set of programs converts a MYL source program to a set of three parallel 
routines of 8086 machine language that can be executed on the hardware 
described in the previous section. The remainder of this chapter will 
be devoted to a detailed description of these programs as well as the 
run time environment on the Multibus system. The programs were 
developed on an IBM PC using Turbo PASCAL.
A. COMPILER
As mentioned before, the compiler program was written as a series 
of class projects. It compiles MYL source code that is described by the 
grammar in appendix A. It utilizes a simple recursive descent parsing 
technique and generates an intermediate language file which is a set of 
quadruples. Each quadruple consists of an operator field followed by 
three operand fields. The set of intermediate instructions with their 
operands is shown in appendix B. Any further description of the 
compilation process would not be appropriate here. However, a detailed 
description of the information pertinent to the detection of parallelism 
which is extracted by the compiler will be given.
The main information extracted from the source program by the 
compiler, outside of the intermediate code file, is the coefficients of 
the subscript equations used to access arrays. This information is 
vital to the efficient detection of possible data dependencies between
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array accesses within a loop. It is these coefficients that are used in 
the GCD test and the modified Banerjee's inequality which were developed 
by Allen and Kennedy [1].
In order to facilitate the dependency analysis, it was decided to 
restrict the subscript equations to a linear equation of the induction 
variables corresponding to the loops surrounding the array access in 
question. If this restriction were not imposed, then detection of the 
data dependencies would be far more expensive than the extra parallelism 
is worth. Since the most common uses of arrays involve linear 
equations, such an assumption is not too drastic.
Since the subscript equations are linear, they can be represented 
as the sum of a set of variables, each multiplied by its associated 
coefficient, plus a constant terra. The coefficients just mentioned are 
not simply the coefficients from the source code. To the contrary, the 
equations given in the source code for an array access must be converted 
from a set of equations corresponding to the multiple dimensions of the 
array, to a single equation used to access the consecutive set of 
locations in memory. This conversion is identical to the conversion 
necessary for code generation. Consequently, these conversion processes 
follow one another very closely in the source code of the compiler.
The derivation of the coefficients of the single equation mentioned 
above, which will now be called the final array equation, presents some 
problems to the compiler. The compiler must accept equations consisting 
°f variables, therefore, it must manipulate the equations symbolically. 
The following paragraphs will demonstrate the methods and data
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structures used to symbolically extract the coefficients of the 
subscript equations. Before attempting to understand the following 
discussion, it is recommended that the reader refer to appendix A and 
ascertain exactly how the grammar represents expressions.
The first important characteristic of the subscript equations is 
the fact that they are represented as a summation of terms. Since 
addition is associative, as the terms of the equation are found, they 
can be pushed onto a stack structure. Once all terms have been located, 
all elements of the stack can be added together to form the final array 
equation. The terms of the equation may involve variables, so the stack 
must be general enough to accommodate them. Each element of the 
symbolic stack, therefore, represents a term of the form a * x + b. 
Here, a and b are constants while x designates a variable. This 
structure is shown in figure 17.
The structure consists of three main parts. First, the array of 
terms is called SSExpr.coeffs . This is a field in the record SSExpr 
which is used to describe each of the array accesses in the program. 
While a particular array access is being processed, the information is 
stored in the record SSexpr. Once the information is complete, this 
record is written to the subscript data file and then cleared for use 
with the next array access. The actual filename on disk is the source 
file name concatenated with the extention '.SS'. The second part is the 
actual stack structure called SSStack. This array is a set of elements 
each of which defines an element of the symbolic stack. For example, if 
fhe third element in SSStack contains the values five and eight, that
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S S E x p r.co e f f  s




ArrayType = array [1..10, 1..5] of integer;
var
x : ArrayType; 
a, b : integer;
begin









Figure 18. Symbolic Stack Example.
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would indicate that the third element of the symbolic stack would 
comprise the fifth through the eighth elements of SSExpr.coeffs. The 
top of the symbolic stack is indicated by the variable SSTop which is a 
pointer into the SSStack array.
Now an example will be given to demonstrate how the data structure 
is used. Assume that a program is given where an array X is defined as 
shown in figure 18 and that it is accessed later in the program at 
statement SI. During code generation, the compiler must generate code 
to evaluate the final array equation. As the compiler parses the 
subscript equations of statement SI, the first term that it sees is 2 • 
a, so that is put onto the symbolic stack as shown in figure 18.b. Now 
in order to access the array properly, this term must have the lower 
bound of the dimension associated with it subtracted from it. Then it 
must be multiplied by the range of the next lowest dimension. The 
results of these two operations are shown in part c of the figure. When 
the next subscript equation is parsed, 3 * b - 1 is placed at the top of 
the symbolic stack as shown in part d. Again, the lower bound of the 
corresponding dimension must be subtracted from the top of the stack as 
shown on part e. This is the representation of the final array- 
equation. Since all elements of the array are added together, the 
current stack contents represent 8a + 3b - 6.
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B . ANALYZE
Analyze is the program that actually does the detection of 
parallelism within a routine. Its primary inputs are the intermediate 
code file and the subscript information file both of which are produced 
by the compiler. Its task is to determine the portions of the 
intermediate code file that can be executed in parallel, and generate 
three intermediate code files corresponding to the three target 
processors. The first task of the analyzer is to construct a flowgraph 
of the program. This is similar to a flowchart that a programmer would 
draw during the design of a program. Once this is built, all of the 
loops in the program are located. Then comes the dependency analysis. 
Each loop is tested for dependencies within it to determine if it can be 
distributed across the processors. If dependencies are found, then 
parallel execution is not possible. Finally, based on the information 
generated above, parallel code can be generated.
1. Construction of the Flowgraph. Flowgraphs are a common 
construct among all compilers that wish to do code optimization. The 
code is divided into blocks onto which directed arcs are placed to form 
a directed graph. The blocks, called "basic blocks", are not arbitrary. 
They are maximal sets of instructions such that no entry is made into 
the block except at the first instruction, and once entered, all 
instructions in the group are executed sequentially [6]. The flowgraph 
is then constructed by considering each block as a node, and each 
possible transfer of control, a directed arc.
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The data structure used to represent a node in the flowgraph is 
called NODE and is shown in appendix D. It contains the instruction 
number of the first instruction, FIRST, and the number of instructions 
in the block, NUM_STMTS. In addition to this information, there are two 
pointer fields used to point to a chain of successors and a chain of 
predecessors. The actual flowgraph is built in a sequence of three main 
steps. This approach closely follows the algorithm given on page 659 of 
[16]. First, the first statement of each of the basic blocks is 
determined. Second, the basic block associated with each first 
instruction is located. Finally, the directed successor arcs are added 
as indicated by the flow of control from the bottom of each of the basic 
blocks. The actual code implementing this algorithm is shown in the 
routine called CONSTRUCT.
As an example, consider the simple program shown in figure 19. 
This is a simple program with a pair of nested loops containing two 
array references. The intermediate language generated for this program 
by the compiler is shown in figure 20. Finally, figure 21 shows the 
flowgraph of the example program generated by ANALYZE. The reader 
should study these three figures until he is convinced that he 
recognizes the correlation between the intermediate language and the 
flowgraph. 2
2. Location of Loops. The next phase in the analysis of a program 
is the location of all of the loops in the program. A program loop is 
subgraph of the program flowgraph with the following three properties. 




ArrayType = array [1..10, 1..5] of integer;
var




while i <= 10 do
j := i;while j <= 5 do
a [ i + 1, j ] : = a [ i, j ] ; 
j *•= j + l;end { while j } 
i : = i + 1; 
end { while i }
end.
Figure 19. An Example Program.
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Listing of Executable File for example. OBJ
Inst Address 1 Address 2 Address 3
Fid 1 Fid 2 Fid 1 Fid 2 Fid 1 Fid
0 call -1 2 -3 0 -3 52
1 jump -1 2
2 stor - 3 1 0 0
3 lie -3 10 0 0 -2 0
4 jpfls -2 0 -1 25
5 stor -3 1 0 1
6 lie -3 5 0 1 -2 0
7 jpfls -2 0 -1 o o2-  L.
8 add 0 0 -3 1 _  2 0
9 sub -3 1 -2 0 -2 0
10 mul _  2 0 -3 5 _  2 0
11 sub -3 1 0 1 -  2 0
12 add _  2 0 -2 0 -2 0
13 sub -3 1 0 0 -2 0
14 mul -2 0 -3 5 -  2 0
15 sub -3 1 0 1 -2 0
16 add _  2 0 _ 9 0 -2 0
17 iload 0 2 -2 0 -2 0
18 istor -2 0 -  2 0 0 2
19 add 0 1 -3 1 -2 0
20 stor -2 0 0 1
21 j u m p -1 6
22 add 0 0 -3 1 -2 0
23 s tor -2 0 0 0
24 j u m p -1 3
25 return -3 0
Figure 20. Intermediate Code File For Example.
Flowgraph for file example
Block F irst Number
Number Stmt Stmts
1 0 1 2
2 2 1 9
3 1 1
4 25 1
5 5 1 8
6 22 3 9
7 8 14 8
8 6 2 6
9 3 2 4
Region 1: 5 6 7 8 9




Figure 21. Flowgraph of Program CompilerExample.
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other node in R (strongly connected subgraph). Second, any path from a 
node outside R to a node in R must go through a single node in R called 
the entry node (the subgraph has a single entry point). Third, if the 
initial node i of G is in R, then i is the entry node for R. Henceforth 
a program loop will be called a region.
The desired quality of this structure as opposed to others is that 
nested loops can be represented. Other structures from graph theory, 
such as strongly connected subgraphs do not have all of the 
characteristics necessary to represent loops. A strongly connected 
subgraph does not allow the representation of nested loops. Therefore, 
regions are the logical choice for representing program loops . Notice 
that in figure 21, two regions were located. Each one corresponding to 
one of the while loops in the original source program.
The procedure in ANALYZE that locates these regions is called 
Find_Regions. It can be seen in appendix D. The algorithm used is 
based on the one given by Tremblay and Sorenson on page 676 [16] . 
First, the algorithm numbers the basic blocks in depth first order. A 
depth first order is generated by sequentially numbering the flowgraph 
nodes. Starting with block one, the node is numbered (.visited) and a 
child is chosen from which a depth first search is initiated. When a 
node is reached such that all children have been visited, backtrack to 
the parent of the current node. The process terminates when all nodes 
have been visited. ANALYZE then locates all arcs in the flowgraph that 
are back arcs. Back arcs are arcs whose heads are ancestors of their 
tails in a depth first search tree. These back arcs are in turn used to
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define each of the regions . The back arcs are the only ones where the 
tail node has a higher value than the head node under the depth first 
ordering. As an example, refer to figure 21. Each of the nodes are 
labeled by an ordered pair, <basic block number, depth first order 
value>. Notice that the back arcs indeed have that quality. Thus the 
two regions of the program are defined as sets of basic blocks. The 
first one being, {5, 6, 7, S, 9} and the second is {7, 8} where the 
second is a subset of the first.
3. Location of Data Dependencies. The next step of ANALYZE is the 
location of data dependencies. The only type of data dependencies that 
it attempts to find are those involving array references. Other 
dependencies such as those involving scalar variables are not 
considered. A logical extension to this system would be the automatic 
detection of scalar dependencies which inhibit parallelism. With all of 
the loops defined, the analyzer needs to check for a dependency between 
every pair of array references contained in a common loop. The tests 
used here are precisely those defined by Allen and Kennedy as shown in 
figure 9.
A version of the routine that actually does the dependency testing 
is shown in pseudo code in figure 22. The actual code can be seen in 
appendix D in a procedure called Dependence_Analysis. For every pair of 
array references, it tests for a loop dependent dependency corresponding 
to each of the loops surrounding both accesses. The loops causing a 
dependency between this pair of accesses are not considered as 
candidates for parallel code.
O O
for i = 1 to NumSS do
for j = 1 to NumSS do (* check all pairs of array refs *)
Determine type of dependence
for k = 1 to #SharedLoops do
(* outermost loop first *)
Check for loop-dependent dependence with carrier k
- save this information in NLARRAY
Check for exceptions to dependence rules
- if subscript equations are identical, no dependence
Figure 22. Pseudo Code Version of Dependence Analysis Routine.
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The implementation of the dependency theorem shown in figure 9 is a 
pair of boolean functions nested inside of the procedure 
Dependency__Analysis. The first called GCD_Test and the second, 
Banerjee Test. Each of these routines implements both the 
loop-dependent as well as loop-independent tests as designated by a 
parameter. The GCD_Test utilizes Euclid's algorithm for calculating the 
greatest common divisor [12]. The Banerjee_Test implements each term of 
the inequality separately. Once all terms are evaluated, the actual 
test for inequality is made in the final statement.
The major output of this step in the analysis is a set containing 
the regions that are candidates for parallelism. Each region in which 
no dependencies were located is placed in a set variable called 
PRegions. This information is then used to generate the parallel 
intermediate code files.
There is an exception to the loop-dependent theorem. If two array 
accesses have identical subscript equations, then the dependency 
conditions will hold but they do not inhibit parallelism. Therefore, 
the subscript equations are checked for this situation. If found, the 
dependency is said to occur with a carrier zero. 4
4 . Generation of Parallel Intermediate Files. Once the
dependencies are located in a program, the problem of generating 
parallel code becomes almost trivial. Figure 23 shows a pseudo code 
version of the parallel code generator. It copies code from the
d  a
repeat
Locate next parallel loop in PRegions
Copy code from original .OBJ file to the .OBI file from the 
current instruction to the top of the next loop
Generate pre-loop synchronization code
Copy body of loop to all three .OBx files
Generate post-loop synchronization code
until all parallel loops processed
Copy the remaining code to .OBI file
Figure 23. Pseudo Code Version of Parallel Code Generator.
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original intermediate language file to the three parallel files while 
adding sychronization code where necessary.
This process scans sequentially down the original intermediate code 
file until a parallel loop is found. When one is located, 
synchronization code is added before the loop, the body of the loop is 
then copied to all three boards, finally synchronization code is added 
after the loop. Then the original code is scanned again until another 
parallel loop is found. This technique distributes the outermost loop 
that is eligible for parallel processing. It looks for the outermost 
loop in order to increase the amount of parallelism and decrease the 
amount of synchronization. For example, consider a pair of nested loops 
which are both candidates for parallelism. If the inside loop were 
distributed across the processors, then the synchronization code would 
have to be executed once for each iteration of the outer loop. If, 
however, the outside loop were distributed across the processors, the 
synchronization code would only have to be executed once. Thus the 
outermost loop is the logical choice of the two loops.
Figures 24, 25 and 26 show the parallel intermediate code files 
generated for the example shown in figure 19. Notice that the only code 
generated for boards two and three is the synchronization code and the 
body of the loop to be executed in parallel. The code associated with 
the outer loop, the one which is not run in parallel mode, does not 























































Listing of Executable File for example.OBI
Inst Address 1 Address 2 Address 3
Fid 1 Fid 2 Fid 1 Fid 2 Fid 1 Fid 2
call -1 O -3 0 -3 52
j ump - 1 o
stor -3 1A 0 0
lie -3 10 0 0 * 2 0
jpfls -2 0 - 1 O 2
fire _ n n - 3
stor -3 1 0
lie -3 1 0 l - o 0
jpfls -2 0 - 1 23
add 0 0 -3 l _ 2 0
sub -3 1 _ n 0 _ o 0mul _ O 0 5 _ o 0
sub -3 1 0 1 ^ n 0
add -2 0 _ o 0 0
sub -3 1 0 0 0mu 1 _ t 0 -3 5  ̂n 0
sub -3 1X 0 1 — 0
add _ o 0 p 0 __ >-» 0
i load 0 o . 2 0 ^ O 0
is tor _ n o _ 2 0 r. o
add 0 -3 1 „ n 0
stor . 2 0 0
jump - 1 7
synch
add 0 0 1 _ o 0
stor _ n  x. 0 0 0
j ’J m p - i 1
return _ o 0
igure P a r a l l e l or Example.
Listing of Executable File for example.0B2
Inst Address 1 Address 2 Address 3
Fid 1 Fid 2 Fid 1 Fid 2 Fid 1 Fid 2
0 call -1 1 -3 0 -3 0
1 jump -1 1
2 cpstk
3 stor -3 2 0 14 lie -3 3 0 1 -2 0
5 jpfls -2 0 -1 206 add 0 0 -3 1 -2 07 sub -3 1 -2 0 -2 0
8 mu 1 - 2 0 -3 5 _ 2 0
9 sub -3 1 0 1 - 2 010 add - 2 0 -2 0 -2 011 sub -3 1 0 0 -2 012 mul -2 0 -3 5 - 2 013 sub -3 1 0 1 -2 014 add -2 0 -2 0 _2 015 iload 0 2 -2 0 -2 016 is tor _ 2 0 - ? 0 0 o17 add 0 1 -3 1 - 2 018 stor -2 0 0 119 jump -1 4
20 synch
21 iret
Figure 25. Parallel File 2 for Example.
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Listing of Executable File for example.0B3
Inst Address 1 Address 2 Address 3
Fid 1 Fid 2 Fid 1 Fid 2 Fid 1 Fid 2
0 call - 1 1 -3 0 -3 0
1 jump -1 1
2 cpstk
3 stor -3 3 0 1
4 lie -3 5 0 1 -2 0
5 jpfls -2 0 - 1 20
6 add 0 0 -3 1 -2 0
7 sub -3 1 -2 0 -2 0
8 mul _ o 0 -3 5 - 2 0
9 sub -3 1 0 1 -2 0
10 add -2 0 -2 0 -2 0
11 sub -3 1 0 0 _ 0 0
12 mul -2 0 -3 5 -2 0
13 sub -3 1 0 1 -2 0
14 add _ 9 0 . 2 0 _ O 0
15 iload 0 2 -2 0 -2 0
16 istor _ 2 0 -2 0 0 o
17 add 0 1 -3 1 -2 0
18 stor -2 0 0 1
19 j ump -1 4
20 synch
21 iret
Figure 26. Parallel File 3 for Example.
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C. TRANSLATE
The last step needed to be able to run the program directly on the 
iSBC's is to translate the intermediate code files into 5086 machine 
language. The program responsible for this is called TRANSLAT. Its 
algorithm is very straight forward. It simply translates all of the 
intermediate instructions, one at a time, into a set of 8086 
instructions. Two passes must be made through the intermediate file in 
order to resolve any forward references that may have been encountered. 
All I/O is handled by setting up a parameter table on the stack then 
calling an I/O driver that was written using the Microsoft Macro 
Assembler. The Translate program is shown in appendix E, while the I/O
driver is in appendix F.
D. RUN TIME ENVIRONMENT
The run time environment of this system can be described in three 
main sections. The first main section is the management of the run time 
stack. The stack is the basis for all memory management as well as 
interprocessor communication. Second, is the synchronization code. 
This code is responsible for properly synchronizing the execution of all 
processors along with implementing interprocessor communication. 
Finally, the I/O drivers will be discussed. They are simply a set of 
routines which were written specifically for the iSBC environment.
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1. Run Time Stack Format. The stack is responsible for storage of 
all variables, parameters, and display areas. These items are 
collectively referred to as a frame. The display area contains 
information necessary to access variables that are declared globally to 
the routine currently being executed. Figure 27 shows how the stack is 
laid out. When a procedure gains control, the stack will have the 
format shown. Cframe is the variable representing the current frame 
■pointer and points to the top of the frame as in the figure. The field 
marked "last Cframe" is called the dynamic pointer. It points back to 
the previous frame. The dynamic pointer is followed by n + 1 pointers. 
The first is a pointer to the frame of level 0, the second points to 
the frame of level 1, and so on up to level n (the level n pointer 
points back to the current frame). Space for the local variables is 
allocated after the level n pointer. The parameters that were passed to 
the procedure appear above the current frame pointer as shown.
As an example, consider an instruction with a static level of 
nesting equal to one. The static level of nesting refers to the number 
of nested procedures surrounding a particular instruction. A main 
procedure has a static level of zero. A procedure nested within a main 
procedure has a static level of one. If an instruction, with a static 
level of one, accesses a variable declared in the main procedure, it 
must use the pointer fields in its display area in order to calculate 
the operand address. The level 0 pointer in the display points to the 
frame corresponding to the main procedure. Therefore, using the level 0 
pointer as a base address and adding the variable offset, the desired 
variable can be accessed.
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Di s pl ay  f r o m  
l a s t  f r a m e
Figure 27. Run Time Stack Layout.
This stack structure is maintained primarily by two intermediate 
language statements. First, the call instruction builds the frame 
before transfering control to the procedure. Inside the procedure, the 
current frame pointers for the various levels are used to calculate the 
address of the variables outside the current scope. The return removes 
the frame from the stack and in the case of a function, places a return 
value on the stack. The code which builds the stack frame can be seen 
in appendix E. The code generated for an intermediate language return 
instruction immediately follows the code for the call instruction.
2. Synchronization Code. The synchronization code was mentioned 
briefly in a previous discussion on the translation process. This is 
the code that generates interrupts, implements critical sections, and 
passes data between processors. When a loop is determined to be a 
candidate for parallel execution, during code generation, the body of 
the loop is placed between two different sets of synchronization code. 
The set of code before the loop manages interrupts and passes the run 
time stack from board one to boards two and three. The set of code 
following the loop is responsible for making board one wait until boards 
two and three complete.
Figure 28 demonstrates how the synchronization code is implemented 
t l̂e intermediate language files. On board one, the body of a 
Patallei loop is placed between a FIRE instruction and a SYNCH 
^struction. On the other two boards, the loop body is between CPSTK
°Py stack) and SYNCH instructions. The notation shown with the loop 
body rpnPresents the range of the loop variable where N is the upper
iSBC 1 iSBC 2 iSBC 3
FIRE CPSTK CPSTK
loop body loop body loop body
[1, N/3] [N/3, 2N/3] [2N/3, NJ
SYNCH SYNCH SYNCH
Figure 28. Implementation of Synchronization Code.
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bound on the original loop variable. The FIRE instruction initiates 
board two by generating an interrupt. Figure 29 presents the operation 
of the instruction. Notice that it first sets two synchronization 
locations to zero. These locations are in RAM on iSBC one and are used 
by the system to determine when all three boards have completed a 
particular loop. This will be discussed further when the SYNCH 
instruction is introduced.
The next task of the FIRE instruction is to load the proper 
information to boards two and three. This information is necessary in 
order for the other two boards to set up the proper environment prior to 
the execution of the loop. For instance, when board two receives an 
interrupt, it needs to know which loop it is to execute. It also needs 
the stack that has been built on board one. Otherwise, the secondary 
boards will not have the proper values for their variables. Therefore, 
it is the responsibility of board one to place this information into the 
memory of boards two and three.
Finally, the FIRE instruction must generate an interrupt for board 
two. This is accomplished by setting bit one of port C on the 8255A 
programmable peripheral interface (PPI). The S255A has the capability 
of selectively setting and resetting individual bits of this port. The 
reader is referred to the Intel Microsystem Components Handbook for a 
more detailed description of this feature [10]. This code can be seen 
in appendix E .
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Set synch locations to 0 
board 2 location 
board 3 location
Move information to board 2
location to which board 2 should jump 
current stack pointer
- current frame pointer
Move information to board 3
location to which board 3 should jump 
current stack pointer 
current frame pointer
Generate interrupt for board 2






(107 OH:7 8FEH) 
(10 7 OH:7 8FCH) 
(1070H:78FAH)
Figure 29. Fire Instruction Operation.
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The instruction CPSTK stands for 'copy stack' and does exactly 
that. It uses the information passed by board one to calculate the size 
of the stack and copy it from board one's memory to its own. This is 
accomplished by the MOVS instruction on the 8086. CPSTK also loads its 
stack pointer with that of board one, along with its current frame 
pointer. Another responsibility of CPSTK is to interrupt board three. 
This is done in precisely the same manner as it was done on board one. 
This interrupt is generated here rather than on board one because of 
hardware problems described on page 31.
Finally, the SYNCH instruction is placed at the bottom of all 
parallel loops. It guarantees that board one will wait for boards two 
and three to complete before it continues execution. Figure 30 shows 
the operation of the SYNCH instruction on the three boards. Notice that 
board one must access the synchronization locations via a critical 
section. It must lock the bus during the exchange operation in order to 
prevent either board two or three from gaining access to the bus and 
loading the synchronization location with an invalid value. If this 
were to happen, board one would hang up in an infinite loop waiting for 
one of the other boards to complete. The code that implements the synch 
instruction is shown in appendix E. 3
3. Input - Output Drivers . The iSBC's do not have any operating 
systems functions which are callable from an application. It was 
necessary, therefore, to write I/O drivers to support the iSBC 
environment. These drivers were written in 8086 assembler using the 
Microsoft Macro Assembler. A listing of the code is in appendix F. It
7 i
B O A R D  1
Move 0 to ax register 
repeat
Lock the Multibus
set bit 0 of port C on 8255A 
make access over Multibus
Move 0 to ax register
Exchange ax register with location 70H:78FCH
Unlock the Multibus
reset bit 0 of port C on 82S5A
until ax register is 1
Move 0 to ax register
repeat
Lock the Multibus
set bit 0 of port C on 8255A 
make access over Multibus
Move 0 to ax register
Exchange ax register with location 70H:78FEH
Unlock the Multibus
reset bit 0 of port C on S255A
until ax register is 1
B O A R D  2
Move 1 to location 187OH:73FCK
1870H is offset of board 1 from board 2
B O A R D  3
Move 1 to location 1S70H:78FEH
1B70H is offset of board 1 from board 3




simply consists of two main routines, an input routine at address 2DEK, 
and an output routine at 3A0H. The routines were written so that they 
can detect if they are being executed on an IBM PC or an iSBC in order 
that they may handle I/O accordingly. For example, on the PC, I/O is
handled through the DOS interrupt 21H. On the iSBC, the driver must
access the 3251 communications chip directly.
The facilities for running on the PC were added during the
debugging stages. When running on the PC, it was possible to use a
debugger that was much more powerful than that on the iSBC monitor. The 
PC, however, is only capable of running the sequential code. Once the 
program is broken up into parallel routines, the PC can no longer run 
it.
E. SYSTEM OPERATION *1
The following is a description of the system as a whole. It will 
describe the procedures necessary to operate the Multibus system that 
has been presented in this thesis.
1. Powering Up and System Checkout. In order to make the system 
operational, one needs to switch the power on to each of the individual 
units (i.e. the PC, the two terminals, and the Multibus system card 
cage). Once everything is turned on, the terminals attached to iSBC's 
two and three should be displaying a continuous stream of asterisks. If 
not, there is a communication problem and the reader should refer to the 
iSBC hardware reference manual for more details [8]. Otherwise,
73
everything is fine. In order to stop the asterisks, and gain control of 
the monitor programs, type a capital ' U ' on the keyboard of each of the 
terminals. This should render a prompt from the monitor indicating that 
it is ready for more input. Now, on the PC, type 'KERMIT'. This will 
cause the PC to run the kermit program which is a terminal emulator. 
Then the operator can gain control of board one by again typing another 
capital 'U' . Exit Kermit by typing cntl-] followed by a 'C ' followed by 
a V  .
2. Entering The Program Source and Compilation. The source 
program can be entered with any standard editor. The editor from Turbo 
Pascal is on the system and is sufficient. The source file should have 
an extension of '.src'. Once the source is entered, the compiler can be 
executed. This is accomplished by typing the line 'COMPILER NAME' on 
the command line of the PC. Here the name of the source file is 
'NAME.SRC1, however, 'NAME' could be replaced with any valid DOS file 
name. The compiler will generate three files as described previously. 
The listing file can be checked for error messages. 3
3. Using Analyze. After the compiler has been executed, the next 
step is to execute the program 'ANALYZE'. Do this by typing 'ANALYZE 
NAME'. Analyze will then use the intermediate code file, 'NAME.OBJ', 
and the subscript data file, 'NAME.SS', and do the dependency analysis. 
Upon completion of the analysis, it will generate three parallel 
intermediate code files, 'NAME.OBx', where x will be 1, 2, and 3.
74
4. Translating to 8086 Machine Code. At this point, the operator 
has a choice. He can either generate a sequential 8086 code file which 
runs on a single iSBC (or the PC). Or he can generate three parallel- 
8086 code files. For the single sequential file type 'TRANSLAT NAME i'. 
For three parallel files, type 'TRANSLAT NAME 3'. The output of the 
program is the 8086 machine code files. The sequential file is called 
'NAME.CMJ' while the parallel files are called 'NAME.CMx', again where x 
stands for 1, 2, and 3.
5. Downloading Files and Execute. Downloading files from the PC 
to the iSBC's is accomplished via the serial communication line between 
the PC and iSBC one. The iSBC must utilize a short bootstrap routine 
which accepts bytes from the communication line and puts them into 
memory. In order to facilitate the procedure, a batch file called 
'DL.b a t ' was produced. It is shown in figure 31. The first thing it 
does is enter KERMIT. If it is outputting asterisks, type a capital 
' U1 . This guarantees that the monitor has control of the iSBC. When 
KERMIT exits, the batch file copies a bootstrap routine into the memory 
of the iSBC. The routine is loaded at location 70H:0H. Then KERMIT is 
entered again. Now the operator must execute the bootstrap loader by 
typing 'G70:0'. This tells the monitor to let the iSBC begin executing 
at location 70:0, thus the iSBC is ready for a file to be downloaded. 
After the operator exits KERMIT, the file specified on the command line 
of the DL command is copied to the C0M1 port of the PC. Thus as the PC 
outputs each byte, the iSBC places them into memory. When the copy is 




COPY BOOTLDR COM1 
KERMIT




Figure 31 Download Batch File.
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is still running the bootstrap routine. So, in order to once again gain 
control, the Multibus system must be reset. Do this by pressing the 
reset button on the Multibus card cage. The iSBC's should now be 
outputting asterisks again, so type a capital 'U*. The file has been 
downloaded to the memory of board one. If the file was meant for board 
one, the download is complete. If, however, it was meant for board two 
then type * m70: 100//7000, S70: 100' and if it was meant for board three 
then type ' m70: 100#7000,1070: 100' . These commands copy board one’s 
memory to one of the other two boards. This process is repeated for 
each of the three parallel files. 6
6. Executing the Programs on the iSBC's. With the machine code 
files downloaded, the only thing left to do is execute the programs. 
This is a four step process. First, enter KERMIT and type the command 
g70:100,148 1 . This tells iSBC one to execute the code between the 
addresses 70:100 and 70:148. This section of code is responsible for 
initialization of items such as interrupt controllers, output ports and 
s° on. Second, on the terminal attached to board two type the command 
G70:100'. This says begin execution at address 70:100. Board two is 
now running in a tight loop waiting for an interrupt from board one. 
Third, type the same command on board three. Finally, type the command
* pi Iti on board one. The system should now execute the program.
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V. RESULTS AND CONCLUSIONS
The system described above is complete in the sense that it is 
capable of compiling a program written in a language without parallel 
constructs and running it on a multiprocessor. It has serious 
limitations in two main areas. First, it is not easy to use. The 
system was developed for the purpose of research. The man-machine 
interface, therefore, was somewhat neglected. Secondly, the parallelism 
detected is limited. The system only attempts to detect parallelism in 
loops. Parallelism in scalar equations is not considered. Even more 
important, the system does not attempt to restructure code to break the 
dependencies that exist. The following sections outline some of the 
results obtained from this research.
A. DETECTED PARALLELISM
The purpose of this compiler was to apply some techniques used in 
vectorizing compilers, to compilers targeted to parallel processors. In 
particular, loops are analyzed to determine whether or not there are 
data dependencies between array accesses. Scalar variables are not 
considered. A straight forward extention to the system would be to test 
for data dependencies of scalar variables as well.
An example of the type of parallelism that is detected is 
operations on arrays. For example, the multiplication of two matrices 
can be coded so that the entire operation can be distributed across the 
three processors. Array operations that are very complex will generally 
contain data dependencies which in turn inhibit the generation of
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parallel code. Therefore, when there are simple operations that are to 
be used on a set of elements in an array, there is a greater chance of 
potential parallelism. Thus, the classes of programs that do a lot of 
array manipulation are the ones targeted by this research.
The program ANALYZE uses the subscript equations and. loop 
constructs to detect parallelism. It does not consider scalar variables 
at all. Therefore, loops that are used to produce a result in a scalar 
variable, can not be distributed across the multiple processors. The 
system, however, does not detect this condition. Therefore, any time a 
scalar variable is used in a loop to hold a partial result between loop 
interations, the system may produce incorrect results. Another 
limitation of the system is that parallel code is only generated for 
loops in the main routine. Adding the capability of parallelism in 
procedures and functions would be a straight forward extention to the 
system.
B. PERFORMANCE
The performance of the final code produced by this system is 
extremely good for the small programs that were used to test the system. 
The synchronisation involved in the interprocessor communication proved 
to be at an acceptable level. For example, the matrix multiplier 
mentioned above had a speedup of 2.5 when executed on the three
processors.
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The copy stack operation is by far the most expensive operation in 
the synchronization code. In order to understand how the size of the 
run time stack effects performance, the program was run several times 
with different stack sizes. The stack size was varied by defining more 
arrays in the program. This increases the storage requirements for 
variables which in turn increases the run time stack size. The results 
of this experiment are shown in figure 32. As the stack size increases, 
the performance drops quickly. This leads one to believe that the 
typical block structured environment may not lend itself to parallel 
processing. Perhaps future research could attempt to answer the 
question of how to solve this problem.
C. CONCLUSION
The purpose of this research was to exploit the notion of implicit 
parallelism in a program. The techniques used to detect and exploit 
such parallelism were presented. This topic has been a very popular 
research topic in the past 10 years; so consequently, there is a lot of 
material on the subject. No one has completely answered the question of 
how to locate all potential parallelism in a program, but techniques 
continue to be developed. Most of the work so far has been in the area 
of vectorizing compilers, however, with the advent of VLSI technology 
and massively parallel systems, the research will need to be 
restructured for multiprocessing environments. The results presented in 
this paper are a simple beginning in that direction. The author used 
the techniques used in vectorizing compilers and generalized them to be 
used on a multiprocessor.
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Performance vs Stack Size
Figure 32. Performance vs Stack Size.
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The ideal system would be one in which the system architecture was 
completely hidden from the programmer. No such system exists now, nor 
is one likely to exist in the near future. The concept of parallel 
processing is extremely attractive from a hardware point of view. From 
the software viewpoint, it presents many problems. In programming such 
systems, the programmer must have some idea of the concepts behind 
parallelism so that fewer data dependencies are designed into the 
programs.
At the current level of compiler technology, a compiler does not 
have the ability to detect all potential parallelism. The compiler's 
ability to accomplish this is deeply embedded in how the program was 
written. If the program is written in a haphazard way with temporary 
variables, spaghetti logic and so on, the compiler is at a great 
disadvantage. If on the other hand, the program is structured so that 
conditions which inhibit parallelism are minimized, the compiler has a 
much better chance of locating parallelism.
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FORMAL LANGUAGE SPECIFICATIONS OF MYL
<program> -> PROGRAM ident ; <block> .
<block> -> <constpart> <typart> <varpart> 
<funcprocpart> <execpart>
CONST { <constdecl> }11 | #<constpart> ->
<constdec1> -> ident = <constant> ;
<constant> - > <sign> integer | character
<sign> -> + 1 - 1 #
<typart> -> TYPE { <typdecl> }'l | #
<typdecl> -> ident = ARRAY [ <rangelist> ] OF 
simptype ;
<rangelist> -> <range> { , <range> }
<range> -> <bound> .. <bound>
<bound> -> <sign> integer | ident'intconst
<varpart> - > VAR { <vardecl> }'l | #
<vardecl> -> <identlist> : <type> ;
<type> - > simptype | identrtyp
<identlist> -> ident { , ident }
<funcprocpart> -> { <funcpart> | <procpart> }
<funcpart> -> { <funcdecl> }
<funcdecl> -> FUNCTION ident <parmpart> : 
simptype ; <block> ;
<parmpart> -> ( <parmdecl> { ; <parmdecl> } )
<parmdecl> -> <identlist> : simptype
<procpart> -> { <procdecl> }
<procdecl> -> PROCEDURE ident <parmpart> ; 
<block> ;
<execpart> -> BEGIN <stmtlist> END




<asstmt> | <ifstmt> | <whstmt> 
<readstmt> j <writestmt> j <retstmt> 
<procs tmt>
<asstmt> -> <variable> := <expr> ;
<ifstmt> -> IF <expr'bool> THEN <stmtlist> 
<iftail>
<iftail> -> ELSE <stmtlist> END | END
<whstmt> -> WHILE <expr'bool> DO <stmtlist> END
<readstmt> - > READ ( <inlist> ) ;
<inlist> -> <variable> ( , <variable> }
<writestmt> -> WRITE ( <outlist> ) ;
<outlist> -> <expr> { , <expr> }
<retstmt> -> RETURN { <expr> | # }'1
<procstmt> -> ident'proc ( <arglist> ) ;
<expr> -> <simpexpr> <exprtail>
<exprtail> -> { <relop> <simpexpr> }'1 | #
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32 <s impexpr> -> <sign> <term> { <aadop> <te:
33 <term> -> <factor> { mulop <factor> }
34 <factor> -> ( <expr> ) j <unsconst>
1 <variable> | <funcref>
1 NOT <factor>
35 <unsconst> - > intconst | character
1 ident'const | constkey
36 <variable> -> ident'svar
1 ident’avar [ <indexlist> ]
37 <indexlist> -> <expr> { , <expr >
38 <funcref> -> ident'func ( <arglist> )
39 <arglist> -> <expr> { , <expr> }
40 <relop> -> < 1 > 1 = ! < = ! > =
41 <addop> -> + 1 - 1 ' 1'
Notes :
1. { }'l indicates repeat one or more times.
2. # represents the null string.
3. <expr>'bool indicates a boolean expression.
4. ident'svar indicates a scalar variable.
5. ident'avar indicates an array variable.





LIST OF INTERMEDIATE LANGUAGE INSTRUCTIONS









value at top of stack
instruction number
(used for transfer of control)
offset of variable
(fldl is static level of nesting)
Binary Operations:







lit logical less than
lie logical less than or equal
lne logical not equal
leq logical equal
Ige logical greater than or equal
1 gt logical greater than
istor indexed stor (store in array) 
adl is index, ad2 is source, 
ad3 is dest
iload indexed load (get from array) 
adl is source, ad2 is index, 
ad3 is dest
iaddr indexed address (addr of array element) 
adl is source, ad2 is index, 
ad3 is dest
Unary Operations:









stor adl in ad3
jump to ad3 if adl is false
place address of adl into ad3
Nilary Operations:
Result is ad3. (adl and ad2 are not used)
jump jump to ad3
Instructions with no results:
call adl is address, ad2 is static level, 
ad3 is frame size of target routine
ret function return 
adl is return value
pret procedure return
fire interrupt a slave processor
cpstk copy stack from board one





( * $ U + * )
( * $ R + * )



























R .  D w i g h t  S c h e t t l e r  C S C  <433 C o m p i l e r  P r o j e c t
U n i v e r s i t y  o f  M i s s o u r i  a t  R o l l a  S p r i n g  ' 8 6
S t u d e n t  Numbe r  6 6 9 7 6
T h i s  p r o g r a m  a c c e p t s  a s  i n p u t ,  t h e  . s r c  ( s o u r c e  f i l e )  f r o m  
a n  e d i t o r .  I t  p r o d u c e s  a . o b j  ( I n t e r m e d i a t e  L a n g u a g e  O B J e c t  f i l e )  
f o r  u s e  b y  e i t h e r  I N T E R P  o r  T R A N S L A T .  A l s o  p r o d u c e d  i s  a . 1 s t  
( l i s t i n g  f i l e ) .  T h i s  c o d e  i s  e s s e n t i a l l y  u n c h a n g e d  f r o m  C S c  6 3 3 ,  
h o w e v e r  some t h i n g s  w e r e  a d d e d .
N O T E S :
- -  T h e  ma xi mum n u m b e r  o f  s i g n i f i c a n t  l e t t e r s  i n  a n  i d e n t i f i e r  i s  
c u r r e n t l y  s e t  a t  1 5 .  I d e n t i f i e r s  ma y  b e  l o n g e r ,  b u t  t h e y  
a r e  t r u n c a t e d  t o  15 c h a r a c t e r s  b y  t h e  p a r s e r .
T h e  g u t s  o f  p r o c e d u r e  PUTV/ORD h a v e  b e e n  c o mme n t e d  o u t .  T h i s  
r o u t i n e  w a s  u s e d  d u r i n g  i n t i a l  d e b u g g i n g  o f  t h e  p a r s e r .  I f  
n o t  c o mme n t e d  o u t ,  i t  p r o d u c e s  a f i l e  ( p f i l e )  w h i c h  c o n t a i n s  a 
t r a c e  o f  t h e  p r o c e d u r e s  e x e c u t e d  b y  t h e  c o m p i l e r  a n d  t h e  t o k e n s  
r e a d  b y  t h e  l e x i c a l  a n a l y z e r .
L a s t  M o d i f i e d  : 5 / 1 * 1 / 8 6  b y  ROS
M o d i f i e d  s o  e r r o r s  a r e  l i s t e d  a n d  t h e  e n d  o f  t h e  . 1 s t  f i l e .
I n  t f i e  b o d y  o f  t h e  l i s t i n g  f i l e ,  l i n e s  c o n t a i n i n g  e r r o r s  a r e  f l a g g e d  
w i t h  a s p l a t  ’ * ’ .
6 / 1 0 / 8 6  b y  RDS
A d d e d  t h e  c a p a b i l i t y  o f  p r o c e d u r e s  a n d  p r o c e d u r e  c a l l s .  My 
n o t e s  f r o m  6 / 1 0  o u t l i n e  t h e  m o d i f i c a t i o n s  t o  t h e  f o r m a l  
s p e c  i f  i c a  t i o n s .
7 / 9 / 8 6  b y  ROS
I n t h e  m o d i f i c a t i o n s  o f  6 / 1 0 ,  t h e r e  w e r e  no p r o v i s i o n s  f o r  a 
r e t u r n  s t a t e m e n t  i n  a p r o c e d u r e .  S o ,  I a d d e d  t h i s  c a p a b i l i t y .  T h e  
r e t u r n  s t a t e m e n t  ma y  n o t  h a v e  a n  e x p r e s s i o n  e l s e  a n  e r r o r  i s  
p r o d u c e d .
7 / 9 / 8 6  b y  RDS
T h e  v a r i a b l e s  t l ,  t<?, s t l ,  s t 2 ,  & e t l  w e r e  d e c l a r e d  g l o b a l l y  
t o  t h e  p a r s e r .  T h e y  s h o u l d  h a v e  b e e n  d e c l a r e d  l o c a l l y  i n  t h e  



























*) *) #) 40o
f*....
( « P A G E » )
CONST
i n a x c h a r b u f  = 1 5 ;  ( *  j f  s i g n i f i c a n t  l e t t e r s  i n  i d e n t .
m a x e r r  = 5 0 ;  {* ma x i mum tj e r r o r s  a l l o w e d  i n  pgm
t o k  = t r u e ;
n t e r m  = f a l s e ;
T Y P E
c h a r b u f  = a r r a y  { 0 . . m a x c h a r b u f ) o f  c h a r ;  ( *  b u f f e r  t o  i d e n t i f i e r s
o p e r a n d _ t y p  = r e c o r d  ( *  o p e r a n d  f o r  i n s t r u c t i o n
f l d l  : i n t e g e r ;
f l d 2  : i n t e g e r ;
e n d ;  ( *  o p e r a n ^ t y p  * )
i n s t _ t y p  = r e c o r d  { *  i n s t r u c t i o n  l a y o u t
op : i n t e g e r ;
o p n d s  ; a r r a y  | 1 . . 3 J  o f  o p e r a n d _ t y p ;
e n d ;  ( *  i n s t _ t y p  # )
e r r _ r e c  = r e c o r d
l i n e  : i n t e g e r ;
e r r  ; i n t e g e r ;
i d  ; s t r i n g  } m a x c h arbuf) ;
e n d ;  ( *  e r r _ r e c  * )
e r r _ d e s c „ t y p e  = a r r a y  [ 2 . .  1 1 )  o f  s t r i n g  ( 5 0 ) ;
I i n e  r e c
CONST
r e c o r d
e r r i n d  : c h a r ;
no ; i n t e g e r ;
d a t a  : s t  r i  ng j 1 20  ] ;
e n d ; { #  I i n e _ r e c  * )
e r r d e s c e r r _ d e s c _ t y p e ( ' I n t e g e r  c o n s t a n t  o u t  o f  r a n g e . 1 , 
' i d e n t i f i e r  m u l t i p l y  d e c l a r e d . 1 , 
' I d e n t i f i e r  u n d e c l a r e d . ’ ,
' I d e n t i f i e r  c l a s s  i n a p r o p r i a t e . ' ,  
' i d e n t i f i e r  t y p e  i n a p r o p r i a t e . ' ,  
' E x p r e s s i o n  t y p e  i n a p r o p r i a t e . ' ,  
' N u m b e r  o f  i n d i c i e s  i n c o r r e c t . '  
' H u m b e r  o f  a r g u m e n t s  i n c o r r e c t .  , 
' R e t u r n  s t a t e m e n t  i n  g l o b a l  s c o p e . ' ,  






{ *  3 " )  (H l|«)
( *  5 H) <* 6") {* 7H) 
{* 8M) (* 9*) 
(#10*) 
( * 11H )
(*PAGE*)
VAR
b u f f e r c h a  r b u f ;
l e n g t h i n t e g e  r ;
j i n t e g e  r ;
s t  r  i n g b u f f s t  r  i n g [ m a x c h a  r b u f ] ;
s y m f  i 1e t e x t ;
1 i s t 1 i n e n o i n t e g e r ;
n e w  1 i s t 1 i n e b o o  1e a n ;
i n f  i 1 e ,  o u t ,  1 s t f  i 1e : t e x t ;
s a v e t o k e n i n t e g e r ;
nwo  r d s i n t e g e r ;
i i n t e g e  r ;
e  r r f 1a g b o o  1 e a n ; ( * f l a g s e t  w h e n  e r r o r  o c c u r s * )
e x e c f i l e  o f  i n s t _ t y p ; ( * f i l e o f  e x e c u t a b l e  i n s t r u c t i o n s  *
c o d e s w b o o l e a n ;  ( * t h i s s w i t c h  r e s e t  w h e n  n o  c o d e  i s  d e s i r e d  *
e r r  1 i s t a r r a y  [ 1 . . m a x e r r j  o f e r r r e c ;
n u m e r r i n t e g e r ; ( * n u m b e r  o f  e r r o r s  e n c o u n t e r e d * )
n a m e s t r i n g  [ 8 ] ; ( * n a m e o f  s o u r c e  f i l e * )
s t  r  i n g b u f f e  r s t r i n g  [ m a x c h a r b u f j ; ( * u s e d t o  c o n v e r t  b u f f e r  t o  s t r * )
1P 1 ,  I p 2 i n t e g e r ; ( * I o o p c o u n t e  r s * )
1 i n e e  r r b o o  I e a n ; { * s e t f  e r r o r  o n  c u r r e n t  l i n e * )
1 i n e I i  n e _ r e c ;
( * P A G E * )
f u n c t i o n  g e t c h a r :  i n t e g e r ;
V A R
c h  : c h a r ;
c r  : c h a r ;  ( *  c o n t a i n s  c a r r i a g e  r e t u r n  * )
b e g  i n
c r  : =  c h r (  1 3 ) ;  
i f  n e w  I i  s t I i  n e  t h e n  
b e g  i n
I i n e . d a t a  := 1 ' ;
l i s t l i n e n o  : =  l i s t l i n e n o  + 1 ;
l i n e . n o  : = I i s t I  i n e n o ;
w r i t e  ( c r ,  I i s t  I i n e n o : 8  ) ;  ( *  d i s p l a y  l i n e  ft b e i n g  c o m p i l e d  * )
n e w l i  s t I i n e  : =  f a  I s e ;  
e n d ;
i f  e o f ( i n f  i I e ) t h e n  
b e g  i n
g e t c h a r  : =  - 2 ;  
i f  I i  n e e  r r  t h e n
I i n e . e r r i  nd  : =  ’ * ’ 
e  I s e
I i n e . e  r  r  i n d  : = ’ ' ;
I i n e e  r r  : =  f a  I s e ;
w r i t e l n  ( l i s t f i l e ,  l i n e . e r r i n d ,  l i n e . n o : 5 ,  ' ' ,  l i n e . d a t a ) ;
e n d
e l s e  i f  e o I n ( i n f i l e ) t h e n  b e g i n
VOto
read I » ( i n f i l e ) ;
i f  i in e e r r  then
I i ne , e r r  i nd : - ' * '  
e I se
I i n e . e r r i n d  : -  1 1; 
i i n e e r r  : - f a l s e ;
w r i t e f n  ( l i s t f i l e ,  l i n e . e r r i n d ,  l i n e . n o ; 5 ,  1 line.data);
new! i s 1 1i ne ;= t rue ; 
ge tchar  ;= -1 ;  
end e l s e  begin
r e a d ( i n f i ! e ,  c h } ;
I i n e .d a ta  := I i n e .d a ta  + ch;  
ge t ch a r  ; -  o r d ( c l i ) ;  
end;
end ( *  getcha r  * } ;
procedure p u t v o r d ( t :  boolean (* t rue  fo r  token,  f a l s e  f o r  non-termina l  # ) ;
n;  in teger  ( *  token or  non-termina l  number * 1 ( ;
beg I n
( * i f  (nwords = 8) or  ( t  nterm) then begin wr i  te I n( o u t ) ;  nvords ;= 0 e n d ; " )
( *  i f  t - to k  then begin " )
( *  i f  savetuken ?-  0 them w r i t e ( o n t , '  s a v e t o k e n ;b ) ; * )
(»  save token : = />;*)
( * end e l s o " )
( "  wr i j_o( o u t . ‘ P1, h;  d ) ;  " )
UVordS ;= fswotds t 1; 
end;
procedure p a r $ d r r o r ( p e r r  ; i n t e g e r ) ;  
beg i n
e r r f l a g  ; = t rue ;
I i n e e r r  t rue ;  
wr i t e I n { o u t ) ;  wr i  t e I n { o u t ) ;  
i f  p e r r  c 2 then 
beg i n
w r i t e l n f o u t ,  ' u n re c o v e ra b le  e r r o r ’ ) ;
I i ne . e rrind ' " ’ ;
w r i t e  In ( l i s t f i l e ,  t i n e . e r r i n d ,  l i n e . n o : 5, 1 I ine.data};
wr i  t e In  ( l i s t f i l e ) ;
w r i t e l n !  I i s t f i l e ,  ' * * *  t Rlt ' , p  e r r , ’
1 UtMCCOVl RAfit £ t RROH ’ ) ;
w r i t e I n ( ' CompiI a t i o n  stopped.  Unrecoverable  e r r o r  e n c o u n t e r e d . ' ) ;  
c I nse ( o n t ) ;  
c I o s e ( I i  s t f i I e  ) ;  
ha 11 ;
end 
e l s e  
bog i n o
s t r i  ngbufTer :
f o r  I p 2  : = 0  t o  ( l e n g t h  -  1)  do
s t r i n g b u f f e r  : = s t r i n g b u f f e r  + b u f f e r  [ I p 2 ) ;
n u m e r r  n u r a e r r  + 1;  
e r r l i  s t  [ n u m e r r j . e r r  
e r r  I i  s t  [ n u m e r r  j . l i n e  
e r r l i  s t  ( n u m e r r ] . i d  
e n d ;
e n d  ( “ p a r s e r r o r * ) ; 
p r o c e d u r e  PR I N T _ E R R O R S ;
CONST
f o r m f e e d  = 1 2 ;
VAR
i : i n t e g e r ;
b e g  i n
w r i  t e l n ( 1 s t f  i 1 e ,  c h r (  f or r n f e e d  ) ) ;
w r i t e l n ( 1 s t f  i l e , E RROR M E S S A G E S ' ) ;
w r i t e l n ( 1 s t f  i 1 e ) ;
wr i t e  I n ( 1 s  t f  i 1 e , ' L I N E ERROR I D E N T I F I E R  D E S C R I P T I O N
w r i t e l n ( 1 s t f  i l e , ' NUMBER NUMBER ' ) ;
w r i  t e l n ( 1 s t  f  i 1e ) ;
f o r  Ip1 : - 1 t o  n u m e r r do
beg i n
w r i t e l n  ( I i s t f i l e , e r r  I i s t  [ I p i ] . I i n e : 8 .  e r r  l i s t  [ I p 1 | . e r r : 8 ,  
e r r l  i s  t j l p l j . i d : 1 7 ,  1 ,
e r r d e s c  [ e r r l i s t  [ I p 1 ] . e r r ] ) ;
e n d ; ( *  f o r  * )
e n d ;  ( *  p r i n t _ e r r o r s  * )
( * $ I \ d w i g h t \ t h e s  i s \ s o u r c e \ p a  r s e 1.  pa s * )
(*PAGEH)
p r o c e d u r e  p a r s e ;
CONST
( # t e r m i n a l s  # )  ( *  b i n a r y  i n s t r u c t i o n s  * )
i dent = 0 ; add in tege r = 0 ;
i ri toy = 1 ; sub in t e g e r = 1 ; r **
c harac  te r = 2 ; mu 1 in t e g e r = 2 ; { *
s i mp type -  3 ; d i v id e in teger = 3; ( * /
constkey = ti ; 1 o r i n tege r = ' i ; r 1
= p e r r ;
= I i  s t I i  n e n o ;
= s t r i n g b u f f e r ;
mu 1 op 5 ; l a n d i n t e g e r = 5 ; ( * & 4 4
p r o g = 6 ; 1 11 i n t e g e r = 6 ; ( * < 44
c o n s t t = 7 ; 1 l e i n t e g e  r = 7 ; ( * <= 4 4
t y p 8 ; 1 ne i n t e g e  r = 8 ; ( * <> + 4
a r r a =: 9 ; 1 eq i n t e g e r -  9 ; ( *
u v = 10 1 ge i n t e g e r = 1 0 ; ( * >= 44
va  r r = 1 1 i g t i n t e g e r = n ; ( * > + 4
f  u n c = 12 i s t o r i n t e g e r = 12; ( * I I - 44
beg = 13 i 1 o a d i n t e g e r = 1 3 ; r I 1 4 4
e n d d Ui i a d d  r i n t e g e r = 14; ( * ( J a d d r o f 44
i f f - 15
t h e n n 16 u n a r y  i n s t r u c t i o n s  # )
e 1 s = 17
w i l e 18 neg i n t e g e  r = 3 2 ; - 44
doo 19 1 no t i n t e g e r = 3 3 ; <* no t 4 4
r e e d = 2 0 s t o r i n t e g e r = 3 4 ; ( * : = 44
r i t e 21 j p f l s i n t e g e r = 3 5 ; i » I ) 4 4
r i o t t 2 2 add r i n t e g e r = 3 6 ; i » a d d  r o f 4 4
l pa r e n = 23
r pa  r e n 24 ( *  n i l a r y  i n s t r u c t i o n s  * )
( b r a c k e t = 25
r b r a c k e t = 26 j u mp i n t e g e r = ' i 8 ; ( * j u m p 4 4
a s s i gnmen t = 27
d o t d o t 28 ( *  m i s c .  i n s t r u c t i o n s  # )
comma = 29
sem i c o I o n = 30 c a l l i n t e g e r = 6 4 ; <* c a  1 1 4 4
c o  1 on = 31 r e t i n t e g e r = 6 5 ; l * r e t u r n 44
p e r i o d = 32 i n p u t i n t e g e r = 6 6 ; ( * r e a d 4 4
11 = 33 o u t p u t i n t e g e  r = 6 7 ; ( * w r i  t e 4 4
g t = 34 p r e  t i n t e g e r = 6 8 ; ( * p r o c  r e t 4 4
e q u a  1 = 35
1 e = 36
ge - 37
ne - 38
p l u s = 39
mi m i s = 40
o r r r 4 1
e o f  f = 42
1 e x e r r o r - 43
r e  t n = 44
p r o c - 45 ( *  a d d e d 6 / 1 0 / 8 6
i d e n t i f i e r  c l a s s e s  # )  ( * o p e r a n d  t y p e s * )
u n k n o w n =: 0 ; va  r b  1 e : i n t e g e r = 0 ; ( * g 1 oba  l v a  r 44
i n t e g e r v a r 1; c o d e s e g : i n t e g e r = - l ; ( * f o r  j u m p s 4 4
c l i a  r va  r 2 ; t e m p o r a r y  : i n t e g e r = - 2 ; ( * f o r  s t a c k 4 4
boo  1 va r = 3; c n s t a n t : i n t e g e r -- - 3 ; C* 4 4
a r r v a  r = 4 ;
i n t e g e  r c o n s t = 5 ; ( *  o p e r a n d  p o s i t i o n s  * )
T Y P E
c h a  r c o n s  t = 6;
f u n c c l a s s = 7 ; O p r l : i n t e g e r  = 1
t y p e c l a s s = 8 ; op r 2 : i n t e g e r  = 2
o p r 3 : i n t e g e r  = 3
t o k = t r u e ;
n t e r m = f a l s e ;
g e n c o d e = t r u e ;
n o c o d e = f a l s e ;
p r o c s c o p e = t r u e ;
n o t p r o c s c o p e = f a l s e ;
\GE*)
c l a s s t y p = ( u n k c l a s s , p r o g c l a s s ,  v a r c l a s s ,  c n s t c l a s s ,
f  u n c l a s s , p r o c  l a s s ) ;
s i m p t y p e s = ( u n k t y p e ,  i n t g e r ,  b o o l , c h r c t e r ) ;
s t y p e p t r = ' S t y p r e c ;
s t y p r e c = r e c o r d
s t ; s i m p t y p e s ;
1 i nk ; s t y p e p t r ;
e n d  ( *  s  t y p  r e c  * ) ;
e n t r y p t r = ' s t e n t r y ;
s t e n t r y = r e c o r d
name : c h a r b u f ; ( * s p e 1 1 i ng " )
n e x t : e n t r y p t r ; ( * c h a i n  o f e n t r i e s  H )
l e v e  1 : i n t e g e r ; ( *  l e v e l  o f n e s t i n g  **)
c a s e  c l a s s  : c l a s s  t y p o f
u n k c l a s s ,  p r o g c l a s s : ( ) ;
va  r e  1 a s s  : ( va  r 1o c : i n t e g e r ;
c a s e  s i m p l e ;  b o o l e a n o f
t r u e : ( s v a  r t y p e : s i m p t y p e s ) ;
f a  1 s e : j a v a r t y p e : e n t r y p t r ) ;  ) ;
c n s t c l a s s :  ( c o n s t y p e :  s i i n p t y p e s ;
c n s t v a l u e :  i n t e g e r  )
t y p e  l a s s ;  (ndims; i n t e g e r ;
comp t y p e  ; s i m p t y p e s
memr eq ; i n t e g e r ; ( *  n u m b e r  o f
1 b ou n d : a r r a y  | 0 . .  2 0  ) o f  i n t e g e r ;
ubour i d ; a r r a y  [ 0 . .  2 0  j o f  i n t e g e r
T u n c  l a s s ,  p r o c  l a s s : (
type l a s s .
functype 
ripa rms 
pa r m t y p l i s t  
i s d e f i n e d 
f  unco f  ('se t 
f  rames i ze
s nnptypes 
i n t eger ;  
s t y p e p t r ;  
boo lean;  
in t e g e r ;  
in t e g e r ;
c e l l s  i n a r r a y  * )  
) ;
end; ( *  s t e n t r y  k ) vOO'
A X p l u s B  = r e c o r d
a ,  b : i n t e g e r ;
x  ; o p e r a n d _ t y p ;
e n d ;  ( *  a x p l u s b  # )
S S E x p r T y p  = r e c o r d
A r r y  : o p e r a r i d _ t y p ;
g o o d  : b o o l e a n ;
N u m C o e f f s  : i n t e g e r ;
C E I e m e n t  : c h a r ;
I n s t N u m  ; i n t e g e r ;
c o e f f s  : a r r a y  [ 1 . . 2 0 ]  o f  A X p l u s B ;
e n d ;  ( *  s s e x p r t y p  * )
CONST
( *  i n s t  num i s t o r / i l o a d  * )
( *  S S E x p r D u mm y  i s  u s e d  to  i n d i c a t e  
( *  t h a t  a s u b s c r i p t  e x p r  i s  n o t  
( *  b e i n g  e v a l u a t e d  2 / 6 / 8 7
S S E x p r D u m m y  : S S e x p r T y p  =
( A r r y  : ( f l d l : 0; f l d 2  : 0);
g o o d  : f a  1 s e
N u m C o e f f s  : 0;
C E I e m e n t  : ' a ' ;
I n s t N u m  : 0;
C o e  f  f s ; ( (a 0; b 0; X ( f l d l 0; f  I d 2 on.
( a 0; b 0; X ( f l d l 0; f l d 2 on.
( a 0; b 0; X ( f l d l 0; f  l d 2 on,
( a 0; b 0; X ( f l d l 0; f  I d 2 on.
(a 0; b 0; X ( f l d l 0; f  I d 2 on.
( a 0; b 0; X (fldl 0; f  I d 2 on,
( a 0; b 0; X (fldl 0; fld2 on,
( a 0; b 0; X (fldl 0; f 1 d 2 on,
(a 0; b 0; X ( f l d l 0; f  I d2 on,
( a 0; b 0; X ( f l d l 0; f  I d2 on,
( a 0; b 0; X ( f l d l 0; f  I d2 on,
( a 0; b 0; X ( f l d l 0; f  I d2 on,
( a 0; b 0; X ( f l d l 0; f l d 2 on,
( a 0; b 0; X (fldl 0; f  I d 2 on,
( a  : 0; b 0; X (fldl 0; f  I d 2 on,
( a  : 0; b 0; X (fldl 0; f I d2 on,
( a  : 0; b 0; X (fldl 0; f l  d2 on.
( a  : 0; b 0; X (fldl 0; f  I d 2 on,
( a  : 0; b O; X (fldl 0; f  I d 2 on,
( a  : 0; b 0; X (fldl 0; f l d 2 onn
s t a c k ; o p e r a r t d _ t y p = ( f Idl:-2 ; f l d 2 0);
*)**)
( *  PAGE * )  
VAR
vo
n e x t c h a  r i n t e g e r ;
t o k e n i n t e g e r ;
s u b t o k e n i n t e g e r ;
( * b u f f e r : c h a r b u f ;  * )
( * l e n g t h : i n t e g e r ;  # )
t o p e n t r y p t r ; ( *  t o p  o f  s y m b o l  t a b l e  * )
c p t r e n t r y p t r ; ( *  c u r r e n t  e n t r y  i n  s y b b o l  t a b l e  # )
1 p t  r e n t r y p t r ; ( *  l a s t  e n t r y  i n  s y mb o l  t a b l e  # )
c l e v e l i n t e g e r ; ( *  c u r r e n t  l e v e l  o f  n e s t i n g  # )
c s  i m p 1e boo  l e a n ;
numd i ms i n t e g e r ; ( *  g l o b a l  v a r i a b 1e f o r  §  d i m s  * )
i d 1 1 s t a r r a y [  1 . . 30 ] o f c h a  r b u f ;
i d  1 i s t 2 a r r a y [ 1 . . 6 0 )  o f c h a  r b u f ;
n u m i d e n t s i n t e g e  r ; ( *  n u m b e r  o f  i d ' s  i n  i d l i s t  * )
numpa rms i n t e g e r ; ( *  n u m b e r  o f  p a r a m e t e r s  # )
c p t r 2 s t y p e p t r ; ( *  p o i n t e r  t o  l a s t  i n  t y p e  c h a i n  * )
t s  i m p t y p e s i m p t y p e s ;  ( *  a v e r y  t e m p o r a r y  v a r i a b l e  * )
1o o k a h e a d boo  1e a n ; ( *  s e t  w h e n  l e x  u s e d  a s  l o o k a h e a d * )
( * t l , t 2 ; s  i m p t y p e s ;  * ) ( *  u s e d  f o r  f a c t o r  t e s t i n g  * )
1 * s t l ,  s t 2 , e t 1 ; s i m p t y p e s ; * )
( *  r e m o v e d  g l o b a l  d e f  o f  e t l ,  * )  
( *  t l ,  t 2 ,  s t l ,  s t 2  * )  
t » 7 / 9 / 8 6  . . .  RDS  *1
f  u n c n a m e s a r r a y  [ 0 . . 3 0 1  o f c h a  r b u f ;
s  i g n f 1ag b o o  l e a n ; 1*  s e t  w h e n e v e r  s i g n  i s  u s e d  * )
i i n t e g e r ; ( # t emp l o o p  c o u n t e r  * j
c l o c a r r a y  ( 0 . . 3 0 ]  o f i n t e g e r ;  ( *  c u r r e n t  l o c  o f  v a r i a b l e * )
( H a t  e a c h  l e v e l **)
s t  r i n g b u f s t r i n g  [ m a x c h a r b u f ] ;  ( *  u s e d  f o r  c h e c k i n g  c o n s t  s i z e * )
dummy o p e r a n d t y p ; ( *  a dummy,  d o - n o t h i n g  v a r i a b l e M)
bdummy boo  l e a n ;
pdui iuny e n t r y p t r ;
c o d e i n t e g e r ; | *  u s e d  f o r  c h e c k i n g  c o n s t  s i z e # )
n e x t  i n s t i n t e g e  r ; ( *  t h e  n u m b e r  o f  n e x t  i n s t r u c t i o n » )
i n s t  r e c i n s t  t y p ; ( *  r e c o r d  l a y o u t  f o r  e x e c f i l e * )
S S F i  l e f i l e  o f  S S E x p r T y p ; ( *  c o n t a i n s  i n f o  a b o u t  s u b s c r i p t * )
( *  e x p r e s s  i o n s * )
S S A r r y P t r e n t r y p t r ; ( *  p t s  t o  a r r a y  e n t r y  i n  s y m b o l  t a b *
S S S t a c k  : a r r a y  ( 0 . . 2 0 ,  1. , 2 |  o f  i n t e g e r ;
( *  k e e p s  t r a c k  o f  s y m b o l i c  s t a c k
S S T o p  : i n t e g e  r ; ( H p t s  i n t o  S S S t a c k  ( t o p  o f  s t k ) **)
( * P A G E * )
p r o c e d u r e  S E AR CH;
VAR
1 1 e v e  1 : i n t e g e  r ;
VO03
begin
{ *  w i t h  e n t r y p t r -  do  * )(* begin #)
[ l e v e l  := c level; 
w h i l e  t1 e v e  1 > - 1  do  
b e g  i n
e p t r  t o p ;
w h i l e  { c p t r  <> n i l )  a n d
( c p t r ’ . l e v e l  <> 11 e v e  I ) do  
c p t r  : = c p t r ’ . n e x t ;  
w h i l e  ( c p t r  <> n i l )  a n d
( c p t r -’ , n a m e  <> b u f f e r )  do  
c p t r  : = c p t r ’ . n e x t ;  
i f  ( c p t r  = n i t )  t h e n  
t l e v e l  : = t l e v e l  -  1 
e l s e
11 e v e  I : = - 1 ;
e n d ;
( *  e n d ;  * )
end;
p r o c e d u r e  A D O T O T A B I E  ( c l a s s t y p e  : c l a s s t y p ;  s i m p t y p e  : s i m p t y p e s ) ;
b e g  i n
S E A R C H ;
i f  ( c p t r  = n i l )  o r
( c p t r ’ . l e v e l  < c l e v e l )  t h e n  
b e g  i n
n e w ( c p t r ) ;  
i f  t o p  = n i t t h e n  
t o p  : = c p t r ;  
i f  I p t r  <> n i l  t h e n  
I p t r ’ . n e x t  ; =  c p t r ;  
I p t r  ; =  c p t r ;  
c p t r ’ . n e x t  : =  n i l ;  
c p t r ’ . n a me  : = b u f f e r ;  
c p t r ’ . l e v e l  : =  c l  e v e  I ; 
c p t r ' . c l a s s  ; = c l a s s t y p e ;  
c a s e  c l a s s t y p e  o f  
u n k c l a s s ,  
p r o g c l a s s  
v a  r c l a s s
c o s  t o  l a s s  
t y p e  l a s s  
f  u n c l a s s  
e n d ;  ( *  c a s e  * )
; b e g  i n
c p t r ’ . s i m p l e  : =  c s i m p l e ;  
c a s e  c s i m p l e  o f
t r u e  ; c p t r  ’ . s v a r t y p e
e n d ;
e n d ;
: c p t r ’ . c o n s  t y p e  s i m p t y p e ;
: c p t r  ’ . c omp t y p e  : = s i m p t y p e ;  
: c p t r ' . f u n c t y p e  ; = s i m p t y p e ;
s i m p t y p e ;
VO
e n d ;  ( *  i f  . . .  * )
e n d ;
p r o c e d u r e  R E L E A S E T A B L E ;
VAR
t p t r  : e n t r y p t r ;
t p t r 2  : e n t r y p t r ;
b e g  i n
c p t r  : = t o p ;
v i i i  l e  ( c p t r  <> n i l )  a n d
( c p t r - . l e v e l  <> c l e v e l )  do  
beg i n
t p t r 2  : =  t p t r ;  
t p t r  ; =  c p t r ;  
c p t r  c p t r ' . n e x t ;  
e n d ;
t p t r - 1. n e x t  : = n i l ;
I p t r  : =  t p t r ;
( *  c p t r  : = t p t r ;  * )
( *  w h i l e  ( c p t r  <> n i l )  do * )
w h i l e  ( c p t  r->. I e v e  I = c l e v e l )  do  
beg i n
t p t r  : =  c p t r ' . n e x t ;  
d i s p o s e ( c p t r ) ; 
c p t r  : = t p t r ;  
e n d ;
e n d ;
p r o c e d u r e  GEN ( v a r  o p r
v a  r  a d d  r l  
v a r  a d d r 2  
v a r  a d d r 3
i n t e g e r ;  ( *  o p e r a t o r  v a l u e
o p e r a n d t y p ;  ( # o p e r a n d s  1 . . 3  
o p e r a n d _ t y p ;  
o p e  r a n d _ t y p } ;
b e g  i n
i f  n o t  e r r f l a g  a n d
c o d e s w  t h e n
begin
s e e k f e x e c ,  n e x t i n s t ) ;  
i n s t r e c . o p  : = o p r ;  
i n s t r e c . o p n d s  ( 1 |  : =  a d d r l ;  
i n s t r e c . o p n d s  [ 2 |  : = a d d r 2 ;  
i n s t r e c . o p n d s  ( 3 |  a d d r 3 ;  
w r i t e ( e x e c ,  i n s t r e c ) ;  
n e x t i n s t  : =  n e x t i n s t  + 1;  
e n d ;
e n d ;
p r o c e d u r e  B P A T C I I  ( i n s t
add rnuin
i n t e g e r ;  ( # i n s t .  H t o  b a c k  p a t c h






o pn d : o p e r a n d _ t y p ) ;  ( «  o p e r a n d  v a l u e *)
beg i n
i f  n o t  e r r f l a g  a n d
c o d e s w  t h e n
beg I n
s e e k f e x e c ,  I n s t ) ;  
r e a d f e x e c ,  I n s t r e c ) ;  
s e e k ( e x e c ,  i n s t ) ;  
i n s t r e c . o p n d s ) a d d r n u m ]  o p n d ;  
v r i t e ( e x e c ,  i n s t r e c ) ;  
e n d ;
e n d ;
p r o c e d u r e  I V A L  ( v a r  t i n t i n t e g e r ) ;  ( w r e t u r n  v a l u e  o f  i n t e g e r  * )
VAR
i : i n t e g e r ;
b e g  i n
s t r i n g b u f  : =  1 1 ;
f o r  i : = 0 t o  ( l e n g t h  -  1) do
s t r i n g b u f  s t r i n g b u f  + b u f f e r )  i ) ;  
v a I ( s t r i n g b u f ,  i ,  c o d e ) ;
( *  i f  c o d e  = 0 t h e n  H )
( K i f  s i g n f l n g  t h e n  * )
{ *  t i n t  := i " ( - 1 )  * )
( »  e l s e  « )
t i n t  : = i ;
e n d ;
p r o c e d u r e  C V A L  ( v a r  t i n t i n t e g e r ) ;  ( *  r e t u r n  o r d i n a l  v a l u e  o f  c h a r .  * )
b e g  i n
t i n t  ; =  o r d ( b u f f e r ( 1 ] ) ;  
e n d ;
( * P A G E * )
p r o c e d u r e  L E X  ( v a r  n o x i c h a r  
v a r  t o k e n  
v a r  s u b t o k e n  
v a r  b u f f e r  
v a r  l e n g t h
i n t e g e  r ;  
i n t e g e  r ;  
i n t e g e r ;  
c h a  r b u f ; 
i n t e g e r ) ;
( *  a s c i i  v a l u e  o f  n e x t  c h a r a c t e r  * )  
( *  t o k e n  n u m b e r  * )  
( *  s u b t o k e n  n u m b e r  * )  
( *  b u f f e r  c o n t a i n i n g  t o k e n  * )  
( *  l e n g t h  o f  t o k e n  i n  b u f f e r  * )
( *  C S C  333  AS S I GNME NT  H 2 L E X I C A L  A N AL Y Z E R  * )
( * *)
( »  AUTHOR;  R .  DWIGHT SCI I ET  Tl . f.R 6 6 9  76 * )
<" *)
VAR
j : i n t e g e r ;
s t r i n g b u f  : s t r i n g [ m a x c h a r b u f  | ;
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f u n c t i o n  g e t v a i i d c h a r  : i n t e g e r ;  ( *  c a l l s  g e t c h a r  a n d  d o e s  u p c a s e  * )
VAR
t emp : i n t e g e r ;
beg  i n
t emp : = g e t c h a r ;  
i f  ( t emp >= o r d (  ' a ' ) )  a n d  
( temp <= o r d ( ' z ' ) )  t h e n
t emp : =  t emp -  3 2 ;  ( *  c o n v e r t  t o  u p p e r  c a s e  44)
g e t v a i i d c h a r  : = t e mp ;  
e n d ;  ( 44 g e t v a i i d c h a r  44)
p r o c e d u r e  k e y _ s e a r c h  ( v a r  b u f f e r  : c l i a r b u f ;  ( 44 b u f f e r  w i t h  s t r i n g
v a r  t o k e n  : i n t e g e r ;  ( 44 r e t u r n  t o k e n  ft o f  s t r i n g
v a r  s u b t o k e n  : i n t e g e r ) ;  (44 r e t  s u b t o k e n  jf o f  s t r i n g
( *  k e y _ s e a r c h
l 14 D o e s  a b i n a r y  s e a r c h  f o r  t h e  g i v e n  s t r i n g  on t h e  c o n s t  a r r a y
( 14 k e y w o r d s .  When f o u n d  t h e  a s s o c i a t e d  v a l u e s  f r o m  t h e  a r r a y s
( 44 t o k e n s  a n d  s u b t o k e n s  a r e  r e t u r n e d  i n  t h e  a p p r o p r i a t e  p a r a m e t e r s .
(»
T Y P E
k e y w o r d _ t y p e
t o k e n _ t y p e
CONST
k e y w o r d s
t o k e n s
= a r r a y  ( 1 . . 2 5 )  o f  s t r i n g  ( m a x c h a r b u f  ) ;  
= a r r a y  [ I . . 2 5 ]  o f  i n t e g e r ;
k e y v o r d _ t y p e  = ( ' A R R A Y ' , r 1 *
' B E G I N ' , l * 2 *
' B O O L E A N ' , r 3 ¥
' C H A R ' . ( * ft *
' C O N S I ! , i " 5 *
' C R E T ' , r 6 ¥
’ DO'  , ( * 7 ¥
’ E L S E ' , r 8 ¥
1 E N D 1 , r 9 ¥
1 F A L S E ' , r 10 ¥
' F U N C T I O N ' , ( * 11 ¥
' I F ' , r 12 ¥
' I N T E G E R ' , ( * 13 ¥
' N O T ' , r Ilf ¥
’ O F ’ , r 15 ¥
' P R O C E D U R E ' , r 16 ¥
' P R O G R A M' , r 1 1 *
' R E A D ' , ( * 18 ¥
' R E T U R N ' , r 19 ¥
' I H E N ' . r 2 0 ¥
' T R U E ' , ( * 21 ¥
' T Y P E '  , c 2 2 ¥
’ V A R ' , (* 23 ¥
' W H I L E ' , (* 2 If ¥
' W R I T E '  ) ; r 25 ¥




3 , 2 2 , 10, '15, 6 , 2 0 , , *tU » 1 6, 4 , 8 , 1 1 ,
10 , 2 1 ) ;
s u b  t o k e n s : t o k e n _ . t y p e  = ( 0 , 0 , 2 . 1, 0 , 2 , 0 , 0 , 0 , 0 , 0 . 0 , 0 ,
0 , 0 , o , 0 , 0 , 0 , 1, 0 , 0 , 0 , 0 ) : *
t o k e n  1e n ; t o k e n _ . t y p e  = ( 5 , 5 , 7 , ' l , 5 , <1, 2 , H, 3 , 5 , 8 , 2 , 7 ,
2 , 9 , 7 , •l . 6 , ' i , •l . 4 , 3 , 5 , 5 ) , 1
VAR
l o w ,  h i g h ,  m i d d l e
I
s t r i n g b u f  
f  o u n d  
b e g  i n
f o u n d  : = f a  I s e ;  
l ow : = 1;  
h i g h  : = 2 5 ;  
s t r i n g b u f  : =  
f o r  i : =  0  to  
s t  r  i n g b u f  
wh i  l e  ( l o w  <= 
beg i n 
mi dd I e
i n t e g e r ;  
i n t e g e  r ;
s t r i n g  j m a x c h a r b u f J ; 
b oo  l e a n ;
( I e n g  t h  -  1 ) do  
= s t r i n g b u r  + b u f f e r  ( i 
h i g h )  a n d  ( n o t  f o u n d  )
( H p o i n t e r s  i n t o  a r r a y  f o r  s e a r c h  * )  
( *  u s e d  f o r  c o n v e r t i n g  a r r a y  o f  
( H c h a r a c t e r s  t o  s t r i n g
*)
¥ )
( *  n u m b e r  o f  k e y w o r d s  i n  l i s t  * )
do
. = ( l o w + h i g h  ) d i v  2 ;  
i f  s t r i n g b u f  < k e y w o r d s  ( m i d d l e ]  
h i g h  : = m i d d l e  -  1
t h e n
e l s e
i f  s t r i n g b u f  > k e y w o r d s  [ m i d d l e )  t h e n  
l ow : =  m i d d l e  + 1 
e  I s e
i f  l e n g t h  = t o k e n  t e n  ( m i d d l e ]  t h e n  
f o u n d  : = t r u e  
e I s e
l ow h i g h  + 1;  
e n d ; ( *  wh i I e  ( . . .  * )  
i f  f o u n d  t h e n  
b e g  i n
t o k e n  t o k e n s  ( m i d d l e ) ;  
s u b t o k e n  : = s u b t o k e n s  ( m i d d l e ] ;  
e n d  ( *  i f f  oun d  M) 
e I s e  
b e g  i n
t o k e n  : = 0 ;  
s u b t o k e n  : = 0 ;  
e n d ;  ( *  e l s e  * ) 
e n d ;  ( H k e y ^ s e a r c h  * )
p r o c e d u r e  I N T O B U f ;
( #  i n t o b u f
( #  i n t o b u f  p l a c e s  n e x t e h a r  i n t o
(*
b e g  i n
")
b u f f e r  i f  t h e  p o i n t e r  i s  n o t  t o o  b i g  * )
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i f  l e n g t h  <= m a x c h a r b u f  t h e n  
b e g  i n
b u r f e r  ( l e n g t h )  : =  c h r  ( n e x t c h a r ) ;  
e n d ; { *  i f  l e n g t h  **)
l e n g t h  : = l e n g  t h  + 1;  
e n d ;  ( H i n t o b u f  * )
b e g  i n
i f  l o o k a h e a d  = f a l s e  t h e n  
b e g  i n
t o k e n  : =  - 1 ;  
s u b t o k e n  : = - 1 ;  
l e n g t h  : = 0 ;
r e p e a  t
i f  n e x t c h a r  = - 1  t h e n  ( *  h a n d l e  e o l n  a n d  e o r  o u t s i d e  o f  c a s e  * )
w h i l e  n e x t c h a r  = - 1  do  (** s i n c e  - 1  a n d  - 2  a r e  n o t  c h a r a c t e r s  * )
n e x t c h a r  g e t v a i i d c h a r ;  
i r  n e x t c h a r  -  - 2  t h e n  
beg i n
t o k e n  ; =  1(2;  
s u b  t o k e n  ; = 0 ;
e nd  
e I s c
c a s e  c h r ( r i e x t c h a r ) o f
i
’(»'
b e g  i n
w h i l e  c h r  ( n e x t c h a r )  = 1 ' do  
n e x t c h a r  ; =  g e t v a i i d c h a r ;  
e n d ;  ( *  ' ' * )
: b e g i n
( *  k e e p  r e a d i n g  u n t i l  *  ) 
(** n o n - b l a n k  **)
( *  r e mo v e  e n t i r e  c o m m e n t 4*)  
(** f r o m  i n p u t  s t r e a m  * )  
w h i l e  ( c h r (  n e x t c h a r )  <> ' * * ) ’ ) a n d  ( t o k e n  <> b 3 )  do  
b e g  i n
i f  ( n e x t c h a r  <= 3 1 )  o r  ( n e x t c h a r  >-  1 2 7 )  t h e n  
b e g  i n
t o k e n  ; =  b 3 ;  
s u b  t o k e n  0 ;
i f  ( n e x t c h a r  <> - 1 )  a n d  ( n e x t c h a r  <> - 2 )  t h e n  
i n t o b u f ;
e n d  ( H i f f  n e x t e h a r  . . .  M) 
e I s e
b e g  i n
i n t o b u f ;
n e x t c h a r  g e t v a i i d c h a r ;  
e n d ;
e n d ; ( ** wh i I e . . .  **) 
i f  t o k e n  <> H i  t h e n  
b e g  i n
n e x t c h a r  : =  g e t v a i i d c h a r ;
104
l e n g t h  : =  0 ;  
e n d ;
e n d ;  ( "  c o mme n t  * )  
b e g  i n
i n t o b u r ;
t o k e n  : = 2 3 ;
s u b t o k e n : - 0 ;
n e x t c h a  r : = g e t v a 1 i d c h a  r ;
e n d ;  ( *  ( 
b e g  i rt
i n t o b u f ;
* )
t o k e n  : = 2H\
s u b t o k e n : = ’ O;
n e x t c h a  r : = g e t v a 1 i d c h a r ;
e n d ;  ( *  ) 
b e g  i n
i n t o b u r ;
* )
t o k e n  : = 2 5 ;
s u b t o k e n : ~ 0 ;
n e x t c h a  r : = g e t v a  1 i d c l i a r ;
e n d ;  ( *  | 
b e g  i n
i n t o b u f ;
* )
t o k e n 2 6 ;
s u b t o k e n : = 0 ;
n e x t c h a  r : “ g e t v a 1 i d c h a r ;
e n d ;  ( *  ] 
be g  i n
i n t o b u f ;
* )
t o k e n  : = 30;
s u b t o k e n : - 0 ;
n e x t c h a  r : = g e t v a 1 i d c h a  r ;
e n d ;  ( *  ; 
b e g  i n
i n t o b u f ;
* )
t o k e n 3 5;
s u b t o k e n : = 0 ;
n e x t c h a  r : = g e t v a 1 i d c h a  r ;
e n d ;  ( *  - 
beg i n
i n t o b u f ;
* )
t o k e n  := 3 9;
s u b  t o k e n : = 0 ;
n e x t c h a  r : - ge  t v a 1 i d c h a  r ;
e n d ;  ( *  + 
beg i n
i n t o b u f ;
* )
t o k e n  : ~ '<0;
s u b t o k e n : = o ;
n e x t c h a r : = g e t v a 1 i d c h a r ;






: b e g i n
i n t o b u f ;
t o k e n  : = i l l
s u b t o k e n : = ’o;
n e x t c h a  r : = g e t v a 1 i d c h a  r ;
e n d ;  ( *  : * )
b e g  i n
i n t o b u f ;
t o k e n  : = 5 ;
s u b t o k e n 0 ;
n e x t c h a  r : = g e t v a 1 i d c h a  r ;
e n d ;  ( *  * * )
b e g  i n
i n t o b u f ;
t o k e n 5;
s u b t o k e n
n e x t c l i a  r : - g e t v a 1 i d c h a  r ;
e n d ;  ( *  / *>
b e g  i n
I n t o b u f ;
t o k e n  : = 5 ;
s u b t o k e n 2;
n e x t c h a  r ■ - g e t v a 1 i d c h a r ;
e n d ;  ( #  & H )
b e g  i n
i n t o b u f ;
t o k e n  : = 29;
s u b t o k e n : - 0;
n e x t c h a r : - g e t v a 1 i d c h a r ;
e n d ;  ( *  , » )
b e g  i n
i n t o b u f ;
n e x t c l i a  r : = g e t v a 1 i d c h a  r ;
I f  c h r ( n e x t c h a r )  = ' = '  t h e n
b e g  i n
i n t o b u f ;
t o k e n  : = 2 7 ;
s u b  t o k e n : = 0 ;
n e x t c l i a  r : = g e t v a 1 i d c h a  r
e n d  ( * » )
e 1 s e  
b e g  i n
t o k e n 31;
s u b t o k e n ; = 0 ;
e n d ; ( * : * )
e n d ;  ( #  : * )
b e g  i n (
i n t o b u f ;
n e x t c h a r  g e t v a I i d c h a r ;  
c a s e  c h r ( n e x t c h a r )  o f  
1 >'  : b e g i n
( * t o k e n s  :
t o k e n s  < a n d
a n d  : = * )





i n t o b u f ;  
n e x t c h a r  
t o k e n  : = 38 
s u b t o k e n  : =  
e n d ;  
b e g  i n
i n t o b u f ; 
n e x t c h a r  ; =  
t o k e n  : = 36  
s u b t o k e n  : =  
e n d ;
g e t v a I i d c h a  r ;  
0 ;
g e t v a  i i d c h a  r ;  
0 ;
e I s e  
b e g  i n
t o k e n  : = 3 3 ;  
s u b t o k e n  : = 0 ;  
e n d ;
e n d ;  ( *  < * )
e n d ;
b e g i n  ( *  t o k e n s  >
i n t o b u f ;
n e x t c l i a  r  : =  g e t v a i i d c h a r ;  
i f  c h  r (  n e x t c l i a  r )  -  ' = ' t h e n  
b e g  i n
i n t o b u f ;  
t o k e n  ; -  3 7 ;  
sub token ;= 0;  
n e x t c h a r  g e t v a i i d c h a r ;  
e n d  { *  i f  c h r (  . . .  * }  
e  I s e  
b e g  i n
t o k e n  3 1) :  
s u b t o k e r i  ; =  0 ;  
e n d ;  ( 44 e l s e  44) 
e n d ;  ( 14 > 44)
b e g i r t  ( *  t o k e n s
i n t o b u f ;
n e x t c h a r  g e t v a i i d c h a r ;  
i f  c h r ( n e x t c h a r )  = t h e n  
beg i n
i n t o b u f ; 
t o k e n  ; ~ 2 8 ;  
s u b t o k e n  ; = 0 ;  
n e x t c h a r  g e t v a i i d c h a r ;  
e n d  { 44 i f  c h r j  . . .  * )  
e I s e  
b e g  i n
t o k e n  3 2 ;  
s u b t o k e n  : =  0 ;  
e n d ;  ( 14 e l s e  44) 
e n d ;  ( 44 . 44 J
b e g  i n
a n d  >= * )
. a n d  . .
{ 44 t o k e n  < c h a  r>
I n t o b u f ;
n e x t c h a r  g e t v a I i d c h a r ;
( *  c h e c k  f o r  c h a r  i n  p r o p e r  r a n g e  * )  
I f  { n e x t c h a r  >= 3 2 )  o r  ( n e x t c h a r  <= 1 2 6 )  t h e n  
b e g  i n
i n t o b u f ;
n e x t c h a r  g e t v a i i d c h a r ;
( *  ma ke  s u r e  n e x t  c h a r  i s  a t i c k  * )  
j *  e l s e  e r r o r  41)
i f  n e x t c h a r  <> o r d l 1 1 ' ' )  t h e n  
beg i n
i f  ( n e x t c h a r  <> - 1 )  a n d  
( n e x t c h a r  <> - 2 )  t h e n  
( *  d o n ' t  p u t  e o l n  & e o f  m a r k e r s  * )  
( *  i n t o  b u r f e r  **)
i n t o b u f ;
i f  n e x t c h a r  <> - 2  t h e n
( "  i f  e o f  t h e n  d o n ’ t g e t  n e x t c h a r  * )  
n e x t c h a r  : =  g e t v a i i d c h a r ;  
t o k e n  : = H3;  
s u b t o k e n  : =  0 ;
e nd  ( *  i f  n e x t c h a r  <> o r d  . . .  * )  
e 1 s e
( *  p r o p e r  s e q u e n c e  f o u n d  **)
beg i n
i n t o b u f ;
n e x t c h a r  : = g e t v a i i d c h a r ;  
t o k e n  ; =  2 ;  
s u b t o k e n  ; =  0 ;  
e n d ;
e n d  
e  I s e  
b e g  i n
i n t o b u f ; 
t o k e n  : = b 3 ;  
s u b t o k e n  ; = 0 ;  
n e x t c h a r  : = g e t v a i i d c h a r ;  
e n d ;
e n d ;
' a ' , . ' z '  : n e x t c h a r  : =  n e x t c h a r  -  3 2 ;
' A ' . . ' Z '  : b e g i n  { *  t o k e n s  < i d e n t >  a n d  k e y w o r d s  * )
i n t o b u f ;
n e x t c h a r  g e t v a i i d c h a r ;  
t o k e n  : =  0 ;  
s u b t o k e n  0 ;
w h i l e  ( ( c h r ( n e x t c h a r } >= ’ A ’ ) a n d  
{ c h r j n e x t c h a r )  <= ’ Z ' j )  o r  
( ( c h r ( n e x t c h a r )  >= ’ O ’ ) a n d  





i n t o b u f ;
n e x t c h a r  : =  g e t v a i i d c h a r ;  
e n d ;
e n d ;
* 0 * .  . * 9*  : b e g i n  ( *  t o k e n s  < i n t e g e r >  * )
i n t o b u f ;
n e x t c h a r  g e t v a i i d c h a r :  
w h i l e  ( eft r  ( n e x t c h a  r )  >= O ' )  a n d
f c h r ( n e x t c h a r )  <= ' 9 ' )  do  
b e g  i n
( "  t r u n c a t e  b u f f e r  §  m a x c h a r b u f  * )
( *  c h a r a c t e r s ,  b u t  c o n t i n u e  * )
( # c o u n t i n g  * )
i n t o b u f ;
i f  l e n g t h  < m a x c l t a r b u f  t h e n  
n e x t c h a r  : = g e t v a I i d c h a r  
e  I s e
( *  i n t e g e r  l o n g e r  t h a n  m a x c h a r b u f  * )
b e g  i n
n e x t c h a r  : = g e t v a i i d c h a r ;  
t o k e n  : =  4 3 ;  
s u b t o k e n  : = 0 ;  
end;
e n d ;
i f  t o k e n  <> 43 t h e n  
b e g  i n
t o k e n  : =  1;
s u b  t o k e n  ; =  0 :  
end;
e 1 s e
e n d ;
( *  n o t  a d e f i n e d  t o k e n ,  s o  O e x e r r o r  > * )
i n t o b u f ;
t o k e n  : =  4 3 ;
s o b t o k e n  : = 0 ;
n e x t c h a r  : = g e t v a ! i d c h a r ;
e n d ;  { *  c a s e  * )  
u n t i  1 t o k e n  <> - 1 ;
i f  t o k e n  = 0 t h e n { »  i f  a l p l i a  s t r i n g  f o u n d ,  l o o k  f o r  * )
( *  k e y w o r d  *  1
k e y _ s e a r c h  ( b u f f e r ,  t o k e n ,  s u b t o k e n ) ;
f o r  i : = l e n g t h  t o  m a x c h a r b u f  do  { *  p a d  b u f f e r  w i t h  b l a n k s  * !
b u f f e r  ( i 1 : -  ' ' ;  
i f  t o k e n  = 1 t h e n  
b e g  i n
s t r i n g b u f  ; =  1 1 ;
f o r  i : = 0  t o  ( l e n g t h  -  1 )  do
s t r i n g b u f  : = s t r i n g b u f  + b u f f e r  | i ) ;
v a I  ( s t r i n g b u f ,  i ,  c o d e ) ;
1
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i f  c o d e  <> 0  t h e n  
pa r s e r r o r ( 2 ) ;
r i f  l e n g t h  > 5 t h e n * )
( * p a r s e r r o r f  2 ) ; * )
l * i f  1e n g t h  = 5 t h e n * )
i f  s t r i n g b u f  > ' 3 2 7 6 7 '  t h e n * )
( * pa r s e r r o r ( 2 ) ; * )
e n d ;
p u t w o r d ) t o k ,  t o k e n ) ;  
e n d  ( *  i f  l o o k a h e a d  = f a l s e  * )  
e l s e  l o o k a h e a d  : = f a l s e ;  
e n d ;  (** l e x  # )
(**$)  \ d y i g h t \  t h e s  i s \ s o u r c e \ p a  r s e 2 .  p a s ' * )
( " PAGE* * )
p r o c e d u r e  8 1 0 C K (  j i n s t  : i n t e g e r ;
v a r  i n s t l  ; i n t e g e r ;  
t p t r  : e n t r y p t r ;  
i s p r o c :  b o o l e a n  ) ; f o r w a r d ;
p r o c e d u r e  E XPR(  v a r  t t y p e  : s i m p t y p e s ;
v a r  e d e s  : o p e r a n d _ t y p ;
v a r  S S E x p r  : S S E x p r T y p  ) ;  f o r w a r d ;
p r o c e d u r e  S T M T t l $ T (  i s p r o c :  b o o l e a n f o r w a r d ;
p r o c e d u r e  S I G H ;  
b e g i n
c a s e  t o k e n  o f  
i d e n t ,  i n t e g ,  
c h a r a c t e r ,  
c o n s t k e y ,
I pa  r e n ,  
n o t t
m i n u s
p l u s
s i g n f l a g  f a l s e ;  
be g  i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  
s i g n  f l a g  ; =  t r u e ;  
e n d ;
beg i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  
s i g n f l a g  : =  f a  I s e ;  
e n d  ;
e I s e
pa r s e r r o r (  1 ) ;  
e n d ;  ( *  c a s e  * )  
p u t w o r d f n t e r m ,  5 ) ;  
e n d ;  ( *  s i g n  * )
i e n g t b ) ;
l e n g t h ) ;
o
p r o c e d u r e  CONS TANT;  
b e g i n
c a s e  t o k e n  o f  
i n t e g ,  p l u s ,  
m i n u s
c h a r a c t e r
e I s e
p a r s e r r o r ( 1 ) ;  
e n d ;  ( *  c a s e  * )  
p u t w o r d f n t e r m ,  4 ) ;  
e n d ;  ( *  c o n s t a n t  * )
b e g  i n SIGN;
i f  t o k e n  = i n t e g  t h e n  
b e g  i n
s t r i n g b u f  : = 1 ' ;
f o r  i : = 0  t o  ( l e n g t h  -  1 )  do
s t r i n g b u f  : = s t r i n g b u f  + b u f f e r  ( i | ;  
v a I ( s t r i n g b u f ,  i ,  c o d e ) ;  
i f  c o d e  = 0  t h e n
c p t r - . c n s t v a l u e  : = i ;  
i r  c p t r - . c l a s s  = c n s t c l a s s  t h e n  
c p t r ' . c o n s  t y p e  i n t g e r ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )
e n d  
e  I s e
p a r s e r r o r f  1 ) ;  
s i g n r t a g  : =  f a l s e ;  
e n d ;  { *  i n t e g ,  p l u s ,  m i n u s  # )  
b e g  i n
i f  s i g n f l a g  t h e n  
pa r s e r r o r f  7 ) ;
i f  c p t r - . c l a s s  = c n s t c l a s s  t h e n  
c p t r - . c o n s  t y p e  : =  c h r c t e r ;  
c v a I ( c p t r - . c n s t v a l u e ) ;
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
e n d ;  ( *  c h a r a c t e r  **)
p r o c e d u r e  C O N S T O E C L ;  
beg i n
i f  t o k e n  = i d e n t  t h e n  
beg i n
S E A R C H ;
i f  ( c p t r  = n i l )  o r  ( ( c p t r ’ , t e v e  I < c l e v e l )  a n d  
( c p t r  <> n i l ) )  t h e n  
A 0 D T 0 T A 0 L E ( c n s t c l a s s , u n k t y p e ) 
e t s e  
beg i n
i f  c p t r ' . c l a s s  <> u n k c l a s s  t h e n  
p a r s e r r o r ( 3 ) ;  
c p t r ' . c l a s s  u n k c l a s s ;  
e n d ;
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! e x { n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e nd  
e I s e
pa r s n  r r n  r (  1 ) ;  
i f  t o k e n  = e q u a l  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
p a r s e r r o r (  I ) ;
CONS TANT;
i f  t o k e n  = s e m i c o l o n  t h e n
I e x j n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )
e I s e
pn r s e  r r o  r ( t  ) ;  
p u t w o r d {  n t n r n i ,  3 ) ;  
e n d ;  { *  c o n s t d e e t  * )
p r o c e d u r e  C O NS T D C C L A ;  
b e g  i n
i f  t o k e n  = i d e n t  t h e n  
beg i n
C O N S T O E C L ;
C O N S T D E C L A ;  
e n d ;  { *  i f  H ) 
e n d ;  ( *  c o n s t d e c l a  * )
p r o c e d u r e  CONST PART ;  
b e g  i n
c a s e  t o k e n  o f
c o n s t t  ; b e g i n
I e x j n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
C O N S T O E C L ;
C O N S T D E C L A ;
e n d ;
t y p ,  v n r r ,  
f u n c ,  b e g ,  
p r o c  ; ;
e I s e
pa r s e  r r o  r (  1 ) ; 
e n d ;  ( *  c a s e  * )  
p u t w o r d ( n t e r m ,  2 ) ;  
e n d ;  { *  c o n s t p a r t  * )
p r o c e d u r e  BOUND( v a r  b v a r  ; i n t e g e r ) ;  
b e g  i n
c a s e  t o k e n  o f
i d e n t  : b e g i n
S E A R C H ;
i f  c p  t r <> n i I  t h e n
beg i n




b e g i n
i f  c p t r - . c l a s s  <> u n k c l a s s  t h e n  
pa r s c r r o r ( 5 ) ;  
c p t r - ’ . c l a s s  : =  u n k c l a s s ;
e n d  
e  I s c
i f  c p t r - . c o n s t y p e  <> i n t g e r  t h e n  
b e g  i n
i f  c p t r - . c o n s t y p e  <> u n k t y p e  t h e n  
pa r s e r r o r ( 6 ) ;
c p t r ’ . c o n s t y p e  : = u n k t y p e ;  
e nd  
e I s e
b v a r  : =  c p t r - . c n s t v a l u e ;  
end  
e I s e  
b e g  i n
p a r s e r r o r ( h ) ;
A O D I O T A B l . f j  u n k c l a s s ,  u n k t y p e  ) ;  
e n d ;
I e x ! n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
e n d ;
i n t e g ,  p l u s ,
m i n u s  : b e g i n
S I  Oi l ;
i f  t o k e n  = i n t e g  t h e n  
beg i n
IVAI..  ( b v a  r  ) ;
I e x ( n e x t c h a r ,  t o k e n ,
s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
end  
e I s e
p a r s e r r o r (  1 ) ;
f i x e d  s i g n  p r o b l e m  w i t h  n e g a t i v e  s u b s c r i p t s  b / 8 / 8 6
i f  s i g n f l a g  t h e n  b v a r  : = b v a r  *  ( ~ 1 ) ;  
s i g n f l a g  : = f a l s e ;  




e I s e
p a r s e r r o r f  1 ) ;  
e n d ;  { *  c a s e  H ) 
p u t w o r d  ( n t e r m ,  1 0 ) ;  
e n d ;  ( *  b o u n d  * )
p r o c e d u r e  R A N G C f v a r  t p t r  : e n t r y p t r ) ;  
b e g  i n
B O U N D ! t p t r - . I b o u n d f  numd i ms  j ) ;  
i f  t o k e n  = d o t d o t  t h e n
I e x {  n e x t c l i a  r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e  I s e
113
pa r s e  r r o r [ 1 ) ;
BOUND! t p  t  r - .  L i b o u n d [ numd i ms ] ) ;
t p t r — . memr eq : = t p t r - . me mr e q  * ( t p t r ' . u b o u n d  [ n u m d i m s ]
t p t r ' . I  b o u n d  j n u m d i m s j
p u t w o r d ! n t e r m ,  9 ) ;  
e n d ;  ( *  r a n g e  H )
p r o c e d u r e  RANGEL  I S T A ( v a  r  t p t r  : e n t r y p t r ) ;  
beg i n
i f  t o k e n  = comma t h e n  
b e g i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
R A N G E ( t p t r ) ;
n u md i ms  : =  n u md i ms  + 1;
RANGEL  I ST A ( t p t r ) ;  
e n d ;
e n d ;  ( *  r a n g e  I i  s t a  * )
p r o c e d u r e  R A M G E L I S T ( v a r  t p t r  : e n t r y p t r ) ;  
b e g  i n
c a s e  t o k e n  o f  
i d e n t ,  i n t e g ,  
p l u s ,  m i n u s  ; b e g i n
R A N G E ! t p t r ) ;
n u m d i ms  : = n u md i ms  + 1;
R A NG E L  I S T A ( t p t r ) ; 
e n d  ;
e I s e
pa r s e  r r o  r (  1 ) ;  
e n d ; ( t e a s e * )  
p u t w o r d ) n t e r m ,  8 ) ;  
e n d ;  ( *  r a n g e  l i s t  # )
p r o c e d u r e  T Y P D E C L ;
VAR
t p t r  : e n t r y p t r ;
b e g  i n
n u md i ms  : = 0 ;  
i f  t o k e n  = i d e n t  t h e n  
beg i n
S E A R C H;
i f  ( c p t r  = n i l )  o r  ( ( c p t r - . I  e v e  I < c l e v e l )  a n d  
( c p t r  <> n i l ) )  t h e n  
A D D T O T A B L E ! t y p e  i a s s , u n k t y p e ) 
e I s e
i f  c p t r - ’ . c l a s s  <> u n k c l a s s  t h e n  
b e g  i n
pa r s e r r o r f  3 ) ;




e n d ;
t p t r  : =  c p t r ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )
e n d  
e I s e
pa r s e r r o r f 1 ) ;
I f  t o k e n  = e q u a I  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e  r r o  r (  1 ) ;  
i f  t o k e n  = a r r a  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e  r r o  r (  1 ) ;  
i f  t o k e n  = I b r a c k e t  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e r r o r (  1)  ; 
t p t  r -  . mernreq : = 1;
RANGEL  I S T ( t p t r ) ;
t p t r ' , n d i m s  := n u m d i m s ;
i f  t o k e n  = r b r a c k e t  t h e n
I e x (  n e x t c l i a  r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
p a r s e r r o r (  I ) ;  
i f  t o k e n  = u v  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e r r o r (  1 ) ;  
i f  t o k e n  = s i m p t y p e  t h e n  
beg i n
c a s e  s u b t o k e n  o f
0 : t p t r - ’ . c o m p t y p e  : =  i n t g e r ;
1 : t p t r - ’ . comp t y p e  : = c h r c t e r ;
2 : t p t r - . c o m p t y p e  : = b o o l ;  
e n d ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
end  
e I s e
pa r s e r r o r )  1 ) ;  
i f  t o k e n  = s e m i c o l o n  t h e n
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e  I s e
pa r s e r r o r ( I ) ;  
p u t w o r d ( n t e r m ,  7 ) ;  
e n d ;
p r o c e d u r e  T Y P D E C L A ;  
b e g  i n
c a s e  t o k e n  o f
i d e n t  : b e g i n
1
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T YPOCC! . ;
T Y P D E C L A ;  
e n d ;
v a r r ,  T u n e ,
b e g ,  p r o c  : ;
e I s e
pn r s e  r r o r j 1 ) ;  
e n d ;  ( *  c a s e  * )  
e n d ;  ( *  t y p d e c l a  # )
p r o c e d u r e  T Y P A R T ;  
bog i n
c a s e  t o k e n  o f
t y p  : b e g i n
I o x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
T Y P D E C L ;
T Y P D E C L A ;  
e n d ;
v a r r ,  f u n c ,
b e g ,  p r o c  : ;
o I s e
pa r s e  r r o  r (  1 ) ;  
e n d ; ( H c a s e  * )  
p u t w o r d ( n t e r m ,  6 ) :  
e n d ;  ( H t y p a r t  * )
p r o c e d u r e  I D E N T U S T A ;  
beg i n
i f  t o k e n  = comma t h e n  
beg i n
l e x f n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
i f  t o k e n  = i d e n t  t h e n  
be d  i n
n u m i d e n t s  : = n u m i d e n t s  + 1;  
i d  l i s t  [ n u m i d e n t s ]  : = b u f T e r ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
I D E N T U S T A ;  
e n d ;
e n d ;
e n d ;  ( *  i d e n t  I i s t a  H)
p r o c e d u r e  I D E N T L I  S T ;  
b e g  i n
n u m i d e n t s  : = 0 ;  
i f  t o k e n  = i d e n t  t h e n  
b e g  i n
n u m i d e n t s  n u m i d e n t s  + 1;  
i d l i s t  [ n u m i d e n t s ]  b u f f e r ;




e  I s e
pa r s e r r o r (  1 ) ;  
p u t w o r d f n t e r m ,  l b ) ;  
end;
p r o c e d u r e  T Y P E P R O C ;
VAR
t t y p e  : s i m p t y p e s ;  
i : i n t e g e r ;  
t p t r  : e n t r y p t r ;
b e g  i ri
c a s e  t o k e n  o f  
s  i m p t y p e
i d e n t
beg i n
c s  i m p I e  : = t r u e ; 
c a s e  s u b t o k e n  o f
0 t t y p e ; = i n t g e r ;
1 t t y p e c h r c t e r ;
2 t t y p e : = boo 1;
e n d ;
f o r  i : = 1 t o  n u m i d e n t s  do  
b e g  i n
c l o c [ c l e v e l |  : = c I o c [ c l e v e l )  + 1;  
b u f r e r  ; = i d l i s t  | i ] ;
S E A R C H ;
i f  ( c p t r  = n i l )  o r
( ( c p t r " . I e v e  I < c l e v e l )  a n d  
( c p t r  <> n i l ) )  t h e n  
b e g  i n
ADO r O T A B L E ( v a  r c I  a s s , t t y p e  ) ;  
c p t r - . v a r l o c  : =  c I o c [ c I  e v e  I ) ;
e n d  
e  l s e  
b e g  I n
I E  c p t r ^ . c l a s s  <> u n k c l a s s  t h e n  
p a r s e r r o r j  3 ) ;  
c p t r " . c l a s s  : = u n k c l a s s ;  
e n d ;
e n d ;
e n d ; 
b e g  i n
S E A R C H ;
t p t r  ; = c p t r ;
i r cpt . r  <> n i l  then
i f  ( c p t r - . c l a s s  = t y p c l a s s )  o r  
( c p t r - . c l a s s  = u n k c l a s s )  t h e n  
b e g  I n




be g  i n
c l o c [ c l e v e l ]  : = c l o c [ c l e v e l ]  + 1;  
b u f f e r  : =  I d I I s t  ( i ) ;
SEARCH;
if (cptr = nil) or
( ( c p t r  ’ . I e v e  I < c l e v e l )  a n d  
( c p t r  <> n i l ) )  t h e n  
b e g  i n
c  s i m p I e  : =  f a l s e ;
ADD TO I A B L E ( v a  r e  I a s s , t p t r - . comp t y p e ) ;  
c p t r - . v a r l o c  : = c I o c ( c I  e v e  I ] ;  
c p t r - . a v a r t y p e  : = t p t r ;
( "  a d j u s t  c u r r e n t  v a r i a b l e  p o i n t e r  T o r  s i z e  o f  a r r a y  * )
c l o c ( c l e v e l )  : = c l o c ( c l e v e l )  +
t p t r - . m e m r e q  -  1;
e nd  
e I s e  
beg i n
i f  c p t r - . c l a s s  <> u n k c l a s s  t h e n  
pa r s e  r r o  r (  3 ) ;  
c p t r - . c l a s s  : =  u n k c l a s s ;  
e n d ;
e n d ;
e nd  
e I s e  begin
p a r s e r r o r f  5 ) ;
c p t r - . c l  a s s  u n k c l a s s ;
end
e I s e
be g  i n
pa r s e r r o r (  ' i ) ;
A D D T O T A B L E ( u n k c l a s s , u n k t y p e ) ;
f o r  i := 1 t o  n u m i d e n t s  do  
b e g i n
c l o c ( c l e v e i )  : = c l o c ( c l e v e l )  + 1;  
b u f f e r  : = i d I i  s t  ( i ] :
S E A R C H ;if (cptr = nil) or
( ( c p t r - . I e v e  I < c l e v e l )  a n d  
( c p t r  <> n i l ) )  t h e n  
b e g i n
c s  i mp I e  : = f a  I s e ;
ADDTOT A B L E  { u l i ke  l a s s ,  u n k t y p e ) ;  
c p t  r - . a v a  r t y p e  : = n i l ;
e nd  
e I s e
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beg i n
i f  c p t r ’ . c l a s s  <> u n k c l a s s  t h e n  
pa r s e r r o r ( 3 ) ;  
c p t r ’ . c l a s s  : =  u n k c l a s s ;  
e n d ;
e n d ; 
end;
e n d ;
e I s e
pa r s e r r o r f 1 ) ;  
e n d ;  ( #  c a s e  t o k e n  . . .  * )
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
p u t w o r d ( n t e r m ,  1 3 ) ;  
e n d ;  ( H t y p e p r o c  * )
p r o c e d u r e  V A U O E C L ;  
b e g  i n
I D F H T L I S T ;
i f  t o k e n  = c o l o n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e  r r o  r (  1 ) ;
T Y P E P R O C ;
I f  t o k e n  = s e m i c o l o n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e l s e
pa r s e  r r o  r (  1 ) ;  
p u t w o r d f n t e rm, 12); 
e n d ;  ( *  v a r d e c l  H )
p r o c e d u r e  V A R D E C I A ;  
b e g  i n
i f  t o k e n  = i d e n t  t h e n  
beg i n
V A R D E C L ;
V A R D E C L A ;  
e n d ;
e n d ; ( *  v a r d e c  I a *
p r o c e d u r e  V A R P A R T ;  
be g  i n
c a s e  t o k e n  o f  
va  r r
f u n c ,  b e g ,  
p r o c  
e I s e
: beg  i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
V A R D E C L ;
V A R D E C I A ;  
e n d ;
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end;
pntwo rd(n term, 11); 
end; (* varpart **)




numidents := 0 ; 
if token = ident then 
beg i nmr.NTLisr;
i f token = colon then
lex(nextchar, token, subtoken, buffer, length) 
e I se
pa rse rro r( I ); 
if token = simptype then 
beg i n
csimplo := true; 
case subtoken of
0 : ttype :- intgnr;
1 : ttype := chrcter;
2 : ttype := boo I ; 
end;
for i := 1 to numidents do 
beg i n
if cptr2 - nil then 
beg i n
new(cpt r2 );
tptr-.parmtypIist := cptr2 ; 
cptr2 '.st := ttype; 
cptr2 ’.Iink ;= nil;
end 
e I se 
beg i n
new(cpt r2 -. I ink); 
cp t r2 :- cp t r2".Ii nk; 
cptr2 ’.st := ttype; 
cptr2 -. I ink : - nil; 
end;
i dIi s t2[ni impa rms + i ) : - i d I i s t[ i ) ; 
buffer :- id Ii st [i ];
SEARCH;
if (cptr = nil) or ((cptr-.I eve I < clevel) and 
(cptr <> nil)) then
beg i n
c r, i mp I e : = t rue ;





e I s e 
beg i n
i r  c p t r ’ , c l a s s  <> u n k c l a s s  
pa r s e r r o r ( 3 ) ;  
c p t r ’ . c l a s s  :=  u n k c l a s s ;  
e n d ;
e n d ;
1e x j n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f T e r ,  l e n g t h ) ;  
end 
e I se
pa r s e  r r o r (  1 ) ;
e n d ;
p u t w o r d ( n t e r m ,  1 8 ) ;  
e n d ;  ( *  pa rm de c i  * )
p r o c e d u r e  PARMDECLA ( t p t r  ; e n t r y p t r ) ;  
bog i n
i f  to k e n  = s e m i c o l o n  t hen  
beg i n
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
PARMDCCLf t p t r ) ;
numparms ; = numparms + n u m i d e n t s ;
PARMDECl.A( t p t r ) ; 
e n d ;
e n d ;  ( *  p a r m d e c l a  * )
p r o c e d u r e  PARHPART ( t p t r  : e n t r y p t r  } ;  
beg i ri
i f  t o ke n  = I pa r e n  t hen  
beg i n
numparms ;=  0 ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u T f e r ,  l e n g t h ) ;
PARMOECK t p t r  ) ;
numparms := numparms + n u m i d e n t s ;
PARMDECLA ( t p t r  ) ;
f o r  i := 1 to  numparms do { *  f o r  e a c h  o f  t h e  pa rm s ,  s a v e  f r a m e  lo c  * )  
beg i n
b u f f e r  : = i d  I i s t 2 ( i ) ;
SEARCH;
i f  c p t r  <> n i l  t hen
c p t r ’ . v a r l o c  := i - numparms -  2 ;
e n d ;
i f  t o k e n  = r p a r e n  t hen
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I se
pa r s e r r o r ( 1 ) ;
end 
c  I se
pa r s e  r r o  r (  1 ) ;  
p u t w o r d ( n t e r m ,  1 7 ) ;
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e n d ;  ( H p a r m p n r t  M)
p r o c e d u r e  f UNCDE C l . ;  
VAR
t p t r : e n t r y p t r ;
j  i n s t ; I n t e g e r ;
1 n s 1 1 : i n t e g e r ;
tdos : o p n r a n d t y p ;
beg i n
c p t r ?  : =  n i l ;  
i f  t o k e n  = f u n c  t h e n
l esx ( n e x t c h a  r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa  r s e  r r o  r (  1 ) ;  
i f  t o k e n  = i d e n t  t h e n  
b e g  i n
S E A R C H ;
i r  ( c p t r  = n i l )  o r  ( ( c p t r  - .  I e v e  I < c l e v e l )  a n d  
( c p t r  <> n i l ) )  t h e n  
ADD 10 I A B L E  ( f u n c  I a s s , l i n k  t y p e  ) 
e  I s o
i f  c p t r ’ . c l a s s  <> u n k c l a s s  t h e n  
b o g  i n
pa  r s o  r r o r ( 3 ) ;  
c p t r ’ . c l a s s  u n k c l a s s ;  
e n d ;t p t r  : -  c p t r ;
f u n c n a m c s ( c I o v e I |  : = b u f f e r ;
c l o v o l  :=  c l o v o l  + 1 ;  ( *  i n c r e m e n t  c u r r e n t  l e v e l  * )
c  I o c ( c I  e v e  I | : -  -  1;  
c p t r ’ . f u n c o ( f s e t  - 1 ;
c p  t  r -  . i s d e f  i n o d  : =  f a l s e ;  ( * t r u e  i f  o f f s e t  v a l u e  c o r r e c t  ** )
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )
e n d  
e I s e
pa  r s e r r o r (  1 ) ;
E A R N P A R T  { t p t r  ) ;  
i f  t o k e n  = c o l o n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e l s e
pa r s e  r r o  r (  1 ) ;  
i f  t o k e n  = s i m p t y p e  t h e n  
b e g  i n
c a s e  s u b t o k e n  o f
0 t p t r  ' r l i n e  t y p e : - i n t g e  r ;
1 t p t r ’ f  u n c t y p e : = c h r c t o r ;
2 t p t r ’ ( u n c t y p o ; -  h n o 1; ►—*
e n d ;
t p t r - .  r ipn r m s  : - nurnpa rms;
toto




If token = semicolon then




GEN (jump, dummy, dummy, dummy);
BLOCK (jinst, inst!, tptr, notprocscope); 
tries, fldl := cnstant; 
tries.fid? 0;
GEN (ret, tdes, dummy, dummy); 
wliile not tptr-'. isdef ined do 
beg i n
if tptr-.funeoTfset = -1 then 
beg i n

















e n d ;
if token = semicolon then
Iex(nextchar, token, subtoken, buffer, length) 
e I se
pa rserrorf 1 );
RELEASEIABLE; 
clevel := clevel - 1; 
putword{nterm, 16); 




func : beg i n
fUNCDECl.;
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F UNCP AR T A;  
e n d ;
b e g ,  p r o c  : ;
e I s e
pa r s e  r r o  r (  1 ) ;  
e n d ;  (** c a s e  *  ) 
e n d ;  ( *  f u n c p a r t a  * )
p r o c e d u r e  FUNCPART;  
b e g  i n
c a s e  t o k e n  o f
f u n c  : b e g i n
F U N C D E C L ;
F UNCP AR T A;  
e n d ;
b e g ,  p r o c  : ;
e I s e
pa r s e r r o r ( 1 ) ;  
e n d ;  ( H c a s e  * )  
p u t w o r d ( n t e r m ,  1 5 ) ;  
e n d ;  ( *  f u n c p a r t  * )
p r o c e d u r e  P R O C D E C L ;
VAR
t p t r  : e n t r y p t r ;
j i n s t  : i n t e g e r ;  ( *  p o s i t i o n  o r  j u m p  i n s t r u c t i o n  * )
i n s t l  : i n t e g e r ;
t d e s  ; o p e r a n d _ t y p ;
beg i n
c p t r 2  ; = n i l ;  
i f  t o k e n  = p r o c  t h e n
1 e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e  r r o r  ( D ;  
i f  t o k e n  = i d e n t  t h e n  
beg i n
S E A R C H ;
i f  ( c p t r  = n i l )  o r  ( ( c p t r - . l e v e l  < c l  e v e  I ) a n d  
( c p t r  <> n i l ) )  t h e n  
ADDT OT ADL E  ( p r o c l a s s ,  u n k t y p e )  
e  I s e
i f  c p t r - , c l a s s  <> u n k c l a s s  t h e n  
be g  i n
pa r s e r r o r  ( 3 )  ; 
c p t r - . c l a s s  : = u n k c l a s s ;  
e n d ;
t p t r  : = c p t r ;
f u n c n a m e s  [ c l e v e l ]  : = b u f f e r ;  
c I  e v e  I : =  c  I e v e  I + 1;
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c  l o c  ( c I  e v e  I J  : =  - 1 ;  
c p t r - - .  f u n c o f T s e t  : =  - 1 ;  
c p t r - . I s d e f i n e d  : =  f a l s e ;
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
e nd  
e I s e
p a r s e r r o r  ( 1 ) ;
PARMPART ( t p t r  ) ;  
t p t r - . n p a r m s  : = n u m p a r m s ;  
i f  t o k e n  = s e m i c o l o n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e r r o  r  ( 1 ) ;
J  i n s t  : =  n e x t i n s t ;
GFf l  ( j u m p ,  dummy,  dummy,  d u mmy ) ;
B L OC K ( j i n s t ,  i n s t l ,  t p t r ,  p r o c s c o p e ) ;
GEN ( p r e t ,  dummy,  dummy,  d u mmy ) ;  
w h i l e  n o t  t p t r - . i s d e f i n e d  do  
beg i n
i f  t p t r - . f u n c o f f s e t  = - 1  t h e n  
beg i n
t p t r - . i s d e f i n e d  t r u e ;  
t p t r - . f u n c o r f s e t  : = j i n s t ;  
e nd  
e I s e
i f  n o t  e r r f l a g  a n d
c o d e s w  t h e n
beg i n
s e e k ( e x e c ,  t p t r - . f u n c o r f s e t ) ;  
r e a d j e x e c ,  i n s t r e c ) ;  
s e e k j e x e c ,  t p t r - . f u n c o f f s e t ) ;  
t p t r - . f u n c o f f s e t  i n s t r e c . o p n d s [ o p r l ] . f I d 2 ;
i n s t r e c . o p n d s | o p r 1  | . f I d 1 : =  c o d e s e g ;  
i n s t r e c . o p n d s j o p r 1 j . f I d 2  : =  j i n s t ;  
w r l t e ( e x e c ,  i n s t r e c ) ;
end  
e I s e
t p t r - . i s d e f i n e d  : = t r u e ;
e n d ;
i f  t o k e n  = s e m i c o l o n  t h e n
l e x  ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e r r o r  ( 1 ) ;
R E L E A S E T A B L E ;  
c I  e v e  I : =  c I  e v e  I -  1;
e n d ;  ( *  p r o c d e c l  * )
p r o c e d u r e  P R O C P A R f ;
( *  a d d e d  6 / 1 0 / 8 6 *)
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( H i n c l u d e d  p r o c e d u r e s  t o  ma ke  p r o g r a m m i n g  
( * easier
be g  i n
c a s e  t o k e n  o f
p r o c  : b e g i n
P R O C U E C l ;
PROCPAHT;  
end;
b e g ,  f u n c  : ;
e I s e
pa r s e  r r o  r  ( 1 ) ;  
e n d ;  ( *  c a s e  * )  
e n d ;  ( H p r o c p a r t  * )
p r o c e d u r e  F UNCP ROCP AR T ;
beg i n
c a s e  t o k e n  o f
f u n c
p r o c
b e g ,  p r o c
b e g  i n
f UfICPART; 
TUNCPROCPART; 
e n d ; 
beg i n
' P R O C P A R I ; 
f U N C P R O C P A R T ; 
e n d ;
e I s e
e n d  ; ( 11 c a s e  M ) 
e n d ;  ( *  f u n c p r o c p a r t




p r o c e d u r e  I N D C X L I S T A  ( v a r  n u m i d e n t s
v a r  t p t r  
v a r  S S f . x p r
i n t e g e r ;  
e n t r y p t r ;  
S S e x p r T y p ) ;
VAR
t t y p e
v d e s ,  t d e s  
t d e s 2
N e w f I  emeu t
s i m p t y p e s ;  
o p e r a n d _ t y p ;  
o p c r a n d _ t y p ;  
boo l e a n ;
b e g  i n
N e w F . I c m e n t  : = f a l s e ;  
c a s e  t o k e n  o f
comma : b e g i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
E X P R ( t t y p e ,  v d e s ,  S S E x p r ) ;  
t d e s . f l d l  : = - 3 ;
t d e s . f i d ?  t p t r ^ . l b o u n d [ n u m i d e n t s | ;




r pn  r e n ,
r b r a c k e t  :
e I s e
pa r s e r r o r ( 1 ) ;  
e n d ;  ( #  c a s e  * )  
e n d ; ( *  i n d e x I  i s t a  * )
c a s e  v d e s . f l d l  o r
-2
- 3
S S E x p r . c o e r r s  ( S S S t a c k  ( S S T o p ,  2 ] ) . b  : =
S S E x p r . c o e F f s  [ S S S t a c k  [ S S T o p ,  2 ] | . b  -  t p t r - . I b o u n d  [ n u m i d e n t s ) ;  
beg i n
NewE l e n i e n t  t r u e ;
S S T o p  : = S S T o p  + 1;
S S S t a c k  ( S S T o p ,  1[
S S S t a c k  [ S S T o p ,  2 ]
S S E x p r . c o e r r s  [ S S S t a c k  [ S S T o p ,
S S C x p r . c o e T T s  [ S S S t a c k  [ S S T o p ,  i j j . x . f l d l  ; =
S S E x p r . c o e E f s  [ S S S t a c k  [ S S T o p ,  1 j j . x . T I d 2 : =
S S E x p r . c o e r r s  [ S S S t a c k  [ S S T o p ,  1 j j . b ; =  v d e s .  
e n d ;
S S S t a c k  ( S S T o p  











T l d 2  -  t d e s . E l d 2 ;
1 ;
= 1,
= v d e s ;
= -  t d e s . r l d 2 ;
e n d ;
e I s e
N e w E l e m e n t  : = t r u e ;
S S T o p  : =  S S T o p  + 1;
S S S t a c k  [ S S T o p ,  1]  : = S S S t a c k  [ S S T o p  -  1,  2 ]  + 1;  
S S S t a c k  [ S S T o p ,  2 J  : =  S S S t a c k  [ S S T o p  - 1 , 2 ) +  
S S E x p r . c o e r r s  [ S S S t a c k  [ S S T o p ,  I ] ] . a  
S S E x p r . c o e T T s  [ S S S t a c k  ( S S T o p ,  1 ) j . x  
S S E x p r . c o e r r s  | S S S t a c k  [ S S T o p ,  i j j . b  
e n d ;  ( *  c a s e  * )
GEN ( a d d ,  s t a c k ,  s t a c k ,  s t a c k ) ;
S S S t a c k  [ S S T o p  -  1,  2 ]  S S S t a c k  [ S S T o p ,  2 ) ;
S S T o p  : = S S T o p  -  T ; 
i r  n u m i d e n t s  < t p t c . n d i m s  -  1 t h e n  
beg i n
t d e s 2 . r i d 1  : = e n s t a n t ;
t d n s 2 . r i d 2  : =  t p t r ' . u b o u n r i [ n u m i d e n t s  + 1]  -  
t p t r ' . I b o u n d j n u m i d e n t s  + 1]  + 1;
GEN ( m u l ,  s t a c k ,  t d e s 2 ,  s t a c k ) ;
T o r  i : = S S S t a c k  ( S S T o p ,  1J t o  S S S t a c k  [ S S T o p ,  2 J  do  
b e g  i n
S S E x p r . c o e T f s  [ i ) . a  : = S S E x p r . c o e T T s  [ i J . a 
S S E x p r . c o e T T s  [ i j . b  : = S S E x p r . c o e T T s  [ i j . b  
e n d ;
e n d ;
n u m i d e n t s  : = n u m i d e n t s  + 1;
S S E x p r . N u m C o e r T s  : = S S E x p r . N u m C o e r r s  + T;  
i r ( t t y p e  <> i n t g e r )  and  
( t t y p e  <> u n k t y p e )  t h e n  
pa r s e  r r o r ( 6 ) ;
I N D E X L I S T A  ( n u m i d e n t s ,  t p t r ,  S S E x p r ) ;
t d e s 2 , f I d 2 ;  
t d e s 2 . T I d 2 ;
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p r o c e d u r e  I N D E X L ! S T  ( v a r  n u m i d e n t s  : i n t e g e r ;
v a r  t p t r  ; e n t r y p t r ;
v a r  S S E x p r  ; S S E x p r T y p  ) ;
VAR
t t y p e
v d e s ,  t d e s  
t d e s  2 
i
s i m p t y p e s ;  
o p e r a n d _ t y p ;  
o p e r a n d _ t y p ;  
i n t e g e r ;
beg  i n
S S T o p  : = 0 ;
f o r  i ; = 0 t o  2 0  do  
beg i n
S S S t a c k  [ i , 1 J ; = 1;
S S S t a c k  [ i , 2 j : =  1;  
e n d ;
f o r  i ; = 1 t o  2 0  do  
beg i n
S S E x p r . c o e f f s  [ i J , a ; = 0 ;
S S E x p r . c o e f f s  j i ] . x . f I d 1 ;
S S E x p r . c o e f f s  [ i ] . x . f i d 2  ;
S S E x p r . c o e f r s  ( i j . b  : = 0 ;  
e n d ;
c a s e  t o k e n  o f  
i d e n t ,  i n t e g , 
c h a  r a c t e r ,  
c o n s t k e y ,  n o t t ,
I p a r e n ,  p l u s ,  
m i n u s  : b e g i n
E X P R ( t t y p e ,  v d e s ,  S S E x p r ) ;  
t d e s . f I d 1 : = - 3;
WRITELN (NUMIDENTS);
t d e s . f l d 2  : = t p t  r - - . I b o u n d !  n u m i d e n t s  I ;
GEN ( s u b ,  t d e s ,  v d e s ,  s t a c k ) ;  
c a s e  v d e s , f I d 1 o f
- 2  : S S E x p r . c o e f f s  [ S S S t a c k  ( S S T o p ,  2 ] [ . b  : =
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  2 ] ) . b  -  t p t f . I bound  
- 3  : b e g i n
S S T o p  ; = S S T o p  + 1;
S S S t a c k  [ S S T o p ,  1]  : = S S S t a c k  [ S S T o p  -  1,  2 ]  + 1;
S S S t a c k  [ S S T o p ,  2 j  ; = S S S t a c k  [ S S T o p  -  1,  2 )  + 1;
S S E x p r . c o e f f s  | S S S t a c k  [ S S T o p ,  1 ] | . a 0 ;
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  i j j . x . N d l  ; = - 1 ;
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  l j j . x . f l d 2  ; = - 1 ;
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  i j j . b  v d e s . f l d 2  - 
e n d ;
( H i n i t i a l i z e  s y m b o l i c  s t a c k  * )
= - 1 ; = -1;
e I s e
[ n u m i d e n t s ] ;
t d e s . f I d 2 ; 128
e I se
pa r s e  r r o  r (  I ) ;  
e n d  ; ( H c a s e  **) 
pti t w o r d ( n t c  rm,  3 J ) ;  
e n d ; ( H i n d e x  l i s t  * )
S S T o p  : = S S T o p  + 1;
S S S t a c k  [ S S T o p ,  1]  : =  S S S t a c k  [ S S T o p  -  1,  2 ]  + 1;
S S S t a c k  [ S S T o p ,  2 ]  : = S S S t a c k  [ S S T o p  -  1,  2 )  + 1;
S S E x p  r . c o e f f s  [ S S S t a c k  [ S S T o p ,  l ] ) . a  1;
S S E x p r . c o e T T s  [ S S S t a c k  [ S S T o p ,  1 J j . x  : =  v d e s ;  
S S E x p r . c o e f f s  ( S S S t a c k  [ S S T o p ,  1 j j . b : = -  t d e s . f l d 2 ;  
e n d ;  ( *  c a s e  * )
i f  n u m i d e n t s  < t p t r ’ . n d i m s  -  1 t h e n  
b e g  i n
t d e s 2 . f l d 1  : =  c n s t a n t ;
t d e s 2 . f l d 2  : = tpt .  r - . u b o u n d [  n u n  i d e n  t s  + 1 ]  -  
t p t r - ’ . I b o u n d [  num i d e n t s  + 1]  + 1;
GEM ( m u l ,  s t a c k ,  t d e s 2 ,  s t a c k ) ;
f o r  i ; =  S S S t a c k  [ S S T o p ,  I j  t o  S S S t a c k  ( S S T o p ,  2 ]  do  
beg i n
S S E x p r . c o e f f s  [ I ] , a  : = S S E x p r . c o e f f s  [ i ] .  a *  t d e s 2 . f l d 2 ;  
S S E x p r . c o e f f s  [ i j . b  S S E x p r . c o e f f s  [ i j . b  *  t d e s 2 . f l d 2 ;
e n d ;
e n d ;
n u m i d e n t s  : ■= n u m i d e n t s  + 1;
S S E x p r . M u m C o e f f s  : = S S C x p r . l i u r n C o e f f s  + 1;  
i f  ( t t y p e  <> i n t g o r )  a n d  
( t t y p e  <> u n k t y p e )  t h e n  
pa r s e  r  ro r (  6 ) ;
I N D E X E I S T A  ( n u m i d e n t s ,  t p t r ,  S S E x p r ) ;  
e n d ;
p r o c e d u r e  A R G L I S T A j  a c p t r  : s t y p e p t r  ; v a r  n u mp a r ms  : i n t e g e r ) ;
VAR
t t y p e  : s i m p t y p e s ;
e d e s  : o p e r a n d _ t y p ;
b e g  i n
c a s e  t o k e n  o f
comma : b e g i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  burfer, l e n g t h ) ;  
E X P R ( t t y p e ,  e d e s ,  S S E x p r D u m m y ) ;
GEM ( s t o r ,  e d e s ,  dummy,  s t a c k ) ;  
i f  a c p t r  <> n i l  t h e n  
a c p t r  : -  a c p t r ' . I i n k ;  
i f  ( t t y p e  <> a c p t r ' . s t )  and  
( t t y p e  <> u n k t y p e )  a n d  
( a c p t r ' . s t  <> u n k t y p e )  a n d  
( a c p t r  <> n i l )  t h e n  
pa r s e  r r o  r(  6 ) ;
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n u mp a r ms  : =  n u m p a r m s  + 1;
A R G l I S I A ( a c p t r , n u m p a  r m s ) ;  
e n d ;
r pa  r e n ,
r b r a c k e t  ; ;
e I s e
pa r s e r r o r f 1 ) ;  
e n d ;  ( *  c a s e  * )
e n d ; ( *  a r g  I f s t a  * )
p r o c e d u r e  A R G L I S T  ( a c p t r  : s t y p e p t r  ; v a r  n u mp a r ms  : i n t e g e r ) ;  
VAR
t t y p e  : s i m p t y p e s ;
e d e s  ; o p e r a n d _ t y p ;
b e g  i n
c a s e  t o k e n  o f  
i d e n t ,  i n t e g ,
C h a r a c i e r ,  
c o n s t k e y ,  r i o i t ,  
i p a r e n ,  p l u s ,  
m i n u s  ; b e g i n
E X P R ( t t y p e ,  e d e s ,  S S E x p r D u r m n y ) ;  
GEN ( s t o r ,  e d e s ,  dummy,  s t a c k ) ;  
n u mp a r ms  : = n u mp a r ms  + 1;  
i f  ( t t y p e  <> a c p t r - . s t )  a n d  
( t t y p e  <> u n k t y p e )  a n d  
( a c p t r - . s t  <> u n k t y p e )  a n d  
( a c p t r  <> n i l )  t h e n  
p a r s e r r o r ( 6 ) ;
A R G I . I S I A  ( a c p t r ,  numpa rms ) ;  
e n d  ;
e I s e
pa r s e  r r o  r (  1 J ; 
e n d ; ( H c a s e  * )  
p u t w o r d ( n t e r m ,  3 9 ) ;  
e n d ;  ( “ a r g I i  s t  * )
( *  $ l \ r i w i g h t \ t h e s  i s \ s o u r c e \ p a r s e 3 . pa s * )
p r o c e d u r e  CMF. CK_ FOR_ , ARGS ( v a r  a r g s  f o u n d  ; b o o l e a n  ) ;
b e g  i n
a r g s f o u n d  ; = f a l s e ;  
i f  t o k e n  -  ( b r a c k e t  t t i c n  
b e g  i n
l o o k a h e a d  : -  f a l s e ;
Ie>: ( n e x t c h a  r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
n u m i d e n t s  : =  0 ;
I N O r X L I S l  ( n u m i d e n t s ,  pdt immy,  S S F v p r D u m m y ) ;  
i f  t o k e n  = r b r a c k e t  t h e n  
b e g  i n
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pa r s e  r r o r ( 0 ) ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
n r g s _ f o u n d  : =  t r u e ;
e nd  
e I s e
p a r  s  n r  ro r  ( 1 ) ;
e nd  
e I s e
i f  t o k e n  = I p a r e n  t h e n  
b e g  i n
l o o k a h e a d  ; = f a l s e ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,
l e n g t h ) ;
A R G L I S T  ( n I  I , n u m p a r m s ) ;  
i f  t o k e n  = r p a r e n  t h e n  
beg i n
pa r s e r r o r ) 9 ) ;
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u r f e r ,  l e n g t h ) ;  
a r g s f o u n d  : = t r u e ;  
e nd  
e I s e
pa r s e r r o r ) 1 ) ;
e n d ;
e n d ;  ( *  c h e c k f o r a  r g s  * )
p r o c e d u r e  V A R I A B L E  ( v a r  t t y p e
v a r  v d e s  
v a r  i d e s  
v a r  i s a r r n y  
v a r  s s e x p r
s i m p t y p e s ;  
o p e r a n d _ t y p ;  
o p e  r a n d _ t y p ; 
boo l e a n ;
S S f  x p r T y p  ) ;
VAR
t p t r  : e n t r y p t r ;
n u m i d e n t s  : i n t e g e r ;
a r g s f o u n d  : b o o l e a n ;
b e g  i n
c a s e  t o k e n  o f
i d e n t  : b e g  I n
i s a  r r n y  : -  f a  I s e ;
S E A R C H ;
i f  c p t r  <> n i l  t h e n  
i f  ( c p t r ’ , c l  a s s  = v a r c l a s s )  t h e n  
c a s e  c p t r ’ . s i m p l e  o f  
t r u e  : b e g i n
t t y p e  c p t r  ’ . s v a r t y p e ;
v d e s . f l d l  := c p t r ’ . l e v e l ;  
v d e s . f l d 2  c p t r ' . v a r I o c ;
i f  ( S S E x p  r . g oo d  ) a n d  ( S S E x p r .  CE  l e n i e n t  = 1 
b e g i n
S S E x p r . C o e f f s  ( S S E x p r . t l u m C o e f f s ) . x
x '  ) t h e n  
v d e s ;
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S S E x p r . C E I e m e n t  : = ' b 1 ; 
e n d ;
I e x ( n e x t c h a r ,  t o k e n , s u b t o k e n ,  
b u f f e r ,  l e n g t h ) ;
C H E C K f O R A R G S  ( a r g s _ f o u n d ) ;  
i f  a r g s f o u n d  t h e n  
beg i n
c p t r - ’ . c l a s s  u n k c l a s s ;  
pa r s e  r r o  r (  8 ) ;  
e n d ;
e n d ;
f a l s e  : b e g i n
S S A r r y P t r  : = c p t r ;  
i s a r r a y  : = t r u e ;  
v d e s . f l d l  ; =  c p t c . I e v e  I ; 
v d e s . f l d 2  c p  t r->. v a  r  I o c ;  
i f  cpt .  r - . a v a  r t y p e  <> n i l  t h e n
t t y p e  : = c p t r - . a v a r t y p e - . comp t y p e  
e I s e
t . t y p e  : = u n k t y p e ;  
t p t r  : = c p t r ;
l e x ( n e x t c h a r ,  t o k e n , s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
n u m i d e n t s  : = 0 ;  
i f  t o k e n  = I b r a c k e t  t h e n  
beg i n
l e x ( n e x t c h a r ,  t o k e n ,  
s u b t o k e n ,  b u f f e r ,  
l e n g t h ) ;
I N D E X L I S T  ( n u m i d e n t s ,
c p t r ^ . a v a r t y p e ,  S S E x p r ) ;  
i d e s  ; = s t a c k ;  
i f  t o k e n  = r b r a c k e t  t h e n  
l e x ( n e x t c h a r ,  t o k e n ,  
s u b t o k e n ,  b u f f e r ,
I e n g  t h )
e I s e
pa r s e  r r o  r (  1 ) ;  
e n d ;
i f  t p t f . a v a r t y p e  <> n i l  t h e n
i f  num i d e n t s  <>
t p t r - . a v a r t y p e - . n d i m s  t h e n  
b e g i n
pa r s e  r r o  r ( 8 ) ; 
c p t r ’ . c l a s s  : = u n k c l a s s ;  
e n d ; 
e n d ;
e I s e
pa r s e r r o r ( I ) ;  
e n d  ( H c a s e  * )
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e I s c  
b e g  i n
i f  c p t r " . c l a s s  <> u n k c l a s s  t h e n  
pa r s e  r r o r ( 5 ) ;
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
l o o k a h e a d  ; -  t r u e ;  
i f  t o k e n  = I b r a c k e t  t h e n  
beg i n
l o o k a h e a d  f a l s e ;
I c x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,
I e ng  t h  ) ;
I N D E X L I S T  ( n u m i d e n t s ,  pdummy,  S S E x p r D u m m y ) ;  
i f  t o k e n  = r b r a c k e t  t h e n  
beg in
I e x ( n e x t c h a r ,  t o k e n ,  s ub  t o k e n ,
b u f f e r ,  I e n g  t h  ) ; 
l o o k a h e a d  : = t r u e ;  
end  
e I s o
pa r s e  r r o  r (  1 ) ;
e nd  
e I s e
i f  t o k e n  = I p a r e n  t h e n  
b e g i n
l o o k a h e a d  : = f a  I s e ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,
l e n g t h ) ;
A R G L I S r  ( ni I , n u m p arms) ;  
i f  t o k e n  = r p a r e n  t h e n  
beg i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,
b u f f e r ,  l e n g t h ) ;  
l o o k a h e a d  : = t r u e ;  
end  
e l s e
pa r s e  r r o  r (  1 ) ;
e n d ;
c p t r ' . c l a s s  : = u n k c l a s s ;  
t t y p e  u n k t y p e ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n
e n d  
e I s e  
beg i n
pa r s e  r r o  r (  b ) ;
ADD1 0 1 A B I E ( u n k c l a s s , u n k t y p e ) ;  
t t y p e  : = u n k t y p e ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,
b u f f  e r ,
I e ng  t h  ) ;
b u f f e r ,  l e n g t h ) ;
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e I s e
p a r s e r r o r {  1 ) ;  
e n d ;  ( * c a s e  * )  
p u t v / o r d ( n t e r m ,  3 6 ) ;  
e n d ;  ( *  v a r i a b l e  H )
l o o k a h e a d  : = t r u e ;
I f  t o k e n  = I b r a c k e t  t h e n  
beg i n
l o o k a h e a d  ; =  f a  I s e ;
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,
l e n g t h ) ;
I N D E X U S T  ( n u m i d e n t s ,  pdummy,  S S E x p r D u m m y ) ;  
i f  t o k e n  = r b r a c k e t  t h e n  
b e g  i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,
b u f f e r ,  l e n g t h ) ;  
l o o k a h e a d  : =  t r u e ;
e n d  
e  I s e
p a r s e r r o r f  1 ) ;
e n d  
e I s e
i f  t o k e n  = I p a r e n  t h e n  
beg i n
I o o k a h e a d  : = f a  I s e ;
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,
I e n g t h ) ;
A R G L I S T  ( n i I , n u m p a r m s ) ;  
i f  t o k e n  = r p o r e n  t h e n  
beg i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,
b u f f e r ,  l e n g t h ) ;  
l o o k a h e a d  : = t r u e ;  
e nd  
e I s e
pa r s e r r o r ( 1 ) ;
e n d ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
e n d ;
e n d ;  ( *  beg i n * )
p r o c e d u r e  U N S C O N S T ( v a r  t t y p e  
v a r  e d e s  
v a r  S S E x p r
s  i m p t y p e s ;  
o p e r a r i d _ t y p ;  
S S E x p r T y p  ) ;
VAR
t i n t  : i n t e g e r ;
b e g  i n
c a s e  t o k e n  o f







i va I (t i n t ); 
ttype := intger; 
edes.fldl := cnstant; 
edes.fld2 := tint; 
if SSExpr.good then 
case SSExpr.CEIement of 
1 a ' : beg i n
SSExpr.coeffs [SSExpr.NumCoeffs].a := edes.fld2; 
SSExpr.CEIement := 'x'; 
end;
* b 1 : begin
SSExpr.coeffs [SSExpr.NumCoeffs].b := edes.fld2; 
SSExpr.CEIement := ’ *; 
end;
end; (* case *)
I ex(nextchar, token, subtoken, buffer, length); 
end; 
beg i n
cval(tint); (* returns ordinal value of char *) 
edes.fldl := cnstant; 
edes.fld2 := tint; 
ttype := chrcter;




0 : beg i n
ttype := boo I; 
edes.fldl := cnstant; 
edes.fld2 := 0; (* 0 for false *)
end;
1 : begin
ttype := bool; 
edes.fldl := cnstant; 
edes.fld2 := 1; (* 1 for true *)
end;
2 : beg i n
ttype := chrcter; 
edes.fldl := cnstant; 
edes.fld2 := 13; (* 13 for cret # ) 
end ;
end;




if cptr <> nil then 
beg i n





pa r s e r r o r (  1 ) ;  
en d ;  ( *  c a s e  w) 
putwo r d f n t e r m ,  35 5 ; 
e n d ;
e d e s . f l d l  := c n s t a n t ;  
e d e s . f i d ?  := c p t r - ' . c n s t v a  l u e ;  
t t y p e  := c p t r - ’ . c o n s t y p e ;  
i f  S S E x p r . g o o d  then  
c a s e  S S E x p r . C E I e m e n t  o f  
’ a ’ : beg i n
S S E x p  r . C o e  f f s  [ S S E x p  r . N u m C o e f f s  ] . a 
S S E x p r . C E I e m e n t  : = 1b ’ ; 
e n d ;
* b * : b e g i n
S SEx p  r . C o e f f s  ( SSExp  r . N u m C o e f f s ] .  b 
S S E x p r . C E I e m e n t  := 1 ' ;  
en d ;
end ;  ( *  c a s e  *5
end 
e I s e 
beg i n
t t y p e  := u n k t y p e ;  
i f  c p t r - ’ . c l a s s  <> u n k c l a s s  
pa r s e r r o r ( 5 ) ;  
c p t r - ’ . c l a s s  := u n k c l a s s ;  
e n d ;
end 
e I se 
beg i n
t t y p e  := u n k t y p e ;  
pa r s e r r o r (  b ) ;
A D O T O T A B L E ( u n k c I  a s s , u n k t y p e ) ;  
e n d ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,
b u f f e r .
end ;
t hen
l e n g t h ) ;




t d e s
f d e s ,  s i d e s  
f s d e s
beg i n
i r  to k e n  = 
beg i n
: i n t e g e r ;
: e n t r y p t r ;
; o p e r a n d _ t y p ;  
; o p e r a n d ^ t y p ;  
; ope r a n d” t y p ;
i d e n t  then
e d e s . f I d 2 ;
e d e s . f I d 2 ;
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SEARCH;
i f  cpt r- - .c lass  = funclass  then 
begin
tptr  := cpt r ;
lex(nextchar ,  token, subtoken, buffer ,  length) ;  
i f  token = I paren then
lex(nextchar ,  token, subtoken, buffer,  length) 
e lse
parserrorf  1); 
ttype := c p t r ’ . functype;  
numparms := 0 ;
ARGLIST ( c p t r ’ .parmtyplist,numparms);  
i f  t p t r ’ .nparms <> numparms then 
pa rse r ror( g ) ;  
t d e s . f l d l  := cnstant;  
t d e s . f l d 2 := numparms;
GEN ( s t o r ,  t d e s ,  dummy,  s t a c k ) ;  
f d e s , f l d l  : = c o d e s e g ;  
f d e s . f l d ?  : =  t p t r ’ , f u n c o f f s e t ;  
i f  n o t  t p t r ’ . i s d e f i n e d  t h e n  
t p t r - . f u n c o f f s e t  : = n e x t i n s t ;  
s i d e s . r I d l  : = c n s t a n t ;  
s i d e s . f l d 2  ;== t P t r ’ . l e v e l  + 1;  
f s d e s . f l d i  c n s t a n t ;
f s d e s . f ! d 2  t P t f ' . f r j i m e s i z e ;
GEM ( pa i l ,  fdes, Sides,  fsdps);  
i f  token = rparen then
Iek(nextchar,  token, subtoken, buffer ,  twgtU)  
e ! se
p a r s e r r o r ( 1 );
end 
e I se 
begin
i f  c p t r ’ . c l a s s  <> unkclass then 
p a r se r r o r ( 5 ); 




parserrorf 1 }; 
putword(nterm, 3 8 ); 
end; (* funcref *)
procedure JUST IFY_SSEXPR (var  SSExpr ; SSExprTyp);
(" This routine transforms the l i s t  of subscr ipt  equations to * s in g l e  * )  
l *  equation used to access  the array  as a l inear  set of c e l l s
const
N o V a r  :  o p e r n n d _ t y p  = ( f l d l  : - 1 ;  f l d 2  : - 1 ) ;
LastVar  : opernnd_typ = ( f l d l  : - I ;  f!cl2 : -2 );
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v a  r
i ,  j  : i n t e g e r ;
C o n s t V a !  : I n t e g e r ;
p r o c e d u r e  D e t e t e E n t r y  ( i  : i n t e g e r ) ;
v a  r
j  : i n t e g e r ;
b e g  i n
wi  t i l  S S E x p r  do  
beg i n
f o r  j  : = i t o  19 do
c o e f f s  { . j )  : = c o e f f s  [ j  + 1 ) ;  
c o e f f s  [ 2 0 ) . x  : = L a s t V a r ;  
e n d ;
e n d ;  
b e g  i n
C o n s t V a I  : =  0 ;  
wi  t h  S S E x p r  do  
b e g  i n
f o r  i : =  1 t o  2 0  do
i f  c o e f f s  [ i ] . x . f l d 2  = N o V a r . f l d ?  t h e n  
C o n s t V a I  ; = C o n s t V a !  + c o e f f s  | i ) . b ;  
i := 1; 
r e p e a  t
i f  c o e f f s  [ i ] . x . r i d 2  = N o V a r . f ! d 2  t h e n  
DeletcEntry  ( i )  
e 1 s e
i : = I + 1;  
u n t i l  i > 2 0 ;
c o e f f s  [ I j . b  : =  c o e f f s  ( l ] . b  + C o n s t V a l ;  
e n d ;
e n d ;
p r o c e d u r e  E A C T O R f v n r  t t y p e  : s i m p t y p e s ;
v a r  e d e s  ; o p e r a n d _ t y p ;
v a r  S S E x p r  : S S E x p r f y p  ) ;
VAR
i d e s  : o p e r a n d _ t y p ;
i s a r r a y  : b o o l e a n ;
b e g  i n
c a s e  t o k e n  o f
i p a r e n  : b e g i n
I e x (  n e v t c t ) 3  r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ,  
E X P R  { t t y p e ,  e d e s ,  S S E x p r ) ;  




n o t t
i d e n t
( *  1 / 1 6 / 8 6  f o r  ' (
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e  I s e
p a r s e r r o r (  1 ) ;
e n d ;
: b e g i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
F A C T O R ! t t y p e ,  e d e s ,  S S E x p r D u m m y ) ;
GEN ( I n o t ,  e d e s ,  dummy,  s t a c k ) ;  
e d e s  : = s t a c k ;  
i f  ( t t y p e  <> b o o l  ) a n d  
( t t y p e  <> u n k t y p e )  t h e n  
pa r s e r r o r (  7 ) ;  
t t y p e  : = b o o l ;  
end;
: begin
S E A R C H;
i f  c p t r  <> n i l  t h e n  
c a s e  c p t r ^ . c l a s s  o f
c n s t c l a s s  : U N S C O NS T ( t t y p e ,  e d e s ,  S S E x p r ) ;
unkclass ,  
v n r c l a s s  : b e g i n
V A R I A B L E ! t t y p e ,  e d e s ,
i d e s ,  i s a r r a y ,  S S E x p r ) ;  
i f  i s a r r a y  t h e n  
beg i n
S S E x p r . A r r y  : =  e d e s ;
S S E x p r . I n s t N u m  : = N e x t i n s t ;
J U S T  I F Y _ S S E X P R  ( S S E x p r ) ;  
w r i t e  ( S S E i l e ,  S S E x p r ) ;
GEf i (  i l o a d ,  e d e s ,  i d e s ,  
s t a c k ) ;
e d e s  : =  s t a c k ;  
e n d ;
e n d ;
f u n c l a s s  : b e g i n
F U N C R E F ( t t y p e ) ;  
e d e s  : = s t a c k ;  end;
e I s e
pa r s e r r o r ( 5 ) ;
c p t r ’ . c l a s s  : =  u n k c l a s s ;
' a f t e r  t y p e  i d  " )  V A R I A B L E  { t t y p e ,  dummy,  dummy,  bdummy,  S S E x p r D u m m y ) ;  
t t y p e  u n k t y p e ;  
e n d  ( *  c a s e  * )  
e  I s e  
b e g  i n
t t y p e  u n k t y p e ;
139
pa r s e  r r o  r ( R ) ;
A D D ! 0 T A B L E ( u n k c l a s s ,  u n k t y p e  J ;
V A R I A B L E  ( t t y p e ,  dummy,  dummy,  bdummy,  S S E x p r D u m m y ) ;  
e n d ;
e n d ;
i n t e g ,  
c h a  r a c t e r ,
c o n s t k e y  : U NS C ONS T ( t t y p e ,  e d e s ,  S S E x p r ) ;
e I s e
pa r s e r r o r (  1 ) ;  
e n d ;  ( *  c a s e  * )  
p u t w o r d j n t e r m ,  3 1! ) ;  
e n d ;  ( *  f a c t o r  * )
p r o c e d u r e T E R M A ( v a r  t t y p e  : s i m p t y p e s ;
v a r  e d e s  : o p e r a n d _ t y p ;  
v a r  S S E x p r  : S S E x p r T y p  J ;
VAR
op : i n t e g e r ;
t d e s : o p e r a n d _ t y p ;
t l ,  t 2 : s i m p t y p e s ;
i : i n t e g e r ;
b e g  i n
c a s e t o k e n  o f
mu l o p  : b e g i n
t d e s  : = e d e s ;  
t l  : =  t t y p e ;  
op : = s u b t o k e n ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
F A C T O R S t t y p e ,  e d e s ,  S S E x p r ) ;  
t 2  : = t t y p e ;  
i f  op = 0  t h e n  
b e g  i n
i f  ( e d e s . f l d l  = - 2 )  a n d  ( t d e s . f l d l  <> - 2 )  t h e n  
i f  t d e s .  f l d l  = - 3  t h e n
f o r  i ; = S S S t a c k  [ S S T o p ,  1 ] t o  S S S t a c k  [ S S T o p ,  2 ]  do  
beg i n
S S E x p r . c o e f f s  [ i ) . a  : = S S E x p r . c o e f f s  [ i ] . a  *  t d o s . f l d 2 ;
S S E x p r . c o e f f s  [ i j . b  ; =  S S E x p r . c o e f f s  [ i j . b  * t d e s . f l d 2 ;
e n d
e I s e
S S E x p r . g o o d  ; =  f a l s e ;
i f  ( e d e s . f l d l  <> - 2 )  a n d  ( t d e s . f l d l  = - 2 )  t h e n  
i f  e d e s . f l d l  = - 3  t h e n
f o r  i : -  S S S t a c k  [ S S T o p ,  1]  t o  S S S t a c k  ( S S T o p ,  2 )  do  
b e g  i n
S S E x p r . c o e T T s  [ i j . a  : = S S E x p r . c o e f f s  [ i ] . a  *  e d e s . f l d 2 ;
S S E x p r . c o e f f s  [ i j . b  : =  S S E x p r . c o e f f s  [ i j . b  * e d e s . f l d 2 ;
1
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( *  c h e c k  f o  r  mu I ! ! !  * )
i r
i r
e n d ;  
c a s e  op o r  
0 :
e I s e
S S E x p r . g o o d  : = f a l s e ;
( e d e s . f l d l  = - 2 )  a n d  ( t d e s . f l d l  = - 2 )  t h e n  
S S E x p r . g o o d  : = f a l s e ;
( e d e s . f l d l  <> - 2 )  a n d  ( t d e s . f l d l  <> - 2 )  t h e n  
be g  i n
S S T o p  : = S S T o p  + 1;
S S S t a c k  [ S S T o p ,  1 )
S S S t a c k  ( S S T o p ,  2 )
S S E x p r . c o e f f s  ( S S S t a c k  
S S E x p r . c o e f f s  ( S S S t a c k  
S S E x p r . c o e f f s  [ S S S t a c k  
e n d ;
: =  S S S t a c k  [ S S T o p  
: = S S S t a c k  ( S S T o p  
[ S S T o p ,  1 | ] .  a 
( S S T o p ,  
[ S S T o p ,
CEN ( m u l ,  t d e s ,  e d e s ,  s t a c k ) ;
- 1,- 1, i;
1 1 1 . x  11).b
2 ]
2]
t d e s . f I d  2;  
e d e s ;
0 ;
1 : GEN ( d i v i d e ,  e d e s ,  t d e s ,  s t a c k ) ;
2 : GEN ( l a n d ,  t d e s ,  e d e s ,  s t a c k ) ;
e n d ;  ( *  c a s e  * )
e d e s  : = s t a c k ;  
c a s e  op o f  0. . 1 :
i r ( (11 <> i n t g e r )  a n d  
( t l  <> u n k t y p e ) ) o r  
( ( t 2  <> i n t g e r ) a n d  
( t 2  <> u n k t y p e  ) )  t h e n  
b e g  i n
pa r s e  r r o r (  7 ) ;  
t t y p e  : = u n k t y p e ;  
e n d ;
2 : i f  ( ( t l  <> boo I ) a n d
( t1 <> u n k t y p e  ) ) o r  
( ( t 2  <> boo I ) a n d  
( t 2  <> u n k t y p e ) )  t h e n  
beg i n
pa r s e  r r o  r (  7 ) ;  
t t y p e  := u n k t y p e ;  
e n d ;
e n d ;
T E R M A ( t t y p e ,  e d e s ,  S S E x p r ) ;  
e n d ;
p l u s ,  m i n u s ,  
o r r r ,  e q u a l ,  
s e m i c o l o n ,  
t h e n n ,  d o o ,  
comma,  r p a r e n ,  
r b  r a c k e  t. ,
I t ,  g t ,  l e ,




e I s e
pa r s e r r o r !  1 ) ;  
e n d ;  ( w c a s e  * )  
e n d ;  ( *  t e r m a  **)
p r o c e d u r e  TERM(  v a r  t t y p e  : s i m p t y p e s ;
v a r  e d e s  : o p e r a n d _ t y p ;
v a r  S S E x p r  : S S E x p r T y p  ) ;
beg  i n
c a s e  t o k e n  o f  
i d e n t ,  i n t e g ,  
c h a  r a c t e  r ,  
c o n s t k e y ,  n o t t ,
I p a r e n  : b e g i n
f A C T O R ( t t y p e ,  e d e s ,  S S E x p r ) ;
T E R M A ( t t y p e ,  e d e s ,  S S E x p r ) ;  
e n d ;
e I s e
pa r s e r r o r !  1 } ;  
e n d ;  ( *  c a s e  v ) 
p u t w o r d ( n t e r m ,  3 3 ) ;  
e n d ;
p r o c e d u r e  ADDOP ( v a r  s t o k  : i n t e g e r ) ;  
be g  i n
s t o k  t o k e n ;  
c a s e  t o k e n  o f  
p l u s ,  m i n u s ,
o r r r  : I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
e I s e
pa r s e r r o r !  1)  ; 
e n d ; ( *  c a  s e  *  ) 
p u t w o r d ! n t e r m ,  d l ) ;  
e n d ;  ( # a d d o p  * )
p r o c e d u r e  S I M P E X P R A  ( v a r  t t y p e s i mp t y p e s ;
v a  r  e d e s o p e r a n d ^ t y p
v a r  S S E x p r S S E x p r l y p ) ;
VAR
OP i n t e g e r ;
s t o k i n t e g e r ;
t d e s o p e  r a n d _ t y p ;
s t  1,  s t 2 s  i m p t y p e s ;
i i n t e g e r ;
f l ewE 1 e me n t  1 boo l e a n ;
N e w E 1e m e n t 2 boo 1e n n ;
beg i n
c a s e  t o k e n  o f  




b e g  i n
t d e s  : = o d e s ;  ( M s a v e  l o c  o f  f i r s t  o p e r a n d  * )
s t l  t t y p e ;  
o p  : =  t o k e n ;
ADDOP ( s t o k ) ;
TERM ( t t y p e ,  e d e s ,  S S E x p r ) ;
I f  ( s t o k  -  m i n u s )  a n d  S S E x p r . g o o d  t h e n " )
S S E x p r . c o e f f s  [ S S E x p r . N u m C o e f f s  ] . b -  S S E x p r . c o e f f s  [ S S E x p r . N u m C o e f f s  ) . b ; M )
c a s e  s t o k  o f
p l u s  : GFfl  ( a d d ,  t d e s ,  e d e s ,  s t a c k ) ;
m i n u s  : GEN ( s u b ,  e d e s ,  t d e s ,  s t a c k ) ;
o r r r  : CFN ( l o r ,  t d e s ,  e d e s ,  s t a c k ) ;
e n d ; ( K c a  s e  * )
N e w f I  o m e n 1 1 : = f a l s e ;
N e w E l e m o n t 2  f a l s e ;  
c a s e  e d e s . f l d l  o f
- 2  ; f o r  i S S S t a c k  [ S S T o p ,  1]  t o  S S S t a c k  [ S S T o p ,  2 ]  do 
i f  s t o k  = m i n u s  t h e n  
beg i n
S S E x p r . c o e f f s  [ i j . a  : = S S E x p r . c o e f f s  [ i ] . a H - 1 ;
S S E x p r . c o e f f s  ( i j . b  : = S S E x p r . c o e f f s  [ i j . b  *  - 1 ;  
e n d ;
- 3  : b e g i n
S S T o p  S S T o p  + 1;
S S S t a c k  [ S S T o p ,  1[  : = S S S t a c k  [ S S T o p  -  1,  2 ]  + 1;
S S S t a c k  [ S S T o p ,  2 j  S S S t a c k  j S S T o p  -  1,  2 )  + 1;
S S E x p r . c o e T f s  ( S S S t a c k  [ S S T o p ,  1 J ]. a 0 ;
S S E x p r . c o e f f s  j s s s t a c k  [ S S T o p ,  i j j . x . f l d l  : = - 1 ;
S S E x p r . c o e f f s  j s s s t a c k  j s S T o p ,  l j j . x . f l d 2  ; =  - 1 ;
S S E x p r . c o e f f s  ( S S S t a c k  jsSTop, i j j . b  0 ;  
i r s t o k  = m i n u s  t h e n
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  2 ) ] . b  : =
S S E x p r . c o e f f s  [ S S S t a c k  ( S S l o p ,  2 ) ) . b -  e d e s . f l d 2
e I s c
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  2 | ] . b : =
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  2 J ] . b + e d e s . f l d 2 ;
e n d  ;
e I s e
S S T o p  : = S S T o p  + 1;
S S S t a c k  [ S S T o p ,  1)  S S S t a c k  [ S S T o p  -  1,  2 ]  + 1;
S S S t a c k  j S S T o p ,  2 j S S S t a c k  j s S T o p  -  1,  2 j + 1;
i f  s t o k  ~ m i n u s  tTien
S S E x p r . c o e f f s  [ S S S t a c k  ( S S T o p ,  1 J ] .  a : = -  1 
e I s e
S S E x p r . c o e f f s  ( S S S t . a r k  [ S S T o p ,  1 ] ) . a  : r  1 ;
S S E x p r . c o e f f s  [ S S S t a c k  ( S S T o p ,  l ) ) . x  e d e s ;
S S E x p r . c o e f f s  j s s s t a c k  j s S T o p ,  i j j . b  : ~ 0 ;  
e n d ; ( “ c a s e " )  
c a s e  t d e s . f I d 1 o f
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t h e r m ,  d o o ,  
r p a  r e n ,  
r b r a c k e t ,  
c o mma , 
sem i c o I  o n ,
<~ . t
-3 : begin
S S T o p  S S T o p  + 1;
S S S t a t k  { S S T o p ,  1]  : =  S S S t a c k  { S S T o p  -  1 ,  2 }  + 1;  
S S S t a c k  ( S S T o p ,  2 j : = S S S t a c k  ( S S T o p  -  1,  2 ]  + 1;  
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  T ] [ . a  ; = T ; 
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  i j j . x . f l d T  : =  ~ T ; 
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  1 ) j . x . f ! d 2  : =  - 1 ;  
S S E x p r . c o e f f s  [ S S S t a c k  ( S S T o p ,  I j j . b
S S E x p r . c o e f f s  ( S S S t a c k  ( S S T o p ,  2 ] [ . b  + t d e s . f l d 2
e n d ;
e t s e
S S T o p  : =  S S T o p  + 1;
S S S t a c k  [ S S T o p ,  1[  : = S S S t a c k  [ S S T o p  
S S S t a c k  [ S S T o p ,  2 )  := S S S t a c k  [ S S T o p  
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  
S S E x p r . c o e f f s  [ S S S t a c k  [ S S T o p ,  
e n d • C 3 S 6  * )
S S S t a c k  [ S S T o p  -  T,  2 [ : = S S S t a c k  [ S S T o p ,
S S T o p  : = S S T o p  - T;
1, 2 ) + 
1,  2 J +
T ) | . a 1;
1 ] ! . x : = t d e s ;
1 J J . b : =  0 ;
2 1 ;
T;1;
e d e s  : = s t a c k ;  
s t 2  : = t t y p e ;  
c a s e  op o f
p l u s ,  m i n u s  :
i f  ( ( s t  1 <> i n t g e r ) a n d  
( s t l  <> u n k t y p e  ) )  o r  
( ( s t 2  <> i r u g e r ) a n d  
( s t 2  <> u n k t y p e ] }  t h e n  
b e g  i n
pa r s e r r o r {  7 ) ;  
t t y p e  : = u n k t y p e ;  
e n d ;
o r r r  : i f  ( ( s t T  <> b o o l )  a n d
( s t T  <> u n k t y p e ) ) o r  
( { s t 2  <> boo  I ) a n d  
{ s t 2  <> u n k t y p e ) )  t h e n  
b e g  i n
pa r s e r r o r ( 7 ) ;  
t t y p e  ; =  u n k t y p e ;  
e n d ;
e n d ; ( H c a s e  * )
S I M P E X P R A  ( t t y p e ,  e d e s ,  S S E x p r ) ;  




I t ,  g t ,  e q u a l ,  
l e ,  g e ,  n e  : ; 
e  I s e
p a r s e r r o r ( 1 ) ;  
e n d ;  { *  c a s e  #)  
e n d ;  ( *  s i m p e x p r a  * )
p r o c e d u r e  S I M P E X P R j v n r  t t y p e  : s i m p t y p e s ;
V 3 r  e d e s  : o p e r a n d _ t y p ;  
v a r  S S E x p r  : S S E x p r T y p  } ;
VAR
p c  : i n t e g e r ;  ( *  c u r r e n t  p r o g r a m  c o u n t e r  * )
t s i g n f l a g  : b o o l e a n ;
b e g  i n
c a s e  t o k e n  o f  
i d e n t ,  i n t e g ,  
c h a  r a c t e r ,
I pa r e n ,
c o n s t k e y ,  n o t t ,  
p l u s ,  m i n u s  : b e g i nSIGN;
e I s e
pa r s e  r r o  r (  1 ) ;  
e n d ;  { *  c a s e  * )  
p u t v o r d ( n t e r m ,  3 2 ) ;
t s i g n f l a g  : =  s i g n f l a g ;
T E R M ( t t y p e ,  e d e s ,  S S E x p r ) ;  
s i g n f l a g  ;= t s i g n f l a g ;  
i f  s i g n f l a g  t h e n
f o r  i : = S S S t a c k  ( S S T o p ,  1)  t o  S S S t a c k  ( S S T o p ,  2 )  do
beg i n
S S E x p r . c o e f f s  ( i j . a  : = -  S S E x p r . c o e f f s  ( i ) , a ;  
S S E x p r . c o e f f s  ( i j . b  : =  -  S S E x p r . c o e f f s  ( i j . b ;  
e n d ;
i f  s i g n f l a g  t h e n  
b e g  i n
GEN ( n e g ,  e d e s ,  dummy,  s t a c k ) ;  
e d e s  s t a c k ;  
i f  ( t t y p e  <> i n t g e r )  a n d  
( t t y p e  <> u n k t y p e )  t h e n  
be g  i n
t t y p e  u n k t y p e ;  
pa r s e  r r o r ( 7 ) ;
e n d ;
end;
s i g n f l a g  ; = f a l s e ;
S I H P E X P R A { t t y p e ,  e d e s ,  S S E x p r ) ;  




e n d ;  ( K s i m p n x p r  * )
p r o c e d u r e  R E L O P  { v a r  s t o k  ; i n t e g e r ) ;  
b e g  i n
s t o k  ; = t o k e n ;  
c a s e  t o k e n  oP  
I t ,  g t ,  e q u a l ,
! e ,  g e ,  ne  : I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
e  I s e
p n r s e r r o r f 1 ) ;  
e n d ;  { *  c a s e  * )  
p u t . w o r d ( n t e r m ,  N O ) ;  
e n d ;  ( *  r e  l o p  * )
p r o c e d u r e  E X P R t A I L (  v a r  t t y p e  ; s i m p t y p e s ;
v a r  e d e s  : o p e r a n d _ t y p ;
v a r  S S C x p r  : S S E x p r T y p  ) ;
VAR
s t o k  : i n t e g e r ;
t d e s  ; o p e r a n d _ t y p ;
e t l  ; s i m p t y p e s ;
beg i n
c a s e  t o k e n  o f  
I t ,  g t ,  e q u a l ,  
l e ,  g e ,  n e  : b e g i n
t d e s  : =  e d e s ;
R f L O P  ( s t o k ) ;  
e t l  : =  t t y p e ;
S I M P E X P R f t t y p e ,  e d e s ,  S S E x p r D u m m y ) ;  
c a s e  s t o k  o f
11 GEM ( l i t , edes, tdes , s t a c k )  ;
g t GEN ( i g t , edes, tdes, s t a c k ) ;
equn 1 GEN ( l e g , t d e s , edes, s t a c k );
le GEN ( l i e , edes, tries, s t a c k );
ge GEN ( 1 g e , edes, tdes , s t a c k ) ;
ne GEN { Ine, tdes , edes, s t a c k );
e n d ;  ( H c o s e  * )  
e d e s  : = s t a c k ;  
i f  ( e t l  <> t t y p e ) a n d  
( e t l  <> u n k t y p e )  and  
( t t y p e  <> u n k t y p e )  t h e n  
beg i n
pa r s e r r o r f  7 ) ;  
t t y p e  : = u n k t y p e ;
e n d
( *  t h i s  w a s  d e c l a r e d  g l o b a l l y  & 
{ *  c a u s e d  p r e b I e m s  
( R 7 / 9 / 8 6
)))




t t y p e  : =  b o o l ;
e n d ;
t h e n n ,  d o o ,  
r p a  r e n ,  
r b r a c k e t ,  
c o mma ,
s e m i c o l o n  : ;
e  I s e
pa r s e r r o  r ( 1 ) ;  
e n d ;  ( *  c a s e  * ) 
p u t w o r d f  n t e r m ,  3 1 ) ;  
e n d ;  ( *  e x p r t a  i I  * )
p r o c e d u r e  E X P R ;  
b e g  i n
c a s e  t o k e n  o r  
i d e n t ,  i n t e g ,  
c h a r a c t e r ,  
c o n s t k e y ,  n o t t ,
I p a r e n ,  p l u s ,
m i n u s  : b e g i n
S S E x p r . C F I e m e n t  ; = ' a ' ;
S I M P E X P R  ( t t y p e ,  e d e s ,  S S E x p r ) ;  
E X P R T A I L  ( t t y p e ,  e d e s ,  S S E x p r D u m m y ) ;  
e n d ;
e I s e
pa r s e  r r o  r (  1 ) ;  
e n d ;  ( *  c a s e  * )  
p u t w o r d ( n t e r m ,  3 0 ) ;  
e n d ;  ( *  e x p r  H )
p r o c e d u r e  A S S I M T ;
VAR
t t y p e : s i m p t y p e s ;
t l : s i m p t y p e s ;
e d e s : o p e r a n d  t y p
v d e s ,  i d e s : o p e r a n d _ t y p
i s a  r r a y : b o o l e a n ;
S S E x p  r : S S E x p r l y p ;
S S E x p r 2 : S S E x p r T y p ;
t p t r : e n t r y p t r ;
beg  i n
t p t r  : -  c p t r ;
S S E x p r . g o o d  t r u e ;
S S E x p r . f l u m O o c F f s  : = 1;
V A R I A B L E ! t t y p e ,  v d e s ,  i d e s ,  i s a r r a y ,  S S E x p r ) ;  
t p t r  : =  S S A r r y P t r ;  
i r  t o k e n  = a s s i g n m e n t  t h e n




e  I s e
pa r s e r r o r } 1 ) ;  
t l  : =  t t y p e ;
S S E x p r 2 . g o o d  : = t r u e ;
S S E x p r 2 . N u m C o e f f s  : =  1;
E XPR ( t t y p e ,  e d e s ,  S S E x p r 2 ) ;  
i f  i s a r r a y  t h e n  
b e g i n
S S E x p r . A r r y  v d e s ;
S S E x p r . I n s t N u m  : =  N e x t i n s t ;
S S A r r y P t r  : =  t p t r ;
J U S T  I F Y ^ S S E X P R  ( S S E x p r ) ;  
w r i t e  ( S S E i l e ,  S S E x p r ) ;
GEN ( i s t o r ,  i d e s ,  e d e s ,  v d e s ) ;
e n d  
e I s e
GEN ( s t o r ,  e d e s ,  dummy,  v d e s ) ;  
i f  ( t l  <> t t y p e )  a n d  
( t l  <> u n k t y p e )  a n d  
( t t y p e  <> u n k t y p e )  t h e n  
pa r s e r r o r f  7 ) ;  
i f  t o k e n  = s e m i c o l o n  t h e n
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )
e I s e
pa r s e r r o r f  1 ) ;  
p u t w o r d ( n t e r m ,  2 2 ) ;
e n d ;  ( * a s s t m t  #)
p r o c e d u r e  I 
b e g  i n
I FT A 5 L  ( i s p r o c : b o o l e a n
c a s e t o k e n  o f
e il s : be g  i n
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
S T M T U S T  ( i s p r o c ) ;  
i f  t o k e n  = e n d d  t h e n
I e x j n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e r r o r f 1 ) ;
e n d ;
e n d d  : f e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f r e r ,  l e n g t h ) ;
e I s e
pa r s e r r o r f  1 ) ;  
e n d ;  { *  c a s e  * }  
p u t w o r d ( n t e r m ,  2*1) ;  
e n d ;  ( M i f t a  i I * )
p r o c e d u r e  I F S T M T  ( i s p r o c  : b o o l e a n  ) ;
VAR
t t y p e
jinst
s i m p t y p e s ;
i n t e g e r ; n e x t i n s t  @ t i m e  o f  j p f l s  * ) 9f
t
j i n s t 2  : i n t e g e r ;  ( »  n e x t i n s t  @ t i m e  o f  j u m p  * j
e d e s  : o p e r a n c i _ t y p ;
t d e s  : o p e r a n d _ t y p ;
b e g  i n
i f  t o k e n  = i f f  t h e n  
b e g i n
I e x f n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
E Xf ’Rf  t t y p e ,  e d e s ,  S S E x p r D u m m y ) ;  
j  i n s t  : = n e x t i n s t ;
GEH ( j p f i s ,  e d e s ,  dummy,  d ummy ) ;  
i f  { t t y p e  <> boo  I ) a n d  
( t t y p e  <> u n k t y p e )  t h e n  
p a r s e r r o r f  7 ) ;  
i f  t o k e n  = t t i e n n  t h e n
l e x f n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e l s e
p a r s e r r o r f  ! ) ;
STMTUSr ( i s p r o c ) ;  
j i n s t 2  : = n e x t i n s t ;
GEM ( j u m p ,  dummy,  dummy,  du mmy ) ;  
t d e s . f i d l  : =  c o d e s e g ;  
t d e s . f i d ?  : = n e x t i n s t ;
BPATCH { . j i n s t ,  o p r 3, t d e s ) ;
I f T A l t  ( i s p r o c ) ;  
t d e s . f l d l  : = c o d e s e g ;  
t d e s . f ' l d ?  : = n e x t i n s t ;
BPATCH ( j i n s t 2 ,  o p r 3 ,  t d e s ) ;  
e nd  
e I s e
pa r s e r r o r f 1 ) ;  
p u t w o r d f n t e r m ,  2 3 ) ;  
e n d ;  ( *  i f s t m t  * )
p r o c e d u r e  WliSTMT ( i s p r o c  : b o o l e a n  ) ;
t t y p e  : s i m p t y p e s ;
e d e s ,  t d e s  : o p e r a n d _ t y p ;
j i n s t ,  j i n s t 2  : i n t e g e r ;
l o o p t o p  : i n t e g e r ;
b e g  i n
i f  t o k e n  = w i l e  t h e n
l e x f n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e r r o r f 1 ) ;  
l o o p t o p  : =  n e x t i n s t ;
E X P R f t t y p e ,  e d e s ,  S S E x p r D u m m y ) ;  
j i n s t  : =  n e x t i n s t ;
GEf i  ( j p f l s ,  e d e s ,  dummy,  d u mmy ) ;  f * j u m p  t o  e n d  o f  l o o p  * ) 6*
?I
i r  ( t t y p e  <> boo  I ) and  
( t t y p e  <> u n k t y p e )  t h e n  
pa r s e  r r o r ( 7 ) ;  
i r  t o k e n  = doo t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  
e I s e
p a r s e r r o r (  1 ) ;
S T H T L I S T  l i s p r o c ) ;  
i f  t o k e n  = e n d d  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  
e I s e
pa r s e r r o r ) 1 ) ;  
t d e s . r i d 1  : = c o d e s e g ;  
t r i e s . f l d 2  : =  l o o p t o p ;
GEN ( j u m p ,  dummy,  dummy,  t d e s ) ;  
t d e s . f l d l  : = c o d e s e g ;  
t d e s . f I d 2 : = n e x t  i n s t ;
BPATCH ( j i n s t ,  o p r 3 ,  t d e s ) ;  
p u t w o r d ) n t e r m , 2 5 ) ;  
e n d ;  ( *  w h s t m t  * )
p r o c e d u r e  I N L I S T A  ( v a r  n u m a r g s  : i n t e g e r
b u f f e r ,  l e n g t h )  
b u f f e r ,  l e n g t h )
( *  j u m p  t o  t o p  o f  l o o p  * )
( M b a c k p a t c h  j u m p  @ t o p  o f  l o o p  #)
):
v a  r
v d e s ,  i d e s  : o p e r a n d _ t y p ;
i s a r r a y  : b o o l e a n ;
t d e s  : o p e r a n d t y p ;
bog i n
i f  t o k e n  = comma t h e n  
b e g i n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f r e r ,  l e n g t h ) ;  
V A R I A B L E ! t s i m p t y p e ,  v d e s ,  i d e s ,  i s a r r a y ,  S S E x p r D u m m y ) ;  
i f  i s a r r a y  t h e n
GEN ( i a d d r ,  v d e s ,  i d e s ,  s t a c k )  
e I s e
GEN ( a d d r ,  v d e s ,  dummy,  s t a c k ) ;  
t d e s . f l d l  : = c n s t a n t ;  
c a s e  t s i m p t . y p e  o f
i n t g e  r  ; t d e s . f I d 2  : =  0 ;  
c h r c t e r  ; t r i e s . f l d 2  : =  1;  
boo  I : t d e s . f I d 2  : = 2 ;  
e n d ;  ( *  c a s e  * )
GEN ( s t o r ,  t d e s ,  dummy,  s t a c k ) ;  
n u m a r g s  : = n u m a r g s  + 1;
I N L I S T A  ( n u m a r g s  ) ;  
e nd  
e I s e
i f  t o k e n  <> r pa  r e n  t h e n  
pa r s e r r o r (  1 ) ;  




p r o c e d u r e  I N L I S T  ( v a r  n u m a r g s  : I n t e g e r  ) ;  
v a  r
v d e s ,  i d e s  : o p e r a n d t y p ;  
i s a r r a y  : b o o l e a n ;
t d e s  : o p e r a n d _ t y p ;
b e g  i n
VAR I A B L E ) t s i m p t y p e ,  v d e s ,  i d e s ,  i s a r r a y ,  S S E x p r D u m m y ) ;  
i f  i s a r r a y  t h e n
CEN ( i a d d r ,  v d e s ,  i d e s ,  s t a c k )  
e I s e
GEN ( a d d r ,  v d e s ,  dummy,  s t a c k ) ;  
t d e s . f l d l  : = c n s t a n t ;  
c a s e  t s i m p t y p e  o f
i n t g e r  ; t d e s . f l d 2  : = 0 ;
c h r c t e r  : t d e s . f l d 2  : = 1;
b o o l  : t d e s . f l d 2  : =  2 ;
e n d ;  ( *  c a s e  H )
GEN ( s t o r ,  t d e s ,  dummy,  s t a c k ) ;  
n u m a r g s  : =  n u m a r g s  + 1;
I I I L  I S T A ( n u m a r g s ) ;  
p u t w o r d f n t e r m ,  2 7 ) ;  
e n d ; ( # . i n l i s t  * )
p r o c e d u r e  RE ADS TMT;
va  r
n u m a r g s  : i n t e g e r ;
t d e s  : o p e r a n d _ t y p ;
b e g  i n
i f  t o k e n  = r e e d  t h e n
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e  r r o  r (  1 ) ;  
i f  t o k e n  = I p a r e n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e r r o r ) 1 ) ;  
n u m a r g s  : = 0 ;
I N L I S T  ( n u m a r g s ) ;  
t d e s . f l d l  : =  c n s t a n t ;  
t d e s . f I d 2  : =  numa r g s ;
GEN ( s t o r ,  t d e s ,  dummy,  s t a c k ) ;
GEN ( i n p u t ,  dummy,  dummy,  d u mmy ) ;  
i f  t o k e n  = r p a r e n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e  r r o  r (  1 ) ;
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i f  t o k e n  = s e m i c o l o n  t i i e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
c I s e
pa r s e r r o r f 1 ) ;  
p u t w o r d ( n t e r m ,  2 ( i ) ; 
e n d ;  ( *  r e a d s t m t  * )
p r o c e d u r e  O U T L I S T A  ( v a r  n u m a r g s  : i n t e g e r  ) ; 
v a  r
e d e s  : o p e r a n d _ t y p ;
t d e s  : o p e r a n d _ t y p ;
b e g  i n
i f  t o k e n  = comma t h e n  
beg i n
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;
E X P R ( t s i m p t y p e ,  e d e s ,  S S E x p r D u m m y ) ;
GEN ( s t o r ,  e d e s ,  dummy,  s t a c k ) ;  
t d e s . f l d l  ; =  c n s t a n t ;  
c a s e  t s i m p t y p e  o f
i n t g e r  : t d e s . f l d 2  : =  0 ;
c h r c t e r  ; t d e s . f i d ?  ; = 1;  
boo I ; t d e s . f  I d2  : = 2 ;  
e n d ;  ( *  c a s e  * )
GEN ( s t o r ,  t d e s ,  dummy,  s t a c k ) ;  
n u m a r g s  n u m a r g s  + 1;
O U T L I S T A  ( n u m a r g s ) ;  
e n d ;
e n d ; ( *  o u t  I i  s t a  " )
p r o c e d u r e  O U T L I S T  ( v a r  n u m a r g s  : i n t e g e r  ) ; 
v a  r
e d e s  : o p e r a n d t y p ;
t d e s  : o p e r a n d _ t y p ;
be g  i n
c a s e  t o k e n  o f  
i d e n t ,  i n t e g ,  
c h a  r a c  t e  r ,
I pa r e n ,
c o n s t k e y ,  n o t t ,  
p l u s ,  m i n u s  : b e g i n
E X P R ( t s i m p t y p e ,  e d e s ,  S S E x p r D u m m y ) ;  
GEN ( s t o r ,  e d e s ,  dummy,  s t a c k ) ;  
t d e s . f l d l  : = c n s t a n t ;  
c a s e  t s  i m p t y p e  o f
i n t g e r  : t d e s . f i d ?  : = 0 ;  
c  t i r e  t e r  : t d e s . f i d ?  : = I ;  
boo  I ; t d e s . f I d ?  : = 2 ;
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e n d ;  ( *  c a s e  * )
GEN ( s t o r ,  t d e s ,  dummy,  s t a c k ) ;  
n u m a r g s  : = n u m a r g s  + 1;
OUT L I  S T'A ( n u m a r g s ) ;
e n d ;
e  I s e
pa r s e r r o r f  1 ) ;
e n d ;  ( *  c a s e  # ) 
p u t w o r d ( n t e r m ,  2 9 ) ;
e n d ;  ( *  o u t  I i  s t  M)
p r o c e d u r e  W R I T E S T M T ;
v a  r
numa rg s 
t d e s
: i n t e g e r ;
; o p e r a n d _ t y p ;
b e g  i n
i r  t o k e n  = r i t e  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u r r e r ,  l e n g t h )  
e l s e
pa r s e  r r o  r (  1 ) ;  
i r  t o k e n  = I p a r e n  t h e n
i e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
p a r s e r r o r (  1 ) ;  
n u m a r g s  0 ;
O U T L I S T  ( n u m a r g s ) ;  
t d e s . f l d l  : = c n s t a n t ;  
t d e s . f l d 2  : =  n u m a r g s ;
GEN ( s t o r ,  t d e s ,  dummy,  s t a c k ) ;
GEN ( o u t p u t ,  dummy,  dummy,  du mmy ) ;  
i f  t o k e n  = r p a r e n  t h e n
I e x { n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e r r o r ( 1 ) ;  
i f  t o k e n  = s e m i c o l o n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
pa r s e  r r o r (  I ) ;  
p u t w o r d ( n t e r m ,  2 8 ) ;  
e n d ;  ( # wri l e s t m t
p r o c e d u r e  RE T S T MT  ( i s p r o c  : b o o l e a n  ) ;
VAR
t t y p e
e d e s
: s i m p t y p e s ;
: o p e r n n d _ t y p ;
b e g  i n




pa r s e r r o r { 1 0 ) ;  
i f  t o k e n  = r e t n  t t i en
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
p a r s e r r o r f 1 ) ;
i f  i s p r o c  a n d  ( t o k e n  <> s e m i c o l o n )  t h e n  ( w m o d i f i e d  7 / 9 / 8 6  RDS * )
p a r s e r r o r  ( 1 1 ) ;  ( *  a d d e d  6 / 1 1 / 8 6  8 0 S  * )
ir n o t  i s p r o c  t h e n
E XP R  ( t t y p e ,  e d e s ,  S S E x p r D u m m y ) ;
i f  i s p r o c  t h e n
GEM ( p r e t ,  dummy,  dummy,  dummy)  
e  I s e
GEM ( r e t ,  e d e s ,  dummy,  d ummy ) ;  
b u f f e r  : =  f u n c n a m e s [ c l e v e I  -  1 ] ;
S E AR C H;
( *  i f  c p t r ^ . c l a s s  = f u n c l a s s  t h e n  #)  
i f  ( c p t r - . f u n c t y p e  <> t t y p e )  a n d  
( t t y p e  <> u n k t y p e  ) a n d
( c p t r ’ . f u n c t y p e  <> u n k t y p e )  a n d  
( c l e v e l  <> 0  ) a n d  n o t  i s p r o c  t h e n  
pa r s e r r o r f  7 ) ;  
i f  t o k e n  = s e m i c o l o n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e I s e
p a r s e r r o r f  1 ) ;  
en d ;  ( *  r e t s t m t  * )
p r o c e d u r e  PROCSTMT;
VAR
numpa rms ; i n t e g e r ;
t p t r : e n t r y p t r ;
t d e s : o p e r a n d _ t y p ;
f d e s , s i d e s : o p e r a n d _ t y p ;
f s d e s : o p e r a n d _ t y p ;
bog i n
i f t o k e n  - i d e n t  t h e n
b e g i n
SE AR CH;
i f  c p t r ’ . c l a s s  = p r o c l a s s  t h e n  
beg i n
t p t r  : =  c p t r ;
l e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
i f  t o k e n  = I pa r e n  t h e n
I e x { n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  




p a  r s e r r o r f  1 ) ;  
n u m p a r m s  : =  0 ;
A R G L I S T  ( c p t r - . p a r m t y p I i s t , n u m p a r m s ) ;  
i f  t p t r - . n p a  r m s  <> n u m p a r m s  t h e n  
p a  r s e  r r o  r (  9 ) ;  
t d e s . f l d l  : =  c n s t a n t ;  
t d e s . f l d 2  : =  n u m p a r m s ;
GEN (stor, tdes, dummy, stack); 
fdes.fldl := codeseg; 
fdes.fld2 := tpt r - .funcoffset; 
if not tptr-’. isdef ined then
t p t r - ’ . f u n c o f f s e t  : =  n e x t i n s t ;  
s i d e s . f l d l  : =  c n s t a n t ;  
s i d e s ,  f  I d 2  : =  t p t r - ’ . l e v e l  + 1 ;  
f s d e s . f l d l  ; =  c n s t a n t ;  
f s d e s . f l d 2  : =  t p t r - . f r a m e s i z e ;
G E N  ( c a l l ,  f d e s ,  s i d e s ,  f s d e s ) ;  
i f  t o k e n  = r p a r e n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  
e  I s e
p a  r s e  r r o  r (  1 ) ;  
i f  t o k e n  = s e m i c o l o n  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  
e  I s e
p a  r s e r r o r f  1 ) ;
e n d  
e  I s e  
b e g  i n
i f  c p t r - . c l a s s  <> u n k c l a s s  t h e n  
p a  r s e r r o r f  5  ) ;  
c p t r - . c l a s s  : =  u n k c l a s s ;  
e n d ;
e n d  
e  I s e
p a  r s e  r r o  r (  1 ) ; 
e n d ;  ( *  p r o c s t m t  * )
p r o c e d u r e  S T M T  ( i s p r o c  
b e g  i n
c a s e  t o k e n  o f  
i d e n t
b o o l e a n  ) ;
b e g  i n
S E A R C H ;
i f  c p t r - . c l a s s  = p r o c l a s s  t h e n  
P R O C S T M T  
e  I s e  
A S S T M T ;
e n d ;
i f f
w i l e
r e e d
I F S T M T  ( i s p r o c ) ;  
WHS T MT  ( i s p r o c ) ;  
R E A D S T M T ;
I e n g t h )
l e n g t h )
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r i t e  : WR I T C S T MT ;
r e t n  : R L I S T M T  ( i s p r o c ) ;
e I s e
pa r s e  r r o  r (  1 ) ;  
e n d ;  ( *  c a s e  * )  
p u t w o r d ( n t e r m ,  2 1 ) ;  
e n d ;  ( *  s t m t  * )
p r o c e d u r e  S T M T L I S T A  ( I s p r o c  ; b o o l e a n  ) ;  
b e g  i n
c a s e  t o k e n  o r  
i d e n t ,  I r  f , 
w i I e , r e e d ,
r i t e ,  r e t n  : b e g i  n
S U I T  ( i s p r o c  ) ;  
S T M T L I S T A  ( i s p  r o c  ) ;  
e n d  ;
e n d d ,  e l s  : ;
e l se
pa r s e r r o r f 1 ) ;  
e n d ;
e n d ;  ( *  s t m t  I i s t a  " )
p r o c e d u  r e  STMTL  i S I ; 
beg i n
c a s e  t o k e n  o f  
i der i  t , i I T ,  
w i I e , r e e d ,
r i t e ,  r e t n  ; b e g i n
STMT ( i s p r o c  ) ; 
S T M T L I S T A  ( i s p r o c  ) ; 
e n d ;
e n d d ,  e l s  : ;
e I s e
pn r s e  r r o  r(  1 ) ;  
e n d ;  ( H c a s e  * )  
p u t w o r d ) n t e r r n ,  2 0 ) ;  
e n d ;
p r o c e d u r e  E XL CP Af l T  ( i s p r o c  : b o o l e a n ) ;  ( *  t r u e  i r  p r o c e d u r e
( *  d e t e r m i n e s  i r  r e t u r n  i
beg  i n
i r  t o k e n  = b e g  t h e n  
bog i ri
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u T L e r ,  l e n g t h ) ;  
S TMI L 1ST ( i s p r o c  ); 
i t  t o k e n  = e n d d  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u r t e r ,  l e n g t h )  
e I s c
pa r s e r r o r f  1 );
* )
S OK * )
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e I s e
pa r s e r r o r j 1 ) ;  
p u t w o r d f n t e r m ,  1 9 ) ;  
e n d ; ( * e x e e p a  r t  *  )
p r o c e d u r e  B L O C K ;
VAR
t d e s  : o p e r a n d _ t y p ;
beg I n
CONST PAR 1;
T Y P A R I ;
V A R P A R T ;
i r  c l e v e l  > 0 t h e n
t p t . T r a m e s i z e  : =  c l o c [ c l e v e l ]  + 1 + c l e v e l  
e I s e
b e g i n  ( *  0 PAr CH F s i z e  I n  c a l l  t o  m a i n  pgm * )
t d e s . F I d 1 : -  c n s t a n t ; 
t d e s . r i d 2  : = c l o c ( c l e v c l )  + 1;
BPATCH ( 0 ,  o p r 3 ,  t d e s ) ;  
e nd  ;
RINCPROCPART; 
i n s  1 1 : = n e x t  i n s t ;  
t d e s . r I d 1 : -  c o d e s e g ; 
t d e s . f Id 2  : -  n e x t i n s t ;
B I ' AI CH ( j i n s t ,  o p r 3 ,  t d e s ) ;
E X F C P A R T  ( i s p r o c ) ;  
p n t w o r d j n t e r m ,  1 ) ;  
e n d ; ( M b l o c k  H )
p r o c e d u r e  PGM;
VAR
t d e s  : o p e r n n d  t . yp;
i n s t !  : i n t e g e r ;
b e g  i nir t o k e n  = p r o g  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u F F e r ,  l e n g t h )  
e I s e
pa r s e  r r o r ( 1 ) ;  
i r  t o k e n  -  i d e n t  t h e n  
beg i n
AOF) T 0 1ABI  P( p r o g c  l a s s ,  u n k t y p e  ) ;
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u F F e r ,  l e n g t h )
end  
e I s e
p a r s e r r n r ( 1 ) ;  
i r  t o k e n  -  s e m i c o l o n  t h e n
f e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u F F e r ,  l e n g t h )  
e I s e
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pa r s e  r r o  r (  1 ) ;  
t d e s . f l d l  : = c n s t a n t ;  
t d e s . f i d ?  : = 0 ;
GF.II ( c a l l ,  dummy,  t d e s ,  dummy ) ;  ( H mu s t  BPATCH a d d r  & f r a m e s i z e  * )  
GPU ( j u m p ,  dummy,  dummy,  dummy) ;
BL OCK ( 1 ,  i n s t l ,  pdummy,  n o t p r o c s c o p e ) ;  
t d e s . f  I d 1 ; = c o d e s e g ; 
t d e s . f I  d ?  : = i n s t l ;
BPATCH ( 0 ,  o p r l ,  t d e s ) ;  ( *  BPATCH c a l l  f o r  m a i n  r o u t i n e  * )
i f  t o k e n  = p e r i o d  t h e n
I e x ( n e x t c h a r ,  t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h )  
e l s e
pa r s e r r o r ( 1 ) ; 
t d e s . f  I d 1 : = c n s t a n t ;  
t d e s .  f i l l ?  : = 0 ;
G D I  ( r e t ,  t d e s ,  dummy,  dummy) ;  
pu two rd ( n t e  rm,  0 ) ;  
e n d ;  ( *  pgm * )
beg i n
a s s i g n  ( S S F i l e ,  name + ' . s s ' ) ;  
r e w r  i t e  ( S S L  i I e  ) ;
w r i t e l n ( o u t , 1R.  D w i g h t  S c h e t t l e r  6 6 9 7 6  C S C  333 P a r s e r ' ) ;
n e x t i n s t  : = 0 ;  
n e x t c h a r  g e t c h a r ;
l o o k a h e a d  f a l s e ;
I e x ( n o x t c h a r , t o k e n ,  s u b t o k e n ,  b u f f e r ,  l e n g t h ) ;  
c I  e v e  I : -  0 ;  
c I o c [ c I  e v e  I ) : = -  1;  
t n p : = n i l ;
I p t r  ; ■= n i l ;
PGM;
c l o s e  ( S S f i I e ) ;  
e n d ;  ( ‘‘ p a r s e r * )
beg i n  ( “ t e s t  * )
t h e  s o u r c e f i l e  i s  t h e  n a m e - i n - pa r m 1 . s r c
o b j e c  t . o b j
1 i s t  i ng . 1 s t H
H i f rm n ame i s  g i v e n  t h e n  S O U R C E . X X X
i f  p a r a m c o u n t .  > 0 t h e n  
name : = pa r a ms  t r  ( 1 )  
e l s e
name : -  ' s o u r c e ' ;  
a s s  i g n ( o u t , ' p f  i I n ' ) :
a s s i g n j e x o c ,  name + . o h j ' ) ;
r o w r i t e ( e x e c ) ;  
r e w r  i t e ( o u t ) ;
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w r i t e I n ( o n t , ' b e g i n  p a r s e ' ) ;  
w r  i t e I n j o u t ) ;
a s s i g n ( I i s t f i I c ,  name + ' . 1 s t ' ) ;  
r e w r i  t o ( I i  s t f  i l e ) ;
I i s t I  i n e n o  : =  -  1;
n u i n e r r  ; = 0 ;
new I i s t  I i n e  : = t. r u e ;
a s s i g n ) I n f i l e ,  name + ' . s r c ' ) ;
r c s e  t ( i n f i  I e  ) ;
e r r  f l a g  : = f a l s e ;
I i n e e r r  ; = f a  I s e ; 
c o d e s w  : = t r u e ;  
s n v c t o k o n  ; = -  1;  
nwo rd s : = 0 ;  
i s= 0 ;
w r i t e l n  ( ' C o m p i l a t i o n  B e g i n n i n g . ' ) ;
pa r s e ;
w r i t e I n ( o u t ) ;  w r i t e I n ( o u t ) ;
w r i t e I n ( o u t ,  ' p a r s e  s u c c e s s f u l  l y  c o m p l e t e d ' ) ;
w r i  t e l n ;
i f  e r  r  f I  a g t h e n
w r i t e l n ) ' N o  c o d e  w a s  g e n e r a t e d  d u e  t o  e r r o r s . ' )  
e I s e
w r i t e l n (  ' Comp i l a  t i o n  S u c c e s s f t i  I . '  ) ;
I f  n u m e r r  > 0  t h e n  
PR I N r__f RRORS 
e I s e  
beg i n
w r i t e l n  ( I i s t f  i I o ) ;
w r i t e l n  ( l i s t f l l e ,  ' C o m p i l a t i o n  S u c c e s s f u l ,  No E r r o r s  E n c o u n t e r e d . ' ) ;  
e n d  ;
c l o s e ( e x e c ) ;  
c  I o s e ( o u t ) ; 
c l o s e !  1 istr i l e ) ; 




( * $ U + * )
(h$r +»)
p r o g r a m  a n a l y z e ;
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R.  D w i g h t  S c h c t t l e r  ANAL I Z E
University of Missouri at Rolla Summer '86
S t u d e n t  Numbe r  6 6 9 7 6
T i n ' s  p r o g r a m  p e r f o r m s  a n  a n a l y s i s  o f  t h e  i n t e r m e d i a t e  l a n g u a g e  
f i l e  p r o d u c e d  b y  t h e  c o m p i l e r .  f i r s t  t h e  I L  f i l e  i s  b r o k e n  down  
i n t o  b a s i c  b l o c k s  b y  t h e  r o u t i n e  CONS TRUCT  w h i c h  i m p l e m e n t s  a n  
e x t e n s i o n  o f  t h e  a l g o r i t h m  p r e s e n t e d  o n  p a g e  6 5 8  o f  H 5 2 .
NOTES:
These routines use the 'DISPOSE' method of heap management,
therefore the MARK / RELEASE combination should NOT be used.
MAIN R O U T I N E S :
CONS TRUCT  -  P r o d u c e s  a f l o w g r a p h  o f  t h e  s p e c i f e d  r i l e .  I t  
t r e a t s  p r o c e d u r e  c a l l s  & r e t u r n s  a s  g o t o ' s .  A M  
s u c c e s s o r s  a n d  p r e d e c e s s o r s  a r e  k e p t  i n l i n k e d  
I i s t s .
- -  PR I NT _ f L OWGR AP H -  P r i n t s  t h e  P l o w g r a p h .  T h e  p r e d e c e s s o r  c h a i n
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CONST
B E R N S T E I N
P A R A L L E L I S M
R E AC HI NG
D E F I N I T I O N S
D e t e r m i n e s  a l l  p a i r s  o f  b a s i c  b l o c k s  w h i c h  
c a n ' t  he  e x e c u t e d  i n  p a r a l l e l  b e c a u s e  o r  
me mo r y  c o n f l i c t s .  I t  i m p l e m e n t s  t h e  i d e a s  
p r e s e n t e d  i n  H 3 3 .
G e n e r a t e s  t h e  R O _ T OP  s e t  f o r  e a c h  n o d e  i n  
t h e  f l o w g r a p h .  U s e s  t h e  e q u a t i o n s  p r e s e n t e d  
i n  H 5 2 .
n m n _ n o d e s = 5 0 0 ; p max H n o d e s  i n  f l o w g r a p h
num_  i n s t = 5 5 0 ; P max H i n s t u c t i o n s  i n  o b j  f i l e
rium_ i s t a c k s = 3 ; p n u m b e r  o f  i n t e g e r  s t a c k s
S t a c k s  i 7 n = 5 0 0 ; p max H e l e m e n t s  i ri a s t a c k
n u m _ s t a c k s = 2 ; p H s t a c k s  u t  i 1 i z e d
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u n a d d e d
r c t _ e d d r
n o d e s
T Y P E
= V,
= 2 ;
= 3 ;  ( »  u s e d  b y  r i U O _ R E G I O H S
r r i c h a  i n p t  r  
r d _ c h a > n _ t y p
-  - r d _ c h n i n _ t y p ;  
= r e c o r d
b l k
s t m t
n e x t
: i n t e g e r ;
: i n t e g e r ;
; r d c h a i n p t r ;
e n d ;  ( *  r d _ c h n i n _ t y p  H )
s o t p o  i n t e r  
s e t _ m e m b e r
= ' s e t _ m e m b e r ;  
= r e c o r d
1 e v e  1 
o f f s e t  
c h a  i n 
n e x t
: i n t e g e r ;
: i n t e g e r ;
; r d c h a i n p t r ;  
: s e t p o i n t e r ;
e n d ;  ( * s e t _ m n m t ) e r  * )
p r e d p o i n t  c r  = ■•prodrec
p r e d r e c  = r e c o r d
rmm ; i n t e g e r ;
n e x t : p r o d p o  i n t e r ;
e n d ;  ( *  p r e d r e c  * }  
s e t p o i n t e r 2  = ' s e t _ m e m h e r 2 ;
s e t _ m e m b e r 2  = r e c o r d
num
n e x t
; i n t e g e r ;
: s e t p o i n t e r 2 ;
e n d ;  ( *  s e t  me mb e r  w )
n o d e  = r e c o r d
f  i r s t  
r u i m s t m t s  
s u e  
p r e d
: i n t e g e r ;
: i n t e g e r ;
: - p r o d r e c ;  
: ' p r e d r e c ;
e n d ;  ( # n o d e  * )  






end; (# operand_typ * )
inst_typ = record
op : integer;
opnds : array [1..3] of operand_typ;
end; (* inst_typ * )




This is my imp. of stacks 




i stacks i stacks_ typ; (* all integer stacks *)
num_f i rsts i ntege r; (* number of basic blocks *)
1 > j i nteger; (* loop counter
exec file of i nst_typ; (* input object file * )
s rc_name string [14]; (* name of input file * )
obj_s i ze i nteger; (* number inst in object file * )
dpt r setpo i nte r; (* dummy pointer
f 1owg raph a rray [1 ..num_nodes] of node; (* the actual flowgraph
marked a rray [ 1..num_nodes] of boo Iean;
block array [1 ..num_nodes j of setpo i nte r2;
i nst_space array [0 ..num_ inst] of inst_typ; (* sequenctial code *)
inst_space1 array [0 ..num_ inst] of inst_typ; (* board 1 pgm
inst_space2 array [0 ..num_ inst] of inst_typ; (* board 2 pgm * )
inst_space3 array [0 ..num_ inst] of inst_typ; (* board 3 pgm *)
region a rray [ 1..num_nodes]
(*
of
moved here from regions.pas 
set of 0..255;
* )
InnerLoop a rray [1 .num_nodes] of boo lean;




set of 0 .255; (* the set of parallel regions *)
I st : text;
CONST
dummy : operand_typ = (fldl:—999; fld2:-999);
( * P A G E * )
procedure I PUSH (stack, vaI : integer); 
beg i n
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( s t a c k s  ( s t o c k ,  0 )  ( s t a c k s  ( s t o c k ,  n ]  + 1;
I f  i s t o c k s  [ s t o c k ,  0 1 > s t o c k s  I z o  t h e n  
beg i n
w r i  t e l n ;
w r i t e l n  ( ' S t o c k  o v e r f l o w  on s t o c k  ' ,  s t o c k ,  
ho 1 1 ; 
e n d ;
i s t o c k s  ( s t o c k ,  i s t o c k s  [ s t o c k ,  0 ( |  ; -  v a I  ; 
e nd  ; ( ** i p u s h  * )
f u n c t i o n  I POP ( s t o c k  ; I n t e g e r )  : i n t e r i o r ;  
ting i n
i r  i s t o c k s  [ s t o c k ,  OJ  < I t h e n  
beq i n
w r i  t e l n ;
w r i t e l n  ( ' S t o c k  u n d e r f l o w  on s t o c k  ' ,  s t o c k ,  ' . ' ) ;  
ho 11;  
e n d ;
I pop :■ i s t o c k s  ( s t o c k ,  i s t o r k s  [ s t o c k ,  0 ] ) ;
I s t o c k s  [ s t o c k ,  ()j  : -  I s t o c k s  ( s t o c k ,  0 |  -  1;
end; (* ipop *)
( “ PAT,I “ )
p r o c e d u r e  PR I N I  I I  OWCRAPH;
CONS I
r f : c h o  r  -  -i ;
' , j : i n t e g e r ; ( "  1 nop c o u n t o r «
I. p I. r : p r e d p o i n t e r ;
pc  t r ; i n t e g e r ; ( “ c o u n t s  p r o d s  p r i n t e d t*
1 c  t r : i n t e g e r ; ( *  c o u n t s  l i n e s  p r i n t e d
(ter; i n
I c  t  r  : - 1 ; 
f o r  i : 1
(ter) i rr
i f  I c  t r  
(ter; i n
t o  num f i r s t s  do 
I t h e n
w r i t e l n  
wr i t e l n  
wr i t e l n  
wri te l n  
wr i t e l n
( 1 s t .
( 1 s t ) ;
( 1 s t .
( 1 s t ,
( 1 s t ) ;
|\ I nek 
d u mb o r
f l o w g r a p h  f o r  f i l e  ' ,  s r c _ n o m e ) ;
f i r s t .  N u m b e r
Stmt.  S t m t s
S u c c e s s o  r s 1 ) ;
); 164
end; (* If *)
w r i  t o ( I s t ,  i : 1 0 ,
f l o w g r a p h  [ i ] .  f i r s t : 10,  
f I o w g r a p h  j i | . n u m _ s t r o t s : 1 0 ) ;
I p t r  : = f l o w g r a p h  [ i ) . s u e ; 
w h i l e  t p t r  <> n i l  do  
b e g  i n
p c  t r  : -  1;
w h i l e  ( p e t r  <= 6 )  a n d  ( t p t r  <> n i l )  do 
b e g i n
w r i t e  ( 1 s t ,  t p t r - . n i i m : 7 ) ;  
t p t r  : = t p t r - . n e x t ;  
p e t r  : -  p e t r  + I ; 
e n d ; ( *  w h i l e  * )  
i f  t p t r  <> n i l  t h e n  
be g  i n
w r i t e l n  ( 1 s t ) ;
I c t r  ; = I c t r  + 1;  
w r i t e  ( 1 s t , '  ' : 30 ) ; 
e n d ;
e n d ; ( *  w h i l e  * ) 
w r i t e l n  ( 1 s t ) ;
I c t r  I c t r  + 1;  
i f  I c t r  > 52  t h e n  
he q  i n
w r i t e  ( 1 s t ,  f r ) ;
I c t r  : = 1;
e n d ;
e n d ;
w r i t e  ( 1 s t ,  f f ) ;  
e n d ;  ( *  p r i n t _ f I o w g r a p h  * )
f u n c t i o n  B Y I F S _ f R F . E  : r e a l ;
V AR
t emp ; r e a l ;
bog i n
temp ; - memava i I ; 
b y t e s _ f r c e  : = t emp H 1 6 ;
e nd  ; { w by  t e  s _  r r e n  **)
( " S i  \ d w i g h t \ t h e s  i s \ s o u r c e \ s e t o p s . p a s " )
( H P A G E " )
f u n c t i o n  C O N T A I N E D _ I N  ( s e t m i m  : s e t p o i n t o r ;
v a I  ; o p e r a n d _ t y p )  : b o o l e a n ;
VAR
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t p t r
f o u n d
: s e t p o i n t e r ;  
: b o o l e a n ;
b e g i n  (** c o n t a i n e d _ i n
t p t r  s e t n u m ;
f o u n d  f a l s e ;  
i f  s e t r i um <> n i I t h e n  
wii i I e t p t r  <> n i l  do  
b e g i n
I f  ( t p t r - - .  l e v e  I -  v a l . f l d l )  and  
( t p t r - . o f f s e t  = v a l . f l d ? )  t h e n  
f o u n d  : = t r u e ;  
t p t r - : = t p t r - . n e x t ;  
e n d ;
c o n t a i n e d , . i n  : = f o u n d ;
e n d ;  ( H c o n t f l i n e d i n  H)
( **PACF" )
p r o c e d u r e  S E T _ U N I 0 N  ( v a r  s e t n u m  : s e t p o i n t e r ;
v a  I : o p e r a n d _ t y p ;  
s e t ?  : s e t p o i n t e r ) ;
VAR
t p t r : s e t p o i n t e r ;
t p t r ? : s e t p o i n t e r ;
o p t r ? : s e t p o i n t e r ;
np t r : s e t p o i n t e r ;
o p t r : s e t p o i n t e r ;
f  oun d : b o o l e a n ; ( *  t r u e  i f  v a l u e  f o u n d  i n  s e t
be g  i n  ( *  s e t _ u n i o n
t p t r  : = s e t n u m ;  
f o u n d  : = f a l s e ;  
i f  s e t ?  = n i I  t h e n  
i f  v a l . f l d l  <> - 9 9 9  t h e n  
beg i n
i f  s e t n u m  <> n i I  t h e n  
w h i l e  t p t r  <> n i l  do  
beg i n
i r  ( t p t r - . l e v e l  = v a l . f l d l )  a n d  
( t p t r - . o f f s e t  = v a I . r i d ? )  t h e n  
f o u n d  : =  t r u e ;  
o p t r  ; =  t p t r ;  
t p t r  : = t p t r - . n e x t ;  
e n d  ; ( •* w h i l e  **)
i f  n o t  f o u n d  t h e n  
beg i n
new ( n p t r ) ;
o p t r - . l e v e l  ; = v a l . f l d l ;  





n p t r ’ . n e x t  : =  n i l ;
1 f  s e t n u m  = n i l  t h e n  
s e t n u m  : =  n p t r  
e I s e
o p t r - . n e x t  : = n p t r ;  
e n d ;  ( *  i r  * )  
end
e l s e  ( *  s e t 2  <> n i I
beg i n
t p t r 2  s e t 2 ;  
w h i l e  t p t r 2  <> n i I  do  
beg i n
t p t r  : =  s e t n u m ;  
f o u n d  : =  f a l s e ;  
i f  s e t n u m  <> n i I  t h e n  
w h i l e  t p t r  <> n i l  do  
b e g  i n
i f  ( t p t r - . l e v e l  = t p t r 2 - . I e v e  I ) a n d  
( t p t r - . o f f s e t  = t p t r 2 - . o f f s e t ) t h e n  
f o u n d  : =  t r u e ;  
o p t r  : = t p t r ;  
t p t r  : = t p t r - . n e x t ;  
e n d ; ( *  w h i l e  * )  
i f  n o t  f o u n d  t h e n  
beg i n
new ( n p t r ) ;
n p t r - . l e v e l  : = t p t r 2 - . l e v e I ; 
n p t r - . o f f s e t  : = t p t r 2 - . o f r s e t ;  
n p t r - . n e x t  : =  n i l ;  
i f  s e t n u m  = n i l  t h e n  
s e t n u m  ; =  n p t r  
e I s e
o p t r - . n e x t  : = n p t r ;  
e n d ;  ( *  i f  * )
t p t r 2  : =  t p t r 2 - . n e x t ;  
e n d ; ( *  wh i I e  w )
e n d ;  ( w i f
e n d ;  ( #  s e t _ u n i o n  * )
( HP A G E * )
p r o c e d u r e  SE  f _ I  NT E R S E C T I  ON ( s e t l ,  s e t 2  : s e t p o i n t e r ;
v a r  r e s u l t  : s e t p o i n t e r ) ;
VAR
t p t r ,  t p t r 2  : s e t p o i n t e r ;
f o u n d  : b o o l e a n ;
o p r  : o p e r a n d _ t y p ;
beg i n
r e s u l t  : = n i l ;  
t p t r  : = s e t l ;
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if setl <> nil then 
while tptr <> nil do 
beg i n
found := fa Ise; 
tptr2 := set?; 
if set2 <> nil then
while tptr2 <> nil do 
beg i n
i f  ( t p t r 2 - . l e v e l  = t p t r - . l e v e l )  a n d  
( t p tr 2 - . o f f s e t  = t p t r - . o f f s e t ) t h e n  
f o u n d  : = t r u e ;  
t p t r 2  : = t p t r 2 - . n e x t ;  
e n d ;  ( H w h i l e  * )  
i f  r o u n d  t h e n  
beg i n
opr.fldl := tptr-.level; 
opr.fld2 := tptr-.offset;
SEf_UNION (result, opr, dptr); 
end;
tptr := tptr-.next; 
end; (# wh iIe *)
end; (H set_intersection #)
( WP A G E W)
procedure SET_DIFFERENCE (var setnum : setpointer;
v a  I : o p e r a n d _ t y p ) ;
VAR
tptr, optr ; setpointer;
begin (M set_difference
tptr := setnum; 
if setnum <> nil then 
while tptr <> nil do 
beg i n
if (tptr-.level = val.fldl) and 
(tptr-.offset = vaI.fId2) then 
if tptr = setnum then 
setnum := setnum-.next 
e l se
if tptr = nil then 
optr-.next := nil 
e I se
optr-.next := tptr-.next;
o p t r  ; =  t p t r ;  
t p t r  : -  t p t r - . n e x t ;  
e n d ;  ( #  w h i l e  * )
end; (* set_difference # )
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p r o c e d u r e  S E T _ 0 I S P 0 S E  ( s e t l  : s e t p o i n t e r ) ;  
VAR
t p t r  : s e t p o i n t e r ;
o p t r  : s e t p o i n t e r ;
b e g  I n
I f  s e t l  <> n i l  t h e n  
b e g  i n
t p t r  ; =  s o l i ;  
w h i I e  t p t r  <> n i l  do 
b e g  i n
o p t r  t p t r ^ . n e x t ;
d i s p o s o  ( t p t r ) ; 
t p t r  o p t r ;
e n d ;
e n d ;
e n d ;  ( *  s e t _ d i s p o s e  * )
C P A c r " )
p r o c e d u r e  C O N S T R U C T ;
CONST
VAR
j p f l s - 3 5 ;
j u mp = '10;
c a  1 1 - 6 ' i ;
r e t n - 6 5 ;
p r e t n - 6 0 ;
p o p a d d r 8 - 9 9 ;
bh i n t e g e r ; ( *  t h e  b a s i c  b l o c k  b e i n g  w o r k e d  on H )
f l a g boo 1e a n ; ( *  i n d i c a t e s  e n d  o f  b l o c k  Pound * )
c  i n s  t I n s t _ t y p ; ( *  h o l d s  c u r r e n t  i n s t r u c t i o n * )
o b j  s  i z c : i n t e g e r ; ( *  ft i n s t  i n  o b j e c t  f i l e " I " )
b i n t e g e r ; {** i n d i c a t e s  c u r r e n t  b l o c k * )
i .  j .  f i n t e g e r ; ( B l o o p  c o u n t e r s * )
e x i s t s boo 1 n a n ; ( * e x  i s t a n c e  i nd i c a  t o r * )
i n i  t i a l _ b 1o c k i n t e g e r ; ( *  b l k  H o f  1 s t  b a s i c  b l o c k * )
c u r b l o c k i n t e g e r ; ( H b l k  H o r  c u r r e n t  b l o c k * )
d e s t  b l o c k i n t e g e r ; ( H b l k  H o f  d e s t i n a t i o n  b l o c k * )
n e x t . b l o c k i n t e g e r ; ( " b l k  fl o f  n e x t  b l o c k # )
j u n k i n t e g e  r ; ( ** u s e d  t o  t r a s h  t o p  o f  s t a c k H )
s p t r p r e d |)0 i n t e r ; ( w p o i n t e r  i n t o  s u c c e s s o r  c h a i n s * )
A c t " )
c e d u r e  ETkOCKJ /NI ON ( b b ,  n e w b 1 k i n t e g e r ) ;
b p t r ,  t p t r s e t p o i  n t e r 2 ; ( H t emp po i n t e  r
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e x i s t s : b o o l e a n ; { #  e x i s t a n c e  i n d i c a t o r
b e g  i n
e x i s t s  : =  f a l s e ;  
b p t r  : = b l o c k  { b b ) ;
w h i l e  { b p t r  <> n i l }  a n d  ( b p t r ' . n e x t  <> n i l )  do  
b e g i n
i f  b p t r ' . n u m  = n e w _ b l k  t h e n  
e x i s t s  : =  t r u e ;  
b p t r  : = b p t r ' . n e x t ;  
e n d ;
i f  n o t  e x i s t s  t h e n  
b e g i n
new ( t p t r ) ;  
t p t r - . n u m  ; =  n e w _ b t k ;  
t p t r ' . n e x t  : =  n i l ;  
i f  b f o c k  [ bb J = n i I  t h e n  
b l o c k  [ b b j  : = t p t r  
else
b p t r ' . n e x t  : = t p t r ;
e n d ;
e n d ;  ( *  b l o c k _ u n i o n  * }
f u n c t i o n  B L O C K _ W I T H _ F I R S T  ( v a l  : i n t e g e r )  : i n t e g e r ;
VAR
i : i n t e g e r ;  ( *  l o o p  c o u n t e r
f o u n d  : b o o l e a n ;  ( *  t r u e  i f  n o t  f o u n d  y e t
b e g  i n
i : =  1;
f o u n d  : = f a l s e ;
w h i l e  ( i  <= n u r a _ n o d e s )  a n d  n o t  f o u n d  do  
b e g  i n
i f  f l o w g r a p h  [ I ] . f i r s t  = v a i  t h e n  
f o u n d  t r u e  
e I se
i : = i + 1 ;
e n d ;
b l o c k _ w i t h _ f i r s t  : =  i ;  
e n d ;  ( *  b I o c k _ w i t h _ f i r s t  * )
( * P A G E * )
f u n c t i o n  L A S T  ( b l k  ; I n t e g e r )  : i n t e g e r ;
VAR
b b I k  : s e t p o i n t e r ? ;





bb Ik : - I) I ock [blk]; 
while bb Ik-, next <> nil do 
bb I k bblk-.ricxt; 
last := bblk-.num;
end; (* last ")
procedure AOD^fRED (newpred, chain : integer); 
VAR
tptr, pptr : predpolntor; 
beg i n
pptr := flowgraph [chain).prod; 
while ( p p t >' <> nil) arid (pptr-.next <> nil) do 
pptr := pptr-.next; 
new (tptr );
tptr-.num := new pred; 
tptr-.next := nil;
if flowgraph [chain).pred - nil then 
flowgraph (chain).pred := tptr 
e l s e
pptr-.next tptr; 
end; (* addpred H )
procedure ADD_SUC (newsuc, chain : integer);
VAR
tptr, pptr : predpointer; 
found ; boolean;
beg i ri
pptr := flowgraph (chain],sue; 
found ;= fa I so;
while (pptr <> nil) and (pptr-.next <> nil) do 
beg i n
if pptr-.num - newsuc then 
found := true; 
pptr := pptr-.next; 
end ;
if pptr-.num - new_suc then 
found true; 
if not found then 
beg i n
new (tptr); 
tptr-.num ;r new sue; 
tp t. r -. next : _ nil; 
if flowgraph [chain).sue = nil then 
flowgraph [chain).sue tptr 
e I se
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p p t r - ’ . n e x t  : =  t p t r ;
e n d ;
e n d ; ( *  a d d  s u c  *  )
( *  P A G E * )
beg i n  ( *  c o n s t r u c t
( *  l o a d  o b j  f i l e  i n t o  me mor y
i f  p a r a m c o u n t  = 0 t h e n  
beg i n
w r i  t e I n :
w r i t e  ( E n t e r  name ( w / o  e x t e n t i o n )  o f  o b j e c t  f i l e :  ' ) ;  
r e a d  I n  ( s r c _ n a m e ) ;  
e nd  
e  I s e
s r c _ n a m e  : = p a r n m s t r  ( 1 ) ;
w r i t e l n  ( ' L o a d i n g  o b j e c t  f i l e  s r c n a m e ,  ’ . o b j ' ) ;  
a s s i g n  ( e x e c ,  s r c _ n a m e  + ’ . o b j ' ) ;  
r e s e t  ( e x e c ) ;  
s e e k  ( e x e c ,  0 ) ;  
o b j s i z e  : = 0 ;  
wh i I e r i ot  e o f  ( e x e c  ) do  
b e g  i n
r e a d  ( e x e c ,  i n s t _ s p a c e  ( o b j _ s i z e ) ) ;  
o b j _ s i z e  : =  o b j s i z e  + 1;  
e n d ;  ( *  wh i  l e  * )  
o b j _ s i z e  : = o b j _ s i z e  -  1;
( "  d e t e r m i n e  1 s t  s t m t s  o f  a l l
w r i t e l n  ( ' C o n s t r u c t  f l o w g r a p h . ' ) ;  
bb : =  1;
c i n s t  ; =  i n s t s p a c e  [ 0 ) ;  
f l o w g r a p h  [ b b ] , f i r s t  : = 0 ;  
n u m _ f i r s t s  : = 1;  
f o r  j  ; = 1 t o  o b j s i z e  do  
beg i n
c i n s t  : = i n s t _ s p a c e  { j  ] ;  
i f  ( c i n s t . o p  = j u m p )  o r  
( c i n s t . op = j p f l s )  t h e n  
beg i n
e x i s t s  : =  f a  I s e ;
f o r  i : = 1 t o  n u m _ f i r s t s  do
i f  f l o w g r a p h  [ i ] , f i r s t  = c i n s t . o p n d s  [ 3 ] . f l d 2  t h e n  
e x i s t s  : = t r u e ;  
i r  n o t  e x i  s t s  t h e n  
beg i n
bb : = bb + 1;
f l o w g r a p h  ( b b ) . f i r s t  : =  c i n s t . o p n d s  [ 3 ) . f l d 2 ;  
n u m _ f i r s t s  ; =  n u m _ r i r s t s  + 1;  
e n d ;
end;
if cinst.op = call then
beg i n
* )  
*  i
b b ' s  * )
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e nd
e x i  s t s  : = r a i s e ;
T o r  ( ; =  1 t o  r m m f l r s t s  do
I T  f l o w g r a p h  [ i ] .  f  i r  s t  = c i n s t . o p n d s  [1  
e x i s t s  : =  t r u e ;  
i f  n o t  e x i s t s  t h e n  
beg i n
bb : =  bb + 1;
r i o w g r a p h  ( b b ) . f i r s t  : = c i n s t . o p n d s  
n u m _ f i r s t s  : =  n u m _ f i r s t s  + 1;  
e n d ;
e n d ;
c i n s t  : = i n s t _ s p a c e  | j  -  1 ] ;  
i f  ( c  i n s t . op = j p f l s )  o r  
( c  i n s t . op = c a l l )  o r  
( c  i n s  t . op = r e  t n  j o r  
( c i n s t . o p  = p r e t n )  t h e n  
beg i n
e x i s t s  : = f a l s e ;
f o r  i : = 1 t o  n u m _ f i r s t s  do
i r  r i o w g r a p h  [ i ] . f i r s t  = J  t h e n  
e x i s t s  : =  t r u e ;  
i f  n o t  e x i s t s  t h e n  
b e g  i n
bb : = bb + 1;
f l o w g r a p h  [ b b j . f i r s t  : = j ;  
n u m _ f i r s t s  : =  n u m _ f i r s t s  + 1;  
e n d ;
e n d ;
( *  f i n d  b b ' s  f o r
b : = 0 ;
f o r  f  : = 1 t o  n u m _ f i r s t s  do  
beg i n
b : = b + 1;
B L 0 C K _ U N I  ON ( b ,  f l o w g r a p h  [ f  J . f i r s t ) ;  
f l o w g r a p h  [ f J . n u m _ s t m t s  : = 1;  
f l a g  t r u e ;
j  : = r i o w g r a p h  [ f j . f i r s t  + 1;  
w h i l e  ( j  <= o b j _ s i z e )  a n d  f l a g  do  
beg i n
e x i s t s  : = f a l s e ;
f o r  i : = 1 t o  n u m f i r s t s  do
i f  f I o w g  r a p h  [ i ] . f  i r s  t  = j  t h e n  
e x i s t s  : =  t r u e ; 
i f  e x i s t s  t h e n  
f l a g  : = f a  I s e  
e I s e  
b e g  i n
Bl.OCK_UN I ON (b, j ) ;
f l o w g r a p h  [ f  ] . n u m _ s t m t s  : = f l o w g r a p h
c i n s t  : = i n s t _ s p a c e  [ j ] ;
) . f I d 2  t h e n
1 ] . f I d 2 ;
I I  1 s t  s t m t s  * )
[ f  ] . n u m _ s t m t s  + 1;
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( c i n s t . o p  = j u m p  ) o r
( c i n s t . o p  = j p f l s ) o r
( c  i n s t . op = c a l l ) o r
( c i n s t . o p  = r e t n ) o r
( c i n s t . o p  = p r e t n ) t h e n
f l a g  ; = f a l s e ;
e n d ; ( *  i f  * )
j  : = J  + 1:
e n d ; ( *  w h i l e  * )  
e n d ; ( *  f o r  * )
1 PUSH ( r e  t add r ,  -  1 ) ;
( *  c o n s t r u c t  t h e f 1owg r a p h
f o r  i 1 t o  n u m _ f i r s t s  do ( *  s u e  <-  e m p t y s e t ¥
beg i n ( H ma r k e d  <-  f a  1s e #
f l o w g r a p h  [ i ) . s u e  : = n i l ;
m a r k e d  [ i ) : -  r a I s e ;  
e n d ;
i n i  t  i a I b I o c k  : = 1;
I PUSH ( u n a d d e d ,  i n i t i a  I . b I o c k ) ;
w h i l e  i s t a c k s  j u n a d d e d ,  0 |  <> 0  do ( M wti i I e  s t a c k  n o t  e m p t y  * )
l )eg i n
c u r b l o c k  ; = I POP ( u n n d d o d ) ;
( * r e mo v e  r e t  a d d r s  f r o m  s t a c k  i f  * )  
j " n e o n s s a  r y  # )
w h i l e  c u r _ b l o c k  = p o p _ a d d r  do  
b e g  i n
J u n k  ; = I POP ( r c t . a d d r ) ;  
c u r b l o c k  I POP ( u n a d d e d ) ;  
e n d ;
m a r k e d  [ c u r _ b l o c k |  : = t r u e ;
c i n s t  : = i n s t _ s p a c e  ( I A S T  ( c u r _ b l o c k ) ) ;  
i f  ( c  i n s  t . op - . jump ) o r  
( c  i n s t . o p  = j p T I s ) o r  
( c  i n s t . op = c a l l )  t h e n  
b e g i n
i f  c i n s t . o p  <> c a l l  t h e n
d o s t . b l o c k  Bl . OCK_WI  TH_ F  I RS T  ( c i n s t . o p n d s  ( 3 | . f l d 2 )  
e I s e
d e s t . b l o c k  : BL OCK WI TH F I  RS T  ( c i n s t . o p n d s  [ 1 ] . f l d 2 ) ;
( M s u e  [ c b  ] <-  s u e  [ c b |  U d e s t b l k  # ) 
API) RIIO ( d e s t  b l o c k ,  c u r  b l o c k ) ;
i f  m a r k e d  ( d e s t _ b l o c k )  -  f a l s e  t h e n  
beg i n
( "  p o p a d d r  i s  HOT a n o d e  t o  be # )
( *  v i s i t e d ,  i t  i s  a s w i t c h  t o  i n d .  * )
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e n d ;
{ *  w h e n  t o  r e mo v e  t h e  
( *  r r o m t h e  s t a c k .
I f  ( c  i n s  t . op = c a l l )  a n d  
( c u r _ b l o c k  <> t )  t h e n  
b e g  i n
I PUSH ( r e t  a d d r , B t O C K W I T H _ F I R S T ( L AS T  
I PUSH ( u n a d d e d ,  B L 0 C K _ W I T H _ F I R S T ( L AS T  
I PUSH ( u n a d d e d ,  p o p _ a d d r ) ;
I PUSH ( u n a d d e d ,  d e s t _ b l o c k ) ;  
e nd  
e I s e
I PUSH ( u n a d d e d ,  d e $ t _ b l o c k ) ;
e n d ;
( *  i f  * )
r e t u r n  a d d r  #)  
*>
( c u r _ b l o c k ) +  1 ) ) ;  
( c u r _ b l o c k ) +  1 ) ) ;
i f  ( c i n s t . o p  = r e t n )  o r  
( c i n s t . o p  = p r e t n )  t h e n  
b e g i n
d e s t _ b l o c k  : =  I POP ( r e t _ a d d r ) ;
I PUSH ( r e t _ a d d r ,  d e s t _ b T o c k ) ;
i f  d e s t _ b l o c k  <> - 1  t t i en  
beg i n
( H s u e  ( c b ) <-  s u e  ( c b ] U d e s t  b l k  H ) 
ADD_ S U C  ( d e s t _ b l o c k ,  c u r _ b l o c k ) ;  
e n d ;  ( *  i f  * )  
e n d ;  ( *  i f  * )
i f  ( c i n s t . o p  <> j u m p )  a n d  
( c  i n s t . o p  <> c a l l )  a n d  
( c i n s t . o p  <> r e t n )  a n d  
( c i n s t . o p  <> p r e t n )  t t i en  
beg i n
i f  L A S T  ( c u r _ b l o c k )  < o b j _ s i z e  t h e n  
beg i n
n e x t _ b  I o c k  : =  B L 0 C K _ W I T H _ F  I R S T  ( L A S T  ( c u r _ _ b l o c k )  + 1 ) ;
( *  s u e  [ c b )  <-  s u e  [ c b )  U n e x t _ b l k  * )  
A D 0 _ S U C  ( n e x t _ b l o c k ,  c u r _ b l o c k ) ;
i f  m a r k e d  [ n e x t _ b l o c k ]  = f a l s e  t h e n  
I PUSH ( u n a d d e d ,  n e x t _ b l o c k ) ;  
e n d ;  ( *  i f  * )  
e n d ;  ( # i f  ^ )
e n d ;  ( *  w h i l e  * )
( # d e t e r m i n e  p r e d e c e s s o r  c h a i n s  * )  
f o r  i : = 1 t o  n u m _ r i  r s  t  s do ( # i n i t  p r e d .  p t r s  t o  n i l  " )
f l o w g r a p t i  [ i j . p r e d  ; =  n i l ;
for i := 1 to num_firsts do
beg i n
sptr := flowgraph [i ).sue;
175
w h i l e  s p t r  <> n I  I do  
b e g  I n
A 0 D _ R R E D  ( I ,  s p t r - . n u m ) ;  
s p t r  : =  s p t r - . n e x t ;  
e n d ;
e n d ;
e n d ;  ( #  c o n s t r u c t  * )
( w$ l  \ d w i  g h t \ t h e s  i s \ s o u  r c e \ p a  r a I  l e l  . p a s ’*) 
procedure GENERATE^PARALLEL;
CONST
( *  b i n a r y  i n s t r u c t i o n s  * )
a d d i n t e g e r = 0 r *>
s u b i n t e g e r = 1 ( * - *>
mu i i n t e g e r = 2 ( H n * )
d i v i d e i n t e g e r = 3 ( » / *>
l o r i n t e g e r = 1) C 1
l a n d I n t e g e r = 5 ( * & h )
1 11 i n t e g e r = 6 ( * < * i
i l e i n t e g e r = 7 ( * <= * )
1 ne i r i t e go  r = 8 ( * <> m)
1 eq i n t e g e r = 9 ( H = * )
1 qe i n t e g e r - 1 0; ( * >= *>
I g t i n t e g e r = 11; r > * )
i s t o r i n t e g e r = 12; r [ ) :  = * )
i l o a d i n t e g e r = 13; p I 1
i add  r i n t e g e r = 1H; p j J a d d r o f *>
( # u n a r y  i n s t r u c t i o n s  * )
neg i n t e g e r -  3 2 ; P - * )
i n o t i n t e g e r = 3 3 ; P n o t * )
s t o r i n t e g e r = 3U; P : = * )
j p f l s i n t e g e r = 3 5 ; ( H I 1 * )
add  r i n t e g e r = 3 6 ; P a d d  r o f * )
( *  n i 1 a r y  i n s t r u c t  i o n s * )
j u m p i n t e g e r = !|8; P j u m p » )
( *  m i s c .  i n s t r u c t i o n s * )
c a  1 1 i n t e g e  r = 6 ' i ; P c a  1 1 " )
r e t i n t e g e r = 6 5 ; P r e t u r n * )
i n p u t i n t e g e r = 6 6 ; P r e a d * )
o u t p u t i n t e g e r = 6 7 ; P w r i  t e * )
p r e t i n t e g e r = 6 8 ; ( * p r o c  r e t * )
f  i r e i n t e g e r = 6 9 ; P f  i r e  b r d * ) <r>
c p s t k  : i n t e g e r  = 7 0 ;  ( *  c o p y s t a c k  H )
i r e t  : I n t e g e r  = 7 1 ;  ( "  i n t  r e t  * )
s y n c h  : I n t e g e r  = 7 2 ;  ( *  s y n c h  * )
( *  o p e r a n d  t y p e s  * )
v a  r b  1 e i n t e g e r = 0 ; ( H g 1 oba  1 va  r
c o d e s e g i n t e g e r = -  1 ; C* T o r j u m p s W
t empo ra  r y i n t e g e r = - 2 ; r f o  r s t a  c; k
e n s  ta  n t i n t e g e r = - 3 ; r
( *  o p e r a n d  p o s i t i o n s  # )
o p r l  : i n t e g e r  = 1
o p r 2  : i n t e g e r  = 2
opr  3 : I n t e g e r  = 3
t y p e
O b j e c t r  i l e r  i I e  o f  i n s t _ t y p ;
v a  r
a d d r  1 o p e r a n d  t y p ; ( “ temp va r f o r a d d r  d e s i g n a t o r  1 * )
a d d  r 2 o p e r a n d _ t y p ; (** temp v a  r T o r a d d r  d c s i g n a t o r  2 * )
r e s i t o p e r a n d  t y p ; r temp va r f o r a d d r  d e s i g n a t o r  3 * )
n e x t  i n s t i n t e g e r ; ( H i n s t p t r f o r s e q . c o d e  f i l e »)
n e x t  i n s t 1 i n t e g e r ; ( * i n s t p t r f o r boa rd 1 c o d e  f i l e * )
n e x t  i n s t 2 i n t e g e r ; ( " i n s t p t r f o r boa  rd 2 c o d e  f i l e * )
n e x t  i nst . 3 i ri t e g o  r ; ( H i n s t p t r f o r boa  rd 3 c o d e  f i l e * )
LoopNum
t i n s  t
i n t e g e r ;  
i n t e g e r ;
r ft f o r  r e g i o n b e i n g  pa r a 11e 1 i z e d * )
e x e c  1 O b j e c t r  i l e ; r f i l e f o r b o a r d  1 p r o g r a m * )
e x e c 2 O b j e c t r t i e ; r f i l e f o r b o a r d  2 p r o g r a m * )
e x e c 3 O b j e c t f  i l e ; ( * f i l e f o r b o a r d  3 p r o g r a m * )
f r e f l  
f  r e f 2  
f r e  f 3
a r r a y  
a r r a y  
a r r a y
( ) . . n u m  i n s t |  o f  i n t e g e r ;  
0 . . n u m _ i n s t j  o f  i n t e g e r ;  
0 . . n u m _ i n s t j  o f  i n t e g e r ;
f u n c t i o n  I N S I D E  ( s t m t ,  l o o p  : i n t e g e r )  : b o o l e a n ;  
v a  r
i : i n t e g e r ;
f o u n d  : b o o l e a n ;
beg i n
r o u n d  := f a l s e ;  
f o r  i 1 t o  n u m n o d e s  do  
b e g  i n
i f  i i n  r e g i o n  ( l o o p )  t h e n
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i f  ( s t m t  >= f l o w g r a p h  [ i ] . f i r s t )  a n d
( s t m t  <= f l o w g r a p h  [ i j . f i r s t  + f l o w g r a p h  ( i ] . n u m _ s t m t s - 1 ) t h e n  
f o u n d  : =  t r u e ;
e n d ;
i n s i d e  : =  f o u n d ;  
e n d ;  ( *  i n s i d e  # )
p r o c e d u r e  D a c k P a t c h  ( b r d  : I n t e g e r ) ;  
beg i n
c a s e  b r d  o f
1 : b e g i n
i f  ( i n s t _ . s p a c e  ( n e x t  i n s t ) .  op = j u m p )  o r  
( i n s t _ s p a c e  j n e x t i n s t j . op = j p f l s )  t h e n  
i f  i n s t _ s p a c e [ n e x t i n s t ) . o p n d s [ 3 ) . f I d 2  < n e x t i n s t  t h e n  
i n s t _ s p a c e l  [ n e x t i n s t 1 J . o p n d s  [ 3 ) . f l d 2  : =  
f r e f l [ i n s t _ s p a c e [ n e x t i n s t ] . o p n d s ( 3 ) . f l d 2 ]
e I s e  
b e g  i n
i n s t _ s p a c e 1  ( n e x t i n s 1 1 ) . o p n d s  [ 3 ) . f l d 2  : = 
f  r e  f l [ i n s t _ s p a c e [ n e x t i n s t ) . o p n d s [ 3 ] . f I d 2  ] ;  
f r e f l j  i n s t _ s p a c e [ n e x t i n s t ] . o p n d s [ 3 | . f l d 2 ]  : =
n e x t  i n s t l
e n d ;
i f  f r e f l  [ n e x t i n s t ]  = -1 t h e n  
f r e f l  [ n e x t i n s t ]  : = n e x t i n s t l  
e I s e
w h i l e  f r e f l  [ n e x t i n s t ]  <> -1 do  
beg i n
t i n s t  : =
i n s t s p a c e l  [ f r e f l  [ n e x t i n s t ] ] . o p n d s  [ 3 ] . f l d 2 ;  
i n s t _ s p a c e l  [ f r e f l  [ n e x t i n s t j j . o p n d s  [ 3 ] . f l d 2  : = 
n e x t  i n s t l ;
f r e f l  [ n e x t i n s t ]  : =  t i n s t ;  
e n d ;
e n d ;
2 : b e g i n
i f  ( i n s t _ s p a c e  [ n e x t i n s t ] . op = j u m p )  o r  
( i n s t _ s p a c e  [ n e x t i n s t j . op = j p f l s )  t h e n  
i f  i n s t _ s p a c e [ n e x t i n s t ] . o p n d s [ 3 ] . f I d 2 < n e x t i n s t  t h e n  
i n s t _ s p a c e 2  [ n e x t i n s t 2 ] . o p n d s  [ 3 ] . f l d 2  : =  
f  r e  f 2 [  i n s t _ s p a c e [ n e x t i n s t ] . o p n d s [ 3  ] . f I d 2  ]
e I s e  
beg i n
i n s t _ s p a c e 2  [ n e x t i n s t 2  ] . o p n d s  [ 3 ] . f l d 2  : = 
f  r e r 2 [ i n s t _ s p a c e [  n e x t i n s t ] . o p n d s [ 3 ] . f l d 2 ) ;  
f r e f 2 ( i n s t _ s p a c e  [ n e x t i n s t ] . o p n d s [ 3 ] . f ! d 2 ]  : =
1
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n e x t  i n s t 2
e n d ;
e n d ;
i f  f r e f 2  [ n e x t i n s t ]  = - 1  t h e n  
f r e f 2  [ n e x t i n s t ]  : = n e x t i n s t 2  
e I s e
w h i l e  f r e f 2  [ n e x t i n s t ]  <> - 1  do  
beg i n
t i n s t  ; =
i n s t _ s p a c e 2  | f r e f 2  ( n e x t i n s t ] ] . o p n d s  [ 3 ) . f l d 2 ;  
i n s t _ s p a c e 2  [ r r e f 2  | n e x t i n s t j j , o p n d s  [ 3 ) . f l d 2  : =  
n e x t  i n s t 2 ;
f r e F 2  [ n e x t i n s t ]  : =  t i n s t ;  
e n d ;
3 : b e g i n
i f  ( i n s t _ s p a c e  [ n e x t i n s t  ] . op = j u m p )  o r  
( i n s t s p a c e  | n e x t i n s t j . op = j p f l s )  t h e n  
i f  i n s t _ s p 3 c e [ n e x t i n s t ] . o p n d s ] 3 | . f l d 2  < n e x t i n s t  t h e n  
i n s t _ s p a c e 3  [ n e x t i n s t 3 ] . o p n d s  [ 3 ] . f l d 2  ; =
F r e f 3 (  i n s t _ s p a c e [ n e x t i n s t ] . o p n d s [ 3 ] . f 1d 2 ]
e  1 s e  
be g  i n
i n s t _ s p a c e 3  [ n e x t i n s t 3  ) . o p n d s  [ 3 J . f l d 2
f r e f 3 ( i n s t _ s p a c e [ n e x t  i n s t ] . o p n d s ] 3 j . f I d 2 J ;  
f r e f 3 (  i n s t _ s p a c e [ n e x t i n s t ] . o p n d s [ 3 ] . r i d 2 ]  : =
n e x t  i n s t 3
e n d ;
I f  f r e f 3  [ n e x t i n s t ]  = - 1  t h e n  
f r e f 3  [ n e x t i n s t ]  : = n e x t i n s t 3  
e I s e
w h i l e  f r e f 3  [ n e x t i n s t ]  <> - 1  do  
b e g  i n
t i n s t  : =
i n s t _ s p a c e 3  { r r e f 3 [ n e x t i n s t ) ] . o p n d s  [ 3 ) . f l d 2 ;  
i n s t _ s p a c e 3  [ f r e f 3  [ n e x t i n s t j j . o p n d s  [ 3 ] . f l d 2  : = 
n e x t  i n s t 3 ;
F r e f 3  [ n e x t i n s t ]  : =  t i n s t ;  
e n d ;
e n d ;
e n d ;  { *  c a s e  * )  
e n d ;  { *  b a c k p a t c h  * )  
p r o c e d u r e  GEN ( r i l e n u m  : i n t e g e r
o p r : i n t e g e r ;
a d d r l  
a d d  r 2
: o p e r a r i d _ t y p ;  
: o p e r a n d _ t y p ;
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r e s i t  : o p e r a n d _ t y p } ;
va  r
i n s t r e c i n s t _ t y p ;
b e g  i n
i n s t r e c . o p  : = o p r ;  
i n s t r e c . o p n d s  [1 ] 
i n s t r e c . o p n d s  ( 2 j 
i n s t r e c . o p n d s  [ 3 ]
-  add  r 1;
-  a d d r 2 ;  
= r e s i t ;
c a s e  F i l ef l um o f
1 : b e g i n
i n s t _ s p a c e 1  [ n e x t i n s t l j  : =  i n s t r e c ;  
n e x t i n s t l  : =  n e x t i n s t l  + 1;  
e n d ;
2 : b e g i n
i n s t _ s p a c e 2  [ n e x t i n s t 2 |  i n s t r e c ;  
n e x t i n s t 2  : = n e x t i n s t 2  + 1;  
e n d ;
3 ; b e g  i n
i n s t _ s p a c e 3  ( n e x t i n s t 3 )  : = i n s t r e c ;  
n e x t i n s t 3  : =  n e x t i n s t l  + 1;  
e n d ;
e n d ;  ( *  c a s e  * )  
e n d ;  ( *  g e n  * )  
p r o c e d u r e  C r e a t e F i l e s ;  
va  r
i : i n t e g e r ;
beg  i n
a s s i g n  ( e x e c l ,  s r c _ n a m e  + ' . o b i ' )  
r e w r i t e  ( e x e c l ) ;
a s s i g n  ( e x e c 2 ,  s r c _ n a m e  + ' . o b 2 ’ ) 
r e w r i t e  ( e x e c 2 ) ;
a s s i g n  ( e x e c 3 ,  s r c _ n a m e  + ' . o b 3 ’ ) 
r e w r i t e  ( e x e c 3 ) ;
f o r  i
f o  r  i
w r i t e  ( e x e c l ,  i n s t _ _ s p a c e 1  | i ] ) ;
f o r  i
= 0  t o  n e x t i n s t .  1 -  1 do
= 0  t o  n e x t i n s t 2  -  1 do
w r i t e  ( e x e c 2 ,  i n s t „ s p a c e 2  ( i ) ) ;
= 0  t o  n e x t  i n s  13 - 1 do
w r i t e  ( e x e c 3 ,  i n s t _ s p a c e 3  ( i | ) ;
c l o s e  ( e x e c l ) ;  
c l o s e  ( e x e c 2 ) ;
1
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c I o s e  ( c x e c 3 ) ;  
e n d ;
I) e y i n
f o r  i : = 0  t o  n u m _ i n s t  (Jo 
beg i n
f r e f l  | i ) : = - 1 ;  
f  r e  f 2  | i | : = - 1 ;
r r e r 3  | i ] : = - 1 ;
e n d ;
( *  s e t  up t h e  3 f i l e s
n e x t i n s t  : = 0 ;  
n e x t i n s t l  := 0 ;  
n e x t i n s t 2 := 0 ;  
n e x t i n s t 3  : = 0 ;
a d d r I . f i d 1 ; - - 1;  
a dd  r l . f I d 2  : = 1;  
a (id r 2 . r i d l  - 3 ;  
a d d r 2 . r i d 2  := 0 ;  
r e  s 11 . f I d I : = - 3 ;  
r e s  I t . f  I (12 : = 0 ;
CCN ( 2 ,  c a l l ,  a d d r 1,  a d d r 2 ,  r e s i t ) ;  
Gl.N ( 3 ,  c a l l ,  a d d r l ,  a d d r 2 ,  r e s i t ) ;
r e s  11 . f I d I  : = -  1;  
r e s  1 1 . f I d 2  : -  1;
* )
GEN ( 2 ,  j u m p ,  dummy,  dummy,  r e s i t ) ;
GEN ( 3 ,  j u m p ,  dummy,  dummy,  r e s i t ) ;
f o r  LoopNum : = 1 t o  n u m _ r e g i o n s  do 
beg i n
( *  i f  I n n e r L o o p  [ L o o p N u m]  then** )
i f  LoopNum i n  P R e g i o n s  t h e n
b e g  i n
w h i l e  n e x t i n s t  < f l o w g r a p h  [ L o o p l l e n d  [ LoopNum ] ] . f i r s t  -  1 do  
b e g  i n
i n s t  s p a e e l  [ n e x t i n s t l  | ; = i n s t _ s p a c e  [ n e x t i n s t ) ;
R a c k P a t c h  ( I ) ;
n e x t  i n s t  : = n e x t  i n s t  + 1;  




add r?. f I d 1 
nddr-2. Md2 
rosIt.rId1 
res 11.fId?cm (1 , rim,
GMI  ( 2 ,  c p s t k ,  
GFN ( 3 ,  c p s t k .
( *  gon s y n c h  c o d e  
- 3 ;
n e x t  i n s t 2 ;
- 3 ;
n e x t  i n s t 3 ;
dummy,  a d d r 2 ,  r e s i t ) ;
I f  f r e f l  [ n e x t i n s t ]  - -1 t h e n  
f r e f l  ( n e x t i n s t l  : = n e x t i n s t l  
e I s e
w h i l e  f r e f l  ( n e x t i n s t )  <> - 1  do  
beg i n
t i n s t  : ~
i n s t _ . s p a c e 1  ( f r e f l  ( n e x t  i n s t ) ] .  o p n d s  
i n s t s p n e e l  ( f r e f l  j n e x t i n s t j j . o p n d s  
n e x t  i n s t l  -  1;  
f r e f l  ( n e x t i n s t l  : = t i n s t ;  
e n d ;
dummy,  dummy,  dummy ) ;  
dummy,  dummy,  dummy ) ;
( H g e n  l o o p  c o d e
( *  s e t  i n i t i a l  c o n d i t i o n s
a d d  r 1 . f l d l  : = - 3 ;  
a d d r l . f i d ?  1;
r e s i t  i n s t s p a c e  ( n e x t i n s t  ] . o p n d s  ( 3 ) ;  
Gf N ( I ,  s t o r ,  a d r i r l ,  dummy,  r e s i t ) ;
| 3 ] .  f  I d 2 




a d d r l . f l d ?  i n s t . s p a c e  | n e x t i n s t  + 1 ) . o p n d s  ( I ) . f  I d 2 d i v  3 + 1;  
GLN ( 2 ,  s t o r ,  a d d r i ,  dummy,  r e s i t ) ;
a d d r l . f l d ?  2 * ( i n s t _ s p a c o  ( n e x t i n s t  + 1 ] , o p n d s  ( l ] . r i d 2  d i v  3)  + 1;  
GLN ( 3 .  s t o r ,  a d d r i ,  dummy,  r e s i t ) ;
n e x t i n s t  : - n e x t i n s t  + 1;
a d d r i . f l d l  : = - 3 ;
a d d r l . f l d ?  i n s t . _ s p a c e  ( n e x t i n s t  | . o p n d s  ( ! | . f l d 2 d i v  3 ;  
a d d r 2  : = i n s t s p a c e  ( n e x t i n s t  ] . o p n d s  [ 2 ] ;  
r e s i t  i n s t _ s p a c e  j n e x t i n s t  ] . o p n d s  j 3 j ;
Gt f l  ( 1 ,  l i e ,  a d d r i ,  a d d r ? ,  r e s i t ) ;
a d d r i . r i d ?  ;= 2 # l n s t _ s p a c e  [ n e x t i n s 1 1 . o p n d s  ( 1 ) . f l d ?  d i v  3;  
Gf N ( 2 ,  M e ,  a d d r i ,  a d d r ? ,  r e s i t ) ;
a d d r l . f l d ?  : = i n s t _ s p a c e  | n e x t i n s t  ] . o p n d s  | 1 ) . f l d 2 ;
GFN ( 3 ,  l i e ,  a d d r i ,  a d d r ? ,  r e s i t ) ;
r r e f l  [ n e x t i n s t l  : -  n e x t i n s t l  -  1;  
f r e T ?  ( n e x t i n s t . )  n e x t i n s t ?  - 1;  
f r e t 3 [ n e x t i n s t ]  : = n e x t i n s t 3 -  I ;  




wh i I e  I N S I D E  ( n e x t i n s t ,  L oopNum)  do  
be g  i n
i n s t _ s p a c e 1  ( n e x t i n s t l )  : =  i n s t _ s p a c e  ( n e x t i n s t J ;  
i n s t _ s p a c e 2  [ n e x t i n s t 2 |  : = i n s t _ s p a c e  ( n e x t i n s t ) ;  
i n s t _ s p a c e 3  j n e x t i n s t 3 )  : =  i n s t _ s p a c e  [ n e x t i n s t ] ;
B a c k P a t c h  ( 1 ) ;
D a c k P a t c h  ( 2 ) ;
D a c k P a t c h  ( 3 ) ;
n e x t i n s t  : = n e x t i n s t  + 1;  
n e x t i n s t l  : = n e x t i n s t l  + 1;  
n e x t i n s t 2  : = n e x t i n s t 2  + 1;  
n e x t i n s t 3  : = n e x t i n s t 3  + 1;
e n d ;
GEN ( 1 ,  s y n c h ,  dummy,  dummy,  d ummy ) ;
i f  f r e f l  ( n e x t i n s t )  = -1 t h e n  
f r e f l  ( n e x t i n s t )  : = n e x t i n s t l  
e I s e
w h i l e  f r e r i  ( n e x t i n s t )  <> - 1  do  
beg i n
t i n s t  : =
i n s t _ s p a c e l  [ f r e f l  ( n e x t i n s t ) ) . o p n d s  [ 3 | . f l d 2 ;  
i n s t _ s p a c e l  [ f r e f l  j n e x t i n s t j j . o p n d s  [ 3 ] . f l d 2  : = 
n e x t  i n s t l  -  1;  
f r e f l  [ n e x t i n s t ]  : = t i n s t ;  
e n d ;
GEN ( 2 ,  s y n c h ,  dummy,  dummy,  du mmy ) ;
i f  f r e f 2  ( n e x t i n s t )  = -1 t h e n  
f r e f 2  ( n e x t i n s t )  : = n e x t i n s t 2  
e I s e
w h i I e  f r e f 2  [ n e x t i n s t )  <> - 1  do 
beg i n
t i n s t  :=
i n s t _ s p a c e 2  [ f r e f 2  [ n e x t i n s t ) ) . o p n d s  [ 3 J . f l d 2 ;  
i n s t _ s p a c e 2  [ f r e f 2  [ n e x t i n s t j j . o p n d s  [ 3 j . f I d 2  : = 
n e x t  i n s t 2  -  1;  
f r e f 2  [ n e x t i n s t ]  : =  t i n s t ;  
e n d ;
GEN ( 3 ,  s y n c h ,  dummy,  dummy,  d ummy ) ;
i f  f r e f 3  ( n e x t i n s t )  = -1 t h e n  
f r e f 3  ( n e x t i n s t )  : = n e x t i n s t 3  
e I s e
w h i l e  f r e f 3  [ n e x t i n s t ]  <> - 1  do 
beg i n
t i n s t  : =
i n s t _ s p a c e 3  [ f  r e  f  3 [ n e x t i n s t ] ) . o p n d s  [ 3 ) .  f I d  2 ;  
i n s t _ s p a c e 3  [ f  r e  f 3 [ n e x t i n s t ) j . o p n d s  [ 3 ] . f l d 2  : =
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n e x t i n s t 3  -  1;  
f r e H  ( n e x t i n s t )  : = t i n s t ;  
e n d ;
GEN ( 2 ,  i r e t ,  dummy,  dummy,  dummy ) ;  
i f  f r e f 2  ( n e x t i n s t l  = - I  t h e n  
f r e f 2  [ n e x t i n s t j  : =  n e x t i n s t 2  
e I s e
wh i I e  f r e f 2  [ n e x t i n s t )  <> -1 do 
beg i n
t i n s t  : -
i n s t _ s p a c e 2  ( f r e f 2  ( n e x t  i n s t ) ) . o p n d s  [ 3 ) . f l d 2 ;  
i n s t _ s p a c e 2  j r r e f 2  [ n e x t i n s t j j . o p n d s  [ 3  j . f I d 2 
n e x t  i n s t 2  -  1;  
f r e f 2  [ n e x t i n s t )  t i n s t ;  
e n d ;
GEN ( 3 ,  i r e t ,  dummy,  dummy,  dummy ) ;  
i f  f r e f 3  ( n e x t i n s t )  = -1 t h e n  
f r e f 3  ( n e x t i n s t )  : = n e x t i n s t 3  
e I s e
w h i l e  f r e f 3  ( n e x t i n s t )  <> - I  do  
beg i n
t i n s t  :=
i n s t _ s p a c e 3  [ f r e f 3  ( n e x t i n s t ) ) . o p n d s  | 3 ) . f l d 2; 
i n s t _ s p a c e 3  j f r e r 3  j n e x t i n s t j j . o p n d s  ( 3 | . f l d 2  
n e x t  i n s  t3  -  1;  
f r e f 3  ( n e x t i n s t )  : =  t i n s t ;  
e n d ;
e n d ;
e n d ;
w h i l e  n e x t i n s t  <= o b j _ s i z e  do  
beg i n
i n s t _ s p a c e ]  [ n e x t i n s t l )  : =  i n s t _ s p a c e  ( n e x t i n s t ) ;
B a c k P a t c h  ( 1 ) ;  
n e x t i n s t  : = n e x t i n s t  + 1;  
n e x t i n s t l  : =  n e x t i n s t l  + 1;  
e n d ;
C r e a  t e F  i l e s ;  
e n d ;
( * $ I \ d w i g h t \ t h e s  i s \ s o u r c e \ r e g  i o n s . pa s * ) 
p r o c e d u r e  F I ND__REGI  ONS;
( *  T h i s  r o u t i n e  d e t e r m i n e s  t h e  s t r o n g l y  c o n n e c t e d  r e g i o n s
( *  a s  d e f i n e d  on p a g e  6 7 5  o f  # 5 2 .  i t  f o l l o w s  t h e  a l g o r i t h m  g i v e n  
( *  o n  p a g e  6 7 6  i n  # 5 2 .
CONST
s t a c k  = 3 ;
I n  i t  i a l _ b I o c k  -  1;
( *  3 ' r d  e l e m e n t  o f  i s t a c k s
VAR
c t r I n t e g e r ;
r 1 n t e g e r ;
s p t r ’ p r o d r e c ;
p p t r ’ p r e d r e c ;
i 1 n t e g n  r ;
t , h i n t e g e  r ;
t emp i n t e g e r ;
ma r k a r r a y  ( 0 . . num n o d e s  )
n odo  p o s  i t  i on a r r a y  ( 0 . . num n o d e s ]
d r s t s e t  o r  0 . . 2 5 5 ;
p r o c e d u r e  DEPTH ( : i n t e g e r ) ;
VAR
s p t r ’ P r e d  r e c ;
u s e d  t o  d e t e r m i n e  r e v e r s e  o r d e r
p t r  t o  s u c c e s s o r  c h a i n  
p t r  t o  p r e d e c e s s o r  c h a i n  
l o o p  c o u n t e r  
l o o p  c o u n t e r s
o T  b o o l e a n ;  
o r  i n t e g e r ;
( *  p t r  t o  s u c c e s s o r  c h a i n
hog i n
m a r k  [ i |  : = t r u e ;  ( *  m a r k  c u r r e n t  n o d e  a s  v i s i t e d
s p t r  r i o w g r a p h  f t ) . s u e ;  f ** e x a m i n e  s u c c e s s o r s  o r  t h i s  n o d e
wh i I e s p t r  <> n i l  do
i r  n o t  m a r k  | s p t r - 1. nnm ] t h e n  
beg i n
d r s t  d T s t  + [ i ,  s p t r - . n u m | ;
P)f. PI I I  ( sp t r -’ , num ) ;  
s p t r  : = s p t r ’ . n e x t ;  
end  
e l s e
s p t r  s p t r - - . n e x t . ;
*>
* )
* )  
* )  




n o d e  p o s i t i o n  [ i |  : = c t r ;  ( *  d e t e r m i n e  p o s  i n  d e p t h  1 s t  o r d e r  * )
c t r  := c t r  -  1;
end ;  { »  de p t h  * )
r u n c t i o n  S U C C r r O S  ( t ,  h : i n t e g e r )  : b o o l e a n ;
v a  r
s p t r  : ’ p r e d r e c ;
r o u n d  : b o o l e a n ;
b e g  i n
s p t r  r i o w g r a p h  [ t | . s u c ;  
r o u n d  r a i s e ;





i f  s p t r ’ . num = h t h e n  
f o u n d  : = t r u e ;  
s p t r  : = s p t r - . n e x t ;
e n d ;
s u c c e e d s  : = f o u n d ;  
e n d ;
b e g i n  ( *  f i n d r e g i o n s  * )
w r i t e l n  ( ' F i n d  s t r o n g l y  c o n n e c t e d  r e g i o n s . ' ) ;
f o r  i := 1 t o  n u m _ n o d e s  do ( *  i n i t  g l o b a l  v a r i a b l e s  * )
beg i n
ma r k  ) i ] : = f a  I s e ;
I n n e r L o o p  ( i ] : = t r u e ;  
e n d ;
d f s t  : = [ | ;
c t r  : = n u m _ f  i r s t s ;
r  : = 0;
DEPTH ( i n i t i a l _ b I o c k ) ;
f o r  t  : = 1 t o  n u m f i r s t s  do  
f o r  h : = 1 t o  n u m _ f i r s t s  do
i f  ( n o d e _ p o s i t i o n [ 1 1  >= n o d e _ p o s i t i o n [  It ] )  a n d  ( S U C C E E D S ( t ,  h ) )  t h e n  
beg i n
r  : = r  + 1;
i s t a c k s  | s t a c k ,  0 )  : = 0 ;  { *  e m p t y  t h e  s t a c k  * )
r e g  i o n  [ r ) : = [ h ) ;
L o o p l l e a d  [ r ]  ; =  h;  
i f  n o t  ( t  i n  r e g i o n  [ r ) )  t h e n  
beg i n
r e g i o n  [ r ]  : = r e g i o n  [ r |  + [ t ] ;
I PUSH ( s t a c k ,  t ) ;  
end ;
w h i l e  i s t a c k s  [ s t a c k ,  0 ]  >= 1 do  
b e g i n
temp : = I POP ( s t a c k ) ;  
p p t r  : = f l o w g r a p h  [ t e m p ] , p r e d ;  
w h i l e  p p t r  <> n i l  do  
beg i n
i f  n o t  ( p p t r - . n u m  i n  r e g i o n  [ r ] )  t h e n  
beg i n
r e g i o n  ( r )  : = r e g i o n  [ r ) + [ p p t r - . n u m ) ;
I PUSH ( s t a c k ,  p p t r - . n u m ) ;  
e n d ;
p p t r  : = p p t r - . n e x t ;  
e n d ;
e n d ;
e n d ;
n u m _ r e g i  o n s  ; -  r ;
186
T o r  i ; =  1 t o  r  do  
b e g i n
w r i t e  ( 1 s t ,  ' R e g i o n  ' ) ;
f o r  j  : = 0  t o  2 5 5  do
i f  j  I n  r e g  i o n  ( i ) t h e n  
w r i t e  ( 1 s t ,  j : < 4 ) ;  
w r i t e l n  ( 1 s t ) ;
f o r  i : =  1 t o  r  do  
f o r  j  : = 1 t o  r  do
i f  ( i <> j ) a n d  ( r e g  i o n  | i ) >= r e g  i o n  [ j  J ) t h e n  
I n n e r L o o p  [ i } ; = f a I s e ;
w r i  t e I n  ( 1 s t ) ;  
w r i t e l n  ( 1 s t ) ;
w r i t e  ( 1 s t ,  T h e  i n n e r  l o o p  r e g i o n s  a r e :  ' ) ;  
f o r  i ; = 1 t o  r  do
i f  I n n e r L o o p  [ i 1 t h e n
w r i  t e  ( 1 s t ,  ' ' ,  I , ' ' } ;  
w r i t e l n  ( 1 s t ) ;  
c l o s e  ( 1 s t ) ;  
e n d ;  ( * f  i nd _ _ r o g  i o n s  * )
( *  ( * $ l  \ d w i g h t \ t h e s i s \ s o n r c e \ p h a n t i n e . p a s * ) # )
( * $  I \ d w i g h t \  t h e s  i s \ s o t i r c e \ d e p e n d .  p a s "  ) 
p r o c e d u r e  D E P E N D E N C C _ A N A L Y S I S ;
e n d ;
c o n s t
L o o p  I nd  
L o o p D e p  
i s t o r  
11oad
t r u e ;
f a l s e ;
1 2 ;
1 3 ;
t y p e
O b j e c t F i l e  = f i l e  o f  i n s t _ t y p ;  
A X p l u s B  = r e c o r d
a , b
x
: i n t e g e r ;
: o p e r n n d _ t y p ;
e n d ;  ( *  a x p l u s b  * )
C o e f f s A r r a y  = a r r a y  ( 1 . . 2 0 1  o f  A X p i u s B ;
S S E x p r T y p  = r e c o r d
a r r y  : o p e r a n d _ t y p ;
g oo d  : b o o l e a n ;
H t i mC o e f f s  : I n t e g e r ;
C E I e m e n t  ; c h a r ;
I n s t N u m  : i n t e g e r ;
c o e f f s  ; C o e f f s A r r a y ;
*  a r r a y  i d e n t  i f  i e r
*  i n s t  num i s t o r / i l o a d  * )
* )
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end; ( *. ssexprtyp *)
S S I l e a d T y p = a r r a y  ( 1 . .  10 ] o f i n t e g e  r ;
OpndNumTyp = a r r a y  ( 1 .  . 2  ] o f i n t e g e r ;
D e p T y p A r r a y T y p = a r r a y  [ 0 . . 2 |  o f  s t r i n g  { 6  J ;
c o n s t
OpndNum OpndNumTyp = ( 3 , 1 ) ;
D e p T y p A r r a y D e p T y p A r r a y T y p  = ( t r u e  ' a n t i  ' ,  ' o u t p u t ' ) ;
v a  r
add  r l o p e  r a n d t y p ; ( *  temp v a r  f o r  a d d r  d e s i g n a t o r  1 * )
a d d r ? o p e r a n d _ t y p ; ( *  t emp v a r  f o r  a d d r  d e s i g n a t o r  2 * )
r e s i t o p e  r a n d _ t y p ; { *  temp v a r  f o r  a d d r  d e s i g n a t o r  3 * )
n e x t  i n s t i n t e g e r ; ( *  i n s t  p t r  T o r  s e g .  c o d e  f i l e * )
LoopNum i n t e g e r ; ( H H f o r  r e g i o n  b e i n g  p a r a l l e l i z e d * )
Sha  r e d L o o p s i n t e g e r ; { *  // common l o o p s  b e t w e e n  s t m t s * )
s s r i l e f i l e  o f  S S E x p r T y p ; ( # s u b s r c r i p t  i n  To
S S E x p  r S S E x p r T y p ;
S S A r r a y a r r a y  | 1 . . 1 0 0  J o f S S E x p r T y p ;
S S B I o c k a r r a y  [ 1 . . TOO]  o f i n t e g e r ;  ( *  BB o f  S S  [ i ] * )
S S R e g  i o n s a r r a y  [ 1 . . 1 0 0  j o f s e t  o f  0 . . 2 5 5 ;
( *  r e g i o n s  t h a t  c o n t a i n  S S  [ i ] * )
S S I l e a d s a r r a y  [ 1.  . 100  ] o f S S I I c a d  T y p ;
{ *  l o o p  h e a d  f o r  c o e f f  i n  s s * )
S S L e v e 1 a r r a y  ( 1 . .  100 | o f i n t e g e r ;
( *  ff l o o p s  t h a t  c o n t a i n  r e  r  [ i ] * )
NumSS i n t e g e r ; ( * H e l e m e n t s  i n  s s a r r a y * )
t c o e f r  s C o e f f  s A r r a y ; ( *  u s e d  t o  r e s t r u c t u r e  c o e f f s # )
Max l . oopHea d i n t e g e r ;
01' l axLoopl l ead i n t e g e r ;
CR e g  i on i n t e g e r ;
N e s t  i n g L e v e 1 i n t e g e r ;
D e p T y p i n t e g e r ; ( *  0 - t r u e ,  1 - a n t i ,  2 - o u t p u t * )
i ,  j ,  k ,  1
T C o n s t a n t
i n t e g e r ; ( *  g e n  p u r p o s e  l o o p  c o u n t e r s * !
i n t e g e r ; (** sum o f  a l l  c o n s t a n t s  i n  e x p r # )
Pa ra  1 l e i  i z a b 1e boo 1e a n ;
i d e n t i c a l boo l e a n ; ( H u s e d  t o  c h e c k  f o r  i d .  s u b s c r i p t s * )
N L A r r a y a r r a y  ( 1 . . 2 0 ,  1 . . ? 0 I  o f  i n t e g e r ;
(** n e s t i n g  l e v e l  b e t w e e n  s t m t s [ i , j ] * )
( #  P R e g i o n s : s e t  o f  0 , . 2 5 5 ; * ) ( *  pa r a 11e 1 r e g  i o n s
R e g i o n L e v e l a r r a y  [ 1 . . 1 0 0  ] o f i n t e g e r ;
(** l e v e  1 o f  r eg  i o n  i * )
f u n c t i o n  G C D _ T E S T  ( s s l ,  s s 2  : i n t e g e r ;
c a r r i e r  : i n t e g e r ;
L p I n d  : b o o l e a n )  : b o o l e a n ;




s m a l l c s t  
i
G C D V a I u e  
G CDF o u n d
i n t e g e r ;  
i n t e g e r ;  
i n t e g e  r ;  
boo I e a n ;
( w s m a l l e s t  H i n  g c d  s e t * )
b e g  i n
i f  Lp I nd t h e n
c a r r i e r  : = c a r r i e r  + 1;  
s ma I  I e s t  : = 3 2 7 6 7 ;  
f o r  i : =  1 t o  c a r r i e r  -  1 do
i f  S S A r r a y  J s  s 1 ] . c o e f f s  [ i ) . a  -  S S A r r a y  J s s 2 ] . c o e f f s  [ i ] . a  < s m a l l e s t  t h e n  
s m a l l e s t  : = S S A r r a y  I s s l J . c o e f r s  ( i ] . a - S S A r r a y  [ s s 2 ] . c o e f f s  | i ] . a ;  
f o r  i ; = c a r r i e r  t o  S S L e v e l  [ s s  1 ] do
i f  S S A r r a y  [ s s 1 | . c o e f f s  [ i j . a < s m a l l e s t  t h e n  
s m a l l e s t  : = S S A r r a y  ( s s l j . c o e f f s  [ i j . a ;  
f o r  i : = c a r r i e r  t o  S S L e v e l  [ s s 2 |  do
i f  S S A r r a y  ( s s 2 ) . c o e f f s  | i ] . a  < s m a l l e s t  t h e n  
s m a l l e s t  : =  S S A r r a y  [ s s 2 ] , c o e f f s  [ i ] . a ;
i f  smaI  I e s  t = 0  t h e n  
s maI  l e s t  : =  1;  
i f  s m a I l e s t  < 0 t h e n
s m a l l e s t  : =  -  s m a l l e s t ;
C C D V a l n e  ; = s m a l l e s t ;  
i f  G C D V a I u e  <> 1 t h e n  
G C D f o u n d  : =  f a l s e  
e I s e
G C D f o u n d  : = t r u e ;  
w h i l e  n o t  G C D f o u n d  do  
beg i n
GCDT o un d  ; = f a l s e ;  
w h i l e  n o t  G C D r o u n d  do  
beg i n
G C D F o u n d  : = t r u e ;
f o r  i : = 1 t o  c a r r i e r  -  1 do
i f  f r a c  ( ( S S A r r a y  [ s s l j . c o e f f s  ( i ] . a  -  S S A r r a y  [ s s 2 ] , c o e f f s  [ i ] . a ) /  G C D V a l u e )  <> 0 t h e n  
G C D f o u n d  := f a  I s e ;
f o r  i : = c a r r i e r  t o  S S L e v e l  [ s s 1 ]  do
i f  f r a c  ( S S A r r a y  ( s s 1 J . c o e f f s  [ i ) . a  /  G C D V a l u e )  <> 0  t h e n  
C C D f o u n d  : =  f a l s e ;
f o r  i c a r r i e r  t o  S S L e v e l  [ s s 2 ]  do
i f  f r a c  ( S S A r r a y  [ s s 2 ] , c o e f f s  [ i ) . a  /  G C D V a l u e )  <> 0 t h e n  
G C D F o u n d  ; = f a l s e ;  
i f  n o t  G C D f o u n d  t h e n
G C D V a l u e  G C D V a l u e  -  1;
e n d ;
e n d ;
GCD : = G C D V a l u e ;
f u n c t i o n  S S C o n s t  ( s s  : i n t e g e r )  : i n t e g e r ;
end; (M gcd H)
v a  r
i
psum
i n t e g e r ;
i n t e g e r ;
b e g  i n
psum ; = 0 ;
f o r  i : = 1 t o  S S L e v e l  [ s s ]  do
psum : =  psum + S S A r r a y  [ s s ] , c o e f f s  [ i ] . b ;
S S C o n s t  : = p s um;  
e n d ;
b e g  i n
C C D _ T E S T  : =  f r a c  ( ( S S C o n s t  ( s s l )  -  S S C o n s t  ( s s 2 ) )  /  CCD)
e n d ;  ( *  g c d _ t e s t  # )
f u n c t i o n  E 3 A N E R J E E _ T E S T  ( s s l ,  s s 2 ,  k : i n t e g e r ;
L p l n d  ; b o o l e a n )  : b o o l e a n ;
f u n c t i o n  POS ( i  : r e a l )  : r e a l ;
beg  i n
i f  i >= 0 t h e n  
p o s  : = i 
e l s e
p o s  : = 0 ;
e n d ;
f u n c t i o n  NEG ( i  : r e a l )  ; r e a l ;
b e g  i n
i r  i <= 0 t h e n
neg : =  -  i
e 1 s e
neg = 0 ;
e n d ;
i ,  k2 : i n t e g e r
sum 1 : r e n  1;
suin2 : r e a  1;
sum.) : r e a l ;








s u m1 0
r e a  I 
r e a  I 
r e a  I 
r e a  I 
r e a  I 
r e a  I
be g  i n
sum 1 : = 0 ;  
sum2 : =  0 ;  
sum3 : =  0 ;  
sum'!  : = 0 ;  
sum5 : = 0 ;  
sum6 : = 0 ;  
sum7 : =  0 ;  
sum8 : =  0 ;  
s um9 : = 0 ;  
s um10 : = 0 ;
i f  L p l n d  t h e n  
k2 := k 
e I s e
k2 : =  k -  1;  
r o r  i : =  1 t o  k2  do
s umi  : =  sum1 + n e g  ( S S A r r a y  [ s s l j . c o e T T s  [ i j . a  -  S S A r r a y  [ s s 2 ] . c o e T f s  [ i ] .  a ) *
( i n s t _ s p a c e  [ r i o w g r a p h  [ S S H e a d s  [ s s 2 [ [ i ] ] . T i r s t  1 . o p n d s  [ 1 ) . f l d 2  -  1 ) ;  
sum9 : = p o s  ( n e g  ( S S A r r a y  ( s s l j . c o e T T s  ( k j . a )  + S S A r r a y  ( s s 2 j . c o e T T s  ( k j . a )  *
( i n s t _ s p a c e  ( f l o w g r a p h  [ S S H e a d s  | s s 2 ]  [ k ] j . f i r s t j . o p n d s  ( l ] . T I d 2  -  2 ) ;  
f o r  i : = k + 1 t o  S S L e v e l  [ s s l ]  do
sum2 : =  sum2 + n e g  ( S S A r r a y  [ s s l ] , c o e T T s  ( i j . a )  *
( i n s t _ s p a c e  ( f l o w g r a p h  [ S S H e a d s  [ s s l j  [ i ) ] . r i r s t ] . o p n d s  [ 1 ] . f l d 2  -  1 ) ;  
f o r  i : =  k + 1 to  S S L e v e l  [ s s 2 ]  do
sum3 : = sum3 + p o s  ( S S A r r a y  [ s s 2 [ . c o e f f s  ( i j . a )  *
( i n s t _ s p a c e  [ f l o w g r a p h  [ S S H e a d s  [ s s 2 |  [ i J  | . f i r s t ] . o p n d s  [ l ] . f l d 2  -  1 ) ;  
f o r  i := 1 t o  S S L e v e l  [ s s 2 ]  do
sumb : = sumb + S S A r r a y  ( s s 2 j . c o e f f s  [ i j . a  + S S A r r a y  [ s s 2 | . c o e f f s  [ i j . b ;
T o r  i ; = 1 t o  S S L e v e l  [ s s l ]  do
sum5 : = sum5 + S S A r r a y  [ s s l j . c o e f f s  [ i j . a  + S S A r r a y  [ s s l j . c o e f f s  [ i j . b ;  
f o r  i : = 1 t o  k2 do
suin6 : =  sum6 + p o s  ( S S A r r a y  [ s s l j . c o e f f s  [ i j . a  -  S S A r r a y  [ s s 2 j . c o e f f s  [ i j . a )  *
( i n s t _ s p a c e  [ f l o w g r a p h  [ S S H e a d s  [ s s 2 j  | i ] ] . f i r s t ) . o p n d s  [ 1 ] . f l d 2  -  1 ) ;  
s u ml O ; =  p o s  ( p o s  ( S S A r r a y  ( s s l j . c o e f f s  ( k j . a )  -  S S A r r a y  [ s s 2 j . c o e f f s  [ k j . a )  *
( i n s t _ s p a c e  [ f l o w g r a p h  [ S S H e a d s  [ s s 2 j  [ k J j . f i r s t j . o p n d s  [ l j . f l d 2  -  2 ) ;  
f o r  i : =  k + 1 t o  S S L e v e l  [ s s l ]  do
sum7 : = sum7 + p o s  ( S S A r r a y  [ s s l j . c o e r f s  [ i j . a )  H
( i n s t _ s p a c e  [ f l o w g r a p h  [ S S H e a d s  [ s s l ]  [ i ] ] . r i r s t ) . o p n d s  [ 1 j . f l d 2  -  1 ) ;  
f o r  i : = k + 1 t o  S S L e v e l  [ s s 2 ]  do
smn8 : =  sum8 + n eg  ( S S A r r a y  [ s s 2 j . c o e f r s  ( i j . a )  **
( i n s t _ s p a c e  [ f l o w g r a p h  [ S S H e a d s  [ s s 2 |  [ i ) ] . f i r s t  ] . o p n d s  [1 ] . f  I d 2 -  1 ) ;
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{ ^ w r i t e l n  { -  s s a r r a y  [ s s 2 j . c o e r f s  ( k ) . a ) ; * )
( * w r  i t e I n  ( s u m l : 1 9 ,  s u m 9 : 1 9 , s u m 2 : 1 9 , s u m 3 : 1 9 , sumff : 1 9 , s u m 5 : 1 9 , s u m 6 : 1 9 , s u m l O : 19■s u m 7 : 1 9 , s u m 8 : 1 9 ) ; * )  
i f  n o t  L p l n d  t h e n
B A N E R J E E _ T E S T  : = ( ( -  S S A r r a y  | s s 2 ) . c o e f f s  { k j . a  - suml -  sum9 -  sum2 -  sum3 ) <=
( su i nh -  stim5 ) )  a n d  
( ( s u m R  -  s um5 )  <=
{ -  S S A r r a y  f s s 2 ] . c o e f f s  f k i . a  + sum6 + s u ml O  + s um?  + s u m 8 j )
e i s e
B A N E R J E E _ T E S T  ; = { -  s um!  -  sum2 -  sum3 <= 
sumh -  snm5 ) a n d  
( stimh -  sum5 <= 
sum6 + s um?  + s um8 )
f u n c t i o n  I N S I D E  ( s t m t ,  l o o p  : i n t e g e r )  : b o o l e a n ;
v a  r
i : i n t e g e r ;
f o u n d  ; b o o l e a n ;
b e g  i n
f o u n d  : = f a l s e ;  
f o r  i : = 1 t o  n u m _ n o d e s  do  
beg i n
i f  i i n  r e g i o n  ( l o o p ]  t h e n
i f  ( s t m t  >= f l o w g r a p h  [ i | . f i r s t )  a n d
( s t m t  <= f l o w g r a p h  [ i j . f i r s t  + f l o w g r a p h  [ i J . n u m _ s t m t s - 1)  t h e n  
f o u n d  ; =  t r u e ;
e n d ;
i n s i d e  : =  f o u n d ;  
e n d ;  { *  i n s i d e  * )
b e g  i n ( *  d e p e n d e n c e _ a n a l y s i s  * )
f o r  i ; = 1 t o  100  do  ( *  i n i  t  i a I i z a  t  i o n  * )
beg i n
s s o i o c k  ( i ;1 : = 0;
S S R e g i o n s  ( ' 1 := 1 ] ;
S S L e v e 1 | i ]1 := o;
f o r  j  := 1 t o  10 do
S S H e a d s M l  U ' l  :
e n d ;
f o r  i : =  1 t o  2 0  do  
f o r  j  : = 1 t o  2 0  do  
N L A r r a y  [ i , j ] : =  0 ;
a s s i g n  ( S S F i l e ,  s r c _ n a m e  + ' . s s ' ) ; * )( *  r e a d  s u b s c r i p t  f i l e
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r e s e t  { S S T I  I o ) ;
w r i t e l n  ( ' R e a d i n g  S u b s c r i p t  D a t a  F i l e  
NumSS : = 0 ;
w h i l e  n o t  e o f ( S S F i l e ) do  
be g  i n
NumSS : = NumSS + 1;
r e a d  ( S S F i l e ,  S S A r r a y  [ N u m S S ] ) ;
S S E x p r  : =  S S A r r a y  [ N u m S S ) ;  
f o r  i : = 1 t o  n u m _ f i r s t s  do
i f  ( S S F x p r . I n s t N u m  >= f l o w g r a p h  [ i ] . f i r s t )  a n d  
( S S E x p r , I n s t N u m  < f l o w g r a p h  j i j . f i r s t  +
f l o w g r a p h  j i j , Num S t m t s  ) t h e n  
S S B I o c k  [ Nu mS S ]  : = i ;
f o r  i ; = 1 t o  N u m _ R e g i o n s  do  
beg i n
I f  S S B I o c k  [ Nu mS S ]  i n  r e g i o n  [ I ]  t h e n  
beg i n
S S R e g i o n s  [ Nu mS S ]  : = S S R e g i o n s  | N u mS S ]  + [ I ] ;  
S S L e v e l  [ Nu mS S ]  : = S S L e v e l  [ Nu mS S ]  + 1;  
e n d ;
e n d ;
C R e g i o n  := 
Ma x L o o p i l e a d  
t c o e T f s  ; =  
i : =  1;  
f o r  i 1
0 ;
: =  3 2 7 6 7 ;
S S A r r a y  [ N u m S S ] . c o e f f s ;  
t o  S S L e v e l  [ Nu mS S ]  do
beg i n
( *  f i n d  l o o p  c o r r e s p o n d i n g  t o  s s  i * )
OMn x L oo p I l e a d  : = M a x L o o p i l e a d ;
Ma x L o o p i l e a d  : =  0 ;  
f o r  j  : =  1 t o  2 5 5  do
i f  j  i n  S S R e g i o n s  [ Nu mS S ]  t h e n
I f  ( L o o p l l e a d  [ j ]  > M a x L o o p i l e a d )  a n d  ( L o o p l l e a d  [ j ]  < O M a x L o o p i l e a d ) t h e n  
beg i n
Reg i o n L e v e  i [ j ) : = i ;
Ma x L o o p i l e a d  : =  L o o p l l e a d  ( j ) ;
C R e g  i o n  : = j ;
e n d ;
( "  p l a c e  t h i s  i n T o  b a c k  i n t o  c o e f f s  H )
S S A r r a y  [ NumSS ] . c o e f f s  [ i j . a  : =  0 ;
S S A r r a y  ( N u m S S j . c o e f f s  [ i j . x . f l d l  ; = i n s t _ s p a c e  [ f l o w g r a p h  [ L o o p l l e a d  [ C R e g i o n  ] ] . f i r s t  ] . o p n d s  
S S A r r a y  j N u m S S j . c o e f f s  [ i j . x . f l d 2  : = i n s t _ s p a c e  [ f l o w g r a p h  ( L o o p H e a d  [ C R e g i o n j j . f i r s t j . o p n d s  
S S A r r a y  [ N u m S S ) . c o e r r s  [ i j . b  : = 0 ;
T C o n s t a n t  : = 0 ;  
f o r  j  1 t o  2 0  do  
beg i n
i f  ( S S A r r a y  [ N u m S S ] . c o e f f s  [ i j . x . f l d l  = t c o e f f s  [ j  | . x . f l d l ) and  
( S S A r r a y  j N u m S S j . c o e r r s  [ i j . x . f I d 2 = t c o e f f s  j j j . x . f l d 2 )  t h e n  
beg i n
l 21 - f l d l ; 
j 2 j . f I d 2 ;
VO
O)
S S A r r a y  | N u m S S ] . c o e f f s  ( i j . a  i -  S S A r r a y  [ N u mS S ] . c o e  f T s  [ i ]  
S S A r r a y  [ N u m S S ] . c o e f T s  [ i j . b  : =  S S A r r a y  [ NumSS | . c o e f f s  (
T C o n s t a n t  ; = T C o n s t a n t  + t c o e f f s  ( j j . b ;  
e n d ;
S S A r r a y  [ N u m S S ) . c o e f f s  ( 1 ) . b  : = T C o n s t a n t ;
end;
e n d ;
f o r  i ; = 1 t o  N u m _ R o g i o n s  do
i f  S S B I o c k  [ Nu mS S )  i n  r e g i o n  [ i ]  t h e n  
f o r  j  ; = 1 t o  S S I  e v e  I ( Nu mS S )  do
i f  ( i n s t _ s p n c e  [ f l o w g r a p h  | L o o p l l e a d  [ i ) ] .  f i r s t ) .  o p n d s  ( 2 ) . f l d l  = 
S S A r r a y  j Nu mS S  ) . c o e f f s  [ j | . x . f l d l )  a n d  
( l n s t _ s p n c o  [ f l o w g r a p h  [ L o o p l l e a d  [ i ] ) . f i r s t  | . o p n d s  [ 2 ] . f l d 2  = 
S S A r r a y  j Nu mS S  ) . c o e f f s  ( j ) . x . f l d 2 )  t h e n  
S S H e a d s  [ Nu mS S )  ( j )  : = l o o p l l e a d  [ i ] ;
e n d ;
LoopNum 0 ;
r e p e a t  [ “ f i n d  f i r s t  i n n e r  l o o p  * )
l o o p Nu m L oopNum + 1;  
u n t i l  I n n e r L o o p  ( L o o p N u m ) ;
P a r a I  I e I i / a b I e  f a l s e ;  
f o r  i 1 t o  NumSS do  
f o r  j  I t o  NumSS do
i f  ( S S L e v e l  ( i |  > 0 )  a n d  ( S S L e v e l  | j )  > 0 )  t t i en  
b e g  i n
S h a r e d l o o p s  0 ;  ( *  c o m p u t e  H s h a r e d  l o o p s  * )
f o r  k 0 t o  n u m _ r e g i o n s  do
( *  * i s  s e t  i n t e r s e c t i o n  * )
i f  k i n  ( S S R e g i o n s  | i ) H S S R e g i o n s  [ j  ) ) t h e n  
S h a r e d L o o p s  : = S h a r e d L o o p s  + T;
D e p T y p  —  - 1 ;
i f  ( S S A r r a y  j i J . a r r y . f l d l  = S S A r r a y  [ j ) . a r r y . f I d 1)  a n d
( S S A r r a y  [ i j . 3 r r y . f l d 2  = S S A r r a y  j j | . a r r y . f I d 2 ) a n d  ( S h a r e d L o o p s  > 
beg i ni r ( i n s t  s p a c e [ S S A r r a y Ml. 1 n s t  Mum] . op = t s t o r ) a n d
( i n s t _ s p n c e  
O e p i y p  0
| S S A r r a y ( J  1. 1 n s t N u m j . op = i l o a d ) t h e n
i r ( i n s t _ s p a c e [ S S A r r a y Ml- I n s t N u m ) . o p  = i l o a d ) and
( i ns t .  s p a c e  
O e p i y p  I
[ S S A r r a y 1 j  1 - 1 n s t N u m j . o p - i s t o r ) t h e n
i r ( i n s t  s p a c e j S S A r r a y I i )■ 1 n s t N u m ] , o p  = i s t o r ) and
( i ns t .  s p a c e  
O e p i y p  : = 2
[ S S A r r a y 1 j  1. 1 n s t N u m j . op - i s t o  r ) t h e n
Nor t . i n g i . e v e l 0 ;
i f  ( O e p i y p  >-  0 )  t h e n  
!>eg i n
P a r a  I l e I i / a b l e  : = t r u e ;
a + t c o e f f s  [ j  ] .  a ; 
i j . b  + t c o e f f s  | j  ) . b ; * )
t h e n
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e n d ;
i f  ( ( S S L e v e l  
i f  (< = J  ) 
( ( D e p T y p
N L A r r a y  ( 
e I s e
N L A r r a y  [ 
i d e n t  i c a  I : = 
i f  ( S S L e v e l  
beg i n 
f o r  k 
i f
e nd  
e I s e
i d e n t  i c a I
i f  i d e n t  i c a I  
N L A r r a y  [
e n d ;
i f  ( C C D _ T e s t  ( i ,  j ,  S h a r e d L o o p s ,  l o o p l n d )  and
B a n e r j e e _ T e s t  ( i ,  j ,  S h a r e d l o o p s ,  L o o p l n d ) )  a n d  
( i <> j  ) t h e n  
b e g  i n
Pa r a I  I e I i  z a b I e  : = f a l s e ;
N e s t i n g L e v e l  : = 3 2 7 6 7 ;
w r i t e l n  ( i : 8 ,  j : 8 ,  ' I n f i n i t e ' : 1 0 ,  D e p T y p A r r a y  ( D e p T y p ) : 8 ) ;  
e n d ;
i f  T a r a I  I e I i z a b I e  t h e n  
beg i n
Pa r a I l e I i  z a b I e  ; = f a l s e ;
N e s t i n g L e v e l  : = 0 ;
f o r  I s h a r e d l o o p s  d o w n t o  1 d o 1*)  
f o r  I : = 1 t o  s h a r e d l o o p s  do  
bog i nir n o t  ( ( G C D _ T e s t  ( i ,  j ,  I ,  L o o p D e p )  a n d  B a n e r j e e _ T e s t  ( i ,  j ,  
i f  n o t  P a r a I I e I i z a b I e  t h e n  
beg i n
Pa ra  I I e I i z a b  I e : -  t  r u e ;
N e s t i n g L e v e l  : = I — 1;  
e n d ;
e n d ;
w r i t e l n  ( i : 8 ,  j : 8 ,  N e s t i n g L e v e I : 1 0 ,  D e p T y p A r r a y  [ D e p T y p ] : 8 ) ;  
e n d ;
e n d ;
[ i |  = S S L e v e l  [ j ] )  a n d  ( S h a r e d L o o p s  > 0 ) )  a n d  
a n d 11)
= 1) o r  ( D e p T y p  = 2 ) )  t h e n
i ,  j )  : =  0
i , j  ) : =  N e s t  i n g L e v e I ; 
t  r u e ;
[ i ]  = S S L e v e l  ( j  ] )  and  ( S h a r e d L o o p s  > 0 )  t h e n
: = 1 t o  S S L e v e I  [ i | 
( SS A r  m y  [ i ) .  c o e  f  f  s 
( S S A r r a y  ( i j . c o e f f  s 
( S S A r r a y  | i j . c o e f f s  
( S S A r r a y  j i j . c o e r r s  
i d e n t i c a l  := f a  I s e ;
do
( k j . a  <> S S A r r a y  [ j ] . c o e f f s  | k | . a )  o r  
( k j . x . f l d l  <> S S A r r a y  ( j ) . c o e f f s  ( k j . x . f l d l )  o r  
( k ) . x , f I d  2 <> S S A r r a y  ( j ) . c o e f f s  f k J . x . f I d  2 )  o r  
j k j . b  <> S S A r r a y  ( j ) . c o e f f s  ( k ] . b )  t h e n
L o o p D e p ) ) )  t h e n
:= f a l s e ;  
t h e n
' ,  j  ] : = 0 ; 195
PReg i o n s  : = ( 1;
T o r  ( : ~ I t o  num r e g i o n s  do  
be g  i n
p a r a I  I o I i 7 a b I e  t r u e ;
f o r  j  := 1 t o  NumSS do  
f o r  k : = 1 t o  NumSS do  
bog i n
i f  ( S S B I o c k  ( j ]  I n  r e g i o n  [ i ] )  a n d  ( S S B I o c k  ( k j  I n  r e g i o n  ( i | )  
beg i n
i f  ( N I A r r a y  ( j ,  k |  >= R e g i o n L e v e l  ( i ) )  a n d
( S S A r r a y  j . j J . a r r y . f l d l  = S S A r r a y  ( k j . a r r y . f l d l )  and  
( S S A r r a y  ( j  | . a r r y . f I d 2  = S S A r r a y  ( k j . a  r r y . f I d 2 ) t h e n  
pa r a I I e I i  z a b l e  ; = f a l s e ;
e n d ;
e n d ;
i f  p n r a I  I e I i 7 a b I e  t h e n
P R o g i o n s  : = P R e g i o n s  + ( i | ;
e n d  ;
w r i t e  ( 1 P a r a  I l e  I i z a b  I e R e g i o n s  ' ) ;  
f o r  i 1 t o  num r e g i o n s  do  
i f  i i n  PReg i o n s  t h e n
w r i t e l n  ( n l o r r a y  [ i ,  i ] ; 8 , r e g i o n  I e v e  I ( i ] : 8 , i : 8  ) ;  
w r i  t e l n ;
c l o s e  ( S S r i I e  ) ;  
e n d ;
( *  ( " $ 1  \  dw i gh t \  t l i e s  i s \ s o u  r c e \  be  r n s  t e n . pa s * ) * )
( H ( **$l  \ d w  i g h t \  t h e s  i s \  s o u r o e \  r e a c h  i n g . pa s *  ) * )
( * I 'AGF * )
BEG IN ( *  a n a  I i z e  * )
a s s i g n  ( 1 s t ,  ' a n a  I i z e . p r t ' ) ;  
r e w r  i t e  ( 1 s t ) ;  
d p t r  ; -  n i l ;
f o r  i 1 t o  num i s t a c k s  do  
i s t a c k s  [ i , 0 ] : -  0 ;  
f o r  i I t o  num i i o d o s  do  
b l o c k  I i ) : -  n i l ;
w r i t e l n  ( 1 he  r e  a r e  ' ,  R Y 1 1 S  f R l f : 8 : 0 ,  ' b y t e s  a v a  i I i b I e . 1 ) ;
CONS I RUG I;
PR I N r f I OWGRAPII; 
r I ND RIG IONS; 
niPENIHNCr ANAIYSIS;
( "  (if RNS I f I N_  PARAI.  I EL  I S M ; " )
CENTRA If PARAI LEI ;
( *  REACH I NODE E I N I I I ONS; " )
w r i t e l n  ( ' t h e r e  a r e  B Y I F S  f R E E : 6 ; 0 ,  ' b y t e s  a va  i I i b I e . 1 ) ;
t h e n
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close (1st);
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R .  D w i g h t  S c h o t t I c r  T R A NS L AT E
U n i v e r s i t y  of' M i s s o u r i  a t  R o l l a  Summer  ’ 86
S t u d e n t  Numbe r  6 6 9 7 6
T h i s  p r o g r a m  a c c e p t s  a s  I n p u t ,  t h e  . o b j  T i l e  f r o m t h e  c o m p i l e r .  
The  . ot>j f i l e  i s  t h e  i n t e r m e d i a t e  l a n g u a g e  g e n e r a t e d  b y  t h e  c o m p i l e r .  
O p t i m i z e r  c o n v e r t s  t h i s  I L  t o  0 0 0 6  m a c h i n e  c o d e  a n d  p l a c e s  i t  i n t o  
a . c o m T i l e .  O n c e  i n  a . c o m f i l e  i t  c a n  be  e x e c u t e d  d i r e c t l y  by  
t h e  PC o r  d o w n l o a d e d  t o  a I n t e l  i S B C  a n d  e x e c u t e d .
NOT E S :
A .com file requires that the first 10011 bytes of the file
be u n u s e d  a n d  t h a t  t h e  p r o g r a m  c o u n t e r  s t a r t s  a t  HI GH.
The s p a c e  b e t w e e n  10011 fr POOH i s  r e s e r v e d  T o r  s e t - u p  c o d e .
T h a t  i s  c o d e  u s e d  t o  i n i t i a l i z e  t h e  m a c h i n e  ( i . e .  i n i t .
r e g i s t e r s ,  d e t e r m i n e  i f  PC o r  i S R C  . . . ) .
The I / O  r o u t i n e s  r e s i d e  b e t w e e n  POOR & 60011 a n d  t h e  a c t u a l
p r o g r a m  c o d e  b e g i n s  a t  60011.
L a s t  M o d i f i e d  : 6 / P 3 / 8 6  b y  ROS
The o p c o d e s  f o r  t h e  . jump i n s t r u c t i o n s :  J A ,  J A C ,  JfT a n d  J B E  
h a v e  b e e n  c o n v e r t e d  t o  t h o s e  o f  J O ,  J O E ,  J L  a n d  J L E
r e s p e c t i v e l y .  The  c o n s t a n t  i d e n t i f e r s  r e p r e s e n t i n g  t h e s e  j u m p s  
h a v e  n o t  b e e n  c h a n g e d .
D O N ' T  G E T  T H E S E  C O N F U S E D  ! ! !
7 / P / 0 6  b y  RDS
C h a n g e d  t h e  i n i t i a l  SP l o c a t i o n  f r o m 7 f f E  t o  7 8 T F s i n c e  7 8 P F  
i s  t h e  h i g h e s t  ram l o c a t i o n  on a n  i S B C  b o a r d .
7 / 9 / 0 6  b y  RDS
A d d e d  CWD ( c o n v e r t  w o r d  to  d o u b l e w o r d )  i n s t r u c t i o n .  T h i s  
u s e d  w h e n  i n i t i a l i z i n g  OX p r i o r  t o  a IMUL o r  I D I V .
7 / 1 ' l / 8 6  b y  RDS
C h a n g e d  t h e  n ame  o f  t h i s  p r o g r a m  f r o m  O P T I M I Z E  t o  T R A N S L A T E .
* )  
* )  
* )  
* )  
# l 
H ) 
* )  
* )  
* )  
* )  
* )  
* )  
* )  
H > 
* )  
»)  
* )  
" )  
* )  
* )  
* ) 
* )  
* )  
# ) 




* )  
" )  
* )  
*> 
H ) 
* )  
«)  
# ) 
" )  
* )  
* )  
»)  
* )  
H ) 
* )  
* )  
* t
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( " P A G E " ) 
CONS!
( M b i n a r y  I n s t r u c t i o n s *>
1 1 a d d = 0 r + * )
1 1 s u b “ 1 r - * )
1 1 mu 1 - 2 r # * )
1 I d i v i d e = 3 r / *>
1 1 1 o r ~ b r I *>
i 1 l a n d - 5 <H k " )
1 1 1 11 6 r < **)
i 1 1 In - 7 r <- *>
M i n e = 8 ( - <> *>
i 1 1 eg r 9 r = * )
1 1 I g e = 10;  r >= *>
1 1 I g t - M ;  ( » > *>
1 1 1 s t o r = 12;  I " I ! :  = # )
M i l  oad - 13;  r I I " )
1 1 i a d d r - l b ;  ( * j j a d d r o f * )
r u n a r y  i n s t r u c t i o n s »)
i 1 neg - 3 2 ;  ( " - * )
i 11 n o t = 3 3;  ( H no t " )
i 1 s t o r - 3 b ;  ( " : = H )
i 1 j  p r 1 s - 3 5 ;  ( * j p f l s * )
i 1 a d d  r - 3 6 ;  ( “ a dd  r o  r * )
r n i I a r y  i n s t  r u e  t i o n s • )
i 1 j u mp = HO;  r j u mp • )
( H r a i s e ,  i n s t r u c t i o n s * )
i l e a l  1 - 6 b ;  ( » n o t * )
i 1 ret . - 6 5 ;  ( » : - * )
i 1 i nput. = 6 6 ;  ( * j p f l s * )
i ( o u t p u t - 6 7 ;  ( “ a d d r o  f # )
i 1 p r e  t - 6 8 ;  ( * p r o c  r e t u r n  ( n o  a r g s ) * )
i 1 f i r e =* 6 9 ;  M* r i r e  boa r d s  2 1: 3 " )
i 1 r  p s t k - 7 0 ;  ( * c o p y  s t a c k # )
i 1 i r e  t - 7 ; ( * i n t e r r u p t  r e t u r n * )
I 1 s y n c h - 7 2 ;  ( * s y n c h r o n i z e  b o a r d s " )
r a r g u m e n t  t y p e s *  )
i n t . q e r r n
c h a  r e  i.e r 1
bon 1 - ?
HPA0r . “ )
r SFGMFNT * )
( » R L G I S T F . R S M) ( “ R t G I S I C R S  “ )
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a x = 1 OS = 1;
c x = 2 c s = 2 ;
dx = 3 s s = 3;
bx = !| d s = N;
sp = 5
bp = 6 l ow o r d o r -  0 ;
s i = 7 h i g h  o r d e r  = 1;
d i = 0
( H JUMP I N S T R U C T I O N  OP COOES  * )
j a -  1 ( * j u m p  on  a b o v e ft
J a e = 2 r j u m p  on  a b o v e  o r  e q u a l ft
J h -  3 ( * j u mp  on b e l o w ft
j  bo = i| ( H j u m p  on  b e l o w  o r  e q u a  I ft
j o = 5 r . jump on  c a r r y ♦
j o = 6 r j u m p  on  e q u a l ft
j mP = / c j  limp urt cond i t  i o n a  1 ft
c a l l -  8 r c a  1 1 i n s t r u c t  i on ft
J i = 9 r j u m p  i nd i r o c  t ft
( *  A O O R E S S 1 NO MODES * )
R t R = 1 r R e g i s t e r  t o  R e g i s t e r ft
MtR = 2 r Memor y  to  R e g i s t e r ft
RtM = 3 ( H R e g i s t e r  t o  Memor y ft
1 t R = H c I m m e d i a t e  t o  R e g i s t e r ft
R t S R -  5 c R e g i s t e r  to  S e g m e n t  R e g i s t e r H
SR t R -  6 ( - S e g m e n t  R e g i s t e r  t o  R e g i s t e r ft
dummy = 0 ;
r e c s  i z e -  128 ;
b n f  s  i z e -  1
H a x 11 I n s t -  5 0 0 ;
m a x r e  f = 2 0 0 0 ; (** maxi mum H e n t r i e s  i n ft
r f o r w a r d  r e f e r e n c e  t a b l e ft
( ‘• P A G E ’*)  
TYPE
e x p a n d e d  b y t e  
r e g  f l d c n s t  
s r « : q _ f I d c n s t  
j m p _ i n s t  
o p e  r a n d  t y p
a r r a y  [ 1 . . 8  1 n f  boo l o a n ;  
a r r a y  | 1 . . f l , 1 . . 3 |  o f  b o o l e a n ;  
a r r a y  | 1 . . < i , 1 . . ? |  o f  b o o l e a n ;  
a r r a y  ( 1 . . 9 , 1 . . 8 |  o f  b o o l e a n ;  
m e n  rd
f l d l  ; i n t e g e r ; o p e r a n d  d e s i g n a t o r  
- 3  - -  c o n s t a n t  
- 2  -  -  s t a c k
- 1  - -  o f f s e t  t o  c o d e s e g m e n t  
>~0 -  v a r i a b l e  
va  I tief l d 2 : i n t e g e r ;
201
I nr. t t y p
r o f  p t r  t y p  
r e f  r e c
f i e f  r e c
new r o r  p t r  
new r e f  r e c
CONST
-  r e c o r d
op : I n t e r i o r ;  ( *  o p e r a t i o n  c o d e
o p n d s  : a r r a y  ( l . . 3 |  o f  o p n r a n d t y p ;  
e n d ;  ( *  i n s t . . . t y p e  " )
-  - r e f  r e c ;
- r e c o r d
r e f  ; I n t e q e r ;  ( *  m a c h i n e  c o d e  a d d r  o f  i n s t
( *  w h i c h  r e f e r e n c e d  t h i s  i n s t
n r o f  : r e f  p t r  t y p ;  
e n d ;  ( "  r e f  r e c  * )
“ r e c o r d
n e w p o r . : i n t e q e r ;  ( * m a c t i i n e  c o d e  a d d r  o f  i n s t
r e f  I ; r e f  p t r  t y p ;  ( *  t o p  o f  r e f e r e n c e d  c h a i n  
e n d ; ( *  f r e e  r e f  * )
- ' n o w  r e f  r o e ;
-  r e c o r d
a d d r  : i n t e r i o r ;  
me p o s  : i n t o t j e r ;  
n r o f  : n e w _ r e f _ p t . r ;  
e n d ; ( *  now  r o  f  r o c  *  )
o r j f l d : r o q f i d .  e r r s t. - ( ( f a l s e , f a l s e f a l s e  ) . r a x • j
( ( a l s o . f a l s e t r u e  ) , ! * c x • j
( f a l s e . t  r u e , f a l s e  ) , r d x * )
i f a  I so  , t  r u e , t r u e  ) , ( * b x *>
( t r i m , f  a 1 s e f a l s e  ) , ( “ s p * )
( t r u e , f a l s e t r u e  ) , r bp • j
( t r u e , t  r u e , f a l s e  ) , r S i * )
{ t. m e . t r u e , t r u e  ) ) ; i - d i **)
r e r j  f  f d : s r r q f  1 d c n s t .  r  ( ( f a l s e . f a l s e ) . i * e s *>
( f a l s e . t  r u e ) . r c s
( t r u e . f a l s e ) . < * s s ■I
( t r u e , t r u e ) ) ; r d s
i n s t : j m p f n s t .  -
*  nnt.n  t o t h n  w i s e  . . .
* c t i a r i r j o d  t i ro o p c o d e s  f o r j a ,  j  a o , jt>, j h e  t o  v a l u e s  o f  j o . i gn j »
* j 1 rr r e  s p e c t i v o  1 y w h i 1o 1 il i d NO ! ( ' l l , m i ) 0 t h e  c o n s t a n t s  u s e d t o
* r o p r o s o n t .  t l m m  i n
*
t h e  I’ A SCAI  s o u r c e ! ! 1 ROS
( ( f a  I s o , t. r n o , t m e , t  r u e , t r u e . t. r u e , t r u e ,  t  r ue ! . r ,j a
( f a f  s o  , t r n o , t. r ii(>. t r u e ,  t r u e . t  r u e . f a  I s o ,  t  r u e ) , r . j a e
( f a  I s o , t. r n o , t. n i o , t r i t e ,  t r u e , t r u e , f a l s e ,  f a l s e ) . t * J h
f a  1s e ,  
f a  1s e ,
t r u e , t r u e , t r u e , t r u e , t r u e , t r u e , f a l s e >. ( » j b e « )
t r u e , t r u e , t r u e , f a  1s e , f a l s e , t r u e , f a  1 s e ) , ( * j c *>
f a  1 s e , t r u e , t r u e , t r u e , f a  1s e . t r u e . f a l s e , f a  1 s e ) , ( * j e * )
t r u e . t r u e , t r u e . f a l s e . t r u e , f a l s e , f a l s e , t r u e ) , ( * j mp * !
t r u e . t r u e . t r u e . f a l s e , t r u e , f a l s e , f a l s e , f a  1 s e ) . ( * c a  1 1 * )
t r u e . t r u e , t r u e , t r u e , t r u e , t r u e , t r u e , t r u e ) ) ; ( * j  i * )
( " P A G E " )  
VAR
n e x t  i n s t i n t e g e r ; ( o f f s e t  o f  n e x t  i n s t  t o  be  g e n ' e d * )
num i n s t i n t e g e r ; ! * n u m b e r  o f  8 0 8 6  i n s t  g e n ' e d * )
i n s t n u m I n t e g e r ; ( * n u m b e r  o f  i l  i n s t  p r o c e s s e d * )
s  r c _ n a m e s t r i n g  [ 1 U ] ; ( name o f  s o u r c e  f i l e * )
c  i r i s t i n s t _ t y p ; ( * i n s t  b e i n g  t r a n s f o r m e d  t o  8 0 8 6 * )
compnum i n t e g e r ; ( H H 128 b y t e  b u f f e r s  i n  o u t p u t  f i l e * )
t p t r r e f _ p t r _ t y p ; ( * t emp p t r  u s e d  t o  f o l l o w  c h a i n s V
r e c s i n t e g e r ; ( n u m b e r  o f  b l o c k s  r e a d * )
n p t r l ,  n p t r ? n e w _ r e f _ p t r ;
t o p n e w _ r e f _ p t r ;
cmi  n i n t e g e r ; ( t e mp ,  mi n  r e f 1  v a l u e  i n  f r e f * )
b u f b y t e s i n t e g e r ; ( * H o y t e s  i n  c u r r e n t  b u f f e r * )
n x t b o o l e a n ; ( s e t  i f  n e x t  b l o c k  a l r e a d y  r e a d * }
i o i n d e x i n t e g e r ; ( H i n d e x  i n t o  i o  b u f f e r * )
n u m i o b u f s i n t e g e r ; ( * tj i o  b u f f e r s  r e a d  i n  b l o c k r e a d * )
i o l p i n t e g e r ; ( l o o p  c o u n t e r  i n  i o  r e a d  s e c t i o n # )
c r c h a  r ; ( # v a l u e  o f  c a r r i a g e  r e t u r n * )
t o  1 i n t e g e r ; ( n e x t i n s t  v a l u e  @ t o p  o f  l o o p
o p t  i o n s s t r i n g  [ 5 1 ; ( c o n t a i n s  s e c o n d  cmnd l i n e  p a r a m
e x e c f i l e  o f  i n s t  t y p ; ( s o u r c e  f i l e  t o  t r a n s f o r m  t o  8 0 8 6 * )
d e s t f  i 1 e  ;
s  r c f  i l e ;
i o f i l e ;
b u f f e r a r r a y  [ 1 . . r e c s  i z e o f b y t e ;
i o b u f a r r a y  [ 1 . . r e c s  i ze o f b y t e ;
f  r e f a r r a y  [ 0 . . m a x r e f | o f f  r e f _ r e c ;
b y t e b u f e x p a n d e d b y t e ;
1 n s t P o s 2 a r r a y  [ 0 . . M a x i  I I n s t ] o f  i n t e g e r ;
1 n s  t P o s 3 a r r a y  [ 0 . . Ma x i  I I n s t ) o f  i n t e g e r ;
( * P A C E W)
n u mb e r  t o  be  r a i s e d  b y  a p o w e rf u n c t i o n  POWER ( v a 1 : i n t e g e r ; ( • )
e x p o n e n t  : i n t e g e r ) ( e x p o n e n t  f o r  p o w e r  c a l c u l a t i o n # )
i n t e g e r ;
VAR
i : i n t e g e r ; ( *  l o o p  c o u n t e r *
r e s u 1t ; i n t e g e r ; ( H i n t e r m e d i a t e  r e s u l t
beg i n
c a s e  e x p o n e n t  o r
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0 : p o w e r  : = 1;
1 : p o w e r  : =  v a I ;
e l s e  b e g i n
rn s u i t  : = va  I ;
T o r  i : = 2 to e x p o n e n t  do  
r e s u  I t  : = ro s t i l t  * va I ; 
p o w e r  : = r e s u l t ;  
e n d ;
e n d ;  ( *  c a s e  * )  
e n d ; ( *  powe r  H )
p r o c e d u r e  AC)D_ T 0 _ C H A  IN ( p o s n  : i n t e g e r ;  ( *  p o s  i n  T r e t  a r r a y  * )
a d d r  ; i n t e g e r ) ;  ( *  a d d r e s s  o f  r e f e r e n c e  i n s t  * )
v a  r
t p t r ,  n p t r  : r c f _ p t r _ t y p ;  
b e g  i n
t p t r  ; = f r e f  [ p o s n | , r c r i ;  
n p t r  ; = t p t r ;  
wi n  I e t p t r  <> n i l  do  
beg i n
n p t r  : = t p t r ;  
t p t r  ; = t p t r ^ . n r e f ; 
e n d ;
t p t r  : = n p t r ;  
new ( n p t r ) ;
I T  f r e f  | p o s n ) . r e f l  = n i l  t h e n  
f r e f  ( p o s n ) . r e f t  : = n p t r  
e I s e
t p t r ' . n r e f  := n p t r ;  
n p t r - . n r a r  ; -  n i l ;  
n p t r ••. r e f  : = a d d r ;  
e n d ;  ( w a d d _ t o _ c h 3 i n  " )
f u n c t i o n  C O NV E R T _ BY T f .  ( b u f  : e x p a n d e d _ b y t e  ) : b y t e ;
( *  t h i s  r o u t i n e  c o n v e r t s  t h e  e x p a n d e d _ b y t e  v a r i a b l e  t o  a n o r m a l  b y t e  v a l u e  * )  
VAR
i : i n t e g e r ;  ( *  l o o p  c o u n t o r  * )
sum : i n t e g e r ;  ( H i n t e r m e d i a t e  sum * )
beg i n
sum 0 ;




i f  bu r  | i ) t ben
sum ; = sum + POWER ( ? ,  I -  1 ) ;  
c o n v e r t _ b y t e  : = sum;
e n d ;  ( *  c o n v e r t  . b y t e  * )
f u n c t i o n  C O N V C R T V A L U E  { v a l u e  : i n t e g e r ;  ( *  v a l u e  t o  c o n v e r t  t o  b y t e  * )
o r d e r  ; i n t e g e r )  ( H 0 l ow o r d e r ,  1 h i g h  o r d e r  * )
: b y t e ;
( *  t h i s  r o u t i n e  c o n v e r t s  an  i n t e g e r  t o  a b y t e ,  e i t h e r  h i g h  o r  l ow o r d e r  * )  
bog i n
i f  o r d e r  -  l ow o r d e r  t t i en
c o n v e  r t . _ v a  I ue : = mem | s ng  ( v a l u e )  : o f s  ( v a l u e ) ]  
e I s e
c o n v e r t v a I u e  := mem ( s e g  ( v a l u e )  : o f s  ( v a l u e )  + 1 ] ;  
e n d ;  ( *  c o n v e r t _ v n I u e  M)
f u n c t i o n  MODULO ( v a i l ,  v a l 2  : i n t e g e r )  : I n t e g e r ;  
beg i n
mo d u l o  v a i l  -  ( v a i l  d i v  v n l 2 )  H v a l ? ;  
e n d ;  ( " mod * )
f u n c t i o n  MIN ; i n t e g e r ;
v a  r
temp : i n t e g e r ;
i : i n t e g e r ;
mpos  : i n t e g e r ;
beg i n
t emp 3 2 0 0 0 ;
f o r  i 0 t o  i n s t n u m  do
i f  f r e f  ( i ) . r e f l  <> n i l  t h e n
i f  f r e f  ( i | . r e f  1 r e f  < t emp t h e n  
b e g  i n
t emp f r e f  [ i ] , r e f l  ’ . r e f ; 
mpos  : -  I ; 
e n d ;
i f tern;) < 3 2 0 0 0  t h e n  
mi n  : - mpos  
n I s e
mi n  : -  -  I ;
e n d ;
p r o c e d u r e  OUT TUT ( v a l u e  : b y t e  ) ;
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hog I n
b u f f e r  [ M0 0 U 1 0  ( n e x t i n s t ,  1 2 0 )  + 1)  : = va  I n e ;  
n e x t i n s t  : = n e x t i n s t  + 1;  
b u r b y t e s  b u f b y t e s  + 1;  
i f  b u f b y t e s  > 128 t t i en  
bog i n
b l o c k w r i t e  ( d e s t ,  b u f f e r ,  1 ) ;  
compnum : = compnum + I ;  
b u f b y t e s  : = 1;  
e n d ;
e n d ;  ( * o u t p u t .  * )
p r o c e d u r e  S KI  P T 0  ( v a l u e  : I n t e g e r  ) ;
( #  t h i s  r o u t i n e  s k i p s  o u t p u t  b y t e s  up t o  t h e  o f f s e t  i n d i c a t e d  i n  v a l u e
beg i n
w h i l e  n e x t i n s t  < v a l u e  do
OUI  I 'Ut ( 0 ) ;
e n d ; ( *  s k  i p t o  M)
( “ S I  \ d w i g h t \ t h e s i s \ s o u r c e \ g e n i n s t . p a s  *
p r o c e d u r e  MOV ( t y p
r e g  I 
regf*  
va I ue  
a d d r
i n t e g e r ;  ( *  t y p e  o f  tnov ( 1 . . 6 )
i n t e g e r ;  ( *  d e s t i n a t i o n  r e g i s t e r
i n t e g e r ;  ( H s o u r c e  r e g i s t e r
i n t e g e r ;  ( H i m m e d i a t e  d a t a
i n t e g e r ) ;  ( *  o f f s e t  o f  me mo i y  o p e r a n d
( H MOV g e n e r a t e s  m a c h i n e  c o d e  f o r  t h e  v a r i o u s  mov i n s t r u c t i o n s
r
( *  1.  R e g i s t e r  t o  R e g i s t e r
( H 2 .  Memor y  t o  R e g i s t e r
( *  3.  R e g i s t e r  t o  Me mor y
( * i | . I m m e d i a t e  t o  R e g i s t e r
( ** 5 .  R e g i s t e r  t o  S e g m e n t  R e g i s t e r
j *  6 .  S e g m e n t  R e g i s t e r  t o  R e g i s t e r
be g  i n  ( *  mov * )
n u m i n s t  r mmi n r . t  +■ 1;
c a s e  t y p  o f
Rt .R;  b e g i n ( *  R e g i s t e r  t o  R e g i s t e r  
( *  1 0 0 0 1 0  d w I mod r e g  r /m
P.  3 - 1 1 6
b y t n b u f  [ 0  ] : -  t r u e ;
b y t e b u f  ( f |  : -  f a l s e ;
b y t e b u r 61 : =  r a i s e ;
b y t e b u r 51 : = r a i s e ;
b y t e b u r h i : = t r u e ;
b y t e b u E 31 : =  r a i s e ;
b y t e b u f 2 ] : =  t r u e ; ( *  d = 1,  s  r c  = r /m M
b y t e b u r 1) : = t r u e ; ( *  w = 1
OUTPUT ( C O N V E R T ^ B Y T E  ( b y t e b u E ) ) ;  
b y t e b u r  [ 8 )  : =  t r u e ;
b y t e b u E  j 7 j : = t r u e ;  ( *  mod = 1 1 ,  t r e a t  r / m a s  r e g  * )
b y t e b u r  [ 6 ]  : =  r e g r i d  [ r e g 1 ,  1 | ;
b y t e b u r  | 5 |  : =  r e g r i d  [ r e g l ,  2 ) ;
b y t e b u r  j b j : = r e g r i d  [ r e g l ,  3 ] ;
b y t e b u r  ( 3 )  : =  r e g r i d  [ r e g 2 ,  i j ;
b y t e b u r  ( 2 |  : = r e g E l d  [ r e g 2 ,  2 J ;
b y t e b u r  ( 1 )  : =  r e g M d  | r e g 2 ,  3 ) ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u r ) ) ;
e n d ;
M t R . . RtM ; b e g i n ( H Me mor y  t o / r r o m  R e g i s t e r  
( *  1 0 0 0 1 0  d w | mod r e g  r / m  
( *  p . 3 - 1 1 6
OUTPUT ( C O N V E R T _ V A L U E  ( 5'4,  I o w_ o  r d e  r ) ) ;
( # S S :  s e g m e n t  o v e r r i d e
b y t e b u r  [ 8 ]  : =  t r u e ;  
b y t e b u E  j 7 j : =  E a I s e ;  
b y t e b u r  ( 6 ]  : =  r a i s e ;  
b y t e b u E  ( 5 |  : = r a i s e ;  
b y t e b u r  ( Uj  : =  t r u e ;  
b y t e b u r  [ 3  j : = r a i s e ;  
i E  t y p  = 2 t h e n
b y t e b u r  ( 2 )  : = t r u e  
e I s e
b y t e b u r  [ 2 ]  : = r a i s e ;  ( *  d =
b y t e b u r  [ 1 |  : =  t r u e ;  ( H w =
OUTPUT { C O N V E R T _ B Y T E  ( b y t e b u r ) ) ;  
t r u e ;  
r a I s e ;
r e g M d  ( r e g l ,
*  d = 1 : Reg t o  Memor y
Me mo r y  t o  Reg
b y t e b u E 8
b y t e b u r 7
b y t e b u E 6
b y t e b u r 5
b y t e b u r i)
b y t e b u E 3
b y t e b u r 2
b y t e b u r 1
( *  mod = 1 0 ,




d i s p _ l o v
OUTPUT ( CONVE RT  
OUTPUT ( CONVE RT  
OUTPUT ( CONVE RT
r e g T  Id [ r e g l , 
r eg r I d  ( r e g  1,  
t r u e ; 
r a i s e ;  
r a i s e ;
_ B Y T E  ( b y t e b u E ) ) ;
_ VAL U E  ( a d d r ,  l o w _ _ o r d e r ) ) ;  







e n d ;




( *  1011 w r e g  I d a t a  I d a t a  * }  
( *  p .  3 - 1 1 6  * }
b y t e b u f  { 8 J : =  t r u e ;  
b y t o b u f  j 7 1 : - f a l s e ;  
b y t e b u r  { 6 j : = t r u e ;  
b y t o b u f  [ 5 |  t r i m ;
b y t o b u f  j (| j t r i m ;  ( * v  i s  1 f o r  1 6 - b l t  d a t a  * )
b y t o b u f  ( 3 |  r o g f l d  [ r o g l ,  1 J ;
b y t e b u r  | 2 J  r o g r i d  ( r e g l ,  2 J ;
b y t o b u f  j t j  ; = r e g f i d  ( r e g l ,  3 ) ;
out fur  (coHVERr^nyrc ( b y t e b u r ) ) ;
{ *  now i m m e d i a t e  d a t a  * )
o urr ur  { CONVERT VA1 Of ( v a l u e ,  l o w _ o r d e r ) ) ;  
o u r f u r  (COflVERI'VAl.UC ( v a l u e ,  h i g b _ o r d e r )  ) ;  
e n d ;
f l t Sf l .  . S R t R  : b e g i n
b y t o b u f ( 9 1  ; = t  r u e ;
b y t e b u f ! 7 J r a  I s e
b y t e b u f 1 6  | ; - f a t s o
b y t e b u f ( 5 ) f a  l s o
b y t o b u f I ' l l  : t r u e ;
b y t o b u f ( 3  1 t  r u e ;
i f  t y p  = 6  t t i e n
b y t e b u f  j ? j  t r u e  
e I so
( *  R e g i s t e r  t o / f r o m  Sog Reg  
{ * 1 0 0 0 1 1 1 0  I mod 0  r e g  r / m  
( "  0
( *  p .  3 - 1 1 7
byt.obuf ( ? )  ; - f a l s e ;  
bytobuf  ( I | ;= f a l s e ;
ouirur {cofivrri b y re (tmrRur));
b y t e b u f  ( 0 ]  t r u e ;
b y t e b u r  ( / )  t r u e ;  ( *  mod = 11,
b y t e b u f  ( 6 1  f a l s e ;
i f  t y p  ~ 5 t t i en  
beg i n
b y t o t u i f  ( 5 j  s r e g f t d  ( r e g l ,  1 J ;
b y t e b u f  ( b j  s r e g f l d  ( r e g l ,  2 ) ;
e n d  
e I s e
b e g  i rt
b y t o b u f  ( 5  j 
b y t o b u f  ( i t )  
e n d ;
i f  t y p  -- 5 t t i e n  
bog  i n
b y t o b u f  ( 3 l 
b y t o t u i f  | 2 j  
b y t o b u f  ( 1 )
e n d
s r r g f i d  ( r e g ? ,  1 J ; 
s r e g f l d  j r e g ? ,  2 j ;
r o g f l d  [ r e g ? ,  1 ) 
r o g f l d  | r e g ? ,  ? ]  
r e g  f i d  j r e g ? , 3 j
t r e a t  r / m a s  r e g
* )  
*> 





e I s e  
b e g  I n
b y t e b u f  ( 3 )  : =  r e g f I d  [ r e g l ,  1 ) ;  
b y t e b u f  ( 2 ]  : =  r e g f l d  [ r e g l ,  2 ) ;  
b y t e b u f  ( 1 |  : = r e g f l d  ( r e g l ,  3 ) ;  
e n d ;
OUTPUT ( C O N V E R T _ B Y T E  ( B Y T E B U F ) ) ;
e n d ;
e n d ;  ( M c a s e  * )
e n d ;  ( #  mov * )
p r o c e d u r e  ADD ( t y p  
r e g l  
r e  g2  
v a  I ue  
a d d r
I n t e g e r ;  ( #  t y p e  o f  a d d  ( 1 . . 3 )
i n t e g e r ;  ( * d e s t i n a t i o n  r e g i s t e r
i n t e g e r ;  ( *  s o u r c e  r e g i s t e r
i n t e g e r ;  ( H i m m e d i a t e  d a t a
i n t e g e r ) ;  ( *  o f f s e t  o f  me mo r y  o p e r a n d
( *  ADD g e n e r a t e s  t h e  m a c h i n e  c o d e  f o r  t h e  v a r i o u s  a d d  i n s t r u c t i o n s  
( *
( *  1.  R e g i s t e r  t o  R e g i s t e r
( *  2 .  Memor y  t o  R e g i s t e r
( *  3 .  I m m e d i a t e  t o  R e g i s t e r
b e g  i n  ( H a d d  * )
n u m i n s t  : = n u m i n s t  + 1;  
c a s e  t y p  o f
R t R :  b e g i n
b y t e b u f  ( B )  : =  f a l s e ;
b y t e b u f  j 7 j ; =  f a l s e ;
b y t e b u f  ( 6 )  : = f a l s e ;
b y t e b u f  ( 5 |  : =  f a l s e ;
b y t e b u f  [ b j : =  f a l s e ;
b y t e b u r  ( 3 1  : =  f 3 l s e ;
b y t e b u r  [ 2 ]  : = t r u e ;  ( *  d =
b y t e b u f  j l j  : =  t r u e ;  ( *  v  =
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;
R e g i s t e r  t o  R e g i s t e r  
0 0 0 0 0 0  d w | mod r e g  r /m 
5 0
b y t e b u f
b y t e b u r
b y t e b u r
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
( 0 )  
( 7 |  
I 6 1 
[ 5 1  
I ' l l  
( 3 )  
[ 2 ]
t r u e ; 
t r u e ;  
r e g  f I d 
r e g f l d  
r e g  f I d 
r e g  T I d 
r e g f l d
I *
( r e g l ,
( r e g ! , 
( r e g l ,
[ r e g 2 ,
[ r e g 2 ,







s o u r c e  = r /m 
a d d  w o r d




















I t R :
b y t e b u f ’ 1 ] : = r e g f l d [ r e g 2 ,  3 ) ;
OUTPUT ( C O N V E R T _ B Y T E ( b y t e b u f ) j ;
e n d ;
beg i n ( *  Me mor y  t o  R e g i s t e r # )
( *  0 0 0 0 0 0  d w | mod r e g  r / m *>
( *  p .  3 - 5 0 * )
OUTPUT ( C O H V E R T V A L U E ( 5 1*, l o w o r d e r ) ) ;
( H S S :  s e g m e n t  o v e r r i d e * )
b y t e b u f 8 ]  : = f a l s e ;
b y t e b u f 7 j : = f a  1s e ;
b y t e b u f 6 j : = r a 1s e ;
b y t e b u f 5 j : = f a l s e ;
b y t e b u f N j : = f a  1s e ;
b y t e b u f 3 j : = T a 1s e ;
b y t e b u r 2 ]  : = t r u e ; ( *  d = 1,  d e s t  = r eg * )
b y t e b u f 1 j : = t r u e ; ( M w = 1,  add  wo r d * )
OUTPUT ( CONV E RT _ BY T  E ( b y t e b u r ) ) ;
b y t e b u f 8 | : = t r u e ;
b y t e b u f 7 J : = T a I s e ; ( *  mod = TO, * )
( *  d i s p  = d i s p  h i g h  : d i s p  l ow H )
b y t e b u f 6 |  : =  r e g f l d [ r e g l ,  1 J ;
b y t e b u f 5 j : = r eg f  1 d [ r e g l ,  2 ) ;
b y t e b u f 1) j : = r eg  f  1 d [ r e g  1,  3 ] ;
b y t e b u f 3]  : = t r u e ;
b y t e b u f 2 j : = T a 1s e ;
b y t e b u f 1 j : = f a  1s e ;
OUTPUT ( CONVE RT  BY TE ( b y t e b u f )  ) ;
OUTPUT ( CONVE RT  VALUE ( a d d r ,  1o w_ o  r d e  r ) ) ;
OUTPUT CONVERT VALUE ( a d d r ,  h i g h _ o r d e  r ) ) ;
e n d ;
beg i n ( *  I m m e d i a t e  t o  R e g i s t e r * )
( *  1 0 0 0 0 0  s w I mod 0 0 0  r /m * )
( *  p .  3 - 5 0 * )
b y t e b u f 8 )  : = t r u e ;
b y t e b u f 7 ]  : =  f a I s e ;
b y t e b u f 6 j ; = f a  1s e ;
b y t e b u f 5 j : =  f a l s e ;
b y t e b u f b j : = f a  1s e ;
b y t e b u f 3 |  : = f a l s e ;
b y t e b u f 2 ]  : = T a 1s e ; ( * 5 = 0 , * )
b y t e b u f 1 j : = t r u e ; ( *  w = 1,  a dd  wo rd w )
OUTPUT ( CONVE RT  B Y T E ( b y t e b u f ) ) ;
b y t e b u f 8 )  : = t r u e ;
b y t e b u f 7]  : = t r u e ; ( *  mod = 1 1 ,  r /m i s  r e g i s t e r * )
b y t e b u f 6 j : = f a l s e ;
b y t e b u r 5 j : =  f a l s e ;
b y t e b u f i) j : = f a l s e ;
b y t e b u f 3 )  : =  r e g T I d [ r e g l ,  1 ) ;
b y t e b u f 2 j : = r e g f l d [ r e g l , 2 ) ;
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b y t e b u f  [ 1 )  : = r e g f l d  [ r e g l ,  3 J ;
OUTPUT ( CONVERT BYT F_ ( b y t e b u f ) ) ;
OUTPUT ( CONVERT VAl . UE ( v a l u e ,  l o w _ o r d o r ) ) ;  
OUTPUT ( C O N V E R I _ V A L U E  ( v a l u e ,  h i g h _ o r d e r ) ) ;  
e n d ;
e n d ; ( H c a s e  # )
e n d ; ( H a d d  H )
p r o c e d u r e SU0 ( t y p : i n t e g e r ; ( * t y p e  o f  s u b  ( 1 . . 3 ) # )
r e g  1 : i n t e g e r ; r d e s t i n a t i o n  r e g i s t e r * )
r e g ? : i n t e g e r ; r s o u r c e  r e g  i s t e r M)
v a  I ue : i n t e g e r ; c i m m e d i a t e  d a t a * )
a d d r ; i n t e g e r ) ; r o f f s e t  o f  me mo r y  o p e r a n d * )
«*
( *
SUB g e n e r a t e s  t h e m a c h i n e  c o d e  f o r t h e  v a r i o u s  s u b  i n s t r u c t i o n s * )
( H 1 . Reg i s t c r  t o  Reg i s t e r # )
( H 2 . Memo r y  t o Reg i s t e r H )
( * 3. 1mmed i a t e t o  R e g i s t e r
be g  i n  ( H s u b  * )
n u m i n s t  : =  n u m I n s t  + 1;
c a s e  t y p  o f
R t R : beg i n ( *  R e g i s t e r  t o  R e g i s t e r  
( *  0 0 1 0 1 0  d w I mod r e g  r /m 
( »  P- 3 - 5 0
b y t e b u r 1 8 ) f a l s e ;
b y t e b u r 1 7 ) = f a l s e ;
b y t o t u i f [ 6 ) = t r u e ;
b y t e b u f ( 5 ) r a i s e ;
b y t e b u r l ' t ) = t r u e ;
b y t e b u f 1 3 ) = f a l s e ;
b y t e b u f 1 2 ) = t  r u e ; ( *  d
b y t e b u f i 1] = t r u e ; (
O UT P UT C O N V E R T _ B Y  T E ( b y t e b u r ) ) ;
b y t e b u f I 8 | = t  r u e ;
b y t e b u f ( 7 ) - t r u e ; ( * mod
b y t o t u i f 1 6 ) = r e g  f 1d ( r e g l , 11
2 )b y t e b u f 1 5 ] r e g  f  1 d [ r e g l ,
b y t e b u f I ' l l = r e g f  1 d 1 r e g l , 3 )
b y t e b u f 1 3 ) r r e g  f  1 d [ r c g 2 , 1 1
b y t e b u r 1 2 ) = r e g  f  1 d ( r e g 2 , 2 )
b y t e b u f 1 1 i = r e g  f 1d 1 r e g 2 . 3 ]
O U i r U T  ( C O N V E R T B Y T E ; b y t e b u f ) )
1,  s o u r c e  = r /m 
1,  a dd  wo r d
= 11,  r / m i s  r e g i s t e r








Mt R :  b e g i n
e nd
( * Memor y  t o  R e g i s t e r  
( *  0 0 1 0 1 0  d w | mod r e g  r /m 
( *  p .  3 - 5 0
OUTPUT ( C O N V E R T J / A L U E  ( 5' l ,  l o w _ o r d e r )  ) ;
( *  S S :  s e g m e n t  o v e r r i d e
: = f a l s e ;
: = f a l s e ;
: =  t r u e ;
: = f a l s e ;
: =  t r u e ;
: = f a  I s e ;
; = t r u e ;  ( *  d = 1,  d e s t  = r eg
: = t r u e ;  ( *  w = 1,  add  wo r d
E R T _ B Y 1 E  ( b y t e b u f ) ) ;
: = t r u e ;
: = f a l s e ;  ( *  mod = io ,
( H d i s p  = d i s p h i g h  : d i s p _ l o w  
b y t e b u f  ( 6 ]  : = r e g f l d  ( r e g l ,  1 | ;
b y t e b u r  [ 5 1  : = r e g f l d  ( r e g l ,  2 j ;
b y t e b u f  j b j : =  r e g f l d  ( r e g l ,  3 ) ;
b y t e b u f  ( 3 )  : =  t r u e ;
b y t e b u r  ( 2 )  : =  f a l s e ;
b y t e b u f  j 1 j : = f a l s e ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;
OUTPUT ( CONVE RT VAL U E  ( a d d r ,  l ow o r d e r ) ) ;
OUTPUT ( C O N V E R T i V A L U E  ( a d d r ,  h i g h _ o r d e r ) ) ;
b y t e b u f 8
b y t e b u f 7
b y t e b u f 6
b y t e b u f 5
b y t e b u f b
b y t e b u f 3
b y t e b u r 2
b y t e b u f 1
OUTPUT ((: on
b y t e b u r 8 ]







1 1 R : b e g i n
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u r
b y t e b u f
b y t e b u f
b y t e b u r
OUTPUT
b y t e b u r
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f

























I m m e d i a t e  to  
T 0 0 0 0 0  s w | 
P
Reg i s t e r  
mod 0 0 0  r /m 
3 - 5 0
t r u e ;  
f a l s e ;  
f a  I s e ;  
f a l s e ;  
f a l s e ;  
f a l s e ;  
f a l s e ;  
t r u e ;
_ B Y T E  ( b y t e b u f ) ) ;
( * = 0 ,
= 1, a d d  w o r d
t r u e ; 
t r u e ;  
t r u e ;
r a i s e ;  
t r u e ;  
r eg  f  I d 
r eg  f I d 
r e g  f I d 
_ B Y T E  
( C OMV E R T _ V AL U E  
( C 0 N V E R T _ V A L U E
( # mod = I T ,  r / m i s  r e g i s t e r
[ r e g l ,  1]  
( r e g l ,  2 ]  
I r e g l ,  3J  
( b y t e b u f ) )
( v a I u e ,  
( v a I u e ,
I o w _ o  r d e  r ) ) ;  






e n d ;
e n d ;  ( *  c a s e  # )
e n d ;  ( *  s u b  *  )
p r o c e d u r e  IMUL ( t y p
r e g 2
a d d r
i n t e g e r ;
i n t e g e r ;  
i n t e g e r ) ;
( *  t y p e  o r  m u l t i p l y  ( 1 . . 2 )  
j * d e s t  r e g  i s  a s s u m e d  d x : a x  
( *  s o u r c e  r e g i s t e r  







IMUL d o e s  a n  I n t e g e r  m u l t i p l y  o r  t h e  s p e c i f i e d  o p e r a n d  t o  t h e  a x  
r e g i s t e r .  T h e  r e s u l t  i s  r e t u r n e d  i n  t h e  d x : a x  r e g i s t e r  p a i r .
1.  R e g i s t e r  t o  R e g i s t e r
2 .  Memor y  t o  R e g i s t e r
b e g i n  ( *  i mu I **)
n u m i n s t  : = n u m i n s t  + 1;  
c a s e  t y p  o f  
R t R : b e g i n
( *
( »
R e g i s t e r  t o  R e g i s t e r
1111011 w 




b y t e b u f 8 1 = t r u e ;
b y t e b u f 7) = t r u e ;
b y t e b u f 6 ) = t r u e ;
b y t e b u f 51 = t  r u e ;
b y t e b u f m = f a l s e
b y t e b u f 31 = t r u e ;
b y t e b u f 2 1 = t r u e ;
b y t e b u f 1 1 = t r u e ; ( *  w = 1,  imu I w o r d
OUTPUT ( C O N V E R I _ B Y T E
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u r
b y t e b u f
b y t e b u f
8 ]
7 )  
6 ] 
51  
'•I  31  
2 I 
1 I
t r u e ;  
t r u e ;  
t r u e ;  
f a l s e ;  
t  r u e ; 
r eg  f I d
( b y t e b u f ) ) ;
( *  mod = 1 1 ,  r / m i s  r e g
1 r e g 2 ,
r e g f I d  | r e g 2 ,  




OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) )  
e n d ;
Mt R :  b e g i n ( *  Me mor y  t o  R e g i s t e r  
( *  1 1 1 1 0 1 1  w | mod 101 r/m 

















* )  
*  1
213
OUTPUT ( C O N V E R T _ V A L U E  { 5 ' i , I o w_ o  r d e  r  ) ) ;
( M S S :  s e g m e n t  o v e r r i d e  * )
b y t e b o T  [ 8 ]  : = t r u e ;  
b y t e b u r  j 7 J : = t  r u e ;  
b y t e b u r  j 6 j : = t r u e ;  
b y t e b u r  [ 5 ]  : = t r u e ;  
b y t e b u r  [ b j : = r a i s e ;  
b y t e b u r  ( 3 )  : = t r u e ;  
b y t e b u r  ( 2 )  ; = t r u e ;
b y t e b u r  ( 1 )  t r u e ;  ( *  w = 1,  i mul  w o r d  * )
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u r ) ) ;  
b y t e b u r  [ 8 ]  : = t r u e ;
b y t e b u r  ( 7 ]  r a i s e ;  ( *  mod = 1 0 ,  * )
( H d i s p  = d i s p _ h i g h  : d i s p _ l o w  * )
b y t e b u r  [ 6 ]  : = t r u e ;  
b y t e b u r  [ 5 j : = r a I s e ; 
b y t e b u r  | b ]  ; = t r u e ;  
b y t e b u r  [ 3 j : =  t r u e ;  
b y t e b u r  [ 2 ]  ; = r a i s e ;  
b y t e b u r  j 1 j ; =  r a i s e ;
OUTPUT ( C O N V E R T B Y T E  ( b y t e b u r ) ) ;
OUTPUT ( C O N V E R T V A L U E  ( a d d r ,  h i g h _ o r d e r  ) ) ;
OUTPUT ( C O f ( V E R T _ V A L U £  ( a d d r ,  l o w _ o r d e r ) ) ;
e n d ;
e n d ;  ( *  c a s e  * )
e n d ;  ( # i mul  * )
p r o c e d u r e  I D I V  ( t y p ; i n t e g e r ; ( H t y p e  o r  d i v i d e  ( 1 . . 2 )
( * d e s t  r e g  i s  a s s u m e d  d x : a x
r e g 2 : i n t e g e r ; ( # s o u r c e  r e g i s t e r
add  r : i n t e g e r ) ; ( * o r r s e t  o t  me mo r y  o p e r a n d *
( *  IMUL d o e s  a n  i n t e g e r  d i v i d e  o r  t h e  d x : a x  p a i r  b y  t h e  s p e c i r i e d  
( *  o p e r a n d .  The  r e s u l t  i s  r e t u r n e d  i n  t h e  a x  r e g i s t e r .  T h e  r e m a i n d e r  
( # i n  t h e  d x  r e g  i s t e r .
( *
( »  1 .  R e g i s t e r  t o  R e g i s t e r







b e g i n  ( *  i d i v  * )
n u m i n s t  : = n u m i n s t  + 1;
c a s e  t y p  o r  
R t R :  b e g i n ( tf R e g i s t e r  t o  R e g i s t e r  * )
( »  1 1 1 1 0 1 1  w I mod 111 r /m * )
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p.  3 - 7 7
Mt R:
b y t o b u f M -  t r u e ;
b y t o b u f n -  t r u e ;
b y t o b u f 61 -  t r u e ;
b y t o b u T 51 = t r u e ;
b y t e b u r •»| -  f a l s e ;
b y t o b u f 31 = t r u e ;
b y t e b u f 2 1 -  t r u e ;
b y t o b u f 1 1 = t r u e ;
o u t  Pi l l  ( CONVERT BY I E
b y t o b u f B I -  t r u e ;
b y t e b u f l \ -  t r u e ;
b y t o b u f 61 -  t r u e ;
b y t o b u f 51 = t r u e ;
b y t o b u f M = t r u e ;
b y t e b u f 31 - r o g f l d
b y t o b u f 2 1 -  r e g r i d
b y t o b u f 1 1 -  r o g f l douiput ( convi.itr_Bvi r
( "  w = 1,  i mul  w o r d
( *  mod = 1 1 ,  r / m i s r e g
r e g l 1 I 
2 |  
3 I




bog i n ntunu r y 
1 1 1 1 0 1 1 | mod 
- 77
1 1 1 r/m
OUT PUI ( CONVERT _ V A t U E ( S B , 1ow o r d e r ) ) ;
( H S S ;  s e g m e n t  o v e r r i d e
b y t o b u f ( 0  1 - t r u n ;
b y t o b u f m t r u e ;
b y t o b u f 16 1 : = t r ue  ;
b y t o b u f 15 | : * t r u n ;
b y t o b u f l " l  : = Ta 1 s o ;
b y t o b u f 1 3 1 : = t r u e ;
b y t o b u f | ? |  : - t  r u e ;
b y t o b u f M l  : = t r u e ; ( *  w = 1,  i mul  wo rd
o i l l  PUT ( CONVERT BY 1 F ( b y t e b u f  ) ) ;
b y t o b u f l « l  - t r u e ;
b y t e b u f m  : = f a  1s e ; ( "  mod = 10,
( *  d i s p  = d i s p  h i g h  : d i s p
b y t o t u i f 16 | :=• t r u e ;
b y t o b u f 1 5 |  :~ t r u e  ;
b y t e b u f 1'*] : = t  r u e ;
b y t o b u f 1 3 I : - t r u e ;
b y t o b u f 1 2 | : = f a  I s o ;
b y t u b u f M l  '• f a l s e ;
oil  m u oot i v r  ru BY 11 ( b y t o b u f ) ) ;
out  PUT c o n v f k i VAl  lit ( a d d r ,  ti i gh o r d e  r  ) J ;











ond; ( * case ")
o n d ;  ( *  i d f v  " )
p r o c e d u r e  PUSH ( r e g l  : i n t e g e r ) ;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  p u s h  
beg i n
n u m i n s t  : -■ n u m i n s t  r 1;
b y t e b u r  ( 0 | t r u e ;  
b y t e b u f  | 7 j ; -  t r u e ; 
b y t e b u f '  j f i j  ; -  t r u e ;  
b y t e b u r  j b j : -  t r u e ; 
b y t e b u f  j H j : = t r u e ;  
b y t e b u r  j 3 | : -  t r u e ; 
b y t e b u r  ( ? )  t r u e ;  
b y t e b u f  | 1 j : = t r u e ;
OUTPUT ( CONVf  ft T RY T E ( b y t e b u f ) ) ;
b y  t e f i u f  [ 8 ) : -  t r u e ;
b y t e b u f  j 7 j t r u e ;
b y t e b u f  | 6 |  t r u e ;
b y t e b u f  [ 5 ]  : ~ t r u e ;
b y t e b u f  { U j : = r a i s e ;
b y t e b u f  ( 3 )  r e g f l d  [ r e g l ,  1 ) ;
b y t e b u r  ( ? |  r e g f l d  ( r e g l ,  2 j ;
b y t e b u f  ( ! )  : = r e g r i d  ( r e g l ,  j ) ;
OUTPUT ( CONVE RT B Y T E  ( b y t e b u f ) ) ;
e n d ; ( *  p u s h  * )
p r o c e d u r e  POP ( r o q l  : i n t e g e r ) ;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 0 6  pop  
be g  i n
n u m i n s t  : -  n u m i n s t  + 1;
b y t e b u r  ( 0 1  t r u e ;  
b y t e b u f  j / j ; -  f a l s e ;  
b y t e b u f  j 6 j : - f a  I s e ; 
b y t e b u f  j 6 j : -  f a  I s e ;  
b y t e b u f  j b ) ; -  t  r u e  ; 
b y t e b u f  [ 3 j : - t r u e ; 
b y t e b u f  | P |  t r u e ;  
b y t e b u f  j i j : t r u e ;
T)i) I PUT | CONVERT .  B Y T E  ( b y t e b u f ) ) ;  
b y t e b u f  ( 8 (  t r u e ;
( *  r e g i s t e r  t o  p u s h  * )
i n s t r u c t i o n  * )
[ *  1 1 1 1 1 1 1 1  | mod 110 r /m »)
( "  p .  3 - 1 3 3  * )
( H mod = 1 1 ,  r / m i s r e g  * )
j 11 r e g i s t e r  t o  pop * )
i n s t  r u e t  i o n  * )
( “ 1 0 0 0 1 1 1 1  | mod 0 0 0  r / m • )




b y t o t u i f  I 7 
b y t o b u f  [ 6  
b y t o b u f  j 5 
b y t o b u f  j b 
b y t e b u r  l 3 
b y t o b u f  ( 2  
b y t o b u f  [1
t r u o ; 
f a  I s o ;  
f a  I s o ; 
f a  I s c ;
r og  r i d  [ r og  1, 1 J 
r o g f l d  [ r e g  1, 2 j 
r e g f I d  j r e g  1, 3 j 
OUTPUT ( CO N VE R T_ [ 3Y TE  ( b y t o b u f ) )
e n d ;
( H mod = 1 1 ,  r /m i s r eg
p r o c e d u r e  R E T ;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  r e t  i n s t r u c t i o n
beg  i n
n u m i n s t  :=  n u m i n s t  + 1;
b y t e b u r  | 8 )  :=  t r u e ;  
b y t e b u r  j 7 j := t r u o ; 
b y t o b u f  ( 6 ]  f a l s e ;  
b y t e b u r  | 5 j :=  r a i s e ;  
b y t e b u r  j N j ;=  f a  1 s o ;  
b y t e b u r  j 3 j :=  f a l s e ;  
b y t o b u f  [ 2  j ;= t r u e ;  
b y t e b u f  j 1 j := t r u e ;
OUTPUT ( CONVER T_OYT E ( b y t o b u f ) ) ;
(* 11000011 
{ *  p .  3 - l ' i ' l
e n d ;  ( *  r e t  * )
p r o c e d u r e  CWO; ( *  a d d e d  7 / 9 / 8 6
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  cwd i n s t r u c t i o n  
( H C o n v e r t  Word t o  t l o u b l e w o r d  m o v e s  e i t h e r  0 o f  f f f f  t o  dx  
( *  d e p e n d i n g  on t h e  s i g n  o f  AX
b e g i n
n u m i n s t  :=  n u m i n s t  + 1;
(" 10011001 
(*• p .  3 - 6 5
b y t e b u r  [ 8 |  :=  t r u e ;  
b y t e b u f  j 7 j := f a  I s c ; 
b y t e b u f  ( 6 | := f a l s e ;  
b y t e b u r  ( 5 )  t r u n ;  
b y t e b u f  j b j  := t r u e ;  
b y t e b u f  ( 3  j := f a l s e ;  
b y t e b u r  ( 2  j := f a  I s e ; 
b y t e b u f  j 1 j := t r u e ;













e n d ;  ( *  cwd * )
p r o c e d u r e  MCINT ( i n t n u m  : ( n t e g e r )
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  i n t  i n s t r u c t i o n  
( *
{ *  T h e  f o l l o w i n g  I n t e r u p t s  a r e  u s e d :  ( o n l y  on PC)
( H I n t .  Number Name
( * 20 T e r m i n a t e  P r o g r a m
( * 21 F u n c t i o n  C a l l s
( * ah=
<* 1 G e t  c h a r  f r o m  k e y b o a r d  & d i s p l a y  i t
( * ( a I = c h a  r )
( * 2 D i s p l a y  a c h a r a c t e r  ( d I  = c h a r )
beg  i n ( *  1 1 0 0 1 1 0 1  | t y p e  
( *  p .  3 - 8 2
num i n s t  : =  num i n s t  + 1;
b y t e b u r  [ 8 )  :=  t r u e ;  
b y t e b u f  [ 7 ]  :=  t r u e ;  
b y t e b u r  ( 6 )  :=  f a l s e ;  
b y t e b u f  ( 5 )  :=  f a l s e ;  
b y t e b u f  j b j  ; =  t r u e ;  
b y t e b u f  ( 3 )  :=  t r u e ;  
b y t e b u f  ( 2 )  ; =  f a l s e ;  
b y t e b u f  [ 1 j :=  t r u e ;
OUTPUT ( CO NV E RT _ BY T  E ( b y t e b u f ) ) ;
OUTPUT ( C O N V E R T _ V A L U E  ( i n t n u m ,  l o v _ o r d e r ) ) ;
e n d ;  ( *  m e i n t  * )
p r o c e d u r e  CMP ( t y p  
r e g l  
r e g 2  
v a  I ue
i n t e g e r ;  
i n t e g e r ;  
i n t e g e r ;  
i n t e g e r ) ;
( *  i n s t r u c t i o n  t y p e  ( 1 . . 2 )  
( *  d e s t i n a t i o n  r e g i s t e r  
( *  s o u r c e  r e g i s t e r  
( *  i m m e d i a t e  d a t a
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  CMP i n s t r u c t i o n  
( *  1 .  R e g i s t e r  t o  R e g i s t e r
( *  2 .  I m m e d i a t e  t o  R e g i s t e r
beg  i n
n u m i n s t  :=  n u m i n s t  + 1;
( *  0 0 1 1 1 0  d w 1 mod r e g  r/m  
( *  p .  3 - 6 3
c a s e  t y p  o f
R t R  : b e g i n
bytebuf [8 ) := fa Ise;
























b y t e b u f 6 1 - t i n e ;
by to b uf 51 = t r u e ;
by t eb u r '•1 ■ t r u e ;
by t e b u f 31 - fa 1 so
b y t e b u f 2 | ~ t r u e ;by t e b u f 1 1 - t r u e ;
o u m / r  ( c o n v u u  j m t  ( b y t e b u f ) ) ;  
b y t o b u f  ( 8 | : -  t r u o ; 
b y t o b u f  | f |  : = t r u o ;  ( H mod = 
b y t o b u f  j 6 j : -  r o g f l d  ( r e g  1 , 1 ) ;
b y t o t u i f  j 5 |  r o g f l d  f r o g l ,  2 j ;
b y t o t u i f  j (| j ro tj r  f cf j r o g  t , 3 | ;
b y t o t u i f  { 3  j :=  r o g f l d  j r o g ? ,  i j ;
b y t o b u f  j ? | : t  r o g f l d  ( r o g ? ,  2 \ ;
b y t o b u f  j l |  r o g f l d  j r o g ? ,  3 1 ;  
OUTPUT ( CONVf.lt T _ B Y T E  ( b y t e b u f ) ) ;
w o r d  o p e r a n d s
11,  r /m i s  r eg
e n d ;
bog i n
b y t o b u f
b y t e b u f
b y t  o b u f
b y t o b u f
b y t o b u f
b y t e b u r
b y t o t u i f
b y t e b u r
OUTPUT
b y t o t u i f
b y t e b u f
b y t o b u f
b y t o t u i f
b y t o t u i f
b y t o t u i f
b y t o t u i f
















5 1  
'*1 
3 !
t  r u n ; 
fa I s o ; 
f a  I s o ; 
f a  Iso;  
fa I s o ; 
f a  I s o ;  
f a  I s o ; 
t r u o ;
RVff
w o r d  o p e r a n d s
mod = 11 ,  r /m i s r eg
( »  S = 0  
( »  w = 1 ,
( b y t o b u f ) ) ;
t r u e  ;
t  r u o ; ( *
t r u n ; 
t r u o ; 
t r u o ;
r e g  r i d  ( r og  1, 
r og  f i d  ( r e g l ,
I | : - r e g  f  I d { rog T ,
(COUVS.RT R Y f r  ( b y t e b u r ) ) ;
(COTIVfRT  V A I I I t  ( v a l u e ,  low o r d e r ) ) ;




e n d ;
end ;  ( "  c a s e  * )  
e n d ; ( H crop * )
p r o c e d u r e  M C H O T f r o g T  ; Integer); (* destination r e g i s t e r










( #  o n l y  r e g i s t e r  t o  r e g i s t e r  i s  s u p p o r t e d
b e g i n
n u m i n s t  : =  n u m i n s t  + 1;
b y t e b u f 8 = t r u e ;
b y t e b u f 7 = t r u e ;
b y t e b u f 6 = t r u e ;
b y t e b u f 5 = t r u e ;
b y t e b u f 4 = f a l s e
b y t e b u f 3 = t r u e ;
b y t e b u f 2 = t r u e ;
b y t e b u f 1 = t r u e ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;
b y t e b u f  | 8 )  : =  t r u e ;
b y t e b u f  | 7 )  : =  t r u e ;
b y t e b u f  [ 6 ]  : =  f a l s e ;
b y t e b u f  | 5 )  : =  t r u e ;
b y t e b u f  ( 4 )  : =  f a l s e ;
b y t e b u f  J 3 j : =  r e g f l d  I r e g l ,  1 ) ;
b y t e b u f  [ 2 ]  : =  r e g f l d  j r e g l ,  2 j ;
b y t e b u f  [ I ]  := r e g f l d  [ r e g l ,  3 ) ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;
e n d ;  ( *  m c n o t  H )
p r o c e d u r e  JUMP ( t y p  : i n t e g e r ;
a d d r  : i n t e g e r ) ;
( *  1 1 1 1 0 1 1  w | mod 0 1 0  r/m  
( *  p .  3 - 1 2 2
( *  w = 1 ,  w o r d  o p e r a n d s  
( *  mod = 1 1 ,  r /m i s  r eg
( *  t y p e  o f  c o n d i t i o n  ( 1 . . 7 )  
( *  a d d r e s s  t o  j u m p  t o
' *  t h i s  r o u t i n e  g e n e r a t e s  t h e  m a c h i n e  c o d e  f o r  t h e  f o l l o w i n g
( *1
Jump i n s t r u c t  i o n s
l
( * 1 • j a . . .  j u m p on a b o v e
( * 2 . j a e . . .  j u m p on a b o v e  o r  e q u a 1
( * 3 • j b . . .  j u m p on b e l o w
r 4 j b e b e l o w  o r  e q u a 1
( * 5 j c c a  r r y
r 6 j e e q u a  1
( » 7 j m p . . .  j um p u n c o n d  i t  i o n a 1
( # 8 c a l l . . .  c a l l
( w 9 j  i . . .  j um p i nd i r e c  t
( * * * *  a n y  c o n d i t  i ona 1 j u m p  i s  1 im i t e d  to a d i s p l a c e m e n t  o f  2 5 5  b y t e s
b e g i n
n u m i n s t  : =  n u m i n s t  + 1;
bytebur [8) := Jinst Ityp, 1);
bytebuf [7] := jinst I typ, 2);
b y t o b u f  ( 6 ]  :=  j i n s t  [ t y p ,  3 ) ;  
b y t o b u f  | 5 |  : =  j i n s t  ( t y p ,  8 j ;  
b y t o b u f  j i i j  : =  j i n s t  ( t y p ,  5 ) ;  
b y t o b u f  13 j : = j i n s t  ( t y p ,  6 j ; 
b y t e b u f  [ 2 ]  j i n s t  ( t y p ,  7 j ;  
b y t e b u f  j l j  : =  J i n s t  ( t y p ,  8 } ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u r ) ) ;  
i f  t y p  < 9 t h e n  
beg  i n
OUTPUT { C O N V E R T _ V A L U E  ( a d d r  -  n e x t i n s t  -  1 ,  l o w _ o r d e r ) ) ;  
i f  ( t y p  = 7 )  o r  ( t y p  = 8 )  t h e n
(** OUTPUT ( C O N V E R T J M L U E  ( a d d r  -  n e x t i n s t  -  1 ,  h i g h ^ o r d e r ) ) ;  * )
( #  , . .  m o d i f i e d  6 / 2 1 / 8 6  RDS * )
OUTPUT ( C O N V E R T _ V A L U E  ( a d d r  -  n e x t i n s t ,  h i g h _ o r d e r ) ) ;  
end  
e I se  
beg  i n
b y t e b u f  ( 8 ) = t r u e ;  { “ mod 1 1 ,  r /m i s r e g »)
b y t e b u r  ( ? ) = t r u e ;
b y t e b u f  ( 6 l = t r u e ;
b y t e b u f  { 5  j = f 3 l s e ;
b y t e b u f  { 8 j = T a I s e ;
b y t e b u f  ( 3  j = r e g E 1d ( a d d r ,  1 J ;
b y t e b u f  { 2  j = r e g f l d  ( a d d r ,  2 | ;
b y t e b u r  ( 1 j = r e g f l d  ( a d d r ,  3 ) ;
OUTPUT ( CON VE RT  B Y T E  ( b y t e b u f ) ) ;
e n d ;
e n d ;  ( *  j u m p  * }
p r o c e d u r e  MCOR { t y p ; i n t e g e r ;  ( * t y p e  o f  o r * )
r e g  1 : i n t e g e r ;  ( # d e s t  i n a  t  i o n r e g * )
r e g 2 : i n t e g e r ;  ( * s o u r c e  r e g * )
v a  1 ue : i n t e g e r ) ;  ( * i m m e d i a t e  d a t a * )
{ #  t h i s  r o u t i n e  g e n e r a t e s  a n  OR i n s t r u c t i o n  
( *
( *  1 .  R e g i s t e r  t o  R e g i s t e r
* )  
* !
* )
( *  2 .  I m m e d i a t e  t o  R e g i s t e r * )
beg  i n
n u m i n s t  : =  n u m i n s t  + 1;
c a s e  t y p  o f  
R t R  :
b e g i n  ( H R e g i s t e r  t o  R e g i s t e r  * )
( #  0 0 0 0 1 0  d w I mod r e g  r /m # )  
( «  p .  3 - 1 2 9  * }
221
b y t e b u f  
b y t e b u f  
b y t e b u f  
b y t e b u r  
b y t e b u f  
b y t e b u r  
b y t e b u f  
b y t e b u f
r a i s e ;
f a l s e ;
r a I s e ;
r a i s e ;
t r u e ;
r a i s e ;
t r u e ;
t r u e ;
OUTPUT { C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;
( 81 = t r u e ;
( 7 1 rr t r u e ;
( 6 ) = r e g f l d ( r e g  1, 11
( 8 ) ss r og  f  1 d I r e g l , 21
m r r e g f  1 d 1 r e g l , 31
( 31 = r e g f  Id ( r e g 2 , 11
I ? ) = r e g  f  1 d ( r e g 2 , 21
m = r e g  f  1 d j r e g 2 . 3]b y t e b u r
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) )
e n d ; 
I t R  ; 
beg  i n
( »  d
( *  w
b y t e b u f  [ 8 ]  :=  t r u e ;  
b y t e b u f  ( 7  j :=  f a l s e ;  
b y t e b u f  [ 6 ]  : ~ f a l s e ;  
b y t e b u f  [ 5 ]  :=  f a l s e ;  
b y t e b u f  ( 8 )  ;=  f a l s e ;  
b y t e b u f  ( 3 j  ; =  f a l s e ;  
b y t e b u r  [ 2 J  :=  f a l s e ;  
b y t e b u r  | 1 j :=  t r u e ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;  
b y t e b u f  ( 8 )  :=  t r u e ;  
b y t e b u f  ( 7 )  : =  t r u e ;  
b y t e b u f  { 6 j :=  f a l s e ;  
b y t e b u f  [ 5 1  : =  f a l s e ;  
b y t e b u f  ( b j  := t r u e ;  
b y t e b u f  [ 3  j : = r e g f I d  
b y t e b u r  j 2 j ;=  r e g f l d  
b y t e b u f  [ 1 | := r e g f l d  
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) )  
OUTPUT  
OUT PUT
( r e g l ,  
I r e g l ,  




1 ,  d e s t  = r e g  
1,  w o r d  o p e r a n d s
( *  mod = 1 1 ,  r /m i s r eg
Immed i a t e  
1000000 v 
p.  3
t o  R e g i s t e r  
I mod 001  r/m  
- 1 2 b
( *  w = 1 ,  w o r d  o p e r a n d s
( # mod = 1 1 ,  r /m i s  r e g
( C O N V E R T _ V A L U E  ( v a l u e ,  
( C O N V E R T J M L U E  ( v a l u e ,
I o w _ o  r d e  r ) ) ;  
b i g h _ o r d e  r ) ) ;
e n d ;









end; (H mcor *)








(* type of or 
(* destination reg 
(* source reg 
(* immediate data
(# this routine generates an AND instruction 
(*
(* 1. Register to Register
(* 2. Immediate to Register
beg i n
numinst := numinst + 1; 
























[ 3 l 
l 2 I
m
= f a  I s e ;  
= r a i s e ;  
= t r u e ;
= f a l s e ;  
= f a l s e ;  
= f a l s e ;  
= true;
= t r u e ;
(C0NVERT_BYTE (bytebuf));
8 I 7) 
6 !  
5| 













[ r e g  1 ,  1 ) ;  
( r e g 1 ,  2 ) ;  
(r eg  1, 3 | ; 
1 r e g 2 ,  1 ] ;  
[ r e g 2 ,  2 j ;  
( r e g 2 ,  3 ) ;  
( b y t e b u f ) j ;
( '
Register to Register 
001000 d w I mod reg r/m 
p. 3-52
d = 1,  d e s t  = r eg  
w = 1,  w o r d  o p e r a n d s
mod = 1 1 ,  r /m i s  r eg
end;
I tR :
begin ( *  Immediate to Register
(" 1000000 w I mod 100 r/m 
(* p. 3-12N
bytebuf [8] := true;
















b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u r
b y t e b u f
f a  I s e ;  
f a l s e ;  
f a  I s e ; 
f a  I s e ;  
f a l s e ;  
t r u e ;
OUTPUT ( C 0 N V E R T _ B Y T E  ( b y t e b u f ) ) ;
( *  w = 1 ,  w o r d  o p e r a n d s
b y t e b u r
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
b y t e b u f
t  r u e ; 
t r u e ; 
t r u e ;  
f a l s e ;  
f a l s e ;
r e g  f i d  ( r eg  1,  
r e g f I d  j r eg  1,  
r e g f l d  [ r e g l ,




OUTPUT ( C 0 N V E R T _ B Y T E  ( b y t e b u f ) ) ;
OUTPUT ( C O N V E R T J M L U E  ( v a l u e ,  l ow  o r d e r ) ) ;  
OUTPUT ( CON VE RT  V AL U E  ( v a l u e ,  h i g h _ o r d e r ) ) ;
e n d ;
e n d ;  ( # c a s e  #)
e n d ;  ( "  mcand * )  
p r o c e d u r e  C L I ;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  c l i  ( c l e a r  i n t e r r u p t  e n a b l e  f l a g )
begin (* 11111010
( *  p .  3 - 6 1
n u m i n s t  :=  n u m i n s t  + 1;
b y t e b u f  [ 8 ]  ; =  t r u e ;  
b y t e b u r  [ 7 ]  :=  t r u e ;  
b y t e b u f  ( 6 )  :=  t r u e ;  
b y t e b u f  ( 5  j : =  t r u e ;  
b y t e b u r  ( 6 j :=  t r u e ;  
b y t e b u f  ( 3  j ; =  f a l s e ;  
b y t e b u f  [ 2 )  :=  t r u e ;  
b y t e b u f  [1 ) : =  f a l s e ;
OUTPUT { C 0 N V E R T _ 8 Y T E  ( b y t e b u f ) ) ;
e n d ;  ( w c l i  # )
p r o c e d u r e  ST I ;














numinst := numinst + 1;
b y t o b u f  [ 8 | : =  t r u e ;  
b y t o b u f  j 7 j : = t r u e ;  
b y t e b u f  j 6 j : = t r u e ;  
b y t e b u f  | 5 )  :=  t r u e ;  
b y t e b u r  [ b j : =  t r u e ;  
b y t e b u r  ( 3 1  : =  f a l s e ;  
b y t e b u f  [ 2 j : =  t r u e ;  
b y t e b u f  j 1 j : =  t r u e ;
OUTPUT ( C O N V f RT_DYT E ( b y t o b u f ));
e n d ;  ( H s t i  * )
p r o c e d u r e  MCIN ( p o r t  : I n t e g e r ) ;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  i n  i n s t r u c t i o n
beg  i n
n u m i n s t  n u m i n s t  + 1;
( *  1 1 1 001 Ow | p o r t
I 1 p .  3 - 7 8
b y t e b u f  [ 8 ]  : =  t r u e ;  
b y t e b u f  ( 7  j : =  t r u e ;  
b y t e b u f  j 6 )  := t r u e ;  
b y t e b u f  j 5 j ;=  f a l s e ;  
b y t e b u f  j b j :=  f a l s e ;  
b y t o b u f  ( 3  j :=  t r u e ;  
b y t e b u f  ( ? )  f a l s e ;  
b y t e b u r  ( 1 j := f a l s e ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;
OUTPUT ( C O N V t R T _ V A L U E  ( p o r t ,  l o w _ o r d e r ) ) ;
H w = 0 ,  b y t e  o p e r a n d s
e n d ; ( H m e i n  H )
p r o c e d u r e  OUT ( p o r t  : i n t e g e r ) ;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  o u t  i n s t r u c t i o n
b e g i n
n u m i n s t  : =  n u m i n s t  + T;
b y t e b u f  [ 8 ]  := t r u e ;  
b y t e b u r  ( 7 )  t r u e ;  
b y t e b u f  { 6  j := t r u e ;  
b y t e b u f  [ 5  j : -  f a  I s o ;  
b y t e b u r  ( i| j : = f a l s e ;  
b y t e b u f  ( 3 ]  := t r u e ;  
b y t e b u f  [ 2 J  : =  t r u e ;  
b y t e b u f  [ 1 J : =  f a  I s e ;
( *  1 1T0 0T1 W I p o r t  
( "  p .  3 - 1 2 5








OUTPUT ( C O N V E R T _ R Y T E  ( b y t e b u f ) ) ;
OUTPUT ( C O N V E R T _ V A l U E  ( p o r t ,  l o v _ o r d e r ) ) ;
e n d ;  ( *  o u t  # )
p r o c e d u r e  I R E T ;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  i r e t  i n s t r u c t i o n
b e g i n
num i n s t n u m i n s t  + 1;
b y t e b u f I 8 l = t r u e ;
b y t e b u f l 7 | = t r u e ;
b y t e b u r l 6 = f a  I s e
b y t e b u f ( 5 ) = Ta I s e
b y t e b u f m = t r u e ;
b y t e b u f [ 3 ] t  r u e ;
b y t e b u r I 2 ) = t r u e ;
b y t e b u f m = t r u e ;
OUTPUT ( CONVERT  
e n d ;  ( *  i r e t  * )
_ B Y T E
( *  1 1 0 0 1 1 1 1  
( *  p .  3 - 8 6
p r o c e d u r e  MOVS;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  movs  i n s t r u c t i o n
beg  i n
n u m i n s t  :=  n u m i n s t  + 1;
b y t e b u f  [ 8 l :=  t r u e ;  
b y t e b u f  j 7 j : =  f a  I s e ;  
b y t e b u f  j 6 j : =  t r u e ;  
b y t e b u f  [ 5 | : =  f a  I s e ;  
b y t e b u f  ( 6 )  : =  f a l s e ;  
b y t e b u f  [ 3 )  : =  t r u e ;  
b y t e b u f  ( 2 |  : = f a l s e ;  
b y t e b u f  [ 1 j f a t  s e ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;
( *  1 010010W
( *  p .  3 - 1 1 8
( H w = 0 mov b y t e s
e n d ;  ( *  movs  * )
p r o c e d u r e  OLD;
( *  t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  c l d  i n s t r u c t i o n
b e g i n  ( " 1 1 1 1 1 1 0 0














numinst := numinst + 1;
b y t e b u r 0 ] = t r u e ;
b y t e b u r 71 = t r u e ;
b y t e b u f 61 = t r u e ;
b y t e b u r 51 = t r u e ;
b y t e b u f 4 ] = t  r u e ;
b y t e b u f 3] = t r u e ;
b y t e b u f 2 ) = f a l s e ;
b y t e b u f 1 I = f a l s e ;
OU1PUT ( C 0 1 I V E R T _ B Y T E  ( b y t e b u f ) ) ;
e n d ;  ( *  c I d  *  )
p r o c e d u r e  R E P ;
( #  t h i s  r o u t i n e  g e n e r a t e s  a 0 0 8 6  r e p  p r e f i x
beg  i n
n u m i n s t  : =  n u m i n s t  + 1;
b y t e b u r  [ 8  J : =  t r u e ;  
b y t e b u f  | 7 j := t r u e ;  
b y t e b u f  j 6 ]  :=  t r u e ;  
b y t e b u f  ( 5 |  :=  t r u e ;  
b y t e b u r  [ 4 ]  :=  f a l s e ;  
b y t e b u f  j 3 j : =  f a  I s e ; 
b y t e b u r  [ 2 j := t r u e ;  
b y t e b u f  j 1 j :=  f a l s e ;
OUTPUT ( C 0 N V E R T _ B Y T E  ( b y t e b u f ) ) ;
e n d ;  ( *  r e p  w )
( *  1 1 1 1 0 0 1 0  
(* p. 3-142
p r o c e d u r e  LOCK ;
( H t h i s  r o u t i n e  g e n e r a t e s  a 8 0 8 6  l o c k  p r e f i x
beg  i n
n u m i n s t  :=  n u m i n s t  +
(** 1 1 1 1 0 0 0 0  
(* p. 3-111
b y t e b u f  | 8 |  : =  t r u e ;  
b y t e b u f  ( 7 )  : =  t r u e ;  
b y t e b u f  ( 6 j := t r u e ;  
b y t e b u r  | 5 |  :=  t r u e ;  
b y t e b u f  j 4 j :=  f a  I s e ;  
b y t e b u f  j 3 | := f a l s e ;  
b y t e b u f  ( 2 |  :=  f a l s e ;  
b y t e b u f  [ 1 j : =  f a l s e ;








end; (* lock *)
p r o c e d u r e  XCHG { a d d r  : i n t e g e r ) ;  
beg  i n
( *  1 0 0 0 0 1 1  w I mod r e g  r/m  
( *  p .  3 - 1 6 7
OUTPUT ( C 0 N V E R T _ V A L U E  ( 5 ' l ,  I o w _ o r d e r ) ) ;
( *  S S :  s e g m e n t  o v e r r i d e
bytebuf 8) = true;bytebuf 7] = falsebytebuf 6) = falsebytebuf 5] = fa 1sebytebuf 'll = falsebytebur 31 = true;bytebuf 2) = true;bytebuf 1) = true;
0U1PUT ( C 0 N V E R T _ B Y T E  
b y t e b u f  ( 8 ]  : =  t r u e ;  
b y t e b u f  ( 7 ]  : =  f a l s e ;
{* w = 
( b y t e b u f ) ) ;
1 ,  add w o r d
( H mod = 1 0 ,
( #  d i s p  = d i s p _ h i g h  ; d i s p _ l o w
b y t e b u f  { 6  J : =  r e g f l d  [ a x ,  1 | ;  
b y t e b u f  | 5 ]  ; =  r e g M d  [ a x ,  2 | ;  
b y t e b u r  [ 4 |  : =  r e g f l d  [ a x ,  3 j ; 
b y t e b u f  J 3 j : =  t r u e ;  
b y t e b u f  | 2 j :=  f a l s e ;  
b y t e b u f  [ 1 j :=  f a  I s e ;
OUTPUT ( C O N V E R T _ B Y T E  ( b y t e b u f ) ) ;
OUTPUT ( CONVER T _ V A L U E  ( a d d r ,  l o w _ o r d e r ) ) ;  








p r o c e d u r e  L 0 C K _ B U S  ( b o a r d  
beg  i n
PUSH ( a x ) ;
CLI;
MOV ( I t R ,  a x ,  dummy,  
OUT ( 2 0 6 ) ;
c a s e  b o a r d  o f
i n t e g e r ) ;
( *  a s s e r t  b u s  O V E R R I D E  s i g n a l  
1 ,  dummy) ;
( *  make a c c e s s  o v e r  m u l t i b u s
1 : b e g i n
MOV ( S R t R ,  b x ,  s s ,  dummy,  d um m y) ;
( *  4 2 0 8 0  = 107011
MOV ( I t R ,  s i ,  dummy,  4 2 0 8 ,  dum my ) ;
MOV ( R t S R ,  s s ,  s i ,  dummy,  dum my ) ;
MOV ( I t R ,  s i ,  dummy,  0 ,  dum my ) ;
MOV ( M t R ,  d x ,  dummy,  dummy,  2 5 6 ) ;  ( *  a c c e s s  b r d  3 
MOV ( R t S R ,  s s ,  b x ,  dummy,  d um m y) ;  





2 ,  3 : b e g i n
MOV ( S R t R ,  b x ,  s s ,  dummy,  dummy) ;
( H 6 2 5 6 D  = 1870H
MOV ( I t R ,  s i ,  dummy,  6 2 5 6 ,  dummy) ;
MOV ( R t S R ,  s s ,  s i ,  dummy,  dummy) ;
MOV ( I t R ,  s i ,  dummy,  0 ,  dummy) ;
MOV ( M t R ,  d x ,  dummy,  dummy, 2 5 6 ) ;  ( *  a c c e s s  b r d  1 
MOV ( R t S R ,  s s ,  b x ,  dummy,  dum my ) ;  
e n d ;
e n d ;  ( *  c a s e  * )
POP ( a x ) ;
e n d ;  ( *  l o c k _ b u s  * )
p r o c e d u r e  UNLOCK__BUS ( b o a r d  : 
beg  i n
PUSH ( a x ) ;
MOV ( I t R ,  a x ,  dummy,  0 ,  
OUT ( 2 0 6 ) ;
I n t e g e r ) ;
( *  r e s e t  b u s  O V E R R I D E  s i g n a l  
d um m y) ;
ST I ;
POP ( a x ) ;
e n d ;  ( *  l o c k _ b u s  * )  
p r o c e d u r e  0 P _ F E T C H  (num : i n t e g e r ) ;
( *  t h i s  r o u t i n e  g e n e r a t e  t h e  c o d e  t o  p u t  t h e  o p e r a n d s  f o r  a p a r t i c u l a r  
( *  i n s t r u c t i o n  i n t o  t h e  a x  r e g i s t e r  f o r  op1 o r  b x  r e g i s t e r  T o r  op2
beg  i n
c a s e  c i n s t . o p n d s  [ n u m ] . f l d l  o f
- 3  : b e g i n  ( *  o p e r a n d  i s  c o n s t a n t
i f  num = 1 t h e n
MOV ( I t R ,  a x ,  dummy,  c i n s t . o p n d s  [ n u m ] . f l d 2 ,  dummy)  
e I s e
MOV ( I t R ,  b x ,  dummy,  c i n s t . o p n d s  ( n u m ] . f l d 2 ,  dummy) ;
e n d ;
- 2  : b e g i n  ( H o p e r a n d  on  s t a c k
i f  num = 1 t h e n  
POP ( a x )  
e I s e
POP ( b x ) ;
e n d ;










w r i t e l n  f ' o p _ f e t c h ,  - 1 ' ) ;  
h a l t ;  
e n d  ;
e l s e  b e g i n
i r  c i n s t . o p n d s  [ n u m ] . n d 2  >= 0  t h e n  ( *  op i s  v a r i a b l e  * )  
beg i n
MOV ( H t R , s i ,  c x ,  dummy,  d ummy ) ;
SUB ( I t R ,  s i ,  dummy,  ( !  + c i n s t . o p n d s  [ n u m ] . f l d l )  *  2 ,
dummy) ;
MOV ( M t R ,  s i ,  dummy,  dummy,  0 0 0 0 ) ;
SUB ( I t R ,  s i ,  dummy,  ( 2  + c i n s t . o p n d s  ( n u m ) . f l d l  +
c i n s t . o p n d s  ( n u m J . f I d 2 ( # Z,  d u mmy ) ;
i f  num = 1 t h e n
MOV ( M t R ,  a x ,  dummy,  dummy,  0 0 0 0 )  
e  I s e
MOV ( M t R ,  b x ,  dummy,  dummy,  0 0 0 0 ) ;
end
e l s e  ( *  op  I s  p a r a m e t e r  * )
b e g i n
MOV ( R t R ,  s i ,  c x ,  dummy,  dummy) ;
SUB ( I t R ,  s i ,  dummy,  (1 + c i n s t .  o p n d s  ( n m ) . -  f l d l )  *  2 ,
dummy) ;
MOV ( M t R ,  s i ,  dummy,  dummy,  0 0 0 0 ) ;
ADD ( I t R ,  s i ,  dummy,  c i n s t . o p n d s  j n u n } ,  f 1 Q 2  * ( - 2 ) ,  
d um m y ) ;
i f  num = 1 t h e n
MOV ( M t R ,  a x ,  dummy,  dummy,  0 0 0 0 )  
e l s e
MOV ( M t R ,  b x ,  dummy,  dummy,  0 0 0 0 ) ;
e n d ;
e n d ;
e n d ;  ( *  c a s e  * )  
e n d ;  ( *  o p _ f e t c h  * )  
p r o c e d u r e  O P _ S T O R E ;
( H t h i s  r o u t i n e  g e n e r a t e s  t h e  c o d e  t o  s t o r e  t h e  r e s u l t  o f  a i n t e r m e d i a t e  * )  
( *  l a n g u a g e  r e s u l t  a t  t h e  p r o p e r  l o c a t i o n  * J
( # i t  i s  a s s u m e d  t h a t  t h e  r e s u l t  i s  i n  a x  r e g i s t e r  wh e n  c a l l e d  * )
beg  i n
c a s e  c i n s t . o p n d s  [ 3 ) . f l d l  o f
- 3  ; b e g i n  { *  e r r o r ,  c a n ’ t s t o r e  i s  c o n s t  * )
w r i  t e I n ;
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w r i t e I n ( 1 C a n ' 1 1 s t o r e  a v a l u e  I n  a c o n s t a n t . ' ) ;  
w r i t e l n j 1 I n s t r u c t i o n  i n  e r r o r  i s :  ' , i n s t n u m ) ;  
h a l t ;  
e n d ;
- 2  : b e g i n  ( *  op g o e s  on  s t a c k  * )
PUSH ( a x ) ;  
e n d ;
- 1  : b e g i n  ( *  e r r o r ,  c a n ' t  s t o r e  i n  c o d e  #)
w r i  t e l n ;
w r i t e l n j ' C a n ' ' t  s t o r e  a v a l u e  i n  t h e  c o d e  s e g m e n t . ' ) ;  
w r i t e l n ( ' I n s t r u c t  i o n  i n  e r r o r  i s :  i n s t n u m ) ;
h a l t ;  
e n d ;
e l s e  b e g i n  ( *  op g o e s  in  a v a r i a b l e  #)
i f  c i n s t . o p n d s  [ 3 ] . f l d 2  >= 0 t h e n  ( *  op i s  v a r i a b l e  * )
beg i n
MOV ( f i t R ,  s i ,  c x ,  dummy,  dum my ) ;
SUB ( I t R ,  s i ,  dummy,  (1 + c i n s t . o p n d s  ( 3 ) . f l d l )  *  2 ,  
d u m m y ) ;
MOV ( M t R ,  s i ,  dummy,  dummy,  0 0 0 0 ) ;
SUB ( I t R ,  s i ,  dummy,  ( 2  + c i n s t . o p n d s  [ 3 ] . f l d l  +
c i n s t . o p n d s  ( 3 ) . f I d 2 }  *  2 ,  dummy) ;  
MOV ( R t M ,  a x ,  dummy,  dummy,  0 0 0 0 ) ;
end
e l s e  ( *  op i s  p a r a m e t e r  * )
beg i n
MOV ( R t R ,  s i ,  c x ,  dummy,  dum my ) ;
SUB ( I t R ,  s i ,  dummy,  (1 + c i n s t . o p n d s  ( 3  ] . f I d 1 ) *  2 ,  
dummy) ;
MOV ( M t R ,  s i ,  dummy,  dummy,  0 0 0 0 ) ;
SUB ( I t R ,  s i ,  dummy, c i n s t . o p n d s  | 3 ) . f l d 2  *  2 ,  dummy) ;  
MOV ( R t M ,  a x ,  dummy,  dummy,  0 0 0 0 ) ;  
e n d ;
e n d ;
e n d ;  ( *  c a s e  # )  
e n d ;  ( *  o p _ s t o r e  * )  
p r o c e d u r e  T R A N S L A T E _ F I L E  ( b o a r d  
b e g i n  ( *  t r a n s l a t e _ f i l e  * )
i n t e g e r ) ;
a s s i g n  ( e x e c ,  s r c _ n a m e  + ' . o b '  + o p t i o n s ) ;  
r e s e t  ( e x e c ) ;  
s e e k  ( e x e c ,  0 ) ;
a s s i g n  ( d e s t ,  s r c _ n a m e  + ' . t m p ' ) ;  
r e w r i t e  ( d e s t ) ;
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w r i  t o  I n ;
w r i t e l n  ( ' T r a n s l a t i o n  P a s s  1 s t a r t i n g . ' ) ;
c r  c h r ( 1 3 ) ;
w r i t e l n :
w r i t e  ( I L  i n s t r u c t i o n s  c o n v e r t e d . ' ) ;
n e x t i n s t  : =  0 ;  
compnum :=  1 ;  
n u m i n s t  : =  0 ;  
b u f b y t e s  : =  1 ;
<* s e t  up e n t r y  i n  f o r w a r d  r e f * )
( * t a b  1 e *>
f o r i n s t n u m = 0 t o  m a x r e f  do
beg i n
f r e f  [ i n s t n u m ) . n e w p o s  := - 1 ;
f r e f  [ i n s t n u m j . r e f 1  : =  n i l ;
e n d ;
i n s t n u m  : =  0 ;
C i n i t i a l  i z e  8 2 5 9 A  P I C »)
MOV ( I t R ,  a x , dummy,  1 9 ,  dummy) ; c MOV A X , 1 3 H
OUT ( 1 9 2 ) ; ( » o u r  A L , C O H
MOV ( 1 t R ,  a x . dummy,  8 ,  dummy) ; ( * MOV A X , 8 * )
OUT ( 1 9 D ) ; ( * OUT A L ,  C2II * )
MOV ( I t R ,  a x , dummy,  1 5 ,  dummy) ; ( * MOV A X , O f H * )
OUT ( 1 9 b ) ; l * o u r  A L , C 2 H * )
MOV ( I t R ,  a x , dummy,  0 ,  dummy) ; ( * MOV A X , 0
OUT ( 1 9 b ) ; ( * OUT A L , C 2 H # )
ST I ,» ( H S T I  ( s e t  i n t e r r u p t s ) H)
( * s e t u p  i n t e r r u p t  v e c t o r * )
MOV ( I t R ,  s i , dummy,  0 ,  dummy) ;
MOV ( 1t R ,  c x , dummy,  0 ,  dummy) ;
MOV ( R t S R ,  s s , c x ,  dummy,  dummy) ;
MOV ( 1t R ,  c x . dummy,  3 3 1 ,  dummy) ; ( * MOV C X , 1bBH * )
MOV ( R t M ,  c x . dummy,  dummy,  3 6 ) ; ( * moved t o  0 : 2 b l l * )
MOV ( 1 t R ,  c x . dummy,  1 1 2 ,  dummy) ; ( * MOV C X , 7 0 H
MOV ( R t M ,  c x . dummy,  dummy,  3 8 ) ; ( # moved t o  0 : 2 6 H * )
( * i n i t i a l i z e  8 2 5 5 A  PPI * )
MOV ( 1 t R ,  a x , dummy,  1 b 6 ,  dummy) ; ( # MOV A X , 9 2 M " )
o u r ( 2 0 6 ) ; ( # o u r  C L , A L * )
MOV ( 1 t R ,  a x , dummy,  0 ,  dummy) ; ( * MOV A X , 0 " )
o u r ( 2 0 b ) ; ( * OUT C C , A L * )
( * s e t u p  i n i t i a l  s t a t e  o f  mach * )
MOV ( 1 t R ,  b p . dummy,  0 ,  dummy) ;
MOV ( S R t R ,  c x , c s ,  dummy,  dummy) ;
MOV ( R t S R ,  d s , c x ,  dummy,  dummy) ;
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MOV ( S R t R ,  c x ,  c s ,  dummy,  dummy) ;  
MOV ( R t S R , s s ,  c x ,  dummy,  dummy) ;
MOV ( I t R ,  c x ,  dummy,  308M7 -  b ,  dummy) ; ( * t h i s  s i g n a l s  end o f  pgm #
MOV ( I t R ,  s p ,  dummy,  3 0 0 9 7 ,  dummy) ; r i n i t  s t a c k  po i n t e r #
JUMP ( j m p ,  1 2 7 9 ) ; ( * j u m p  a r o u n d  1 /0 ( 6 0 0 H )
r I n t e r r u p t  s e r v i c e r o u t  i ne
MOV ( I t R ,  s i ,  dummy,  0 ,  dummy) ; r MOV S 1 , 0 M
MOV ( M t R ,  a x ,  dummy,  dummy,  3 0 9 7 9 ) ; r MOV AX ,  78fF .H
JUMP ( j  i , a x ) ; r JMP AX
( #  i n s t r u c t i o n s  t o  s e t  i n i t i a l  r e g i s t e r v a  l u e s  go h e r e *
S K I P T O  ( 2 5 6 ) ; C p o s i t i o n  f o r  i / o f i l e *
( * r e a d  i / o  f i l e
a s s i g n  ( i o ,  1 i o . c o m ' ) ;  
r o s e t  ( i o ) ;  
n u m i o b u T s  :=  1;  
i o i n d o x  : -  1;
b l o c k r c n d  ( i o ,  i o b u f ,  1,  n u m i o b u r s ) ;
b l o c k r e a d  ( i o ,  i o b u f ,  1,  n u m i o b u r s ) ;  ( 11 s k i p  1 s t  2 b l o c k s  ( n u l l s )  * )
b l o c k r c n d  ( i o ,  i o b u f ,  1,  n u m i o b u f s ) ;  
f o r  i o l p  := 1 t o  7 do  
beg i n
f o r  i o i n d e x  := 1 to  r e c s i z e  do 
OUTPUT ( i o b u f  [ i o i n d e x ] ) ;  
b l o c k r c n d  ( i o ,  i o b u f ,  1, n u m i o b u r s ) ;  
e n d ;
S K I P T O  ( 1 2 0 0 ) ;  ( *  r e p o s i t i o n  T o r  mo re  c o d e  # )
w h i l e  n o t  e o f  ( e x e c )  do  ( * m a i n  l o o p  * )
beg i n
f r e f  [ i n s t n u m ) . n e w p o s  : =  n e x t i n s t ;  
w r i t e  ( c  r , i n s t n u m : 5 ) ;  
r e n d  ( e x e c , c i n s t ) ;
c a s e  b o a r d  oP
2 : l n s t P o s 2  [ i n s t n u m ]  : = n e x t i n s t  + 2 5 6 ;
3 : l n s t P o s 3  [ i n s t n u m ]  := n e x t i n s t  + 2 5 0 ;  
e n d ;  ( "  c a s e  * )
c a s e  c i n s t . o p  o f
i l a d d  : beg  i n
0 r _ F E  rol l  ( 1 ) ;
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Of’ J  r I CM ( ? ) ;
ADD { M t R ,  a x ,  b x , dummy,  dum my ) ;
OP STORM;  
e n d ;
I I sul )  : b e d  i n
o r  r r r e n  { r } ;
OP_T MTCM ( ? ) ;
SIJB ( R t R ,  b x ,  a x ,  dummy,  dum my ) ;
MOV ( R t R ,  a x ,  b x ,  dummy,  dum my ) ;  
o r _ S ! O R r ; 
o n d ;
I I m u l  : b e g i n
OP f E TOM { I ) ;
o r ' m c i l  ( ? ) ;
( *  l o a d  d x  b y  s i g n  e x t e n d i n g  a x  * )  
CU B;  ( “ a d d e d  7 / 9 / 8 6  RDS * )
I Mill ( R t R ,  b x ,  dum my ) ;
O r _ ST O R M ;
e n d ;
i I d  i v i r io ; beg i n
OP f E TCll { 1 ) ;
o r  r r  t c m  { ? ) ;
( *  e x c h a n g e  a x  & bx  r e g i s t e r s  * )
MOV { R l R ,  d x ,  a x ,  dummy,  dummy) ;
MOV ( R t R ,  a x ,  b x ,  dummy,  d um my ) ;
MOV ( Rt .R ,  b x ,  d x ,  dummy,  dum my ) ;
( “ t o a d  d x  b y  s i g n  e x t e n d i n g  a x  **) 
CU B;  ( “ a d d e d  7 / 9 / 8 6  RDS * )
I D I V  ( R t R ,  b x ,  dummy) ;  
o r  S T O R F ;  
e n d ;
i I I  o r  ; b e g i n
o r  m e n  ( 1 ) ;
or n  I CM ( P );
MOOR ( R t R .  a x ,  b x ,  dum my ) ;
OP S T O U T ; 
e n d ;
i I I a n d  ; beg  i n
o r  n  t c m  { t ) ;  
o r  I E I CM ( P ) ;
MCA (TO ( R t R ,  a x ,  b x ,  dummy) ;
OP S I  OUT;  




I l l  I t
M i l e
M I n e
i I I eg
i I I go
: b e g i n
or f (. ten ( n ;
o r  1 ( 1  CH ( P ) ;
CMP ( f i t ! ! ,  b x ,  a x ,  dummy} ;
JUMP ( j a e ,  n e x t i n s t  *  8 ) ;
MOV ( I t R ,  a x ,  dummy,  1,  d u m m y ) ;  
JUMP ( j m p ,  n e x t i n s t  + 5 ) ;
MOV ( I t i i ,  a x ,  dummy, 0 ,  d um m y) ;
or_SI0(!f ;
e n d ;
; b e g i n
OP f f tCII ( I );
O P J t  foi l  ( ? ) ;
CMP ( f? t l ? ,  b x ,  a x ,  dummy) ;
J U M P  ( j a ,  next ,  i n n t  ♦ 8 ) :
MOV ( I t R ,  ax ,  dummy,  ! ,  dum my ) ;  
JUMP ( j m p ,  n e x t i n s t  + 8 ) ;
MOV ( I t R ,  a x ,  dummy,  0 ,  d u m m y ) ;  
O P S ! C R T ; 
e n d  ;
; b e g i n
OP ( E T C H  ( 1 } ;
0 P _ f ( ICH ( ? ) ;
CMP ( R t R ,  a x ,  b x ,  dummy) ;
J U M P  ( j e , n e x t i n s t  + 8 } ;
MOV ( I t . R ,  a x ,  dummy,  1, d um m y) ;  
J U M P  ( j m p ,  n e x t i n s t  ♦ 5 ) ;
MOV ( I t R ,  a x ,  dummy,  0 ,  d u m m y ) ;  
OP  S I  ORI  ; 
e n d ;
; b e g i n
or f F ren ( 1 );
OP T E ! CH ( ? ) ;
CMP ( R t R ,  a x ,  b x ,  dummy) ;
JUMP ( j e ,  n e x t i n s t  ♦ 8 ) ;
MOV ( I t R ,  a x ,  dummy,  0 ,  d u m m y ) ;  
J U M P  ( j m p ,  n e x t i n s t  ♦ 5 ) ;
MOV ( I t R ,  a x , dummy,  1, d u m m y ) ;  
O P  S T O R E ;  
etui  ;
; b e g i n
OP FT TCII  ( I ) ;
o p . .m c m  ( P ) ;
CMC ( R t R ,  bx , a x ,  dummy !  ;
J U M P  ( j a e ,  n m ' t  i n s t ,  + 8 ) ;
MOV ( I t . R ,  a v , dummy,  (1, d u m m y ) ;  




i I I g t
i I i s t o r
i I i a dd  r
MOV ( I t R ,  a x ,  dummy,  1,  dum my ) ;  
0 P _ S T 0 R E ;  
e n d ;
: b e g i n
O P F E T C I I  ( 1 ) ;
O P _ F E T C H  ( 2 ) ;
CMP ( R t R ,  b x ,  a x ,  d ummy ) ;
JUMP ( j o ,  n e x t i n s t  + 8 ) ;
MOV ( I t R ,  a x ,  dummy,  0 ,  dummy) ;
JUMP ( j m p ,  n e x t i n s t  + 5 ) ;
MOV ( I t R ,  a x ,  dummy,  1,  dum my ) ;  
0 P _ S T 0 R E ;  
e n d ;
: b e g i n
0 P _ F E T C H  ( 2 ) ;  
0 P _ F E T C I i  ( 1 ) ;
MOV ( R t R ,  
SUB ( I t R ,
MOV ( M t R ,  
SUB ( I t R ,
s i ,  c x ,  dummy,  dummy) ;
s i ,  dummy,  (1 + c i n s t . o p n d s  ( 3 ] . f l d 1 )  * 2 ,
dummy) ;
s i ,  dummy,  dummy,  0 0 0 0 ) ;
s i ,  dummy,  ( 2  + c i n s t . o p n d s  [ 3 ] . F I d 1  +
c i n s t . o p n d s  ( 3 ] . f l d 2 )  *  2 ,  dummy) ;
AOD ( R t R ,  
SUB ( R t R ,  
MOV ( R t M ,
{ *  o f f s e t  m u s t  b e  i n  b y t e s ,  
( M i s  now i n  w o r d s ,  s o  *  2 
a x ,  a x ,  dummy,  d ummy ) ;  
s i ,  a x ,  dummy,  d ummy ) ;  
b x ,  dummy,  dummy,  0 0 0 0 ) ;
* )
*1
i f  boa  rd <> 1 t h e n  
beg i n
( *  6 2 5 6  = 187011
MOV ( I t R ,  d i ,  dummy,  6 2 5 6 ,  dummy) ;  
MOV ( R t S R ,  s s ,  d i ,  dummy,  dum my ) ;  
e n d ;
MOV ( R t M ,  b x ,  dummy,  dummy,  0 0 0 0 ) ;
i f  b o a r d  <> 1 t h e n  
b e g i n
MOV ( Sf ?t R,  d i ,  c s ,  dummy,  dum my ) ;  
MOV ( R t S R ,  s s ,  d i ,  dummy,  dummy) ;  
e n d ;
* )
e n d ;
: beg  i n




MOV ( R t R ,  s i ,  c x ,  dummy,  dum my ) ;
SUB ( I t R ,  s i ,  dummy,  (1 + c i n s t . o p n d s  [ 1 J . f I d 1)  *  2 ,
d u m m y ) ;
MOV ( M t R ,  s i ,  dummy,  dummy,  0 0 0 0 ) ;
SUB ( I t R ,  s i ,  dummy,  ( 2  + c i n s t . o p n d s  [ l j . f l d l  +
c i n s t . o p n d s  ( 1  ] .  f  I c J2 ) *  2 ,  dummy) ;  
AOD ( R t R ,  b x ,  b x ,  dummy,  dum my ) ;
SUB ( R t R ,  s i ,  b x ,  dummy,  dum my ) ;
MOV ( R t R ,  a x ,  s i ,  dummy,  d ummy ) ;
0 P _ S T 0 R E ;
e n d ;
M i l o a d  : beg  i n
0 P _ F E T C I I  ( 2 ) ;
i f  boa  rd <> 1 t h e n  
beg i n
( *  6 2 5 6  = 1 87 0U  * )
MOV ( I t R ,  d i ,  dummy,  6 2 5 6 ,  dum my ) ;
MOV ( R t S R ,  s s ,  d i ,  dummy,  dum my ) ;  
e n d ;
MOV ( R t R ,  
SUB ( I t R ,
MOV ( M t R ,  
SUB ( I t R ,
AOD ( R t R ,  
SUB ( R t R ,
s i ,  c x ,  dummy,  dum my ) ;
s i ,  dummy,  (1  + c i n s t . o p n d s  ( l j . f l d l )  *  2 ,
dummy) ;
s i ,  dummy,  dummy,  0 0 0 0 ) ;
s i ,  dummy,  ( 2  + c i n s t . o p n d s  [ 1 | . f l d 1  +
c i n s t . o p n d s  [ 1  ] . f I d  2 )  *  2 ,  dummy) ;  
b x ,  b x ,  dummy,  dum my ) ;  
s i ,  b x ,  dummy,  dum my ) ;
i f  b o a r d  <> 1 t h e n  
beg i n
( *  6 2 5 6  = 187 0U
MOV ( I t R ,  d i ,  dummy,  6 2 5 6 ,  dummy) ;  
MOV ( R t S R ,  s s ,  d i ,  dummy,  d um my ) ;  
e n d ;
MOV ( M t R ,  a x ,  dummy,  dummy,  0 0 0 0 ) ;
i f  b o a r d  <> 1 t h e n  
b e g i n
MOV ( S R t R ,  d i ,  c s ,  dummy,  d um my ) ;  
MOV ( R t S R ,  s s ,  d i ,  dummy,  d ummy ) ;  
e n d ;
* )
0 P _ S T 0 R E ;
e n d ;
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I Ineg
( #  c h a n g e d  f r o m  * - 1  t o  
( *  2 ' s  c o m p l e m e n t  6 / 2 3 / 8 6
* )
* )
: b e g i n
O P F E T C H  ( 1 ) ;
HCNOT ( a x ) ;
ADD ( I t R ,  a x ,  dummy,  1 ,  dum my ) ;
O P _ S T O R E ;
e n d ;
i11  n o t  : beg  i nop_rrrcn ( i );
CMP ( I t R , a x ,  dummy,  0 ) ;
JUMP ( j e ,  n e x t i n s t  + 8 ) ;
MOV ( I t R ,  a x ,  dummy,  0 ,  d um m y) ;
JUMP ( j m p ,  n e x t i n s t  + 5 ) ;
MOV ( I t R ,  a x ,  dummy,  1 ,  dummy) ;
OP__STORE ;
e n d ;
i I s t o r  ; beg  i n
0 P _ F E T C H  (1 ) ;
O P _ S f O R E ;
e n d ;
i I j  P f I s  : beg i n
0 P _ F E T C I I  ( 1 ) ;
MOV ( I t R ,  b x ,  dummy,  0 ,  dummy) ;
CMP ( R t R ,  a x ,  b x ,  dummy) ;
JUMP ( j a ,  n e x t i n s t  + 7 ) ;
JUMP ( j b ,  n e x t i n s t  + 5 ) ;
A D D _ T O _C I IA I N  ( c i n s t . o p n d s  ( 3 ] . F I d 2 ,  n e x t i n s t ) ;  
JUMP ( j m p ,  c i n s t . o p n d s  ( 3  ) . f  I d2 ) ;  
e n d ;
i I a d d r  ; beg in
MOV ( R t R ,  s i ,  c x ,  dummy,  dummy) ;
SUB ( I t R ,  s i ,  dummy,  (1 + c i n s t . o p n d s
MOV ( M t R ,  a x ,  du mm y ,  dummy ,  0 0 0 0 ) ;
SUB ( I t R ,  a x ,  dummy,  ( 2  + c i n s t . o p n d s
O P _ S T O R E ;
e n d ;
m . r i d i )  *  2 ,
dummy) ;
[ 1 ) . T l d 2 )  *  2 ,
d u m m y ) ;
i 1 j u m p  : beg i n
A D D _ T 0 _ C H A I N  ( c i n s t . o p n d s  [ 3 J . f l d 2 ,  n e x t i n s t ) ;  
JUMP ( j m p ,  c i n s t . o p n d s  [ 3 j . f l d 2 ) ;  
e n d ;
i I c a  I I ; beg  i n
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PUSH ( c x ) ;  ( *  d y n a m i c  p o i n t e r  * )
( *  c r e a t e  d i s p l a y  a r e a  * }
MOV ( I t R ,  d i ,  dummy,  c i n s t . o p n d s  [ 2 ] . f l d 2  *  2 ,
dummy);
( *  l o o p  c o m p a r e  v a l u e  * )
MOV ( I t R ,  d x ,  dummy, 2 ,  dummy) ;
( *  i n i t i a l i z e  l o o p  c o u n t e r  * )
CMP ( R t R ,  d x ,  d i ,  dummy) ;
JUMP ( j a ,  n e x t i n s t  + 2 1 ) ;
MOV ( R t R ,  s i ,  c x ,  dummy,  dummy) ;
SUB ( R t R ,  s i ,  d x ,  dummy, dummy) ;
( H c a l c  a d d r / n e x t  d i s p l a y  i t e m  * )
MOV (RtR, ax, sp, dummy, dummy);
(* save new cframe pointer *)
MOV ( M t R ,  b x ,  dummy,  dummy,  0 0 0 0 ) ;
PUSH ( b x ) ;
( *  p u t  d i s p l a y  i t e m  i n  p l a c e  * )
ADD ( I t R ,  d x ,  dummy, 2 ,  dummy) ;
CMP ( R t R ,  d x ,  d i ,  dummy) ;
JUMP ( j b e ,  n e x t i n s t  -  1 7 ) ;
( H c h a n g e d  f r o m  j b  t o  j b e  * )
( *  . . .  RDS 7/ 8/86 * )
( *  b o t t o m  o f  Io o p  *  )
MOV ( R t R ,  c x ,  a x ,  dummy,  dummy) ;
SUB ( I t R ,  c x ,  dummy,  2 ,  d ummy ) ;
( *  new c f r a m e  p o i n t e r  i n  p l a c e  * )
PUSH ( c x ) ;  ( *  n ew  d i s p l a y  i t e m  * )
SUB ( I t R ,  s p ,  dummy,  c i n s t . o p n d s  | 3 ] . f l d 2  *  2 ,
dummy) ;
( *  make room f o r  l o c a l  v a r s  * )
ADD T 0 _ C H A I N  ( c i n s t . o p n d s  ( 1 ] . f l d 2 ,  n e x t i n s t ) ;
JUMP ( c a l l ,  c i n s t . o p n d s  [1 ] . f I d  2 ) ;
e n d ; ( *  i I c a  I I * )
i I  r e t  : beg i n
O P _ F F T C I I  ( 1 ) ;
POP ( b x ) ;  ( *  g e t  r e t u r n  a d d r  o f f  t h e  s t k  * )
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MOV (RtR, sp, cx, dummy, dummy);
POP (cx); (* get 13st cframe
CMP ( I t R ,  c x ,  dummy,  3 0 8 R 7  -  R ) ;
( *  i n d i c a t e s  e n d  o T  pgm e x e c
JUMP ( , j a ,  n e x t i n s t  + 6 ) ;
JUMP ( j b ,  n e x t i n s t  + R ) ;
( *  j  ne
MCINT ( 3 2 ) ;  ( *  t e r m i n a t e  p r o g r a m
( *  32 = 2011
( *  JUMP ( j e ,  n e x t i n s t ) ;
( H t h i s  s h o u l d  j u m p  t o  m o n i t o r
( *  t h i s  j u m p  s h o u l d  j u m p  t o  m o n i t o r
i I p  r e t
( *  g e t  p a r m s  o f f  s t a c k  
POP ( d i ) ;  { *  H p a r a m e t e r s
MOV ( I t R ,  d x ,  dummy,  1,  dummy) ;
( *  i n i t i a l i z e  l o o p  c o u n t e r
POP ( s i ) ;  ( *  g e t  p a r a m  o f f  s t a c k
A 0 0  ( I t R ,  d x ,  dummy,  1,  dum my ) ;
CMP ( R t R ,  d x ,  d i ,  dummy) ;
J U M P  ( j b ,  n e x t i n s t  -  8 ) ;
( *  b o t t o m  o f  l o o p
PUSH ( a x ) ;  ( w p l a c e  r e s u l t  on  s t a c k
PUSH ( b x ) ;  ( H p l a c e  r e t u r n  a d d r  on  s t a c k
R E T ;
e n d ;  ( *  i I r e t  * )  
beg i n
POP ( b x ) ;  ( “ g e t  r e t u r n  a d d r  o f f  t h e  s t k
MOV ( R t R ,  s p ,  c x ,  dummy,  dummy) ;
POP ( c x ) ;  ( *  g e t  l a s t  c f r a m e
CMP ( I t R ,  c x ,  dummy,  3 0 8 R 7  -  R ) ;
( *  i n d i c a t e s  e n d  o r  pgm e x e c
JUMP ( j n ,  n e x t i n s t  + 6 ) ;  
JUMP ( j b ,  n e x t i n s t  + R ) ;
(* jne )
MCI NT ( 3 2 ) ;  ( *  t e r m i n a t e  p r o g r a m
( *  32  = 2 OH
# )
)
( *  JUMP ( j e ,  n e x t i n s t ) ;  * )
( *  t h i s  s h o u l d  j u m p  t o  m o n i t o r  * )
( #  t h i s  j u m p  s h o u l d  Jump t o  m o n i t o r  * )
( *  g e t  p a r m s  o f f  s t a c k  * )
POP ( d i ) ;  ( *  H p a r a m e t e r s  * )
MOV ( I t R ,  d x ,  dummy,  1 ,  dummy) ;
( *  i n i t i a l i z e  l o o p  c o u n t e r  * )
POP ( s i ) ;  I 1* g e t  p a r a m  o f f  s t a c k  # )
ADD ( I t R ,  d x ,  dummy,  1 ,  dummy) ;
CMP ( R t R ,  d x ,  d i ,  dummy) ;
JUMP ( j b ,  n e x t i n s t  -  8 ) ;
( #  b o t t o m  o f  l o o p  * )
PUSH ( b x ) ;  ( *  p l a c e  r e t u r n  a d d r  on  s t a c k  * )
R E T ;
e n d ;  ( *  i I  r e t  * )  
i I i  n p u t  : beg i n
JUMP ( c a l l ,  4 7 7 ) ; r R 7 7 = 2 D E  e n t r y  p t .  t o  i n p u t * )
( * s e e  my n o t e s  on how t h e s e » )
r c o n v e r s i o n s  a r e  d o n e * )
( * 6 / 1 7 / 8 6 * )
e n d ;
i I  o u t p u t  : beg i n
JUMP ( c a l l ,  7 6 7 ) ;  ( *  7 6 7 = 3 A 0  e n t r y  t o  o u t p u t  * )  
e n d ;
i I f  i r e  : beg i n
MOV ( I t R ,  
MOV ( R t M ,  
MOV ( R t M ,
( H s e t  s y n c h  l o c  t o  0 
s i ,  dummy,  0 ,  dummy) ;  
s i ,  dummy,  dummy,  3 0 9 7 2 ) ;  
s i ,  dummy,  dummy,  3 0 9 7 U ) ;
* )





MOV ( S R t R , b x , s s ,  d u m m y ,  d u m m y ) ;
( *  s a v e  i n f o  i n  b o a r d  2 * )
( *  2160D = 870H * )
MOV ( 1 t R , a x , dummy, 2160, dummy);
MOV ( R t S R , s s , a x ,  d u m m y ,  d u m m y ) ;
MOV ( I t R , s i , d u m m y ,  0 ,  d u m m y ) ;
MOV ( I t R , a x , dummy, lnstPos2 [cinst.opnds [ 2 ] . f l d 2 ] ,
d u m m y ) ;
MOV ( R t M , a x , d u m m y ,  d u m m y ,  3 0 9 7 4 ) ;
MOV ( R t M , s p , d u m m y ,  d u m m y ,  3 0 9 7 2 ) ;
MOV ( R t M , c x , d u m m y ,  d u m m y ,  3 0 9 7 0 ) ;
( *  s a v e  i n f o  o n  b o a r d  3 * )
( *  4 2 0 8 D  = 1 0 7 0 H * )
MOV ( 1 t R , a x , d u m m y ,  4 2 0 8 ,  d u m m y ) ;
MOV ( R t S R , s s , a x ,  d u m m y ,  d u m m y ) ;
MOV ( I t R , a x , d u m m y ,  l n s t P o s 3  [ c i n s t . o p n d s 3 ] f  I d 2  ] ,
d u m m y ) ;
MOV ( R t M , a x , d u m m y ,  d u m m y ,  3 0 9 7 4 ) ;
MOV ( R t M , s p , d u m m y ,  d u m m y ,  3 0 9 7 2 ) ;
MOV ( R t M , c x , d u m m y ,  d u m m y ,  3 0 9 7 0 ) ;
( *  g e n e r a t e  i n t e r r u p t * )
( *  s e t  b i t s  w i r e d  t o  i n t e r r u p t 2 * )
MOV ( I t R , a x , d u m m y ,  3 ,  d u m m y ) ;
O UT ( 2 0 6 ) ;
MOV ( I t R ,  a x ,  d u m m y ,  2 ,  d u m m y ) ;
O U T  ( 2 0 6 ) ;  * )
MOV ( R t S R ,  s s ,  b x ,  d u m m y ,  d u m m y ) ;  
end;
: beg i n
i f  board = 2 then 
beg i n
(* generate interrupt *)
(* set bi ts  wired to interrupt 3 *)
MOV (I tR,  ax, dummy, 5, dummy);
O U T  ( 2 0 6 ) ;
MOV (ItR,  ax, dummy, 4, dummy);
O U T  ( 2 0 6 ) ;  * )
end;
(* remove interrupt stuff from stk *)
POP ( a x ) ;
P OP  ( a x ) ;
P OP  ( a x ) ;
(* calculate s i ze of stack *)
MOV ( I tR,  cx, dummy, 30847, dummy);
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MOV ( I t R ,  s i ,  dummy,  0 ,  dummy) ;
SUB ( M t R ,  c x ,  dummy, dummy,  3 0 9 7 2 ) ;
ADO ( I t R ,  c x ,  dummy,  1 ,  dum my ) ;
( *  move s t a c k  f r o m  b o a r d  t * )
MOV ( S R t R ,  s i ,  s s ,  dummy,  dum my ) ;
MOV ( R t S R ,  e s ,  s i ,  dummy,  d um m y) ;
( "  6 2 5 6 D  = 1870H * )
MOV ( I t R ,  s i ,  dummy,  6 2 5 6 ,  dummy) ;
MOV ( R t S R ,  d s ,  s i ,  dummy,  d um m y) ;
MOV ( I t R ,  s i ,  dummy,  0 ,  dummy) ;
MOV ( M t R ,  s i ,  dummy,  dummy,  3 0 9 7 2 ) ;
MOV ( R t R ,  d i ,  s i ,  dummy,  dummy) ;
C L D ;  ( *  c l e a r  d i r e c t i o n  f l a g  * )
R E P ;
MOVS;
( H r e s t o r e  d s  t o  o r i g i n a l  v a l u e  * )  
( K I / O  r o u t i n e s  n e e d  d s  * )
MOV ( S R t R ,  s i ,  c s ,  dummy,  dum my ) ;
MOV ( R t S R ,  d s ,  s i ,  dummy,  dum my ) ;
( *  r e s t o r e  c f r a m e  f r o m  b o a r d  1 * )
MOV ( I t R ,  s i ,  dummy,  0 ,  dummy) ;
MOV ( M t R ,  c x ,  dummy,  dummy,  3 0 9 7 0 ) ;
( *  s e t  s p  t o  v a l u e  s e n t  b y  b r d  1 * )
MOV ( I t R ,  s i ,  dummy,  0 ,  dum my ) ;
MOV ( M t R ,  s p ,  dummy,  dummy,  3 0 9 7 2 ) ;
e n d ;
i I  I r e t beg i n 
JUMP
( H j u m p  b a c k  b e g i n n i n g  
( j m p ,  - 1 ) ;
e n d ;
i I  s y n c h  : beg  i n
c a s e  b o a r d  o f  
1 : b e g i n
( *  t h i s  i s  u s e d  b y  b o a r d  1 t o  
( # s y n c h  up w i t h  b o a r d s  2 & 3 
t o l  n e x t i n s t ;
( *  t o p  o f  l o o p  * )  L O C K _ B U S  ( b o a r d ) ;
MOV ( I t R ,  s i ,  dummy,  0 ,  dum my ) ;
( *  b r d  2 * )  MOV ( I t R ,  a x ,  dummy,  0 ,  dummy) ;  
XCHG ( 3 0 9 7 2 ) ;
Uf lLOCK_ BU S ( b o a r d ) ;





J UMP  ( j e ,  t o  I ) ;
t o l  :=  n e x t i n s t ;
( *  t o p  o f  l o o p  * )  L O C K B U S  ( b o a r d ) ;
MOV ( I t R ,  s i ,  dummy,  0 ,  dum my ) ;
( *  b r d  3 * )  MOV ( I t R ,  a x ,  dummy,  0 ,  d um my ) ;
XCHG ( 3097<l ) ;
Ur iLOCK_BUS ( b o a r d ) ;
CMP ( I t R ,  a x ,  dummy,  0 ) ;
J UM P ( j e ,  t o  I ) ;  
e n d ;
2 : beg i n
MOV ( S R t R ,  b x ,  s s ,  dummy,  d ummy ) ;
( *  5 2 5 6 0  = 1870H * )
MOV ( I t R ,  s i ,  dummy,  6 2 5 6 ,  dummy) ;
MOV ( R t S R ,  s s ,  s i ,  dummy,  d u mmy ) ;
MOV ( I t R ,  a x ,  dummy,  1 ,  dummy) ;
MOV ( I t R ,  s i ,  dummy,  0 ,  dum my ) ;
MOV ( R t M ,  a x ,  dummy,  dummy,  3 0 9 7 2 ) ;
MOV ( R t S R ,  s s ,  b x ,  dummy,  dum my ) ;  
e n d ;
3 : b e g i n
MOV ( S R t R ,  b x ,  s s ,  dummy,  dummy) ;
( *  5 2 56 D = 107011 * )
MOV ( I t R ,  s i ,  dummy,  6 2 5 6 ,  d ummy ) ;
MOV ( R t S R ,  s s ,  s i ,  d u m m y ,  d u m m y ) ;
MOV ( I t R ,  a x ,  dummy,  1 ,  d ummy ) ;
MOV ( I t R ,  s i ,  dummy,  0 ,  d ummy ) ;
MOV ( R t M ,  a x ,  dummy,  dummy,  3 0 9 7 9 ) ;
MOV ( R t S R ,  s s ,  b x ,  dummy,  dummy) ;  
e n d ;
e n d ;  ( *  c a s e  * )
e n d ;
e n d ;  ( " c a s e  * )  
i n s t n u m  :=  i n s t n u m  + 1;
e n d ;  ( “ w h i l e  * )  ( *  e n d  o f  m a i n  l o o p  * )
i f  n e x t i n s t  > 1 t h e n  ( *  w r i t e  l a s t  b u f f e r  t o  f i l e  * )
b l o c k w r i t e  ( d e s t ,  b u f f e r ,  1 ) ;  
c l o s e  ( d e s t ) ;  
w r i  t e l n ;  
w r i  t e I n ;
w r i t e l n  ( ’ T r a n s l a t i o n  P a s s  1 c o m p l e t e d . ' ) ;  
w r i  t e l n ;
w r i t e l n  ( ' T r a n s l a t i o n  P a s s  2 s t a r t i n g . ' ) ; *
7*
7Z
t o p  : =  n i l ;
( *  s o r t  r e f e r e n c e s  * )
cm i n  : =  M I N ;  
w h i l e  cm i n <> - 1  d o  
b e g  i n
n e w  ( n p t r 1 ) ;
n p t r l - ' . a d d r  : =  f r e f  [ c m i n ] .  n e w p o s ;  
n p t r !  -•. m c p o s  : =  f r e f  [ cm i n ] .  r e f  1 r e f ; 
n p t r !  -•. n r e f  : =  n i l ;  
i f  t o p  = n i I  t h e n  
t o p  : =  n p t r l  
e  I s e
n p t r 2 - . n r e f  : =  n p t r l ;  
n p t r 2  : =  n p t r l ;
f r e f  [ c m i n j . r e f l  : =  f r e f  [ cm i n ] .  r e f  1 .  n r e f ;  
cm i n  : =  M I N ;  
e n d ;
a s s i g n  ( s r c ,  s r c _ n a m e  + ' . t m p ' ) ;
a s s i g n  ( d e s t ,  s r c _ n a m e  + ' . c m *  + o p t i o n s ) ;
r e s e t  ( s r c ) ;  
r e w r i t e  ( d e s t ) ;  
c o m p n u m  : =  0 ;  
n p t r l  : =  t o p ;
b l o c k r e a d  ( s r c ,  b u f f e r ,  1 ,  r e c s ) ;  
w h  i I e  r e c s  <> 0  d o  
b e g  i n
w h i l e  ( n p t r l  <> n i l )  a n d  ( ( n p t  r1  -•. m c p o s  + 1 )  d i v  1 2 8  = c o m p n u m )  d o  
b e g  i n
b u f f e r  [ M O D U L O  ( n p t r 1 m c p o s  + 1 ,  1 2 8 )  + 1 ]  : =
C 0 N V E R T _ V A L U E  ( n p t  r 1  - .  a d d  r  -  ( n p t  r l m c p o s  + 3 ) ,  l o w _ o r d e r ) ;  
i f  ( n p  t  r1  m c p o s  + 2 )  d i v  1 2 8  > c o m p n u m  t h e n  
b e g  i n
b l o c k w r i t e  ( d e s t ,  b u f f e r ,  1 ,  r e c s ) ;  
b l o c k r e a d  ( s r c ,  b u f f e r ,  1 ,  r e c s ) ;  
c o m p n u m  : =  c o m p n u m  + 1 ;  
e n d ;
b u f f e r  [ M O D U L O  ( n p t  r1  -•. m c p o s  + 2 ,  1 2 8 )  + 1 ]  : =
C O N V E R T _ V A L U E  ( n p t  r1  -•. a d d  r  -  ( n p t  r 1 m c p o s  + 3 ) ,  h i g h _ o r d e r ) ;  
n p t r l  : =  n p t r l  •*. n r e f ;  
e n d ;
b l o c k w r i t e  ( d e s t ,  b u f f e r ,  1 ,  r e c s ) ;  
b l o c k r e a d  ( s r c ,  b u f f e r ,  1 ,  r e c s ) ;  
c o m p n u m  : =  c o m p n u m  + 1 ;  
e n d ;
c l o s e  ( s r c ) ;
( *  e  r a  s e  ( s  r c  ) ;  * )  
c l o s e  ( d e s t ) ;
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close (exec); 
close ( i o );
wri teIn;
writeln ('Translation Pass 2 completed.');
end; (* transI ate_fiIe *)
begin (* translate *)
if paramcount = 0 then 
beg i n
wr i te I n;




src_name := paramstr (1);
if paramcount > 1 then 
options := paramstr (2) 
e I se
options := * J 1;
if (options = ’j') or (options = 'J') then 
TRANSLATE_FILE (1 ) 







TRANSLATE_FILE ( 1); 
end;
wr i te I n;
writeln (’Translation completed.');
writeln ('Number of 8086 instructions generated: ',numinst); 
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T I T L E  I N PU T/ OU TP UT  R O U T I N E S  FOR MYL 
p a g e  5 0 , 1 3 2
c s e g  s e g m e n t  p a r a  p u b l i c
ASSUME C S : C S E G , O S : C S E G
ORG 10011 ; A L L  PROGRAM I N I T I A L I Z A T I O N  GOES  
; BETWEEN 100H & 200H
T h e s e  a r e  t h e  i o  r o u t i n e s  f o r  u s e  on  t h e  P C ,  t h e y  wi  
Fo r  t h e  I n t e l  i S B C ' s ! ! !
NOT w o r k
INPUT
c h a r  - -  n e x t  c h a r a c t e r
b o o l e a n  - -  n e x t  c h a r a c t e r  ' O '  = f a l s e
e l s e  t r u e
i n t e g e r  - -  a l l  c h a r s  u n t i l  n e x t  n o n - n u m e r i c
18 ; E q U A T E S
19
20 = 0 0 0 0 I N TE GE R EQIJ 0
21 = o o o t CHAR EQU 1
22 = 0 0 0 2 BOOL EQU 2
23 = 000 1 GETCHAR EQU 1
2 8 = 0 0 0 6 D I S PC H AR EQU 6
25 = 00D8 1SBCPORT EQU 0D8H
26 = OODC I S B C W RI T EQU ODCH
27 = 0 0 0 E 1 S B C ST A T EQU ODEH
28 t
29 >
30 0 1 0 0 S T A R T :
31 t









81 0 2 2 0  0 0 0 0 TYP DW 0
112 0 2 2 2  0 0 0 0 OPER DW 0
<13 0 2 2 b  0 0 0 0 ZERO DW 0
IWI 0 2 2 6  0 0 0 A TEN DW OAH
<*5 0 2 2 8  F F F F FO XES DW O F F F
d a t a  t y p e s
\
/
OOS FUNCTION TO G ET  CHAR TROM KEYBO  
DOS FUNCTION TO D I S P L A Y  CHAR 
AD DR ES S OF READ PORT ON i S B C  
AD DRESS  OF W R I T E  PORT ON i S B C  
AD DRESS  OF S T A T US  PORT ON 825 1  ( i S B C )
128 B Y T E  FOR PROGRAM I N I T  CODE
; 160 B YT E  B U F F E R  OF NULL S
T Y P E  OF O PERAND
OPERAND U SED IN OUTPUT R OU TIN E
ZERO
TEN




6 6 OP PA 0 0 I Z E R O S DB 0
it / ( IP P R 0 0 0 0 Cl  ISAME DW 0
NR ( I PPD 0 0 0 0 NUMARGS DW 0
1(9 OP P I 0 0 0 0 0 P C N 1 R DW 0
SO OPT 1 0 0 0 0 II I  TAD0R1 DW 0
8 1 OPT 3 0 0 0 0 R f T A D O R DW 0
82 O P T S 0 0 0 0 SIGN DW 0
b. T
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I N f ’ U T / O U t P t l t  R O U I I N I S  1 OR MYL
86 *
bb OPT 7 0 0 0 0  0 0 0 1  OOOA 0 0 6 6 A R R 1 0 DU 0 , 1 , 1 0 , 1 0 0 , 1 0 0 0
b(> 0 3 1 8  2 7 1 0
b i 0 2  NT 11 1 T Y P A R R DW 30 D U P ( O )
bn 0 0 0 0
bb 1
6 0
61 0 2  7 f I f  ( OPARR DW 3 0  D U P ( O )




6 6 0 2  BB G f . T O r S :
6 / 0 2 B B n r 06  0231  R POP R f T A 0 D R 1
6 8 0 2  B f B I 0 0 0 0 MOV DI  , 0
60 o p c p R9 o r  0 2 2 0  R MOV NU M A R GS ,C X
in 0 2 0 6 O P S l O O P :
n OPC 6 n r n s  0 2 6 3  R POP T Y P A R R ] D I ]
12 OPGA n i 0 8  0 2 7 1  R p o r O P A R R ] D I |
7 3 0 2 C E 03 0  7 0 2 ADO 0 1 , 2
76 OPD 1 F 2 f 3 LOOP OPSI .OOP
lb 0 2 0 3 n o 01 0 2 2 0  R MOV C X , N U M A R G S
76 0 2 0  7 no T l  0 2 2 1  R MOV O P C N T R , D I
77 O P DB f t 3 6  0 2 3 1  R PUS H R ET  A D D R 1
78 02 0 1 GT RE I
79
RO S U B T I L  INPUT R O U T I N E
1 l i e I B M P e r s o n a 1 C o m p u t e r  MACRO A s s e m h l r r  0 6 - 0 8 * 6 7 PAGE 1 - 3




n i OPE o no OE 0  2 2 B
86
n s
6 6 D P I  6 B9 OOAO
6 7 0 2  f 7 (I f 0 0 0 0
68 DP!  A
TACT
I N P U T ;
MOV CTRAMf.CX
MOV C X . I 6 0
MOV 0 1 , 0
I T  0  THEN D O N ' T  P R I N T  O ’ S  E L S E  DO 
PI  ACE  TO S A V E  CX  R E G  
P L A C E  TO S A V E  ff A R C S  
I N D E X  TO C U R R E N T  O PE RAND  
G E T O P S  SA VE  I T  RE  1 ADDR MERE  
U S E  T H I S  I N S T E A D  OP E S  R EG  
1 I N D I C A T E S  A N E G A T I V E  NUMBER
10000
; A R R A Y  TO HOLD T Y P E S
; A R R A Y  TO HOLD O P E R AN D S  ( O R  A D D R E S S E S )
; G E T  R E T  ADDR O E F  THE  S T A C K  
; I N 1 T I N DE X  
; S A V E  H A R C S
; GE T T Y P E  & O P E R  
; P O IN T  TO NEXT  E L E M F N T
; R E S T O R E  H A R G S  TO CX
; PUT R E T  ADDR B A C K  ON S T A C K
; SAVE CTRAME 
; c l e a r  b u f f e r  t o  n u l l s  
; C L E A R  P I R  TO INPU T
mil I OOP :
249
89 0 2 E A C6 8 5  0 1 8 0  R 0 0 MOV
9 0 0 2 E F 97 INC
91 02 FO E2 F8 LOOP
92 »
93 0 2  F2 8 F  0 6  0 2 3 3  R POP
99 0 2 F 6 59 POP
95 f
96 0 2 F 7 E8 0 2 B B  R C A L L
97 0 2 F A BF  0 0 0 0 MOV
98 0 2 ro BU FLO OP :
99 02 FD 8 E  06  0 2 2 8  R MOV
100 0301 52 PUSH
101 0 3 0 2 B2 6 F MOV
102 0 3 0 9 2 6 :  38 16 000 1 CMP
103 0 3 0 9 5A POP
109 0 3 0 A 75 06 J N E
105 0 3 0 C E8 0 3 3 3  R C A L L
106 0 3 0 F E 8  0 9  90 JMP
107 0 3 1 2 I T S A P C :
108 0 3 1 2 E8 0 3 2 E  R C A L L
109 0 3 1 5 N O T P C I :
110 0 3 1 5 3C OD CMP
1 1 1 0 3 1 7 79 29 J E
112 0 3 1 9 3C 08 CMP
113 03 1B 75 03 J N E
119 03 1D 9 F DEC
115 03 1 E EB DD JMP
116 0 3 2 0 NOTBS:
117 0 3 2 0 3C 7F CMP
118 0 3 2 2 75 03 J N E
119 0 3 2 9 9 F DEC
120 0 3 2 5 EB D6 JMP
121 0 3 2 7 NOTDEL :
122 0 3 2 7 88  85  0 1 8 0  R MOV
123 0 3 2 8 97 • INC
129 0 3 2 C EB CF JMP
125 0 3 2 E P C I N :
126 0 3 2 E B9 01 MOV
127 0 3 3 0 CD 21 INF
128 0 3 3 2 C3 R E T
129 0 3 3 3 1 SBC 1N:
130 0 3 3 3 E8  03 3 F R C A L L
131 0 3 3 6 29 02 AND
132 0 3 3 8 78 F 9 J Z
133 0 3 3 A E8 D8 IN
The IBM P e r s o n a 1 C o m p u t e r  MACRO A s s e m b l e r  0 9 - 0 5 - 8 7
INP UT/ OU TP UT  R O U T I N E S  FOR MYL
INPUT R OU TIN E
138
1 3 5
0 3 3 C  E6  DC 
0 3 3 E N O T C R I :
OUT





; g e t  r e t u r n  a d d r  o f f  s t a c k  
; n u m b e r  o f  a r g s
G E T O P S  
DI  , 0 ; C L E A R  INDEX INTO B U F F E R
E S , F O X E S  
DX
D L . 0 6 F H  
E S : [ 1 ] , D L
DX
; 6 F  @ B EG I NN IN G OF MONITOR  
; CHECK FOR i S B C
1 TS AP C  
I S B C I N  
NOTPCI
; I T S  A PC
; GET  CHAR FROM i S B C  T E RM I N AL
P CI N ; GET  CHAR FROM PC
A L , O D D  
P H A S E 2 
A L . 0 8 H  
NOTBS
; I S  IT  CHAR RETURN?  
; NO MORE INPUT  
; I S  I T  BACK S P A C E ?
DI
BUFLOOP
; I T ’ S A BS SO DECREMENT P OI N TE R
A L , 7 FH 
NOTDEL
; I S  I T  A D E L ?
DI
B UFLOOP
; 1T ’ S  A D E L  SO DECREMENT P OI N TE R
1 N B U F [ D 1 J , AL  
DI
BUFLOOP
; ST ORE  CHAR IN B U F F E R
A H , G E T C H A R  
2 1 H
; GET CHARACTER FROM PC KEYBOARD  
; S E T  UP FOR CHAR READ  
; E X E C U T E  DOS FUNCTION
ST ATR D  
A L ,  2 
I S B C  IN 
A L ,  1 SBC  PORT 
PAGE 1 - 8
; G E T  CHARACTER FROM i S B C  TERMINAL  
; GET i S B C  I / O  ST ATU S  
; CHECK RXRDY B I T  
; LOOP I F  NOT READY  
; GET  CHAR FROM I S B C  T ER MI N AL
I S B C W R I T , A L ; D 1 S P L A Y  INPUTed CH ARACTER
250
136 0 3 3 E C3 R E T
137 0 3 3  F S TATRD :
138 0 3 3  F E6 DE IN
139 0 36 1 C3 R E T
160 0 3 6 2 P H A S E 2 :
161 0 3 6 2 52 PUSH
162 0 3 6 3 B2 0A MOV
163 0 3 6 5 E8 0 6 0 3  R C A L L
166 0 3 6 8 B2 0 0 MOV
165 0 3 6 A E8 0 6 0 3  R C A L L
166 0 3 6 0 5A POP
167 0 3 6 E BF 0 0 0 0 MOV
168 0351 8B 2 E  0 2 2 F  R MOV
169 0 3 5 5 8A 9D 0 1 8 0  R MOV
150
151 0 3 5 9 1NLOOP:
152 0 3 5 9 83 ED 02 SUB
153 0 3 5 C 3 E : 8B  86  0 2 6 3  R MOV
156 0 36 1 A3 0 2 2 0  R MOV
155 0 3 6 6 3 E : 8B  B6 0 2 7 F  R MOV
156 0 3 6 9 C7 0 6  0 2 3 5  R 0 0 0 0 MOV
157 0 3 6 F B8 0 0 0 0 MOV
158 0 3 7 2 83 3 E  0 2 2 0  R 02 CMP
159 0 3 7 7 76 6 0 J E
160 0 3 7 9 83 3 E  0 2 2 0  R 01 CMP
161 0 3 7 E 76 6 A J E
162
163 0 3 8 0 S K P S P C :
166 0 3 8 0 8 0 r e  20 CMP
165 0 3 8 3 75 07 J N E
166 0 3 8 5 67 INC
167 0 3 8 6 8A 9 0  0 1 8 0  R MOV
168 0 3 8 A EB F6 JMP
169 0 3 8 C CHKNEG:
170 0 3 8 C 80 FB 2 0 CMP
171 0 3 8 F 75 OB J N E
172 0 391 C7 0 6  0 2 3 5  R 000 1 MOV
173 0 3 9 7 67 INC
176 0 3 9 8 8A 9 0  0 1 8 0  R MOV
175
176 0 3 9 C I NTL OOP :
177 0 3 9 C 80 FB 30 CMP
178 0 3 9 F 72 17 J B
179 0 3 A 1 80 FB 39 CMP
180 0 3A6 77 12 J A
101 0 3A6 32 FF XOR
182 0 3A8 83 EB 30 SUB
103 03AB F 7 26 0 2 2 6  R MUL
186 0 3 A F 03 C3 ADD
105 03B1 6 7 INC
186 0 3 B 2 8A 9 0  0 1 8 0  R MOV
A L , I S B C S T A T
; READS S TA TU S OF 8251 ON i S B C  
; READ S TA TU S
DX
D L. OAH  
OUTCHAR 
DL ,OOH  
OUTCHAR  
DX
; P RE PAR E  TO D I S P L A Y  L F  
; D 1 S P L A Y  L F
; P RE PAR E  TO D I S P L A Y  CR 
; D I S P L A Y  CR
DI , 0
B P , OPCNTR  
B L ,  1N 8 U F [ 01 ]
; C L E A R  INDEX TO B U F F E R  
; C L E A R  OPERAND INDEX  
; PRIME THE B L  REG
B P , 2
A X , T Y P A R R [ B P ] 
T Y P , A X  
S I , O P A R R | B P |
S 1C N , 0
; POINT TO NEXT TY P & OPER  
; t y p e  o f  o p e r a n d  
; t y p e  o f  o p e r a n d  
j a d d r e s s  o f  o p e r a n d
AX,  0
T Y P , B O O L  
B OOL SE C
; C L E A R  SUMMING R E G I S T E R  
; i s i t  boo 1e a n ?
T Y P , C H A R  
CHARSEG
; i s  i t  c h a r a c t e r ?
B L , 2 0 H  
CHKNEG
; i t s  i n t e g e r  
; S K 1P L E A D IN G  S P A C E S  
; I S  T H I S  A BLANK?
DI
B L ,  1NBU F[ D 1 ] 
S K P S P C
; POINT TO NEXT B Y T E  IN B U F F E R  
; G ET  NEXT B Y T E  FROM B U F F E R
B L ,
INTLOOP
; CHECK FOR MINUS S IG N
S I G N , 1 
DI
B L , 1N BU F[ D 1)
; S E T  FLAG FOR NEG NUMBER 
; POINT TO NEXT CHAR 
; GET  NEXT CHAR
B L , 3 0 H  
ENDLP1  
B L . 3 9 H  
ENDLP1
; C H ECK  TO S E E  I F  NUMERIC
BH,  Bit 
B X , 3 0 H  
TEH  
A X ,  BX
; C L E A R  BH
; CONVERT FROM A S C I I  TO DE CIMA L
DI
B L , 1NOUFf D 1 J
; POINT TO NEXT INPUT CHAR
251
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I N PU T/ OU TP UT  R O U T I N E S  FOR MYL
INPUT ROUTINE
187 0 3 B 6 EB E4 JMP INTLOOP ; GO BACK FOR ANOTHER D I G I T
188 0 3 B 8 ENDL P1 :
189 0 3 B 8 83 3 E  0 2 3 5 R 01 CMP S I C N , 1 ; I S  I T  A N E G A T I V E  NUMBER?
190 03BD 75 03 J N E N0TNEG1 ;
191 0 3 B F F7 DO NOT AX
192 03C1 40 INC AX ; TAK E  2 ' S  COMPLEMENT
193 0 3 C 2 NOTNEG1:
194 0 3 C 2 36: : 8 9  04 MOV S S : [ S I ] , AX ; ST ORE  IN T E G E R  INTO V A R I A B L E
195 0 3 C 5 E2 92 LOOP INLOOP ; I F  MORE THEN G ET  NEXT ARG
196 0 3 C 7 E9 0 5 4 0  R JMP E X I T ; E L S E  E X I T
197 0 3 CA C I I A R SE C :
198 0 3CA B7 00 MOV BH, 0 ; C L E A R  BH
199 0 3 C C 3 6: : 8 9  1C MOV S S : [ S I ] , BX ; ST ORE  CHAR INTO CHAR V A R I A B L E
2 0 0 0 3 C F 47 INC DI ; POINT TO NEXT CHAR IN B U F F E R
201 03D0 8A 9D 0 1 8 0 R MOV B L ,  1 N B U F [ D 1]
2 0 2 0 3 0 4 E2 83 LOOP INLOOP
2 03 0 3 0 6 E9 0 5 4 0  R JMP E X I T
2 0 4 03D9 BO OL SE G:
2 0 5 03D9 80 FB 30 CMP B L ,  3011 ; I S  IT  F A L S E ?
2 0 6 0 3DC 74 06 J E S KI  P1
2 0 7 0 3 D E BB 0 001 MOV B X,  1 ; ST ORE  AS TRUE
2 0 8 0 3E1 EB 04 9 0 JMP S K I  P2
2 0 9 0 3 E 4 S K I  P i :
2 1 0 03 E4 BB 0 0 0 0 MOV B X,  0 ; STORE AT F A L S E
211 0 3 E 7 S K I P 2 :
2 1 2 0 3 E 7 3 6 : 8 9  1C MOV S S : [ S 1 | , BX ; STORE  IN BOOLEAN V A R I A B L E
2 13 03 EA 47 1 NO DI ; POINT TO NEXT CHAR IN B U F F E R
2 1 4 03 EB 8A 9D 0 1 8 0 R MOV B L ,  I N B U F [ D I  ]
2 1 5 0 3 E F 49 DEC CX ; \
2 16 03 FO 83 T9 0 0 CMP C X , 0 ; \
2 1 7 0 3 F 3 74 03 J E SKP5 ; > T H I S  CODE R E P L A C E D  LOOP OUTLOOP
2 1 8 0 3 F 5 E9 0 3 5 9  R JMP 1 NLOOP ;  /  B E C AU S E  OF OUT OF RANGE ERROR
2 1 9 0 3 F 8 S K P 5 : ; /
2 2 0 0 3 F 8 E9 0 5 4 0  R JMP E X I T
221 S U B T T L  OUTPUT R O UT IN E
The  IBM Pe r s o n a I C o m p u t e r MACRO A s s e m b l e r  0 4 - 0 5 - 8 7 PAGE 1 - 6
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OUTPUT RO UTIN E
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o u t O c e h , a  I ; i n i t  p a r a l l e l  p o r t  c  f o r  o u t p u t
2 29 mov a 1, 0 1 h >
25 2
2 3 0 o u t O c c h , a  1 ; s e t  b i t  0 h i g h  so  b u s  d o e s ' n t  l o c k  up
231
2 3 2 0 9 0 0 EB 9 0  9 0 JMP OUTPUT ; S K I P  OVER OUTCHAR R O UT IN E
2 33 0 9 0 3 OUTCHAR:
2 3 ‘1 TH S R O U T I N E W I L L  OUTPUT THE CHARACTER III THE  DL R E G I S T E R
2 3 5
2 3 6 0 9 0 3 50 PUSH AX ; SAVE  AX REG
2 37 0 9 0 9 80 3E  0 2 2 A R 0 0 CMP L Z E R O S , 0 ; S U P R E S S  L E A D IN G  0 ' S ?
2 3 8 0 9 0 9 75 05 J N E C O P R I N T
2 3 9 0 9 0 B 80 EA 30 CMP D L , 3 0 H ; I S  IT  A ZER O?
2 9 0 0 9 0 E 79 ID J E O T C E X I T
291 0 9 1 0 C O P R I N T :
2 9 2 0 9 1 0 C6 0 6  0 2 2 A R 01 MOV L Z E R O S , 1 ; NO MORE L E A D I N G  0 ' S
2 93 0 9 1 5 8 E 0 6  0 2 2 8 R MOV E S , F O X E S
2 9 9 0 9 1 9 52 PUSH DX
2 9 5 0 9 1 A B2 6 E MOV D L ,  0 6F I I ; 6 F  @ B E G IN N I N G  OF MONITOR
2 9 6 09 1C 26 38 16 0 001 CMP E S : [ 1 ] , D L ; CHECK FOR i S B C
2 97 092 1 5A POP DX
2 9 8 0 9 2 2 75 06 J N E I T S A P C O ; I F  NOT 0 THEN A PC
2 9 9 0 9 2 9 E8 0 9 2 F  R C A L L 1SBCOUT
2 5 0 0 9 2 7 EB 0 9  9 0 JMP O T C E X I T
251 0 9 2 A I T S A P C O :
2 5 2 0 9 2 A E8 0 9 3 0  R C A L L PCOUT
2 53 0 9 2 0 O T C E X I T :
2 5 9 0 9 2 0 58 POP AX ; R ES TO R E  AX REG
2 5 5o c C. 0 9 2 E C3
RET
2 5 6
2 5 7 0 9 2 F SBC OU T: ; DI S P L A Y  A CHAR ON i S B C  T ER MIN AL
2 5 8 0 9 2 T 50 PUSH AX
2 5 9 0 9 3 0 TXWA1T :
2 6 0
261 mov a 1, 0 T f h t
2 6 2 o u t O c c h , a  1 ; s e t  o u t p u t  s i g n a l  h i g h
2 63
2 6 9 0 9 3 0 E8 0 3 3 F  R C A L L STATRD ; C E T  ST ATU S OF i S B C  I / O
2 6 5 0 9 3 3 29 01 AND A L ,  1 ; CHECK TXRDY B I T
2 6 6
2 6 7 mov a 1 , 1 >
2 6 8 o u t O c c h , a  1 ; s e t  o u t p u t  s i g n a l  low
2 6 9
2 7 0 0 9 3 5 79 F9 J Z TXWAIT ; LOOP I F  NOT READY
271 0 9 3  7 8A C2 MOV A L ,  DL
2 7 2 0 9 3 9 E6 OC OUT 1S B C W R I T , AL ; DI S P L A Y  CHARACTER
2 73 0 9 3 B 58 POP AX
2 79 0 9 3 C C3 RET
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2 7 5 0 9  3 0 P C O U T : ; D 1 S P L A Y  A CHAR ON PC
2 7 6 0 9 3 D 09 06 MOV A H , 0 IS PCHAR ; S E T  UP FOR DOS C A L L
253
2 77 0 9 3  F CD 21 INT
2 7 8 0 99 1 C3 RET
2 7 9 ;
2 8 0 0 9 9 2 OUTPUT:
281 0 9 9 2 89 OE 0 2 2 B R MOV
2 8 2 0 9 9 6 8 F 0 6  0 2 3 3 R POP
2 8 3 0 9 9  A 59 POP
2 8 9 0 9 9 B E8 0 2 B B  R C A L L
2 8 5 0 9 9 E 8B 2 E  0 2 2 F R MOV
2 8 6
2 8 7 0 9 5 2 OUTLOOP:
2 8 8 0 9 5 2 83 ED 02 SUB
2 0 9 0 9 5 5 C6 0 6  0 2 2 A R 0 0 MOV
2 9 0 0 9 5 A 3E : 8B 9 6  I3293 R MOV
291 0 9 5 F 89 16 0 2 2 0 R MOV
2 9 2 0 9 6 3 3E: : 8B 96  l327 F R MOV
2 93 0 9 6 8 89 16 0 2 2 2 R MOV
2 99 0 9 6 C 83 3 E  0 2 2 0 R 02 CMP
2 95 0 97 1 79 6A J E
2 9 6 0 9 7 3 83 3E  0 2 2 0 R 01 CMP
2 9 7 0 9 7 8 75 03 J N E
2 90 09 7A E9 0 5 0 C  R JMP
2 9 9 0 9 7 D I N T S E CO :
3 00
301
3 02 0 97 D AI 0 2 2 2  R MOV
303 0 9 8 0 OB CO OR
309 0 9 8 2 79 10 J N S
305 0 9 8 9 F7 DO NOT
306 0 9 8 6 90 INC
3 0 7 0 9 8  7 B2 2D MOV
3 08 0 9 8 9 E8 0 9 0 3  R C A L L
309 0 9 8 C C6 0 6  0 2 2 A R 0 0 MOV
310 099 1 A3 0 2 2 2  R MOV
311
312 0 9 9 9 CHKZERO:
313 0 9 9 9 3D 0 0 0 0 CMP
319 0 9 9 7 75 OF J N E
315 0 9 9 9 C6 0 6  0 2 2 A R 01 MOV
316 0 9 9 E B2 30 MOV
317 O9A0 E8 0 9 0 3  R C A L L
318 0 9A3 E2 AD LOOP
319 0 9A5 E9 0 5 9 0  R JMP
3 20
321 0 9A8 NOTZERO:
322 0 9 A8 51 PUSH
323 0 9A9 B9 OOOA MOV
329 0 9AC INTLOOPO:
325 09 AC AI 0 2 2 2  R MOV
3 26 0 9 A F BA 0 0 0 0 MOV
327 0 9 B 2 8B F9 MOV
2 1 II ; E X E C U T E  DOS C A L L
C F R A M E , C X
RETADDR
CX
G E T OP S
; SAVE  CFRAME
; GET  RETURN ADDR FROM STACK  
; GET NUMBER OF ARGUMENTS
B P . O P C N T R ; INDEX TO T Y P  & OPER ARRAYS
B P , 2
L Z E R O S , 0
D X , T Y P A R R [  B P ]
T Y P , O X
D X , O P A R R [ B P )
O P E R . D X
T Y P , B O O L
BOOLSEGO
; POINT TO NEXT TYP & OPER  
; S E T  SO L E A D IN G  Z E R O S  ARE  NOT P RI N TE D  
; t y p e  o f  o pe  r a n d  
; t y p e  o f  o p e r a n d  
; GET OPERAND I T S E L F  
; GET  OPERAND I T S E L F  
; i s i t  boo  1e a n ?
T Y P , C H A R
IN T S E CO
CHARSEGO
; i s i t  c h a  r a c t e r ?
; i t s  i n t e g e r
; CH ECK  FOR N E C A T I V E  NUMBER
A X . O P E R  
AX,  AX  
CHKZERO  
AX
; NOT N E G A T I V E ,  SO CO NTI NUE
AX
D L ,
; TAKE  2 ' S COMPLEMENT FOR N E C A T I V E
OUTCHAR  
L Z E R O S , 0 
O P E R , AX
; D 1 S P L A Y  N E G A T I V E  S IG N  
; S ET  SO L E A D I N G  Z ER O S ARE  NOT PR INTE D  
; STORE  OPER W/O S I G N F L A G
A X , 0  
NOTZERO
; 1 F OPER I S  ZERO THEN S P E C I A L  C AS E
L Z E R O S , 1 
D L , ' O '  
OUTCHAR  
OUI LOOP 
E X I T
; S E T  SO Z E R O S  GET  P R I NT E D
CX
C X ,  10
; SAVE  H ARCS  
; S E T  UP LOOP COUNTER
A X . O P E R  
DX,  0 
D I , CX • S E T U P  INDEX INTO 1 0 ' S ARRAY
254
The IBM Personnl Computer MACRO Assembler 04-05-87 
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OUTPUT ROUTINE
328 04B4 F7 B5 0237 R DIV
329
330 04B8 04 30 ADD
331 04BA 8A DO MOV
332 04 BC E8 0403 R CALL
333 t
334 04BF BA 0000 MOV
335 04C2 2D 0030 SUB
336 04C5 F7 A5 0237 R MUL
337 04C9 29 06 0222 R SUB
338 1
339 04C0 49 DEC
340 04CE E2 DC LOOP
341 04D0 59 POP
342 0401 49 DEC
343 04D2 83 F9 00 CMP
344 0405 74 03 JE
345 04D 7 E9 0452 R JMP
346 04DA SKP9:
34 7 040A EB 64 90 JMP
348 0400 BOOLSEGO:
349 0400 C6 06 022A R 01 MOV
350 04E2 A1 0222 R MOV
351 04E5 30 0000 CMP
352 04E8 74 1 1 JE
353 04EA B2 31 MOV
354 04EC E8 0403 R CALL
355 04EF 49 DEC
356 04F0 83 F9 00 CMP
357 04F3 74 03 JE
358 04 F5 E9 0452 R JMP
359 04 F 8 SKP3:
360 04 F8 EB 46 90 JMP
361 04FB DOFALSE:
362 04 FB B2 30 MOV
363 04 FD E8 0403 R CALL
364 0500 49 DEC
365 0501 83 F9 00 CMP
366 0504 74 03 JE
367 0506 E9 0452 R JMP
368 0509 SKP4:
369 0509 EB 35 90 JMP
370 050C CIIARSEGO:
371 050C C6 06 022A R 01 MOV
3 72 0511 AI 0222 R MOV
373 0514 3D OOOD CMP






;DIVIDE BY APPROPRIATE POWER OF 10 
;TO GET NEX DIGIT 
;CONVERT TO ASCI I DIGIT 
;MOV TO OL TO BE PRINTED 





;ZERO DX FOR MULTIPLICATION 
;CONVERT ASCI I TO BINARY 
;ADJUST AX TO TRASH HIGH ORDER DIGIT 









;CX IS USED BOTH AS LOOP CNTR & INDEX 
; INTO ARR10 ARRAY 
;GET H ARCS BACK 
;\
; \
; > THIS CODE REPLACED LOOP OUTLOOP 
; / BECAUSE OF OUT OF RANGE ERROR 
;/













; DISPLAY IT 
;\
; \
; > THIS CODE REPLACED LOOP OUTLOOP 









;ASCI I 0 
;D1 SPLAY IT 
;\
; \
; > THIS CODE REPLACED LOOP OUTLOOP 
; / BECAUSE OF OUT OF RANGE ERROR 
;/




;IS IT A CARR. RET.?
255
3 75 0 5 1 9 8A DO MOV D L ,  AL MOV TO BE P R I N T E D
3 76 05  I B E8 0 8 0 3  R C A L L OUTCHAR
377 051 E B2 OA MOV D L . OA I I MOV L F  TO BE P RI N TE D
3 78 0 5 2 0 E8 0 8 0 3  R C A L L OUI CHAR
3 79 0 5 2 3 89 DEC CX \
380 0 5 2 8 83 F9 0 0 CMP C X , 0 \
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IN PU T/ OU TP UT  R O U T I N E S  FOR MYL
OUTPUT ROUTINE
381 0 5 2 7 79 03 J E SKP1 > T H I S  CODE R EP L A C E D  LOOP OU1LOOP
382 0 5 2 9 E9 0 9 5 2  R JMP OUTLOOP / B EC AU SE  OF OUT OF RANGE ERROR
383 0 5 2 C S K P 1 : /
389 t
385 0 5 2 C EB 12 90 JMP E XI  T
386 0 5 2 F N OTCR :
387 0 5 2  E 8A DO MOV D L , A L  ; MOV CHAR TO DL TO BE P R I N T E D
388 0531 E8 0 9 0 3  R C A L L OUTCHAR
3 89
390 0 5 3 9 99 DEC CX \
391 0 5 3 5 83 T9 00 CMP C X , 0 \
392 0 5 3 8 79 03 J E SKP2 > T H I S  CODE R E P L A C E D  LOOP OUTLOOP
393 0 5 3 A E9 0 8 5 2  R JMP OUTLOOP / B EC AU SE  OF OUT OF RANGE ERROR
398 0 5 3 0 S K P 2 : /
395 ‘
396 053D EB 01 90 JMP E X I T
397 0 5 8 0 E X I T :
398 0 5 9 0 F F  36 0 2 3 3 R PUSH RETADDR PUT RETURN ADDR BACK ON STACK
399 0 5 8 8 8B OE 0 2 2 B R MOV C X , C FR A M E R E S T O R E  CFRAME TO CX R E G I S T E R
8 00 0 5 9 8 C3 RET
901 0 5 8 9 C S EG ENDS
8 0 2 END START
T h e  IBM Pe r s o n a 1 C o m p u t e r MACRO As sem b e r  0 8 - 0 5 - 87 PAGE S y m b o l s - 1
I NPUT/OU TPUT  R O U T I N E S  FOR MYL
S e g m e n t s a n d  g r o u p s :
N a m e S i z e a l i g n comb i ne c l a s s
C S E G  . . 0 5 8 9 PARA P U B L I C
S y m b o 1s :
N a m e T y p e Va 1 ue A t t r
A R R 1 0 .  . L WORD 0 2 3 7 C S E G
BOOL . . Number 0 0 0 2
B O OL SE G . L NEAR 03D9 C S EG
BOOLSEGO L NEAR 0 90D C S EG
256
nun oor....................  i nr ah o?ro csrcCfflAMI....................  I WORD 0221) CSfGCHAU......................  Number 0001
chahsio....................  i ntMi 03CA csrcCIIARSl.GO................... 1 Ml All 05OC OSLOciiKMtr,....................  i mi ah 0380 csrcCHK2IIU)....................  I. MI AH 0'i9'1 csrc() I SPCHAR................... Mi imho r 0006001 At Sf....................  I Ml AH O'tfO csrcfMiun....................  i Mr ah 0300 csrcrxii......................  i mi ah o5ho csrcroxis......................  i v/oho 0223 csrcCM CHAR....................  Number 0001CHOPS....................  I Ml All 0200 csrccornini....................  i mi ah Ohio csrc
inihji......................  i OYir 0180 csrcI Ml.OOP....................  I NF AH 0359 csrc
impui......................  i mi ah o?rn csrcINI I c m ....................  Number 0000INTI OOP....................  I Ml AH 039C CSFCiMiiooro................... i mi ah 09ac csrcINIS! CO....................  I Ml AR Oh 70 csrcI SBC IN....................  I Ml AH 03 3 3 CSPCI SBCOUT....................  [ Ml AH Oh?f CS1CI SBCPOHt................... Number 0008ISBCSIAr................... Number 0001.ISBCWRII ................... Number OOOC
ispacf....................  i bvti oino csrcIISAPC....................  1 Nf ATI 0312 CSFCI I S A POO....................  I NI AH OhPA csrcI ZEROS....................  I BY IF. 022 A csrcMOIBS......................  t. Mr AH 0320 csrcNOTCH......................  1 Ml AR 052F CS1CNOTCHI....................  I UTAH 0 3 3 E CSECNO T or I ....................  I. NI AH 032 / CSFCNO INI Cl....................  I NI AR 0302 CS1CMO 1 PC I ....................  1 NFAR 0315 csrcNOl/t HO....................  I Nf AR 0hA8 CSf GMill 100P....................  t. NEAR 02f A CSICthe IBM Persnn.il Computer MACHO Assembler Oh-05-8/ INPUT/OUIPUT HOUI INf S I OH MYL




Ieogth =00 T E
257
OUTPUT ................................................ . . . .  L NEAR 0 4 4 2 C S E G
P C I N ..................................................... NEAR 0 3 2 E C S E G
P C O U T ..................................................... . . . .  L NEAR 0 4 3 0 C S E G
P I I A S E 2 ................................................ . . . .  L NEAR 0 3 4 2 C S E G
R E T A D D R ................................................ . . . .  L WORD 0 2 3 3 C S E G
RETADDR1 ......................................... . . . .  L WORD 0 231 C S E G
S I G N ..................................................... . . . .  L WORD 0 2 3 5 C S E G
S K I  P I ..................................................... . . . .  L NEAR 0 3 E 4 C S E G
S K I P 2 ..................................................... . . . .  L NEAR 0 3 E 7 C S E G
S K P 1 ..................................................... . . . .  L NEAR 0 5 2 C C S E G
S K P 2 ..................................................... . . . .  L NEAR 0 5 3 0 C S E G
S K P 3 ..................................................... . . . .  L NEAR 0 4  E8 C S E G
S K P 4 ..................................................... . . . .  L NEAR 0 5 0 9 C S E G
S K P 5 ..................................................... . . . .  L NEAR 0 3 E 8 C S E G
S K P 9 ..................................................... . . . .  L NEAR 0 4  DA C S E G
S K P S P C  ............................................... . . . .  L NEAR 0 3 8 0 C S E G
S T A R T ..................................................... . . . .  L NEAR 0 1 0 0 C S E G
STATRD ............................................... . . . .  L NEAR 0 3 3 F C S E G
T E N ........................................................... . . . .  L WORO 0 2 2 6 C S E G
TXWAIT ............................................... . . . .  L NEAR 0 4 3 0 C S E G
T Y P ........................................................... . . . .  L WORD 0 2 2 0 C S E G
TYPARR ............................................... . . . .  L WORD 0 2 4 3 C S E G
Z E R O ..................................................... . . . .  L WORD 0 2 2 4 C S E G
W a r n i n g  S e v e r e  
E r r o r s  E r r o r s  
0 0
L e n g t h  = 0 0 1 E
2
5
8
