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Bevezetés
Napjainkban  már  a  legtöbb  magánszemély,  vállalatok,  cégek,  vállalkozások  stb.
számára  nélkülözhetetlen  egy,  vagy  több  saját  weboldal.  Néha  csak  információkat
szeretnének  közölni,  de  sok  esetben  bonyolult  feladatok  ellátását  várják  el  az
oldalaktól. Ezen kérések megrendelőnként változóak, akár elemeiben hasonlóak, vagy
teljesen ugyanazok is lehetnek.
Fejlesztői  szempontból  nélkülözhetetlen  egy  komplex  rendszer  használata  a
hatékonyság érdekében, mely vázként, motorként szolgálhat bármilyen nagyszabású
projekt  számára.  Ugyanakkor  a  beépített  elemeknek  könnyen  fejleszthetőnek,
kiemelhetőnek  kell  lenniük.  A  rendszernek  egyszerre  kell  biztonságosnak  és
összetettségétől függetlenül időben gyorsan továbbfejleszthetőnek lennie. Ez az, amit
e program nyújtani képes.
Tervezésétől kezdve a cél egy olyan rendszer létrehozása volt, mely mindent tartalmaz,
ami  alapvető  egy  oldal  számára,  kényelmesen  fejleszthető,  karbantartható  és  új
megrendelő  esetén,  már  csak  az  általa  hozott  egyéni  kéréseire  kell  koncentrálni,
minden más adott.
Tehát  összesítve egy fejlesztő barát rendszert nyújt,  mely időt és energiát  spórolva
hatékony táptalaja bármilyen megrendelői elképzelésnek.
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Felhasználói dokumentáció
Előzetesen
Ezen program felhasználója,  nem a klasszikus értelemben vett felhasználó.  Mivel ez
egy programozó oldali oldalmotor, így a használója előbb egy fejlesztő, aki kialakít egy
környezetet  a  későbbi  tényleges  látogatóknak/felhasználóknak.  Tehát  ez  a  fejezet
olyan  fejlesztőknek  szól,  akik  a  programot  készként  használják  és  a  megrendelő
számára szükséges elemeket fejlesztik, adják hozzá. A program használatához, ahhoz új
elemek  hozzáadásához,  vezérléséhez,  illetve  a  meglévő  kiegészítők  (plugin)
ismertetéséhez szükséges információk találhatóak itt.
A  program  és  pluginok  mélyebb  ismeretéhez  a  fejlesztői  dokumentációt  érdemes
tanulmányozni. Ez a rész inkább ezen terület vázlatos áttekintőjeként tekinthető.
Futtató környezet, beüzemelés
A  program  elhelyezése  egy  webes  kiszolgáló-,  vagy  bármilyen  virtuális  szerveren
lehetséges, mely képes PHP, illetve mySQL értelmezésére, futtatására. Szükség esetén
e-mail szerverként is funkcionáljon. A program betöltése, használata web böngészőn
keresztül történik, mely képes html, javascript, css, tehát a témában szokásos script
nyelvek megjelenítésére, futtatására.
Ajánlott verziók:
 PHP 5.4.17
 MySQL 5.6.13
 PhpMyAdmin 4.0.4.2 (ajánlott program)
 Httpd 2.4.6
 Mozilla Firefox 46.0
 Google Chrome 49.0.2623.112 m
Könnyen előfordulhat, hogy a program korábbi verziószámú rendszereken is 
kifogástalanul funkcionál. Erre a legérzékenyebb komponens a PHP szerver.
Telepítés szimplán a fájlok szerverre való másolásával történik, illetve az adatbázis 
importálásával. A rendszer a könnyen hordozhatóság elvére épül, azaz mozgatása is
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szimplán  fájlok  másolását,  illetve  az  adatbázis  export,  majd  az  új  rendszerbe  való
importálását jelenti.
Az adatbázis kapcsolódáshoz való adatokat a „<program gyökér
könyvtára>\plugins\database_adapter\pre_include\database_datas.php”  fájlban
állíthatjuk be. Az itt látható script lefoglal egy DATABASE_DATAS nevű ágat a globális
($GLOBALS)  változók  körében.  A host,  user,  pass,  dbname  paraméterek  rendre  a
kiszolgálói hoszt, adatbázis felhasználó neve, adatbázis felhasználóhoz tartozó jelszó,
illetve az adatbázis nevét takarják.
Egyéni  kiegészítők/plugin-ok  kezelése  részletesen  tárgyalva  a  Kiegészítők  kezelése
alfejezet alatt.
Útmutató az oldalhoz
A főoldalhoz használjuk a „index.php?page=index”, vagy „index.php” útvonalat.
1. ábra.: Általános oldal szerkezeti felépítése
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Az oldal felülről lefele egy fejlécet, menüt, tartalmi részt és láblécet tartalmaz (1. ábra).
2. ábra.: Oldal térkép
Menüpontok  közül  a  főoldal  az  üdvözlő  főoldalra  vezet,  a  belépés  pedig  esélyt  ad
felhasználó  beléptetésére,  megfelelő  név/jelszó  párost  kérő  felületen  keresztül.
Alapértelmezetten két felhasználó foglal helyet az adatbázisban:
Név Jelszó
admin admin
tag1 tag1
Belépés  után  a  menü  megváltozik.  Kibővül  egy  „Kilépés”  ponttal,  illetve  admin
jogosultsággal opcionálisan egy „Admin felület” ponttal. Előbbi kilépteti a felhasználót,
míg utóbbi az admin felületre továbbít.
Ha az admin jelszó elveszett,  akkor lehetőség van adatbázison (illetve, ha van több
admin, akkor admin felületen) keresztül módosítani. A jelszót „sha1” kódolással kell
tárolni.  Adatbázisban az  „account”  táblában az  „admin” „name”-hez tartozó  „pass”
oszlopot frissítsük! A kódolás módosítható, de ehhez az AccountManager plugin-ban is
módosítsuk, ahol használatba van véve.
Az  admin  felülethez  használjuk  a  „index.php?page=admin_index” útvonalat,  vagy
kattintsunk a megfelelő menüpontra.  Csak admin jogosultsággal  tekinthetjük meg a
tartalmat!
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3. ábra.: Admin oldal felépítése
Az admin felület  (3. ábra)  is hasonlóan egyszerű felépítésű, mint a főoldal.  Az oldal
tetején található egy fejléc „Admin panel” felirattal. Alatta balra felsorolva a plugin-ok,
jobbra pedig az aktuális plugin-hoz tartozó kibontott gui, vagy leírás. Baloldalt a plugin-
ok, illetve a hozzájuk tartozó gui-k (világosabb háttérrel, kicsit beljebb kezdve a címe)
kijelölhetőek  kattintással,  így  betöltve  jobbra  a  hozzá  tartozó  információkat.  A  gui
elemek alapesetben rejtve vannak. Előhívni, illetve újra eltüntetni az adott plugin címre
való kattintással lehetséges. Maga a plugin zárójelben jelzi a hozzátartozó gui-k számát.
Nem jelenik meg szám, ha nem tartozik hozzá gui elem.
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4. ábra.: Plugin kezelése admin felületen
Plugin  nevére kattintva  a  tartalmi  rész  helyén betöltődik  a  hozzá  tartozó  leírás  (4.
ábra). Az adatok alapján szerepel a  plugin neve, telepített verziószáma, rövid leírása,
feltétel  plugin-jai  neve, és a hozzá tartozó  gui-k nevei.  Elérhető  scriptektől függően
lehetőség  van  patch  script-ek  futtatására.  Upgrade (újabb  verzióra  lépés),  illetve
Downgrade  (előző  verzióra  lépés)  eljárások  során  az  adott plugin  más  verzióját
telepíthetjük.  Válasszuk  ki  a  legördülő  listából  a  kívánt  verziót  és  kattintsunk  a
megfelelő gombra.
A  plugin-hoz  tartozik  egy  install és  uninstall script  is.  Ezek  viselkedése  plugin-tól
függően változékony lehet. A futtatáshoz kattintsunk a megfelelő gombra.
Üzenetek helye:
Plugin Manager  üzenetei 2 helyen fordulhatnak elő. Plugin  inicializálásakor az index
fájlban, ekkor a dokumentum elejére kerül. Vagy  ajax-ként, üzenet formájában patch
esetén. Ekkor a plugin leírása és a patch scriptek gombja alatt töltődik be, de követhető
a hálózati események között is.
Előforduló hibaüzenetek:
 Hiba a plugin betöltése során: <név> - Az includePlugin nem találja a 
„pre_include” mappában a plugin fájlját.
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 Verzió kiolvasása sikertelen: <név>! – Nem található a „version.php”, vagy hiba 
történt a tartalma beolvasása során.
 <név> plugin információ fájlja nem található! – Nem található az „inf.php” fájl.
 Nem található a verzió fájl: <név> - Nem található a „version.php”.
 Sikertelen verzió módosítás! – Patch (upgrade, vagy downgrade) során a patch
fájl lefutása után a verzió módosítása sikertelen volt. Ezzel az üzenettel a patch
script  lefutása  után találkozhatunk,  tehát  lehetséges,  hogy  a verzióváltás
megtörtént, csak a verzió címének módosítása hiúsult meg. Figyeljük a patch
során keletkezett üzeneteket, mivel lehet elegendő csak a verziót átírni.
 Hiba a verziók rendezésekor! – Nem sikerült a verziókat sorrendbe rendezni a
patch  során. Ekkor a patch scriptek  nem kerültek meghívásra. Valószínűleg a
verziószámok  formátuma  olyan,  amit  nem  támogat  a  php  version_compare
függvénye.
 Sikertelen a gui elem betöltés: <plugin név>/<gui név> - Nem sikerült meghívni 
az adott plugin adott gui mappájában lévő „index.php” fájlt.
 patch [<verzió szám>] elkezdődött: - Patch során figyelmeztető üzenet, hogy a 
folyamat elkezdődött, ezután közvetlenül a patch script futása következik.
 Verzió szám módosítás megtörtént [<verzió szám>]! – Patch során a patch 
script lefutása után a verzió szám módosítása is sikeresen befejeződött.
 Patch [<verzió szám>] befejeződött. – Adott patch folyamat véget ért.
 Nem létezik a kívánt cél verzió <upgrade/downgrade> script-je: <plugin név> /
<verzió szám> - Nem létezik az a verzió szám, ameddig a  patch-nek el kéne
jutnia.
 Nem sikerült meghívni az install scriptet! – Nem található az „install.php” fájl.
 Nem sikerült meghívni az uninstall scriptet! – Nem található az „uninstall.php” 
fájl.
 <Install/Uninstall> script lefutott! – Jelzés a script sikeres meghívásáról. Az 
eredményekért figyeljük a script által hagyott üzeneteket!
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Program lényegi szerkezete
5. ábra: Program absztrakt szerkezete.
Az 5. ábra szemlélteti, hogy az index összekapcsolja a program többi egységet, illetve az
„Aloldalak/scriptek” egység  annak  részeként  tekinthető.  A  gyökérben  lévő
mappaszerkezet is ezen absztrakt felépülés útján jött létre:
 Index - index.php
 Aloldalak/scriptek - pages
 Kiegészítők - plugins
 Stíluslapok - css
 Képek - images
 Javascript könyvtárak - scripts
Index a program főprogramja. Minden aloldal/menüpont csak ezen a scripten keresztül
érhető el, tekinthető meg. Az összes kiegészítőt összefogja, betölti, azokon keresztül
kommunikál  az  adatbázissal.  Egy  oldalfelépítő plugint  használva  és  az
Aloldalak/scriptek egységet forrásként alkalmazva felépíti a tényleges weboldalt.
Az  Aloldalak/scriptek  egység  tekinthető  az  aloldal  darabkáknak.  Minden  felépülő
menüpont  összeollózható  ezen  részekből,  így  azok  más  menüpontokhoz  is
felhasználhatóak.  Például  egy  menüsáv,  illetve  lábléc  kiemelhető  egy  résszé,  mely
minden menüpontnál az oldal elejére és végére kerül.
11
Az Aloldalak/scriptek az Index egy része, mivel maga az index ebből, és az adatbázisból
építi  fel  a  tényleges,  későbbi  felhasználó  által  elérhető  weboldalt.  Ezért  ezek  a
darabkák  mind  hozzáférnek  az  indexen  keresztül  a  további  egységekhez  (képek,
pluginok,  stb.).  Tehát  statikus tartalmak,  minimális  önálló  scriptek,  illetve  plugin-ok
használatára optimalizált scriptek találhatóak itt.
Kiegészítők  egység  a  szerveroldali  scriptek  legnagyobb  halmaza.  Dinamikusan
beépíthető,  törölhető,  frissíthető  plugin-okra  bontható.  Ez  az  egység  kommunikál
közvetlenül az adatbázissal is.
Javascript könyvtárak a kliens oldalon futó scriptek legnagyobb halmaza. A programba
integrált jQuery könyvtár is itt található. Sok szerveroldali plugin generál olyan kódot,
mely hivatkozik rá, illetve további javascript függvények is használják.
Képek illetve stíluslapok megfelelően elkülönített szekciókban találhatóak.
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Indexről bővebben
A „<program gyökér könyvtára>\index.php” fájl a kiinduló pont. Minden oldal ezen a
fájlon keresztül hívódik meg, tehát bármilyen globális php beállításra van szükségünk,
amit  a  legtöbb/minden  oldalon  használnánk,  az  ebben  a  fájlban  elhelyezhető.
Alapvetően a session_start(), error_reporting(), header utf-8 php oldali beállításai is itt
rögzítve vannak. De például szükséges esetén sütik vizsgálatára is sor kerülhet.
Továbbiakban az  index betölti  a  szükséges  kiegészítőket  is.  Kiegészítő hozzáadható,
ideiglenes  letiltható  ebben  a  fájlban,  ha  módosítjuk  a  $plugins tömb  értékeit.  A
kiegészítőkre  a  „<program  gyökér  könyvtára>\plugins” nevű  mappában
hivatkozhatunk,  szimplán  a  mappa  nevével.  Tartsuk  be  a  konvenciókat,  miszerint  a
mappa angol betűket, számokat és szóköz helyett „_” aláhúzás jelet tartalmazhat csak!
Más esetben előfordulhat, hogy a script nem tudja betölteni a kívánt plugint. Ekkor a
következő  hibaüzenettel  találkozhatunk:  „Hiba  a  plugin  betöltése  során:  <plugin
nev>.”. Ez úton biztosak lehetünk benne, hogy vagy elgépeltük itt a plugin nevet, vagy
nem is létezik a megfelelő könyvtárban.
Az index fájlból eltávolított  plugin-ok nem lesznek a rendszerből eltávolítva, csupán a
hozzá szükséges fájlok nem kerülnek betöltésre!
A pluginok betöltésével  létrejön az adatbázis  kapcsolat és felépül az oldalszerkezet,
lefutnak az adott oldalhoz tartozó scriptek. Ezek után lekapcsolódik az adatbázisról és
az index a futásának végéhez ér.
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Oldalszerkezet felépülése
6. ábra menu-php kapcsolat
Egy felépült  oldal  menükre (menu) bontható szét.  Ezen menühöz tartozik  tartalom,
illetve hozzákapcsolódó php scriptek. Egy konkrét menü betöltésekor (most nem egy
egész  oldalról  van  szó,  csak  az  adott  menü  elemről)  először  a  hozzátartozó  tárolt
szöveges adat (tekinthetjük innerHTML-ként is) fog kiíródni, majd a php scriptek futnak
le (előre fixált sorrendben). Ha fontos, hogy egy script a tárolt tartalom előtt fusson le,
akkor adjunk neki  negatív sorrendi értéket. Ezek is nagyságrendi sorrendben fognak
meghívódni, kezdve a legkisebbtől, haladva a legnagyobb felé.
Egy  teljes  oldal  felépülése  ilyen  menük  előre  meghatározott  sorrendben  való
betöltését  jelenti.  A  8.  ábra  szemlélteti  az  alapvető  (basic)  oldal  felépülését.  Tehát
minden  olyan  almenü,  amit  a  látogató,  vagy  belépett  felhasználó  (adminfelület
kivételével) megtekinthet, az ezt a sablont követi.
Minden sor egy menüt takar. Természetesen a fentebb taglalt php betöltési stratégiát
ez is tartja.  Tehát  első lépésben a -100.  azaz,  a head menü elemhez tartozó tárolt
szöveget írja ki  a program. Ezután a hozzátartozó php scripteket. Ehhez 1 db script
tartozik,  melyet  kilistáztunk  a  7.  ábra  szerint.  Miután ez  megtörtént,  folytatódik  az
eljárás egészen addig, amíg el nem érünk a 0.-ig.
7. ábra head menu-höz tartozó script
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8. ábra "basic" oldal-felépítési kategória felépülési sorrendje
A 0.  hely  a sorrendben speciális  helyet jelöl.  Ide fog betöltődni  a  kívánt  aloldalhoz
tartozó  menü.  Pl.:  mikor  a  főoldalon  járunk,  akkor  a  főoldalhoz  tartozó  szöveges
tartalom (lásd üdvözlő üzenet) kiíródik,  majd megfelelő sorrendben a hozzá tartozó
php scriptek lefutnak. Ezután folytatódik tovább a menük betöltése kezdve a legkisebb
sorrendtől a legnagyobbig.
Ezzel  a  stratégiával  úgymond  a  betölteni  kívánt  menüket  egyfajta  szöveg/script
környezet  közepébe  burkoljuk.  Így  biztosíthatjuk,  hogy  bármelyik  betöltött  oldalnál
ugyanaz a menü fog előtte megjelenni, ugyanaz a lábléc utána. Ezen rögzített menük
testre szabhatóak.
Alapvetően 3 féle felépülési mintát határoztunk meg:
 basic - Bármilyen általános oldalhoz (pl.: főoldal, belépés)
 ajax - Ha csak egy egyszerű scriptet szeretnénk futtatni Ajax hívással
 admin - Külön oldalszerkezet az admin felület számára.
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Természetesen  tetszőleges  számú  oldalszerkezet  hozzáadható  a  rendszerhez.  Ezzel
akár  azt  is  elérhetjük,  hogy  attól  függően,  milyen  aloldalra  érkezünk,  teljesen
megváltoztatható a kinézet, akár párhuzamosan több weboldalt is futtatva, mely egy
rendszerre épül, egy domain-ből kiindulva.
Későbbiekben  érdemes  a  felhasználók  saját  kis  admin  felületéhez  is  külön
oldalszerkezetet  konstruálni,  persze  csak  akkor,  ha  szükség  van  más  prioritású
felhasználókra az adminon kívül.
Későbbiekben a  pluginok résznél részletezzük, hogyan is lehet menu-t, php-t, köztük
lévő  kötést,  illetve  az  oldalszerkezetet  admin  felületen  keresztül  létrehozni,
manipulálni.
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Aloldalak/scriptek-ről bővebben
A „<program  gyökér  könyvtára>\pages”  mappában  találhatóak  az  ehhez  tartozó
mappák,  illetve  fájlok.  A  specifikus  oldalakat  ezekből  összeollózva  állíthatjuk  össze.
Ahhoz, hogy ezt tisztán átlássuk, szükséges a „Oldalszerkezet felépülése” alfejezet
részletes  tanulmányozása.  Az  ott  taglalt  rögzített  menükhöz  tartozó  php  fájlok,
aloldalakhoz tartozó 0. helyen betöltött menük php részlege, illetve az  Ajax scriptek,
általános php scriptek gyűjtőhelye ez az egység.
Mikor ilyen fájlokat hozunk létre, mindig figyeljünk a script méretére, ugyanis ide csak
szerkezeteket, kisebb scripteket érdemes helyezni. Ha már terjedelmesebb programot
írunk, inkább emeljük ki  php- vagy  javascript plugin-ként és itt csak hivatkozzunk rá,
különben könnyen átláthatatlanná válhat a rendszer. Nagyobb terjedelmű fájlok csak
akkor  születhetnek,  ha  az  nagyon  feladat  specifikus  környezetet  igényel,  amit  nem
hatékony általánosítani.
Tekintsük  meg tehát  a  pages mappát.  Csomagszerűen két  mappára  bomlik.  Egy  az
általános oldalaknak (site) és egy az admin aloldalaknak (admin). A korábban említett
oldalszerkezeteknek megfelelően (basic, admin, ajax). Ezeken belül a konvenció, hogy
minden feladat külön mappát kap.
Példának okáért a site csomagon belül található egy basic és egy login_system mappa.
Utóbbiban találhatunk egy felületet a belépéshez, és két scriptet. Egyik a belépés Ajax
hívása, másik pedig a kilépés egy scriptje. Látható, hogy mindhárom fájl specifikus, kis
terjedelmű  script,  de  mégis  egy  feladat  ellátására  predesztináltak  (felhasználó  be-,
kiléptetése).  Ha  ennél  bővebb,  de  mégis  konkrét  feladatokra  bontható  részeket
szeretnénk  létrehozni,  akkor  a  basic mappa  példája  szerint  járjunk  el.  A  basic
oldalszerkezet rögzített menüit bontja részekre:
 meta_head - header tag tartalma
 head - fejléc
 menu - a menüsávhoz tartozó script
 footer - lábléc
 index - a főoldalhoz tartozó felület
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Ezekben mind egy-egy script szerepel. A tapasztalat azt mutatja, hogy ezen rögzített
főpontokat  érdemes  inkább  külön  fájlokban  tárolni,  mivel  általában  bonyolultabb
scripteket rögzítenek itt (úszó logósáv, lenyíló menü, galéria stb).
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Kiegészítők - pluginok
Minden  általánosítható,  későbbiekben  felhasználható  szerveroldali  osztályok,
alprogramok gyűjtőhelye. Ezek kezelésére külön admin felület áll rendelkezésre, mely
adminként  való  belépés  után  azonnal  megtekinthető.  Dokumentáció  ezen  része  a
kiegészítők használatát,  illetve rövid ismertetőjét tartalmazza.  Mélyebb ismeretért a
fejlesztői dokumentáció megfelelő részét érdemes fellapozni.
Az összes plugin fájlszerkezete egységes konvenciót követ, miszerint:
A  plugin mappájának  neve maga a  plugin név kisbetűkkel,  ékezet  nélkül  és  szóköz
helyett aláhúzással.
A plugin mappájában található:
 Egy-egy „downgrade”, „upgrade” mappa, rendre az előző verzióra és új verzióra
frissítő  scripteknek.  Minden  verziónak  külön  a  verzióra  utaló  mappákra
bontással. Az adott mappákban minden frissítő script „patch.php” néven.
 Egy „gui” mappa az elérhető  gui-khoz. Minden  gui külön mappában, hasonló
elnevezési  rendszert  követve,  mint  a  plugin neve.  Benne  mindenképp  egy
„index.php” fájl, mely betöltődik a  plugin admin felületen való betallózásakor,
illetve  egy „css”  mappa,  benne „mystyle.css”  stíluslap,  ami  csak  ezen  plugin
admin felületi stíluslapját tartalmazza. Minden egyéb fájl segédfájl a gui-hoz. Ha
a plugin-hoz nem tartozik gui, akkor ebben az esetben a mappa elhagyható.
 Egy „pre_include” mappa, benne a plugin nevével azonos php script. Ez a script
töltődik be az indexen keresztül, tehát ez tartalmazza a  plugin működéséhez
szükséges  osztályokat,  függvényeket,  stb.  Ehhez  a  mappához  nem  tartozik
szükségszerű konvenció, viszont érdemes használni  a „Table Adapter Maker”
plugin által nyújtott konvencionális paramétereket, ha a plugin szerkezete nem
tér el annak stílusától.
 Egy „inf.php” fájl, mely információként szolgál a „Plugin Manager” plugin-hoz, 
és az admin felülethez.
 Egy-egy „install.php” és „uninstall.php” melyek egyszerű futtatható scriptek, 
amik biztonságos telepítési, illetve eltávolítási lépéseket tartalmaznak.
 Egy „version.php” fájl, mely a plugin jelenlegi verzióját tartja számon.
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A gui-k gyakori típusa a „Table Adapter Maker” segítségével generált gui-k, melyek
sablonos  és  egységes  felületet  biztosítanak.  9.  ábra  ezt  szemlélteti.  Ezek  mind egy
adattáblához  köthető  admin  felületek.  Táblázatos  segédletek:  Az  oszlop  címek  az
adattábla attribútumait, míg a sorok a rekordokat reprezentálják. Az ikonok funkciókat
rejtenek.  A  papír  ceruzával jelzi  azt,  hogy  ezen  rekord  bővebb  adathalmazzal
rendelkezik, és ha mind szerkeszteni szeretnénk, akkor ez linkként átvezet a megfelelő
oldalra. A floppy a mentési szándékunkat erősíti meg. A piros X az adott rekord törlését
végzi el. Rendelkezésünkre áll egy keresési sáv, illetve a táblázat alatt túl sok rekord
esetén egy találati lapozó.
9. ábra: Általános gui
A gui felületen a rekordokkal végzett műveletek után visszajelzést kapunk az elvégzett
művelet típusától  és sikerességétől  függően  (10.  ábra).  A betöltött  elemek sötét és
világosszürke háttérrel rendelkeznek. A most felvitt új elem zöld, a módosított sárga, a
törölt piros hátteret kap. Frissítés után ezek a jelzések szürkévé válnak.
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10. ábra.: Színezett visszajelzés a művelet után
Továbbá  hiba  vagy  sikeresség  esetén  az  oldal  jobb  alsó  részén  rövid  ideig  látható
üzenetablak  jelenik  meg  (11.  ábra).  Piros színű fejléc esetén hiba történt  az  eljárás
során. A javascript a böngésző console-jára kiírja a visszaérkező üzenet objektumot,
mely segíthet a hiba feltárásában. Továbbá ajánlatos ilyenkor a hálózat folyamatokat is
figyelni, mivel ott könnyebben megfigyelhető a php által kiírt hibaüzenet. Két féle piros
üzenettel találkozhatunk:
 Hiba történt! - A visszatérési json szerkezet nem megfelelő. (új elem felvitelekor
hiányzik az „id”, egyéb műveletnél a „state” kulcs.
 Ajax hiba történt!  -  A fájl  futása közben valamilyen kivétel  keletkezett,  vagy
nem elérhető a fájl, esetleg megszakadt a kommunikáció a szerverrel. Figyeljük
a hálózati eseményeket!
A zöld üzenetek egyértelmű leírást adnak az elvégzett művelet sikerességéről.
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11. ábra.: Sikeres vagy sikertelen műveletekről visszajelzés.
Ettől eltérő felülettel a papír ceruzával ikonra kattintva találkozhatunk. Szimplán egy
Attribútum név: érték páros halmazt fed táblázatos elrendezésben. Alatta mentés,
illetve eredeti értékek visszaállítása gomb funkciókkal. Ezt reprezentálja a 9. ábra  .
12. ábra: Általános gui, specifikus rekord szerkesztése
Néhány felület rendelkezik egy bizonyos  TinyMCE által nyújtott  javascript-html alapú
szöveg-kód szerkesztő felülettel. Ennek részletes dokumentációja megtalálható  plugin
weboldalán.
A pluginok részletes elemzése a fejlesztői dokumentáció része lesz.
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Fejlesztői dokumentáció
Előzetesen
Ez a rész a program részletes, belső működéséről ad leírást. A célközönség ugyanúgy a
fejlesztők, de ezúttal a témakörök a szükséges legmélyebb rétegeket is érinti, a
működés megértése érdekében. A leírás időnként szükségelteti a felhasználói szekció
adta szemléletet, és, hogy a fejlesztő tisztában legyen a felület működésével. Ez nem
lesz  kétszer  taglalva,  tehát  érdemes  ilyenkor  visszatekinteni  az  adott  fejezet
felhasználói leírásához.
Adatbázis
A program jól elkülöníthető, de annak szerves része az adatbázis. Az alapvető táblák
biztosítják a felhasználók jogosultságbeli rétegekre bontását és az oldalak teljes
dinamikus felépíthetőségét.
13. ábra: Adatbázis és a weboldal kapcsolatvázlata
A program a Database Adapter plugin-on keresztül kommunikál az adatbázissal. A 14.
ábraszemlélteti  az  adatbázis  és  a  weboldal  kapcsolatát  az  indexen  keresztül.  A
Database  Adapter  rendelkezésre  bocsájt  interfészeket  a  kapcsolódáshoz  és  az
adapterhez. Ehhez találunk  MYSQLI példányt,  de szükség esetén írhatunk hozzá más
típusú  megfelelőt.  A  plugin-ban  lévő  DATABASE_DATAS asszociatív  tömb  tárolja  a
globális  paramétereit  a  kapcsolódáshoz.  A  tömb  indexek  erősen  árulkodnak  a
paraméterekről.  Az  ábra  jól  mutatja,  hogy  az  index.php egy-egy  példányt  készít  a
kapcsolódásról, az adapterről és a belépési paraméterek tömbjéről. Ezek paraméteres
úton  kapcsolódnak  egymáshoz.  Az  adatbázis  kapcsolat  így  létrejött,  és  a
$DATABASE_ADAPTER  globális  változó,  illetve  példányon  keresztül  el  is  érhető  más
plugin-ok számára.
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14. ábra: Adatbázis példányosítása az Index-ben
Az  adatbázis  adapter  egy  optimális  kisegítő  eszközt  nyújt,  biztonságos  rétegként
elfedve a php adta mysqli natív lehetőségét. Ezt leginkább könnyen megfogalmazható,
de  lényegében  bármilyen  adatbázis  műveletre  lehet  használni.  Ennél  sokkal
specifikusabb  és  eszközein  túlnyúló  optimalitást  igénylő  feladatokra  (natív
programozásra) használható maga a msqli. Az adapteren keresztül get-ter függvénnyel
lekérhető.
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Az adatbázis interfészei részletesen
Két fő feladat elvégzésére egy-egy interfész áll rendelkezésünkre: kapcsolódás 
(DatabaseConnection), és művelet végrehajtás, lekérdezés (DatabaseAdapter).
DatabaseConnection:
Az osztály célja egy egyszerű megoldást nyújtani a kapcsolódáshoz, mely példányosítás 
útján kapcsolódik és a példány törlésével bontja a kapcsolatot.
 konstruktor - database_datas.php-ban található
$GLOBALS['DATABASE_DATAS']  asszociatív  tömböt  vár,  mint  összegyűjtött
paraméter listát.  Nem több, mint a kapcsolódáshoz nélkülözhetetlen adatok.
Közvetlenül meghívja a  connect függvényt, így példányosítás után a kapcsolat
létre is jön.
 destruktor - Bontja a kapcsolatot. Közvetlenül meghívja a disconnect függvényt,
így  elegendő  szabályos  módon  törölni  a  példányt,  így  a  destructor  annak
várhatóan elvégzi a dolgát.
 connected - Boolean típusú visszatérési értékkel rendelkezik, mely igaz, ha 
sikeres a kapcsolódás, ellenben hamis.
 getError - Visszaadja a lentebbi réteg kapcsolódási hibájára vonatkozó 
üzenetet.
 getMYSQLI - Visszaadja a lentebbi réteg példányát, ha szükséges a részletesebb
natív műveletekhez, illetve ha a rendelkezésünkre álló DatabaseAdapter nélkül
kívánjuk  használni.  A  get-ter  neve  azért  ilyen  specifikusan  a  mysqli-re  van
kihegyezve, mert ez egyrészt utal a visszatérési típusra, másrészt az interfész fel
van készülve különböző egy időben történő párhuzamos adatbázis adapterek
kapcsolódására. Ha több adapterünk van, mely eltér a mysqli-től, akkor adjunk
hozzá  egy  újabb  get-ter  függvényt,  mellyel  a  kívánt  példányhoz  juthatunk.
Ugyanez a lehetőség adott a DatabaseAdapter-ben is.
DatabaseAdapter:
Célja, az egyszerű lekérdezések könnyed, egységes kezelése, és ezáltal elfedni a natív
réteget. Végtelenül bonyolult sql kód generálását nem támogatja, ez nem is célja, arra
egy kézenfekvő sql továbbító módszert alkalmaz (query függvény) az alsó réteg felé.
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Működési  elvét  tekintve  egy  sql  script összeállító  osztályként  tekinthetünk  rá.  Az
építkező  „add”  függvények  összegyűjtik  az  sql paramétereit,  majd  az  adatbázis
műveletnek  megfelelő  függvény  hívásakor  (select,  update,  stb.)  az  összegyűjtött
információ egy lefutó script-té alakul és továbbítja az adatbázis felé. Később getData,
getAllData  segítségével  egy  ciklusban  lekezelhető  az  eredmény.  Az  interfész
továbbított  kérésként  rendelkezésünkre  bocsájt  debug  lehetőséget,  hibakezelést  és
néhány hasznos információt (pl.: beszúrt ID, módosított sorok száma, stb.).
Háromféle használat definiált az adapterben: natív sql futtatása; teljes query futtatása
függvény segítségével (select, update, insert, delete); query építése darabokban „add”
prefixű függvényekkel és futtatása.
A natív módszer nem túl elegáns, de lényegre törő. Tapasztalat azt mutatja, hogy nagy,
összetett  lekérdezések átláthatóbbak,  ha  sql formátumba kezeljük őket,  a rájuk illő
szintaxissal. Ezt a szabadságot meghagyja a réteg és a  query függvény továbbítja is a
kérést.
A teljes  query függvények primitív  műveletek foglalnak magukba.  Például  egy tábla
teljes lekérdezése, vagy 1 sor beszúrása, törlése. Csak a szükséges paramétereket várja
és nem is ad lehetőséget a túlbonyolításra, feladat specifikusan. Ez a  select, update,
insert, delete függvények hatásköre.
Ezen felül lehetőség adott egy bonyolultsági szinttel feljebb lévő query építkezésre. Az
„add” függvények összegyűjtik a WHERE, ORDER BY, stb. szekciók paramétereit egy-egy
string láncban, majd a korábbi függvény négyes meghívásakor egy összetett, de még
kézenfekvő és áttekinthető lekérdezést készít.
Néhány fontos megjegyzés:
 Az „add” és „join” függvények tetszőleges sorrendben meghívhatóak. Egyetlen 
kikötés, hogy a setTable hívás előzze meg az összes „join” függvényt.
 Az update, delete függvényekhez fűzhetünk WHERE részt az addWhere 
függvény segítségével.
 Zárójelezett  WHERE részt  nem  adhatunk  meg,  tekintettel  a  zárójelezés
lehetőség halmazára, így túl sok vagy túlparaméterezett függvényt kéne csak
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ennek a feladatnak szentelni  az  osztályon belül.  Ha erre mégis  szükség van,
alkalmazzunk egy WHERE generáló komponenst,  ami az osztály  $whereString
attribútumát módosítja a kívántaknak megfelelően egy segédfüggvénnyel, vagy
használjuk a natív lehetőséget.
 Az  osztály  a  várható  felhasználó  oldali  paraméterekre  alkalmazza  a
mysqli::escape_string függvényt az sql injection ellen. Viszont ez csak a vizsgált
értékekre  igaz,  az  oszlop-  és  táblanevek  várhatóan  nem  a  felhasználó  által
megadott paraméterek. Ha a feladat mégis ezt kívánja, arra külön végezzük el a
megfelelő biztonsági előírásokat.
Osztály szerkezet:
 konstruktor - A megvalósított adapterhez szabott alacsonyabb réteg példányát
várja a közvetlen hozzáféréshez. Például a MYSQLIAdapter egy mysqli példányt
vár.
 query - Lefuttatja az első paraméterben lévő nyers string-ként kapott sql query-
t.  Függvények  által  generált  lekérdezések  (pl  select,  update)  ezen  keresztül
futnak  le  végeredményben.  Használhatjuk  közvetlen  sql  futtatásra.  Második
paraméter opcionális,  alapesetben  true értékkel:  True esetén a felépített  sql
kódot törli, így újként használható további lekérdezésekhez ugyanaz az adapter
példány;  False esetén  az  épített  sql szerkezet  megmarad  a  példányban  az
esetleges  debug-goláshoz (ekkor az  sql  script lekérhető  getSQL függvénnyel).
Visszatérési értéke False, ha hibás a lekérdezés (a hiba detektáláshoz a getError
függvényt célszerű használni.)
 select  -  Teljes  select  utasítás  az  adapteren  keresztül.  Paraméterei  rendre:
táblanév;  megjelenítendő  oszlopok  egy  tömbben;  megjelenítendő  oszlopok
alias  neve  egy  tömbben.  Visszatérési  értéke  megegyezik  a query  függvény
visszatérési értékével. Ha a query építkezési lehetőséget választjuk és korábban
beállítottuk  ezeket  az  adatokat,  akkor  paraméterek  nélkül  hívjuk  meg  a
függvényt.
 insert  -  Teljes  insert  utasítás  az  adapteren  keresztül.  Paraméterei  rendre:
táblanév;  az  új  rekord  egy  asszociatív  tömbben,  ahol  a  kulcs  az  adattábla
oszlopának neve, míg az érték az aktuális oszlophoz tartozó érték. Érdemes
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kihagyni az ID oszlopot és az adattáblában automatikus inkrementálásra állítani,
vagy mysql típusú adatbázisban az itteni értékét NULL-ra állítani, hogy ugyanazt
a hatást érje el. Visszatérési értéke megegyezik a  query függvény visszatérési
értékével.
 update -  Teljes update utasítás  az  adapteren keresztül.  Paraméterei  rendre:
táblanév; rekord egy asszociatív tömbben, ahol a kulcs az adattábla oszlopának
neve, míg az érték az aktuális oszlophoz tartozó módosított érték. Ha szükséges
szűrés  a  módosítható  adatokra,  akkor  használjuk  az  addWhere függvényt.
Visszatérési értéke megegyezik a query függvény visszatérési értékével.
 delete - Teljes delete utasítás az adapteren keresztül. Paramétere az aktuális
tábla  neve.  Ha  szükséges  szűrés  a  törlendő  adatokra,  akkor  használjuk  az
addWhere  függvényt.  Visszatérési  értéke  megegyezik  a query  függvény
visszatérési értékével.
 setTable - A select lekérdezéshez szükséges táblát állíthatjuk be. Tábla nevét
várja,  vagy  a kapcsolatot  kifejező táblatöbbest  sql kifejezésben (FROM rész).
Utóbbit  nem  szükséges  natívan  megadnunk,  használhatjuk  a  „join”
függvényeket (mindig setTable függvényt használjunk a join-ok előtt, különben
a „semmihez” kötjük az új táblákat).
 crossJoin  -  Keresztkötés  a  paraméterben  kapott  táblával  és  a  már  meglévő
regisztrált  táblával.  Típusa  egyezik  a  setTable paraméterével.  A  hívás
tetszőlegesen halmozható a többi join függvénnyel.
 innerJoin, leftJoin, rightJoin - Adott irányú kötés létrehozása a már regisztrált
táblával.  Paraméterei  rendre:  Az  új  tábla  neve (vagy  táblatöbbes  sql kódja);
kapcsolódási pontja az első táblához; kapcsolódási pontja a második táblához.
Utóbbi kettő sql-ben az  ON szekcióval  egyezik meg a  FROM részből.  A hívás
tetszőlegesen halmozható a többi join függvénnyel.
 addSelect  -  select szekció  bővítése  új  paraméterekkel.  Paraméterei  rendre:
kívánt oszlopok, tömbben; kívánt oszlopokhoz tartozó  alias, tömbben. Utóbbi
opcionális.
 addWhere -  where szekció  bővítése  új  paraméterekkel.  Paraméterei  rendre:
hivatkozandó oszlop neve (akár sql hivatkozás string-ként); adott oszlophoz
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