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Riassunto analitico 
La presente relazione tratta la realizzazione di una centralina di controllo per cambio 
semiautomatico in vetture formula SAE. L’attuazione del cambio e della frizione è gestita 
completamente dalla centralina tramite attuatori di tipo voice-coil, realizzando così un sistema 
completamente elettronico, senza l’utilizzo di circuiti pneumatici o idraulici. 
Lo scopo principale della centralina è quello di eseguire per intero le manovre di cambiata su 
richiesta del pilota che agisce tramite opportune leve poste dietro il volante. Questo implica di dover 
gestire completamente la frizione, in particolare nelle fasi di partenza e scalata. Altri documenti, 
stilati dai membri del gruppo E-Team Squadra Corse di Pisa, mettono a disposizione le leggi di 
controllo della frizione in fase di scalata e in fase di partenza da fermo, in modo da massimizzare 
l’accelerazione del veicolo. Sarà inoltre necessario studiare un controllo per operare una partenza 
normale del veicolo in modo da permettere manovre a bassa velocità e spostamenti fuori gara. 
La centralina si compone di due schede, una basata su DSP che costituisce l’intelligenza del 
sistema, ed una che contiene i circuiti elettronici necessari ad interfacciarsi ai sottosistemi della 
vettura che è necessario gestire, in particolare lo stadio di potenza che pilota gli attuatori del cambio 
e della frizione, l’interfaccia verso il sensore del cambio, verso le ruote foniche, verso il cruscotto, 
ecc… Sia il software che gira su DSP sia la scheda elettronica, che ospita i circuiti di interfaccia e di 
potenza, sono stati progettati, sviluppati e realizzati completamente (escluso il PCB) presso il 
laboratorio di sistemi elettronici della Facoltà di Ingegneria dell’Università di Pisa. 
Oltre alle principali attività, appena descritte, il sistema svolge compiti ausiliari come visualizzare 
su un display il numero di marcia e il numero di giri del motore, comunicare con la centralina 
motore ed eseguire il logging di alcuni dati verso un PC montato sulla vettura. 
 
  
Prefazione 
Nell’inverno del 2007, presso la Facoltà di Ingegneria dell’Università di Pisa, nasce l’E-Team 
Squadra Corse che ha lo scopo di progettare e realizzare la vettura nominata ET-1. L’obbiettivo è 
quello di partecipare alle competizioni del campionato di formula SAE. Si tratta di gare tra 
Università di tutto il mondo, in cui gli studenti devono progettare, sviluppare, realizzare e guidare 
vetture a ruote scoperte. 
Sin dalle prime fasi di definizione delle specifiche è stato scelto di equipaggiare la vettura con un 
cambio semiautomatico in modo che il pilota possa passare da una marcia all’altra usando solo leve 
al volante. Si vuole far uso di un’attuazione di tipo voice-coil. Si tratta di un sistema composto da 
un cilindro di materiale magnetico e da una bobina avvolta su un cilindro mobile. I due cilindri sono 
assemblati in modo che quando la bobina è percorsa da corrente si ha uno scorrimento delle due 
parti dovuto alla forza di Lorentz. È quindi possibile muovere una parte meccanica, come una leva, 
pilotando con una grandezza elettrica l’attuatore. 
Si presenta così la necessità di realizzare un sistema di controllo completamente elettronico di 
gestione sia della frizione che della scatola del cambio. Uno dei primi [1], tra i molti, lavori di tesi 
nati per la progettazione delle varie parti della vettura, tratta il modo in cui deve essere gestita la 
frizione nella fasi più critiche come durante la manovra di scalata o di partenza, quest’ultima 
nominata Launch-Control ottimizza la partenza da fermo massimizzando l’accelerazione del 
veicolo. In tale lavoro [1], e in breve nel presente, viene giustificata inoltre la scelta degli attuatori 
voice-coil, confrontandone i benefici rispetto ad altre soluzioni basate su attuazioni di tipo 
elettro-pneumatico e idraulico. 
Nella presente tesi, che si affianca alla precedente [1], viene descritta la realizzazione della 
centralina di controllo di cambio e frizione con attuazione di tipo voice-coil, in modo da 
implementare il cambio semiautomatico di tipo agonistico. La centralina ha il compito sia di 
effettuare le manovre di cambiata quando richiesto dal pilota tramite opportune leve poste sul 
volante sia di gestire la frizione durante le scalate nonché durante la partenza da fermo secondo le 
leggi di controllo specificate in [1]. Inoltre è necessario studiare un controllo della frizione che 
permetta al veicolo di partire da fermo in modo non competitivo permettendo di effettuare manovre 
e spostamenti non bruschi. 
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1 INTRODUZIONE 
1.1 Formula SAE 
La Formula SAE, anche nota con il nome di Formula ATA o Formula Student, è una competizione 
internazionale tra le Università di tutto il mondo, nata nel 1978 è organizzata dalla Society of 
Automotive Engineers. Lo scopo della Formula SAE è quello di far competere, in una gara 
articolata in più prove, prototipi di vetture monoposto interamente progettate, sviluppate, costruite e 
guidate da studenti. Le prove che compongono una gara di Formula SAE comprendono, tra le altre, 
verifiche della conformità della vettura al regolamento, con particolare attenzione alla sicurezza, 
prove “statiche” in cui ogni team deve dare prova della validità del progetto, e prove “dinamiche” 
nelle quali si verificano le prestazioni del veicolo. 
Gli studenti sono chiamati a proiettarsi nella situazione ipotetica di dover realizzare mille prototipi 
del veicolo progettato, privilegiando soluzioni innovative e cost-effective. Ogni team può pertanto 
considerarsi una sorta di mini azienda automobilistica per la quale sono necessarie competenze 
multidisciplinari che includono oltre a quelle prettamente ingegneristiche anche quelle 
organizzative, economiche e della comunicazione.  
Nell’inverno del 2007 l’Università di Pisa ha deciso di partecipare per la prima volta ad una 
competizione Formala SAE, nasce così l’E-Team Squadra Corse che ha realizzato la monoposto 
nominata ET-1 e ha partecipato all’evento Formula SAE Italy 2008 a Fiorano, Modena, dal 20 al 22 
settembre 2008. 
A sottolineare il carattere multidisciplinare di questa iniziativa si noti come l’E-Team coinvolga in 
prima linea, oltre alla Facoltà di Ingegneria, anche quelle di Lettere, Economia ed Agraria. 
 
1.2 Cosa si vuole realizzare 
Sin dalle prime fasi di definizione delle specifiche è stato scelto di equipaggiare la vettura con un 
cambio semiautomatico, con attuazione tipo voice-coil, che permettesse al pilota di passare da una 
marcia all’altra usando solo leve al volante. 
Far uso di un cambio semiautomatico permette di ottenere migliori prestazioni rispetto ad un 
cambio classico di tipo manuale. In particolare, in uso agonistico, con l’uso di leva al volante si 
permette al pilota di effettuare la manovra di cambiata senza staccare le mani dal volante favorendo 
il controllo della vettura. 
I primi cambi semi-automatici furono introdotti in Formula Uno nei primi anni ‘90 e 
successivamente vennero trasferiti su vetture di serie. Oggi, quando il regolamento e i costi lo 
permettono, tutte le vetture da competizione sono equipaggiate con cambi semi-automatici e molte 
volte tali tipi di cambi, anche in versione completamente automatica, sono forniti come optional 
sulle vetture di serie, utilitarie comprese. In quest’ultimo caso la prestazione non è importante 
quanto lo è in una vettura da competizione, ma ciò nonostante far uso di un cambio automatico 
permette di aumentare il comfort del conducente, e di eliminare errori nella manovra di cambiata. Il 
conducente, per passare da una marcia all’altra, dovrà solamente premere un tasto o agire su una 
leva simile a quella del cambio manuale, non dovrà preoccuparsi di premere la frizione, rilasciare 
gas od altro. Addirittura nel caso di cambio automatico il sistema di controllo gestisce, in modo del 
tutto trasparente al conducente, la trasmissione della vettura ottimizzando ora i consumi, ora le 
prestazioni in accordo con la destinazione d’uso del veicolo. Utilizzare un cambio automatico, 
infatti, permette di fruire di una riduzione dei consumi di carburante, grazie alla gestione elettronica 
che seleziona il rapporto di trasmissione ottimale in accordo, tra l’atro, con le condizioni di velocità 
del veicolo e regime del motore. 
In virtù di quanto suddetto è stato scelto dall’E-Team Squadra Corse di equipaggiare la vettura 
ET-1 con un cambio semiautomatico. La tesi in [1] tratta il modo in cui deve essere gestita la 
frizione nella fasi più critiche come durante la manovra di scalata o di partenza da fermo. 
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Quest’ultima denominata Launch-Control è pensata per ottimizzare l’accelerazione del veicolo in 
partenza. 
L’attuazione dei comandi meccani di frizione e cambio è affidata a dispositivi di tipo voice-coil 
lineari. Si tratta di attuatori composti da un cilindro di materiale magnetico all’interno del quale è 
alloggiato un cilindro mobile di materiale non ferromagnetico sul quale è avvolta una bobina. I due 
corpi sono assemblati in modo che quando la bobina è percorsa da corrente, l’interazione tra i due 
campi magnetici, quello del cilindro di materiale magnetico e quello prodotto della bobina 
attraversata da corrente, si generi una forza di Lorentz sul cilindro mobile. La forza è proporzionale 
alla corrente ed è diretta longitudinalmente. Quindi applicando una tensione alla bobina è possibile 
spostare il cilindro mobile ed il carico ad esso collegato. 
Dal confronto con lo stato dell’arte dei sistemi di controllo per la trasmissione risulta che l’uso di 
attuazione tipo voice-coil è sicuramente innovativo. Infatti i principali usi a cui sono destinati tali 
tipi di attuatori sono il controllo di Hard-Disk [2] o di altoparlanti [3]; sebbene in alcuni casi gli 
attuatori voice-coil siano stati usati per applicazioni di tipo automotive [4]-[7], finora non si trovano 
in letteratura applicazioni inerenti al controllo di cambio o frizione. 
Come naturale conseguenza del lavoro effettuato dai colleghi meccanici in [1], nasce la necessità di 
realizzare un sistema di controllo elettronico di gestione sia della frizione che della scatola del 
cambio. Si tratta di un sistema elettrico-elettronico, dove gli attuatori sono pilotati da grandezze 
elettriche e di conseguenza non sono necessari circuiti pneumatici o idraulici utilizzati da attuazioni 
classiche di tipo elettro-pneumatico o elettro-idraulico. 
Il lavoro presentato in questo documento descrive la realizzazione di tale centralina di controllo. Si 
tratta di un sistema elettronico, indicato con GCU (Gear Contro Unit), basato su DSP. È evidente, 
come mostrato in Figura 1-1, che la GCU è un sottosistema che si inserisce in un sistema più 
grande, la ET-1. Il ruolo principale che spetta alla GCU all’interno della ET-1 è quello di eseguire 
le manovre di cambiata quando comandato dal pilota, implementando così il cambio 
semiautomatico. Per poter effettuare questa manovra la GCU deve necessariamente interagire con 
vari sottosistemi della ET-1. Il sottosistema principale con il quale si interagisce sono gli attuatori 
voice-coil solidali con il leveraggio del cambio e della frizione. Sia la scatola del cambio, sia la 
frizione, sono integrati all’interno del motore, e si interfacciano all’esterno tramite due leve. La leva 
del cambio si trova in equilibrio in posizione centrale e il passaggio di marcia avviene tirando o 
spingendo la leva in maniera opportuna; mentre la leva della frizione è in equilibrio ad un estremo 
della sua corsa, posizione che corrisponde alla frizione innestata, premendo la leva fino in fondo si 
disinnesta completamente la frizione, rilasciando la leva in maniera controllata si può modulare la 
coppia che viene trasmessa dal motore alle ruote e quindi il modo in cui il veicolo si muove quando 
parte da fermo o la sua decelerazione nella manovra di scalata, ovvero nel passaggio da una marcia 
a quella inferiore. Al contrario, quando si passa da una marcia alla superiore, non è necessario 
controllare il rilascio della frizione ma è sufficiente non alimentare (ovvero “tagliare” per mezzo 
della funzione “cut-off”) il motore in modo da facilitare l’innesto della marcia. Si dovrà quindi 
comunicare con la Engine Control Unit, ECU, che è un altro sottosistema di rilievo con il quale la 
GCU si interfaccia. Poter interagire con la ECU è sia utile in quanto permette di poter leggere il 
numero di giri del motore che dovranno essere visualizzati su un display, sia necessario in quanto 
deve essere utilizzato durante la fase Launch-Control. Il Launch-Control, come specificato in [1] e 
nel seguito del testo, necessita di conoscere la velocità angolare delle ruote, in particolare è 
sufficiente conoscere la differenza di velocità angolare tra ruote motrici e trascinate. Tale misura 
viene eseguita facendo uso di due ruote foniche: una solidale alla ruota posteriore destra e una 
solidale all’anteriore sinistra. 
Tutte le operazioni di cambiata sono indotte dal pilota che ha a disposizione un cruscotto che 
comprende due leve del cambio, una per salire e una per scendere di marcia, un tasto per introdurre 
la folle e uno per effettuare la sequenza di Launch-Control. Su tale cruscotto dovrà essere 
visualizzata la marcia attualmente inserita, l’indicazione sul numero di giri, l’informazione sulla 
temperatura del motore. 
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Inoltre è stato richiesto dalla squadra anche di poter dotare la centralina del cambio di funzioni di 
telemetria, o di logging di alcuni dati, che verranno utilizzati per analizzare il comportamento del 
veicolo. L’implementazione del logging di dati, verrà effettuato tramite un collegamento seriale al 
PC. 
I sottosistemi precedentemente accennati sono mostrati nella Figura 1-1 e verranno descritti in 
dettaglio nel seguito. 
Si introduce infine una considerazione. Si hanno a disposizione le leggi di controllo della frizione 
da implementare nella GCU sia durante la partenza da fermo, secondo il Launch Control, che 
durante la scalata; mentre non si conosce come deve essere controllata la frizione durante una 
partenza normale, operazione che si rende necessaria durante gli spostamenti, non in gara, del 
veicolo. Si deve quindi studiare un controllo della frizione che permetta al veicolo di muoversi 
normalmente ed effettuare manovre a velocità ridotta. 
 
 
Figura 1-1: Schema a blocchi del sistema. Sono riportate le parti della vettura che si interfacciano alla GCU. 
 
1.3 Organizzazione del testo 
È stato introdotto l’argomento trattato da questa relazione individuando in linea di massimo quello 
che si vuole realizzare. Nel successivo capitolo verrà chiarito in modo dettagliato quello che è stato 
introdotto e verranno quindi definite rigorosamente le specifiche che la GCU deve assolvere. 
Nel resto del testo verrà invece descritto come le specifiche sono state assolte, ovvero come è stata 
realizzata la GCU. In particolare è presente un capitolo relativo all’Hardware, dove viene decritta la 
scheda di interfaccia e di potenza e uno relativo al software, basato sulla programmazione a oggetti 
(classi) in C++. Quest’ultimo è stato diviso in paragrafi che prendono il nome dei principali oggetti 
software progettati; in tali paragrafi viene descritto il codice e vengono riportate le righe di codice 
più rilevanti. Il resto del codice si trova su CD allegato. 
Nel capitolo 3, che precede la descrizione di Hardware e Software, sono riportati i risultati delle 
simulazioni del controllo dell’attuatore della frizione durante la scalata di marcia e durante la 
partenza. Tale capitolo giustifica alcune delle scelte fatte e facilità la comprensione del codice che 
implementa i controlli simulati, descritto successivamente. Durante la descrizione delle simulazioni 
effettuate si riporta il nome del file che contiene il modello simulato. Il risultato delle simulazioni è 
illustrato in figure su sfondo nero, mentre in figure su sfondo bianco sono riportati risultati di 
simulazioni relative a modelli non realizzati personalmente. Ogni file è contenuto nel CD allegato. 
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2 DESCRIZIONE DI SISTEMA E SPECIFICHE 
Si descrivono in modo dettagliato le specifiche che deve soddisfare la GCU. Per facilitare la 
descrizione si identificano due livelli di specifiche: le specifiche di alto livello definiscono le 
operazioni, i compiti, che la GCU deve assolvere per implementare il cambio-semiautomatico, 
mentre le specifiche di basso livello definiscono il sistema elettronico, ovvero tutti i segnale elettrici 
che la GCU deve generare o ricevere per interfacciarsi e gestire i vari sottosistemi della ET-1, per 
poter implementare il cambio semiautomatico. 
Le specifiche di alto livello vengono definite descrivendo la logica del sistema, ovvero in che modo 
e quando la GCU interagisce con gli altri sistemi senza entrare nel dettaglio della fisica di questa 
interazione. Tali specifiche sono di semplice descrizione e sono state definite insieme agli altri 
membri della squadra, in quanto ciascun membro del gruppo, pilota compreso, deve conoscere il 
comportamento del sottosistema GCU. 
Viceversa, le specifiche di basso livello, per poter essere definite, necessitano la conoscenza dei vari 
sottosistemi con la quale la GCU deve interagire. Le specifiche di alto livello sono la risposta alla 
domanda “Cosa si vuole ottenere?”, mentre quelle di basso livello sono in parte la risposta alla 
domanda “Come ottenere ciò che si vuole?”. È ovvio che le specifiche di alto livello devono venir 
definite per prime mentre quelle di basso livello saranno note soltanto dopo che sono stati studiati i 
vari sottosistemi. Per questo immediatamente di seguito verranno definite le specifiche di alto 
livello, mentre le specifiche di basso livello vengono definite nei successivi paragrafi dove si 
studiano i vari sottosistemi; alla fine di ciascun paragrafo verranno definite, evidenziate in corsivo, 
le specifiche relative al sottosistema descritto in quel paragrafo. 
Per poter implementare un cambio semiautomatico è necessario che la centralina di controllo GCU 
sia in grado eseguire una manovra di cambiata e quindi deve saper assolvere i seguenti compiti: 
 Gestire la leva esterna della scatola del cambio tramite attuatore voice-coil in modo da poter 
innestare tutti i rapporti del cambio, cinque di marcia più la folle. 
 Gestire la leva esterna della frizione in modo da innescare e disinnescare la frizione quando 
necessario. Agendo su tale leva la frizione deve poter essere modulata secondo il Launch-
Control, secondo la legge di controllo in scalata, entrambe definite in [1] e secondo una 
legge, ancora da studiare, per la partenza normale. 
 Comunicare con la ECU in modo da implementare il Launch-Control e da togliere 
l’alimentazione al motore durate le cambiate in salita. Dalla ECU possono venir lette le 
informazioni sul numero di giri e sulla temperatura del motore. 
 Sul cruscotto devono essere presenti due leve, una leva che permette di salire di marcia, 
nominata Shift-Up, ed una che permette di scendere di marcia, nominata Shift-Down, un 
tasto che permette di inserire la folle, nominato Neutral, e un tasto che permette di avviare la 
procedura di Launch-Control, nominato tasto di Launch. 
 Sul cruscotto deve essere indicata la marcia inserita, il numero di giri e quando la 
temperatura del motore supera una certa soglia di sicurezza. 
La GCU compone i compiti sopra elencati, come mostrato in Figura 2-1, in modo da implementare 
il sistema di cambio semiautomatico completo. Si descrive adesso il diagramma di Figura 2-1 
introducendo ulteriori dettagli. 
Nei cerchi in Figura 2-1 sono rappresentati gli stati del veicolo. Nei rettangoli sono rappresentate le 
operazioni che la GCU esegue sul cambio e frizione. La GCU, quando il pilota lo comanda, porta il 
veicolo da uno stato all’altro. Si nota che tutti gli stati di partenza e di arrivo hanno la frizione 
disinnestata ovvero l’attuatore della frizione non è pilotato e non consuma potenza. Come stato di 
partenza s’identifica quello del veicolo in folle con frizione innestata. Normalmente in questo stato 
il veicolo è fermo. Se non lo fosse il comportamento della GCU rimarrebbe comunque inalterato, in 
modo da poter innestare la prima, dalla folle, e avviare la procedura di partenza anche con il veicolo 
in movimento, magari a causa di un dislivello del terreno o una qualunque altra causa. È compito 
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del pilota valutare, in base alla velocità del veicolo, se avviare la procedura di partenza o fermare il 
veicolo prima lanciare la procedura di partenza. 
 
 
Figura 2-1: diagramma di flusso della GCU. 
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Nello stato veicolo in folle e frizione innescata gli unici tasti attivi, ai quali è associata un’azione da 
parte della GCU, sono quello di Shift-Up e Launch. Premendo Shift-Up deve essere premuta la 
frizione, innestata la prima e rilasciata la frizione in modo che il veicolo parta in modalità 
Quiet-Moving: si tratta di una modalità che permette al veicolo di eseguire manovre a bassa velocità 
durante un normale spostamento. Terminata la procedura di partenza il veicolo si troverà in 
movimento in prima. Premendo nuovamente il tasto di Shift-Up viene innestata la seconda: la GCU 
abilita la funzione di Cut-Off della ECU e innesta la seconda. In questa fase non si fa uso della 
frizione, tale scelta sollecita intensamente il cambio, ma è ragionevole trattandosi di un veicolo per 
uso agonistico. Durante l’operazione di scalata è invece necessario far uso della frizione che deve 
essere premuta il più velocemente possibile, successivamente si innesta la marcia e si rilascia la 
frizione seguendo la legge specificata in [1]: si tratta di un legge di rilascio lineare ad anello aperto, 
quindi d’implementazione semplice. 
Tutte le marce, esclusa la folle, possono susseguirsi dalla prima alla quinta agendo sui tasti Shift-Up 
e Shift-Down, mentre per innestare la folle deve essere premuto il tasto Neutral e il veicolo deve 
trovarsi in prima o in seconda marcia. Meccanicamente il cambio permette l’innesto della folle solo 
dai rapporti di prima e seconda. 
Per abilitare la procedura di partenza Launch-Control è necessario eseguire la seguente sequenza sul 
cruscotto della vettura: si preme e si mantiene premuto il tasto di Launch, si innesta la prima 
premendo e rilasciando la leva Shift-Up; la prima viene innestata e al rilascio del tasto di Launch la 
frizione viene rilasciata secondo la legge di Launch-Control. Un dettaglio che non può essere 
dedotto dal diagramma semplificato di Figura 2-1 è il seguente: una volta abilitata la procedura di 
partenza Launch Control è stato deciso di mantenere quest’ultima abilitata. Nel senso che se il 
veicolo si ferma e si innesta la prima la frizione verrà rilasciata in modalità di Launch Control. Per 
tornare alla modalità di partenza normale deve essere eseguita la sequenza di Launch sostituendo la 
pressione di Shift-Up con Shift-Down. 
Un particolare importante è quello evidenziato dalle transizioni in rosso in Figura 2-1: le leggi di 
rilascio di frizione in scalata, ma in particolare durante la partenza del veicolo hanno una durata 
notevole, anche superiore al secondo durante la partenza, in questa fase la centralina di controllo del 
cambio deve restare in ascolto dei tasti e continuare a permettere azioni da parte del pilota. In 
particolare durante la procedura di partenza il pilota può chiamare la folle perché decide di fermare 
il veicolo, fatto fondamentale dal lato della sicurezza. Inoltre durante il rilascio della frizione nella 
manovra di scalata è possibile attivare un'altra operazione di scalata senza aspettare che il rilascio 
della frizione sia terminato: in tal modo è possibile scendere velocemente di due o più marce. 
Infine nella nuvoletta in Figura 2-1 sono rappresentate le operazioni che la GCU esegue 
continuamente: alcune vengono eseguite nel ciclo infinito che costituisce il programma in 
esecuzione sulla centralina e altre saranno eseguite all’interno di routine di interrupt. 
Nei successivi paragrafi di questo capitolo vengono descritti tutti i sottosistemi con la quale deve 
interagire la GCU per realizzare le funzionalità sopra descritte, e verranno definite le specifiche 
elettriche del sistema. 
2.1 Attuatori 
Un attuatore voice-coil di tipo lineare è composto da due cilindri concentrici come mostrato nella 
Figura 2-2. Il cilindro più esterno è realizzato di materiale magnetico permanente, mentre sul 
cilindro mobile interno è avvolta una bobina. Quando la bobina è percorsa da corrente, si ha 
un’interazione tra il campo magnetico generato e quello prodotto dal magnete permanente. La forza 
di Lorentz sviluppata sulla bobina pone in movimento il cilindro interno, su cui è avvolta.  
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Figura 2-2: viste in sezione dell’attuatore voice-coil. 
 
La forza di Lorentz F è proporzionale al numero N di conduttori attraversati dal campo esterno, alla 
corrente I che li attraversa, alla lunghezza l dei conduttori immersi nel campo, e al vettore B di 
induzione magnetica secondo una costante k: 
 
F kBlIN  
 
Una volta che la bobina è in movimento, ai capi di essa si produce una forza controelettromotrice 
VCA proporzionale alla velocità v secondo la seguente relazione: 
 
E kBlvN  
 
Il circuito elettrico equivalente che ne deriva è mostrato in Figura 2-3. Con L  e R  si indicano 
rispettivamente l’induttanza e la resistenza dell’avvolgimento, con v  la velocità dell’attuatore e con 
BK  il coefficiente di proporzionalità tra la forza controelettromotrice e la velocità. 
 
 
Figura 2-3: equivalente elettrico di un attuatore voice-coil. 
 
Applicando una tensione di segno positivo il cilindro mobile esce fuori dal cilindro esterno, in 
genere fisso, spingendo un eventuale carico, mentre applicando una tensione di segno negativo il 
cilindro mobile entra dentro il cilindro esterno tirando un eventuale carico. La velocità dell’attuatore 
dipende ovviamente dal carico applicato. Si osserva che, pensando di poter trascurare l’induttanza 
(transitorio elettrico molto veloce), misurando la corrente è possibile ricavare il valore della 
velocità; come descritto nel capitolo 3 questo permette di poter effettuare controlli in corrente e in 
velocità e gestire completamente gli attuatori del cambio e della frizione assolvendo tutte le 
funzioni richieste senza far uso di un sensore di posizione. 
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Sulla ET-1 sono presenti due attuatori, uno per il cambio e uno per la frizione. Per poter variare le 
marce è necessario sia tirare che spingere la leva del cambio: per permettere ciò l’attuatore è stato 
collegato alla leva del cambio tramite un cavo bowden. In particolare l’attuatore del cambio è tenuto 
in equilibrio, a metà della sua corsa, dall’asta del cambio; applicando una tensione positiva 
all’attuatore la leva del cambio viene spinta, mentre applicando una tensione negativa all’attuatore 
la leva del cambio viene tirata. Il modo in cui si susseguono le marce tirando e spingendo la leva del 
cambio è descritto nel paragrafo 2.3. 
Mentre l’attuatore della frizione funziona diversamente. Il cilindro mobile dell’attuatore è collegato 
alla leva della frizione tramite un cavo, e disinnesca e innesca la frizione in modo analogo al 
comando manuale di una moto a marce. Come si vedrà dettagliatamente in seguito la leva della 
frizione costituisce per l’attuatore, trascurando eventuali non linearità, un carico a molla, ovvero la 
leva della frizione esercita sull’attuatore una forza proporzionale alla posizione dell’attuatore e 
quindi della leva stessa. Esiste, quindi una relazione tra forza applicata e posizione della leva, e 
come descritto in seguito tra forza applicata e coppia trasmessa. 
In particolare quando nessuna tensione è applicata all’attuatore il cilindro mobile è mantenuto 
completamente all’interno del cilindro fisso a causa della forza che la leva della frizione esercita sul 
cilindro mobile dell’attuatore tramite il cavo di collegamento. In questa posizione la frizione risulta 
essere completamente innescata. Quando sull’attuatore è presente il valore massimo di tensione 
quest’ultimo è percorso dalla corrente massima e la forza generata sul cilindro mobile vince la forza 
offerta dalla leva della frizione muovendola e portando la frizione verso il disinnesto. Si anticipa 
che, visto che è stata applicata la tensione massima, questo è anche il metodo per passare da frizione 
completamente innescata a frizione completamente disinnescata nel minor tempo possibile. 
Variando il valore di tensione applicata all’attuatore varia la corrente che lo attraversa e quindi la 
forza applicata dall’attuatore alla leva della frizione. In particolare partendo dal valore massimo di 
tensione sull’attuatore, ovvero frizione completamente disinnescata, e iniziando a calare tale valore 
di tensione, o corrente, si inizierà a innescare la frizione; in questa fase modulando il valore di 
tensione, o corrente, e quindi la forza applicata sulla leva della frizione, è possibile controllare la 
coppia che il motore trasmette a cambio e ruote, attraverso la frizione (si veda il paragrafo 2.2). 
Questo permette di implementare la funzione di Launch-Control (studiata in [1] e analizzata nel 
paragrafo 2.4), ed un controllo che permette al veicolo di muoversi in modalità Quiet-Moving. 
Entrambi gli attuatori vengono pilotati in modo PWM. Con riferimento all’attuatore della frizione il 
DSP variando la larghezza, quindi il duty-cycle dell’onda quadra inviata all’attuatore modula la 
tensione ai capi di quest’ultimo implementando controlli in corrente e in velocità come descritto nel 
capitolo 3; questo permette di gestire l’attuatore della frizione secondo le leggi di scalata e Launch-
Control volute in [1] e in modo da realizzare la modalità Quiet-Moving. 
La leva della frizione e del cambio costituiscono il carico per gli attuatori, conoscendo i dettagli del 
carico è possibile scegliere gli attuatori voice-coil opportuni. In Figura 2-6 è rappresentato il carico, 
studiato in [1], che la frizione costituisce per l’attuatore. È necessario scegliere un attuatore in grado 
di fornire una forza di 400 N e in grado di eseguire uno spostamento di 25 mm. L’attuatore del 
cambio deve avere caratteristiche in corsa analoghe. 
Le caratteristiche rilevanti degli attuatori scelti sono riportate in Figura 2-4. 
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Figura 2-4: caratteristiche degli attuatori voice-coil utilizzati. 
 
Gli attuatori sono controllati applicando una tensione ai loro capi e misurando la corrente che vi 
scorre. Non si fa uso di sensori di posizione. 
 
2.2 Frizione 
2.2.1 Fisica della frizione 
Si introduce il comportamento della frizione e si fa riferimento alla documentazione [2]. 
Comprendere il funzionamento della frizione è indispensabile per capire la funzione di 
trasferimento di controllo che i meccanici hanno chiesto di implementare all’interno della GCU. 
Inoltre permette di poter studiare una funzione di partenza Quiet-Moving che permetta al veicolo di 
eseguire manovre al di fuori della gara vera e propria. 
La frizione è un dispositivo che si interpone tra il motore ed il cambio. È composto da due dischi 
che possono essere a contatto oppure no secondo un comando opportuno, chiamato, nel resto del 
testo, asta di innesto della frizione. Lo scopo del dispositivo è di trasmettere la coppia dal motore al 
cambio su richiesta, quindi muovere il veicolo, e di permettere di modulare la coppia che viene 
inviata dal motore al cambio. 
La struttura logica della frizione è la seguente: un disco è solidale al motore e l’altro disco è solidale 
al cambio e quindi alle ruote. Quando i dischi sono completamente innescati allora il cambio e il 
motore sono solidali e tutta la coppia fornita dal motore viene inviata al cambio. Viceversa, quando 
sono disinnescati, il cambio e il motore non sono collegati e un movimento delle ruote è 
impossibile; la coppia trasmessa alla frizione sarà pari a zero. Per passare dal disinnesto all’innesto 
completo (dischi completamente innescati), si passa per una fase, indicata nel seguito del testo come 
fase di innesto, durante la quale la coppia del motore viene passata parzialmente al cambio, quindi 
le coppie del motore e del cambio sono diverse; in particolare la coppia trasmessa al cambio è 
funzione della forza tra i dischi della frizione. La forza tra i dischi della frizione è legata alla forza 
applicata all’asta di innesto; tramite questa è quindi possibile una modulazione della coppia 
trasmessa dalla frizione. 
Si identificano quindi tre stati di funzionamento della frizione che si riassumono di seguito. 
Frizione disinnescata: i dischi non sono a contatto, la coppia del motore ha un certo valore, se il 
motore è acceso, e la coppia trasmessa dalla frizione è pari a zero. 
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Frizione completamente innescata: i dischi sono completamente a contatto, ruotano ovviamente alla 
solita velocità, e la coppia trasmessa dalla frizione è uguale alla coppia trasmessa dal motore, 
esclusi eventuali ingranaggi di riduzione. La forza presente tra i dischi della frizione permette di 
trasmettere un coppia maggiore della coppia che può erogare il motore (quest’ultima osservazione 
costituisce un parametro di progetto per la frizione). 
Frizione in fase di innesto: è la fase che parte da quando i dischi iniziano a toccarsi (forza tra dischi 
della frizione pari a zero) e finisce quando la frizione è completamente innescata, forza tra i dischi 
pari a quella massima. Durante tutta questa fase la velocità di rotazione dei dischi è diversa, così 
come è diversa la coppia trasmessa dalla frizione e la coppia erogata dal motore. Durante questa 
fase, variando la forza applicata all’asta di innesto è possibile modulare la coppia che viene 
trasmessa dalla frizione. 
Oltre a questi tre stati di funzionamento si identifica un punto importante. Il passaggio tra frizione 
disinnescata e la fase di innesto avviene in un punto particolare della corsa dell’asta di innesto. Si 
tratta di un punto importante in quanto solo a partire da quel punto è possibile modulare la coppia 
trasmessa dalla frizione variando la forza applicata sull’asta di innesto e quindi sarà da questo punto 
che deve partire un eventuale controllo della frizione. 
 
 
Figura 2-5: schema semplificato della frizione. 
 
La Figura 2-5 mostra lo schema della frizione secondo quanto indicato in [8]. Si riportano in breve 
le leggi che governano tale sistema in modo da comprendere più in profondità il comportamento 
della frizione. 
Le grandezze caratteristiche del sistema sono riportate in seguito, si usa la solita notazione utilizzata 
in [8]. 
inT : è la coppia di ingresso della frizione, ovvero la coppia erogata dal motore, la grandezza che 
eccita il sistema frizione. 
nF : è la forza nominale tra i dischi della frizione. Il disco lato motore preme contro il disco lato 
frizione con una forza pari a nF , e per il principio di “azione e reazione” il disco lato frizione preme 
contro il disco lato motore con una forza uguale e opposta. 
eI , vI : sono il momento di inerzia del motore ( eI ) e della frizione ( vI ). Si misura in 
2Kg m . 
eb , vb : sono il damping rate della frizione dal lato del motore ( eb ) e dal lato del cambio, o veicolo 
( vb ). Si misurano in s
radN m . 
s , d : sono il coefficiente di attrito statico e dinamico. 
e , v : la velocità angolare del disco lato motore e la velocità angolare del disco lato cambio. 
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1r , 2r : il raggio interno e il raggio esterno dei due dischi della frizione. 
R : il raggio equivalente, si veda sotto. 
clT : la coppia trasmessa attraverso la frizione.  
maxfT : coppia richiesta dalla frizione per mantenersi bloccata, coincide con la coppia massima 
trasmissibile dalla frizione. Quando la coppia del motore, inT , supera la coppia massima 
trasmissibile dalla frizione, maxfT , allora la frizione slitta. Siamo in fase di innesto. 
Le equazioni di stato che possono essere scritte al sistema accoppiato rappresentato in Figura 2-5 
sono le seguenti: 
 
e e in e e cl
v v cl v v
I T b T
I T b
 
 
    

  
 
Per legare la coppia erogata dalla frizione alla forza normale nF  tra i dischi della frizione si può 
proseguire come segue. Per calcolare la coppia massima maxfT  si deve integrare il valore di coppia 
su tutta l’area della frizione. Considerando una circonferenza di raggio r  sulla superficie della 
frizione la coppia su quella circonferenza è pari a fr F , integrando su tutta la superficie della 
frizione si ottiene la coppia massima che la frizione è in grado di fornire. 
 
max
f
f
A
r F
T da
A
  =  
2
1
2
2 2
2 1
r
n
r
F r drd
r r
    = 23 nRF   
 
Dove 
 
3 3
2 1
2 2
2 1
r rR
r r
   
 
prende il nome di raggio equivalente della frizione. 
Quando la frizione è bloccata è necessario usare il coefficiente di attrito statico; quindi la coppa 
massima che può trasmettere la frizione nella fase di frizione completamente innescata è pari a: 
 
 max
2
3f n s
T RF   
 
Mentre quando la frizione e in fase di innesto, cioè quando i dischi stanno slittando reciprocamente 
è necessario usare il coefficiente di attrito dinamico. La coppia massima trasmissibile dalla frizione 
è pari a: 
 
max
2
3f n d
T RF   
 
In questo caso la coppia trasmessa dalla frizione clT , ammettendo che il motore stia erogando una 
coppia maggiore di maxfT , coincide in modulo esattamente con il valore di maxfT . Considerando 
anche il segno si può scrivere la coppia trasmessa dalla frizione come segue: 
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   max 2sgn sgn 3cl e v f e v n dT T RF           se   inT > maxfT  
 
Quindi durante la fase di innesto, quando i dischi della frizione stanno slittando l’uno rispetto 
all’altro, quindi è possibile modulare la coppia  trasmessa dalla frizione, clT , variando la forza 
normale, nF , tra i dischi agendo sull’asta di innesto della frizione. 
Per calcolare la coppia trasmessa dalla frizione clT , durante la fasi di innesto completo, ovvero 
quando i dischi non slittano uno rispetto all’altro, è sufficiente osservare che durante la fase di 
frizione completamente innestata la velocità di rotazione, e  , del disco solidale al motore è pari alla 
velocità di rotazione, v , del disco solidale al cambio. Indicando con   tale frequenza il sistema 
frizione diventa: 
 
e e in e e cl
v v cl v v
I T b T
I T b
 
 
    


e in e cl
v cl v
I T b T
I T b
 
 
    

  
 
Sommando le equazioni di tale sistema si ottiene: 
 
   e v in e vI I T b b      
 
Ricavando poi   dalla seconda equazione del sistema si ha: 
 
cl v
v
T b
I
   
 
E sostituendo quest’ultima espressione nella precedente, e svolgendo i passaggi, si ha: 
 
   cl ve v in e v
v
T bI I T b b
I
      
    v in v e vv v in v e v vcl v in e v
e v e v e v
I T I b bI I T I b I bT b T b b
I I I I I I
                
v in v e v v v in v e v v e v v v v in v e e v
cl v
e v e v e v
I T I b I b I T I b I b I b I b I T I b I bT b
I I I I I I
                     
 
Quindi si può scrivere la coppia trasmessa dalla frizione in funzione della coppia trasmessa dal 
motore. 
 
v v e e v
cl in
e v e v
I I b I bT T
I I I I
    
 
In questo caso il motore trasmette coppia alla frizione e quindi al cambio quasi come se fossero un 
corpo unico, perdite escluse. Questa situazione corrisponde alla condizione di marcia normale per il 
veicolo. 
Le formula descritte confermano quando descritto all’inizio del paragrafo sul funzionamento della 
frizione. 
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2.2.2 Attuazione della frizione 
I piatti della frizione sono tenuti insieme da molle. È possibile variare la forza nF  che agisce tra i 
piatti della frizione contrastando la forza che la molla esercita tra i piatti della frizione. Questa 
operazione può venir viene effettuata applicando, tramite l’attuatore descritto nel paragrafo 2.1, 
all’asta di innesto della frizione una forza. 
Quando la forza esercitata dall’attuatore sull’asta di innesto della frizione è nulla allora la forza nF  
tra i dischi della frizione è massima e quindi la frizione è completamente innescata. Quando la forza 
applicata dall’attuatore sull’asta di innesto è massima allora la forza nF  tra i dischi della frizione è 
nulla e la frizione è disinnescata. 
Una volta trovato il punto di innesto variando la forza che l’attuatore applica all’asta di innesto della 
frizione si può variare nF  e quindi la coppia che la frizione trasmette alle ruote. 
L’asta di innesto e quindi la frizione costituiscono il carico dell’attuatore, il cui comportamento può 
venir descritto legando la forza applicata all’asta di innesto e lo spostamento di quest’ultima come 
mostrato Figura 2-6. 
 
 
Figura 2-6: legame forza-spostamento misurato all’asta di innesto della frizione. 
 
Osservando la Figura 2-6 è possibile identificare le vari fasi di funzionamento della frizione e i 
corrispettivi comportamenti dell’attuatore che la GCU deve pilotare. Spostandosi da destra a sinistra 
cioè nel verso delle x decrescenti si ha inizialmente la frizione completamente disinnestata, in 
questo caso la forza nF  tra i dischi della frizione è nulla e l’attuatore spinge al massimo. 
Rilasciando l’attuatore decrementando la corrente che vi scorre e quindi la forza che l’attuatore 
applica all’asta di innesto della frizione, quest’ultima si sposta ma la forza nF  che agisce tra i dischi 
della frizione continua ad essere zero e nessuna coppia viene trasmessa alle ruote, o al cambio. 
Continuando a decrementare la corrente che scorre nell’attuatore, quest’ultimo continua a spostarsi 
verso x minori, fino a che non si arriva al punto di innesto. Tale punto di innesto dovrà essere 
identificato dal software della GCU in modo intelligente. Idealmente nel punto di innesto la forza 
nF  e la coppia clT  fornita dalla frizione alla ruota sono ancora nulle, ma un ulteriore decremento 
della forza applicata dall’attuatore sull’asta di innesto provoca l’aumento di entrambe. È da questo 
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punto in poi che tramite l’attuatore, variando la corrente che lo attraversa, è possibile modulare nF  e 
clT . 
La GCU deve poter identificare il punto di innesto in maniera intelligente e qualsiasi controllo della 
frizione deve avvenire a partire da questo punto. 
Decrementando ulteriormente la corrente che scorre nell’attuatore, le grandezze nF  e clT  
continuano ad aumentare fino a che nF  raggiunge il valore massimo e la frizione diventa 
completamente innestata. 
Quindi oltre alle tre fasi di funzionamento della frizione descritte nel paragrafo 2.2.1 ne esiste 
un'altra, ed è quella in cui una forza applicata all’attuatore non ha nessun effetto su nF  e clT  che va, 
con riferimento alla Figura 2-6, approssimativamente da 10 mm a 30 mm. 
L’andamento mostrato in Figura 2-6 è stato linearizzato pensando alla struttura della frizione come 
quella schematizzata nella Figura 2-7. 
 
 
Figura 2-7: schema semplificato del comportamento della frizione per quanto riguarda l’asta di innesto. 
 
L’equazione che descrive il legame forza-spostamento dell’asta di innesto a sinistra del punto di 
innesto è la seguente: 
 
 clutch m dF F K K x      
 
e a destra del punto di innesto è la seguente: 
 
clutch mF F K x    
 
L’andamento linearizzato è riportato nella Figura 2-8. 
 
 
Figura 2-8: legame forza-spostamento all’asta di innesto della frizione linearizzato. 
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Per ulteriori dettagli su tale modello si veda [1]. 
 
La GCU deve controllare l’attuatore della frizione in modo da poterla disinnescare completamente, 
trovare il punto di innesto e da qui lanciare eventuali controlli di modulazione della forza tra i 
dischi e quindi della coppia trasmessa. 
2.3 Cambio 
Il cambio è il dispositivo che permette di variare il rapporto di marcia, ovvero il rapporto tra il 
numero di giri motore e ruote. Più in dettaglio si dovrebbe dire che il cambio è il dispositivo che 
permette di variare il rapporto tra il numero di giri di due assi in rotazione: un albero, detto asse 
primario del cambio, è solidale al motore attraverso la frizione, e un albero, detto asse secondario 
del cambio, è solidale alle ruote. 
Il controllo del cambio non presenta alcuna particolarità: all’esterno del blocco motore in cui è 
integrato il cambio è presente una leva che tirata o premuta permette di variare i rapporti che 
vengono innestati. Il cambio utilizzato è di tipo sequenziale a cinque marce, e quindi gli ingranaggi 
possono essere inseriti solo in sequenza; tirare la leva corrisponde a passare ad un nuovo rapporto, 
mentre spingere la leva corrisponde a tornare al rapporto precedente. 
L’attuatore è solidale alla leva del cambio ed entrambe sono riposo in equilibrio a metà della corsa 
che possono eseguire: la leva può essere spinta e tirata. Far scorrere corrente in un verso 
corrisponde a tirare l’attuatore, mentre farla scorrere nell’altro corrisponde a spingere l’attuatore. 
Quando la corrente smette di scorrere nell’attuatore quest’ultima torna in equilibrio a metà corsa. 
L’attuatore viene sempre attivato a forza massima per effettuare il passaggio da una marcia all’altra 
nel minor tempo possibile. 
La Figura 2-9 mostra il diagramma di stato del cambio in funzione dell’ingresso. Lo stato del 
cambio è rappresentato dalla marcia attualmente inserita, mentre l’ingresso, che può assumere solo 
due valori, è rappresentato dall’azione dell’attuatore sulla leva del cambio, che può essere o tirata o 
spinta. 
 
 
Figura 2-9: stati e transizioni del cambio 
 
Tutti i passaggi di stato indicati in blu nella Figura 2-9 corrispondono ai casi in cui l’inserimento 
della marcia non costituisce alcun problema, l’attuatore può essere tirato o spinto senza particolari 
accorgimenti. Quando è necessario scendere di marcia, prima di effettuare azioni sul cambio, 
ovvero attivare l’attuatore, è necessario premere la frizione e attendere che questa sia 
completamente disinnestata; mentre quando è necessario salire di marcia non deve essere effettuata 
nessuna azione sulla frizione. 
I due passaggi indicati in rosso corrispondono all’inserimento della folle. Costituiscono un caso 
particolare rispetto a tutti gli altri in quanto a partire dal solito stato utilizzando il solito ingresso si 
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può andare in due stati diversi: esiste dunque un’ambiguità! Da porre attenzione che l’ambiguità 
non è relativa al fatto se inserire o meno la folle, la GCU sa in ogni caso la marcia da inserire, in 
primis perché esiste il tasto di folle e quindi non c’è ambiguità sulla marcia da inserire. Tale 
ambiguità non esisterebbe nemmeno in assenza del tasto di folle, infatti la folle potrebbe venir 
inserita quando il pilota preme il tasto di scalata e si trova in prima. L’ambiguità cui si fa 
riferimento è che il componente cambio quando si trova nello stato I e la leva viene tirata non si 
conosce a priori lo stato in cui finirà. Analogamente a quando lo stato del cambio è II e la sua leva 
viene premuta. Quindi la GCU deve prendere in considerazione tale situazione e nel caso si voglia 
inserire la folle sarà necessario effettuare opportuni controlli sul sensore di marcia del cambio (che 
è una sorta di sensore di posizione potenziometrico) e/o sulla forza applicata dall’attuatore sulla 
leva del cambio, quindi gli ingressi non saranno solamente due, ma quelli evidenziati dalle 
transizioni in rosso saranno diversi dagli altri: l’attuatore potrebbe essere tirato o spinto a una forza 
inferiore. 
Il passaggio di stato corrispondente alla linea tratteggiata corrisponde a una transizione che non 
deve essere implementata dalla GCU. 
Ritenendo che l’inserimento della folle dovesse prevedere particolari precauzioni i meccanici hanno 
caratterizzato il legame forza spostamento della leva del cambio, quindi il carico dell’attuatore, 
durante il passaggio dalla prima alla seconda. Tale andamento è riportato in Figura 2-10. 
 
 
Figura 2-10: legame forza spostamento alla leva del cambio durante il passaggio dalla I alla N alla II 
 
La GCU deve controllare l’attuatore del cambio in modo da poter inserire in sequenza tutte le 
marce. Deve inoltre poter inserire la folle. Durante il passaggio da una marcia alla marcia 
inferiore, cosi come durante l’inserimento della folle, prima di effettuare operazioni sul cambio la 
frizione deve essere completamente disinnescata. 
2.4 La funzione di Launch-Control 
La centralina di controllo GCU deve implementare al suo interno la funzione di Launch. Si tratta di 
una funzione di controllore, che prende in ingresso un segnale errore, ricavato dalla velocità di 
rotazione delle ruote, anteriori e posteriori, e genera in uscita la coppia che deve essere trasmessa 
alle ruote per far in modo che il veicolo parta da fermo con la maggiore accelerazione possibile. 
Questa funzione di controllo è il risultato della tesi in [1]. La funzione di trasferimento che è stata 
fornita, lega la coppia motore all’errore sullo scorrimento. Lo scorrimento, definito meglio tra 
breve, dà indicazione della differenza di rotazione tra ruota anteriore e ruota posteriore. La funzione 
di trasferimento che è necessario implementare è la seguente: 
 
 18
( ) 30000( )
( ) 20 1
m
e
C sG s
S s s
    
 
Con ( )mC s  è indicata la coppia sull’asse del motore mentre con ( )eS s  l’errore rispetto allo 
scorrimento di riferimento fissato pari a 0.2. Quindi  ( ) ( ) 0.2eS s S s  . 
Lo scorrimento è la grandezza che viene misurata dalla GCU. In funzione di ( )eS s  si dovrà 
modulare la ( )mC s  secondo la funzione di trasferimento ( )G s . 
La variabile di controllo della GCU non può essere sicuramente la ( )mC s  ma deve essere la 
corrente che scorrente nell’attuatore che è proporzionale alla forza applicata sulla leva della frizione 
e quindi alla coppia trasmessa ( )mC s . Si deve quindi ricavare la funzione di trasferimento 
( )( )
( )e
I sGCU s
S s
  assumendo nota la funzione di trasferimento ( ) 30000( )
( ) 20 1
C sG s
S s s
   , dove si è 
indicato con ( )I s  la corrente che scorre nell’attuatore. Sarà la funzione di trasferimento ( )GCU s  
ad essere implementata nella centralina di controllo del cambio. La ( )GCU s  è indicata nel resto del 
testo anche con il nome di Launch-Control. 
In seguito si descrive il procedimento seguito per ricavare la ( )GCU s  basandosi su [1] in cui 
( )GCU s  non è indicata esplicitamente. Questa parte del testo è parte del lavoro di gruppo svolto in 
collaborazione con i relatori di [1]. 
La centralina di controllo del cambio GCU (Gear Control Unit) prende in ingresso una grandezza 
proporzionale alla velocità angolare delle ruote foniche, dalle quali calcola l’errore sullo 
scorrimento ( )eS s  e fornisce come uscita la corrente I  che andrà a scorrere nell’attuatore della 
frizione. 
All’interno del controllore deve essere quindi implementata la seguente funzione di trasferimento: 
 
( )( )
( )e
I sGCU s
S s
  
 
Dove ( ) ( ) 0.2eS s S s   e dove S , omettendo la s , è definito come: 
 
r ro
ro
S     
 
dove r  è la velocità angolare reale delle ruote posteriori, ro  è la velocità angolare delle ruote 
posteriori relativa al caso di puro rotolamento, che, visto che nel nostro caso ruote anteriori e 
posteriori hanno il solito raggio, coincide con f  ( velocità angolare delle ruote anteriori) , e quindi 
si può scrivere come segue: 
 
r f
f
S
    
È nota la funzione di trasferimento ( )G s :  
 
( ) 30000( )
( ) 20 1
m
e
C sG s
S s s
    
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Dove ( )mC s  è la coppia sull’asse del motore, mentre ( )eS s  è la scorrimento. 
Per ottenere la funzione ( )( )
( )e
I sGCU s
S s
  da implementare nella GCU si devono conoscere le 
equazioni che legano la corrente che scorre nell’attuatore alla coppia trasmessa dal motore, in modo 
da ottenere: 
 
( )( ) ( ) ( )( ) ( )
( ) ( ) ( ) ( )
m
m e m e
C sI s I s I sGCU s G s
C s S s C s S s
      
 
Per conoscere tale legame, dobbiamo conoscere la struttura della frizione e dei leveraggi di 
attuazione che messi in movimento dall’attuatore muovono la frizione in maniera da variare la 
coppia trasmessa. Si fa riferimento alla Figura 2-11. 
 
 
Figura 2-11: schema della trasmissione della vettura 
 
Alcune note. tC è la coppia trasmessa dalla frizione, mentre mC  è la coppia trasmessa dal motore. 
Con frizione disinnescata si intende che i dischi della frizione non sono a contatto tra di loro e 
quindi la velocità con cui ruota il disco a valle della frizione, solidale con le ruote e il cambio (a 
destra in Figura 2-11) è pari a zero; mentre la velocità con cui ruota il disco a monte della frizione, 
solidale con il motore (a sinistra in Figura 2-11) è pari a m p . 
Con fase di innesto si intende tutta la fase nella quale i dischi della frizione si trovano a contatto ma 
ruotano a velocità differenti. In questa fase la frizione trasferisce la coppia motore all’asse primario 
del cambio e, quindi alle ruote. Le velocità con cui ruotano i dischi sono diverse. 
 
m
c
p
    
 
Il modo in cui la coppia tC , trasmessa dalla frizione, e mC , trasmessa dal motore, sono legate 
dipende dalla forza che c’è tra i dischi della frizione. 
Con sincronismo si intende la fase in cui la frizione è totalmente innestata e quindi i dischi della 
frizione ruotano alla stessa velocità. 
 
m
c
p
   
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Durante il sincronismo il legame tra le due coppie è il seguente: m p tC C  . 
Un particolare importante è che il controllo della frizione ha lo scopo di controllare la coppia 
trasmessa dalla frizione, ovvero tC , durante la fase di innesto. Viceversa, nella funzione di 
trasferimento fornita dai meccanici, compare la coppia sull’asse motore mC . In realtà questa mC  
non è altro che la tC , durante la fase di innesto, moltiplicata per p  (nella fase di innesto il legame 
tra mC  e tC  e molto più complesso). Dunque la mC  che compare nella funzione di trasferimento 
non è la reale coppia del motore ma la coppia trasmessa, a parte il p . 
 
 
Figura 2-12: schema della leva della frizione, sono indicate le forze e le masse in gioco. 
 
Successivamente si impostano le equazioni alle varie parti che compongono il sistema di Figura 
2-12. 
Si possono identificare le seguenti grandezze. LF  è la forza che l’attuatore applica al comando 
esterno della frizione. LF  viene trasmessa all’asta di innesto della frizione tramite un sistema di 
leveraggi; eF  è la forza che si trova a valle di questo sistema di leveraggi, quindi eF  è la forza 
applicata all’asta di disinnesto della frizione. 
LF  è legata a eF  tramite e
L
F
F
  . Inoltre Lx  è lo spostamento che compie la leva esterna ed x  è 
quello che compie l’asta di disinnesto; vale quindi 
x
xL . 
Si può riportare, per semplicità, la massa dell’attuatore sull’asta di disinnesto. Considerando il 
sistema di leveraggi che trasmette il movimento dall’attuatore all’asta di disinnesto si ha: 
2
attm m  . Per tener conto delle altre masse in gioco si maggiora m del 20%, quindi in realtà vale: 
 
2 20, 2att attm m m       
 
Applicando il secondo principio della dinamica all’asta di disinnesto si ottiene: 
 
 xmFF pe  
 
 21
eF  è la forza applicata, tramite il leveraggio, dall’attuatore al lato destro dell’asta di disinnesto, 
mentre pF  è la forza opposta dalla frizione dal lato opposto dell’asta di disinnesto e vale (si 
considerano due molle in serie): 
 
( )p m dF K K x    
 
dove x  è lo spostamento dell’asta di disinnesto e quindi del piatto di pressione della frizione. 
La coppia massima trasmissibile dalla frizione è legata alla forza esercita tra i dischi dF , che non 
compare nello schema di Figura 2-12, dalla seguente equazione: 
 
nRFC edt    
 
Dove eR  è il raggio equivalente dei dischi della frizione,   è il coefficiente di attrito tra i dischi 
della frizione, n  è il numero delle superfici di attrito della frizione. Si conoscono poi le seguenti 
relazioni: 
 
24 mK  
28.23 dK  
p
md
d
d FKK
KF  214  
 
Da notare un particolare importante. nRFC edt    è la coppia massima trasmissibile dalla 
frizione e coincide con la coppia realmente trasmessa dalla frizione quando la coppia del motore 
reale (che non è il valore mC  indicato fino ad ora) supera il valore di tC . Questo è probabilmente 
verificato perché durante la procedura di Launch il motore è tenuto sempre al massimo regime e 
quindi la coppia motore reale è la massima disponibile. 
Sostituendo il legame tra coppia e forza tra i dischi si ha: 
 
(214 )t d mp
e d
C K KF
R n K
 
      
 
2
9
23.8
m d m d
p t
e
K K K KF C
R n  
         
 
L’attuatore che muove i leveraggi della frizione è di tipo voice-coil e fornisce semplicemente una 
forza proporzionale alla corrente che lo attraversa: 
 
IKF A  
 
La forza fornita dall’attuatore è LF  e quindi vale L AF K I . 
Si cerca adesso di legare la coppia alla corrente. Si conoscono tutte le relazioni che governano il 
sistema ed è quindi immediato calcolare il legame coppia corrente. 
Uguagliando ( )p m dF K K x    e (214 )t d mp
e d
C K KF
R n K
 
       è possibile esprimere x come 
segue: 
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214 t
d d e
Cx
K K R n


      
 
Partendo dall’equazione 
 xmFF pe  è possibile ricavare il legame coppia corrente con i 
seguenti passaggi: 
 
 xmFF pe  
2
2
214(214 )t d m te
e d d d e
C K K CF m
R n K t K K R n
  
                
 
2
2
1214 d m t d me t
d e d d e
K K C K KF m C
K R n K K R n t
  
                 
2
2
1 1 214d m d me t t
d e e d d
K K K KF m C C
K R n t R n K K
 
                 
 
Essendo eL
FF   ed L AF K I   e quindi 
e
A
FI
K    si ottiene il legame coppia trasmessa dalla 
frizione – corrente: 
2
2
1 1 1 1 214d m d m
t t
A d e A e d A d
K K K KI m C C
K K R n t K R n K K K   
                    
Ricordando il legame m p tC C   si ottiene infine il legame Coppia motore – corrente attuatore. 
 
 
2
2
1 1 1 1 214d m d m
m m
p A d e p A e d A d
K K K KI m C C
K K R n t K R n K K K     
                      
 
Un altro modo di procedere è quello di passare attraverso lo schema usato dai meccanici, riportato 
in Figura 2-13, che contiene le medesime informazioni. 
 
 
Figura 2-13: legame coppia corrente 
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Lo schema di Figura 2-13 può essere disegnato anche come in Figura 2-14. 
 
 
Figura 2-14: legame coppia corrente, sono indicate le espressioni dei vari coefficienti. 
 
Partendo da tC  e spostandosi fino alla corrente si ottiene: 
 
  22 1 1 1 21 1t t
A A
I K K C C K m C
K K t 
             
 
Sostituendo le seguenti uguaglianze: 
 
1 2
1 1
23.8 e d e
K
R n K R n             
9 2141
d
C
K


   
2 m dK K K   
 
Si ottiene: 
 
  221 1 214 1 1m d t t
A d e d A d e
I K K C m C
K K R n K K K R n t

   
               
 
 
  2
2
214 1m dm d
t t
A d e A d A d e
K KK KI C m C
K K R n K K K K R n t

    
                      
 
Ricordando il legame m p tC C    
 
  2
2
214 1m dm d
m m
p A d e A d p A d e
K KK KI C m C
K K R n K K K K R n t

      
                        
 
Riordinando si ottiene la medesima equazione di prima: 
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2
2
1 1 1 1 214d m d m
m m
p A d e p A e d A d
K K K KI m C C
K K R n t K R n K K K     
                      
 
Si scriva adesso l’equazione come: 
 
2
2 1 02 m mI a C a C at
      
 
Dove 
 
2
1 1
p A d e
a m
K K R n           
1
1 1 d m
p A e d
K Ka
K R n K  
        
0
214 d m
A d
K Ka
K K
   
 
I valori numerici sono elencati nel foglio di calcolo “Funzione di Trasferimento Valori.xls” e 
riportati nella tabella seguente. 
 
Valori per il calcolo dei coefficienti della funzione di trasferimento 
Rapporti di riduzione [Adimensionali] 
 =4  
p =2.58 
Raggio equivalente [metri] 
eR =0.08 
Coefficienti equivalenti molle frizione [Newton/metri] 
dK =380.8 
mK =64 
Coefficiente di attrito tra i dischi 
 =0.1 
Numero delle superfici di attrito della frizione 
n =15 
Coefficiente proporzionalità forza-corrente attuatore [Newton/Ampere] 
AK =37.2 
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Massa Attuatore [Kg]=0.74 
Massa Totale [Kg] 
m =14.208 
Coefficienti funzione di trasferimento Launch-Control 
2a =-0.00081 
1a =-0.02536 
0a =6.719527 
 
Tabella 2-1: calcolo valori coefficienti funzione di Launch-Control. 
 
Il valore 0a  indica la corrente da fornire all’attuatore in modo da mantenere la frizione totalmente 
disinnestata, si nota ponendo in 
2
2 1 02 m mI a C a C at
      un valore di mC  pari a zero. Quando si 
vuole far crescere mC , che è sempre positivo, si deve calare I  infatti i coefficienti 2a  e 1a  sono 
negativi. Il valore di 0a  non lega, quindi, la coppia alla corrente, ma rappresenta il valore iniziale 
della corrente a partire dal quale si inizia a modulare la coppia. In altre parole 0a  è il valore della 
corrente che porta l’attuatore nel giusto punto di lavoro, analogamente a quando si polarizza un 
transistore. Si ricorda che stiamo ricavando la funzione di trasferimento ( ) ( )m
I s
C s , per poi ricavare 
( )GCU s , ovvero il legame coppia corrente, il termine 0a  non deve comparire in tale funzione di 
trasferimento. Al valore di I  calcolato tramite la funzione di trasferimento ( ) ( )m
I s
C s , o ( )GCU s , 
deve poi essere sommato 0a . Quindi il valore di 0a  è il valore di corrente che scorre nell’attuatore 
quando quest’ultimo si trova nel punto di innesto; a partire da tale valore la coppia viene modulata 
tramite la ( )GCU s . 
Passando adesso al dominio di Laplace si ha: 
 
2
2 1( ) ( ) ( )m mI s a s C s a sC s   
 
È quindi possibile scrivere la funzione di trasferimento:  
 
2
2 1
( )
( )m
I s a s a s
C s
   
 
E finalmente la funzione di trasferimento ( )( )
( )e
I sGCU s
S s
  
 
( )( )
( )
I sGCU s
S s

120
30000 1
2
2


s
sasa  
 
Svolgendo i calcoli con i valori in tabella si ottiene:  
 26
 
224.3 760.7( )
20 1
s sGCU s
s
    
 
Si tratta di una funzione di trasferimento non causale, ed implementa il controllo di un sistema 
chiuso in reazione, dove la grandezza che viene riportata in ingresso è ( )S s . Ai colleghi meccanici 
di [1] spetta il compito di verificare la stabilità dell’intero sistema, ovvero del veicolo con frizione 
controllata tramite ( )GCU s . 
La funzione di controllo ( )GCU s  viene lanciata a partire dal punto di innesto della frizione; quando 
l’attuatore si trova nel punto di innesto nell’attuatore scorrerà una corrente pari ad 0a . A questo 
punto viene lanciata la ( )GCU s  che genera valori di corrente che devono essere sommati (sottratti 
in modulo, visto i segni dei coefficienti 2a  e 1a ) ad 0a . 
Si nota inoltre un ulteriore richiesta da parte dei meccanici. Si deve eseguire un ulteriore controllo 
sullo scorrimento. Quando lo scorrimento supera un valore pari a 0.2 si deve premere al massimo la 
frizione, poi quando riscende sotto zero due si deve riavviare il controllo. 
 
La GCU deve implementare la funzione di Launch-Control, ovvero il controllo ( )GCU s . Le 
variazioni di corrente, calcolate con tale funzione, sono relative alla corrente che scorre 
nell’attuatore quando quest’ultimo si trova nel punto di innesto. 
 
2.5 Ruote foniche 
Le ruote foniche permettono di conoscere la frequenza con la quale ruotano le ruote. Conoscere il 
movimento delle ruote permette di poter gestire l’innesto della frizione; ad esempio quando il 
veicolo è fermo e la frizione sta venendo rilasciata, il punto di innesto della frizione può venir 
rilevato osservando il movimento delle ruote (si veda paragrafo 3.11). 
Inoltre la grandezza di ingresso della funzione di trasferimento da implementare all’interno della 
GCU è lo scorrimento errore ( ) ( ) 0.2eS s S s  , dove S , omettendo la s , è definito come segue: 
 
r f
f
S
    
 
dove r  è la velocità angolare delle ruote posteriori e f  la velocità angolare delle ruote anteriori. 
Per calcolare lo scorrimento sono necessarie quindi due ruote foniche, una posta sulla ruota 
anteriore e una posta sulla ruota posteriore. 
Esistono vari modi di realizzare una ruota fonica e rilevarne la velocità di rotazione. Il metodo che è 
stato scelto è quello di far uso di un disco dentato di materiale ferromagnetico. Tramite un sensore 
ad effetto Hall è possibile generare un segnale elettrico di frequenza proporzionale alla velocità di 
rotazione della ruota dentata. La coppia sensore ruota è rappresentata in Figura 2-15. 
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Figura 2-15: Sensore ad effetto Hall e ruota fonica in materiale ferromagnetico. 
 
Il segnale generato dal sensore ha una forma che replica la struttura dei denti che passano sotto la 
ruota, si tratta di un’onda quadra il cui periodo è proporzionale alla velocità di rotazione delle ruote. 
Come si mostra in seguito a questo paragrafo analizzando con la GCU tale segnale è possibile 
ricavare la velocità di rotazione delle ruote. 
Non è stata reperita dai fornitori abituali una coppia ruota-sensore; è quindi necessario definire le 
caratteristiche che deve avere la ruota da utilizzare con il sensore che è stato scelto e realizzare tale 
ruota. La ruota fonica è stata realizzata dai meccanici. 
Il sensore che è stato scelto è il ATS642LSH della Allegro Semiconductors. Nel datasheet di tale 
sensore sono indicate le caratteristiche che deve rispettare la ruota fonica per un garantire un buon 
funzionamento del sensore. 
 
 
Figura 2-16: caratteristica ruota fonica. 
 
Il sensore deve essere posto ad una distanza inferiore ai 3 mm dalla ruota per poter rilevare 
variazioni di induzione magnetica. 
Il sensore ATS642LSH è un sensore a due fili che alimentato in maniera opportuna genera un 
segnale in corrente in corrente analogo a quello mostrato in Figura 2-17. 
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Figura 2-17: forma del segnale generato dal sensore ad effetto Hall. 
 
Il valore basso della corrente è pari a 7 mA mentre il valore alto e pari a 14 mA. Il valore massimo 
di frequenza che il sensore riesce a gestire è pari a 20 KHz (banda a -3 db). Il raggio del cerchio 
delle route della vettura è pari a 0.2 m, utilizzando una ruota con 60 denti si riesce a rilevare 
velocità nell’ordine di 240 Km/h. Considerando che le ruote foniche devono essere osservate solo in 
partenza i limiti in frequenza, quindi in velocità, non costituiscono un problema allo scopo da 
perseguire. 
Un possibile schema in cui montare il sensore è indicato sul datasheet e mostrato in Figura 2-18. 
 
 
Figura 2-18: interfaccia suggerita per il sensore ad effetto Hall. 
 
Da porre attenzione che la caduta ai capi del sensore varia a seconda della corrente erogata dal 
sensore stesso. Perché quest’ultimo continui a funzionare correttamente è necessario che la tensione 
ai suoi capi non scenda al di sotto di 4V. 
Indipendente dall’interfaccia che verrà utilizzata, il DSP a bordo della CPU, si troverà su un pin un 
onda quadra con valori di tensione compatibili con i livelli logici di tensione del DSP. Tale onda 
quadra avrà duty-cycle costante, se i denti sono tutti uguali, e una frequenza proporzionale alla 
velocità angolare delle ruote. Si può scrivere, con riferimento alla ruota fonica posteriore: 
 
2 22r r
r dr
f
T nT
      
 
Dove n  è il numero di denti, rT  è il tempo che la ruota fonica impiega a fare un giro e drT  è un 
n -esimo di rT . Il valore drT  coincide con il tempo che impiega un dente a passare sotto il sensore. 
Nel resto del testo drT  viene chiamato periodo di dente delle ruota fonica. Il legame tra frequenza 
angolare e periodo di tende è quindi inversamente proporzionale tramite un coefficiente 1/ : 
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2 1
r
dr drnT T

    
 
Analoga relazione può essere scritta per la velocità di rotazione della ruota fonica anteriore: 
 
2 1
f
df dfnT T

    
 
Dove con dfT  si è indicato il periodo di dente della ruota fonica anteriore. 
Misurando dfT  e drT , tramite il DSP è possibile calcolare lo scorrimento come segue: 
 
1 1 1 1
1 1 1
df dr
r f dr df dr df dr df df dr
f dr
df df df
T T
T T T T T T T T
S
T
T T T
 

          
 
In questo modo tramite due misure di periodo si ricava velocemente il valore dello scorrimento. 
La GCU deve essere in grado di alimentare i sensori ad effetto Hall delle ruote foniche e gestire il 
segnale generato da queste ultime. Si tratta di un’onda quadra in corrente con valore basso di 7mA 
e valore alto di 14mA, duty-cycle costante e frequenza proporzionale alla velocità angolare delle 
ruote. Da tale segnale la GCU rileva i movimenti delle ruote e calcola lo scorrimento tramite due 
misure di periodo. 
2.6 Sensore del cambio 
Il sensore del cambio è un oggetto che dà indicazione di quale marcia è attualmente innestata. Si 
tratta di uno switch a sei posizioni, solidale all’albero del cambio e collegato a sei resistenze 
diverse. Per ogni marcia inserita, cinque più la folle, lo switch si trova in posizione diversa e 
seleziona un valore di resistenza diversa. Leggendo il valore di resistenza è possibile ricavare la 
marcia attualmente inserita. 
 
 
Figura 2-19: schema elettrico equivalente del sensore del sensore del cambio. È rappresentato un caso relativo a 
tre marce più la folle, il sensore utilizzato gestisce fino a cinque marce più la folle. 
 
I valori delle resistenze che corrispondo a ciascuna marcia sono riportati in tabella. 
  
Numero di marcia Valore resistenza [KOhm] 
I 0.27 
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NEUTRAL 0.47 
II 0.68 
III 1 
IV 1.5 
V 2.7 
NOT VALID infinito 
 
Quando lo switch del sensore del cambio passa da una posizione all’altra rimane scollegato da 
qualsiasi resistenza. In questa situazione il valore della resistenza diventa molto grande, si considera 
infinito. Quindi ogni volta che si passa da una marcia all’altra il valore delle resistenza indicato dal 
sensore passerà da un valore al successivo passando per un valore infinito. Se ad esempio si passa 
dalla II alla III il valore della resistenza commuta da 0.68 KOhm a 1 KOhm assumendo, durante il 
passaggio valori molto grandi. 
Questo comportamento, implicito nel funzionamento di uno switch, viene utilizzato per indicare una 
marcia mal innestata. Infatti ogni qual volta che gli ingranaggi del cambio non sono correttamente 
innestati il valore di resistenza diventa grandissimo: per questo tale situazione è stata indicata come 
NOT VALID. 
Il sensore del cambio quindi oltre a indicare la marcia attualmente inserita indica anche 
un’inserimento erroneo delle marce, avendo sempre garanzia di conoscere lo stato del cambio. 
La GCU deve essere in grado di interfacciarsi al sensore del cambio. Si tratta di una switch che 
commuta, a seconda della marcia inserita, tra valori di resistenza compresi tra 0,27 KOhm e 
2,7 KOhm. Analizzando tali valori con il DSP della GCU è possibile controllare se una manovra di 
cambiata, in particolare per quanto riguarda la folle, ha avuto successo o meno. 
2.7 Cruscotto 
Il cruscotto è quella parte del veicolo con la quale il pilota si interfaccia. Il cruscotto della ET-1 è 
riportato in Figura 2-20. 
 
 
Figura 2-20: cruscotto della ET-1. 
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Sul cruscotto deve essere visualizzata la marcia attualmente inserita, un’indicazione sul numero di 
giri e un warning relativo all’eccessivo surriscaldamento del motore. Devono essere presenti i tasti 
che permettono al pilota di passare di marcia: un tasto, Shift-Up, per salire di marcia e un tasto, 
Shift-Down, per scendere di marcia, un tasto, Neutral, per inserire la folle, ed un tasto, Launch, per 
abilitare la partenza Launch Control. 
2.7.1 Display 
Per visualizzare il numero di marcia è stato utilizzato un display a sette segmenti con punto, mentre 
per indicare il numero dei giri sono stati utilizzati sette led di diverso colore. Il warning sulla 
temperatura viene indicato da un ulteriore led. Per pilotare tali led è stato fatto uso di un unico led 
driver, il MAX6971, in grado di pilotare tutti e sedici i led. Il MAX6971 funziona in maniera 
analoga a uno shift-register, che viene caricato serialmente e le cui uscite sono in grado di pilotare i 
led direttamente collegati. La sua struttura è mostrata in Figura 2-21. 
 
 
Figura 2-21: schema del led driver MAX6971 
 
Per funzionare, lo shift-register deve essere alimentato con una tensione da 3V a 5V e deve essere 
pilotato dagli ingressi mostrati in Figura 2-22 e compatibili con la logica a 3.3V o 5V a seconda 
della tensione di alimentazione. 
 
 
Figura 2-22: temporizzazione dei segnali da inviare al MAX6971 
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Il significato dei segnali è riassunto di seguito. 
DIN: è l’ingresso seriale dei dati che vengono caricati nello shift-register a 16 bit interno. 
CLK: i dati vengono caricati nel registro sul fronte in salita del clock. 
LE: abilita i latch che memorizzano il dato da inviare in uscita. Quando LE è alto i latch sono 
trasparenti quindi il dato presente nello shift-register passa ai direttamente ai driver si uscita gestiti 
da OE . 
OUT0-OUT15: sono le uscite open-drain alle quali collegare direttamente i led. Quando attive le 
uscite pilotano i led con una corrente costante. Si noti che il catodo del diodo deve essere collegato 
al terminale OUT mentre l’anodo del diodo led deve essere collegato alla tensione di alimentazione. 
OE : Abilita le uscite. Quando alto le uscite sono in alta impedenza e i led sono spenti e il contenuto 
del latch di uscita non è modificato. Quando è basso i le uscite sono attive e i led sono accesi a 
seconda del contenuto dei latch. Se l’uscita del latch è alta allora il led è acceso. L’uso di OE  può 
essere utile per far lampeggiare i led. 
DOUT: è l’uscita seriale dello shift-register interno a 16 bit. Tale segnale non è stato utilizzato. 
SET: tra tale pin e massa deve essere montata una resistenza. Il valore della resistenza fissa il valore 
della corrente che scorrerà nei led come mostrato in figura. 
 
 
Figura 2-23: corrente che attraversa i led in funzione della resistenza Rset. 
 
V+: è la tensione di alimentazione del dispositivo che può andare da 3 V a 5 V. Tale valore di 
tensione può essere diversa dalla tensione di alimentazione dei led. Se il dispositivo è alimentato 
con 3.3V diverrà compatibile con la logica a 3,3 V mentre se alimentato a 5 V diverrà compatibile 
con la logica a 5V; il valore di Vih è pari a 0,7V+ e quello di Vil è pari a 0,3V+. 
Tutti i segnali descritti devono essere forniti dalla GCU, incluse le alimentazione del led driver e dei 
led stessi. È necessario rispettare le specifiche temporali dei segnali. Il led driver verrà alimentato a 
3.3V e le specifiche temporali, relative a 3.3V, sono riportate in Figura 2-24. 
 
 
Figura 2-24 
 
Di particolare interesse è il valore del periodo minimo che può avere il segnale di clock: 52 ns. Il 
DSP a bordo della GCU funziona con un clock di 100 MHz, ovvero un periodo di clock di 10 ns.Iil 
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valore minimo possibile con il quale è possibile commutare un pin di I/O è sicuramente superiore o 
uguale a 20ns (pensando che un istruzione di commutazione di I/O impieghi solamente un ciclo di 
clock). Tale valore può essere preso tranquillamente come riferimento per eseguire una 
temporizzazione che rispetti i 52 ns. 
Lo schema elettrico del display è indicati in Figura 2-25, si riporta anche i collegamenti che 
quest’ultimo deve avere con la GCU. 
 
 
Figura 2-25 Schema elettrico del Display e collegamenti con la GCU. 
 
In Figura 2-26 è riportata una foto della scheda realizzata in laboratorio che monta tutti i 
componenti del display. Tale scheda verrà inserita direttamente nel cruscotto della vettura. 
 
 
Figura 2-26: scheda display 
 
La GCU deve provvedere la tensione di alimentazione, 3.3V e relativo riferimento,  per il display e 
i segnali necessaria pilotarlo: DIN, CLK, LE, OE . 
2.7.2 Comandi 
I comandi che il pilota deve avere sono quattro. Uno per salire di marcia, uno per scende di marcia, 
uno per inserire la folle e uno per abilitare il Launch Control. 
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I comandi delle marce sono delle leve poste dietro il volante, in modo che il pilota possa attivarle 
senza togliere le mani dal volante. Per rilevare il movimento delle leve è stato scelto di far uso di 
una coppia magnete e sensore di Hall, come mostrato nella Figura 2-27. 
 
 
Figura 2-27: Comandi la volante, per i dettagli si veda bibliografia [1] 
  
Quando il pilota deve salire di marcia deve tirare a se la leva di destra, avvicinando quindi la coppia 
magnete-sensore di Hall di sinistra. Il sensore di Hall che è stato scelto è l’HAMLIN 55100, 
studiato appositamente per rilevare la presenza o meno di un magnete vicino (sensore di posizione) 
e dotato di un package che permette di montare il sensore tramite due viti non di materiale 
ferromagnetico. Si osservi la Figura 2-28. 
 
 
Figura 2-28: sensore utilizzato per rilevare i comandi di Shift-Up e Shift-Down. 
 
Si tratta di un dispositivo a tre terminali, uno di alimentazione uno di massa e uno di uscita. L’uscita 
è di tipo open collector e deve essere collegata ad una resistenza di pull-up. Il valore dell’uscita è 
bassa quando il magnete si trova vicino al sensore. Si osservi la Figura 2-29. 
 
 
Figura 2-29: schema a blocchi del sensore Hamlin 55100 
 
Il dispositivo deve essere alimentato a 5 V. Il valore di tensione al quale connettere la resistenza di 
pull-up non necessariamente deve essere pari a 5 V. Il magnete che è stato abbinato al sensore è tale 
da permettere il rilevamento della pressione quando la leva è nei pressi del fondo corsa; è molto 
importante che l’entità del magnete non sia troppo elevata ovvero non sia tale da causare 
riconoscimenti erronei dovuti a vibrazioni delle leve durante il movimento della vettura. 
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Per i comandi li Neutral e di Launch sono stati usati due pulsanti normalmente aperti. 
 
La GCU deve fornire l’alimentazione,5V più riferimento, e ricevere il segnale dei sensori di hall 
relativi ai comandi di Shift-Up e Shift-Down. Deve prevedere l’ingresso, segnale più riferimento, 
per i tasti di Launch e Neutral. 
2.8 Engine Control Unit 
La Engine Control Unit (ECU) è la centralina elettronica che si occupa di gestire il motore. Il 
modello di centralina che è stato utilizzato è Walbro HPUH-1 (ECU A-SAE), si tratta di una 
centralina standard con funzione ausiliari spesso utilizzate nei veicoli di Formula-SAE, come la 
funzione di Gearshift-Cut e Launch-Control. I compiti principali di una centralina motore sono 
quelli di iniettare carburante, tramite gli iniettori, in quantità e al momento opportuno, nei condotti 
di aspirazione del motore, e di far scoccare la scintilla al momento opportuno in modo da incendiare 
la miscela aria carburante compressa dai cilindri. 
 
 
Figura 2-30: la centralina motore utilizzata 
 
Le centraline motore assolvono anche molte altre funzione come ad esempio limitare il numero di 
giri del motore, controllare la pompa della benzina l’impianto di illuminazione, ecc… La maggior 
parte di queste funzionalità non vengono descritte in seguito, in quanto, ha interessato gli ingegneri 
elettrici che hanno realizzato l’impianto elettrico della macchina. Viceversa, si descrivono le 
funzionalità della ECU con le quali interagisce la GCU. Sono di interesse tre funzioni che la ECU 
mette a disposizione. 
La funzione di Gearshift-Cut: abilitando questa funzione la centralina disattiva il motore, tagliando 
l’iniezione o l’accensione, per un certo tempo impostabile. Il motore non trasmette più coppia ed è 
quindi possibile effettua manovre sul cambio anche senza l’uso della frizione. Si tratta di una 
procedura da effettuare solo salendo di marcia e che sollecita intensamente il cambio, ma è comune 
in ambito agonistico. Permette inoltre al pilota di inserire le marce senza alzare il piede del gas. 
Tale funzione viene abilitata ponendo a terra il pin B6 del connettore P2 (grigio) della centralina. La 
funzione viene abilitata sul fronte di discesa del segnale e il motore rimane disattivato per il tempo, 
in millisecondi, specificato nella variabile CIRCUMFERENCE. Da notare che perché la funzione 
sia attivata la variabile WHEEL_SIGNALS deve essere pari a zero, altrimenti la funzione di 
Gearshift-Cut viene disabilitata e la variabile CIRCUMFERENCE assume un altro significato; ed 
inoltre il motore deve trovarsi a un regime di rotazione sopra i 3000 giri. 
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La funzione Launch-Control è sostanzialmente un limitatore ausiliare del numero di giri del motore. 
Attivando questa funzione il motore viene limitato al numero di giri impostato in una certa 
variabile. Impostando tale limite al valore di coppia massima e tenendo il gas premuto fino in 
fondo, in folle, (operazione che normalmente porterebbe il motore fuori giri) si ha garanzia di 
mantenere il motore al regime di coppia massima. In questo modo è possibile, in partenza, modulare 
la frizione per trasmettere la coppia opportuna alle ruote, secondo la funzione di trasferimento 
studiata dai meccanici in [1], avendo sempre a disposizione la coppia massima del motore. Tale 
funzione viene abilitata ponendo a zero il  B4 del connettore P2 (grigio) ed il numero di giri a cui 
viene limitato il motore è impostato nella variabile LAUNCH_LIMITER.  
Il valore delle variabili può essere settato con il software WinCons fornito da Walbro. 
La centralina di controllo dispone di una porta di comunicazione seriale attraverso la quale 
trasmette su richiesta un pacchetto dati contenente varie informazioni. Sono di interesse le 
informazioni relative al numero di giri e alla temperatura del motore che devono essere visualizzate 
sul display. Purtroppo il pacchetto dati della centralina non è documentato quindi per conoscerlo è 
stato necessario analizzarlo con dei software di monitoring della porta seriale. La centralina è stata 
connessa alla porta seriale del PC sul quale gira il software di port monitoring, in particolare è stato 
utilizzato Eltima Serial Port Monitor, e il software GenTab, fornito da Walbro, che interroga la 
centralina. Analizzando i pacchetti inviati e ricevuti dal software GenTab e i pacchetti inviati e 
ricevuti dalla centralina è stato possibile interpretare il risultato ricavando cosi le informazione 
necessarie. Si riportano di seguito i risultato dell’analisi della comunicazione seriale della 
centralina. La centralina viene interrogata inviando la sequenza di caratteri 
:T0000000008v 
la centralina risponde inviando i seguenti 5 caratteri 
 
:OK!õ 
 
che indicano che il comando inviato alla centralina è stato ricevuto e successivamente invia un 
pacchetto dati formato da 86 caratteri contenente tutte le informazioni di cui c’è bisogno, ovvero 
numero di giri e temperatura. Un esempio degli 86 caratteri che costituiscono il pacchetto è 
riportato di seguito: 
 
:00000000000003F60290863886388638863800DE00DE00DE00DE0E10EB0000AA6
500FF7F000000000000ß 
 
Successivamente la centralina continua a inviare tale pacchetto ogni 20 ms. La trasmissione da parte 
delle ECU può essere interrotta in qualsiasi momento (la trasmissione è completamente full duplex) 
inviando i caratteri: 
 
:?y 
 
Alla ricezione di tale stringa, la ECU termina di inviare il pacchetto corrente, invia i caratteri 
:OK!õ indicando che ha ricevuto il comando di fine trasmissione e resta in silenzio. 
Si riporta un esempio di comunicazione, in cui si assume che la GCU interroghi la ECU. 
La GCU invia: 
 
:T0000000008v 
 
La ECU risponde: 
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:OK!õ:00000000000003F60290863886388638863800DE00DE00DE00DE0E10EB00
00AA6500FF7F000000000000ß:00000000000003F60290863886388 
 
La GCU invia, in un istante indeterminato durante l’invio del secondo pacchetto da parte della 
ECU: 
:?y 
 
La ECU termina l’invio con: 
 
638863800DE00DE00DE00DE0E10EB0000AA6500FF7F000000000000ß:OK!õ 
 
La comunicazione termina. 
L’informazione sul numero di giri è contenuta all’interno dei Byte numero 10, 11, 12, 13 (si indica 
come primo byte il byte numero 0). Dall’analisi di tali byte si deduce che il numero di giri è 
memorizzato nella centralina come una variabile a 16bit senza segno. Ad esempio un valore di 5500 
giri al minuto sarà rappresentato in esadecimale semplicemente come 0x157C. La centralina 
trasmette questi byte tramite la porta seriale inviando il codice ASCII del carattere a partire dalla 
cifra più significativa (che sara quindi contenuta nel byte 10). Il valore di 0x157C verrà quindi 
trasmessa tramite i seguenti quattro byte: 0x31, 0x35, 0x37, 0x43 che corrispondo ai codici ASCII 
scritti in esadecimale per i caratteri 1, 5, 7, C rispettivamente. 
L’informazione relativa alla temperatura del motore non è stata decodificata non è quindi possibile 
gestire il Led del warning sulla temperatura. 
La GCU ha il compito di gestire gli ingressi Gearshift-Cut e LaunchControl della ECU; deve 
inoltre comunicare con la ECU in standard RS232 per ricavare le informazioni relative al numero 
di giri. Non è stato possibile decodificare l’informazione sulla temperatura; il Led relativo al 
warning sulla temperatura non verrà gestito. 
2.9 Logging dei dati 
L’autovettura durante la fase di test viene equipaggiata con un notebook, montato all’interno di un 
particolare chassis che ha lo scopo di proteggerlo dalle vibrazioni. Il notebook, indicato nel resto del 
testo come centralina della telemetria, perché il notebook dovrà essere sostituito in futuro da una 
centralina della telemetria, ha lo scopo di acquisire i dati da vari sensori posti a bordo 
dell’autovettura, tra i quali si trovano anche due accelerometri che rilevano le accelerazioni alle 
quali è sottoposta l’autovettura. In sono riportate le funzioni che dovrà svolgere, in fase di test, la 
centralina della telemetria o il notebook, ma non sono oggetto di questa tesi. 
 
 
Figura 2-31: compiti del notebook a bordo della ET-1 
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Inoltre la centralina della telemetria deve acquisire altri dati, come temperatura e giri motore. Questi 
dati sono conosciuti dalla GCU attraverso la ECU. È stato scelto quindi di inviare alla centralina 
della telemetria, tramite la GCU, i dati della ECU. 
Come descritto nel paragrafo 2.8 la ECU invia i tutti i suoi dati all’interno di un pacchetto di 91 
byte, la GCU riceve questi byte e ne fa eco alla centralina delle telemetria tramite porta seriale 
RS232. 
 
La GCU esegue verso la centralina della telemetria l’eco del pacchetto dati ricevuto dalla ECU 
2.10 L’impianto elettrico della ET-1 
L’impianto elettrico della vettura deve fornite l’alimentazione alla centralina del cambio, GCU. 
L’impianto elettrico mette a disposizione la tensione di batteria pari a 12 V, e due tensioni a 28 V 
per alimentare separatamente gli attuatori di frizione e cambio. Ciascuna di queste due tensioni è 
ricavata dai 12 V di batteria tramite due convertitori switching DC-DC in grado di erogare 12.8 A, 
circa 350 W. Si tratta di un modulo di alimentazione della serie F351 realizzato da Powerstax e di 
pronto utilizzo. La Powerstax mette a disposizione anche un case che permette il montaggio tramite 
connettori a vite dei conduttori della 12 V e 28 V (Figura 2-32). 
 
 
Figura 2-32: a sinistra il modulo di conversione DC-DC, a destra il case con connettori a vite. 
 
In Figura 2-33è riportata una foto dei due convertitori di tensione montati sulla ET-1. 
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Figura 2-33: Convertitori DC-DC a bordo della vettura ET-1 
 
La GCU ha a disposizione tre tensioni, la 12 Volt di batteria e due 28Volt, 350Watt ciascuna, di cui 
una è destinata all’attuatore del cambio ed una è destinata all’attuatore della frizione. 
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3 SIMULAZIONI 
3.1 Modello attuatore 
Il modello dell’attuatore che verrà utilizzato nelle simulazioni che seguono è descritto in [12]. Si 
tratta del modello dell’attuatore voice-coil, descritto nel paragrafo 2.1, e caricato con il legame 
forza-spostamento (si veda Figura 3-31) presente alla leva della frizione. Il modello dell’attuatore 
tiene conto della non linearità del legame forza-corrente e del coefficiente che lega la velocità 
dell’attuatore alla forza controelettromotrice. Inoltre tiene conto della variazione della resistenza 
dell’avvolgimento dovuta alla variazione di temperatura indotta dalla corrente che attraversa 
l’avvolgimento. 
3.2 Il segnale PWM 
Un segnale PWM è un’onda quadra di frequenza e ampiezza fissa modulata in larghezza, ovvero 
modulata in duty-cycle. Si può dire che l’onda quadra costituisce la portante e il duty-cycle, 
variabile nel tempo, costituisce l’informazione che si vuole trasmettere; come sempre accade la 
frequenza della portante deve essere maggiore della banda del segnale. In Figura 3-2 è 
rappresentato un segnale PWM di frequenza 1KHz,   rappresenta il duty-cycle e coincide con il 
segnale modulante (il segno deve essere memorizzato altrove). 
 
 
Figura 3-1: segnale PWM. 
 
Un segnale del genere presenta il duplice vantaggio di poter essere modulato direttamente da un 
dispositivo digitale e amplificato, con un’efficienza molto alta, in modo molto semplice tramite 
quattro o due transistori montati a ponte (nel paragrafo 4.3 è descritta in dettaglio tale tipo di 
amplificazione). In Figura 3-2 il valore di ampiezza uno indica che si fa riferimento ad un segnale 
digitale, tale segnale viene inviato allo stadio di potenza, costituito dai quattro transistori (per i 
dettagli si veda paragrafo 4.3), che replicano qualitativamente, sul carico, il segnale amplificandolo 
in potenza. La forma del segnale amplificato è mostrata in Figura 3-2. 
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Figura 3-2: segnale PWM amplificato. 
 
Tale segnale è spesso utilizzato per regolare la potenza elettrica, variando il duty-cycle, nei motori 
in corrente continua, per variare la luminosità delle lampadine, o in campo audio per pilotare gli 
altoparlanti (si parla di amplificatori in classe D). Molte volte il carico è disturbato dalla presenza 
della portante, in tal caso è necessario filtrare il segnale PWM con un filtro passa-basso di 
frequenza compresa tra il limite di banda del segnale modulante e la frequenza della portante, 
quest’ultima deve essere sufficientemente superiore alla frequenza di cut-off del filtro in modo da 
permettere la dovuta attenuazione. In pratica un filtro del genere ricava il valor medio del segnale 
PWM, che coincide, ampiezza a parte, con il segnale modulante: CCV  . 
Nel caso della centralina del cambio GCU, il segnale PWM amplificato va a pilotare gli attuatori 
del cambio e della frizione. La grandezza di interesse sono la velocità e lo spostamento 
dell’attuatore indotto dalla forza esercitata dall’attuatore sul carico, un po’ come accade in un 
altoparlante dove la forza che sì esercitata, tramite la bobina, sul vertice del cono (membrana) 
produce lo spostamento di quest’ultimo inducendo un’onda di pressione nell’aria. E’ stato scelto di 
non filtrare il segnale PWM in quanto la variazione di corrente (alla frequenza della portante), 
quindi di forza, negli avvolgimenti dell’attuatore non provoca spostamenti, o variazioni di velocità, 
significativi di quest’ultimo, in pratica l’inerzia dell’attuatore, con il suo carico, funziona da filtro 
della portante e gli spostamenti di quest’ultimo sono legati ai valori di corrente corrispondenti al 
valore del segnale modulante CCV  . Da osservare che il valore della corrente verrà campionato dal 
DSP per eseguire alcuni controlli; da questo punto di vista l’uso di un filtro di uscita potrebbe 
rivelarsi necessario. I risultati delle simulazioni, dei test in laboratorio e il modo in cui viene 
utilizzato l’ADC, si fa una media su 4 valori acquisiti a istanti ravvicinati intorno all’istante di 
campionamento (una specie di filtro digitale, si veda paragrafo 5.1.4), hanno contribuito a scegliere 
di non usare il filtro di uscita. 
Il valore della frequenza della portante deve essere superiore alla banda del segnale modulante, pari 
a 125 Hz (metà della frequenza di campionamenti utilizzata, si veda paragrafo 3.3), e inferiore il 
valore limite di 10 KHz sopportato dallo stadio di potenza (si veda paragrafo 4.3). Salire in 
frequenza facilita il compito di un eventuale filtro di uscita nell’attenuare la portante ma aumenta la 
potenza che deve dissipare il ponte la cui struttura è molto simile a quella di porta logica, in cui la 
potenza dissipata aumenta con la frequenza di commutazione. Nel caso trattato il filtro non è 
presente quindi si può far uso di una frequenza bassa per la portante in modo da calare la potenza 
che deve dissipare il ponte. È stato scelto un valore di frequenza della portante pari a 2 KHz. La 
modulazione del duty-cycle   è eseguita a bordo del DSP e lo stadio di amplificazione fissa 
l’ampiezza dell’onda PWM a CCV =28 V. 
3.2.1 Modulatore PWM per le simulazioni 
Nel resto del capitolo sono riportati i risultati delle simulazioni di alcuni metodi che DSP utilizza 
per controllare gli attuatori, in particolare l’attuatore della frizione, variando il duty-cycle del 
segnale PWM. Il simulatore utilizzato è Matlab Simulink. 
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I modulatori PWM utilizzati nelle simulazioni successive sono mostrati in Figura 3-3 e in Figura 
3-4. 
 
 
Figura 3-3: modulatore effettivamente implementato nel DSP. 
 
Il modulatore in Figura 3-3 è quello effettivamente implementato nel DSP, dove, per generare la 
portante, si usa un contatore con clock a 100MHz, simulare con questo modulatore dilata 
eccessivamente i tempi di simulazione e quindi si è preferito utilizzare il modulatore di Figura 3-4. 
 
 
Figura 3-4: modulatore usato nelle simulazioni. 
 
Il modulatore Figura 3-4 è del tutto analogo a quello di Figura 3-3 con l’unica differenza che nel 
primo viene utilizzato un generatore di segnale al posto di un contatore. Inoltre viene offerta la 
possibilità di scegliere tra un segnale triangolare o a dente di sega. Entrambi i casi sono facilmente 
implementabili nel DSP. 
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Figura 3-5: stadio di potenza utilizzato nelle simulazioni. 
 
La Figura 3-5 mostra lo schema Simulink utilizzato per simulare lo stadio di potenza. È possibile 
inserire un filtro di uscita per verificare se la scelta di eliminare il filtro di uscita è appropriata. 
 
3.2.2 L’assenza del filtro di uscita 
Come descritto nel paragrafo 3.2 l’attuatore è pilotato direttamente da un segnale PWM di ampiezza 
CCV =28 V, duty-cycle  , e frequenza 2 KHz senza l’utilizzo di un filtro, tra stadio di potenza e 
attuatore, che elimina la portante. Il filtro, è stato omesso, perché la velocità e lo spostamento 
dell’attuatore, che sono le grandezze di interesse, non riescono a seguire variazioni nell’ordine dei 
2 KHz, mentre riescono a seguire le variazioni della modulante che ha banda 125 Hz (metà della 
frequenza di campionamento). In altre parole l’uso di un filtro di uscita non modifica il 
comportamento in velocità e spostamento dell’attuatore. 
Per verificare quanto detto sono state effettuate due simulazioni, il file di riferimento è 
VCA_DSPctrl_OutFilt.mdl. In entrambe si pilota l’attuatore con un duty-cycle che varia come una 
sinusoide, di ampiezza compresa tra 0 e 1, e con frequenza di 100 Hz e si va ad osservare la velocità 
e lo spostamento dell’attuatore. Si esegue una simulazione con filtro di uscita tipo Butterworth, 
ordine due e pulsazione di taglio 1 Krad/s (circa 160 Hz), il cui risultato è riportato in Figura 3-6;ed 
una simulazione senza filtro il cui risultato è riportato in Figura 3-7. 
Come si nota l’assenza del filtro di uscita non provoca disturbi, alla frequenza della portante, 
sull’andamento della posizione e della velocità; ovviamente tale disturbo è presente sulla corrente. 
Quindi, ai fini del comportamento dell’attuatore, inviare un segnale PWM, di ampiezza CCV  con 
duty-cycle  , o un valore continuo di tensione pari a CCV   non fa differenza. Nella discussione 
che segue, e in tutto il resto del testo, si considera che ai capi dell’attuatore ci sia una tensione pari a 
CCV  , che costituisce la modulate, ovvero il valor medio, del segnale PWM di potenza. 
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Figura 3-6: andamento nel tempo della corrente, velocità e posizione dell’attuatore, con filtro di uscita. 
 
 
Figura 3-7: andamento nel tempo della corrente, velocità e posizione dell’attuatore,  senza filtro di uscita. 
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3.3 Frequenza di campionamento 
L’attuatore della frizione deve essere pilotato nella fase di partenza e scalata, controllando la 
corrente, e quindi la forza che quest’ultimo esercita sulla leva della frizione in modo da modulare la 
coppia trasmessa dal motore alle ruote. I segnali in corrente da inviare all’attuatore sono forniti in 
[1] in particolare si deve implementare la funzione di Launch-Control e le funzioni di scalata. La 
forma che deve assumere il segnale in corrente, durante una scalata, è mostrata in Figura 3-26, 
mentre il diagramma di Bode della funzione di Launch-Control è mostrato in Figura 3-8. 
 
 
Figura 3-8: diagramma di Bode della funzione di Launch-Control. 
 
Si deve scegliere una frequenza di campionamento che permetta di generare i segnali in corrente di 
Figura 3-26 e che permetta una corretta sintesi della funzione di trasferimento di Launch-Control di 
Figura 3-8. Inoltre la corrente che scorre nell’attuatore, che avrà una banda minore o uguale a quella 
del segnale che lo sta pilotando (si pensa a un funzionamento lineare dell’attuatore), deve essere 
acquisita, con la giusta frequenza di campionamento, dall’ADC del DSP. Quest’ultimo deve 
acquisire correttamente anche il segnale che scorre nel sensore del cambio il cui andamento nel 
corso di una cambiata dalla seconda alla terza è mostrato in Figura 3-9. 
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Figura 3-9: andamento del segnale fornito dal sensore del cambio nel passaggio dalla seconda alla terza. 
 
La condizione da rispettare, in tutti i casi, è: 
 
2cf B   
 
Si deve osservare che, per come è stato realizzato il controllo in corrente, è necessario usare una 
frequenza di campionamento tale che tra un istante di campionamento e l’atro i transitori elettrici 
relativi all’attuatore, possano considerarsi esauriti, si veda paragrafo 3.8. La costante di tempo del 
circuito elettrico è pari a 1.78ms scegliendo un periodo di campionamento pari a 4ms (250Hz) si 
rispetta tale condizione. 
La frequenza di campionamento di 250Hz è sicuramente sufficiente a generare i segnali in corrente 
di Figura 3-26 la cui banda può essere stimata come l’inverso del tempo di discesa. Il segnale più 
ripido scende in 40ms corrisponde cioè ad una banda di 25Hz, valore ampiamente inferiore alla 
meta della frequenza di campionamento. 
Stesso discorso può essere fatto per l’acquisizione del segnale del sensore del cambio, i tempi di 
salita di quest’ultimo sono nell’ordine di 10ms e quindi il segnale avrà una banda nell’ordine dei 
100Hz. Il valore di frequenza di campionamento pari a 250Hz soddisfa la condizione 2cf B  . 
Per quanto riguarda la sintesi della funzione di Launch-Control, il valore di 250Hz, si trova un po’ 
al limite, si osservi il diagramma relativo alla fase. Per verificare se tale frequenza di 
campionamento è sufficiente a una corretta sintesi della funzione è stata effettuata una simulazione 
sostituendo, nel modello della vettura descritto in [1] la funzione di Launch-Control descritta nel 
dominio di Laplace con quella descritta nel dominio Z con una frequenza di campionamento pari a 
250Hz. Tale operazione è descritta nel dettaglio nel paragrafo 3.4, il risultato è che tra le due 
simulazioni non si nota alcuna differenza e quindi il valore della frequenza di campionamento 
risulta sufficiente. 
3.4 Launch Control tempo discreto 
La funzione di trasferimento da implementare durante il Launch-Control, descritta nel capitolo 2.4, 
è fornita nel dominio di Laplace, per poterla implementare a tempo discreto è necessario passare nel 
dominio Z-Trasformata. Il diagramma di Bode della funzione di trasferimento Launch Control è 
mostrato in Figura 3-8. Il valore della frequenza di campionamento che si vuole utilizzare è pari a 
250Hz. 
Per effettuare il passaggio alla Z-Trasformata è stato usato Matlab; è stato scritto il file 
CS_MatchedSynthesizer1.m che prende come argomento la frequenza di campionamento che si 
vuole usare e restituisce la funzione di trasferimento in Z, e visualizza il confronto tra i due 
diagrammi di Bode delle funzioni di trasferimento in S e in Z. 
Il codice è sotto riportato. 
function [D_Cor_Sco_TF,D_Cor_Sco_NUM,D_Cor_Sco_DEN]=CS_MatchedSynthesizer (Fs) 
a2=-0.000809901; 
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a1=-0.02535502; 
b1=20; 
K=30000; 
Cor_Sco=tf([a2 a1 0], [b1 1]); 
Cor_Sco_TF=K*Cor_Sco; 
[Cor_Sco_NUM,Cor_Sco_DEN]=tfdata(Cor_Sco_TF,'v'); 
%bode(A_LPF_TF); 
Ws=2*pi*Fs; 
WBand=[0:((Ws/2)/10):(Ws/2)]; 
Cor_Sco_FR=freqs(Cor_Sco_NUM,Cor_Sco_DEN,WBand); 
%plot (WBand, abs(Cor_Sco_FR)); 
Wnor=WBand/(Ws/2); 
D_Cor_Sco_TF=c2d(Cor_Sco_TF,(1/Fs),'matched'); 
[D_Cor_Sco_NUM,D_Cor_Sco_DEN]=tfdata(D_Cor_Sco_TF,'v'); 
Lungh=size(WBand); 
[D_Cor_Sco_FR,Wdig]=freqz(D_Cor_Sco_NUM,D_Cor_Sco_DEN,Lungh(2)); 
%plot(Fs*Wdig, angle(D_Cor_Sco_FR),'r',WBand,angle(Cor_Sco_FR),'k') 
%per disegnare bode 
%D_Cor_Sco_TF=tf(D_Cor_Sco_NUM,1,(1/Fs)); 
bode(D_Cor_Sco_TF,Cor_Sco_TF); 
 
La funzione di Launch-Cotrol descritta in Laplace nel paragrafo 2.4 è la seguente: 
 
224.3 760.7( )
20 1
s sGCU s
s
    
 
Mentre la funzione prodotta dal codice Matlab sopra riportato è la seguente: 
 
2306 577.7 270.8( )
0.9998
z zGCU z
z
     
 
Il confronto tra le risposte in frequenza delle due funzioni è mostrato in Figura 3-10. 
 
 
Figura 3-10: andamento della funzione di Launch-Contrl. In verde la funzione implementata e in blu quella nel 
domino di Laplace. 
 
Si nota che la fase della funzione di trasferimento in z  si discosta da quella del dominio in s 
all’avvicinarsi della frequenza di campionamento. Per verificare la correttezza di tale sintesi è stato 
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simulato il comportamento della vettura usando il modello in [1] al quale è stato sostituito il 
controllore in s  con il controllore in z . I risultati di tale simulazione sono identici a quelli della 
simulazione che fanno uso del controllore in s, in Figura 3-11 si riporta il confronto dell’andamento 
dello scorrimento, che è la grandezza che si vuole controllare, nei due casi. 
 
 
Figura 3-11: scorrimento con controllore digitale, sopra; scorrimento con controllore in Laplace, sotto. 
3.5 Filtraggio numerico 
Per eliminare i disturbi presenti sul sensore del cambio, e sul sensore di corrente che scorre 
nell’attuatore della frizione, si esegue un filtraggio passa-basso FIR. L’ordine del filtro è pari a sette 
e la frequenza di taglio è pari a 100Hz, ovvero 0.8 volte la frequenza di campionamento. Si nota che 
il filtraggio, del segnale proveniente dal sensore di corrente che scorre nell’attuatore, è utilizzato 
solo quando deve essere disinnesta la frizione in modo da evitare riconoscimenti erronei della soglia 
di disinnesto. Si veda paragrafo 3.7 e Figura 3-15. 
Per calcolare i coefficienti del filtro tipo è stato usato il comando MATLAB: B=FIR1(N,Wn) che 
ritorna gli N+1 coefficienti di un filtro FIR tipo passa-basso di ordine N. Wn indica il rapporto tra la 
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frequenza di taglio che deve avere il filtro e metà della frequenza di campionamento, quindi nel 
caso trattato Wn=100Hz/125Hz=0.8. 
 
>> fir1(7,0.1) 
 
ans = 
 
    0.0174    0.0612    0.1662    0.2552    0.2552    0.1662    0.0612    0.0174 
 
La risposta in frequenza del filtro cosi sintetizzato è mostrato in Figura 3-12. 
 
 
Figura 3-12: risposta in frequenza del filtro FIR utilizzato. 
 
3.6 Caratteristica attuatore e misura della corrente 
Per gestire l’attuatore sarà necessario misurare la corrente tramite il sensore di corrente integrato nel 
ponte. Tale sensore fornisce un segnale in tensione proporzionale al valore della corrente che scorre 
nel ponte, l’ADC del DSP riceve questo segnale e lo converte in un valore binario. Per evitare di 
calcolare i valori dell’amplificazione che legano la tensione alla corrente si può ricavare via 
software la caratteristica statica dell’attuatore e dello stadio di amplificazione di corrente insieme. Il 
procedimento seguito è il seguente: si inviano, tramite il DSP, all’attuatore N  valore di tensioni 
CCV   con   compreso tra 0 a 1. Si aspetta che l’attuatore vada a regime meccanico, ovvero si 
fermi, ed elettrico, e si acquisisce il valore numerico che sarà proporzionale alla corrente. Terminata 
tale procedura si avrà un insieme di punti che il software interpola linearmente con il metodo della 
regressione lineare ovvero calcola il coefficiente angolare m  e l’offset q  della retta che meglio 
interpola i punti acquisiti tramite con le seguenti formule: 
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2
2
i i i i
i i i
i i
i i
N x y x y
m
N x x

     
  
 
 
 
2
2
2
i i i i i
i i i i
i i
i i
N y x x x y
q
N x x

     
   
 
 
 
Effettuati tali calcoli si conosce la caratteristica statica che lega   impostato dal DSP ad un valore, 
il numero binario b  in uscita dal ADC, proporzionale alla corrente ovvero: 
 
b m q    
 
Tale caratteristica include il valore dell’amplificazione transresistiva degli stadi che convertono la 
corrente che scorre nel ponte in tensione. 
Il DSP controlla il numero   e misura il valore binario b . Si conosce poi il legame statico tra 
corrente e tensione per l’attuatore: 
 
CCV R I     
 
Il valore dell’induttanza non compare in quanto tra un valore e l’altro, che è stato acquisito, si 
aspetta che l’attuatore vada a regime. Dalle due relazione precedenti il DSP può ricavarsi il valore 
di corrente che scorre nell’attuatore come segue: 
 
CC
R Ib m q
V
    
 
E quindi 
 
  CCVI b q
R I
    
 
In tal modo si evita di conoscere il guadagno, che ovviamente deve essere il più lineare possibile, 
degli stadi analogici che convertono il segnale di corrente in tensione. 
Da notare che il valore di corrente può essere misurato dal DSP anche durante un transitorio, infatti 
la relazione ricavata lega il valore numerico misurato dall’ADC al valore numerico della corrente, 
non ha nessuna importanza l’evoluzione temporale della corrente. Il legame è stato ricavato 
staticamente ma vale anche durante i transitori. 
3.7 Controllo in tensione dell’attuatore 
Non si tratta di un vero e proprio controllo, ma semplicemente di applicare una tensione ai capi 
dell’attuatore. Questo è il metodo più semplice per muovere l’attuatore. Il DSP impone il duty-cycle 
  del segnale PWM che tramite lo stadio di potenza viene inviato all’attuatore con ampiezza 
CCV  . Il valore di tensione sul carico, per quanto riguarda gli effetti sulla velocità e spostamento 
dell’attuatore, può essere considerato costante e pari a CCV  , come mostrato nel paragrafo 3.2. 
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L’attuatore è rappresentato dallo schema elettrico di Figura 3-13, v  indica la velocità dell’attuatore, 
bK v  la forza controelettromotrice prodotta dal movimento dell’attuatore, CCV   la tensione 
applicata all’attuatore, si veda paragrafo 3.2, R  e L  rispettivamente la resistenza e l’induttanza 
della bobina. I valori di tali parametri sono indicati nel paragrafo 2.1. 
 
 
Figura 3-13: equivalente elettrico dell’attuatore.  
 
Nonostante il generatore bK v , il cui valore dipende dal carico dell’attuatore, facendo variare il 
duty-cycle si riesce a spostare l’attuatore lungo la sua corsa come mostrato nella simulazione di 
Figura 3-14, il file di riferimento è VCA_DSPol.mdl. In tale simulazione si usa il modello 
dell’attuatore completo di non linearità e caricato con il legame forza spostamento presente alla leva 
della frizione. 
 
 
Figura 3-14: controllo in tensione ad anello aperto dell’attuatore. 
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Imporre un duty-cycle pari a uno, quindi una tensione pari a CCV  ai capi dell’attuatore, è il metodo 
per premere la frizione, quindi disinnestarla, nel più breve tempo possibile. La simulazione relativa 
è nel file VCA_DSPpushclutch.mdl e i risultati sono mostrati in Figura 3-15. Da tale figura si nota 
che per premere completamente la frizione sono necessari 0,1 ms. Osservando poi la Figura 3-31, 
che riporta il legame forza spostamento della leva della frizione, si nota che il punto di disinnesto 
non è a fondo corsa della frizione ma tra gli 8 – 9 mm, quindi misurando la corrente e inserendo una 
soglia corrente di corrente intorno agli 7 A siamo sicuri che la frizione è stata disinnestata. Infatti 
l’attuatore quando percorso da 7 A si trova ampiamente sopra gli 8 – 9 mm; il tempo di disinnesto 
viene abbassato a circa 50 ms. 
 
 
Figura 3-15: disinnesto rapido della frizione. 
 
Per implementare la funzione di Launch-Control e i rilasci della frizione in scalata si richiede che 
l’attuatore sia percorso da una certa corrente. Imporre una corrente controllando il valore di CCV  , 
senza valutare l’entità di bK v  introduce un errore; tuttavia se l’attuatore si muove lentamente si 
riesce ad approssimare i controlli di [1]. Il modo in cui si procede il seguente. 
La costante di tempo del circuito elettrico di Figura 3-13 è pari a 1.78 ms questo significa che tra un 
imposizione e l’altra di un valore CCV  , che avviene ogni 1/250Hz=4ms, i transitori elettrici, 
dovuti all’induttanza, possono considerarsi conclusi. Se la velocità dell’attuatore è trascurabile, 
rispetto a CCV  , imponendo un valore di tensione CCV   pari a R I  l’attuatore sarà percorso da 
una corrente I . Come mostrato nelle simulazioni dei successivi paragrafi, dove si esegue un 
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confronto tra i vari controlli, impostando un valore di duty-cycle   pari a CCR I V  l’attuatore è 
percorso da una corrente I  fino a che la sua velocità resta bassa. Accettando tale approssimazione è 
possibile, con questo semplice controllo, implementare le funzione di Launch-Control e di scalata di 
[1], che richiedono che l’attuatore sia percorso da un certa corrente. 
Nei successivi paragrafi di questo capitolo si descrivono altri metodi di controllo e dove necessario 
si esegue un confronto con quello descritto fin ora che viene indicato come controllo in tensione ad 
anello aperto. 
3.8 Controllo in corrente dell’attuatore 
La funzione di trasferimento Launch-Control e il rilascio della frizione in staccata necessitano di un 
controllo in corrente. Il modo con cui viene controllato il duty-cycle per ottenere nell’attuatore la 
corrente voluta è spiegato di seguito. L’attuatore è rappresentato dallo schema elettrico 
rappresentato in Figura 3-13, i valori sono quelli dell’attuatore scelto indicati nel paragrafo 2.1. 
Il controllo in corrente prevede di poter misurare la corrente che scorre nell’attuatore e imporre il 
valore di tensione CCV   ai capi dell’attuatore. Tale valore viene imposto tramite il segnale PWM 
che pilota l’attuatore come descritto nel paragrafo 3.2. I valori di duty-cycle  , quindi di tensione 
CCV  , da inviare all’attuatore sono generati dal DSP con una frequenza di 250 Hz, e i valori di 
corrente vengono acquisiti da DSP con la frequenza di campionamento 250 Hz. 
La costante di tempo del circuito elettrico di Figura 3-13 è pari a 1.78 ms questo significa che tra un 
imposizione e l’altra di un valore CCV  , che avviene ogni 1/250Hz=4ms, i transitori elettrici, 
dovuti all’induttanza, possono considerarsi conclusi. Quindi per impostare un valore di corrente pari 
a I  è necessario impostare una tensione CCV   pari a bR I K v   , non è sufficiente impostare un 
valore di tensione pari a R I . Per imporre il giusto valore di corrente è necessario conoscere il 
valore bK v . Questo valore può essere ricavato misurando la corrente che attraversa l’attuatore. 
Il controllo di corrente che è stato implementato trascura i transitori elettrici, e dopo aver ricavato la 
bK v , imposta calcola il valore di   che impone il valore di corrente voluto. In seguito si analizza 
in dettaglio quanto detto. 
Si indica con n  il generico istante di campionamento. Tra un istante di campionamento e il 
successivo trascorrono 4ms, tempo entro il quale il circuito elettrico va a regime. Trascurare i 
transitori elettrici significa trascurare il valore dell’induttanza immaginando che il valore di corrente 
nel circuito vada istantaneamente a regime. Al generico istante n  l’attuatore sarà caratterizzato 
dalle grandezze n , nI , nv . Il valore di n  è conosciuto perché è il valore del duty-cycle impostato 
dal DSP, il valore nI  può essere misurato dall’ADC del DSP e il valore di nv  può essere ricavato. 
Applicando la seconda legge di Kirchhoff al circuito di Figura 3-13 e trascurando i transitori 
elettrici, ovvero l’induttanza, si ha: 
 
n CC b n nV K v R I       
 
Dalla quale è possibile ricavare la velocità attuale: 
 
n CC n
n
b
V R Iv
K
     
 
Se si vuole che all’istante 1n   l’attuatore sia percorso da una corrente 0I , quanto deve valere 1n  ? 
Semplicemente è sufficiente invertire la seguente equazione: 
 
1 1 0n CC b n nV K v R I R I          
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Si nota che si è lasciata la velocità dell’instante precedente, infatti si sta cercando il valore di duty-
cycle, 1n   ancora da imporre, per ottenere la corrente 0I  con il valore di velocità misurato 
all’istante precedente. All’instante di campionamento 1n   si applica 1n   la corrente di sposterà 
verso 0I  e la velocità evolverà al nuovo valore. 
Si ha: 
 
0
1
b n
n
CC
R I K v
V
      
 
Sostituendo il valore della velocità si ottiene: 
 
 
 0 01 0
n CC n
b
b n CC n
n n n
CC CC CC
V R IR I K
K R I V R I R I I
V V V

 
                
 
Quindi misurando la corrente che scorre nell’attuatore è possibile imporre la corrente voluta 
semplicemente eseguendo il seguente calcolo: 
 
 1 0n n n
CC
R I I
V
       
 
Che corrisponde al semplice controllo in corrente mostrato in Figura 3-16. 
 
 
Figura 3-16: controllo in corrente. 
 
Il controllo mostrato in Figura 3-16 realizza un integratore discreto. Per valutare l’efficacia del 
controllo, inizialmente, è stata eseguita una semplice simulazione per valutare i vantaggi del 
controllo in corrente mostrato in Figura 3-16 rispetto a pilotare l’attuatore direttamente con un 
valore di tensione CCV    pari a R I , dove I  è la corrente voluta. Il file di riferimento è 
GCU_Ictrl.mdl. In questo file viene usato un semplice modello dell’attuatore descritto da: 
 
( ) ( )( ) n CC bs V K v sI s
Ls R Ls R
      
 
Come velocità v  è stata introdotta una sinusoide, di ampiezza 0.4 m/s e frequenza pari a 10Hz, e si 
cerca di stabilizzare una corrente di circa 1 A. In tale modello si usa una frequenza di 
campionamento pari a 250Hz non si fa uso della modulazione PWM. 
L’andamento di corrente che si ottiene nei due casi è mostrato in Figura 3-17. 
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Figura 3-17: in giallo l’andamento della corrente nell’attuatore pilotando con il controllo in corrente, mentre in 
viola l’andamento della corrente pilotando con una tensione fissa. 
 
Si nota che con il controllo descritto alla presenza di una velocità variabile stabilizza la corrente 
intorno ad 1Ampere attenuando notevolmente il disturbo in velocità. 
Nel modello GCU_Icrtl_PWMs.mdl è stato aggiunto lo stadio PWM che pilota l’attuatore il 
risultato è mostrato nella Figura 3-18. 
 
 
Figura 3-18: andamento della corrente nell’attuatore con pilotaggio PWM senza filtro. Sopra andamento 
relativo al controllo di corrente,  sotto andamento senza controllo di corrente. 
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In Figura 3-18, si nota che la stabilizzazione in corrente viene ancora mantenuta nonostante il 
disturbo introdotto dal pilotaggio PWM. Anche se non riguarda il caso trattato si nota che tale 
disturbo può essere eliminato facendo uso di un filtro analogico in uscita allo stadio di potenza. Nel 
modello GCU_Ictrl_PWM_filt1k viene introdotto un filtro di Butterworth di ordine due e frequenza 
di tagli pari a 1 Krad/s. L’andamento della corrente in questo caso è mostrato in Figura 3-19. 
 
 
Figura 3-19: andamento della corrente nell’attuatore con pilotaggio PWM e filtro di uscita; in giallo corrente 
stabilizzata, in viola corrente non stabilizzata. 
 
Le simulazioni illustrate fin qui non sono un gran che significative, hanno solo lo scopo di 
verificare che il controllo stabilizzi effettivamente la corrente. Più significative sono le simulazioni 
riportate in seguito nel quale si fa uso del modello dell’attuatore che comprende la non linearità del 
coefficiente di proporzionalità tra forza e corrente e la variazione della resistenza del filo 
dell’attuatore a causa del salire della temperatura quando l’avvolgimento è percorso da corrente. 
Inoltre l’attuatore è caricato con il legame forza spostamento misurato alla leva della frizione. Tale 
caso costituisce quindi il caso reale e fornisce l’indicazione significativa sulla bontà del controllo 
implementato nel DSP. Si riporta in Figura 3-20 il caso in cui il DSP controlla la corrente 
nell’attuatore in modo che essa scenda da 5Ampere a 0Amprere in maniera lineare. Il file relativo a 
tale simulazione è VCA_DSPctrl.mdl. In viola è riportato il valore di corrente voluta, mentre in 
giallo la corrente che effettivamente scorre nell’attuatore. La linea spessa è dovuta al pilotaggio in 
PWM senza l’uso di filtro. Si nota come il disturbo in corrente non altera il movimento 
dell’attautore. Come decritto in 3.2 questo giustifica non aver fatto uso del filtro di uscita. 
In Figura 3-21 è riportato il comportamento dell’attuatore quando quest’ultimo è pilotato con un 
valore di duty-cycle pari a n CCR I V    dove I  è il valore di corrente desiderato. Si nota che 
nonostante l’attuatore si muova lentamente, perché la corrente, e quindi la forza, decresce 
lentamente, il valore della corrente non segue l’andamento voluto. 
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Figura 3-20: decremento della corrente con controllo in corrente. La corrente in viola indica la corrente 
desiderata e la corrente in giallo indica la corrente effettiva. 
 
 
Figura 3-21: decremento in corrente con controllo in tensione (anello aperto). La corrente in viola indica la 
corrente desiderata e la corrente in giallo indica la corrente effettiva. 
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Come diventerà evidente nel paragrafo 3.11, si osserva che il controllo in corrente deve essere 
utilizzato solo quando la frizione è in zona lineare ovvero dopo che è stato trovato il punto di 
innesto della frizione, che è il punto dopo il quale una variazione di corrente, quindi forza che 
l’attuatore applica sulla leva della frizione, corrisponde effettivamente a una variazione della coppia 
trasmessa. Al di fuori di questa zona il legame forza spostamento della leva della frizione, che 
carica l’attuatore, ha una zona piatta (si osservi Figura 3-31) all’interno della quale la velocità 
dell’attuatore sale rapidamente e il controllo in corrente non riesce più a mantenere la corrente 
voluta nell’attuatore. In Figura 3-22 è mostrato tale fenomeno, intorno agli 8 – 9 mm si trova il 
punto di innesto in corrispondenza del quale la velocità sale e la corrente scappa al controllo. 
 
 
Figura 3-22: disturbo sulla corrente indotto dalla zona piatta del legame forza spostamento alla leva della 
frizione. La corrente in viola indica la corrente desiderata e la corrente in giallo indica la corrente effettiva. 
 
Mentre quando l’attuatore si trova in zona lineare si riesce a seguire la corrente con variazioni 
nell’ordine di 2Ampere in 150ms come mostrato in Figura 3-23. 
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Figura 3-23: controllo in corrente nella zona lineare del legame forza spostamento alla leva della frizione. La 
corrente in viola indica la corrente desiderata e la corrente in giallo indica la corrente effettiva. 
3.9 Controllo in velocità dell’attuatore 
Procedendo come nel paragrafo 3.8 si può ricavare il valore di duty-cycle da inviare allo stadio di 
potenza in modo da controllare l’attuatore in velocità. Ancora con riferimento al circuito di Figura 
3-13 si scrive l’equazione di Kirchhoff alla maglia all’istante n : 
 
n CC b n nV K v R I       
 
Misurando la corrente nI  si vuole trovare il valore di duty-cycle, 1n   da applicare all’istante 1n  , 
in modo da avere un valore di velocità pari a 0v , ovvero si deve risolvere la seguente equazione: 
 
1 1 1 0n CC b n n CC b nV K v V K v R I             
 
Dove la corrente resta quella dell’istante precedente in quanto si sta cercando di imporre la velocità 
futura, all'istante 1n  , conoscendo la corrente attuale, all’istante n ; in altre parole si sta chiedendo 
quanto deve valere 1n   per ottenere una velocità 0v , all’isntante 1n  , con la corrente che sta 
scorrendo in questo momento, ovvero all’istante n . Risolvendo si ottiene: 
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Il semplice circuito che realizza tale controllo è mostrato in Figura 3-24. 
 
 
Figura 3-24: controllo in velocità. Quando la velocità aumenta la corrente cala la reazione è negativa. 
 
Tale circuito è stato implementato in Matlab Simulink, con frequenza di campionamento di 250 Hz. 
In Figura 3-25 è mostrato il risultato della simulazione di tale modello in cui si varia la velocità di 
riferimento da 0,04 m/s a -0,04 m/s il file di riferimento è VCA_DSP_Vctrl.mdl. 
 
 
Figura 3-25: controllo in velocità dell’attuatore. La velocità in viola indica la velocità desiderata e la velocità in 
giallo indica la velocità effettiva. 
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Si nota che nonostante la velocità non sia molto stabile lo spostamento è molto meno disturbato (si 
tratta dell’integrale della velocità che attenua i disturbi). Si nota inoltre che la velocità riesce ad 
invertirsi in maniera rapida, nell’ordine delle frazioni di decimo di secondo. Grazie a questi due 
benefici si riesce come mostrato nelle simulazioni del paragrafo 3.11 a fermare, l’attuatore quando 
si desidera, in un tempo brevissimo cosa che non è possibile ottenere con il controllo in corrente. 
 
3.10 Manovra di scalata 
Come specificato in [1] durante la manovra di scalata l’andamento della corrente all’interno 
dell’attuatore deve decrescere linearmente, a tratti, come specificato in Figura 3-26. 
 
 
Figura 3-26: andamento nel tempo, desiderato, della corrente nell’attuatore durante la manovra di scalata. 
 
Per ottenere tale andamento in corrente si usa il controllo descritto nel paragrafo 3.8. La 
simulazione relativa è contenuta nel file VCA_DSPctrl_SD.mdl. In tale modello l’attuatore è 
pilotato con il controllo in corrente in modo da ottenere l’andamento di Figura 3-26, relativo al 
passaggio dalla quinta alla quarta, tratto in verde. Il risultato della simulazione è mostrato in Figura 
3-27. Si noti che l’asse dei tempi di Figura 3-27 e Figura 3-28 è traslato è ritardato di un secondo 
esatto rispetto a quello di Figura 3-26, ovvero l’istante uno corrisponde all’istante zero 
rispettivamente. In viola è rappresentato il valore desiderato della corrente (corrisponde al tratto in 
verde di Figura 3-26) mentre in giallo la corrente che effettivamente scorre nell’attuatore. Con il 
controllo in corrente l’andamento di corrente nell’attuatore segue quello voluto. 
A confronto si riporta, in Figura 3-28, l’andamento della corrente nell’attuatore nel caso 
quest’ultimo sia pilotato con il controllo in tensione descritto nel paragrafo 3.7, ovvero il DSP 
impone un valore di   tale che CCV R I     dove I  è il valore di corrente che si vuole ottenere. In 
questo modo si trascura la velocità dell’attuatore che salendo influenza la corrente che vi andrà a 
scorrere; si nota infatti che quando la pendenza della spostamento (velocità) aumenta la corrente 
non segue più l’andamento voluto. Il modello relativo a tale pilotaggio è ancora il file 
VCA_DSPctrl_SD.mdl dove basta impostare il controllo in tensione facendo doppio click sul 
blocco DSPctrl; i risultati sono riportati in Figura 3-28. 
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Figura 3-27: manovra di scalata con il controllo in corrente. La corrente in viola indica la corrente desiderata e 
la corrente in giallo indica la corrente effettiva. 
 
 
Figura 3-28: manovra di scalata con il controllo in tensione (open loop). La corrente in viola indica la corrente 
desiderata e la corrente in giallo indica la corrente effettiva. 
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Fino a che la pendenza della corrente nell’attuatore non diventa elevata i due controlli sono più o 
meno analoghi, questo perché la velocità dell’attuatore rimane contenuta e quindi il generatore 
bK v  ha poco effetto. Non appena la corrente nell’attuatore deve scendere velocemente il controllo 
in tensione non riesce a imporre il valore voluto della corrente in quanto la velocità dell’attuatore 
sale e quindi il contributo bK v  diventa significativo. In particolare si nota che il valore della 
corrente in Figura 3-28 a 1.45 secondi non è nullo, come deve essere (si osservi 0.45 secondi in 
Figura 3-26), ma bensì è ancora di 2Ampere. Quindi il controllo in corrente è molto più adatto del 
controllo in tensione. Nonostante questo la manovra di scalata viene eseguita ugualmente anche con 
il controllo in tensione ad anello aperto, non secondo quanto richiesto in [1] ma con un rilascio 
dell’attuatore più lento. 
3.11 Ricerca del punto di innesto della frizione 
Si vuole cercare quel punto in cui la frizione si innesca ovvero il punto a partire dal quale una 
variazione della forza sulla leva della frizione produce una variazione della coppia trasmessa dal 
motore alle ruote. La ricerca del punto di innesto deve avvenire a partire da frizione completamente 
disinnescata e l’attuatore deve essere rilasciato o controllando la corrente o la velocità 
dell’attuatore. Ad un certo punto i dischi della frizione iniziano ad essere in contatto e la coppia è 
trasmessa alle ruote, ovvero la frizione comincia a lavorare. È da questo punto in poi che deve 
partire un eventuale controllo di modulazione della coppia trasmessa della frizione alle ruote. La 
difficoltà sta nel rilevare quando i dischi iniziano ad essere a contatto. La strategia implementata 
nella GCU fa uso del controllo in velocità, in quanto il controllo in corrente non riesce a fermare 
l’attuatore a dovere; di seguito si mostra quanto appena affermato. Il procedimento seguito è il 
seguente: si rilascia l’attuatore a velocità costante e si controlla la velocità delle ruote inizialmente 
ferme. Non appena le ruote si muovono si blocca la frizione in tal punto. In Figura 3-29 è mostrato 
il risultato di tale controllo, il file di riferimento è VCA_DSPctrl_Vips.mdl. L’attuatore è premuto 
al massimo fino all’istante 0.2s, successivamente l’attuatore è rilasciato con velocità di circa 0.1ms; 
si immagina poi che all’istante 0.4 il DSP rilevi il movimento delle ruote e decide di fermare 
l’attuatore. Come mostrato in Figura 3-29, l’attuatore si ferma quasi istantaneamente. 
 
 
Figura 3-29: controllo in velocità per fermare l’attuatore. La velocità in viola indica la velocità desiderata, 
mentre la velocità in giallo indica la velocità effettiva. 
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La Figura 3-30 mostra un ingrandimento dell’andamento della posizione in funzione del tempo. Si 
nota come l’attuatore riesca a fermarsi velocemente con una breve oscillazione ampiamente 
contenuta in alcune frazioni del millimetro. 
 
 
Figura 3-30: controllo in velocità per fermare l’attuatore, dettaglio sull’andamento della posizione.  
 
La simulazione appena riportata mostra la bontà del controllo in velocità per la ricerca del punto 
d’innesto. In tale simulazione l’attuatore viene fermato in un istante, e quindi un una posizione 
casule. Basandoci sull’andamento del legame forza spostamento che si osserva alla leva della 
frizione, descritto in [1] e riportato in Figura 3-31, si può effettuare una simulazione più vicina a 
quello che potrebbe avvenire nella realtà. Si ricorda che tale legame, comprensivo di tutte le non 
linearità è stato sintetizzato nel modello dell’attuatore utilizzato nelle simulazioni che si stanno 
descrivendo. Si ricorda inoltre che tale punto di innesto è variabile nel tempo a seconda delle 
regolazioni del leveraggi che collegano l’attuatore alla leva della frizione e in funzione dell’usura 
della frizione stessa, quindi un sensore di posizione in questo senso non potrebbe essere utile. 
 
 
Figura 3-31: legame forza spostamento alla leva della frizione. 
 
La Figura 3-31 mostra che il punto di innesto si trova all’incirca tra ad 8 – 9 mm. Quindi si esegue 
una simulazione in cui l’attuatore viene fermato intorno a questa posizione. Nella simulazione di 
figura Figura 3-32 si rilascia l’attuatore ad una velocità di poco inferiore a 0.1 m/s, in modo da 
raggiungere il punto di innesto, situato a 8 – 9 mm, in 200ms. 
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Figura 3-32: controllo in velocità per fermare l’attuatore nel punto di innesto. La velocità in viola indica la 
velocità desiderata, mentre la velocità in giallo indica la velocità effettiva. 
 
In Figura 3-33 è riportato un ingrandimento dello spostamento intorno a 0.4 s istante in cui si decide 
di arrestare l’attuatore.  
 
 
Figura 3-33: controllo in velocità per fermare l’attuatore nel punto di innesto, dettaglio sulla posizione. 
 
L’oscillazione è di circa un decimo di millimetro, quindi l’attuatore viene fermato correttamente 
anche nel punto di innesto dove il legame forza-spostamento ha una variazione di pendenza. 
Si nota che il tratto a pendenza minore, ha quasi pendenza nulla ovvero a piccole variazioni di forza 
corrispondono grosse variazioni di posizione. Questo fatto rende difficile effettuare l’arresto 
dell’attuatore basandosi sul controllo in corrente, quindi in forza, utilizzato per implementare i 
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controlli richiesti in [1]. Inizialmente per fermare l’attuatore si è pensato di poter utilizzare il 
controllo in corrente nel seguente modo: si rilascia l’attuatore decrementando linearmente la 
corrente e appena rilevato il movimento delle ruote si ferma la corrente con l’intenzione di bloccare 
l’attuatore. Infatti il legame forza-spostamento alla leva della frizione con la quale l’attuatore è 
caricato è, in zona lineare, analogo a quello di una molla ( F K x  ), per cui bloccando la corrente, 
quindi la forza che l’attuatore esercita sulla leva della frizione, l’attuatore, a transitorio terminato si 
ferma in un punto. Purtroppo tale metodo funzione correttamente quando la frizione è già innestata ( 
come si considera in [1] ) e quindi il legame forza spostamento è effettivamente lineare, si osservi 
Figura 3-31. Mentre a causa della non linearità del legame forza-spostamento di Figura 3-31, in 
particolare a causa della zona a pendenza quasi piatta la corrente scappa al controllo e non si riesce 
a fermare correttamente l’attuatore. In dettaglio: si parte dalla condizione di attuatore 
completamente premuto, ovvero frizione completamente disinnescata; si rilascia l’attuatore 
decrementando linearmente la corrente e quindi la forza; quando si attraversa la zona a pendenza 
piatta del legame forza-spostamento, subito sotto i 20 mm, l’attuatore aumenta di velocità (si 
osservi la pendenza della posizione) e il controllo in corrente fatica a seguire la corrente di 
riferimento. Il risultato è che l’attuatore si fermerà ugualmente ma attraverso un transitorio non 
accettabile. Quanto descritto è mostrato in Figura 3-34 e il file di riferimento è VCA_DSPctrl_Iips. 
  
 
Figura 3-34: ricerca del punto di innesto controllo in corrente. La corrente in viola indica la corrente desiderata, 
mentre la corrente in giallo indica la corrente effettiva. 
 
Dalla Figura 3-34 si ha conferma di quanto accennato nel paragrafo 3.8, ovvero che il controllo in 
corrente deve essere utilizzato solo nella zona lineare del legame forza-spostamento della leva della 
frizione, ovvero dopo che la frizione e stata innestata. Questa è la zona in cui devono funzionare le 
funzioni di [1] e quindi è lecito usare il controllo in corrente in tali funzioni. 
Infine si riporta come può essere trovato il punto di innesto con il controllo in tensione descritto nel 
paragrafo 3.7. Si procede come segue: inizialmente la frizione è completamente premuta quindi il 
duty-cycle è pari a 1, nell’istante in cui si vuole innestare la frizione si pone istantaneamente il 
duty-cycle ad un valore pari a I CCR I V . Il valore della corrente II  deve essere scelto in modo che 
a transitorio esaurito la frizione non sia ancora innestata. Con riferimento alla Figura 3-31 si sceglie 
una II  alla quale corrisponde un forza che mantiene la frizione disinnestata ad esempio 260 N, 
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quindi II = 260 / 260 / 37,2 7AK A   e quindi un duty-cycle pari a 
2.7 7 / 28 0.67I I CCR I V      . A questo punto si decrementa il duty-cycle molto lentamente 
fino ad un valore pari a F CCR I V  dove adesso FI  è quella che corrisponde ad una forza che porta 
la leva della frizione oltre il punto di innesto (si fa ancora riferimento alla Figura 3-31) ad esempio 
180 N, si ottiene cosi un valore 0.47F  . Il passaggi tra i due valori di duty-cycle avviene in 3 s. I 
risultati di tale simulazione sono riportati in Figura 3-35 e il file di riferimento è 
VCA_DSPctrl_Dutyips.mdl. 
 
 
Figura 3-35: ricerca del punto di innesco tramite il controllo in tensione. 
 
Dalla Figura 3-35 si nota che il punto di innesto viene trovato intorno ad 1 s dove il valore di 
duty-cycle è pari a 0.61. In pratica il duty-cycle rimane costante durante la ricerca del punto di 
innesto. Quello che succede è che in seguito all’applicazione del duty-cycle I  la posizione 
attraversa un transitorio, durante il quale il duty-cycle rimane pressoché costante, che porta 
l’attuatore verso il punto di innesto. Una volta osservato il movimento delle ruote il duty-cycle 
viene bloccato definitivamente e l’attuatore resta fermo nel punto di innesto. La Figura 3-36 mostra 
un ingrandimento dell’andamento della posizione intorno ad 1 s istante nel quale viene rilevato il 
punto di innesto tramite il movimento delle ruote. 
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Figura 3-36: ricerca del punto di innesco tramite il controllo in tensione, dettaglio sulla posizione. 
 
Si osserva che si riesce a trovare il punto di innesto e fermare l’attuatore con un errore di poco 
superiore al decimo di millimetro. Purtroppo l’operazione richiede un tempo troppo lungo. La 
ricerca del punto di innesto deve essere la più veloce possibile in quanto è un tempo morto che 
trascorre dal momento in cui si decide di partire e il momento in cui effettivamente la frizione è 
innestata e si avvia la procedura di partenza. 
I risultati migliori vengono ottenuti con il controllo in velocità che introduce oscillazione della 
posizione di ampiezza inferiore all’errore introdotto qui e riesce a trovare il punto di innesto in 
maniera più rapida, 0.2 s invece che 0.7 s. Per la ricerca del punto di innesto deve essere utilizzato il 
controllo in velocità. 
3.12 Manovra di partenza 
Si vuole trovare un metodo di rilascio dell’attuatore che permetta al veicolo di muoversi in modo da 
effettuare operazioni di manovra, tale modalità è stata precedentemente indicata con il nome 
Quiet-Moving. I test hanno mostrato che un metodo valido è bloccare l’attuatore non appena le 
ruote si muovono, ovvero bloccare la frizione nel suo punto di innesto per tutta la durata della 
procedura di partenza, ovvero per circa 3 secondi. Tale risultato acquisito durante i test viene 
confermato anche dal modello della frizione descritto in [8] e nel paragrafo 2.2.1. Quanto descritto 
si trova modellato all’interno del toolbook automotive di Matlab. Digitando sldemo_clutch nella 
Command Window di Matlab compare il modello che può essere simulato. La Figura 3-37 riporta la 
simulazione di una partenza. In rosso è indicata la forza normale tra dischi della frizione, tale forza 
è proporzionale alla leva della frizione (si veda paragrafo 2.2.1); in verde è riportato il numero di 
giri del motore; in blu è riportato la frequenza angolare delle ruote. I valori di Figura 3-37 sono 
puramente indicativi. All’inizio della simulazione il valore della forza normale tra i dischi è pari a 
zero, la frizione è disinnestata e sulla leva esterna è presente la forza massima. La velocità delle 
ruote è pari a zero e il numero di giri del motore sale a significare l’intenzione del pilota di partire. 
Successivamente la forza normale sale bruscamente, significa che la leva della frizione è stata 
rilasciata e il punto di innesto è stato trovato, infatti, le ruote stanno iniziando a girare. Da questo 
punto, per tutta la procedura di partenza, la forza rimane costante e la velocità del veicolo comincia 
a salire. Mantenere la forza normale costante significa mantenere la forza della leva sulla frizione 
costante, in altre parole la corrente che attraversa l’attuatore deve rimanere costante. Ad un certo 
punto mentre il veicolo si sta muovendo la velocità di rotazione delle ruote raggiunge la velocità di 
rotazione del motore (nella realtà ci sarebbe il rapporto primario di mezzo), ovvero la frizione è 
completamente innestata e la leva della frizione può essere rilascia completamente portando la forza 
normale tra i dischi della frizione al valore massimo (si veda paragrafo 2.2.1). 
 
 70
 
Figura 3-37: procedura di partenza secondo il modello in [8]. In rosso la forza [N], in verde e blu la frequenza di 
rotazione, rispettivamente, del motore e delle ruote [giri/min]. I valori sono indicativi. 
 
Quindi la manovra di partenza consiste principalmente nella ricerca del punto di innesto come 
descritto nel paragrafo 3.11. Trovato il punto di innesco la forza o la posizione dell’attuatore 
devono rimanere fisse. Si analizza di seguito la strategia adottata in partenza. 
Purtroppo, come mostra la In Figura 3-38 il controllo in velocità, pur essendo un buon metodo per 
fermare l’attuatore nel punto di innesto, non riesce a mantenere l’attuatore fermo per 3 s. 
 
 
Figura 3-38: il controllo in velocità non riesce a mantenere fermo l’attuatore. La velocità in viola indica la 
velocità desiderata, mentre la velocità in giallo indica la velocità effettiva. 
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Osservando i risultati delle simulazione relativi al controllo in corrente, si nota che tale controllo 
riesce a mantenere ben fermo l’attuatore, semplicemente costante la corrente, quindi la forza, che vi 
scorre.  
Si esegue quindi un controllo composto. Il suo funzionamento è descritto di seguito. Tramite il 
controllo di in velocità inizia a rilasciare l’attuatore, inizialmente premuto a fondo, a velocità 
constante e lo ferma nel punto di innesto. A questo punto il veicolo inizia a muoversi. A partire da 
questo istante viene effettuata una misura della corrente che inizia a stabilizzarsi, in particolare si 
media il valore della corrente negli ultimi 32 ms (otto campioni). Successivamente si lancia il 
controllo in corrente con riferimento il valore in corrente mediato negli ultimi 32 ms. Il file di 
riferimento di tale simulazione è il VCA_DSPctrl_SS_composto.mdl. In Figura 3-39 è mostrato il 
risultato della simulazione, in cui si cerca il punto di innesto con una velocità di poco inferiore a 
0.1ms, il punto di innesto, situato intorno agli 8-9 mm, verrà trovato in circa 200 ms. In dettaglio al 
tempo 0 s si preme a fondo la frizione disinnestandola completamente, all’istante 0.2 s inizia la 
ricerca del punto di innesto che avviene all’istante 0.4 s (nel simulatore si fa uso di un gradino per 
segnalare l’inizio del movimento delle ruote), a punto la velocità di riferimento del controllore 
viene imposta pari a zero e l’attuatore inizia a fermarsi. Dopo 32 ms utilizzati per mediare il valore 
della corrente si passa al controllo in corrente che mantiene l’attuatore fermo, o in altre parole 
stabilizza la forza che quest’ultimo esercita sulla leva della frizione. Tale tipo di controllo è del tutto 
coerente con la simulazione di Figura 3-37. 
 
 
Figura 3-39: procedura di partenza con il controllo composto velocità-corrente.   
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La Figura 3-40 mostra un ingrandimento intorno a 0.4 s istante nel quale si rileva il movimento 
delle ruote. Si nota che il passaggio dal controllo in velocità a quello in corrente, che avviene a 
0.32 s, non crea disturbi e che l’ampiezza dell’oscillazione sulla posizione è ampiamente contenuta 
in due decimi di millimetro nei primi 60 ms dopo di che si stabilizza. 
Ovviamente nel caso si voglia decrementare leggermente la forza sulla leva della frizione, perché 
questa slitta eccessivamente, è sufficiente decrementare la corrente, analogamente a quanto si fa con 
il controllo dell’attuatore in staccata. 
 
 
 
Figura 3-40: procedura di partenza con il controllo composto velocità-corrente, dettaglio sull’andamento della 
posizione intorno al punto di innesto. 
 
La manovra di partenza può anche essere effettuata utilizzando esclusivamente il controllo in 
tensione ad anello aperto, che mantiene lo svantaggio di richiedere un eccessivo tempo nel trovare il 
punto di innesto. I risultati di tale controllo sono già stati mostrati in Figura 3-35, in questo caso 
l’attuatore riesce a mantenersi fermo per tutta la durata della procedura di partenza e il controllo è 
molto più semplice. Il file di riferimento è VCA_DSPctrl_dutySS.mdl. 
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LA CENTRALINA DEL CAMBIO 
 
4 HARDWARE 
Come specificato nell’introduzione la definizione delle specifiche non è stata dettagliata e rigorosa, 
ma piuttosto progressiva e sovrapposta con la fase di sviluppo. Comunque sin dall’inizio è stata 
chiara la necessità di dover effettuare elaborazione numeriche sui segnali, in particolare si dovrà 
implementare la funzione di controllo Launch-Control, si dovranno filtrare alcuni segnali come 
quello derivante dal sensore del cambio, dover fare calcoli per l’innesto della folle, ecc… 
Questi fattori hanno spinto alla scelta di un DSP, il TMS320F2812 della serie C2000 di 
Texas Instrument. Si tratta di un processore di segnale (dispone di due MAC) dotato di funzionalità 
caratteristiche dei microcontrollori, la stessa Texas Instrument lo pone a catalogo come 
microcontrollore, nonostante sia equipaggiato con due MAC. La scelta di tale componente 
garantisce una notevole potenza di calcolo e permette di tutelarsi su variazioni delle specifiche. 
L’uso di un DSP, o microcontrollore, comunque complesso impone l’acquisizione di una certa 
pratica nel suo utilizzo, per questo sono diffusissime Evaluation Board che montano il DSP insieme 
a periferiche che comunemente lo interfacciano, inoltre, tali schede elettroniche mettono a 
disposizione, su connettori di facile acceso, molti dei pin del DSP, in modo da poter collegare a 
quest’ultimo ogni tipo di periferica o/e analizzare con un oscilloscopio le loro transizioni. È stato 
scelto di usare la scheda di sviluppo EVM2812-I di GAO-Tek. Tale scheda mette a disposizione 
due porte seriali, che verranno utilizzate per comunicare con la ECU e con la centralina della 
telemetria; inoltre mette a disposizione quasi tutti i pin di uscita su tre connettori da PCB tipo 
multipolare maschio, come mostra la Figura 4-1. 
Come accade la maggior parte delle volte si inizi un progetto, il “time to market”, che in questo 
caso è il tempo che manca alla gara, è fondamentale. Sviluppare una scheda che monti a bordo il 
DSP dilungherebbe i tempi rispetto alla realizzazione di una sola scheda di sviluppo. Inoltre il 
montaggio del DSP dovrebbe essere effettuato tramite macchine specializzate con conseguente 
aumento dei costi di realizzazione del prototipo. Per velocizzare e rendere più versatile a 
cambiamenti lo sviluppo è stato pensato di realizzare una scheda elettronica con i circuiti elettrici di 
interfaccia e di potenza per poi unirla con la scheda GAO Tek, equipaggiata con il DSP. La scheda 
che monta i circuiti elettronici di interfaccia e di potenza verrà indicata nel resto della relazione 
come Daughter Board. L’unione tra Daughter Board e GAO Tek si è rilevata particolarmente 
fortunata grazie al tipo e alla disposizione dei connettori sulla scheda GAO Tek. Infatti ponendo 
analoghi connettori, di tipo femmina, sulla Daughter Board nella solita posizione dei connettori tipo 
maschio sulla scheda GAO-Tek e accoppiandole l’una sopra l’altra si ottiene un collegamento tra le 
schede dotato di ottima stabilità meccanica e buon contatto elettrico con l’ulteriore vantaggio di 
rendere compatte le dimensioni rispetto ad alloggiare le schede sul solito piano. 
In Figura 4-1 è mostrata la scheda di sviluppo GAO-Tek, mentre in è mostrata la Daughter Board ed 
infine, in  è mostrata l’unione tra le due. 
Nei successivi paragrafi vengono descritti i vari circuiti elettronici, giustificando le scelte intraprese, 
necessari per interfacciarsi ai sottosistemi della ET-1, in modo da soddisfare le specifiche, come 
descritto nel capitolo 2. 
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Figura 4-1: Scheda di sviluppo GAO-Tek. 
 
 
 
Figura 4-2: Daughter Board. 
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Figura 4-3: Sistema GCU completo. 
 
4.1 Interfaccia sensore del cambio 
È la parte di circuito che si occupa di interfacciare il sensore del cambio all’ADC interno al DSP. 
Come descritto nel capito relativo alla descrizione del DSP, si tratta di ADC a 12bit la cui tensione 
di ingresso deve essere compresa tra 0 V e 3 V. Il sensore del cambio è uno switch i cui valori di 
resistenza variano tra 0.7 KOhm e 2.7 KOhm, quando una marcia è inserita correttamente, oppure la 
resistenza vale infinito quando una marcia è male inserita. 
Quindi è necessario realizzare un circuito che riporti un valore di resistenza tra 0 Ohm e infinito a 
una tensione che varia tra 0 V e 3 V. Il tipo di legame tra il valore di resistenza e il valore di 
tensione non è fondamentale, è sufficiente che ad ogni valore di resistenza (la resistenza può 
assumere 7 valori uno per marcia, cinque più la folle, e quello relativo alla marcia mal inserita) 
corrisponda un unico valore di tensione. 
È stato scelto di far uso di un partitore resistivo alimentato da una tensione generata tramite un 
diodo Zener da 3 V, il BZX84C3V0L di On Semiconductor, del quale viene fornito il modello. Lo 
schema è mostrato in figura. 
 
 
Figura 4-4 Schema elettrico dell’interfaccia verso il sensore del cambio 
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La tensione, stabilizzata, di 5 V viene generata a bordo della scheda come descritto nel paragrafo 
4.5. Il diodo ha la funzione di impedire che la tensione all’ingresso dell’ADC del DSP superi i 3 V. 
Il diodo Zener è polarizzato con un corrente che mantengo la tensione leggermente sotto i 3 V 
quando la resistenza del sensore del cambio tende a infinito (marcia mal innestata). Non è stato 
scelto un diodo Zener con una tensione inferiore in modo da mantenere la dinamica più ampia 
possibile. I valori di tensione nel circuito in questa condizione sono mostrati nella Figura 
4-5seguente. 
 
 
Figura 4-5: Valori di tensione nel circuito di interfaccia al sensore del cambio nel caso di marcia mal innestata 
(100 GOhm). 
 
Indicando con GEARR  uno tra i valori di resistenza che può assumere il sensore del cambio il valore 
di tensione in ingresso all’ADC è dato, considerando la tensione ai capi dello Zener costante, da: 
 
3
220
GEAR
GEAR
GEAR
RV V
R Ohm
    
 
La Figura 4-6 mostra l’andamento della tensione in ingresso all’ADC al variare della resistenza 
GEARR   da 700 Ohm a 2700 Ohm. Tale andamento è stato ottenuto simulando il circuito e quindi 
tiene conto anche della variazione di corrente di polarizzazione nel diodo. 
 
 
Figura 4-6: andamento della tensione, Vs,  del sensore del cambio in ingresso all’ADC del DSP, in funzione della 
resistenza del sensore, Rs. 
SR [KOhm] 
SV  [V] 
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4.2 Interfaccia ruota fonica 
Come descritto nel paragrafo 2.5 il sensore di HALL delle ruote foniche deve essere alimentato da 
una tensione pari a 5 V e fornisce l’uscita in corrente, sottoforma di un’onda quadra il cui valore 
basso è pari a 7 mA e il valore alto è pari a 14 mA. La GCU deve fornire l’alimentazione e ricevere 
il segnale. Sarà necessario un circuito di interfaccia che condizione il segnale in modo da renderlo 
compatibile con i pin di I/O del DSP; si deve riportare l’onda quadra in corrente in un onda quadra 
in tensione con valore basso pari a 0 V e valore alto pari a 3.3 V. 
Il circuito da utilizzare, come consigliato dal datasheet del sensore della ruota fonica, si basa su una 
resistenza che funziona da convertitore corrente-tensione e su un trigger di Schmitt non invertente, 
come mostrato nella Figura 4-7. 
 
 
Figura 4-7: circuito di interfaccia al sensore di HALL della ruota fonica. 
 
Come indicato nel datasheet del ATS642, il valore di resistenza sR  deve essere scelta in modo tale 
da non far scendere la tensione ai capi del sensore ATS642 sotto i 4 V quando, quest’ultimo, è 
attraversato da una corrente di 14 mA. Essendo la tensione di alimentazione pari a 5 V è stato scelto 
un valore di sR =68 Ohm in modo che caduta ai capi della resistenza, quando attraversata da 14 mA, 
sia di 14 mA*68 Ohn=0.952 V e quindi la tensione ai capi del sensore rimane superiore ai 4 V. 
Con un questo valore di resistenza il trigger di Schmitt si trova in ingresso un onda quadra in 
tensione con valori alti e bassi rispettivamente: 
68 14 0.952IHV Ohm mA V    
68 7 0.476ILV Ohm mA V    
Si devono quindi scegliere i valori di resistenza 1R  e 2R . Applicando la sovrapposizione degli 
effetti al circuito di Figura 4-7 si può scrivere la tensione V   sull’ingresso non invertente del 
comparatore come: 
 
1 2
0 0
1 2 1 2
(1 )IN IN
R RV V V V V
R R R R
         
 
1
1 2
R
R R
    
 
Si ammetta di essere in una configurazione in cui INV = ILV  (ingresso basso) e O OLV V  (uscita 
bassa), ovvero V  < RV , che corrisponde a una configurazione non invertente. Quando INV  inizia a 
salire si avrà commutazione dell’uscita da basso ad alto in corrispondenza del valore di INV  che 
rende V   superiore a RV : V
 > RV . Sostituendo l’espressione di V
  si ha 
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0 (1 ) IN RV V V     
 
1
R O
IN
V VV 
   
 
Dove O OLV V , quindi si ha la commutazione da basso ad alto quando il valore di INV  è tale che: 
 
1
R OL
IN
V VV 
   
 
Si ammetta, adesso, di essere in una configurazione in cui INV = IHV  (ingresso alto) e O OHV V  
(uscita alta). Quando INV  inizia a scendere si avrà commutazione dell’uscita da alto a basso in 
corrispondenza del valore di INV  rende V
  inferiore a RV : V
 < RV . Sostituendo l’espressione di V
  
si ha:  
 
0 (1 ) IN RV V V     
 
1
R O
IN
V VV 
   
 
Dove, adesso, OV  è pari a OHV , si ha quindi la commutazione da basso ad alto quando il valore di 
INV  è tale che: 
 
1
R OH
IN
V VV 
   
 
I valori di INV  per le quali si ha commutazione dell’uscita definiscono le soglie di commutazione 
del circuito ed in seguito verranno indicate con i seguenti nomi: 
 
1
R OL
T
V VV 
   
 
1
R OH
T
V VV 
   
 
Quando INV , aumentando di valore, attraversa TV   si ha una commutazione dell’uscita da basso ad 
alto, mentre quando INV , calando di valore, attraversa TV   si ha commutazione dell’uscita da alto a 
basso come mostrato in Figura 4-8. 
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Figura 4-8: isteresi del trigger di Schmitt non invertente. 
 
La figura è volutamente asimmetrica ad indicare che i calcoli effettuati valgono per qualsiasi valori 
delle tensione di ingresso e uscita sia positivi che negativi. 
Si definisce poi THV  la media tra i valori TV   e TV  : 
 
2
T T
TH
V VV    
 
A questo punto è necessario dimensionare il circuito, ovvero calcolare il valore di RV  e delle 
resistenze, ovvero di  . Le grandezze OLV  e OHV  devono essere pari a 0 V e 3.3 V, perché sono le 
tensioni che verranno inviate in ingresso al DSP. I valori TV   e TV  , quindi THV , vengono imposti 
sulla base di 0.476ILV V  e 0.952IHV V , indicativamente si può scegliere: 
 
2
TH IL
T
V VV 
 ; 
2
TH IH
T
V VV 
  
 
Si imposta quindi il seguente sistema. 
 
1
1
R OH
T
R OL
T
V VV
V VV






     
 
 
Si riportano di seguito i calcoli. 
 
 
 
1
1
R T OH
T R OL
V V V
V V V
 
 


      
 1R T OH
T T R OL
V V V
V V V V
 
 

 
      
 
 
1R T OH
OL T R T
V V V
V V V V
 


 
      
 
 80
 1R T OH
R T
OL T
V V V
V V
V V
 




      
1 R T R TR T OH
OL T OL T
R T
OL T
V V V VV V V
V V V V
V V
V V

 

 


             
 
 R OL T T OL T R OH R OH T
R T
OL T
V V V V V V V V V V V
V V
V V

   


        
R OL R T T R OH R T OL OH T
R T
OL T
V V V V V V V V V V V V
V V
V V

   


       
 
 ( )T OL OH TR OL OH T T
R T
OL T
V V V VV
V V V V
V V
V V

 
 


       
 
 
( )
( )
T OL OH T
R
OL OH T T
T OL OH T
T
OL OH T T
OL T
V V V VV
V V V V
V V V V V
V V V V
V V

 
 
 

 

           
 
 
   
2
( )
T OL OH T
R
OL OH T T
T OL OH T T OL T OH T T T
OL T OL OH T T
V V V VV
V V V V
V V V V V V V V V V V
V V V V V V

 
 
      
  
               
 
 
   
2
( )
T OL OH T
R
OL OH T T
T OL OH T T OL T OH T T T
OL T OL OH T T
V V V VV
V V V V
V V V V V V V V V V V
V V V V V V

 
 
      
  
               
 
   
   
( )
T OL OH T
R
OL OH T T
T T OL T T T
OL T OL OH T T
V V V VV
V V V V
V V V V V V
V V V V V V

 
 
    
  
             
 
 
  
   
( )
T OL OH T
R
OL OH T T
OL T T T
OL T OL OH T T
V V V VV
V V V V
V V V V
V V V V V V

 
 
  
  
            
 
 
E infine si ottiene il valore di   e RV  in funzione di TV  , TV   , OHV  e OLV  che sono le grandezze 
note. 
 
 
  
   
( )
T OL OH T
R
OL OH T T
OL T T T
OL T OL OH T T
V V V VV
V V V V
V V V V
V V V V V V

 
 
  
  
            
 
 
Il foglio di calcolo Comparatore.xml contiene le formule qui illustrate per svolgere i calcoli. I 
risultati sono riportati nella Tabella 4-1. 
 
Valori imposti Valori calcolati Valori effettivamente 
utilizzati 
Variazione sui valori 
inizialmente imposti 
OHV =3.3 V RV =0.725 V RV =0.7 V TV  =0.708 V 
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OLV =0 V  =0.011 V  =0.012 V TV  =0.668 V 
IHV =0.952 V 1R = 10 KOhm 
(imposto) 
1R = 10 KOhm  
ILV =0.476 V 2R =868 KOhm 2R =820 KOhm  
TV  =0.733 V    
TV  =0.695 V    
Tabella 4-1: Valori resistenze e soglie del trigger di Schmitt. 
 
Il valore di tensione di riferimento può essere ottenuto tramite un partitore di tensione o tramite un 
diodo polarizzato in diretta. 
Come comparatore è stato usato il CMP04 di Analog Device. Si tratta di un comparatore che può 
essere alimentato con tensione di alimentazione singola fino 15 V e uscita open collector. La 
tensione di alimentazione può scendere fino a 3.3 V, connettendo l’uscita open collector ad una 
resistenza di pull-up verso la tensione di alimentazione si ottengono i livelli di tensione compatibili 
con gli ingressi del DSP. 
Il circuito mostrato in Figura 4-9 rappresenta il trigger di Schmitt montato in configurazione non 
invertente. 
 
 
Figura 4-9: circuito simulato per ottenere la caratteristica ingresso uscita. 
 
Eseguendo due DC-Sweep del generatore V2 con valori che vanno una volta da 0.476ILV Volt  a 
0.952IHV Volt , e una volta da 0.952IHV Volt  a 0.476ILV Volt , si ottiene la caratteristica 
ingresso uscita mostrata nella Figura 4-10. 
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Figura 4-10: caratteristica ingresso uscita del trigger di Schmitt in configurazione non invertente. 
 
Il circuito che segue, Figura 4-11, include il sensore di corrente e la resistenza da 68ohm. 
 
 
Figura 4-11: circuito di interfaccia e sensore delle ruote foniche. 
 
Il risultato della simulazione del circuito di Figura 4-11 mostra che si ottiene un segnale che 
commuta tra 0 V e 3.3 V, questo segnale è quello inviato al DSP che ne eseguirà la misura di 
periodo. 
 
[ ]INV V  
[ ]OUTV V  
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Figura 4-12: andamento nel tempo della tensione di ingresso, in verde, e uscita, in rosso, al circuito di interfaccia. 
 
La corrente media assorbita dall’alimentazione di tale circuito è riportata nella Figura 4-13. 
 
 
Figura 4-13: corrente media assorbita dall’alimentazione. 
 
4.3 Lo stadio di potenza 
Lo stadio di potenza ha il compito di fornire all’attuatore del cambio e della frizione la potenza 
necessaria a muoverli. Sono stati realizzati due stadi di potenza identici, uno per l’attuatore della 
frizione e uno per l’attuatore del cambio. Ciascun stadio di potenza deve poter essere gestito dal 
DSP. L’uso di un ponte ad H è comodo in questa situazione in quanto permette di interfacciare 
comodamente il DSP allo stadio di potenza senza l’utilizzo di convertitori DA e stadi di 
preamplificazione. 
Il ponte ad H, è un sistema a ponte sui cui lati sono collegati quattro transistor, in particolare Mosfet 
di tipo n come mostrato in Figura 4-14. 
Un sistema del genere è spesso usato per pilotare motori elettrici o, ad esempio, negli amplificatori 
in classe D, come finale di potenza. Se si pensa ad un amplificatore per segnali audio il carico in 
Figura 4-14 può essere un altoparlante corredato di filtro per eliminare la portante del segnale, 
costituita un’onda quadra, modulata in larghezza. Nel caso della GCU il carico è l’attuatore del 
cambio e della frizione. 
 
[ ]INV V , [ ]OUTV V  
[ ]CCI mA  
[ ]Tempo ms  
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Figura 4-14: ponte ad H. 
 
Il funzionamento del ponte è semplice. Esso, se pilotato opportunamente, permette di ottenere sul 
carico un’onda quadra di ampiezza +V  o –V dove V è il valore della tensione di alimentazione del 
ponte. Durante il funzionamento del ponte i Mosfet funzionano in interdizione o in zona triodo e 
idealmente vengono considerati rami aperti o chiusi, in realtà quando il Mosfet funzione in zona 
triodo presenta un resistenza non nulla. 
La potenza che è possibile fornire al carico è sostanzialmente limitata dalle caratteristiche dei 
Mosfet e/o dall’alimentatore V , in quanto il pilotaggio dei Mosfet richiede una potenza esigua. 
Inoltre visto che i Mosfet funzionano in commutazione, tra interdizione e triodo, la potenza che 
dissipano è molto bassa, rispetto al caso di funzionamento in saturazione, ne segue un rendimento 
elevato. La potenza dissipata dai Mosfet dipende sostanzialmente dalla DSonR  dei transistori, per 
questo sono usati tutti Mosfet di tipo n. Infatti Mosfet di tipo p, di pari geometria, avrebbero 
caratteristiche inferiori, in particolare sarebbero caratterizzati da una DSonR  più grande a causa della 
diversa mobilità delle lacune (Mosfet a canale p) rispetto a quella degli elettroni (Mosfet a canale 
n). Di solito si realizzano Mosfet di tipo p complementari ai Mosfet di tipo n fino a che le potenze 
non diventano elevate. Quando le potenze in gioco salgono per realizzare un Mosfet di tipo p 
complementare all’n si dovrebbero usare aree troppo grandi e di fatto questa strada non viene 
implementata. A conferma di ciò c’è il fatto che in commercio non sono diffusi i Mosfet di tipo p ad 
elevata potenza. Purtroppo far uso solo di Mosfet di tipo n comporta un problema di pilotaggio per i 
Mosfet alti di entrambi i lati del ponte. 
Tralasciando questo problema il funzionamento del ponte è semplice, le configurazioni che si 
possono ottenere sono le seguenti: 
 
 quando solo il Mosfet B e il Mosfet D sono accesi la tensione VL  ai capi del carico è nulla. 
 quando solo il Mosfet A e il Mosfet D sono accesi la tensione VL  ai capi del carico, 
trascurando la caduta ai capi dei Mosfet, è pari alla tensione di alimentazione del ponte V. 
 quando solo il Mosfet C e il Mosfet B sono accesi la tensione VL  ai capi del carico, 
trascurando la caduta ai capi dei Mosfet, è pari alla tensione di alimentazione del ponte 
invertita di segno VL =-V . 
 
Quindi pilotando opportunamente i Mosfet, si può ottenere, sul carico, un’onda quadra di frequenza 
e duty-cycle qualsiasi, ovvero è possibile ottenere un’onda quadra modulata in larghezza la cui 
ampiezza è fissata dalla tensione di alimentazione. Una forma d’onda del genere è mostrata in 
Figura 4-15. Si nota che la forma d’onda di figura oltre ad essere modulata in larghezza è modulata 
in ampiezza su due livelli, essa potrebbe essere interpretata cosi: il duty-cycle (legato alla 
larghezza) è legata al modulo del segnale modulate, mentre il valore dell’ampiezza indica il segno 
del segnale modulante. Nel caso della GCU il duty-cycle sarà legato alla forza con la quale si vuole 
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muovere l’attuatore, mentre il segno al verso in cui si vuole spostare l’attuatore. Tralasciando il 
dettaglio sulla modulazione di ampiezza, tale segnale viene indicato come PWM. 
 
 
Figura 4-15: Segnale PWM di potenza ottenibile in uscita da un ponte H. 
 
Filtrando opportunamente la forma d’onda di Figura 4-15, in modo da estrarne il valor medio si 
ricava, idealmente, il segnale modulante con il quale abbiamo ottenuto l’onda quadra a duty-cycle 
variabile. Come descritto nel paragrafo 3.2 tale filtraggio viene omesso nel caso della GCU. 
Il ponte H presenta il seguente inconveniente: quando i Mosfet A e il Mosfet D ( oppure C e B) 
sono accesi sul carico è presente una tensione VL =V , questo significa, trascurando le cadute ai 
capi dei Mosfet, che sul source del Mosfet A (oppure C) è presente una tensione pari a V , e quindi 
per mantenere il Mosfet A (oppure C) acceso è necessaria una tensione di gate pari a TV +V  (dove 
TV  indica un valore di GSV  sufficiente a mantenere il Mosfet acceso). 
Per poter accendere correttamente i Mosfet è necessario un circuito ausiliario. Questi circuiti si 
trovano spesso in forma integrata e vanno sotto il nome di Gate Driver, sono dispositivi in grado di 
fornite una tensione di gate e relativa corrente (in commutazione) in grado di accendere i Mosfet 
indipendentemente dalla tensione presente sul source. 
Considerando quanto detto uno schema più vicino al funzionamento (schema elettrico) di un ponte 
H è riportato nella Figura 4-16. 
 
 
Figura 4-16: Ponte H con relativi driver di pilotaggio dei gate. 
 
Grazie ai Gate Driver (GD in Figura 4-16), per poter accedere un Mosfet è sufficiente inviare 
all’ingresso del Gate Driver un livello logico di tensione, ad esempio in logica CMOS, in relazione 
al quale il Gate Driver si occupa di accendere il Mosfet corrispondente. Ad esempio ammettendo di 
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voler accendere il Mosfet in alto a sinistra, è sufficiente inviare su A un livello logico alto; questo 
rende possibile interfacciare direttamente il DSP con lo stadio di potenza. 
In questo paragrafo si descrive il sistema che è stato utilizzato. Esso deve essere in grado di poter 
spingere al massimo gli attuatori, ovvero di funzionare con tensioni di alimentazione pari a 28 V e 
sopportare correnti fino a 10.37 A. Tale valore è calcolato come 28 2.7V Ohm  dove 2.7 Ohm 
rappresenta il carico, ovvero la resistenza dell’avvolgimento dell’attuatore. 
Far uso di un sistema a ponte formato da Mosfet e Gate Driver separati permette di gestire potenze 
molto elevate, sia perchè i costruttori mettono a disposizione componenti in grado di farlo sia 
perché l’uso di Mosfet discreti permette l’accoppiamento ad un dissipatore alettato e magari anche 
ventilato. Senza scendere nei dettagli di una soluzione del genere, che non è quella implementata, 
ma è stata presa in considerazione, si riportano alcuni particolare su una coppia realizzata da 
Internal Rectifier. Si tratta del Gate Driver IR2113 e del mosfet IRFR024N. Per realizzare un ponte 
ad H completo sono necessari due Gate Driver e 4 Mosfet, la Figura 4-17 rappresenta solo un lato 
del ponte. 
 
 
Figura 4-17: è rappresentato un singolo lato del ponte ad H. All’interno della linea tratteggiata è rappresentato 
lo schema a blocchi del Gate Driver IR2113. 
 
La Figura 4-17 mostra che sono necessarie due resistenze e un condensatore per ogni lato del ponte. 
Leggendo i datasheet del IR2113 non viene data alcuna indicazione sulla gestione dei tempi morti 
del ponte. Con tempi morti si intende quanto segue. Durante il funzionamento del ponte i Mosfet 
del solito lato del ponte non conducono mai contemporaneamente. Quando due Mosfet del solito 
lato del ponte devono commutare, ovvero uno va in interdizione e l’altro, prima interdetto, inizia a 
condurre può succedere che, per un breve periodo, entrambi i Mosfet si trovano a funzionare in 
zona triodo, uno va verso l’interdizione e uno proviene dall’interdizione, creando un percorso a 
bassa impedenza tra la tensione di alimentazione e massa. Per evitare questo tipo di fenomeno si 
ritarda l’accensione del Mosfet che deve iniziare a condurre o si anticipa lo spegnimento del Mosfet 
che deve andare in interdizione. La differenza tra istante di spegnimento di un Mosfet e accensione 
dell’altro prende il nome di Dead Time o Tempo Morto. 
Il fatto di dover gestire tale fenomeno unito allo svantaggio, minore, di dover usare alcuni 
componenti in più a spinto alla ricerca di una soluzione tutto integrato. 
La ST Semiconductors mette a catalogo un sistema completo che integra sia Gate Driver che 
Mosfet di potenza, si tratta del vnh3sp30. La tensione di alimentazione del ponte interno al 
vnh3sp30 può arrivare fino a 36 V e la corrente massima che i Mosfet riescono a sopportare è 30 A. 
I valori di DSonR  sono riportati nella Figura 4-18. 
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Figura 4-18: Resistenza in conduzione dei Mosfet del vnh3sp30. 
 
Il componente è compatibile con le specifiche da assolvere, per quanto riguarda il pilotaggio degli 
attuatori e può essere pilotato direttamente da un dispositivo logico. Infatti dispone di logica interna 
compatibile CMOS a 5 V (il valore di tensione d’alimentazione della logica interna viene ricavata 
internamente). Il DSP è compatibile con livelli di tensione a 3.3 V, mentre la IHV  del ponte è pari a 
3.25 V. Il poco margine di errore tra le due rende opportuno un adattatore di livelli tra il DSP e il 
vnh3sp30. Tramite l’adattore di livelli i segnali del DSP arriveranno direttamente allo stadio di 
potenza implementato interamente dal vnh3sp30. I segnali con cui quest’ultimo si interfaccia 
all’esterno sono riportati nella Figura 4-19. 
 
 
Figura 4-19: segnali di I/O del ponte vnh3sp30. 
 
Il significato dei pin di I/O in Figura 4-19 è il seguente. 
AOUT , BOUT : sono le uscite alle quali connettere il carico. 
PWM : è l’ingresso dell’onda quadra PWM che verrà replicata sul carico. 
AIN  e BIN : indicano, in sostanza la polarità della tensione sul carico, se AIN =1 e BIN =0 allora 
AOUT = CCV  e BOUT =0; mentre se AIN =0 e BIN =1 allora AOUT =0 e BOUT = CCV . Inoltre possono 
cortocircuitare il carico, come mostrato in Figura 4-20. 
 
 
Figura 4-20: gestione del carico tramite gli ingressi INA e INB. 
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/A ADIAG EN , /B BDIAG EN : sono pin bidirezionali con uscita open drain. Tali pin devono essere 
connessi a un pull-up esterno. Quando il loro valore è posto basso dall’esterno (dal DSP) 
disabilitano un lato o l’altro del ponte, mentre quando il loro valore è tirato a zero dalla periferica 
significa che si è verificato un mal funzionamento. La Figura 4-21 indica il comportamento del 
ponte in condizione di errore rilevato sull’uscita AOUT . 
 
 
Figura 4-21: comportamento del ponte durante un malfunzionamento su OUTA. 
 
La gestione dei tempi morti viene effettuata internamente al dispositivo. Come detto poco sopra è 
necessario introdurre i tempi morti quando i Mosfet del solito lato del ponte commutano. Questo 
accade quando è necessario invertire la tensione sul carico. La Figura 4-22 mostra come il 
dispositivo inserisca i tempi morti, proprio quando la tensione sul carico viene invertita. Il valore di 
tali tempi morti può andare da un valore di 600 s  ad un valore di 1800 s . 
 
 
Figura 4-22: gestione dei tempi morti da parte del ponte. 
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La frequenza del segnale PWM che può essere al massimo 10KHz è stata fissata ad un valore pari a 
2KHz (si veda paragrafo 3.2). 
Lo schema elettrico di entrambi gli stadi di potenza, incluso il Level Shifter descritto nel Paragrafo 
4.4, è riportato nella Figura 4-23. 
 
 
Figura 4-23: schema elettrico degli stadi di potenza della GCU. 
 
Si notano i due vnh3sp30, uno è relativo alla gestione dell’attuatore della frizione, mentre l’altro è 
relativo alla gestione dell’attuatore del cambio. Ciascun stadio di potenza viene gestito direttamente 
dal DSP che invia al vnh3sp30 i segnali PWM , AIN  e BIN  tramite i quali impone l’entità e il verso 
della corrente che scorre nell’attuatore e quindi dell’entità e il verso della forza che l’attuatore 
effettua sui relativi leveraggi. I pin bidirezionali /A ADIAG EN  e /B BDIAG EN  di ciascun stadio 
vengono usati in sola lettura (uscita per il vnh3sp30) e sono stato cortocircuitati insieme. Si tratta di 
uscite open collector quindi un corto circuito delle uscite realizza un wired-or. In tal modo può 
essere identificato un mal funzionamento di ciascun del ponte ma non quale lato del ponte ha 
causato il malfunzionamento. 
Quindi i segnali di gestione dello stadio di potenza diventano: relativamente alla frizione 
INA_clutch, INB_clutch, PWM_clutch, EN_clucth e relativamente al cambio INA_gear, INB_gear, 
PWM_ gear, EN_ gear. 
Il pin CS fornisce una corrente SENSEI  proporzionale alla corrente di uscita OUTI , il coefficiente di 
proporzionalità è pari a /OUT SENSEI I =11370. La resistenza da 2.2 KOhm funziona da convertitore 
corrente tensione, si avrà quindi  /OUT SENSEI V = 11370/2.2 KOhm=5.168 S. In tal modo la tensione 
massima che si ottiene per la corrente massima di 10.37 A resta sotto i 3 V, limite in tensione dello 
stadio di ingresso del convertitore ADC del DSP. Il diodo Zener da 3 V ha lo scopo di proteggere da 
eventuali sovratensioni e valori negativi. Si ricorda che il sensore di corrente è utilizzato solo nel 
caso dell’attuatore della frizione e che la corrente che scorre in quest’ultimo è sempre positiva. Il 
modo in cui viene misurata la corrente è descritto nel paragrafo 3.6. 
4.3.1 Considerazioni termiche 
Sul data-sheet del ponte è riportato il modello termico. I parametri di tale modello sono forniti in 
funzione di vari layout del PCB, si osservi Figura 4-24.  
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Figura 4-24: Superfici di dissipazione termica. Da sinistra a destra:area dei pad, 4, 8, 16 cm quadrati.  
 
In Figura 4-25 è riportato l’equivalente elettrico del modello termico, mentre in Figura 4-26 sono 
riportati i valori dei parametri in funzione dei layout mostrati in Figura 4-24. 
 
 
Figura 4-25: equivalente elettrico del modello termico. 
 
 
 
Figura 4-26: parametri del modello elettrico in funzione del layout del PCB. 
 
Per dimensionare l’area del PCB è stato simulato l’equivalente elettrico, del modello termico, con i 
parametri relativi a vari valori di superficie di dissipazione. La potenza che deve dissipare il ponte, 
DP  viene valutata come: 
 
2
D DSonP R I   
 
Dove DSonR  è la resistenza tra drain e surce del Mosfet del ponte e I  è la corrente che scorre 
nell’attuatore quindi nel ponte. 
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I valori di tensione riportati nel circuito in Figura 4-27 indicano di quanto sale la temperatura 
(nell’equivalente elettrico del modello termico la temperatura è rappresentata da una tensione) 
quando la superficie di dissipazione è pari a 8 centimetri quadrati, e quando il ponte è in funzione 
per un tempo indefinito alimentato da un segnale PWM con duty-cycle unitario (i valori indicati si 
riferiscono al punto di riposo del circuito, non si tiene conto della commutazione del segnale). Tale 
situazione è puramente indicativa, perché in pratica un caso del genere non si verifica mai. Infatti, il 
software che gira sul DSP, mantiene abilitati gli attuatori, quindi gli stadi di potenza per un 
massimo di 6 secondi, superato il quale vengono disattivati. Ciononostante i valori di temperatura di 
giunzione che si ottengono sono inferiore al valore limite di 150° C, valore di limite oltre il quale il 
ponte va in protezione termica. 
 
 
Figura 4-27: equivalente elettrico, del modello termico, simulato.  
 
Lo stadio di potenza più sollecitato è quello relativo all’attuatore della frizione, la quale nella 
procedura di partenza viene controllata per tempi nell’ordine dei tre secondi. Come mostrato nel 
paragrafo 3.12 la corrente che scorre nell’attuatore, quindi nello stadio di potenza relativo, durante 
la procedura di partenza è inferiore a 7 A e il duty-cycle è inferiore a 0.7. Si trascura il breve tratto 
iniziale in cui si deve inserire la prima e la frizione è completamente disinnestata. Una simulazione 
che ricalca il caso reale deve far uso di tali valori. 
Si utilizzano i valori peggiori delle resistenze ohmiche del ponte, ovvero quelle relative a una 
temperatura di giunzione di 150° C, si veda Figura 4-18, pari DSonR =0.060 Ohm per il lato alto del 
ponte e a DSonR =0.030 Ohm per il lato basso del ponte. Si utilizzano poi i valori delle resistenze 
termiche relative a 4 centimetri quadrati. Usando una corrente di 7 A si ottiene una potenza 
dissipata rispettivamente di DP =2.94 W e DP =1.47 W. I risultati di tale simulazione sono mostrati 
nella Figura 4-28. 
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Figura 4-28: incremento della temperatura, rappresentata dalla tensione, del ponte durante la procedura di 
partenza. 
 
Si nota che la temperatura, dopo tre secondi, sale di poco meno di 15° C e quindi utilizzare una 
superficie di dissipazione pari a 4 centimetri quadrati è più che sufficiente. In Figura 4-29 è 
mostrato il particolare della superficie di dissipazione del PCB realizzato. 
 
    
Figura 4-29: PCB dello stadio di potenza, a sinistra senza componente e a destra con componente saldato. 
 
4.4 Level Shifter 
È necessario un level shifter per adattare i livelli logici di tensione a 3.3 V del DSP a quelli a 5 V 
del ponte di potenza. È stato fatto uso dell’ADG3308 di Analog Device. Si tratta di un traslatore di 
livello bi-direzionale a otto canali. L’architettura interna di tale componente permette una 
comunicazione bi-direzionale senza il bisogno di specificare la direzione. Infatti, osservando la 
Figura 4-30, si notano solo gli ingressi/uscite, le alimentazione e un enable, non c’è nessun pin in 
cui specificare la direzione. 
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Figura 4-30: schema a blocchi dell’ADG3308. 
 
Il valore di tensione applicato a VCCA determina i livelli logici del lato A, mentre il livello di 
tensione applicato a VCCY determina il livello di tensione applicato al lato Y. Il valore di tensione 
VCCA deve essere minore al valore di tensione VCCY. I livelli logici di tensione compatibili con 
VCCA vengono applicati sul lato A e compaiono sul lato Y come livelli logici di tensione 
compatibili con VCCCY; cosi come i livelli logici di tensione compatibili con VCCY vengono 
applicati sul lato Y e compaiono sul lato A come livelli logici compatibili con VCCCA. Il pin di 
enable (EN) ha la funzione di mettere in alta impedenza tutte le porte di ingresso uscita della 
periferica. Quando il valore di EN è basso tutti i terminali di entrambi i lati sono in alta impedenza 
mentre quando il valore di EN è alto tutti i terminali sono attivi. Normalmente EN deve stare alto e 
come si nota dallo schema di Figura 4-23. Si nota che il livello logico di tensione per l’EN devono 
essere riferiti a VCCY per l’ADG3308 (questo è il componente che è stato utilizzato), mentre 
devono essere riferiti a VCCA per l’ADG3308-1 e ADG3308-2 come riportato nella Figura 4-31. 
 
 
Figura 4-31: si noti il riferimento a livelli logici diversi per quanto riguarda i vari modelli di ADG3308. 
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Si descrive in breve il modo di funzionare del traslatore di livello. Ciascun canale dell’ADG3308 
può traslare i livelli di tensione da A->Y e da Y->A. Questo è possibile grazie a uno stadio interno 
nominato One-Shot Generator. L’architettura di ciascun canale è rappresentata nella Figura 4-32. 
 
 
Figura 4-32: schema semplificato di un canale bidirezionale dell’ADG3308. 
 
La traslazione di livello logico da A a Y viene effettuata dal traslatore di livello, U1, e dall’inverter, 
U2, mentre quella da Y a A viene effettuata da U3 e U4. One-Shot Generator rileva i fronti in salita 
o il fronte in discesa presenti sia sul lato A che sul lato Y. Appena rilevato un fronte in salita viene 
inviato un breve impulso di accensione al transistor PMOS T1, se un fronte in salita è stato rilevato 
sul lato Y, o al transistor PMOS T2 se un fronte in salita è stato rilevato sul lato A. Mentre se viene 
rilevato un fronte in discesa viene inviato un impulso di accensione al transistor NMOS T4, se un 
fronte in salita è stato rilevato sul lato Y, o al transistor NMOS T3 se un fronte in salita è stato 
rilevato sul lato A. Questo porta l’anello costituito dagli stadi U1, U2, U3 e U4 in una condizione di 
stabilità imposta dal lato sul quale viene rilevata la transizione che diventa quindi l’ingresso. 
Come già specificato all’inizio del paragrafo l’ADG3308 è utilizzato per adattare i livelli di 
tensione, a 3.3 V, del DSP e i livelli logici di tensione, a 5 V, del ponte vnh3sp30. Visto che VCCA 
deve essere minore di VCCY il lato A deve essere quello che si interfaccia al DSP mentre il lato Y 
quello che si interfaccia al ponte. In Figura 4-23 è mostrato tale collegamento. Si ricorda che i 
/A ADIAG EN  e /B BDIAG EN  sono pin bi-direzionali, quindi, grazie alla bi-direzione 
dell’ADG3308, continuano a essere bi-direzionali, il DSP può leggere o scrivere liberamente tali 
pin senza effettuare nessun operazione di specifica della direzione. Il resto dei pin presenti sul lato 
A sono tutti ingressi per l’ADG3308 (uscite del DSP), quindi il resto dei pin sul lato Y sono uscite 
per l’ADG3308 (ingressi per il ponte). 
La frequenza dei segnali che viaggiano sui pin ADG3308 sono quelle di un’onda quadra, a 2KHz, 
modulata PWM. Come specificato nel paragrado 5.1.3.1 la modulazione dell’onda quadra, 
variazione di duty-cycle, si basa su un contatore, con frequenza di clock di 100MHz, e quindi 
l’impulso più piccolo che si può ottenere è largo un periodo di clock, ovvero 10ns. Quindi il segnale 
più veloce che circola sulla linea è un’impulso di 10ns che si ripete ogni 1/2KHz. L’ADG3308 deve 
essere comunque in grado di gestire un segnale che va alto a un certo istante, sta alto per 10ns, torna 
basso e ci rimane. Questo corrisponde a gestire un’onda quadra di periodo pari a 20ns ovvero 
50MHz di frequenza. Come riportato in Figura 4-33 si nota che l’ADG3308 è in grado di gestire 
tale segnale. 
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Figura 4-33: il valore cerchiato rappresenta il caso di interesse. 
  
4.5 L’alimentazione 
Come descritto nel paragrafo 2.10, la GCU riceve in ingresso tre tensione di alimentazione di due 
28 V identiche, provenienti da due convertitori DC-DC identici, e la 12 V proveniente dalla batteria. 
Le due 28 V, sono già stabilizzate e vengono inviate, attraverso un fusibile da 10Ae due 
condensatori da 4700 F , all’alimentazioni di potenza dei due ponte ad H, una viene inviata al 
ponte della frizione e una al ponte del cambio. 
Dalla tensione di batteria di 12 V vengono ricavate le tensione di 5 V e 3.3 V necessarie per la 
logica a  bordo della GCU, inclusa la scheda GAO-Tek, ai display ed ai controlli. 
Per scegliere i regolatori che dovranno generare queste tensioni è necessario conoscere il consumo 
complessivo dei componenti. 
La corrente di alimentazione richiesta dall’ADG3308 può essere dedotta dai grafici riportati in 
seguito. La Figura 4-34 riporta la corrente assorbita dall’alimentazione VCCA mentre la Figura 
4-35 riporta la corrente assorbita dall’alimentazione VCCY. Si nota che è riportato il caso 
VCCA=3.3 V e VCCY=5 V che corrisponde ai valori usati nella GCU. 
 
 
Figura 4-34 corrente richiesta dall’alimentazione VCCA. 
 
 
 
Figura 4-35: corrente richiesta dall’alimentazione VCCY 
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Come descritto il nel paragrafo 4.4 l’ADG3308 deve poter gestire impulsi della durata di 20ns, che 
si verificano sporadicamente (con frequenza di 2KHz). Un impulso di 20ns corrisponde come 
velocità di commutazione a un segnale a 50MHz, quindi si sceglie come corrente assorbita dal 
componente quella corrispondente a 50Mbps. Il valore reale della corrente assorbita sarà 
significativamente inferiore perché l’impulso di 20ns si ripete con frequenza di 2KHz. 
La corrente assorbita dall’ADG3308 sarà quindi pari a 1CCAI   mA per quanto riguarda 
l’alimentazione a 3.3 V ed a 2.7CCYI   mA per quanto riguarda l’alimentazione a 5 V. 
L’interfaccia della ruota fonica, descritta nel paragrafo 4.2, costituita dal comparatore in 
configurazione non invertente assorbe, come mostrato nella simulazione di Figura 4-13, una 
corrente media di 8.3 mA. Tale valore è relativo ad un solo comparatore, sulla versione finale della 
GCU sono state montate due sole ruote foniche, e quindi deve essere moltiplicato per 2, si ottiene 
16.6 mA che si approssima a 17 mA. 
I sensori delle ruote foniche sono alimentati a 5V e assorbono una corrente massima di 14mA 
ciascuno. 
La GCU deve fornire l’alimentazione anche al cruscotto che comprende il display ed i comandi. I 
comandi sono costituiti dai due sensori di Hall Hamlin55100 e da due tasti collegati come in Figura 
4-36. 
 
 
Figura 4-36: comandi. 
 
I sensori di Hall usati per le leve del cambio, Gear_DOWN e Gear_UP, in Figura 4-36, sono 
alimentati a 5 V e assorbono una corrente pari a 5.2 mA ciascuno, come indicato sul datasheet e 
riportato in Figura 4-37. Nell’intervallo di valori indicati si prende il più grande che costituisce il 
caso peggiore. 
 
 
Figura 4-37: corrente assorbita dai sensori Hamlin55100. 
 
Sono presenti due 55100 quindi la corrente totale assorbita sarà pari a 10.4mA. 
I tasti di Neutral e LaunchCTRL non consumano corrente. Quando ciascuno dei quattro tasti è 
attivo scorre una corrente nei pull-up pari a 3.3 0.7034.7PULL UP
VI AKohm     che si approssima 
a 1 mA. 
Quindi l’insieme dei controlli assorbirà, nel caso peggiore, una corrente di 10.4 mA 
dall’alimentazione a 5 V e una corrente pari a 4 mA dall’alimentazione a 3.3 V. 
Il Display del cruscotto è costituito da 16 led che vengono pilotati tutti con la stessa corrente pari a 
30 mA. Richiedono quindi una corrente pari a 480 mA e sono alimentati dalla tensione di 3.3 V. 
Anche il Led Driver è alimentato da una tensione pari a 3.3 mA e la corrente che richiede è 
sicuramente trascurabile rispetto ai 480 mA quindi non viene considerata. 
Infine è necessario alimentare la scheda GAO-Tek. Si alimenta con una tensione pari a 5 V e la 
corrente che assorbe è inferiore a 500 mA, valore misurato tramite in laboratorio con il software in 
esecuzione. Da notare che la tensione di alimentazione per il DSP viene ricavata a bordo della 
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scheda ed è pari a 3.3V per le porte di I/O e 1.8V per il core. La corrente assorbita dal DSP rientra, 
ovviamente nei 500mA assorbiti dalla scheda GAO-Tek. 
Tutti i valori descritti sono riportati nella Tabella 4-2. 
 
 CORRENTE ASSORBITA 
DA VCC=5 V 
CORRENTE ASSORBITA 
DA VCC=3.3 V 
ADG3308 1 mA  2.7 mA 
Interfacce Ruote Foniche 0 mA 17 mA 
Sensori Ruote Foniche 28 mA 0 mA 
Comandi 10.4 mA 4 mA 
Display 0 mA 480 mA 
Scheda GAO-Tek (DSP) 500 mA 0 mA 
TOTALE 539.4 mA 504.7 mA 
Tabella 4-2: correnti richieste dalle alimentazione di 5 V e 3.3 V. 
 
Le tensioni di 3.3 V e 5 V devono essere generati dalla tensione di batteria di 12V. Sono stati 
utilizzati dei regolatori di tipo switching in quando l’uso di regolatori lineari richiederebbe 
probabilmente l’uso di un dissipatore specialmente nel caso della 3.3Volt che si troverebbe a dover 
dissipare una potenza di poco inferiore a 5Watt. La National Semiconductors mette a disposizione i 
regolatori della serie LM2575; si tratta di regolatori switching step-down la cui tensione di ingresso, 
la tensione da regolare, può arrivare fino a 40 V. La tensione di uscita dipende dal modello scelto, 
sono disponibili sia il modello con tensione di uscita pari a 5 V, sia il modello con tensione di uscita 
pari a 3.3 V, entrambi in grado di erogare corrente di un ampere senza l’ausilio di dissipatore. 
La Figura 4-38 mostra come deve essere collegato il dispositivo ai componenti esterni di cui ha 
bisogno, tra i quali eèpresente l’induttanza e il condensatore di filtro. 
 
 
Figura 4-38: componenti esterni necessari allo stabilizzatore switching. 
 
L’induttanza che è stata utilizza è appositamente realizzata, da Talema Electroincs, per gli 
alimentatori switching della serie LM2575 National Semiconductors. 
La tensione di batteria prima di venire inviata ai regolatori passa attraverso un RBO il cui schema 
funzionale è mostrato in Figura 4-39. 
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Figura 4-39: RBO. 
 
Al pin 1 deve essere collegata la tensione di batteria, al pin 2 il riferimento della tensione di batteria 
che normalmente coincide con la massa del veicolo. Il pin 3 è l’uscita del dispositivo, saranno 
presenti i 12 V di batteria protetti. La funzione dei vari elementi mostrati in Figura 4-39 è la 
seguente: il D1 ha il compito di proteggere verso inversioni della tensione di batteria (dovute a un 
collegamento erroneo), la protezione avviene fino a 40Ampere senza danneggiare il dispositivo; il 
T1 taglia eventuali picchi di tensione negativa; il T2 previene il fenomeno del “load-dump”. Il load-
dump è quel fenomeno che si verifica quando viene sconnessa la batteria a motore acceso, in tal 
caso la linea precedentemente connessa alla batteria si trova connessa al solo alternatore e questo 
fenomeno genera un picco di tensione che può arrivare a 120 V con durata nell’ordine dei 400 ms. 
Lo schema elettrico della alimentazione della GCU è riportato in Figura 4-40. 
 
 
Figura 4-40: stadio di alimentazione della Daughter Board. 
 
Si ricordi che sono presenti anche le due alimentazione da 28 V che vanno ad alimentare gli stadi di 
potenza. In parallelo a tali alimentazioni sono connessi due condensatori da 4700 F . 
4.6 La scheda di sviluppo 
Come specificato all’inizio di questo capitolo per minimizzare i tempi di sviluppo è stato deciso di 
non montare il DSP sulla Daughter Board, ma ti collegare quest’ultima alla scheda di sviluppo, 
sulla quale risiede il DSP. 
La scheda di sviluppo è una GAO 2812EVM-I prodotta da GAO-Tek. A bordo contiene molte 
periferiche, alcune delle quali sono state utilizzare dalla GCU e altre si sono rivelate utili per capire 
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il funzionamento del DSP. Sono presenti una memoria RAM che può essere usata come estensione 
della memoria dati e programma, una memoria EEPROM seriale, un’interfaccia Ethernet, 8 tasti 
tramite i quali è possibile interagire con il DSP, due interfacce seriali RS232 e una CAN 2.0 (che 
potrebbe rivelarsi utile per sviluppi futuri), un’interfaccia verso LCD, un DAC, un FPGA e un 
quarzo a 20MHz. Inoltre sono presenti connettori sui quali sono riportati la maggior parte dei pin di 
I/O del DSP.  
La Figura 4-41 riporta la disposizione dei connettori presenti sulla scheda. 
 
 
Figura 4-41: connettori della scheda di sviluppo GAO-Tek. 
 
L’FPGA MAX3000, prodotta da altera, che è stata programmata da GAO-Tek con funzione di 
espansione di interrupt esterni: più ingressi esterni confluiscono alla MAX3000. Una commutazione 
su questi pin di ingresso genera, tramite la MAX3000, un interrupt al DSP che leggendo i registri 
interni della MAX3000 può capire su quale pin di quest’ultima è avvenuta la transizione. L’FPGA è 
programmabile tramite il pin CPLD JTAG indicato in Figura 4-41, all’inizio della fase di sviluppo è 
stato pensato di contare il periodo della ruote foniche tramite l’FPGA ma in seguito il DSP si è 
rilevato più che sufficiente ad assolvere tutti i compiti, incluso questo conteggio. 
Le due porte seriali sono state utilizzare per comunicare verso la ECU e verso la centralina della 
telemetria. L’alimentazione da fornire alla scheda è pari a 5 V e la corrente richiesta è nell’ordine 
dei 500 mA. I connettori maschio della scheda si sono rilevati molto utili alla connessione, 
garantendo elevata stabilità meccanica, con la Daughter Board. 
4.6.1 Cenni schema elettrico GAO-Tek 
Si definiscono in questo paragrafo quali pin del DSP sono stati utilizzati e quali sono le funzione ad 
essi associate. Questa parte conclude la descrizione dello schema elettrico della Daughter Board, nel 
capitolo 5 si farà spesso riferimento alle porte di ingresso e uscita del DSP, specialmente nel 
paragrafo 5.1 dove si descrive come configurare il DSP per associare a ciascun pin la funzione che 
deve assolvere. In questo paragrafa sarà fatto cenno ad alcune periferiche del DSP che saranno 
descritte in seguito. 
La scheda GAO-Tek mette a disposizione, sul connettore J14, tutte le uscite della periferiche 
Event Manager A e Event Manager B interne al DSP. La maggior parte degli ingressi-uscite 
utilizzate nel programma, in esecuzione sul DSP, che quindi devono essere inviate alla Daughter 
Board, si trovano su tale connettore. In è Figura 4-42 riportato il dettaglio, dello schema elettrico 
della GAO 2812EVM-I, che rappresenta il connettore J14 e il collegamento con il DSP. 
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Figura 4-42: I/O sul connettore J-14 sulla scheda GAO-Tek. 
 
Sul connettore J18 della scheda GAO 2812EVM-I sono presenti tutti gli ingressi analogici 
disponibili sul DSP. È presente anche il riferimento di tensione (di zero) per il convertitore 
analogico digitale nominato ADCLO, si veda la Figura 4-43. Tale segnale è collegato al piano di 
massa per il convertitore ADC che è separato dal piano di massa della logica digitale del DSP. Il 
piano di massa analogico di solito viene steso nei pressi dell’alimentazione e ingressi analogici e il 
collegamento elettrico con il resto del riferimento del circuito viene eseguito solo in un punto. 
Questo tipo di layout, permette di diminuire i disturbi indotti, dalle commutazione delle porte 
logiche, sui circuiti analogici che interfacciano l’ADC. Il collegamento elettrico tra i due piani di 
massa non viene eseguito a bordo della scheda GAO 2812EVM-I ma deve essere eseguito 
esternamente collegando uno dei pin 9 o 10 del connettore J18, sui quali è presente ADCLO, al pin 
11 del connettore J18, dove è presente GDNF che costituisce il riferimento del resto del circuito. Si 
veda Figura 4-43. Tale procedura non è descritta nella scarsa documentazione GAO-Tek e ha creato 
difficoltà nello studio dell’ADC del DSP.  
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Figura 4-43: ingressi analogici del DSP sul connettore J18 della scheda GAO-Tek. 
 
Nella Figura 4-43 è riportata anche una parte della sessione di alimentazione degli stadi analogici. 
La 3.3VA che viene inviata all’alimentazione dell’ADC è ricavata dalla 3.3V (VCC nello schema) 
tramite filtraggio come mostrato in Figura 4-44. 
 
 
Figura 4-44: stadio di alimentazione della scheda GAO 2812EVM-I. 
 
Infine in Figura 4-45 è riportato il transceiver RS232. Il transceiver è collegato direttamente al DSP 
e le sue uscite al J7 e al J13. Il J7 corrisponde all’uscita SCIB del DSP e viene utilizzata per 
comunicare con la ECU, mentre il J13 corrisponde all'uscita SCIA del DSP e viene utilizzata per 
comunicare con la centralina della telemetria. 
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Figura 4-45: transceivers RS232 a bordo della scheda GAO 2112EVM-I. I pin TXB, RXB, TXA, RXA sono 
collegati direttamente al DSP. 
 
I due connettori di Figura 4-43 (J18) e Figura 4-42 (J14) della scheda GAO 2112EVM-I includono 
tutti i segnali utilizzati e che è necessario inviare alla Daughter Board. Il connettore J14, della 
scheda GAO 2812EVM-I, viene collegato pin a pin con il connettore J7 presente sulla Daughter 
Board. Mentre il connettore J18, della scheda GAO 2812EVM-I, viene collegato pin a pin con il 
connettore J8 presente sulla Daughter Board. Da questi due connettori sono prelevati solo i segnali 
necessari, come mostrato in Figura 4-46, il connettore J6 si attacca a un connettore identico della 
scheda GAO-Tek solo per conferire stabilità meccanica. 
 
 
Figura 4-46: schema elettrico delle connessioni sulla Daughter Board. Sono rappresentati i segnali che 
provengono dal DSP e arrivano sui connettore della Daughter Board. 
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I segnali latch, clock, data e enable della Daughter Board, sono posti sui pin A14, A13, A12, A11 
della porta GPIOA del DSP. Sono tutte uscite del DSP e sono quelle che hanno il compito di 
pilotare di Display. Il DSP pilota direttamente il display. 
I segnali SxRear e SxFront sono ingressi per il DSP e sono le uscite dell’interfaccia della ruota 
fonica a bordo dalla Daughter Board. 
I segnali PWM_Clutch, INA_Clutch, INB_Clutch, EN_Clutch sono quelli che gestiscono lo stadio 
di potenza dell’attuatore della frizione; mentre i segnali PWM_Gear, INA_ Gear, INB_ Gear, EN_ 
Gear sono quelli che gestiscono lo stadio di potenza dell’attuatore del cambio. Sono tutte uscite per 
il DSP esclusi i segnali EN_Clutch e EN_Gear che sono bi-direzionali. 
I segnali Launch, Neutral, Gear_DOWN, Gear_UP provengono dai controlli del cruscotto e sono 
tutti ingressi per il DSP. 
I segnali ECU_Cutoff e ECU_Launch devono essere inviati alla ECU e si tratta di uscite per il DSP. 
Nella Tabella 4-3 sono riportati tutti i segnali in ingresso e uscita al DSP, tutti escluse le uscite 
seriali passano attraverso la Daughter Board. 
 
Segnale Descrizione pin DSP Scheda GAO-Tek Daughter Board 
COMANDI 
Launch Input J14_17 J7_17 
Gear_DOWN Input J14_16 J7_16 
Neutral Input J14_15 J7_15 
Gear_UP Input J14_14 J7_14 
DISPLAY 
Latch Output J14_37 J7_37 
Clock Output J14_36 J7_36 
Data Output J14_35 J7_35 
Enable Output J14_34 J7_34 
Ruote foniche 
DxRear Input J14_30 J7_30 
SxFront Input J14_29 J7_29 
Sensore del CAMBIO 
Gear_sens Analog input J18_6 J8_6 
Stadio di potenza attuatore CAMBIO 
PWM_ gear Output J14_23 J7_23 
INA_ gear Output J14_25 J7_25 
INB_ gear Output J14_26 J7_26 
EN_ gear Bidirectional J14_7 J7_7 
Curr_gear Analog input J18_7 J8_7 
Stadio di potenza attuatore FRIZIONE 
PWM_clutch Output J18_27 J7_27 
INA_ clutch Output J18_21 J7_21 
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INB_clutch Output J18_22 J7_22 
EN_ clutch Bidirectional J18_9 J7_9 
Curr_clutch Analog input J18_8 J8_8 
Engine Control Unit 
ECU_CutOff Output J18_10 J7_10 
ECU_Launch Output J18_8 J7_8 
SCIA-Tx RS232-Tx J13_3 Non presente 
SCIA-Rx RS232-Rx J13_2 Non presente 
Telemetria 
SCIB-Tx RS232-Tx J2_2 Non presente 
Tabella 4-3: segnali in ingresso e uscita al DSP. 
4.6.2 Cenni al DSP 
Il DSP, che risiede sulla scheda GAO-TEK, è un Texas Instrument, della serie C2000, siglato 
TMS320F2812. Si tratta di un DSP con CPU a 32 bit che può funzionare fino ad una frequenza di 
clock pari a 150 MHz (sulla scheda GAO-TEK, a causa del valore del quarzo di 20 MHz, può 
funzionare fino a un massimo di 100 MHz). La tensione di alimentazione delle porte di I/O è di 
3.3 V, mentre la tensione della logica interna e pari a 1.8 V, quindi il DSP è compatibile con livelli 
logici di tensione a 3.3 V. 
La CPU ha architettura Harvard ed è dotata di due unita MAC 16X16 che possono operare sia su 
dati a 16 che a 32 bit. È dotato di 18 K locazioni (con parole da 16bit) di memoria RAM a singolo 
accesso (SARAM) frammentata in vari blocchi: due blocchi da 4 K, L0 e L1, un blocco da 8 K, H0, 
e due blocchi da 1 K, M0 e M1. Possiede 128 K locazioni, con parole da 16bit, di memoria Flash 
divisa in quattro settori da 8 K e sei da 16 K. Una ROM da 128 Kx16. Una OTP ROM da 1 Kx16 
(tale memoria non è stata utilizzata). Una Boot Rom con 4 K parole da 16 bit che contiene il codice 
per eseguire vari tipi di boot (a seconda di come è configurato il software). In Figura 4-47 è 
rappresentata la mappa della memoria. La CPU dispone di un totale di 15 Interrupt, 14 dei quali 
sono mascherabili ed uno non è mascherabile. 
 
 
Figura 4-47: Mappa della memoria del DSP TM320F2812. 
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Il DSP è dotato di utili periferiche. Di seguito si introducono le periferiche utilizzate. Nel paragrafo 
5.1 si trova una descrizione più approfondita e il modo in cui tali periferiche sono state configurate. 
Il clock della periferica è generato da un oscillatore interno che si basa su un quarzo esterno alla 
periferica. Tramite un PLL la frequenza generata dall’oscillatore e il quarzo può essere moltiplicata 
fino a cinque vote. La scheda GAO-TEK dispone da un quarzo da 20 MHz e il PLL è stato 
impostato per generare una frequenza di clock pari a 100MHz. Questa sarà la frequenza con la 
quale funziona il DSP sulla GCU. 
È presente uno stadio di interfaccia che permette di collegare, esternamente, memorie o altre 
periferiche, ed accedere ad esse come se si stesse accedendo alla memoria interna del DSP. Inoltre, 
grazie ad alcuni pin di selezione, è possibile collegare più periferiche o memorie alla stessa 
interfaccia. Sulla scheda GAO-TEK tale interfaccia si collega anche ad una FPGA, in fase di 
sviluppo è stato pensato di implementare parte del codice nella FPGA, ma alla fine il DSP si è 
rilevato in gradi di svolgere tutti i compiti. Quindi tale periferica non è stata utilizzata. 
Il DSP possiede tre pin di interrupt. Inoltre possiede una PIE (Peripheral Interrupt Expander) che è 
un’unità in grado di convogliare i numerosi interrupt provenienti dalle periferiche a 12 dei 15 
Interrupt della CPU. Tale periferica ha permesso di evitare l’uso di interrupt esterni. 
Esistono tre CPU Timer a 32 bit, ne è stato utilizzato solamente uno per temporizzare il 
campionamento dei tasti sul cruscotto della vettura. 
Sono presenti due Event Manager, Event Manager A e Event Manager B. L’Event Manager è stata 
la periferica più utilizzata del sistema. Tramite questa periferica, grazie ai suoi versatili timer, è 
possibile generare i due segnali PWM che vanno a pilotare gli stadi di potenza degli attuatori del 
cambio e della frizione. Inoltre l’Event Manager permette, tramite la sottounita Capture Unit, di 
rilevare le transizioni su alcuni pin di ingresso. Nel caso in questione tali pin sono collegati alle 
uscite delle interfacce dei sensori delle ruote foniche. 
Per gestire gli ingressi analogici il DSP è dotato di un ADC 12bit a 16 canali, la cui tensione di 
ingresso deve essere compresa tra 0 V e 3 V, tramite il quale vengono campionati il segnale 
proporzionale alla corrente nell’attuatore della frizione e il segnale generato dal sensore del cambio. 
Infine il DSP ha a disposizione fino a 56 pin di I/O generici. Lo schema a blocchi è mostrato in 
Figura 4-48. 
 
 
Figura 4-48: schema a blocchi del DSP. 
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5 SOFTWARE 
Si descrive in questo capito il software della GCU in esecuzione sul DSP. È stato utilizzato 
l’ambiente di sviluppo Code Composer Studio 3.3 di Texas Instrument il quale permette di 
programmare in C e C++ il DSP che è stato scelto di utilizzare, il TMS320F2812 della serie C2000. 
Per ogni DSP la Texas Instrument fornisce dei file di intestazione scritti in C, da includere nel 
programma, che permettono di configurare le periferiche rapidamente (si veda paragrafo 5.1). 
Quindi per quanto riguarda la configurazione delle periferiche del dispositivo è stato fatto uso del 
linguaggio di programmazione C, mentre per scrivere il codice che implementi i compiti della GCU 
è stato fatto uso del linguaggio C++. Questo permette di far uso della programmazione a oggetti (le 
classi del C++). Le classi sono state definite in modo che ognuna corrisponda ad un oggetto reale, e 
contenga tutte le funzione e variabili necessarie a interagire con quel oggetto. Ad esempio la classe 
CClutch conterrà tutto le funzioni per gestire la frizione. Il progetto realizzato quindi fa uso di 
entrambi i linguaggi C e C++ si presenta la necessita di far uso di comandi di preprocessore in 
modo da eseguire una compilazione condizionale. 
Nei successivi paragrafi si descrivono più in dettaglio le periferiche utilizzate e come sono state 
configurate per assolvere i vari compiti e, successivamente, il software relativo ai compiti che deve 
assolvere la GCU. La configurazione delle periferiche non viene modificata durante l’esecuzione 
del programma principale, ovvero il codice relativo alla configurazione dei registri di periferica, a 
parte poche eccezioni, viene eseguito solamente durante l’inizializzazione. Quindi il DSP con il 
codice che configura le periferiche allo specifico compito può essere considerato come  il layer 
sopra quale gira il resto del programma. Il testo che segue è diviso in due parti nella prima, 
paragrafo 5.1, vengono descritte le periferiche utilizzate e le relative configurazioni, mentre nella 
seconda, costituita da tutti gli altri paragrafi, si descrive il software della GCU. 
5.1 Configurazione DSP 
Per ogni DSP la Texas Instrument fornisce dei file di intestazione (header file) che contengono la 
definizione delle strutture dati relative ad ogni registro di ogni periferica ed un file di comando che 
mappa queste strutture dati nell’area di memoria, del DSP, relativa ai registri delle periferiche. Le 
strutture usate si basano su struct e union. Si ricorda che la union fa riferimento ad un'unica 
zona di memoria che è definita con due nomi diversi (i_value e f_value, nel codice 
sottoriportato) corrispondenti a tipi diversi (long int e float nel codice sottoriportato) e quindi  
viene trattata diversamente nel codice a seconda del nome con il quale viene riferito: 
 
union value { 
long int i_value; // Long integer version of value 
float f_value; // Floating version of value 
} 
 
Ciascun periferica è dotata di molti registri di cui ogni bit corrisponde a specifiche funzioni della 
periferica. Ad esempio la periferica Event Manager A è costituita da una trentina di registri che 
vengono definiti nel file header come segue. 
 
struct EVA_REGS  { 
  union GPTCONA_REG  GPTCONA; //0x7400 
  Uint16       T1CNT;   //0x7401 
  Uint16       T1CMPR;   //0x7402 
  Uint16       T1PR;   //0x7403 
  union TCONA_REG    T1CON;  //0x7404 
  Uint16       T2CNT;   //0x7405 
  Uint16       T2CMPR;   //0x7406 
  Uint16       T2PR;   //0x7407 
  union TCONA_REG    T2CON;         //0x7408 
  union EXTCONA_REG  EXTCON;       //0x7409 
  Uint16  rsvd1[7];        //0x740A-10 
  union COMCONA_REG  COMCONA;       //0x7411 
  Uint16  rsvd2;    //0x7412 
  union ACTRA_REG    ACTR;  //0x7413 
  Uint16  rsvd3;    //0x7414 
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  union DBTCON_REG   DBTCONA;       //0x7415 
  Uint16  rsvd4;    //0x7416 
  Uint16       CMPR1;   //0x7417 
  Uint16       CMPR2;   //0x7418 
  Uint16       CMPR3;   //0x7419 
  Uint16   rsvd5[6];   //0x741A-F 
  union CAPCONA_REG  CAPCON;       //0x7420 
  Uint16   rsvd6;    //0x7421 
  union CAPFIFOA_REG CAPFIFO;       //0x7422 
  Uint16       CAP1FIFO;  //0x7423 
  Uint16       CAP2FIFO;  //0x7424 
  Uint16       CAP3FIFO;  //0x7425 
  Uint16  rsvd7;    //0x7426 
  Uint16       CAP1FBOT;  //0x7427 
  Uint16       CAP2FBOT;  //0x7428 
  Uint16       CAP3FBOT;  //0x7429 
  Uint16  rsvd8[2];   //0x742A-B 
  union EVAIMRA_REG  EVAIMRA; //0x742C 
  union EVAIMRB_REG  EVAIMRB; //0x742D 
  union EVAIMRC_REG  EVAIMRC; //0x742E 
  union EVAIFRA_REG  EVAIFRA; //0x742F 
  union EVAIFRB_REG  EVAIFRB; //0x7430 
  union EVAIFRC_REG  EVAIFRC; //0x7431 
}; 
 
I registri definiti come Uint16 sono registri il cui valore ha significato se letto per intero come ad 
esempio il valore di un contatore, il valore del periodo che deve avere un contatore, ecc… In altre 
parole sono registri che possono essere visti come variabili a 16 bit. 
Mentre i registri definiti come union sono registri i cui singoli bit hanno un significato specifico e 
differente a seconda del bit, o campo di bit, considerato. Quest’ultimi devono poter essere acceduti 
singolarmente. È stato fatto uso della union in modo da poter accedere sia i singoli bit, o campi di 
bit, sia l’intero registro. Si prenda ad esempio il registro GPTCONA, che è una union di tipo 
GPTCONA_REG, la definizione di tipo è la seguente: 
 
/* Allow access to the bit fields or entire register */ 
union GPTCONA_REG { 
   Uint16        all; 
   struct  GPTCONA_BITS bit; 
}; 
 
I singoli bit dei registri vengono definiti dalla seguente struttura. 
 
struct GPTCONA_BITS  { 
   Uint16 T1PIN:2;         // 1:0   Polarity of GP timer 1 compare 
   Uint16 T2PIN:2;         // 3:2   Polarity of GP timer 2 compare 
   Uint16 rsvd1:2;         // 5:4   reserved 
   Uint16 TCOMPOE:1;       // 6     Compare output enable 
   Uint16 T1TOADC:2;       // 8:7   Start ADC with timer 1 event 
   Uint16 T2TOADC:2;       // 10:9  Start ADC with timer 2 event 
   Uint16 rsvd2:2;         // 12:11 reserved 
   Uint16 T1STAT:1;        // 13    GP Timer 1 status (read only) 
   Uint16 T2STAT:1;        // 14    GP Timer 2 status (read only) 
   Uint16 rsvd:1;          // 15    reserved 
}; 
 
Alla fine viene definita la variabile EvaRegs che verrà utilizzata all’interno del codice per 
configurare la periferica. La variabile EvaRegs contiene il campo GPTCONA che permette di 
accedere al registro GPTCONA della periferica Event Manager A. 
 
extern volatile struct EVA_REGS EvaRegs; 
 
Le righe di codice sopra riportate sono contenute in un file .h, nella riga sopra riportata si fa 
riferimento ad una variabile definita altrove, la vera definizione risiede in un file .c, dove sono 
presenti tutte le definizioni di variabili di periferica, è definita come volatile perchè il suo valore 
può cambiare all’esterno del programma. 
A questo punto è possibile accedere, ad esempio, i bit del registro GPTCONA tramite la seguente 
riga di codice: 
 
EvaRegs.GPTCONA.bit.TCOMPOE=1;//abilita le uscite relative al TimerCompare, pin TxPWM 
 
Oppure è possibile scrivere il registro per intero come segue: 
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EvaRegs.GPTCONA.all=0x0000;//si pone a zero l’intero registro 
 
La variabile EvaRegs è definita in un file .c tramite il comando di preprocessore PRAGMA che 
permette di mapparla in memoria. 
 
//---------------------------------------- 
#ifdef CPP  
#pragma DATA_SECTION("EvaRegsFile")  
#else  
#pragma DATA_SECTION(EvaRegs,"EvaRegsFile"); 
#endif 
volatile struct EVA_REGS EvaRegs; 
 
La variabile viene mappata in memoria nel file .cmd, nell’area di memoria relativa alla periferica 
Event Manager A. A questo punto la variabile EvaRegs, con tutti i suoi campi, corrisponde 
fisicamente ai registri della periferica Event Manager A, 
 
MEMORY 
{ 
 PAGE 0:    /* Program Memory */ 
 
 PAGE 1:    /* Data Memory */ 
  
   ...manca codice 
   EVA         : origin = 0x007400, length = 0x000040     /* Event Manager A registers */ 
   ...manca codice 
} 
SECTIONS 
{ 
   ...manca codice 
   EvaRegsFile       : > EVA,         PAGE = 1 
   ...manca codice 
} 
 
Nei successivi paragrafi si descrive in dettaglio ogni periferica utilizzata e la configurazione dei 
relativi registri. In questa parte di testo non si riporta il codice di configurazione che non è altro che 
un elenco di righe tutte simili alla seguente: 
 
EvaRegs.GPTCONA.all=0x0000;//si pone a zero l’intero registro 
 
Si riporta invece la configurazione dei registri sotto forma di elenco puntato. Il livello più alto 
dell’elenco puntato rappresenta il registro che stiamo trattando, il livello successivo riporta un 
numero seguito da un nome che rappresentano rispettivamente il numero del bit al quale ci stiamo 
riferendo e il nome di tale bit. Ad esempio se si vuole descrivere il bit 3 del registro Example 
Register si usa il seguente elenco: 
 Example Register: tale registro rappresenta un registro di esempio. 
o 3 EXPLANATION: se il valore di tale bit è alto la struttura con la quale vengono 
descritti i registri nel resto del paragrafo è stata introdotta. 
5.1.1 Clocking 
Esistono due modi di fornire il riferimento temporale al DSP. È possibile utilizzare un quarzo che 
basandosi su un oscillatore interno e un PLL generata la frequenza di clock; oppure può essere 
utilizzato un clock generato altrove ed inviato direttamente al PLL scavalcando l’oscillatore interno. 
La scheda GAO-Tek è equipaggiata con un quarzo da 20MHz (OSCCLK). Il PLL è settato in modo 
da moltiplicare tale valore fino a ottenere un clock pari a 100 MHz. Il clock di 100 MHz viene 
inviato alla CPU (CLKIN) e successivamente alle periferiche interne al DSP (SYSCLKOUT). 
Probabilmente si segue questo metodo per problemi di sincronismo (ritardo del clock dovuto al 
percorso). 
Oltre SYSCLKOUT alcune periferiche utilizzare ulteriori due clock HSPCLK, settato a 100 MHz, e 
LSPCLK, settato a 25 MHz, generati rispettivamente da due prescaler HIGHSPEED PRESCALER 
e LOWSPEED PRESCALER. La Figura 5-1 mostra la distribuzione dei clock all’interno del DSP. 
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Figura 5-1: distribuzione del clock all’interno del DSP. 
 
Il settaggio dei registri più significativi per ottenere i valori di frequenze dei clock appena descritti è 
riportato di seguito. 
 Peripheral Clock Control Register: tramite questo registro è possibile selezionare le 
periferiche alle quali inviare il clock e di conseguenza quali periferiche saranno 
effettivamente funzionanti. Il clock è stato inviato alle periferiche di seguito elencate, che 
corrispondono alle periferiche che è necessario utilizzare. 
o 11 SCIBENCLK: Settato per inviare il clock, e quindi utilizzare, la periferica Serial 
Communication Interface B per comunicare con la ECU. 
o 10 SCIAENCLK: Settato per inviare il clock, e quindi utilizzare, la periferica Serial 
Communication Interface A per comunicare con la centralina della telemetria. 
o 3 ADCENCLK: Settato per inviare il clock, e quindi utilizzare, il convertitore 
analogico-digitale. 
o 1 EVBENCLK: Settato per inviare il clock, e quindi utilizzare, la periferica 
Event Manager B. 
o 0  EVAENCLK: Settato per inviare il clock, e quindi utilizzare, la periferica 
Event Manager A. 
 High-Speed Peripheral Clock Prescaler Register: tramite tale registro si configura il 
prescaler ad alta velocità, che prende in ingresso SYSCLKOUT e genera HSPCLK che 
viene inviato alle periferiche Event Manager e all’ADC. 
o 2-0 HSPCLK: specifica il valore con cui viene diviso il clock SYSCLKOUT (pari a 
100 MHz). E’ stato lasciato a zero per ottenere un valore di HSPCLK pari a 
100 MHz. 
 Low-Speed Peripheral Clock Prescaler LOSPCP Register: tramite tale registro si configura 
il prescaler a bassa velocità che prende in ingresso SYSCLKOUT e genera LSPCLK che 
viene inviato alle periferiche di comunicazione seriale. 
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o 2-0 LSPCLK: specifica il valore per il quale viene diviso il clock SYSCLKOUT 
(pari a 100 MHz) in modo da ottenere il LSPCLK. È stato scelto un valore pari a 4 in 
modo da ottenere un LSPCLK=25MHz. 
 PLLCR register: tramite tale registro si configura il PLL che dall’oscillatore al quarzo (che 
oscilla alla frequenza OSCCLK=20 MHz) genera CLKIN e SYSCLKOUT che hanno 
sempre lo stesso valore. 
o 3-0 DIV tramite tali bit è possibile abilitare o meno il PLL e selezionare il rapporto 
di divisione tramite la seguente formula: 
2
OSCCLK DIVCLKIN   ; se DIV vale 
zero il PLL risulta disabilitato. È stato scelto un valore di DIV pari a 10 (Ox0A), in 
modo da ottenere CLKIN=100MHz a partire da OSCCLK=20MHz. 
5.1.2 CPU Timers 
Il DSP dispone di tre timer a 32 bit chiamati CPU Timer. Lo schema è mostrato in Figura 5-2. 
 
 
Figura 5-2: schema a blocchi dei CPU Timers. 
 
All’inizio del conteggio il contatore TIMH:TIM viene caricato, con il valore di periodo presente nei 
registri PRDH:PRD, e inizia ad essere decrementato. La frequenza con la quale viene decrementato 
tale contatore dipende dal valore dei registri di prescaler PSCH:PSC; quando tali registri sono posti 
a zero il contatore decrementa alla frequenza SYSCLKOUT pari a 100MHz. 
Insieme ai file header e .c, forniti da Texas Instrument, contenenti la definizione delle strutture dati, 
e relative variabili, che permettono di configurare le varie periferiche del DSP, sono presenti anche 
alcune funzioni che permetto di utilizzare immediatamente i contatori CPU Timer evitando di 
andare a scrivere codice per settare i registri di tale periferica. Si riporta la funzione 
ConfigCpuTimer(…) che imposta i timer a girare con un determinato periodo (espresso in 
microsecondi) una volta nota la frequenza SYSCLKOUT (espressa in MHz), entrambi questi valori 
devono essere passati come argomenti della funzione. 
 
void ConfigCpuTimer(struct CPUTIMER_VARS *Timer, float Freq, float Period) 
{ 
 Uint32  temp; 
  
 // Initialize timer period:  
 Timer->CPUFreqInMHz = Freq; 
 Timer->PeriodInUSec = Period; 
 temp = (long) (Freq * Period); 
 Timer->RegsAddr->PRD.all = temp; 
 
 // Set pre-scale counter to divide by 1 (SYSCLKOUT):  
 Timer->RegsAddr->TPR.all  = 0; 
 Timer->RegsAddr->TPRH.all  = 0; 
  
 // Initialize timer control register: 
 Timer->RegsAddr->TCR.bit.POL = 0;      // 0 = Pulse Low 
 Timer->RegsAddr->TCR.bit.TOG = 0;     // 0 = No Toggle, POL bit defines action 
 Timer->RegsAddr->TCR.bit.TSS = 1;      // 1 = Stop timer, 0 = Start/Restart Timer  
 Timer->RegsAddr->TCR.bit.TRB = 1;      // 1 = reload timer 
 Timer->RegsAddr->TCR.bit.FRCEN = 0;    // Force output enable (not used) 
 Timer->RegsAddr->TCR.bit.PWIDTH = 7;   // 7+1 = 8 SYSCLKOUT cycle pulse width  
 Timer->RegsAddr->TCR.bit.SOFT = 1; 
 Timer->RegsAddr->TCR.bit.FREE = 1;     // Timer Free Run 
 Timer->RegsAddr->TCR.bit.TIE = 1;      // 0 = Disable/ 1 = Enable Timer Interrupt 
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 // Reset interrupt counter: 
 Timer->InterruptCount = 0; 
} 
 
È stato utilizzato un solo CPU Timer, il CPU Timer 0. Si utilizza tale timer per campionare i tasti 
sul cruscotto e le leve del cambio. Il valore del periodo è impostato a 10 ms, alla fine di ciascun 
periodo i tasti vengono campionati e salvati in un registro. 
5.1.3 Event Manager  
All’interno del DSP sono presenti due Event Manager, Event Manager A e Event Manager B. In 
Figura 5-3 è rappresentato l’Event Manager A. L’Event Manager B è identico e la numerazione 
delle periferiche ricalca quella dell’Event Manager A: il GPTimer1 diventa il GPTimer3, la 
FullCompare1 diventa la FullCompare3, ecc…  
 
 
Figura 5-3: Schema a blocchi Event Manager. 
 
I blocchi di rilievo, di ciascun Event Manager (per quanto riguarda i nomi dei vari stadi si fa 
riferimento all’Event Manager A), sono i contatori GP Timer1 e GP Timer2, i Timer1 Compare e 
Timer2 Compare, le Full Compare 1, 2 e 3, e le Capture Units. 
I GP Timer sono contatori dei quali è possibile scegliere il periodo e il valore del clock. 
Il Timer1 Compare è un’unità logica all’interno della quale è possibile memorizzare un valore che 
viene continuamente confrontato con il valore del conteggio dei GP Timer, al verificarsi 
dell’uguaglianza tra i due valori viene scatenata un azione. 
Le tre unità Full Compare sono simili alla Timer1 Compare, ciascuna Full Compare ha un suo 
registro contenente il dato da confrontare con il valore del conteggio di GP Timer, ma a differenza 
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del Timer1 Compare, l’evento di comparazione viene inviato a stadi in grado di generare segnali 
PWM con tempi morti programmabili (necessari nel pilotaggio del ponti ad H). 
Le Capture Units sono unità connesse ad alcuni pin di ingresso e ne possono campionare il valore o 
rilevare le transizioni. Si sono rilevate molto utili nella misura del periodo di dente della ruota 
fonica. 
Di seguito si fa riferimento ai nomi di segnali descritti nel paragrafo 4.6.1 ed elencati nella Tabella 
4-3. Tramite un solo Event Manager (Event Manager A) è stato possibile generare i due segnali 
modulati PWM, PWM_Gear e PWM_Clutch, necessari a pilotare gli stadi di potenza dei due 
attuatori, cambio e frizione rispettivamente, e contare il periodo dei denti delle ruote foniche. La 
ripartizione dei compiti ai vari stadi dell’Event Manager è stata effettuata come segue. 
Il GP Timer1 è stato usato come base dei tempi per i due segnali PWM_Gear e PWM_Clutch che 
avendo lo stesso periodo possono basarsi su un unico contatore con periodo pari al periodo del 
segnale PWM. Per variare la larghezza dell’impulso sono, invece, necessarie due unità di 
comparazione. È stata usata la Timer1 Compare per modulare il segnale PWM_Clutch e la 
Full Compare1 per modulare il segnale PWM_Gear. Quindi un solo contatore scandisce il periodo 
dei segnali PWM, confrontando lo stesso valore di conteggio con i differenti valori di comparazione 
memorizzati in Timer1 Comapre e Full Compare1 si ottengono i segnali PWM_Gear e 
PWM_Clutch con la stessa frequenza e modulazione in larghezza differente. Inoltre facendo uso del 
registro ACTR, relativo alle tre unità Full Compare, è possibile fornire utti gli altri segnali necessari 
a ciascun stadio di potenza che sono INA e INB, attraverso i quali è possibile specificare il verso in 
cui deve spostarsi l’attuatore o cortocircuitare l’attuatore. 
Il GP Timer2 è stato usato come base dei tempi per la misura del periodo dei denti di entrambe le 
ruote foniche. La Capture Unit, tramite opportuna interfaccia elettrica, rileva la transizione di un 
dente della ruota fonica e memorizza il valore del conteggio di GPTimer2. Facendo uso di una 
Capture Unit per ogni ruota fonica e un solo contatore si riesce, attraverso opportuno codice, a 
misurare il periodo dei denti di entrambe le ruote foniche. 
La Tabella 5-1 mostra quali periferiche, e relativi registri, del Event Manager sono state utilizzare 
per generare i vari segnali della GCU. Si faccia riferimento anche alla Tabella 4-3. 
 
Segnale GCU GPTimer
1 
GPTimer
2 
FullCom
pare1,2,3 
Capture 
Unit1 
Capture 
Unit2 
Pin DSP 
Ampiezza   CMPR2   PWM_Gear 
Periodo T1PR     
PWM3 
(GIOA2)
INA_Gear   ACTR   PWM5 
(GIOA4)
INB_Gear   ACTR   PWM6 
(GIOA5)
Ampiezza T1CMPR     PWM_Clutch 
Periodo T1PR     
T1PW 
(GIOA6)
INA_Clutch   ACTR   PWM1 
(GIOA0)
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INB_Clutch   ACTR   PWM2 
(GIOA1)
SxFront Wheel  Overflow 
Interrupt 
 Capture 
Interrupt, 
Capture 
FIFO 
 CAP1 
(GIOA8) 
DxRear Wheel  Overflow 
Interrupt 
  Capture 
Interrupt, 
Capture 
FIFO 
CAP2 
(GIOA9) 
Tabella 5-1: assegnazione delle varie periferiche del DSP ai vari compiti della GCU. 
 
Di seguito si descrive come sono state configurate le varie unità Event Manager. 
5.1.3.1 General Purpose Timer 
In questo paragrafo vengono descritti i blocchi e i registri rilevanti dei General Purpose Timer 
(GP Timer). Nei successivi paragrafi si specifica come sono stati configurati i tre dei quattro 
GP Timer utilizzati per assolvere ai compiti specifici. 
 
 
Figura 5-4:Schema a blocchi dei GP Timer. 
 
Da notare che alcuni registri sono “shadowed”. Un registro shadowed è un registro che, per essere 
scritto si appoggia ad un altro registro, detto registro di scrittura. Il registro di scrittura può essere 
scritto in qualsiasi momento ed il suo valore viene copiato nel registro shadowed solo al verificarsi 
di un particolare evento. Quindi la scrittura in un registro shadowed da parte del programma ha 
effetto solamente dopo il verificarsi di tal evento. Il tipo d’evento che scatena la copia dal registro di 
scrittura nel registro shadowed, deve essere specificato nei registri di configurazione opportuni. Ad 
esempio il registro di PERIOD di un contatore, CNTR è shadowed. Se l’evento che scatena la copia 
è CNTR==PERIOD, il programma può scrivere in qualsiasi momento il valore del nuovo PERIOD 
ma quest’ultimo diventa effettivo solamente terminato il periodo attuale, ovvero dopo che si è 
verificata la condizione CNTR==PERIOD. 
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Introduciamo i vari blocchi e registri dei GP Timer, Figura 5-4. 
TxCON GP Timer Control Register è il registro principale di configurazione attraverso il quale si 
può abilitare e disabilitare il timer, specificare la modalità di conteggio del contatore (up, down, 
updown), specificare il valore del clock per il conteggio (nell’Event Manager c’è un prescaler per 
ogni GP Timer, si osservi Figura 5-3), le condizione di carico dei vari registri, ecc… 
GPTCONA/D Overall GP Timer Controll Register è ancora un registro di configurazione tramite il 
quale è possibile specificare quale azioni far seguire a determinati eventi (ad esempio fa iniziare una 
conversione AD al verificarsi di un overflow del Timer), leggere le modalità di conteggio in cui è 
stato settato il timer, ecc… 
GP TxCNT Counter Timer Register contiene il valore attuale del conteggio. 
GP Timer Compare Register rappresenta lo stadio Timer 1 Compare dello schema a blocchi 
dell’Event Manager, Figura 5-3. Contiene il valore che viene comparato con il registro di conteggio. 
Quando il valore nel Compare Register è uguale al valore nel Conter Timer Register avviene un 
evento, indicato con Compare Match, che può indurre una commutazione delle uscite secondo 
quando specificato negli opportuni registri. È un registro shadowed. 
GP Timer Period Register: contiene il valore che determina il periodo del conteggio. Il contatore 
inizia a contare nuovamente, nella modalità specificata, quando il valore nel Period Register 
coincide con il valore nel Counter Timer Register: tale evento è indicato con Period Match. È un 
registro shadowed. 
Output Logic: è la parte di logica che si occupa di commutare il pin d’uscita TxPWM sulla base 
degli eventi di Compare Match, ovvero quando il Compare Register coincide con il Timer Counter 
Register, e di Period Match. Se il contatore è in modalità di conteggio up allora si ha una 
commutazione del TxPWM pin al verificarsi dell’evento Compare Match ed una commutazione in 
polarità opposta al verificarsi dell’evento Period Match. Mentre se il contatore è in modalità di 
conteggio up-down entrambe le commutazioni avvengono al verificarsi del Compare Match. 
Come specificato nei prossimi paragrafi il GP Timer1 è stato configurato in modalità di conteggio 
up per generare i segnali PWM con cui pilotare gli stadi di potenza. Quando il contatore conta in 
modo up, il valore del periodo T di clock è pari a T=Timer Period Register +1. Se il 
Compare Register è pari a zero non si ha commutazione delle uscite associate a Compare Register, 
se è pari ad uno si ha una un impulso sull’uscita largo quanto il periodo di clock. Se è pari al Period 
Register si ha l’uscita sempre alto tranne che nell’ultimo ciclo di clock del periodo, intervallo in cui 
l’uscita sta bassa per un periodo di clock. Variando il valore del Compare Register si esegue la 
modulazione PWM necessaria per varia la tensione ai capi degli attuatori cambio e frizione. Si 
osservi Figura 5-5 e Figura 5-6. 
 
 
Figura 5-5: registro di periodo e periodo del segnale PWM. 
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Figura 5-6: modulazione PWM con i GP Timer. 
5.1.3.1.1 GP Timer1 
Il GPTimer1 è stato usato come base dei tempi per la generazione del periodo dei segnali PWM, che 
devono avere entrambi una frequenza di 2KHz. Inoltre il T1CMPR, insieme alla Output Logic, è 
stato usato per modulare la larghezza del segnale PWM_Clutch relativo al pilotaggio degli stadi di 
potenza dell’attuatore della frizione. Per modulare il PWM_Gear del cambio è stata usato lo stadio 
Full Compare1 e la relativa sezione d’uscita. La descrizione dei vari registri dei GP Timer è 
riportata nel paragrafo 5.1.3.1, di seguito si riporta solo come sono stati configurati i vari registri del 
GP Timer1. 
 
 T1CON 
o 12-11 TMODE1-TMODE0: specifica il modo di conteggio del timer è stato 
impostato scelto conteggio up. 
o 10-8 TPS2-TPS0: specifica per quanto viene diviso, tramite il prescaler 
nell’Event Manager, il clock HSPCLK prima di essere inviato al clock del contatore. 
È stato settato a zero e quindi il clock HSPCLK passa direttamente all’ingresso del 
contatore. HSPCLK ha un valore pari a 100MHz. 
o 5-4 TCLKS: specifica quale sorgente usare come clock. È stata usata l’uscita del 
prescaler che coincide con HSPCLK. 
o 3-2 TCLD: specifica la condizione di ricarica del Compare Register, che è un 
registro shadowed. Al verificarsi di tale condizione il valore scritto nel Compare 
Register, diventa effettivo. È stato scelto di ricaricare il registro quando il valore del 
contatore è pari a zero. Questo significa rendere effettivo il valore di Compare 
Register all’inizio di ogni periodo del segnale PWM che andrà a pilotare lo stadio di 
potenza dell’attuatore. 
 GPTCONA 
o 4 T1CMPOE: abilita o disabilita l’uscita del DSP, T1PWM, relativa all’evento di 
comparazione. Se il valore di T1CMPOE è pari a zero, le uscite sono in alta 
impedenza, altrimenti sono pilotate della logica d’uscita. 
o 1-0 T1PIN: specificano la polarità delle uscite del DSP, T1PWM, relative all’evento 
di comparazione. Sono stato poste a 01b in modo da ottenere polarità attiva bassa, 
ovvero l’uscita TP1PWM è alta quando il valore di T1CMPR è maggiore del valore 
attuale del conteggio T1CNT. Si veda Figura 5-6.  
 T1PR: contiene il periodo del contatore. Quando il valore nel Timer Counter Register è pari 
a T1PR il conteggio riparte, quindi il periodo del segnale PWM è pari quindi a T1PR+1. E’ 
stato scelto un valore pari a 0xC350=50000 che, con un clock di 100 MHz, corrisponde a 
una frequenza di 2 KHz. 
 T1CMPR: contiene il valore che viene comparato ad ogni ciclo di clock con il Timer 
Counter Register T1CNT; tale  valore contiene in numero di cicli di clock il valore che in 
cui il segnale PWM_Clutch deve stare alto, ovvero la sua larghezza. Ad esempio se il suo 
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valore è pari a 0xC350=50000 allora il duty cycle del segnale PWM  vale uno (trascurando 
un ciclo di clock), se il suo valore è pari a 25000 il duty cycle è pari a 0.5, e cosi via. 
 
5.1.3.1.2 GP Timer2 
Il GP Timer2 è stato usato come base dei tempi per misurare il periodo dei denti della ruota fonica. 
Grazie alle funzionalità del DSP e d’opportune routine software descritte nel paragrafo 5.9, è stato 
possibile usare un solo timer, il GP Timer2, per la misura del periodo dei denti d’entrambe le ruote 
foniche. Il valore del clock del GP Timer2 è stato posto uguale a 100 MHz/128 =781,25 KHz. 
Facendo generare un interrupt ogni fine periodo del timer si riesce a misurare la bassa frequenza del 
segnale generato delle ruote foniche (si veda paragrafo 5.9). 
Si riporta di seguito i settaggi dei registri del GP Timer2 per ottenere i valori specificati. 
 
 T2CON 
o 12-11 TMODE1-TMODE0: specifica il modo di conteggio del timer. È stato 
impostato in modalità  di conteggio up. 
o 10-8 TPS2-TPS0: specifica per quanto viene diviso il HSPCLK prima di essere 
inviato al clock del contatore. È stato settato a 7 che corrisponde a divide per 72  il 
clock HSPCLK. HSPCLK ha un valore pari a 100 MHz e quindi il clock del 
contatore avrà una frequenza pari a 781,25 KHz che pone il limite alla risoluzione 
temporale con la quale è possibile conoscere il periodo dei denti delle ruote foniche. 
o 5-4 TCLKS: specifica quale sorgente usare come clock. È stata usata l’uscita del 
prescaler che fornisce un uscita pari a 781,25 KHz. 
o 1 TECMPR: Abilita o disabilita i moduli ci comparazione. È stato posto uguale a 
zero in modo da disabilitare le funzionalità di comparazione del GPTimer2. 
 T2PR: contiene il periodo del contatore. È stato posto uguale a 0xFFFF in modo da far 
contare il più al lungo il contatore. Ricordando che il clock del contatore è pari a 
781,25KHz. Questo fa si il contatore va in overflow ogni 161 2 83.9
781.25
ms
KHz
   
 
5.1.3.1.3 GP Timer4 
Tale contatore fa parte dell’Event Manager B. È stato usato per generare la frequenza di clock 
(250 Hz) dei filtri digitali, della funzione di Launch-Control, dei vari controlli e dell’ADC. Tale 
valore di frequenza è quella in base alla quale generare i nuovi campioni in uscita ai filtri e ai 
controlli e in base alla quale vengono acquisiti nuovi campioni da parte dell’ADC. 
Il GP Timer4 avrà quindi una frequenza di clock che permetta di avere un di 250Hz. Ogni volta che 
si verifica un Period Match (una volta ogni periodo) verrà avviata una conversione AD. Terminata 
la conversione viene abilitato, tramite un flag dei registri ADC, il calcolo di un nuovo campione dei 
filtri FIR e dei controlli, come descritto nel 5.4. 
 
 T4CON 
o 12-11 TMODE1-TMODE0: specifica il modo di conteggio del timer è stato 
impostato in modalità  di conteggio up. 
o 10-8 TPS2-TPS0: specifica per quanto viene diviso il HSPCLK, in ingresso al 
prescaler, prima di essere inviato al clock del contatore. È stato settato a 7 che 
corrisponde a dividere per 72  il clock HSPCLK. HSPCLK ha un valore pari a 
100 MHz e quindi il contatore ha una frequenza pari a 781,25 KHz che pone il limite 
alla risoluzione temporale con la quale è possibile conoscere il periodo dei denti 
delle ruote foniche. 
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o 5-4 TCLKS: specifica quale sorgente usare come clock tra i vari disponibili, è stato 
usato HSPCLK. 
o 1 TECMPR: Abilita o disabilita i moduli ci comparazione. È stato posto uguale a 
zero in modo da disabilitare le funzionalità di comparazione del GPTimer4. 
 GPTCONB: 
o 10-9 T4TOADC: sono stati posti pari a 10b in modo da generare un acquisizione 
dell’ADC ogni volta che si verifica un evento di PeriodMatch. 
 T4PR: contiene il periodo del contatore. È stato posto uguale a 3125 in modo da ottenere un 
periodo di 4 ms, o frequenza di 250Hz, infatti 781,25KHz/3125=250Hz. 
 
5.1.3.2 Full Compare 
Esistono tre unità FullCompare (1,2,3) nell’ Event Manager A e tre unita FullCompare (4,5,6) nell’ 
Event Manager B. 
Sono unità simili allo stadio Timer 1 Compare, con l’unica differenza che a ciascun’unità 
Full Compare è associata la gestione di due pin di uscita. Dallo schema a blocchi rappresentato in 
Figura 5-7 è facile capire come vengono assegnati i vari registri CMPRx alle uscite PWMy e 
PWMy+1, ad esempio: il verificarsi di un evento di Compare Match tra il GPTimer1 e il CMPR2 ha 
effetto sui pin di uscita PWM3 e PWM4. 
 
 
Figura 5-7: schema a blocchi dell’unità Full Compare. 
 
Lo stadio PWM circuit che si occupa di generare i segnali di pilotaggio di un ponte H, con gli 
eventuali tempi morti, non è stato utilizzato, perché non compatibile con lo stadio di potenza 
utilizzato. I registri più significativi delle unità Full Compare sono i  seguenti tre. 
CMPRx Compare Unit Register, ne esiste uno per ogni Full Compare e contiene il valore da 
confrontare con il valore di conteggio del timer specificato. 
Compare Control Register COMCON A e B, sono i registri di configurazione delle tre unità 
Full Comapare, attraverso i quali è possibile specificare quando rendere effettivo il valore scritto nei 
registri CMPRx e ACTR, che sono entrambi shadowed. 
Compare Action Register ACTR è il registro di configurazione del blocco Output logic attraverso il 
quale si può specificare la polarità o direttamente il valore delle uscite. Da notare che il valore delle 
uscite può essere settato indipendentemente dagli eventi di Compare Match, quindi tramite questo 
registro è possibile utilizzare alcune delle, o tutte le sei, uscite PWM1-6 come normali pin di output 
o come pin che commutano secondo gli eventi di Compare Match. 
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5.1.3.2.1 Full Compare 2 
Per gestire l’ampiezza del segnale PWM_Gear è stata utilizzata la Full Compare2 che si appoggia al 
registro CMPR2 e gestisce i pin di uscita PWM3 e PWM4. Tramite il registro ACTR si gestiscono 
tutti gli altri segnali di cui ha bisogno sia lo stadio di potenza del cambio sia della frizione, e cioè 
INA_Clutch, INB_Clutch, INA_Gear, INB_Gear; i pin del DSP relativi a tali segnali vengono 
gestiti come normali pin di uscita, da notare che hanno la particolarità di poter commutare in 
maniera sincrona al periodo del segnale PWM. I registri dell’unità sono stati configurati come 
segue. 
 CMPR2: è il registro che si è scelto di comparare con il GPTimer1 per modulare l’ampiezza 
del segnale PWM_Gear. Ad tale registro sono  
 COMCONA 
o 14-13 CLD: specifica la condizione di ricarica dei registri CMPR; è stato scelto di 
caricare il registro all’inizio del periodo del segnale PWM_Gear. 
o 11-10 ACTRLD: specifica la condizione di ricarica del registro ACTR (Action 
Control Register). È stato scelto di caricare il registro a inizio periodo in modo 
analogo a come si caricano i registri CMPR.    
o 9 FCMPOE: abilita o disabilita contemporaneamente tutte le uscite dell’Output 
Logic della FullCompare, quindi direttamente i pin d’uscita del DSP da PWM1 a 
PWM6. 
 ACTR: specifica la polarità, o il valore, dei pin d’uscita dell’Output Logic, e quindi dei pin 
d’uscita del DSP da PWM1 a PWM6. Tramite questo registro sono stati gestiti i pin di uscita 
PWM1, PWM2, PWM5, PWM6 che corrispondono ai segnali INA_Clutch, INB_Clutch, 
INA_Gear, INB_Gear dello stadio di potenza. 
 
5.1.3.3 Capture Unit 
È un’unità che permette di rilevare transizioni su alcuni pin di ingresso e salvare, in una memoria 
FIFO a due livelli, il valore di un contatore all’instante in cui è avvenuta la transizione sui pin di 
ingresso. Tramite tale unità è immediato ottenere il periodo di un segnale. Esistono sei di queste 
unità, Capture Unit1,2,3 nell’Event Manager A e Capture Unit4,5,6 nell’Event ManagerB. 
Lo schema a blocchi di una singola unità è mostrato in Figura 5-8. 
 
 119
 
Figura 5-8: schema a blocchi della Capture Unit. 
 
Gli stadi che compongono l’unità sono descritti di seguito. Gli stadi d’ingresso sono 
Schmitt-triggered. 
Capture Configuration Register è il registro di configurazione della Capture Unit. Attraverso tale 
registro è possibile scegliere il contatore da utilizzare come base dei tempi e il tipo di transizione da 
rilevare. 
Capture FIFO Status Register è un registro di stato, tramite il quale è possibile leggere il numero di 
valori presenti nella memoria FIFO: uno o due. Scrivendo 01 su tale registro è possibile far generare 
alla Capture Unit un interrupt ogni transizione. Normalmente l’interrupt avviene ogni due 
transizioni, ovvero quando la memoria FIFO è piena. 
La memoria FIFO a due livelli è costituita da due registri nominati FIFOBOT e FIFOTOP. Il 
funzionamento della memoria è il seguente: ogni qualvolta che si verifica una transizione sul pin il 
valore di FIFOBOT viene copiato in FIFOTOP e il valore del contatore selezionato viene copiato in 
FIFOBOT. Quindi il registro FIFOTOP contiene il valore del conteggio relativo alla transizione più 
vecchia, mentre il registro FIFOTOP contiene il valore del conteggio relativo all’ultima transizione. 
La Capture Unit è in grado di generare un Interrupt ogni qual volta che la memoria FIFO è piena, 
oppure, scrivendo 01 al momento opportuno nel registro di stato è possibile far generare un 
interrupt ogni transizione (si veda paragrafo 5.9) 
5.1.3.3.1 Capture Unit 1 e 2 
La Capture Unit1 è stata usata per rilevare i fronti in salita del segnale generato dalla ruota fonica 
anteriore e la Capture Unit2 per rilevare quelli della ruota fonica posteriore. Come base dei tempi 
della misura del periodo dei segnali generati da entrambe le ruote foniche è stato usato il 
GP Timer2. 
L’unità è utilizzata in modo da generare un interrupt ogni transizione. Questo viene ottenuto 
scrivendo 01 in CAPFIFOA ad ogni lettura della FIFO e leggendo il valore CAP1FBOT durante 
l’ISR. In questo modo il valore di CAP1FBOT contiene sempreil valore del GPTimer2 all’istante 
della transizione. 
Il settaggio dei registri delle due Capture Unit utilizzate è riportato di seguito. 
 
 CAPCONA 
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o 14-13 CAP12EN: ha il compito di abilitare o disabilitare l’unità. 
o 9 CAP12TSEL: permette di scegliere quale timer usare come base dei tempi. È stato 
selezionato il GPTimer2 come base dei tempi. 
o 7-6 CAP1EDGE: è stato scelto di rilevare i fronti in salita del segnale generato dalla 
ruota fonica anteriore sinistra, collegata al pin CAP1 del DSP. 
o 5-4 CAP2EDGE: è stato scelto di rilevare i fronti in salita del segnale generato dalla 
ruota fonica posteriore destra collegata al pin CAP2 del DSP. 
 CAPFIFOA: contiene lo stato della memoria FIFO delle varie Capture Unit. Scrivere in 
questo registro un valore pari a 01 permette di generare un interrupt ogni fronte in salita dei 
pin d’ingresso. 
o 9-8 CAP1FIFO: contiene lo stato della memoria FIFO della Capture Unit1. 
o 11-10 CAP2FIFO: contiene lo stato della memoria FIFO della Capture Unit2. 
 CAP1FBOT, CAP1FTOP: sono i due registri che costituiscono la memoria FIFO della 
Capture Unit 1. Al verificarsi del fronte in salita, il valore del contatore GPTimer2 viene 
memorizzato in CAP1FBOT. 
 CAP2FBOT, CAP2FTOP: sono i due registri che costituiscono la memoria FIFO della 
Capture Unit 2. Al verificarsi del fronte in salita, il valore del contatore GPTimer2 viene 
memorizzato in CAP2FBOT. 
5.1.3.4 Interrupt Register 
Per gestire gli interrupt delle varie periferice dell’Event Manager sono a disposizione due gruppi di 
registri nominati EVA (o EVB) Interrupt Flag Registr: EVAIFR# (EVBIFR#), ed EVA (o EVB) 
Interrupt Mask Register EVAIMR# (o EVBIMR#). I bit di questi registi costituiscono il flag o 
l’enable degli interrupt delle vari periferiche dell’Event Manager A o B. 
Una volta che si verifica l’interrupt di periferica viene settato il corrispettivo bit all’interno di uno 
dei registri EVAIFR#. Se il corrispettivo bit in EVAIMR# è settato allora viene invita una richiesta 
di interrut alla PIE (si veda paragrafo 5.1.6). EVAIFR# rimane settato. Mentre se EVAIMR# è a 
zero non viene inviata richiesta di interrupt. EVAIFR# rimane settato anche in questo caso. Se, 
successivamente, si setta via software EVAIMR# allora viene invata richiesta di interrupt alla PIE. 
Da notare che EVAIFR# rimane sempre settato e deve essere azzerato via software in ogni caso 
(l’azzeramento del bit avviene scrivendo uno nel bit di EVAIFR# interessato). 
Se ad esempio si vuole abilitare il period interrupt del timer uno si deve settare il bit 7, TIPPINT, di 
EVAIMRA. Al verificarsi di un interrupt il bit 7, TIPPINT, di EVAIFRA viene settato e viene 
inviata richiesta di interrupt alla PIE. Se la PIE è impostata correttamente e se possibile (si veda 
paragrafo 5.1.6) l’interrupt viene servito. Successivamente si deve resettare via software il bit 7, 
TIPPINT, di EVAIMRA, scrivendoci uno. 
Sono stati utilizzati solo gli interrupt di Event Manager A relativi alle Capture Unit e al GP Timer2 
che hanno il compito di misurare la frequenza del segnale inviato dalla ruota fonica. Si riportano i 
settaggi relativi necessari ad abilitare tali interrupt. 
 EVAIMRC 
o 1 CAP1INT: abilita l’interrupt proveniente dalla Capture Unit1. 
o 0 CAP2INT: abilita l’interrupt proveniente dalla Capture Unit2. 
 EVAIMRB 
o 3 T2OFINT: abilita l’interrupt di overflow da parte del GP Timer2. 
 
5.1.4 Analog-to-Digital Converter 
Si tratta di un convertitore da analogico a digitale a 12 bit con due stadi di sample & hold e 16 
canali. Quest’ultimi sono configurabili, grazie a due sequencer, come due moduli indipendenti a 8 
canali in modo da servire autonomamente sia l’Event Manager A che l’Event Manager B; oppure 
configurabile come un unico modulo a 16 canali. 
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Lo schema a blocchi è rappresentato in Figura 5-9. 
 
 
Figura 5-9: schema a blocchi dell’ADC. 
 
Gli ingresso analogici devono avere un valore di tensione compreso tra 0 Volt e 3 Volt, e vengono 
campionati nell’ordine specificato dai sequencer  con frequenza di campionamento che può arrivare 
fino a 25 MHz. L’inizio della conversione (SOC Event) può essere gestito da eventi generati dalle 
unità Event Manager o da un pin esterno. La fine della sequenza d’acquisizione (EOS Event) può 
essere segnalata da interrupt o meno e quindi la gestione dell’EOS può avvenire all’interno di una 
ISR o in polling. Al termine dell’EOS la conversione può ripartire automaticamente oppure tramite 
comando software. 
Lo stadio di conversione a 12 bit è unico per entrambi i canali e campiona il dato in S/H-A e S/H-B 
in modo trasparente all’utente, presentando il risultato della conversione nei 16 registri 
ADCRESULT0-15 secondo la seguente formula: 
 
4095
3
InputVoltage ADCLODigitalValue    
 
Il sequencer può essere configurato in due modi: la modalità a cascata (Cascated Mode) dove i due 
sequencer sono posti in cascata e funzionano come un solo sequencer che gestisce 16 canali; e la 
modalità duale (Dual Mode)  dove i due sequencer diventano indipendenti  e gestiscono 8 canali 
ciascuno. Tali modalità sono mostrate in Figura 5-10 e Figura 5-11. 
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Figura 5-10: ADC configurato in modalità a cascata. 
 
La modalità a cascata permette di eseguire un acquisizione. I sequencer sono configurati come uno 
solo che permette di scandire tutti o alcuni dei 16 ingressi nell’ordine specificato nei registri 
CONV0-11 che contengono il numero dell’ingresso da campionare, ad esempio se CONV0=0010 
verrà campionato per primo il terzo ingresso nominato ADCINA2 e il risultato viene salvato in 
ADCRESULT0, se CONV1=1001 verrà campionato, per secondo, il decimo ingresso (numero 9 
contando da 0) nominato ADCINB1 e il risultato viene salvato in ADCRESULT1. 
 
 
Figura 5-11: ADC configurato in modalità duale. 
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La modalità duale permette di eseguire un acquisizione simultanea. Il sequencer viene configurato 
come due ad 8 canali, SEQ1 e SEQ2,  e funzionano in maniera indipendente. Al SEQ1 sono 
associati gli ingressi ADCINA, e al SEQ2 sono associati gli ingressi ADCINB. Tutti, o alcuni, degli 
8 ingressi associati a ciascun sequencer vengono scanditi dall’ordine specificato nei registri 
CONV0-11. In particolare, in questa modalità, il bit più significativo dei registri CONV0-11 viene 
scartato; i restanti bit dei registri CONV0-7 contengono quali tra gli ingressi ADCINA il SEQ1 
deve campionare ed i restanti bit di CONV8-15 contengono quali tra gli ingressi ADCINB il SEQ2 
deve campionare. Ad esempio se CONV2=101 allora SEQ1 campiona ADCINA5 e memorizza il 
risulta in ADCRESULT02, se CONV15=000 allora SEQ2 campiona ADCINB0 e memorizza il 
risultato in ADCRESULT15. 
In entrambe le modalità il convertitore ADC può essere configurato in modo da restare 
continuamente in funzione (Cntinuous Run Mode) e ripetere la sequenza di conversione al 
verificarsi di ogni SOC, oppure può essere configurato in modo da fermarsi alla fine di ogni 
acquisizione e ripartire (Start-Stop Mode) solo quando viene riabilitato via software. 
Da porre attenzione sul Clock dell’ADC. I vari stadi del convertitore funzionano con il clock 
HSPCLK, ricavato dal clock della CPU tramite il prescaler ad alta velocità, mentre le conversioni 
avvengono in sincronia con gli eventi di SOC. Si osservi Figura 5-12. 
 
 
Figura 5-12: clock e SOC dell’ADC. 
 
La centralina di controllo del cambio GCU deve gestire il segnale analogico generato dal sensore di 
marcia Gear_sens, e i segnali relativi alla corrente che circola negli attuatori del cambio e della 
frizione, Curr_gear e Curr_clutch rispettivamente. Quindi il modulo ADC prende in ingresso tre 
segnali: Curr_clutch è collegato al pin ADCINA0, Curr_gear è collegato al pin ADCINA1 e 
Gear_sens è collegato al pin ADCINA2. La frequenza di campionamento (quella con la quale viene 
presentato il SOC) di tali segnali è stata fissata a 250Hz ed è generata dal GP Timer4 
dell’Event Manager B. 
È stato scelto di configurare l’ADC in modalità Cascated. Al verificarsi di ogni SOC sono acquisiti 
quattro volte tutti e tre i segnali, ad una frequenza pari a ADCLK=1,667 MHz (ogni segnale viene 
acquisito a una frequenza pari a 1,667 MHz/3=556 KHz). La vera frequenza di campionamento, del 
Teorema del campionamento di Nyquist-Shannon, è quella con la quale si presenta il SOC (250Hz). 
I quattro campioni per ciascun segnale (acquisiti a 556 KHz) vengono mediati e trattati come un 
solo campione. È un’approssimazione che non costituisce errore perché il segnale avrà banda pari a 
250 Hz/2 e quindi in un intervallo di tempo pari 1556 KHz =1.8 s  non subirà variazioni 
significative. 
Il convertitore funziona in Stat-Stop Mode senza generazione di interrupt e la temporizzazione, 
necessaria per il filtraggio FIR, viene eseguita facendo polling sul flag di fine conversione 
(ADCST.INT_SEQ1). In dettaglio: all’ADC viene continuamente inviato il SOC generato dal 
GP Timer4 con una frequenza pari a 250 Hz, ma la conversione viene abilità solo quando ce n’è 
bisogno. Il convertitore si ferma alla fine di ogni conversione, quindi è normalmente fermo. Quando 
è necessario eseguire il filtraggio si deve abilitare il convertitore, preparandolo al SOC tramite il bit 
ADCTRL2.RSTSEQ1, che azzera il sequencer e metto l’ADC in attesa del SOC. Quando il 
GP Timer4 invia il SOC inizia la conversione la cui fine è segnalata da ADCST.INT_SEQ1; a 
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questo punto si esegue il filtraggio e alla fine si riabilita la conversione tramite 
ADCTRL2.RSTSEQ1. Ovviamente il tempo necessario a eseguire il filtraggio deve essere 
sufficientemente inferiore al tempo che intercorre tra due SOC (4 ms). 
L’impostazione dei registri per ottenere tali modalità è riportata di seguito, da notare che se il 
convertitore è configurato in modalità cascata il sequencer a 16 canali è riferito come SEQ1. 
 ADC Control Register 1 ADCTRL1 
o 7 CPS: quando a zero il clock del convertitore, ADCLK, è il clock in uscita al 
prescaler interno all’ADC, mentre quando è ad uno ADCLK è l’uscità del prescaler 
diviso per due. È sta stato scelto di porre a uno tale bit (si vuole ottenere un clock 
lento). 
o 6 CONT RUN: specifica quale, tra la modalità Continuous Run e Stat-Stop Mode, è 
abilitata. È stato resettato a zero per usare la modalità Stat-Stop Mode. 
 ADC Control Register 2 ADCTRL2 
o 15 EVB SOC SEQ: è un bit attivo solamente in Cascated Mode, settando tale bit si 
abilità il SOC da parte dei segnali generati dall’Event Manager B, in particolare 
quelli generati dall’evento di Period Match generati dal GP Timer4 con frequenza 
pari a 250Hertz. 
o 14 RST SEQ1: scrivendo a uno tale bit si prepara il sequencer, configurato in 
modalità Cascated, a gestire una nuova conversione mettendolo in attesa di un nuovo 
SOC. Settare tale bit è necessario quando si lavora in modalità Start-Stop. 
o 11 INT ENA SEQ1: disabilità gli interrupt da parte del SEQ1. 
 ADC Control Register 3 ADCTRL3 
o 0 SMODE SEL: è stato posto pari a zero per abilitare la modalità di campionamento 
sequenziale. 
o 4-1 ADCCLKPS: tale campo di bit gestisce il prescaler interno all’ADC. Quando il 
valore espresso da tali bit è pari a zero il prescaler è trasparente e il clock in ingresso 
è pari al clock in uscità. In tutti gli altri casi il clock del convertitore ADCLK 
vale: 1,667 MHz
2 3. ( 1. 1)
HSPCLKADCLK
ADCCTRL ADCCLKPS ADCTRL CPS
     
 ADC Status and Flag Register ADCST: 
o 0 INT SEQ1: tale flag indica, quando settato, che una conversione è stata eseguita e 
nei registri ADCRESULT sono presenti dati validi. È il flag che viene usato, in 
polling, per eseguire la temporizzazione del filtro FIR. 
 ADC Input Channel Sequencing Control Registers ADCCHSELSEQ1-4: sono quattro 
registri che formano i 16 campi di bit (CONV00-16) necessari a contenere la sequenza dei 
canali da campionare. Tale registri sono stati impostati in modo da campionare i tre canali 
quattro volte ogni acquisizione (ogni SOC). Il valore dei registri è il seguente:  
 AdcRegs.CHSELSEQ1.bit.CONV00=0; 
 AdcRegs.CHSELSEQ1.bit.CONV01=1; 
 AdcRegs.CHSELSEQ1.bit.CONV02=2; 
 AdcRegs.CHSELSEQ1.bit.CONV03=0; 
  
 AdcRegs.CHSELSEQ2.bit.CONV04=1; 
 AdcRegs.CHSELSEQ2.bit.CONV05=2; 
 AdcRegs.CHSELSEQ2.bit.CONV06=0; 
 AdcRegs.CHSELSEQ2.bit.CONV07=1; 
 AdcRegs.CHSELSEQ3.bit.CONV08=2; 
 AdcRegs.CHSELSEQ3.bit.CONV09=0; 
 AdcRegs.CHSELSEQ3.bit.CONV10=1; 
 AdcRegs.CHSELSEQ3.bit.CONV11=2; 
 /*NON NECESSARI 
 AdcRegs.CHSELSEQ4.bit.CONV12=xx; 
 AdcRegs.CHSELSEQ4.bit.CONV13=xx; 
 AdcRegs.CHSELSEQ4.bit.CONV14=xx; 
 AdcRegs.CHSELSEQ4.bit.CONV15=xx; 
 */ 
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5.1.5 Serial Comunication Interface 
 
Si tratta di un’interfaccia di comunicazione, SCI, seriale (compatibile UART), tramite la quale è 
possibile comunicare tra varie CPU o tra la CPU e altre periferiche con interfaccia seriale UART. 
Nel DSP sono presenti due moduli SCI: SCIA e SCIB. Entrambe sono dotati di una memoria FIFO 
a 16 livello per la ricezione e di una memoria FIFO a 16 livelli per la trasmissione. Lo schema a 
blocchi dello stadio è mostrato in Figura 5-13. 
 
 
Figura 5-13: schema a blocchi del modulo di comunicazione seriale. 
 
Il modulo SCI può funzionare in tre modalità: due modalità per la comunicazione tra CPU, 
Multiprocessor Idle line e Multiprocessor Address-bit, e la modalità UART. È stata utilizzata 
quest’ultima in quanto le periferiche con le quali si comunica, ECU e centralina telemetria, sono 
compatibili UART. 
La centralina di controllo GCU deve comunicare con la centralina del motore ECU per ricavare il 
numero di giri e la temperatura del motore in modo da visualizzarli sul cruscotto dell’autovettura. 
Deve inoltre inviare tali dati alla centralina della telemetria. 
Si fa quindi uso di entrambi i moduli SCI: SCIB viene usato per comunicare con la ECU, mentre 
SCIA viene usato per comunicare con la centralina della telemetria. 
Il protocollo di trasmissione da seguire per poter comunicare con la ECU è il seguente: deve essere 
usato l’RS232 a 9600 baud con un bit di stop e nessun controllo della parità. Per iniziare la 
comunicazione si deve inviare un pacchetto di richiesta dati, la ECU, in silenzio fino a quel 
momento, riconosce il pacchetto di richiesta dati e invia come risposta un pacchetto contenente tutti 
le informazioni che è in grado di comunicare. Passato un breve intervallo temporale ricomincia a 
inviare il pacchetto dei dati. La ECU continua a inviare ciclicamente il pacchetto dei dati  fino a che 
non riceve un pacchetto di stop (si veda paragrafo 2.8). 
Il protocollo che è stato usato per comunicare con la ECU e la centralina telemetria è il seguente: 
ogni 200ms (5Hz), facendo uso di SCIB, si fa una richiesta di invio dati alla ECU. Appena letto un 
intero pacchetto dati si ferma la trasmissione da parte della ECU inviando il pacchetto di stop. A 
 126
questo punto viene fatto eco del pacchetto di dati ricevuti verso la centralina della telemetria 
facendo uso di SCIA. 
Il modulo SCIB viene, quindi, usato sia in trasmissione che ricezione (Full Duplex) mentre il 
modulo SCIA viene usato solo in trasmissione. 
Entrambi i moduli sono stati configurati in modo da trasmettere secondo lo standard RS-232 come 
segue: 8 bit di dati, un bit di stop e nessun bit di parità. La SCIB ha la memoria FIFO in ricezione e 
la memoria FIFO in trasmissione entrambe abilitate. Mentre SCIA, essendo una porta che viene 
utilizzata solamente in trasmissione, ha abilitata solamente la memoria FIFIO di trasmissione. I 
moduli sono configurati in modo da generare un interrupt quando la memoria di trasmissione è 
vuota e quando la memoria di ricezione è piena. Le periferiche non sono configurate con gli questi 
interrupt permanentemente abilitati o disabilitati, ma interrupt vengono abilitati o disabilitati nelle 
ISR in modo da abilitare o disabilitare la trasmissione come sopra descritto. Quando non c’è 
necessità di trasmettere, il programma mantiene la FIFO di trasmissione vuota. In tal modo la 
trasmissione inizia abilitando l’interrupt e scrivendo nella memoria FIFO nella ISR. La ricezione 
avviene nel solito modo abilitando l’interrupt di trasmissione e leggendo la FIFO nella ISR. Per 
ottenere quanto detto, si nota che l’abilitazione degli interrupt deve avvenire in luoghi diversi dalla 
ISR relativa a quell’interrupt. 
I settaggi dei registri per ottenere la configurazione e le funzionalità appena descritte sono sotto 
riportati. 
Seguono i registri relativi al SCIA. 
 SCI Communication Control Register SCICCR: specifica la formattazione del dato 
trasmesso e seleziona la modalità idle-line o address-bit. 
o 7 STOP BIT: si fa uso del bit di stop 
o 6 PARITY: seleziona se viene usata la parità pari o dispari. 
o 5 PARITY ENABLE: non si fa uso del bit di parità. 
o 3 ADRR/IDLE MODE: seleziona la modalità di comunicazione. Per trasmettere 
secondo lo standard RS-232 è necessario selezionare la modalità idle-line in quanto 
la modalità address-bit aggiunge un bit al frame. È stata quindi selezionata la 
modalità idle-line. 
 SCI Control Register 1 SCICTL1 
o 5 SW RESET: resetta la periferica e tutti i flag SCI al valore di default. 
o 3 TXWAKE: è relativo alla trasmissione in modalità multiprocessore idle-mode e 
address-bit. È stato lasciato a zero per ottenere la trasmissione compatibile in standar 
RS-232. 
o 2 SLEEP: è relativo alla trasmissione e ricezione in modalità multiprocessore idle-
mode e address-bit. È stato lasciato a zero per ottenere la trasmissione compatibile in 
standar RS-232. 
o 1 TXENA: quando il bit è settato il pin di uscita SCITXD e connesso all’uscita dello 
shift register TXSHF, come mostrato in Figura 5-13. Durante il normale 
funzionamento tale bit deve restare ad uno. 
o 0 RXENA: quando il bit è settato abilita sia la trasmissione dei dati contenuti in 
RXSHF ai buffers della memoria FIFO, sia la generazione di interrupt. Quando il bit 
è a zero RXSHF continua a scorrere e ricevere i dati da SCIRXD ma è disabilitato 
sia il trasferimento ai buffers della memoria FIFO sia la generazione di interrupt. 
Durante il normale funzionamento tale bit deve restare ad uno. 
 SCI Baud-Select Register SCIHBAUD, SCILBAUD: costituiscono un dato, BRR, a 16 bit  
attraverso il quale è possibile specificare la velocità di trasmissione, secondo la seguente 
formula: 
( 1) 8
LSPCLKSCIBaud
BRR
   . Usando LSPCLK=25 MHz, e impostando BRR=80 si 
ottiene SCIBaud=38580 che è il valore più vicino a 38400 velocità con la quale trasmette la 
ECU. 
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 SCICTL2, SCIRXST: sono registri relativi allo stato e alla gestione del Buffer di 
trasmissione e ricezione. Possono essere usati per l’invio e la ricezione dei dati senza far uso 
della memoria FIFO. Non sono stati usati in usati in quanto esistono appositi registri per la 
gestione di tutta la memoria FIFO. 
 SCIRXBUF: contiene il dato ricevuto. Il dato viene lette sempre dal solito registro, la 
periferica provvede automaticamente a trasferire i dati dalla FIFO di ricezione nel registro 
SCIRXBUF ad ogni lettura di quest’ultimo. 
 SCITXBUF: è necessario scrivere qui il dato da inviare. Il dato viene scirtto sempre nel 
solito registro, la periferica provvede automaticamente a trasferire i dati nella FIFO di 
trasmissione dal registro SCITXBUF ad ogni scrittura di quest’ultimo. 
 SCI FIFO Transmit Register SCIFFTX: permette di configurare e gestire la memoria FIFO 
di trasmissione. 
o 14 SCIFFENA: abilita la memoria FIFO, quindi deve essere settato. 
o 13 TXFIFO Reset: mettendo a zero tale bit si resetta il puntatore della memoria a 
zero e si mantiene in quello stato. Per abilitare la trasmissione tale bit deve restare a 
uno. 
o 12-8 TXFFST4-0: indica il numero di dati, ancora da trasmettere, che sono presenti 
nella memoria FIFO, va da 0 (nessun dato) a 16 (memoria piena). 
o 7 TXFFINT: è un flag di interrupt in sola lettura, quando è settato indica che si è 
verificato un interrupt. L’interrupt viene generato se TXFFIL4-0 è uguale a 
TXFFST4-0. 
o 6 TXFFINT CLR: scrivendo uno pulisce il bit di interrupt TXFFINT. 
o 5 TXFFIENA: abilità l’interrupt. Come precedentemente specificato, mettendo a uno 
tale bit, essendo la memoria di trasmissione normalmente vuota, si da inizio alla 
trasmissione. 
o 4-0 TXFFIL4-0: specifica il numero di dati che devono essere presenti nella FIFO 
per generare un interrupt. È stato scelto un valore pari a zero in modo da generare un 
interrupt quando la FIFO è vuota. 
 SCI FIFO Receive Register SCIFFRX: permette di configurare e gestire la memoria FIFO di 
ricezione. 
o 13 RXFIFO Reset: mettendo a zero tale bit si resetta il puntatore della memoria a 
zero e si mantiene in quello stato. Per abilitare la ricezione tale bit deve restare a uno. 
o 12-8 RXFFST4-0: indica il numero di dati, ancora da trasmettere, che sono presenti 
nella memoria FIFO, va da 0 (nessun dato) a 16 (memoria piena). 
o 7 RXFFINT: è un bit in sola lettura, quando è settato indica che si è verificato un 
interrupt. L’interrupt viene generato se RXFFIL4-0 è uguale a RXFFST4-0. 
o 6 RXFFINT CLR: scrivendo uno pulisce il bit di interrupt RXFFINT. 
o 7 RXFFIENA: abilità l’interrupt. Abilitando tale bit siamo pronti a ricevere. Una 
volta che la FIFO è piena viene generato un interrupt e la ISR legge tutti e 16 i dati. 
o 4-0 RXFFIL4-0: specifica il numero di dati che devono essere presenti nella FIFO 
per generare un interrupt. È stato scelto un valore pari a zero in modo da generare un 
interrupt quando la FIFO è vuota. 
 SCI FIFO Control Register (SCIFFCT): permette di abilitare alcune caratteristiche della 
porta come la rivelazione automatica della velocità di trasmissione (non usata), e il tempo 
che deve intercorrere tra una trasmissione e l’altra quando si fa uso della memoria FIFO. 
o 7-0 FFTXDLY7-0: specfica il ritardo, in numero di cicli di clock di 
SCIBaud=38580 Hz, tra una trasmissione e l’altra. È stato scelto un valore pari ad 
uno. Lasciando tale valore a zero si presentano dei problemi di comunicazione con la 
ECU. 
Di seguito riportiamo il settaggio dei registri di SCIA. Si riportano solo i registri con settaggi 
differenti rispetto a SCIB. 
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 SCI Control Register 1 SCICTL1 
o 0 RXENA: è stato posto a zero per disabilitare la ricezione. 
 SCI FIFO Receive Register SCIFFRX: permette di configurare e gestire la memoria FIFO di 
ricezione. 
o 13RXFIFO Reset: mettendo a zero tale bit si porta il puntatore della memoria a zero 
e si mantiene in quello stato. È stato lasciato a zero. 
o RXFFIENA: è stato disabilitato l’interrupt. 
5.1.6 PIE 
PIE è l’acronimo di Peripheral Interrupt Expansion. Si tratta di uno stadio che convoglia i numerosi 
interrupt di periferica all’interno di 12 dei 15 interrupt di CPU. Per far questo raggruppa un certo 
numero di interrupt di periferica e li convoglia al solito interrupt di CPU. Al verificarsi di un 
interrupt la CPU automaticamente salva il contesto dei registri carica l’appropriato Interrupt Vector 
e lo esegue. Tutto avviene in nove cicli di clock. 
La CPU dispone di 14 linee di interrupt più un interrupt non mascherabile, in 12 delle quali sono 
mappati gli interrupt di periferica. Gli interrupt di periferica sono 96. Raggruppando gli interrupt di 
periferica in gruppi di 8 si ottengono 12 gruppi. Ciascuno di questi 12 gruppi viene mappato in uno 
dei 12 interrupt di CPU, come mostrato in Figura 5-14. 
 
 
Figura 5-14: espansione degli interrupt. 
 
Quando una periferica genera un interrupt, l’interrupt flag (IF) viene settato in un registro relativo a 
quella particolare periferica (si tratta di un registro della periferica, come quelli descritti nei 
paragrafi precedenti, e non della PIE). Se il corrispondente interrupt enable (IE), sempre nei registri 
di periferica, è settato allora viene generata un richiesta di interrupt alla PIE. Mentre se il 
corrispondente interrupt enable (IE), sempre nei registri di periferica, non è settato allora non viene 
generata un richiesta di interrupt alla PIE, l’IF di periferica rimane settato fino a che non viene 
resettato via software. Se l’IF non viene resettato e in seguito l’IE di periferica viene abilitato allora 
viene generata una richiesta di interrupt alla PIE. Questo è quello che accade e come vengono 
gestiti gli interrupt a livello di periferica. 
Gli interrupt di periferica sono divisi in vari gruppi, interrupt della stessa periferica possono 
corrisponde a gruppi diversi, come mostrato nella Figura 5-15. 
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Figura 5-15: suddivisione degli interrupt in gruppi della PIE. 
 
Per ogni sorgente di interrupt la PIE ha un bit di flag (PIEIFRx.y) e un bit di enable (PIEIERx.y) e 
inoltre, come mostrato in Figura 5-14, c’è un bit di acknowledge, PEIACKx, per ognuno dei 12 
gruppi, che indica se la CPU è occupata oppure libera e può servire l’interrupt. 
Una volta che una richiesta di interrupt arriva alla PIE il flag PIEIFRx.y è settato. Questo identifica 
la periferica che ha generato l’interrupt. Se PIEIERx.y è settato, in modo da abilitare l’interrupt, 
allora viene controllato il PIEACKx. Se PIEACKx è zero significa che la CPU è libera e può servire 
un interrupt, mentre se PIEACKx è ad uno significa che la CPU è occupata e non può servire 
l’interrupt. Ovviamente starà servendo un altro interrupt. Quindi se PIEACKx è a zero l’interrupt 
della PIE viene servito immediatamente, da questo momento in poi la CPU impiega 9 cicli di clock 
per servire l’interrupt; mentre se PIEACKx è ad uno la PIE resta in attesa, non appena PIEACKx 
diventa zero verrà servito l’interrupt. Tale comportamento è riportato in Figura 5-16. 
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Figura 5-16: gestione dell’interrupt da parte della PIE. 
 
A questo punto la gestione dell’interrupt passa alla CPU. Anch’essa ha il suo interrupt flag (IEF) e 
interrupt enalbe (IER). Il comportamente è analogo a quello della PIE, solo che la CPU invece di 
passare l’interrupt a un livello successivo carica l’interrupt vector giusto, ricavabile da PIEIFRx.y, e 
lo esegue. Si nota che il PIEIFRx.y viene azzerato in automatico, mentre per gli IF di periferica tale 
operazione deve essere eseguita via software. 
Un interrupt di periferica deve quindi attraversare tre livelli, un livello di periferica, uno di PIE e 
uno di CPU. Ogni volta che si vuole abilitare un interrupt è quindi necessario effettuare tre 
operazioni, abilitare l’interrupt di periferica, il corrispondente interrupt di PIE e il corrispondente 
interrupt di CPU oltre, ovviamente, ad aver mappato giustamente l’interrupt vector. Se ad esempio 
si vuole abilitare il T1PINT, il period interrupt del Timer 1, è necessario abilitare l’interrupt di 
periferica settare il bit 7, TIPPINT, di EVAIMRA, nei registri dell’Event Manager A. Inoltre è 
necessario settare il bit 4 di PIEIFR2, indicato come PIEIFR2.4. Infine deve essere abilito 
l’interrupt 2 di CPU. Al verificarsi dell’interrupt di periodo del Timer1 il bit 7, TIPPINT, di 
EVAIFRA viene settato e viene inviata richiesta di interrupt alla PIE e accade quanto descritto 
sopra. 
5.2 Il software della GCU 
Si descrive adesso il software vero e proprio che implementa la centralina del cambio. È stato detto 
più volte che il linguaggio di programmazione utilizzato è il C++ perché permette di far uso delle 
classi e quindi della programmazione a oggetti. Un oggetto, implementato attraverso una classe, è 
una struttura software che contiene tutte le variabili e le funzioni relative a quel oggetto. 
La GCU deve gestire gli attuatori cambio e frizione, il cruscotto, la ECU, ecc… deve, cioè, gestire 
diversi oggetti. Viene spontaneo definire una classe per ogni oggetto, ad esempio, la classe CGear 
che conterrà tutte le variabili e le funzioni necessarie ad interagire e gestire l’attuatore del cambio, 
la classe CDriverConsole che conterrà quelle necessarie ad interagire con il cruscotto del pilota, ad 
esempio funzioni che permetto di scrivere sul display e di gestire le pressioni dei tasti. 
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Tale organizzazione del codice permette forte modularità e una struttura molto intuitiva, nel resto 
del capito si rispecchierà tale struttura descrivendo ogni classe in un paragrafo separato.  
5.3 Main 
Il main del programma chiama tutte le funzioni d’inizializzazione di periferica e abilita gli interrupt 
in modo che all’inizio del programma il DSP sia configurato come descritto nel capito 5.1. 
Successivamente inizializza tutte le classi ed entra in un ciclo infinito che contiene il codice che 
implementa la GCU. 
Il compito del main è semplice non fa altro che interpretare i tasti premuti dal pilota, chiamare le 
funzioni associate al tasto premuto ed aggiornare il display sul cruscotto. Ad esempio se il pilota 
tira la leva del cambio in modo da salire di marcia, viene rilevato il tasto premuto, viene chiamata la 
funzione di cambiata in salita la procedura di cambiata e viene aggiornato il display. 
Si ricorda che il veicolo deve poter effettuare la partenza Launch-Control, e per eseguirla è 
necessaria una combinazione di tasti particolare. Una volta abilitata la procedura di Launch-Control, 
il veicolo rimane nello stato di Racing Mode in modo che ogni volta che si ferma e decide di 
ripartire riparte in modalità Launch-Control. (si veda paragrafo 2). Per disabilitare la modalità 
Launch-Control è necessario eseguire la sequenza di disattivazione di partenza lanciata, in tal modo 
il veicolo parte con una partenza normale Quiet-Moving. Tramite questo flag si possono effettuare 
anche cambiate tranquille e scalate più tranquille, operazione che non è stata implementata. 
Il diagramma a blocchi, non dettagliato del main è mostrato Figura 5-17. 
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Figura 5-17: diagramma di flusso del Main del programma. 
 
Per poter comprendere il codice del main è necessario introdurre alcune funzioni, della classe 
CDriverConsole, che saranno descritte dettagliatamente nei successivi paragrafi. 
L’informazione sul tasto attualmente premuto è contenuta nella variabile, privata, KeyReg. Alcuni 
bit di tale variabile corrispondono ai tasti premuti e sono bassi se i tasti sono premuti ed alti se i 
tasti non sono premuti. I tasti che sono presenti sul cruscotto sono le leve del cambio, cambiata in 
salita e cambiata in discesa, il tasto d’inserimento della folle e il tasto di Launch. I valori che 
assume la variabile KeyReg in corrispondenza delle pressioni dei vari tasti sono rispettivamente: 
GEARUP_MASK (=0xC800), GEARDWN_MASK (=0x6800), NEUTRAL_MASK (=0xA800), 
 133
LAUNCH_MASK (=0xE000). Inoltre può assumere il valore KEYBOARD_MASK che 
corrisponde a nessun tasto premuto, tale valore è assunto dalla variabile KeyReg solo al rilascio di 
un tasto. Quando non si deve compiere nessun’azione sui tasti la variabile KeyReg è pari a 
CLEAR. 
La funzione GetKeyRegister()restituisce il valore della variabile KeyReg, mentre la funzione 
SetKeyRegister() scrive un valore nella variabile KeyReg. 
L’array KeyRegisterBuffer[] contiene la storia dei tasti premuti. 
La funzione WriteKeyRegBuffer() scrive il valore passato come argomento all’interno di 
KeyRegisterBuffer[]. Normalmente il valore da scrivere corrisponde all’ultimo tasto 
premuto. 
La funzione ReadKeyRegBuffer() permette di analizzare la storia dei tasti. Se l’argomento 
della funzione è pari a zero il restituisce il valore del tasto attualmente premuto, mentre se il valore 
dell’argomento è pari a uno restituisce il valore dell’ultimo tasto premuto, ecc… 
La funzione RefreshDisplay() aggiorna il display, ad esempio indicando l’ultima marcia 
inserita. 
Quindi il main chiama la funzione GetKeyRegister() e memorizza il valore ritornato nella 
variabile KeyRegValue, che conterrà il medesimo valore della variabile privata KeyReg della 
classe CDriverConsole. Tramite il costrutto switch, su KeyRegValue, si esegue la 
discriminazione tra i vari tasti premuti. Si ammetta ad esempio che sia stato premuto il tasto di 
cambiata in salita, in tal caso la variabile ritornata dalla funzione GetKeyRegister() vale 
GEARUP_MASK, quindi del costrutto switch verrà eseguito il case relativo al valore 
GEARUP_MASK. A questo punto sono eseguite le seguenti operazioni: si chiama la funzione 
GetKeyRegister() con argomento CLEAR, ad indicare che il compito relativo alla pressione 
del tasto di cambiata sta venendo assolto (analogamente a quando sa fa per un flag di interrupt). Poi 
tramite WriteKeyRegBuffer() si scrive nell’array della storia dei tasti che il tasto che è stato 
appena premuto è quello di cambiata in salita. Vengono poi eseguiti alcuni controlli sui tasti 
precedentemente premuti e viene chiamata la funzione ShiftUp() membro della classe CGear. In 
tale funzione viene calcolata la marcia attualmente inserita e viene innestata la marcia superiore. 
Nel caso il veicolo si trovi in folle verrà inserita ancora la marcia superiore (cioè la prima) e 
chiamata la procedura di partenza. Successivamente si va ad aggiornare il display per visualizzare la 
nuova marcia inserita. 
Il codice appena descritto è sotto riportato. 
KeyRegValue=DriverConsole.GetKeyRegister(); 
switch( KeyRegValue ) 
  { 
  case  GEARUP_MASK: 
   { 
   DriverConsole.SetKeyRegister(CLEAR); 
   //Scrivo i valori in un buffer per riconoscere la sequenza 
   DriverConsole.WriteKeyRegBuffer(GEARUP_MASK); 
   Vehicle.RacingModeKeySequenceFlag=0; 
   OPEN_LAUNCH_ECU_PIN; 
   if ( 
    DriverConsole.ReadKeyRegBuffer(0)==GEARUP_MASK//è ovvio che lo sia  
       && 
       ( 
       DriverConsole.ReadKeyRegBuffer(1)==KEYBOARD_MASK  
       ||  
       DriverConsole.ReadKeyRegBuffer(1)==GEARDWN_MASK 
       || 
       DriverConsole.ReadKeyRegBuffer(1)==GEARUP_MASK 
       ) 
    ) 
    Gear.ShiftUp(); 
 
   DriverConsole.WriteGear(Gear.GetActualGearRatio()); 
   DriverConsole.SetSevSeg2DisplayReg(Gear.GetActualGearRatio()); 
   DriverConsole.RefreshDisplay(); 
       
 
   } 
   break; 
  case GEARDWN_MASK: 
   {...analogo a sopra...   
   } 
   break; 
  case NEUTRAL_MASK: 
   {...analogo a sopra... 
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   } 
   break; 
  ...continua sotto... 
 
La partenza può avvenire in due modi, in modalità lanciata o normale, per eseguire tale 
discriminazione si esegue un controllo sulla variabile RacingMode della classe CVehicle che può 
essere acceduta direttamente perché pubblica. Tale variabile viene gestita all’interno del solito 
switch nel main del programma in questo modo: viene settata una volta riconosciuta la sequenza 
tasti della procedura di launch e resettata una volta riconosciuta la procedura che disabilita il 
Launch-Control. Eseguendo controlli su tale variabile si lancerà la procedura di partenza relativa. 
Per riconoscere la sequenza dei tasti si deve scrivere e leggere l’array KeyRegisterBuffer[] 
tramite le funzioni WriteKeyRegBuffer() e ReadKeyRegBuffer(). 
Si ricorda che per abilitare la procedura di partenza Launch Control il veicolo si deve trovare in 
folle e si deve eseguire la seguente sequenza tasti: nessun tasto del cruscotto è premuto, poi si 
preme e si mantiene premuto il tasto di Launch, si preme la leva per salire di marcia, si rilascia il 
tasto tale leva, a questo punto la prima deve essere inserita, si rilascia il tasto di launch e il veicolo 
parte. Visto che durante la sequenza vengono eseguiti due compiti il riconoscimento della sequenza 
deve essere spezzato in due. All’inizio nessun tasto è premuto e la variabile KeyRegValue vale 
KEYBOARD_MASK; quando si preme il tasto launch, la variabile KeyRegValue vale 
LAUNCH_MASK; quando si preme la leva del cambio, visto che il tasto di launch è mantenuto 
premuto, KeyRegValue vale LAUNCH_MASK & GEARUP_MASK; quando la leva del cambio 
viene rilasciata allora KeyRegValue torna a valere LAUNCH_MASK. Quindi l’analisi della 
sequenza può essere, in parte, eseguita dentro il case relativo a LAUNCH_MASK (perché prima 
del rilascio del tasto di Launch, appena prima della fine delle sequenza, la variabile KeyRegValue 
vale nuovamente LAUNCH_MASK). Dentro tale case, tramite la funzione 
ReadKeyRegBuffer(), si va ad interrogare i valori premuti precedentemente se questi valori 
sono uguali a quelli della sequenza di Launch-Control, come appena descritto, allora il pilota sta 
richiedendo la procedura e, se il veicolo si trova in folle, viene innescata la prima. A questo punto 
se viene rilasciato il tasto di launch il veicolo dovrà partire in modalità lanciata altrimenti se si 
preme un tasto diverso (ovviamente il tasto di lauch è ancora premuto) la sequenza viene interrotta. 
Quindi fino ad ora, nonostante la prima sia già stata inserita, non c’è sicurezza che la sequenza 
venga completata correttamente, ovvero con il rilascio del tasto di Launch; infatti potrebbe venir 
interrotta con la pressione di un altro tasto. A causa di ciò si fa uso di un flag che indica che la 
sequenza di Launch è in corso e può venir compiuta con successo: si pone ad uno il valore della 
variabile RacingModeKeySequenceFlag della classe CVehicle (nota volendo come flag 
potrebbe venir utilizzato la prima che è stata appena inserita). Se a questo punto il tasto di launch 
viene rilasciato allora il valore di  KeyRegValue vale di nuovo KEYBOARD_MASK quindi il 
riconoscimento completo della sequenza deve essere eseguito all’interno del case relativo a 
KEYBOARD_MASK. All’interno di tale case si pone a uno la variabile RacingMode e si lancia la 
procedura di Launch-Control e la variabile RacingModeKeySequenceFlag viene messa di 
nuovo a zero. 
Se invece di rilasciare il tasto di Launch viene premuto un qualsiasi altro tasto allora la variabile 
KeyRegValue assume  un valore non contemplato e il costrutto switch cade nel caso default 
dentro il quale si azzera il flag RacingModeKeySequenceFlag e si inserisce nuovamente la 
folle. 
Per togliere il veicolo dallo stato di RacingMode deve essere eseguita la solita sequenza solamente 
che invece di premere il tasto di marcia in salita si preme il tasto di marcia in discesa. Tale 
procedura può essere eseguita in qualsiasi momento, la pressione della leva di cambiata in salita o 
in discesa ha effetti, viene mantenuta la marcia attuale. Il riconoscimento di tale sequenza è 
effettuato al rilascio del tasto di Launch e quindi, come prima, all’interno del case relativo a 
KEYBOARD_MASK, dove viene posta a zero la variabile RacingMode. 
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Il codice relativo è sotto riportato. 
 case LAUNCH_MASK: 
  { 
  DriverConsole.SetKeyRegister(CLEAR); 
  DriverConsole.WriteKeyRegBuffer(LAUNCH_MASK); 
 
  Gear.SetActualGearRatio(); 
  DriverConsole.WriteGear(Gear.GetActualGearRatio()); 
  DriverConsole.SetSevSeg2DisplayReg(Gear.GetActualGearRatio()); 
  DriverConsole.RefreshDisplay(); 
 
   if ( 
    DriverConsole.ReadKeyRegBuffer(0)==LAUNCH_MASK 
      && 
      DriverConsole.ReadKeyRegBuffer(1)==(LAUNCH_MASK & GEARUP_MASK) 
      && 
      DriverConsole.ReadKeyRegBuffer(2)==LAUNCH_MASK 
      && 
      DriverConsole.ReadKeyRegBuffer(3)==KEYBOARD_MASK 
    ) 
    { 
    Gear.SetActualGearRatio(); 
    if (Gear.GetActualGearRatio()==0) 
     { 
     DriverConsole.SetSevSeg2DisplayReg(SEVSEGi_L); 
     DriverConsole.RefreshDisplay(); 
     Vehicle.RacingModeKeySequenceFlag=1; 
     GND_LAUNCH_ECU_PIN; 
     Gear.ShiftUp(); 
     DriverConsole.WriteGear(Gear.GetActualGearRatio()); 
     }        
   
    } 
   else 
    { 
    Vehicle.RacingModeKeySequenceFlag=0; 
    OPEN_LAUNCH_ECU_PIN; 
    } 
  DriverConsole.SetSevSeg2DisplayReg(Gear.GetActualGearRatio()); 
  DriverConsole.RefreshDisplay(); 
  } 
  break; 
 case KEYBOARD_MASK: //l’ultimo tasto premuto è stato rilasciato e adesso non c’è nessun tasto premuto 
  { 
  DriverConsole.SetKeyRegister(CLEAR); 
  DriverConsole.WriteKeyRegBuffer(KEYBOARD_MASK); 
  if ( 
   Vehicle.RacingModeKeySequenceFlag==1 
    && 
   DriverConsole.ReadKeyRegBuffer(0)==KEYBOARD_MASK//è ovvio che lo sia 
   && 
   DriverConsole.ReadKeyRegBuffer(1)==LAUNCH_MASK 
   && 
   DriverConsole.ReadKeyRegBuffer(2)== (LAUNCH_MASK & GEARUP_MASK) 
   && 
   DriverConsole.ReadKeyRegBuffer(3)==LAUNCH_MASK 
   && 
   DriverConsole.ReadKeyRegBuffer(4)==KEYBOARD_MASK 
   ) 
   { 
   Gear.SetActualGearRatio(); 
   if (Gear.GetActualGearRatio()==1) 
    { 
    Vehicle.RacingMode=1; 
    DriverConsole.SetSevSeg2DisplayReg(Gear.GetActualGearRatio()); 
    DriverConsole.RefreshDisplay(); 
    Clutch.SportStartReleaseClutch(); 
    Vehicle.RacingMode=1; 
    } 
  else //significa che non è entrata la prima (Se sono qui) 
   if (Clutch.ClucthIsPressed()==1) 
  Clutch.LinearReleaseClutch(Clutch.GetActuatorDuty(), ERROR_OFF_CLUTCH_ACT_DUTY,ERROR_CA_RELEASE_TIME); 
  } 
  if ( 
   DriverConsole.ReadKeyRegBuffer(0)==KEYBOARD_MASK//è ovvio che lo sia 
     && 
   DriverConsole.ReadKeyRegBuffer(1)==LAUNCH_MASK 
   && 
   DriverConsole.ReadKeyRegBuffer(2)== (LAUNCH_MASK & GEARDWN_MASK) 
   && 
   DriverConsole.ReadKeyRegBuffer(3)==LAUNCH_MASK 
   && 
   DriverConsole.ReadKeyRegBuffer(4)==KEYBOARD_MASK 
   ) 
   { 
   Vehicle.RacingMode=0; 
   Gear.SetActualGearRatio(); 
   DriverConsole.SetSevSeg2DisplayReg(Gear.GetActualGearRatio()); 
   DriverConsole.RefreshDisplay(); 
   } 
  Vehicle.RacingModeKeySequenceFlag=0; 
  DriverConsole.SetSevSeg2DisplayReg(Gear.GetActualGearRatio()); 
  DriverConsole.RefreshDisplay(); 
  } 
  break; 
          case CLEAR: 
  {NOP;} 
  break; 
 default: 
  { 
  DriverConsole.SetKeyRegister(CLEAR); 
  DriverConsole.WriteKeyRegBuffer(KeyRegValue); 
  //se cado qui sono in una sequenza di tasti non considerata quindi azzero 
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  // tutte le eventuali procedure 
  if (Vehicle.RacingModeKeySequenceFlag==1) 
   { 
   Vehicle.RacingModeKeySequenceFlag=0; 
   OPEN_LAUNCH_ECU_PIN; 
   Gear.GoNeutral(); 
   } 
  DriverConsole.SetSevSeg2DisplayReg(Gear.GetActualGearRatio()); 
  DriverConsole.RefreshDisplay(); 
  }   
  break; 
  }       
 } 
Un difetto di questo codice è l’inserimento della prima solo al rilascio della leva del cambio e non 
alla pressione come in tutti gli altri casi. Se è necessario si può risolvere il problema aggiungendo 
un case che contempla il valore LAUNCH_MASK & GEARUP_MASK. Questo infatti è il valore 
che la variabile KeyRegValue assume alla pressione della leva del cambio. 
 
5.4 Temporizzazione filtri e controlli 
Il codice che viene descritto di seguito è ricorrente in varie parti del programma, per questo è stato 
deciso di descriverlo un'unica volta separatamente. 
Come descritto nel paragrafo 3 è necessario implementare controlli e filtraggi (FIR per il sensore 
del cambio) con una frequenza di campionamento do 250 Hz. 
Un filtro FIR, e analogamente un controllore, è un sistema digitale che prende in ingresso campioni 
numerici con una certa frequenza, la frequenza con cui è stato campionato il segnale analogico, e 
tira fuori campioni numerici, dipendenti solo dall’ingresso (nel caso di filtraggio FIR), con la solita 
frequenza. È quindi necessario che il calcolo del campione venga eseguito con frequenza pari alla 
frequenza di campionamento. Come spiegato nel paragrafo 5.1.4, il convertitore ADC riceve 
sempre un impulso di inizio campionamento con frequenza pari a 250Hz. Questa è la frequenza di 
campionamento. Abilitando il campionamento e facendo polling sul flag di fine conversione (che 
commuta da zero ad uno con una frequenza pari a 250Hz) si ha una parte di codice che viene 
eseguita con frequenza pari a 250Hz; è qui che si devono essere scritte le righe di codice relative ai 
filtraggi o controlli. In dettaglio la conversione è abilitata scrivendo uno nel bit RST_SEQ1 del 
registro ADCTRL2 (AdcRegs.ADCTRL2.bit.RST_SEQ1=1), in modo da portare l’ADC nello 
stato iniziale, e azzerando l’interrupt flag INT_SEQ1 
(AdcRegs.ADCTRL2.bit.RST_SEQ1=1). Il calcolo deve essere abilitato solamente alla fine di 
ogni conversione e questo può essere fatto eseguendo un controllo sul flag di fine conversione 
INT_SEQ1 in questo modo: while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1). 
Racchiudendo questo while in un ulteriore while che contiene la condizione di fine filtraggio si 
ottiene il polling su AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1. In tal modo ogni 250 Hz 
si entra nel ciclo while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) dove deve essere 
inserito il codice di calcolo del campione successivo e deve essere resettato l’interrupt flag (tramite 
AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1) in modo da non eseguire più volte il 
calcolo del solito campione. 
Il codice che realizza la temporizzazione di tutti i filtraggi e i controlli utilizzati nel programma ha 
la seguente struttura: 
 
while ( ...CONDIZIONE DI FILTRAGGIO...  ) 
 {  
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
  Timer++;//utile per misurare il tempo di un evento  
 
                    ...CODICE DI FILTRAGGIO-CONTROLLO... 
 
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
  } 
 } 
Una volta all’interno di tale ciclo in quattro dei sedici registri dell’ADC sono contenuti i nuovi 
valori del segnale di interesse (campionati a 566KHz). Tali valori sono mediati (sommati e divisi 
per 4) e trattati come un solo campione. Si veda paragrafo 5.1.4. Il nuovo valore del segnale in 
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ingresso viene salvato in un array di dimensione otto, GS_DataIn[], che contiene il valore 
attuale del sensore del cambio e i sette precedenti valori. Tale array viene gestito ad anello e il 
calcolo del valore filtrato può essere effettuato come segue:  
GS_DataIn[i] = ( (float) GS_ADC_VALUE1 +  
         (float) GS_ADC_VALUE2 + 
         (float) GS_ADC_VALUE3 + 
         (float) GS_ADC_VALUE4)/4; //Media sui quattro valori restituiti ad ogni conversione 
 GS_DataOut= GS_A0 * GS_DataIn[i]+ 
    GS_A1 * GS_DataIn[(i+1)%GS_FLTR_ORDER]+ 
    GS_A2 * GS_DataIn[(i+2)%GS_FLTR_ORDER] + 
    GS_A3 * GS_DataIn[(i+3)%GS_FLTR_ORDER] + 
    GS_A4 * GS_DataIn[(i+4)%GS_FLTR_ORDER]+ 
    GS_A5 * GS_DataIn[(i+5)%GS_FLTR_ORDER] + 
    GS_A6 * GS_DataIn[(i+6)%GS_FLTR_ORDER] + 
    GS_A7 * GS_DataIn[(i+7)%GS_FLTR_ORDER]; 
 
 
 if (i==0) i=GS_FLTR_ORDER; else i--; 
 
5.5 Caratteristica attuatore e misura di corrente 
5.5.1 GetActIOC() 
Per misurare la corrente è stata rilevata la caratteristica dell’attuatore con il metodo della 
regressione lineare, come descritto nel paragrafo 3.6. 
La routine software che permette di rilevare la corrente dell’attuatore è 
GetClutchActuatorIOC() e fa parte della classe CClutch. 
Per comprendere il codice di acquisizine della caratteristica si spiega il significato delle seguenti 
costanti definite tramite #define nel file iGCUModule.h: 
#define PWM_MAX_WIDE  
#define PWM_STEP  
#define CA_IOC_POINT  
#define CA_TAO  
#define CA_IOC_AWT  
PWM_MAX_WIDE corrisponde a duty-cycle pari ad uno ed è espresso in cicli di clock del contatore 
GP Timer1 che modula la larghezza del segnale PWM. PWM_STEP è il passo con il quale viene 
incrementato il duty-cycle dell’onda PWM durante l’acquisizione della caratteristica, è espresso 
anch’esso in numero di cicli del contatore. CA_IOC_POINT è il numero di punti che vengono 
acquisiti che corrisponde quindi a PWM_MAX_WIDE diviso per PWM_STEP. CA_TAO è il tempo 
dopo il quale si considera l’attuatore a regime. CA_IOC_AWT incida il numero di valori di corrente 
che vengono acquisiti, una volta che l’attuatore è a regime; tali valori vengono mediati e 
costituiscono un punto della caratteristica dell’attuatore. 
Per memorizzare i valori della caratteristica si usa l’array ClutchActuatorIOC[] di 
dimensione CA_IOC_POINT. La temporizzazione necessaria per attendere che l’attuatore sia a 
regime si esegue facendo polling sul bit di fine conversione dell’ADC come descritto nel paragrafo 
5.4. Il codice è basato su un ciclo for (PNi=CA_IOC_POINT; PNi>0;) che non contiene la 
condizione di incremento della variabile PNi, tale variabile viene incrementata nel corpo del 
while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) che viene eseguito ogni 4ms. Il tal 
modo si fa polling sul bit di fine condizione fino a che non è verificata la condizione di uscita 
all’interno del ciclo for. 
All’interno del while si imposta il duty-cycle dell’onda PWM d’uscita al valore giusto, si 
incrementa la variabile timer che tiene conto del tempo. Successivamente se l’attuatore è a regime 
(si esegue un ciclo if sulla variabile timer) si iniziano ad acquisire i valori in corrente e si 
mediano. 
Terminata l’acquisizione di tutti i punti della caratteristica si calcolano il coefficiente angolare e 
l’offset della retta tramite le formule sotto riportate: 
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Il codice descritto è sotto riportato. 
void CClutch::GetClutchActuatorIOC(void) 
{ 
 Uint16 
  MediaBuffer[CA_IOC_AWT],  
  MBi=0,//MediaBufferIndex 
  PNi=0,//PointNumberIndex 
  Timer=0,Temp, 
  OffSet=0;// scostamento della caratteristica 
 Uint32  
  TempCurrentValue=0;//per memorizzare la somma nella media 
 float 
  TempCompIO=0; //variabile temporale per il calcolo coefficenti angolari e altro caratteristica 
 
 double   //variabili per calcolo regressione lineare 
  SommaX=0, 
  SommaX2=0, 
  Somma2X=0, 
  SommaY=0, 
  SommaProdXY=0, 
  N=0; 
 //Azzero la caratteristica 
 for (PNi=0; PNi<CA_IOC_POINT; PNi++) 
  ClutchActuatorIOC[PNi]=0; 
 //direzione dell'attuatore 
 
 //[Clutch] PWM1=INA=1 PWM2=INB=0 
 Temp=EvaRegs.ACTR.all; 
 Temp&=0xFFF3; 
 Temp|=0x0003; 
 EvaRegs.ACTR.all=Temp; 
 for (PNi=CA_IOC_POINT; PNi>0;) 
 { 
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
  //in questo while si entra una volta ogni 0,004sec=1/250Hz 
  EvaRegs.T1CMPR = ((PNi-1) * PWM_STEP);//importante il -1 altrimenti memorizzo sfasato 
  if (Timer<CA_TAO) //aspetto che attuatore vada a regime 
   Timer++; 
  else //una volta a regime acqusisco 
   { 
   if (Timer<(CA_TAO+CA_IOC_AWT)) 
    { 
    Timer++; 
    //acquisisco 
    MediaBuffer[MBi] = ( (float) CCS_ADC_VALUE1 +  
      (float) CCS_ADC_VALUE2 + 
      (float) CCS_ADC_VALUE3 + 
      (float) CCS_ADC_VALUE4)/4; //Media sui quattro valori 
    MBi++; 
    } 
   else//ho acqusito il punto e ricomincio 
    { 
    //medio i dati in MEdiaBuffer. 
    for (MBi=0; MBi< CA_IOC_AWT; MBi++) 
      TempCurrentValue=TempCurrentValue+MediaBuffer[MBi]; 
 
    PNi--;//necessario levare dal for e mettere qui altrimenti non decrementa temporizzato 
    ClutchActuatorIOC[PNi]= (Uint16) (TempCurrentValue/CA_IOC_AWT); 
        
    TempCurrentValue=0; 
    NOP; 
    Timer=0; 
    MBi=0; 
     
    } 
   } 
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
  } 
 } 
 EvaRegs.T1CMPR =0; 
 
 Temp=EvaRegs.ACTR.all; 
 Temp&=0xFFFC; 
 Temp|=0x000C; 
 EvaRegs.ACTR.all=Temp; 
 //Metodo Regressione Lineare 
 SommaX=0; 
 SommaX2=0; 
 Somma2X=0; 
 SommaY=0; 
 SommaProdXY=0; 
 N=CA_IOC_POINT; 
 for (PNi=0; PNi<CA_IOC_POINT;PNi++) 
 { 
  SommaX+=( 
    ((double) PNi)* 
    ((double) PWM_STEP) 
    ); 
  SommaX2+= ( 
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     ((double) PNi)* 
     ((double) PWM_STEP)* 
     ((double) PNi)* 
     ((double) PWM_STEP) 
     ); 
  SommaY+=((double) ClutchActuatorIOC[PNi]); 
  SommaProdXY+= ( 
      ((double) PNi)* 
      ((double) PWM_STEP)* 
      ((double) ClutchActuatorIOC[PNi]) 
      ); 
 } 
 Somma2X= SommaX * SommaX; 
 CA_IOC_m=(float) 
   ( 
   ( (N * SommaProdXY) - (SommaX * SommaY) ) 
   / 
   ( (N * SommaX2) - Somma2X) 
   ); 
 CA_IOC_q=(float) 
   ( 
   ( (SommaY * SommaX2) - (SommaX * SommaProdXY) ) 
   / 
   ( (N * SommaX2) - Somma2X ) 
   ); 
} 
5.5.2 GetActI() 
Una volta nota la caratteristica il valore di corrente che scorre nell’attuatore può essere calcolato 
come (si veda paragrafo 3.6): 
 
  CCVI b q
R I
    
 
dove le costanti Vcc e R sono la tensione di alimentazione dell’attuatore e la resistenza 
dell’attuatore.  
Da notare che la funzione che ricava la caratteristica dell’attuatore, 
GetClutchActuatorIOC(), è stata pensata da lanciare inizialmente magari durante la 
configurazione della vettura ET-1, o addirittura in laboratorio, e poi memorizzare, tipo in una 
memoria non volatile presente sulla GAO-TEK i valori del coefficiente angolare e offset. Si osserva 
che per acquisire la caratteristica, l’attuatore può essere tirato sia in dentro che in fuori, quindi 
niente vieta di eseguire la funzione anche durante il normale funzionamento della vettura, 
ovviamente quando la frizione non serve, magari acquisendo meno punti in modo da velocizzare 
l’acquisizione. La velocità può essere aumentata notevolmente in quanto tirando l’attuatore questo è 
fermo nella sua posizione di fondo corse e non c’è nessun transitorio meccanico di cui attendere 
l’esaurimento. 
La funzione per il calcolo della corrente è semplicemente: 
float CClutch::GetActuatorCurrent(Uint16 BinaryValue) 
{ 
 float FloatBin=0; 
 
 FloatBin=(float)BinaryValue; 
          return ((FloatBin-CA_IOC_q)/(28/(2.7*CA_IOC_m))); 
} 
5.6 CGear 
È la classe che contiene tutte le funzioni necessarie a gestire l’attuatore del cambio. 
Le quattro funzioni principali di tale classe sono le ShiftUp(), ShiftDown(), 
GoNeutral()e ShitProcess() e la variabile ActualGearRatio che contiene 
l’informazione sulla marcia inserita. Tali funzioni, chiamate dal main del programma, si 
appoggiano alle funzioni di gestione dell’attuatore del cambio e frizione ed eseguono le cambiate, 
lanciano le procedure di partenza e inseriscono la folle. 
Entrambe le funzioni ShiftUp() e ShiftDown() leggono il sensore di marcia ed eseguono 
una discriminazione sul valore restituito, premono la frizione (solo se si sta scalando), chiamano la 
funzione ShitProcess(), con parametri opportuni per innestare la marcia, e rilasciano la 
frizione se era stata premuta. 
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La cambiata vera e propria viene dunque eseguita dalla funzione ShitProcess(). 
La funzione ShiftUp(), se il veicolo si trova in folle, deve inserire la prima e chiamare la 
procedura di partenza specifica che può essere sia quella di Launch-Control, sia quella di Quiet-
Moving. La funzione ShiftDown() invece deve solamente inserire la marcia inferiore. La prima 
tra le due ad essere descritta, successivamente a ActualGearRatio, è ShiftDown(), mentre 
ShiftUp() sarà analoga con qualche controllo in più. 
5.6.1 ActualGearRatio 
È la variabile che contiene il numero di marcia inserita. Se il suo valore è pari a zero il cambio si 
trova in folle, se il suo valore è pari a uno il cambio si trova in prima e cosi via… 
Si tratta di una variabile privata della classe CGear e quindi per poter essere acceduta da qualsiasi 
parte del programma è necessario utilizzare due funzioni pubbliche: SetActualGearRatio() e 
GetActualGearRatio(). La prima va a campionare il sensore del cambio e assegna il valore 
opportuno alla variabile ActualGearRatio, mentre la seconda ritorna semplicemente il valore 
di ActualGearRatio: 
GetActualGearRatio(void) 
{ 
 return ActualGearRatio; 
} 
Tramite queste due routine, utilizzabili in qualsiasi punto del programma è possibile conoscere 
sempre il valore della marcia inserita. Da notare che queste routine non devono essere utilizzate 
durante una cambiata, ovvero mentre il segnale fornito dall’attuatore del cambio sta variando, 
perché pensate per campionare un segnale continuo. Infatti quando non è in corso nessuna cambiata 
il sensore del cambio, descritto nel paragrafo 2.6, è fermo e fornisce un valore di tensione costante. 
Per effettuare la lettura del sensore di marcia in queste condizioni si acquisiscono alcuni valori 
dall’ADC e se ne fa la media (un semplicissimo filtro FIR). Il codice che permette di acquisire i 
campioni dall’ADC è identico a quello descritto nel paragrafo 5.4. 
Vengono eseguite un numero di letture pari al valore definito dalla stringa MEDIA_WNDWS che è 
pari a 4. In altre parole il ciclo while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
essendo racchiuso nell’ulteriore ciclo while (Count!=MEDIA_WNDWS) viene eseguito  4 
volte. 
All’uscita di questi due cicli while la variabile AdcMediatedValue contiene la somma dei 4 
campioni acquisiti a 250Hz, dividendo per 4 tale valore si ottiene il valore di tensione mediato 
tramite il quale si identifica la marcia inserita. 
Per identificare la marcia inserita si esegue un controllo a soglia. Per ogni marcia è stata definita 
una soglia inferiore e una superiore, se il valore di tensione campionato cade all’interno di quei due 
valori viene identificata la marcia relativa. Ad esempio la seconda marcia è caratterizzata dai valori 
IIGRTH_LOW e IIGRTH_HIGTH; se il valore di tensione del sensore di marcia cade all’interno di 
quei due valori allora la marcia inserita è la seconda. Se il valore di tensione non cade all’interno di 
nessuna soglia allora la marcia inserita non risulta valida. Il codice appena descritto è riportato di 
seguito. 
 
 void CGear::SetActualGearRatio(void) 
{ 
 
 Uint16 Count=0; 
 Uint32 AdcMediatedValue=0; 
 Uint16 AdcMediatedValue16=0; 
          AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
 AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
 
while (Count!=MEDIA_WNDWS) 
 { 
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
  AdcMediatedValue += ( (Uint32) GS_ADC_VALUE1+ 
       (Uint32) GS_ADC_VALUE2+ 
       (Uint32) GS_ADC_VALUE3+ 
       (Uint32) GS_ADC_VALUE4)>>2;  
  Count++; 
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  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
  } 
 } 
 AdcMediatedValue=(AdcMediatedValue/MEDIA_WNDWS);// 
 AdcMediatedValue16 = (Uint16) AdcMediatedValue; 
 
 if ( AdcMediatedValue16 >= (IGRTH_LOW) && AdcMediatedValue16 < (IGRTH_HIGTH) ) 
  ActualGearRatio=1; 
 else 
  if ( AdcMediatedValue16 > (NGRTH_LOW) && AdcMediatedValue16 < (NGRTH_HIGTH) ) 
   ActualGearRatio=0; 
  else 
   if ( AdcMediatedValue16 > (IIGRTH_LOW) && AdcMediatedValue16 < (IIGRTH_HIGTH) ) 
    ActualGearRatio=2; 
   else 
    if ( AdcMediatedValue16 > (IIIGRTH_LOW) && AdcMediatedValue16 < (IIIGRTH_HIGTH) ) 
     ActualGearRatio=3; 
    else 
     if ( AdcMediatedValue16 > (IVGRTH_LOW) && AdcMediatedValue16 < (IVGRTH_HIGTH) ) 
      ActualGearRatio=4; 
     else 
      if ( AdcMediatedValue16 > (VGRTH_LOW) && AdcMediatedValue16 < VGRTH_HIGTH 
) 
       ActualGearRatio=5; 
      else 
       ActualGearRatio=NOT_VALID_RATIO; 
 NOP; 
}  
 
5.6.2 ShiftDown() 
Si deve leggere il sensore di marcia e a seconda del suo valore si deve innestare la marcia inferiore. 
Per leggere il valore del sensore di marcia si fa uso della funzione SetGearRatio() che va a 
scrivere nella variabile ActualGearRatio il numero che indica la marcia correntemente inserita. 
A questo punto si esegue uno switch sul valore della marcia. In ogni caso si preme la frizione e si 
chiama la funzione ShiftProcess() con gli argomenti che permettono di inserire la marcia 
inferiore; successivamente si rilascia la frizione. Gli argomenti rilevanti da passare alla funzione 
ShiftProcess() sono i valori delle soglie che identificano la marcia da inserire, e il verso in 
cui muovere l’attuatore. Tale funzione muoverà l’attuatore nel verso opportuno fino a che il sensore 
del cambio non indica che la nuova marcia è stata inserita. 
Da notare che non è eseguita, esplicitamente, nessuna sincronizzazione tra cambio e frizione questo 
perché la sincronizzazione è implicita nel fatto che la funzione PushClutch() ritorna solamente 
quando è completamente premuta e quindi l’attuatore del cambio può essere premuto senza nessun 
problema. 
Una volta innestata la marcia inferiore è necessario rilasciare la frizione. Il rilascio della frizione 
viene effettuato tramite la funzione LinearReleaseClutch() o 
LinearReleaseClutchCC() che rilascia l’attuatore in modo da ottenere le curve descritte in 
[1] (si veda il paragrafo 3.10). Il codice che realizza i passi appena descritti è sotto riportato. 
 
void CGear::ShiftDown (void) 
{ 
 Uint16 RetVal=0; 
 SetActualGearRatio(); 
 switch( ActualGearRatio ) 
  { 
  case 0: 
   { 
   //nessuna cambiata 
   } 
   break; 
  case 1: 
   { 
   //nessuna cambiata 
   } 
   break; 
  case 2: 
   { 
   Clutch.PushClutch(ON_CLUTCH_ACT_DUTY); 
   RetVal=ShiftProcess(PUSH_GA,IIGRTH,IGRTH_LOW,IGRTH_HIGTH); 
   if (RetVal==OK) 
    ActualGearRatio=1; 
   else 
    ActualGearRatio=NOT_VALID_RATIO; 
   DriverConsole.WriteGear(Gear.GetActualGearRatio()); 
                             Clutch.LinearReleaseClutch(Clutch.ClutchGraftPoint,Clutch.ClutchGraftPoint, SHD_CA_TIME); 
   } 
   break; 
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Il codice relativo a tutte le altre marce è analogo. Si nota che se il cambio si trova in folle 
ovviamente premere il tasto di scalata non ha nessun effetto. Inoltre è stato scelto che dalla prima, 
premendo il tasto di scalata, non venga inserita la folle, in tal modo il pilota durante una manovra di 
scalata di una o più marce, quando la vettura si trova in corsa, non può erroneamente inserire la 
folle. 
5.6.3 ShiftUp() 
È del tutto analoga alla funzione ShiftDown() sopra descritta. L’unica differenza sta nel fatto 
che da una marcia si deve inserire quella superiore e quando il veicolo si trova in folle si deve 
inserire la prima e lanciare la procedura di partenza opportuna che può essere o la Launch-Control o 
la Quiet-Moving, a seconda del valore della variabile RacingMode. Si ricorda che tale variabile 
viene settata quando il pilota esegue la sequenza di Launch, in tal caso l’auto parte al rilascio del 
tasto di Launch (come spiegato nel paragrafo 5.3). In tutti gli altri casi la vettura, automaticamente, 
parte quando dalla folle viene inserita la prima. Si ricorda inoltre che, escluso il caso di passaggio 
dalla folle alla prima, durante una cambiata in salita non deve essere premuta la frizione. Deve 
invece essere abilita la funzione di Cut-Off della ECU, operazione che si esegue ponendo a zero il 
pin opportuno. Nel codice sotto riportato tale operazione è indicata dalla riga: 
GND_ENGINE_CUT_ECU_PIN. 
 
void CGear::ShiftUp (void) 
{ 
 Uint16 RetVal=0; 
 SetActualGearRatio(); 
switch( ActualGearRatio ) 
 { 
 case 0: 
  { 
  Clutch.PushClutch(ON_CLUTCH_ACT_DUTY); 
  RetVal=ShiftProcess(PUSH_GA,NGRTH,IGRTH_LOW,IGRTH_HIGTH); 
  if (RetVal==OK) 
   ActualGearRatio=1; 
  else 
   ActualGearRatio=NOT_VALID_RATIO; //error condition 
   
  DriverConsole.WriteGear(Gear.GetActualGearRatio()); 
   
  switch (Vehicle.RacingMode) 
   { 
   case 0: 
    { 
    if (Vehicle.RacingModeKeySequenceFlag==0) 
    Clutch.QuietMoving(START_CA_START_STRN,START_CA_STOP_STRN,START_CA_TIME); 
    else 
     NOP; 
    } 
   break; 
   case 1: 
    { 
    if (Vehicle.RacingModeKeySequenceFlag==0) 
     //Clutch.ReleaseClutch(OFF_CLUTCH_ACT_DUTY); 
     Clutch.SportStartReleaseClutch(); 
    else 
     NOP;//sta venendo eseguita la sequenza.  
                                                      //La frizione si rilascia al rilascio del LAUNCH 
    } 
   break; 
   default://errore 
   break; 
   } 
  } 
 break; 
 case 1: 
  { 
  GND_ENGINE_CUT_ECU_PIN; 
  RetVal=ShiftProcess(PULL_GA, IGRTH, IIGRTH_LOW, IIGRTH_HIGTH); 
  OPEN_ENGINE_CUT_ECU_PIN; 
  Clutch.ReleaseClutch(OFF_CLUTCH_ACT_DUTY); 
  if (RetVal==OK) 
   ActualGearRatio=2; 
  else 
   ActualGearRatio=NOT_VALID_RATIO; 
  } 
 break; 
 
5.6.4 ShiftProcess() 
È la routine che esegue il vero processo di cambiata. Dalla marcia attuale inserisce la marcia 
superiore o inferiore muovendo l’attuatore del cambio nella direzione opportuna, specificata 
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nell’argomento passato alla funzione. Com’è noto ad ogni marcia corrisponde un valore nominale di 
tensione fornito dal sensore del cambio; per ogni marcia sono state definite due soglie, una più alta 
e una più bassa del valore nominale, e quindi ogni marcia ha un range di tensione che le compete. A 
seconda del range in cui cade il segnale fornito dal sensore del cambio si identifica la marcia. Gli 
argomenti che devono essere passati alla funzione ShiftProcess() sono il valore nominale 
della marcia attuale, le soglie che identificano la marcia futura (quella da inserire) e il verso in cui 
muovere l’attuatore del cambio. Per effettuare la cambiata si inizia a muovere l’attuatore del cambio 
nel verso opportuno e si filtra il segnale fornito dal sensore del cambio. Quando un certo numero di 
campioni del segnale filtrato finiscono all’interno del range che identifica la marcia da inserire 
allora si considera la cambiata avvenuta con successo, si rilascia l’attuatore del cambio e la funzione 
termina. 
La prima operazione che viene eseguita è inizializzare il filtro FIR, che andrà a filtrare il segnale 
fornito dal sensore del cambio, al valore della marcia attuale. Questo fa si che il filtro si comporti 
come se al suo ingresso fosse presente il sensore del cambio con un segnale costante nel tempo, da 
tempo infinito. Questo coincide effettivamente con il segnale che il sensore del cambio fornisce 
quando non viene effettuata nessuna cambiata. Per far questo basta inizializzare il buffer d’ingresso 
al valore della marcia attuale. 
Il processo di cambiata inizia quando si spinge l’attuatore del cambio, tramite MoveGA(). 
Quest’ultima funzione deve essere chiamata con due argomenti, uno che identifica la forza con cui 
muovere l’attuatore e uno che identifica il verso in cui muoverlo. La forza con cui viene mosso 
l’attuatore del cambio è sempre quella massima, ovvero a MoveGA()si passa un argomento che 
impone duty-cycle pari a uno. 
A questo punto si inizia il filtraggio con codice identico a quello descritto nel paragrafo 5.4. La 
variabile GS_FilteredValue contiene il segnale filtrato e la condizione di uscita dalla filtro, 
che corrisponde alla condizione di uscita da ShiftProcess() è la seguente: 
 
while 
 ( 
  !(  
  (GS_FilteredValue > (FutGRSThrLow)  && GS_FilteredValue < (FutGRSThrHigth) ) 
  SampleInBand==NUMBER_SAMPLE_IN_BAND 
   ) 
 && 
 (Timer<SHIFT_TIMER_OUT) 
  
 ) 
 
Visto che il filtraggio viene eseguito in maniera temporizzata è possibile utilizzare la variabile 
(Timer)  da incrementare per tener traccia della durata della routine. Visto che l’attuatore del 
cambio può rimaner premuto, onde evitare il danneggiamento, per un tempo limite massimo la 
condizione (Timer<SHIFT_TIMER_OUT) permette di tener sotto controllo tale condizione. 
Quando tale condizione viene meno l’attuatore del cambio viene rilasciato e viene segnalato un 
errore di cattiva cambiata.  
Il codice relativo alla routine appena descritta è sotto riportato. 
 
Uint16 CGear::ShiftProcess(Uint16 PoP, Uint16 ActGRSThr, Uint16 FutGRSThrLow, Uint16 FutGRSThrHigth) 
{ 
 
//FILTERING 
Uint16 i=0,j=0; 
float 
 //Gear Ratio Sensor Data Input & Data Out to FILTER 
 GS_DataIn[GS_FLTR_ORDER+1], 
 GS_DataOut, 
 //Gear Current Sensor Data Input & Data Out to FILTER 
 GCS_DataIn[GCS_FLTR_ORDER+1], 
 GCS_DataOut; 
 
Uint16  
 GS_FilteredValue, 
 GCS_FilteredValue; 
 
Uint16 
 SampleInBand=0; 
//TIMING 
Uint32 Timer=0;  
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/*initialize GS_DataIn and GS_FilterValue  
to ActualGearRatio. 
It's Filter inizial condition.*/  
for (i=0; i<=GS_FLTR_ORDER; i++) 
 GS_DataIn[i]= (float) ActGRSThr; 
GS_FilteredValue=ActGRSThr; 
 
for (j=0; j<=GCS_FLTR_ORDER; j++) 
 GCS_DataIn[j]= 0; 
GCS_FilteredValue=0; 
//initialize the timer 
Timer=0; 
//initialize index for filter 
i=GS_FLTR_ORDER; 
j=GCS_FLTR_ORDER; 
/*************** 
START TO SHIFT!!! 
***************/ 
 
SampleInBand=0; 
 
MoveGA(PoP, 49999); 
while 
 ( 
  !(  
  (GS_FilteredValue > (FutGRSThrLow)  && GS_FilteredValue < (FutGRSThrHigth) ) 
  SampleInBand==NUMBER_SAMPLE_IN_BAND 
   ) 
 && 
 (Timer<SHIFT_TIMER_OUT) 
  
 ) 
 {  
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
  GS_DataIn[i] = ( (float) GS_ADC_VALUE1 +  
      (float) GS_ADC_VALUE2 + 
      (float) GS_ADC_VALUE3 + 
      (float) GS_ADC_VALUE4)/4; //Media sui quattro valori restituiti ad ogni 
conversione 
  GS_DataOut= GS_A0 * GS_DataIn[i]+ 
     GS_A1 * GS_DataIn[(i+1)%GS_FLTR_ORDER]+ 
     GS_A2 * GS_DataIn[(i+2)%GS_FLTR_ORDER] + 
     GS_A3 * GS_DataIn[(i+3)%GS_FLTR_ORDER] + 
     GS_A4 * GS_DataIn[(i+4)%GS_FLTR_ORDER]+ 
     GS_A5 * GS_DataIn[(i+5)%GS_FLTR_ORDER] + 
     GS_A6 * GS_DataIn[(i+6)%GS_FLTR_ORDER] + 
     GS_A7 * GS_DataIn[(i+7)%GS_FLTR_ORDER]; 
 
 
  if (i==0) i=GS_FLTR_ORDER; else i--; 
 
  //filtraggio corrente attuatore del cambio 
  GCS_DataIn[i] = ( (float) GCS_ADC_VALUE1 +  
      (float) GCS_ADC_VALUE2 + 
      (float) GCS_ADC_VALUE3 + 
      (float) GCS_ADC_VALUE4)/4; //Media sui quattro valori restituiti ad ogni 
conversione 
  GCS_DataOut=GCS_A0 * GCS_DataIn[i]+ 
     GCS_A1 * GCS_DataIn[(i+1)%GCS_FLTR_ORDER]+ 
     GCS_A2 * GCS_DataIn[(i+2)%GCS_FLTR_ORDER] + 
     GCS_A3 * GCS_DataIn[(i+3)%GCS_FLTR_ORDER] + 
     GCS_A4 * GCS_DataIn[(i+4)%GCS_FLTR_ORDER]+ 
     GCS_A5 * GCS_DataIn[(i+5)%GCS_FLTR_ORDER] + 
     GCS_A6 * GCS_DataIn[(i+6)%GCS_FLTR_ORDER] + 
     GCS_A7 * GCS_DataIn[(i+7)%GCS_FLTR_ORDER]; 
 
 
  if (i==0) i=GCS_FLTR_ORDER; else i--; 
 
  GS_FilteredValue= (Uint16) GS_DataOut; 
  GCS_FilteredValue= (Uint16) ( GCS_DataOut - GA_IOC_q ); 
  NOP; 
 
  if (GS_FilteredValue > (FutGRSThrLow)  && GS_FilteredValue < (FutGRSThrHigth) ) 
   SampleInBand++; 
  else 
   SampleInBand=0; 
 
  Timer++; 
 
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
       //GpioDataRegs.GPBTOGGLE.bit.GPIOB9=1; 
 NOP; 
  } 
 NOP; 
 
 } 
NOP; 
 
RelaxGA(0);  
 
Gear.SetActualGearRatio(); 
DriverConsole.SetSevSeg2DisplayReg(Gear.GetActualGearRatio()); 
DriverConsole.RefreshDisplay(); 
 
if (Timer>=SHIFT_TIMER_OUT) 
 { 
 return ERROR; 
 } 
else //GOOD SHIFTUP 
 { 
 return OK; 
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 } 
 
} 
 
5.6.5 IntelNeutralSearch() 
È la routine che si occupa di inserire la folle. L’idea che si basa sul codice che si va a descrivere è la 
seguente: supponiamo di trovarci in prima, allora per innestare la folle iniziamo a spingere 
l’attuatore, a forza massima come durante una cambiata normale. Si continua a spingere fino a che 
il sensore della marcia continua a indicare la prima come marcia inserita. Appena il sensore di 
marcia indica un valore diverso dalla prima si blocca l’attuatore. A questo punto il cambio può 
trovarsi in folle o in seconda (trascuriamo il caso di marcia non valida per non complicare la 
spiegazione). Se si trova in folle la routine è andata a buon fine e termina. Se il cambio non si trova 
in folle si trova in seconda ed è, quindi, necessario tirare l’attuatore ( muoverlo nel verso opposto a 
prima). Si tira l’attuatore e il cambio può andare a finire in prima o folle, se finisce in folle la 
routine è andata a buon fine e termina. Se il cambio non si trova in folle allora si trova in prima si 
esegue di nuovo tutto dall’inizio. Durante il collaudo della vettura si è osservato che la routine non 
va mai in loop e la folle viene inserita correttamente e velocemente. Altri tipi di strategie per 
innestare la folle si sono rilevate peggiori di quella appena descritta, si veda il paragrafo 6.1.  
Per quanto descritto è importante rilevare velocemente quando il cambio esce dalla prima marcia, in 
modo da bloccare il prima possibile l’attuatore del cambio per far si che venga innestata la folle e 
non la seconda marcia, è stato scelto di leggere il sensore di marcia senza far uso del filtraggio 
digitale utilizzato di solito per il sensore che proviene dall’attuatore del cambio (si ricorda che 
comunque è presente un filtro analogico). Quindi il sensore del cambio viene letto una sola volta. Si 
nota che leggere il sensore una sola volta si intende far compiere all’ADC un solo ciclo di 
campionamento e per come è impostato il convertitore ADC questo significa acquisire 4 campioni a 
566KHz e mediarli. Il codice di lettura è sotto riportato. La temporizzazione è la stessa di quella 
descritta nel paragrafo 5.4 ma stavolta non è presente nessun codice di filtraggio o controllo. 
 Stop=1; 
 while (Stop) 
  { 
  while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
   { 
   GS_FloatData = ( (float) GS_ADC_VALUE1 +  
      (float) GS_ADC_VALUE2 + 
      (float) GS_ADC_VALUE3 + 
      (float) GS_ADC_VALUE4)/4; 
   GS_IntData=(Uint16) GS_FloatData; 
 
   Timer++; 
   Stop=0; 
 
   AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
   AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
   } 
  } 
 
La prima cosa che esegue la routine è capire in che marcia si trova l’auto tramite la funzione 
SetActualGearRatio(). Questa funzione non esegue una lettura veloce (si ricorda che la 
frequenza di campionamento dell’ADC è 250Hz) ma a questo livello la velocità non è importante 
perché l’attuatore del cambio non è ancora in movimento. 
All’uscita della funzione SetActualGearRatio()si conosce la marcia in cui si trova l’auto e 
viene premuta la frizione tramite la funzione membro della classe CClutch PushClutch(). Al 
termine di questa funzione la frizione è completamente premuta e possono essere eseguite 
tranquillamente manovre sulla leva del cambio. A questo punto si entra in un ciclo while che 
termina solamente quando vengono osservati un certo numero di campioni del sensore di marcia 
all’interno del range che indica la folle, oppure al superamento di un TimeOut. In quest’ultimo caso 
non è stata trovarta la folle e la routine esce passando un errore. 
Se il cambio si trova in prima per passare in folle è necessario tirare l’attuatore mentre se si trova in 
seconda è necessario spingere l’attuatore. La discriminazione tra questi due casi viene eseguita con 
il costrutto switch. Nel caso il cambio si trovi in prima, viene tirato l’attuatore fino a che il 
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sensore di marcia segnala ancora la prima marcia come marcia inserita. Appena si ha 
un’indicazione diversa si rilascia l’attuatore. Si nota che non si aspetta di avere un’indicazione della 
folle da parte del sensore di marcia, ma un’indicazione dell’uscita dalla prima. Si ricordi che le due 
cose sono diverse perché il sensore del cambio per passare da una marcia all’altra fornisce 
indicazione di marcia non valida, si veda paragrafo 2.6. In questo modo si anticipa ulteriormente il 
blocco dell’attuatore al fine di evitare di inserire la seconda. 
La prima volta che viene eseguito il costrutto switch la macchina può trovarsi in prima o in 
seconda, il risultato del movimento dell’attuatore, sempre dentro switch, può portare il cambio in 
prima (all’entrata del ciclo era in seconda, e l’innesto della folle non ha avuto succeso), seconda 
(all’entrata del ciclo era in prima e l’innesto della folle non ha avuto succeso), folle , marcia non 
valida (gli ingranaggi del cambio si sono fermati in una posizione non corretta). In ogni caso il 
costrutto switch viene eseguito più volte. Se la marcia inserita è la folle, si ripete il costrutto 
switch, con attuatore fermo, un numero di volte pari a 
NUMBER_SAMPLE_IN_BAND_FOR_NEUTRAL in modo da essere sicuri che la folle sia 
correttamente inserita. Se la marcia inserita e la seconda o la prima si tira, o si spinge, l’attuatore 
verso la folle. Nel caso di marcia non valida il meccanismo di innesto dei rapporti può trovarsi 
sospeso tra la seconda e la folle o tra la prima e la folle. Per discriminare tra i due casi dovremmo 
complicare il software tenendo in memoria la marcia di provenienza, è stato scelto di tirare 
l’attuatore del cambio in una direzione casuale con conseguente innesto della prima o della seconda, 
il costrutto case viene eseguito nuovamente. 
Il codice appena descritto è riportato sotto riportato. 
void CGear::IntelNeutralSearch(void) 
{ 
 
 Uint16  
  Timer=0, 
  SampleInBand=0, 
  GS_IntData=0, 
  Stop=1; 
 float 
  GS_FloatData=0; 
 
Timer=0; 
SampleInBand=0; 
Stop=1; 
 
Clutch.PushClutch(ON_CLUTCH_ACT_DUTY); 
 
while 
 (  
 (Timer<=N_GA_MAX_ACT_TIME) 
 && 
 (!(SampleInBand>=NUMBER_SAMPLE_IN_BAND_FOR_NEUTRAL)) 
 ) 
 { 
 //inizializzo GS_IntData e incremento il timer 
 Stop=1; 
 while (Stop) 
  { 
  while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
   { 
   GS_FloatData = ( (float) GS_ADC_VALUE1 +  
      (float) GS_ADC_VALUE2 + 
      (float) GS_ADC_VALUE3 + 
      (float) GS_ADC_VALUE4)/4; 
   GS_IntData=(Uint16) GS_FloatData; 
 
   Timer++; 
   Stop=0; 
 
   AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
   AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
   } 
  } 
 Gear.SetActualGearRatio();//questa richiede alcuni cicli a 4ms quindi in Controllo sul Timer non è esatto!!! 
 switch(ActualGearRatio) 
  { 
  case 1: 
   { 
   MoveGA(PULL_GA, 49999); 
   SampleInBand=0; 
   while( 
     (GS_IntData >= (IGRTH_LOW) && GS_IntData < (IGRTH_HIGTH)) 
     && 
     (Timer<=N_GA_MAX_ACT_TIME) 
     ) 
 
    { 
    //campionamente veloce e senza filtro del sensore del cambio già filtrato in analogico 
    Stop=1; 
    while (Stop)//mi ferma qui fino all'acqui di un nuovo campione 
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     { 
      while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
      { 
      GS_FloatData = ( (float) GS_ADC_VALUE1 +  
       (float) GS_ADC_VALUE2 + 
       (float) GS_ADC_VALUE3 + 
       (float) GS_ADC_VALUE4)/4; 
      GS_IntData=(Uint16) GS_FloatData;  
 
      Timer++; 
      Stop=0; 
 
      AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
      AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
      } 
     } 
    } 
   RelaxGA(0); 
     
   } 
   break; 
  case 2: 
   { 
   MoveGA(PUSH_GA, 49999); 
   SampleInBand=0; 
   while( 
     (GS_IntData > (IIGRTH_LOW) && GS_IntData < (IIGRTH_HIGTH)) 
     && 
     (Timer<=N_GA_MAX_ACT_TIME) 
     ) 
    { 
    //campionamente veloce e senza filtro del sensore del cambio che è già filtrato in analogico 
    Stop=1; 
    while (Stop) 
     { 
     while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
      { 
      GS_FloatData = ( (float) GS_ADC_VALUE1 +  
       (float) GS_ADC_VALUE2 + 
       (float) GS_ADC_VALUE3 + 
       (float) GS_ADC_VALUE4)/4; 
      GS_IntData=(Uint16) GS_FloatData;  
 
      Timer++; 
      Stop=0; 
 
      AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
      AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
      } 
     } 
    } 
   RelaxGA(0); 
     
   } 
   break; 
  case NOT_VALID_RATIO: 
   { 
   MoveGA(PUSH_GA, 49999); 
   SampleInBand=0; 
   while( 
     (GS_IntData > VGRTH_HIGTH ) 
     && 
     (Timer<=N_GA_MAX_ACT_TIME) 
     ) 
    { 
    //campionamente veloce e senza filtro del sensore del cambio che è già filtrato in analogico 
    Stop=1; 
    while (Stop) 
     { 
     while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
      { 
      GS_FloatData = ( (float) GS_ADC_VALUE1 +  
       (float) GS_ADC_VALUE2 + 
       (float) GS_ADC_VALUE3 + 
       (float) GS_ADC_VALUE4)/4; 
      GS_IntData=(Uint16) GS_FloatData;  
 
      Timer++; 
      Stop=0; 
 
      AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
      AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
      } 
     } 
    } 
   RelaxGA(0); 
     
 
} 
   break; 
  case 0: 
   {   
   RelaxGA(0); 
   SampleInBand++;   
   } 
   break; 
  } 
 } 
SetActualGearRatio(); 
if (ActualGearRatio==0) 
 Clutch.LinearReleaseClutch(N_OK_CA_START_STRN,N_OK_CA_STOP_STRN,N_OK_CA_TIME); 
else 
          Clutch.QuietMoving(START_CA_START_STRN,START_CA_STOP_STRN,START_CA_TIME_PROVA/*START_CA_TIME*/); 
} 
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Alla fine del while principale, appena prima dell’uscita dalla routine, viene rilasciata la frizione. 
Se è stata inserita correttamente la folle la frizione viene rilasciata velocemente tramite la funzione 
LinearReleaseClutch() mentre se non è stata inserita la folle viene chiamata la procedura di 
partenza perché è stato superato il tempo massimo di utilizzo della frizione e il veicolo accinge a 
muoversi questo mette in modo gli ingranaggi del cambio e adesso la folle potrebbe entrare. Questa 
procedura di partenza deve essere interrotta dal pilota che può richiedere di nuovo l’inserimento 
della folle. 
5.6.6 MoveGA() 
L’attuatore del cambio deve muoversi avanti e indietro. Come precedentemente spiegato l’attuatore 
viene pilotato da un’onda quadra a duty-cycle variabile. La forza che esercita l’attuatore sulla leva 
del cambio è proporzionale alla corrente che circola nell’attuatore che a sua volta sarà proporzionale 
al duty-cycle. La funzione MoveGA() si occupa di spostare avanti e indietro l’attuatore del cambio. 
Tale funzione prende come argomento un argomento che rappresenta il duty-cycle dell’onda quadra 
che pilota l’attuatore, e un argomento che indica la direzione nella quale spostare l’attuatore. 
Chiamando tale routine è possibile applicare una forza sul leveraggio del cambio in un verso o 
nell’altro, quindi chiamando, con gli opportuni parametri, tale routine è possibile inserire tutte le 
marce tra cui la folle. 
Una volta impostato il DSP, come descritto nel paragrafo 5.1, variare il duty-cycle dell’onda quadra 
che pilota l’attuatore del cambio è semplicissimo. È sufficiente scrivere nel registro di 
comparazione EvaRegs.CMPR2 il valore dell’ampiezza desiderata. Si ricorda che il periodo 
dell’onda quadra è scandito da un contatore che conta ripetutamente da 0 a 0xC350=50000, ad ogni 
ciclo di clock il valore del conteggio viene comparato con un registro di comparazione. Quando i 
due valori sono uguali si ha una commutazione dell’onda quadra. La successiva commutazione 
opposta si ha all’inizio del periodo. 
Variare il verso con il quale si muove l’attuatore è altrettanto semplice. Come precedentemente 
spiegato (paragrafo 5.1) si fa uso del registro EvaRegs.ACTR che ha particolarità di variare i pin 
di uscita in modo sincrona con il periodo del segnale PWM che pilota l’attuatore. Variando come 
richiesto dallo stadio di potenza, il valore di tali uscite è possibile variare il verso con cui si muove 
l’attuatore. 
Il semplice codice che realizza ciò che stato appena descritto è sotto riportato. 
void CGear::MoveGA(Uint16 PoP, Uint16 ActuatorDuty) 
{ 
 Uint16 Temp=0; 
 
 switch (PoP) 
 { 
  case PUSH_GA: 
  { 
   //[GEAR] PWM1=INA=1 PWM2=INB=0 
   Temp=EvaRegs.ACTR.all; 
   Temp&=0xF3FF; 
   Temp|=0x0300; 
   EvaRegs.ACTR.all=Temp; 
  } 
  break; 
  case PULL_GA: 
  { 
   Temp=EvaRegs.ACTR.all; 
   Temp&=0xFCFF; 
   Temp|=0x0C00; 
   EvaRegs.ACTR.all=Temp; 
  } 
  break; 
  default: 
  break; 
 } 
 EvaRegs.CMPR2= ActuatorDuty; 
 NOP; 
} 
Di solito questa routine viene chiamata in modo da impostare il duty-cycle a uno. Questo 
corrisponde a muovere l’attuatore del cambio alla massima velocità. 
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5.6.7 RelaxGA() 
Tale funzione ha il compito di annullare la forza che l’attuatore esercita sul leveraggio del cambio. 
Esistono due metodi entrambi semplici (si veda la descrizione dello stadio di potenza): uno consiste 
nel pilotare lo stadio di potenza in modo da cortocircuitare lo stadio di potenza (si veda paragrafo 
4.3) mentre l’altro consiste nel mettere il duty-cycle pari a uno. È stato scelto il primo metodo. Il 
codice è sotto riportato e consiste nello scrivere un valore opportuno nel registro EvaRegs.ACTR. 
In tal modo si commutano, in maniera sincrona con il periodo del segnale PWM, le uscite che 
comunicano con lo stadio di potenza che gestisce l’attuatore del cambio. 
void CGear::RelaxGA(Uint16 ActuatorDuty) 
{ 
 Uint16 Temp=0; 
 
 //CortoCircuita l'attuatore. 
 Temp=EvaRegs.ACTR.all; 
 Temp|=0x0F00; 
 EvaRegs.ACTR.all=Temp; 
 
} 
 
5.7 CClutch 
In tale classe sono contenute tutte le funzioni di gestione della frizione. Premere la funzione non 
costituisce nessun problema e tale compito viene assolto dalla funzione  PushClutch()che ha lo 
scopo di premere a fondo la frizione e termina non appena la frizione è completamente premuta. 
Rilasciare la frizione, come descritto nel paragrafo 2.2, è un compito molto complicato perché 
durante il rilascio il motore trasmette coppia al cambio e il veicolo, se inserita una marcia diversa 
dalla folle, inizia a spostarsi. Per riuscire a muovere il veicolo in modo progressivo e non brusco è 
necessario modulare il rilascio della frizione variando la coppia trasmessa, questo sia durante una 
partenza che durante una manovra di scalata. Il capitolo 3 descrive come controllare l’attuatore 
durante queste manovre e i metodi per il rilascio della frizione, tra cui quelli in [1] (Launch-Control 
e scalata), sono stati simulati nel paragrafo 3.10, 3.11, 3.12. 
Per il rilascio della frizione esistono tre funzioni. La funzione LinearReleaseClutch() 
rilascia la frizione variando linearmente il duty-cycle, da un massimo a un minimo e nel tempo 
specificato negli argomenti, in questa funzione è implementato il controllo in tensione descritto nel 
paragrafo 3.7. La funzione LinearReleaseClutchCC() rilascia la frizione decrementando 
linearmente la corrente, da un massimo a un minimo nel tempo specificato negli argomenti, in 
questa funzione è implementato il controllo in corrente descritto nel paragrafo 3.8.  
Si consideri ad esempio la frizione completamente premunta. Chiamando 
LinearReleaseClutch(), o LinearReleaseClutchCC(), l’attuatore della frizione si 
muoverà, come mostrato nelle simulazioni del capitolo 3, dalla posizione di frizione disinnestata a 
frizione completamente innestata passando per il punto d’innesto. 
La funzione QuietMoving() fa partire il veicolo in modalità Quiet-Moving. Quello che fa 
questa funzione è descritto alla fine del paragrafo 3.12. In breve l’attuatore viene rilasciato fino a 
trovare il punto d’innesto, con il controllo in tensione descritto nel paragrafo 3.7, e lasciare la 
frizione bloccata mantenendo costante il duty-cycle. 
La funzione QuietMovingVelCtrl() è un altro modo di far partire il veicolo in modalità 
Quiet-Moving. Quello che fa questa funzione è descritto all’inizio del paragrafo 3.12. In breve 
l’attuatore viene rilasciato fino a trovare il punto d’innesto, con il controllo in velocità descritto nel 
paragrafo 3.9, e lasciare la frizione bloccata mantenendo costante la corrente con il controllo in 
corrente di paragrafo 3.8. 
I test e le simulazioni di paragrafo 3.12 hanno rivelato che questi sono due modi buoni di partire. 
La funzione SportStartReleaseClutch() rilascia la frizione secondo la funzione di 
trasferimento Launch-Control fornita dai meccanici. Si usa il controllo in corrente di paragrafo 3.8. 
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5.7.1 PushClutch() 
È la funzione che si occupa di premere completamente la frizione in modo da svincolare il motore 
dal cambio e conseguentemente innescare le marce. È necessario premere la frizione quando si 
eseguono manovre sul cambio in particolare durante la scalata (passaggio da una marcia alla marcia 
inferiore) e nell’innesto della folle. Le manovre sul cambio devono iniziare solamente quando la 
frizione è completamente disinnestata e quindi il motore è svincolato dal cambio. È quindi 
necessario un sincronismo tra le funzioni d’innesto della frizione e le routine che gestisco le 
manovre sul cambio. 
Un metodo semplice che permette tale sincronizzazione è scrivere la funzione di disinnesto della 
funzione in modo che essa ritorni solamente quando la frizione è completamente premuta. In tal 
modo in ogni punto del codice, ogni volta che è necessario eseguire una manovra di cambiata, basta 
eseguire in sequenza le operazioni seguenti: 
 
Clutch.PushClutch(); 
/* 
Operazioni sul cambio 
*/ 
Clutch.LinearReleaseClutch(); 
 
Per riuscire a capire quando la frizione è completamente premuta si esegue un controllo a soglia 
sulla corrente, si veda paragrafo 3.7, e Figura 3-15. Si ricorda che mentre gli attuatori, pilotati da 
una tensione costante, sono in movimento questi vengono attraversati da una certa corrente. Se gli 
attuatori vengono fermati il valore di tale corrente aumenta. Visto che la frizione è completamente 
premuta quando l’attuatore si ferma sul fondo corsa della leva della frizione con conseguente 
aumento della corrente che li attraversa, è possibile riconoscere l’evento “frizione completamente 
disinnesta” tramite l’evento “corrente superiore a una certa soglia”. Più in dettaglio, visto che la 
frizione costituisce per gli attuatori un carico simile a una molla, significa che gli attuatori 
rallentano (sono pilotati a forza costante) e conseguentemente la corrente cala all’avvicinarsi al 
fondo corsa. In tal modo, scegliendo una soglia opportuna, è possibile rilevare il disinnesto della 
frizione prima che il leveraggio di quest’ultima raggiunga il fondo corsa. Si veda paragrafo 3.7, e 
Figura 3-15. 
Si descrivono in seguito il codice della funzione. 
Come prima cosa si carica nel registro, EvaRegs.T1CMPR, relativo alla larghezza del segnale 
modulato PWM, un valore che corrisponde a duty-cycle uguale a uno. Questo garantisce che il 
disinnesto della frizione avvenga nel più breve tempo possibile. La simulazione di Figura 3-15 
mostra che sono necessario all’incirca 100 ms. 
Successivamente si entra nel ciclo while principale dal quale si esce solamente quando la frizione 
è completamente premuta (la corrente a superato una certa soglia) oppure al superamento di un time 
out (si riscontra un malfunzionamento). 
All’interno del ciclo while si esegue un filtraggio FIR con codice identico a quello del paragrafo 
5.4. In questo caso è il segnale relativo alla corrente che scorre nell’attuatore della frizione che deve 
essere viene filtrato. 
Al superamento della soglia la ruotine termina e la frizione è completamnte premuta. 
Si riporta il codice. 
void CClutch::PushClutch(Uint16 ActuatorDuty) 
{ 
 Uint16 Temp=0; 
 float PwmValue; 
 //VARIABLE FOR FILTERING 
 Uint16 i=0; 
 
 Clutch_Is_Pressed=1; 
 
 float CCS_DataIn[CCS_FLTR_ORDER+1], CCS_DataOut; //ClutchCurrentSensor Data Input & Data Out to FILTER 
 Uint16 CCS_FilteredValue; 
 //VARIABLE FOR TIMING 
 Uint32 Timer=0;  
 
 for (i=0; i<=CCS_FLTR_ORDER; i++) 
 CCS_DataIn[i]= 0;  
 CCS_FilteredValue=0; 
 
 151
 Timer=0; 
 //initializa index for filter 
 i=CCS_FLTR_ORDER; 
  
 // 
 //START 
 // 
 //[Clutch] PWM1=INA=1 PWM2=INB=0 
 Temp=EvaRegs.ACTR.all; 
 Temp&=0xFFF3; 
 Temp|=0x0003; 
 EvaRegs.ACTR.all=Temp; 
  
 EvaRegs.T1CMPR=49999;//Duty-cycle pari a uno 
 NOP; 
 
 while 
 (  
 (Timer<CLUTCH_TIME_OUT) 
 && 
 (CCS_FilteredValue <= ON_CLUTCH_ACT_THRESHOLD) 
 ) 
 {  
while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
   
 
  CCS_DataIn[i] = ( (float) CCS_ADC_VALUE1 +  
      (float) CCS_ADC_VALUE2 + 
      (float) CCS_ADC_VALUE3 + 
      (float) CCS_ADC_VALUE4)/4; //Media sui quattro valori restituiti ad ogni 
conversione 
  CCS_DataOut= CCS_A0 * CCS_DataIn[i]+ 
     CCS_A1 * CCS_DataIn[(i+1)%CCS_FLTR_ORDER]+ 
     CCS_A2 * CCS_DataIn[(i+2)%CCS_FLTR_ORDER] + 
     CCS_A3 * CCS_DataIn[(i+3)%CCS_FLTR_ORDER] + 
     CCS_A4 * CCS_DataIn[(i+4)%CCS_FLTR_ORDER]+ 
     CCS_A5 * CCS_DataIn[(i+5)%CCS_FLTR_ORDER] + 
     CCS_A6 * CCS_DataIn[(i+6)%CCS_FLTR_ORDER] + 
     CCS_A7 * CCS_DataIn[(i+7)%CCS_FLTR_ORDER]; 
 
  CCS_FilteredValue= (Uint16) (CCS_DataOut); 
  Timer++; 
 
  if (i==0) i=CCS_FLTR_ORDER; else i--; 
   
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
  } 
 } 
} 
 
Da notare che la funzione pone a uno anche la variabile globale Clutch_Is_Pressed=1. In 
questo modo è possibile conoscere lo stato della frizione in qualsiasi parte del programma, inoltre 
visto che all’uscita della routine la frizione è ancora premuta il settaggio di tale variabile permette di 
eseguire un controllo sul tempo complessivo di attività della frizione. 
5.7.2 ReleaseClutch() 
È la funzione che rilascia completamente la frizione mandando in posizione di riposo l’attuatore 
della frizione. Viene chiamata solamente alla fine delle funzione di gestione del rilascio della 
frizione quando praticamente la frizione è completamente innestata. La funzione pone a zero anche 
la variabile Clutch_Is_Pressed, in modo da comunicare al resto del programma che la 
frizione non è più utilizzata, ed è completamente disinnestata. 
La frizione viene rilasciata applicando una forza, nella stessa direzione di una forza che premerebbe 
la frizione, ma di entità molto minore. La forza viene scelta in modo che la leva della frizione 
eserciti sull’attuatore una forza superiore a quella che l’attuatore esercita sulla leva della frizione. In 
tal modo l’attuatore della frizione torna in sede progressivamente. 
L’argomento della frizione prende il duty-cycle che avrà il segnale PWM con cui verrà pilotato 
l’attuatore della frizione, quindi in realtà l’attuatore non viene rilasciato a forza (corrente) costante. 
Questo non comporta nessun tipo di problema visto che è sufficiente che l’attuatore torni in sede. 
Si riporta il breve codice. Il registro che imposta il valore del duty-cycle del PWM è 
EvaRegs.T1CMPR, mentre il registro EvaRegs.ACTR.all imposta la direzione in cui 
muovere l’attuatore della frizione. 
void CClutch::ReleaseClutch(Uint16 ActuatorDuty) 
{ 
 Uint16 Temp=0; 
 
 Clutch_Is_Pressed=0; 
 
 EvaRegs.T1CMPR=0; 
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 //[Clutch] PWM1=INA=0 PWM2=INB=1; 
 Temp=EvaRegs.ACTR.all; 
 Temp&=0xFFFC; 
 Temp|=0x000C; 
 EvaRegs.ACTR.all=Temp; 
  
 EvaRegs.T1CMPR=ActuatorDuty; 
} 
5.7.3 LinearReleaseClutch() 
Tale funzione è utilizzata principalmente durante la manovra di scalata come descritto nel paragrafo 
3.10 pilotando l’attuatore della frizione direttamente in tensione (paragrafo 3.7). 
La funzione varia il duty-cycle del segnale PWM che pilota lo stadio di potenza dell’attuatore della 
frizione da un massimo a un minimo in un tempo specificato. Quest’ultimi parametri vengono 
passati come argomento alla funzione. Si esegue quindi un controllo in tensione dell’attuatore. Il 
duty-cycle del segnale, e quindi la tensione ai capi dell’attuatore, subisce un andamento del tutto 
analogo a quello mostrato in Figura 5-18. 
 
 
Figura 5-18: come la funzione LinearReleaseClutch() modula il duty-cycle del segnale PWM dello stadio di 
potenza che pilota l’attuatore della frizione. Il tempo è rappresentato in multipli di 4 ms, ovvero, in numero di 
cicli a 250Hz,. 
 
Gli argomenti che devono essere passati alla funzione sono il duty-cycle iniziale 
ActuatorStartDuty, quello finale ActuatorStopDuty e il tempo ReleaseTime, 
misurato in numero di cicli a 250Hz, in cui passare dal valore iniziale a quello finale. Il valore del 
PWM viene decrementato ogni 40ms (250Hz) di un valori pari ActuatorIncreaseStep 
calcolato come segue: 
 
 ActuatorIncreaseStep = ( ((float)ActuatorStartDuty) 
      - 
     ((float)ActuatorStopDuty)  ) 
     / 
     ((float)ReleaseTime); 
 
Per eseguire la temporizzazione si usa il codice descritto nel paragrafo 5.4. La condizione di uscita 
dal ciclo principale della funzione, che coincide con il ciclo temporizzato e con l’uscita dall’intera 
funzione LinerReleaseClutch(), è più articolata rispetto ai casi descritti fin ora. Il rilascio 
della frizione è un’operazione che può durare anche tempi nell’ordine del secondo. Si pensi ad 
esempio alla procedura di partenza o ad una manovra di staccata dove la frizione viene controllata 
per un certo tempo, in questo tempo il pilota potrebbe voler chiamare un'altra marcia e quindi 
l’operazione di rilascio o controllo della frizione deve poter essere interrotta dalla pressione di un 
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tasto di cambiata, sia in salita che in discesa. Per far questo viene letto il valore dei tasti premuti 
tramite la funzione GetKeyRegister() della classe CDriverConsole. Se uno dei tasti premuti è 
quello di cambiata in salita, discesa , allora il rilascio della frizione è sospeso e si torna nel main 
principale e viene chiamata la funzione opportuna. 
Una volta all’interno del ciclo while temporizzato (si esegue ogni 40 ms) non si fa altro che 
decrementare il valore del duty-cycle di ActuatorIncreaseStep e caricare il registro 
EvaRegs.T1CMPR.  
Il codice appena descritto è sotto riportato. 
 
void CClutch::LinearReleaseClutch(Uint16 ActuatorStartDuty, Uint16 ActuatorStopDuty, Uint16 ReleaseTime) 
{ 
 Uint16  
  Timer=0, 
  Temp=0, 
  KeyRegVal=0; 
 
 float 
  ActuatorActualDuty=ActuatorStartDuty, 
  ActuatorIncreaseStep; 
 
 ActuatorIncreaseStep = ( 
       ((float)ActuatorStartDuty) 
       - 
       ((float)ActuatorStopDuty) 
       ) 
       / 
       ((float)ReleaseTime); 
  
 //[Clutch] PWM1=INA=1 PWM2=INB=0 
 Temp=EvaRegs.ACTR.all; 
 Temp&=0xFFF3; 
 Temp|=0x0003; 
 EvaRegs.ACTR.all=Temp; 
 
KeyRegVal=DriverConsole.GetKeyRegister(); 
while 
 (  
 (Timer<=ReleaseTime) 
 && 
 (!(KeyRegVal==GEARUP_MASK )) //la maschera del registro viene riazzerata nel main 
 && 
 (!(KeyRegVal==GEARDWN_MASK )) 
 && 
 (!(KeyRegVal==NEUTRAL_MASK )) 
 //Mettere sicuramente controllo su Enable. 
 ) 
 { 
 KeyRegVal=DriverConsole. GetKeyRegister();  
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
  EvaRegs.T1CMPR = (Uint16) ActuatorActualDuty; 
  NOP; 
  Timer++; 
  ActuatorActualDuty-=ActuatorIncreaseStep; 
  NOP; 
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
   
  } 
  NOP; 
 } 
 //Verifico le condizioni di uscita 
 if (  
  Timer>ReleaseTime//la condizione sul tempo potrebbe essere tolta  
  &&  
  (!(KeyRegVal==GEARUP_MASK ))  
  && 
  (!(KeyRegVal==GEARDWN_MASK  )) 
  && 
  (!(KeyRegVal==NEUTRAL_MASK )) 
  ) 
  ReleaseClutch(OFF_CLUTCH_ACT_DUTY); //rilascio frizione terminato senza casi particolari 
 else NOP; // è stato pigiato un tasto la frizione viene rilasciata o ripremuta successivamente nella funzione che verra 
//chiamanta. 
  
} 
 
Si nota che chiamando questa funzione con valori uguale di ActuatorStartDuty e 
ActuatorStopDuty si ha che l’attuatore della frizione viene mantenuto a duty-cycle costante 
con un tempo pari a ReleaseTime volte 40 ms. 
 154
5.7.4 LinearReleaseClutchCC() 
È analoga alla funzione LinearReleaseClutch() con l’unica differenza che invece di 
decrementare linearmente il duty-cycle si cerca di diminuire linearmente la corrente nell’attuatore 
implementando il controllo di corrente descritto nel paragrafo 3.8. 
In questo caso il duty-cycle deve essere calcolato secondo la formula: 
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La funzione prende come argomento il valore iniziale della corrente, il valore finale e il tempo in 
cui passare dal valore finale al valore iniziale. Quindi il valore di corrente desiderato 0I  è calcolato 
dagli argomenti passati alla funzione. Il valore di nI  è calcolato dalla misura effettuata dall’ADC 
del DSP tramite la funzione GetActuatotCurrent(), si veda 5.5. Il valore di n  è 
memorizzato del registro che imposta il duty-cycle. 1n   è calcolato dalla formula sopra riportata. 
Prima di porre il valore del nuovo delta-cycle vengono effettuati controlli su 1n  : si limita il suo 
modulo a uno e si esegue un controllo sul suo segno, a seconda del segno lo stadio di potenza viene 
pilotato opportunamente con gli ingressi INA_Clutch e INB_Clutch.  
Si riporta la parte di codice che implementa quello appena descritto. La parte di codice omessa è 
simile a LinearReleaseClutch(). 
 
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
  Imis_float_bin=( (float) CCS_ADC_VALUE1 +  
      (float) CCS_ADC_VALUE2 + 
      (float) CCS_ADC_VALUE3 + 
      (float) CCS_ADC_VALUE4)/4; 
  //inserire qui un eventuale filtro (come sopra) 
   
  //ottengo valore reale corrente 
  Imis_bin= (Uint16) Imis_float_bin; 
  Imis=Clutch.GetActuatorCurrent(Imis_bin); 
 
  //memorizzo duty-cycle precedente 
  dutyold=(float) ( (float) EvaRegs.T1CMPR / 49999.0); 
  //calcolo nuovo duty-cyle 
  dutynew=(0.09643*(ActuatorActualCurrent-Imis))+dutyold; 
  //duty clipping 
  if ( dutynew > 1 ) 
   dutynew=1; 
  if ( dutynew < -1) 
   dutynew=-1;   
  if (dutynew>=0) 
   { 
   //[Clutch] PWM1=INA=1 PWM2=INB=0 
   Temp=EvaRegs.ACTR.all; 
   Temp&=0xFFF3; 
   Temp|=0x0003; 
   EvaRegs.ACTR.all=Temp; 
   } 
  else 
   { 
 
   dutynew=-dutynew; 
   //[Clutch] PWM1=INA=0 PWM2=INB=1; 
   Temp=EvaRegs.ACTR.all; 
   Temp&=0xFFFC; 
   Temp|=0x000C; 
   EvaRegs.ACTR.all=Temp; 
   } 
  //imposto il duty-cycle 
  dutynew=dutynew*49999; 
  EvaRegs.T1CMPR = (Uint16) dutynew; 
 
  Timer++; 
  ActuatorActualCurrent-=ActuatorIncreaseStep; 
  NOP; 
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario  
  } 
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Si nota che chiamando tale funzione durante la scalata è possibile rilasciare l’attuatore della frizione 
secondo le curve fornite in [1] come descritto in 3.10. La variazione di pendenza rappresentata nelle 
curve in Figura 3-26 ad esempio come segue: 
 
 Clutch.LinearReleaseClutchCC(SHD_CA_START_CURR,SHD_CA_START_CURR,25); 
 Clutch.LinearReleaseClutchCC(SHD_CA_START_CURR,SHD_CA_MID_CURR_IItoI,SHD_CA_STARTIME_IItoI); 
 Clutch.LinearReleaseClutchCC(SHD_CA_MID_CURR_IItoI,SHD_CA_STOP_CURR,SHD_CA_STOPTIME); 
 ReleaseClutch(OFF_CLUTCH_ACT_DUTY); 
 
La prima chiamata mantiene la corrente a un valore costante per 100ms le seconde realizzano i due 
tratti a pendenza diversa mostrati in Figura 3-26. L’ultima funzione richiama definitivamente 
l’attuatore e la frizione e completamente innescata. 
5.7.5 QuietMoving() 
È la funzione che viene chiamata quando il veicolo deve muoversi normalmente. In tale funzione 
l’attuatore è controllato, ad anello aperto, in tensione (paragrafo 3.7). Il modo per far muovere il 
veicolo con tale controllo è descritto alla fine del paragrafo 3.12. Si fa decrescere linearmente la 
tensione ai dell’attuatore fino a quando non si osserva il movimento delle ruote, istante al quale si 
blocca il valore della tensione. Come descritto nel paragrafo 3.12 è importante che il valore della 
tensione venga decrementato molto lentamente in modo che la velocità dell’attuatore sia molto 
bassa, cosi che bloccando il valore della tensione, appena si muovono le ruote, l’attuatore si arresta 
e la frizione rimane nel punto di innesto. La Figura 3-35 mostra il risultato della simulazione in cui 
l’attuatore viene controllato come descritto. Quando la frizione è bloccata nel punto d’innesto il 
veicolo inizia a muoversi come mostrano i risultati della simulazione di Figura 3-37 (in cui si usa il 
modello della frizione descritto in [8]). Dopo tre secondi che la frizione è bloccata nel punto 
d’innesto si torna a decrementare il valore del duty-cycle, con lo scopo di riportare l’attuatore in 
sede. 
La procedura di partenza può essere interrotta dal pilota, in qualsiasi momento, innestando la folle e 
fermandosi o inserendo la seconda marcia (il veicolo ha già raggiunto una velocità sufficiente) e 
procedere con la marcia. Si nota che un modo intelligente per poter terminare la procedura di 
partenza consiste nell’osservare quando il numero di giri delle ruote è pari al numero di giri del 
motore, rapporto primario a parte. 
Il modo di procedere è il seguente. La frizione è inizialmente premuta (disinnestata) e alla chiamata 
della funzione QuietMoving() si inizia a rilasciare la frizione calando il duty-cycle del segnale 
PWM. Il codice con cui viene decrementato il duty-cycle è identico a quello della funzione 
LinearReleaseClutch(). La funzione QuietMoving() viene chiamata appena innestata la 
prima. L’innesto della prima causa un piccolo movimento delle ruote, quindi prima di iniziare a 
cercare il punto di innesto della frizione è necessario aspettare che il veicolo sia completamente 
fermo. Viene quindi chiamata la funzione wait(150) che aspetta 150 cicli a 250Hz, che 
corrispondo a 0,6 secondi, tempo entro il quale il movimento del veicolo a causa dell’innesto della 
prima è terminato (il pilota deve mantenere il pedale del freno premuto). Da notare che tale 
problema può essere eliminato modificando il firmware in modo da avviare la procedura di partenza 
quando il pilota rilascia il tasto di innesto della prima e istruendo il pilota a rilascia tale tasto solo a 
veicolo completaente fermo. Successivamente si inizia a decrementare il duty-cycle all’interno del 
codice composto dai due while descritti nel paragrafo 5.4. La condizione di uscita comprende 
stavolta la condizione !(ToothPer<=200000) che significa “fino a che le ruote non si 
muovono”. Il valore ToothPer contiene il valore del periodo di dente della ruota fonica 
posteriore, ritornato dalla funzione Vehicle.Get_RDX_TT(). Se il periodo del dente di ruota è 
grande queste ultime si muovono molto lentamente, mentre se il periodo di ruota è piccolo le ruote 
si muovono velocemente. Il valore pari 200000, scelto come riferimento, indica ruote quasi ferme. 
Quindi appena il valore di ToothPer scende sotto 200000 significa che il veicolo inizia a 
muoversi, il punto d’innesto è stato individuato. A questo punto viene arrestato il decremento del 
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duty-cycle per 3 secondi chiamando la funzione wait(750). Al ritorno da tale funzione, il 
veicolo è già partito e si riprende a decrementare il duty-cycle fino ad arrivare al valore finale. La 
funzione QuietMoving() termina riportando l’attuatore in sede. 
Si ricorda che durante tutta la durata QuietMoving() inclusi i tre secondi wait(750) il pilota 
può rimettere in folle l’auto e inserire la seconda. In particolare è permesso di inserire la folle in 
modo che la procedura di partenza possa venir arrestata fermando il veicolo, operazione 
obbligatoria in termini di sicurezza. 
Il codice della funzione appena descritta è riportato di seguito. 
void CClutch::QuietMoving(Uint16 ActuatorStartDuty, Uint16 ActuatorStopDuty, Uint16 ReleaseTime) 
{ 
 Uint16  
  Timer=0, 
  Temp=0, 
  KeyRegVal=0, 
  LockFlag=0; 
 
 Uint32 
  ToothPer=0; 
 
 float 
  DutyValue=0, 
  ActuatorActualDuty=ActuatorStartDuty, 
  ActuatorIncreaseStep; 
 
 ActuatorIncreaseStep = ( 
       ((float)ActuatorStartDuty) 
       - 
       ((float)ActuatorStopDuty) 
       ) 
       / 
       ((float)ReleaseTime); 
  
 //[Clutch] PWM1=INA=1 PWM2=INB=0 
 Temp=EvaRegs.ACTR.all; 
 Temp&=0xFFF3; 
 Temp|=0x0003; 
 EvaRegs.ACTR.all=Temp; 
 
 NOP; 
ToothPer=Vehicle.Get_RDX_TT(); 
KeyRegVal=DriverConsole.GetKeyRegister(); 
 
Clutch.Wait(150); 
 
while 
 (  
 (Timer<=ReleaseTime) 
 && 
 (!(KeyRegVal==GEARUP_MASK )) //la maschera del registro viene riazzerata nel main 
 && 
 (!(KeyRegVal==GEARDWN_MASK )) 
 && 
 (!(KeyRegVal==NEUTRAL_MASK )) 
 #ifdef WHEEL_CTRL 
 && 
 (!(ToothPer<=200000)) 
 #endif 
 //Mettere sicuramente controllo su Enable. 
 ) 
 { 
 KeyRegVal=DriverConsole.GetKeyRegister();  
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
 
 
 NOP; 
  DutyValue=ActuatorActualDuty; 
  
  EvaRegs.T1CMPR = (Uint16) DutyValue; 
  NOP; 
  Timer++; 
  ActuatorActualDuty-=ActuatorIncreaseStep; 
  NOP; 
 
  #ifdef LOCKCLUTCH 
  if ( (ToothPer<=200000) && (LockFlag==0)  ) 
   { 
   LockFlag=1; 
   Clutch.Wait(750); 
   } 
  #endif 
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
   
  } 
  ToothPer=Vehicle.Get_RDX_TT(); 
  NOP; 
 } 
 //Verifico le condizioni di uscita 
 if (  
  Timer>ReleaseTime//la condizione sul tempo potrebbe essere tolta in quanto è vera solo quando è venuto ripigiato 
il tasto 
  &&  
  (!(KeyRegVal==GEARUP_MASK )) //la maschera del registro viene riazzerata nel main 
  && 
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  (!(KeyRegVal==GEARDWN_MASK  )) 
  && 
  (!(KeyRegVal==NEUTRAL_MASK )) 
  ) 
  ReleaseClutch(OFF_CLUTCH_ACT_DUTY); //rilascio frizione terminato senza casi particolari 
 else 
  { 
  #ifdef WHEEL_CTRL 
  if (ToothPer<=200000) 
   Clutch.ClutchCtrlWheelFeedBack(); 
  #endif 
  } 
 
} 
Il difetto di questa funzione è che prima di trovare il punto d’innesto trascorre un tempo non breve, 
nei test tale tempo si aggira intorno al secondo. È il tempo che passa tra la richiesta di partenza del 
veicolo da parte del pilota e il momento nel quale effettivamente si osserva il veicolo muoversi. 
Tale tempo dovrebbe essere il più breve possibile. 
5.7.6 QuietMovingVelCtrl() 
Tale funzione è l’evoluzione della funzione QuietMoving(). Qui si fa uso, in sequenza del 
controllo in velocità e in corrente: tramite il controllo in velocità si riesce ad abbassare il tempo di 
ricerca del punto d’innesto, e tramite il controllo in corrente si riesce a mantenere fermo l’attuatore 
nel punto di innesto, o se necessario modulare in qualche modo la forza dell’attuatore tramite il 
controllo in corrente, come accade nella funzione Launch-control. Le simulazioni relative a tale 
metodo sono state descritte nel paragrafo 3.12. Si riassume di seguito il comportamento del 
controllo simulato. Inizialmente si rilascia l’attuatore a velocità costante, impostando il duty-cycle 
calcolato con il controllo in velocità di paragrafo 3.9, si usa come riferimento una velocità di circa 
0.1 ms. Non appena si rileva il movimento delle ruote s’impone la velocità di riferimento del 
controllo pari a zero. L’attuatore si ferma in breve tempo. Purtroppo mantenendo il controllo in 
velocità pari a zero si osserva una deriva della posizione (la posizione è integrale della velocità), per 
mantenere l’attuatore fermo nel punto d’innesto si deve passare al controllo in corrente, il quale 
svolge il compito di mantenere la corrente nell’attuatore al valore di corrente che si ha quando 
l’attuatore è fermo. Per calcolare tale valore si esegue una media sugli ultimi 8 valori (32ms) che la 
corrente assume dal momento in cui si è deciso di bloccare l’attuatore al momento in cui si passa al 
controllo in corrente. 
Successivamente si passa al controllo in correte che mantiene per 3 secondi la corrente costante 
nell’attuatore. 
Si descrive di seguito il codice. Sono presenti i due soliti while() che eseguono polling sui bit di 
fine conversione in modo da temporizzare il codice come descritto nel capitolo 5.4. Appena 
all’interno si controlla la velocità delle ruote, se viene rilevato un movimento si setta la variabile 
WheelIsMoving. Successivamente c’è la condizione if che discrimina tra i due controlli: il 
controllo in velocità rimane attivo dall’inizio fino a 32 ms secondi dopo (8 cicli a 4ms) che è stato 
rilevato il movimento delle ruote, dopo di che si passa al controllo in corrente. Si osserva che il 
valore medio della corrente viene calcolato, di continuo nel controllo in velocità, con un filtro FIR 
che usa coefficienti di valore pari all’inverso del numero di coefficienti usati. Questo significa fare 
la media degli ultimi otto valori in ingresso al filtro. Il valore significativo, quello che viene 
mantenuto successivamente dal controllo in corrente, è quello calcolato nelle ultime 8 volte che il 
codice viene eseguito, immediatamente successive all’inizio del movimento delle ruote, ovvero 
mentre l’attuatore si sta fermando. In 32ms l’attuatore che si spostava a 0.1 ms si riesce a fermare e 
si passa al controllo in corrente che mantiene continua a mantenere fermo l’attuatore. 
I duty-cycle nel controllo in velocità e in corrente vengono calcolati rispettivamente con le seguenti 
formule: 
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Su tali valori devono essere eseguiti i soliti controlli eseguiti nella funzione 
LinearReleaseClutch(). Il codice descritto è riportato di seguito. 
void CClutch::QuietMovingVelCtrl(Uint16 ActuatorReleaseVel, Uint16 StartTime) 
{ 
 
Uint16  
 Imis_bin=0, 
 Timer=0, 
 TrigTime, 
 i=0, 
 Temp=0, 
 KeyRegVal=0, 
 WheelIsMoving=0; 
 
 Uint32 
 ToothPer=0; 
 
float 
 duty=0, 
 ActVel=ActuatorReleaseVel, 
 Imis_float_bin, 
 Imis, 
 Iaverange8_float_bin=0,Iaverange8=0, 
 dutynew=0,dutyold=0, 
 //per filtro 
 CCS_DataIn[CCS_FLTR_ORDER+1], CCS_DataOut; 
  
for (i=0; i<=CCS_FLTR_ORDER; i++) 
 CCS_DataIn[i]= 0; 
i=CCS_FLTR_ORDER;  
 
//[Clutch] PWM1=INA=1 PWM2=INB=0 
Temp=EvaRegs.ACTR.all; 
Temp&=0xFFF3; 
Temp|=0x0003; 
EvaRegs.ACTR.all=Temp; 
 
ToothPer=Vehicle.Get_RDX_TT(); 
KeyRegVal=DriverConsole.GetKeyRegister(); 
 
Clutch.Wait(150);//si aspetta che sia terminato il movimento delle ruote a causa dell'inserimento della prima 
 
while 
 (  
 (Timer<=StartTime) 
 && 
 (!(KeyRegVal==GEARUP_MASK )) //la maschera del registro viene riazzerata nel main 
 && 
 (!(KeyRegVal==GEARDWN_MASK )) 
 && 
 (!(KeyRegVal==NEUTRAL_MASK )) 
 ) 
 { 
 KeyRegVal=DriverConsole.GetKeyRegister(); 
   
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
  //verifico se ruote in movimento 
  ToothPer=Vehicle.Get_RDX_TT(); 
  if ( (ToothPer<=200000) && (WheelIsMoving==0) ) 
   { 
   //ho rilevato il movimento delle ruote 
   WheelIsMoving=1; 
   ActVel=0.05*ActVel; //Fermo l'attuatore impostanto un velocità circa nulla. 
   TrigTime=Timer;//memorizzio l'istante in cui ho rilevato il movimento delle ruote. 
   } 
   
  if ( (WheelIsMoving==0) || (Timer<TrigTime+8) )//minore stretto altrimenti esegue 9 volte. 
  { 
  //controllo velocità costante 
   Imis_float_bin=( (float) CCS_ADC_VALUE1 +  
     (float) CCS_ADC_VALUE2 + 
     (float) CCS_ADC_VALUE3 + 
     (float) CCS_ADC_VALUE4)/4;//Media sui quattro valori restituiti ad ogni conversione 
   //Filtro per il controllo in corrente 
   CCS_DataIn[i] = Imis_float_bin; 
   //fir calcola la media sugli ultimi otto campioni  
   CCS_DataOut= 0.125 * CCS_DataIn[i]+ 
     0.125 * CCS_DataIn[(i+1)%CCS_FLTR_ORDER]+ 
     0.125 * CCS_DataIn[(i+2)%CCS_FLTR_ORDER] + 
     0.125 * CCS_DataIn[(i+3)%CCS_FLTR_ORDER] + 
     0.125 * CCS_DataIn[(i+4)%CCS_FLTR_ORDER]+ 
     0.125 * CCS_DataIn[(i+5)%CCS_FLTR_ORDER] + 
     0.125 * CCS_DataIn[(i+6)%CCS_FLTR_ORDER] + 
     0.125 * CCS_DataIn[(i+7)%CCS_FLTR_ORDER]; 
 
   Iaverange8_float_bin= CCS_DataOut; 
   if (i==0) i=CCS_FLTR_ORDER; else i--; 
   //fine filtro 
   
   //ottengo valore reale corrente 
   Imis_bin= (Uint16) Imis_float_bin; 
   Imis=Clutch.GetActuatorCurrent(Imis_bin); 
 
   //calcolo nuovo duty-cyle 
   duty=(0.09643*Imis)+(1.329*ActVel); 
    //duty clipping 
   if ( duty > 1 ) 
    duty=1; 
   if ( duty < -1) 
    duty=-1;   
   if (duty>=0) 
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    { 
    //[Clutch] PWM1=INA=1 PWM2=INB=0 
    Temp=EvaRegs.ACTR.all; 
    Temp&=0xFFF3; 
    Temp|=0x0003; 
    EvaRegs.ACTR.all=Temp; 
    } 
   else 
    { 
  
    duty=-duty; 
    //[Clutch] PWM1=INA=0 PWM2=INB=1; 
    Temp=EvaRegs.ACTR.all; 
    Temp&=0xFFFC; 
    Temp|=0x000C; 
    EvaRegs.ACTR.all=Temp; 
    } 
   //imposto il duty-cycle 
   duty=duty*49999; 
   EvaRegs.T1CMPR = (Uint16) duty; 
 
  } 
  else//significa ruote in movimento e Timer>=TrigTime+8 
  { 
  //controllo in corrente 
  //NOTA: si potrebbe chiamare LinearReleaseCC con argomenti uguali. 
  //si mantiene la seguente corrente (è costante e non viene più calcolata. 
  Iaverange8=Clutch.GetActuatorCurrent(Iaverange8_float_bin); 
  Imis_float_bin=( (float) CCS_ADC_VALUE1 +  
      (float) CCS_ADC_VALUE2 + 
      (float) CCS_ADC_VALUE3 + 
      (float) CCS_ADC_VALUE4)/4; 
  //inserire qui un eventuale filtro (come sopra) 
 
  //ottengo valore reale corrente 
  Imis_bin= (Uint16) Imis_float_bin; 
  Imis=Clutch.GetActuatorCurrent(Imis_bin); 
   
  //memorizzo duty-cycle precedente 
  dutyold=(float) ( (float) EvaRegs.T1CMPR / 49999.0); 
  //calcolo nuovo duty-cyle 
  dutynew=(0.09643*(Iaverange8-Imis))+dutyold; 
    //duty clipping 
  if ( dutynew > 1 ) 
   dutynew=1; 
  if ( dutynew < -1) 
   dutynew=-1;   
  if (dutynew>=0) 
   { 
   //[Clutch] PWM1=INA=1 PWM2=INB=0 
   Temp=EvaRegs.ACTR.all; 
   Temp&=0xFFF3; 
   Temp|=0x0003; 
   EvaRegs.ACTR.all=Temp; 
   } 
  else 
   { 
 
   dutynew=-dutynew; 
   //[Clutch] PWM1=INA=0 PWM2=INB=1; 
   Temp=EvaRegs.ACTR.all; 
   Temp&=0xFFFC; 
   Temp|=0x000C; 
   EvaRegs.ACTR.all=Temp; 
   } 
  //imposto il duty-cycle 
  dutynew=dutynew*49999; 
  EvaRegs.T1CMPR = (Uint16) dutynew; 
 
  } 
  
  Timer++; 
    
    
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
   
  } 
   
 } 
 //Verifico le condizioni di uscita 
 if (  
  Timer>StartTime//la condizione sul tempo potrebbe essere tolta in quanto è vera solo quando è venuto ripigiato il 
tasto 
  &&  
  (!(KeyRegVal==GEARUP_MASK )) //la maschera del registro viene riazzerata nel main 
  && 
  (!(KeyRegVal==GEARDWN_MASK  )) 
  && 
  (!(KeyRegVal==NEUTRAL_MASK )) 
  ) 
  ReleaseClutch(OFF_CLUTCH_ACT_DUTY); //rilascio frizione terminato senza casi particolari 
 else 
  { 
  NOP; //se rilasci da una botta tremenda 
  } 
  
} 
5.7.7 SportReleaseClutch() 
In questa funzione è implementato il controllo Launch-Control descritto in 2.4 e sintetizzato in 3.4. 
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È sufficiente implementare il filtro IIR descritto che a partire dai valori sull’errore dello scorrimento 
genera i valori di corrente. Lo scorrimento è calcolato facendo uso delle funzioni 
Vehicle.Get_FSX_TT() e Vehicle.Get_RDX_TT(), che restituiscono rispettivamente il 
valore del periodo di dente della ruota anteriore sinistra e posteriore destra rispettivamente, tramite 
la formula (si veda paragrafo 2.5): 
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Dove fT  e rT  sono i valori ritornati dalle funzioni Vehicle.Get_FSX_TT() e 
Vehicle.Get_RDX_TT(), ovvero i periodi di dente della ruota fonica anteriore sinistra e 
posteriore destra rispettivamente. Il valore dello scorrimento deve essere sottratto allo scorrimento 
di riferimento che è pari a 0.2, l’errore cosi calcolato viene dato in pasto alla funzione di 
Launch-Control che genera i valori di corrente seguendo la funzione: 
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Che può essere riscritta come: 
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Passando nel tempo 
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I valori di corrente cosi calcolati devono essere sommati al valore di 0a =6.72 A(si veda paragrafo 
2.4). Tale valore corrisponde, secondo quanto descritto in [1], alla corrente che circola nell’attuatore 
quando la frizione si trova nel punto di innesto. Un buon metodo di procedere sarebbe quindi 
cercare il punto d’innesto, rilevare la corrente (il valore di 0a ) e lanciare la funzione Launch-
Control, analogamente a come si passa al controllo in corrente nella funzione 
QuietMovingVelCtrl(). 
 Nel codice, l’array x[] contiene i valori di eS  mentre y[] contiene i valori di corrente. Tali valori 
vengono impostati nell’attuatore tramite il controllo in corrente descritto nel paragrafo 3.8. Il 
duty-cycle deve essere calcolato secondo la formula: 
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Come richiesto in [1] se lo scorrimento supera il valore di 0.2 è necessario disinnescare 
completamente la frizione, ovvero imporre il duty-cycle ad 1; questo viene eseguito con un ciclo if 
al momento di impostare il duty-cycle senza mai disattivare il filtro impostando l’esecuzione del 
codice sotto condizione; questo è importante perché l’uscita del filtro deve sempre seguire lo 
scorrimento. 
Il codice descritto è sotto riportato. 
void CClutch::SportStartReleaseClutch(void) 
{ 
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 Uint16  
  Timer=0, 
  Temp=0, 
  KeyRegVal=0, 
  i, 
  j, 
  Imis_bin; 
 float 
  dutynew,dutyold,Imis_float_bin,Imis, 
  Scorrimento,Tfront,Trear, 
  y[DEN_ORD+1], 
  x[NUM_ORD+1]; 
 //va abilitato anche prima 
 GND_LAUNCH_ECU_PIN; 
 //[Clutch] PWM1=INA=1 PWM2=INB=0 
 Temp=EvaRegs.ACTR.all; 
 Temp&=0xFFF3; 
 Temp|=0x0003; 
 EvaRegs.ACTR.all=Temp; 
 
 for (i=0; i<=NUM_ORD; i++) 
  x[i]=0; 
 for (j=0; j<=DEN_ORD; j++) 
  y[j]=0; 
 
 i=NUM_ORD; 
 j=DEN_ORD; 
KeyRegVal=DriverConsole.GetKeyRegister(); 
while ( 
 
 (Timer<=MAX_LAUNCH_RELEASE_CA_TIME) 
 && 
 (!(KeyRegVal==GEARUP_MASK)) //la maschera del registro viene riazzerata nel main 
 && 
 (!(KeyRegVal==GEARDWN_MASK)) 
 && 
 (!(KeyRegVal==NEUTRAL_MASK )) 
 ) 
 { 
 KeyRegVal=DriverConsole.GetKeyRegister();  
 while (AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1==1) 
  { 
  //LAUNCH-CONTROL 
  Tfront=(float) Vehicle.Get_FSX_TT(); 
  Trear= (float) Vehicle.Get_RDX_TT(); 
  Scorrimento=(Tfront-Trear)/Trear; 
  //errore scorrimento 
  x[i]=0.2-Scorrimento; 
  //calcolo corrente desiderata tramite la funzione di Launch-Control 
  y[(j+1)%(DEN_ORD+1)]= 
     CX0 * x[i] 
     CX1 * x[(i+1)%(NUM_ORD+1)] 
     CX2 * x[(i+2)%(NUM_ORD+1)]  
     CY2 * y[(j+2)%(DEN_ORD+1)]; 
 
  //CONTROLLO IN CORRENTE 
  //misuro la corrente che scorre nell'attuatore 
  Imis_float_bin=( (float) CCS_ADC_VALUE1 +  
      (float) CCS_ADC_VALUE2 + 
      (float) CCS_ADC_VALUE3 + 
      (float) CCS_ADC_VALUE4)/4; 
  //inserire qui un eventuale filtro 
   
  //ottengo il valore reale corrente 
  Imis_bin= (Uint16) Imis_float_bin; 
  Imis=Clutch.GetActuatorCurrent(Imis_bin)+6.72; 
  //memorizzo duty-cycle precedente 
  dutyold=(float) ( (float) EvaRegs.T1CMPR / 49999.0); 
  //calcolo nuovo duty-cyle con il controllo in corrente 
  dutynew=(0.09643*(y[j]-Imis))+dutyold; 
 
  //duty clipping 
  if ( dutynew > 1 ) 
   dutynew=1; 
  if ( dutynew < -1) 
   dutynew=-1;   
  if (dutynew>=0) 
   { 
   //[Clutch] PWM1=INA=1 PWM2=INB=0 
   Temp=EvaRegs.ACTR.all; 
   Temp&=0xFFF3; 
   Temp|=0x0003; 
   EvaRegs.ACTR.all=Temp; 
   } 
  else 
   { 
 
   dutynew=-dutynew; 
   //[Clutch] PWM1=INA=0 PWM2=INB=1; 
   Temp=EvaRegs.ACTR.all; 
   Temp&=0xFFFC; 
   Temp|=0x000C; 
   EvaRegs.ACTR.all=Temp; 
   } 
  //imposto il nuovo duty-cycle 
  if (Scorrimento > 0.2) 
   EvaRegs.T1CMPR = (Uint16) 50000;//premo la frizione a fondo 
  else 
  { 
  dutynew=dutynew*50000; 
  EvaRegs.T1CMPR = (Uint16) dutynew; 
  } 
 
  if (i==0) i=NUM_ORD; else i--; 
  if (j==0) j=DEN_ORD; else j--; 
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  Timer++; 
 
  AdcRegs.ADC_ST_FLAG.bit.INT_SEQ1_CLR=1; 
  AdcRegs.ADCTRL2.bit.RST_SEQ1=1;//necessario 
  } 
 } 
 //Verifico le condizioni di uscita 
 if (// se sono uscito per time out allora rilascio la frizione 
  Timer>MAX_LAUNCH_RELEASE_CA_TIME//la condizione sul tempo potrebbe essere tolta  
  &&  
  (!(KeyRegVal==GEARUP_MASK)) //la maschera del registro viene riazzerata nel main 
  && 
  (!(KeyRegVal==GEARDWN_MASK)) 
  ) 
  ReleaseClutch(OFF_CLUTCH_ACT_DUTY); //rilascio frizione terminato senza casi particolari 
 else 
  NOP; // è stato ripremuto un tasto e quindi non rilascio la frizione. 
 OPEN_LAUNCH_ECU_PIN; 
} 
5.8 CDriverConsole 
Questa classe contiene le funzione relative alla gestione del cruscotto, ovvero le funzioni necessarie 
a visualizzare l’informazioni sul display RefreshDisplay(), e a leggere i tasti premuti dal 
pilota, descritte nel paragrafo 5.8.2. 
5.8.1 RefreshDisplay() 
Si deve pilotare un display a sette segmenti con punto ed otto led, si veda paragrafo 2.7.1. Il display 
a sette segmenti indica il numero della marcia e la modalità della vettura (RacingMode). Mentre 
sette led, degli otto, indicano il numero di giri della vettura. L’ultimo led indica quando la 
temperatura del motore supera un certo valore. 
Il DSP è connesso direttamente ad un Led Driver che viene pilotato analogamente ad uno 
shift-register (si veda il paragrafo 2.7.1 relativo alla descrizione del display). Il Led Driver gestisce 
tutti e 16 i led (display a otto segmenti e gli altri 8 led). Con un’uscita del DSP si pilota il clock, con 
un’altra si inviano i dati e con un’altra ancora si abilitano le uscite in modo che i dati caricati 
all’interno del Led-Driver vengano inviati ai LED visualizzando l’informazione. 
Per implementare quanto descritto, si fa uso di una variabile DisplayRegister a 16 bit di cui 
ad ogni bit è associato un led. Quando un bit è alto si vuole accendere il relativo led mentre quando 
un bit è basso si vuole che il relativo led sia spento. Il byte più significativo è associato alla gestione 
dei display a sette segmenti incluso il punto che è associato al bit meno significativo, mentre il byte 
meno significativo è associato alla gestione dei led che indicano il numero di giri e il warning sulla 
temperatura (associato al bit più significativo di quest’ultimo byte). 
Memorizzando il valore opportuno in DisplayRegister ed inviandola serialmente al 
Led Driver si visualizza sul cruscotto l’informazione che si desidera. Entrambi questi due compiti 
vengono svolti dalla funzione DriverConsole.RefreshDisplay() che prende come 
argomento un indice che indica il codice da visualizzare sul display a sette segmenti. Le altre 
informazioni vengono ricavate interpretando le altre classi all’interno della funzione stessa. Tale 
funzione può essere chiamata in ogni punto del codice e sul display verranno visualizzate tutte le 
informazioni. 
L’argomento della funzione è un indice utilizzato per accedere un array, costante, che contiene il 
codice del display a sette segementi. L’array è il seguente: 
 
const Uint16 SevSegCode[]={ 
SEVSEG_ZERO,SEVSEG_ONE,SEVSEG_TWO,SEVSEG_THREE,SEVSEG_FOUR,SEVSEG_FIVE, 
SEVSEG_SIX,SEVSEG_SEVEN,SEVSEG_EIGHT,SEVSEG_NINE,SEVSEG_A,SEVSEG_B,SEVSEG_C, 
SEVSEG_D,SEVSEG_E,SEVSEG_F,SEVSEG_L,SEVSEG_DOT}; 
 
L’array è stato inizializzato in modo che all’indice zero corrisponda il codice sette segmenti di zero, 
all’indice uno il codice sette segmenti di uno, ecc…,  a dieci il codice sette segmenti di A, a 11 il 
codice sette segmenti di B, ecc… fino all’ulitimo elemento che corrisponde a visualizzare il punto. 
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In tal modo se l’argomento della funzione RefreshDisplay() è la variabile 
ActualGearRatio, della classe CGear (tale variabile può essere letta esclusivamente tramite 
l’apposita funzione  di CGear), allora sul display viene visualizzato la marcia attuale. 
Il codice che permette di memorizzare all’interno della variabile DisplayRegister il codice 
sette segmenti è il seguente: 
 
DisplayRegister&= (SevSegCode[SegSegCodeIndex] | 0x01FF); 
DisplayRegister|= (SevSegCode[SegSegCodeIndex] & 0xFE00); 
 
Per ottenere il numero di giri del motore è necessario interrogare la ECU tramite la funzione 
Ecu.GetRPM() che restituisce il numero di giri; eseguento un controllo a soglia sulla variabile 
restituita si accendo gli opportuni led. 
Analogamente con la funzione Ecu.GetEngTemp() si ottiene la temperatura del motore e si 
accende il relativo led. 
Infine si invia la variabile DisplayRegister al led-driver e si abilitano le uscite di quest’ultimo 
e i led vengono accesi nella maniera opportuna. 
Il codice è riportato di seguito. 
void CDriverConsole::RefreshDisplay(void) 
{ 
 Uint16 i=0,Reg,rpm,temperature; 
 
 DisplayRegister&= (SevSegCode[SegSegCodeIndex] | 0x01FF); 
 DisplayRegister|= (SevSegCode[SegSegCodeIndex] & 0xFE00); 
 
 Ecu.SetRPM(); 
 rpm=Ecu.GetRPM(); 
 temperature=Ecu.GetEngTemp(); 
 
 if (Vehicle.RacingMode==1) 
 { 
 DisplayRegister&= 0xFFFF; 
 DisplayRegister|= 0x0100; 
 } 
 else 
 { 
 DisplayRegister&= 0xFEFF; 
 DisplayRegister|= 0x0000; 
 } 
 
 //controllo a soglia 
 if (rpm < I_RPM_THRESHOLD) 
  { 
  DisplayRegister&= (OOOOOOO | 0xFF80); 
  DisplayRegister|= (OOOOOOO & 0x007F); 
  } 
 else 
  if (rpm < II_RPM_THRESHOLD) 
   { 
   DisplayRegister&= (IOOOOOO | 0xFF80); 
   DisplayRegister|= (IOOOOOO & 0x007F); 
   } 
  else 
   if (rpm < III_RPM_THRESHOLD) 
    { 
    DisplayRegister&= (IIOOOOO | 0xFF80); 
    DisplayRegister|= (IIOOOOO & 0x007F); 
    } 
   else 
    if (rpm < IV_RPM_THRESHOLD) 
     { 
     DisplayRegister&= (IIIOOOO | 0xFF80); 
     DisplayRegister|= (IIIOOOO & 0x007F); 
     } 
    else 
     if (rpm < V_RPM_THRESHOLD) 
     { 
     DisplayRegister&= (IIIIOOO | 0xFF80); 
     DisplayRegister|= (IIIIOOO & 0x007F); 
     } 
     else 
      if (rpm < VI_RPM_THRESHOLD) 
      { 
      DisplayRegister&= (IIIIIOO | 0xFF80); 
      DisplayRegister|= (IIIIIOO & 0x007F); 
      } 
      else 
       if (rpm < VII_RPM_THRESHOLD) 
       { 
       DisplayRegister&= (IIIIIIO | 0xFF80); 
       DisplayRegister|= (IIIIIIO & 0x007F); 
       } 
       else 
        { 
        DisplayRegister&= (IIIIIII | 0xFF80); 
        DisplayRegister|= (IIIIIII & 0x007F); 
        } 
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 //fine controllo a soglia 
 
 if (temperature<WARNI_ENG_TEMP_THRESHOLD) 
  { 
  DisplayRegister&= 0xFF7F; 
  DisplayRegister|= 0x0000; 
  } 
 else 
  { 
  DisplayRegister&= 0xFFFF; 
  DisplayRegister|= 0x0080; 
  } 
   
 Reg=DisplayRegister;  
 
 for (i=0; i<16; i++) 
 { 
 //abbasso il clock 
 GpioDataRegs.GPACLEAR.bit.GPIOA13=1; 
 NOP; 
 if (Reg & 0x0001) 
  GpioDataRegs.GPASET.bit.GPIOA12=1; 
 else 
  GpioDataRegs.GPACLEAR.bit.GPIOA12=1; 
 NOP; 
 //alzo il clock 
 GpioDataRegs.GPASET.bit.GPIOA13=1; 
 Reg=(Reg>>1); 
 } 
 NOP; 
 NOP; 
 NOP; 
 NOP; 
 GpioDataRegs.GPASET.bit.GPIOA14=1; 
 NOP; 
 NOP; 
 GpioDataRegs.GPACLEAR.bit.GPIOA14=1; 
} 
5.8.2 Gestione della tastiera 
Sul cruscotto del pilota sono presenti due tasti, un tasto per inserire la folle ed uno per abilitare la 
procedura di Launch-Control (tasto Launch), e le due leve del cambio, una per salire di marcia e 
una per scendere. Per abilitare la partenza lanciata, Launch-Control, è necessario eseguire la 
seguente combinazione di tasti: si preme e si mantiene premuto il tasto Launch, si innesta la prima 
premendo il tasto di cambiata in salita, si rilascia il tasto Launch e il veicolo parte. 
Il codice per la gestione dei tasti deve quindi riconoscere quando i tasti vengono premuti, deve 
riconoscere quando il tasto Launch viene rilasciato e deve riconoscere la sequenza di tasti della 
procedura di partenza lanciata; inoltre deve evitare erronei riconoscimenti dovuti ai rimbalzi dei 
tasti. 
Il modo seguito per assolvere tali compiti si appoggia a un timer, che scandisce la frequenza con la 
quale si campionano i tasti, ad un registro dei tasti KeyRegister che contiene sempre lo stato di 
pressione dei tasti, ad un array, gestito ad anello, KeyRegisterBuffer[] di dimensione cinque 
nel quale si memorizza la storia dei tasti premuti (il registro dei tasti KeyRegister). 
Interrogando tale array è possibile riconoscere le combinazioni di pressione dei tasti. Inoltre fa uso 
di un ulteriore array keyDebuoncerBuffer[] di dimensione due, ancora gestito ad anello, 
tramite il quale si rilevano le transizioni della tastiera, si riconoscono sia le pressioni sia e i rilasci 
dei tasti. 
Il timer usato è il CPTimer0. È stato impostato per generare un interrupt ogni 10 ms, come spiegato 
nel paragrafo 5.1.2, ciò può essere fatto tramite la seguente funzione: 
 
 ConfigCpuTimer(&CpuTimer0, 100, DC_KEY_CNTR_PRD); 
  StartCpuTimer0(); 
 
dove DC_KEY_CNTR_PRD è pari a 10000 e quindi ogni 10000 us (=10 ms) il CPUTimer0 genera 
un interrupt. Ad ogni pressione di un tasto si verificano dei rimbalzi di questo ultimo, che 
potrebbero essere confusi con pressioni volute da parte dell’utente. Il periodo del timer è stato scelto 
più grande del tempo con il quale i rimbalzi, dovuti a una singola pressione, si esauriscono, in modo 
che due campionamenti non cadano mai nello stesso evento di rimbalzo. Quindi campionamenti, dei 
tasti, diversi in due successive ISR corrispondono a una pressione dei tasti da parte dell’utente. 
In ogni interrupt service routine, ovvero ogni 10 ms, si va a campionare tutti i tasti 
contemporaneamente (leggendo i registri delle porte di I/O ai quali sono connessi), e si 
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memorizzano all’interno di keyDebuoncerBuffer[]. Nel caso venga rilevata una transizione 
si memorizza il valore di tutti i tasti nel registro KeyRegister. Ad alcuni dei bit di questa 
variabile corrispondono i singoli tasti. Per rilevare una transizione si campiona la porta di ingresso 
dei tasti e si memorizza il valore in una delle due posizioni di keyDebuoncerBuffer[], che è 
stato inizializzato con un valore che corrisponde a nessun tasto premuto. Al campionamento 
successivo (ISR successiva) la porta dei tasti viene memorizzata nell’altra posizione di 
keyDebuoncerBuffer[] che viene scorso ad anello. Quando in due ISR successive i valori 
memorizzati sono diversi (si confrontano i valori keyDebuoncerBuffer[0] e 
keyDebuoncerBuffer[1]) significa che un tasto è stato premuto. In tal caso si va a 
memorizzare il valore attuale della porta dei tasti in KeyRegister. Lo stato dei bit di 
KeyRegister indica quale, o quali, tasti sono attualmente premuti. 
KeyRegister è una variabile privata della classe CDriverConsole e può essere acceduta in 
qualsiasi parte del codice tramite le seguenti funzioni membro (ovviamente pubbliche): 
void CDriverConsole::SetKeyRegister(Uint16 KeyReg) 
{ 
 KeyRegister=KeyReg; 
} 
Uint16 CDriverConsole::GetKeyRegister() 
{ 
 return KeyRegister;     
} 
 
Il codice relativo alla ISR è sotto riportato. 
 
interrupt void ISRTimer0(void) 
{ 
 Uint16 temp,prv,prvold; 
 PieCtrl.PIEACK.bit.ACK1=1; 
 
 //sampling all the keybord register 
 temp=GpioDataRegs.GPBDAT.all & KEYBOARD_MASK; 
 //store all the keybord register 
 keyDebuoncerBuffer[KeyDbncrIndx]=temp; 
 if (keyDebuoncerBuffer[KeyDbncrIndx]!=keyDebuoncerBuffer[ (KeyDbncrIndx+1) % DC_KEY_DEB_BUF_LNGHT] )   
  { 
  DriverConsole.SetKeyRegister(temp); 
  
  } 
 if (KeyDbncrIndx==0) 
  KeyDbncrIndx=DC_KEY_DEB_BUF_LNGHT-1;  
 else 
  KeyDbncrIndx--;  
 
} 
 
All’interno del main del programma si esegue, tramite un case (che viene eseguito all’interno di 
un ciclo infinito) la discriminazione tra i vari valori che può assumere KeyRegister. Appena 
identificato il valore di KeyRegister si riporta quest’ultimo al valore che corrisponde a nessun 
tasto premuto in modo, in modo da indicare l’azione relativa al tasto premuto è stato eseguita. Modo 
di operare molto simile a quello che succede per un interrupt flag all’interno di una ISR. La riga di 
codice relativa è la seguente: 
 
DriverConsole.SetKeyRegister(CLEAR); 
 
Il valore del registro dei tasti è memorizzato, sempre all’interno del main, anche in 
KeyRegisterBuffer[] in modo da tenere la storia dei tasti premuto e riconoscere la sequenza 
di launch. 
Anche la variabile KeyRegisterBuffer[] è una variabile privata dalla classe 
CDriverConsole per cui può essere scritta o letta solamente tramite opportune funzioni membro 
della medesima classe. La seguente funzione restituisce il valore memorizzato all’interno di 
KeyRegisterBuffer[], se l’argomento della funzione è zero viene restituito il valore 
dell’ultimo tasto premuto, se l’argomento della funzione è uno viene restituito il valore del 
penultimo tasto premuto, ecc… 
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Uint16 CDriverConsole::ReadKeyRegBuffer(Uint16 Index) 
{ 
 return KeyRegisterBuffer[(KeyRegisterLastValueIndex+1+Index)%(KEY_HYSTORY_LENGHT+1)]; 
} 
 
Scrive l’array KeyRegisterBuffer[] trattandolo come un anello. 
 
void CDriverConsole::WriteKeyRegBuffer(Uint16 KeyReg) 
{ 
 KeyRegisterBuffer[KeyRegisterLastValueIndex]=KeyReg; 
 
 if (KeyRegisterLastValueIndex==0) 
  KeyRegisterLastValueIndex=KEY_HYSTORY_LENGHT; 
 else 
  KeyRegisterLastValueIndex--; 
} 
 
Si elencano di seguito alcune condizioni che aiutano a capire i controlli eseguiti, nel main, sui valori 
memorizzati in KeyRegisterBuffer[].Il codice deve riconoscere sequenze di tasti: nella 
procedura di partenza viene premuto e mantenuto premuto il tasto di Launch, poi si preme il tasto di 
cambiata in salita, successivamente si rilascia il tasto di Launch. Se per errore viene rilasciato il 
tasto di Launch, dopo aver premuto e prima di rilasciare il tasto di cambiata in salita il valore del 
registro dei tasti assume, erroneamente, il valore relativo a cambiata in salita. Errori del genere 
vengono facilmente evitati controllando che il valore precedente del registro dei tasti corrisponda a 
nessun tasto premuto. 
Un’altra condizione d’errore è la seguente. Per non appesantire troppo la ISR in cui si campionano i 
tasti è stato scelto di salvare il valore dei tasti nel registro dei tasti e riempire 
KeyRegisterBuffer[] nel main del programma. A causa di questa scelta quando si esegue la 
procedura di cambiata può succedere che il tasto, che ha richiesto la cambiata, venga premuto 
quando ancora la procedura di cambiata non è terminata, in tal caso nonostante la ISR rilevi che il 
tasto è stato rilasciato e aggiorni il registro dei tasti, nel main del programma questo valore del 
registro dei tasti non viene memorizzato in KeyRegisterBuffer[]. Tale errore si gestisce 
complicando il codice di controllo. Una soluzione sicuramente più pulita consisterebbe 
nell’appesantire la ISR, eliminando il registro dei tasti e aggiornado KeyRegisterBuffer[] 
(che sostituirebbe il registro dei tasti) nella ISR. 
La parte rilevante del main è composta dal costrutto case che discrimina le combinazione dei tasti. 
Ovviamente, oltre a queste cose, all’interno del case vengono chiamate anche le funzioni relative 
al tasto premuto; ad esempio se è stato premuto il tasto di cambiata in salita viene chiamata la 
funzione Gear.ShiftUp(); se viene premuto il tasto di folle viene chiamata la funzione 
Gear.IntelNeutralSearch(). 
Il codice relativo è riportato nel paragrafo 5.3. 
5.9 Misura periodo ruote foniche 
Come descritto nel paragrafo 2.5, riguardante le ruote foniche, è possibile ottenere lo scorrimento 
relativo misurando quanto tempo impiega un dente a passare sotto il sensore ad effetto HALL. Tale 
tempo viene indicato, in seguito, con periodo di dente (della ruota fonica). Il sensore di HALL 
genera un’onda quadra con periodo pari al periodo di dente, ovviamente si tratta di un valore 
proporzionale alla velocità della ruota e quindi è variabile nel tempo. 
I segnali generati dai sensori delle due ruote foniche, vengono inviati a pin dotati di stadi 
Capture-Unit. Tali unità sono configurate in modo da generare un interrupt ad ogni fronte in salita e 
in modo da salvare, automaticamente, nel registro EvaRegs.CAP1FBOT il valore del GP Timer2 
(si veda paragrafo 5.1.3.3). 
Per misurare il periodo di dente è quindi sufficiente misurare l’intervallo di tempo che intercorre tra 
due interrupt generati dalla Capture Unit. Per effettuare tale misura è stato scelto, come riferimento 
temporale, il GP Timer2. Quest’ultimo è impostato con un clock di 781.25 KHz che conta da 0 a 
0xFFFF e quindi va in overflow ogni 83.9 ms. Ogni overflow viene generato un interrupt (si veda 
paragrafo 5.1.3.3). 
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Il valore del periodo di dente viene memorizzato nella variabile ToothPeriod1 a 32 bit ed è 
espresso in numero di cicli di clock del GP Timer2. Quindi la frequenza angolare delle ruote ha un 
valore inversamente proporzionale al valore memorizzato in ToothPeriod1. Si nota che 
nonostante si usi un timer a 16 bit il valore sul periodo di dente viene memorizzato in una variabile 
a 32 bit e il tempo che si riesce a contare è lunghissimo, ovvero: 
 
32
max
12 5497
781.25TP
T s
KHz
    
 
Questo significa che si riescono ad apprezzare velocità del veicolo molto basse. 
Si descrive in seguito la procedura seguita per eseguire la misura del periodo di dente. 
Si ammetta che il segnale generato dal sensore della ruota fonica sia ad una frequenza molto minore 
della frequenza con la quale si presentano gli interrupt di overflow del GPTimer2 (uno ogni 
83.9 ms). In tal caso in un periodo del segnale generato dalla ruota fonica si presentano molti 
interrupt di overflow del GP Timer2. Quindi quando la frequenza del segnale di ruota fonica è bassa 
si avrà un susseguirsi di interrupt di ruota fonica ed ogni tanto da un interrupt di capture. Se tra due 
interrupt di overflow non si presenta nessun interrupt di capture (situazione discriminabile tramite la 
variabile PreviousIntWasACapInt1) si incrementa la variabile TempToothPeriod1 di un 
valore pari a 0xFFFF. Si prosegue cosi fino al verificarsi dell’interrupt capture. La Capture Unit, al 
verificarsi di una transizione sul pin di capture, memorizza il valore del GP Timer2 in una memoria 
FIFO a due livelli, il valore più recente risiede nel registro EvaRegs.CAP1FBOT. A questo punto 
si entra nella routine di interrupt di capture e si calcola il periodo di dente, ToothPeriod1 ,come 
TempToothPeriod1 + EvaRegs.CAP1FBOT. 
Si ammetta adesso che il segnale generato dalla ruota fonica sia ad una frequenza molto maggiore 
della frequenza con la quale si presentano gli interrupt di overflow del GPTimer2 (uno ogni 
83.9ms). In tal caso tra due interrupt di overflow si presentano molti interrupt di capture. Quindi 
quando la frequenza del segnale di ruota fonica è alta si avrà un susseguirsi di interrupt di capture 
ed ogni tanto un interrupt di overflow. Se tra due interrupt di capture non si presenta nessun 
interrupt di overflow (situazione discriminabile tramite la variabile 
PreviousIntWasACapInt1) il periodo di ruota fonica è calcolabile immediatamente facendo 
la differenza tra i valori contenuti nella memoria FIFO, infatti in essa sono memorizzati i valori del 
GP Timer2 in corrispondenza dell’ultimo fronte di salita del segnale della ruota fonica ed in 
corrispondenza del precedente. Si prosegue fino al verificarsi di un interrupt di overflow in tal caso 
la variabile TempToothPeriod1 non deve essere incrementata di 0xFFFF, ma di un valore pari 
a 0xFFFF- EvaRegs.CAP1FBOT che corrisponde al valore del contatore di GP Timer2 
all’istante in cui è avvenuto l’ultimo interrupt di capture. 
Si nota un particolare sulla memoria FIFO della Capture Unit: nella configurazione standard la 
Capture Unit genera un interrupt ogni due fronti di salita e in cima alla memoria FIFO (TOP) si 
trova il valore del contatore più recente mentre in fondo (BOTTON) il valore più vecchio. Nel caso 
trattato la Capture Unit è configurata in modo da generare un interrupt ogni fronte di salita, si veda 
paragrafo 5.1.3.3, ma la memoria FIFO continua a funzionare come se dovesse essere letta ogni due 
interrupt, quindi il valore più recente si trova in BOTTON e il più vecchio in TOP. La memoria 
scorre ad ogni interrupt. 
Il codice sotto riportato è relativo alla misura dei periodi di dente di entrambe le ruote foniche, 
quella anteriore sinistra e quella posteriore destra. È costituito da tre ISR, relative all’interrupt di 
overflow del GP Timer2, dell’interrupt di capture della Capture Unit1 (ruota anteriore sinistra) e 
dell’interrupt di capture della Capture Unit2 (ruota posteriore destra). 
interrupt void eva_timer2OF_isr(void) 
{ 
//codice per FrontSXWhell 
          if (PreviousIntWasACapInt1==1) 
 { 
  TempToothPeriod1=0xFFFF-Delta1;//inizializzo il valore di TempToothPeriod 
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  PreviousIntWasACapInt1=0; 
 } 
 else 
 { 
 if (TempToothPeriod1 < (0x7FFFFFFF - 0xFFFF)) 
  TempToothPeriod1+=0xFFFF; 
 else 
  TempToothPeriod1=0x7FFFFFFF; 
 PreviousIntWasACapInt1=0; 
 } 
 ToothPeriod1+=TempToothPeriod1; 
 Vehicle.Set_FSX_TT(ToothPeriod1); 
//codice per RearSXWhell 
 if (PreviousIntWasACapInt2==1) 
 { 
  TempToothPeriod2=0xFFFF-Delta2;//inizializzo il valore di TempToothPeriod 
  PreviousIntWasACapInt2=0; 
 } 
 else 
 { 
 if (TempToothPeriod2 < (0x7FFFFFFF - 0xFFFF)) 
  TempToothPeriod2+=0xFFFF; 
 else 
  TempToothPeriod2=0x7FFFFFFF; 
 PreviousIntWasACapInt2=0; 
 } 
 ToothPeriod2+=TempToothPeriod2; 
 Vehicle.Set_RDX_TT(ToothPeriod2); 
//STOP calculation Tooth period code 
 
    EvaRegs.EVAIFRB.all = BIT3; 
    PieCtrl.PIEACK.all = PIEACK_GROUP3; 
    EINT; 
} 
 
interrupt void eva_cap1_isr(void) 
 
{ 
//START calculation period code 
 Delta1 = EvaRegs.CAP1FBOT; 
 if (PreviousIntWasACapInt1==0) 
  ToothPeriod1 = TempToothPeriod1+Delta1; 
 else 
  ToothPeriod1=Delta1-EvaRegs.CAP1FIFO; 
 TempToothPeriod1=0; 
 PreviousIntWasACapInt1=1; 
 Vehicle.Set_FSX_TT(ToothPeriod1); 
 
//STOP calculation period code 
 
 //IMPORTANTE: mi assicura un Int ogni transizione sul pin 
 EvaRegs.CAPFIFO.bit.CAP1FIFO=1; //Alex: in tal modo la prossima transizione su Cap Pin genera un Int 
  EvaRegs.EVAIFRC.all = BIT0; 
    PieCtrl.PIEACK.all = PIEACK_GROUP3; //IMPORTANTE: senza questa all'uscita dell'ISR si bloccano tutti gli int del gruppo relativo. 
    EINT; 
} 
 
interrupt void eva_cap2_isr(void) 
{ 
//START calculation period code 
 Delta2 = EvaRegs.CAP2FBOT; 
 if (PreviousIntWasACapInt2==0) 
  ToothPeriod2 = TempToothPeriod2+Delta2; 
 else 
  ToothPeriod2=Delta2-EvaRegs.CAP2FIFO; 
 TempToothPeriod2=0; 
 PreviousIntWasACapInt2=1; 
 
 Vehicle.Set_RDX_TT(ToothPeriod2); 
// STOP calculation period code 
 
 //IMPORTANTE: mi assicura un Int ogni transizione sul pin 
 EvaRegs.CAPFIFO.bit.CAP2FIFO=1; //Alex: in tal modo la prossima transizione su Cap Pin genera un Int 
 
  EvaRegs.EVAIFRC.all = BIT1; 
    PieCtrl.PIEACK.all = PIEACK_GROUP3; //IMPORTANTE: senza questa all'uscita dell'ISR si bloccano tutti gli int del gruppo relativo. 
    EINT; 
} 
 
Si noti che nel caso il veicolo sia fermo non viene generato l’interrupt di capture e quindi la 
variabile TempToothPeriod1 andrà in overflow. Per evitare tale condizione è stato eseguito il 
controllo condizionale if bloccando l’incremento della variabile quando quest’ultima sta per 
andare in overflow. 
5.10 ECU e Telemetria 
La centralina del cambio deve comunicazione con la centralina del motore (Engine Control Unit, 
ECU in seguito) per assolvere correttamente alcune funzioni (si veda paragrafo 2.8). 
Durante la partenza lanciata la GCU deve abilitare sulla ECU la relativa funzione Launch-Control. 
Durante una cambiata in salita la GCU deve abilitare la funzione di taglio motore della ECU. 
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Questi compiti vengono eseguiti semplicemente pilotando, tramite due pin di I/O della GCU, gli 
ingressi di Launch e di Cut-Off, della ECU. 
Oltre ai due compiti descritti la GCU deve acquisire dalla ECU il numero di giri e la temperatura 
del motore, ed inviare l’intero pacchetto dati della ECU dati alla telemetria. Come dettagliatamente 
specificato nel paragrafo 2.8 per comunicare con ECU si deve procedere come segue. Per iniziare la 
comunicazione, che avviene sulla porta SCIB, si devono inviare i caratteri di richiesta dati alla 
ECU, la quale, in silenzio fino a quel momento, riconosce i caratteri di richiesta dati e invia come 
risposta un pacchetto contenente tutti le informazioni che è in grado di comunicare. Il pacchetto dati 
viene acquisito interamente dalla GCU e la comunicazione della ECU viene bloccata inviando una 
stringa di caratteri di stop. Dal pacchetto acquisito il software rileva il numero di giri e la 
temperatura, e invia l’intero pacchetto sull’altra porta seriale, SCIA, verso la centralina della 
telemetria. Tutto questo si ripete con frequenza pari a 5 Hz. 
La periferica SCI è configurata in modo da far uso di FIFO a 16 livelli in trasmissione e in ricezione 
e in modo da abilitare la trasmissione tramite gli interrupt. Si veda paragrafo 5.1.5.In particolare per 
la porta SCIB (che comunica con la ECU) la ricezione è attivata e disattivata, rispettivamente, dalle 
seguenti righe di codice: ScibRegs.SCIFFRX.bit.RXFFIENA=1 e 
ScibRegs.SCIFFRX.bit.RXFFIENA=0. Mentre la trasmissione è sempre attiva e avviene 
sulla base di un timer. La porta SCIA funziona solo in trasmissione, la quale è abilitata e 
disabilitata, rispettivamente, dalle seguenti righe di codice: 
SciaRegs.SCIFFTX.bit.TXFFIENA=1 e SciaRegs.SCIFFTX.bit.TXFFIENA=0. 
Si analizza di seguito il codice.  
È necessario inviare il pacchetto dati alla centralina della telemetria in maniera temporizzata, in 
modo che questa possa ricostruire l’andamento temporale dei dati forniti dalla centralina motore. Il 
protocollo prevede di far uso di una frequenza pari a 5 Hertz. Si ricordi che nel DSP è presente il 
GP Timer4 che genera la frequenza di campionamento, pari a 250Hz, per l’ADC. Abilitando 
l’interrupt di periodo (si fa generare al timer un interrupt quando ogni volta che il contatore è a 
zero) relativo a tale timer si ottiene una ISR che viene eseguita con frequenza di 250Hz. Facendo 
uso di un contatore (TeleTimer) è possibile abilitare la trasmissione alla 50-esima volte che si 
entra nella ISR. In tal modo si richiedono i dati alla ECU ogni 5Hz, i dati vengono acquisiti e 
ritrasmessi verso la centralina della telemetria. Per richiedere i dati alla ECU è necessario inviare 
alla ECU i seguenti 12 caratteri: 'T' '0' '0' '0' '0' '0' '0' '0' '0' '0' '8' 
'v'. Appena trasmessi questi caratteri la ECU inizierà ad inviare gli 90 byte (o caratteri) che 
costituiscono il pacchetto dati. È quindi necessario abilitare l’interrupt di ricezione. I compiti 
descritti vengono assolti nella seguente ISR in esecuzione con frequenza di 5 Hz. Tra un’esecuzione 
e l’altra, dell’ISR, passa il tempo necessario alla ECU per trasmettere il pacchetto (che viene 
memorizzato),  e per fare eco, di quest’ultimo, alla centralina della telemetria. Il codice relativo alla 
ISR di periodo del GP Timer4 è riportata di seguito. 
interrupt void ISR_EVB_Timer4PINT(void) 
{ 
... manca codice (relativo ad altre funzioni) 
if (TeleTimer==49) //ogni 5 hertz entro qui, (esattamente ogni 50 esecuzioni di ISR) 
 { 
 TeleTimer=0; 
 ScibRegs.SCITXBUF =':'; 
 ScibRegs.SCITXBUF = 'T'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '0'; 
 ScibRegs.SCITXBUF = '8'; 
 ScibRegs.SCITXBUF = 'v'; 
 
 RXBi=0; 
 
 ScibRegs.SCIFFRX.bit.RXFIFORESET=0; 
 ScibRegs.SCIFFRX.bit.RXFFIENA=1; 
 ScibRegs.SCIFFRX.bit.RXFFINTCLR=1; 
 ScibRegs.SCIFFRX.bit.RXFIFORESET=1; 
 } 
else 
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 TeleTimer++; 
 
   EvbRegs.EVBIFRB.all = BIT0; 
   PieCtrl.PIEACK.all = PIEACK_GROUP5; 
   EINT; 
} 
 
A questo punto, sulla porta SCIB dalla ECU, sono in arrivo i 90 caratteri che costituiscono il 
pacchetto dati. L’interrupt di ricezione è abilitato e la memoria FIFO a 16 livelli è vuota. Al 
sedicesimo carattere inviato dalla ECU alla GCU, la FIFO si riempie e viene eseguita la ISR 
relativa all’interrupt di FIFO di ricezione piena. Quest’ultima esegue il codice che svuota la FIFO 
memorizzando i dati in essa contenuti all’interno dell’array packet[] della classe CEcu 
(Ecu.packet[]). Svuotata la FIFO accadranno di nuovo gli eventi, appena descritti, per i 
secondi 16 byte inviati dalla ECU. 
Durante la sesta volta che si esegue la ISR il pacchetto termina, tutti i dati sono stati acquisiti, 
particolare cura deve essere rivolta all’indicizzazione dell’array packet[]. A questo punto si deve 
inviare alla ECU i caratteri che ne bloccano la trasmissione. Tali caratteri sono: ':' '?' 'y'. 
Inviati tali caratteri si esegue un semplice controllo sui dati memorizzati: visto che i primi quattro 
caratteri di ogni pacchetto inviato dalla centralina sono ':' 'O' 'K' '!' 'õ', allora, se i 
primi quattro caratteri, memorizzati in packet[], corrispondono a ':' 'O' 'K' '!' 'õ' 
allora i dati vengono ritenuti validi e il contenuto di packet[] verrà inviato alla centralina della 
telemetria. Per assolvere tale compito viene abilitato l’interrupt di trasmissione della porta SCIA e 
visto che la FIFO di trasmissione è vuota viene generato immediatamente un interrupt di 
trasmissione per la porta SCIA. 
La ISR di ricezione è sotto riportata. 
interrupt void SCIRXINTB(void) 
{ 
  PieCtrl.PIEACK.bit.ACK9 = 1; 
 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 Ecu.packet[RXBi] = ScibRegs.SCIRXBUF.all;RXBi++; 
 if (RXBi>=89) 
  { 
  ScibRegs.SCIFFRX.bit.RXFFIENA=0; 
  
  ScibRegs.SCITXBUF = ':'; 
  ScibRegs.SCITXBUF = '?'; 
  ScibRegs.SCITXBUF = 'y'; 
  if  ( 
   ( 
   Ecu.packet[0] == ':' 
   && 
   Ecu.packet[1] == 'O' 
   && 
   Ecu.packet[2] == 'K' 
   && 
   Ecu.packet[3] == '!' 
   && 
   Ecu.packet[4] == 'õ') 
   ) 
   { 
   TXAi=0; 
   SciaRegs.SCIFFTX.bit.TXINTCLR=1; 
   SciaRegs.SCIFFTX.bit.TXFFIENA=1; 
    
   } 
  else 
   { 
   //dati non validi 
   ; 
   } 
  } 
 ScibRegs.SCIFFRX.bit.RXFFINTCLR=1; 
 EINT; 
} 
Si nota che se il pacchetto ricevuto non è valido il pacchetto dati non viene inviato alla centralina 
della telemetria. Non vengono prese ulteriori azioni. Quindi, ogni tanto, la centralina della 
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telemetria può non ricevere un pacchetto, questo può portare a errori nel log temporale visto che la 
centralina si aspetta dati ogni 5Hz. Per evitare questo problema è sufficiente definire una variabile 
di dati non validi, che permette di inviare un pacchetto vuoto se i dati non sono validi. 
La ISR di trasmissione su porta SCIA non fa altro che scrivere il pacchetto dati nel registro di invio 
della FIFO. Una volta che la ISR è stato eseguita sei volte (si genera un interrupt ogni volta che la 
FIFO, da sedici locazioni, si vuota) tutto il pacchetto è stato trasmesso e l’interrupt di trasmissione 
viene disabilitato. Il codice relativo è sotto riportato. 
interrupt void SCITXINTA(void) 
{ 
 PieCtrl.PIEACK.bit.ACK9 = 1; 
 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 SciaRegs.SCITXBUF=Ecu.packet[TXAi];TXAi++; 
 
 if ( TXAi>=89) 
  { 
  SciaRegs.SCIFFTX.bit.TXFFIENA=0; 
  } 
 else//dati ancora non tutti trasmessi 
  SciaRegs.SCIFFTX.bit.TXINTCLR=1; 
 EINT; 
} 
 
Si nota che alla fine delle ISR sopra riportate è necessaria una riga analoga a 
SciaRegs.SCIFFTX.bit.TXINTCLR=1 che indica che l’interrupt è stato servito e il codice è 
pronto a servirlo nuovamente. 
Adesso, conoscendo la formattazione del pacchetto, è possibile ricavare le informazioni sul numero 
di giri e la temperatura del motore e memorizzarle nelle variabili EngineRPM e EngineTEMP 
sempre della classe CEcu. Come descritto nel paragrafo 2.8 l’informazione sul numero di giri è 
contenuta in una variabile a 16 bit senza segno. La ECU invia i caratteri ASCII del cifre esadecimali 
che rappresentano il valore della variabile. Ad esempio, il valore di 0x157C verrà trasmesso tramite 
i seguenti quattro byte: 0x31, 0x35, 0x37, 0x43 che corrispondo ai codici ASCII scritti in 
esadecimale per i caratteri 1, 5, 7, C rispettivamente. Per interpretare tale valore è stato scritto un 
codice che permette di passare da esadecimale a decimale da cui calcolare il valore del numero di 
giri. Il codice relativo è sotto riportato. Si ricorda che non è stato possibile decriptare l’informazione 
sulla temperatura dal motore dal pacchetto inviato dalla ECU, quindi le funzioni relative alla 
temperatura sono vuote. 
void CEcu::SetRPM(void) 
{ 
 Uint16 IDig, IIDig, IIIDig, IVDig; 
 NOP; 
 if (packet[10] <= 0x39 && packet[10] >= 0x30) 
  IDig= (Uint16) (packet[10]-0x30); 
 if (packet[10] <= 0x46 && packet[10] >= 0x41) 
  IDig= ((Uint16) (packet[10]-0x41)) + 10; 
 
 if (packet[11] <= 0x39 && packet[11] >= 0x30) 
  IIDig= (Uint16) (packet[10]-0x30); 
 if (packet[11] <= 0x46 && packet[11] >= 0x41) 
  IIDig= ((Uint16) (packet[11]-0x41)) + 10; 
 
 if (packet[12] <= 0x39 && packet[12] >= 0x30) 
  IIIDig= (Uint16) (packet[12]-0x30); 
 if (packet[12] <= 0x46 && packet[12] >= 0x41) 
  IIIDig= ((Uint16) (packet[12]-0x41)) + 10; 
 
 if (packet[13] <= 0x39 && packet[13] >= 0x30) 
  IVDig= (Uint16) (packet[13]-0x30); 
 if (packet[13] <= 0x46 && packet[13] >= 0x41) 
  IVDig= ((Uint16) (packet[13]-0x41)) + 10; 
 
 EngineRPM= (IDig<<12) + (IIDig<<8) + (IIIDig<<4) + (IVDig); 
} 
Uint16 CEcu::GetRPM(void) 
{ 
 return EngineRPM; 
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} 
void CEcu::SetEngTemp(void) 
{ 
 EngineTEMP=packet[34];//codice fittizio  
} 
Uint16 CEcu::GetEngTemp(void) 
{ 
 return EngineTEMP; 
} 
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6 COLLAUDO E PROVE SU STRADA 
6.1 Sviluppo e collaudo in laboratorio 
 
Lo sviluppo della centralina si è svolto nel seguente modo. Sono state eseguite alcune simulazioni 
elettriche per una valutazione iniziale dei componenti e circuiti da utilizzare, come mostrato nel 
capitolo 4. Dopo aver scelto i vari componenti che avrebbero costituito la Daughter Board, sono 
stati realizzati dei piccoli circuiti, su mille fori e stampato, che permettessero di interfacciare i vari 
componenti alla scheda di sviluppo GAO-Tek con a bordo il DSP da programmare. Questo ha 
consentito di ottenere il duplice vantaggio di sviluppare il software e di verificare la bontà della 
progettazione hardware prima di realizzare la Daughter Board in modo definitivo. In particolare è 
stato realizzato un circuito d’interfaccia per la ruota fonica, un circuito che simulasse il sensore del 
cambio e un circuito di potenza, con relativo traslatore di livello, necessario a pilotare l’attuatore. 
Quest’ultimo per simulare, molto grossolanamente il comportamento della frizione è stato caricato 
con una molla. Inoltre è stato realizzato un piccolo banco prova per provare il sensore ad effetto 
Hall della ruota fonica. 
Il banco di prova ha permesso di testare il sensore e, di conseguenza, sia il funzionamento della 
relativa interfaccia sia delle routine software di misura della frequenza di rotazione della ruota 
fonica. Il banco prova è mostrato in Figura 6-1. Si tratta di un piccolo banco in legno che ospita il 
sensore e sostiene un cilindro rotante sul quale è montata la ruota fonica. 
 
 
Figura 6-1: due foto del banco di prova utilizzato per testare il sensore, l’interfaccia del sensore e l’acquisizione 
della frequenza di rotazione della ruota. 
 
Il sensore mostrato in Figura 6-1 viene collegato all’interfaccia mostrata in Figura 6-2. Questo 
circuito è del tutto simile a quello montato sulla scheda definitiva, con l’unica differenza del 
package del comparatore CMP04 è through-hole anziché SMT. 
Il circuito di potenza necessario per pilotare l’attuatore è mostrato, anch’esso in Figura 6-2. Il ponte 
ad H, vnh3sp30, non è disponibile con un package che permetta il montaggio su basetta mille fori e 
quindi è stato montato su un circuito stampato artigianale. Come level-shifter per adattare la logica 
a 5 V con quella a 3.3 V del DSP è stata usata una porta logica a 3.3 V con uscita open collector che 
permettesse di collegare un pull-up a 5 V. 
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Figura 6-2: due circuiti utilizzati per sviluppare il software. In alto è riportato il circuito di potenza degli 
attuatori ed in basso a destra è riportato il circuito di interfaccia per le ruote foniche. 
 
Per ultimo, non sicuramente in ordine d’importanza, si rammenta il sensore del cambio, che è il 
sistema principale al quale il software si appoggia per verificare il successo della manovra di 
cambiata. Per simulare il comportamento di tale sensore è stato utilizzato uno switch di cui ogni 
posizione è collegata ad un valore di resistenza diversa. Girando a mano lo switch, una volta 
chiamata la cambiata si simula l’innesto della marcia. Tale switch è stato montato su basetta 
mille-fori insieme ai quattro tasti che andranno montati sul cruscotto del pilota. 
Una volta terminato lo sviluppo e il test di tutte i circuiti è stata disegnata la scheda definitiva, 
facendo uso dell’ambiente di sviluppo Orcad. Il PCB è stato fatto realizzare esternamente ed è 
mostrato in Figura 6-3. 
 
 
Figura 6-3: Daughter Board priva dei componenti. 
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Si notino, in Figura 6-3, i fori sulle piazzole di dissipazione dello stadio di potenza. Tali fori sono 
stati realizzati per permettere di saldare i pad di dissipazione del componente, vnh3sp30, che si 
trovano sotto il componente stesso. Alloggiando il componente nella sua sede sul fronte della 
scheda, ed accedendo ai pad dal retro della scheda con la punta del saldatore e stagno, è possibile 
saldare i pad alle piazzole di dissipazione. Tale operazione si rende necessaria per un adeguata 
dissipazione di calore dello stadio di potenza costituito dal vnh3sp30. 
Una volta montati tutti i componenti la Daugther Board è stata accoppiata con la scheda di sviluppo 
GAO-Tek, ottenendo il sistema di Figura 6-4. Tale scheda è stata poi alloggiata nel contenitore 
mostrato in Figura 6-5. 
 
 
Figura 6-4: Scheda GCU completa. 
 
 
 
Figura 6-5: Packaging della GCU. 
 176
 
6.2 Prove su strada 
Lo sviluppo della centralina del cambio, come descritto nel paragrafo 6.1, da parte del gruppo 
elettronici, è stato parallelo allo sviluppo dell’intera vettura ET-1 da parte dell’E-Team Squadra 
Corse. Ne segue che durante la fase di sviluppo della centralina la vettura ET-1, in particolare i 
sottosistemi frizione e sensore del cambio, non erano disponibili per verificare la bontà di quello 
che veniva sviluppato. È stato possibile collaudare l’ET-1 e di conseguenza la centralina del cambio 
solo a ridosso della gara. 
Appena pronta la vettura, sono stati montati a bordo della stessa i sensori della ruota fonica, il 
cruscotto, gli attuatori e infine la centralina del cambio. Una volta terminato il cablaggio, mostrato 
in  Figura 6-6, è iniziato il collaudo finale della centralina GCU. 
 
 
Figura 6-6: schema cablaggio GCU a bordo della ET-1. 
 
Si è partiti con l’acquisire le soglie del sensore del cambio, necessarie per discriminare le varie 
marce. Si è proceduto a verificare la bontà della cambiata. Non sono stati rilevati problemi 
nell’inserimento dalle marce dalla prima alla quinta, e ugualmente dalla quinta alla prima. 
Il primo problema rilevato riguarda l’innesto della folle che inizialmente veniva trattata come 
l’innesto di una marcia qualsiasi con la routine shiftprocess() descritta nel paragrafo 5.6.4. 
Tale metodo si è dimostrato poco affidabile, si descrive di seguito un altro tentativo effettuato prima 
di giungere al modo definitivo descritto nel paragrafo 5.6.5.  
La ricerca della folle è un processo più complicato rispetto all’inserimento di un’altra marcia perché 
la folle si trova tra due marce, in particolare tra la prima e la seconda, e non può essere selezionata 
semplicemente spingendo l’attuatore, o tirandolo, in maniera non controllata come per le altre 
marce. Se il cambio si trova in prima, per innestare la folle, è necessario spingere l’attuatore, mentre 
se si trova in seconda è necessario tirare l’attuatore. La difficoltà sta nel fatto che, senza un 
particolare controllo, così facendo, dalla prima si passa alla seconda e dalla seconda si passa alla 
prima senza riuscire a trovare la folle. 
L’attuatore del cambio è controllato in tensione. Si potrebbe pensare, per innestare la folle, di 
muovere l’attuatore applicando ai suoi capi una tensione minore rispetto al valore massimo, 
utilizzato per innestare le altre marce. Contemporaneamente si campiona il segnale del sensore del 
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cambio e appena viene segnalata la folle si pone la tensione uguale a zero. Purtroppo, come 
mostrato nelle simulazioni del capitolo 3, imporre una tensione pari a zero non ferma in tempi brevi 
l’attuatore, e quindi, la folle non viene inserita. Se il cambio si trovava inizialmente in prima viene 
innescata la seconda e viceversa. 
Il metodo funzionante si è rivelato il seguente: si supponga che il cambio si trovi in prima, per 
innestare la folle si spingere l’attuatore, applicando la tensione massima, fino a che il sensore della 
marcia indica la prima come marcia inserita. Appena il sensore di marcia indica un valore diverso 
dalla prima, si applica all’attuatore una tensione nulla. A questo, il cambio, può trovarsi in folle o in 
seconda. Se si trova in folle la routine è andata a buon fine. Mentre se si trova in seconda si procede 
muovendo l’attuatore nel verso opposto, applicando tensione massima negativa. Il cambio può 
finire in prima o in folle. Se si trova in folle la routine è andata a buon fine.  Se si trova in prima si 
ripete nuovamente il procedimento. Con tale modo di procedere sembra ci sia il rischio di cadere in 
loop. Durante le prove è successo alcune volte, che, cercando la folle, dalla prima si passa alla 
seconda e poi alla folle; il loop non si è mai verificato. Probabilmente l’inerzia dell’attuatore, delle 
leve del cambio e dei meccanismi d’innesto impediscono al cambio di muoversi rapidamente dalla 
prima alla seconda e quindi il cambio cade in folle. 
Un altro problema rilevato è il rilascio della frizione in partenza. Come specificato più volte il 
controllo della frizione deve partire dal punto d’innesto, ovvero dal punto in cui ad una variazione 
della forza normale tra i dischi della frizione, e quindi sulla leva della frizione, corrisponde 
effettivamente una variazione di coppia. 
Un primo metodo di partenza è stato quello di decrementare linearmente la tensione ai capi 
dell’attuatore in un tempo molto lungo, 3-4 s, dal valore massimo fino a zero. Cosi facendo si 
attraversano le seguenti fasi: all’inizio la frizione è completamente disinnescata, poi la tensione 
sull’attuatore diminuisce e quest’ultimo si muove verso il punto d’innesto, passa attraverso il punto 
d’innesto e il veicolo si muove, la tensione continua a calare e la frizione si innesta completamente. 
Cosi facendo il veicolo non riesce a partire e si ferma spengendosi in corrispondenza del punto 
d’innesto della frizione. 
Per muovere correttamente il veicolo è necessario bloccare l’attuatore nel punto d’innesto della 
frizione. Un metodo semplice consiste nell’osservare il movimento delle ruote, e bloccare 
l’attuatore non appena queste si muovono, applicando tale strategia il veicolo parte correttamente. Il 
rilascio dell’attuatore viene controllato in uno dei due modi specificati nel paragrafo 3.12. 
Infine sono stati misurati i tempi di cambiata, in particolare è stato misurato il tempo per passare 
dalla seconda alla terza. I risultati sono mostrati in Figura 0-1, di pagina 179. Si ottengono cambiate 
nell’ordine dei 40 ms. Per quanto riguarda i tempi di scalata, tralasciando la fase di rilascio della 
frizione, il risultato è nettamente inferiore. Questo perché, durante la manovra di scalata, è 
necessario disinnestare la frizione prima di eseguire operazione sul cambio. La pressione della 
frizione richiede un tempo di circa 100 ms, quindi il tempo d’innesto di una marcia in scalata sarà di 
circa 140 ms. Il rilascio della frizione in scalata, eseguito con i metodi descritti nel paragrafo 3.10, 
non ha presentato problemi. 
 
6.3 Fiorano 
La gara di Formula SAE Italy 2008 si è svolta presso il circuito Ferrari di  Fiorano, Modena, dal 20 
al 22 settembre 2008. La gara è stata costituita da otto prove di cui tre statiche e quattro dinamiche. 
Le tre prove statiche sono: “Cost Analysis”, “Business Plan Presentation”, “Engineering Design”. 
La prova di “Cost Analysis” ha lo scopo di valutare i costi di realizzazione, della vettura, in base al 
budget disponibile. È necessario compilare un cost report e fare una presentazione durante l’evento. 
La prova di “Business Plan Presentation” è una presentazione orientata ad illustrare il progetto e la 
sua organizzazione. Viene valutata non soltanto da ingegneri ma anche da manager di produzione, 
addetti al marketing e alla finanza. La prova di “Engineering Design” consiste nella valutazione 
delle scelte progettuali della vettura che viene ispezionata e deve risultare pronta a gareggiare. 
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Le prove dinamiche sono: “Acceleration”, “Skid-Pad”, “Autocross”, “Endurance and fuel 
economy”. La prova di “Acceleration” consiste nel percorrere 75 m, partendo da fermi, nel minor 
tempo possibile. La prova di “Skid-Pad” consiste nel far percorrere, alla vettura, una specie di otto, 
composto da due cerchi di circa 15 m. Ha lo scopo di valutare la capacità di curva del veicolo. La 
prova di “Autocross” consiste nel far percorre alla vettura un percorso tortuoso con lo scopo di 
valutare la manovrabilità del mezzo. La prova di “Endurance and fuel economy” consiste in una 
vera e propria gara. Le vetture competono tutte insieme, con sorpassi controllati dai commissari, per 
una distanza complessiva di 22 Km. Oltre alla classifica finale viene valutato il consumo di 
carburante della vettura. 
L’ E-Team è riuscito a concludere tutte le prove, ad eccezione dello “Skid-Pad”, riportando ottimi 
risultati per un team esordiente. In particolare è riuscito a concludere la gara di Endurance, che 
mette a dura prova l’affidabilità della vettura e di tutti i sottosistemi che la costituiscono, finendo 
dodicesimo tra i trentacinque team iscritti. 
La Figura 6-7 mostra un primo piano della vettura ET-1. 
 
 
Figura 6-7: ET-1 a Fiorano. 
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Conclusioni 
In questo documento è stata presentata una centralina elettronica per il controllo del cambio 
semiautomatico sequenziale in vetture Formula SAE. Il sistema di attuazione è interamente elettrico 
in quanto è stato fatto uso di dispositivi voice-coil per gestire i comandi di cambio e frizione. 
La centralina di controllo per cambio semi-automatico è stata realizzata e le specifiche di progetto 
sono state soddisfatte. Le principali fasi di sviluppo che si sono susseguite, dalle specifiche al 
collaudo della centralina, sono state lo studio dei vari sottosistemi della vettura ET-1, la scelta dei 
componenti hardware di interfaccia e di potenza, studio del DSP e sviluppo del firmware (fase 
centrale nel presente lavoro di tesi), fino al montaggio, al collaudo su strada e alla partecipazione 
alla gara Formula ATA 2008 presso il circuito Ferrari di Fiorano (Mo). 
Il collaudo del veicolo, come descritto nel paragrafo 6.1, ha mostrato che la centralina svolge il suo 
compito. Un approfondito studio nelle fasi preliminari del progetto ha fatto sì che il tempo 
necessario per la configurazione a bordo della vettura sia stato molto breve in confronto alla 
complessità del sistema stesso. La validità dei risultati è confermata dai riscontri cronometrici sui 
tempi di cambiata. Il tempo necessario per un cambio marcia è infatti intorno ai 40 ms e a titolo di 
esempio dei numerosi test effettuati si riporta il grafico in Figura 0-1.  
 
Figura 0-1: a destra corrente nell’attuatore del cambio VS tempo nel passaggio dalla seconda alla terza; a 
sinistra segnale in tensione del sensore del cambio VS tempo nel passaggio dalla seconda alla terza. 
 
Si tratta di un ottimo risultato, anche in virtù del confronto con lo stato dell’arte dei sistemi di 
controllo per la trasmissione di vetture Formula SAE, che più spesso adottano soluzioni di tipo 
elettro-pneumatico o elettro-idraulico [9]-[11]. Inoltre un sistema completamente elettrico presenta 
l’ulteriore vantaggio di non aver bisogno di circuiti ausiliari, pneumatici o idraulici, per gli attuatori. 
Si nota ulteriormente che il breve tempo di attuazione per la cambiata fà si che il riscaldamento dei 
filamenti per effetto Joule sia molto contenuto, tanto da non necessitare di dissipatore. Un punto 
debole del sistema resta tuttavia il peso degli attuatori, specie se confrontato con altri sistemi di 
attuazione utilizzati in Formula SAE. Ciononostante, il peso complessivo del comparto power-train 
della ET-1 è tra i più contenuti della Formula SAE, grazie alla leggerezza del motore bicilindrico 
adottato, ottenendo cosi un rapporto peso-potenza simile, se non migliore, alla altre vetture che di 
solito usano motori quattro cilindri. 
Sviluppi ulteriori del sistema dovrebbero prevedere principalmente due cose. Un potenziamento 
dell’impianto di alimentazione dell’attuatore della frizione in modo da premere quest’ultima in 
maniera più rapida, accorciando cosi anche i tempi di scalata. Inoltre un’ottimizzazione del 
controllo della frizione in partenza durante le manovre del veicolo. 
I risultati ottenuti durante l’evento Formula SAE Italy 2008, dove l’E-Team Squadra Corse 
dell’Università di Pisa ha partecipato per la prima volta, hanno confermato l’affidabilità del sistema. 
In questa competizione, che ha avuto luogo sul circuito Ferrari a Fiorano, l’E-Team ha ottenuti 
risultati degni di nota per un team alla prima esperienza, finendo primo tra gli esordienti, sesto nella 
classifica finale tra le undici squadre italiane ed essendo dodicesimo tra le trentacinque iscritte nella 
selettiva gara di endurance. 
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