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0. Motivació 
 
Internet és un món d’allò més extraordinari. Encara recordo amb nostàlgia quan de ben petit, 
m’endinsava dins d’aquest oceà virtual a través de la xarxa telefònica commutada amb una 
capacitat de transmissió de dades que no superava els 56 kbps. Els anys han passat i Internet 
a experimentat una evolució a velocitats vertiginoses, no tan sols en l’aspecte tecnològic sinó 
també en l’aspecte cultural i social.  
 
Si he de destacar dos aspectes que em fascinen d’aquest món em decantaria per la 
col·laboració i la compartició. En primer lloc, l’ecosistema de col·laboració que ha creat aquesta 
xarxa resulta d’allò més utòpic en el món en el que vivim. Per exemple, les comunitats open 
source proposen una metodologia de treball que posa l’accent en la col·laboració de tot el món, 
aportant suggeriments o participant en el desenvolupament del projecte que es dugui a terme. 
És especialment interessant fer èmfasi en aquest moviment: una comunitat de persones, de 
diferent naturalesa, treballant plegades de forma altruista per a aconseguir crear solucions 
software genuïnes (el kernel de Linux n’és un exemple). És un fenomen d’allò més singular en 
el món en el que vivim. En segon lloc, tenim el concepte de compartició. Internet és el llenç 
idoni on pintar els nostres pensaments, creacions, continguts,... ja que obrim una finestra amb 
usuaris de tot el món.  
 
Així doncs, en estreta relació amb aquests dos conceptes, apareix una eina que els porta al 
màxim nivell de representació: el client BitTorrent. El client BitTorrent és una aplicació software 
destinada a compartir contingut de tot tipus recolzant-se i basant-se en l’esperit col·laboratiu de 
la comunitat d’internautes. Jo mateix formo part d’aquest col·lectiu que interactua compartint 
continguts de tota classe i naturalesa. No obstant això, volia prendre una actitud més proactiva i 
desenvolupar la meva pròpia representació d’un client BitTorrent.  
 
Identifico dos factors clau que em van motivar a prendre aquesta decisió d’acabar convertint 
aquest projecte en el meu Treball de Fi de Grau, la cúspide del Grau en Enginyeria Informàtica. 
En primer lloc, en una vessant purament acadèmica, tenia curiositat i inquietud per endinsar-me 
en les entranyes d’una aplicació d’aquesta naturalesa i entendre’n el funcionament. En segon 
lloc, en una visió més pràctica, tenia ganes d’implementar la meva pròpia solució a fi de seguir 
enriquint a la comunitat amb la meva versió personal, especialment amb l’atenció posada en 
innovar i oferir facilitats al públic més inexpert. 
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1. Contextualització 
 
BitTorrent és una eina de llibertat d’expressió. Si volem compartir un fitxer de qualsevol 
naturalesa, a mesura que aquest es fa més popular i més gent vol obtenir-lo, requerim una 
major amplada de banda i potència del servidor.  
 
Amb la finalitat de solucionar aquest cercle viciós, apareix el protocol BitTorrent basat en 
l’escalabilitat, la robustesa i la cooperació. Així doncs, l’aparició d’un nou participant que 
demana un fitxer no es converteix en un handicap sinó en un aliat en l’ecosistema de 
compartició. El cercle viciós que comentàvem inicialment passa a convertir-se en un autèntic 
cercle virtuós.  
 
   
Figura 1: Esquema d’una compartició unidireccional (esquerra) i d’una compartició cooperativa (dreta). 
 
1.1. El protocol BitTorrent 1.0 [2][3][6][7] 1 
1.1.1. Definició 
BitTorrent és un protocol peer-to-peer (P2P) dissenyat pel nord-americà Bram Cohen. El seu 
propòsit es basa en la compartició de fitxers entre diferents peers i xarxes. Tot contingut 
s'identifica per un URL, permetent una total integració amb el món web. 
1.1.2. Elements 
Per a poder implementar el protocol BitTorrent requerim les següents entitats: 
 
● Un servidor web ordinari, que sigui capaç de processar peticions HTTP.  
● Un fitxer amb les metadades  
● Un tracker  
● Un conjunt de peers 
                                               
1
 Per a una especificació més detallada del protocol BitTorrrent anar a l’Annex.  
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1.1.3. Bencoding [8] 
Bencode és el format de codificació que utilitza el protocol BitTorrent en els arxius que 
contenen les metadades (els arxius .torrent). Bencode suporta quatre tipus diferents de valors: 
cadenes de caràcters, enters, llistes i diccionaris. 
1.1.4. Estructura de les metadades 
Els fitxers que contenen les metadades, coneguts com a torrent per tenir l’extensió .torrent, són 
petits fitxers que contenen informació sobre el contingut que es vol distribuir, sobre els trackers 
(servidors que vetllaran per ajudar que les parts implicades es puguin connectar i comunicar-
se) i sobre la integritat de les dades. És important remarcar que els torrents no tenen informació 
relacionada amb el contingut dels fitxers a compartir.  
1.1.5. Tracker  
El tracker és un servidor capaç de respondre a peticions GET del protocol HTTP. Les peticions 
contenen mètriques que ajuden al servidor a mantenir actualitzades les estadístiques del 
torrent. Les respostes inclouen informació que ajuda al client a poder unir-se als altres peers i 
participar en la compartició del contingut. Com ja hem comentat en l’anterior apartat, l’URL del 
servidor està especificat en l’arxiu de les metadades.  
1.1.6. Peer protocol [1] 
El peer protocol és l’encarregat de facilitar l’intercanvi de pieces2 especificades en el fitxer de 
les metadades. Les connexions entre peers són simètriques: els missatges i les dades es 
poden enviar en ambdues direccions. El client han de mantenir actualitzada la informació de les 
connexions que té amb cada peer mitjançant l’ús de dos bits d’estat: 
 
● choked: Indica si el client refusa o no l’enviament de blocks.  
● interested: indica si el client vol obtenir o no un determinat block que en aquest moment 
no té. 
 
Així doncs, la transmissió de dades succeeix quan una part està interessada i l’altra no està en 
l’estat choked. El protocol s’inicia amb un handshake seguit d’un nombre indeterminat de 
missatges.  
 
  
                                               
2
 En l’especificació original s’empra el terme piece en dos contextos: en el fitxer de les metadades i en el 
peer protocol. Per evitar aquest doble significat, utilitzarem el concepte block per a referir-nos a les dades 
que són intercanviades entre peers. 
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1.1.7. Algorismes [4][5] 
Escollir l’ordre en que es descarreguen els blocks d’un torrent és vital per aconseguir un bon 
rendiment. En primer lloc, quan disposem d’un conjunt de fragments d’un determinat block, es 
dóna prioritat a descarregar la resta de fragments d’aquest per a disposar d’un block complet 
com més aviat millor. 
  
En segon lloc, s’empra la tècnica batejada com rarest first (els singulars primer) en que un cop 
s’inicia la descàrrega, es prioritza la compartició d’aquells blocks que menys peers disposen. 
En determinades ocasions, quan el block singular només està en possessió d’un sol peer, es 
decideix primer descarregar un block més popular. Un cop es disposa d’aquest completament, 
s’inicia l’estratègia rarest first.  
 
Finalment, cal emprar un tractament especial en el moment que una descàrrega està a punt de 
completar-se, especialment si la velocitat de transferència és força baixa. Es demanen tots els 
fragments que falten a tots els peers i es van enviant missatges de tipus cancel quan ja s’ha 
obtingut el fragment per evitar així redundàncies i aprofitar millor l’amplada de banda.  
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2. Estat de l’art 
2.1. Estudi de mercat 
 
Per a situar el projecte dins del marc de solucions existents, és necessari realitzar un estudi 
dels principals clients existents que ens servirà per treure conclusions en dos fronts. Per una 
banda, l’anàlisi ens permetrà fer factor comú i trobar tot el conjunt de funcionalitats que la 
majoria de clients existents tenen implementades i que forçosament la nostra solució haurà de 
posseir també. Per altra banda, l’estudi és una oportunitat per a descobrir en quins àmbits 
podem crear noves funcionalitats o explotar de forma més òptima les ja existents. 
 
Realitzarem l’anàlisi dels següents clients BitTorrent: 
● BitTorrent [10] 
● Deluge [11] 
● μTorrent [12] 
● qBittorrent [13] 
● Transmission [14] 
● Vuze [15] 
 
2.1.1. Informació general 
 
Client BitTorrent Desenvolupador Llicència de software 
BitTorrent Bram Cohen Propietària 
Deluge Varis GPL3 
μTorrent Ludvig Strigeus Propietària 
qBittorrent Christophe Dumez GPL 
Transmission Varis GPL / MIT4 
Vuze Vuze GPL  
Taula 1: Informació general dels clients. 
 
  
                                               
3
 Detalls sobre la GNU General Public Licence a https://gnu.org/licenses/gpl.html  
4
 Detalls sobre la llicència MIT a http://opensource.org/licenses/mit-license.php  
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2.1.2. Compatibilitat amb els sistemes operatius 
 
Client 
BitTorrent 
Windows Mac OS Linux iOS Android 
BitTorrent ✔ ✔ x x ✔ 
Deluge ✔ ✔ ✔ x x 
μTorrent ✔ ✔ ✔ x ✔ 
qBittorrent ✔ ✔ ✔ ✔ ✔ 
Transmission ✔ ✔ ✔ x x 
Vuze ✔ ✔ ✔ x ✔ 
Taula 2: Compatibilitats dels clients amb els diferents SO. 
 
2.1.3. Interfícies i llenguatges de programació 
 
Client 
BitTorrent 
GUI Web 
Línia de 
comandes 
Altres 
Llenguatge 
de 
programació 
Basat en 
BitTorrent ✔ ✔ ~ x C++ μTorrent 
Deluge ✔ ✔ ✔ Daemon Python, C++ libtorrent 5  
μTorrent ✔ ✔ x WebAPI C++ - 
qBittorrent ✔ ✔ ~ x C++, Python libtorrent  
Transmission ✔ ✔ ✔ 
Daemon, API 
de control 
remot 
C - 
Vuze ✔ ✔ ~ 
Telnet, API 
de control 
remot  
Java, SWT - 
Taula 3: Interfícies i llenguatges de programació dels clients. 
 
  
                                               
5
 libtorrent és una implementació open source del protocol BitTorrent. Per a conèixer més detalls sobre 
aquesta llibreria (implementada en C++) visitar http://www.libtorrent.org/manual-ref.html  
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2.1.4. Funcionalitats 
 
Client 
BitTorrent 
Magnet URI 
Super 
seeding 
Encriptació 
Intercanvi de 
peers 
DHT 
BitTorrent ✔ ✔ ✔ ✔ ✔ 
Deluge ✔ x ✔ ✔ ✔ 
μTorrent ✔ ✔ ✔ ✔ ✔ 
qBittorrent ✔ ✔ ✔ ✔ ✔ 
Transmission ✔ x ✔ ✔ ✔ 
Vuze ✔ ✔ ✔ ✔ ✔ 
Taula 4: Funcionalitats dels clients (I). 
 
Client 
BitTorrent 
Webseeding RSS 
Control 
remot via 
web 
Motor de 
cerca 
Crítiques i 
comentaris 
BitTorrent ✔ x ✔ ✔ ✔ 
Deluge x x ✔ x x 
μTorrent ✔ ✔ ✔ ✔ ✔ 
qBittorrent ✔ ✔ ✔ ✔ x 
Transmission ✔ x ✔ x x 
Vuze ✔ ✔ ✔ ✔ ✔ 
Taula 5: Funcionalitats dels clients (II). 
 
2.2. Conclusions de l’estudi de mercat 
 
Després d’analitzar i estudiar les diferents ofertes existents en el mercat, necessitem extreure’n 
un conjunt de conclusions. En primer lloc, és clar que hem d’apostar per una solució 
multiplataforma, que sigui totalment compatible com a mínim amb els tres principals sistemes 
operatius (Windows, Mac OS, Linux).  
 
En segon lloc, donarem prioritat a la implementació d’una interfície gràfica d’usuari (GUI) abans 
que una interfície Web. Cal remarcar que ambdues són importants, però a causa de que el 
temps que tenim és limitat, no podem apostar per les dues.  
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Tot i així, implementant un bon disseny modular i amb baix acoblament, aconseguirem que 
sigui fàcil poder incloure noves interfícies a la nostra solució software.  
 
En tercer lloc, és interessant remarcar la possibilitat d’emprar la llibreria libtorrent degut a que ja 
dóna suport a la majoria de funcionalitats del protocol BitTorrent. A més, el fet de ser emprada 
per més d’una aplicació important (Deluge, qBittorrent,...) dóna garanties de la seva qualitat. 
Tot i així, si volem treballar en Java, cal tenir present que la llibreria és implementada en C++ i 
per tant, requerirem algun mecanisme (binding,...) a fi de poder utilitzar-la.  
 
Finalment, malgrat que alguns clients ja integren un cercador de torrents, la gran majoria 
segueix sense incorporar aquesta funcionalitat. D’altra banda, no hi ha cap client que incorpori 
un gestor dels fitxers descarregats, per tant, tenim aquí una oportunitat per implementar una 
nova funcionalitat.  
 
2.3. Stakeholder 
 
En aquest apartat es detallen totes les persones que es relacionaran amb el projecte, tant les 
que participen directament en el seu desenvolupament com les que es beneficiaran dels 
resultats obtinguts. 
 
2.3.1. Equip de desenvolupadors  
L’equip encarregat de desenvolupar la solució software està compost per un cap de projecte, 
un analista, un dissenyador, un programador i un responsable de proves. A causa del fet que el 
projecte és dut a terme per un únic estudiant, aquest haurà d’actuar en la figura dels diferents 
rols. Així doncs, l’estudiant té l’objectiu (i alhora la responsabilitat) de desenvolupar el projecte 
complint amb totes les garanties, terminis i paràmetres prèviament establerts.  
 
2.3.2. Director del projecte 
El director del projecte és en Ernest Teniente López, doctor per la Universitat Politècnica de 
Catalunya i professor del Departament d’Enginyeria de Serveis i Sistemes d’Informació de la 
mateixa universitat. És qui guiarà, donarà suport i supervisarà el projecte durant el seu 
transcurs.  
 
2.3.3. Usuaris 
El projecte té l’objectiu de distribuir la solució software al mercat de forma lliure, ja que es 
registrarà sota una llicència de software lliure. Així doncs, qualsevol usuari que desitgi compartir 
fitxers emprant la nostra eina serà considerat stakeholder. Malgrat que la solució està oberta a 
tot el mercat, les seves característiques i funcionalitats van especialment enfocades a cridar 
l’atenció d’aquell target menys experts que busqui una eina simple i que els hi doni suport en tot 
el procés. 
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3. Abast del projecte i metodologia utilitzada 
3.1. Objectius 
 
Al continent europeu, durant el primer semestre del 2014, prop del 15%6 del tràfic a Internet va 
ser ocasionat pel protocol BitTorrent. La situació és similar en la resta de continents, on aquest 
protocol encapçala les primeres posicions en els rànquings de tràfic. Aquesta primera dada ja 
ens fa adonar de la importància que tenen els clients BitTorrent dins l’immens oceà anomenat 
d’Internet.  
 
Si naveguem una mica per la xarxa, podem notar de seguida la gran quantitat de clients 
BitTorrents ja existents. Així doncs, el nostre objectiu consisteix en entrar a competir en aquest 
mercat, desenvolupant la nostra pròpia versió d’aquest popular client. 
 
Necessitem cercar diferenciació: factors que generin valor afegit el nostre producte. La millor 
carta que podem jugar és apostar pel públic menys expert i proposar funcionalitats que ajudin a 
facilitar-los la interacció amb aquest tipus d’aplicacions. El nostre objectiu final ha de consistir 
en crear una eina que doni suport i facilitats a l’usuari durant tot el procés, és a dir, des del 
moment que aquest busca un arxiu per descarregar fins que el té emmagatzemat en el seu 
equip. 
 
Així doncs, formulem el nostre principal objectiu: 
 
★ Crear un client BitTorrent complet i totalment funcional, per tant, aquest implementarà el 
protocol BitTorrent per compartir arxius entre equips al llarg de tota la xarxa.  
 
Acompanyant aquest objectiu primari, en tenim dos altres de secundaris: 
 
★ Integrar un cercador que permeti buscar a la xarxa qualsevol tipus d’arxiu. 
★ Incorporar un gestor dels arxius descarregats. 
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3.2. Definició de l'abast 
 
D’entrada ja sabem que l’objectiu del projecte consisteix en el desenvolupament d'un sistema 
software que, actuant com a client en el protocol BitTorrent, permetrà compartir fitxers de 
qualsevol tipus de forma peer-to-peer (P2P). Tot i així, necessitem limitar l’abast del nostre 
projecte, i per fer-ho, l’estructurarem en tres parts: 
  
● En primer lloc, realitzarem una anàlisi dels principals clients ja existents, fixant-nos en 
les funcionalitats que ofereixen per treure conclusions en dos fronts. Per una banda, 
aconseguirem fer factor comú de les funcionalitats que implementen la majoria de 
clients, i aquestes, formaran part del conjunt de característiques que obligatòriament 
haurà de disposar la nostra solució software (és el mínim que el nostre públic objectiu 
ens exigirà). Per altra banda, podrem definir un conjunt amb totes aquelles funcionalitats 
no implementades per ningú (o per una minoria), que ens ajudaran a crear trets 
diferenciadors i generar un major valor afegit al nostre producte. Principalment, 
orientarem les noves opcions a facilitar l'ús als usuaris menys experts.  
 
● En segon lloc, un cop tenim establert tot el conjunt de funcionalitats (tant les mínimes 
com les que aporten nou valor) decidirem quines cal implementar. Valorarem el temps i 
la dificultat de cada una d’elles per així poder escollir el millor subconjunt possible. 
D’entrada, i previ a la realització d'aquesta anàlisi més exhaustiva, ja tenim definits 
alguns requisits d’aquest subconjunt final:  
 
○ L’aplicació tindrà una interfície d’escriptori.    
○ L’aplicació integrarà un cercador que permeti buscar i descarregar els arxius que 
l'usuari desitgi, sense la necessitat que primer hagi de navegar per la web 
cercant els arxius .torrent. 
○ L’aplicació incorporarà un gestor de fitxers baixats, que s'encarregarà 
d’organitzar-los en diferents directoris i permetrà a l'usuari tenir el seu contingut 
ordenat i classificat.  
 
● En tercer lloc, procedirem a implementar tots els requisits funcionals i de qualitat definits 
en la fase anterior, vetllant per aconseguir finalment un client BitTorrent complet i 
totalment funcional. 
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3.3. Possibles obstacles i plans de contingència 
3.3.1. Temps limitat 
La gestió del temps serà un aspecte vital durant el transcurs del projecte. Caldrà establir una 
planificació temporal realista i flexible, tot identificant aquells processos més crítics que poden 
frenar el desenvolupament del projecte. A més, classificarem els diferents casos d'ús segons la 
seva rellevància i dificultat, a fi de decidir quins s'implementaran en cada iteració. D'aquesta 
forma, en cas que ens quedéssim sense temps, mantindríem l'objectiu de crear un client 
BitTorrent funcional (malgrat la manca d’algun requeriment). 
 
3.3.2. Desconeixement de la tecnologia 
En primer lloc, cal ser conscients que tenim un coneixement de la tecnologia limitat. A més, 
alguns dels conceptes (com per exemple el propi protocol BitTorrent) estan més relacionats 
amb l'especialitat de Tecnologies de la Informació que en la del nostre projecte (Enginyeria del 
Software), afegint un altre handicap. La millor contramesura que disposem per a fer front a 
aquest obstacle és mitjançant l'ús d'informació que ens permeti augmentar i enriquir els nostres 
coneixements. 
 
3.3.3. Utilització d'API's externes      
Per a poder dur a terme una de les funcionalitats més importants, el cercador d'arxius .torrent, 
requerirem utilitzar API's dels servidors que allotgen als torrents. Aquestes API's seran de 
diferent naturalesa i caldrà validar que el seu funcionament és l'esperat. Ja que l'objectiu del 
cercador és obtenir com a mínim un subconjunt de tots els torrents corresponents a una 
determinada cerca, no serà crític si emprem poques API's o hem de descartar alguna d'elles 
perquè el seu funcionament no és l'esperat. 
 
3.3.4. Mal disseny 
És un dels problemes més típics en qualsevol projecte software. Cal ser molt meticulós des de 
l'inici del projecte alhora de realitzar l'estat de l'art, recollir els requisits i dissenyar la solució. Un 
error en aquestes primeres fases es transmetrà i afectarà críticament en les següents. Caldrà 
combatre el problema mitjançant una validació exhaustiva tant del director com personal. 
Addicionalment, l’elecció d’una metodologia basada en iteracions curtes ens permetrà detectar 
precoçment inconsistències en el disseny. 
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3.4. Mètodes de treball 
 
El desenvolupament de la solució software seguirà la metodologia RUP (Rational Unified 
Process). RUP és un procés de desenvolupament dissenyat per l’empresa Rational Software, 
companyia que actualment és propietat d’IBM. RUP treballa juntament amb UML (Unified 
Modeling Language) amb l’objectiu d’analitzar, dissenyar, implementar i documentar sistemes 
software orientats a objectes. 
 
RUP es fonamenta en les 6 millors pràctiques de desenvolupament software reconegudes en la 
indústria (per tant, és una metodologia fruit de moltes experiències). Les best practices són les 
següents: 
 
● Desenvolupament iteratiu. 
● Gestió dels requisits. 
● Utilització d’arquitectures basades en components. 
● Modelat visual (UML).  
● Verificació de la qualitat. 
● Control dels canvis al software. 
 
Així doncs, tot seguit presentem les característiques més destacables d’aquest procés: 
 
● Dirigit per casos d’ús: les funcionalitats que aporten valor als usuaris són ciutadans de 
primera classe durant tot el procés de desenvolupament. Són els encarregats d’unir tot 
el projecte des de l’especificació fins al manteniment, així com guiar l’execució de les 
diferents iteracions. 
● Centrat en l’arquitectura: mentre que els casos d’ús especifiquen funcions, 
l’arquitectura determina la forma (interfícies, distribució física, cohesió, acoblament,...). 
Un bon disseny arquitectònic inicial permet que canvis durant el procés (nous 
requeriments) no siguin gaire dramàtics.  
● Iteratiu i incremental: el treball es divideix en iteracions petites en funció de la 
importància dels casos d’ús i l’estudi de riscos, realitzant de forma incremental el 
producte software final. D’aquesta forma, s’obliga al desenvolupador a afrontar els 
riscos des de ben aviat, es potencia el feedback entre els usuaris i es detecten 
precoçment inconsistències entre els requeriments, el disseny i la codificació.  
● Dirigit per riscos: minimitza la possibilitat d’ocurrència i impacte dels riscos que poden 
posar en perill l’execució del projecte.  
● Noció d’artefactes: són els elements d’informació produïts, modificats o usats en el 
desenvolupament del software. Per exemple, anomenarem artefactes al model de casos 
d’ús, al codi font o als executables. 
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3.5. Eines de seguiment 
 
Durant el transcurs del projecte, emprarem principalment dues eines de seguiment: Bitbucket 
com a repositori del codi font i Google Drive per la realització de la documentació.  
 
Bitbucket és un servei web d’allotjament de projectes que utilitza i integra el sistema de 
versions dissenyat per Linus Torvalds: Git. Ens permetrà documentar els canvis que anem 
realitzant gràcies al fet que l’eina permet introduir comentaris alhora de fer pujar les 
modificacions al repositori.  
 
Google Drive és un servei d’allotjament al núvol implementat per Google. Ens permetrà editar i 
accedir a la nostra documentació en qualsevol dispositiu i des de qualsevol lloc. Compartirem 
els nostres arxius amb el director perquè pugui tenir constància de l’estat del projecte en 
qualsevol instant. Addicionalment, el director podrà treure suc a la l’eina de comentaris que 
ofereix l’aplicació de Google per donar així feedback de forma fàcil. 
 
3.6. Mètodes de validació 
 
Per fer un seguiment general del projecte s’ha acordat amb el director realitzar reunions amb 
una regularitat setmanal. Com ja hem comentat en l’apartat anterior, l’eina de comentaris que 
ofereix Google Drive pot ser molt poderosa per validar la documentació del projecte. Tot i així, 
l’eina de Google no té la intenció de substituir la comunicació face to face o via correu 
electrònic. Pel cas de les reunions presencials, s’ha establert la dinàmica de comunicar i 
transmetre el material amb antelació al director, per a poder discutir-lo durant la quedada de 
forma molt més profitosa. 
 
Respecte a la validació del codi font, realitzarem drivers per validar que el conjunt de 
funcionalitats implementades es comporten correctament.  
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4. Anàlisi de requisits 
 
En aquest apartat del document, necessitem traduir els objectius a requisits (funcionals i no 
funcionals). En primer lloc, els requisits funcionals, són aquells que estableixen tot allò que 
podrà fer la nostra aplicació, és a dir, el conjunt de les seves funcionalitats. Per altra banda, els 
requisits no funcionals, són aquell conjunt de condicions que ha de posseir el nostre sistema 
software a fi d’avaluar-ne la qualitat. En aquest apartat és important fer referència als objectius 
a curt i llarg termini definits en 3.1. Objectius, així com a la identificació de les parts 
interessades en 2.3. Stakeholder, ja que són dos pilars bàsics alhora d’instanciar els requisits 
del projecte.  
 
4.1. Requisits funcionals 
 
Crear torrent: es pot crear un arxiu torrent, és a dir, un fitxer que conté les metadades amb 
tota la informació necessària sobre el contingut que es vol distribuir. El contingut a compartir pot 
ser un sol arxiu o un directori sencer. 
 
Carregar nou torrent: es pot carregar un nou torrent en el sistema per a ser descarregat i/o 
compartit amb usuaris de tot el món. 
 
Veure informació torrents: es mostra informació de tots aquells torrents que estan 
interactuant en el sistema. 
 
Esborrar torrents: es pot eliminar del sistema qualsevol torrent existent. 
 
Cercar torrents: es pot buscar nous torrents existents en la xarxa mitjançant un cercador 
integrat en el sistema. Addicionalment, l’usuari pot carregar en el sistema algun dels torrents 
trobats durant el procés de cerca. 
 
Gestionar preferències: es pot modificar i personalitzar les preferències (nombre de 
descàrregues i comparticions actives, mode anònim, límits de velocitats de baixada i pujada, 
idioma, directori d’emmagatzemament,...). 
 
Gestionar descàrregues: es pot gestionar les comparticions actives en el sistema: aturant-les, 
iniciant-les o modificant els límits de bandwith (amplada de banda). 
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4.2. Requisits no funcionals 
4.2.1. Requisits d’usabilitat i humanitat 
 
Requisits de facilitat d’ús: 
Descripció: 
El sistema ha de ser intuïtiu i fàcil d’usar. Complirà els criteris de 
termes de disseny, de contingut, d’estructura i de presentació 
fixats per la W3C7.  
Justificació: 
Un punt diferenciador important és que l'usuari pugui fer servir el 
sistema intuïtivament, de manera que no perdi el temps intentant 
descobrir com funciona i, a més a més, que qualsevol persona 
sigui capaç de familiaritzar-se amb el sistema. 
Criteri de Satisfacció: Auto-explicatiu. 
 
Requisits de personalització: 
Descripció: 
El sistema s'oferirà com a mínim en tres idiomes: anglès, català i 
castellà. 
Justificació: 
El català i el castellà són les llengües vehiculars de la Facultat 
d’Informàtica de Barcelona i l'anglès és la llengua global. 
Criteri de Satisfacció: 
El 100% dels continguts del sistema es podran visualitzar com a 
mínim en tres idiomes. 
 
Requisits d’aprenentatge: 
Descripció: 
El sistema no ha de requerir coneixements als usuaris per poder-
lo usar. 
Justificació: 
Els usuaris poden no decantar-se a utilitzar el nostre sistema si 
la corba d'aprenentatge és massa lenta. 
Criteri de Satisfacció: 
El sistema donarà suport en aquells punts que es consideri 
necessari mitjançant una breu descripció sobre el que s'ha de fer 
o una breu explicació. 
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Requisits de comprensió i cortesia: 
Descripció: 
El llenguatge estàndard del sistema ha de ser comprensible, clar 
i concís. 
Justificació: 
L'usuari no ha de tenir cap problema per entendre el 
funcionament del sistema o entendre qualsevol text del sistema, 
de manera clara i concisa. 
Criteri de Satisfacció: 
Es demanarà a una o diverses persones qualificades en cada 
idioma en què es presenta el sistema que revisi, valori i ajudi a 
fer que el llenguatge sigui clar, correcte, concís i respectuós. 
 
4.2.2. Requisits de rendiment 
 
Requisits de velocitat i latència: 
Descripció: 
Totes les funcionalitats del sistema han d'executar-se de manera 
ràpida. 
Justificació: 
Per evitar que l'usuari perdi el temps, que pensi que el sistema 
no funciona o que té funcionalitats que fallen, el sistema ha de 
respondre en 4 segons o menys. 
Criteri de Satisfacció: 
El sistema ha de resoldre totes les funcionalitats que l'usuari 
necessiti realitzar en 4 segons com a màxim. En cas que no fos 
possible ha d’aparèixer un missatge informant de que el procés 
trigarà un temps. 
 
Requisits de precisió i exactitud: 
Descripció: 
Totes les dates del sistema s'expressen amb el següent format: 
DD/MM/YYYY HH:MM 
Justificació: 
Hi ha d’haver una uniformitat relativa entre les dates per 
assegurar que són intel·ligibles per a tots els usuaris i que no 
donen lloc a una possible confusió. 
Criteri de Satisfacció: 
El format data i hora seguirà l’estàndard ISO-8601 extens d’estil 
Europeu (EN 28601). 
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Requisits de robustesa o tolerància a errors: 
Descripció: El sistema ha de ser robust davant d'entrades (inputs) invàlides. 
Justificació: 
El sistema ha de poder continuar amb normalitat quan 
s'introdueix una entrada invàlida, de manera que es generin les 
accions necessàries perquè aquesta entrada no hi causi 
problemes. 
Criteri de Satisfacció: 
El sistema comprovarà totes les entrades. En cas de no ser 
vàlides, generarà un avís en pantalla advertint que l'entrada 
introduïda és invàlida i que cal que es torni a introduir 
correctament. 
 
Requisits de producció: 
Descripció: El sistema podrà executar-se en qualsevol dispositiu i SO. 
Justificació: 
Al ser una aplicació desenvolupada en Java, serà compatible 
amb qualsevol plataforma i amb qualsevol sistema operatiu.  
Criteri de Satisfacció: Auto-explicatiu. 
 
Requisits de llançament: 
Descripció: El sistema permetrà canvis o millores a les seves funcionalitats. 
Justificació: 
El sistema serà apte per adaptar-se als canvis tecnològics o 
qualsevol modificació que s’hi vulgui fer. 
Criteri de Satisfacció: Auto-explicatiu. 
 
Requisits d’actualització: 
Descripció: 
El sistema tindrà una fase de proves, un període abans de posar-
lo en funcionament de forma definitiva. 
Justificació: 
Cal validar que el sistema es comporta de la forma esperada, 
totalment operable i sense errors. 
Criteri de Satisfacció: 
El sistema serà testejat per beta testers durant un parell de 
setmanes per identificar i corregir tots els errors trobats. 
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4.2.3. Requisits de manteniment i suport 
 
Requisits de suport: 
Descripció: El sistema ha de disposar d’un manual d’ús del sistema. 
Justificació: 
L’usuari ha de poder resoldre els dubtes que se li puguin originar 
consultant el manual d’ús. 
Criteri de Satisfacció: Auto-explicatiu. 
 
4.2.4. Requisits de seguretat 
 
Requisits de privacitat: 
Descripció: 
El sistema disposarà d’un mode per a compartir arxius de forma 
anònima.  
Justificació: 
L’usuari ha de poder executar el sistema mantenint la seva 
anonimicitat, de forma que el sistema no registri la seva petjada, 
oculti la IP, el listen port,... 
Criteri de Satisfacció: Auto-explicatiu. 
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5. Model conceptual 
 
 
Figura 2: Model conceptual del sistema software. 
 
En aquest esquema es presenten els conceptes més característics que trobarem a l’aplicació. 
Les relacions conceptuals més importants que existeixen són les que es produeixen entre els 
diferents torrents (Torrent) i la sessió (Session): una sessió té un conjunt de torrents associats. 
Addicionalment, tenim les relacions de compartir i descarregar, un lligam entre la sessió i un 
subconjunt dels torrents que aquesta primera té.  
 
Una sessió és definida i limitada pel seu conjunt de propietats: el nombre màxim de 
descàrregues i comparticions actives, el mode de treball anònim, el nombre màxim de 
connexions, l’amplada de banda de pujada i de baixada límit, l’idioma i el directori 
d’emmagatzemament.  
 
Un torrent és fixat per les seves metadades: el conjunt de trackers, el comentari, la data de 
creació, l’amplada de banda màxima de descàrrega i compartició, el creador, la privadesa, el 
nom, la mida de les peces i la total. A més a més, un torrent concret es connecta i es comunica 
amb un conjunt de peers (Peer), és a dir, instàncies d’un client BitTorrent que s’identifiquen per 
la seva adreça IP. Finalment, un torrent pot contenir un conjunt de fitxers (FileStorage) que es 
guarden en el sistema amb un nom, direcció i mida concret.  
Torrent
- announceList: []
- comment: string
- creationDate: int
- creator: string
- downloadLimit: int
- isPrivate: boolean
- name: string
- pieceLength: int
- pieces: bitfield
- totalSize: int
- uploadLimit: int
Session
- activeDownloads: int
- activeSeeds: int
- anonymousMode: boolean
- connectionsLimit: int
- downloadRateLimit: int
- language: Language
- savePath: string
- uploadRateLimit: int
SessionStats
- totalDownload: long
- totalUpload: long TorrentStats
- addedTime: long
- allTimeDownload: long
- allTimeUpload: long
- completedTime: long
- currentTracker: string
- downloadRate: int
- error: string
- l istSeeds: int
- progress: int
- state: State
- uploadRate: int
Peer
- IP: string
FileStorage
- name: string
- path: string
- size: int
«enumeration»
State
 ALLOCATING
 CHECKING_FILES
 CHECKING_RESUME_DATA
 DOWNLOADING
 DOWNLOADING_METADATA
 FINISHED
 SEEDING
«enumeration»
Language
 CATALAN
 ENGLISH
 SPANISH
1
contains
*
1
generate
1
0..1
download
*
0..1
upload
*
1
generate
1
0..1
have
*
1
connect
0..*
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Tant els torrents com la sessió generen un conjunt d’estadístiques (TorrentStats, SessionStats). 
Pel que fa a les estadístiques de la sessió, comptabilitzem el total de dades que ha compartit i 
descarregat. D’altra banda, pel que respecta a l’estadística dels torrents, mesurem la seva data 
en que va ser afegit a la sessió, el total descarregat i compartit, el moment en que la 
descàrrega es va completar, el servidor actual al qual realitzem les peticions, l’amplada de 
banda de compartició i descàrrega, els errors, el nombre de seeders, el tant per cent de progrés 
completat i l’estat.   
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6. Model de casos d’ús 
 
Definit ja el conjunt de requisits, a continuació es presenten i defineixen cadascun dels casos 
d’ús que s’han extret de l’anàlisi de requisits anterior. En el nostre cas, l’únic actor que 
participarà interactuant amb el nostre sistema serà l’usuari. 
 
 
Figura 3: Diagrama de casos d’ús duts a terme per l’usuari. 
 
  
Usuari
Crear torrent
Gestionar 
descàrregues
Gestionar 
preferències
Carregar nou torrent
Esborrar torrent
Cercar torrent
Obtenir informació 
torrent Iniciar compartició
Pausa compartició
Actualitzar límits 
v elocitat
«include»
«invokes»
«include»
«include»
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6.1. Crear torrent 
Escenari d’èxit principal: 
1. L’usuari vol crear un nou torrent. 
2. El sistema mostra un formulari amb les dades necessàries per a crear el torrent. 
3. L’usuari omple el formulari. 
4. L’usuari indica que vol crear el torrent. 
5. El sistema crea el nou torrent.  
 
 
 
6.2. Carregar nou torrent 
Escenari d’èxit principal: 
1. L’usuari vol carregar un nou torrent. 
2. El sistema mostra una finestra per explorar tots els fitxers del sistema. 
3. L’usuari selecciona el torrent que vol afegir.   
4. El sistema afegeix el torrent a la sessió actual. 
 
 
  
:Sistema
:Usuari
createTorrent(announceList, comment, creator, isPrivate, sourcePath, savePath)
Usuari
Sistema
loadTorrent(sourcePath)
Client BitTorrent intel·ligent 
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6.3. Esborrar torrent 
Escenari d’èxit principal: 
1. L’usuari vol gestionar els seus torrents. 
2. El sistema mostra tots els torrents de l’usuari. 
3. L’usuari selecciona un o més torrents.  
4. L’usuari indica que vol eliminar els torrents seleccionats. 
5. El sistema elimina els torrents seleccionats per l’usuari. 
 
 
 
6.4. Cercar torrent 
Escenari d’èxit principal: 
1. L’usuari vol cercar nous torrents. 
2. El sistema mostra un formulari amb les dades necessàries per a poder realitzar la 
cerca. 
3. L’usuari omple els camps del formulari.  
4. L’usuari indica que vol cercar els torrents amb els filtres i condicions seleccionats. 
5. El sistema mostra una nova finestra amb els resultats obtinguts. 
6. L’usuari indica que vol carregar el torrent seleccionat (anar a Carregar nou torrent). 
 
 
Usuari
Sistema
deleteTorrents(torrentIdList)
Usuari
Session
:torrentsResponse
loadTorrent(url)
searchTorrents(query, genre, quality, sortBy, orderBy, minRating, maxResults)
Client BitTorrent intel·ligent 
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6.5. Obtenir informació torrent 
Escenari d’èxit principal: 
1. L’usuari vol gestionar els seus torrents. 
2. El sistema mostra tots els torrents de l’usuari. 
3. L’usuari selecciona torrent.  
4. L’usuari indica que vol veure les propietats del torrent seleccionat. 
5. El sistema mostra una nova pantalla on mostra les propietats del torrent escollit.  
 
 
 
6.6. Iniciar compartició 
Escenari d’èxit principal: 
1. L’usuari vol gestionar les seves descàrregues. 
2. El sistema mostra tots els torrents de l’usuari. 
3. L’usuari selecciona un o més torrents. 
4. L’usuari indica que vol iniciar la compartició dels torrents seleccionats. 
5. El sistema inicia la compartició dels torrents indicats per l’usuari. 
 
 
  
Usuari
Sistema
showTorrentInfo(torrentId)
Usuari
Sistema
startSharing(torrentIdList)
Client BitTorrent intel·ligent 
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6.7. Pausar compartició 
Escenari d’èxit principal: 
1. L’usuari vol gestionar les seves descàrregues. 
2. El sistema mostra tots els torrents de l’usuari. 
3. L’usuari selecciona un o més torrents. 
4. L’usuari indica que vol aturar la compartició dels torrents seleccionats. 
5. El sistema atura la compartició dels torrents indicats per l’usuari. 
 
 
 
6.8. Actualitzar límits velocitat 
Escenari d’èxit principal: 
1. L’usuari vol gestionar les seves descàrregues. 
2. El sistema mostra tots els torrents de l’usuari. 
3. L’usuari selecciona un torrent. 
4. L’usuari indica que vol actualitzar un dels torrents. 
5. El sistema mostra un formulari amb els paràmetres del torrent que es poden 
modificar. 
6. L’usuari omple el formulari. 
7. L’usuari indica que vol modificar el torrent. 
8. El sistema modifica el torrent seleccionat amb els nous paràmetres 
 
 
 
Usuari
Sistema
pauseSharing(torrentIdList)
Usuari
Sistema
updateTorrent(torrentId, downloadLimit, uploadLimit)
Client BitTorrent intel·ligent 
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6.9. Gestionar preferències 
Escenari d’èxit principal: 
1. L’usuari vol gestionar les seves preferències.  
2. El sistema mostra un formulari amb les preferències que es poden modificar. 
3. L’usuari escull les preferències que desitja modificar. 
4. L’usuari indica que vol desar les modificacions. 
5. El sistema guarda les noves preferències. 
 
Escenaris alternatius: 
4a. L’usuari indica que no vol restablir les preferències per defecte. 
5a. El sistema restableix les preferències per defecte. 
 
 
  
:Usuari
:Sistema
updateSessionSettings(activeDownloads, activeSeeds, anonymousMode,
connectionsLimit, downloadRateLimit, uploadRateLimit, language, savePath)
Client BitTorrent intel·ligent 
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7. Model d’anàlisi 
 
El model d’anàlisi és una tècnica específica del Procés Unificat. És un PIM (Platform-
Independent Model) basat en el patró Boundary-Control-Entity (estereotips): 
 
 Les entitats (entity) representen el model de domini, els objectes que entreguen o 
reben dades que són útils pel sistema.  
 Les fronteres (boundary) representen la interfície gràfica i la interfície amb altres 
sistemes. 
 Els controls (control) representen la lògica de l’aplicació, els objectes que intervenen 
com a intermediaris entre les entitats i les fronteres, encarregades d’orquestrar 
l’execució dels esdeveniments que es produeixen des del boundary.  
 
 
Així doncs, conseqüentment a l’estàndard de RUP, per a cada cas d’ús definirem una part 
estàtica i una part dinàmica. La part estàtica consisteix en un diagrama de col·laboració de les 
classes (boundary, control i entity) que hi participen (se sol anomenar també VOPC: View of 
Participant Classes). La part dinàmica és formada per un diagrama de seqüència amb la 
interacció de les tres tipologies de classes anteriorment anomenades. 
 
7.1. Crear torrent 
 
El següent model VOPC ens mostra la interacció dels diferents participants. L’usuari indica a la 
interfície que desitja crear un nou torrent. El boundary CreateTorrentView crida al control que 
valida que les dades entrades per l’usuari siguin vàlides. En cas de que l’input sigui incorrecte, 
naveguem de nou al boundary anterior. Per contra, si les dades són correctes, executem la 
lògica de l’aplicació responsable de crear un arxiu torrent i viatgem a la pantalla principal 
(MainView).    
 
:Usuari
CreateTorrentView Valid input?
CreateTorrentMainView
createTorrent
OK
KO
Client BitTorrent intel·ligent 
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Pel que respecta al diagrama de seqüència, el més destacable d’apuntar és el funcionament 
del control CreateTorrent. Aquest control rep un conjunt de dades validades que li permeten 
crear l’arxiu torrent. Cal puntualitzar que el que estem creant és un arxiu de metadades, en cap 
moment aquest nou arxiu s’afegeix a la sessió o s’associa a alguna entitat del domini. Així 
doncs, cal entendre’l com un simple output de l’aplicació.  
 
 
 
7.2. Carregar nou torrent 
 
El diagrama que tenim a continuació estableix la comunicació present entre els diferents 
elements del model. L’usuari senyala a la interfície que desitja carregar un nou torrent i aquesta 
cedeix les regnes al control LoadTorrent. Finalment, el control interactua amb l’entitat Session 
per tal d’incloure el nou torrent que vol tenir present en la sessió i retorna a la pantalla principal, 
esperant la següent interacció de l’usuari. 
 
 
 
  
:Usuari
CreateTorrentView Valid input? CreateTorrent
MainView
opt 
[Valid input]
crea el torrent amb el fitxer/s de sourcePath
guarda el torrent generat a savePath
createTorrent(announceList,
comment, creator, isPrivate,
sourcePath, savePath)
show()
validInput(announceList,
comment, creator, isPrivate,
sourcePath, savePath)
createTorrent(announceList,
comment, creator, isPrivate,
sourcePath, savePath)
Usuari MainView LoadTorrent Session
loadTorrent
Client BitTorrent intel·ligent 
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Pel que fa a la part dinàmica, incidir com la sessió crea un nou torrent basant-se en la ruta 
d’origen (proveïda pel control LoadTorrent) i en el directori d’emmagatzemament (atribut de la 
sessió) per a finalment incloure’l. 
 
 
 
7.3. Esborrar torrent 
 
El diagrama VOPC corresponent al cas d’ús següent s’inicia amb l’usuari sol·licitant l’eliminació 
d’un conjunt de torrents. El boundary de la vista principal cedeix el control a DeleteTorrents, 
que col·laborant amb les entitats Session i Torrent, suprimeix els torrents indicats per l’usuari i 
retorna el control de l’aplicació a la pantalla principal (MainView). 
 
 
  
Usuari
MainView LoadTorrent Session
session.torrents.add(t);
t:Torrent:t
loadTorrent(sourcePath)
loadTorrent(sourcePath)
load(sourcePath)
new(sourcePath,
session.savePath)
:Usuari torrent:TorrentMainView DeleteTorrents
Session
deleteTorrent
Client BitTorrent intel·ligent 
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El diagrama de seqüència no té cap misteri: el control sol·licita els torrents seleccionats a la 
sessió i a continuació procedeix a eliminar una per una les entitats Torrent.  
 
 
 
 
  
:Usuari
MainView DeleteTorrents torrent:TorrentSession
loop 
[torrent in torrents]
getTorrent(torrentIdList)
delete()
deleteTorrents(torrentIdList)
:torrents
deleteTorrents(torrentIdList)
Client BitTorrent intel·ligent 
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7.4. Cercar torrent 
 
El següent diagrama de col·laboració és lleugerament més complex que la resta. En primer lloc, 
l’usuari indica al boundary SearchTorrentsView que desitja cercar nous torrents. La lògica de 
l’aplicació executa la cerca i construeix el nou boundary SearchResultView amb els resultats 
d’aquesta. Requerim una segona interacció de l’usuari, aquesta vegada indicant a la interfície el 
torrent que es desitja carregar a la sessió. Arribats a aquest punt, només resta que el control 
LoadTorrent creï el torrent i l’adjunti a la sessió.  
 
 
  
Usuari
SearchTorrentsView
SearchTorrents
SearchResultView LoadTorrent Session
searchTorrents
loadTorrent
Client BitTorrent intel·ligent 
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Respecte al diagrama de seqüència, és adient puntualitzar dos punts. En primer lloc, el mètode 
search que autoinvoca el control SearchTorrents realitzarà una petició HTTP per tal d’obtenir 
els resultats de la cerca. En segon lloc, podem observar que la càrrega d’un torrent cercat es 
comporta de forma idèntica al cas d’ús anterior (veure Carregar nou torrent), amb l’única 
diferència que en aquest cas requerim el pas previ de descarregar d’Internet l’arxiu amb les 
metadades.  
 
 
 
  
Usuari
SearchTorrentsView SearchTorrents
SearchResultView
LoadTorrent Session
t:Torrent
session.torrents.add(t);
show(torrentsResponse)
load(url)
:t
download(url):
sourcePath
searchTorrents(query, genre,
quality, sortBy, orderBy,
minRating, maxResults)
searchTorrents(query, genre,
quality, sortBy, orderBy,
minRating, maxResults)
load(sourcePath)
search(query, genre,
quality, sortBy, orderBy,
minRating, maxResults):
torrentsResponse
new(sourcePath,
session.savePath)
loadTorrent(url)
Client BitTorrent intel·ligent 
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7.5. Obtenir informació torrent 
 
El següent diagrama estàtic il·lustra un cas d’ús de consulta en que no es modifica l’estat de 
cap entitat. El diagrama simbolitza el fet de consultar relacionant el control ShowTorrentInfo i 
les entitats Session i Torrent sense afegir cap fletxa. Així doncs, l’usuari indica que desitja 
veure les propietats d’un determinat torrent. El control realitza una consulta a les entitats, obté 
la informació i construeix un nou boundary TorrentInfoView com a resultat. 
 
 
 
  
:Usuari torrent:TorrentMainView ShowTorrentInfo
TorrentInfoView
Session
showTorrentInfo
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El diagrama de seqüència associat a aquest cas d’ús no té cap tipus de transcendència: 
consultem la informació a les entitats i creem una nova vista amb els resultats obtinguts. 
 
 
 
  
:Usuari
MainView ShowTorrentInfo torrent:Torrent
TorrentInfoView
Session
getTorrent(torrentId)
show(torrentInfo)
getInfo()
:torrentInfo
showTorrentInfo(torrentId)
showTorrentInfo(torrentId)
:torrent
Client BitTorrent intel·ligent 
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7.6. Iniciar compartició 
 
El diagrama VOPC que tenim a continuació s’inicia amb l’usuari sol·licitant in iciar la descàrrega 
i compartició d’un conjunt de torrents. El boundary cedeix el control a StartSharing que 
s’encarrega d’obtenir els torrents corresponents i activar la seva compartició. 
 
 
 
El diagrama de seqüència següent és d’allò més senzill. Com sempre, primer obtenim els 
torrents que desitgem i a continuació la lògica del programa s’encarrega de un a un anar 
iniciant la seva compartició. 
 
 
 
 
:Usuari
MainView StartSharing torrent:Torrent
Session
startSharing
:Usuari
MainView StartSharing torrent:TorrentSession
loop 
[torrent in torrents]
startSharing(torrentIdList)
getTorrent(torrentIdList)
startSharing(torrentIdList)
:torrents
startSharing()
Client BitTorrent intel·ligent 
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7.7. Pausar compartició 
 
Pel que fa als dos diagrames següents, tant l’estàtic VOPC com el dinàmic de seqüència, no 
farem cap comentari addicional a causa del fet que el seu comportament i funcionament és 
idèntic al definit en l’anterior apartat, amb l’única matisació que en aquest cas estem pausant 
els torrents i en l’anterior els estàvem iniciant. 
 
 
 
 
 
 
  
:Usuari
TorrentPauseSharingMainView
Session
pauseSharing
:Usuari
MainView PauseSharing torrent:TorrentSession
loop 
[torrent in torrents]
pauseSharing(torrentIdList)
pauseSharing()
getTorrent(torrentIdList)
pauseSharing(torrentIdList)
:torrents
Client BitTorrent intel·ligent 
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7.8. Actualitzar límits velocitat 
 
El diagrama definit a continuació mostra com col·laboren els elements del model d’anàlisi a fi 
de poder editar l’amplada de banda màxima d’un determinat torrent. L’usuari es comunica amb 
el boundary UpdateTorrentView que transmet la petició al control UpdateTorrent. La lògica del 
programa obté el torrent i en modifica els límits de bandwidth. Finalment, naveguem cap al 
boundary principal (MainView).  
 
 
Pel que respecta al diagrama de seqüència, no hi ha res a destacar: obtenim el torrent 
corresponent i n’editem les seves propietats. 
 
 
:Usuari
torrent:Torrent
UpdateTorrentView UpdateTorrent
MainView
Session
updateTorrent
:Usuari
torrent:TorrentUpdateTorrentView UpdateTorrent
MainView
Session
updateTorrent(torrentId,
downloadLimit, uploadLimit)
show()
getTorrent(torrentId)
:torrent
update(downloadLimit, uploadLimit)
updateTorrent(torrentId,
downloadLimit, uploadLimit)
Client BitTorrent intel·ligent 
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7.9. Gestionar preferències 
 
A continuació presentem el darrer diagrama VOPC. En aquest, l’usuari indica que vol modificar 
les preferències de la sessió. Abans d’arribar al control responsable d’actualitzar les noves 
preferències, existeix un control intermediari encarregat de validar que l’input introduït per 
l’usuari sigui vàlid. Si passem amb èxit les validacions, actualitzem les preferències de l’entitat 
Session i naveguem cap a la pantalla principal (MainView).  
 
En relació al diagrama de seqüència, no hi ha cap puntualització important a fer, naveguem a 
través de boundaries i controls per a finalment aconseguir editar les preferències de la sessió. 
 
:Usuari
SessionSettingsView
UpdateSessionSettings Session
Valid input?
MainView
KO
updateSessionSettings
OK
:Usuari
SessionSettingsView Valid input? UpdateSessionSettings Session
MainView
opt 
[Valid input]
update(activeDownloads,
activeSeeds, anonymousMode,
connectionsLimit,
downloadRateLimit,
uploadRateLimit, language,
savePath)
updateSessionSettings
(activeDownloads, activeSeeds,
anonymousMode,
connectionsLimit,
downloadRateLimit,
uploadRateLimit, language,
savePath)
validInput(activeDownloads,
activeSeeds,
anonymousMode,
connectionsLimit,
downloadRateLimit,
uploadRateLimit, language,
savePath)
updateSessionSettings
(activeDownloads, activeSeeds,
anonymousMode,
connectionsLimit,
downloadRateLimit,
uploadRateLimit, language,
savePath)
show()
:Session
Client BitTorrent intel·ligent 
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8. Tecnologies escollides 
 
El nostre client BitTorrent serà desenvolupat emprant el llenguatge de programació Java. Java 
és un llenguatge de propòsit general, concurrent i orientat a objectes que com a característica (i 
avantatge) principal és un llenguatge independent de la plataforma, és a dir, qualsevol 
programa creat mitjançant Java podrà funcionar amb ordinadors de tot tipus i sistemes 
operatius diferents. Gràcies a aquesta elecció, podem assumir un dels requisits que ha de 
complir la nostra solució software: plena compatibilitat amb tots els sistemes operatius. 
Addicionalment, utilitzarem SWT (Standard Widget Toolkit), un conjunt de components per a 
construir interfícies gràfiques en Java.  
 
Per a implementar bona part de la lògica necessària per a construir el client BitTorrent, ens 
recolzarem en la llibreria libtorrent8, una completa implementació del protocol BitTorrent que 
prioritza l’eficiència i l’escalabilitat. Degut a que la llibrera està escrita en C++ (i nosaltres volem 
treballar en Java) emprarem SWIG9. SWIG (Simplified Wrapper and Interface Generator) és 
una eina open source que serveix per a connectar llibreries escrites en C o C++ amb 
llenguatges de scripting com Lua, Perl, PHP,... o altres llenguatges com C#, Java, OCaml,... 
 
Finalment, emprarem el llenguatge d’etiquetes XML (eXtensible Markup Language) amb la 
finalitat d’emmagatzemar les dades (estadístiques, configuracions,...) de forma persistent. 
 
 
 
  
                                               
8
 Pàgina de la llibreria libtorrent: http://www.libtorrent.org/  
9
 Pàgina de la eina swig:  http://www.swig.org/  
Client BitTorrent intel·ligent 
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9. Disseny del Software 
9.1. Model de disseny 
 
Amb motiu de les tecnologies escollides (veure apartat anterior), els boundaries, entities i 
controls del model de disseny es veuran influenciats per aquestes. El model de disseny és un 
PSM (Platform-Specific Model) i es representa amb classes de disseny, és a dir, classes sense 
estereotip. 
 
Així doncs, després de la transformació de les classes d’anàlisi a les seves representacions en 
la tecnologia escollida tenim que: 
 els Boundary utilitzats d’ara endavant representaran funcions del ViewController que 
renderitzen vistes emprant SWT (Standard Widget Toolkit).  
 els Entity passaran a ser classes Java  
 els Control seran mètodes del DomainController.  
 
 
Puntualització: 
A fi de simplificar els diagrames, obviem les condicions i processos que comproven que els 
inputs siguin vàlids, el tractament d’errors o excepcions,... així com els fluxos alternatius que 
se’n deriven. Nogensmenys, en el procés d’implementació caldrà que tinguem ben presents 
tots aquests aspectes, identificats ja en l’apartat de requisits de qualitat. 
 
9.1.1. Crear torrent 
El següent diagrama mostra com el input que inicialment introdueix l’usuari navega de la vista 
CreateTorrentView al controlador de vistes. El controlador ViewController té la responsabilitat 
de gestionar totes les vistes i de comunicar-se amb la capa de domini, a través del controlador 
DomainController, l’encarregat d’executar la lògica que crearà el nou torrent.  
 
 
CreateTorrentView ViewController DomainController
Crea el torrent amb el fitxer/s de sourcePath
guarda el torrent generat a savePath
createTorrent(announceList,
comment, creator, isPrivate,
sourcePath, savePath)
createTorrent(announceList,
comment, creator, isPrivate,
sourcePath, savePath)
Client BitTorrent intel·ligent 
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9.1.2. Carregar nou torrent 
La petició d’adjuntar un nou torrent viatja de la vista fins al controlador de domini (passant 
primer per l’intermediari ViewController). El DomainController s’encarrega de gestionar la 
incorporació d’un nou torrent en dos fronts. Per una banda, es comunica amb el controlador de 
dades a fi d’emmagatzemar el nou torrent de forma persistent. Per altra banda, interactua amb 
Session per tal d’afegir el nou torrent a la sessió.  
 
 
  
MainView ViewController DomainController PersistenceController DataController
Guardem l'arxiu 
torrent en el directori 
de l'aplicació.
Session
addTorrent(sourcePath)
addTorrent(sourcePath)
:name, totalSize
addNewTorrent(sourcePath)
addTorrent(sourcePath,
savePath): torrentHandle
addTorrent(sourcePath)
:name, totalSize
addNewTorrent(sourcePath)
:torrentHandle.getName(), torrentHandle.getTotalSize()
Client BitTorrent intel·ligent 
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9.1.3. Esborrar torrent 
La vista MainView captura l’acció que desitja realitzar l’usuari i la transmet al controlador 
ViewController, encarregat de fer-la arribar fins al DomainController. Un cop dins el domini, la 
lògica del programa, necessitem de nou (com ja hem vist en Carregar nou torrent) actuar en 
dos sentits. En primer lloc, cal eliminar el conjunt de torrents indicats per l’usuari de la sessió. 
En segon lloc, cal sol·licitar al controlador de dades que suprimeixi de forma persistent el 
torrent conjunt de torrents que estem tractant.  
 
 
 
  
MainView ViewController DomainController Session PersistenceController DataController
loop 
[torrentId in torrentIdList]
deleteTorrent(torrentId)
deleteTorrent(torrentId)
deleteTorrent(torrentId)
deleteTorrents(torrentIdList)
deleteTorrents(torrentIdList)
Client BitTorrent intel·ligent 
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9.1.4. Cercar torrent 
La vista SerachTorrentsView transporta la consulta, interactuant amb ViewController, fins al 
controlador del domini. Un cop ens trobem en la capa de negoci, executem la cerca de torrents, 
recolzant-nos en un servei web. Tan bon punt obtenim resposta del servei web, la retornem a la 
vista inicial encapsulant-la en un objecte de tipus TorrentResponse. La vista SearchTorrentView 
empra el resultat per a cridar a construir la vista SearchResultView.  
 
L’usuari torna a tenir el control i indica a la vista el torrent que desitja carregar a la sessió. De 
nou, naveguem fins al controlador del domini (DomainContoller) i aquest s’encarrega d’obtenir 
el nou torrent a partir del URL i afegir el torrent a la sessió (tal com ja fem en Carregar nou 
torrent). 
 
 
  
SearchTorrentsView ViewController DomainController
SearchResultView
Cridem al servei web RESTful.
Parsegem la resposta JSON a 
TorrentResponse.
Veure "Carregar nou torrent"
addSearchTorrent(url)
:TorrentResponse[]
download(url):
sourcePath
show(TorrentResponse[])
addSearchTorrent(url)
searchTorrents(query, genre,
quality, sortBy, orderBy,
minRating, maxResults)
:TorrentResponse[]
searchTorrents(query, genre,
quality, sortBy, orderBy,
minRating, maxResults)
addNewTorrent(sourcePath)
addSearchTorrent(url)
Client BitTorrent intel·ligent 
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9.1.5. Obtenir informació torrent 
Com en tots els casos d’ús que executa l’usuari, naveguem de la vista fins al controlador del 
negoci. En aquest cas, el DomainContoller sol·licita a la sessió la informació d’un determinat 
torrent i la fa arribar fins a la vista. Finalment, la vista principal (MainView) té la responsabilitat 
de mostrar una nova vista, un nou frame, que contindrà les dades del torrent en qüestió. 
 
 
  
MainView ViewController DomainController Session
TorrentInfoView
torrentInfo = th.getTorrentInfo();
:torrentInfo
getTorrent(torrentId)
showTorrentInfo(torrentId)
:torrentInfo
showTorrentInfo(torrentId)
:th
show(torrentInfo)
Client BitTorrent intel·ligent 
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9.1.6. Iniciar compartició 
La vista principal transmet al domini un llistat d’identificadors de torrents. El DomainController 
itera per la llista, sol·licitant a la sessió el TorrentHandle corresponent a l’identificador del 
torrent amb la finalitat d’iniciar la seva compartició.  
 
 
  
MainView ViewController DomainController Session
loop 
[torrentId in torrentIdList]
startSharing(torrentIdList)
:th
start(th)
startSharing(torrentIdList)
getTorrent(torrentId)
Client BitTorrent intel·ligent 
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9.1.7. Pausar compartició 
Seguim el mateix procediment que en l’anterior diagrama de seqüència, amb l’única variant que 
en aquest cas estem aturant la compartició dels torrents en comptes d’iniciar-la. 
 
 
  
MainView ViewController DomainController Session
loop 
[torrentId in torrentIdList]
pauseSharing(torrentIdList)
pause(th)
pauseSharing(torrentIdList)
getTorrent(torrentId)
:th
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9.1.8. Actualitzar límits velocitat 
De la mateixa forma que hem estat actuant en tots els casos anteriors, naveguem de la vista 
fins al controlador de domini, passant per l’intermediari ViewController. Un cop ens trobem en el 
controlador del negoci, sol·licitem a la sessió el TorrentHandle corresponent a l’identificador 
que li passem com a paràmetre i tot seguit procedim a actualitzar els límits d’ample de banda.  
 
 
  
UpdateTorrentView ViewController DomainController Session
foreach (TorrentHandle th in 
session.getTorrents())
{
    if (th.getName() == name)
        return th;
}
th.setDownloadLimit(downloadLimit);
th.setUploadLimit(uploadLimit);
updateTorrentInfo(name,
downloadLimit, uploadLimit)
getTorrent(name)
:th
updateTorrentInfo(name,
downloadLimit, uploadLimit)
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9.1.9. Gestionar preferències 
La vista SessionSettingsView transporta l’input que entra inicialment l’usuari fins al controlador 
del domini. De la mateixa forma, el DomainController  passa a la sessió les noves preferències i 
aquesta les actualitza emprant els paràmetres que li arriben en la crida. 
 
 
  
SessionSettingsView ViewController DomainController Session
Assigna els nous valors a 
la SessionSettings.
updateSessionSettings
(activeDownloads, activeSeeds,
anonymousMode, connectionsLimit,
downloadRateLimit,
uploadRateLimit, language,
savePath)
updateSessionSettings():
activeDownloads, activeSeeds,
anonymousMode,
connectionsLimit,
downloadRateLimit,
uploadRateLimit, language,
savePath
updateSessionSettings
(activeDownloads, activeSeeds,
anonymousMode, connectionsLimit,
downloadRateLimit,
uploadRateLimit, language,
savePath)
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9.2. Diagrama de classes i funcions 
 
Abans de presentar el diagrama de classes del nostre sistema, el definirem a nivell 
arquitectònic. Així doncs, escollim construir el nostre sistema software basant-nos en 
l’arquitectura en tres capes: una arquitectura Client-Servidor en la que la presentació, la lògica i 
la gestió de les dades estan físicament separades. L’avantatge més destacable i elemental que 
proporciona aquest model, aquesta separació, és la facilitat de realitzar canvis en una capa 
sense que aquests en suposin d’addicionals en la resta de capes.  
 
Aquesta independència entre capes és d’allò més adient, no només durant el propi 
desenvolupament del software sinó per les aspiracions futures que se’n puguin derivar. Per 
exemple, una funcionalitat que ha quedat en el tinter és l’opció de generar una interfície Web. 
L’elecció d’aquest disseny arquitectònic ens permetrà focalitzar els nostres esforços tan sols en 
la implementació d’una nova capa de presentació, ja que la lògica i la gestió de les dades no 
sofriran cap alteració.  
 
Finalment, a fi de conèixer en major profunditat aquesta metodologia, detallarem en què 
consisteix cada una de les capes: 
 
 Capa de presentació: és tot allò que l’usuari veu, presenta el sistema davant l’usuari, li 
comunica la informació, captura les dades que l’usuari introdueix,... També és coneguda 
com a “capa d’usuari” o interfície gràfica. Aquesta capa es comunica exclusivament amb 
la capa de negoci.  
 
 Capa de negoci: també coneguda com a capa de domini, és la capa més important, on 
hi resideix el nucli de l’aplicació. Dins d’aquesta hi trobem tota la lògica i normes que 
han de complir-se. Aquesta capa es comunica amb la capa de presentació, per rebre les 
peticions i retornar les respostes, i amb la capa de dades, a fi de sol·licitar dades o 
emmagatzemar-ne.  
 
 Capa de dades: és on resideixen les dades i és l’encarregada d’accedir a aquests. 
Gestiona les sol·licituds d’emmagatzemament o recuperació d’informació que li arriben 
des de la capa de domini. 
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Figura 4: Diagrama de classes i funcions
DomainController 
+ addNewTorrent(string): <string, int> 
+ addSearchTorrent(string): void 
+ createTorrent(string, string, string, boolean, [], string): void 
+ deleteTorents(List): void 
- download(string): string 
+ pause(TorrentHandle): void 
+ searchTorrents(string, string, string, string, string, string, string): TorrentResponse[] 
+ showTorrentInfo(string): TorrentInfo 
+ start(TorrentHandle): void 
+ updateSessionSettings(string, Language, int, int, int, boolean, int, int): void 
+ updateTorrentInfo(int, int, string): void 
Session 
- activeDownloads: int 
- activeSeeds: int 
- anonymousMode: boolean 
- connectionsLimit: int 
- downloadRateLimit: int 
- language: Language 
- savePath: string 
- uploadRateLimit: int 
+ addTorrent(string): <string, int> 
- addTorrent(string, string): TorrentHandle 
- alertLoop(): void 
+ deleteTorrent(string): void 
+ getTorrent(string): TorrentHandle 
TorrentHandle 
+ getPeerList(): List<Peer> 
+ getTorrentInfo(): TorrentInfo 
+ getTorrentStatus(): TorrentStatus 
TorrentInfo 
- announceList: [] 
- comment: string 
- creationDate: int 
- creator: string 
- dowloadLimit: int 
- isPrivate: boolean 
- name: string 
- pieceLength: int 
- pieces: bitfield 
- totalSize: int 
- uploadLimit: int 
TorrentStatus 
- addedTime: long 
- allTimeDownload: long 
- allTimeUpload: long 
- completedTime: long 
- currentTracker: string 
- downloadRate: int 
- error: string 
- listSeeds: int 
- progress: int 
- state: State 
- uploadRate: int 
PersistenceController 
+ addTorrent(string): <string, int> 
+ deleteTorrent(string): void 
ViewController 
+ addNewTorrent(string): <string, int> 
+ addSearchTorrent(string): void 
+ createTorrent(string, string, boolean, string, string, []): void 
+ deleteTorrents(List): void 
+ pauseSharing(List): void 
+ searchTorrents(string, string, string, string, string, string, string): torrentResponse[] 
+ showTorrentInfo(string): TorrentInfo 
+ startSharing(List): void 
+ updateSessionSettings(string, Language, int, int, int, boolean, int, int): void 
+ updateTorrentInfo(int, int, string): void 
CreateTorrentView 
+ createTorrent([], string, string, string, boolean, string): void 
MainView 
+ addNewTorrent(string): <string, int> 
+ deleteTorrents(List<string>): void 
+ pauseSharing(List): void 
+ showTorrentInfo(string): TorrentInfo 
+ startSharing(List): void 
SearchResultView 
+ addSearchTorrent(string): void 
+ show([]) 
SearchTorrentsView 
+ searchTorrent(string, string, string, string, string, string, string): TorrentResponse[] 
TorrentInfoView 
+ show(TorrentInfo) 
SessionSettingsView 
+ updateSessionSetting(string, Language, int, int, int, boolean, int, int) 
UpdateTorrentView 
+ updateTorrentInfo(int, int, string) 
DataController 
+ addTorrent(string): <string, int> 
+ deleteTorrent(string): void 
«abstract» 
TorrentAlertAdapter 
+ blockFinished(alert): void 
+ peerConnect(alert): void 
+ peerDisconnected(alert): void 
+ torrentAdded(alert): void 
+ torrentFinished(alert): void 
+ torrentPaused(alert): void 
+ torrentResumed(alert): void 
TorrentAlertAdapterImp 
SessionStats 
- totalDownload: long 
- totalUpload: long FileStorage 
- name: string 
- path: string 
- size: int 
Peer 
- IP: string 
TorrentResponse 
- genre: string 
- hash: string 
- language: string 
- peers: string 
- quality: string 
- rating: string 
- runtime: string 
- seeds: string 
- size: string 
- title: string 
- url: string 
- year: string 
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10. Implementació 
 
En  aquest apartat de la memòria exposarem els detalls més rellevants o destacables de la 
implementació de l’aplicació, dividint-los en funció de la capa a la que pertanyen Així doncs, 
malgrat que s’han implementat totes les funcionalitats anomenades en aquesta documentació, 
en aquest bloc tan sols farem menció a un subconjunt.  
 
10.1. Implementació capa de presentació 
 
Per a dur a terme la implementació de la capa de presentació ens recolzarem en l’eina Window 
Builder, una eina open source desenvolupada en el projecte Eclipse Tools Project10. L’elecció 
d’aquesta eina és interessant degut a que integra el conjunt de components que ens 
proporciona la biblioteca SWT (Standard Widget Toolkit) i la biblioteca Swing. Aquesta eina 
proporciona mecanisme per a poder crear implementacions pròpies dels components, podent 
sobreescriure les implementacions per defecte i ampliar les classes existents proveint noves 
funcions. Finalment, cal remarcar que aquesta framework treballa de forma totalment 
independent a la plataforma i permet personalitzar l’aspecte i estil en funció del sistema 
operatiu sobre el qual s’executa. 
 
Així doncs, aquesta capa està formada per un controlador (ViewController), l’element que 
actuarà com a punt d’interacció amb la capa de domini. Aquest controlador gestiona totes les 
vistes existents en l’aplicació. Pel que fa a les vistes, podem catalogar-les en tres grups 
diferents. En primer lloc, tenim els formularis: vistes formades per un conjunt de components 
amb el propòsit de que l’usuari introdueixi dades a fi de ser processades posteriorment. Com a 
exemples d’aquest primer grup tenim el formulari de creació d’un arxiu torrent 
(CreateTorrentView), el de modificació d’un torrent (UpdateTorrentView),... A fi de que 
l’aplicació sigui robusta, cal tenir en compte els inputs que l’usuari pot entrar en el sistema i 
vetllar perquè cap generi un comportament inesperat. Qualsevol entrada que no sigui vàlida 
retornarà un missatge coherent i comprensible per l’usuari. En segon lloc, tenim les vistes 
informatives, on la seva funció consisteix tan sols en mostrar un subconjunt de dades, 
interaccionant amb un grau menor amb l’usuari. Com a il·lustració d’aquest segon grup, tenim 
la vista que mostra informació sobre un torrent concret (TorrentInfoView). Tercerament, tenim la 
vista principal (MainView), la més important de totes, ja que permet navegar cap a la resta a fi 
de realitzar totes les seves funcionalitats. A més, aquesta vista principal ens mostra informació 
sobre els torrents que hi ha en la sessió (el seu progrés, la velocitat de pujada i baixada,...) per 
tal de donar una visió transversal de l’aplicació. 
 
                                               
10
 Per a més información sobre aquest projecte: http://www.eclipse.org/tools/  
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Figura 5: Exemple de dues vistes de l’aplicació: la pantalla de creació d’un torrent (a dalt) i la pantalla de propietats 
d’un torrent (a baix). 
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Finalment, malgrat la classificació realitzada sobre les vistes del sistema, totes elles tenen una 
estructura i funcionalment similar. Comencem per definir un conjunt de components i un conjunt 
d’esdeveniments (events), és a dir, les interaccions de l’usuari amb els components. Així doncs, 
cada component està associat a un o més esdeveniments. A fi de poder tractar els events, 
necessitem un tercer element: els oients (listeners). Aquests objectes saben com tractar els 
esdeveniments, ja que tenen definits mètodes que s’executen un cop ocórrer un determinat 
event.  
 
 
Figura 6: Esquema d’una comunicació entre component, esdeveniment i oient.  
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10.2. Implementació capa de domini 
 
Com bé podem apreciar en el diagrama de classes, la capa de negoci del client consisteix en 
un petit conjunt de classes. Una de les classes principals i de més transcendència és la 
Session. Podem esquematitzar el funcionament principal de l’aplicació de la forma següent: 
 
 Construïm una sessió 
 Carreguem les estadístiques i preferències de la sessió 
 Extraiem la informació dels arxius amb extensió .torrent, els afegim a la sessió i creem 
un oient (listener) amb un conjunt d’alertes (alerts) associades. 
 Bucle principal de la sessió: 
o Consultem els TorrentHandle per obtenir informació de l’estat dels torrents 
o Consultem la Session a fi d’adquirir dades sobre aquesta 
o Afegim, eliminem i modifiquem torrents en temps d’execució 
o Capturem les alertes que es produeixin i actuem en conseqüència 
 Guardem les estadístiques i preferències de la sessió 
 Destruïm l’objecte sessió 
 
10.2.1. TorrentHandle 
En primer lloc, és important apuntar l’ús dels handles com a instrument per a gestionar la 
informació i estadístiques de cada torrent. El handle és un tipus de punter que fa referència a 
un recurs. Mentre que un punter literalment conté la direcció a memòria d’un determinat 
objecte, el handle és una referència abstracta i controlada de forma independent pel sistema, 
permetent que la referència pugui ser reubicada a la memòria pel sistema (acció impossible de 
realitzar si treballem en punters). 
 
10.2.2. Alertes i oients 
El funcionament basat en alertes és un dels punts més poderosos del client. Com bé podem 
observar en l’esquema de funcionament del client BitTorrent, el primer que fem és associar a 
cada torrent que afegim a la sessió un listener i un seguit d’alerts. En aquest punt és on definim 
el conjunt d’alertes que volem capturar i també com volem actuar cada vegada que ocorrin. Així 
doncs, cada vegada que afegim un torrent, crearem una instància de la classe 
TorrentAlertAdapterImp, subclasse de TorrentAlertAdapter, una classe abstracta que 
implementa totes les alertes possibles. Aquesta classe abstracta defineix per a cada alerta el 
comportament de no fer res, per tal de que sigui responsabilitat de les classes que estenen 
d’aquesta definir un comportament diferent (sobreescrivint els mètodes).  
 
A continuació, mostrem un fragment de codi per tal d’il·lustrar el funcionament que seguim: 
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TorrentHandle th;  
// Afegim el torrent a la sessió 
th = session.addTorrent(new File(sourcePath), new File(savePath)); 
 
// Afegim el listener, associat al torrent, a la sessió 
session.addListener(new TorrentAlertAdapterImp(th) { 
  
      // Reescrivim totes les alertes que desitgem  
 
 @Override 
 public void blockFinished(BlockFinishedAlert alert)  
 {        
  // Fer quelcom quan acabi un block 
            // ... 
 } 
 
 @Override 
 public void torrentFinished(TorrentFinishedAlert alert) 
 {     
  // Fer quelcom quan acabi un torrent 
            // ... 
 }             
  
 @Override 
 public void torrentPaused(TorrentPausedAlert alert) 
 { 
  // Fer quelcom quan el torrent es pausi 
            // ... 
 } 
  
 // ... 
});     
 
 
Acabem de veure com crear listeners i establir el comportament de les alertes que tenen 
associades. En aquest punt el que necessitem és dissenyar un mecanisme per tal de capturar 
el moment en que una alerta es produeix. Així doncs, tan bon punt hàgim construït la sessió, 
crearem un objecte que implementi Runnable (la interfície de Java per implementar threads en 
Java). L’única finalitat i responsabilitat del nou fil d’execució que acabem de crear consisteix en 
comprovar de forma iterativa cada cert període de temps si s’ha produït alguna alerta. En cas 
afirmatiu, enviem cada alerta que ha ocorregut al listener corresponent amb l’objectiu de que 
aquest executi el mètode associat a l’alerta que prèviament hem definit. Resumim aquest 
comportament, el del nou thread que treballa concurrentment, en el següent fragment de 
pseudocodi: 
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Mentre cert fer 
  
 Si sessió té noves alertes fer 
 
  Per a cada alerta nova fer 
   
   listener.llançarAlerta(alerta) 
 
  fi Per a cada 
 
 fi Si 
 
fi Mentre 
 
  
10.2.3. Cercador de torrents 
El cercador de torrents és una de les funcionalitats estrella del nostra sistema software. Per a 
tal de fer-la realitat, requerim col·laborar amb serveis web als quals puguem realitzar peticions. 
Interaccionarem amb una interfície REST, és a dir, amb un model arquitectònic resultat de les 
millors guies i bones pràctiques per a crear serveis web escalables. Així doncs, realitzarem 
peticions GET (un mètode HTTP per a sol·licitar recursos) afegint paràmetres a la query string 
per tal de filtrar els resultats que volem rebre. La resposta que ens retorna el servei web serà 
en JSON, un format d’intercanvi de dades que va com a anell al dit a Java. Un cop obtinguda la 
resposta, només resta “parsejar-la” (extreure’n la informació) i enviar les dades al controlador 
de vistes per a tal de que mostri una vista amb els resultats de la cerca.  
 
Finalment, com ja sabem, la funcionalitat del cercador no es limita tant sols a la cerca sinó que 
addicionalment també permet afegir a la sessió els torrents trobats. Per tal de descarregar 
l’arxiu amb les metadades i poder finalment afegir el torrent cercat a la nostra sessió, 
importarem i utilitzarem FileUtils, el conjunt d’utilitats per a la manipulació de fitxers 
desenvolupat per Apache.  
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10.3. Implementació capa de dades 
 
El desenvolupament de la capa de dades es pot dividir en dues tasques: la gestió de les 
estadístiques i preferències i la gestió dels torrents. En primer lloc, a fi de tramitar les 
estadístiques i preferències de la sessió utilitzarem el llenguatge de marques extensible (XML) 
desenvolupat per la World Wide Web Consortium (W3C). Així doncs, definirem una etiqueta per 
emmagatzemar el valor de cada atribut de les preferències i les estadístiques. 
 
Quan arranquem l’aplicació, sol·licitarem les dades emmagatzemades en els fitxers XML, les 
“parsejarem” (n’extraurem la informació) i les assignarem a les classes del domini. L’aplicació 
treballarà amb aquestes dades, les modificarà,... i just abans de tancar l’aplicació reescriurem 
els fitxers XML amb els valors actuals a fi de que puguin ser recuperats la pròxima ocasió que 
iniciem el programa. A continuació, mostrem un possible estat del fitxer XML encarregat de 
guardar les preferències de la sessió: 
 
  
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 
<session_settings><activeDownloads>6</activeDownloads> 
    <activeSeeds>201</activeSeeds> 
    <anonymousMode>true</anonymousMode> 
    <connectionsLimit>202</connectionsLimit> 
    <downloadRateLimit>16</downloadRateLimit> 
    <uploadRateLimit>2504</uploadRateLimit> 
</session_settings> 
 
 
En segon lloc, per tal de gestionar els torrents de la sessió procedirem de la següent forma. 
Crearem un directori en l’arrel de l’aplicació en el qual emmagatzemarem els arxius en format 
.torrent. Cada vegada que afegim un nou torrent en la sessió copiarem l’arxiu dins d’aquesta 
carpeta. De la mateixa forma, cada ocasió en que s’elimini un torrent extraurem el fitxer 
corresponent del directori. 
 
Com bé sabem, un arxiu torrent manté metadades emprades pel client BitTorrent. Aquestes 
metadades estan codificades en el format bencode11. Així doncs, a l’iniciar l’aplicació 
carregarem tots els arxius existents en el directori i, un per un, els anirem descodificant per tal 
de que puguin ser tractats fàcilment pel domini del programa.  
 
 
 
 
  
                                               
11
 Per a major informació, veure l’apartat 21.1.3. Bencoding. 
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11. Proves 
 
En els apartats anteriors hem definit les funcionalitats que ha d’executar el nostre software, els 
passos que cal seguir, els elements que intervenen i interactuen,... a fi de poder emprar aquest 
plànol i aquestes instruccions per a construir l’aplicació. Finalitzada l’etapa de construcció del 
software, com ocórrer en qualsevol producte, cal testejar i validar el seu funcionament.  
 
Així doncs, per tal de comprovar que totes les funcionalitats implementades són funcionals i 
que l’aplicació es manté estable en totes les circumstàncies possibles, realitzarem un conjunt 
de tests. Primer de tot, ens recolzarem en les proves unitàries per tal de validar el correcte 
funcionament d’un mòdul de codi. Seguint aquesta tècnica aconseguim verificar de forma 
independent el bon funcionament de cada mòdul. Per tal que les proves unitàries tinguin la 
qualitat suficient, és molt important vetllar perquè siguin completes (que cobreixin la major 
quantitat de codi), independents (que l’execució d’una no afecti l’execució d’una altra), 
automàtiques (que no requereixin una intervenció manual) i repetibles (que puguin realitzar-se 
múltiples vegades). 
 
Emprarem JUnit12, un conjunt de classes (framework) que ens permet fer proves unitàries 
d’aplicacions Java. A més, aquest conjunt de biblioteques s’integren perfectament en l’entorn 
de treball Eclipse. JUnit és també una eina per a controlar les proves de regressió, és a dir, els 
tests necessaris que cal realitzar quan es desitja comprovar si un nou fragment de codi segueix 
mantenint intactes els requeriments anteriors i que per tant no ha alterat les funcionalitats.  
 
Com podem apreciar, els tests unitaris són d’allò més útils durant el propi desenvolupament del 
software i en la fase de proves. Tot i així, les proves unitàries no són suficients per a validar tota 
l’aplicació. Necessitem verificar el funcionament del software a nivell de la interfície: comprovar 
que totes les repercussions visuals es compleixen, les interaccions amb l’usuari,... Per tal de 
poder verificar tots aquests aspectes ens recolzarem en l’eina TestComplete13. TestComplete 
és una plataforma de testing desenvolupada per SmartBear Software. Aquesta aplicació ens 
permet gravar les interaccions que fem sobre l’aplicació per després poder tornar a reproduir el 
test tantes vegades com desitgem. Addicionalment l’eina genera un log cada vegada que 
executem un test per a poder observar a posteriori com s’ha comportat el sistema. 
 
                                               
12
 Pàgina oficial del framework: http://junit.org/  
13
 Pàgina oficial de l’aplicació: http://smartbear.com/product/testcomplete/overview/  
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Figura 7: Gravació en TestComplete del conjunt d’interaccions necessàries per a afegir un torrent.  
 
 
Figura 8: Log corresponent al test d’afegir un torrent en TestComplete. 
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12. Planificació temporal 
12.1. Planificació general  
12.1.1. Durada estimada del projecte 
El projecte té una durada d’aproximadament cinc mesos. La gènesi del projecte es produeix 
deu dies abans de l’inici de l’assignatura GEP i el seu acabament és marcat per l’inici del 
període de defensa del TFG. 
 
Inici del TFG  Presentació del TFG  
06/02/2015 29/06/2015 
Taula 6: Delimitació temporal del projecte. 
 
12.1.2. Recursos 
Els recursos necessaris, tant materials com humans, per a realitzar el projecte amb garanties 
d’èxit són: 
 
Recursos humans: 
● Una persona, estudiant a punt de graduar-se en el Grau d’Enginyeria Informàtica, amb 
una dedicació aproximada de 25 hores setmanals. 
 
Recursos materials (tant hardware com software): 
● Sobretaula amb el sistema operatiu Ubuntu 14.04 LTS. 
● Portàtil Toshiba Satellite C55-A-1EK amb el sistema operatiu Windows 8.1.  
● Google Docs, Google Sheets, Google Slides per a generar la documentació des de 
qualsevol equip. 
● Microsoft Project 2013 per a la realització de la planificació temporal. 
● Enterprise Architect com a eina per dissenyar i documentar la solució software. 
● Entorn de programació integrat Eclipse Luna amb els plug-ins SWT (Standard Widget 
Toolkit) per a la implementació de la capa de presentació i EGit per integrar el control de 
versions Git al IDE.   
● Bitbucket per a gestionar la implementació i disposar d’un repositori de codi font privat. 
● Gimp com a eina de creació i edició d’imatges. 
● Correu electrònic de la facultat com a eina de comunicació amb el director.  
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12.2. Descripció de les tasques 
12.2.1. Recerca i posada en marxa 
Aquesta primera tasca està constituïda per un procés exhaustiu de recol·lecció d’informació 
sobre el domini del projecte, imprescindible pel correcte desenvolupament, i per la preparació 
de l’entorn de treball (bàsicament la instal·lació i configuració del software necessari).  
 
Aquesta primera etapa no té cap dependència de precedència. 
 
12.2.2. Gestió de Projectes (GEP) 
Aquesta etapa coincideix amb la realització de l’assignatura de Gestió de Projectes (GEP), 
encarregada d’orientar i donar suport en els primers passos de realització del TFG. És la fase 
més important, ja que és en la qual es validarà que el projecte respon a totes les preguntes 
necessàries (què, com, quan, per què,...) per considerar el projecte correcte i complet. 
 
El conjunt de tasques que formen aquesta etapa, així com les hores estimades de cada una, 
s’han extret de la guia de l’assignatura (veure en detall a la Taula 2).  Aquesta etapa, que té 
una durada aproximada d’un mes, no té cap dependència de precedència. Això si, internament 
dins d’aquesta etapa cal tenir en compte que cada tasca té com a dependència de precedència 
l’anterior. Finalment, cal tenir en compte que aquesta etapa està associada a un calendari molt 
estricte a complir que no permet desviacions.   
 
12.2.3. Iteració 1: Client BitTorrent elemental 
La primera iteració del procés d’elaboració inclou totes les fases del cicle de vida de 
desenvolupament del software (anàlisi de requisits, especificació, disseny, implementació i 
proves). En aquesta iteració es duran a terme tot el conjunt de funcionalitats necessàries per 
aconseguir tenir un client BitTorrent elemental, és a dir, permetre compartir arxius de forma 
peer-to-peer. La iteració té com a dependència de precedència les dues etapes anteriors 
(recerca i posada en marxa i gestió de projectes). Internament, cada tasca que compon 
aquesta iteració depèn de l’anterior, és a dir, el cicle de desenvolupament de la solució software 
seguirà un ordre seqüencial. 
 
12.2.4. Iteració 2: Funcionalitats estrella 
La segona iteració en la fase d’elaboració torna a estar descomposta amb el conjunt de fases 
del cicle de vida del desenvolupament del software. En aquesta etapa del projecte ampliarem i 
complementarem el client BitTorrent afegint-hi les seves dues funcionalitats estrella: el cercador 
d’arxius per descarregar i el gestor dels fitxers baixats. Aquesta segona iteració té com a 
dependència de precedència l’anterior iteració. Tot i així, si fos convenient o necessari, es 
podria començar a treballar amb alguna de les primeres fases de la iteració a la vegada que 
paral·lelament es tanca la iteració anterior. De nou, hi ha també una dependència de 
precedència entre cada fase del cicle de desenvolupament del software i l’anterior. 
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12.2.5. Iteració 3: Millores (suprimida) 14 
L’última iteració del procés d’elaboració. És opcional i contempla tot el conjunt de millores que 
es puguin afegir, ja sigui en el disseny de la interfície, en la incorporació de funcionalitats 
secundàries,... Es realitzarà una anàlisi i planificació més detallada tan bon punt s’avanci en la 
realització del projecte i es constati que hi ha temps suficient per realitzar aquesta iteració. 
Dividirem la iteració en el mateix conjunt de fases que en les dues iteracions anteriors, per tant, 
segons el cicle de desenvolupament de sofware. La dependència de precedència d’aquesta 
tercera iteració és l’anterior (funcionalitats estrella). Tot i així, si ho veiéssim apropiat, podem 
realitzar en paral·lel alguna de les fases d’aquesta iteració i l’anterior, sempre i quan tinguem 
present que la segona iteració és de major prioritat.  
 
12.2.6. Documentació i tancament 
Aquesta fase final consistirà en redactar la memòria del projecte i preparar la defensa que 
s’exposarà davant el tribunal. La memòria inclourà la documentació redactada durant 
l’assignatura de GEP (revisada i polida en funció del feedback rebut pel tutor), la documentació 
derivada de l’anàlisi de requisits, de l’especificació i del disseny durant el transcurs de les 
diferents iteracions i un manual d’usuari de la solució software creada. Així doncs, bona part de 
la memòria es pot anar realitzant al mateix ritme que avança el projecte. 
 
El tancament del projecte i la preparació de la presentació final tenen com a dependència de 
precedència la resta de tasques del projecte, ja que aquestes dues són les darreres que es 
realitzaran abans de donar per conclòs el TFG.  
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 Per a conèixer els motius que han conduit ha suprimir aquesta etapa, veure apartat de conclusions.  
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12.3. Calendari 
12.3.1. Temps estimat 
 
Tasca Dedicació (hores) 
1. Recerca i posada en marxa 20 
2. Gestió de Projectes (GEP) 78 
     2.1. Definició de l’abast 9,25 
     2.2. Planificació temporal 8,25 
     2.3. Gestió econòmica i sostenibilitat 9,25 
     2.4. Presentació preliminar 6,25 
     2.5. Contextualització i bibliografia 15,25 
     2.6. Plec de condicions 11,50 
     2.7. Presentació oral i document final 18,25 
3. Iteració 1: Client BitTorrent elemental 210 
     3.1. Anàlisi de requisits 20 
     3.2. Especificació i disseny 30 
     3.3. Implementació i proves 160 
4. Iteració 2: Funcionalitats estrella 120 
     4.1. Anàlisi de requisits 20 
     4.2. Especificació i disseny 30 
     4.3. Implementació i proves 70 
5. Documentació i tancament 50 
5.1. Redacció de la memòria 40 
5.2. Preparació de la defensa 10 
Total 478 
Taula 7: Dedicació d'hores al projecte. 
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12.3.2. Diagrama de Gantt 
 
 
 
Figura 9: Diagrama de Gantt de la planificació inicial del projecte. 
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13. Gestió econòmica 
13.1. Consideracions inicials 
 
En aquest apartat, realitzarem una anàlisi de tot aquell conjunt de recursos imprescindibles a fi 
de realitzar el projecte amb garanties d’èxit. Malgrat que en la realitat és un projecte 
universitari, sense inversió econòmica, realitzarem aquest estudi suposant que és un projecte 
empresarial amb la intenció de ser competitiu.  
 
13.2. Identificació i estimació de costos 
13.2.1. Recursos humans 
Els recursos humans són el primer cost directe que identifiquem en el projecte. Malgrat que 
realitzarem el projecte de forma individual, cal tenir present que durant el transcurs del TFG 
actuarem en diferents rols. Per calcular el cost, ens basarem en la remuneració mínima 
estimada per Page Personnel15 en el seu informe de l’any 2014.  
 
Rol Remuneració (€/h) 
Cap de projecte (C) 18,23 
Analista (A) 17,19 
Dissenyador (D) 17,19 
Programador (P) 10,42 
Responsable de proves (T) 10,42 
Taula 8: Assignació de salaris. 
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 Font: http://www.pagepersonnel.es/   
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Un cop tenim assignats els salaris per a cada lloc de treball, emprarem el diagrama de Gantt 
presentat prèviament per a saber les hores que dedicarem a cada activitat així com el recurs 
encarregat de dur-la a terme.  
 
Activitat Recurs16 Unitats 
Preu 
estimat 
Cost 
estimat 
Recerca i posada en marxa C 20 h 18,23 €/h 364,60 € 
Gestió de Projectes C 78 h 18,23 €/h 1.421,94 € 
Iteració 1: Anàlisi de requisits A 20 h 17,19 €/h 343,80 € 
Iteració 1: Especificació i disseny A, D 30 h 17,19 €/h 515,70 € 
Iteració 1: Implementació i proves P, T 160 h 10,42 €/h 1667,20 € 
Iteració 2: Anàlisi de requisits A 20 h 17,19 €/h 343,80 € 
Iteració 2: Especificació i disseny A, D 30 h 17,19 €/h 515,70 € 
Iteració 2: Implementació i proves P, T 70 h 10,42 €/h 729,40 € 
Documentació i tancament C 50 h 18,23 €/h 911,50 € 
Total  - 478 h - 6.813,64 € 
Taula 9: Càlcul del cost en recursos humans. 
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 Veure llegenda Taula 8. 
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13.2.2. Recursos materials 
Els recursos materials són el segon cost directe que haurà d’assumir el projecte. Dins d’aquest 
grup, diferenciem dos tipus de recursos materials: el hardware i el software. Hisenda permet 
amortitzar el hardware en 3-4 anys i el software en 2-3 anys. Estimarem l’amortització en els 5 
mesos que dura el projecte. 
 
Malgrat que com a alumnes de la facultat disposem del software Microsoft de forma gratuïta, 
suposarem que no disposem d’aquesta bicoca alhora de realitzar l’estimació de despeses. 
 
Recurs Unitats Vida útil 
Preu de 
mercat 
Amortització 
(5 mesos) 
Sobretaula (i3-530, 4GB, 500 GB 
HDD, pantalla 22”) 
1 4 anys 550,00 € 57,29 € 
Toshiba Satellite C55-A-1EK  1 4 anys 499,00 € 51,98 € 
Total hardware - - 1.049,00 € 109,27 € 
Windows 8.1 Pro 1 3 anys 279,00 € 38,75 € 
Enterprise Architect 12 Pro 1 3 anys 162,00 € 22,5 € 
Microsoft Project 2013 Standard 1 3 anys 769,00 € 106,81 € 
Google Docs, Sheets, Slides 1 3 anys 0,00 € 0,00 € 
Eclipse Luna 1 3 anys 0,00 € 0,00 € 
Bitbucket 1 3 anys 0,00 € 0,00 € 
Gimp 2.8.10 1 3 anys 0,00 € 0,00 € 
Total software - - 1.210,00 € 168,06 € 
Total - - 2.259,00 € 277,33 € 
Taula 10: Càlcul del cost en recursos materials. 
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13.2.3. Contingència 
Fixarem un nivell de contingència del 15%, per tant, sumarem aquest percentatge a les 
despeses parcials que teníem en arribar a aquest punt. 
 
Costos Percentatge Preu estimat Cost estimat 
Recursos humans 15% 7.016,74 € 1.052,51 € 
Recursos materials 15% 277,33 € 41,60 € 
Total - - 1.094,11 € 
Taula 11: Càlcul de la partida de contingència. 
 
13.2.4. Imprevistos 
Finalment, el darrer cost a considerar abans d’obtenir el pressupost final consisteix en valorar 
els imprevistos. Haurem d’ajudar-nos amb l’anàlisi de riscos prèviament realitzada  per 
identificar i quantificar els possibles riscos que haurà d’afrontar el projecte.  
 
A causa dels imprevistos ja soferts, incrementem la probabilitat d’un retard d’una setmana en la 
implementació d’un 35% a un 80% donada l’alta probabilitat en que aquest ocorri.  
 
Imprevist Probabilitat Unitats Preu estimat Cost estimat 
Retard d’una setmana en la 
implementació 
80% 25 h 10,42 €/h 208,40 € 
Avaria sobretaula 5% 1 550,00 € 27,5 € 
Avaria portàtil 5% 1 499,00 € 24,95 € 
Total - - - 260,85 € 
Taula 12: Càlcul del cost per imprevistos. 
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13.2.5. Pressupost 
Obtenim el pressupost final fent el sumatori de tots els costos parcials que hem anat identificant 
i estimant en els apartats anteriors. Com a consideracions finals, cal tenir present que hem 
obviat el càlcul d’algunes despeses, com les de transport, connexió a Internet i les de 
fotocòpies i enquadernació de la memòria final. També, gràcies al fet que és un projecte sense 
ànim de lucre, no incrementem el pressupost amb cap marge de benefici.  
 
Concepte Cost estimat 
Recursos humans 6.813,64 € 
Recursos materials 277,33 € 
Contingència 1.094,11 € 
Imprevistos 260,85 € 
Total 8.445,93 € 
Taula 13: Càlcul del pressupost final. 
 
13.3. Control de gestió 
 
A causa del fet que la gestió econòmica va molt lligada a la planificació temporal, el mateix 
control que realitzem per calcular les desviacions en el calendari i en les hores emprades ens 
servirà per extrapolar als costos reals del projecte. Així doncs, diàriament anotarem les hores 
que dediquem a cada tasca per conèixer en quin grau s’allunya la realitat de la seva estimació.  
 
Així doncs, mitjançant aquest log d’hores imputades a cada tasca (i el full de càlcul subministrat 
pel mòdul de GEP) podrem respondre a les tres preguntes bàsiques de qualsevol control de 
costos: 
 
● On s’ha produït la desviació?  
● Per què s’ha produït la desviació? 
● De quin import ha estat aquesta desviació? 
 
Finalment, només ens quedarà constatar quins imprevistos han acabat succeint i si és 
necessari (i suficient) emprar la partida de contingència per esmenar les desviacions. 
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14. Sostenibilitat i compromís social 
14.1. Econòmica 
 
Hem realitzat una avaluació dels costos, analitzant tant els recursos materials com els humans 
(per a més detall veure l’apartat anterior). La gestió econòmica també inclou instruments de 
control, per supervisar el desenvolupament del projecte i permetre que s’adapti segons les 
circumstàncies que ocorrin.  
 
El calendari plantejat és força ajustat. Tot i així, implementant alguna metodologia àgil (per tant 
dedicant menys temps i importància a la documentació) podríem realitzar el projecte en menys 
temps. Pel que fa al pressupost, podem afirmar que és força competitiu en part a causa de que 
no hi ha cap motivació per aconseguir un marge de beneficis. 
 
Finalment, malgrat que bona part del codi serà implementada des de zero, la solució software 
incorporarà elements externs ja existents, fugint de reinventar la roda i estalviant així esforços. 
 
14.2. Social 
 
La solució software que plantegem serà especialment beneficiosa per tot aquell usuari que 
desitgi emprar-la, especialment pels usuaris menys experts. Al distribuir-se de forma lliure i 
totalment gratuïta podrà ser accessible per un gran públic.  
 
Tot i així, no podem parlar del protocol sense fer especial menció a la pirateria i a la vulneració 
de la propietat intel·lectual. Cal matissar que tant la tecnologia com les plataformes 
relacionades són perfectament legals. L’únic que es considera delicte és el fet d’emprar el 
protocol per a compartir arxius amb copyright.  
 
Per part nostre, només puntualitzarem que “l’important no és qui va inventar la pistola, sinó qui 
prem el gallet”. Així doncs, només podem demanar als nostres usuaris que utilitzin l’aplicació 
sota la seva responsabilitat i pregar que en facin un ús adequat. Com ja hem apuntat en un 
inici, BItTorrent és una eina de llibertat d’expressió i conseqüentment no podem permetre que 
el nostre programa la coarti. 
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14.3. Ambiental 
 
El nostre projecte tindrà un lleu impacte en la petjada ecològica, com ja és quasi innat en la 
naturalesa de la majoria de projectes de desenvolupament de software. El principal recurs que 
emprarem és el nostre ordinador, així doncs, vetllarem per fer-ne un ús energètic eficient i 
responsable. Seguint en la mateixa direcció, entregarem tota la documentació de forma virtual, 
estalviant així els consums de paper i tinta.  
 
En ser un producte de software lliure, qualsevol persona el podrà reaprofitar, de la mateixa 
forma que el projecte empra eines i programari lliure durant el seu desenvolupament. 
 
14.4. Taula de sostenibilitat 
 
A continuació presentem la taula de sostenibilitat d’acord amb la planificació del projecte.  
 
Sostenibilitat Econòmica Social Ambiental Total 
Planificació Viabilitat 
econòmica 
Millora de la 
qualitat de vida 
Anàlisi dels 
recursos 
 
Valoració 8 6 6 20 
Taula 14: Matriu de la sostenibilitat (dimensió de la planificació). 
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15. Integració de coneixements 
 
En el següent apartat, il·lustrem els coneixements i experiències que ens han aportat un 
conjunt d’assignatures de l’especialitat d’Enginyeria del Software, i que ens són de gran 
utilitat alhora de desenvolupar aquest projecte. 
 
15.1. Arquitectura del Software (AS) 
 
En aquesta assignatura s’exercita el disseny de sistemes software mitjançant l’aplicació d’un 
conjunt de tècniques, principi i patrons. Podem aprofitar les habilitats adquirides alhora de 
dissenyar la nostra pròpia solució software. 
 
15.2. Aplicacions i Serveis Web (ASW) 
 
En aquesta assignatura s’adquireix un coneixement més en amplitud que en profunditat de 
les principals tecnologies per a desenvolupar aplicacions i serveis web. Els coneixements 
aconseguits ens ajuden (encara que sigui puntualment) durant la implementació del nostre 
projecte, per exemple, manipulant arxius XML o treballant amb serveis RESTful. 
 
15.3. Enginyeria de Requisits (ER) 
 
En aquesta assignatura es practica una de les tasques més transcendents, crítiques i 
importants durant la construcció d’un sistema software, que consisteix precisament en 
determinar quin sistema s’ha de construir. Així doncs, emprem l’experiència i coneixements 
extrets d’aquesta assignatura alhora de realitzar l’anàlisi de requisits del nostre projecte. 
 
15.4. Projecte d’Enginyeria del Software (PES) 
 
En aquesta assignatura, totalment pràctica, s’exerciten totes les activitats que formen el 
desenvolupament d’un projecte, incloent-hi evidentment la pròpia gestió d’aquest. 
L’experiència extreta en aquesta matèria ens dóna suport principalment en dos fronts. Per una 
banda, ens ajuda en tots els aspectes relacionats amb la gestió del projecte (planificació, 
costos, presentacions,...). Per altra banda, seguim la mateixa metodologia de treball que es 
pràctica en l’assignatura: la RUP (Rational Unified Process). 
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16. Relació amb l’Enginyeria del Software 
 
A continuació, justificarem per què el nostre projecte és un ciutadà de primera classe del món 
anomenat Enginyeria del Software. L’enginyeria del software és una ciència que ens capacita 
per participar en projectes de desenvolupament, manteniment i avaluació de serveis i sistemes 
software de naturalesa diversa (per exemple, un client BitTorrent). 
 
Intrínsecament, la creació de software és un procés creatiu i singular. L’objectiu de l’enginyeria 
consisteix en sistematitzar aquest procés, minimitzant així l’aparició i efecte de riscos. 
Mitjançant assaig i error han anat apareixent metodologies i eines per desenvolupar de forma 
eficient. Per exemple, RUP (Rational Unified Process) és el procés de desenvolupament escollit 
per construir de forma metòdica i rigorosa la nostra solució software. 
 
En qualsevol projecte de software , podem identificar dos pilars bàsics. Per una banda, tenim la 
pròpia construcció de la solució software , dividia en un conjunt de tasques (especificació de 
requisits, disseny, implementació, proves,...) que bategem amb el nom de cicle de 
desenvolupament del sofware. RUP repeteix aquest cicle en cada iteració amb la qual divideix 
el projecte. D’altra banda, apareix la gestió del projecte que s’encarrega de planificar, governar i 
controlar, en altres paraules, dur la batuta per a dirigir de forma òptima el complex procés de 
construcció del software . 
 
Finalment, havent observat com existeix un mapping directe entre els conceptes de l’enginyeria 
del  software i el nostre projecte, és important recalcar l’estreta relació que també hi ha amb 
una altra especialitat: la de Tecnologies de la Informació. Els coneixements sobre xarxes, 
protocols, aplicacions i serveis web,... són rellevants i presents en el domini del nostre projecte. 
Que apareguin conceptes d’altres especialitats és normal, ja que com hem apuntat inicialment, 
l’enginyeria del software ens proporciona els coneixements i habilitats necessàries per dur a 
terme un projecte d’índole heterogènia. 
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16.1. Competències tècniques relacionades 
 
En aquesta secció, llistarem les competències tècniques associades a aquest projecte així 
com la justificació del grau en que cal assolir-les.  
 
Codi Descripció 
Grau 
d’assoliment 
CES-1.1 
Desenvolupar, mantenir i avaluar sistemes i serveis 
software complexos i/o crítics. 
Bastant 
CES-1.3 
Identificar, avaluar i gestionar els riscos potencials 
associats a la construcció de software que es poguessin 
presentar. 
Una mica 
CES-1.7 
Controlar la qualitat i dissenyar proves en la producció de 
software. 
En profunditat 
CES-1.9 
Demostrar comprensió en la gestió i govern dels sistemes 
software. 
Bastant 
CES-2.1 Definir i gestionar els requisits d'un sistema software. En profunditat 
Taula 15:Competències tècniques associades al projecte 
 
16.1.1. CES-1.1 
L’objectiu més elemental del projecte es resumeix en el desenvolupament d’un sistema 
software, en particular, un client BitTorrent. No podem catalogar la nostra solució software 
com a crítica, ja que no hi ha vides humanes que depenguin d’ella, però si que la podem 
definir com a complexa, degut als algorismes que empra, la comunicació entre diferents 
parts a través de la xarxa,...  
 
Així doncs, resulta lògic associar el projecte a aquesta competència tècnica, ja que durant 
el transcurs d’aquest, desenvoluparem una solució software i avaluarem tant la nostra 
solució com les ja existents en el mercat. Seguirem el procés de desenvolupament RUP 
(Rational Process Unified), una metodologia madura i amb gran reconeixement dins la 
indústria del software. 
 
16.1.2. CES-1.3 
Una de les tasques que formen la gestió d’un projecte consisteix en la identificació dels 
riscos, és a dir, tot obstacle que pugui dificultar l’assoliment dels objectius marcats. Així 
doncs, un cop identificats els riscos, necessitem classificar-los segons el seu grau de 
criticitat i crear plans de contingència per esmenar-los en cas que ocorrin. Caldrà 
monitoritzar l’estat del projecte en tot moment per anar-lo adaptant a les circumstàncies 
que succeeixin. Degut a que és un projecte de petita dimensió i acadèmic, associem el 
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nivell més baix d’assoliment a aquesta competència, ja que serà destacable però no clau 
en el transcurs del projecte. 
 
16.1.3. CES-1.7 
Aconseguir una solució software sense errors és considerat quasi una utopia en el món del 
desenvolupament de software. Com bé deia Edsger W. Dijkstra “If debugging is the process 
of removing bugs, then programming must be the process of putting them in”. Malgrat 
aquesta realitat, ens emprarem en profunditat per aconseguir treure al mercat un producte 
de la màxima qualitat. El primer pas per a aconseguir solucionar bugs és identificar-los. 
Anant en aquesta direcció, durant i (especialment) al final de cada iteració realitzarem 
proves unitàries i drivers per verificar que totes les funcionalitats implementades es 
comporten de la forma esperada.   
 
16.1.4. CES-1.9 
Amb la finalitat de que el projecte es desenvolupi correctament, és imprescindible la tasca 
de gestió del mateix. Aquesta gestió ens permet establir i definir els paràmetres del projecte 
(planificació temporal, gestió econòmica, abast, presentacions orals, entrevistes amb 
stakeholders,...) i actuar en conseqüència a mesura que el projecte va avançant.   
 
A causa del fet que el projecte serà realitzat per una sola persona, no afegim el handicap 
d’’haver de gestionar l’equip de treball a fi d’aconseguir crear sinergies entre els integrants. 
Per aquest motiu, cataloguem aquesta competència amb el nivell intermedi d’assoliment.  
 
16.1.5. CES-2.1 
Com ja hem comentat en més d’una ocasió, el procés de definició del propi projecte (donar 
resposta a la pregunta de què cal construir) és l’activitat més complexa i crítica de tot el 
projecte
17
. Molts dels fracassos en el desenvolupament de sistemes software s’atribueixen 
a no realitzar correctament l’enginyeria de requisits.  
 
En conseqüència doncs, cataloguem aquesta competència tècnica en el major grau 
d’assoliment i importància. En cada iteració del projecte, treballarem orbitant al voltant d’un 
conjunt de requisits funcionals (casos d’ús), tal com dicta la metodologia RUP.  
  
                                               
17
 Veure l’estudi de 2011 realitzat per la companyia Jama Software en el que es realitza una enquesta 
amb una mostra de més de 800 companyies del sector.  
Font: http://www.jamasoftware.com/wp-Content/uploads/documents/State_of_Requirements_Management_2011.pdf 
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17. Conclusions 
17.1. Introducció 
 
Finalitzades totes les etapes, és el moment idoni per a avaluar la feina feta durant aquests cinc 
mesos. Un dels ingredients que no poden faltar en una avaluació és una bona dosi 
d’autocrítica. Considero d’allò més adient en el punt que ens trobem recordar una cita del 
senyor Ingvar Kamprad, el fundador de la companyia multinacional sueca IKEA: 
 
“The most dangerous poison is the feeling of achievement.  
The antidote is to every evening think what can be done better tomorrow.” 18 
 
Així doncs, per tal de no sedar la nostra inquietud per a millorar i seguir aprenent, és 
imprescindible mirar cap endarrere i fer una valoració acurada del camí que ens ha conduit fins 
aquí. Per a ser més curosos, dividirem l’avaluació en diferents apartats a fi de poder analitzar 
de forma independent cadascun dels àmbits del projecte.  
 
17.2. Canvis en la planificació 
 
La dimensió temporal és la que ha sofert més canvis respecte al plantejament inicial. Les 
alteracions han estat originades principalment per a dues fonts, dos obstacles que ja es van 
identificar com a potencials en l’anàlisi de riscos realitzada en la fase inicial.   
 
En primer lloc, s’ha experimentat una disminució del temps disponible per al desenvolupament 
del projecte, ocasionat per un augment de la jornada laboral i de la càrrega de treball de les 
altres assignatures que es realitzen paral·lelament al TFG. Destacaria especialment les 
dificultats de compaginar el món laboral amb l’universitari com a principal detonant del 
desviament temporal sofert.  
 
En segon lloc, els coneixements limitats en la tecnologia han col·laborat en accentuar les 
modificacions en la planificació. Alguns dels conceptes (com per exemple el propi protocol 
BitTorrent) estan més relacionats amb l'especialitat de Tecnologies de la Informació que en la 
del nostre projecte (Enginyeria del Software), afegint així un altre handicap. Addicionalment, l’ús 
de la llibreria libtorrent, malgrat ser una decisió encertada pels beneficis que ha aportat al 
projecte, ha originat una corba d’aprenentatge que ha castigat la planificació inicial.  
 
  
                                               
18
 “El verí més perillós és el sentiment d’assoliment. El millor antídot consisteix en cada nit pensar en que 
podem fer millor demà”.   
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Així doncs, degut a haver patit aquests entrebancs, hem necessitat fer ús dels plans de 
contingència inicialment definits per a reajustar el rumb del projecte. Inicialment, havíem dividit 
el desenvolupament del projecte (sense tenir en compte la fase inicial de Gestió de Projectes i 
la fase final de documentació i tancament) en tres iteracions. Gràcies al fet que la tercera la 
vam catalogar d’opcional, hem optat per suprimir-la i emprar el conjunt d’hores d’aquesta 
iteració en la tasca d’implementació i proves de la primera iteració.  
 
Malgrat els punts negatius i flaqueses que ha tingut la planificació, considero de justícia també 
destacar un parell de punts positius. En primer lloc, tot i que la durada de cada fase no s’ha 
estimat de forma molt precisa, sí que l’ordre de les etapes planificades ha estat encertat. En tot 
moment les dependències han quedat cobertes i s’ha pogut anar avançant progressivament en 
el desenvolupament. En segon lloc, també destacaria la flexibilitat de la planificació, que ens ha 
permès adaptar-nos als imprevistos i entrebancs per a seguir endavant.   
 
17.3. Canvis en el pressupost 
 
En relació directa amb les alteracions presentades en la planificació temporal (veure apartat 
anterior) el pressupost inicialment plantejat s’ha vist modificat. En una primera instància havíem 
estimat un pressupost total de 8.531,83 € desglossat de la següent forma: 
 
- Recursos humans = 7.016,74 € 
- Recursos materials = 277,33 € 
- Contingència = 1.094,11 € 
- Imprevistos = 143,63 € 
 
Si observem el pressupost que finalment hem establert (veure Pressupost) detectem dues 
variacions respecte el plantejament inicial. En primer lloc, hi ha una reducció en els recursos 
econòmics destinats als recursos humans. Aquesta diferència s’explica per la simple raó que 
malgrat dedicar la mateixa quantitat d’hores, ara en dediquem més a tasques que realitzen el 
programador i el responsable de proves (els dos rols amb una remuneració més baixa). En 
segon lloc, detectem un augment en la partida d’imprevistos. Aquest fet es justifica degut a que 
a causa dels imprevistos ja soferts, la probabilitat de que n’ocorrin de nou incrementa. 
  
17.4. Resolució d’objectius 
 
És del tot inconcebible establir en la gènesi del projecte un conjunt de fites i ara, a les portes de 
l’acabament, no fer-ne cap tipus de referència. En primer lloc, en referència al objectiu principal, 
vam proposar-nos “Crear un client BitTorrent complet i totalment funcional”. Aquesta fita ha 
quedat plenament aconseguida amb èxit, ja que l’aplicació resultant implementa el protocol 
BitTorrent a fi de poder compartir arxius amb equips al llarg de tota la xarxa. És més, els 
objectius secundaris (el cercador d’arxius torrent integrat i el gestor de fitxers descarregats) han 
estat implementats també amb èxit.  
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Finalment, cal parlar dels objectius acadèmics, les anomenades competències tècniques19. El 
seguiment sistemàtic de la metodologia RUP (Rational Unified Process) ha estat un aspecte 
clau en la consecució de les competències tècniques. Tot i així, considero que en general els 
objectius acadèmics haurien pogut ser consolidats en un nivell d’aprofundiment major.  
 
17.5. Evolucions futures 
 
Com resulta habitual en aquest tipus de projectes, existeix un ampli ventall de possibilitats 
d’ampliació. Nogensmenys, considerem haver creat l’esquelet elemental d’un client BitTorrent 
que podrà ser millorat i refinat en futures iteracions. 
 
Així doncs, ens trobem davant un punt i seguit, en absolut tenim la intenció de posar fi al 
projecte, ja que han quedat moltes idees al tinter. En primer lloc, motivat pels coneixements 
adquirits en el meu actual lloc de feina (en l’àrea de serveis web) m’agradaria poder migrar 
l’aplicació al món Web, implementant una nova interfície web per l’aplicació. 
 
En segon lloc, és vital polir el cercador de torrents de l’aplicació en dos sentits. Per una banda , 
el cercador només és capaç de buscar pel·lícules, per tant, caldrà millorar-lo a fi de que sigui  
capaç de trobar continguts de naturalesa més diversa. Per altra banda, en un aspecte més ètic, 
cal tenir en compte que dins el conjunt de resultats que obté el cercador, és possible que 
existeixi un subconjunt de contingut que vulneri la propietat intel·lectual. Conseqüentment, en 
una pròxima iteració caldrà implementar algun filtre o mecanisme que ens ajudi a retornar 
només aquells arxius torrent que es trobin dins el marc de la legalitat.  
 
Finalment, en clau més tècnica, seria d’allò més interessant que el nostre client BitTorrent 
donés suport als enllaços magnètics (magnet links)20 a causa del fet que dia a dia s’estan 
popularitzant cada cop més i augmenta el ventall de possibilitats que oferim als nostres usuaris.  
 
Per descomptat, aquest petit compendi d’idees de millora només té l’objectiu d’il·lustrar la gran 
quantitat d’accions que es poden prendre per tal de seguir millorant el nostre sistema software. 
El camí és llarg i el límit el marquem nosaltres.  
 
 
 
 
 
 
                                               
19
 Veure apartat  16.1. Competències tècniques relacionades 
20
 Per a més informació sobre aquest tipus d’enllaços, visitar https://es.wikipedia.org/wiki/Magnet   
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21. Annex 
21.1. Especificació del protocol BitTorrent 1.0 [2][3][6][7] 
21.1.1. Definició 
BitTorrent és un protocol peer-to-peer (P2P) dissenyat pel nord-americà Bram Cohen. El seu 
propòsit es basa en la compartició de fitxers entre diferents peers i xarxes. Tot contingut 
s'identifica per un URL, permetent una total integració amb el món web. 
21.1.2. Elements 
Per a poder implementar el protocol BitTorrent requerim de les següents entitats: 
  
● Un servidor web ordinari, que sigui capaç de processar peticions HTTP.  
● Un fitxer amb les metadades  
● Un tracker  
● Un conjunt de peers 
21.1.3. Bencoding [8] 
Bencode és el format de codificació que utilitza el protocol BitTorrent en els arxius que 
contenen les metadades (els arxius .torrent). Bencode suporta quatre tipus diferents de valors: 
cadenes de caràcters, enters, llistes i diccionaris. 
  
    > Cadenes de caràcters 
Les cadenes de bytes es codifiquen com a parells <longitud>:<contingut> (similar al format d'un 
Netstring, excepte per no incloure una coma després del parell de valors) . La longitud es 
codifica en base 10 i el contingut com un string. 
 
 Exemple: 12:hello world! representa el string ''hello world!''. 
 
    > Enters 
Els enters es representen com i<valor>e, on el valor és un enter en base 10. 
 
 Exemple: i2015e representa el natural 2015, mentre que i-15e simbolitza l'enter -15. 
 
    > Llistes 
Les llistes de valors es simbolitzen com l<contingut>e, on el contingut ha d'estar també codificat 
en bencode. Els elements de la llista es concatenen, amb l'ordre desitjat, sense la necessitat 
d'emprar cap tipus de separador. 
 
 Exemple: l6:Bernati2015ee representa la llista [ ''Bernat'' , 2015 ]. 
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    > Diccionaris 
Els diccionaris (també coneguts com arrays associatius, taules de hash,…) es representen com 
d<contingut>e, on el contingut està format per parelles de clau valor. Tota clau ha d'estar 
formada per un string, mentre que el valor pot ser qualsevol (sempre i quan estigui codificat en 
bencode). 
 
Exemple: d3:fooi153:barl1:a1bee representa el diccionari { ''foo'' : 15, ''bar'' : [''a'', ''b'']} 
21.1.4. Estructura de les metadades 
Els fitxers que contenen les metadades, coneguts com a torrent per tenir l’extensió .torrent, són 
petits fitxers que contenen informació sobre el contingut que es vol distribuir, sobre els trackers 
(servidors que vetllaran per ajudar a que les parts implicades es puguin connectar i comunicar-
se) i sobre la integritat de les dades. És important remarcar que els torrents no tenen informació 
relacionada amb el contingut dels fitxers a compartir.  
 
Un arxiu torrent és un diccionari codificat en el format bencode (veure apartat anterior) amb les 
següents claus: 
 
Clau  Descripció 
announce URL del tracker. 
info Diccionari que descriu el fitxer o fitxers del torrent. Pot 
tenir dues estructures: quan conté un sol arxiu o quan 
conté múltiples arxius. 
announce-list (opcional) Clau opcional que permet donar suport a múltiples 
trackers. Si el client és compatible amb múltiples 
trackers i aquesta clau és present en el torrent, 
s’ignorarà la clau announce i s’empraran els URL’s 
definits en aquesta llista. 21 
creation date (opcional) Instància el moment de creació del torrent. 
comment (opcional) Camp perquè l’autor del torrent pugui adjuntar 
comentaris o altra informació. 
created by (opcional) Nom i versió del programa emprat per a crear el torrent. 
encoding (opcional) Format emprat per a codificar les pieces que formen 
part del diccionari info.  
Taula 16: Contingut del fitxer de les metadades. 
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 La petició oficial per incloure aquest canvi en l’especificació http://bittorrent.org/beps/bep_0012.html 
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Com ja hem comentat, el diccionari info té una forma diferent segons si torrent conté més d’un 
fitxer o no. A continuació presentem primer la informació comuna que ambdues estructures 
comparteixen i després les particularitats de casa cas.  
 
Clau  Descripció 
piece length Mida de cada piece (en bytes). Les mides més comunes són 
256 kB, 512 kB i 1 MB. 
pieces Llistat que conté totes les pieces del fitxer. Cada piece és 
codificat en 20 bytes emprant l’algorisme SHA-122.  
private (opcional) Determina si un torrent serà privat o públic en funció de si el 
valor d’aquesta clau és ‘1’ o no. 23    
Taula 17: Estructura comuna del diccionari info. 
 
Clau  Descripció 
name Nom amb el qual el fitxer serà guardat.  
length Mida del fitxer (en bytes). 
md5sum (opcional) Cadena de 32 caràcters hexadecimals que corresponen a la 
suma de verificació codificada amb l’algorisme MD524. 
Taula 18: Estructura particular del diccionari info quan conté un sol fitxer. 
 
Clau Descripció 
name Ruta del directori on s’emmagatzemaran tots els fitxers.  
files Llista de diccionaris, un per a cada fitxer.  
    length Mida del fitxer (en bytes). 
    md5sum (opcional) Cadena de 32 caràcters hexadecimals que corresponen a la 
suma de verificació codificada amb l’algorisme MD5. 
    path    Llista que conté la ruta del fitxer. El darrer element d’aquesta 
llista es correspon amb el nom de l’arxiu. 
Taula 19: Estructura particular del diccionari info quan conté múltiples fitxers. 
 
                                               
22
 Més informació sobre SHA-1 a http://en.wikipedia.org/wiki/SHA-1  
23
 La petició oficial per incloure aquest canvi en l’especificació http://bittorrent.org/beps/bep_0027.html 
24
 Més detalls sobre MD5 a http://en.wikipedia.org/wiki/MD5  
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Exemple 1:[9] Un torrent per a compartir l’arxiu ‘debian-503-amd64.iso’ de 647 MB (678428672 
bytes) i pieces de 256 KB (262144 bytes): 
 
{ 
     'announce': 'http://bttracker.debian.org:6969/announce', 
     'info': 
     { 
         'name': 'debian-503-amd64.iso', 
         'piece length': 262144, 
         'length': 678428672, 
         'pieces': '841ae846bc5b6d7bd6e9aa3dd9e551559c82abc1...' 
     } 
 } 
 
Exemple 2:[9] Un torrent per a compartir dos arxius (‘111.txt’ i ‘222.txt’) en pieces de 256 KB: 
 
{ 
     'announce': 'http://tracker.site1.com/announce', 
     'info': 
     { 
         'name': 'directoryName', 
         'piece length': 262144, 
         'files': 
         [ 
             {'path': ['111.txt'], 'length': 111}, 
             {'path': ['222.txt'], 'length': 222} 
         ], 
         'pieces': '6a8af7eda90ba9f851831073c48ea6b7b7e9feeb...' 
     } 
 } 
 
 
21.1.5. Tracker  
El tracker és un servidor capaç de respondre a peticions GET del protocol HTTP. Les peticions 
contenen mètriques que ajuden al servidor a mantenir actualitzades les estadístiques del 
torrent. Les respostes inclouen informació que ajuda al client a poder unir-se als altres peers i 
participar en la compartició del contingut. Com ja hem comentat en l’anterior apartat, l’URL del 
servidor està especificat en l’arxiu de les metadades.  
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A continuació especifiquem els paràmetres que podem incloure en la query string de les 
peticions GET: 
 
Paràmetre Descripció 
info_hash El valor de la clau info del fitxer de les metadades codificat en 
SHA-1. 
peer_id Identificador únic generat pel client en iniciar-se.  
port Número del port que el client estarà escoltant. Típicament, els 
ports reservats pel protocol BitTorrent estan en el rang [6881, 
6889]. 
uploaded Quantitat de bytes enviats des de que el client ha enviat 
l’esdeveniment started al tracker. 
downloaded Quantitat de bytes descarregats des de que el client ha enviat 
l’esdeveniment started al tracker.  
left Quantitat de bytes que encara resten per a descarregar i 
posseir el fitxer complet.  
compact Si pren el valor 1, serveix per demanar una resposta més 
compacta: el llistat de peers retornat pel tracker és un string en 
comptes d’un diccionari. 
no_peer_id Indica que el tracker pot ometre el peer id en el diccionari de 
peers que retorna. 
event  Hi ha tres tipus d’esdeveniments:  
● started: quan realitzem la primera petició al tracker. 
● stopped: quan aturem el client. 
● completed: quan la descàrrega s’ha completat. 
ip (opcional) Adreça IP de l’equip on hi ha allotjat el client BitTorrent. Aquest 
paràmetre només és necessari quan no es pot determinar 
l’adreça IP mitjançant la petició HTTP (per exemple quan 
s’empra un proxy). 
numwant (opcional)  Nombre de peers que el client vol rebre del tracker (per defecte 
acostumen a ser 50).  
tracker id (opcional) Identificador del tracker. 
Taula 20: Paràmetres d’una petició del client al tracker. 
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Per altra banda, el tracker respon als clients amb diccionaris en bencode. Detallem a 
continuació les possibles claus que pot retornar-nos en la resposta el servidor: 
 
Clau Descripció 
failure reason Descripció de l’error que ha succeït. Si apareix aquesta clau en 
la resposta, no en pot aparèixer cap altre més.  
warning message Similar al failure reason, però la resposta es pot processar de 
forma normal. 
interval Interval de temps (en segons) que el client ha d’esperar entre 
petició i petició. 
tracker id Identificador del tracker. 
complete Nombre de seeders. 
incomplete Nombre de leechers. 
peers  Aquesta clau pot representar dues estructures diferents. Per 
una banda, pot ser un diccionari que conté les claus peer id, ip i 
port. Per l’altra, un string que conté de forma compacta l’adreça 
IP i port de cada peer.  
Taula 21: Claus de la resposta del tracker al client. 
 
21.1.6. Peer protocol [1] 
El peer protocol és l’encarregat de facilitar l’intercanvi de pieces25 especificades en el fitxer de 
les metadades. Les connexions entre peers són simètriques: els missatges i les dades es 
poden enviar en ambdues direccions. El client han de mantenir actualitzada la informació de les 
connexions que té amb cada peer mitjançant l’ús de dos bits d’estat: 
 
● choked: Indica si el client refusa o no l’enviament de blocks.  
● interested: indica si el client vol obtenir o no un determinat block que en aquest moment 
no té. 
 
Així doncs, la transmissió de dades succeeix quan una part està interessada i l’altra no està en 
l’estat choked. El protocol s’inicia amb un handshake seguit d’un nombre indeterminat de 
missatges.  
 
  
                                               
25
 En l’especificació original s’empra el terme piece en dos contextos: en el fitxer de les metadades i en el 
peer protocol. Per evitar aquest doble significat, utilitzarem el concepte block per a referir-nos a les dades 
que són intercanviades entre peers. 
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El handshaking, el primer missatge que obligatòriament ha d’emetre el client, té la següent 
estructura: 
 
 <pstrlen><pstr><reserved><info_hash><peer_id>  on: 
 
● pstrlen: mida del camp <pstr>. Sempre serà ‘19’.  
● pstr: cadena de caràcters que identifica el protocol. Sempre serà ‘BitTorrent protocol’. 
● reserved: 8 bits reservats en cas que es vulgui canviar algun comportament del 
protocol. 
● info_hash: El valor de la clau info del fitxer de les metadades codificat en SHA-1. 
● peer_id: L’identificador creat pel client al iniciar-se, el mateix que s’empra en les 
peticions al tracker.  
 
Si tots els camps que envia la primera part són correctes i coincideixen amb els que espera la 
segona, el receptor envia el mateix missatge handshake però modificant el peer_id per el seu 
identificador.  
 
Finalitzada l’encaixada de mans, s’inicia la segona fase del protocol en que les dues parts es 
van enviant missatges. Aquests missatges tenen un identificador únic i n’existeixen de nou 
tipologies diferents: 
 
Missatge - Identificador Descripció 
choke - 0 Denega l’enviament de blocks. 
unchoke - 1 Accepta l’enviament de blocks. 
interested - 2 Accepta l’obtenció d’un determinat block. 
not interested - 3 Denega l’obtenció d’un determinat block. 
have - 4 El missatge inclou en el seu cos un índex per identificar un 
determinat block i indicar que aquest s’ha baixat correctament.  
bitfield - 5 S’envia com a primer missatge per indicar quins blocks ja estan 
descarregats.  
request - 6 Indica els fragments dins d’un block que es volen descarregar.  
piece - 7 Identifica els fragments dins d’un block. 
cancel - 8 Cancel·la la petició d’un determinat block. 
Taula 22: MIssatges del peer protocol. 
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21.1.7. Algorismes [4][5] 
Escollir l’ordre en que es descarreguen els blocks d’un torrent és vital per aconseguir un bon 
rendiment. En primer lloc, quan disposem d’un conjunt de fragments d’un determinat block, es 
dóna prioritat a descarregar la resta de fragments d’aquest per a disposar d’un block  com més 
aviat millor. 
 
En segon lloc, s’empra la tècnica batejada com rarest first (els singulars primer) en que un cop 
s’inicia la descàrrega, es prioritza la compartició d’aquells blocks que menys peers disposen. 
En determinades ocasions, quan el block singular només està en possessió d’un sol peer, es 
decideix primer descarregar un block més popular. Un cop es disposa d’aquest completament, 
s’inicia l’estratègia rarest first.  
 
Finalment, cal emprar un tractament especial en el moment que una descàrrega està a punt de 
completar-se, especialment si la velocitat de transferència és força baixa. Es demanen tots els 
fragments que falten a tots els peers i es van enviant missatges de tipus cancel quan ja s’ha 
obtingut el fragment per evitar així redundàncies i aprofitar millor l’amplada de banda.  
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21.2. Glossari [16] 
 
Avaiability 
El nombre de còpies completes que són directament disponibles per a un determinat client.  
 
Block 
Fragment d’un fitxer que es vol compartir. El fitxer es divideix en fragments de la mateixa mida. 
 
Choked 
Descriu un peer el qual refusa l’enviament de blocks. Aquesta situació pot donar-se per a tres 
motius: 
● El client és un seeder, per tant no desitja obtenir cap block. 
● El client ja està descarregant al màxim de la seva capacitat. 
● El client està en una llista negra. 
 
Downloader 
Peer que no disposa del fitxer sencer i n’està descarregant una part. És preferible emprar 
aquest terme per fugir de la connotació negativa del terme leecher. 
 
Health 
Indica  el tant per cent dels blocks del torrent que estan disponibles per descarregar. 
 
Interested 
Descriu un peer que vol obtenir un determinat block que disposa un altre client. 
 
Leecher 
Aquest terme té dos significats: 
● És un sinònim de downloader.  
● Es refereix aquell peer que té una ràtio de compartició (share ratio) molt baix. Té una 
connotació negativa dins d’aquest argot (en català leech significa sangonera).  
 
P2P (peer-to-peer) 
En una xarxa P2P, cada node o peer actua en el paper de client i en el de servidor, per tant, 
sent capaç de realitzar peticions i també de respondre a aquestes. 
 
Peer 
Instància d’un client BitTorrent que es connecta i comunica amb altres clients compart int dades. 
 
Seeder 
Descriu un peer que distribueix una part de les dades que posseeix. 
 
Swarm 
El conjunt de peers que comparteixen un torrent. 
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Torrent 
Segons el context, pot tenir dos significats: 
● El fitxer .torrent que conté les metadades. 
● El fitxer o fitxers a compartir. 
 
Tracker 
Servidor que manté la gestió de quan seeders i peers hi ha en un determinat swarm. Aquesta 
informació es manté actualitzada gràcies a la comunicació amb els clients. Cal remarcar que 
aquest servidor no s’involucra directament en la transmissió de les dades i tampoc disposa 
d’una còpia d’aquestes dades. 
