Abstract-The paper presents a family of experiments that investigate the effectiveness of different layout techniques for class diagrams in the Unified Modeling Language (UML). Three different layout schemes are examined based on architectural importance of class stereotypes. The premise is that layout techniques for UML class diagrams significantly impact comprehension. Both traditional questionnaire-based studies as well as eye-tracking studies are done to quantitatively measure the performance of subjects solving specific software maintenance tasks. The main contribution is the detailed empirical validation of a set of layout techniques with respect to a variety of software maintenance tasks. Results indicate that layout plays a significant role in the comprehension of UML class diagrams. In particular, there is a significant improvement in accuracy, time, and visual effort for one particular layout scheme, namely multi-cluster. The end goal is to determine effective ways to adjust the layout of existing UML class diagrams to support program comprehension during maintenance.
INTRODUCTION
The Unified Modeling Language (UML) is the de facto standard graphic notation to represent user requirements and design of object-oriented systems. Experimental evaluations conducted on systems using UML diagrams for analysis and design have shown significant improvements in the correctness of changes and design quality versus those that do not use any type of modeling method [2] . However, there are many reasons why UML is not universally used, ranging from difficulties in tool adoption to the limited automatic layout schemes even in state of the art UML diagramming tools. The developer usually has to go through a lot of effort to produce a diagram that is meaningful and useful to them with respect to a specific task.
During software maintenance, to get an overview of the interactions between classes in the system, reverse engineering tools like the ones presented in [11] and [26] are typically used to generate UML class models. UML class diagrams are then drawn based on these reverse-engineered UML class models conforming to a particular layout algorithm. The generation of UML class diagrams from reverse engineered UML class models is not necessarily automatic. Commercial tools such as Visual Paradigm for UML automatically generate very rudimentary UML class diagrams after reverse engineering the UML class model. Most UML diagramming tools, such as MagicDraw and Visual Paradigm attempt to achieve the best aesthetically pleasing UML class diagram. However, results from our work show that this is not as important as semantically grouping related classes together. These groupings behave like visual beacons analogous to beacons present in source code [5] . When these visual beacons are present in the class diagram they tend to reduce cognitive load and effort needed in comprehension.
A variety of UML class diagram layout techniques and tools [6] [7] [8] [9] 13] have been developed but relatively little effort is put into evaluating the effectiveness of class diagrams [12, 14, 18, 25] . The thesis [19] focuses on making the UML class diagram more accessible to the software developer by conducting a series of studies to determine the effectiveness of different layout strategies. The focus is not on having a pretty picture, rather on presenting the design in a way that is favorable to comprehension with respect to specific tasks.
II. RESEARCH CONTRIBUTIONS
The main research contribution is the empirical validation of different UML class diagram layouts based on architectural importance in the context of system comprehension. Class stereotypes of entity, boundary and control determine the architectural importance of classes in a system. The over-arching goal of the research is to determine effective ways to adjust the layout of existing UML class diagrams to support program comprehension. An overall picture of the research is presented in Fig 1. The research makes the following contributions to the empirical assessment (qualitative and quantitative) of layout schemes for UML class diagrams with respect to program comprehension.
1. An empirical methodology assessing the effectiveness of different class diagram layout schemes with respect to different software task categories. Real opensource systems and realistic tasks were used to assess the layout techniques. The task categories involve:
• UML notational and high-level software design tasks • Six categories of software maintenance tasks (Reading, Overview, Impact Analysis, Bug Fix, Feature Addition and Refactoring) • Design pattern role detection tasks. This has direct impact on the education aspect of design patterns with layout playing a major role. 2. The replication of two studies using eye-tracking equipment and/or online questionnaires to determine added benefits using either approach. A comparison between replications of eye-tracking and online questionnaire studies provides additional evidence in support of class diagram layout schemes. The replicated studies show that eyetracking and online questionnaires are techniques that complement each other, each with its unique advantages.
3. A set of quantifiable eye tracking measures to determine UML class diagram layout effectiveness in solving a task.
4. An empirical study to determine the effect of identifier style on the readability of UML class diagrams.
5. A set of guidelines and statements based on the empirical evidence. This information will directly aid in creation of an algorithm to adjust the layout of existing UML class diagrams.
III. CLASS DIAGRAM LAYOUT TECHNIQUES
The three layout techniques used in this thesis are the orthogonal layout, the three cluster layout and the multicluster layout. In each of the layouts, three class stereotypes [4] of entity, boundary and control are visually represented via textual annotations (above the class name) and color. Class stereotypes are important in the process of understanding the role and importance of each class in the system as well as the whole system. These stereotypes determine the architectural importance of classes in a system. Boundary classes are shown in blue, entity classes are shown in green, and control classes are red. Control classes manage interactions between classes.
Boundary classes are responsible for communication with users and external entities. Entity classes store persistent data.
The orthogonal layout is based on general aesthetic criteria [7-9, 13, 17, 18] such as minimizing edge crossings, minimizing edge bends, minimizing edge length, maximizing symmetry, and using 90 degree bends. It does not use information about the class stereotype or semantic meaning in layout positioning. This is a typical layout produced by a commercial tool such as MagicDraw or Visual Paradigm.
The three-cluster layout positions classes in a diagram into three clusters for boundary, control, and entity classes. Each stereotyped class category is positioned into a single cluster. This layout separates classes based on their high level architectural importance in the system. It uses the general role of a class in design and modeling of objectoriented software.
The multi-cluster layout is based on forming multiple clusters, where each cluster consists of related classes. Control classes along with their related entity and boundary classes that form a cohesive cluster are grouped closer together. Each cluster has a semantic meaning and is associated to part of a concept/feature in source code or requirements. It represents a tightly connected component. This layout depends on the types of relationships that exist between the classes. For example, even though in a generalization hierarchy children are shown immediately below the parent class, in the multi-cluster layout we position the child closer to another class it is associated with or dependent on thus highlighting a particular feature in the system. The number of clusters is usually limited to four or five with four/five classes in each cluster. If the main task is design pattern role detection, classes participating in a design pattern are shown in one cluster. All the three layouts, orthogonal, three-cluster and multicluster display stereotype information via textual annotations (e.g., <<control>>) above the class name, as well as color. Even though the orthogonal layout does not use the stereotype information, it is provided to control any biases or confounding factors. In order to make a proper comparison, it is necessary for all layouts to exhibit the same design information with only the layout of classes changed thus we were able to isolate layout as a factor to be studied. Note that the clusters on the diagram are implicit by the position of the classes. Aesthetics defined in the literature [7, 17, 18] are maintained in all layouts whenever possible and after prioritizing cluster formation in multi-cluster layouts.
IV. HYPOTHESIS AND RESEARCH QUESTIONS
The high level hypothesis is that class diagram layout based on class roles and architectural importance of class stereotypes will result in higher accuracy, faster system comprehension and lower visual effort thereby reducing the total effort needed to perform the task. The main research questions the dissertation addresses are: RQ1 Is there an improvement in the comprehension of certain software maintenance tasks for stereotyped class diagram layouts vs. layouts based on pure aesthetics?
RQ2 Which software comprehension tasks benefit most from stereotyped class diagram layouts? RQ3 Do stereotyped layouts help design experts and novices in the same way? RQ4 Does the layout of a class diagram affect the visual effort needed during a software maintenance task? RQ5 Does the layout of a class diagram affect the eye gaze behavior of experts and novices? What are the similarities and differences? A set of four studies [1, [20] [21] [22] are conducted to address the first three research questions. An eye-tracking study [24] is conducted to address the last two questions. Because UML class diagrams contain identifiers as data members, an additional eye-tracking study on identifier styles (camel case and underscore) [23] is conducted to determine the effect identifier styles have on readability, and is seen as complimentary empirical evidence. Each study [1, [20] [21] [22] 24] develops sub-research questions and hypotheses to test.
V. THE EXPERIMENTS
A pilot study [1] assessing the three layout techniques was first conducted to determine the feasibility of the approach. The results of this first study support the hypothesis that layout based on architectural importance is more helpful in class diagram comprehension. This led to five additional experiments as shown in Fig. 2 . The overall result is a set of validated layout techniques and a metric to measure the quality of layouts. A summary of these experiments is presented next.
A. Questionnaire-based Studies
The three questionnaire-based studies are briefly described. Experiment goals and results are presented.
1) UML Notation and General Design Tasks Study
This study [21] , presented at ICPC 2009 was a replication of Yusuf et al.'s eye-tracking study [27] (which was an extension of our pilot study [1] ) to assess the comprehension of class diagram layouts. All three layout techniques were compared. Instead of an eye-tracker, we used online timed questionnaires. Subjects were given two types of tasks: one addressing UML syntax and the other addressing questions concerning software design. Besides the answers, a confidence value for each question was collected to help validate the categorization of subjects into expert and novice groups.
Results show a significant improvement in performance in both types of tasks with the multi-cluster stereotyped layouts. The differences between our study [21] and Yusuf et al.'s study [27] are as follows. First, in our study we used a larger sample (N=29 vs. N=9) and show with statistical significance that layout does impact comprehension. Second, in our study, most subjects were not familiar with the subject system, Hippodraw and the UML experience was much more varied.
2) Six Software Maintenance Tasks Study
The goal of this controlled experiment (published at VISSOFT 2009) was to empirically validate the orthogonal and multi-cluster layouts in six software task categories with varying degrees of difficulty [20] . The study involved forty- Figure 2 . The task-specific empirical experiments conducted in the research to determine the impact layout has on comprehension. An asterisk (*) denotes replication of a previous study using an alternate method of data collection.
five participants with varied experience in software design and programming ability. This study was conducted on two open-source systems namely: Qt and wxWidgets. A total of eight class modules were constructed based on related functionality resulting in thirty-two diagrams.
The experiment was split into two parts: comprehension and preference. The comprehension part consists of twentytwo questions in six task categories (Reading, Overview, Impact Analysis, Bug Fix, Feature Addition and Refactoring). The preference part consists of rating two class diagram layouts for aesthetics and comprehensibility with respect to two questions from the comprehension part of the experiment. The preference rating is tied to a question from a task category. This gives a better rating versus asking a user to rate a diagram with respect to no task.
Results indicate that clustered layouts demonstrate significant improvement in subject accuracy and speed in solving the problems in a majority of tasks, especially difficult and challenging ones.
ANOVA reported a significant direct effect due to the experience factor alone for both accuracy (p-value=0.02) and speed (p-value<0.0001), indicating a significant difference in the way experts and novices comprehend diagrams. Novices benefit more from the multi-cluster layout and take far less time for the tasks.
3) Design Pattern Role Detection Tasks Study (Questionnaire)
Design patterns are typically described using canonical UML class diagram templates [10] . To better understand how the layout of UML class diagrams impacts how we comprehend design pattern usage, we conducted a study [22] using online questionnaires to determine if layout has an effect on how students identify design pattern roles in UML class diagrams. This study was published at CSEE&T 2010.
The goal of this experiment was to analyze two class diagram layouts (multi-cluster and orthogonal) for the purpose of evaluating their usefulness in design pattern role detection with respect to effectiveness (accuracy) and efficiency (time). Given a class diagram, the task in each of the eight questions, was to assign roles to classes that participated in a specific design pattern. The subjects were informed of the existence of the design pattern and had to state the name of the class that participated in each of the roles. The diagrams were constructed based on three open source systems (JHotdraw, JUnit, and Qt) and four design patterns (Singleton, Strategy, Observer, and Composite). Seventeen students were asked a series of eight design pattern role detection (comprehension) questions for each layout, followed by eight preference rating questions. Subjects were asked to rate eight diagram pairs in each layout in terms of aesthetics and design pattern role detection ease.
Results indicate a significant improvement in role detection accuracy with the multi-cluster layout for the Strategy pattern and a significant improvement in detection time with the multi-cluster layout for all four patterns. Preference ratings significantly favored the multi-cluster layout for pattern role detection ease. These results can be used to help improve the teaching of design patterns by providing real examples and focusing on layout early on.
B. Eye-tracking Studies
This section briefly describes the eye-tracking studies done. Experiment overview and results are presented.
1) Design Pattern Role Detection Tasks Study (Eye tracker)
This study replicates the last study presented above [22] but uses an eye-tracker for data collection instead of online questionnaires. The study [24] was published at ICSM 2010. The purpose of replicating this study is to gather additional insight into the thought processes via eye gaze that are not available via questionnaire-based methods. A total of fifteen subjects (students and faculty) participated. They were not color-blind.
The Tobii 1750 eye tracker (www.tobii.com) is used for this study. It is a video-based remote eye tracker that uses two cameras to capture eye movements. The cameras are built into 17 inch TFT-LCD hardware. This eye tracker does not require the subject to wear any form of head gear making it similar to their normal work environment. The Tobii eye tracker records eye gaze and audio/video recordings of the entire study session. The eye gaze data include timestamps, eye gaze positions, pupil size, and validity codes.
The diagrams (referred to as stimuli), subject systems, and design patterns used are the same as in [22] . In addition to accuracy and time, the eye-tracker gathered data for one more dependent variable, visual effort. The visual focus of the eyes on a particular location triggers certain mental processes in order to solve a given task [15] . Due to this correlation, visual focus can be used to study the visual (cognitive) effort in solving a task. Visual effort is studied with respect to areas of interest on the diagram. Visual effort is determined using the fixation count, fixation rate and the average fixation duration in four different areas of interest on the diagram. The four areas of interest are entire diagram, classes participating in a design pattern, design pattern cluster (includes classes and relationships), and non-relevant classes. The visual effort provides an objective metric to measure the quality of UML class diagram layouts.
Both studies [22, 24] report higher accuracy in the case of the Strategy pattern for the multi cluster layout. In addition, this study [24] also reports a higher accuracy for the Observer role in the Observer pattern. All four patterns report lower time spent on task in the multi-cluster layout. Results also indicate a significantly lower visual effort in design pattern clusters for the Strategy and Observer patterns in the multi-cluster layout. Based on the eye gaze data, we find that novices and experts had different techniques to identify patterns and roles. Novices used a template matching method and tried to match the template to the diagrams occasionally looking at attributes and methods. Experts focused on method names and attributes in addition to the class names. This is more evident in the design patterns Singleton and Observer.
Besides the quantitative analysis on each of the dependent variables (accuracy, speed, and visual effort), a qualitative analysis (based on heat maps and gaze plots) is done to determine the effect layout has on eye gaze behavior of experts and novices. A heat map is a technique to visualize gaze behavior of a group of subjects. Red indicates the highest percentage and green indicates the lowest. A gaze plot displays a static view of the eye gaze data for one subject. It is useful to visualize scan paths. A scan path is a directed sequence of fixations. A fixation is illustrated using a circle where the radius represents the length of the fixation. In Fig. 3 , the highlighted areas correspond to the relative fixation length. These maps clearly show the difference in time spent by experts in the two different layouts. Eye fixations are mainly seen on the classes participating in the design pattern for the multi-cluster layout, whereas in the orthogonal layout, almost half the number of classes in the diagram are looked at for a longer time. The visual effort in fixation length is clearly higher for the orthogonal layout.
In Fig. 4 , the gaze plot clearly shows a high number of fixations (more visual effort) for the orthogonal layout compared to the multi-cluster layout. Because the Subject and Observer are placed further apart in the orthogonal layout, a lot of switching occurs between the two ends of the diagram in the orthogonal layout. Again, the visual effort is higher for the orthogonal layout. a) multi-cluster layout b) orthogonal layout 
2) Choosing the Correct Identifier Task Study
An eye-tracking study was presented at ICPC 2010 analyzing the effect of identifier style (camel case and underscore) on accuracy, time, and visual effort with respect to the task of recognizing a correct identifier phrase [23] . This was an eye-tracking replication of Binkley et al.'s questionnaire-based study [3] . This study seeks to determine if identifier style could possibly affect the reading of UML class diagrams. It does not consider layout or class diagrams in the materials tested. A simple reading exercise same as [3] is done instead. However because the same type of reading occurs in class diagrams, these results may be extended to the readability of both source code and class diagrams. Identifiers make up more than 1/3 rd of the space of each class in a diagram and are used to understand relationships such as generalizations, associations, and dependencies. If a certain identifier style has an effect on readability, this also impacts the readability of class diagrams, since there are many identifiers present in both the member variables compartment and the operations compartment of a class in the form of parameters.
Fifteen subjects participated in this study. Visual effort is determined using six measures based on eye gaze data including fixation counts, fixation rates and durations in different areas of interest on the stimuli. Although, no difference was found between identifier styles with respect to accuracy, results indicate a significant improvement in time and lower visual effort with the underscore identifier style. The interaction of experience with style indicates that novices benefit twice as much with respect to time, with the underscore style. A detailed study analyzing the effect of identifier style and layout is called for as part of future work.
C. Guidelines
Based on the empirical evidence, a set of guidelines is developed. These guidelines are taken into account while constructing the layout adjustment algorithm. We briefly describe some of the guidelines next. The first most important aspect is to determine the task to be solved. The layout depends on the task. Proximity is the main factor that affects comprehension, not pretty aesthetics [18] . Classes that work together should be placed closer even though they might violate some aesthetic criteria. In all the studies conducted here, the multi-cluster layout violates some aesthetic constraints without a negative impact on comprehension. The multi-cluster layout can be augmented by overlaying different types of class or method level metrics [16] on top of each class. A diagram should not have more than four or five clusters. People generally look at the top of the diagram and the center of a diagram. The lower right part of a diagram is very rarely looked at. This tells us to place important classes in the system towards the top half of the page. Finally, experts differ from novices in their eye gaze and fixation order.
VI. LESSONS LEARNED
There were two learning aspects to the empirical process. First, the process of conducting experiments involving humans is a time consuming and challenging task. It requires a great deal of planning, organization, and scheduling on the part of the experimenter. Second, the process of generating questions and data for the experiment is very important in an empirical study since the questions should mimic real life scenarios and properly measure what is needed. This was done by using open-source systems, browsing through bug reports, system documentation, to-do lists, and source code to understand existing features in order to generate good and realistic questions. The most important lesson is to remember to document the process of the experiment and the methods and parameters used for analysis, which takes some extra initial time but saves a lot of time while writing up the results. With respect to the eye tracking studies, it is important to use both fixation counts and gaze duration and their derived measures to determine effort because we find that using just one measure for visual effort may not paint the entire picture. Also, the measure depends on the task: reading text vs. diagrams.
The aspect that worked well in the dissertation was that we were able to collaborate across three universities to generate data for the experiments, albeit most of the subjects were students. We would have liked to have access to software engineers from industry to participate in the studies. We would have also liked to conduct more eye-tracking studies however we were constrained with accessibility to the eye-tracking equipment since it was housed in another lab on campus.
VII. CONCLUSIONS AND FUTURE WORK
The dissertation presents a family of experiments assessing the impact of class diagram layout on comprehension. The architectural importance of classes based on class stereotype is used to guide the layout technique. The main argument the research makes is that organizing a class diagram based on architectural importance rather than abstract graph guidelines, increases system comprehensibility.
Different levels and categories of software engineering tasks are examined. Both traditional timed-response and eye-tracking methods were used in the investigation. The empirical evidence shows that layout significantly impacts comprehension. In particular, the multi-cluster layout proved to be the best overall layout, especially for more challenging tasks and had a positive effect on accuracy, speed and visual effort. The clusters in the multi-cluster layout act like design beacons that quickly highlight classes participating in certain functionality.
A total of six experiments are conducted with a total of eighty-one diagrams using ninety-four questions in five open source software systems. The system domains were not homogeneous. Instead of developing a tool that uses stereotype-based layout techniques, the approach taken is to first empirically validate the techniques that are most useful and base the tool on the empirical evidence.
An immediate future goal is to realize these empirical results into a tool to adjust the layout of a UML class diagram for specific tasks. The guidelines and statements presented in [19] will directly affect the algorithm used in adjusting the layout. Another research direction involves conducting more studies, using questionnaires and eyetracking equipment, on other software engineering tasks with respect to class diagram layouts as well as source code. With respect to studying design patterns, the plan is to include additional patterns such as Visitor, Proxy, and Bridge and determine the effect layout has for more complex tasks such as adding specific functionality to the system. Another direction is to investigate the relationship of class stereotypes in design pattern role detection with respect to maintenance tasks. The study on identifier styles can be expanded to include the different identifier styles within class diagrams as well as in real code snippets and determine the effect it has on performance in certain software maintenance tasks such as software debugging. 
