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The goal in this project was to create cross-platform battleship game, which can be played
on Android phones and computers. Also I wanted to learn more about the cross-platform
environment and the challenges it gives.
In this project a working game was created. Game was created on NetBeans and Eclipse
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how does the connection work between all the devices.
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Lyhenteet
HTML Standardoitu kuvauskieli verkkosivujen luontiin.
CSS Tyyliohje, joka on kehitetty erityisesti verkkosivuja varten.
SQL Kyselykieli tietokantojen hallintaa varten.
PHP Ohjelmointikieli erityisesti dynaamisten verkkosivujen luontia
varten.
Java Laitteistoriippumaton olio-ohjelmointikieli.
Socket Internetprotokollayhteys, jolla voidaan yhdistää erilaisia lait-
teita yhteen.
MD5 Algoritmi, jota käytetään esimerkiksi salasanojen salaami-
seen.
Injektio Järjestelmään tunkeutumista, jossa käyttäjä ajaa omaa koo-
dia ohjelman sekaan.
XML Extensible Markup Language eli merkkauskieli tiedon esit-
tämiseen.
Palvelin Laite, johon käyttäjät yhdistyvät ja joka kuljettaa tietoa käyt-
täjiltä toisille.
Apache HTTP-palvelinohjelma, jonka avulla voidaan ajaa PHP koo-
dia ja lähettää sähköposteja.
Parametri Tieto, jonka käyttäjä tai sovellus antaa.
Relaatiotietokanta Tietokanta, jossa taulut viittaavat muihin tauluihin.
Validointi Tarkistetaan verkkosivujen standardienmukaisuus.
Olio-ohjelmointi Ohjelmointitapa, jossa ohjelman osat koostuvat olioista.
Olio Ohjelmoinnissa pitää sisällään tietoa ja metodit.
Cross-platform Monialustainen ympäristö.
11 Johdanto
Tässä insinöörityössä tehtiin projektityö omaan käyttöön. Tarkoituksena oli luoda pe-
liympäristö laivanupotuksen pelaamiseen tietokoneiden ja Android-puhelimien välille.
Android-käyttöjärjestelmästä on käytetty versiota 1.0. Eri laitteiden takia pelin tulee olla
alustariippumaton. Ympäristössä tulee ottaa huomioon, että peli toimii samalla tavalla
kaikilla laitteilla. Yksinkertainen tiedonsiirto on tärkeää, koska puhelimien prosessorit
ovat paljon heikompia kuin tietokoneiden, ja pelin tulee toimia sulavasti kaikilla alustoil-
la.
Työssä valitsin peliksi laivanupotuksen, koska sen avulla voidaan esitellä helposti eri
alustojen välistä viestintää. Ohjelmointikielenä projektissa käytän Java-
ohjelmointikieltä. Android- ja tietokonelaitteet molemmat tukevat Java-sovelluksia, min-
kä ansiosta koko projekti pystyttiin luomaan Javalla.
Työn alussa kuvaillaan ympäristöä, jossa tehdyt ohjelmistot toimivat ja tutustutaan
SQL:ään, salausmenetelmiin, tietokantoihin, Javaan, Apacheen, palvelimiin, Socketiin,
PHP:hen, HTML:ään, CSS:ään ja algoritmeihin yleisesti.
Insinöörityössä esitellään, kuinka tällainen peliympäristö luodaan ja miten saadaan
ylläpidettyä yhteys kaikkien laitteiden kanssa samanaikaisesti. Lisäksi käydään läpi,
miten ohjelmoija voi vaikeuttaa pelaajia huijaamasta ja käyttämästä omia koodinpätkiä.
Projektissa selviää Android-puhelimien ja tietokonesovelluksien eroavaisuudet ja sa-
manlaisuudet. Lisäksi työssä käydään läpi, kuinka tärkeitä algoritmit ovat tietoko-
nesovelluksissa ja kuinka niiden avulla ohjelma saadaan toimimaan huomattavasti no-
peammin kuin sovellus joka ei käytä algoritmeja tai käyttää erittäin huonoja algoritmeja.
22 Ohjelmistoympäristö
2.1 SQL
SQL (Structure Query Language) on tietokantojen kyselykieli. Se on standardoitu kyse-
lykieli, minkä IBM on kehittänyt 1970-luvulla [1]. SQL:llä voidaan tehdä erilaisia hakuja,
muutoksia, poistoja ja lisäyksiä relaatiotietokantaan. Projektissa relaatiotietokannassa
pidetään käyttäjien tiedot sekä salasana MD5-salattuna. Projektissa SQL:llää käyte-
tään tilastojen päivittämiseen ja pelaajan sisäänkirjautumisen tarkistamiseen. Lisäksi
käyttäjillä on mahdollisuus muuttaa salasanaa. Myös tulosten päivittäminen tapahtuu
SQL-kyselyjen kautta.
SQL-käskyllä on aina tietty rakenne. Tärkeimmät näistä ovat SELECT, UPDATE, IN-
SERT ja DELETE.
Kuva 1. SQL-kyselyn rakenne [2].
Kyselyn alkuosa kertoo aina, mitä tullaan tekemään ja mihin tauluun kysely tapahtuu.
Tämän jälkeen kyselyssä voidaan asettaa muutoksia tai hakea vain tietoa. Lopuksi
voidaan vielä tarkentaa kyselyä, jotta se täyttää tietyt kriteerit. Kuvassa 1 oleva kysely
tekee päivityksen maa-taulukkoon, jossa vakiluku solua kasvatetaan yhdellä vain, jos
nimi on suomi. SQL-kyselyitä käyttäessä tulee aina varmistaa, että käyttäjä ei pysty
vaikuttamaan suuresti kyselyn rakenteeseen. Jos käyttäjä voi vapaasti muokata kyse-
lyä, voi hän hakea käyttäjätaulusta kaikkien käyttäjien tiedot itselleen tai vaikka tuhota
koko tietokannan. Ohjelmissa kannattaa siis olla valmiit kyselyrungot, joihin ohjelma
lisää käyttäjän tiedot ja suorittaa kyselyn niiden perusteella. Näin vältetään tietojen
päätyminen vääriin käsiin.
32.2 Salausmenetelmät ja MD5-salaus
MD5 on algoritmi, jota käytetään esimerkiksi kryptografiassa[17]. Sitä käytetään sa-
laamaan tietoa. Itse MD5:n käyttämä algoritmi ei kuitenkaan ole salainen. Huolimatta
julkisesta algoritmista ei kertaalleen salattua tietoa pystytä algoritmin avulla muutta-
maan takaisin alkuperäiseen muotoon. Tämä johtuu siitä, että MD5 tiivistää tietoa.
MD5:llä salattu tieto on 128-bittinen tiiviste, joka sisältää 32 merkkiä. Koska syntyvä
merkkijono on niin lyhyt, on teoriassa mahdollista, että tiivistyksessä kahdesta erilai-
sesta lausekkeesta syntyy identtinen tiivistelmä. Tämä on kuitenkin varsin teoreettinen
mahdollisuus, minkä takia se ei tässä insinöörityössä ole ongelma. Kuitenkin, jos käsi-
teltäisiin jotakin arkaluontoisempaa tietoa, kuten esimerkiksi verkkopankkitunnuksia,
olisi syytä käyttää monimutkaisempaa salausta.
MD5 ottaa salauksessa huomioon isot ja pienet kirjaimet, numerot, lisämerkit ja merk-
kien järjestyksen. Salauksella syntyvä tiivistelmä on tästä syystä täysin erilainen esi-
merkiksi sanoilla ”koira” ja ”Koira”. Yhden merkin muutos ei siis muuta vain yhtä osaa
salauksesta, vaan se muuttaa koko salauksen.
PHP:lla MD5-salaus tapahtuu yhdellä rivillä koodia (kuva 2). Tästä koodirivistä saatava
hyöty verrattuna käytettyyn aikaan on suuri, minkä takia MD5:n käyttöä voidaan pitää
kannattavana. MD5-salattujen tietojen alkuperäistä viestiä on lähes mahdotonta selvit-
tää, vaikka se on teoriassa mahdollista.
Salauksen murtaminen tehdään kokeilemalla. Salauksen murtaja salaa ensin valitse-
miaan sanoja ja katsoo, millaisen merkkijonon nämä sanat salauksessa muodostavat.
Sen jälkeen tulee etsiä tietokannasta, sisältääkö se saatua salausta vastaavaa merkki-
jonoa. Mikäli merkkijono löytyy, on salaus tämän yksittäisen sanan osalta saatu murret-
tua. Kokonaisen tietokannan salauksen murtaminen yllä kuvatulla tavalla on kuitenkin
varsin vaikeaa, minkä takia MD5-salausta voidaan yleisesti pitää turvallisena.
Kuva 2. MD5-salaus PHP:ssa.
4Kaikissa tilanteissa MD5-salaus ei ole kuitenkaan tarpeeksi vahva. On olemassa paljon
tehokkaampia salausmenetelmiä kuten RSA, joka on 1024-bittinen salaus [3]. RSA
perustuu salaamiseen alkulukujen kautta. Siinä missä MD5 käyttää salaukseen viestin
muuntamista tiivisteeksi, RSA:ssa salaus luodaan tekemällä algoritmi, jossa käytetään
suurta alkulukua. Alkulukujen jaksollisuutta ei tiedetä, joten koneellisesti arvaamalla on
lähes mahdotonta selvittää, miten salaus on luotu. RSA-salauksen luonti on hieman
hitaampaa kuin MD5:n, minkä takia tietyissä tilanteissa kannattaa valita kevyempi sa-
lausmenetelmä. Projektissa päätin, että MD5-salaus olisi tarpeeksi tehokas suojaa-
maan pelitilin salasanat.
2.3 Tietokanta
Tietokanta koostuu tauluista, joissa taulujen sisälle on luotu soluja. Nämä solut pitävät
sisällään tiedot. Relaatiotietokannassa taulujen tiedot on yhdistetty toisiinsa taulun
avaimella. Yleensä yhdistämiseen käytetään ID-solua. Yhteyksien käyttäminen helpot-
taa tietokantojen käyttöä ja sen muokkaamista.
Kuva 3. Tietokantasolujen yhteys.
Projektissa käyttämässämme tietokannassa on kolme taulua, joissa tiedot on järjestel-
tynä niin, että jokaisen käyttäjän omat tiedot pysyvät erossa muista (kuva 3). Ensim-
mäinen users-taulu pitää sisällään käyttäjien tiedot ja tiedon siitä, onko tili vahvistettu
sähköpostilla. Taulu on linkitetty käyttäjän ID:llä gamestats-tauluun. Tässä taulussa on
tallennettu ID:n mukaan tieto siitä, missä pelissä käyttäjällä on minkäkin verran häviöitä
ja voittoja. Lisäksi on viimeinen, ylimääräinen taulu, jossa ID kertoo pelin nimen. Tämä
taulu on luotu sitä varten, että ohjelmaan voidaan myöhemmin helposti lisätä eri pelejä.
Pelien luonti kantaan onnistuu helposti, koska jokaisen pelin tiedot ovat omassa tau-
lussaan.
52.4 Java
Insinöörityön koko toiminnallinen puoli on luotu Javalla. Java on oliopohjainen ohjel-
mointikieli. Olio-ohjelmoinnilla tarkoitetaan sitä, että ohjelmoijan luodessa koodia hän
voi luoda olioita. Oliot ovat sekä toiminnallisia että tietoa säilyttäviä rakenteellisia pe-
rusyksiköitä. Oliot voivat pitää sisällään tiettyjä tietoja ja erilaisia funktioita. Olioiden
luonnin jälkeen ohjelmoija pystyy käyttämään valmiiksi luomiaan oliota ja antamaan
niille sopivia arvoja.
Java-ohjelmointikieli kehitettiin 1990-luvun alussa [4]. Tavanomaiset ohjelmointikielet,
kuten C++ ja C, kääntävät ohjelmointikielen konekieleksi. Konekieleksi kääntäminen
mahdollistaa ohjelman käytön. Java kääntää koodinsa tavukoodiksi, jonka virtuaalikone
suorittaa. Tästä syystä Java ei pysty vaikuttamaan suoranaisesti muihin tietokoneen
prosesseihin toisin kuin jotkin tavanomaiset ohjelmointikielet.
Kuva 4. Javan valmiita kirjastoja insinöörityössä.
6Java on ohjelmointikielenä yksinkertainen ja käytännöllinen, koska sen toimintaympä-
ristö on erittäin laaja. Javalla voidaan tehdä ohjelmia niin tietokoneille kuin puhelimille-
kin ja Java onkin yksi käytetyimmistä ohjelmointikielistä [5]. Javassa on sisäänraken-
nettu roskienkeruu, joka vapauttaa käyttämättömiä muistipaikkoja. Tämän ansiosta
Javalla koodatut ohjelmat vievät käyttölaitteelta vähemmän muistia ohjelman käytön
aikana eikä muistiylivuotoja pääse syntymään niin helposti.
Java sisältää paljon valmiita kirjastoja, joita ei muissa ohjelmointikielissä ole valmiina.
Näitä ovat esimerkiksi valmiit verkko-ominaisuudet, graafiset käyttöliittymäkirjastot sekä
suuri määrä rajapintoja. Oracle Corporation kehittää Java-ympäristöä koko ajan laa-
jemmaksi ja luo siihen lisää valmiita osia ja kirjastoja ohjelmoijia varten.
Uutta ohjelmaa aloittaessa koodaaja valitsee, mitä valmiita kirjastoja hän haluaa käyt-
tää. Valmiiden kirjastojen käyttöönotto on Javassa helppoa. Java-luokan alkuun kirjoi-
tetaan import, minkä jälkeen annetaan halutun kirjaston sijainti ja nimi kuten kuvassa 4.
Javassa ei ole rajoitettu käytettävien kirjastojen määrää. Koodaaja valitsee haluaman-
sa kirjastot, että ohjelman suorittamisesta ei tule turhien kirjastojen takia raskaampaa
kuin on pakko.
Valitsin Javan koodikieleksi projektia varten, koska se on alustariippumaton. Tämän
ansiosta voidaan luoda yhtenäisiä koodinpätkiä, jotka toimivat samalla tavalla molem-
missa käytetyissä alustoissa. Olin myös aikaisemmin tehnyt Java-sovelluksia Androidil-
le, joten Javan käyttö tuntui luontevalta.
2.5 Apache
Apache on verkkopalvelimilla toimiva palvelinsovellus [6]. Apache on yksi markkinoiden
suosituimmista palvelinsovelluksista. Apache alustana palvelimella. Se voi kääntää
erilaisia ohjelmistokieliä, joita voidaan käyttää hyväksi luodessa verkkosivuja. Insinööri-
työn verkkosivujen palvelimella on käytössä Apache, jotta PHP-koodit saadaan kään-
nettyä. Apache tukee virtuaalipalvelintoimintoa. Tämä tarkoittaa sitä, että yksi palvelin
voi toimia samanaikaisesti useana eri palvelimena, joista jokainen voi toimia eri ase-
tuksilla.
7Apache perustuu avoimeen lähdekoodiin, minkä ansiosta palvelimen ylläpitäjät voivat
muokata palvelimen toiminnallisuuksia vapaasti. Apachessa ovat käytössä suuret API-
kirjastot, jotka tarjoavat sovelluskehittäjälle hyvät työkalut.
Apachen toiminta on kilpailukykyistä muihin palvelinsovelluksiin nähden, vaikka se ei
ole markkinoiden nopein[7] (Kuva 5). Kilpailevia sovelluksia ovat mm. IIS (Microsoft) ja
GWS (Google). Apache käyttää moniydintekniikkaa. Moniydintekniikalla Apache pystyy
suorittamaan ajon aikana monia toimintoja samanaikaisesti.
Kuva 5. Apachen vasteaika muihin palvelimiin verrattuna [8].
2.6 Alustat
Insinöörityön alustoina toimivat Android-älypuhelin ja tietokone Windows-
käyttöjärjestelmällä. Tässä insinöörityössä sovellus on suunniteltu sellaiselle Android-
pohjaiselle älypuhelimelle, joka toimii kosketusnäytöllä. Kosketusnäyttö tarkoittaa sitä,
että näyttö reagoi käyttäjän kosketukseen ja suorittaa toimintoja sen kautta. Tietokonet-
ta voidaan ohjata perinteisesti hiirellä ja näppäimistöllä tai kosketusnäytöllä. Luotaessa
ohjelmaa, joka toimii erilaisten alustojen välillä, tulee huomioida laitteiden väliset käyt-
töerot. Pelin perusideana on, että kaikilla käyttäjillä on samat mahdollisuudet voittaa.
8Käyttöliittymän tulee siis olla mahdollisimman samanlainen ja toiminnallisuuden sama
riippumatta käyttölaitteesta.
Alustoilla voi olla teknillisiä rajoituksia ja nämä pitää huomioida luotaessa ohjelmia.
Tekniset rajoitukset voivat laiteriippumattomissa ohjelmistoissa estää kokonaan luo-
masta joitakin osia, jos niiden luonti edes yhdellä alustalla on mahdotonta. Tässä insi-
nöörityössä yksi tärkeimmistä asioista on se, että kaikilla laitteilla on tarpeeksi tilava
ruutu näyttää kaikki sovelluksen osat. Android-ohjelmissa voi olla eri näkymä, jos käy-
tettävä laite on pysty- tai vaaka-asennossa. Tämä vaikuttaa olennaisesti ruudulla käy-
tettävissä olevaan tilaan. Tarvittaessa sovellus voidaan lukita tiettyyn asentoon niin,
että laitteen kääntäminen ei vaikuta sovellukseen.
Android-ympäristön loi Android Inc, jonka Google osti myöhemmin [9]. Android koostuu
käyttöjärjestelmästä ja muista järjestelmäkirjastoista. Android on Linux-pohjainen ja
käyttää ohjelmointikielenä Javaa. Androidissa käytetty Java-versio on erikseen räätälöi-
ty Androidille, eikä se sisällä kaikkia kirjastoja, joita täydet Java ME tai SE sisältävät.
Android-ohjelmat koostuvat Java-koodista ja XML-merkintäkielestä. Android suorittaa
ohjelmakoodin Dalvik-virtuaalikoneella samalla tavalla kuin Java suorittaa ohjelmakoo-
dinsa [10].
Kuva 6. Insinöörityössä käytettyjä Android-kirjastoja.
9Google tarjoaa Android-ympäristössä erilaisia valmiita API-kirjastoja, joita ohjelmoija
voi käyttää sovelluksessaan (kuva 6). Lisäksi Android sisältää muutaman valmiin kirjas-
ton ohjelmointikielistä C ja C++. Android-laitteessa jokaisella sovelluksella on oma ym-
päristö ja virtuaalikone ajon aikana. Android ei automaattisesti sulje käynnistettyjä so-
velluksia, vaan käyttäjän tulee sulkea ne manuaalisesti.
Android-sovellukset koostuvat aktiviteeteista. Aktiviteetit muodostavat kasan Android-
ohjelman ajon aikana. Riippuen ohjelmasta käyttäjä voi siirtyä edes takaisin aktiviteet-
tien välillä, jos niitä ei ole lopetettu siirtyessä uuteen aktiviteettiin. Jokainen aktiviteetti
on itsenäinen osa, ja jos ohjelma tarvitsee toisessa aktiviteetissä jotakin muuttujaa
vanhasta aktiviteetistä, se täytyy siirtää uuteen aktiviteettiin sitä luotaessa. Androidilla
on myös käytössä oma Google Play -kauppa, johon ohjelmoijat voivat syöttää omia
sovelluksiaan. Tätä kauppaa voi käyttää hyväkseen jos haluaa kaupallistaa omia oh-
jelmia.
Android-puhelimien lisäksi on olemassa muitakin älypuhelimia kuten iPhone ja Win-
dows Phone. iPhone ja Windows Phone ovat samantyylisiä älypuhelimia kuin Android-
puhelimet. Puhelimissa ja sovellustentekomahdollisuuksissa on kuitenkin eroavaisuuk-
sia. iPhoneissa on erittäin rajattu ympäristö omien ohjelmien ajamiselle. Kaikki iPhone-
sovellukset pitää hyväksyttää Applella. Vasta hyväksytysten jälkeen ne voidaan ladata
Apple Storeen ja omaan puhelimeen. Hyväksyttämisprosessi hidastaa ja vaikeuttaa
ohjelman toteuttamista ja testaamista, sillä todellisuudessa ohjelmat toimivat oikealla
puhelimella eri tavalla kuin virtuaalipuhelimen testiympäristössä. Projektissa valitsin
Android-puhelimen, koska sen ympäristö on merkittävästi vapaampi verrattuna
iPhoneen. Android-puhelimia on myös markkinoilla enemmän kuin Windows Phoneja ja
halusin ohjelmani olevan käytettävissä mahdollisimman monelle käyttäjälle [11].
Android-ohjelmissa tiedot ovat ohjelmoijalla kahdessa paikassa. Ohjelmoijalla on src-
kansio, jossa projektin Java-luokat sijaitsevat. Tämän lisäksi on layout-kansio, jossa
sijaitsevat Android-aktiviteettien käyttöliittymänäkymät. Lisäksi ohjelman kansiossa on
AndroidManifest.xml-tiedosto, jolla luodaan projektin rakenteelle viittaukset ja tiedot
siitä, mitä oikeuksia Android-sovellus tarvitsee (kuva 7).
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Kuva 7. Android manifest.
Esimerkiksi, jos ohjelmoija ei aseta sovellukselle oikeuksia käyttää internetiä, kaikki
internetkomennot saavat sovelluksen kaatumaan. Manifest-luokassa kerrotaan, mikä
ohjelman Java-luokista aukeaa, kun ohjelma käynnistetään. Lisäksi manifest-luokassa
on tieto siitä, mitkä kaikki luokat kuuluvat ohjelmaan.
Layout.xml-tiedostot kertovat, millainen mistäkin aktiviteetin käyttöliittymästä tulee (ku-
va 8). Layout-tiedostossa luodaan tiedot siitä, mihin kohtaan mikäkin sovelluksen osa
tulee ja mitä fontteja ja kokoja käytetään.
11
Kuva 8. Activity_chat xml-layout.
2.7 Palvelin ja Soketit
Insinöörityössä käytetään palvelinta. Palvelimen tarkoituksena on tarjota ympäristö
pelaajille. Palvelimena voi toimia mikä tahansa tietokone, johon käyttäjät voivat muo-
dostaa yhteyden. Yleensä palvelimina kuitenkin käytetään tietokoneita, jotka on valmis-
tettu palvelinkäyttöön.
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Palvelimen kokoonpano muistuttaa normaalia tietokonetta, mutta komponenttien täytyy
olla kestävämpiä kuin tavallisissa tietokoneissa. Palvelimien komponentit ovat yleensä
paljon kalliimpia, koska niiltä odotetaan parempaa suorituskykyä, vähemmän kaatumi-
sia tai muita virheitä. Palvelimella täytyy olla erittäin nopea verkkokortti ja korkea si-
sään- ja ulostulevan liikenteen suorituskyky.
Monissa palvelimissa on niin sanottu hotswap-järjestelmä, jolla palvelimen osia voi-
daan vaihtaa lennosta sammuttamatta palvelinta. Palvelimen käynnistäminen kestää
yleensä kymmeniä minuutteja. Ennen käynnistymistä palvelin tarkistaa kaikki toiminnot
ja aukaisee etäkäyttömahdollisuudet. Tämän jälkeen uudelleenkäynnistystä ei tarvita
pitkään aikaan.
Yleensä palvelimet ovat käytössä 24 tuntia vuorokaudessa, 7 päivänä viikossa - toisin
sanoen koko ajan joka päivä. Palvelimet eivät saa kuumentua, minkä takia ne on
yleensä sijoitettu kokonaan omaan tilaansa. Palvelintilassa pitää olla hyvä ilmanvaihto,
jotta palvelimet saadaan pidettyä viileänä. Palvelimissa on tyypillisesti myös isot ja te-
hokkaat tuulettimet, jotka pitävät meteliä. Erillinen palvelintila auttaa paitsi pitämään
palvelimet toimintakykyisinä myös estää tuulettimista syntyvän melun leviämistä.
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Kuva 9. Palvelimen yhteyskaavio.
Insinöörityössä jokainen pelaaja luo yhteyden palvelimeen Javan Socketin API:n avul-
la. Kuva 9 havainnollistaa, kuinka eri laitteet ovat yhteydessä samaan palvelimeen.
Socket luo käyttäjälle sisään- ja ulosmenevät yhteydet viestien lähetystä ja vastaanot-
tamista varten. Nämä yhteydet ovat valmiina Socket API:ssa.
Yhteys luodaan käyttäjän ja palvelimen välille IP-osoitteen ja portin avulla. Socket API
on käytössä Android-puhelimissa ja Javassa. Socketin muodostama yhteys on tar-
peeksi kattava tätä insinöörityötä varten, koska sillä saadaan suoritettua kaikki tarvitta-
va tiedonsiirto. Socket-yhteyden luonti tehdään aina Javassa try-catch-rakenteella,
kuten kuvassa 10 on kuvattu. Tällä varmistetaan, että ohjelma ei kaadu, jos yhteyden
muodostaminen ei onnistu, vaan se luo tapahtuneesta error-ilmoituksen.
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Kuva 10. Socket-yhteyden luonti.
2.8 PHP
Insinöörityössä on käytössä PHP-pohjaiset internetsivut. PHP on komentosarjakieli,
jota käytetään nettisivujen toiminnallisuuksien rakentamiseen [12]. PHP-koodi pysyy
piilossa käyttäjältä ja jättää näkyviin vain HTML-pohjaiset sivut. PHP suorittaa koodin
palvelimella, kun käyttäjä avaa nettisivun. PHP toimii erinomaisesti tietokantojen kans-
sa, koska sillä voidaan suoran suorittaa SQL-kyselyitä. PHP suorittaa koodiaan vain
omien rajamerkkiensä sisällä. PHP:n syntaksi on lähellä C- ja Java-kieltä. PHP:n uu-
simmat versiot tukevat myös oliopohjaista ohjelmointia kuten Java. Palvelin, joka ylläpi-
tää internetsivuja tarvitsee PHP-kääntäjän, jotta se pystyy näyttämään PHP-sivut oi-
kein. PHP-koodia käytetään yleensä HTML-koodin kanssa sivujen tekemisessä.
PHP:lla kirjoitetaan ne osat, jotka halutaan pitää käyttäjältä piilossa. PHP-koodi ei siis
näy sivun lähdekoodissa.
2.9 HTML ja CSS
HTML on kuvauskieli. Tätä kuvauskieltä käytetään erityisesti verkkosivujen ulkoasun
luontiin. HTML-koodi koostuu elementeistä. Jokainen elementti pitää sisällään tietoa,
joka tullaan näyttämään käyttäjälle sivulla. Elementtien alussa ja lopussa on tunniste,
joka kertoo, mitä tämä elementti tulee tekemään. Tunnisteet voidaan jakaa kolmeen
ryhmään: rakenteelliseen, esitykselliseen ja hypertekstuaaliseen ryhmään.
Rakenteelliset tunnisteet kertovat esimerkiksi, mikä elementeistä on otsikko ja mikä
kirjautumisikkunan ruutu. Esitykselliset tunnisteet voivat muokata tekstin ulkoasua ku-
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ten kokoa, väriä tai muita ulkoasuun vaikuttavia tekijöitä. HTML-sivujen ulkoasut luo-
daan erikseen yleensä CSS:llä. Hypertekstuaaliset tunnisteet toimivat linkkeinä toisille
sivuille.
HTML-koodin kirjoittaminen onnistuu millä tahansa tekstieditorilla, mutta periaatteessa
koodin pitäisi aina läpäistä HTML-validointi. HTML-validoinnilla tarkoitetaan sitä, että
sivujen koodillinen rakenne läpäisee tietyt standartoidut tyylit. Sivujen validointi onnis-
tuu suoraan erilaisten validointisivujen kautta. Yleisin näistä on W3C-validointisivu.
W3C-sivu lukee sille annetun verkkosivun lähdekoodin ja tekee siitä johtopäätökset,
läpäiseekö sivu validoinnin. Validointisivut antavat yleensä myös ilmoituksen jokaisesta
kohdasta, joka ei läpäise validointia ja kertoo ohjelmoijalle, miten tämän voisi korjata.
Java-sovelluksien ajo onnistuu esimerkiksi HTML-sivuilla. Sovellukselle luodaan tunnis-
te ja annetaan oikeat parametrit niin, että sovellus aukeaa tämän jälkeen käyttäjälle
internetsivun sisällä. Koska HTML-koodi näkyy aina käyttäjälle sivun lähdekoodissa,
sitä ei kannata käyttää sisäänkirjautumisiin tai muihin tärkeisiin tai arkaluontoisiin ope-
raatioihin. Arkaluontoiset tiedot kuten salasanat voisivat muutoin paljastua. Tästä syys-
tä PHP:ta käytetään hyvin usein HTML-sivujen sisällä luodessa sisäänkirjautumisikku-
noita tai muita elementtejä.
CSS (Cascading Style Sheets) on tyyliohje, jota erityisesti verkkosivut käyttävät. Tyy-
liohjetta käytettäessä tehdään css-tiedosto, joka toimii sivun tyyliohjeena. Tiedostoon
annetaan säännöt siitä, kuinka dokumentti tulee näyttää käyttäjälle. Säännöt eivät ole
ehdottomia ja HTML-sivulla pitää aina elementissä viitata siihen, mitä osaa tyyliohjees-
ta halutaan käyttää. Tyyliohjeiden käyttö helpottaa verkkosivujen luontia. Vaikka HTML-
sivulla voitaisiin tehdä samanlaisia tyylejä, on ohjelmoijan kannalta parempi käyttää
tyyliohjetta. Tyyliohjeen avulla, jos ohjelmoija haluaa muokata koko verkkosivujen ulko-
asua, hänen tarvitsee vain muuttaa tyyliohjeen sisällä olevia arvoja. Ilman tyyliohjetta
tyylit olisivat koodattu HTML-sivulle suoraan ja muutoksia tehdessä pitäisi ohjelmoijan
muuttaa tyylit erikseen jokaiselta koodiriviltä.
CSS-tyylejä käytettäessä voi ilmetä ongelmia. Kaikki nykyiset selaimet eivät tue CSS-
tyylejä samalla tavalla, ja tämä voi johtaa siihen, että sivujen ulkoasu näkyy käyttäjälle
väärin. Tämä pystytään kiertämään sillä, että tehdään jokaiselle selaimelle omat tyy-
liohjeet ja sivulle saapuessa käyttäjälle näytetään juuri oikea tyyliohje. CSS:n käytöllä
on muitakin etuja kuin helposti muokattava verkkosivujen ulkoasu. Tyyliohjeen käyttö
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nopeuttaa käyttäjän verkkoselailua, koska käyttäjän saapuessa sivulle lataa selain tyy-
liohjeen selaimen välimuistiin. Tällöin liikuttaessa sivulla tyyliohje on koko ajan ladattu
eikä käyttäjän tarvitse ladata näitä tietoja joka kerta uudestaan liikkuessaan sivuston
sisällä.
Kuva 11. HTML-koodinäkymä.
Kuvista 10 ja 11 voidaan huomata, että PHP-koodi ei näy verkkosivun lähdekoodissa.
Kaikki PHP:n sisällä olevat funktiot pysyvät käyttäjältä piilossa.
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Kuva 12. PHP-sivun koodi.
2.10 Algoritmit
Algoritmit ovat matematiikasta tuttuja [3]. Algoritmeja käytetään ohjelmoinnissa sovel-
lusten nopeuttamista varten. Algoritmeja voidaan käyttää moniin erilaisiin tarkoituksiin.
Yleensä algoritmeja käytetään tietojen hakuun tai lajitteluun. Projektissa käytetään al-
goritmia laivojen asettamiseen pelilaudalle ja tarkistettaessa, onko laivan kaikkiin osiin
osunut. Tämä on kuvattu kuvassa 13.
Kuva 13. Osuman tarkastusalgoritmi.
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3 Pelin osat
3.1 Laivanupotus
Laivanupotus on kahden pelaajan peli, jossa päämääränä on upottaa toisen pelaajan
laivat ensimmäisenä. Ensimmäinen markkinoille tullut laivanupotuspeli ilmestyi vuonna
1931, vaikka pelin ensimmäistä versiota oli pelattu jo ensimmäisestä maailmansodasta
aikaan Ranskassa [13]. Pelistä on nykyisin monia erilaisia versioita, joissa joko laivat
ovat isompia tai pelialue on suurempi. Alkuperäisessä pelissä (kuva 14) ruudukon koko
oli 10 x 10 ja laivoja oli neljää erilaista kokoa 2-5 ruudun kokoisia.
Insinöörityössä käytettävässä versiossa pelialueena toimii 10 x 10 -ruudukko, jossa
vaakariveillä ovat kirjaimet A-L ja pystyriveillä numerot 1-10. Molemmilla pelaajilla on
yhteensä viisi laivaa. Laivat ovat 2-5 ruutua pitkiä ja kummallakin pelaajalla on sama
määrä samankokoisia laivoja. Laivojen upottaminen tapahtuu vuoron perään sokko-
ammunnalla. Aina, kun pelaaja osuu laivaan, ruudun väri muuttuu kertoakseen mahdol-
lisesta osumasta.
Kuva 14. Alkuperäinen Laivanupotus [14].
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Projektissa laivoina ovat yksi 5 ruudun kokoinen, yksi 4 ruudun kokoinen, kaksi 3 ruu-
dun kokoista ja yksi 2 ruudun kokoista laivaa. Tämä on alkuperäisen laivanupotuksen
mukainen määrä laivoja.
3.2 Projektin rakenne
Pelin ympäristö on tehty Netbeans-ohjelmointiympäristöllä. Netbeans on ohjelmoin-
tiympäristö, joka tukee monia eri ohjelmistokieliä [15]. Android-puoli pelistä on tehty
Eclipse-ohjelmistoympäristössä, ja sen rinnalle on ladattu Android SDK plugin. Insinöö-
rityön verkkosivut on kirjoitettu Notepad++-tekstieditorilla.
Insinöörityön palvelin koostuu yhdestä luokasta nimeltään ChatServer. Ennen kuin mi-
tään muita osia projektista halutaan käyttää, palvelin käynnistetään. Pelin muut osat
käyttävät palvelinta kaikkeen tiedon välitykseen.
Tietokonepuolella peli koostuu viidestä luokasta: GameLogicista, HighscoreUpdateris-
ta, ShipSetterista, ShipSinkerista ja WebClientista kuten kuvasta 15 voi huomata.
Kuva 15. Projektin rakenne.
Pelin pääluokkana tietokoneella toimii WebClient-luokka, joka luo yhteyden ChatSer-
ver-luokkaan. WebClient pitää sisällään kaksi käyttöliittymää: chat- ja peli-liittymät (ku-
vat 18 ja 19). Se pitää sisällään ChatAccess-luokan, joka ylläpitää Socket-yhteyttä pal-
velimeen. Lisäksi WebClient-luokka pitää sisällään tiedon siitä, mistä pelin logiikka löy-
tyy. Pelin logiikka on rakennettu kolmesta eri luokasta: GameLogicista, ShipSetterista
ja ShipSinkerista.
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Kuva 16. Peliruudukon luominen.
GameLogic-luokka luo pelaamista varten kaksi taulukkoa (kuva 16), joissa pidetään
yllä omien ja vastustajien laivojen sijainnit. GameLogic-luokka luo myös ilmentymän
laivan asettajaluokasta ShipSetter ja laivan upottajaluokasta ShipSinker. Pelilogiikan
tehtävänä on pitää huoli pelin kulusta ja siirtojen oikeellisuudesta. WebClient hoitaa
ruudun päivittämisen GameLogic-luokan arvojen mukaan. ShipSetter-luokan tehtävänä
on asettaa laivat pelilaudalle, kun uusi peli luodaan (kuva 17). Se arpoo jokaiselle lai-
valle paikan pelilaudalla ja tarkistaa, ettei mikään laivoista mene toistensa päälle. High-
scoreUpdater päivittää pelin lopuksi SQL-tietokantaan pelitulokset.
Kuva 17.  Laivan asettaja.
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Kun laivat on saatu asetettua pelikentälle, voi peli alkaa. Pelin aikana pelaajat ampuvat
vuorotellen toistensa ruutuja ja yrittävät saada kaikki vastustajan laivat tuhottua. Ship-
Sinker-luokka saa ammutut koordinaatit ja tarkistaa, tuliko osuma. Aina osuttaessa
luokka tarkistaa myös, upposiko laiva. Webclient päivittää näkymän käyttäjälle jokaisen
ammuksen jälkeen. Peli voi päättyä kahdella eri tavalla. Joko toisen kaikki laivat on
tuhottu tai toinen pelaaja on lähtenyt pelistä ennenaikaisesti.
Kuva 18. Pelaajan lähtö.
Jos peliä ei lopetettaisi, kun toinen pelaaja sulkee sovelluksen, jäisi toinen pelaaja ju-
miin omaan peliinsä siihen asti, että hän sulkee pelin. Tämän takia, jos toinen pelaajis-
ta katkaisee yhteyden palvelimeen, julistetaan toinen pelaaja automaattisesti voittajaksi
(kuva 18). Pelin jälkeen WebClient ottaa yhteyden PHP-sivulle HighscoreUpdater-
luokan avulla. HighscoreUpdater-luokalla voidaan päivittää tietokantaan pelaajien voitot
ja häviöt. Pelin päättymisen jälkeen WebClient-luokka vaihtaa käyttäjän näkymän ta-
kaisin kuvan 19 mukaiseen chat-ikkunaan.
Kuva 19. Pelin chat-ikkuna.
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Android-puolen rakenne projektissa on samantyylinen kuin tietokonepuolen. Android-
puolessa luokkia on tietokoneversioon verrattuna hieman enemmän, kuten kuvasta 20
näkyy.
Kuva 20. Android-puolen rakenne.
MainActivity on ensimmäinen luokka, joka ohjelmistossa ajetaan. MainActivity näyttää
käyttäjälle sisäänkirjautumissivun. MainActivity-luokka ottaa yhteyden ohjelmiston tie-
tokantaan HTTP-post-käskyllä, kun käyttäjä on antanut kirjautumistiedot. HTTP-post
käsky menee PHP-sivun kautta, koska Android ei tue suoran yhteyden muodostamista
ulkoisiin tietokantoihin. Tiedot käyvät PHP-sivulla, joka tarkistaa niiden oikeellisuuden
tietokannasta ja palauttaa Android-puhelimelle tiedon siitä, löytyikö annetuilla tiedoilla
käyttäjää tietokannasta.
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Kuva 21. Post-sisäänkirjautuminen.
Tämän jälkeen MainAcitivity-luokka avaa ChatActivity-luokan ja sulkee itsensä. ChatA-
citivityn tehtävä on luoda käyttäjälle chat-ikkuna näkyviin ja luoda yhteys pelin palveli-
melle. ChatActivity käyttää yhteydenluontia varten AndroidClient-luokkaa. Tämä luokka
luo Socket-yhteyden samalla tavalla kuin tietokonepuolella oleva WebClient-luokka.
ChatAcitivity käyttää myös luokkia UserAdapter ja ChatAdapter, joissa on luotu metodit
viestien ja käyttäjien näyttämistä varten ruudulle. Android-puolella pelin aloittamisessa
tapahtuu teknisesti hieman eri tavalla kuin tietokonepuolella, sillä Socket-yhteys on
luotu ChatActivityyn ja peliä aloittaessa pitää avata GameActivity (kuva 22). GameActi-
vity tarvitsee siis myös Socket-yhteyden luonnin, mutta toiselle käyttäjälle pitää saman-
aikaisesti ilmoittaa siitä, että Android-sovellus joutuu katkaisemaan yhteyden ja luo-
maan sen uudelleen uudessa luokassa. Tästä syystä Android-sovellus lähettää vastus-
tajalle tiedon siitä, että Android-laitteen tarvitsee muodostaa yhteys peliin uudelleen ja
toinen pelaaja osaa jäädä odottamaan uudelleenyhdistystä, eikä peli pääty automaatti-
seen voittoon Android-laitteen katkaistessa yhteyden tässä vaiheessa. Pelin päätyttyä
GameAcitivity kutsuu HighscoreUpdater-luokkaa samalla tavalla kuin tietokonepuolella
ja päivittää pelaajan tilastot tietokantaan (kuva 23).
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Kuva 22. Sekvenssikaavio Android.
Kuva 23. Highscoreupdate PHP-koodi.
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3.3 Käyttöliittymät
Tässä insinöörityössä on kaksi eri käyttöliittymää. Toinen on mobiilisovellus Android-
puhelimelle (kuva 24) ja toinen tietokoneen selaimella käytettävä Java-sovellus. Sovel-
lus koostuu käyttöliittymästä ja sen alla olevasta Java-pelistä. Pelaaminen tapahtuu
sisäänkirjautumalla, minkä jälkeen käyttäjä ohjataan chat-ruutuun, jossa kaikki muut
online-tilassa olevat pelaajat ovat. Sisäänkirjautuminen tekee HTTP-post-kyselyn PHP-
sivun kautta ja tarkistaa, ovatko pelaajan antamat tiedot oikein. Mikäli tiedot ovat oi-
kein, päästää sivusto pelaajan eteenpäin, mutta mikäli annetut tiedot ovat väärin, antaa
sivusto käyttäjälle virheilmoituksen. Toisen pelaajan haastaminen tapahtuu klikkaamal-
la pelaajan nimeä pelaajalistalta. Pelihaasteesta lähtevä kysely menee palvelimen
kautta haastetulle pelaajalle, ja hän saa siitä ilmoituksen ruudulle. Jos haaste hyväksy-
tään, peli alkaa, jos haaste hylätään, molemmat käyttäjät jatkavat normaalisti chat-
huoneessa.
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Kuva 24. Android-käyttöliittymä.
Pelit molemmilla laitteilla arpovat molempien pelaajien laivojen paikat omille laitteilleen,
ja pelaajat ampuvat vastustajan laivoja vuoron perään. Jos toinen pelaaja lähtee pelis-
tä, palvelin ilmoittaa toiselle pelaajalle siitä ja peliin jäänyt pelaaja julistetaan voittajaksi,
kuten kuvassa 18 on kuvattu. Ampuminen tapahtuu haluttua ruutua klikkaamalla. Anne-
tut koordinaatit välittyvät palvelimen kautta vastustajalle, ja peli tarkistaa, osuiko am-
mus vastustajan laivaan. Tarkistettuaan tiedon peli ilmoittaa ampumavuorossa olleelle
pelaajalle tiedon mahdollisesta osumasta. Jos ammus osui, peli tarkistaa myös uppo-
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siko osuman saanut laiva. Ruutu muuttaa väriä sen perusteella, osuiko ammus vai ei.
Tämä on kuvattu kuvassa 25.
Kuva 25. Tietokone käyttöliittymä.
Pelin jälkeen voittavan pelaajan ohjelma suorittaa SQL-kyselyllä voitonlisäyksen tieto-
kantaan voittaneelle pelaajalle ja häviön hävinneelle pelaajalle. Tämä tehdään siitä
syystä, jos pelaaja katkaisi yhteyden, niin hänen peli tiedot eivät päivittyisi koskaan.
Pelissä pelaajalla on rajoitettu aika suorittaa ampuminen. Tällä estetään se, että peli ei
jatku loputtomiin, mikäli toinen pelaaja jättää sovelluksen auki, vaikka on lopettanut
pelaamisen. Jos pelaaja ei ammu aikarajan sisällä, suorittaa sovellus ampumisen sa-
tunnaisesti valittuun ruutuun. Näin peli ei lopu heti, jos pelaaja ei jostain syystä pysty
ampumaan yhden vuoron aikana. Automaattisesti ammuttavien laukauksien määrää ei
ole rajoitettu.
Tietokonepuolella pelaaja kirjautuu peliin verkkosivun kautta. Verkkosivu tarkistaa
SQL-kyselyllä, samalla tavalla kuin Android-sovelluksessa, pelaajan tiedot. Tämän jäl-
keen sivu avaa pelaajalle Java-sovelluksen, jossa pelaaja näkee muut pelaajat. Tieto-
koneella pelaaminen tapahtuu siis selaimen avulla. Molempien laitteiden, tietokoneen
ja Android-puhelimen, käyttöliittymät ovat hyvin samanlaiset, jotta käyttäjille ei voi syn-
tyä etulyöntiasemaa. Vuoropohjaisen pelissä on hyvää se, että laitteiden tekniset omi-
naisuudet, kuten nopeus, ei anna etulyöntiasemaa pelaamisessa.
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3.4 Insinöörityön internetsivut
Pelin verkkosivuilla käyttäjä voi vaihtaa salasanaa, ja uudet pelaajat voivat luoda käyt-
täjätilejä. Nettisivulla PHP-koodi toimii taustalla kaikessa. Se tarkastaa sisäänkirjautu-
miset tietokannasta SQL-kyselyillä, joissa kysely muuntaa käyttäjän salasanan MD5-
muotoon ja tarkistaa, täsmääkö salattu salasana tietokannassa olevaan tietoon. Käyttä-
jien luonti tapahtuu samalla tavalla SQL-lauseella, joka lähettää tietokantaan käyttäjän
antamat tiedot. Lisäksi PHP toimii rajapintajana Android-sovellukseen. Tämä johtuu
siitä, että Androidilla ei voi ottaa suoraa yhteyttä ulkoisiin SQL-tietokantoihin. Android
siis tekee tietokantakyselyt PHP-sivun kautta ja saa sieltä parametrinä takaisin tarvitta-
vat tiedot. Palvelin, jossa internetsivut sijaitsevat, tarvitsee sisälleen myös Apache
HTTP-Server-palvelinohjelman. Apache toimii sähköpostinvälittäjänä verkkosivuilla.
Kun uusi käyttäjä luo tilin, hän saa sähköpostiinsa varmistusviestin. Tässä viestissä on
linkki, jolla käyttäjä voi aktivoida tilinsä. Jos käyttäjä unohtaa salasanansa, hän voi re-
setoida salasanan sähköpostin avulla. Käyttäjien todellisuuden varmistamisella voidaan
vähentää mahdollisten bottikäyttäjien määrää.
3.5 Palvelimen koodi
Insinöörityössä on käytössä Java-pohjainen palvelin. Palvelimen pitää olla yhteistyöky-
kyinen puhelimien sekä tietokoneiden kanssa. Pelipalvelin on kirjoitettu Java-koodina.
Se käyttää yhteyksien luontia varten Socket-internetprotokollia. Tietokoneet ja Android-
puhelimet tukevat tätä Socket-internetprotokollaa.
Palvelinkoodiksi valitsin Javan, koska palvelinkoodia saadaan paljon yksinkertaisem-
maksi, kun kaikkien laitteiden yhteydenotto tapahtuu samalla tavalla. Palvelimen suu-
rimmaksi tehtäväksi insinöörityössä jää se, että se ylläpitää käyttäjälistaa kaikista pe-
laajista, jotka ovat yhteydessä palvelimeen. Lisäksi palvelin välittää käyttäjien viestit ja
pelihaasteet muille käyttäjille. Palvelin tiedottaa käyttäjiä, jos esimerkiksi vastustaja
sulkee pelin, ja julistaa oikean henkilön voittajaksi. Muutoin toinen pelaaja voisi teorias-
sa jäädä ikuisesti odottamaan toisen pelaajan siirtoa.
Palvelin ei siis itse pyöritä pelejä vaan kuljettaa pelien välistä tietoja käyttäjille, jotka
ovat käyttäjien laitteilla päällä. Tämä estää palvelinta ylikuormittumasta silloin, kun sa-
manaikaisia pelejä on paljon. Viestien filtteröintiä ei tehdä palvelimella, koska tämä
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hidastaisi palvelinta huomattavasti. Jos käyttäjä lähettää haasteen peliin, tarkistaa jo-
kaisen pelaajan oma laite, oliko haaste osoitettu hänelle. Palvelin saattaisi ylikuormit-
tua, jos se tekisi itse tämän tarkastuksen ja vasta sen jälkeen lähettäisi pelihaasteen
oikealle pelaajalle. Käytetty malli on kevyempi pelintekijälle tai -tarjoajalle, mutta teori-
assa monta yhtäaikaista pelihaastetta voi kaataa yksittäisen pelaajan laitteen.
Jos palvelimella on samanaikaisesti 100 pelaajaa ja kymmenen näistä lähettäisi peli-
haasteen satunnaisesti eri pelaajille, palvelin joutuisi tarkistamaan jokaisen haasteen
yksitellen käyden 100 pelaajan listan Socketeista läpi. Jos yksi haku kestäisi yhden
millisekunnin verran, kestäisi kymmenen haasteen läpikäynti 10*100=1000 ms. Jos
käyttäjän laite tarkistaa itse, oliko haaste hänelle tarkoitettu, tapahtuu vertailu kaikilla
pelaajilla samanaikaisesti. Näin palvelimella kestää vain 10 ms käydä läpi 10 haastetta.
Tämä nopeuttaa palvelimen toimintaa huomattavasti ja purkaa rasitetta siltä. Vertailu-
jen käyttämää aikaa ei huomaa helposti pienillä käyttäjämäärillä, mutta käyttäjien li-
sääntyessä aikavaatimukset kasvavat.
Kuva 26.  Käyttäjien vastaanotto palvelimella.
Palvelin ottaa vastaan uusia käyttäjiä heidän yhdistäessä palvelimeen (kuva 26). Pal-
velin luo uuden säikeen jokaiselle käyttäjälle ja pitää niistä listaa. Palvelin käyttää Ja-
van Observer-luokkaa, joka tarkkailee yhteyksien tilaa.
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Kuva 27. Palvelimen säikeen luonti.
Kun palvelin vastaanottaa uuden käyttäjän, se luo uuden säikeen käyttäjästä (kuva 27).
Säie lukee käyttäjän tunnuksen username muuttujaan ja ottaa IP-osoitteen ylös ipAdd
muuttujaan. Tämän jälkeen säie ilmoittaa muille käyttäjille uuden pelaajan nimen. Säie
seuraa käyttäjältä tulevaa tietoa ja välittää sen eteenpäin. Säie myös seuraa, onko lait-
teella vielä yhteys palvelimeen. Jos yhteys katoaa, palvelimen täytyy ilmoittaa muille
pelaajille yhteyden katoamisesta.
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3.6 Highscore ja tietokannan sisältö
Projektin tietokanta pitää sisällään kaikki tiedot päättyneistä peleistä ja käyttäjistä. Tie-
dot on järjestetty taulukoihin. Tämä tarkoittaa sitä, että käyttäjien tiedot ovat omassa
taulukossa ja pelien historiatiedot omissaan. Taulukot on linkitetty avaimilla ja niillä
saadaan tarkistettua, kuka on voittanut ja hävinnyt ja kuinka monta peliä. Lisäksi tämä
tietokanta on suunniteltu niin, että mikäli tulevaisuudessa halutaan lisätä uusia pelejä
käyttäjille, se onnistuu helposti. Jokaiselle käyttäjälle ei tarvitse luoda uusia soluja,
vaan lisättävät pelit voidaan luoda suoraan games-taulukkoon. Käyttäjien salasanat on
tallennettu MD5-salattuina. Tämä on tehty siltä varalta, että joku käyttäjä onnistuisi suo-
rittamaan toimivan SQL-injektion ja saisi kopioitua tietokannan sisällön. Highscore tulee
näkyviin pelin nettisivuilla ja sitä varten on tehty SQL-lauseke, joka etsii tietokannasta
parhaimmat pistemäärät.
4 Tiedonkulku laitteiden välillä
Projektissa käytän Socket API -kirjastoja yhteyden luonnissa. Kirjasto tarjoaa suoran
yhteyden muodostuksen ja sille ulos- ja sisääntulevalle tiedolle kanavat. Socket-
yhteyden muodostaminen alkaa ottamalla yhteys palvelimeen antamalla Socket-
luokalle ip-osoite ja portti. Palvelimessa, johon yhteys muodostetaan, pitää olla päällä
SocketServer. Ilman SocketServeriä yhteyttä ei voida muodostaa. Kun yhteys on luotu,
luodaan sisään- ja ulosmenevälle tiedolle kirjoittaja ja lukija. Nämä pitävät huolen siitä,
että kaikki käyttäjän tekemät komennot menevät palvelimelle ja sitä kautta muille pe-
laajille. Kirjoittaja ja lukija myös vastaanottavat muiden pelaajien viestit ja pelihaasteet
(kuva 28).
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Kuva 28. Tietokoneen Socket-yhteys.
Tieto kulkee Socket-yhteyden avulla palvelimelle ja sieltä takaisin muihin laitteisiin.
Molemmat, tietokone ja Android-puhelin, toimivat samalla Socket API:lla. Socketin rin-
nalla toimii Javan Observer-luokka, joka seuraa muutoksia. Socket-yhteys, joka toimii
koko ajan taustalla, on säikeen sisällä. Kun käyttäjä aloittaa pelin tietokoneella ja käyt-
töliittymän näkymä muuttuu peliruuduksi, säie pysyy taustalla auki ja pitää yhteyden
palvelimeen yllä. Pelin loputtua käyttöliittymä vaihtaa näkymän takaisin chat-ruutuun ja
käyttää edelleen samaa säiettä. Näin yhteys ei katoa missään vaiheessa. Androidissa
yhteyden luonti tapahtuu samalla tavalla luomalla säie, jossa Socket lukee tulevia vies-
tejä siihen asti, että yhteys on katkaistu (kuva 29).
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Kuva 29. Socket-yhteys Androidissa.
Socket-yhteyden muodostamisessa kaikki tieto kulkee yhden kanavan kautta. Tästä
syystä tieto pitää jotenkin merkata lähtiessä. Tässä ohjelmistossa kaikki viestit on mer-
kattu alkumerkillä, jotta käyttäjät eivät voi chat-ikkunan kautta antaa ohjelmalle komen-
toja. Esimerkiksi silloin, kun käyttäjä ulos- tai sisäänkirjautuu peliin, on viestin alkuun
laitettu merkkijono, jonka perusteella palvelin osaa päivittää käyttäjälistan.
Kuva 30. Käyttäjän poisto listalta ja pelin aloitus Android-laitteella.
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Kuvan 30 koodi tarkistaa, onko palvelimelta tullut viesti käyttäjän lähdöstä. Jos viesti
alkaa "!urem", sovellus tietää silloin, että rivin sisältämä tieto pitää sisällään nimen
käyttäjästä, joka lähti pois palvelimelta. Viestin alkaessa ”!ulist” käyttäjä lisätään chat-
ikkunassa pelaajalistaan (kuva 31). Jokaisen viestin alku on siis merkattu, jotta käyttö-
liittymä ja palvelin tietävät, mikä komento on tapahtumassa. Tämä estää sen, että käyt-
täjä ei pysty itse lähettämään virheellisiä komentoja palvelimelle. Itse pelaaminen ta-
pahtuu Socket-yhteyden avulla.
Kuva 31. Android-käyttäjän lisäys chat-näkymään.
Android-sovelluksessa on käytössä AsyncTask, jolla voidaan ajon aikana muuttaa käyt-
töliittymän tapahtumia. Kun palvelimelta tulee viesti käyttäjän poistoa varten, käyttäjä
poistetaan listalta ja päivitetään näkymä muille käyttäjille.
Tietokoneen Java-sovelluksessa WebClient-luokalla on pelin ja chatin käyttöliittymät
molemmat samassa luokassa ja luokka pystyy vaihtamaan sitä, kumpi näkymistä on
päällä. Tietokone siis käyttää samaa Socket-yhteyttä pelissä ja chatissä. Android-
sovelluksessa en saanut yrityksistä huolimatta luotua kahta käyttöliittymää yhdelle luo-
kalle. ViewFlipper API tukee Android-sovelluksissa vain parin elementin muutoksia ja
projektissa tarvittiin koko käyttöliittymän vaihtamista chat-näkymästä pelinäkymään.
Koska toista käyttöliittymää ei saatu näkyviin Androidin ChatActivity-luokkaan, joudut-
tiin pelille tekemään uusi luokka. Tämä tarkoittaa sitä, että Android-sovelluksessa pitää
sulkea Socket-yhteys ja muodostaa se uudestaan GameActivity-luokassa. Normaalista
yhteyden katkaisusta toinen pelaaja olisi saanut automaattisen voiton. Tämän takia
jouduin tekemään ”!androidstart”-muuttujan, joka kertoo vastapelaajalle pelaajan käyt-
tävän Android-puhelinta. Kun Android-laitteella pelattaessa yhteys palvelimeen katke-
aa, tunnistaa vastustajan laite tämän ja odottaa uudelleenyhdistymistä. Uudelleenyh-
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distymistä odotetaan vain kerran. Kuvassa 30 näkyy, kuinka ”!androidstart” merkataan
ykköseksi, mikä tarkoittaa vastapelaajan käynnistävän yhteyden uudestaan.
5 Peleissä huijaaminen ja siltä suojautuminen
5.1 Huijaaminen
On tyypillistä, että peleissä yritetään huijata. Nykyaikana monet pelaajat yrittävät löytää
keinoja huijata peleissä. Huijaamistyylejä on monia. Yksi yleisimmistä huijaustavoista
on etsiä ohjelmoijan tekemiä virheitä ja käyttää niitä epäreilun edun luomisessa muita
pelaajia vastaan. Tästä syystä ohjelmoijan tulee olla erittäin tarkka ohjelmakoodin
kanssa. Ohjelmaa tehdessä ohjelmoijan on hyvä tehdä erilaisia testitilanteita ja varmis-
taa, että sovellus toimii oikein. Ohjelmoijan pitää osata myös keksiä tilanteita, joita eri-
laiset käyttäjät voivat vahingossa tai tarkoituksella kohdata pelissä: onnistuuko kahden
pelaajan haastaminen samanaikaisesti? Loppuuko peli, jos toinen pelaaja lähtee pelis-
tä ennen sen loppumista vai jääkö toinen pelaaja ikuisesti odottamaan pelin loppumis-
ta? Lisäksi ohjelmoijan pitää miettiä, miten tietoa käsitellään pelin aikana.
Aina ei kannata kirjoittaa ohjelmakoodia helpoimmalla tavalla. Nykyaikana on iso lista
erilaisia ohjelmia, joilla ajon aikana käyttäjä pääsee käsiksi suoraan ohjelmistokoodiin.
Jos ohjelmoija ei tee sovellukseen erilaisia tarkistuspisteitä, käyttäjä voi ajaa omaa
koodiaan pelin välissä ja saavuttaa siten etulyöntiasema.
Ohjelmoijan on tärkeää myös pohtia, missä pelin tietoja säilytetään. Ohjelmoija voi
miettiä, että sovelluksen ajaminen on helpompaa, jos pelaajat jakavat tiedot keskenään
ja jokainen pelaaja hoitaa koodin ajamisen omalla laitteellaan. Tämä ei aina ole paras
vaihtoehto, koska kaikki tiedot, joita käyttäjälle annetaan, voidaan kaivaa ulos. Esimer-
kiksi tässä insinöörityössä molempien pelaajien laivojen paikat pidetään omana tietona
ja toiselle käyttäjälle kerrotaan ainoastaan, osuiko ammus vai ei. Tällä vältytään siltä,
että toinen pelaaja voisi urkkia pelin muistista toisen pelaajan laivojen paikat ja ampua
jokaisen laivan ensimmäisellä yrityksellä.
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Kuva 32. Pelaaja on muokannut koodia etulyöntiaseman saavuttamiseksi [16].
Kuvan 32 tilanteessa käyttäjä on päässyt käsiksi ohjelman koodiin ja onnistunut muok-
kaamaan sitä niin, että pelissä pelihahmot näkyvät kirkkaanvihreinä. Näin käyttäjän on
helpompi erottaa muut pelaajat maastosta ja saada etulyöntiasema muita pelaajia vas-
taan. Tämä olisi voitu estää piilottamalla pelin koodi paremmin tai tekemällä siitä vai-
keaselkoisempi.
5.2 Koodin piilottaminen käyttäjältä
Java-koodin kääntäminen tavukoodista takaisin lähdekoodiksi on mahdollista. Tämä
tapahtuu samalla tavalla kuin Java-koodi ajetaan tavukoodiksi, mutta toisin päin. Par-
haimmat kääntäjät voivat kääntää tavukoodin lähes alkuperäisen tasoiseen lähdekoo-
diin. Yleensä koodin täydellinen kääntäminen on kuitenkin haastavaa.
Koodin kääntäminen on mahdollista, koska Java ei käännä koodiaan samalla tavalla
kuin esimerkiksi C tai C++. C ja C++ kääntävät lähdekoodin binääriseksi konekoodiksi,
jota ei pysty enää kääntämään takaisin. Javan tuottama tavukoodi ei ole suoraan si-
doksissa käyttöjärjestelmään, ja siksi se sisältää kaiken tärkeän informaation, joka löy-
tyy lähdekoodista. Tavukoodi pitää sisällään kaikkien metodien nimet. Muuttujien nimet
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on mahdollista myös palauttaa, jos niille on olemassa vianmäärittelyyn käytettyjä tieto-
ja.
Tästä syystä monet ohjelmoijat "obfuskoivat" lähdekoodinsa julkaistessaan sovelluksen
(kuva 33)[18]. Obfuskoinnilla tarkoitetaan koodin monimutkaistamista. Koodi pidetään
samana, mutta kaikki koodin metodit ja muuttujat vaihdetaan merkitsemättömiksi teks-
teiksi. Laivanupotus-luokka voidaan nimetä suoraan pelkäksi i-kirjaimeksi ja sen sisäi-
set muuttujat kaikki yhden kirjaimen mittaisiksi. Tämä vaikeuttaa koodin lukemista ja
voi tehdä siitä lähes mahdotonta, jos tavukoodi yritetään kääntää takaisin lähdekoodik-
si. Yleensä metodien ja muuttujien nimet antavat kuvan siitä, mitä ohjelman osat teke-
vät. Jos ohjelman jokainen osa on vain yksi kirjain, sen ymmärtäminen on huomatta-
vasti vaikeampaa kuin normaalimuotoisen koodin. Ko. tilanteessa ohjelmoija pitää kah-
ta versiota ohjelmastaan: yksi, joka on normaalissa muodossa ja jota hän voi muunnel-
la ja uudistaa, ja toinen, joka on kokonaan obfuskoitu ja on käyttäjien saatavilla.
Kuva 33. Esimerkki obfuskoinnista.
Ohjelmoijalla on myös muita tapoja salata koodiaan. Yksi suosittu tapa on lisätä muut-
tujia ja metodeita, jotka eivät oikeassa koodissa tee mitään. Nämä koodinpätkät vai-
keuttavat lähdekoodin tulkitsemista lisää, koska toinen ihminen ei voi tietää, mitkä osat
koodista ovat oikeita metodeja ja mitkä ovat sinne ujutettuja hämäyksiä. Lisäksi osilla
tällaisista salausmetodeista pystytään kaatamaan ohjelmia, jotka kääntävät tavukoodia
takaisin lähdekoodiksi.
Ohjelmistokoodin monimutkaistamisella on myös haittoja: jos sovellus kaatuu, on vir-
heen tulkitseminen vaikeaa sekoitetun ohjelmistokoodin seasta. Ohjelmoijan on vaikea
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myös uudelleen saada aikaan ongelman aiheuttanut tilanne, koska ei ole tietoa, mikä
osa koodista sai kaatumisen aikaan.
6 Yhteenveto
Insinöörityössä on esitelty, mitä tarvitaan peliympäristön tekemiseen erilaisille laitteille.
Työssä tehtiin yksinkertaiset käyttöliittymät ja saatiin verkkosivut käyttäjien luontia ja
hallinnointia varten. Työssä tehtiin pelille palvelin ja käytiin läpi, mitä asioita kannattaa
suorittaa palvelimella ja mitkä osat kannattaa tehdä käyttäjien laitteilla. Projektissa käy-
tettiin Socket API:a yhteyden muodostamista ja viestien suodattamista varten.
Työssä on kuvailtu, miten ohjelmoija voi suojata sovellustaan väärinkäytöltä. Lisäksi
työssä opittiin, miksi erityisesti Java-koodin monimutkaistaminen on kannattavaa ja
miksi jotain muuttujia ei kannata jakaa suoraan käyttäjien välillä. Lisäksi huomattiin,
miksi koodin monimutkaistaminen voi luoda ylläpitäjälle ongelmia.
Projektin runko ja tietokanta antavat jatkokehitysmahdollisuuden muiden pelien lisää-
miseksi sovellukseen. Peliin haastaminen tapahtuisi samalla tavalla, mutta sillä lisäyk-
sellä, että haastaja valitsisi myös pelattavan pelin. Tietokanta on suunniteltu niin, että
sinne pelien lisääminen on helppoa, eikä se aiheuta paljoa lisätyötä.
Omasta mielestäni sovelluksen tekeminen meni hyvin, vaikka haasteita tuli matkalla.
Työn aikana opin paljon Socket-yhteyden luonnista. Yhteyden modostaminen Socket-
API:lla oli minulle kokonaan uutta ja sen olisi mahdollisesti voinut toteuttaa paremmin.
Insinöörityötä varten Socket-yhteys kuitenkin toimii.
Työn viimeistely on venynyt ja olisin toivonut, että olisin saanut työn kokonaan valmiiksi
lyhemmässä ajassa. Työn venyminen on aiheuttanut sen, että tehty sovellus toimii
huonosti nykyisissä Android-käyttöjärjestelmissä. Sovellus toimii sellaisenaan, koska
ympäristö tietokonepuolella ei ole muuttunut niin paljon.
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