Abstract Recently, component-based software development is getting accepted in industry as a new effective software development paradigm. Since the introduction of component-based software engineering (CBSE) in later 90's, the CBSD research has focused largely on component modeling, methodology, architecture and component platform.
Introduction
Object technologies have been often heralded as the silver bullet for solving software reuse problems since early 1980. However, it's been known that objects are too small-grained units, especially for enterprise application Therefore, various metrics developed for OO programming cannot be equally applied to CBD process.
Hence, in this paper, we propose component metrics that can be efficiently applied in CBD process.
The paper is organized as follows. We first discuss relevant OO metrics. These metrics focus on object structure that reflects the complexity of each individual entity, such as methods and classes, and on external complexity that measures the interactions among entities, such as coupling and inheritance. Then, we show the limitations of existing OO metrics in applying to CBD. In chapter 3, we propose three metrics to measure component's quality; complexity, customizability, and reusability. We define each metric and suggest the applicability of each metric in CBD. Chapter 4 presents a case study conducted with the proposed metrics. Also, we compare proposed metrics to existing metrics.
Related Works

Metrics for Object-Oriented System
Many different metrics have been proposed for object-oriented systems.
The object oriented metrics measure principle structures that, if improperly designed, negatively affect the design and code quality attributes [2, 6, 12] . Existing object oriented metrics are primarily applied to the concept of classes, coupling, and inheritance [11] .
Weighted Methods per Class (WMC)
The WMC is a count of the methods implemented within a class or the sum of complexities of the methods (method complexity is measured by cyclomatic complexity). The second measurement is difficult to implement since not all methods are assessable within the class hierarchy due to inheritance. The number of methods and the complexity of the methods involved is a predictor of how much time and effortis required to develop and maintain the class. The larger the number of methods in a class, the greater the potential impact on children; children inherit all of the methods defined in the parent class. Classes with large numbers of methods are likely to be more application specific, limiting the possibility of reuse [7] [8] [9] [10] .
Limitations of Existing OO Metrics
In this section, we discuss difficulties of applying 
Definition of Component Metrics
We will propose some metrics to measure complexity, customizability, and reusability in this chapter. We define metrics to measure the quality of designed components as well as we propose metrics for measuring the quality of implemented components [13] . Therefore, proposed metrics are classified into design metrics and implementation metrics.
Measuring the Complexity
To measure the complexity, the cyclomatic complexity is used in traditional program. Cyclomatic complexity (McCabe) is used to evaluate the complexity of an algorithm in a method. It is a count of the number of test cases that are needed to test the method comprehensively.
The formula for calculating the cyclomatic complexity is the number of edges minus the number of nodes plus 2.
A method with a low cyclomatic complexity is generally 
Component Static Complexity
The second approach used in order to measure the complexity of each component is CSC. CPC only focuses on the number of classes, interfaces, methods, and parameters declared in a component, while CSC focuses on how complex the component's the internal structure.
CSC is a metric that measures the complexity of internal structure in a component with a static view. Therefore, the static complexity of each component is calculated by counting relationships among classes contained in a component. We define the CSC as following formula: There are four relationships between classes as UML specification.
[4] According to accessibility between classes, the size of weight vale for the relationships is defined. We give the weight value as following priority:
Dependency<Aggregation<Generalization<Aggregation <Composition.
On counting relationships, if there are n-ary relationships among classes, n-ary relationship should be converted into binary relationship.
Component Dynamic Complexity
The third approach used in order to measure the complexity of a component is CDC. 
Component Cyclomatic Complexity
The fourth approach used in order to measure the complexity of a component is CCC. ] is referred to [9] . The formula for calculating the cyclomatic complexity is the number of edges minus the number of nodes plus 2.
[ Fig. 1 
] Example of Cyclomatic Complexity
For a sequence where there is only one path, no choices or option, only one test case is needed. An IF loop however, has two choices, if the condition is true, one path is tested; if the condition is false, an alternative path is tested. Figure 1 shows examples of calculations for the cyclomatic complexity for four basic programming structures. 
Measuring the Customizability
Measuring the Reusability
We propose two approaches to measure the reusability of component in this paper. The one is a metric that measures how a component has reusability, while the other is a metric that measures how a component is reused in a particular application.
The first approach is component itself reusability (CR).
CR metric may be used at design phase in a component development process. CR is calculated by dividing sum of interface methods providing commonality functions in a domain into the sum of total interface methods. We define the CR as following formula: 
Case Study
This is the conclusions for our paper.4. Case Study and Assessment
In order to measure complexity, reusability, customizability, we apply proposed metrics into several projects proceeded in the banking domain. The reason is that because various components for the same purpose may be developed in the same domain, we may measure the complexity, customizability, and reusability of components. In this chapter, we demonstrate the measurement results by applying metrics into component design and implementation. Also, we discuss the difference of between existing metrics and proposed metrics.
We will estimate the costs and effort for component development or component-based software development through measurement results obtained using the previous metrics. Furthermore, we measure the component's quality when we register developed components in component repository. Figure 3 . [ Table 3 ] Customization Methods
Measurement Results of Complexity
Measurement Results of Reusability
We measure the reusability by using CRLFunc and 
Assessment
In this section, we discuss different metrics proposed in this paper to measure component's quality and their pros and cons. Table 4 lists approaches and factors to measure component's quality.
[Table 4] Comparisons of Different Metrics
As shown in Table 4 , the number of factors of metrics applied in design time is fewer than the number of factors of metrics applied in implementation time. Therefore, measurement results of complexity or reusability by using CCC and CRLLOCs are more accurate than of by using CPC, CSC, CDC, and CR.
However, we estimate the size of component, costs, or efforts required in component development or component-based software development because CPC, CSC, CDC, and CR may be measured early in CBD.
[ Table 5 Table 5 . 
Concluding Remarks
In this paper, we have measured the complexity, customizability, and reusability of components produced 
