This paper describes algorithms for automated design of rotary-platen type of multi-shot molds for manufacturing multi-material objects. The approach behind our algorithms works in the following manner. First, we classify the given multi-material object into several basic types based on the relationships among different components in the object. For every basic type, we find a molding sequence based on the precedence constraints resulting due to accessibility and disassembly requirements. Then, starting from the last mold stage, we generate the mold pieces for every mold stage. We expect that algorithms described in this paper will provide the necessary foundations for automating the design of rotary-platen molds.
INTRODUCTION
Multi-shot molding processes allow designers to select different materials for different portions of objects, thus help to improve material-function compatibility for the overall object. Moreover, a multi-material object is produced as an integrated piece, thus it eliminates the assembly process. Figure 1 shows several multi-material objects made by commercially available injection molding processes. Based on the transfer method between two successive stages, the multi-shot process has three different types: rotary-platen, index-plate and core-toggle. Mold geometries for the three types are significantly different. This paper focuses on the mold design problem for the rotary-platen type of multi-shot injection molding.
Figure 2 illustrates a rotary-platen type of two-shot injection molding process for manufacturing a two-material object shown in Figure 2 (a). This machine has two separate injection units, one for each material. Two materials are injected into their respective cavities in two different stages (Figure 2(b) ). The first material m 1 is injected into the first cavity to form the first component of the object. The second material m 2 is injected through the second injection unit into the second cavity of the mold and over the partially finished object from the first stage. After the object solidifies, the mold is opened. The finished two-material object in the second cavity is removed (Figure 2(c) ). The rotary-platen is then rotated (Figure 2(d) ) about a horizontal axis so that the cavity positions are interchanged (Figure 2 (e)). The mold is then closed. This brings the mold system to the stage shown in Figure 2 (b) and hence completes one mold cycle. This process (b)→(c)→(d)→(e) is repeated automatically in the two-shot injection molding machine to make two-material objects. Three-shot and four-shot injection molding machines are also available to manufacture three-material and four-material objects respectively.
Multi-shot molds are significantly more complex than the traditional molds. Currently available software tools for mold design cannot assist in the design of multi-shot molds. Therefore, designing multi-shot molds for producing a geometrically complex multi-material object is a very time-consuming task. This paper describes geometric algorithms for automated design of molds based on rotary-platen type of multi-shot molding process. The basic approach behind the algorithms described in this paper works in the following manner. First, we classify the multi-material object into several basic types based on the relationships among different components in the object. For every basic type, we find a molding sequence based on the precedence constraints resulting due to accessibility and disassembly requirements. Then, starting from the last mold stage, we generate the mold pieces for every mold stage.
The remaining sections in this paper have been organized in the following manner. Section 2 presents an overview of the related work in the mold design area. Section 3 presents the basic definitions and problem formulation for the topic being covered in this paper. Section 4 describes the algorithm for determining the molding strategy. Section 5 describes the algorithms for generating multi-stage molds. Section 6 describes the algorithms for designing mold for single material components. Section 7 provides the soundness proofs for the mold design algorithms described in this paper. Section 8 describes a prototype system based on these algorithms. Finally, Section 9 presents the concluding remarks.
RELATED WORK
In this section, we first present basic terminology associated with the mold design. The mold opening direction is a direction along which the main mold pieces are separated from the injection-molded component. Usually a pair of opposite unit vectors {+d,−d} defines the mold opening direction. Parting surface is the contact surface of the two main mold pieces. Parting lines are the closed curves on the surface of the component that divide the faces of the component into two sets: the faces of one set can be accessible from +d, and the faces of another set can be accessible from -d. Figure 3 shows a single material component and a mold to produce it. This figure also shows the mold opening direction, the parting lines, and the parting surface for this component.
Many previous approaches for finding a mold opening direction are based on the notion of concave regions and visibility maps [Chen93, Wein96, Chen01, Chen02] . The concave regions on a component restrict the directions along which the mold halves can be separated. The convex hull of the component is used to decompose the component geometry into concave and convex regions. A visibility map is then constructed for each concave region to determine the possible mold opening directions. This approach attempts to form a whole concave region by a single mold piece. Therefore, it may not work when the concave region has to be decomposed.
Hui and Tan heuristically generated a set of candidate mold opening directions that consisted of planar face normals and axis of cylindrical faces [Hui92] . Based on the observation that the face normals of the openings of the cavity solid (pocket in [Chen93] ) determine a zone of possible directions for clearing the corresponding undercut. Hui [Hui97] added more directions to the set of candidate mold opening directions by using normals to the cavity opening faces (lid faces in [Chen93] ). However, the heuristically found set of candidate mold opening directions may not be complete.
In contrast to the approaches described above, a different type of approach has been developed that makes use of feature recognition techniques to detect undercuts [Fu99, Yin01, Lu00] . A feature may be explicitly an undercut, or just a combination of certain types of surfaces. However, due to difficulties associated with recognizing interacting features, algorithms based on feature recognition techniques cannot handle arbitrarily complex components.
For complex polyhedral geometries, Tan proposed a method to find parting lines [Tan88] . This method first finds all the faces of the polyhedral component that are visible along a given mold opening direction. Then the boundary of the union of these visible faces are extracted and classified into outer loop and inner loops if through holes exist. These outer loop and inner loops will be used as the parting lines. We will utilize this method for generating approximate parting lines (see Section 6). The parting surface is generated by the following method. First the parting lines of outer loop are extended outward. Second, inner loops are filled by triangles. Finally, these parting surfaces are used to decompose the gross mold of the polyhedral component to generate the mold pieces. This algorithm does not utilize curved parting surfaces and thus can only work on polyhedral component. Nee et al. [Nee98] use a similar approach of extruding the parting lines to create the parting surface.
Priyadarshi and Gupta presented a method for multi-piece permanent mold design [Priy03] . This method utilizes a polyhedral representation of the component. Their method for finding mold opening directions is based on global accessibility analysis [Dhal03] . The component boundary is divided into different regions called mold-piece regions. A mold-piece region is a connected set of facets that can be formed by a single mold piece and is accessible from a common direction. Out of all mold-piece regions, minimum number of mold-piece regions is selected such that the entire component boundary is covered. After minimum number of moldpiece regions has been identified, mold pieces are finally constructed.
Dhaliwal et al. presented a feature-based approach to solving the problem of automated design of multi-piece sacrificial molds [Dhal01] . Huang et al. described an algorithm based on accessibility-driven partitioning approach to design multi-piece sacrificial molds [Huan03] for arbitrarily complex components. However, these methods cannot be used for creating permanent molds.
Kumar and Gupta developed an algorithm for designing multi-stage molds [Kuma02] . In order to find a feasible mold stage sequence, this algorithm decomposes the multi-material object into a number of homogeneous components to find a feasible sequence of homogeneous components that can be added in a sequence to produce the desired multi-material object. When an object-decomposition has been found that leads to a feasible stage sequence, the gross mold for each stage is computed and decomposed into two or more pieces to facilitate the molding operation. Novel features of this algorithm include: (1) it finds multiple partitioning planes to perform partitioning on the mold pieces, (2) it performs object and mold decomposition needed to ensure the assembly and disassembly of mold pieces during mold stage assembly, and (3) it generates the complete molding sequence of the multi-stage molds. It specifies the mold pieces to be added and to be removed from the previous stage to produce the mold assembly at each stage. Limitations of this algorithm are as following. First, the contact between homogenous components is assumed to be through planer faces. This limits the types of material interfaces in the multi-material object that can be currently handled by this algorithm. Second, the object decomposition algorithm does not always find a feasible object partitioning sequence because it only decomposes components along the material interfaces.
DEFINITIONS AND PROBLEM FORMULATION

Definitions
In this section we present the definitions that are needed to describe the algorithms in this paper.
• A lump represents a connected 3D solid made of a single material. In this paper all solids consist of a single lump.
• A shell is a connected set of faces bounding a finite volume. A solid has an outer shell that defines the outer boundary of the solid. If it has any void, then the void is bounded by internal shell.
• A solid c 1 is disassemblable from another solid c 2 along unit vector v if the swept solid w resulting from the translation of c 1 along v does not intersect with the interior of c 2 .
• Gross mold of a component is a connected solid found by subtracting the component from an oriented enclosing cuboid (mold enclosure).
• Gross object is the solid that represents the union of various components in the multimaterial object.
• To make a multi-material object, the number of required stages and the molding sequence need to be determined. The combination of the information consisting of the number of required stages and the fabrication sequence is called molding strategy.
Problem Statement
Problem: Given a multi-material object, design a multi-stage mold for the rotary-platen process.
In this paper, we only consider two-material two-lump objects.
Input:
The assembly of a multi-
A multi-material object can be modeled as an assembly of homogenous components. Each component l i of the object assembly is represented as a solid model and has a material attribute m i associated with it. The material attribute m i defines the material type of each homogenous component.
Output:
Mold stage sequence T = {t 1 , t 2 ,…, t n }, where each t i is defined by (for a two-material object n = 2 or 3 depending upon the geometry of the object and the selected strategy):
1. The mold assembly used in the stage t i , which includes: common piece M c , changing piece M i , and a set of side cores R. Input Restrictions:
1. The object should have only two connected lumps, each of a different material.
2. The gross object should not have any internal shell.
3. The gross object should be moldable by a mold consisting of two main pieces and zero or more side cores.
Overview of Approach
The mold design algorithm consists of the following two main steps: • Step 1: Determine Molding Strategy. Depending on the relationship of the two lumps, we determine the number of mold stages and fabrication sequence that will be required to mold a given object. Algorithms for this step are described in Section 4.
• Step 2: Generate Mold Stages. Two different algorithms have been developed to solve each of the two molding strategies. These algorithms are called GENERATE-TWO-STAGES and GENERATE-THREE-STAGES and are described in Section 5. Once the molding strategy has been identified for a given object, the corresponding algorithm is called in this step to generate the molding stages for the object. Algorithms for generating different mold stages need to generate mold pieces for a lump or the gross object as an intermediate step. These algorithms are described in Section 6.
DETERMINING MOLDING STRATEGY
For a two-material two-lump object, the molding strategy consists of strategy type (s t ) and starting lump (l s ). The starting lump is the lump made in the first stage completely or partially. The following are two possible molding strategies for the rotary-platen process to create a twomaterial object:
• Molding Strategy 1: This molding strategy requires two stages to make the object. Each lump is made completely in each stage. In this strategy, the two lumps should be disassemblable from each other in the geometric sense.
• Molding Strategy 2: The required number of stages is three. In this molding strategy, a portion of the first lump will be made in the first stage, second lump will be made completely in the second stage and the remaining portion of the first lump will be completed in the third stage.
The algorithm for determining the molding strategy called DETERMINE-MOLDING-STRATEGY is described below. This algorithm calls another algorithm FIND-MOLD-OPENING-DIRECTIONS described in Section 6 to check if a lump can be made by mold without side core. (i.e., whether a lump is completely contained in another lump).
Algorithm
• DISASSEMBLY-ANALYSIS: The contacting faces of the two lumps are faceted first, and then the method described in [Woo91] is used to perform disassembly analysis. Since the method described in [Woo91] only ensures infinitesimal displacement, we create the swept volume of the components by sweeping components along possible disassembly directions and perform intersection tests to ensure global disassembly.
GENERATING MOLDING STAGES
This section describes algorithm GENERATE-MOLD-STAGES for generating molding stages based on the output of algorithm DETERMINE-MOLDING-STRATEGY. According to the strategy type (s t ), the following two algorithms are used to generate mold stages: GENERATE-TWO-STAGES and GENERATE-THREE-STAGES. These algorithms call algorithm FIND-MOLD-OPENING-DIRECTIONS or FIND-MOLD-OPENING-DIRECTIONS-WSC (described in Section 6) to find the mold opening direction set; and call algorithm GENERATE-MOLD-PIECES or GENERATE-MOLD-PIECES-WSC (described in Section 6) to generate the mold pieces. Algorithm GENERATE-MOLD-STAGES is described below. Compute T by calling algorithm GENERATE-THREE-STAGES. 3. Output T.
Algorithm GENERATE-MOLD-STAGES
Two-Stage Mold Design Algorithm
In this section, we describe the algorithm GENERATE-TWO-STAGES for generating mold stages for molding strategy 1. First we get the mold pieces for the gross object, which will also be the mold pieces for the second stage. Then, the mold pieces for the first stage are generated based on the second stage mold pieces. Steps in this algorithm are described below. 
i. Select d from D along which the projected area of the gross object is the largest. d will be the mold opening direction. ii. Create solid E, which is the mold enclosure, and orient it along d. iii. Create solid g o , which is the gross mold for gross object o, by subtracting o from E. iv. Get mold pieces (g 1 , g 2 , R) for the gross mold by calling GENERATE-MOLD-PIECES or GENERATE-MOLD-PIECES-WSC.
(g 1 will be the piece that will interfere with l 2 while l 2 is disassembled from l 1 ; R = ∅ if no side core is needed.)
Object cannot be produced by rotary-platen process; exit. 6. Output T.
An example that illustrates various steps of the algorithm GENERATE-TWO-STAGES is shown in Figure 5 . For this object, the two components can be disassembled from each other along d s (shown in Figure 5 
Three-Stage Mold Design Algorithm
In this section, we describe an algorithm GENERATE-THREE-STAGES that generates mold stages for molding strategy 2. The algorithm works in the following manner. First, the candidate mold opening direction sets are found for both the second lump and the gross object. Mold pieces are then generated for both the gross object and the second lump. The final mold pieces are then generated by performing Boolean operations on these mold pieces. Steps in this algorithm are described below. 
Algorithm GENERATE-THREE-STAGES
It should be noticed that for the objects in which one lump completely contains another lump, depending upon the object shape, co-injection molding process could be used instead. The mold design for the co-injection molding process is usually much simple, and the problem of possible cracks between the interface of the 1 st and 3 rd stage materials can be avoided.
GENERATING MOLD PIECES
Most existing algorithms for generating mold pieces work on polyhedral components. If the component geometry includes curved faces, a polyhedral approximation is used to generate mold pieces. In many situations faceting a component with high accuracy results in acceptable solution for these algorithms. However, for multi-stage mold design problems, these algorithms may have difficulties in certain cases. The reason is that the mold cavities may include gaps or extra material due to faceting errors. This causes undesired geometries at the interfaces in multimaterial objects. Complex interfaces are more prone to such errors. Therefore it is necessary to develop a new algorithm that can be used to generate mold pieces for component with curved faces by utilizing exact component geometry.
Our new algorithm for mold piece generation, first utilizes Tan's method [Tan88] to get approximate parting lines using polyhedral approximation, then it generates possible parting surfaces by utilizing these approximate parting lines and exact faces of the component. The final mold pieces are obtained by first decomposing the gross mold with these possible parting surfaces into a set of solids, and then combining the decomposed solids based on their relationships with the component to be molded. The new algorithm significantly improves the mold piece generation process by utilizing the exact component geometry and significantly expands our ability to handle more complex interface geometry.
Finding Mold Opening Directions and Mold Pieces Without Requiring Use of Side Core
This section describes an algorithm for generating mold pieces for single material components with curved faces if side core is not needed. The basic idea behind the algorithm is as following. First, a set of surfaces, including necessary surfaces and spare surfaces, is determined based on the position of the approximate parting lines and the exact geometry of faces of the component. Then, these surfaces are used to decompose the gross mold into a set of solids. All the solids are classified into several categories based on their disassemblability characteristics from the component to be molded. Those solids that cannot be disassembled are further decomposed. Finally, combining different solids together generates mold pieces.
The algorithm for finding mold opening direction set is based on global accessibility analysis for each facet of the component. The algorithm for finding mold opening direction set for single material component is described below. If D is empty, then the algorithms fails to find any mold opening direction, and the component cannot be made by mold without side core.
Algorithm FIND-MOLD-OPENING-DIRECTIONS
Algorithm for generating mold pieces is described below.
Algorithm: GENERATE-MOLD-PIECES
1. Initialize necessary surface set S n = ∅, and spare surface set S p = ∅. 
For most commonly found components, Step 14 is not needed because the surfaces in S n and S p are sufficient to decompose the gross mold into disassemblable solids. But for really complex component, some solids may need to be further decomposed in Step 14.
Algorithm GET-APPROX-PARTING-LINES in
Step 2 above is obtained based on Tan's algorithm for generating parting lines for polyhedral component [Tan88] . Algorithm GET-APPROX-PARTING-LINES can be used to generate the approximate parting lines L for a polyhedron q based on a mold opening direction d. For a component p with curved faces, the corresponding polyhedron q is generated by faceting p. The faceting is done in such a way that all the vertices of q are on the original faces of p. It should be noticed that the polyhedron q is used only for finding mold opening direction and approximate parting lines. For generating the mold pieces, the exact component geometry is used. The idea behind the algorithm GET-APPROX-PARTING-LINES is the following. First, for the polyhedron q and a given mold opening direction d, the faces of q whose normals point away from +d are removed. In addition, the user can optionally remove any subset of vertical faces. Then the extreme boundaries (both inner and outer) of the remaining faces are determined, which is also the approximate parting lines L. Finally, the parting lines L are classified into outer loop L po and inner loops L pi . Figure 6 shows an illustration of various steps in algorithm GENERATE-MOLD-PIECES.
If the algorithm FIND-MOLD-OPENING-DIRECTIONS fails to find any mold opening direction, then the component cannot be made by mold without using side core. In this case, the algorithms FIND-MOLD-OPENING-DIRECTIONS-WSC and GENERATE-MOLD-PIECES-WSC will be used. These two algorithms are described in Section 6.2.
Since the approximate parting lines L are generated based on the polyhedron model, some solids in Step 14 generated by decomposing the solids in Dis_None might not be disassemblable in geometric sense from original component because of the obstruction by a very small volume. However, if faceting is done with sufficiently high accuracy, then this error can be ignored.
Finding Mold Opening Directions and Mold Pieces Requiring Use of Side Core
The algorithm for finding mold-opening directions in presence of side cores is described below. If D is empty, then the algorithm fails to find any mold opening direction, i.e., the component cannot be made by a mold with orthogonal side core. In the 2 nd step, the concave regions for the polyhedron q can be detected by subtracting q from its convex hull. Similar to the algorithm FIND-MOLD-OPENING-DIRECTIONS, this algorithm is also based on face global accessibility analysis. The mold opening direction optimization based on minimizing number of side cores is not considered, because we are interested in producing a set of mold opening directions so that more choices exist for finding molding directions in the multi-stage mold design algorithm. Algorithm GENERATE-MOLD-PIECES-WSC described below is used to generate mold pieces for a single material component that needs side cores. For components that need side core, this algorithm only considers side cores of the cylindrical shape. This algorithm can be easily extended to generate side cores of other shapes. The main steps for creating side cores based on undercut features are illustrated in Figure 7 .
Algorithm: FIND-MOLD-OPENING-DIRECTIONS-WSC
Algorithm: GENERATE-MOLD-PIECES-WSC
SOUNDNESS PROOFS FOR ALGORITHMS
Lemma 1: If a solid c 1 can be disassembled from another solid c 2 along unit vector v, then any portion c (i.e., subset) of c 1 can be disassembled from c 2 along v.
Proof: Let w be the swept solid formed when c is swept along v, and let w 1 be the swept solid formed when c 1 is swept along v. Since c 1 is disassemblable from c 2 , w 1 will not intersect with the interior of c 2 . w is a subset of w 1 . Therefore w will not intersect with the interior of c 2 either, i.e., c can be disassembled from c 2 along v. This completes the proof for Lemma 1. We will prove this lemma by contradiction. Let us assume that c cannot be disassembled from p along either +d or -d. Contrary to the statement of this lemma, let us assume that no parting line in L is partially or completely contained in w. Since w is obtained by sweeping c along +d by a distance greater than the extent of p, so there are only the following two cases under which w will not partially or completely contain any parting line in L.
• No portion of c is below F b .
• If we project L and c onto a plane perpendicular to d, then the projection of c is completely inside the projection of L.
We will now prove that none of the above two cases is possible. Let us consider the first case. Because c does not intersect with p and p does not have undercut features along d, so if no portion of c is below F b , then no portion of c is below F a either, such that translating c along +d will not intersect with p. Therefore, c can be disassembled from p along +d. This contradicts the condition that c cannot be disassembled from p either along +d or -d.
Let us now consider the second case. Since c cannot be disassembled from p either along +d or -d, and p does not have undercut features along d, therefore some portion of c is above F a and some portion of c is below F b . Since the projection of c is completely inside the projection of L on the plane perpendicular to d, and L is the boundary of both F a and F b , therefore the portion above F a is not connected with the portion below F b . However, this cannot be true for a solid since we only allow solids consisting of a single lump. This shows that the second case is impossible as well.
We showed that the both cases under which c cannot be disassembled from p either along +d or -d and yet w does not partially or completely contain any line in L lead to contradiction. Therefore, we conclude that if c cannot be disassembled from p along either +d or -d, then there exists at least one parting line l pi in L that is partially or completely contained in w. This completes the proof for Lemma 2.
Lemma 3:
If c is a solid in set Dis_None before executing Step 14 of algorithm GENERATE-MOLD-PIECES, then Step 14 will decompose c into a set of solids such that each solid can be disassembled from p along +d or -d.
Proof:
Since c is a solid in Dis_None at the beginning of Step 14 of Algorithm GENERATE-MOLD-PIECES, so c cannot be disassembled from p along either +d or -d. As the input to the algorithm GENERATE-MOLD-PIECES, component p should not have any undercut feature along d. Therefore, based on Lemma 2, there must exist at least one parting line partially or completely contained in w, which is obtained by translating c along +d by a distance greater than the extent of p.
For each parting line l pi partially or completely contained in w, algorithm GENERATE-MOLD-PIECES creates a plane e i such that e i passes through l pi and parallel to d i = d × d l , where d l is the direction of the parting line l pi .
Step 14 of algorithm GENERATE-MOLD-PIECES uses e i to decompose c into solids c 1 and c 2 , while c 1 is above e i , and c 2 is below e i . Since c 1 and c 2 were created by e i , they can only touch e i but cannot intersect e i . If we create a solid w 1 by sweeping c 1 along +d by a distance greater than the extent of p, then w 1 does not partially or completely contain l pi . A similar condition holds for c 2. The decomposition process is continued based on the other parting lines partially or completely contained in w, and finally we get a set of solids C s . Let c ' be a solid in C s . If we create solid w ' by translating c ' along +d by a distance greater than the extent of p, then w ' will not contain any line in L partially or completely. Therefore, using the statement of Lemma 2 in reverse direction, we can conclude that each solid in C s can be disassembled from p along either +d or -d. This completes the proof for Lemma 3.
Lemma 4: Let g a be the union of all solids in Dis_Positive, and g b be the union of all solids in Dis_Negative in Step 16 of the algorithm GENERATE-MOLD-PIECES. g a and g b will satisfy the following two conditions: (1) g a can be disassembled from p along +d and (2) g b can be disassembled from p along -d.
Proof: Let c 1 , c 2 , and c 3 be three solids. If c 1 can be disassembled from c 3 along unit vector v and c 2 can be disassembled from c 3 along v, then union of c 1 and c 2 can be disassembled from c 3 along v. Using this property we can see that since g a is the union of a set of solids that can be disassembled from p along +d, so g a can also be disassembled from p along +d. Similarly, g b can be disassembled from p along -d. This completes the proof for Lemma 4.
Lemma 5: Let g 1 and g 2 be the two mold pieces created as output of Step 18 of the algorithm GENERATE-MOLD-PIECES. g 1 and g 2 will satisfy the following three conditions: (1) g 1 can be disassembled from g 2 along +d, (2) g 1 can be disassembled from p along +d, and (3) g 2 can be disassembled from p along -d.
Proof: g 1 and g 2 are created based on g a and g b , which are generated in Step 16. Two different methods are used to create g 1 and g 2 from g a and g b . For each of these methods, we will prove that g 1 and g 2 satisfy the conditions of Lemma 5.
Let us consider the first method. In this case g a cannot be disassembled from g b along +d. Let w be the solid corresponding to the swept body of g a along +d and i s = w ∩ g b in Step 17. From Lemma 4, we know g a can be disassembled form p along +d. Therefore, w does not intersect with p. i s is a subset of w, therefore i s does not intersect p. If we sweep i s along +d, the resulting solid will be subset of w and will not intersect with p. Therefore i s can be disassembled from p along +d. g 1 is the union of i s and g a . i s and g a can be disassembled from p along +d, therefore g 1 can be disassembled from p along +d. g 2 is obtained by subtracting i s from g b and it does not contain the portion that intersects with w. Therefore g a can be disassembled from g 2 along +d. i s is a subset of w and w does not intersect with g 2 , therefore i s does not intersect with g 2 when i s is swept along +d. Hence i s can be disassembled from g 2 along +d. Therefore, g 1 which is a union of i s and g a can be disassembled from g 2 along +d. This shows that Condition (1) is satisfied. Since g a can be disassembled from p along +d and i s can be disassembled from p along +d. Therefore g 1 can also be disassembled from p along +d. This shows that Condition (2) is satisfied. g 2 is obtained by subtracting i s from g b , so g 2 is a subset of g b . Since g b can be disassembled from p along -d. So based on Lemma 1, g 2 can also be disassembled from p along -d. This shows that Condition (3) is satisfied.
Let us now consider the second method. In this case, since g a can be disassembled from g b along +d and g 1 = g a , g 2 = g b , therefore g 1 can be disassembled from g 2 along +d. Hence Condition (1) is satisfied. Based on Lemma 4, g 1 can be disassembled from p along +d, and g 2 can be disassembled from p along -d. This shows that Condition (2) and Condition (3) are satisfied.
This completes the proof for Lemma 5.
Proposition 1: If a mold opening direction d is found by algorithm FIND-PARTING-DIRECTIONS for a component p to be molded without using side core, then algorithm GENERATE-MOLD-PIECES will generate mold pieces g 1 and g 2 , which will satisfy the following three conditions:
1. g 1 can be disassembled from g 2 along +d.
2. g 1 and g 2 can be disassembled from p along +d and -d respectively.
3. Cavity formed by the union of g 1 and g 2 is exactly the shape of p.
Proof: Lemma 3 shows that if Dis_None is not empty at the beginning of Step 14 of algorithm GENERATE-MOLD-PIECES, then after decomposition in Step 14 Dis_None is empty.
Since all the solids in other three sets Dis_Positive, Dis_Negative and Dis_Both are used for constructing g 1 and g 2 , hence, the union of g 1 and g 2 is exactly the same as the gross mold g. And since g is obtained by subtracting p from the mold enclosure, therefore cavity formed by g 1 and g 2 is exactly the shape of p. This shows that Condition 3 is satisfied.
Lemma 5 shows that Condition 1 and 2 are satisfied for g 1 and g 2 . This completes the proof for Proposition 1.
Proposition 2:
The mold pieces g 1 and g 2 , and side cores R generated by algorithm GENERATE-MOLD-PIECES-WSC will satisfy the following conditions:
3. Cavity formed by the union of g 1 , g 2 and side cores in R is exactly the shape of p.
4. Side cores in R can be disassembled from the sub-assembly of g 1 , g 2 , and p.
Proof: The union of g 1 and g 2 is g ' . The union of g ' and side cores in R is exactly the same as the gross mold g. Therefore, the union of g 1 , g 2 and side cores in R is the gross mold g. Since g is obtained by subtracting p from mold enclosure, therefore cavity formed by g 1 , g 2 and side cores in R is exactly the shape of p. This shows that Condition 3 is satisfied.
The side cores are generated by Step 2 of the algorithm GENERATE-MOLD-PIECES-WSC through sweeping operation (equivalent of disassembly operation). Therefore the disassembly of the side cores from p and other mold pieces is guaranteed. This shows that Condition 4 is satisfied.
Based on Lemma 5, two mold pieces g a and g b generated in
Step 7 of the algorithm GENERATE-MOLD-PIECES-WSC can meet following conditions: (1) g a can be disassembled from g b along +d, and (2) g a and g b can be disassembled from p ' along +d and -d respectively. Since the mold pieces g 1 and g 2 in Step 9 are obtained by subtracting side cores R from g a and g b , i.e., g 1 and g 2 are portions of g a and g b respectively, so g 1 can be disassembled from g 2 along +d based on Lemma 1. This shows that Condition 1 is satisfied. Similarly, since p is a portion of p ' , so g 1 and g 2 can also be disassembled from p along +d and -d respectively based on Lemma 1. This shows that Condition 2 is satisfied.
This completes the proof for Proposition 2.
Proposition 3: Let d be the mold opening direction in algorithm GENERATE-TWO-STAGES. The multi-stage mold T generated by GENERATE-TWO-STAGES will satisfy the following conditions:
1. For each stage, M i can be assembled to and disassembled from M c along +d.
2. For each stage, M i can be assembled to and disassembled from the partially finished or final object along +d.
3. After the final stage, the final object can be disassembled from M c along +d.
4. If side cores are used, then after the final stage, each side core in R can be disassembled from the union of M 2 , M c , and the final object along a direction perpendicular to the mold opening direction.
Proof:
If a solid c can be disassembled from an assembly A, then it can also be assembled to A. As proved in Propositions 2, the disassembly of the side cores is guaranteed by the algorithms GENERATE-MOLD-PIECES-WSC. This shows that Condition 4 is satisfied.
This completes the proof for Proposition 3.
Proposition 4: Let d be the mold opening direction used in algorithm GENERATE-THREE-STAGES. The multi-stage mold T generated by GENERATE-THREE-STAGES will satisfy the following conditions:
4. If side core is used, then after the final stage, the side core of R can be disassembled from the union of M i , M c , and the final object along a direction perpendicular to the mold opening direction.
Proof: The proof for Proposition 4 is similar to the proof of Proposition 3. Therefore for reason of brevity, we omit the proof for Proposition 4.
Proposition 5:
The number of stages produced by the algorithm DETERMINE-MOLDING-STRATEGY is the minimum possible.
Proof: For any two-material object, we will need at least two stages to make it since different materials have to be injected in different stages. So for the cases in which our algorithm returns a two-stage solution, this solution is optimal. Now we will show that when our algorithm returns a three-stage solution, the object cannot be molded in less then three stages. Our algorithm returns three-stage solution in the following cases:
• One lump is completely inside another lump: Let us suppose l b is completely inside l a . If we mold l a first, the placeholder for l b (i.e., the mold pieces that is occupying the space of l b ) cannot be taken out of l a . If we make l b first, then l b cannot be kinematically constrained by the mold pieces required to mold l a . Therefore such objects cannot be made in two stages and hence the three-stage solution returned by our algorithm is the solution with the minimum number of stages.
• Two lumps are partially contained in each other and they are not disassemblable from each other: For this case, no lump can be made completely in the first stage. Imagine, if one lump is completely finished in the first stage, then there will be two possible problems. The mold pieces after the first stage cannot be removed from the partially finished object. Alternatively, the mold pieces cannot be removed from the final object. At least one of the two problems will happen because the second lump is one portion of the mold pieces for the first stage. Since the two lumps cannot be disassembled from each other, the mold pieces cannot be removed from the lump, either after the first stage or second stage. Since no lump can be made completely in the first stage, the object cannot be made by two stages. Therefore, the three-stage solution returned by our algorithm is the solution with the minimum number of stages.
This completes the proof for Proposition 5.
IMPLEMENTATION AND EXAMPLES
A prototype system has been developed based on the algorithms described in this paper for designing rotary-platen type multi-shot molds. The system is implemented using VC++/MFC and ACIS geometric kernel. Mold opening direction d consists of a pair of opposite unit vectors {+d,−d}. Therefore, +d or −d can be used for mold piece generation. The final mold pieces based on these two different choices might be different. Therefore, our system allows the user to select the unit vector to be used during mold generation.
To illustrate the capabilities of algorithms GENERATE-MOLD-PIECES and GENERATE-MOLD-PIECES-WSC, we have tested our implementation with several single material components. For the component shown in Figure 8 , the algorithm FIND-MOLD-OPENING-DIRECTIONS fails to find a mold opening direction, so the algorithms FIND-MOLD-OPENING-DIRECTIONS-WSC and GENERATE-MOLD-PIECES-WSC are called to generate the mold pieces with side cores. The computation time for generating the mold pieces for the component shown in Figures 8 is 70 seconds on a 2.1 GHz Pentium 4 machine with 1GB RAM (all subsequent computational results are reported for this machine).
To illustrate the capabilities of algorithms GENERATE-TWO-STAGES, we have tested our implementation with several multi-material objects. Figures 5 and 9 show two examples of multi-material objects. The computation time for generating the two-stage mold for the objects shown in Figures 5 and 9 is less than a minute.
CONCLUSIONS
This paper describes geometric algorithms for generating mold stages for rotary-platen type multi-shot process. Algorithms described in this paper present a significant improvement over the algorithm described in [Kuma02] in the following ways. First, constraints for the rotaryplaten process are used in generating molding stages, such that the generated mold can be used in an industrial process. Second, significantly more complex curved interfaces can be handled by using the exact component geometry in generation of parting surfaces. Third, the disassemblability of the generated mold pieces is guaranteed. In addition to describing the algorithms, this paper also presents soundness proofs for these algorithms. Based on these algorithms we have implemented a system and have tested our implementation successfully with a numbers of different two-material objects.
In addition to be being useful in rotary-platen mold design, algorithms GENERATE-MOLD-PIECES and GENERATE-MOLD-PIECES-WSC can be used to design traditional injection molds for single material components. These algorithms are based on a novel concept that utilizes partitioning of the gross mold by surfaces and combine the resulting solids to form the final mold pieces. We have tested our implementation successfully with a numbers of different single material components.
We expect that the algorithms described in this paper will provide the necessary foundations for automating the design of rotary-platen molds and therefore will help in significantly reducing the mold manufacturing lead-time associated with these types of molds.
Our current algorithms have the following limitations:
• The types of material in the object cannot be more than two. This limitation can be overcome by generalizing the classification scheme and developing multi-stage strategies.
• The mold pieces generated by our algorithm may not have the optimal shape. For example, it is desirable to have mold pieces that minimize the mold opening distance. Currently we use a heuristic to attach the solids in set Dis_Both to set Dis_Positive or Dis_Negative. Therefore, the resulting mold pieces may not be optimal. This limitation can be overcome in the following manner. Instead of using heuristics, state space search can be used to explore different alternative ways of combining the solids from the set Dis_Both such that the resulting mold pieces have the optimal shape. 
