Research in NMR has focused largely on the idea of representing knowledge about the world via rules that are generally true but can be defeated. Even if relational databases are nowadays the main tool for storing very large sets of data, the approach of using non-monotonic formalisms as relational database query languages has been investigated to a much smaller extent. In this work we propose a novel application of default logic by introducing a default query language (DQL) for nite relational databases, which is based on default rules. The main result of this paper is that DQL is as expressive as SO 98 , the existential universal fragment of second order logic. This result is not only of theoretical importance: We show queries {which are useful in practice{ that can be expressed with DQL and cannot with other query languages based on non-monotonic logics such as DATALOG : stable . Another result in this paper concerns the combined complexity of DQL, i.e., when it is assumed that the query is part of the input; for this problem, NEXPTIME NP -completeness is shown.
INTRODUCTION
For the purpose of Knowledge Representation, nonmonotonic reasoning (NMR henceforth) formalisms can be used in two di erent ways:
as languages for representing knowledge about the world, via rules that are generally true but can be defeated. Retrieving information from a nonmonotonic knowledge base of this kind amounts to prove a theorem.
As an example, we can use default logic to state that \birds generally y". In order to prove that Tweety the bird ies we try to prove that a speci c formula follows {in the default logic semantics{ from the set of general rules plus a set of speci c facts; as relational database query languages. Retrieving information amounts to computing the set of tuples belonging to an intensional relation, starting from some extensional relations.
As an example, we can query a relational database by means of a DATALOG : program {i.e., a DATALOG program with negated literals in the body of the rules{ equipped with a speci c semantics for negation. Research in NMR has focused largely on the former idea, and remarkable results about the computational complexity of several formalisms have been obtained by many authors (cf. Cadoli and Schaerf1993] for a survey on this topic). Even if relational databases are nowadays the main tool for storing very large sets of data, the latter approach has been investigated to a much smaller extent. One of the most important aspects of a query language for relational databases is its expressive power, i.e., the set of relations that we can compute by querying. The expressive power of relational database query languages has been studied for some twenty years now (cf. Kannelakis1990] ). Research has focused mainly on monotonic query languages, i.e., languages such that if the extensional relations grow then the intensional ones grow as well. Recently some interesting works investigating the expressive power of non-monotonic query languages appeared. Kolaitis and Papadimitriou study in Kolaitis and Papadimitriou1991] the expressive power of two semantics for DATALOG : programs. In particular they prove that DATALOG : with xpoint semantics is as expressive as SO 9 , the existential fragment of second order logic. Schlipf with well-founded semantics. In all these papers, databases are modeled as nite structures, i.e., nite interpretations of theories. In this work we are concerned with default logic as a query language. Default logic Reiter1980] is one of the most popular NMR formalisms and has been extensively investigated both from the semantical and the computational point of view. It has also been proposed in Bidoit and Froidevaux1991] as a tool for inferencing in logical databases (i.e., databases which are theories). Anyway the behavior of default logic on nite structures has not been analyzed so far. Here we propose a novel application of default logic by introducing a default query language (DQL) for nite relational databases, which is based on default rules. The main result of this paper is that DQL is more expressive than DATALOG i.e., provided the polynomial hierarchy does not collapse {a property that has been widely conjectured and that will be assumed throughout this work. We remind that p 2 -completeness of credulous propositional default reasoning has been recently proven Gottlob1992, Stillman1992] . It is therefore important to remark that the expressive power of a language is not necessarily the same as its complexity. As an example, a language which does not capture NP {even if it has an underlying NP-complete problem{ has been shown by Stewart in Stewart1991]. Another result shown in this paper concerns the combined complexity of DQL, i.e., when it is assumed that the query is part of the input; in particular, NEXPTIME NP -completeness is proven. The structure of the paper is the following. In Section 2 we give the de nition of the query language DQL, providing syntax, semantics and some simple examples. In Section 3 we give a formal proof of the fact that DQL captures p 2 . In Section 4 we show how to use DQL for expressing queries to a relational database. In particular we show queries relative to a (somewhat simpli ed) economic world that are expressible in DQL but are not expressible in DATALOG : stable . In Section 5 we brie y address the issue of combined complexity of DQL, and in Section 6 we draw some plus the unary relation FLIES(NAME). The relational database states that Tweety, Sam, and Fred are birds. The query is made out of three open defaults. The rst one states that an object that is provably a bird {and that cannot be proven to be abnormal{ ies by default. The second default states that objects that cannot be proven to be abnormal should be regarded as not abnormal. The third default states the rule that objects that are provably birds and have small wings are abnormal. The intuitive meaning of the query is that we want to know the set of ying objects. The boolean query has the same set of defaults, plus the ground formula flies(Tweety). The intuitive meaning of the query is that we want to know whether Tweety ies or not. 2
SEMANTICS
Let W be a database instance over the set of relation schemata fR 1 ; : : :; R n g. For each relation instance R i , let R i jW be the set of tuples in W belonging to R i . We denote as COMP(W) the completion of the database, i.e., the set of the following ground literals: We notice that, in the semantics for DQL queries, two sorts of non-monotonic reasoning are involved: rst of all, the database is completed (COMP(W)), secondly, default rules are applied (INST(D)). In fact, the whole mechanism could be made homogeneous by using default rules for obtaining completion of the database as well. One way to achieve this is to use the following method: for each extensional relation R i , introduce a new predicate R Our semantics for DQL is based on credulous default reasoning, and one may argue if this is the most appropriate way of answering to a query. In general, nothing prevents us from grounding our de nitions on skeptical default reasoning, i.e. on drawing an inference i a formula is in all the extensions of the relevant default theory. In fact, all forthcoming results about complexity and expressiveness would hold for the complementary complexity classes. As an example, forthcoming Theorem 1 could be rephrased by saying that the boolean (skeptical) DQL queries precisely capture the class p 2 . Let us see how this semantics works in the example shown in the previous subsection.
Example 1 (continued) We assume that the domain is the set fTweety; Sam Typically, the expressive power of a query language is represented as a set of logical sentences. As an example the expressive power of relational calculus is the set of rst order sentences, while the expressive power of DATALOG : stable is SO 9 Schlipf1990], the existential fragment of second order logic, i.e., the set of sentences (9S) (S);
where S is a list of predicate symbols and (S) is a function-free rst order formula in which (among possibly others) the predicates in S occur. In this section we show that the expressive power of DQL is SO 98 , the existential universal fragment of second order logic, on a relational vocabulary, i.e., the set of sentences (9S)(8T) (S; T);
(1) where S; T are disjoint lists of predicate symbols and (S; T) is a function-free rst order formula in which at least the predicates in S; T occur.
Following the traditional notion of a set of logical sentences capturing a complexity class, we can say that the set SO 9 captures the class NP (cf . Fagin1974] We are now ready to prove our main result, which concerns DQL boolean queries. We refer to the following useful lemmas. Let Cons() denote classical deductive closure.
Lemma We notice that the semantics of DQL given in Section 2.2 transforms query answering into credulous reasoning in a propositional default theory. The transformation is polynomial in the size of the database, i.e., its data complexity is polynomial. Moreover it has been proven in Gottlob1992, Stillman1992] that the problem of credulous inference in propositional default theories is in p 2 , hence this part of the proof is complete. The more di cult part is to show that each query expressible as a sentence of SO 98 can be expressed in DQL. As we already noticed in the introduction, we cannot take advantage of the fact that propositional credulous default reasoning is p 2 -hard, because the expressiveness of a language is not necessarily the same as its complexity (cf. Stewart1991] for a speci c example). Without loss of generality, we assume that sentence (1) is of form (9S)(8T)(9x)(8y) (x; y); (2) where S, T are lists of predicate symbols, x; y are lists of individual variables, and is a rst order formula in which no function symbol or quanti er occurs. The pass from (1) to (2) is justi ed in the appendix. Now we have to show that for each query Q SO98 of the form (2) there is a DQL query Q DQL such that the two queries give the same answer on all possible database instances W over the unquanti ed relations in (2). We outline the idea for Q DQL . The formula (9x)(8y) (x; y) is encoded as follows. We use a pre- 
y) will be true just in case A is derivable. We encode this by default rules, such that in every extension that contains A, a valuation for the S-predicates is de ned and for every valuation of the T-predicates some Z(a; b) is true, i.e., the sentence (2) fP(a) j P 2 S; a 2 P 0 g f:P(a) j P 2 S; a = 2 P 0 g F 7 : all ground formulas obtained by instantiation of the linear order axioms for < over the domain Moreover, E is an extension of . This can be easily shown from the iterative characterization of default extensions in Lemma 1. We obtain that E 0 = COMP(W) = F 1 E 1 = Cons(E 0 ) F 2 F 6 F 7 F 8 F 9 F 10 E 2 = Cons(E 1 ) F 3 F 4 F 5 E 3 = Cons(E 2 ) = Cons(F) E 4 = E 3 . . . Notice that E is consistent. E de nes a valuation S 0 for the S predicates, i.e., for each P from S, we have P(a) 2 E or :P(a) 2 E for each tuple a. This follows since the defaults : P(a) = P(a), : :P(a) = :P(a) are in INST(D).
Moreover, E de nes a valuation < 0 for < such that < 0 satis es the axioms for a linear order of all tuples of the arity of y. Thus, the valuation satis es COMP(W) G, and hence also E. Since A is false in this model of E, we have that A = 2 E. This is a contradiction, however.
Hence, claim (5) is proved. Now claim (5) means W j = (9S)(8T)(9x)(8y) (x; y):
This concludes the \)" part of the proof. Remark: All defaults in D can be made prerequisitefree by deleting the prerequisite and rewriting the conclusion as ! . 2
In order to give a corresponding result for DQL I/O queries, we need the concept of query recognizability. A query mapping database instances over R into database instances over S is C-recognizable, C a complexity class, if deciding whether a tuple t belongs to a certain output relation S i 2 S is in C (cf. Gurevich1988]).
Using Theorem 1, we can show the following.
Theorem 2 A database query is p 2 -recognizable if and only if it is de nable as a DQL I/O query.
APPLICATIONS AND EXAMPLES
This section is devoted to illustration of queries expressible via DQL.
Example 2: (Strategic companies) Suppose a holding owns some companies. Each company produces a set of products. Each product is produced by at most two companies. The database instance in Table 1 describes a possible situation. Suppose the holding experiences a crisis and has to sell one company. The holding's policy is to keep on producing all products. This clearly makes it impossible to sell some companies {as an example the company Alpha in the above situation, because it would be impossible to produce wine. Anyway the managers are even more cautious: They know that in the future it may be necessary to sell more companies, and they do not want to get into a situation in which they will not be able to produce all products. More formally, they are interested in the minimal sets of companies that produce all products. A company is strategic if it is in at least one of such minimal sets. As an example, both Alpha and Beta are strategic, because fAlpha, Betag produce all products, while neither fAlphag nor fBetag do that. On the other hand Gamma is not strategic. Therefore a query which is very relevant to the managers is whether a company is strategic or not: They prefer to sell a non-strategic company rst, because after the transaction the minimal sets of companies that produce all products remain the same. A manager can easily express a boolean query whose answer tells if a speci c company C is strategic or not by writing the set of open defaults D: produces(x; y; z) :
strat(y) _ strat(z) ; : :strat(x) :strat(x) and the ground formula strat(C). The intuitive meaning of the defaults is that for each product x at least one of the producers y; z are strategic companies, and that companies are non-strategic by default. The answer to the above boolean query is yes i the company C is strategic. Now let us consider a slightly more complex situation, in which up to three (say) companies can control another company. As an example, we assume that the situation is described by means of the relation instance in Table 2 . The meaning of the tuple is that companies Alpha and Beta together have control over Gamma, i.e., the holding cannot own both Alpha and Beta without owning Gamma as well. Further information of this kind completely changes the minimal sets of companies that produce all products. As an example fAlpha, Betag is no longer such a set, while fAlpha, Beta, Gammag is.
If we add the default controls(w; x; y; z)^strat(w)^strat(x)^strat(y) : strat(z) to D, then the boolean query gives the desired answer. In the former case {no controlled companies{ the problem of deciding whether a company is strategic is in NP (cf. Cadoli and Lenzerini1991]), while in the latter case the same problem is p 2 -complete (cf. Eiter and Gottlob1993]). As a consequence, the former query is expressible in DATALOG : stable , while the latter is not. In this example we could allow unbounded numbers of producers for each product and controllers for each company, although the queries would get more involved. Problem co-CERT3COL is a follows. An instance I of size n of the problem consists of an undirected graph G on vertices f0; : : :; n?1g, whose edges are labeled with a disjunction of two literals where each literal is over the Boolean variables fX i;j j i; j = 0; : : :; n?1g; I is a Yes-instance if for some truth value assignment t to the Boolean variables, the graph t(G) obtained from G by including only those edges whose labels are true under t is not 3-colorable. I is encoded as a binary string representing a database instance (domain f0; : : :; n ? 1g) over relations describing the edges and the graph labeling. The succinct version of problem co-CERT3COL, co-CERT3COL S , is NEXPTIME NP -hard, cf. Eiter et al.1994 ]. In the succinct version { instead of a binary string w for I { the input consists of a Boolean circuit C I with logjwj input bits, by which each bit i of w can be computed. The transformation of co-CERT3COL S to Boolean DQL roughly is as follows. For each instance I of CERT3COL of size n, an equivalent Boolean DQL query on a xed database with domain f0; 1g is constructed in polynomial time; elements of the domain are represented by tuples on f0; 1g of arity dlog ne, and each input relation R is computed by a collection of default rules, which simulates the computation of R by a Boolean circuit C R that is easily constructed from C I . Remark: Since the transformation reduces co-CERT3COL to a xed database, the same result follows for the expression complexity of Boolean DQL. 2 Notice that NEXPTIME NP -complete problems are provably harder than NP-complete problems, since NP NEXPTIME NP ; few practical such problems are known. For the case where Q is xed, i.e., for the data complexity, we immediately obtain from our expressiveness results the following.
Theorem 4 The data complexity of Boolean DQL is PROOF (Sketch) From Theorem 1, we have that every Boolean DQL query de nes a p 2 database property; this gives the membership part. For the hardness part, we notice that for every SO 98 sentence as in (1), an equivalent sentence of the form (2) in the proof of Theorem 1 can be constructed (cf. Appendix), for which the equivalent default query Q DQL can be easily constructed (even in polynomial time). Consequently, the problem of deciding whether a xed sentence (1) is valid in a given database instance W, which is p 2 -hard, is transformable to a Boolean DQL query in polynomial time. 2 Similar results can be derived for DQL I/O queries, measuring the complexity of query recognizability (cf. Section 3).
Theorem 5 The combined (resp. expression) complexity of DQL I/O queries is NEXPTIME NP -complete and the data complexity is p 2 -complete.
CONCLUSIONS
In this paper we have de ned DQL, a query language for relational databases based on default logic. The expressiveness and complexity of DQL have been investigated both for boolean queries and for I/O queries. The results we have shown are not only of theoretical importance: We have presented queries which are useful in practice that can be handled with DQL and cannot with other query languages based on nonmonotonic logics such as DATALOG : stable . In the de nition of query {Section 2.1{ open defaults are function-and quanti er-free. While unlimited quanti cation cannot be allowed without loosing decidability, the impact of allowing functions remains for further investigation. Another interesting question is whether expressiveness of DQL decreases if only normal or semi-normal defaults are allowed.
APPENDIX
The pass from (1) to (2) is justi ed as follows. As shown in Kolaitis and Papadimitriou1991, p.130] (cf. also van Benthem and Doets1983, Section 2.5.2]), for every existential second order sentence over a relational vocabulary , there exists an equivalent second order sentence over of the form (9T)(8x)(9y) (x; y) over the same vocabulary, where is a quanti er-free rst-order formula; this sentence can be e ectively constructed. Consequently, for every universal second order sentence over vocabulary , there exists an equivalent second order sentence over of the form (8T)(9x)(8y) (x; y), where is a quanti er-free rst-order formula. Let be a universal second order sentence equivalent to (8T) (S; T). 
