I. INTRODUCTION
N symmetric key cryptography, sender and receiver of a message agrees upon a shared key. The sender uses the shared key to encrypt the message which is sent to the receiver over the network along with the key. The receiver decrypts the encrypted message using the key to get back the original message. The problem in symmetric key cryptography is that if n pairs of parties are involved in the communication, then n pairs of agreed-upon symmetric key are needed [8] - [10] .
The main objective of this technique is to safeguard the plain text from brute force attack and to have a compressed version of the cipher text, so a symmetric key file instead of a symmetric key is formed and the cipher text file is formed which is half in size of plain text file. The algorithm consists of following four major components.
Encryption as well as decryption technique is described elaborately in section II. An example implementation of the proposed technique is shown in tabular form in section III. The result and analysis are shown in section IV which displays required analysis parameters and charts. Conclusion along with further scope of work is contained in section V.
II. PROPOSED ALGORITHM
Greatest Common Divisor (G.C.D) of two or more integers is the largest positive integer that divides the numbers without a remainder. The G.C.D of 14 and 12 is 2 as 2 is the largest positive integer that divides the numbers without a remainder [1] , [7] .
Encryption and decryption mechanisms are described in section A and section B respectively.
A. Encryption Mechanism
Following four steps describe the encryption mechanism in sequential manner. 
B.1. Conversion of Cipher Text (CT) file in binary form
Each character present in the cipher text file is read and according to the ASCII value of each character, cipher text file is converted into a file which contains binary stream of bits for the corresponding characters.
Let, '2' be a character read from the cipher text file. The binary representation of '2' will be 00110010 as '2' in ASCII is 50.
B.2. Subdivision of cipher text file into blocks
The binary stream of bits of the cipher text file is divided into n number of 8 bit size blocks.
B.3. Plain text file generation
The decimal equivalent of each cipher text character corresponding to each 8 bit block is calculated which is the G.C.D. 
III. IMPLEMENTATION
This section contains two tables. The encryption process of the proposed algorithm is described in Table I and the decryption process of the proposed algorithm is described in Table II . Let, ''in'' be the content of a plain text file of size 1 KB (test.txt) which is taken for encryption. The encrypted file ct_test.txt is formed from the plain text file test.txt. From ct_test.txt, the decrypted file pt_test.txt is formed by decryption. The contents of the plain text file test.txt and the decrypted file pt_test.txt are compared to check whether they are same and it is seen that the contents are indeed same. To test the non-homogeneity between source and encrypted file, Pearson's chi-squared test has been performed. It means whether the observations onto encrypted files are in good agreement with a hypothetical distribution. In this case, the chi square distribution is being performed with (256-1)=255 degrees of freedom, 256 being the total number of classes of possible characters in the source as well as in the encrypted files. If the observed value of the statistic exceeds the tabulated value at a given level, the null hypothesis is rejected [2] - [3] .
The "Pearson's chi-squared" or the "Goodness-of-fit chisquare" is defined by the following equation:
Here ƒ e and ƒ 0 respectively stand for the frequency of a character in the source file and that of the same character in the corresponding encrypted file. The chi-square values have been calculated on the basis of this formula for each pairs of source and encrypted files [2] - [3] .
Avalanche effect is a very important property of any cryptographic algorithm. It is evident if, when an input is changed slightly, the output changes drastically. It states that, if a bit in the plain text is flipped or changed, then almost half of the cipher text bits are changed in the cipher text. The small change can occur either in the plaintext or in the key or both so that it can cause a drastic change in the cipher text. The column chart in Fig. 1 The column chart in Fig. 2 graphically compares the encryption time with the source file size for .DLL files. Each gray horizontal bar of series 1 represents the source file size in KB and black horizontal bar of series 2 represents the encryption time in second. It is seen that encryption time varies directly proportionally to the source file size. The column chart in Fig. 3 graphically compares the encryption time with the source file size for .COM files. Each gray horizontal bar of series 1 represents the source file size in KB and black horizontal bar of series 2 represents the encryption time in second. It is seen that encryption time varies directly proportionally to the source file size. The column chart in Fig. 4 graphically compares the encryption time with the source file size for .SYS files. Each gray horizontal bar of series 1 represents the source file size in KB and black horizontal bar of series 2 represents the encryption time in second. It is seen that encryption time varies directly proportionally to the source file size. The column chart in Fig. 5 graphically compares the encryption time with the source file size for .TXT files. Each gray horizontal bar of series 1 represents the source file size in KB and black horizontal bar of series 2 represents the encryption time in second. It is seen that encryption time varies directly proportionally to the source file size. The following factors determine the merits of the technique. The first among them is to make a dynamic symmetric key file which is directly derived from the plain text blocks. The second factor is the security in terms of brute force attack. To enhance security, a symmetric key file is generated and it is sent to the recipient instead of the symmetric key for each block. Thirdly, to reduce overhead on the network, a 50% compressed version of the cipher text file is generated Half memory space is needed to store the encrypted file. The symmetric key file size is totally dependent on the source file size. The more the size of the source file, the more is the symmetric key file size. The technique can be equally implemented in any popular high level language. It is simple to implement. As the encryption and decryption has been done in bit level, the execution time is dependent on the source file size. The achieved avalanche percentage is between 10 and 16 for most of the files. The avalanche percentage will be much better if more than one bit of the plain text file is flipped. By flipping any one or more bits of the plain text file or by flipping any one or more number of bits of the symmetric key file or even both the plain text file and the symmetric key file, the achieved avalanche percentage can also be calculated. The cipher text file can also be formed not only using G.C.D operation but also any one or more reversible logical operations.
