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Resumen
Debido al costo elevado de programadores para Unidades de Micro Control (MCU) hace
que la disponibilidad de esta herramienta de hardware para laboratorios de electro´nica en uni-
versidades pu´blicas sea limitada. Para lo cual el presente trabajo se enfoca en la creacio´n de
un gestor de arranque que pueda servir como una herramienta alternativa de software para la
lectura, borrado y escritura en la memoria de la MCU mediante comunicacio´n serial y apoya-
da por una interfaz humano ma´quina (MHI). Se usa la metodologı´a Botton-Up, generalmente
implementada para despliegue de software, la cual es adaptada en algunos de sus niveles de
desarrollo que permite desde el planteamiento de requerimientos y funcionalidades del gestor
de arranque, comunicacio´n serial e MHI hasta llegar a la obtencio´n de un producto final.
El gestor de arranque es colocado en una seccio´n de memoria de un procesador digital
de sen˜ales incorporado en una tarjeta de desarrollo para aplicaciones integradas FLEX-Full de
la empresa EVIDENCE. Dicha tarjeta es utilizada para desarrollos de control en tiempo real
y se basa en un dsPIC33FJ256MC710 y un PIC18F2550, ambos sin firmware de fa´brica. Se
desarrolla un firmware para la MCU secundaria (PIC18F) que actu´e como puente de comuni-
caciones UART/USB entre el dsPIC y un ordenador que contenga la MHI. Para ello se realizan
configuraciones (conexiones) previas sobre la tarjeta FLEX-Full.
VIII
La MHI se desarrolla para sistemas operativos GNU/LINUX bajo el lenguaje de progra-
macio´n Python que se ejecuta por interfaz de lı´nea de comandos. Esta interfaz usa librerı´as
para efectuar la comunicacio´n USB/UART y la decodificacio´n de archivos ejecutables de apli-
caciones de usuario. Dichos archivos ejecutables son generados por el editor MPLAB IDE con
formatos .elf y .hex, comu´nmente usados por grabadores convencionales para diferentes MCUs.
En efecto, la MHI una vez que decodifica el archivo, e´ste es enviado a trave´s del puerto
USB del ordenador para que sea recibido y administrado por el gestor de arranque previamente
cargado por u´nica vez en el dsPIC, para ser colocado en una seccio´n de su memoria flash. Este
conjunto de desarrollos permite reemplazar el hardware externo de programacio´n convencional
utilizado para dicho fin, para lo cual se realiza pruebas de laboratorio con la programacio´n de
aplicaciones comu´nmente desarrolladas en este ambiente.
Finalmente se respalda dichas pruebas con resultados obtenidos a partir de la realizacio´n
de un taller a estudiantes involucrados en el tema de niveles entre 5to a 7mo de la carrera de
Ingenierı´a en Electro´nica y Redes de Comunicacio´n con una posterior encuesta. Todo esto per-
mite concluir que esta alternativa de programacio´n pueda cubrir la problema´tica que se plantea
pudiendo perfeccionarse y extenderse para otras MCUs con nuevas caracterı´sticas y funciona-
lidades.
IX
Abstract
Due to the high cost of MCU programmers, its availability for laboratories in public uni-
versities is limited. This work focuses on the creation of a bootloader as an alternative software
tool for reading, deleting and writing in the memory of the MCU through serial communica-
tion, supported by a human machine interface (HMI). The Botton-Up methodology is used, for
software deployment, which is adapted in some of its developmental levels that allows from the
approach of requirements and functionalities of the bootloader, serial communication and HMI
until reaching a final product.
The bootloader is placed in a memory section of a digital signal processor incorporated in
a development card for integrated applications FLEX-Full from the company EVIDENCE. This
card is used for real-time control developments and is based on a dsPIC33FJ256MC710 and a
PIC18F2550, both without factory firmware. Firmware is developed for the secondary MCU
(PIC18F) that acts as a UART/USB communications bridge between the dsPIC and a computer
containing the HMI. For this, previous configurations (connections) are made on the FLEX-Full
card.
The HMI is developed for GNU/LINUX operating systems under the Python program-
ming language that is executed by command line interface. This interface uses libraries to per-
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form USB/UART communication and decoding executable files of user 
applications. These executable files are generated by the MPLAB IDE editor with .elf and 
.hex formats, commonly used by conventional recorders for different MCUs. 
In fact, once the file is decoded by the HMI, it is sent through the USB port of the 
computer to be received and managed by the bootloader previously loaded only once in 
the dsPIC, to be placed in a section of its Flash memory. This set of developments allows 
replacing the external hardware of conventional programming used for this purpose, for 
hich laboratory tests are carried out with the programming of applications developed in 
this environment. 
Finally, these tests are supported with results obtained from the realization of a 
workshop for students involved in the topic of levels between 5th and 7th of the 
Electronics and Communication Networks Engineering major with a survey. All this 
allows us to conclude that this alternative programming covers the problem that arises 
and can be perfected and extended to other MCUs with new features and functionalities. 
 
 
 
 
 
 
 
 
 
Capı´tulo 1
Antecedentes
El presente trabajo tiene la finalidad de beneficiar en la preparacio´n profesional de los
estudiantes que este´n cursando el proceso de formacio´n acade´mica de ingenierı´a en el a´rea
de electro´nica, los que podra´n tener acceso a una herramienta adicional de software para la
programacio´n de una MCU.
1.1. Problema
En la actualidad las MCUs tienen un a´rea de aplicacio´n muy amplia como la regulacio´n
de velocidad en ma´quinas, control de motores, apertura y cierre automa´tico de puertas, proce-
samiento de datos obtenidos de sensores, en general, en las a´reas de automatizacio´n, control
y robo´tica (Cucho, Orihuela, Sa´nchez y Rodrı´guez, 2006). Las soluciones tecnolo´gicas pro-
pietarias y sus elevados costos, aunque proveen del software (compiladores) y hardware (pro-
gramadores) necesarios, como plataforma de desarrollo de sistemas electro´nicos aplicados, no
hacen ma´s que encajar y limitar al usuario a un solo fabricante (Gonza´lez y Moreno, 2004).
Esta situacio´n se agrava en entornos de laboratorio de universidades pu´blicas en donde los re-
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cursos econo´micos son limitados y el estudiante debe asumir la inversio´n, lo que puede tener
un impacto directo en su economı´a y a su vez en su desempen˜o acade´mico.
Villalobos, Rodrı´guez, Molina y Trejo (2006) refieren que una de las principales causas
para que una MCU tenga algu´n desperfecto se debe al proceso manual a la cual es someti-
da, que consiste en insertar o sacar de una placa de experimentacio´n para ser trasladada a un
hardware externo para que pueda ser grabado el archivo ejecutable en la memoria de la MCU,
convirtie´ndose en un proceso repetitivo hasta terminar con el objetivo de la aplicacio´n. Estas
tareas deben ser llevadas con mucha cautela para preservar la integridad fı´sica de la MCU, si-
tuacio´n que podrı´a empeorar en ambientes de laboratorio, ya que generalmente se desarrolla
varias pra´cticas para una misma clase. Guadron y Guevara (2010) mencionan que la utilizacio´n
de hardware externo para grabado en las MCUs es un problema en la ensen˜anza de estos sis-
temas, ya que si bien una institucio´n puede adquirir programadores, estos no siempre estarı´an
disponibles para todos los estudiantes ya sea por limitaciones de tiempo o para no acortar la
vida u´til de los mismos.
Una te´cnica avanzada para grabar archivos ejecutables en la memoria de las MCUs es
con el uso de gestores de arranque “bootloaders”, los cuales gestionan de forma automa´tica el
proceso de grabado en la memoria con la ventaja de permitir realizar actualizaciones del archivo
ejecutable sin necesidad de removerla desde el circuito o placa de pra´ctica (Torres, 2007). En
las aulas de laboratorio de microcontroladores los estudiantes que se encuentran en un proceso
de aprendizaje pueden experimentar inconvenientes con el armado de la pra´ctica debido a la
cantidad de elementos que podrı´an conformar la misma, lo que restarı´a tiempo del estudiante
para completar el objetivo de desarrollo.
2
La falta de disponibilidad o acceso a los programadores podrı´a convertirse en una debili-
dad considerable pudiendo lograr que el desempen˜o del estudiante baje. Con el desarrollo de un
gestor de arranque se podra´ ayudar a que en los ambientes de laboratorio de sistemas micropro-
cesados pueda existir una herramienta complementaria para el grabado de archivos ejecutables
sin necesidad de usar hardware externo, reduciendo costos y tiempos.
1.2. Objetivos
1.2.1. Objetivo Principal
Desarrollar un gestor de arranque que permita la lectura, borrado y escritura en la memo-
ria de la MCU mediante comunicacio´n serial con ayuda de una interfaz humano ma´quina.
1.2.2. Objetivos Especı´ficos
Determinar los requerimientos y funcionalidades de la solucio´n.
Desarrollar el gestor de arranque para la MCU considerando requerimientos de software
y hardware.
Crear una interfaz humano ma´quina para GNU/LINUX que coloque archivos ejecutables
en la memoria de la MCU a trave´s de comunicacio´n serial.
Realizar pruebas de funcionamiento del gestor de arranque de la MCU y de la interfaz
humano ma´quina.
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1.3. Alcance
Este trabajo esta´ enfocado en el desarrollo de un gestor de arranque que se constituira´
como una herramienta adicional para ambientes de laboratorio de sistemas microprocesados,
permitiendo reemplazar el hardware externo para el grabado en las MCUs por un gestor de
arranque y una herramienta de software, que conjuntamente permitira´n realizar la accio´n de
lectura, escritura y borrado en la memoria del mismo. Este trabajo constara´ esencialmente de
dos MCUs, el primero sera´ usado como puente entre el puerto USB del computador y el puerto
serial del MCU principal de manera transparente para la interfaz humano ma´quina (MHI). El
segundo (MCU principal) sera´ el controlador usado para las aplicaciones del usuario, sobre el
cual se colocara´ el gestor de arranque.
Inicialmente se recopilara´ informacio´n de las tecnologı´as, dispositivos y elementos que
formara´n parte del desarrollo para el gestor de arranque, permitiendo de esta forma obtener
argumentos va´lidos para la fundamentacio´n teo´rica de este proyecto. Seguidamente se determi-
nara´ los requerimientos y funcionalidades para la solucio´n que sera´n concebidas en diagramas
de bloques y flujo lo que permitira´ dividir en subsecciones que ayudara´n a obtener una secuencia
de planificacio´n y realizacio´n del proyecto con el objetivo de llegar una solucio´n viable.
Para el desarrollo inicial en base a los requerimientos tanto de hardware como de software
se realizara´ el gestor de arranque que permitira´ efectuar la gestio´n (lectura, escritura, borrado)
de la memoria de la MCU principal y paralelamente podra´ manejar la comunicacio´n serial
con la MCU puente. El gestor de arranque se encontrara´ en una regio´n de memoria que es
dedicada solamente para este pequen˜o programa el cual no podra´ solaparse con las aplicaciones
de usuario que sera´n colocadas en la memoria FLASH de la MCU.
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Posteriormente se creara´ una herramienta de software (MHI) para sistemas operativos
GNU/LINUX bajo el lenguaje de programacio´n Python la cual sera´ usada como interfaz de lı´nea
de comandos (CLI). Dicha herramienta se encargara´ de la decodificacio´n del archivo ejecutable
generado por el editor MPLAB IDE para que posteriormente sea enviado a trave´s de un puerto
de comunicacio´n del ordenado y colocado en la memoria de la MCU principal.
Finalmente se realizara´n las pruebas de funcionamiento de manera ı´ntegra de las partes
descritas, una vez que se concluya dichas pruebas se procedera´ a grabar un ejemplo de aplica-
cio´n (archivo ejecutable) en la memoria Flash de la MCU principal haciendo uso de la MHI lo
que permitira´ verificar el funcionamiento integral de la solucio´n para la problema´tica planteada.
1.4. Justificacio´n
El presente trabajo tiene la finalidad de ayudar en la preparacio´n profesional en beneficio
de los estudiantes que este´n cursando el proceso de formacio´n acade´mica en carreras de inge-
nierı´a en el a´rea de electro´nica, los cuales podra´n poner en pra´ctica los conocimientos adquiridos
en aulas de clase e implementarlos en laboratorios de sistemas microprocesados teniendo acceso
a una herramienta indispensable para el grabado en la memoria de una MCU. Con esto se abrira´
la posibilidad de dejar de lado el uso de hardware externo lo que podrı´a ayudar a los estudiantes
a reducir costos para pra´cticas de laboratorios como tambie´n facilitar la implementacio´n de la
pra´ctica.
Un laboratorio visto desde un punto de vista dida´ctico es un entorno equipado especial-
mente para realizar aprendizajes especı´ficos que no se pueden desarrollar en aulas convencio-
nales permitiendo experimentar aplicando fundamentos teo´ricos mediante ca´lculos, mediciones
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y comprobaciones (Herra´n, 2011). Para la realizacio´n de pra´cticas en un laboratorio de expe-
rimentacio´n de sistemas microprocesados un grabador es una herramienta indispensable por la
necesidad de programar por varias ocasiones a la MCU hasta llegar a culminar el objetivo de la
pra´ctica (Guadro´n y Guevara, 2010).
El uso de te´cnicas avanzadas mediante el uso de gestores de arranque tiene una principal
ventaja de grabar el archivo ejecutable en la memoria de la MCU sin el uso hardware externo.
Un gestor de arranque es un pequen˜o programa el cual se ejecuta al momento en que se inicializa
la MCU y que u´nicamente se coloca por una sola ocasio´n en una parte de la memoria haciendo
uso de un grabador externo. Otras ventajas considerables del uso de gestores de arranque son:
bajo costo de implementacio´n, borrado y grabado constante en la memoria de la MCU, facilita
el disen˜o de placas de experimentacio´n y desarrollo escalables, co´digos accesibles y gratuitos
(Martı´nez, Marcelen˜o, Govea y Medina, 2011).
Con el desarrollo de un gestor de arranque para MCUs se pretende beneficiar a los es-
tudiantes tanto en el a´mbito acade´mico como social, disminuyendo el egreso econo´mico en la
adquisicio´n de herramientas para laboratorio de sistemas microprocesados ya que es indispen-
sable tener a disponibilidad para lograr el objetivo de una pra´ctica. Con todo esto se podrı´a
ayudar a los estudiantes a optimizar el tiempo de armado en las pra´cticas y ası´ pueda tener un
proceso de aprendizaje en el que complemente tanto la teorı´a con la experimentacio´n, moti-
vando y abriendo nuevas apreciaciones sobre el o´ptimo uso de las MCUs pudiendo facilitar el
disen˜o de placas de experimentacio´n.
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Capı´tulo 2
Revisio´n Literaria
En este capı´tulo se recopilan diversas fuentes bibliogra´ficas, para realizar un ana´lisis que
facilite la comprensio´n de la tema´tica planteada. Se enfatiza el estudio del gestor de arranque
utilizado en la plataforma Arduino, que ayudara´ en la elaboracio´n del presente trabajo.
2.1. Introduccio´n
Una MCU es considerado como circuito integrado programable embebido que contiene
una memoria para datos, una CPU (Unidad Central de Procesamiento), perife´ricos de E/S y va-
rios recursos adicionales que ayudan al desarrollo de aplicaciones de usuario, tiene la capacidad
de ejecutar instrucciones que esta´n colocadas en parte de la memoria en codificacio´n hexade-
cimal. El uso habitual de una MCU es aplicado en sistemas de control, monitoreo mediante
sensores, encendido y apagado de actuadores lo que desemboca en avances de la electro´nica,
razo´n por la cual el incremento del desarrollo de sistemas embebidos auto´nomos lo que hace
relevante su estudio en el proceso de formacio´n profesional de esta a´rea (Alley, 2011).
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El uso de MCUs en el desarrollo de aplicaciones hace que para la etapa de implementa-
cio´n sea obligatorio el uso de hardware externo para que pueda ser programado, esto hace que
sean manipuladas manualmente desde su circuito para ser transportadas a un programador ex-
terno o a su vez conectar un programador en algu´n puerto del circuito que haya sido destinado
para este propo´sito, con estos procesos tediosos y repetitivos se coloca el archivo .hex (fichero
de texto en formato hexadecimal) en la memoria de la MCU, esto se realiza las veces necesarias
hasta alcanzar el objetivo de la aplicacio´n.
2.2. Sistemas Embebidos Auto´nomos
Este tipo de sistemas electro´nicos incluyen procesamiento de datos que se define en una
MCU, fueron disen˜ados para efectuar funciones relacionadas a sistemas de ejecucio´n en tiempo
real que solventen determinadas necesidades con el objetivo de poder comunicarse con otros
dispositivos a trave´s de interfaces esta´ndar. La idea de estos sistemas es que la mayor parte de
elementos este´n contenidos en una sola placa y que este´n orientados a mejorar su funcionalidad
cubriendo el mayor nu´mero de tareas posibles, mejorando tiempos de respuesta y confiabilidad.
El principio de su creacio´n es de que puedan ser programados de manera directa sin uso de
programadores externos (UNED, 2009).
2.3. MCUs en Sistemas Embebidos Auto´nomos
El desarrollo de sistemas embebidos son basados en MCUs, pudiendo citar la plataforma
Arduino entre una de las primeras herramientas lanzadas al mercado, siendo una plataforma
open source con simplicidad tanto en hardware como software, usa AVRs (familia de MCUs)
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que incorporan puertos de E/S para uso de pulsadores, variedad de sensores, encender LEDs
como hasta activar actuadores mediante instrucciones que hayan sido enviadas desde el IDE
(Entorno de Desarrollo Integrado) de Arduino, mismo que realiza las funciones de codificacio´n
y colocacio´n de aplicaciones en la memoria del AVR sin tener la necesidad de usar programa-
dores externos (Martı´nez, 2013).
Este sistema embebido, Arduino, usa una te´cnica para programado de archivos ejecu-
tables en parte de la memoria del AVR que es mediante la implementacio´n de un gestor de
arranque o bootloader, el cual gestiona de forma automa´tica la colocacio´n de archivos ejecuta-
bles en parte de su memoria con la gran ventaja de permitir realizar actualizacio´nes de la misma
sin necesidad de usar programadores externos. Para lograr con este objetivo Arduino usa las
dos secciones de memoria flash del AVR, una del gestor de arranque y otra de aplicacio´n. Todo
esto es una ventaja desde el punto de vista del usuario desarrollador que utiliza esta plataforma
y que no cuente con una vasta experiencia ya que podrı´a realizar aplicaciones en tiempos cortos
y sin necesidad de un estudio profundo de una MCU.
2.4. Gestor de Arranque
Es tomado como una pequen˜a aplicacio´n que es colocada en una parte de memoria de la
MCU que se ejecuta al instante de ser inicializada. Se utiliza para ayudar a cargar el archivo
.hex en parte de la memoria flash de la MCU. Para que esto ocurra debe existir dos partes, el
gestor de arranque del lado de la MCU que es programada por u´nica vez con un programador
externo y la segunda el uso de una herramienta de software del lado del ordenador que tienen la
funcio´n de decodificar el archivo .hex y enviar a trave´s de un puerto esta´ndar de comunicacio´n
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(USB-UART) y el gestor de arranque de la MCU reciba y coloque el archivo decodificado en
una seccio´n de su memoria (Zamora, 2017).
Figura 2.1: Proceso Ba´sico del Gestor de Arranque
Fuente: Elaboracio´n Propia
En la figura 2.1 se observa el proceso de programacio´n de una MCU mediante el uso del
gestor de arranque, se puede detallar los siguientes procesos ba´sicos:
La herramienta de software decodifica el archivo .hex previamente generado.
Envı´a el archivo decodificado a trave´s de un canal de comunicaciones (USB/UART).
El gestor de arranque recibe y coloca el archivo en parte de la memoria flash de la MCU,
evitando sobre escribirse.
2.4.1. Gestor de Arranque del Arduino
Para este ana´lisis se ha tomado como referencia a la tarjeta Arduino UNO que tiene como
nu´cleo el microcontrolador ATMega328P en el que es colocado un gestor de arranque o tambie´n
llamado ”firmware 2a que no es comu´n su manipulcio´n por parte de los usuarios, se ocupa de
cargar y hacer funcionar los sketches programados en el IDE de Arduino, ocupando 512 bytes
de los 32KB disponibles en la memoria flash (Lewis, 2016). Las caracterı´sticas principales del
ATMega328P se resume en la tabla 2.1.
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Tabla 2.1: Principales Caracterı´sticas ATMEGA328P
CARACTERI´STICA VALOR
Memoria FLASH, SRAM, EEPROM 32KB, 2KB, 1KB
Interrupciones, Canales PWM 26, 6
Voltaje de Operacio´n 1.8 - 5.5V
USART 1
CPU 8 bits
Frecuencia Max. 20Mhz
Terminales E/S 23
Oscilador Interno 1Mhz/8Mhz
Fuente: Datasheet ATMEGA328P
Podrı´amos mencionar una analogı´a del gestor de arranque de Arduino con la conocida y
tradicional BIOS que se ejecuta sobre los ordenadores en el instante de que son encendidos, pero
en este caso aguarda un tiempo para detectar actividad por parte del usuario y ser configurada,
en caso de no detectar alguna actividad empieza la ejecucio´n del sistema operativo preinstalado
a diferencia del proceso semejante del gestor de arranque de Arduino ya que cada vez que
se reinicia o se enciende busca actividad de entradas externas y si no existe ejecuta la u´ltima
aplicacio´n de usuario que se haya cargado.
Figura 2.2: Secciones de Memoria Flash Atmega328P
Fuente: https://goo.gl/1of8u1
En la figura 2.2 hace referencia a la memoria flash del microcontrolador Atmega328P el
cual se caracteriza por tener dos secciones de memoria, seccio´n para aplicacio´n de usuario y
seccio´n para gestor de arranque ubicada en la parte inferior de esta memoria.
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2.4.1.1. Modo de Inicio del Gestor de Arranque
Cuando el microcontrolador Atmega328P se pone en marcha o a su vez se reinicia, ba´si-
camente entra en ejecucio´n la aplicacio´n cargada desde el vector de reinicio (desde la direccio´n
0x0000). Existe la manera de cambiar la direccio´n de vector de reinicio a la de inicio de la sec-
cio´n del gestor de arranque, en caso de que se este´ usando, con esto cada vez que se encienda o
se reinicie el microcontrolador entrara´ en ejecucio´n el gestor de arranque que es colocado en la
seccio´n de memoria correspondiente (Electronicwings, 2018). En la figura 2.3 muestra el dia-
grama de proceso del gestor de arranque que se ejecuta una vez reiniciado el microcontrolador.
Figura 2.3: Diagrama del Proceso del Gestor de Arranque Atmega328P
Fuente: https://goo.gl/V5dLgo
Este principio aprovecha la plataforma Arduino que bajo el Atmega328P configura el
fusible de inicio/reinicio (BOOTRST) para que dicho vector sea dirigido al inicio de la seccio´n
del gestor de arranque, segu´n se puede evidenciar en la tabla 2.2.
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Tabla 2.2: Fusible de Reinicio del Gestor de Arranque ATMEGA328P
Caracterı´stica BOOTRST Direccio´n de Reinicio
No Programado 1
Reset Vector = Application Reset
(direccio´n 0x0000)
Programado 0
Reset Vector = BootLoader Reset
(direccio´n 0x3E00)
Fuente: https://goo.gl/V5dLgo
El funcionamiento del gestor de arranque entra en ejecucio´n cuando el Atmega328P es
iniciado o despue´s de un reset, en un reducido tiempo espera verifica alguna actividad (interrup-
cio´n serial) de llegada de un reciente sketch proveniente del IDE de Arduino para ser guardado
y ejecutado, de no ser ası´ pasa a ejecutar el sketch que se haya cargado con anterioridad es decir
pasa a redirige al inicio de la seccio´n de aplicacio´n. En la actualidad las placas Arduino poseen
una funcio´n ”autoreset” que ayuda al IDE de Arduino a programar co´digo sin tener la necesidad
de pulsar un reset.
2.4.1.2. Taman˜o de la Seccio´n para el Gestor de Arranque
La cantidad de espacio que tiene disponible el Atmega328P para la seccio´n del gestor
de arranque es parte fundamental para que Arduino haya disen˜ado el mismo. Para que una
aplicacio´n tenga acceso a la seccio´n del gestor de arranque debe hacerlo mediante el uso de
rutinas o saltos. Este microcontrolador trae de fa´brica el BOOTZ=”00” que permite obtener
32 pa´ginas para la seccio´n del gestor de arranque y por la razo´n mencionada en la seccio´n
2.4.1.1. este microcontrolador al momento de ser encendido se ejecuta la aplicacio´n de usuario
(Electronicwings, 2018). El fusible ”BOOTRST” se puede configurar de tal manera que despue´s
de un reset el microcontrolador inicie desde la seccio´n de gestor de arranque como se muestra en
la tabla 2.2. Segu´n el datasheet el taman˜o para esta seccio´n es seleccionable por el desarrollador
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como se muestra en la tabla 2.3.
Tabla 2.3: Configuracio´n de Taman˜o de Memoria
BOOTSZ1 BOOTSZ0 Boot Size Pages ApplicationFlash Secction
Boot Loader
Flash Section
1 1 256 words 4 0x0000- 0x3EFF 0x3F00- 0x3FFF
1 0 512 words 8 0x0000- 0x3DFF 0x3E00- 0x3FFF
0 1 1024 words 16 0x0000- 0x3BFF 0x3C00- 0x3FFF
0 0 2048 words 32 0x0000- 0x37FF 0x3800- 0x3FFF
Fuente: https://goo.gl/V5dLgo
Como se menciona en la seccio´n 2.4.1, para la configuracio´n de inicio Arduino selecciona
un taman˜o de 512 Bytes, como el taman˜o para el gestor de arranque, lo que se da en palabras que
equivale a la mitad del taman˜o en Bytes entonces significa que usa 256 palabras que implica que
la rutina debe estar configurada como BOOTZ=”11”, en base a la tabla 2.3. podemos concluir
que para la plataforma Arduino tenemos:
Selecciona el taman˜o de 256 palabras para la seccio´n de gestor de arranque.
El gestor de arranque debe caber en 512 bytes de memoria.
El gestor de arranque debe estar dentro de la direccio´n 0x3F00 a 0x3FFF.
La direccio´n de inicio es 0x3F00.
2.4.1.3. Importancia del Gestor de Arranque
La plataforma Arduino hace uso del gestor de arranque que se encuentra en parte de la
memoria del microcontrolador para facilitar la colocacio´n de archivos .hex en la seccio´n de
aplicacio´n de su memoria flash haciendo uso de la comunicacio´n serial (UART). Este gestor
de arranque se ejecuta en el primer segundo despue´s de que se reinicie el microcontrolador. La
figura 2.4 esquematiza el proceso de co´mo el gestor de arranque coloca el co´digo hexadeci-
mal decodificado recibido desde el IDE de Arduino directamente en la seccio´n de memoria de
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aplicaciones.
Figura 2.4: Proceso de Programacio´n para Arduino UNO
Fuente: https://goo.gl/1of8u1
La tarjeta Arduino incluye un elemento (adaptador) USB/USART lo que es aprovechado
por el gestor de arranque para no usar hardware externo de comunicaciones para la programa-
cio´n de aplicaciones.
2.4.1.4. Proceso de Programacio´n en el Atmega328P
La manera por la cual la memoria flash de aplicacio´n se programa o actualiza es bajo la
conceptualizacio´n de pa´gina por pa´gina variando el taman˜o dependiendo del microcontrolador
utilizado, segu´n el datasheet posee un taman˜o de pa´gina de 64 palabras equivalente a 128 bytes,
para el proceso de escritura de la memoria flash. Segu´n Electronicwings (2018) menciona una
idea general del proceso de programacio´n en la siguiente secuencia:
Los bytes hexadecimales que son transmitidos mediante comunicacio´n serial desde el
IDE de Arduino son primero copiados en la memoria temporal de datos (RAM).
Ejecuta el borrado de la primera pa´gina de la memoria flash de aplicacio´n.
Rellena (no escribe) con bytes hexadecimales almacenados en la memoria de datos tem-
poral.
Utilizando instrucciones de programacio´n de pa´ginas SPM (modo de auto programacio´n)
hace que la escritura o actualizacio´n de pa´ginas se realice de manera efectiva.
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Los procesos anteriores se repiten hasta que todos los bytes hexadecimales se escriban o
actualicen en la memoria de aplicacio´n.
Una vez completado todas las operaciones, procede a verificar si el archivo hexadecimal
se escribio´ o actualizo´ en la memoria de aplicacio´n realizando un proceso opuesto, el cual rea-
liza una operacio´n de lectura de la memoria de aplicacio´n y sea transmitido por comunicacio´n
serial al ordenador pa´gina por pa´gina. Estos procesos son posibles gracias a que los microcon-
troladores AVR poseen un mecanismo SPM tanto para cargar y descargar co´digo del mismo
microcontrolador usando cualquier puerto de comunicacio´n tanto para leer el co´digo como para
programar en la memoria de aplicaciones.
2.4.1.5. Proceso de Programacio´n desde IDE de Arduino
La plataforma Arduino mediante el gestor arranque y con ayuda del protocolo serial
(UART) puede cargar o descarga el archivo .hex de la aplicacio´n desde el ordenador ya que
el IDE de Arduino es el encargado de compilar el archivo de aplicacio´n y enviar el co´digo com-
pilado a la tarjeta Arduino por el puerto USB. Lewis (2016) menciona que el IDE de Arduino
utiliza la herramienta de software AVRDUDE (AVR Downloader Uploader) para realizar las
acciones antes mencionadas teniendo las siguientes caracterı´sticas:
Programar la Flash y la EEPROM.
Compatible con el protocolo de programacio´n en serie.
Programar fusibles y bits de bloqueo.
Utiliza el protocolo de comunicacio´n STK500 para cargar el archivo codificado a la me-
moria del microcontrolador.
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El protocolo STK500 (propietario de AVR) es usado para la comunicacio´n entre AVRDU-
DE y el gestor de arranque para programar el archivo .hex a la memoria del microcontrolador
AVR. Entonces, con la ayuda de la herramienta AVRDUDE el IDE de arduino puede cargar el
archivo compilado directamente al microcontrolador Atmega328P de la tarjeta.
2.4.1.6. Comunicacio´n del IDE de Arduino con Gestor de Arranque
Tiene mucha importancia la comunicacio´n entre el microcontrolador de la tarjeta con
el IDE de Arduino ya que es la parte fundamental para que el archivo .hex compilado pueda
llegar a ser colocado en la memoria de aplicacio´n del AVR, una vez que el IDE de Arduino
logra codificar y compilar el archivo ejecutable pasa a ser enviado mediante el puerto USB por
comunicacio´n serial y ası´ exista actividad en el mismo puerto del microcontrolador para que el
gestor de arranque coloque el archivo codificado recibido en el sector de memoria destinado.
Entonces, de manera general el gestor de arranque se encarga de recibir el archivo compilado
desde el IDE de Arduino por comunicacio´n serial y de manera ”simulta´nea” coloca en la seccio´n
de memoria de aplicacio´n como se muestra en el esquema de la figura 2.4.
2.5. Interfaz de lı´nea de comandos AVRDUDE
Si hemos hablado de la plataforma Arduino no podemos dejar de lado al software de
programacio´n de para AVRs llamado AVRDUDE el que fue creado para programar la memoria
flash y EEPROM mediante comunicacio´n serial, tambie´n usada para leer o escribir sobre la
memoria del AVR a trave´s de lı´nea de comandos. Hace uso de hardware adicional para cumplir
con este objetivo mismo que es conectado al puerto ISP de la tarjeta Arduino, la figura 2.4 se
muestra la interfaz de lı´nea de comandos usada por AVRDUDE (Savannah, 2010).
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Figura 2.5: Interfaz de lı´nea de comandos AVRDUDE
Fuente:http://bit.ly/2DujsQ1
Las principales caracterı´sticas de AVRDUDE son las siguientes:
Interfaz de usuario controlada por lı´nea de comandos.
Ofrece una opcio´n para modificar los para´metros operativos.
Compatible con el protocolo de programacio´n en serie.
Programa fusibles y bits de bloqueo.
Utiliza el protocolo de comunicacio´n STK500 para cargar el archivo codificado a la me-
moria del AVR.
Se ejecuta en los principales sistemas operativos (LINUX, WINDOWS y MacOS X) ad-
mitiendo una amplia gama de hardware de programacio´n. Usado principalmente para actualizar
el firmware de la placa Arduino en caso de tener algu´n tipo dan˜o por alguna causa o se necesite
cambiar de chip a la tarjeta.
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2.6. Tarjeta de Desarrollo FLEX-Full
Esta tarjeta de desarrollo tambie´n considerada como un sistema embebido la cual fue
disen˜ada con el objetivo de desarrollar y ensayar aplicaciones en tiempo real, principalmente
contiene dos MCUs sin ningu´n firmware, un PIC18F2550 (PIC18F) y un dsPIC33FJ256MC710
(dsPIC33F). Basada estructuralmente en una arquitectura modular piggybacking que permite
agregar nuevo hardware exportando la mayorı´a de los pines de los microcontroladores para fa-
cilitar la construccio´n de aplicaciones especı´ficas. La incorporacio´n del PIC18F en la tarjeta
facilita el desarrollo de aplicaciones ya que puede servir para obtener una comunicacio´n y pro-
gramacio´n directa del dsPIC33F mediante el uso del puerto USB, se alimenta con voltajes que
van desde los 9V a 36V, posee un puerto para ICD2 o ICD3, un conector USB con conexio´n
directa al PIC18F y seis Leds de estado que se detalla en las tablas del Anexo A (Camacho,
2009).
Figura 2.6: Tarjeta de Desarrollo Flex-Full
Extraı´do de: https://goo.gl/RXS29X
La figura 2.6 trata de mostrar que los pines de los microcontroladores se extienden hasta
los puertos ”CON3”, ”CON5” y ”CON6” como se muestra en las tablas del anexo A lo que
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facilita su uso para diferentes desarrollos de aplicaciones. Las tarjetas de desarrollo con este tipo
de dsPIC33F son orientadas al tratamiento de sen˜ales por medios digitales, entre sus principales
caracterı´sticas sobresalen el poseer un taman˜o de nu´cleo de 16 bits, 256 KB para memoria
de programa, dos convertidores A/D de 12 bits, un controlador de DMA (Acceso Directo a
Memoria) de 8 canales, dos mo´dulos CAN y 12 canales PWM.
2.6.1. Campos de Aplicacio´n para dsPIC33F
Este tipo de MCU podrı´an asemejarse a los microcontroladores habituales, pero integran-
do recursos fı´sicos y lo´gicos para soportar aplicaciones especı´ficas del procesamiento digital
de sen˜ales, aunque su parecido es muy grande tambie´n los distingue cada campo de aplicacio´n.
Los dsPIC33F esta´n preparados para que puedan ser programados en un lenguaje de alto nivel,
como el C, y al disponer de conversores A/D ra´pidos y precisos con velocidad y rendimiento
superiores a los habituales microcontroladores permite el desarrollo de aplicaciones robustas
que hagan uso de sensores que exijan convertidores A/D de precisio´n y alto volumen de proce-
samiento (Angulo, 2016).
Son comu´nmente usadas en el tratamiento de sen˜ales cuando se necesita llegar a una
solucio´n eficiente en aplicaciones en tiempo real, tambie´n son ido´neas para aplicaciones de tra-
tamiento de voz y audio, incorporan mayores niveles de integracio´n para aplicaciones de control
de motores ofreciendo diversidad de aplicaciones, como los de fase simple o trifa´sica, induccio´n
y corriente continua. Tambie´n son muy apropiados para la gestio´n de los sistemas de alimenta-
cio´n ininterrumpibles, mo´dulos para la correccio´n del factor de potencia, telecomunicaciones,
conversores o algu´n equipamiento en el a´mbido industrial (Angulo, 2016).
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2.6.2. Programacio´n dsPIC33F para Tarjeta FLEX-Full
La forma convencional que se usa para programar el dsPIC33F es a trave´s de un progra-
mador externo. Por ejemplo, en la figura 2.7 se muestra un esquema ba´sico de la programacio´n
convencional de la tarjeta FLEX-Full donde, el archivo ejecutable que es producido desde el
co´digo de usuario debe ser traducido a un archivo binario mediante la utilizacio´n de un IDE
adecuado para que posteriormente sea enviado a trave´s del programador externo (ICD3) y ası´
logre el objetivo de que el dsPIC33F sea programado, siendo procesos manuales que aumenta
costos de aplicacio´n sin mencionar que se debe conectar el programador a la tarjeta Flex-Full
cada vez que se intente programar un nuevo archivo ejecutable.
Figura 2.7: Programacio´n habitual del dsPIC33F
Fuente: Elaboracio´n Propia
El esquema de la figura 2.7 muestra un proceso habitual que se utiliza para la progra-
macio´n del dsPIC33F dejando de lado al PIC18F, au´n perteneciendo a la misma tarjeta, lo que
abre la posibilidad de poder desarrollar algu´n me´todo (por hardware o software) de programa-
cio´n tomando como referencia el ana´lisis que se a tomado de la plataforma Arduino, que podrı´a
integrar las dos MCUs y optimizar recursos de esta tarjeta de desarrollo.
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2.7. Metodologı´a de Desarrollo Bottom-Up
Esta metodologı´a reu´ne sistemas que deben ser bien especificados de manera individual
para cuando actu´en en conjunto puedan conformar un producto final, esta metodoloı´a permite
unir partes de desarrollo hasta conformar un producto final es comparado al modelo metodolo´gi-
co llamado ”semilla”, en el cual inicia desde algo relativamente pequen˜o y va evolucionando
hasta llegar a un sistema terminado. Tambie´n es conocida como modelo de desarrollo evolutivo,
empieza con la definicio´n de los objetivos generales para posteriormente identificar los requisi-
tos y funcionalidades puntualizando en las a´reas de esquemas importantes (Caicedo, 2018).
Figura 2.8: Etapas Metodologı´a Botton-Up
Fuente: http://bit.ly/2jJ2irq
Esta metodologı´a plante´a realizar un seguimiento de las diferentes etapas y pasos para la
obtecio´n de un producto final, como se puede evidenciar en la figura 2.8 en la cual se presenta
el ciclo que realiza siguiendo la estructura propuesta por la metodologı´a dividida en bloques
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funcionales. Este modelo es versa´til ya que no es necesario tener una idea o imagen clara para
el producto final sino basta tener caracterı´sticas requeridas para en posteriores etapas juntar los
diferentes desarrollos que conformara´n el sistema.
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Capı´tulo 3
Requerimientos y Funcionalidades
En este capı´tulo se determina los requerimientos y funcionalidades para el desarrollo del
gestor de arranque, puente USB/UART e MHI, haciendo uso de la metodologı´a Bottom-Up con
apoyo en diagramas de bloque y de flujo que permita obtener un adecuado proceso de desarrollo
de las mismas.
3.1. Metodologı´a Botton-Up
Esta pra´ctica metodologı´a que es usada para el desarrollo de hardware y software permite
describir en varios niveles y subniveles el conjunto de desarrollos para el gestor de arranque.
Esta metodologı´a plantea un ciclo metodolo´gico versa´til para la creacio´n del gestor de arranque,
puente USB/UART y MHI como se muestra en la figura 3.1.
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Figura 3.1: Ciclo metodolo´gico Botton-Up
Extraı´do de: http://bit.ly/2XVgqzz p.34
Se toma en cuenta que se requiere precisio´n para la programacio´n de memoria flash del
dsPIC33F, para la cual se divide en tres desarrollos funcionales como son: desarrollo del gestor
de arranque, puente UART/USB e MHI mismos que son independientes pero complementarios.
Figura 3.2: Subsecciones Metodologı´a Botton-Up
Extraı´do de: http://bit.ly/2XWl0O7
Los tres desarrollos que se necesita para una integracio´n final en funcio´n al gestor de
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arranque se sintetizan en tres etapas del ciclo metodolo´gico de Bottom-Up, que direcciona ha-
cia la calidad del desarrollo total del sistema, como se muestran en la figura 3.2. El orden de
desarrollo consecutivo de esta metodologı´a segu´n la figura 3.2 es determinada en las siguientes
subsecciones:
Planteamiento: Recoleccio´n y refinamiento de requisitos y funcionalidades partiendo
desde una situacio´n actual de la forma convencional de programas los dsPIC33F basa´ndo-
se en esquemas de planteamiento.
Esquematizacio´n: Planteamiento de esquema que pueda mostrar el sistema completo
para el gestor de arranque.
Modelado: Breve disen˜o para el gestor de arranque en consecuencia de los requisitos y
funcionalidades.
Caracterizacio´n: Construccio´n del gestor de arranque basado en la subseccio´n anterior.
Integracio´n: Complementacio´n de desarrollos de la subseccio´n anterior.
Pruebas: Evaluacio´n de la integracio´n para el uso del gestor de arranque.
Producto de Ingenierı´a: Ejemplificacio´n con el uso del gestor de arranque y resultados
finales.
3.2. Planteamiento
En base a la situacio´n actual de la forma convencional de co´mo se programa la memoria
flash de los dsPIC33F se plantea los requerimiento y funcionalidades que pueden abarcar tanto
hardware como software pudiendo ser parte fundamental para que este desarrollo logre los
objetivos ba´sicos con lo cual el usuario pueda tener acceso a un nuevo me´todo de programacio´n
haga uso del mismo sin ningu´n problema, todo ello se trata a lo largo de todo este capı´tulo.
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3.2.1. Situacio´n Actual
Es importante sen˜alar que para este trabajo se utiliza la tarjeta de desarrollo FLEX-Full
misma que en la seccio´n 2.6.2 se menciona a detalle de como el dsPIC33F el que integra di-
cha tarjeta es programada de forma habitual, lo que puede no ser muy eficiente desde el punto
de vista que ha sido creado. Esta tarjeta es usada por desarrolladores que tienen conocimien-
tos previos en el a´mbito de microcontroladores especı´ficamente de Microchip ya que tanto su
estructura lo´gica como fı´sica obligan a hacerlo. Se puede observar en el esquema de la figura
2.7 el proceso de programacio´n convencional que se usa para el dsPIC33F para el caso que se
necesite grabar cualquier aplicacio´n de usuario, el proceso es descrito a continuacio´n:
El archivo .hex (co´digo hexadecimal de programa) es cargado a MPLAB IPE (Entorno
de Programacio´n Integrada) que conjuntamente con el framework de MPLAB IDE, la
base de datos del depurador de Microchip, el puerto de comunicacio´n y controladores
respectivos puedan proporcionar capacidades de programacio´n.
Una vez cargado el archivo .hex es decodificado y enviado por el puerto USB al ICD3
(Depurador en Circuito) para que pueda ser depurado y posteriormente enviado directa-
mente a la seccio´n de memoria flash de aplicacio´n del dsPIC33F.
El ICD3 conectado al puerto correspondiente de la tarjeta FLEX-Full la cual tiene comu-
nicacio´n directa con el puerto ICSP del dsPIC33F para que finalmente ser programada.
3.2.2. Forma Propuesta de Programacio´n
Las razones citadas en las seccio´nes 1.1. y 2.6.2, hacen que la tarjeta FLEX-Full que
incorpora dos microcontroladores sea aprovechada de manera eficiente, pudiendo realizar con-
figuraciones para que las dos MCUs actu´en conjuntamente y el dsPIC33F pueda ser programado
27
sin hacer uso de un programador externo, para lo cual se plantea una nueva forma de programa-
cio´n.
Figura 3.3: Esquema de Planteamiento de Programacio´n
Fuente: Elaboracio´n Propia
A partir del esquema de la figura 3.3 se plantea el siguiente proceso de programacio´n:
El archivo .elf (Formato Ejecutable y Vinculable) debe ser cargado a la MHI para ser
decodificado.
Una vez tratado el archivo .elf, la MHI envı´a por comunicacio´n serial hacia el dsPIC33F
mediante el puente USB/UART.
La tarjeta FLEX-Full mediante el puerto correspondiente debe ser conectada al ordena-
dor que contiene la MHI, para que el dsPIC33F que debe tener precargado el gestor de
arranque ayude a colocar el archivo .elf decodificado en la seccio´n de memoria flash co-
rrespondiente.
3.2.2.1. Comparacio´n de Procesos de Programacio´n
Para una mejor apreciacio´n la forma de programacio´n propuesto para el dsPIC33F, en la
figura 3.4 se realiza una comparacio´n entre esquemas de programacio´n de las figuras 2.7 y 3.3
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como se muestra a continuacio´n.
Figura 3.4: Comparacio´n Esquemas de Programacio´n para dsPIC33F
Fuente: Elaboracio´n Propia
En la figura 3.4 se trata de poner en evidencia que el nuevo enfoque plantea reemplazar
en gran medida al programador externo por un gestor de arranque colocado en el dsPIC33F,
un puente USB/UART sobre el PIC18F que deben actuar de manera conjunta con la aplicacio´n
(MHI) para el gestor de arranque logre el objetivo de programar archivos .elf en parte de la
memoria flash del dsPIC33F destinada para aplicaciones de usuario.
3.3. Requerimientos
Como se menciona en la seccio´n 1.4 donde pone en evidencia una necesidad de la crea-
cio´n de una herramienta MHI y un gestor de arranque que reemplacen al programador externo,
para ello, el desarrollo de la MHI se basara´ en lenguaje de programacio´n Python el que per-
mita decodificar archivos .elf como tambie´n enviar los mismos mediante el puente USB/UART
a la memoria del dsPIC33F el cual contendra´ el gestor de arranque escrito en lenguaje C. Es-
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ta propuesta permite dejar de lado el uso de hardware adicional para la comunicacio´n entre el
dsPIC33F y un ordenador para la etapa de ejecucio´n de alguna aplicacio´n final de usuario.
3.3.1. Requerimientos de Hardware
Para el disen˜o tanto del gestor de arranque como del puente USB/UART se programara´n
sobre las MCUs (dsPIC33F y PIC18F respectivamente) de la tarjeta de desarrollo FLEX-Full,
como se muestra en la figura 2.7 el proceso habitual que es sometido el dsPIC33F para poder
ser programada, esta es comparada con la nueva propuesta de programacio´n que reemplaza al
programador externo y ası´ facilitar a los desarrolladores el uso de nuevos enfoques para este
tipo de tarjetas.
La tarjeta FLEX-Full no tiene colocado ningu´n firmware en sus MCUs, haciendo esto
que sea ido´nea para el planteamiento propuesto en la figura 3.3, lo cual permite implementar el
gestor de arranque sobre la dsPIC33F y un firmware que actu´e como puente USB/UART sobre
el PIC18F, estos dos al trabajar conjuntamente permite obtener una comunicacio´n directa entre
el ordenador (HMI) y el dsPIC33F y permita colocar (leer, actualizar y borrar) aplicaciones de
usuario las veces que sean necesarias sin el uso de algu´n programador externo. Basado en la
figura 3.3 se detallan los requerimientos de hardware siguientes:
Utilizacio´n por u´nica vez de un programador externo para colocar el firmware (gestor de
arranque y puente USB/UART) desarrollado a las dos MCUs.
Utilizacio´n del PIC18F como intermediario de comunicacio´n entre el dsPIC33F y el or-
denador.
Utilizacio´n del puerto USB tipo B de la tarjeta FLEX-Full para conexio´n cableada (cable
serial) con el ordenador (MHI).
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3.3.2. Requerimientos de Software
Para estos requerimientos que se centralizan en dos partes principales de desarrollo que se
apoyan en plataformas GNU/LINUX y el editor MPLAB IDE. Para el desarrollo del gestor de
arranque y del puente UART/USB se hara´ uso del editor MPLAB IDE de Microchip en lenguaje
C y ensamblador, tomando en cuenta la comunicacio´n UART entre las MCUs y el puerto USB
del PIC18F que permita alcanzar el planteamiento del esquema de la figura 3.3.
Los requerimientos para la MHI se basa en lenguaje de programacio´n Python para sis-
temas operativos GNU/LINUX, mediante el cual obtener una aplicacio´n que se ejecute por la
terminal de consola para que pueda realizar las funciones de la decodificacio´n de archivos .elf y
de la gestio´n de la comunicacio´n serial entre el ordenador con el dsPIC33F adema´s del proceso
de lectura, escritura y borrado de las diferentes secciones de la memoria flash del dsPIC33F.
Para cualquier aplicacio´n de usuario que haga uso del gestor de arranque debe cumplir dos
para´metros ba´sicos que son:
El co´digo de usuario no puede hacer uso del espacio de memoria reservado para el gestor
de arranque.
El taman˜o no debe exceder del espacio de memoria que se asigne para aplicaciones de
usuario.
3.3.3. Requerimientos para Usuarios
El usuario como desarrollador de aplicaciones basadas en microcontroladores, debe po-
seer conocimientos en los a´mbitos como: programacio´n de microcontroladores Microchip (usa-
do en la tarjeta FLEX-Full), manejo ba´sico de sistemas operativos GNU/Linux (interfaz de lı´nea
31
de comandos), lenguajes de programacio´n C, ensamblador (en caso de ser requerido) y Python
(uso ba´sico e instalacio´n). Con los requerimientos de usuario nombrados anteriormente el desa-
rrollador puede hacer uso de la forma de programacio´n que se plantea para el dsPIC33F sin
mayor problema.
3.4. Funcionalidades
Las funcionalidades principales se acentu´an en dos partes fundamentales para este desa-
rrollo, el gestor de arranque y la MHI, para las cuales se las trata de manera independiente.
3.4.1. Funcionalidades de Hardware
El dsPIC33F adema´s de ofrecer precisio´n de resultados tiene la ventaja de poseer gran
velocidad de procesamiento, esto ayuda a que sea usada de una manera o´ptima por el gestor de
arranque, este sera´ colocado en cierta parte de seccio´n su memoria flash, con el propo´sito de
ayudar a colocar archivos .elf en la memoria destinada para programas de usuario. Consta de
dos partes, el gestor de arranque por parte del dsPIC33F y la herramienta de software para el
ordenador (MHI).
Para la comunicacio´n del dsPIC33F y el ordenador es necesario el desarrollo de un me´to-
do de conexio´n que permita existir transmisio´n de datos entre los dos, esto se podra´ lograr
haciendo uso de la funcionalidad de la tarjeta que incorpora un PIC18F que permite desarrollos
con conexiones USB 2.0 a velocidades de 480Mbps. Para lo cual ayuda a la creacio´n de un
firmware que actu´e como puente USB/UART y permita la comunicacio´n USB de un ordenador
con la UART del dsPIC33F que permitira´ lograr registrar actividad en el puerto destino y ası´
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gestor de arranque pueda entrar en actividad.
3.4.2. Funcionalidades de Software
Como ya se menciono´, las funciones de la herramienta MHI se basa en lenguaje de pro-
gramacio´n Python que tiene como funciones principales la codificacio´n de los archivos elf a
binario y de mantener la comunicacio´n serial con el dsPIC33F, la interfaz humano ma´quina se
ejecuta desde lı´nea de comandos (CLI), para ello se debe tener en cuenta los para´metros princi-
pales como la interpretacio´n de comandos de cadenas de datos (string) y baudrate que define la
velocidad de transferencia. Se toma en cuenta que tanto la MHI y el gestor de arranque debera´n
trabajar a una misma velocidad de transmisio´n.
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Capı´tulo 4
Desarrollo del Sistema
En este capı´tulo, se procede a seguir con las dos subsecciones de esquematizacio´n, mode-
lado y carecterizacio´n para el gestor de arranque en base al planteamiento que se logro´ durante
el desarrollo del capı´tulo anterior.
4.1. Modelado
Una vez que se pudo obtener los requerimientos y funcionalidades para el desarrollo del
gestor de arranque, se inicia con el modelado o una descripcio´n breve del conjunto de desa-
rrollos para el gestor de arranque que ayude a obtener una idea ma´s clara para las siguientes
subsecciones de la metodologı´a.
4.1.1. Descripcio´n del Sistema
El desarrollo del gestor de arranque puede simplificar el proceso de desarrollos de pro-
yectos pra´cticos cuando se utilice el dsPIC33F, para lo cual se reemplaza el uso de herramientas
de hardware convencionales por una alternativa de software para programacio´n del dsPIC33F,
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de tal manera se cambia el uso de MPLAB IPE y el programador ICD3, como se muestra en la
figura 3.3 que propone implementar mediante un ordenador con sistema operativo GNU/Linux
y una tarjeta FLEX-Full una forma alternativa de programacio´n para su dsPIC33F. La secuencia
ba´sica para la programacio´n que se planteada es la siguiente:
Se debe obtener el archivo ejecutable .elf despue´s del procedimiento normal de desarrollo
de aplicaciones en MPLAB IDE.
La MHI hace una ”llamada” al gestor de arranque del dsPIC33F para que pueda recibir el
archivo .elf decodificado mediante el puente USB/UART y gestione la colocacio´n en una
seccio´n de su memoria Flash.
Es importante mencionar que el uso de la aplicacio´n para el gestor de arranque se con-
vierte en obligatorio para poder tener una actualizacio´n del co´digo en el dsPIC33F. Este proceso
es mucho ma´s simple al convencional para el desarrollo de aplicaciones de usuario. La carac-
terizacio´n de la propuesta planteada abarca el uso de PIC18F como puente USB/UART que
reemplaza a la comunicacio´n serial convencional utilizada para la transmisio´n de datos entre el
dsPIC33F y un ordenador.
Figura 4.1: Comunicacio´n comu´n dsPIC33F-Ordenador y forma propuesta
Fuente: Elaboracio´n Propia
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En la figura 4.1 se compara la forma comu´n de comunicacio´n serial con la forma pro-
puesta que ayuda a un mejor modelado para el puente USB/UART.
El gestor de arranque tiene dos modos para su desarrollo, modo depuracio´n y automa´tico.
El modo depuracio´n tiene el objetivo de depurar el co´digo de cargado haciendo uso de herra-
mientas de hardware como el ICD3 y el modo auto´nomo no depura el co´digo de cargador, este
u´ltimo se utiliza para nuestro disen˜o ya que la herramienta MHI es el encargado de realizar el
proceso de depuracio´n.
4.2. Esquematizacio´n
Para esta subseccio´n iniciaremos representando en un esquema de bloques que represen-
tan cada uno de los 3 desarrollos para el sistema. Se parte desde el nu´cleo que es el gestor de
arranque sobre el dsPIC33F, el puente USB/UART en el PIC18F y la MHI en un ordenador
como se indica el esquema de la figura 4.2, este esquema pone en evidencia los procesos con-
secutivos en el que inicia obteniendo de alguna manera el archivo .elf para que finalmente se
programe en la memoria Flash del dsPIC33F.
Figura 4.2: Diagrama de Bloques de Sistema
Fuente: Elaboracio´n Propia
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4.3. Caracterizacio´n
4.3.1. Desarrollo del Gestor de Arranque
Cuando se produce un reset total o se alimenta el dsPIC33F en primera instancia esta eje-
cuta el vector reset que se encuentra en la direccio´n 0x000 que tambie´n contiene una instruccio´n
de salto hacia la seccio´n donde se encuentra el co´digo de usuario desde la direccio´n 0xC02, para
cambiar todo esto y que la instruccio´n realice el salto hacia el gestor de arranque desde la sec-
cio´n 0x400 se logra cambiando la configuracio´n del fusible reset para que cada vez que exista
un inicio/reset de la MCU ejecute el gestor de arranque en lugar del co´digo de usuario.
4.3.1.1. Distribucio´n de Memoria
Aunque el gestor de arranque requiere un mı´nimo de memoria, la arquitectura del ds-
PIC33F restringe un rango de memoria para ser dedicada para esta pequen˜a aplicacio´n. Una
aplicacio´n para que pueda ser colocada en la memoria del dsPIC33F, el gestor de arranque debe
primero borrarla, tambie´n tiene la funcionalidad de hacer un borrado de toda la memoria flash
o borrado por direcciones de memoria.
Figura 4.3: Distribucio´n Memoria dsPIC33F
Fuente: Datasheet
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En la figura 4.3 se muestra la organizacio´n de la memoria del dsPIC33F.
4.3.1.2. Valores de Retardo
Estos valores de retardo mostrados en la tabla 4.3.1.2 son los escogidos para el disen´o del
gestor de arranque.
Tabla 4.1: Valores de Retardo Va´lidos
Valores de retardo
(Segundos) Resultado
0
Suspende el gestor de arranque y transfiere la ejecucio´n a
la aplicacio´n del usuario.
1-254
Espera el tiempo especificado para transferir archivos .elf,
si no se actividad UART en ese tiempo transfiere la
ejecucio´n a la aplicacio´n de usuario.
255 Espera ilimitadamente para la transferencia de archivos .elf
Fuente: Datasheet
4.3.1.3. Gestor de Arranque
El gestor de arranque se encuentra en una seccio´n de memoria del dsPIC33F dedicada
para esta pequen˜a aplicacio´n que va a partir de la direccio´n 0x400 hasta 0xBFF, cuanto este
se este´ ejecutando espera un tiempo indefinido de retardo hasta recibir un comando UART, en
caso de detectar actividad UART realiza la accio´n recibida segu´n el comando UART en el cual
el principal es la ejecucio´n regular de la aplicacio´n de usuario a partir de la direccio´n de memo-
ria 0xC02, si el gestor de arranque detecta actividad UART para programar la memoria Flash
empieza una transmisio´n para recibir una aplicacio´n de usuario desde el ordenador que coloque
en parte de su memoria flash. Entonces, las aplicaciones que se programen en el dsPIC33F con
el uso del gestor de arranque sera´n almacenadas desde la direccio´n 0xC02. Esto implica que en
el proceso de compilacio´n debe realizar algunas alteraciones para que los archivos .elf o .hex
cumplan con este requisito.
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Figura 4.4: Diagrama de Flujo Interrupciones Gestor Arranque
Fuente: Elaboracio´n Propia
El diagrama de la figura 4.4 representa el flujo del gestor de arranque una vez que todos
los mo´dulos de hardware hayan sido inicializados, un timer de conteo regresivo esta´ siempre
activo, una vez dicho timer haya expirado, la variable correspondiente se carga con una ins-
truccio´n de ejecucio´n (run) para que posteriormente el mo´dulo inte´rprete de comandos salga
del gestor de arranque a la aplicacio´n del usuario. Si se recibe un comando UART el timer de
conteo regresivo pasa a desactivarse y el comando se carga con el byte recibido para que el
gestor de arranque no pueda salir sino solo hasta que la aplicacio´n de gestor de arranque envı´e
un comando para la ejecucio´n de aplicacio´n de usuario.
En la figura 4.5 se muestra el diagrama de flujo para la interpretacio´n de comandos ingre-
sados por el usuario por intermedio de la MHI.
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Figura 4.5: Diagrama de Flujo Interpretacio´n Comandos
Fuente: Elaboracio´n Propia
A partir de la figura 4.5 se toma como referencia para este desarrollo, el MHI interpreta
y ejecuta las siguientes sentencias de co´digos:
Tabla 4.2: Comandos seriales desde la MHI
Comando Formato Retorno Interpretacio´n
readPM [0x02],[Direccio´n]
Contenido de la
pa´gina de memoria
512 ubicacio´n * 3
bytes/ubicacio´n = 1536 bytes
writePM
[0x03],[Direccio´n],
[Nueva pa´gina
memoria]
ACK
Borra toda la pa´gina y escribe
nuevos datos.
runProg [0x08] ACK
Inicia automa´ticamente la
aplicacio´n del usuario.
readID [0x09] ACK
Lee si el cargador de arranque
esta´ listo para comunicarse.
erasePM [0x0a] ACK
No permite borrar pa´ginas 0x400
a 0x800.
testDevice [0x0b] ACK
Prueba fı´sicamente la tarjeta, u´til
para uso de varias tarjetas.
Fuente: Elaboracio´n Propia
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Se debe tomar en cuenta que la lectura, escritura y borrado no se pueden realizar por
bytes sino solo por pa´gina ya que es una especificacio´n de fabricante. De una manera ma´s
especı´fica una pa´gina tiene 512 ubicaciones de memoria de 4 bytes de las cuales cada una tiene
24 bits u´tiles de los 32 bits que especifica el fabricante. Por otra parte, cuando un comando
no es reconocido o a su vez se reconoce, pero el argumento no es va´lido el gestor de arranque
responde con un NACK.
4.3.2. Desarrollo Puente USB/UART
Este pequen˜o programa que actu´a conjuntamente con el mo´dulo interno USB del PIC18F.
Posee una frecuencia de oscilacio´n de 48 Mhz que es requerida por USB2.0 y aprovechando que
la tarjeta FLEX-Full que tienen incorporada un cristal de 20 MHz. Este PIC18F tiene la ventaja
de suministrar las bibliotecas necesarias para el a´mbito de comunicacio´n USB que le da mucha
comodidad para transferencias de datos donde el tiempo es muy crı´tico.
El gestor de arranque sobre el dsPIC33F hace uso de las direcciones de memoria desde
la 0x400 a 0xBFF y utiliza los perife´ricos UART y TIMER, tambie´n hace uso de los vectores
de reinicio que constan en la tabla de vectores de interrupcio´n (IVT). Segu´n el datasheet de
fabricante el rendimiento ma´ximo medido para un gestor de arranque es de 8.1 KB/s.
Como se muestra en el diagrama de flujo de la figura 4.6, se inicializan los mo´dulos de
hardware y esperar a detectar actividad UART para poder establecer las interrupciones, con ello
se podrı´a saber si existe flujo de informacio´n.
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Figura 4.6: Diagrama de Flujo Puente USB/UART
Fuente: Elaboracio´n Propia
Para el restablecimiento del dsPIC33F una salida esta´ conectada al pin maestro para que
pueda ser reiniciado antes de iniciar la comunicacio´n con el gestor de arranque, para el UART
esta´ configurado a 115200 bps, 8 bits de largo, sin paridad, sin control de flujo y para las inte-
rrupciones tiene ajustes de eventos USB y recepcio´n UART.
En esta parte el puente USB/UART tambie´n es el encargado de realizar un subproceso
de enumeracio´n, para lo cual el microcontrolador debe responder a varias ”preguntas” (ID de
fabricante, requisitos de alimentacio´n, versio´n del dispositivo y USB que soporta) que son emi-
tidas por la MHI con todo esto la tarjeta FLEX-Full podra´ ser identificado de otros en caso de
que se conecte ma´s de uno. Entonces, las funciones ba´sicas del puente USB/UART son que
cada byte que se recibe desde el ordenador mediante el USB se reenvı´a a trave´s del UART ha-
cia dsPIC33F esto es realizado por el bucle principal del programa y cada byte se recibe del
dsPIC33F a trave´s del UART se reenvı´a al ordenador mediante USB, proceso encargado una
42
subrutina de interrupcio´n.
4.3.3. Desarrollo Interfaz Humano Ma´quina
La MHI analiza el archivo .elf de la aplicacio´n de usuario y copia en parte de la memoria
flash del dsPIC33F a trave´s de UART, pudiendo tambie´n tener un nivel de gestio´n en la lectura
de las direcciones de memoria de programa. Se toma el ejemplo de la interfaz CLI del software
AVRDUDE para dar la idea ma´s acertada para el desarrollo de la MHI como se muestra en la
figura 4.8.
Figura 4.7: Interfaz de lı´nea de comandos
Fuente: Elaboracio´n Propia
Para poder identificar el proceso que realiza la MHI se realiza un diagrama de flujo donde
muestra el funcionamiento de las partes ma´s importantes como podemos evidenciar en la figura
4.8.
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Figura 4.8: Diagrama de Flujo MHI
Fuente: Elaboracio´n Propia
Segu´n la figura 4.8, el primer proceso que realiza es cargar ajustes en caso de que se
hayan almacenado con anterioridad, en caso de serlo carga un script donde se almacenan los
directorios de puertos con la respectiva ubicacio´n de los archivos .elf o .hex que hayan sido
programados con anterioridad para ser grabados en la FLEX-Full. Si la MHI comprueba que
existen argumentos pasa a ejecutarse los procesos segu´n la tabla 4.1 caso contrario se queda en
un blucle infinito hasta ingreso de argumentos por teclado.
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Capı´tulo 5
Pruebas de Funcionamiento
En este capı´tulo se culmina las u´ltimas subsecciones de la metodologı´a para el desarrollo
del gestor de arranque. Se inicia con la descripcio´n del funcionamiento completo de los desarro-
llos realizados para alcanzar el objetivo de ayudar al gestor de arranque programe la memoria
del dsPIC33F. Se evidencia con la programacio´n de un archivo .elf o .hex en la memoria flash del
mismo. Finalmente, para el producto final y mediante un ejemplo se podra´ verificar el correcto
funcionamiento del gestor de arranque.
5.1. Integracio´n
En esta subseccio´n se realiza la explicacio´n de las configuraciones tanto de hardware
(tarjeta Full-Flex) como de software (MPLAB IDE) para poder realizar la programacio´n del
co´digo de usuario en el dsPIC33F, en la figura 5.1 se muestra el diagrama de arquitectura del
dsPIC33F en la seccio´n con la que interactu´a la interfaz humano ma´quina.
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Figura 5.1: Arquitectura ba´sica dsPIC33FJ para acceso de MHI
Fuente: http://bit.ly/30iJ2Ay p.40
5.1.1. Visio´n General
El gestor de arranque para proporcionar la programacio´n en el dsPIC33F se apoya de dos
partes fundamentales, la MHI y puente USB/UART como se puede evidenciar en la figura 5.2.
Figura 5.2: Diagrama de Ba´sico Proceso Programacio´n
Fuente: Elaboracio´n Propia
Para que todo esto suceda se utiliza las siguientes herramientas de software y sistema ope-
rativo que garantizan el correcto funcionamiento del conjunto de desarrollos con sus respectivas
versiones:
Tabla 5.1: Versiones de Herramientas de Software
Herramienta Software Versio´n
Python 2.7.9
DEBIAN Jessie 8
MPLAB X 2.0.0
MPLAB XC16 C Compiler 1.20
Fuente: Elaboracio´n Propia
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Los usuarios mediante la terminal de consola deben escribir los comandos para ejecutar
la MHI y posterior la programacio´n del dsPIC33F para ello se debe realizar configuraciones
previas tanto en hardware como en software.
5.1.2. Configuracio´n de Hardware
Esta tarjeta para el fin descrito tiene la particularidad de tener ciertas conexiones para
que el gestor de arranque pueda ser programado y a su vez permita la comunicacio´n entre el
PIC18F y el dsPIC33F en el momento de la programacio´n de una aplicacio´n de usuario siendo
transparente para el desarrollador. La figura 5.3 trata de evidenciar la conexio´n de los puentes
que permite la comunicacio´n de puertos UART del dsPIC33F y PIC18F. Tambie´n la conexio´n
de los jumper (color naranja) que permita la configuracio´n correcta segu´n el datasheet de la
tarjeta FLEX-Full (EVIDENCE, p.18). Entre las principales configuraciones que permiten los
jumpers son:
LEDs indicadores de energı´a cuando hay una fuente de alimentacio´n conectada.
LED indicador controlado por dsPIC.
Selecciona fuente de alimentacio´n interna para PIC18.
Conecta Master Clear a dsPIC.
Puerto USB conectado al dsPIC.
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Figura 5.3: Configuracio´n UART PIC18F y dsPIC33F
Fuente: Elaboracio´n Propia
Si se desea saber los pines correspondientes a cada ”CON” de la tarjeta FLEX-Full diri-
girse al Anexo 3.
5.1.3. Configuracio´n de Software
5.1.3.1. Gestor de Arranque
Se debe aclarar que esta accio´n se la debe realizar por una u´nica vez antes de pasar a
la configuracio´n del archivo enlazador de aplicaciones (.gld), consiste en que los archivos que
contienen los co´digos del gestor de arranque y del puente USB/UART (.hex) se debe programar
de la forma convencional (uso de hardware externo) y directamente en cada puerto de la MCU
correspondiente a la tarjeta FLEX-Full.
5.1.3.2. Aplicaciones de Usuario
Segu´n el datasheet menciona los requisitos que se aplican a cualquier aplicacio´n de usua-
rio que el gestor de arranque realice la programacio´n, el co´digo de las aplicaciones de usuario
deben caber en el espacio de memoria designado y no pueden ser colocadas en el espacio de
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memoria que esta´ reservado para el gestor de arranque y el retraso del cargador de arranque se
debe especificar para las posteriores ejecuciones del gestor de arranque, para ello, la secuencia
de comandos del enlazador de la aplicacio´n (archivo .gld) debe modificarse para especificar la
direccio´n de la aplicacio´n de usuario y designar el periodo de retraso del gestor de arranque.
Para los dispositivos dsPIC33F, el archivo .gld se modifica para colocar la aplicacio´n del usuario
en la direccio´n 0x0C02 y proporcione un valor de tiempo de espera para el cargador de arranque.
Figura 5.4: Configuracio´n Archivo .gld MPLAB IDE
Fuente: http://bit.ly/30kIIRF p.6
Para ello debemos dirigirnos y editar el archivo p33FJ256MC710.gld que se encuentra
en el siguiente directorio /opt/microchip/xc16/v1.20/support/dsPIC33F/gld/ y cambiar por las
lı´neas de co´digo segu´n la figura 5.4.
5.2. Pruebas
En esta subseccio´n una vez que se haya configurado de manera correcta las partes de
todas las secciones 5.1 se puede proseguir hacer uso del conjunto de desarrollos para realizar
las pruebas correspondientes de la lectura, escritura y borrado de archivos .elf de la memoria
flash del dsPIC33F, esto ayuda a poner en evidencia como el gestor de arranque actu´a de manera
conjunta para dicho objetivo. En la figura 5.5 se presenta la conexio´n directa entre la tarjeta
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FLEX-Full y un ordenador despue´s de seguir las configuraciones antes mencionadas.
Figura 5.5: Conexio´n Tarjeta FLEX-Full-Ordenador
Fuente: Elaboracio´n Propia
5.2.1. Interpretacio´n de Comandos
La serie de comandos compuestos por argumentos hace posible que las aplicaciones de
usuario se graben en la memoria flash del dsPIC33F a continuacio´n se da una explicacio´n deta-
llada del uso de los comandos de la MHI.
5.2.2. Ingreso a MHI
Mediante la terminal de consola existen dos maneras de acceder a la MHI: La primera
es a trave´s del ingreso de los comandos con sus respectivos argumentos en la cual se necesita
ejecutar el script principal llamado serialBoot.py con el siguiente formato [programa] [script][-
abreviacio´n comando] como se muestra en la figura 5.6.
Figura 5.6: Me´todo abreviado de ejecucio´n MHI
Fuente: Elaboracio´n Propia
50
De esta manera se ejecuta lo solicitado (despliegue menu´ de ayuda) ingresada y una vez
procesado el script se cierra como se puede evidenciar en la figura 5.7.
Figura 5.7: Menu´ de opciones me´todo abreviado de ejecucio´n MHI
Fuente: Elaboracio´n Propia
La segunda manera de ejecucio´n denominada me´todo bucle indeterminado la que es me-
diante el formato de comandos [programa] [script] para la terminal de consola, se mantiene en
ejecucio´n hasta introducir la sentencia apropiada de comandos para salir de la MHI. En la figu-
ra 5.8 se muestra la ejecucio´n de la sentencia del comando para ingresar al script y ejecutar un
”bucle” indeterminado para el procesamiento de los comandos despue´s ingresados por consola
las veces que el usuario lo considere.
Figura 5.8: Me´todo Bucle Indeterminado
Fuente: Elaboracio´n Propia
La figura 5.9 detalla la salida de pantalla del script principal una vez ejecutado el comando
help.
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Figura 5.9: Menu´ Ayuda Me´todo Bucle Indeterminado MHI
Fuente: Elaboracio´n Propia
A continuacio´n, se dara´ una explicacio´n del uso de los comandos existentes con sus res-
pectivas abreviaciones:
clear: borra toda la pantalla del terminal de consola.
exit: termina la ejecucio´n de la MHI.
h:help, muestra el menu´ de ayuda.
Para los comandos usbscan,reset,test el me´todo abreviado tiene el formato [programa] [-
comando] [argumento] y el me´todo bucle indeterminado tiene formato [comando] [argumento]
como se puede evidenciar en las figuras 5.10 y 5.11 respectivamente.
Figura 5.10: Me´todo abreviado para escaneo de puertos
Fuente: Elaboracio´n Propia
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s:reset, restablece por completo la conexio´n con el gestor de arranque.
r:run, ejecuta el programa cargado por el usuario.
b:test, parpadea Led del dispositivo para identificar funcionamiento en el puerto.
u:usbscan, busca puertos USB disponibles, muestra cua´ntas tarjetas Full-Flex esta´n co-
nectadas al ordenador (ma´ximo 5) y en que´ puerto USB se encuentra. En este caso, existe
una placa en /dev/ttyACM0 como se muestra en la figura 5.11.
Figura 5.11: Me´todo abreviado comandos ba´sicos
Fuente: Elaboracio´n Propia
x:fileaddr, [r] muestra el directorio del archivo .elf o .hex para ser programado, [w] [file-
name] establece nuevo directorio del archivo .elf o .hex.
Figura 5.12: Me´todo abreviado para mostrar directorio
Fuente: Elaboracio´n Propia
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Figura 5.13: Me´todo abreviado para nuevo directorio
Fuente: Elaboracio´n Propia
e:erase, [a] borra toda la memoria flash, [0xXXXX] borra solo la pa´gina 0xXXXX (0x400
step length).
Figura 5.14: Me´todo abreviado borrado de memoria Flash
Fuente: Elaboracio´n Propia
Figura 5.15: Me´todo abreviado borrado de pa´ginas memoria Flash
Fuente: Elaboracio´n Propia
p:program, [a] Programar toda la memoria flash.
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Figura 5.16: Me´todo abreviado para programacio´n de memoria flash
Fuente: Elaboracio´n Propia
d:read, lee pa´ginas de programas 0xXXXX (0x400 step length).
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Figura 5.17: Me´todo abreviado para lectura de memoria Flash
Fuente: Elaboracio´n Propia
5.3. Producto de Ingenierı´a
Para esta parte se tiene ejemplos de aplicaciones de usuario para poder hacer uso de
la MHI conjuntamente con el gestor de arranque sobre los microcontroladores de la tarjeta
FLEX-Full con lo que tambie´n ayudara´ a consolidar las pruebas a la que fue sometida. Para ello
tenemos los siguientes ejemplos los cuales no tienen el objetivo de mostrar cual es el proceso
para la programacio´n de microcontroladores en lenguaje C sobre la plataforma MPLAB IDE si
no el proceso de programacio´n para el dsPIC33F, en la figura 5.18 se muestra la orientacio´n y
distribucio´n de pines de la tarjeta FLEX-Full.
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Figura 5.18: Distribucio´n de pines CON5 - CON6 FLEX-Full
Fuente: Elaboracio´n Propia
5.3.1. Ejemplos de aplicaciones de usuario
Para cualquier aplicacio´n de usuario y para los ejemplos que se muestra en la seccio´n
5.2.1 se debe obtener los archivos .elf o .hex generados por MPLAB IDE una vez realizado la
configuracio´n que se menciona en la seccio´n 5.1.4. para dicha plataforma.
5.3.1.1. Ejemplo 1: Manejo de Interrupciones Externas
El co´digo se encuentra disponible en el Anexo 4 en el cual se propone encender/apagar un
LED mediante un bucle indeterminado con un retardo de 5000ms, el LED debe estar conectado
en el Pin11 del CON5 y mediante el uso de la interrupcio´n externa INT0 que corresponde al
Pin43 del CON6, se cambiar el retardo de encendido/apagado del LED a 500ms, se restablece
mediante un RESET que se conecta en el Pin13 del CON6 tomando como guı´a el siguiente
diagrama de la figura 5.19:
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Figura 5.19: Diagrama para interrupciones externas
Fuente: Elaboracio´n Propia
5.3.1.2. Ejemplo 2: Manejo de LCD
En primera instancia como informacio´n adicional a este ejercicio se hara´ un ejemplo
del manejo ba´sico de un LCD 16x2 usando el dsPIC33f. El manejo del LCD con el dsPIC se
centra en esta´blecer la comunicacio´n entre el microprocesador Hitachi 44780 o compatibles,
este microprocesador se encarga de la escritura en pantalla del LCD. Para la comunicacio´n con
el LCD se ha desarrollado la librerı´a lcd.h en el Anexo 5 En la tabla 5.2. se muestra los pines
de la tarjeta FLEX-Full correspondientes para la LCD.
Tabla 5.2: Tabla Conexiones Ejemplo 2
Puerto, PIN LCD
CON5, 2 VCC
CON5, 3 GND
CON6, 36 RS
CON5, 20 RW
CON5, 17 E
CON5, 27 D0
CON5, 30 D1
CON5, 34 D2
CON5, 33 D3
CON5, 36 D4
CON5, 38 D5
CON5, 37 D6
CON5, 40 D7
Fuente: Elaboracio´n Propia
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5.3.2. Resultados
Para determinar resultados del uso para el gestor de arranque se realizo´ un taller con parte
demostrativa y pra´ctica a un grupo de 16 estudiantes pertenecientes entre quinto a se´ptimo nivel
de la Facultad FICA y carrera CIERCOM los que en cuyos niveles toman las ca´tedras de Sis-
temas Microprocesados y Sistemas Embebidos para lo cual ya tienen conocimientos teo´ricos y
pra´cticos que ayuda a que el taller tenga mejor sustento y dina´mica para poder obtener resulta-
dos muy cercanos a las necesidades en los laboratorios donde se utiliza microcontroladores. Se
utilizo´ una hoja guı´a para este taller mismo que se puede evidenciar en el Anexo 6.
Posteriormente al taller pra´ctico se realizo´ una en cuenta con 10 preguntas cerradas y 2
mixtas a los estudiantes que participaron en el taller con el fin de generar informacio´n concreta
sobre el tema planteado y respaldar a que gran parte de la problema´tica pueda ser cubierta y
tener mejor sustento en los resultados y concluir acerca del mismo. Si se desea observar la
encuesta y los resultados (tabulacio´n) dirigirse al Anexo 7 y 8 respectivamente.
De manera general podemos mencionar que mediante las preguntas realizadas en la en-
cuesta se hace notorio que el 81% de los estudiantes encuestados tienen conocimientos acerca
el uso de hardware externo para la programacio´n de microcontroladores los cuales el 38% han
tenido inconvenientes con el software, 56% con el hardware de programacio´n y el 6% no han
tenido ningu´n inconveniente. Por otro lado, el 100% de los estudiantes encuestados creen el
factor econo´mico es determinante en las universidades pu´blicas para lo cual el 56% cree que
cada estudiante debe asumir los gastos que se generen en laboratorios donde se haga uso de
microcontroladores y por ende de programadores con lo cual el 81% creen que por esa razo´n el
desempen˜o acade´mico del estudiante se ve afectado.
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Tabla 5.3: Resultados de la Encuesta (Preguntas 1-5)
Pregunta Resultado (%)
1 SI=81%, NO=19%
2 a=38%, b=56%, c=0%, d=0%, e=6%
3 SI=100%, NO=0%
4 SI=56%, NO=44%
5 SI=81%, NO=19%
Fuente: Elaboracio´n Propia
El 25% de los encuestados mencionan que tienen o han tenido en cada semana de clases
regulares entre 1 a 2 horas de pra´cticas de laboratorio referente a microcontroladores, el 44%
entre 2 a 4 horas y otro 25% ma´s de 4 horas en las cuales el 56% coincide que para un mismo
dı´a de laboratorio pueden tener entre 1 a 2 pra´cticas y ası´ el 100% de encuestados esta´ de
acuerdo que la cantidad de elementos que podrı´an conformar el armado de una pra´ctica es un
limitante para completar el objetivo de la misma.
Tabla 5.4: Resultados de la Encuesta (Preguntas 6-8)
Pregunta Resultado (%)
6 a=25%, b=44%, c=25%, d=6%
7 a=56%, b=38%, c=6%, d=0%
8 SI=100%, NO=0%
Fuente: Elaboracio´n Propia
Para la u´ltima parte de la encuesta que hace referencia a los gestores de arranque el 81%
de los encuestados no han escuchado ni tiene conocimiento acerca este tipo de soluciones de
programacio´n para MCUs pero el 100% cree que este me´todo alternativo ayudarı´a para que la
disponibilidad de programadores de MCUs aumente al igual reduzca costos de inversio´n del
estudiante para este tipo de pra´cticas y el mismo porcentaje de estudiantes esta´ de acuerdo que
este me´todo tambie´n ayudarı´a al desarrollo acade´mico en laboratorios de microcontroladores
como tambı´en el 94% de estudiantes cree que ayudarı´a a disminuir tiempos de armando para
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las pra´cticas.
Tabla 5.5: Resultados Encuesta (Preguntas 9-12)
Pregunta Resultado (%)
9 SI=19%, NO=81%
10 SI=100%, NO=0%
11 SI=94%, NO=6%
12 SI=100%, NO=0%
Fuente: Elaboraco´n Propia
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Conclusiones
Los requerimientos y funcionalidades consideradas para este desarrollo fueron concretas
para no perder el enfoque del objetivo principal de leer, borrar y escribir en la memoria flash de
una MCU.
El uso de la metodologı´a Botton-Up fue adaptada para el desarrollo consecutivo del ges-
tor de arranque de forma que abarco´ desde la toma de requisito y funcionalidades hasta la
presentacio´n del producto final.
Con la utilizacio´n de librerı´as de Python en la MHI se pudo lograr la decodificacio´n de los
archivos elf y hex y la comunicacio´n serial hacia el dsPIC33F haciendo actuar al PIC18F2550
como puente USB/UART de manera transparente para el usuario.
El taller pra´ctico realizado a los estudiantes encuestados arrojo´ como resultado principal
que la forma de programacio´n propuesta cubre en gran medida la falta de grabadores y ayuda a
reducir tiempos en armados de pra´cticas para ser ma´s factible lograr los objetivos de clase.
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Recomendaciones
Para el uso de esta alternativa de programacio´n el usuario debe tener conocimientos ba´si-
cos en el uso de comandos para la terminal de consola en GNU/LINUX, programacio´n en
lenguaje C y Python para una adecuada interpretacio´n del proceso de programado de la MCU.
El gestor de arranque puede servir como pauta para realizar adaptaciones para MCUs de
otras gamas que satisfagan las necesidades de usuario.
Se debe tomar en cuenta que los desarrollos realizados fueron bajo el concepto de GNU/-
LINUX lo que abre la posibilidad de crear una MHI de interfaz gra´fica como tambie´n extender
este desarrollo para sistemas operativos licenciados.
Se una la tarjeta Full-Flex para optimizar y enfocar el tiempo de desarrollo en el gestor
de arranque, MHI y puente USB/UART, lo que deja abierto la posibilidad de crear una tarjeta
con un conjunto de electro´nica que incluya la misma lo´gica (dos MCUs).
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.0.3. DataSheet Tarjeta de Desarrollo FLEX-Full
68
FLEX
Modular solution for embedded applications
version: 0.30
February 18, 2008
69
3 Architecture
Figure 3.13: A typical jumper setting for programming the PIC18 on the FLEX Full.
JP5 (closed) - ground is connected to the PE reference;
JP6 and JP7 (1-2) - A/D converters use VDD and VSS as Vref+ and Vref-;
JP8 (1-2) - the voltage on the ICSP connector is 5 V;
JP9 (2-3) - the PIC18 power supply selects the internal power supply;
JP10 (2-3) - the Master Clear signal is connected to the PIC18;
JP11 (2-3) - the programming data line is connected to the PIC18;
JP12 (2-3) - the programming clock line is connected to the PIC18;
JP13 (open) - no RX serial port pull-up resistor;
JP15 and JP16 (2-3) - Real-Time Clock enabled;
JP17 (1-2) USB shield connected to GND.
3.2 FLEX pinout mapping
The next two tables shows the FLEX pinout mappings1
3.2.1 FLEX CON5 mappings
1Thanks to Andrea Bertelli for the Latex tables!
20
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3 Architecture
Pin CON5 Mappings
1 V out
2 5V out
3 Gndout
4 3V out
5 INT3/RA14
6 Gnd
7 IC1/RD8
8 INT4/RA15
9 IC3/RD10
10 IC2/RD9
11 OC1/RD0
12 IC4/RD11
13 OC3/RD2
14 OC2/RD1
15 IC5/RD12
16 OC4/RD3
17 OC5/CN13/RD4
18 IC6/CN19/RD13
19 OC7/CN15/RD6
20 OC6/CN14/RD5
21 C1RX/RF0
22 OC8/UPDNCN16/RD7
23 C2TX/RG1
24 C1TX/RF1
25 AN22/CN22/RA6
26 C2RX/RG0
27 PWM1L/RE0
28 AN23/CN23/RA7
29 CSCK/RG14
30 PWM1H/RE1
31 CSD0/RG13
32 CSDI/RG12
33 PWM2H/RE3
34 PWM2L/RE2
35 COFS/RG15
36 PWM3L/RE4
37 PWM4L/RE6
38 PWM3H/RE5
39 AN16/T2CK/T7CK/RC1
40 PWM4H/RE7
21
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3 Architecture
3.2.2 FLEX CON6 mappings
Pin CON6 mappings
1 Gnd
2 Gnd
3 Gnd
4 Gnd
5 PGD2/EMUD2/SOSCI/CN1/RC13
6 PGC2/EMUC2/SOSCO/T1CK/CN0/RC14
7 AN17/T3CK/T6CK/RC2
8 AN18/T4CK/T9CK/RC3
9 AN19/T5CK/T8CK/RC4
10 SCK2/CN8/RG6
11 SDI2/CN9/RG7
12 SDO2/CN10/RG8
13 DSPMCLR
14 SS2/CN11/RG9
15 TMS/RA0
16 AN20/FLTA/INT1/RE8
17 AN21/FLTB/INT2/RE9
18 AN5/QEB/CN7/CN7/RB5
19 AN4/QEA/CN6/RB4
20 AN3/INDX/CN5/RB3
21 AN2/SS1/CN4/RB2
22 V ref − /RA9
23 V ref + /RA10
24 AV DDext
25 AV SSEXT
26 AN8/RB8
27 AN9/RB9
28 AN10/RB10
29 AN11/RB11
30 TCK/RA1
31 U2CTS/RF12
32 U2RTS/RF13
33 AN13/RB13
34 AN12/RB12
35 IC7/U1CTS/CN20/RD14
36 AN15/OCFB/CN12/RB15
37 U2RX/CN17/RF4
22
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3 Architecture
38 IC8/U1RTS/CN21/RD15
39 U1TX/RF3
40 U2TX/CN18/RF5
41 SDO1/RF8
42 U1RX/RF2
43 SCK1/INT0/RF6
44 SDI1/RF7
45 SCL1/RG2
46 SDA1/RG3
47 SDA2/RA3
48 SCL2/RA2
49 TD0/RA5
50 TDI/RA4
51 PGD3/EMUD3/AN0/CN2/RB0
52 DSPPCLK
53 PGC3/EMUC3/AN1/CN3/RB1
54 DSPPDATA
55 5Vout
56 5Vout
57 3Vout
58 3Vout
59 Gnd
60 Gnd
61 Vout
62 Vout
63 GNDout
64 GNDout
3.3 Daughter boards
A FLEX Daughter Board is a board with specialized features that can be inserted on top
of a FLEX Base Board (piggybacking) or connected another Daughter Board, to obtain
complex devices for all possible applications.
Evidence S.r.l. and Embedded Solutions S.r.l. propose a set of general purpose Daugh-
ter Boards for some most common applications.
The development of custom, home-made daughter boards is made easy since the FLEX
Base Board connectors use the standard 2.54 mm pitch. Therefore, the features of the
FLEX platform can be extended with virtually no limits.
23
73
.0.4. Manejo Interrupciones Externas (main.c)
Programa 1: Co´digo implementado sobre microcontrolador dsPIC33FJ256MC
/∗
∗ F i l e : main . c
∗ Author : ruben
∗
∗ Crea ted on 30 de j u l i o de 2019 , 10:09 AM
∗ /
# i n c l u d e <s t d i o . h>
# i n c l u d e < s t d l i b . h>
# i n c l u d e <xc . h>
# i f d e f i n e d ( d s P I C 3 3 F )
# i n c l u d e "p33Fxxxx.h"
# e l i f d e f i n e d ( PIC24H )
# i n c l u d e "p24Hxxxx.h"
# e n d i f
/ / ###################### A r c h i v o s Cabecera #################
# d e f i n e FCY 20000000
# d e f i n e BRGVAL 10 / / ( ( FCY / BAUDRATE) / 1 6 )−1
# d e f i n e d e l a y B e g i n 2 / / r e s e t a f t e r r e b o o t i n s e c o n d s
# i n c l u d e "libpic30.h"
/ / ######################## DEFINIR MACROS##################
FOSCSEL ( FNOSC FRC & FNOSC PRIPLL ) ; / / Clock S w i t c h i n g and F a i l S a f e Clock Moni tor i s d i s a b l e d
/ / Pr imary ( XT , HS , EC) O s c i l l a t o r w i t h PLL
FOSC (FCKSM CSECMD & OSCIOFNC OFF & POSCMD XT) ; / / F r e c u e n c i a de O s c i l a c i o n
FWDT(FWDTEN OFF) ; / / WatchDog t i m e
FPOR (FPWRT PWR1 & FPWRT PWR16) ; / / R e i n i c i o
FGS (GWRP OFF) ; / / S e g u r i d a d
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/∗
∗
∗ /
/ / D e c l a r a c i n de l a s u b f u n c i n i n t e r r u p c i n 0
/∗ Globa l V a r i a b l e s and F u n c t i o n s ∗ /
void I N T x I O I n i t ( void ) ;
void a t t r i b u t e ( ( i n t e r r u p t ) ) I N T 0 I n t e r r u p t ( void ) ; /∗ Dec lare e x t e r n a l i n t e r r u p t ISRs ∗ /
/ / ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ PROGRAMA PRINCIPAL∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ / /
i n t main ( void )
{
/ / C o n f i g u r e O s c i l l a t o r t o o p e r a t e t h e d e v i c e a t 40Mhz
/ / Fosc= Fin∗M/ ( N1∗N2 ) , Fcy=Fosc / 2
/ / Fosc= 8M∗4 0 / ( 2∗2 ) =80Mhz f o r 8M i n p u t c l o c k
PLLFBD=38; / / M=40
CLKDIVbits . PLLPOST=0; / / N1=2
CLKDIVbits . PLLPRE=0; / / N2=2
OSCTUN=0; / / Tune FRC o s c i l l a t o r , i f FRC i s used
/ / D i s a b l e Watch Dog Timer
RCONbits .SWDTEN=0;
/ / C o n f i g u r e t h e Analog f u n c t i o n a l p i n s as d i g i t a l
AD1PCFGL=0xFFFF ;
AD1PCFGH=0xFFFF ;
/ / Clock s w i t c h t o i n c o r p o r a t e PLL
bu i l t i n wr i t e OSCCONH (0 x03 ) ; / / I n i t i a t e Clock S w i t c h t o Primary
/ / O s c i l l a t o r w i t h PLL (NOSC=0b011 )
b u i l t i n w r i t e O S C C O N L (0 x01 ) ; / / S t a r t c l o c k s w i t c h i n g
whi le ( OSCCONbits . COSC != 0 b011 ) ; / / Wait f o r Clock s w i t c h t o occur
/ / Wait f o r PLL t o l o c k
whi le ( OSCCONbits .LOCK! = 1 ) {} ;
I N T x I O I n i t ( ) ;
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TRISD=0 x0000 ;
/ / H a b i l i t a l a INT0
/ / INTCON2bits . INT0EP=1;
/ / H a b i l i t a l a INT0
/ / I E C 0 b i t s . T1IE =1;
whi le ( 1 ) / / C i c l o i n f i n i t o w h i l e para programa p r i n c i p a l
{
LATDbits . LATD8=0;
/ / Re ta rdo de 50000 c i c l o s de m quina
d e l a y m s ( 5 0 0 0 ) ;
LATDbits . LATD8=1;
/ / Re ta rdo de 50000 c i c l o s de m quina
d e l a y m s ( 5 0 0 0 ) ;
LATDbits . LATD8=0;
}
}
void I N T x I O I n i t ( void )
{
INTCON2 = 0x001E ; /∗ S e t u p INT1 , INT2 , INT3 & INT4 p i n s t o i n t e r u p t ∗ /
/∗ on f a l l i n g edge and s e t up INT0 p i n t o i n t e r u p t ∗ /
/∗ on r i s i n g edge ∗ /
I F S 0 b i t s . INT0IF = 0 ; /∗ R e s e t INT0 i n t e r r u p t f l a g ∗ /
I E C 0 b i t s . INT0IE = 1 ; /∗ Enable INT0 I n t e r r u p t S e r v i c e R o u t i n e ∗ /
}
void a t t r i b u t e ( ( i n t e r r u p t , n o a u t o p s v ) ) I N T 0 I n t e r r u p t ( void )
{
I F S 0 b i t s . INT0IF = 0 ; / / C lear t h e INT0 i n t e r r u p t f l a g or e l s e , L impia l a bandera de l a
INT0
/ / t h e CPU w i l l keep v e c t o r i n g back t o t h e ISR
whi le ( 1 )
{
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LATDbits . LATD8=0;
d e l a y m s ( 5 0 0 ) ; / / Re ta rdo de 500 c i c l o s de m quina
LATDbits . LATD8=1;
d e l a y m s ( 5 0 0 ) ;
LATDbits . LATD8=0;
}
}
.0.5. Manejo LCD 16x2 (main.c)
Programa 2: Co´digo implementado sobre microcontrolador dsPIC33FJ256MC
/∗ ∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
∗ 2007 P i c M a n a By RedRaven
∗ h t t p : / / p i cman ia . garc ia−c ue rv o . n e t
∗
∗ FileName : main LCD Hel lo World . c
∗ Dependenc ie s : p33FJ256GP710 . h
∗ P r o c e s s o r : dsPIC33F
∗ Compi ler : MPLAB C30 v2 . 0 1 or h i g h e r
∗
∗ P r e s e n t ” H e l l o World” message
∗
∗ C30 O p t i m i z a t i o n L e v e l : −O1
∗
∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗ ∗ /
# i n c l u d e <s t d i o . h>
# i n c l u d e < s t d l i b . h>
# i n c l u d e <xc . h>
# i n c l u d e "lcd.h"
/ / # i n c l u d e ” d e l a y . h
# i f d e f i n e d ( d s P I C 3 3 F )
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# i n c l u d e "p33Fxxxx.h"
# e l i f d e f i n e d ( PIC24H )
# i n c l u d e "p24Hxxxx.h"
# e n d i f
/ / ###################### A r c h i v o s Cabecera #################
# d e f i n e FCY 20000000
# d e f i n e BRGVAL 10 / / ( ( FCY / BAUDRATE) / 1 6 )−1
# d e f i n e d e l a y B e g i n 2 / / r e s e t a f t e r r e b o o t i n s e c o n d s
# i n c l u d e "libpic30.h"
/ / ######################## DEFINIR MACROS##################
FOSCSEL ( FNOSC FRC & FNOSC PRIPLL ) ; / / Clock S w i t c h i n g and F a i l S a f e Clock Moni tor i s d i s a b l e d
/ / Pr imary ( XT , HS , EC) O s c i l l a t o r w i t h PLL
FOSC (FCKSM CSECMD & OSCIOFNC OFF & POSCMD XT) ; / / F r e c u e n c i a de O s c i l a c i o n
FWDT(FWDTEN OFF) ; / / WatchDog t i m e
FPOR (FPWRT PWR1 & FPWRT PWR16) ; / / R e i n i c i o
FGS (GWRP OFF) ; / / S e g u r i d a d
i n t main ( void ) {
char mytex t1 [ ] = " dsPIC33F - LCD " ;
char mytex t2 [ ] = " Hello World " ;
char ∗pText1=&mytex t1 [ 0 ] ;
char ∗pText2=&mytex t2 [ 0 ] ;
/ / The s e t t i n g s below s e t up t h e o s c i l l a t o r and PLL f o r 16 MIPS
PLLFBD = 0x00A0 ;
CLKDIV = 0 x0048 ;
/ / I n i t i a l i z e LCD D i s p l a y
In i t LCD ( ) ;
/ / Hel low World message
h o m e c l r ( ) ;
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p u t s l c d ( pText1 , s i z e o f ( mytex t1 )−1) ;
l i n e 2 ( ) ;
p u t s l c d ( pText2 , s i z e o f ( mytex t2 )−1) ;
/ / I n f i n i t e Loop
whi le ( 1 ) {} ;
}
.0.6. Taller Pra´ctico
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1. Introducción
1.1.Nombre de la práctica:
Método de programación para un microcontrolador (dsPIC33F) utilizando un gestor de
arranque y una aplicación por interfaz de linea de comandos (IHM).
1.2.Objetivo(s) de la práctica:
1.2.1. General
Dar a conocer un método alternativo de programación de aplicaciones de usuario para
microcontroladores mediante el uso de un gestor de arranque y una IHM.
1.2.2. Específicos
● Explicar de manera breve el método convencional y el método propuesto de
programación de microcontroladores.
● Verificar los requisitos tanto de hardware como de software previos pera realizar el
presente taller.
● Realizar una demostración practica del funcionamiento del gestor de arranque.
● Verificar el correcto funcionamiento del gestor de arranque mediante la puesta en
marcha de una aplicación de usuario.
1.3. Marco teórico
1.3.1. Microcontroladores (MCUs)
Es considerado como circuito integrado programable embebido que contiene una
memoria para datos, una CPU (Unidad Central de Procesamiento), periféricos de E/S y
varios recursos adicionales que ayudan al desarrollo de aplicaciones de usuario, tiene la
capacidad de ejecutar instrucciones que están colocadas en parte de la memoria en
codificación hexadecimal.
1.3.2. Distribución de Memoria dsPIC33F
Aunque el gestor de arranque requiere un mínimo de memoria, la arquitectura de la MCU
restringe un rango de memoria para ser dedicada para esta pequeña aplicación. En la fig
1 se muestra la organización de la memoria del dsPIC33F.
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Fig 1: Distribución Memoria dsPIC33F
1.3.3. Gestor de Arranque
Es tomado como una pequeña aplicación que es colocada en una parte de memoria de la
MCU la que se ejecuta al instante de inicializada la misma. Se utiliza para ayudar a cargar
el archivo HEX y sea colocado en parte de la memoria flash de la MCU, para que esto
ocurra debe existir dos partes, la primera el gestor de arranque del lado de la MCU que es
programada por única vez con un programador externo y la segunda el uso de una
herramienta de software (IHM) del lado del ordenador que tienen la función de codificar el
archivo HEX y enviar a través de un puerto estándar de comunicación (USB UART) para
que el gestor de arranque de la MCU reciba y coloque el archivo codificado en una
sección de su memoria.
1.3.4. Comandos
Comando Formato Objetivo Ejemplo
help help Muestra menú opciones. help
exit exit Termina ejecución de la IHM exit
clear clear Limpia pantalla de la IHM clear
usbscan usbscan Busca puertos USB asignados. usbscan
reset reset [#tarjeta] Para y restablece la conexión
con el gestor de arranque.
reset 0
run run [#tarjeta] Ejecuta el programa cargado por
el usuario.
run 0
test test [#tarjeta] Parpadea LED de tarjeta. test 0
fileaddr - fileaddr
[#tarjeta][argumento]
- fileaddr
[#tarjeta][argumento][
NombreArchivo]
[r], Muestra directorio del
archivo .elf o .hex a ser
programado y [w], establece
nuevo directorio del archivo .elf
o .hex.
- fileaddr 0r
- fileaddr
0w/home/ruben/pre
nderleds.elf
erase erase
[#tarjeta][argumento]
[a] Borra toda la memoria flash. erase 0a
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program program
[#tarjeta][argumento]
[a] Programa toda la memoria
flash.
program 0a
read read
[#tarjeta][DirMemoria]
Lee paginas de programas con
saltos de 0x400.
read 00xc00
Tabla 1: Comandos para IHM
1.4.Materiales y equipos
1.4.1. Materiales Hardware
● 8 Cables para protoboard “Macho-Hembra”, 4 LEDs , 4 Resistencias 330 Ohms,
Protoboard, Cable USB tipo B.
1.4.2. Materiales Software
● MPLAB X 2.0.0, Python 2.7.9, MPLAB XC16 C Compiler 1.20.
1.4.2. Equipos
● Laptop con sistema operativo Linux, Placa de desarrollo Full-Flex Evidence
1.5.Procedimiento
1.5.1. Diagrama circuito para práctica
fig 2: Diagrama de circuito para práctica
1.5.1. Bloques de proceso para programación con gestor de arranque de MCU
fig 2: Diagrama de bloques proceso programación
1.5.2. Ejecutar IHM
● Abrir terminal como super usuario.
● Dirigirse al directorio del IHM.
● Ejecutar la siguiente sentencia: python ./serialboot.py
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1.5.3. Cargar Archivo .elf para IHM
● help
● fileaddr 0r
● fileaddr 0w/home/ruben/prenderleds.elf
1.5.4. Uso de comandos varios
● read 00xc00
● erase 0a
● program 0a
● run 0
1.6.Resultados
● Para ejecución de la IHM:
Fig 3: Ejecución IHM
● Para ejecución menú IHM:
Fig 4: Menú principal IHM
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● Para ejecución de comandos básicos IHM:
Fig 5: Comandos básicos
● Para ejecución de asignación de directorio del archivo .elf para la IHM:
Fig 6: Asignación directorio .elf a IHM
● Para ejecución de programación comandos básicos IHM:
Fig 7: Programacion .elf
● Para ejecución de lectura de páginas de memoria del dsPIC33F
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Fig 8: Lectura Memoria dsPIC33F
● Para ejecución de borrado de páginas de memoria del dsPIC33F
Fig 9: Lectura Memoria dsPIC33F
1.7.Consideraciones
1.7.1. Interfaz Humano Máquina
● Esta aplicación debe ejecutarse bajo el sistema operativo DEBIAN 8 JESSIE para
garantizar el funcionamiento ya que en el mismo fueron sometidos las pruebas.
● Debe estar previamente instalado Python para su ejecución bajo el mismo sistema
operativo.
● Opcional: MPLAB IDE X no necesariamente debe estar bajo el mismo sistema
operativo ya que la IHM solo hace uso de los archivos .elf o .hex generados por el
mismo. También, existen otra configuración previa para MPLAB IDE para el cambio
de dirección de memoria para ejecución en primera instancia del gestor de arranque
pero no se mencionara ya que no es el objetivo del taller.
1.7.2. Gestor de Arranque
● El uso de un grabador externo es obligatorio para grabar los firmware a las MCUs
tanto el gestor de arranque y el puente USB/UART.
1.7.3. Aplicación de Usuario
● La aplicación de usuario (cualquier ejemplo) debe ser orientada para el
microcontrolador dsPIC33F y debe estar previamente generado el archivo .elf o .hex
ya que no es el objetivo de la practica realizarlo pudiendo ser proporcionada por el
responsable de la misma.
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.0.7. Encuesta
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F ACULTAD DE INGENIERÍA EN CIENCIAS APLICADAS
Carrera de Ingeniería en Electrónica y Redes de Comunicación
ENCUESTA
MÉTODOS DE PROGRAMACIÓN DE MCUs
Encuesta dirigida a las personas que han hecho uso de programadores (grabadores)
para MCUs o a su vez tienen conocimiento sobre la misma.
Objetivo: Obtener información de interés directamente de los estudiantes, acerca del
uso de programadores de MCUs convencionales en laboratorios y dar a conocer un
método alternativo para el mismo proceso.
Indicaciones: Lea detenidamente las preguntas y encierre la opción que
corresponda según sea el caso.
1. Usted a utilizado o a escuchado sobre la forma convencional de programar
microcontroladores (MCUs).
SI NO
2. Usted a tenido o evidenciado problemas en la programación de MCU.
a) Software b) Hardware c) Daños Físicos (MCU) d) Otros e)Ninguno
3. Cree usted que el factor económico es determinante para los laboratorios de
universidades públicas.
SI NO
4. SI la respuesta anterior fue SI cree usted que el estudiante debe asumir
inversiones económicas en materiales de laboratorio de microcontroladores.
SI NO
5. Cree que la falta de disponibilidad de grabadores (hardware) en laboratorios
es un factor que afecte al desempeño académico de los estudiantes.
SI NO
6. Cuántas horas de laboratorio de microcontroladores tiene o tuvo a la
semana.
a)1 a 2 horas b)2 a 4 horas c) Más de 4 horas d) Ninguno
7. Cuántas practicas por lo general pueden existir para un mismo laboratorio.
a)1 a 2 b)2 a 4 c) Más de 4 d) Ninguna
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8. Cree usted que debido a la cantidad de elementos que podrían conformar una
practica se dificulta el armado siendo este un limitante para completar el
objetivo de desarrollo.
SI NO
9. Usted a escuchado sobre gestores de arranque (bootloaders) para
microcontroladores.
SI NO
10. Cree usted que este método (gestor de arranque) podría ayudar para
mejorar la disponibilidad de grabadores y reducir costos de inversión como
alternativa para programado de microcontroladores.
SI NO
PORQUÉ:___________________________________________________________
___________________________________________________________________
11. Cree usted que con este método de programación de microcontroladores
podría reducir tiempos para armado de practicas en laboratorios.
SI NO
12. Cree usted que este tipo de soluciones (gestores de arranque) ayudaría al
desarrollo académico de los estudiantes en laboratorios de
microcontroladores.
SI NO
PORQUÉ:___________________________________________________________
___________________________________________________________________
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UNIVERSIDAD TÉCNICA DEL NORTE
F ACULTAD DE INGENIERÍA EN CIENCIAS APLICADAS
Carrera de Ingeniería en Electrónica y Redes de Comunicación
ENCUESTA
MÉTODOS DE PROGRAMACIÓN DE MCUs
1. Usted a utilizado o a escuchado sobre la forma convencional de programar
microcontroladores (MCUs).
SI=13 NO=3
2. Usted a tenido o evidenciado problemas en la programación de MCU.
a) Software=6 b) Hardware=9 c) Daños Físicos (MCU)=0
d) Otros=0 e)Ninguno=1
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3. Cree usted que el factor económico es determinante para los laboratorios de
universidades públicas.
SI=16 NO=0
4. SI la respuesta anterior fue SI cree usted que el estudiante debe asumir
inversiones económicas en materiales de laboratorio de microcontroladores.
SI=9 NO=7
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5. Cree que la falta de disponibilidad de grabadores (hardware) en laboratorios
es un factor que afecte al desempeño académico de los estudiantes.
SI=13 NO=3
6. Cuántas horas de laboratorio de microcontroladores tiene o tuvo a la
semana.
a) 1 a 2 horas=4 b) 2 a 4 horas=7 c) Más de 4 horas=4
d) Ninguno=1
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7. Cuántas practicas por lo general pueden existir para un mismo laboratorio.
a) 1 a 2=9 b) 2 a 4=6 c) Más de 4=1 d) Ninguna=0
8. Cree usted que debido a la cantidad de elementos que podrían conformar una
practica se dificulta el armado siendo este un limitante para completar el
objetivo de desarrollo.
SI=16 NO=0
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9. Usted a escuchado sobre gestores de arranque (bootloaders) para
microcontroladores.
SI=3 NO=13
10. Cree usted que este método (gestor de arranque) podría ayudar para
mejorar la disponibilidad de grabadores y reducir costos de inversión como
alternativa para programado de microcontroladores.
SI=16 NO=0
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11. Cree usted que con este método de programación de microcontroladores
podría reducir tiempos para armado de practicas en laboratorios.
SI=15 NO=1
12. Cree usted que este tipo de soluciones (gestores de arranque) ayudaría al
desarrollo académico de los estudiantes en laboratorios de
microcontroladores.
SI=16 NO=0
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