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1) Introduzione 
1.1) L’idea di partenza 
L’idea di questa tesi nasce da un recente articolo [PSOL04] pubblicato da alcuni 
ricercatori dell’Istituto di Scienza e Tecnologie dell’Informazione (ISTI-CNR) di Pisa. 
L’articolo si intitola“Toward GRIDLE: a way to build Grid applications searching 
through an ecosystem of components”, (D. Puppin, F. Silvestri, S. Orlando e D. 
Laforenza). 
Nel lavoro, dopo una breve introduzione relativa alle problematiche della 
programmazione in ambiente Grid [FK99] e a suoi possibili scenari futuri, vengono 
presentate le idee alla base di Gridle: un motore di ricerca per componenti software (ad 
esempio, Web Services [H05]), proponendone anche alcune modalità d’utilizzo future. 
In questo capitolo introduttivo, si cercherà di fornire al lettore un riassunto esauriente 
dei contenuti del suddetto articolo e si mostrerà come alcuni punti lasciati in sospeso 
possano rappresentare la base di partenza per successivi lavori d’approfondimento. 
Come si vedrà strada facendo, questa tesi cerca di integrarsi (complementandolo) con il 
lavoro svolto dai ricercatori dell’ISTI-CNR, in modo da concretizzare alcune delle 
visioni riportate nell’articolo. 
Molti degli argomenti di tesi vengono trattati anche in altri importati ambiti 
dell’Informatica (ad esempio: Ingegneria del Software) ma, in questo caso, la loro 
focalizzazione è nei riguardi degli ambienti Grid e delle peculiari caratteristiche imposte 
da essi (in particolare: eterogeneità e dinamicità) visto il sempre crescente interesse 
verso questo nuovo ed emergente paradigma di calcolo. 
Il punto fondamentale, che risulta essere alla base di varie iniziative di ricerca, è 
l’attuale difficoltà di semplificare le fasi relative alla scrittura di applicazioni in grado di 
sfruttare al meglio le caratteristiche di una Grid, definite anche applicazioni “Grid-
aware”. Le cause di questo problema sono da ricercarsi in diversi aspetti, che vanno 
dall’assenza di ambienti di programmazione per Grid, alla mancanza di standard, alla 
carenza di componenti software preconfezionati, i cosiddetti componenti COTS 
(Commercial Off The Shelf).  
Nell’articolo si afferma che diversi ricercatori sono del parere che alcune leggi 
economiche guideranno, in futuro, lo sviluppo di quest’area. In particolar modo, si 
ipotizza che negli anni a venire sarà disponibile un mercato globale di componenti 
software utilizzabili via Internet.  
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Nel corso degli ultimi anni si è assistito ad un’evoluzione continua degli stili di 
programmazione che ha portato rilevanti modifiche al modo di scrivere le applicazioni. 
Infatti, in passato la quasi totalità delle applicazioni era costituita da “codici monolitici” 
a blocco singolo, contenenti tutte le funzionalità per una loro esecuzione. Anche in virtù 
di anni di studi e di ricerche nel settore dell’Ingegneria del Software, questo modello sta 
rapidamente perdendo piede, a causa della sua scarsa propensione alla riusabilità del 
codice. Il nuovo paradigma emergente è quello della programmazione a componenti 
[AGG99]. Quindi le applicazioni del futuro saranno sempre più ti tipo 
“multicomponente”, cioè composte da più componenti specializzate, ciascuna scritta da 
team diversi, utilizzando linguaggi di programmazione differenti, ecc.. [FD]. 
E’ in questa visione che si inquadrano le attività principali di questa tesi. Infatti, 
partendo dall’ipotesi che in un relativamente prossimo futuro si possa addivenire ad un 
vero e proprio “mercato” globale, accessibile via Internet, di componenti o di servizi 
software, si possono immaginare scenari nei quali un’applicazione possa essere 
realizzata individuando in questo mercato i singoli “pezzi” utili per la sua esecuzione. 
Questa operazione potrebbe avvenire manualmente (staticamente o a tempo di 
compilazione) sotto la supervisione del programmatore oppure, automaticamente 
(dinamicamente o a tempo di esecuzione) guidata dal supporto  a tempo di esecuzione 
dell’ambiente Grid in questione.  
Ovviamente, al momento, ambienti siffatti o non esistono o sono ancora sotto forma di 
prototipi non ancora maturi, mancanti di importanti caratteristiche e/o funzionalità (ad 
esempio, protocolli per la negoziazione del prezzo in base alla qualità del servizio 
(QoS) richiesta ad una componente). 
Un simile mercato, rapportato al mondo delle applicazioni Grid-aware, consentirebbe di 
agevolare notevolmente il compito dei programmatori. Il problema che sorge a questo 
punto è come individuare i vari “pezzi” utili disponibili in questo mercato, e qui entra in 
gioco Gridle. 
Gridle è un motore di ricerca per componenti software (esempio: web service). Il 
progetto è ancora in fase di sviluppo e quindi molte delle considerazioni che si faranno 
più avanti non sono applicabili allo strumento nella sua forma corrente. 
Allo stato attuale, il prototipo Gridle, è suddiviso in tre parti principali: l’indicizzatore, 
il crawler dei componenti ed il modulo di risposta alle query. Questa struttura ricalca, 
grossomodo, quella dei vari motori di ricerca come, ad esempio, Google [BP]. Il terzo 
modulo è quello incaricato di interfacciarsi con l’utente: un possibile scenario potrebbe 
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prevedere l’utilizzo di un portale, dove inserire manualmente i dati su cui basarsi nella 
selezione, visualizzando poi i risultati della ricerca.  
Non è detto che questa sia l’unica possibilità, è anzi maggiormente probabile un 
secondo tipo d’utilizzo: quello automatizzato. Supponiamo che l’utente possa 
specificare, attraverso una interfaccia grafica (GUI: Graphic User Interface), il problema 
che intende risolvere. La ricerca dei componenti in grado di trovare la soluzione dei 
singoli sottoproblemi non deve essere necessariamente effettuata a mano. Si può 
pensare che esista uno strumento capace di individuare, sfruttando Gridle, vari 
componenti adatti a soddisfare le esigenze imposte dal problema. L’utilizzatore del 
servizio potrà poi esprimere il suo parere sui componenti trovati, costruendo, di fatto, la 
sua applicazione. 
Descrivere i passaggi per la soluzione di un problema attraverso un grafo, in modo da 
esprimere le dipendenze tra le varie attività da eseguire e le caratteristiche delle stesse, 
corrisponde a generare un workflow. 
Nel paragrafo successivo verrà, con maggiore dettaglio, specificato cosa si intenda in 
questo contesto con il termine workflow e verranno brevemente descritti alcuni dei più 
interessanti ed innovativi progetti di ricerca e sviluppo a tal riguardo. 
 
1.2) Cos’è un workflow e perché è importante 
Il concetto di workflow non nasce con l’informatica, ma è bensì presente da tempo nel 
campo aziendale e amministrativo [CP].  
Un workflow ha a che fare con l’orchestrazione delle azioni di un insieme d’esecutori, 
siano questi uffici amministrativi, reparti di un’azienda o componenti di un’applicazione 
informatica [CP], come emerge dalle seguenti definizioni:  
• “Il workflow è l'automatizzazione (parziale o completa) di un processo nel corso 
della quale dei documenti, delle informazioni o dei compiti passano da un 
partecipante all'altro, all'interno del gruppo di lavoro, conformemente ad un 
insieme di regole predefinite. Un sistema di workflow definisce, crea e gestisce 
l'esecuzione di tali processi” [ISNP]; 
• il workflow è “la gestione dei passi in un processo commerciale. Un workflow 
specifica che attività vanno svolte, in che ordine (a volte linearmente, a volte in 
parallelo), e chi è incaricato di eseguire ogni attività. Molti degli esecutori sono 
persone, ma possono anche essere processi automatizzati” [PG]. 
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Si può, quindi, immaginare un workflow come una struttura che racchiude le attività da 
svolgere, coordinando e supervisionando la loro esecuzione. 
Con il passare degli anni, l’interesse verso quest’aspetto coordinativo dei processi ha 
acquisito un’importanza sempre maggiore. Questa crescente rilevanza è dovuta anche al 
fatto che la complessità dei lavori da portare a termine è soggetta ad un continuo 
aumento: solo  qualche tempo fa era impossibile pensare ad aziende che interagissero in 
maniera automatica per la realizzazione dei loro cicli produttivi. Oggi, soprattutto grazie 
alle tecnologie legate ad Internet ed ai Web Services, questo scenario non è più così 
futuristico [CFHIWT02]; nonostante ciò la strada da percorrere prima di raggiungere i 
livelli d’automatizzazione ipotizzati e sperati resta ancora lunga. 
Ai fini di questa tesi, gli aspetti che verranno trattati sono quelli a carattere prettamente 
informatico e, in particolare, quelli relativi alle applicazioni nel settore Grid, questo 
senza trascurare il fatto che gli stessi concetti sono applicati con successo in altri 
contesti non necessariamente informatici. 
Nel paragrafo precedente si è parlato della nuova tendenza, favorita dai notevoli studi 
nel campo dell’Ingegneria del Software, a scrivere programmi secondo un modello 
orientato ai componenti/servizi. Tale modello si differenzia dallo stile di 
programmazione di tipo monolitico per la necessità di coordinare entità indipendenti, 
che esistono a prescindere dall’applicazione e/o che sono utilizzabili da vari utenti 
contemporaneamente [N05]. In questo caso, un workflow permette di specificare 
quando bisogna richiedere un servizio, cosa fornire come input al produttore dello 
stesso e come utilizzare il suo risultato. 
In generale, un’attività che necessita di essere svolta può essere descritta da diversi 
attributi: si può utilizzare il suo nome, la sua definizione in un linguaggio naturale (es. 
in inglese, come verrà mostrato nell’esempio del capitolo 4), le caratteristiche tecniche 
dell’operazione che porta a compimento e così via. Questo insieme di proprietà, 
eventualmente anche specificato solo in parte, può essere utilizzato da uno strumento 
come Gridle per l’individuazione dinamica di un componente in grado di svolgere 
l’attività in questione [PSOL04]. 
Una volta localizzati questi “pezzi”, emerge il problema di integrarli all’interno di un 
workflow. La presente tesi si pone come obiettivo  la realizzazione di uno strumento in 
grado di interfacciarsi con un insieme di motori di ricerca per componenti, al fine di 
sfruttarne i servizi per individuare i vari “pezzi” da assemblare in un workflow capace 
di risolvere il problema posto dall’utente. 
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Il paragrafo seguente illustrerà brevemente le idee sulle quali si è basato il lavoro, che 
hanno poi trovato attuazione nel prototipo WOODLE (acronimo derivato dal termine 
“workflow” e dal nome del motore di ricerca per componenti “Gridle”). 
 
1.3) Obiettivo della tesi 
Questa tesi si pone come obiettivo la creazione di un generatore di workflow basato 
sull’individuazione dinamica di componenti per applicazioni Grid-aware. Entrando nei 
dettagli, si vuole che lo strumento sia capace di svolgere i seguenti passi: 
• Partire dalla descrizione di un problema fornita da un utente, corrispondente ad 
un grafo ed espressa in un linguaggio non definito a priori; 
• Sfruttare un motore di ricerca per componenti, come può essere Gridle, per 
individuare vari pezzi di codice che siano in grado di fornire una soluzione ai 
singoli sottoproblemi; 
• Eseguire un ciclo di raffinamento in cui, con l’aiuto dell’utente, selezionare per 
ogni sottoproblema un unico componente che si occuperà di svolgere le attività 
che questo impone; 
• Assemblare i vari pezzi in un workflow e mandarlo in esecuzione per ottenere il 
risultato finale che rappresenta la soluzione del problema. 
Ovviamente, poiché lo strumento si basa su un’idea nata esplorando le potenzialità e le 
carenze degli ambienti Grid [FK99], si deve tenere conto di quelli che sono gli attributi 
fondamentali dell’area di studio. In particolare, un ambiente Grid è tipicamente 
caratterizzato da forte eterogeneità e dinamicità che sconsigliano una soluzione basata 
su scelte definitive e vincolanti siano queste riguardanti la piattaforma destinazione, gli 
utenti a cui ci si rivolge, ecc.. Un esempio di ciò può essere il linguaggio di 
programmazione da utilizzare per codificare l’applicazione: è chiaro che un formalismo 
altamente portabile, come Java [J2SE], risulterebbe più appropriato di altri che per 
contro possono offrire un maggiore controllo della macchina sottostante (es. C [KP96]).  
Occorre precisare che, al momento, esistono già diversi strumenti che svolgono attività 
simili a quelle che Woodle si pone come obiettivo. In particolare, sia il mondo aziendale 
che quello della ricerca offrono prodotti capaci di creare automaticamente dei workflow, 
una volta dato l’insieme di vincoli e di componenti da utilizzare. Per una descrizione 
approfondita dello stato dell’arte in materia si rimanda al capitolo successivo.  
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Gli elementi di originalità, presenti nello strumento realizzato, sono legati 
all’individuazione dinamica dei servizi da utilizzare. Questo aspetto è anche quello da 
cui ha origine gran parte della sua complessità, soprattutto perché si deve cercare di 
svolgere in maniera automatica alcune funzioni (es. estrazione di informazioni da file 
che descrivono i componenti trovati) che risulterebbero molto più semplici se si potesse 
richiedere la collaborazione dell’utente; purtroppo, però, non si può supporre che tutti i 
fruitori dello strumento abbiano conoscenze informatiche approfondite. 
Nelle pagine seguenti la tesi si svilupperà andando a toccare i seguenti punti: 
inizialmente si mostrerà quale sia lo stato dell’arte relativo alla gestione dei workflow, 
cercando di analizzare i lavori selezionati in letteratura sotto diversi punti di vista e di 
mettere in risalto gli aspetti interessanti e quelli negativi per quanto concerne lo 
strumento che s’intende costruire. 
In seguito sarà presentata la struttura dello strumento realizzato, partendo con una 
descrizione delle sue caratteristiche generali e, successivamente, scendendo nel 
dettaglio dei singoli moduli.  
Quindi, si mostrerà un esempio d’esecuzione per la risoluzione di un problema fittizio, 
evidenziando quali sono i risultati dei singoli passaggi, già sommariamente illustrati in 
precedenza.  
Infine,   si   parlerà  di  quali   possano   essere   gli   sviluppi   futuri   di   Woodle,   al  
fine   di individuare   nuovi   elementi   di originalità che possano qualificare 
ulteriormente il prototipo software oggetto del presente lavoro di tesi.
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2) Il workflow da diversi punti di vista 
 
Come si è detto nel capitolo precedente, le tecniche e le metodologie che vanno sotto il 
nome di “workflow” sono tutt’ora oggetto di ricerca e le applicazioni riguardano un 
elevato numero di domini applicativi; cercare di catalogare tali metodologie e tecniche è 
un compito complesso, poiché un singolo lavoro può essere inquadrato sotto diverse 
prospettive. Nel seguito si cercherà di fornire una suddivisione di massima dell’area 
d’interesse, anche se è bene tenere a mente che le partizioni descritte non rappresentano 
degli insiemi disgiunti, ma s’influenzano a vicenda e traggono spunto l’una dai prodotti 
dell’altra. Inoltre, in questo capitolo, verranno prese in considerazione soltanto le 
prospettive più interessanti per quanto riguarda gli argomenti trattati nella tesi, in 
particolare per l’ambiente Grid. 
Ai fini della predisposizione di questa tesi si è proceduto all’esame delle tecniche di 
workflow secondo tre diversi, ma fortemente complementari, aspetti: 
1. Approccio “pragmatico”, tipico del mondo “business” che, sotto la spinta di 
grandi aziende, tra cui Microsoft [MS] e IBM [IBM], ha dato origine a standard 
come BPEL e BPEL4WS [A03]. 
2. Approccio “teorico” all’argomento, che dirige principalmente i propri sforzi 
verso la definizione generale di modelli e linguaggi di coordinamento [B03]; 
3. Approccio del “Grid-oriented” seguito dal Grid Global Forum (GGF) [GGF], 
che ha istituito un gruppo di ricerca sull’argomento denominato WorkFlow 
Management Research Group (WFM_RG), di cui si parlerà più avanti. 
Nel resto del paragrafo verranno presentati alcuni dei risultati più importanti ed 
interessanti di questi tre approcci, nell’ordine in cui sono stati elencati. Nel caso 
specifico di questa tesi, la prospettiva di maggior rilievo è senza dubbio quella proposta 
in ambito GGF, poiché il lavoro svolto in tale area s’inserisce meglio nel puro ambito 
scientifico rispetto a diversi prodotti sviluppati per un utilizzo in campo aziendale e, allo 
stesso tempo, risulta più immediato da mettere in pratica rispetto ai risultati derivanti 




2.1) Il punto di vista del mondo commerciale (BPEL4WS) 
 
Come anticipato nell’introduzione del capitolo, diverse aziende informatiche hanno 
sviluppato un vivo interesse verso gli aspetti relativi ai workflow e alle loro 
applicazioni. Il risultato più importante dei lavori svolti in quest’area è lo standard 
BPEL, esteso in seguito, per trattare con i Web Services , in BPEL4WS [A03]. Dato che 
BPEL4WS è attualmente più utilizzato del suo predecessore, nel resto del paragrafo si 
fornirà un riepilogo generale di quali siano le sue caratteristiche. 
BPEL4WS, ovvero Business Process Execution Language for Web Services, è una 
estensione XML [BPSMY04] che definisce delle strutture utili per gestire 
l’orchestrazione di un insieme di web service. In pratica, BPEL4WS consente ad un 
processo di utilizzare vari servizi offerti da dei partner, permettendo l’automatizzazione 
di alcuni cicli aziendali. Le sue origini sono da ricercarsi nei tradizionali modelli di 
flusso e nei linguaggi di programmazione strutturata, dai quali prende in prestito diversi 
concetti [CLK03]. Tutto questo si posa sulle tecnologie standard nel campo dei web 
services: XML e WSDL [CCMW03]. 
XML (eXtensible Markup Language) è un meta linguaggio in grado di modellare 
agevolmente una rilevante quantità d’aspetti del mondo informatico. XML è un 
linguaggio in forte ascesa, grazie anche agli sforzi di standardizzazione del W3C 
[WWWC], ed in questo momento esiste un gran numero di applicazioni che si basa su 
un suo utilizzo o che lo sfrutta per determinate operazioni (es. Tomcat [AT]). 
Così come l’HTML [RLJ], anche l’XML ha una sintassi basata su elementi, attributi e 
valori, ma a differenza del primo non prevede dei tag predefiniti. Ogni utente è libero di 
creare il proprio linguaggio estendendo schemi già esistenti o partendo da zero. 
WSDL (Web Service Description Language) è il linguaggio di descrizione delle 
interfacce dei servizi, pensato per l’automatizzazione delle interazioni. Poiché WSDL è 
una specifica che, utilizzando una grammatica XML, indica come descrivere un web 
service, attraverso un documento di questo tipo è possibile venire a conoscenza di 
diverse informazioni riguardanti il servizio a cui il file appartiene. 
In particolare, un documento WSDL descrive: 
• le operazioni che il web service espone al mondo esterno; 
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• il formato dei dati che rappresentano l’input e l’output delle funzionalità offerte; 
• varie informazioni riguardanti il protocollo utilizzato per il trasporto; 
• il modo di localizzare il servizio. 
Di per sé BPEL4WS non svolge alcuna attività: è solo un mezzo di descrizione. I 
BPEL4WS Engine, invece, sono in grado di gestire l’esecuzione di un processo, di 
reagire alla ricezione di messaggi, manipolare dati, ecc. [R04].  
L’utilità del linguaggio è quindi legata all’introduzione di un livello d’orchestrazione 
sopra l’architettura orientata ai servizi (SOA: Service Oriented Architecture [N05]). 
Nella descrizione precedente è stato affermato che BPEL4WS si posa su WSDL, in 
realtà le funzionalità di questo linguaggio possono essere emulate in diversi altri 
contesti (es. RMI [JRMI] ) permettendo ai BPEL4WS Engine l’invocazione di servizi 
diversi, non solo quelli impostati secondo i dettami del mondo dei web services. 
Il linguaggio definisce due tipi di processi: 
1. pubblici (o astratti), pensati per specifiche legate all’e-commerce e che 
consentono di gestire servizi offerti da varie organizzazioni; 
2. privati (o eseguibili), ideati come modello d’integrazione d’applicazioni 
aziendali, operanti quindi all’interno di una singola organizzazione  e 
centralizzati. 
Purtroppo BPEL4WS si comporta meno bene nel lato pubblico di quanto non faccia nel 
lato privato, l’eliminazione di questa disparità è uno degli aspetti su cui i vari produttori 
di questo “standard de facto” stanno incentrando i propri sforzi [R04]. 





In questo caso un utente (a sinistra) vuole richiedere un prestito ed un processo BPEL 
(al centro) si occupa di concedere o rifiutare la richiesta basandosi sull’analisi svolta da 
un secondo servizio contenuto nella nuvoletta rossa sulla destra. L’automatizzazione di 
un tale scenario è, in genere, abbastanza macchinosa, mentre sfruttando le funzionalità 
di BPEL4WS può risultare molto più immediata [R04]. 
Tornando alla descrizione del linguaggio, ogni azione svolta da un processo è modellata 
come un’attività; ne esistono di due tipi: le attività di base e quelle strutturate, le prime 
sono preposte all’effettiva esecuzione del lavoro, le seconde si occupano di organizzare 
le attività di base ed hanno quindi una funzione di supervisione. Nel seguito saranno 
esplorati gli aspetti più interessanti d’entrambe le classi. 
Per prima cosa è utile fornire una descrizione più dettagliata delle attività di base: come 
anticipato, il loro scopo è svolgere le funzioni del processo, ci si aspetta quindi che 
esistano attività per l’invio di messaggi, la loro ricezione, l’uso di variabili e tutte le 
operazioni che in genere vengono utilizzate quando si cerca di far comunicare dei 
componenti o dei processi (nel senso più strettamente informatico del termine) anche al 
di fuori del contesto che stiamo considerando. 
Perché queste attività siano espresse correttamente, è necessario specificare, all’interno 
dei loro tag, il partner dell’azione. L’accesso ad un partner avviene per mezzo di un 
canale web service, a sua volta definito dal tag serviceLinkType o partnerLinkType. In 
questi ultimi, sono espressi i ruoli dei due processi ed il tipo di porte che devono 
supportare. Tale operazione può avvenire in due modi differenti: inglobando le 
definizioni dei link con i partner all’interno del documento WSDL che descrive il 
servizio stesso, oppure generando un secondo file che si occupa solamente di specificare 
i ruoli e gli attributi dell’interazione in questione (per approfondimenti a tal proposito si 
veda il capitolo 4). 
Un processo BPEL va in esecuzione quando una delle sue attività ne richiede la 
creazione di un’istanza. Le uniche attività capaci di svolgere questo compito sono quelle 
legate alla ricezione di un messaggio. Si può, quindi, pensare ad un processo come ad 
un servizio in attesa di ricevere un segnale di partenza; in assenza di un’attività preposta 
alla creazione dell’istanza il processo non potrà mai andare in esecuzione e l’engine che 
se ne occupa rifiuterà, probabilmente, la sua esposizione; questo è, perlomeno, ciò che 
accade nell’enactor che verrà introdotto nel capitolo 4 quando si mostrerà un esempio di 
esecuzione di Woodle. 
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Di seguito sono elencate le principali attività di base, la descrizione fornita esula dagli 
aspetti prettamente sintattici mentre cerca di mostrare un quadro abbastanza esauriente 
di quali siano le azioni che un processo può svolgere: 
• L’invocazione di un web service è abbastanza semplice e corrisponde al tag 
invoke. Grazie a quest’attività un processo è in grado di richiedere 
un’operazione sul partner specificato nel tag. 
• Rovesciando il punto di vista, la ricezione di un messaggio avviene per mezzo 
del tag receive, nel quale si specificano vari attributi quali il tipo di porta ed 
eventuali variabili utilizzate. 
• Se un processo dopo una receive volesse replicare con l’invio di un messaggio, 
dovrebbe utilizzare il tag reply, inserendolo tra le attività successive a quella di 
ricezione. 
• I costrutti descritti finora hanno delle funzioni di comunicazione; com’era stato 
anticipato, esiste un tag preposto alla manipolazione dei dati, in particolare 
all’assegnamento tra variabili. Il nodo in questione è chiamato assign, al suo 
interno può contenere diversi nodi copy, che a loro volta ospitano due ulteriori 
tag, from e to, che rappresentano la variabile da cui copiare e quella in cui 
inserire il valore. 
• Sono presenti, infine, altre attività di base, meno importanti delle precedenti, ma 
che vale la pena menzionare: wait permette di bloccare l’esecuzione del 
processo per un determinato periodo di tempo ed è usata per la sincronizzazione 
delle istanze. Throw consente di segnalare un errore, allo stesso modo di come 
avviene in Java la sollevazione di un’eccezione all’interno di un metodo [J2SE]. 
Terminate conclude l’esecuzione del processo. 
Le attività strutturate racchiudono le attività di base fornendogli uno schema d’azione. 
L’esecuzione sequenziale delle seconde si ottiene inserendole all’interno del tag 
sequence, mentre il parallelismo viene espresso per mezzo del nodo flow. Fanno parte 
delle attività strutturate anche altri tre tag che rispecchiano i classici costrutti di 
controllo di un qualsiasi linguaggio di programmazione: while e switch hanno la stessa 
funzione comune a qualsiasi formalismo corrente. Pick permette di esprimere il non 
determinismo: al suo interno sono racchiusi diversi eventi basati su attività e schedulati 
per un’esecuzione in parallelo. Solo il primo ad essere selezionato viene, però, 
effettivamente eseguito. 
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La descrizione degli aspetti fondamentali di BPEL4WS si conclude con altri due 
elementi legati a funzioni ausiliarie: non fanno parte né delle attività di base né di quelle 
strutturate, ma permettono di gestire interazioni asincrone e di riportare il processo ad 
uno stato consistente in seguito alla rilevazione di un errore. 
I correlation set (CS) sono insiemi di campi che identificano lo stato di un’interazione. 
Questi campi possono venire estratti dai messaggi scambiati con il partner di una 
qualche attività; durante un’interazione vengono inizializzati una sola volta e, in 
seguito, il loro valore viene utilizzato per identificare l’istanza del servizio con cui si sta 
conversando, definendo implicitamente lo stato della comunicazione. Da questa 
descrizione è facile comprendere come l’utilizzo dei correlation set permetta d’ottenere 
un modello di comunicazione di tipo asincrono, non supportato originariamente dalla 
tecnologia dei web services [H05]. 
I compensation handler (CH) hanno a che vedere con il ripristino dello stato corretto, 
operazione resa necessaria dal verificarsi di una situazione anomala. BPEL4WS non 
supporta  le transazioni di tipo ACID (Atomic, Consistent, Isolation, and Durable) 
generalmente usate nei sistemi di gestione di basi di dati [A01], ma fornisce 
caratteristiche simili per mezzo di queste strutture, la cui invocazione è compito dei 
gestori degli errori o dei CH di livello superiore.  
Un compensation handler, una volta chiamato, ha l’onere di disfare il lavoro eseguito in 
precedenza dal processo fino a riportarlo in uno stato sicuro, come avviene nel gestore 
dell’affidabilità di un qualsiasi DBMS [A01]. Il principale problema, da questo punto di 
vista, è che l’utente deve definire le azioni da svolgere per l’esecuzione del rollback, 
anziché affidarsi ad un modulo specializzato come accade nei gestori di basi di dati. 
Sicuramente un punto a favore di BPEL4WS lo segna il fatto che la grammatica in 
questione sia stata ideata e venga sponsorizzata da grosse aziende mondiali del campo 
informatico: se si volesse realizzare un’applicazione in ambito commerciale, la scelta 
sarebbe quasi obbligata. Non solo, BPEL4WS permette l’interazione di processi 
attraverso un modello a porte, molto simile a quello proposto da CCA (Common 
Component Architecture) [AGG99] per il collegamento di componenti. Anche in questo 
caso, avere delle visioni omogenee del mondo in cui si lavora, non può che essere di 
aiuto.  
D’altro canto, la mancanza d’efficacia rispetto ai processi pubblici costituisce una seria 
limitazione, così come il fatto che il lato privato abbia un’architettura 
fondamentalmente centralizzata. Un altro problema è dovuto alle basi stesse di 
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BPEL4WS, vale a dire l’uso massiccio di WSDL che, sebbene non impedisca 
l’interazione tra processi che non lo utilizzano, ne rende comunque più complessa la 
definizione. 
 
2.2) Approccio teorico 
BPEL4WS è una realizzazione commerciale e, come gran parte delle produzioni di 
quest’area, cerca di soddisfare le esigenze delle aziende, a volte portando alla creazione 
di prodotti su misura ed inadatti ad altri scenari; si pensi, ad esempio, allo scarso uso del 
suddetto standard all’interno della comunità scientifica (per ulteriori informazioni si 
veda la sezione relativa al GGF).  
Come detto nell’introduzione del capitolo, l’approccio “pragmatico” alla gestione dei 
workflow non è l’unico possibile: esistono rilevanti studi teorici che cercano di 
considerare il problema del coordinamento ortogonalmente agli altri aspetti della 
programmazione, in modo che il risultato finale sia applicabile a qualsiasi tipo di 
contesto [CG92]. Nel resto del paragrafo saranno esposte le basi di tali studi e sarà 
presentato uno strumento di modellazione molto potente chiamato IP-calcolo [B03]. 
 
2.2.1) Modelli e linguaggi di coordinamento  
La separazione tra calcolo e coordinamento, introdotta solo nei primi anni novanta, è 
diventata sempre più netta ed ha portato alla definizione di un nuovo modello 
computazionale che supera i limiti della macchina di Turing tradizionale in materia 
d’interazione entità-ambiente. Il risultato finale è chiamato interaction machine [W98] e 
sta alla base della concezione di coordinamento negli studi teorici. 
Per poter studiare gli aspetti che riguardano l’orchestrazione di vari agenti in ambiente 
concorrente o distribuito, viene utilizzato un modello di coordinamento, ovvero un 
framework semantico che consente di esprimere le interazioni tra le entità [C01]. Questa 
struttura deve fornire delle astrazioni per rappresentare i vari agenti in gioco ed i mezzi 
attraverso cui questi comunicano, restando indipendente dal linguaggio di 
programmazione in cui sono scritte le entità da coordinare. 
Da un punto di vista formale, un modello di coordinamento è una tripla (E, M, L) [C01] 
dove: 
• E sono le entità coordinabili, che possono essere processi, agenti, eccetera; 
• M sono i mezzi di coordinamento, come variabili condivise, canali e così via; 
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• L sono le leggi che regolano il coordinamento, ad esempio i vincoli di 
sincronizzazione oppure le guardie. 
Nell’arco degli anni sono emerse due classi di modelli: quelli data driven e quelli 
control driven [PA98]. Nel primo caso, il coordinamento è strettamente dipendente dai 
dati delle applicazioni, ovvero esiste uno spazio dei dati condiviso, accessibile 
attraverso un linguaggio comune, che permette ai componenti di esporre informazioni 
sui loro task interattivi.  
Purtroppo, in queste situazioni, il codice di coordinamento viene mischiato a quello di 
controllo, portando ad una fusione dei due aspetti che si vorrebbero invece ortogonali ed 
indipendenti. Il vantaggio di questa classe è l’accoppiamento lasco tra i componenti, che 
consente di raggiungere un alto livello d’eterogeneità e di dinamicità [B03]. 
Alle realizzazioni di modelli di coordinamento appartenenti alla classe data driven 
appartengono Linda [ACG86, CG89], il precursore dei vari modelli, e altri risultati 
interessanti ed utilizzati, tra i quali si possono citare Shared Prolog [BC91] e Klaim 
[DFP98]. 
Linda (Linda is not Ada) ha sicuramente un’importanza fondamentale per tutto il 
mondo degli studi teorici sul workflow. Introdotto inizialmente come modello per la 
programmazione parallela, il suo avvento mostrò la possibilità di astrarre dai vari 
meccanismi di base per coordinare delle entità ad alto livello [C01]. Questo prodotto 
portò all’apertura ed allo sviluppo di una nuova area di ricerca: quella riguardante i 
modelli ed i linguaggi di coordinamento, che ha poi costituito la base per la definizione 
dei concetti descritti in questo paragrafo. 
La classe control driven basa il coordinamento sul modo di comunicare dei componenti 
e sulle loro reazioni ad eventi esterni. Le varie entità in gioco sono viste come “black 
box” capaci di offrire un’interfaccia di coordinamento; questo tipo di modellazione, 
derivato dagli studi nell’ambito dell’Ingegneria del Software, è molto diffuso in diversi 
campi dell’informatica e porta il grosso vantaggio di separare gli aspetti elaborativi da 
quelli riguardanti l’orchestrazione, colmando una delle lacune della classe data driven. 
Due modelli di coordinamento appartenenti alla classe control driven sono Manifold 
[AHS93] e Pεω [AM02]. La loro descrizione esula dallo scopo della tesi e, a tale 
proposito, si rimanda alla letteratura. 
Il secondo concetto fondamentale di questo campo è quello di “linguaggio di 
coordinamento” [C01, B03]. Un linguaggio di coordinamento è “l’incarnazione 
linguistica di un modello di coordinamento” [C01] e consiste d’alcuni meccanismi 
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aggiunti ad un linguaggio di programmazione ospite. Tra le tante funzioni di questi 
meccanismi, ne devono necessariamente esistere alcune per le comunicazioni, le 
sincronizzazioni, la distribuzione dei dati ed il controllo della concorrenza. Il linguaggio 
in sé deve essere indipendente da qualsiasi altro formalismo di programmazione, ma 
deve anche essere facilmente integrabile in un generico idioma. 
 
2.2.2) IP-calcolo 
Nel seguente paragrafo viene introdotto l’IP-calcolo [B03]; la sua trattazione 
approfondita richiederebbe uno spazio eccessivo, quindi nel seguito sarà fornita solo 
una descrizione di massima dei suoi concetti di base. Per approfondimenti 
sull’argomento e per esempi del suo utilizzo in sistemi reali si rimanda alla letteratura, 
in particolare a [B03]. 
Come precedentemente anticipato, l’IP-calcolo è uno strumento di modellazione molto 
potente, in grado di esprimere il comportamento di un singolo componente e, in 
combinazione con il concetto di sessione, di modellare le interazioni tra i vari agenti.  
In questo formalismo un componente è un’entità operazionale autonoma, capace di 
interoperare con altri agenti al fine di svolgere il proprio lavoro. Il comportamento della 
singola entità è espresso in termini della parte osservabile del suo ambiente, ovvero i 
riferimenti, e delle comunicazioni che avvengono per mezzo di questa. La connessione 
di due componenti ha luogo connettendo i due ambienti osservabili. 
Per rendere facilmente analizzabile il modo di agire di un’unità, si usa una proiezione 
del suo comportamento in una serie di frammenti di tempo di durata finita chiamati 
interaction pattern. In ognuno di questi pattern sono definiti i riferimenti messi a 
disposizione (es. i canali) e le azioni di comunicazione eseguibili dal componente.  
L’astrazione chiave è il metodo d’accesso ad un riferimento ad una risorsa, dove la 
risorsa in questione può essere, ad esempio, un canale di comunicazione. In questo 
modo è possibile modellare il comportamento di un agente. 
Oltre ai pattern, un concetto molto importante è quello di sessione. Le sessioni sono 
espresse come insiemi d’interaction pattern che condividono dei canali e che possono 
interagire tra loro in base al comportamento specificato. I vari componenti possono 
partecipare ad una sessione in accordo ad uno o più interaction pattern ed al modo di 




Quando è stato introdotto il punto di vista commerciale del workflow (paragrafo 1 del 
capitolo corrente), si è detto che una delle mancanze riscontrabili in questo campo è, 
talvolta, la predilezione verso la pratica a discapito degli aspetti teorici. Ovviamente 
l’applicazione delle tecniche illustrate in questo paragrafo supera il problema e fornisce 
un livello d’astrazione molto alto che può consentire di modellare un elevato numero di 
scenari.  
D’altro canto, gran parte del lavoro teorico mira alla verifica della correttezza di un 
determinato gruppo d’interazioni più che agli aspetti pratici della composizione di 
componenti [B03]. Questa in fondo è la classica contrapposizione tra teoria e pratica, 
con la seconda da sempre in vantaggio nel mondo commerciale dove esistono dei 
vincoli economici da rispettare. Oltre a quest’aspetto, uno dei punti forza di quest’area, 
ovvero la capacità d’astrazione, può essere uno svantaggio se si sale ad un livello troppo 
elevato, aumentando così il lavoro richiesto per adattare un risultato ad una situazione 
reale. 
 
2.3) Il punto di vista del Grid Global Forum (GGF) 
Il Grid Global Forum [GGF] è un’organizzazione che si occupa dello studio delle 
problematiche dell’elaborazione in ambiente Grid. All’interno del GGF convergono 
sforzi di ricerca espressi da varie organizzazioni industriali, commerciali e scientifiche.  
La struttura interna dell’organismo è costituita da una serie d’aree [GGFA] che 
indirizzano problematiche diverse di questo particolare tipo d’elaborazione; all’interno 
d’ogni area esistono dei gruppi di ricerca che approfondiscono alcuni argomenti 
dell’area d’appartenenza. L’importanza del workflow per le applicazioni orientate a 
Grid è sottolineata dalla presenza di un apposito gruppo all’interno della “Technology 
Innovators Area” [TIA], il suo nome è “workflow management research group” 
abbreviato in WFM_RG [WFMRG]. La fondazione del gruppo risale all’Ottobre 2003 
nel GGF9 tenutosi a Chicago.  
Lo scopo del gruppo è di “esplorare, valutare e proporre rappresentazioni del workflow 
e tecniche di mapping che permettano la descrizione ad alto livello dei workflow delle 
applicazioni e la loro esecuzione in ambiente Grid” [WFMRG]. La maggior parte 
dell’interesse è rivolta verso i workflow scientifici anche se, nel corso dei vari GGF, 
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sono state prese in considerazione alcune tecniche derivate dal mondo dell’industria (se 
ne parlerà in maggior dettaglio nei paragrafi successivi). 
Nella restante parte del paragrafo verranno esposti i maggiori spunti di interesse per gli 
argomenti della tesi derivati dai Grid Global Forum tenutisi dalla fondazione del 
WFM_RG (il dieci, l’undici e il dodici, rispettivamente del Marzo, Giugno e Settembre 
2004). Altri due convegni hanno avuto luogo durante lo svolgimento della tesi (Marzo e 
Giugno 2005) e, proprio a causa di tale concomitanza, non sono stati presi in 
considerazione per la realizzazione di questo lavoro. Per quanto riguarda il GGF10 
[GGF10], saranno presentati tre approcci interessanti basati su BPEL [A03], XML 
[BPSMY04] e UML [UML]. Come si può notare, il mondo industriale non è l’unico ad 
incentrare i propri sforzi sull’utilizzo di tecnologie standard. Dal GGF11 [GGF11] 
arriva qualche spunto in meno e perlopiù di tipo teorico, mentre nel GGF12 [GGF12] la 
maggior parte dell’attenzione è rivolta agli aspetti legati alla bioinformatica. 
 
 
2.3.1) Spunti dal GGF10 
Nel GGF10 è stato presentato un lavoro svolto dall’università dell’Indiana e basato su 
BPEL, lo standard industriale descritto in precedenza. Il prototipo derivato da tale 
lavoro è stato chiamato GPEL [S04] acronimo di Grid Process Execution Language, un 
sottoinsieme open source della versione orientata al business. Alla data della 
presentazione nel GGF, GPEL non poteva supportare completamente BPEL, ma la sua 
espansione per un’integrazione completa era in programma.  
Il fatto stesso di essere un prodotto derivato direttamente da BPEL rende GPEL molto 
interessante, soprattutto se si vuole realizzare una convergenza generale verso una 
tecnologia standard. Questa convergenza tra i due mondi, quello di Grid e quello del 
business (i web services), sta già avendo luogo per mezzo della specifica del Web 
Service Resource Framework [F04], in cui gli aspetti legati ai due tipi d’ambienti stanno 
trovando dei punti d’unione. GPEL è pensato per supportare l’evoluzione verso il 
WSRF, il che segna sicuramente un punto a suo favore [S04]. 
Il maggiore svantaggio legato a questo lavoro è dato dal fatto che è ancora in fase 
embrionale, ovvero è soltanto un prototipo che, presumibilmente, avrà bisogno di tempo 
per diventare completamente affidabile ed utilizzabile in un elevato numero di 
situazioni. 
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Un altro risultato importante, presentato durante il GGF10, è costituito dalla Fraunhofer 
Resource Grid (FhRG) [FHRG, HP04]. In questo caso l’utente può richiedere diversi 
tipi d’esecuzione che spaziano dalla semplice sottomissione di un job per Globus [GT], 
alla risoluzione di un problema partendo da zero.  
L’architettura complessiva forma una sorta di piramide (riportata in figura 2), il cui 
funzionamento è facilmente esplicabile. Ogni strato della piramide sfrutta il livello 
sottostante, allo stesso modo di come avviene nei protocolli di rete del modello TCP/IP 
[KR03]. In questo caso il livello più basso è costituito da Globus 2.4, sopra il quale sono 
presenti nell’ordine: il Grid Job Handler, il Grid Job Builder ed uno strato di Task 
Mapping. Le richieste dell’utente costituiscono l’input di uno di questi livelli a seconda 
della completezza di ciò che viene sottomesso: nel caso della richiesta di risoluzione di 
un problema, è il sistema che si deve occupare di definire l’intero lavoro necessario, 
quindi l’esecuzione parte dal livello più alto (il Task Mapping). Se invece consideriamo 
un’esecuzione di un semplice job per Globus, l’input va ad alimentare direttamente il 
livello più basso (Globus 2.4). 
Parallelamente alla struttura a piramide è presente un insieme di web services che 
permettono di aggiungere le funzionalità per la descrizione delle risorse e per lo 
scheduling. 
L’idea principale da estrarre da questo lavoro riguarda però la definizione di 
un’applicazione Grid-aware: nel caso specifico ciò avviene per mezzo del Grid 
Application Definition Language (GADL) [HP04]. GADL è un insieme di linguaggi di 
Figura 2 
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descrizione basati su XML che permettono di scrivere ed eseguire un’applicazione in 
ambiente Grid. Tra i formalismi troviamo:  
• GResourceDL per la descrizione delle risorse. 
• GJobDL per l’identificazione di un job orientato a Grid, ovvero un insieme di 
risorse unito ad un workflow. 
• GInterfaceDL per la definizione delle interfacce dei componenti software. 
• GDataDL per la descrizione dei dati. 
Per quanto riguarda il workflow vero e proprio, la FhRG utilizza una descrizione basata 
sulle reti di Petri [M89], una scelta che permette di modellare svariate situazioni 
attraverso un linguaggio grafico di facile comprensione. Non è un caso, infatti, che 
questo particolare strumento di modellizzazione sia spesso usato anche in campi come 
quello dei sistemi dependable [BMCFPS], dove la semplicità è un requisito 
fondamentale per evitare l’introduzione d’errori nei modelli dei sistemi che vengono 
analizzati. 
L’ultimo spunto fornito dal GGF10 riguarda Teuta [FPTV04]: un tool di supporto per 
modellare e specificare applicazioni e workflow orientati a Grid secondo un approccio 
basato sull’UML. In questo caso un workflow viene rappresentato graficamente per 
mezzo di uno schema UML (figura 3) ed espresso poi in un particolare linguaggio 
chiamato A-GWL (Abstract Grid Workflow Language) [FPTV04].  
La descrizione di un workflow in A-GWL è astratta, come dice il termine stesso, e 
quindi va trasformata in qualcosa di concreto, con l’aggiunta di dati specifici, prima del 
passaggio al middleware di Grid; questo passo avviene portando la rappresentazione da 




L’aspetto più interessante di questo lavoro è costituito dall’uso dell’UML e dalle 
modifiche apportate per renderlo meglio utilizzabile in ambiente Grid. UML è un ottimo 
standard, frutto di anni di studi nel campo dell’Ingegneria del Software, che permette di 
esprimere un grande numero di concetti quali il parallelismo, il flusso di dati, i vari 
costrutti presenti in ogni linguaggio di programmazione, i pattern d’interazione, 
eccetera. 
 
2.3.2) Spunti dal GGF11 
Nell’introduzione del paragrafo è stato anticipato che il GGF11 è risultato avaro 
d’argomenti particolarmente interessanti per il lavoro su cui si basa la tesi. Nonostante 
ciò, una delle presentazioni [G04] ha messo in evidenza alcuni aspetti che, almeno dal 
punto di vista teorico, è necessario menzionare.  
L’argomento della presentazione in questione è la creazione di un workflow template, 
ovvero il primo passo verso la realizzazione di un workflow eseguibile. Le fasi 
successive sono l’istanziazione, vale a dire l’associazione dei dati di input ai vari 
cammini, e l’esecuzione, risultante nell’individuazione delle risorse, nell’identificazione 
delle locazioni fisiche da associare ai nomi logici e nell’inclusione dei passi di 
movimentazione dei dati. 
Tornando alla creazione di un workflow template, le fasi da eseguire sono due: 
selezionare dei modelli di simulazione connettendo gli input e gli output ed aggiungere 
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dei passi di trasformazione dei dati. Particolare attenzione va rivolta all’aspetto 
dell’interazione con l’utente, al quale andrebbero mostrate le varie soluzioni intermedie 
e forniti dei suggerimenti su aspetti che possono essere stati involontariamente 
tralasciati. 
Per concludere l’esposizione delle novità evidenziate durante il GGF11, si fornisce una 
breve descrizione di Pegasus [D05]: uno strumento per la realizzazione automatizzata di 
workflow per griglie computazionali.  
L’importanza di questo progetto si comprende leggendo i nomi dei suoi realizzatori: 
Kesselman (uno dei padri di Globus), Deelman e Blythe (presidenti del WFM_RG). 
Pegasus, preso come input il risultato finale richiesto ed un insieme di vincoli, genera 
un workflow eseguibile configurando i componenti ed indicando le risorse su cui 
eseguirli. La sua realizzazione fa un ampio uso di tecniche d’intelligenza artificiale per 
eseguire le ricerche in uno spazio di stati e per valutare i vari trade-off. 
 
2.3.3) Spunti dal GGF12 
Nel dodicesimo Grid Global Forum il WFM_RG ha dato ampio spazio al mondo della 
bioinformatica. Nonostante questa restrizione ad un singolo dominio applicativo, alcuni 
concetti possono essere ripresi ed applicati in scenari più generali.  
Particolare interesse è stato posto riguardo al progetto myGrid [SRG03], che si occupa 
della creazione di workflow 
complessi orientati alla bioinformatica 
attraverso l’uso di Taverna [TV12], 
Scufl [CG04] e FreeFluo [FF]. 
Tralasciando i vari aspetti settoriali, è 
bene focalizzare l’attenzione su questi 
tre strumenti, il cui utilizzo potrebbe 
risultare molto conveniente. 
Taverna è un tool grafico che 
consente di scrivere ed eseguire un 
workflow e di analizzare i suoi output. 
Nella figura 4 si può osservare come 
viene rappresentato graficamente il 
flusso con lo strumento in questione. Figura 4 
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Il risultato generato è un’istanza del modello dei dati del workflow, espresso nel 
formato XScufl [CG04] e contenuto in un file XML. L’esecuzione avviene attraverso un 
enactor, che prende come input una definizione di workflow ed alcuni dati e restituisce i 
risultati prodotti, facendosi carico di gestire le varie chiamate ai componenti in modo 
che l’orchestrazione risulti corretta. 
Scufl è il linguaggio di descrizione del workflow; l’acronimo significa Simple 
Conceptual Unified Flow Language. Il formalismo sfrutta informazioni riguardanti 
l’ambiente per ridurre la quantità di dati da inserire esplicitamente all’interno della 
definizione del workflow (da cui il prefisso Simple).  
Il mapping tra le operazioni concettuali presenti nella descrizione e i nodi 
d’elaborazione avviene attraverso l’enactor, nascondendo così alcuni dettagli all’utente 
che ne fa uso. Gli aspetti riguardanti l’esecuzione del workflow non vengono espressi 
da Scufl; questo punto potrebbe richiedere, in alcuni workflow engine, un successivo 
lavoro d’adattamento prima di passare alla fase d’elaborazione [CG04].  
FreeFluo, infine, è uno strumento d’orchestrazione di workflow orientato ai web 
services, sviluppato inizialmente da IT Innovation [ITI]; oltre al linguaggio WSFL 
(Web Service Flow Language dell’IBM) [L03] è in grado di supportare definizioni di 
workflow rappresentate attraverso Scufl. 
FreeFluo è uno strumento open source, quindi modificabile a piacimento per adattarlo 
alle esigenze dell’utente, ma il suo uso al di fuori di Taverna e del suo “object model” 
viene sconsigliato dai suoi stessi produttori [FF]. 
Per un approfondimento su quali siano le problematiche che emergono se si cerca di 
utilizzare FreeFluo separatamente dagli altri prodotti del progetto myGrid, si rimanda al 
capitolo che descrive il modulo di creazione ed esecuzione del workflow del prototipo 




3.1) Idee di base 
Woodle è un generatore di workflow basato sull’individuazione dinamica di componenti 
per applicazioni Grid-aware. Lo scopo dello strumento è risolvere un problema, 
specificato da un utente, attraverso l’esecuzione di un workflow costruito “ad hoc”. 
Il nome Woodle deriva dal termine “workflow”, con l’aggiunta del suffisso “dle” per 
testimoniare il suo legame con il motore di ricerca per componenti Gridle [PSOL04, 
PSOL05].  
L’input dello strumento è una descrizione di un procedimento per la risoluzione di un 
problema, completa di un insieme di requisiti che l’utente chiede siano soddisfatti. In 
pratica, ciò può corrispondere ad un file contenente la struttura del problema e le 
caratteristiche associate ad ogni sua sottoparte. Non è detto che tale file debba avere un 
formato predefinito: l’architettura di Woodle è pensata per esporre un alto grado di 
flessibilità in tal senso. 
L’output dello strumento è il risultato dell’esecuzione di un workflow, scritto secondo 
un qualche linguaggio non specificato a priori. Il workflow in questione è composto da 
singoli pezzi che soddisfano il profilo specificato dall’utente ed individuati sfruttando 
un motore di ricerca per componenti (es. Gridle). Anche in questo caso, è importante 
rimarcare come buona parte del lavoro progettuale sia mirata a rendere capace Woodle 
di adattarsi automaticamente a diversi tipi di scenario. 
In questo paragrafo e nei successivi saranno riportati alcuni schemi che mostrano 
meglio la struttura dello strumento e dei suoi singoli moduli. La rappresentazione 
procede per livelli aumentando costantemente il grado di dettaglio: il livello più alto 
(livello1) permette di vedere esclusivamente Woodle con i suoi input ed output, nel 
livello successivo (livello2) entrano in gioco le varie parti che compongono lo 
strumento ed infine, nell’ultimo livello (livello3), si mostra l’architettura di ogni modulo 
(argomento, questo, che verrà trattato in paragrafi distinti). Nella figura 5 sono mostrati  
i primi due livelli di Woodle. 
Qui di seguito si trova una descrizione sommaria della funzione dei vari moduli e di 
quali siano le problematiche legate a ciascuno di questi. La spiegazione dettagliata delle 
caratteristiche dei singoli componenti ed una relazione più completa sul lavoro svolto 
per implementarli sono contenute nei paragrafi successivi. 
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Woodle si divide in quattro parti: il Parser, il Searcher, il Selector ed il WFCreator. Il 
primo modulo (Parser) si occupa della trasformazione dell’input fornito dall’utente. Si 
è detto in precedenza che lo strumento riceve in ingresso una descrizione strutturata del 
problema da risolvere, con associati dei vincoli da rispettare. Perché queste 
informazioni siano disponibili durante l’elaborazione, si richiede la presenza di un 
componente che sappia generare una qualche struttura od oggetto contenente gli stessi 

























Come detto nel capitolo introduttivo, Woodle è stato progettato tenendo conto del fatto 
che l’ambiente di riferimento è Grid [FK99]. Sotto quest’ipotesi, è difficile immaginare 
di poter imporre un formato unico per ogni file di input dell’applicazione. Se anche 
questo fosse possibile, sarebbe molto limitante non prevedere la possibilità di passare a 
formati diversi seguendo l’evoluzione della tecnologia. 
L’insieme d’attributi che chi utilizza Woodle richiede per i diversi sottoproblemi non 
dovrebbe, anche in questo caso, essere di tipo statico, in modo da poter accogliere con 
semplicità modifiche o miglioramenti che avranno luogo in futuro. Questo aspetto di 
dinamicità impone che il file di input dell’applicazione sia facilmente estendibile, il che 
suggerirebbe l’utilizzo del formato dei dati più estendibile per definizione: XML 
(eXtensible Markup Language) [BPSMY04]. D’altro canto, non volendo associare lo 
strumento ad un singolo formato, si è pensato ad una struttura flessibile, che ha come 
caratteristica di base la capacità di analizzare documenti XML.  
Figura 5 
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Il Parser è, di conseguenza, un modulo molto elastico che permette a Woodle di 
interfacciarsi con più strumenti pensati per la definizione delle caratteristiche di un 
problema. 
La struttura generata dal Parser (User Requests nella figura 5) costituisce l’input del 
modulo successivo: il Searcher. Questo elemento funge da interfaccia verso i motori di 
ricerca per componenti software che si hanno a disposizione. Anche in questo caso, è 
quanto meno limitante pensare di dover dipendere da un singolo strumento; di 
conseguenza pure questo modulo risulta molto flessibile ed adattabile all’utilizzo di vari 
prodotti con caratteristiche diverse. 
Il funzionamento del Searcher prevede la generazione di query da inoltrare ai motori di 
ricerca presenti e la ricezione delle relative risposte. I risultati ottenuti andranno poi 
salvati all’interno di strutture che possano essere agilmente manipolate nelle fasi 
successive dell’elaborazione. Entrando un pò più nel dettaglio, si deve cercare di 
appianare le differenze di formato che inevitabilmente nasceranno tra le risposte fornite 
da strumenti di ricerca diversi. 
Le query create dal modulo si riferiscono ai vari sottoproblemi che costituiscono il 
problema principale. In questo contesto è possibile che i risultati non siano frutto di una 
ricerca esatta ma, bensì, approssimata. Questo punto introduce, quindi, la necessità di 
ottenere il consenso dell’utente prima di richiedere effettivamente i servizi dei 
componenti trovati. È più probabile, infatti, che l’utente riesca ad individuare eventuali 
selezioni errate, dovute al metodo di ricerca usato dal motore scelto, ed a porvi rimedio, 
meglio di quanto non riesca a fare uno strumento automatizzato.  
Ad esempio: se tra gli attributi relativi ad un sottoproblema è presente una descrizione 
in linguaggio naturale che recita “computes random double value”, la ricerca effettuata 
da un search engine potrebbe restituire anche dei pezzi il cui servizio è descritto dalla 
frase “computes square root of a double value”, magari posizionandoli in posizioni 
basse nel ranking.  In questo caso, l’utente è in grado di capire che il servizio trovato 
non è di suo interesse e di conseguenza può escluderlo. 
Nello strumento si pone un certo grado di fiducia nel funzionamento dei motori di 
ricerca utilizzati: il ciclo d’interazione con l’utente non avviene subito dopo il 
reperimento dei risultati delle query, ma al momento della creazione di un workflow 
finale. Questo è dovuto anche al fatto che, in presenza di un grosso insieme di risultati, 
lo strumento risulterebbe poco “user friendly”. Se si pensa che i normali motori di 
ricerca per il web (es. Google, Yahoo, MSN, etc.) devono il loro successo alla bontà dei 
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primi 10-20 risultati [BR99], si può avere un’idea di quanto gli utenti siano poco 
propensi a dover scorrere le pagine restituite ed analizzarne i vari punti prima di trovare 
quello d’interesse. Di conseguenza, è meglio non costringere l’utilizzatore di Woodle a 
doversi esprimere sui vari componenti candidati per ogni sottoproblema, chiedendo 
solamente l’approvazione della soluzione completa. 
Quando anche il Searcher termina la sua esecuzione, Woodle ha a disposizione la 
struttura del problema dell’utente ed un insieme di componenti presumibilmente adatti a 
svolgere i compiti relativi ai vari sottoproblemi presenti. Questi due dati costituiscono il 
punto di partenza per l’avvio del terzo modulo: il Selector. 
Il Selector ha il compito di individuare, tra le varie opzioni messe a disposizione dal 
modulo precedente, quelle la cui composizione risulta più conveniente. In breve, il 
componente associa ad ogni sottoproblema un singolo risultato derivato dalla fase di 
ricerca. 
Per svolgere questo lavoro si possono prendere in considerazione diversi algoritmi. In 
generale, quasi tutti quelli forniti nella versione base di Woodle si basano su strategie di 
risoluzione di problemi definiti sui grafi, derivate principalmente dalla Ricerca 
Operativa [BFGPS02]. 
Il risultato finale generato dal modulo dovrà rispondere a determinati requisiti che 
riguardano la bontà dei componenti assemblati. Il termine “bontà” non ha ovviamente 
un significato scientifico, ma va rapportato a delle misure relative ai servizi disponibili 
in seguito alla fase di ricerca. 
Decidere a priori gli attributi della migliore soluzione è un problema complesso: si 
possono associare ai vari componenti diversi generi di metriche, il cui valore può anche 
essere in contrasto. Ad esempio, se si definisce una metrica considerando il costo di 
un’operazione esposta da un componente, ed un’altra inerente la qualità del servizio 
offerto (QoS), i due valori avranno, presumibilmente, un andamento inversamente 
proporzionale. 
In questo caso si potrebbe pensare di utilizzare come stima definitiva il rapporto tra le 
due misure, ma questo renderebbe complesso espandere lo strumento per poter 
includere attributi diversi da quelli inizialmente identificati. 
Lo strumento lascia, perciò, libero l’utente di selezionare il tipo d’assegnamento che 
ritiene sia più congeniale, ricadendo sulla soluzione riportata sopra solo nel caso in cui 
non venga espressa una preferenza a tal proposito. 
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L’assegnamento che il Selector si occupa di generare verrà utilizzato in seguito per 
risolvere il problema attraverso l’invocazione dei servizi offerti dai vari pezzi che lo 
compongono. In questo senso, bisogna prestare particolare attenzione all’effettiva 
raggiungibilità dei risultati selezionati: è bene non supporre a priori che ogni singolo 
componente della soluzione finale sia in grado di comunicare con tutti gli altri o con 
Woodle stesso. Il prototipo, per motivi che verranno esposti in seguito, non è stato 
testato su dei componenti reali, ma solo un insieme fittizio presente sulla stessa 
macchina in cui venivano eseguite le prove. A causa di ciò l’aspetto di connessione tra i 
servizi è stato tralasciato, considerando fortemente connesso l’insieme di risultati 
ottenuti dal Searcher. 
Come già anticipato, il Selector è anche il modulo che si occupa di interfacciarsi con 
l’utente per richiedere la sua approvazione del risultato generato. L’importanza di 
quest’aspetto è evidente se si pensa all’insieme di componenti su cui effettuare la scelta 
come ad un insieme di beni esposti in un “mercato”. È difficile pensare che un cliente 
accetti passivamente le decisioni prese da uno strumento automatizzato, per quanto 
buono questo possa essere, quando si tratta di utilizzare servizi con un costo rilevante. 
L’ultimo modulo che compone Woodle è il WFCreator, ovvero il generatore ed 
esecutore del workflow. Il WFCreator parte da un insieme di componenti approvati 
dall’utente e preposti alla soluzione delle sottoparti che compongono il problema 
globale. Il modulo scrive un workflow, in un formato che non è predefinito ma bensì 
scelto dinamicamente, e richiede ad uno dei suoi workflow engine di eseguirlo per 
ottenere il risultato da fornire all’utente. 
La flessibilità di questo componente è ben visibile in due delle sue parti: innanzitutto 
l’assenza di un formato standard per il workflow che permette di adattarsi a scenari che 
vanno dall’aziendale allo scientifico; in secondo luogo la possibilità di scegliere 
l’enactor da utilizzare in base a criteri parametrici, consentendo anche una 
personalizzazione dello strumento rispetto agli utilizzatori.  
Il problema più grosso legato a questo modulo è la necessità di interfacciarsi con 
prodotti (i workflow engine) pensati per un uso diretto e non tramite la presenza di uno 
strumento automatizzato. Questo fa sì che diverse procedure, da espletare per consentire 
l’esecuzione di un workflow, siano di complessa realizzazione e fortemente dipendenti 
da un determinato stile di definizione dei “pezzi” da utilizzare. Un esempio degli 
ostacoli che sorgono quando si cerca di integrare strumenti d’esecuzione di workflow 
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all’interno d’applicazioni di questo tipo è presentato nel paragrafo riguardante il 
WFCreator. 
Un altro scoglio da superare consiste nell’individuare  linguaggi di definizione di 
workflow e rispettivi enactor che, oltre ad essere integrabili facilmente, possano vantare 
una diffusione rilevante. Diversi formalismi hanno conquistato uno spazio sempre 
crescente sino ad essere considerati degli “standard de facto”. I maggiori sforzi 
d’integrazione si sono incentrati proprio verso questo genere di linguaggi, rappresentati 
dal portabandiera per eccellenza, ovvero BPEL [A03]. 
Prima di passare alle descrizioni dettagliate dei quattro moduli appena introdotti e ad 
una trattazione più approfondita delle problematiche a loro legate, vengono qui riportate 
le tecnologie utilizzate per il completamento di Woodle. 
Si è già parlato, nell’introduzione, di quali debbano essere le caratteristiche di un 
linguaggio di programmazione per la realizzazione di uno strumento di questo tipo. 
Detto questo, la scelta si restringe a due soli candidati: Java [J2SE] e C# [MSC]. 
Entrambi risultano meno performanti rispetto a linguaggi quali C [KP96] o C++ [S97], 
ma sono decisamente più flessibili, maneggiabili e più adatti ad ambienti eterogenei. 
Tra i due si è deciso di utilizzare Java, poiché il Common Language Runtime (CLR) 
[B02] che sta alla base di C# non vanta una diffusione pari a quella della Java Virtual 
Machine [LY]. La versione di Java utilizzata è la 1.4.2. L’IDE (Integrated Development 
Environment) che è stato scelto è invece Net Beans 4.1 RC1 [NB], allo scopo di testare 
in un progetto di dimensioni rilevanti le funzionalità di questo nuovo strumento.  
In precedenza si è detto che per la codifica di Woodle si è resa necessaria la creazione di 
un gruppo di web service di prova. La loro realizzazione è stata facilitata da Net Beans, 
mentre la loro esposizione ha richiesto l’utilizzo dell’application server creato dalla 
Sun: Sun Java System Application Server 8.1 [SJS]. Infine, l’enactor utilizzato quando 
si è reso attivo l’ultimo modulo (WFCreator), ha richiesto la presenza del servlet 
container Tomcat [AT] per l’esposizione dei workflow. Di questo strumento è stata 
sfruttata la versione 5.0.  
 
3.2) Descrizione del modulo “Parser” 
Il primo modulo software che s’incontra analizzando lo strumento è il Parser. L’input 
di questo componente è il file rappresentante il problema dell’utente e passato in 
ingresso all’applicazione stessa; il suo output è una struttura contenente i vari vincoli da 
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rispettare, che viene inoltrata poi ai moduli successivi. Lo scopo del Parser è di leggere 
il file di input, individuare i requisiti posti da chi ha richiesto la risoluzione di un 
problema ed inserire i dati estratti in una struttura da propagare ai componenti 
successivi. 
Si può supporre che la definizione del problema avvenga per mezzo di un’interfaccia 
grafica attraverso la creazione di un determinato grafo G costituito da un insieme di 
nodi N ed un insieme di archi A;  lo scopo del modulo è quindi di individuare l’insieme 
di richieste associate a ciascun nodo n presente nell’insieme N e le caratteristiche dei 
collegamenti tra i nodi, ovvero quelle degli archi a di A. Ovviamente lo strumento 
grafico deve generare un file che tenga traccia della struttura di G, questo file è 
attualmente il punto di partenza dello strumento e, di conseguenza, anche il dato fornito 
in ingresso al Parser. 
L’output del modulo viene utilizzato per la generazione di query da sottoporre ad un 
motore di ricerca per componenti. Nel caso specifico di questa tesi, il motore di ricerca 
da  utilizzare sarebbe dovuto essere Gridle [PSOL04, PSOL05]; nel paragrafo in cui si 
parlerà del modulo “Searcher” si vedrà che questo in realtà non accade, poiché il 
suddetto motore di ricerca è ancora un prototipo, non in grado di fornire risultati 
utilizzabili da Woodle. Una descrizione più dettagliata di questo aspetto si trova nel 
paragrafo riguardante il Searcher all’interno del presente capitolo. In generale, 
comunque, è meglio non definire la struttura dei dati in uscita dal Parser in modo che 
questi siano di facile elaborazione per la creazione delle query orientate ad uno 
specifico motore di ricerca: il modulo dovrebbe creare l’output in modo che sia il più 
generale possibile, facendo sì che si possa espandere lo strumento comprendendo 
interrogazioni rivolte ad altri strumenti. 
Il compito di scrivere un parser risulta facilitato se il formato del file in ingresso è XML 
e si usano dei linguaggi ad oggetti evoluti (es. Java o C#). Questo tipo di linguaggi 
possiede, infatti, un insieme di strumenti che consentono di effettuare il parsing di un 
file con uno sforzo minore di quello richiesto, ad esempio, dal C puro o dal C++. Altri 
tipi di formato sono ovviamente possibili; il loro parsing non sarà probabilmente 
semplice come quello del caso precedente,ma dovrebbe essere in ogni caso fattibile. 
Il parser realizzato per Woodle si divide a sua volta in sottomoduli; lo schema del 












Il primo sottomodulo è l’analizzatore del formato del file di input; il secondo è una 
collezione di parser specializzati per un determinato formato del file. L’idea è che, 
basandosi su un’analisi del file di input, l’analizzatore del formato richieda 
dinamicamente i servizi offerti da uno dei parser specializzati. L’output del modulo 
viene invece costruito dal parser di formato scelto. Operando in questo modo si rende 
capace lo strumento di interfacciarsi con ambienti grafici basati su tipi di file diversi. In 
seguito si entrerà nei dettagli del file XML utilizzato, dei sottomoduli e delle strutture 
create. 
Tra i sottomoduli del Parser ne esiste uno capace di analizzare file XML. Si è scelto di 
utilizzare questo formato poiché è quello più estendibile per definizione e perché, come 
accennato in precedenza, è maggiormente supportato dai linguaggi di programmazione. 
Questa decisione non limita le potenzialità dello strumento, che può sempre essere 
completato con altri tipi di parser capaci di lavorare su formati diversi definiti 
dall’utente.  
Nelle prossime righe si trova un’introduzione alla struttura imposta al file XML, 
dissertazione necessaria per comprendere meglio il funzionamento del parser 
specializzato che viene riportato in seguito. 
La struttura di un file XML viene descritta per mezzo di un file DTD; in questo caso 
sono definiti sette tipi di elementi. La radice del documento XML è il nodo problem, 
che rappresenta il processo definito dall’utente attraverso l’interfaccia grafica. 
Il suddetto elemento contiene, com’è lecito aspettarsi, dei tag che cercano di modellare 
le caratteristiche dei nodi del grafo G di cui si è parlato in precedenza. Questi elementi 
sono chiamati place-holder (segnaposto) e riportano tutte le informazioni relative ad un 
singolo nodo n di G. Un segnaposto altro non è che un sottoproblema da risolvere. Ogni 
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place-holder ha come attributo obbligatorio il suo identificatore (id) ed é costituito a sua 
volta da una tripla (input, description, output).  
Input permette di esprimere i collegamenti in ingresso al nodo; è formato, quindi, da 
zero o più elementi connection. Lo stesso si può dire per output, dove il significato dei 
collegamenti è ovviamente rovesciato. Input ed output rappresentano, quindi, le 
dipendenze tra i vari sottoproblemi. L’elemento connection è dichiarato vuoto, ma le 
sue caratteristiche sono identificate da due attributi: node e format. Node è 
l’identificatore del nodo (segnaposto) connesso in input o in output con il place-holder 
che contiene l’elemento, mentre  format è il formato dei dati che escono o entrano nel 
nodo, a seconda che connection si trovi in un elemento input o output rispettivamente. 
Infine, description permette di inserire nel file di input le caratteristiche che si 
desiderano da ogni singolo nodo. Questi vincoli sui segnaposti vengono espressi per 
mezzo degli elementi property. Tale elemento ha due attributi: name ovvero il nome 
della proprietà (es. country) e value ossia il valore che la proprietà dovrà avere nei 
componenti individuati nei passi successivi (es. Italy). 
Un semplice file di input, rappresentate un problema con due soli nodi, potrebbe 
apparire come riportato qui di seguito: 
 <problem> 
   <place-holder id=”0”> 
     <input></input> 
     <description> 
       <property name=”description” value=”generates a random 
value”/> 
       <property name=”country” value=”Italy”/> 
     </description> 
     <output> 
       <connection node=”1” format=”double”/> 
     </output> 
   </place-holder> 
   <place-holder id=”1”> 
     <input> 
       <connection node=”0” format=”double”/> 
     </input> 
     <description> 
       <property name=”description” value=”computes square 
root”/> 
       <property name=”cost” value=”10”/> 
     </description> 
     <output></output> 
   </place-holder> 
 </problem> 
 
In questo caso l’utente vuole calcolare la radice quadrata di un numero generato in 
maniera casuale, con i vincoli aggiuntivi di utilizzare un servizio italiano per la prima 
operazione e di non spendere più di 10 (l’unità di misura può essere una qualsiasi) per la 
seconda. 
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Sebbene il file che viene fornito al Parser sia in formato XML, la struttura del modulo è 
pensata per supportare l’utilizzo d’altri generi di input. Questa proprietà viene fornita da 
un sottomodulo, chiamato FormatAnalyzer, che consente l’invocazione dinamica del 
codice per effettuare il parsing di diversi tipi di formati.  
S’immagini, infatti, di avere a disposizione un insieme di sottomoduli specializzati nel 
parsing di una determinata classe di file, tutti aderenti ad una data interfaccia. 
L’analizzatore di formato può eseguire alcuni semplici controlli sulla struttura dell’input 
(es. testare il tipo d’estensione) ed individuare il parser specializzato più adatto per la 
prosecuzione dell’esecuzione.  
Per poter rintracciare dinamicamente il parser specializzato per un certo tipo di formato 
si utilizza la reflection di Java [CWH00]. Se l’applicazione fosse stata scritta in C o 
C++ si sarebbe dovuto pensare ad un altro modo d’operare, poiché i due linguaggi in 
questione non offrono questo genere di meccanismi (nel caso del C puro non avrebbero 
neanche senso, perché non esiste il concetto di “oggetto”). 
Si è detto che il Parser è predisposto per l’ampliamento dell’insieme di input supportati 
a formati diversi da quello XML. In realtà, chiunque può definire il proprio formato ed 
utilizzarlo come punto di partenza dell’applicazione semplicemente fornendo il parser 
specializzato per il nuovo tipo di file. Ovviamente sono state poste alcune semplici 
restrizioni sul nome che il nuovo parser deve avere e l’interfaccia che deve fornire agli 
altri sottomoduli. Questi vincoli non riducono più di tanto la libertà implementativa 
dell’utente e cercano di ricalcare l’idea dei design pattern presenti, ad esempio, nei Java 
Bean [H97]. I Java Bean sono particolari tipi d’oggetto, in grado di richiamare 
dinamicamente dei metodi definiti dall’utente seguendo le indicazioni dei realizzatori di 
questa tecnologia. In particolare un Bean può essere usato per manipolare dati ricevuti 
da un form HTML sfruttando l’invocazione, trasparente all’utente, dei metodi 
setAttributeName e getAttributeName. 
L’interfaccia su cui si basa tutto il resto del Parser, è stata chiamata FormatParser. 
L’unica funzione che chi aderisce a quest’interfaccia è costretto ad esporre è stata 
nominata parseInput. Ogni parser specializzato, implementazione dell’interfaccia in 
questione, è quindi in grado di trasformare il file di input del Parser in una struttura 
contenente le richieste dell’utente per la risoluzione di un certo problema. Un requisito 
di tutte le implementazioni di FormatParser è che il nome della classe sia costituito 
dalla concatenazione dell’estensione del formato con la stringa “FormatParser”: il 
parser specializzato per i file con estensione “.abc” si dovrà chiamare 
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“ABCFormatParser”. Questa scorciatoia permette l’individuazione e l’invocazione 
dinamica del sottomodulo. 
L’implementazione base, realizzata all’interno del progetto, si occupa del parsing di file 
XML. Il suo nome è XMLFormatParser. Esistono due grandi classi di parser per questo 
genere di formato: i parser DOM e quelli SAX [ML00]. 
I parser DOM (Document Object Model) leggono il file e generano una struttura, 
solitamente un albero, che riporta le caratteristiche espresse nel file stesso. In genere 
questo risultato viene poi visitato per permettere la visualizzazione di un documento 
XML all’interno di un browser o una qualsiasi altra applicazione grafica. Nel modulo 
che genera il workflow da mandare in esecuzione, si fa un massiccio uso di questo 
genere di parser quando si manipolano i file WSDL e BPEL. Le varie classi Java da 
utilizzare per scrivere un parser DOM si trovano nel package org.w3c.dom [J2API]. 
I parser SAX (Simple API for XML) generano degli eventi durante la lettura del file. Un 
evento può essere, ad esempio, l’inizio o la fine di un elemento, la presenza di un 
commento e così via. L’applicazione che li utilizza è responsabile della gestione corretta 
di questi eventi. In genere gli strumenti di questo tipo sono utilizzati per la validazione 
dei documenti. Per quanto riguarda Java le classi da sfruttare, si trovano principalmente 
nel package org.xml.sax [J2API]. 
Il sottomodulo XMLFormatParser, compreso nella distribuzione dell’applicazione, 
realizza un parser SAX. Questo genere di parser richiede sicuramente un maggiore 
lavoro implementativo, ma consente anche di eseguire l’operazione con una singola 
passata sui dati. Inoltre è probabilmente più aperto ad eventuali estensioni del formato 
di quanto non lo siano i parser DOM. 
L’output del sottomodulo  è stato pensato in modo che ricalchi la forma del file XML 
descritta in precedenza. Il nome dato alla struttura è UserRequests, il suo scopo è 
fungere da contenitore d’oggetti PlaceHolder che descrivono un singolo nodo del grafo 
creato dall’utente. 
Nella descrizione del formato presente sopra, si è detto che i segnaposti sono costituiti 
da delle triple (input, description, output). Allo stesso modo gli oggetti PlaceHolder 
contengono tre istanze di tre classi differenti: PlaceHolderInput, 
PlaceHolderDescription e PlaceHolderOutput. I PlaceHolderInput e i 
PlaceHolderOutput modellano, rispettivamente, i collegamenti in ingresso ed in uscita 
con l’oggetto che li contiene; PlaceHolderDescription riporta le caratteristiche che 
l’utente ha richiesto per il nodo. 
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I vari collegamenti, contenuti nei due oggetti elencati sopra, sono istanze della classe 
Connection. Si noti che non c’è differenza tra input ed output, poiché questa distinzione 
viene fornita dal possessore dell’oggetto. Un elemento Connection permette di 
individuare le connessioni tra i segnaposti (in input od in output) ed il formato dei dati 
che entrano o escono dal nodo. 
Infine le proprietà di un segnaposto vengono salvate nell’oggetto 
PlaceHolderDescription in una lista d’oggetti Property che racchiudono il nome della 
proprietà ed il valore che l’utente vuole che sia associato a questa (es. il nome può 
essere “prezzo” ed il valore “30”). Agendo in questo modo la descrizione di un 
segnaposto è estendibile semplicemente aggiungendo una proprietà con un nome non 
ancora presente nella descrizione, senza il bisogno di creare nuovi elementi nel file 
XML. 
 
3.3) Descrizione del modulo “Searcher” 
Continuando l’analisi dei componenti di Woodle, in questo capitolo si passa alla 
descrizione del secondo modulo: il Searcher, che consuma l’input passato dal Parser e 
fornisce il suo output al Selector. 
I dati in ingresso all’unità sono quindi le richieste dell’utente, opportunamente 
organizzate all’interno di una struttura dati; il suo scopo è di generare le query da 
inoltrare al motore di ricerca di componenti (es. Gridle), ricevere i risultati forniti come 
risposta ed inserirli in una struttura dati utilizzabile dal modulo successivo. 
Non è detto che il processo si debba basare sulle informazioni estratte da un singolo 
motore di ricerca, è anzi auspicabile il contrario. Per questo motivo le query devono 
essere create da sottoentità specializzate nella comunicazione con un determinato search 
engine. Nello strumento realizzato l’unica specializzazione fornita è quella riguardante 
Gridle; purtroppo, a causa dei problemi esposti in precedenza (stato attuale di Gridle), 
le query non vengono realmente sottomesse, ma il codice è comunque pronto a 
supportare l’integrazione con il motore di ricerca. 
Scendendo in dettaglio, il Searcher è composto da un primo sottomodulo di 
supervisione e da un gruppo di sottomoduli “operai” che svolgono il lavoro vero e 

















La prima entità ha una funzione di controllo delle politiche d’interrogazione ed è quella 
che restituisce il risultato finale dell’unità. Le seconde sono degli strumenti 
d’interfacciamento con i motori di ricerca, di cui riportano i risultati; vengono generate 
e controllate dal supervisore, al quale forniscono il proprio output. 
Nell’implementazione di quest’architettura il controllore ha preso il nome di 
Dispatcher; il suo input sono le richieste dell’utente parsate dal modulo precedente, il 
suo scopo è di suddividere tali richieste in singoli pezzi da fornire ai vari thread 
incaricati di interrogare i motori di ricerca.  
La presenza di un punto di distribuzione del lavoro ha come vantaggio il fatto di poter 
supervisionare l’interfacciamento con i search engine, aumentando o diminuendo il 
numero di thread che se ne occupano. L’assenza di questo sottomodulo avrebbe imposto 
la codifica della politica al livello superiore, comportando una perdita nella modularità 
del progetto.  
Il passaggio del lavoro ai vari esecutori avviene attraverso una struttura dati condivisa 
chiamata WorkPool; ovviamente l’accesso a questo contenitore di dati deve essere 
coordinato in modo da evitare situazioni d’interferenza tra i thread interessati. L’oggetto 
WorkPool consente, oltre al controllo dello stato della struttura, l’inserzione e 
l’estrazione del lavoro. La sincronizzazione può essere eseguita direttamente 
 42 
sull’istanza, quindi i vari metodi esposti non devono essere necessariamente di tipo 
synchronized [J2SE]. 
Nel momento in cui ogni esecutore creato dal Dispatcher arriva a terminazione, si è 
certi che tutti i risultati si trovano all’interno dell’oggetto che costituisce l’output del 
Searcher; il sottomodulo può quindi concludere il suo flusso di lavoro passando i 
risultati a chi ne aveva richiesto l’esecuzione (ovvero il main dell’applicazione).  
Gli strumenti d’interfacciamento verso i motori di ricerca sono stati modellati per 
mezzo di una classe astratta che prende il nome di Querier. I Querier sono delle 
estensioni della classe Java Thread [J2API], da estendere a loro volta per adattarne 
l’esecuzione alle esigenze del motore di ricerca che intendono interrogare. Il loro 
funzionamento di massima non dovrebbe, ad ogni modo, variare nelle varie 
specializzazioni: il thread deve estrarre un’unità di lavoro dalla struttura dati condivisa 
con il Dispatcher, analizzare il dato di cui è entrato in possesso e formulare la query che 
meglio soddisfa i requisiti posti, sottoporre la query al motore di ricerca, ricevere la 
risposta e salvarla in una posizione prefissata di una qualche struttura finale. 
Nel caso del motore di ricerca considerato da questa tesi, l’estensione fornita ha preso il 
nome di GRIDLEQuerier. Nell’introduzione al modulo si è detto che in realtà le query 
non vengono realmente sottomesse a Gridle. Ciò è dovuto al fatto che il motore di 
ricerca non è ancora uno strumento completo: non supporta interrogazioni al fine di 
reperire componenti vere e proprie ma, al momento, permette solo l’individuazione di 
classi Java le cui istanze sarebbero in grado di eseguire un determinato lavoro. L’attuale 
stato di Gridle è dovuto al fatto che, anche se i web service si basano su tecnologie 
standard, estrarre informazioni in maniera automatica è un compito molto complesso a 
causa dei vari stili con cui i servizi vengono scritti. Si ritornerà su questo punto anche 
nella sezione dedicata al modulo di generazione ed esecuzione del workflow.  
Nel momento in cui si è palesata l’impossibilità di utilizzare Gridle com’era stato 
pensato inizialmente, si sono prospettate tre possibili alternative: 
• abbandonare l’idea di progettare uno strumento orientato al mondo del workflow 
e passare alla realizzazione di un generatore di programmi Java in grado di 
risolvere problemi definiti dall’utente; 
• individuare un altro motore di ricerca funzionante, con le stesse caratteristiche, 
ed eseguire l’interfacciamento con questo; 
• simulare il comportamento che potrebbe avere Gridle, una volta raggiunta la sua 
maturità, e continuare la tesi nel settore del workflow. 
 43 
Nel primo caso si sarebbero perse gran parte delle motivazioni che stanno alla base di 
questa tesi. Si ricorda che uno degli scenari che hanno portato alla definizione di questo 
progetto è quello di un possibile futuro mercato globale dei componenti software. Da 
questo punto di vista, creare uno strumento indirizzato al solo mondo “object oriented” 
sarebbe risultato non in linea con i presupposti. 
L’idea di trovare un altro motore di ricerca si è dimostrata non perseguibile per la non 
esistenza di un simile strumento e questo dimostra anche che, probabilmente, l’idea alla 
base di Gridle è alquanto innovativa e in anticipo sui tempi. 
La terza opzione era sicuramente quella più fattibile, sia perché non pregiudicava il 
lavoro svolto fino al quel momento, sia perché permetteva di orientare il progetto verso 
interessanti sviluppi futuri.  
La simulazione dei risultati richiede, però, che esista un gruppo predefinito di web 
service tra i quali individuare quelli che meglio soddisfano le richieste dell’utente. 
L’implementazione del Searcher ha quindi compreso la definizione di dieci web service 
che espongono i metodi contenuti all’interno della classe Math della libreria standard 
Java (es. sqrt, log, etc.) [J2API], più un ulteriore servizio per la realizzazione delle 
conversioni tra i vari tipi di dato. 
Scrivere un web service, senza il supporto di uno strumento grafico che svolga “dietro 
le quinte” il grosso del lavoro, è un compito proibitivo. Di conseguenza i servizi 
utilizzati in questa tesi sono stati generati sfruttando l’IDE “NetBeans 4.1 RC1” ed 
esposti  sull’application server richiesto dallo strumento, ovvero “Sun Java System 
Application Server 8.1”. 
Quindi, GRIDLEQuerier non s’interfaccia direttamente con il motore di ricerca, ma 
analizza una tabella predefinita contenente le caratteristiche dei vari servizi e da questa 
estrae i risultati usati per simulare l’output che Gridle potrebbe fornire in un prossimo 
futuro.  
Gli attributi che caratterizzano le varie funzionalità offerte dai web service sono la 
descrizione dell’operazione, il nome dell’operazione, il tipo di dato restituito, l’URL 
dove reperire il file WSDL che descrive il web service, il nome dell’autore del servizio, 
la nazione in cui il servizio è stato creato, il prezzo per l’invocazione dell’operazione ed 
una stima della qualità del servizio (QoS) offerto. Un esempio dei dati contenuti nel 





Description computes exponential value e^a 
Operation name Exp 
Returned type Double 






Ovviamente, i valori di costo e QoS si devono riferire a qualche unità di misura globale 
valida per ogni web service. Si noti come un certo numero d’informazioni (es. il tipo di 
porte, di binding e tutti i vari aspetti più tecnici) possono venire omesse grazie alla 
presenza della locazione del file WSDL che rappresenta il servizio. D’altro canto è 
abbastanza verosimile che un motore di ricerca non restituisca il testo completo di tale 
file, ma solo il modo in cui reperirlo. 
Il risultato finale dell’esecuzione del Searcher è un oggetto di tipo SearchResults. 
Quest’ultimo si sviluppa su due dimensioni: la prima fissata a priori e dipendente dal 
numero di place holder generati nel passo precedente, la seconda variabile e correlata al 
numero di risposte restituite dal motore di ricerca per ogni query. 
Si è ritenuto opportuno aggiungere la rappresentazione della singola risposta del motore 
di ricerca attraverso la classe SingleResult. Gli oggetti di questo tipo vengono inseriti 
sulla seconda dimensione della struttura introdotta sopra ed i loro campi riportano i 
valori forniti dal motore di ricerca. Ad esempio, se si cercasse un servizio realizzato in 
Italia, tra i vari SingleResult restituiti ce ne sarebbe uno con i dati della tabella 
soprastante. 
Definire quali campi siano utili, non potendo contare su risposte reali di un search 
engine, è un problema complicato. È probabile che l’insieme considerato nel progetto 
debba essere esteso per poter tenere conto di ricerche effettuate utilizzando uno 
strumento diverso da Gridle o l’evoluzione di Gridle stesso. A conferma di ciò, durante 
lo svolgimento della tesi, è stato necessario completare la descrizione dei servizi con il 




3.4) Descrizione del modulo “Selector” 
Il terzo modulo dell’applicazione è stato denominato Selector, il suo scopo è di 
associare a ciascun segnaposto, presente nella rappresentazione grafica del problema 
fornita dall’utente, un singolo risultato scelto tra quelli restituiti dal motore di ricerca 
utilizzato.  
Nel seguente paragrafo verrà introdotto il problema che il Selector si occupa di 
risolvere, fornendo anche la descrizione dei passi di trasformazione operati per renderlo 
risolvibile con noti algoritmi che verranno esposti in seguito. Successivamente si entrerà 
nel dettaglio delle caratteristiche del Selector, fornendo anche gli algoritmi 
effettivamente utilizzati per individuare l’assegnamento più adatto a soddisfare i 
requisiti posti dall’utente. 
3.4.1) Problema dell’assegnamento componenti-segnaposti 
Si consideri il grafo G = (N, A) rappresentato dalla struttura creata dal modulo Parser. 
S’indichi con m il numero di segnaposti presenti in G, ovvero |N| = m. Il Searcher 
individua, per ogni segnaposto i = 1, …., m, un insieme di risultati coerenti con i vincoli 
imposti dall’utente, questo insieme viene denominato Ri. 
Lo scopo del Selector è di associare ad ogni nodo i presente in G uno ed un solo 
elemento dell’insieme Ri, facendo il modo che, considerando l’intero insieme N, venga 
minimizzata o massimizzata una qualche funzione obiettivo che può corrispondere, ad 
esempio, alla somma dei costi di invocazione dei servizi selezionati. 
Per permettere l’applicazione di alcuni noti algoritmi per la risoluzione di tale problema 
(es. SPT, Shortest Path Tree [BFGPS02]), si opera una trasformazione del grafo 
originario G in un secondo grafo G’, che ha come nodi i vari risultati contenuti negli 
insiemi Ri e come archi i collegamenti presenti tra due risultati appartenenti ad insiemi 
differenti e corrispondenti a segnaposti collegati nel grafo iniziale G. Quindi, se in G i 
nodi 2 e 3 sono collegati da un arco orientato verso 3, in G’ saranno contenuti gli 
eventuali collegamenti presenti tra i risultati contenuti in R2 e R3, orientati verso i 
componenti del secondo insieme.  
Per completare la trasformazione del problema bisogna ancora aggiungere due nodi 
fittizi: la sorgente ed il pozzo. La sorgente è un nodo collegato in ingresso ad ogni 
risultato contenuto in Ri se l’insieme di archi entranti in i (Backward Star (BS) di i) nel 
grafo G è un insieme vuoto; il pozzo è un nodo collegato in uscita ad ogni risultato 
contenuto in Ri se l’insieme di archi uscenti da i (Forward Star (FS) di i) nel grafo G è 
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un insieme vuoto. Questi due nodi fittizi servono perché un singolo segnaposto senza 
archi entranti (o uscenti) presente nel grafo G si trasforma in una serie di nodi con le 
stesse caratteristiche in G’ aumentando il numero delle origini (o delle destinazioni). Le 
modifiche descritte permettono, invece, di ritornare al problema con una singola origine 
ed una singola destinazione. Questo processo di trasformazione è schematizzato nella 







In questo caso i collegamenti effettivamente considerati sono rappresentati attraverso 
delle frecce nere, mentre le rosse sono i collegamenti esistenti ma non utilizzati perché 
estranei al problema da risolvere. 
Creato il grafo G’ = (N’, A’), il problema si riduce all’individuazione di un cammino dal 
nodo sorgente al nodo pozzo. Per fare ciò, può servire associare agli archi delle misure 
che consentano di rendere più conveniente una scelta rispetto ad un’altra. Una soluzione 
può essere quella di etichettare un arco con il costo per operazione del nodo in cui entra, 
oppure con la qualità del servizio associata al nodo indirizzato. 
 
3.4.2) Descrizione delle caratteristiche del modulo 
L’input del Selector è costituito da due elementi:  
• la rappresentazione delle richieste dell’utente, frutto della prima fase di parsing 
(un oggetto di tipo UserRequests); 
• i vari risultati generati durante le precedenti operazioni di ricerca per opera del 
modulo Searcher (un oggetto di tipo SearchResults). 
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L’output del modulo costituisce la base per l’esecuzione dell’algoritmo di risoluzione 
del problema dell’utente: in questa fase saranno selezionati dei componenti ai quali si 
richiederà di svolgere alcune operazioni nel corso della successiva elaborazione. In 
particolare, il modulo successivo dovrà scrivere un workflow ed eseguirlo. Per questo 
motivo, prima di poter dichiarare completato il processo d’assegnamento, bisogna 
richiedere l’approvazione del risultato a chi ha lanciato l’applicazione.  
In realtà possono subentrare altri aspetti tali da richiedere un interfacciamento con 
l’utente. Supponiamo che ad ogni componente individuato dal Searcher corrisponda un 
costo d’utilizzo. Lo strumento è in grado di generare diversi tipi d’assegnamento: 
minimizzando il costo complessivo, massimizzando la qualità del servizio (QoS) oppure 
basandosi su una media delle misure in gioco. Se il tipo di soluzione richiesta è quella 
con il più alto valore di QoS possibile, potrebbe contenere delle invocazioni troppo 
costose che l’utente potrebbe voler escludere (in generale potrebbe essere vero anche 
per valori di QoS inferiori). È necessario, quindi, un ciclo di raffinamento che consenta, 
a chi utilizza lo strumento, di esprimere il suo parere positivo su ogni singolo pezzo 
della soluzione finale. 
Questo tipo d’interazione potrebbe avvenire attraverso un’interfaccia grafica in cui 
vengono fornite delle informazioni sui web service associati ai vari segnaposti. Nella 
versione attuale del progetto tale interfaccia non è presente e la comunicazione con 
l’utente avviene per mezzo della riga di comando. 
Al suo interno il modulo Selector è composto da un sottomodulo di controllo, che ne 
gestisce il flusso d’esecuzione, e da vari sottomoduli generatori di un assegnamento, che 
eseguono il lavoro vero e proprio. Lo schema del componente è quello riportato in 
figura 9. 
La struttura appena esposta mira a realizzare uno strumento in cui sia relativamente 














Si è già detto che esistono diversi criteri per la determinazione del risultato del modulo, 
in particolare si è parlato del costo e della qualità del servizio associato alla soluzione. È 
possibile che in futuro si vogliano integrare altri algoritmi basati su nuove metriche, in 
tal caso l’unica operazione richiesta sarà l’inserzione di un sottomodulo specializzato 
nell’insieme dei risolutori contenuto nel Selector.  
Ad esempio, se si avessero a disposizione delle stime sulla velocità d’esecuzione dei 
vari componenti, si potrebbe generare un assegnamento che minimizzi il tempo totale 
d’esecuzione o che lo mantenga sotto una certa soglia. La semplice inserzione 
dell’oggetto in grado di individuare la suddetta soluzione nell’insieme degli esecutori 
del controllore, consente al modulo di ampliare il gruppo di possibili risultati e di 
soddisfare, quindi, più facilmente le richieste dell’utente. 
Le stesse idee si possono ritrovare anche nei due componenti precedenti (il Parser e il 
Searcher) poiché in un ambiente eterogeneo e fortemente dinamico, come quello a cui è 
indirizzato il lavoro, è bene non concentrarsi su una singola soluzione, anche se può 
apparire, allo stato attuale dell’arte, come la più conveniente. Si è cercato, quindi, di 
rendere lo strumento altamente flessibile, pensando ai vari moduli come a dei 
contenitori in cui è possibile aggiungere nuovi pezzi man mano che lo sviluppo 
tecnologico li mette a disposizione. 
Nelle righe successive viene riportata una descrizione più accurata sia del modulo di 
controllo che dei vari generatori d’assegnamento. Ci si soffermerà in particolar modo 
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sul problema che questi ultimi sono chiamati a risolvere e sulle strategie 
d’assegnamento effettivamente implementate. 
Il primo sottomodulo è stato chiamato Controller, si occupa di raccogliere i risultati 
generati dai vari sottomoduli d’assegnamento (Assigner) e di interfacciarsi con l’utente 
per dare vita al ciclo di raffinamento di cui si è parlato prima e che sarà esposto in 
maggiore dettaglio in seguito. 
Il Controller è il punto di centralizzazione del modulo Selector ed ha a disposizione un 
determinato numero d’Assigner corrispondenti a diversi algoritmi di generazione 
dell’assegnamento. A ciascuno di questi esecutori fornisce indicazioni su quale sia 
l’insieme valido dei risultati della ricerca da utilizzare e sulla struttura del problema 
posto dall’utente. È importante che il Controller indichi quali sono i risultati della fase 
precedente che possono venire effettivamente utilizzati, perché l’utente può aver 
richiesto, in seguito al ciclo di raffinamento, di non considerare alcuni componenti. 
Una volta che ogni Assigner ha una visione completa del lavoro da svolgere, il 
Controller può agire in vari modi differenti. Una possibilità è quella di richiedere 
l’esecuzione di tutti i risolutori, collezionare i risultati ed applicare un qualche algoritmo 
di selezione che consenta di definire l’assegnamento migliore; oppure si può lanciare 
l’esecuzione di un singolo Assigner, basandosi magari sui parametri imposti 
dall’esterno, e passare ad un altro algoritmo solo se il precedente non ha prodotto un 
risultato accettabile per l’utente. Ad esempio, si può eseguire una prima fase di 
risoluzione veloce utilizzando l’Assigner che richiede il minor tempo d’elaborazione; 
nel caso in cui le soluzioni riportate non soddisfino i gusti del cliente, si può passare 
all’utilizzo di strategie capaci di minimizzare o massimizzare altre misure proprie del 
problema. 
L’implementazione presente nel progetto prevede come default l’esecuzione parallela di 
tutti gli Assigner disponibili, la raccolta degli assegnamenti in una struttura all’interno 
del Controller e la selezione della soluzione migliore guidata dai parametri forniti come 
input.  
Il guadagno portato da questa scelta può essere spiegato meglio attraverso un esempio: 
si supponga di avere a disposizione due risolutori A e B che individuano le soluzioni SA 
e SB basandosi sul calcolo di due misure MA e MB differenti. Entrambe le soluzioni sono 
ottime per quanto riguarda la misura d’interesse, ma questo non esclude che possano 
essere ottime anche in rapporto all’altra grandezza: SB potrebbe avere lo stesso valore di 
MA della soluzione SA ma non essere stata restituita dal risolutore A poiché il risultato 
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di ogni Assigner è un singolo assegnamento e non un insieme. In questo caso, se il 
Controller utilizza più esecutori in parallelo, è sicuramente in grado di individuare nella 
soluzione S2 quella più conveniente (poiché ottima per entrambe le misure d’interesse), 
cosa che potrebbe non accadere se si fosse utilizzato un unico Assigner per volta. 
È bene notare come, in questo caso, il Controller funga da ottimizzatore della soluzione 
globale. L’utente è in grado di richiedere un assegnamento che massimizzi la qualità del 
servizio o che minimizzi il costo totale; quando questo non accade, il sottomodulo in 
questione fornisce una valutazione delle soluzioni basata sul rapporto tra QoS e costo, 
proponendo all’utente quella in cui questa stima è più elevata. 
In precedenza si è parlato del ciclo di raffinamento della soluzione, che coinvolge il 
cliente dell’applicazione ed il sottomodulo Controller. Nelle righe successive si 
cercherà di esporre in maggiore dettaglio il funzionamento di quest’operazione. 
Una volta individuata la soluzione ritenuta migliore, questa viene mostrata all’utente e 
viene richiesto il suo consenso per la prosecuzione dell’esecuzione. Se l’offerta 
dell’applicazione viene accettata, il risultato passa al modulo successivo ed il lavoro del 
Selector può, in pratica, ritenersi concluso. Se, invece, l’utente non è d’accordo su 
alcuni aspetti dell’assegnamento, il Controller gli chiede di chiarire quali segnaposti 
siano associati ai  servizi sgraditi. Questi non sono altro che singoli risultati della fase di 
ricerca, vale a dire oggetti di tipo SingleResult, che possono essere eliminati dalla 
struttura contenente i componenti individuati dal Searcher per ogni place holder. Portata 
a termine la cancellazione, è come se il Controller abbia a disposizione un nuovo input 
da parte del modulo di ricerca e l’esecuzione del Selector può riprendere seguendo gli 
stessi passi descritti in precedenza. 
Infine, è facile notare che l’utente potrebbe, a lungo andare, fornire un parere negativo 
su ogni soluzione fornita dal motore di ricerca per un certo segnaposto, implicando così 
l’eliminazione di tutti i risultati associati al place holder. In questo caso non è più 
possibile trovare un assegnamento, poiché almeno il segnaposto in questione resta 
scoperto, e l’applicazione termina senza essere riuscita a risolvere il problema posto. 
Esiste un’ulteriore funzione che rende importante il Controller e che ha a che fare con la 
conversione dei tipi di dato in uscita ed in ingresso ai servizi utilizzati. Descrivendo il 
Parser si era detto che la struttura generata riportava per ogni nodo le eventuali 
connessioni con altri segnaposti ed il formato dei dati scambiati tra i due place holder. 
Può risultare riduttivo soddisfare questo vincolo attraverso la sottomissione di query più 
selettive, poiché molti tipi di dato sono convertibili con operazioni abbastanza semplici. 
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In quest’applicazione si è scelto di fornire un web service aggiuntivo, capace di 
effettuare le conversioni dei vari tipi di dato utilizzati nell’insieme di servizi creati. Una 
volta individuato l’assegnamento più gradito all’utente, vengono aggiunte le 
trasformazioni che poi saranno esplicitate come chiamate alle operazioni del servizio 
fornito. 
Ovviamente l’utilizzo di questo web service dovrebbe essere gratuito, altrimenti 
andrebbe ad incidere sulla correttezza delle informazioni passate all’utente. Nel caso in 
cui questo vincolo non fosse rispettato si aprirebbero due possibili scenari. Il primo 
consisterebbe semplicemente nell’aumentare la selettività delle query sottoposte al 
motore di ricerca, richiedendo che i dati in output da un servizio abbiano un certo 
formato. Il secondo imporrebbe di eseguire le operazioni di conversione a programma, 
raccogliendo i dati in uscita dai web service e trasformandoli per passarli a quelli 
successivi. L’ultima soluzione è sicuramente la più complessa e probabilmente anche la 
meno efficiente poiché richiederebbe una pesante centralizzazione.  
I vari sottomoduli Assigner sono gli oggetti che generano le soluzioni del modulo 
Selector, svolgendo il grosso del lavoro assegnato all’unità. Ognuna di queste entità è, 
per definizione, un’estensione della classe Java Thread [J2API]. Questo aspetto è 
importante, perché permette al Controller che le possiede di lanciare facilmente  
l’esecuzione simultanea di più algoritmi d’assegnamento. 
Il problema trattato dagli Assigner si può risolvere in diversi modi; in seguito verranno  
esposti alcuni algoritmi implementati per la sua risoluzione. Nel progetto sono 
contenute tre strategie di risoluzione, corrispondenti ad altrettante estensioni della classe 
Assigner. 
Il primo tipo di risolutore che si riporta è basato su un’euristica greedy [BFGPS02] e 
prende il nome di GreedyAssigner. Quest’entità è pensata per la ricerca di una 
soluzione veloce, utile nel caso in cui si debbano affrontare workflow molto complessi 
contenenti un elevato numero di nodi. 
Una particolarità legata a questo Assigner è che non risulta strettamente necessaria la 
creazione del grafo G’ di cui si è parlato in precedenza. Tutte le informazioni utili per 
l’individuazione dell’assegnamento possono essere recuperate dalla struttura generata 
dal Parser, consentendo un ulteriore risparmio sul tempo d’elaborazione. 
L’algoritmo è molto semplice: estrae un segnaposto da una struttura, inizializzata con 
quello senza archi entranti, e ripete le stesse operazioni per ogni place holder del grafo 
G. Per prima cosa seleziona uno dei risultati della fase di ricerca associati al segnaposto 
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corrente, quindi considera i segnaposti collegati in output con quello attuale ed elimina 
dai loro insiemi di risultati disponibili quelli che non sono collegati col componente 
scelto, infine inserisce i segnaposti raggiungibili nella lista e ritorna ai passi precedenti. 
Per favorire la comprensione dell’algoritmo utilizzato dal GreedyAssigner, si riporta qui 
sotto la sua descrizione in pseudo-codice. 
 
GreedyAssign(G, SR, A){ 
 Queue Q; 
For( every n in G){ 
  If( BS(n)==empty ) 
   Insert(n,Q); 
} 
while( !empty(Q)){ 
 Node n = extract (Q); 
 Component c = AssignComponent(n, SR, A); 
 UpdateSet(FS(n),c); 
 For( every k in FS(n)){ 
  If(!AlreadyAssigned(k))  
   Insert(k, Q); 
}  
} 
return A;  
} 
 
La prima parte corrisponde all’inizializzazione della coda. Il ciclo successivo 
comprende le chiamate alle funzioni  
• AssignComponent, che individua il servizio da associare al nodo usando una 
politica greedy;  
• UpdateSet che modifica, considerando l’effettiva raggiungibilità, l’insieme dei 
servizi associabili ai segnaposti collegati in uscita con il nodo corrente. 
L’esecuzione del GreedyAssigner termina in un tempo lineare rispetto al numero di nodi 
del grafo iniziale G, ma potrebbe non individuare una soluzione poiché nessuno può 
assicurare che una scelta effettuata ad un determinato passo porti sicuramente ad un 
assegnamento in assenza di un grafo completo. Ad esempio, potrebbe venire selezionato 
un componente isolato da quelli contenuti negli insiemi successivi e, poiché gli 
algoritmi greedy non modificano mai le scelte effettuate [BFGPS02], l’esecuzione 
raggiungerebbe un punto morto e non fornirebbe una soluzione. 
Le altre due strategie implementate si basano, invece, sulla trasformazione del grafo G 
in quello G’ descritta precedentemente. La prima genera un assegnamento che 
minimizza il costo globale dell’esecuzione, la seconda è in grado di massimizzare la 
qualità del servizio riguardante la soluzione trovata. Le due specializzazioni sono state 
chiamate MinCostAssigner e MaxQosAssigner. Entrambe sfruttano alcune funzioni 
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ausiliarie per la trasformazione del grafo e si differenziano esclusivamente 
nell’algoritmo di determinazione della soluzione. 
Nel caso del MinCostAssigner, viene risolto il problema dei cammini di costo minimo 
attraverso l’applicazione dell’algoritmo SPT (Shortest Path Tree) [BFGPS02]. L’ 
etichetta di un arco è il costo d’invocazione del componente o web service puntato 
dall’arco stesso; la struttura da cui estrarre il prossimo nodo da considerare è stata 
realizzata attraverso una lista FIFO per mezzo della classe LinkedList [J2API] di Java. 
L’algoritmo è quindi SPT.L, ossia la specializzazione di SPT  con tempo d’esecuzione 
O(am) dove a = |A’| e m = |N’|. La radice, da cui si parte per la determinazione 
dell’albero dei cammini minimi, è il nodo fittizio sorgente. Al termine dell’algoritmo, il 
cammino a ritroso dal nodo pozzo al nodo sorgente individua l’assegnamento definito 
dall’Assigner, come si può vedere anche dalla seguente descrizione in pseudo-codice 
dell’algoritmo. 
MinCostAssign(G,A){ 
 Graph NewG = transform (G); 
 Array p = SPT(NewG); 
 Node current = takeTarget(p); 
 Node source = takeSource (p); 
 While(current != source){ 
  Add (A, current); 





Nella descrizione soprastante, la funzione transform si occupa di eseguire i vari passi 
descritti in precedenza per la creazione del nuovo grafo G’. Le due funzioni takeTarget 
e takeSource forniscono la posizione dell’array di predecessori corrispondente al nodo 
pozzo e sorgente rispettivamente; Add consente di costruire incrementalmente 
l’assegnamento soluzione del problema aggiungendo i componenti man mano che si 
presentano, predecessor, infine, ha lo scopo di fornire il predecessore del nodo corrente 
nell’albero dei cammini minimi individuato dall’algoritmo SPT. 
Anche in questo caso potrebbe non esistere una soluzione al problema, ma solo se i 
risultati associati a due place holder collegati nel grafo G risultano tutti disconnessi. In 
tal caso, l’unico modo di trovare un qualche assegnamento consisterebbe nell’arricchire 
gli insiemi generati dalla fase di ricerca, magari attraverso una trasformazione delle 
query da sottomettere. Questa particolare funzionalità non è però presente 
nell’applicazione al suo stato attuale. 
Il MaxQosAssigner agisce fondamentalmente allo stesso modo del MinCostAssigner, 
ma considera come etichette degli archi i valori di QoS dei nodi puntati e cerca di 
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risolvere un problema di massimo anziché di minimo. È possibile adattare l’algoritmo 
SPT a questo scopo, invertendo i controlli nelle condizioni di Bellman [BFGPS02] per 
generare un cammino con il massimo valore possibile associato agli archi. Si ricorda 
che le condizioni di Bellman richiedono che, fornite delle etichette d associate ai vari 
nodi di un grafo e corrispondenti ad un albero dei cammini minimi, per ogni arco (i, j) 
presente nel grafo, l’etichetta associata al nodo j debba essere maggiore o uguale 
all’etichetta associata al nodo i più il costo dell’arco (i,j). L’algoritmo utilizzato è quindi 
identico a quello riportato sopra per l’assegnamento di costo minimo, con l’unica 
differenza costituita dall’invocazione di una versione di SPT adattata alla nuova metrica 
qui considerata. 
La presentazione del modulo si conclude con la descrizione delle strutture dati create 
appositamente per la sua esecuzione. 
La più importante è la classe Assignment che rappresenta l’output dei vari Assigner e 
del Selector; tale classe identifica, quindi, un assegnamento di un risultato della fase di 
ricerca ad ogni segnaposto generato durante il parsing del file di input. Ogni soluzione, 
individuata dagli Assigner descritti sopra, è caratterizzata da alcune misure che possono 
essere utilizzate dal Controller durante il processo di selezione. Queste misure sono: il 
costo d’esecuzione, dato dalla somma dei costi d’invocazione delle operazioni facenti 
parte dell’assegnamento, e la qualità complessiva del servizio, calcolata come la somma 
delle singole qualità dei vari pezzi selezionati. 
Si noti come una naturale estensione del modulo preveda l’aggiunta di nuove stime 
della bontà della soluzione, il cui valore va inserito tra le caratteristiche dell’oggetto 
Assignment. Riprendendo l’esempio che si era fatto in precedenza, un assegnamento 
potrebbe essere caratterizzato anche da un tempo globale d’esecuzione, calcolato 
sommando i tempi d’elaborazione dei singoli pezzi. 
Le altre due classi servono per la modellazione del problema introdotta sopra. I loro 
nomi sono Graph e Node e, com’è lecito aspettarsi, rappresentano il grafo, generato per 
permettere l’applicazione degli algoritmi di ottimizzazione, ed i nodi contenuti 
all’interno di questo. La classe Graph espone anche i metodi per generare il grafo G’ a 





3.5) Descrizione del modulo “WFCreator” 
L’ultimo modulo dello strumento Woodle è chiamato WFCreator. Il suo scopo è quello 
di scrivere un workflow in un qualche formato e di richiederne l’esecuzione ad uno 
strumento adatto. 
Per far ciò il componente riceve in input la struttura del problema generata al primo 
passo (un oggetto UserRequests) e l’insieme d’associazioni segnaposto-servizio creato 
dal Selector (un oggetto Assignment).  
L’output del modulo è il risultato dell’esecuzione del workflow generato, che 
costituisce anche il valore finale restituito da Woodle all’utente. 
Per quanto riguarda il formato del workflow da eseguire, si è detto prima che possono 
essere prese in considerazione diverse soluzioni alternative. Qui di seguito vengono 
riportati alcuni esempi: una via praticabile è quella di cercare di utilizzare Scufl, in 
modo da adattarsi al linguaggio usato in un noto e importante progetto scientifico come 
myGrid (vedi capitolo 2) [SRG03]; oppure potrebbe far comodo essere in grado di 
scrivere dei workflow BPEL [A03] per aprire la strada ad integrazioni con applicazioni 
aziendali. In generale, è bene non legare il modulo ad un singolo formato, agendo 
pressapoco come per i tre componenti che sono stati incontrati in precedenza. In caso 
contrario l’applicazione rischierebbe di mancare di flessibilità, carenza molto grave 
quando si parla d’ambienti eterogenei come Grid. 
Partendo da questi presupposti, è ovvio pensare al WFCreator come ad uno strumento 
che racchiude due insiemi di sottomoduli: 
• Un gruppo di classi specializzate nella scrittura di workflow in formati diversi; 
• Un certo numero di componenti capaci di invocare l’esecuzione di un workflow 
interfacciandosi in qualche modo con uno specifico enactor. 
Per coordinare le operazioni di questi due insiemi è stato introdotto un terzo elemento, 
utile tra l’altro per la definizione delle politiche d’esecuzione. 













Il punto centrale del WFCreator è, quindi, il sottomodulo di coordinamento, chiamato 
Controller nell’implementazione dello strumento. Il Controller riceve i dati in ingresso 
al modulo, seleziona un singolo scrittore dall’insieme messogli a disposizione e richiede 
la generazione di un workflow aderente alle caratteristiche imposte dall’input. In 
seguito prende l’oggetto creato dallo scrittore selezionato e lo passa ad un invocatore di 
enactor, estratto dall’insieme che comprende quelli disponibili al momento 
dell’esecuzione. L’invocatore avrà, poi, il compito di interfacciarsi con lo strumento 
scelto per permettere al workflow di generare il suo risultato. 
In questo caso, le scelte riguardanti il primo insieme (lo scrittore) possono essere dettate 
da diversi parametri: un possibile modo di guidare la selezione consiste nell’aggiungere 
un’opzione alla riga di comando che lancia Woodle, in modo da specificare che tipo di 
workflow sarebbe meglio creare (es. aziendale, scientifico, etc.).  
Un’eventuale alternativa potrebbe essere la personalizzazione dello strumento: allo stato 
attuale Woodle non richiede un’identificazione per accedere ai suoi servizi, in futuro è 
possibile che questo avvenga. In tal caso, si potrebbe consultare il profilo dell’utente per 
controllare che genere di workflow sia richiesto come default. 
Anche la selezione dal secondo insieme d’oggetti, quello contenente gli invocatori, 
potrebbe avvalersi di una descrizione degli interessi del cliente. In questo caso, però, si 
deve considerare anche il fatto che il workflow è già stato scritto, e quindi è necessario 
interfacciarsi con uno strumento che supporti il formato generato. 
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Gli scrittori utilizzati nel progetto appartengono ad una specie d’oggetti con 
caratteristiche comuni. Per questo motivo è normale modellarli attraverso un’interfaccia 
(WFWriter) che espone un unico metodo (write). Lo stesso discorso vale anche per 
l’insieme degli invocatori: il nome della loro interfaccia è Invoker, mentre i metodi 
esposti sono due, uno per la richiesta d’esecuzione vera e propria (invoke) ed uno per 
scoprire una caratteristica importante dell’oggetto come la capacità di supportare un 
determinato formato (canExecute). 
I WFWriter sono, quindi, oggetti invocati dal Controller e capaci di generare un 
workflow partendo dalla descrizione della struttura del problema e da un insieme di 
componenti associati alle singole parti del problema stesso.  
L’output di questi elementi è un oggetto di tipo Workflow che contiene il path del file 
che descrive il workflow ed altre informazioni utili. Tra queste ultime sono importanti il 
formato del file generato e le copie delle strutture usate come input per la sua creazione 
(gli oggetti UserRequests e Assignment) che verranno riutilizzate in seguito. 
Nell’introduzione si è detto che la flessibilità di questo modulo risiede nella capacità di 
adattarsi ad un grosso numero di scenari, generando workflow di tipi diversi. Perché 
questa caratteristica risulti reale e non solo teorica, bisogna fornire delle 
implementazioni dell’interfaccia WFWriter che differenzino il metodo write secondo le 
esigenze del tipo di file che si vuole scrivere. Nel progetto è inclusa l’estensione 
riguardante il formato BPEL (BPELWFWriter), di cui si parlerà più approfonditamente 
in seguito. 
Lo stesso concetto si applica anche agli invocatori degli enactor: nel progetto è presente 
un’implementazione dell’interfaccia Invoker (ActiveBpelInvoker) che svolge le 
operazioni necessarie per l’esecuzione di un workflow utilizzando il workflow engine 
ActiveBpel [AB]. Il lavoro svolto per integrare questo strumento all’interno di Woodle è 
descritto più avanti nel paragrafo. 
Per poter sfruttare strumenti esterni come gli enactor, è necessario che Woodle sappia 
dove questi si trovano. Nel progetto i vari workflow engine scaricati da  Internet sono 
stati posti in una cartella nota a priori, denominata appunto “enactors”. Questo consente 
di individuare automaticamente lo strumento senza richiedere l’intervento dell’utente. 
Non tutti gli enactor sono integrabili all’interno di Woodle, di seguito si riportano 
alcune caratteristiche che possono rendere possibile quest’operazione. Se lo strumento 
prevede un utilizzo “standalone”, bisogna essere in grado di lanciarlo attraverso un 
qualche script (es. file .bat) che andrebbe aggiunto alla normale distribuzione fornita dai 
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produttori. È importante che le impostazioni possano essere modificate al momento 
della richiesta d’esecuzione, in modo da dover evitare di simulare il comportamento 
dell’utente per una loro ridefinizione attraverso una qualche interfaccia 
d’amministrazione. 
Altri tipi di workflow engine supportati sono quelli che possono essere esposti 
attraverso un container quale, ad esempio, Tomcat [AT]. In alcuni casi (uno è 
ActiveBpel) l’esposizione di un workflow richiede di spostare dei file nella directory del 
container. Questa operazione è senz’altro fattibile anche non avendo Tomcat sulla 
macchina in cui Woodle viene eseguito, ma risulta sicuramente più complessa da 
codificare. Di conseguenza l’applicazione agisce considerando le risorse presenti nello 
stesso sito in cui viene lanciata. 
Talvolta è possibile che sorgano dei problemi legati ad alcuni valori preimpostati 
all’interno degli enactor utilizzati: può essere il caso di alcuni percorsi di file che 
vengono supposti invariabili. In questi casi sarebbe necessario poter mettere mano al 
codice dello strumento per poterlo adattare al contesto d’esecuzione; tale intervento è 
possibile solo nei prodotti open source. 
Nel resto del paragrafo si parlerà delle esperienze avute con due differenti enactor: il 
primo è FreeFluo [FF], di cui si è già parlato nella parte conclusiva del capitolo 2. 
Questo strumento risulta molto interessante perché sviluppato per il mondo scientifico 
(ricerche sul DNA in particolare). Il secondo workflow engine utilizzato è ActiveBpel, 
che è stato integrato con successo all’interno di Woodle. A differenza di FreeFluo, 
ActiveBpel non si rivolge al mondo della ricerca bensì a quello aziendale poichè, come 
già detto nel capitolo precedente, BPEL viene utilizzato principalmente per modellare e  
automatizzare importanti processi di business [AB]. 
FreeFluo è uno strumento d’orchestrazione di workflow orientato ai web services 
facente parte del toolkit myGrid: un insieme di componenti software che rendono più 
semplice l’utilizzo di web service in ambiente Grid. Di questo toolkit fa parte anche 
Taverna [TV12], l’ambiente grafico per la definizione di workflow già introdotto nel 
capitolo precedente, che utilizza FreeFluo come enactor per l’esecuzione dei workflow 
generati. 
Il formato supportato da FreeFluo è chiamato SCUFL [CG04], già presentato nel 
secondo capitolo. In precedenza lo strumento era in grado di gestire anche un altro 
genere di workflow: quelli in formato WSFL (Web Service Flow Language, creato 
dall’IBM) [L03], ma questa caratteristica non è presente nell’attuale versione 0.8.2. 
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Inizialmente Woodle era stato equipaggiato con un’estensione della classe Invoker 
(FreeFluoInvoker) che permetteva di eseguire workflow in formato Scufl utilizzando 
FreeFluo. Questa strada è stata poi abbandonata a causa di alcuni problemi che sono 
esposti nelle righe seguenti. 
Se il workflow generato non presentava delle chiamate ad operazioni di web service ma 
solo manipolazioni elementari di dati creati al suo interno, l’esecuzione risultava 
corretta. Gli errori nascevano dallo stretto legame presente tra l’enactor e Taverna. In 
questi strumenti, i web service che si vogliono utilizzare devono essere prima 
identificati come nodi “processor”, creando una rappresentazione ad oggetti delle 
risorse disponibili. Questo passo, allo stato attuale dei prodotti, viene eseguito da 
Taverna quando si aggiunge un nuovo servizio al suo elenco di web service. In assenza 
del modello ad oggetti creato dall’ambiente grafico, l’esecuzione del workflow 
terminava con un fallimento dovuto all’incapacità di individuare le risorse da utilizzare. 
Per riuscire a raccogliere delle informazioni più precise si è deciso di utilizzare Taverna 
per mandare in esecuzione lo stesso workflow che sarebbe stato generato da Woodle. 
Mentre con i file Scufl, forniti come esempi nella distribuzione degli strumenti, 
l’esecuzione si concludeva senza generare alcun errore, con quelli contenenti i web 
service creati come insieme di prova sorgevano ulteriori complicazioni dovute 
all’incapacità di individuare le operazioni da chiamare all’interno dei file WSDL. Si può 
supporre che quest’errore sia dovuto al modo in cui i file sono scritti: sebbene WSDL si 
basi su XML e sia una tecnologia standard, le stesse proprietà possono essere descritte 
in più modi distinti. Questa è comunque solo un’ipotesi, poiché non si è entrato nel 
dettaglio del codice di FreeFluo, e quindi non si possono avere informazioni certe. 
Detto questo, le possibili soluzioni per continuare ad utilizzare FreeFluo si riducevano a 
due opportunità, entrambe di difficile realizzazione. La prima consisteva nel lanciare 
Taverna durante l’esecuzione di Woodle, simulare in maniera automatica le azioni che 
l’utente deve svolgere per aggiungere un “processor” all’insieme mantenuto dallo 
strumento ed infine richiedere a FreeFluo di coordinare i vari passi del workflow. In 
questo caso non si risolveva comunque il problema della difficoltà nell’individuare le 
operazioni da chiamare, cosa che, nel caso migliore,  avrebbe probabilmente richiesto la 
modifica di tutti i web service per adattarli allo strumento utilizzato. Se anche questo 
problema non fosse stato presente, simulare il comportamento dell’utente sarebbe 
restata comunque un’operazione dalla scarsa fattibilità, che avrebbe introdotto, molto 
probabilmente, degli errori inaspettati. 
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L’alternativa consisteva nel modificare il codice dell’enactor, in modo da creare 
all’interno di Woodle l’insieme d’oggetti “processor”, la cui assenza causava il 
fallimento dell’esecuzione. In questo caso, però, l’enactor avrebbe perso la sua forma 
originaria e, di conseguenza, la dimostrazione della flessibilità dello strumento ne 
sarebbe uscita indebolita. 
L’unica prospettiva di un certo interesse era costituita da un cambio di formato e di 
workflow engine, che ha portato all’utilizzo di BPEL e di ActiveBpel. Il primo è stato 
ampiamente descritto nel capitolo 2, il secondo è un enactor realizzato dalla Active 
Endpoint [AE]. ActiveBpel viene esposto come servizio su Tomcat, insieme ad alcuni 
strumenti che consentono di gestirne le impostazioni (es. l’interfaccia BpelAdmin). La 
sottomissione di un processo BPEL avviene attraverso una semplice operazione di 
spostamento di file che deve essere però preceduta da una serie passi che sono elencati 
nelle righe successive. Innanzitutto bisogna ricostruire una struttura di directory 
secondo quanto richiesto dalla documentazione dello strumento [ABD] (vedi figura 11). 
 
Figura 11 
   
Nell’esempio presente in figura si vuole rendere eseguibile il processo my_process.bpel. 
La directory “META-INF” deve contenere il catalogo dei file WSDL utilizzati, ovvero 
un file XML che consenta di individuare i descrittori dei web service che compongono 
il processo. La directory “wsdl” contiene invece i file WSDL che descrivono i web 
service sfruttati, più altre informazioni di cui si parlerà più approfonditamente in 
seguito. Infine il file my_process.pdd contiene dei dati che permettono all’enactor di 
esporre il processo in questione. In pratica i file PDD (process deployment descriptor) 
hanno la stessa funzione che nel mondo dei web service svolgono i file WSDD (web 
service deployment descriptor) [AP02]. 
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Una volta creata questa struttura, è necessario racchiuderla all’interno di un archivio e 
copiare il file derivato (la cui estensione deve essere .bpr) nella directory “bpr” 
all’interno di Tomcat. Dopo alcuni secondi l’enactor si renderà conto della presenza del 
file e procederà ad esporre il processo come un web service invocabile attraverso l’invio 
di un messaggio. 
In Woodle è stata inserita una classe, estensione dell’interfaccia WFWriter, per la 
scrittura di file descriventi un processo BPEL; il suo nome è BPELWFWriter. La 
generazione di un tale processo corrisponde ad un procedimento che richiede un certo 
numero di passi: si parte con la creazione di un file .wsdl che descriva i collegamenti 
con i partner. Tale file, che ha preso il nome di linktype.wsdl, importa al suo interno le 
definizioni dei vari web service che il processo vuole sfruttare ed aggiunge alcuni 
importanti dati per riuscire a collegare tra loro i servizi. In primo luogo, in linktype.wsdl 
avviene la definizione dei tipi di link presenti nel processo. I nodi “partnerLink” [A03] 
vengono generati partendo dai documenti WSDL dei web service utilizzati, questo 
perché è necessario estrarre i vari tipi di porta che caratterizzano le operazioni esposte 
dai servizi. 
Una volta definiti i tipi dei collegamenti, bisogna descrivere il processo come se fosse 
un web service. In questo modo sarà possibile invocarlo da un programma per mezzo 
dell’invio di un messaggio SOAP [SOAP] alla porta specificata. L’aspetto 
dell’invocazione dall’interno di Woodle è molto importante poiché, com’è già stato 
spiegato nel capitolo riservato a BPEL (capitolo 2), l’istanza di un processo può essere 
creata solo in seguito ad un’attività di ricezione di un messaggio che contenga tra i suoi 
attributi la stringa: “createInstance = yes”. 
Il file BPEL vero e proprio si compone invece di sole tre parti: la dichiarazione dei 
collegamenti usati (partnerLink), quella delle variabili che appaiono durante il processo 
e le attività da svolgere per portare a termine il compito a lui assegnato. 
Le attività si possono suddividere ancora in diversi gruppi distinti: in primo luogo è 
necessario inizializzare tutte quelle variabili basate su tipi di dato complessi, operazione 
importante per evitare che il processo fallisca cercando di accedere ai campi interni 
delle variabili stesse.  
In seguito, il processo deve contenere l’attività di ricezione (receive) per permettere la 
creazione dell’istanza e, solo successivamente, richiamare le varie operazioni sui web 
service da utilizzare. Tra due invocazioni successive è bene eseguire un assegnamento 
tra variabili (attività assign-copy), poiché non si può supporre a priori che due web 
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service diversi utilizzino messaggi dello stesso tipo. Per concludere l’esecuzione, 
qualora il processo dovesse ritornare un valore, si può aggiungere l’attività di risposta 
(reply) che consente di restituire a chi aveva inviato il messaggio per la creazione 
dell’istanza del processo, il risultato dell’esecuzione.  
Tutti i file ed i vari passaggi descritti in queste righe sono riportati nel capitolo 
successivo, in cui si parlerà di un esempio d’esecuzione di Woodle. 
L’ultima classe necessaria perché Woodle sia effettivamente funzionante è quella con il 
compito di interfacciarsi con l’enactor selezionato, il suo nome è ActiveBpelInvoker ed è 
un’implementazione dell’interfaccia Invoker. 
Il metodo invoke della classe in questione svolge le operazioni descritte in precedenza 
quando si è parlato della struttura richiesta per l’esposizione del processo. Si occupa, 
quindi, della generazione delle directory, della copia dei file WSDL, della creazione del 
catalogo e della scrittura del file PDD contenente le indicazioni sul caricamento del 
processo. Una volta realizzata la struttura richiesta, la racchiude all’interno di un 
archivio BPR che poi copia all’interno della directory d’installazione di Tomcat nella 
locazione indicata. Quest’ultimo passo ha luogo attraverso l’esecuzione di uno script 
BAT che permette di semplificare il lavoro rispetto alle stesse operazioni svolte 
dall’interno di un programma Java. 
Gran parte di questo procedimento risulterebbe molto più semplice se realizzato a mano 
che non attraverso uno strumento automatico. Il motivo per cui ciò accade è che i file da 
cui vanno estratte le informazioni sono scritti secondo stili differenti e, di conseguenza, 
individuarne i pezzi d’interesse risulta abbastanza complesso. Si pensi, ad esempio, alla 
presenza di costrutti come l’import, che includono namespace di altri WSDL 
[CCMW03] all’interno di quello analizzato, alla possibilità di utilizzare tipi di dato 
complessi che quindi rimandano ad altre zone del documento per la definizione esatta 
della loro struttura, e così via. Allo stato attuale Woodle permette di utilizzare web 
service simili a quelli generati automaticamente dall’IDE NetBeans. 
Un ultimo aspetto importante relativo a questa fase è la conversione dei dati tra servizi 
successivi. Nel paragrafo precedente, quando si è parlato del Selector, si è detto che, 
una volta in possesso dell’assegnamento definitivo tra segnaposti ed operazioni dei web 
service, Woodle si occupa di aggiungere alcuni passi di conversione che permettano ai 
dati di fluire in maniera corretta. 
Nel WFCreator quest’aggiunta si riflette nell’inserzione di tre gruppi di costrutti 
all’interno del processo BPEL: per prima cosa è necessario dichiarare delle variabili in 
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grado di contenere il tipo di messaggio richiesto dai web service usati per la 
conversione ed inizializarle per non andare incontro agli errori descritti in precedenza. 
In secondo luogo è importante la presenza di attività che inseriscano nelle variabili di 
input i valori da convertire ed estraggano da quelle di output i risultati delle operazioni 
richieste (attività “assign-copy”). Questo significa che, se la conversione s’inserisce tra 
le chiamate ai web service A e B, l’applicazione dovrà copiare il valore in uscita da A 
all’interno della variabile di input del convertitore e, al termine dell’operazione, 
trasferire il valore presente nella variabile di output in quella di input di B. 
In mezzo alle ultime due attività d’assegnamento descritte, va inserita l’invocazione del 
servizio che esegue effettivamente la conversione (attività “invoke”). 
L’insieme di web service, fornito come prova per sopperire all’assenza di Gridle, 
esegue solo operazioni matematiche e non restituisce dati diversi dai tipi Java double, 
float e int [J2SE]. Per quanto riguarda questi formati numerici, la necessità della 
conversione non è così pressante come può essere in altri casi. In realtà, se si esegue 
Woodle escludendo l’aggiunta del web service Converter, non si riscontra nessun errore 
nel risultato finale. Questa situazione inaspettata è probabilmente dovuta al modo di 
mappare i tipi di dato elementari di XML in Java. 
In altri casi l’assenza di un convertitore potrebbe risultare nel fallimento 
dell’esecuzione. Supponiamo di avere due web service: il primo (web service A) che 
calcola un numero pseudo-casuale, il secondo (web service B) che conta in numero di 
lettere che compongono una parola (in questo caso ci interessa quella che rappresenta il 
numero). È abbastanza realistico ipotizzare che nel mercato globale di servizi, di cui si è 
parlato nell’introduzione, siano presenti questi due tipi di web service; è altrettanto 
probabile che non ne esista uno del primo tipo in grado di fornire in output una stringa 
anziché un numero. In questo caso la conversione dal valore di output di A ad una 
sequenza di lettere corrispondente all’input di B dovrebbe essere eseguita per mezzo di 
un servizio specializzato offerto direttamente da Woodle.  
Questo semplice  esempio  permette  di  evidenziare   quanto  sia   complesso   agire   in 
ambienti   di   questo   tipo,   a   causa   delle   diverse   variabili   che   entrano in gioco 





















4) Esempio d’esecuzione di Woodle 
 
In questo capitolo vengono descritti i vari passi che Woodle svolge quando viene 
mandato in esecuzione. Verranno evidenziati  i file generati durante il processo e gli 
output prodotti dallo strumento. 
Innanzitutto, è necessario introdurre il file di input dell’applicazione (problem.xml in 
questo caso). Nei capitoli precedenti si è detto più volte che, sebbene Woodle sia 
teoricamente in grado di supportare diversi formati, quello utilizzato nella versione 
attuale è l’XML. Il file di input ha, quindi, la forma seguente: 
 
<problem> 
 <place-holder id="0"> 
  <input> 
  </input> 
  <description> 
    <property name="description" value="provides random double"/> 
  </description> 
  <output> 
   <connection node="1" format="float"/> 
  </output> 
 </place-holder> 
 <place-holder id="1"> 
  <input> 
   <connection node="0" format="float"/> 
  </input> 
  <description> 
    <property name="description" value="rounds float to int"/> 
  </description> 
  <output> 
   <connection node="2" format="double"/> 
  </output>   
 </place-holder> 
 <place-holder id="2"> 
  <input> 
   <connection node="1" format="double"/> 
  </input> 
  <description> 
    <property name="description" value="computes sine value"/> 
  </description> 
  <output> 
   <connection node="3" format="double"/> 
  </output>   
 </place-holder> 
 <place-holder id="3"> 
  <input> 
   <connection node="2" format="double"/> 
  </input> 
  <description> 
    <property name="description" value="computes exponential value 
e^a"/> 
  </description> 
  <output> 
   <connection node="4" format="double"/> 
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  </output>   
 </place-holder> 
 <place-holder id="4"> 
  <input> 
   <connection node="3" format="double"/> 
  </input> 
  <description> 
    <property name="description" value="computes cosine value"/> 
  </description> 
  <output> 




Questo file corrisponde ad un problema costituito da cinque passi sequenziali. Nel 
progetto sono  stati testati solo problemi di questo tipo, senza prendere in 
considerazione ramificazioni nell’esecuzione. Allo stato attuale Woodle è quindi adatto 
soprattutto all’elaborazione di valori secondo un modello pipeline, come accade, ad 
esempio, nel processo di rendering di immagini tridimensionali [A99]. Il problema 
descritto sopra parte con la generazione di un numero pseudo-casuale su cui effettuare 
delle successive operazioni. Si noti che la descrizione del segnaposto “0” richiede la 
generazione di un “random double”, mentre il campo format dell’output verso il nodo 
“1” riporta il valore “float”. Questo è uno dei casi in cui è necessaria la conversione dei 
dati.  
Continuando l’elaborazione, al place-holder “1” è richiesto di arrotondare il float in 
ingresso in un intero (int). Anche in questo caso, il tipo di dato in uscita dal nodo è 
presumibilmente diverso da quello che sarà restituito dall’operazione che verrà scelta: 
verso il nodo “2” dovrebbe infatti essere inviato un numero in formato double. 
Nei tre restanti segnaposti non sorgono problemi di conversione e le operazioni che 
hanno luogo sul valore in ingresso sono le seguenti: il nodo “2” calcola il seno 
dell’angolo individuato dal parametro dato come input; nel segnaposto successivo ( “3”) 
il seno viene utilizzato come esponente del valore e, ed infine, nel segnaposto  “4”, 
viene calcolato il coseno relativo alla potenza appena indicata. 
Si noti che non sono stati inseriti dei vincoli aggiuntivi all’interno dei sottoproblemi, per 
poter mostrare nei passi seguenti un insieme più ampio di soluzioni. In caso contrario, 
dato che i web service di prova sono in numero ridotto, sarebbe potuto accadere di 
ottenere un singolo risultato per ogni nodo del problema. 
Il file passa inizialmente attraverso il Parser. Il modulo capisce dall’estensione che si 
tratta di un documento XML e richiede a XMLFormatParser, il parser specializzato di 
cui si è parlato in precedenza, di costruire l’oggetto corrispondente al problema. 
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L’oggetto UserRequests creato dal Parser viene inoltrato al modulo di interfacciamento 
con i motori di ricerca. Il Searcher, basandosi su tale struttura, capisce quali sono i 
vincoli imposti dall’utente e crea le query da sottomettere. Ovviamente tale operazione 
deve essere eseguita da dei moduli specializzati (es. GRIDLEQuerier) che conoscono la 
sintassi più adatta per ottenere le risposte migliori. Come è già stato ampiamente 
riportato, la connessione con Gridle in realtà non avviene, ma ha invece luogo un 
lookup all’interno di una tabella fittizia corrispondente ai web service di prova. L’output 
dello strumento in seguito alla fase di ricerca è il seguente: 
 
SEARCHING 
query: -description:provides random double  
Final result:0 results found:2 
query: -description:rounds float to int  
Final result:1 results found:2 
query: -description:computes sine value  
Final result:2 results found:2 
query: -description:computes exponential value e^a  
Final result:3 results found:2 
query: -description:computes cosine value  
Final result:4 results found:2 
 
Le righe che iniziano con la parola “query” riportano la stringa creata per interrogare il 
motore di ricerca. Ovviamente in questo caso in valore viene esposto per puro scopo 
informativo poiché l’interfacciamento con Gridle è solo simulato. 
Per ogni place holder che compone il problema iniziale viene fornito il numero di 
servizi, individuati dal motore di ricerca, che possono effettivamente svolgere il lavoro. 
A questo punto l’applicazione è pronta per passare alla terza fase, quella di selezione. I 
risultati (due per ogni segnaposto) vengono inseriti all’interno dell’oggetto 
SearchResults che, insieme con la descrizione del problema, viene passato come 
parametro al modulo Selector. 
Il terzo modulo ha a disposizione tre tipi di Assigner che vengono eseguiti in parallelo: 
il primo implementa la strategia di ricerca greedy [BFGPS02], il secondo individua la 
soluzione con il minor costo totale ed il terzo quella con il più alto valore di qualità del 
servizio (QoS). 
Nei capitoli precedenti si è detto che il Selector si deve far carico del ciclo di 
raffinamento della soluzione guidato dall’utente. Al termine dell’esecuzione degli 
algoritmi d’assegnamento, il componente mostra i dati relativi alle tre soluzioni trovate: 
 
----------------------- 
0 "provides random double" developed by Markov in Russia 
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Cost per operation:1.0  Quality of service:1.0 
1 "rounds float to int" developed by Markov in Russia 
Cost per operation:1.0  Quality of service:1.0 
2 "computes sine value" developed by Mark in England 
Cost per operation:5.0  Quality of service:2.0 
3 "computes exponential value e^a" developed by Van Marco in 
Netherland 
Cost per operation:10.0  Quality of service:30.0 
4 "computes cosine value" developed by Mark in England 




0 "provides random double" developed by Markov in Russia 
Cost per operation:1.0  Quality of service:1.0 
1 "rounds float to int" developed by Markov in Russia 
Cost per operation:1.0  Quality of service:1.0 
2 "computes sine value" developed by Mark in England 
Cost per operation:5.0  Quality of service:2.0 
3 "computes exponential value e^a" developed by Marco in Italy 
Cost per operation:1.0  Quality of service:50.0 
4 "computes cosine value" developed by Mark in England 




0 "provides random double" developed by Markov in Russia 
Cost per operation:1.0  Quality of service:1.0 
1 "rounds float to int" developed by Markov in Russia 
Cost per operation:1.0  Quality of service:1.0 
2 "computes sine value" developed by Marc in France 
Cost per operation:50.0  Quality of service:10.0 
3 "computes exponential value e^a" developed by Marco in Italy 
Cost per operation:1.0  Quality of service:50.0 
4 "computes cosine value" developed by Marc in France 




La prima soluzione, con costo 22 e QoS 36, è quella individuata dall’algoritmo greedy. 
In questo caso le scelte vengono fatte esclusivamente in base all’ordine di apparizione 
dei pezzi da selezionare, senza considerare i valori a loro associati. 
Nella seconda soluzione, il servizio associato al segnaposto “3” è differente dal caso 
precedente. Questa semplice modifica serve per portare il costo globale al suo valore 
minimo (13), ottenendo anche un aumento della qualità del servizio associata alla scelta 
(56). 
L’ultima soluzione individua la composizione con la più elevata qualità del servizio. 
Rispetto al risultato trovato dal MinCostAssigner cambiano i servizi associati ai 
componenti “2” e “4”. Il valore di QoS sale a 72, producendo però un aumento 
vertiginoso dei costi sino al valore di 103. 
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Un volta in possesso di questi dati il Selector può effettuare la sua selezione finale. Si è 
detto, nel capitolo precedente, che l’utente può richiedere l’individuazione di un 
risultato con determinate caratteristiche (es. costo minimo) e che, se questo non accade, 
il modulo cerca un compromesso rapportando il valore della qualità della soluzione al 
costo per la sua esecuzione. In questo esempio non si è voluta richiedere una soluzione 
specifica, quindi il Selector calcola il valore della bontà dell’assegnamento per ogni 




* 0 "provides random double" developed by Markov in Russia 
* Cost per operation:1.0 Quality of service:1.0 
* 1 "rounds float to int" developed by Markov in Russia 
* Cost per operation:1.0 Quality of service:1.0 
* 2 "computes sine value" developed by Mark in England 
* Cost per operation:5.0 Quality of service:2.0 
* 3 "computes exponential value e^a" developed by Marco in Italy 
* Cost per operation:1.0 Quality of service:50.0 
* 4 "computes cosine value" developed by Mark in England 
* Cost per operation:5.0 Quality of service:2.0 
 
*Global cost:13.0 
*Global quality of service:56.0 
************************** 
DO YOU AGREE WITH THIS SOLUTION? 
Type Y or N and press return 
 
Ovviamente la soluzione scelta è la seconda, perché il valore del rapporto QoS/costo 
risulta più elevato. L’utente deve ora esprimere il suo parere riguardo alla proposta del 
Selector; se si trova d’accordo con la soluzione, l’esecuzione prosegue con il quarto 
modulo (WFCreator), altrimenti viene richiesto di specificare quali componenti siano 
sgraditi: 
 
Type the number of the solutions you don't want 
(Press return after every number 
To finish type a negative number and press return) 
 
Tali componenti verranno eliminati dall’insieme dei risultati della ricerca e l’esecuzione 
continuerà come se il Selector abbia ricevuto dei nuovi dati su cui operare. 
Da questo momento in poi si supporrà che l’utente abbia accettato la prima soluzione 
proposta. Il WFCreator ha ora il compito di generare un workflow equivalente e 
richiedere a qualche enactor di mandarlo in esecuzione.  
Nel paragrafo riguardante il quarto modulo si è detto che il linguaggio supportato 
dall’attuale versione di Woodle è BPEL [A03] e che il workflow engine utilizzato è 
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ActiveBpel [AB]. Nelle prossime pagine verranno riportati i file, già introdotti nel 
capitolo 3, creati per descrivere il processo e per la sua esecuzione. Il primo passaggio 
da svolgere è la creazione di un file WSDL (linktype.wsdl) che descriva i collegamenti 
tra i vari partner e che contenga le informazioni per utilizzare il processo come se fosse 
un web service.  
La prima parte del file dichiara i vari namespace trovati nei WSDL che descrivono i 
servizi selezionati: 
 










Successivamente si importano i namespace dei quattro web service utilizzati durante 
l’esecuzione del processo. Si noti come l’ultimo riguardi il convertitore di dati, segno 
che Woodle ha ritenuto necessaria l’inserzione di un passo di trasformazione per 











Il file contiene le definizioni dei tipi di collegamenti presenti con i web service che 
compongono il processo. È importante notare come l’unico valore che non può essere 
associato ad un nome casuale, ma che deve trovare riscontro nei servizi che verranno 
chiamati durante l’esecuzione, è quello che indica il tipo di porta associato al tipo di 
collegamento, tale nome va quindi estratto direttamente dai WSDL reperiti. 
 
<plnk:partnerLinkType name="randomLinkType"> 
 <plnk:role name="producer"> 




 <plnk:role name="producer"> 
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 <plnk:role name="producer"> 




 <plnk:role name="producer"> 




 <plnk:role name="producer"> 




 <plnk:role name="converter"> 




 <plnk:role name="producer"> 




Una volta inserite nel file le varie informazioni sui collegamenti tra i servizi, bisogna 
descrivere il processo BPEL come se fosse un web service. Quando si è parlato di 
questo linguaggio (capitolo 2), si è detto che la creazione dell’istanza di un processo 
avviene in seguito alla ricezione di un messaggio. È abbastanza ovvio cercare di 
modellare il servizio “processo” come un web service che prenda in ingresso un 
messaggio dello stesso tipo di quelli richiesti dal servizio utilizzato per il segnaposto 
iniziale, e che restituisca un messaggio identico a quello ritornato dal componente 
associato all’ultimo place holder. 
 
<portType name="initSEI"> 
 <operation name="init"> 
  <input message="tns0:Math_09SEI_random"/> 
  <output message="tns1:Math_03SEI_cosResponse"/> 
 </operation> 
</portType> 
<binding name="initSEIBinding" type="tns:initSEI"> 
 <soap:binding transport="http://schemas.xmlsoap.org/soap/http"  
style="document"/> 
 <operation name="init"> 
  <soap:operation soapAction=""/> 
  <input/> 
  <output> 
   <soap:body use="literal"/> 





Infine, è necessario esporre il nuovo web service; questa operazione ha luogo attraverso 
la definizione del valore dell’attributo location  all’interno dell’elemento soap:address 
[CCMW03], come è visibile dalle righe sottostanti. 
 
 <service name="init"> 
  <port name="tns:initSEIBinding"> 
   <soap:address location="http://localhost:7070/active-
bpel/service/initialization" 
xmlns:wsdl="http://schemas.xmlsoap.org/wsdl/"/> 




Una volta completata la scrittura del file linktype.wsdl, il quarto modulo passa alla 
definizione del processo BPEL vero e proprio. Le operazioni da includere in tale file 
sono state sommariamente descritte nel capitolo precedente. Qui viene riportato il testo 
generato dal WFCreator. Come accade in tutti i documenti XML (BPEL è 
un’estensione XML) la parte iniziale è un preambolo che permette di definire alcune 
informazioni generali (es. i namespace). 
 











Il passo seguente consiste nell’elencare i collegamenti presenti all’interno del processo. 
Tali connessioni sono espresse per mezzo degli elementi partnerLink, il cui tipo è stato 
dichiarato nel file riportato in precedenza. 
 
<partnerLinks> 
 <partnerLink name="initlink" myRole="producer"  
partnerLinkType="lt:initLinkType"/> 
 <partnerLink name="pl0" partnerRole="producer" 
partnerLinkType="lt:randomLinkType"/> 
 <partnerLink name="pl1" partnerRole="producer" 
partnerLinkType="lt:round2LinkType"/> 
 <partnerLink name="pl2" partnerRole="producer" 
partnerLinkType="lt:sinLinkType"/> 
 <partnerLink name="pl3" partnerRole="producer" 
partnerLinkType="lt:expLinkType"/> 
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 <partnerLink name="pl4" partnerRole="producer" 
partnerLinkType="lt:cosLinkType"/> 




Dopo aver inserito i vari collegamenti con i partner, è necessario dichiarare tutte le 
variabili che verranno utilizzate durante l’esecuzione del processo. Tali variabili 
vengono descritte per mezzo del tipo di messaggio che contengono. I vari tipi sono 
estratti automaticamente dai file WSDL associati ai singoli segnaposti del problema. 
 
<variables> 
 <variable name="in0" messageType="tns0:Math_09SEI_random"/> 
 <variable name="out0" messageType="tns0:Math_09SEI_randomResponse"/> 
 <variable name="in1" messageType="tns0:Math_09SEI_round2"/> 
 <variable name="out1" messageType="tns0:Math_09SEI_round2Response"/> 
 <variable name="in2" messageType="tns1:Math_03SEI_sin"/> 
 <variable name="out2" messageType="tns1:Math_03SEI_sinResponse"/> 
 <variable name="in3" messageType="tns2:Math_01SEI_exp"/> 
 <variable name="out3" messageType="tns2:Math_01SEI_expResponse"/> 
 <variable name="in4" messageType="tns1:Math_03SEI_cos"/> 
 <variable name="out4" messageType="tns1:Math_03SEI_cosResponse"/> 
 <variable name="cin0" messageType="tns3:ConverterSEI_double2float"/> 
 <variable name="cout0" 
messageType="tns3:ConverterSEI_double2floatResponse"/> 
 <variable name="cin1" messageType="tns3:ConverterSEI_int2double"/> 




Con l’elemento sequence iniziano i passi di elaborazione veri e propri. Si usa questo 
tipo di tag perché, come detto nella parte introduttiva del capitolo, sono stati testati solo 
problemi che richiedono l’elaborazione sequenziale di dati numerici. 
Come si può notare nelle righe sottostanti, la prima attività presente nel processo è una 
receive. L’attributo createInstance ha valore yes, questo significa che al momento della 
ricezione di un messaggio con le caratteristiche corrette, il workflow engine si occupa di 
generare una nuova istanza di processo che inizia, di fatto, la sua esecuzione. 
 
<sequence> 
 <receive partnerLink="initlink" createInstance="yes" variable="in0" 
portType="lt:initSEI" operation="init"/> 
 
Appena il processo è in grado di agire si eseguono le inizializzazioni delle variabili, 
importanti per evitare il verificarsi di errori nella fase seguente. La risoluzione dei 
problemi che sorgerebbero se si saltasse questo passaggio sarebbe tutt’altro che 
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  <copy><from><nns0:round2 xmlns=""><float_1/></nns0:round2></from> 
   <to variable="in1" part="parameters"/></copy> 
  <copy><from><nns1:sin xmlns=""><double_1/></nns1:sin></from> 
   <to variable="in2" part="parameters"/></copy> 
  <copy><from><nns2:exp xmlns=""><double_1/></nns2:exp></from> 
   <to variable="in3" part="parameters"/></copy> 
  <copy><from><nns1:cos xmlns=""><double_1/></nns1:cos></from> 
   <to variable="in4" part="parameters"/></copy> 
  <copy><from><nns3:double2float 
xmlns=""><double_1/></nns3:double2float></from> 
   <to variable="cin0" part="parameters"/></copy> 
  <copy><from><nns3:int2double 
xmlns=""><int_1/></nns3:int2double></from> 
   <to variable="cin1" part="parameters"/></copy> 
</assign> 
 
A questo punto il processo è pronto per l’esecuzione vera e propria. Si invocano una 
dopo l’altra le operazioni che risolvono i singoli sottoproblemi e tra ogni coppia di 
attività invoke viene inserita l’operazione di assegnamento tra la variabile di output del 
web service appena chiamato e quella di input del servizio successivo. 
 
<invoke partnerLink="pl0" operation="random" inputVariable="in0" 
outputVariable="out0" portType="tns0:Math_09SEI"/> 
<assign> 
 <copy><from variable="out0" part="result" 
query="/nns0:randomResponse/result"/> 
  <to variable="cin0" part="parameters" 
query="/nns3:double2float/double_1"/></copy> 
</assign> 




 <copy><from variable="cout0" part="result" 
query="/nns3:double2floatResponse/result"/> 
  <to variable="in1" part="parameters" 
query="/nns0:round2/float_1"/></copy> 
</assign> 
<invoke partnerLink="pl1" operation="round2" inputVariable="in1" 
outputVariable="out1" portType="tns0:Math_09SEI"/> 
<assign> 
 <copy><from variable="out1" part="result" 
query="/nns0:round2Response/result"/> 
  <to variable="cin1" part="parameters" 
query="/nns3:int2double/int_1"/></copy> 
</assign> 





 <copy><from variable="cout1" part="result" 
query="/nns3:int2doubleResponse/result"/> 
  <to variable="in2" part="parameters" 
query="/nns1:sin/double_1"/></copy> 
</assign> 
<invoke partnerLink="pl2" operation="sin" inputVariable="in2" 
outputVariable="out2" portType="tns1:Math_03SEI"/> 
<assign> 
 <copy><from variable="out2" part="result" 
query="/nns1:sinResponse/result"/> 
  <to variable="in3" part="parameters" 
query="/nns2:exp/double_1"/></copy> 
</assign> 
<invoke partnerLink="pl3" operation="exp" inputVariable="in3" 
outputVariable="out3" portType="tns2:Math_01SEI"/> 
<assign> 
 <copy><from variable="out3" part="result" 
query="/nns2:expResponse/result"/> 
  <to variable="in4" part="parameters" 
query="/nns1:cos/double_1"/></copy> 
</assign> 
<invoke partnerLink="pl4" operation="cos" inputVariable="in4" 
outputVariable="out4" portType="tns1:Math_03SEI"/> 
 
Per finire, il processo deve restituire come risposta il valore frutto dei passi 
d’elaborazione; lo fa con la chiamata all’attività reply, dopodiché l’esecuzione può 
ritenersi conclusa. 
 





I due file appena presentati vengono generati dall’oggetto BPELWFWriter, poiché sono 
necessari per l’esecuzione di un qualsiasi workflow scritto in formato BPEL. Ci sono 
altri file che, pur venendo generati ed utilizzati da ActiveBpel, non sono strettamente 
necessari qualora si decidesse di utilizzare degli enactor differenti. 
Tali file vengono generati dal modulo di invocazione di ActiveBpel e sono inseriti 
all’interno della struttura di directory descritta nel capitolo precedente. In particolare, 
oltre alla copia dei file WSDL descriventi i servizi utilizzati, il modulo crea il catalogo 
XML dei WSDL riferiti ed un file PDD che dà indicazioni riguardo l’esposizione del 
processo su Tomcat. Il file wsdlCatalog.xml permette di reperire le descrizioni dei 
servizi data una stringa che ne identifica la locazione. 
 
<?xml version="1.0" encoding="UTF-8"?> 
<wsdlCatalog> 
 <wsdlEntry location="wsdl/linktype.wsdl" 
classpath="wsdl/linktype.wsdl"/> 
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 <wsdlEntry location="http://localhost:8080/WFWSSamples/Math_09?WSDL" 
classpath="wsdl/0.wsdl"/> 
 <wsdlEntry location="wsdl/0.wsdl" classpath="wsdl/0.wsdl"/> 
 <wsdlEntry location="http://localhost:8080/WFWSSamples/Math_03?WSDL" 
classpath="wsdl/1.wsdl"/> 
 <wsdlEntry location="wsdl/1.wsdl" classpath="wsdl/1.wsdl"/> 
 <wsdlEntry location="http://localhost:8080/WFWSSamples/Math_01?WSDL" 
classpath="wsdl/2.wsdl"/> 








Si noti che per ogni classpath relativo ai web service utilizzati (esclusa la descrizione 
del processo), sono riportate due possibili location; questo accade perché, durante 
l’esecuzione, è possibile che il workflow cerchi di indirizzare i WSDL basandosi su 
entrambe le stringhe poste come valore dell’attributo classpath. 
Il secondo file, che fornisce le informazioni sull’esposizione, è quello più complesso da 
generare. I vari dati che si trovano al suo interno vanno estratti sia dalla definizione del 
processo, sia dai vari WSDL dei servizi utilizzati. Prologo a parte, il PDD si divide in 
due sezioni, una che riporta informazioni riguardo ai tipi di collegamenti tra servizi, ed 
un’altra  riguardante i riferimenti ai file WSDL. 
Questo genere di file non è pensato per una generazione manuale, ma bensì attraverso 
un qualche strumento automatico. In particolare, volendo operare con ActiveBpel, 
esisterebbe uno strumento (Active Webflow [AW]) che si occupa di creare la struttura 
delle directory e di riempirla con i file appropriati, raccogliendo le informazioni 
necessarie perché risultino corretti. Tali strumenti sono raramente open source e 
possono arrivare a costare delle cifre anche abbastanza consistenti. Per alcuni (es. Active 
Webflow) è previsto l’invio di una versione di prova valida per 30 giorni, alla scadenza 
dei quali è possibile acquistare il prodotto. 
Detto questo, è chiaro che questi tipi di file non sono pensati per venire letti da un 
utente; per completezza si riporta comunque il contenuto del file PDD, generato per il 
processo dell’esempio in questione. 
 




























































































<wsdl namespace="urn:Math_09/wsdl" location="wsdl/0.wsdl"/> 
<wsdl namespace="urn:Math_03/wsdl" location="wsdl/1.wsdl"/> 
<wsdl namespace="urn:Math_01/wsdl" location="wsdl/2.wsdl"/> 




Una volta creati tutti i file riportati sopra, il processo viene effettivamente eseguito dal 
workflow engine. ActiveBpel mette a disposizione dell’utente un’interfaccia grafica di 
amministrazione (BpelAdmin), esposta attraverso Tomcat, dalla quale è possibile 
controllare lo stato d’esecuzione dei processi attivi. 
BpelAdmin (figura 12) mostra il processo come se fosse un albero, sfruttando il fatto che 
BPEL è un’estensione XML. L’interfaccia fornisce informazioni su quale sia la struttura 
del processo attivo, sullo stato delle varie attività e sui messaggi di log generati durante 
la loro esecuzione. 
Utilizzando questo strumento si è in grado di conoscere quali valori assumano le 
variabili durante l’esecuzione del processo e di scoprire la causa di eventuali errori che 




Per concludere, Woodle mostra all’utente il valore ottenuto come risposta dal processo 


























5) Lavori futuri 
 
Woodle, al suo stato attuale, non pretende di essere un prodotto maturo, ma è 
semplicemente un prototipo funzionante che serve come proof-of-concept. Ne sono 
prova alcune delle limitazioni descritte nei capitoli precedenti come, in particolare, 
l’interfacciamento con un singolo workflow engine. Per poter trasformare lo Woodle in 
uno strumento realmente utilizzabile per risolvere problemi di grosse dimensioni, è 
necessario estendere le funzionalità di alcuni moduli. 
In questo capitolo conclusivo verrà elencata una serie di idee che, una volta 
implementate, porterebbero al completamento delle funzionalità del prototipo. Per 
semplicità esplicativa, si è deciso di raggrupparle per moduli, suggerendo, per ciascuno 
dei quattro componenti dello strumento, quali siano i lavori di miglioramento da 
intraprendere. 
Al momento, “Parser” e “Selector” sono i moduli più maturi che possono ritenersi più 
aderenti ad un ipotetico prodotto finale. Le attuali maggiori limitazioni, riguardanti il 
primo modulo, sono dovute alla presenza di un singolo parser specializzato (quello per 
il formato XML). Una naturale estensione del modulo comporterebbe l’aggiunta di altri 
oggetti in grado di effettuare il parsing di formati diversi; in ogni caso, i lavori di 
standardizzazione portati avanti dal W3C [WWWC], rendono sempre meno pressante la 
necessità di offrire alternative all’XML.  
Altri due aspetti, anche se non molto rilevanti, possono essere presi in considerazione 
per un completamento dello strumento: il primo riguarda il sottomodulo di analisi dei 
file di input, il secondo la struttura dei documenti XML. 
Per quanto concerne il primo aspetto, si è detto, nella presentazione del “Parser” 
(capitolo 3), che l’analizzatore di formato (FormatAnalyzer) basa le sue scelte 
sull’estensione del file passatogli in ingresso. Questo significa, ad esempio, che è in 
grado di richiamare il parser per il formato XML qualora riscontri la presenza 
dell’estensione .xml nel nome del file di input. Se l’utente modificasse il nome del file, 
sostituendo il suffisso con un altro differente, il sottomodulo si troverebbe a dover 
smistare un tipo di file di cui ignora la struttura. Nella versione attuale, in casi come 
questo, si richiedono comunque i servizi del parser XML. Si potrebbe, però, essere certi 
di questa scelta andando a controllare le prime righe del file stesso, in cui, se si è 
effettivamente in presenza di un documento XML, dovrebbe trovarsi la stringa: “<?xml 
version=”xx” encoding=”xx”?>”. È probabile che lo stesso concetto si possa 
applicare anche ad altri formati che potrebbero nascere in un prossimo futuro. 
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Il secondo punto ha a che vedere con la strutturazione del documento XML che, 
attualmente, rappresenta il punto di partenza di Woodle. Nel definire l’insieme di 
elementi e di attributi da inserire per descrivere un problema, si è cercato di esporre la 
maggiore flessibilità possibile, per evitare di dover costringere l’utente a rinunciare a 
dei vincoli a causa dell’impossibilità di esprimerli. Sarebbe interessante eseguire uno 
studio per cercare di evidenziare le carenze dell’attuale definizione e poter porre 
rimedio ampliando o correggendo la struttura richiesta ai documenti. 
Il secondo modulo che compone Woodle, il Searcher, è quello che dovrebbe richiedere 
il maggior numero di interventi per il suo completamento. Nei capitoli precedenti (in 
particolare nel capitolo 3), si è detto che, a causa dello stato attuale delle applicazioni 
con cui si dovrebbe interfacciare, il modulo di ricerca si limita a simulare i risultati che 
un ipotetico search engine per componenti (Gridle, per esempio) potrebbe restituire ad 
un utente. In questo caso, sarebbe necessario effettuare delle ricerche per venire a 
conoscenza di strumenti utili per gli scopi di Woodle e fornire le classi, estensioni della 
classe astratta Querier, che consentano l’interrogazione dei motori di ricerca 
individuati. 
Una volta in possesso di un insieme funzionante di strumenti di ricerca, sarebbe 
necessario eseguire uno studio per individuare quali siano le caratteristiche, associate ai 
vari risultati, che i motori di ricerca restituiscono con maggiore frequenza. Tali attributi 
dovrebbero, poi, venire utilizzati per aggiornare la struttura della classe SingleResult (il 
singolo risultato della fase di ricerca), inducendo un miglioramento anche nei passi 
seguenti che utilizzano oggetti di questo tipo. 
Per quanto riguarda il modulo Parser, i miglioramenti, elencati sopra, sono già 
realizzabili allo stato attuale delle tecnologie; questo, purtroppo, non è anche il caso del 
Searcher. Nel capitolo 3 si è parlato, infatti, delle difficoltà incontrate nel reperire 
motori di ricerca per componenti che soddisfacessero le esigenze dell’applicazione. Si 
può immaginare che, con l’evolvere delle tecnologie e con la concretizzazione delle 
idee espresse in [PSOL04], gli strumenti necessari per il completamento del modulo 
possano diventare disponibili per un loro utilizzo effettivo. 
In precedenza, all’interno di questo ultimo capitolo, si è affermato che il modulo 
Selector è, insieme al Parser, il componente il cui stato può ritenersi più vicino alla 
forma finale rispetto agli altri pezzi che compongono Woodle. Ovviamente, anche in 
questo caso, esistono dei miglioramenti che possono essere apportati. 
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In primo luogo, sarebbe interessante definire nuovi tipi di algoritmi d’assegnamento, 
basati sul calcolo di metriche diverse o con tempi di elaborazione differenti. Queste 
nuove strategie risolutive andrebbero ad arricchire l’insieme posseduto dal modulo, 
consentendo all’applicazione di effettuare una scelta più accurata della soluzione da 
fornire e, all’utente, di poter richiedere il tipo di assegnamento che ritiene più consono 
per la soluzione del suo problema. 
Un ulteriore miglioramento potrebbe scaturire da un uso più accurato delle risorse: 
attualmente il Selector richiede l’esecuzione in parallelo dei vari Assigner di cui dispone 
e, dopo aver raccolto i dati da questi generati, seleziona la soluzione migliore. 
È probabile che, con l’inserimento di nuovi algoritmi di assegnamento, alcuni dei 
vecchi Assigner possano risultare meno buoni di altri per l’individuazione di una 
soluzione ottima, magari perché il loro tempo d’esecuzione è maggiore di quello di un 
altro algoritmo che riporta un risultato con le stesse caratteristiche. Il loro utilizzo si 
restringerebbe, quindi, a quei casi in cui è l’utente stesso, per un qualsiasi motivo, a 
richiederne le prestazioni, mentre nel normale comportamento dello strumento la loro 
esecuzione non dovrebbe venire contemplata in quanto corrispondente ad un inutile 
spreco di risorse. 
Il quarto ed ultimo modulo, il WFCreator, è il cuore dell’applicazione. Allo stato attuale 
consente la realizzazione di workflow sequenziali per l’elaborazione, secondo un 
modello pipeline, di valori numerici. Inoltre, l’unico linguaggio di definizione di 
workflow supportato è BPEL [A03] e, tra gli enactor capaci di gestire l’esecuzione di 
processi scritti in tale formato, l’unico integrato all’interno di Woodle è ActiveBpel.  
Per quanto riguarda l’estensione di questo modulo, il lavoro da svolgere è doppio 
rispetto ai componenti descritti in precedenza. In primo luogo, bisogna fornire un 
supporto per i vari linguaggi di definizione di workflow, individuando quelli più adatti 
per l’integrazione in uno strumento come Woodle. Quest’ultimo aspetto è di importanza 
fondamentale: nel capitolo 3 si è detto che l’idea iniziale prevedeva l’interfacciamento 
con l’enactor FreeFluo e l’utilizzo del linguaggio Scufl, fondamentalmente a causa della 
loro origine “scientifica” e non “aziendale”. 
Durante i lavori di integrazione, si è dovuta riscontrare l’impossibilità di sfruttare lo 
strumento, senza modificarlo, per un uso all’esterno del suo ambiente nativo, rendendo 
inutile la capacità di Woodle di generare workflow in formato Scufl. 
L’integrazione di vari workflow engine può procedere di pari passo con la ricerca di 
nuovi linguaggi di definizione di workflow. Ad esempio, è possibile pensare di svolgere 
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un lavoro mirato ad ampliare l’insieme di enactor in grado di eseguire processi BPEL, 
individuando i prodotti più interessanti e fornendo l’implementazione dell’interfaccia 
Invoker che ne consenta l’utilizzo. Sarebbe utile poter inserire, nell’insieme di Invoker 
posseduto dal modulo, oggetti capaci di interfacciarsi con strumenti di esecuzione di 
workflow pensati e sviluppati per il mondo scientifico, in modo da fornire una prova 
effettiva della flessibilità di Woodle. 
Parallelamente a queste operazioni di ampliamento dell’insieme di linguaggi e strumenti 
supportati, sarebbe bene apportare delle modifiche alle classi già esistenti 
(BPELWFWriter e ActiveBpelInvoker) per permettere la realizzazione di workflow non 
aderenti alla singola struttura pipeline e capaci di elaborare dati diversi da quelli 
numerici. 
Inoltre, sarebbe necessario effettuare delle analisi più approfondite sui documenti 
WSDL, per permettere il reperimento dei dati d’interesse anche da file con 
caratteristiche diverse da quelle proprie dei file dell’insieme di prova. 
Esistono ancora alcuni miglioramenti che non si riferiscono ad un modulo in particolare 
ma che hanno a che vedere con l’intera applicazione. 
Innanzitutto, per permettere una diffusione dello strumento, sarebbe utile l’introduzione 
di una interfaccia grafica che semplifichi l’interazione con l’utente. È abbastanza ovvio 
che uno scambio di comunicazioni per mezzo della riga di comando non può avere lo 
stesso impatto, anche in termini di soddisfazione del cliente, rispetto all’utilizzo di un 
ambiente grafico.  
Nella descrizione dell’applicazione è stato detto che Woodle ha bisogno d’interagire con 
il suo utilizzatore soprattutto per il raffinamento della soluzione proposta dal Selector. 
In presenza di un interfaccia grafica, l’utente potrebbe eliminare le soluzioni ritenute 
non consone o soddisfacenti, agendo direttamente sulla rappresentazione del problema, 
senza dover inserire manualmente l’identificatore del segnaposto il cui assegnamento 
non lo soddisfa. 
L’interfaccia potrebbe anche permettere di visualizzare, in seguito alla fase di ricerca, 
l’elenco dei risultati associati ad un segnaposto, semplicemente cliccando sul nodo 
d’interesse del grafo che rappresenta il problema. Inoltre, potrebbe consentire di 
mostrare all’utente le caratteristiche della soluzione globale scelta e delle sue singole 
sottoparti attraverso l’utilizzo di menù a tendina associati ai nodi o attraverso una 
visualizzazione per mezzo di frame, come avviene, ad esempio, nello strumento di 
amministrazione di ActiveBpel (BpelAdmin) [AB]. 
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Una possibile estensione di Woodle potrebbe richiedere l’inserimento di un modulo in 
grado di fornire suggerimenti all’utente durante la fase di creazione dell’assegnamento 
segnaposti-componenti. Lo spunto per tale estensione è preso da [G04] presentato al 
GGF11 [GGF11]. Probabilmente, per fornire funzionalità di questo tipo, potrebbe 
risultare necessaria la codifica di tecniche di intelligenza artificiale, che permettano di 
valutare dove l’utente possa avere dei dubbi sul modo di esprimere il problema. 
L’ultimo miglioramento che viene proposto in questo capitolo ha a che vedere con la 
personalizzazione dello strumento. Alcune idee sono già state riportate nei capitoli 
precedenti, in questo caso vengono condensate in un’unica soluzione. Si potrebbe 
pensare a Woodle come ad un’applicazione disponibile come un servizio, al quale gli 
utenti si registrano per poter accedere. In questo modo sarebbe possibile mantenere una 
sorta di data-base degli iscritti, nel quale sarebbero contenuti i profili e le preferenze dei 
vari utenti. Una soluzione di questo genere consentirebbe di personalizzare l’esecuzione 
dello strumento senza dover richiedere operazioni aggiuntive ai suoi clienti, favorendo 
l’usabilità del prodotto. 
Le impostazioni di default potrebbero riguardare il motore di ricerca da utilizzare per 
individuare i componenti, i vincoli aggiuntivi che si vorrebbero sempre soddisfatti da 
qualsiasi risultato trovato e che, quindi, potrebbero non venire ripetuti in ogni specifica 
del problema, il tipo di assegnamento che si vuole venga generato, il formato del 
workflow preferito ed il suo conseguente enactor. 
Si noti che alcuni di questi dati potrebbero venire estratti semplicemente da una singola 
informazione come l’appartenenza ad un determinato settore. Ad esempio, se un utente 
dovesse indicare nel suo profilo che, per quanto lo riguarda,  l’utilizzo principale di 
Woodle è riservato alla generazione di workflow aziendali, sarebbe abbastanza ovvio 
selezionare come linguaggio di descrizione del workflow lo standard BPEL. 
Ovviamente, lo strumento dovrebbe anche essere in grado di ricevere informazioni che 
permettano di non utilizzare i valori preimpostati, qualora l’utente decida di voler 
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 * WFMain.java 
 * 
















 * @author Marco Scarpellini 
 */ 
public class WFMain { 
     
    //parser module 
    private static Parser parser; 
    //search module, interfaces with the search engine 
    private static Searcher searcher; 
    //selection module 
    private static Selector selector; 
    //workflow creation and execution module 
    private static WFCreator creator; 
    //application input 
    private static File inputFile; 
     
    //directory that contains the enactors' directories 
    String enactorsDir="C:\\enactors"; 
     
    /**  
     * Creates a new instance of WFMain 
     * @param input the path of the file with the description of the 
user needs  
     */ 
    public WFMain(String input) {  
        //set up the object representing the input file 
 try{ 
            inputFile=new File(input); 
 }catch(NullPointerException npe){ 
            System.out.println("wrong input file"); 
            System.exit(-1);  
        }   
        //construct the parser 
 parser=new Parser(inputFile); 
        //construct the searcher 
        searcher=new Searcher(); 
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        //construct the selector 
        selector=new Selector(); 
 //construct the creator 
 creator=new WFCreator(enactorsDir); 
    } 
     
    /** 
     * Construct a new Main object, 
     * parse the input file, search for code using a given search 
engine. 
     * Select an Assignment between place holders and services. 
     * Creates a workflow and asks an enactor for his execution.  
     * @param args the command line arguments 
     */ 
    public static void main(String[] args) { 
        //construct the application 
 new WFMain("./src/woodle/problem.xml"); 
        //tell the parser to parse the input file and get his output 
 UserRequests request=null; 
        System.out.println("\nPARSING"); 
 request=parser.parse(); 
        //tell the searcher to find pieces of code for the user 
requests 
        System.out.println("\nSEARCHING"); 
 SearchResults results=null; 
        results=searcher.search(request); 
 //check if a selection mode has been specified 
 System.out.println("\nSELECTING"); 
 Assignment assignment=null; 
 String selMode=""; 
 if(args.length>0){ 
     selMode=args[0]; 
 } 
        //tell the selector to choose the best for every place 
        assignment=selector.select(results, request, selMode); 
 //tell the creator to create and execute the workflow 
 System.out.println("\nCREATING AND EXECUTING"); 
 creator.create(request, assignment); 






 * Parser.java 
 * 










 * Class for parsing the input file of the application. 
 * This should be quite flexible and able to parse several file's 
format. 
 * In order to do this, it uses the FormatAnalyzer class that try to 
find out 
 * which FormatParser class is able to parse the input file. 
 * Every user should be able to create his own format just adding his 
extension 
 * of the abstract class FormatParser to the vector of parsers. 
 * @author Marco Scarpellini 
 */ 
public class Parser { 
     
    //application's input file 
    private File inputFile; 
    //input file format analyzer 
    private FormatAnalyzer fa; 
    //vector that contains all the extensions of FormatParser 
available 
    private Vector fps; 
     
    /**  
     * Creates a new instance of Parser. 
     * In our basic version it initializes the vector of 
     * FormatParser whit the extension to parse XML (XMLFormatParser). 
     * @param input the input file of the process.  
     */ 
    public Parser(File input) { 
 inputFile=input; 
 fa=new FormatAnalyzer(input); 
 fps=new Vector(); 
        //our basic parser (we use xml in all our examples) 
        fps.add(new XMLFormatParser(input)); 
    } 
     
    /** 
     * Parse the input file using the correct FormatParser. 
     * The correct FormatParser is not known a priori, but the 
     * FormatAnalyzer tries to detect the right one. 
     * @return an object containing the requirements imposed by the 
user. 
     */ 
    public UserRequests parse(){ 
        //ask the analyzer information about the input file 
        String formatClass=fa.analyze(); 
        //scan the FormatParser vector 
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        Iterator it=fps.iterator(); 
        boolean found=false; 
        FormatParser current=null; 
        Class currentClass; 
        String currentClassName; 
        //while there are unseen elements in the vector and I need to 
see them 
        while(!found && it.hasNext()){ 
            //get next element 
            try{ 
                current=(FormatParser)it.next(); 
            }catch(NoSuchElementException nsee){ 
                current=null; 
                break; 
            } 
            //get his class 
            currentClass=current.getClass(); 
            //find the name of the class 
            currentClassName=currentClass.getName(); 
            //check if it is the one suggested by the analyzer 
            if(currentClassName.compareTo(formatClass)==0){ 
                //that's right, I've found the right class 
                found=true; 
            } 
        } 
        //if I haven't found the right class 
        if(!found){ 
            //report the error and exit 
            System.out.println("A parser for the given format does not 
exists"); 
            System.exit(-1); 
        } 
        //else ask the object to parse the file 
        return current.parseInput(); 






 * FormatAnalyzer.java 
 * 








 * Application's input analyzer. 
 * It tries to extrapolate informations about the input file,  
 * in order to suggest which class should be able to parse it. 
 * In the base version we use only the file extension to gather  
 * information about the file. 
 * @author Marco 
 */ 
public class FormatAnalyzer { 
     
    //the file I have to check 
    private File inputFile; 
     
    /**  
     * Creates a new instance of FormatAnalyzer 
     * @param input the input file of the application  
     */ 
    public FormatAnalyzer(File input) { 
 inputFile=input; 
    } 
     
    /** 
     * Analyzes the format of the input file and tell the parser 
     * which FormatParser is the most appropriate for parsing the 
input. 
     * In current version the decision is taken checking only the 
extension.  
     * @return the name of the class that should be able to parse the 
input 
     * in a string like woodle.parser.CLASSNAME. 
     */ 
    public String analyze(){    
        //get input file name 
        String fileName=inputFile.getName(); 
 String result; 
        //check if the extension is XML 
        if(fileName.endsWith(".xml")){ 
            //if it is I return the following string 
            result="woodle.parser.XMLFormatParser";  
 }else{ 
            //otherwise, find out file extension  
            int lastPoint=fileName.lastIndexOf('.'); 
            result="woodle.parser"; 
     result+=fileName.substring(lastPoint+1).toUpperCase(); 
            //and create the name of the class 
            result.concat("FormatParser"); 
 } 
 return result;  





 * FormatParser.java 
 * 








 * Abstract class that every XXXFormatParser must extend. 
 * If a user wants to define his own format and call it ABC, 
 * he must provide the extension of the FormatParser called 
 * ABCFormatParser. 
 * @author Marco 
 */ 
public interface FormatParser{ 
         
    /** 
     * Abstract method that every user must override in order 
     * to deploy his own format parser. 
     * The method must extract an UserRequests object from the input 
file. 
     */ 







 * XMLFormatParser.java 
 * 






















 * Extension of the FormatParser class, used to parse file 
 * in XML format (the kind of file we use in our project). 
 * @author Marco Scarpellini 
 */ 
public class XMLFormatParser extends DefaultHandler implements 
FormatParser{ 
     
    //the input 
    private File inputFile; 
    //the output 
    private UserRequests result; 
    //the current place holder we are parsing 
    PlaceHolder currentPH; 
    //flag for parsing input or output connections 
    boolean input; 
    boolean output; 
     
    /**  
     * Creates a new instance of XMLFormatParser, 
     * it initialize all the variables of the class: 
     * the input file is connected with the one given as parameter 
     * and the result structure is created. 
     * @param input the input file of the application (in XML format)  
     */ 
    public XMLFormatParser(File input) { 
 this.inputFile=input; 
 //create result structures 
        this.result=new UserRequests(); 




    } 
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    /** 
     * Parse the input file assuming his format is XML. 
     * This methods creates a SAX parser that acts through callbacks: 
     * the input file is parsed by the SAXParser object that calls 
     * the startElement method as it finds a new element. 
     * All the work of associating the information inside the file  
     * with fields of the result object is done in the functions of 
the  
     * class named parsing(ElementName). 
     * @return the object representing user's needs. 
     */ 
    public UserRequests parseInput(){ 
        //declare the parser factory 
        SAXParserFactory factory=SAXParserFactory.newInstance(); 
 factory.setValidating(true); 
 try{ 
            //get a parser 
            SAXParser parser=factory.newSAXParser(); 
     //and parse the input file 
            parser.parse(inputFile,this); 
        }catch (SAXParseException spe){ 
            // Error generated by the parser 
            System.out.println("Parsing error, line 
"+spe.getLineNumber()+  
                               ", uri " + spe.getSystemId()); 
            System.out.println(spe.getMessage() ); 
            Exception e=spe; 
            if(spe.getException()!=null) 
                e=spe.getException(); 
            reportError(e); 
        }catch (SAXException se){ 
            // Error generated by this application 
            // (or a parser-initialization error) 
            Exception e=se; 
            if (se.getException() != null) 
                e=se.getException(); 
            reportError(e); 
        }catch(Exception e){ 
     reportError(e); 
 } 
 //return the result 
        return result; 
    } 
     
    /** 
     * Method called by the parser when it finds the beginning of an 
element. 
     * The method checks the elements and call the specialized methods 
that are 
     * allowed to save the informations contained in the elements in 
the result  
     * structure.  
     * @param namespaceURI URI of the namespace (not used) 
     * @param sName local name of the element 
     * @param qName qualified name of the element 
     * @param attrs list of attributes of the element 
     */ 
    public void startElement(String namespaceURI,String sName, 
       String qName,Attributes attrs) 
    throws SAXException{ 
 //name of the element 
        String eName=sName; 
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        //check if the sName is empty 
        if("".equals(eName)){ 
            //it is, use the qName 
            eName=qName; 
        } 
 //if the element is a placeHolder element 
        if(eName.compareTo("place-holder")==0){ 
            currentPH=parsingPlaceHolder(eName,attrs); 
        } 
        //if the element is an input element 
 else if(eName.compareTo("input")==0){ 
            parsingInput(eName,attrs); 
        } 
        //if the element is an output element 
 else if(eName.compareTo("output")==0){ 
            parsingOutput(eName,attrs); 
        } 
 //if the element expresses a connection 
 else if(eName.compareTo("connection")==0){ 
     parsingConnection(eName,attrs); 
 } 
        //if it is a description 
 else if(eName.compareTo("description")==0){ 
            parsingDescription(eName,attrs); 
        } 
 //if the element is a property of the place holder 
 else if(eName.compareTo("property")==0){ 
     parsingProperty(eName,attrs); 
 } 
    } 
     
    /** 
     * Initialization of the current place holder parsed. 
     * Methods that creates and adds a PlaceHolder object to the 
result, 
     * looks for the id of the place holder created and set the value. 
     * In case of absence of the id reports an error and exits the 
computation. 
     * @param eName the name of the element (now not used) 
     * @param attrs the attributes of the element 
     * @return the PlaceHolder object added to the result 
     */ 
    PlaceHolder parsingPlaceHolder(String eName,Attributes attrs){ 
        //add a place holder to the result and keep track of the 
object 
        PlaceHolder currentPH=result.addPlaceHolder(); 
        //must get the id 
        if(attrs!=null){ 
            //get all attributes 
            for(int i=0;i<attrs.getLength();i++){ 
                //get the name of the i-th attribute 
                String aName=attrs.getLocalName(i); 
                //check if local name is an empty string 
                if("".equals(aName)){ 
                    //it is, use qualified name 
                    aName=attrs.getQName(i); 
                } 
                //if the ttribute is the id 
                if(aName.compareTo("id")==0){ 
      //set the value in the place holder 
      String s=attrs.getValue(i); 
                    currentPH.setId(Integer.valueOf(s).intValue()); 
                }else{ 
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      //report the bad format error 
      reportError(null); 
  } 
             } 
        }else{ 
     //the place holder haven't an id, report the error 
     reportError(null); 
 } 
 //return the new place holder 
 return currentPH; 
    } 
     
    /** 
     * Initialization of the input values. 
     * Method that calls the function to initialize the input values 
     * of a place holder and sets the flags to tell that we are 
parsing 
     * an input connection in the further elements. 
     * @param eName the name of the element (now not used) 
     * @param attrs the attributes of the element 
     */ 
    void parsingInput(String eName,Attributes attrs){ 
 //initialize object 
 currentPH.initializeInput(); 
 //set flags 
 this.input=true; 
 this.output=false; 
    } 
     
    /** 
     * Initialization of the output values. 
     * Method that calls the function to initialize the output values 
     * of a place holder and sets the flags to tell that we are 
parsing 
     * an output connection in the further elements. 
     * @param eName the name of the element (now not used) 
     * @param attrs the attributes of the element 
     */ 
    void parsingOutput(String eName,Attributes attrs){ 
 //initialize object 
 currentPH.initializeOutput(); 
 //set flags 
 this.input=false; 
 this.output=true; 
    } 
     
    /** 
     * Initialization of the description object. 
     * The method initializes the description object in the current 
     * place holder and sets the flags to tell we aren't parsing input 
or output 
     * but properties. 
     * @param eName name of the element (not used) 
     * @param attrs list of attributes of the element 
     */ 
    void parsingDescription(String eName,Attributes attrs){ 
 //initialize object 
 currentPH.initializeDescription(); 
 //set flags 
 this.input=false; 
 this.output=false; 
    } 
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    /** 
     * Saves the informations about a connection. 
     * The method adds a connection to the input or output object of 
     * the current place holder, then checks for the attributes of a 
connection 
     * (node and format) and sets their values to those parsed. 
     * It reports errors if the attribute list of the element is not 
the 
     * one expected. 
     * @param eName name of the element (now not used) 
     * @param attrs attributes of the element 
     */ 
    void parsingConnection(String eName,Attributes attrs){ 
 Connection conn=null; 
 //check if we are parsing input or output 
 if(input && !output){ 
     //input, so get the input object 
     PlaceHolderInput phi=currentPH.getInput(); 
     //add a connection to the input 
     conn=phi.addConnection();      
 } 
 if(!input && output){ 
     //output, so get the output object 
     PlaceHolderOutput pho=currentPH.getOutput(); 
     //add a connection to the output 
     conn=pho.addConnection();      
 } 
 //check for errors 
 if(!input && !output || input && output){ 
     reportError(null); 
 } 
 //connection must have some attributes 
 if(attrs!=null){ 
 //for every attribute 
     for(int i=0;i<attrs.getLength();i++){ 
  String aName=attrs.getLocalName(i); 
  //check if local name is empty 
  if("".equals(aName)){ 
      //it is, use qualified name 
      aName=attrs.getQName(i); 
  } 
  //check which attribute it is 
  if(aName.compareTo("node")==0){ 
      //a node attribute  
      try{ 
   //set the value in the object converting in an int 
   String s=attrs.getValue(i); 
   conn.setNode(Integer.valueOf(s).intValue()); 
      }catch(NumberFormatException nfe){ 
          reportError(null); 
      }    
  }else if(aName.compareTo("format")==0){ 
      //a format attribute, set the value 
      conn.setFormat(attrs.getValue(i)); 
  }else{ 
      //any other attribute 
      reportError(null); 
  } 
     } 
 }else{ 
     //report format error 
     reportError(null); 
 } 
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    } 
     
    /** 
     * Saves the informations about a property. 
     * The method adds a property to the description object of 
     * the current place holder, then checks for the attributes of a 
property 
     * (name and value) and sets their values to those parsed. 
     * It reports errors if the attribute list of the element is not 
the 
     * one expected. 
     * @param eName name of the element (now not used) 
     * @param attrs attributes of the element 
     */ 
    void parsingProperty(String eName,Attributes attrs){ 
 Property prop=null; 
 //ensure we are not parsing input or output elements 
 if(!input && !output){ 
     //get the description object 
            PlaceHolderDescription phd=currentPH.getRequirements(); 
     //add a property to the object 
     prop=phd.addProperty(); 
 }else{ 
     reportError(null); 
 }      
 //property must have some attributes 
 if(attrs!=null){ 
     //for every attribute 
     for(int i=0;i<attrs.getLength();i++){ 
  String aName=attrs.getLocalName(i); 
  //check if local name is empty 
  if("".equals(aName)){ 
      //it is, use qualified name 
      aName=attrs.getQName(i); 
  } 
  //check which attribute it is 
  if(aName.compareTo("name")==0){ 
      //the name of a property 
      prop.setName(attrs.getValue(i)); 
  }else if(aName.compareTo("value")==0){ 
      //the value of a property 
      prop.setValue(attrs.getValue(i)); 
  }else{ 
      //any other attribute 
      reportError(null); 
  } 
     } 
 }else{ 
     //report format error 
     reportError(null); 
 } 
    } 
     
    /** 
     * Error methods called by the parser. 
     * This method is called by the parser when it finds an error 
while parsing. 
     * The method just throws an exception caught in the parseInput 
method. 
     * @param spe the exception to handle  
     */ 
    public void error(SAXParseException spe) 
    throws SAXException{ 
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        throw spe; 
    } 
 
    /** 
     * Error reporting in the phase of parsing. 
     * The method simply puts on the output informations about 
     * the reasons why the parsing process can not continue. 
     */ 
    void reportError(Exception e){ 
 if(e!=null) 
     e.printStackTrace(); 
 System.out.println("Bad input file format"); 
 System.out.println("Parsing can not continue"); 
 System.exit(-1); 






 * UserRequests.java 
 * 









 * UserRequest is the modeling of the user's needs as expressed in the  
 * input file. 
 * The object contains a list of place holders corresponding to every 
single  
 * pass  of the algorithm required by the user. 
 * @author Marco Scarpellini 
 */ 
public class UserRequests { 
    
    //all the passes of the algorithm required by the user 
    private LinkedList placeHolders; 
     
    /**  
     * Creates a new instance of UserRequests. 
     * The constructor simply create a new list of place holders. 
     */ 
    public UserRequests() { 
        placeHolders=new LinkedList(); 
    } 
     
    /** 
     * Add a place holder to the set of place holders. 
     * The method creates a new PlaceHolder object and enqueues it 
     * in the list of place holders. 
     * @return the place holder just created 
     */ 
    public PlaceHolder addPlaceHolder(){ 
 //create a new place holder 
 PlaceHolder newPlaceHolder=new PlaceHolder();  
        //add it to the list 
 placeHolders.add(newPlaceHolder); 
        //and return it 
 return newPlaceHolder; 
    } 
     
    /** 
     * Provides the number of pieces that form the user request. 
     * It acts calling the method of the object used to collect  
     * place holder that give his dimension. 
     * @return the number of elements contained in the object. 
     */ 
    public int getRequestsNumber(){ 
        return placeHolders.size(); 
    } 
     
    /** 
     * Provides an iterator over the collection used to collect 
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     * the PlaceHolder objects. 
     * It acts calling the same method in the basic structure used 
     * to memorize the collection. 
     * @return an iterator over the user requests.  
     */ 
    public Iterator getIterator(){ 
        return placeHolders.iterator(); 
    } 
     
    /** 
     * Provides the place holder object given his id. 
     * @param the id of the place holder to find 
     * @return the PlaceHolder with the given id or null if such 
object 
     * doesn't exist. 
     */ 
    public PlaceHolder getById(int id){ 
 PlaceHolder current=null; 
 Iterator it=placeHolders.iterator(); 
 while(it.hasNext()){ 
     current=(PlaceHolder)it.next(); 
     if(current.getId()==id){ 
  return current; 
     } 
 } 
 return null; 






 * PlaceHolder.java 
 * 








 * Class containing information about a single piece of the problem 
definiton  
 * issued by the user. If the problem is modeled as a graph through a  
 * graphical interface the PlaceHolder object will contains all the 
informations 
 * regarding a single node of the graph.  
 * @author Marco Scarpellini 
 */ 
public class PlaceHolder { 
     
    //unique id of the place holder 
    private int id; 
    //user requirements 
    private PlaceHolderDescription requirements;   
    //input connections 
    private PlaceHolderInput input; 
    //output connections 
    private PlaceHolderOutput output; 
     
    /**  
     * Creates a new instance of PlaceHolder. 
     * All the private objects are initialized at dummy values. 
     */ 
    public PlaceHolder() { 




    } 
     
    /** 
     * Supply the identifier of the place holder. 
     * @return an integer representing the identifier of the 
placeholder 
     */ 
    public int getId(){ 
        return id; 
    } 
     
    /** 
     * Sets the value of the id of the place holder. 
     * @param value the int value used to set the value of the place 
holder 
     */ 
    public void setId(int value){ 
        this.id=value; 
    } 
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    /** 
     * Initialization of the input of the place holder. 
     * It just creates a new PlaceHolderInput object and assigns it to 
input. 
     */ 
    public void initializeInput(){ 
 this.input=new PlaceHolderInput(); 
    } 
     
    /** 
     * Initialization of the output of the place holder. 
     * It just creates a new PlaceHolderOutput object and assigns it 
to output. 
     */ 
    public void initializeOutput(){ 
 this.output=new PlaceHolderOutput(); 
    } 
     
    /** 
     * Initialization of the description of the place holder. 
     * It just creates a new PlaceHolderDescription object  
     * and assigns it to requirements. 
     */ 
    public void initializeDescription(){ 
 this.requirements=new PlaceHolderDescription(); 
    } 
     
    /** 
     * Provides the input object of the place holder. 
     * It simply returns the input variable. 
     * @return a PlaceHolderInput object that identifies the input  
     * of the place holder 
     */ 
    public PlaceHolderInput getInput(){ 
 return input; 
    } 
     
    /** 
     * Provides the output object of the place holder. 
     * It simply returns the output variable. 
     * @return a PlaceHolderOutput object that identifies the output  
     * of the place holder 
     */ 
    public PlaceHolderOutput getOutput(){ 
 return output; 
    } 
     
    /** 
     * Supply the description of the requirements imposed by the user. 
     * It simply returns the requirements variable. 
     * @return a PlaceHolderDescription that identifies the 
requirements  
     * of the place holder 
     */ 
    public PlaceHolderDescription getRequirements(){ 
        return requirements; 
    }  






 * PlaceHolderInput.java 
 * 









 * Representation of the input of a place holder. Every place holder  
 * (node of a graph) has an input element that contains  
 * some connection elements.  
 * The connection elements represent the connection between two place 
holders. 
 * @author Marco Scarpellini 
 */ 
public class PlaceHolderInput { 
     
    //all the input connections of this place holder 
    private LinkedList inputConnections; 
     
    /**  
     * Creates a new instance of PlaceHolderInput. 
     * It initializes the list of the input connections.  
     */ 
    public PlaceHolderInput() { 
        inputConnections=new LinkedList(); 
    } 
     
    /** 
     * Add a connection to the list. 
     * It creates a new connection object and adds it to the  
     * list of connections. 
     * Then it returns the object just created. 
     * @return the Connection object created and added to the list. 
     */ 
    public Connection addConnection(){ 
 //create the connection 
 Connection conn= new Connection(); 
 //add to the list 
 inputConnections.add(conn); 
 //return the connection 
 return conn; 
    } 
     
    /** 
     * Provides the number of input connections of the place holder. 
     * It acts calling the method that returns the dimension of the 
internal 
     * list. 
     * @return the number of input connections of the place holder. 
     */ 
    public int getDimension(){ 
 return inputConnections.size(); 






 * PlaceHolderOutput.java 
 * 









 * Representation of the output connections of a place holder. 
 * Every place holder has an output element that can contain some 
 * connections with other place holders. 
 * @author Marco Scarpellini 
 */ 
public class PlaceHolderOutput { 
     
    //list with all the output connections of the place holder 
    private LinkedList outputConnections; 
     
    /**  
     * Creates a new instance of PlaceHolderOutput. 
     * It initializes the output connections list.  
     */ 
    public PlaceHolderOutput() { 
        outputConnections=new LinkedList(); 
    } 
     
    /** 
     * Create a new output connection for the place holder. 
     * The methods creates a connection object and adds it to the list 
of 
     * connection, then it returns the object just created. 
     * @return the connection object created. 
     */ 
    public Connection addConnection(){ 
 //create the connection 
 Connection conn=new Connection(); 
 //add it to the list 
 outputConnections.add(conn); 
 //return the connection 
 return conn; 
    } 
     
    /** 
     * Provides the set of output connections of the node. 
     * It simply return s the list in which the connections are 
stored. 
     * @return the output connections of the node. 
     */ 
    public LinkedList getOutputConnections(){ 
 return outputConnections; 
    } 
     
    /** 
     * Provides the number of output connections of the place holder. 
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     * It acts calling the method that returns the dimension of the 
internal 
     * list. 
     * @return the number of output connections of the place holder. 
     */ 
    public int getDimension(){ 
 return outputConnections.size(); 






 * PlaceHolderDescription.java 
 * 









 * Representation of the requirements imposed by the user on the place 
holder. 
 * Every place holder contains a description element that can contain 
a list of 
 * properties required. 
 * @author Marco Scarpellini 
 */ 
public class PlaceHolderDescription { 
     
    //properties of the place holder 
    private LinkedList properties; 
     
    /**  
     * Creates a new instance of PlaceHolderDescription. 
     * It simply initialized the list.  
     */ 
    public PlaceHolderDescription() { 
 properties=new LinkedList(); 
    } 
     
    /** 
     * Create a new property for the decription. 
     * The methods creates a property object and adds it to the 
     * list, then return the object created. 
     * @return the property object created 
     */ 
    public Property addProperty(){ 
 //create the property 
 Property prop=new Property(); 
 //add it to the list 
 properties.add(prop); 
 //and return the property 
 return prop; 
    } 
     
    /** 
     * Provides the number of requirements imposed by the user. 
     * It acts simply returning the dimension of the structure used 
     * to store the properties. 
     * @return an int, the number of properties of this place holder. 
     */ 
    public int size(){ 
 return properties.size(); 
    } 
     
    /** 
     * Provides a property the component must have. 
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     * It acts returning the element, indicated by the parameter, 
     * of the structure used to store the properties. 
     * @param i the number of the property to return 
     * @return the property object contained in the given position in 
the  
     * structure or null if the index i is not valid. 
     */ 
    public Property getProperty(int i){ 
 //get the property 
 Property result=null; 
 try{ 
     result=(Property)properties.get(i); 
 }catch(IndexOutOfBoundsException ioobe){ 
     result=null; 
 } 
 //return the result 
 return result; 






 * Connection.java 
 * 






 * A Connection object represents the connection between two place 
holder. 
 * The connection either an input or an output, the properties of a 
connection 
 * are the connected node and the format of the data in input if this 
is  
 * an input connection, or in output if this is an output connection. 
 * @author Marco Scarpellini 
 */ 
public class Connection { 
     
    //the place holder connected with the owner of this object 
    private int connectedNode; 
    //the format of the data in input or output 
    private String connectionFormat; 
     
    /**  
     * Creates a new instance of Connection.  
     * Simply initialized the variables at dummy values. 
     */ 
    public Connection(){ 
 this.connectedNode=-1; 
 this.connectionFormat=""; 
    } 
     
    /** 
     * Set the value of the connected node properties. 
     * @param id the identifier of the place holder connected with the 
owner of 
     * this object.  
     */ 
    public void setNode(int id){ 
 this.connectedNode=id; 
    } 
     
    /** 
     * Provides the id of the node connected by this connection. 
     * @return an integer representing the id of the connected node. 
     */ 
    public int getNode(){ 
 return this.connectedNode; 
    } 
     
    /** 
     * Set the value of the format of data in input or output. 
     * @param format a string that reports the kind of data in input 
or output.    
     */ 
    public void setFormat(String format){ 
 this.connectionFormat=format; 
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    } 
     
    /** 
     * Provides the format of the data associated with the connection. 
     * @return a String with the type of data associated 
     */ 
    public String getFormat(){ 
 return this.connectionFormat; 






 * Property.java 
 * 






 * A Property object models the requirements imposed by the user to a  
 * place holder. 
 * A property is composed by two fields: the name of the property and 
the value  
 * that this property has. 
 * The Property objects are contained in the PlaceHolderDescription 
object  
 * inside the place holders. 
 * Properties will be used in the search engine to find components 
that agree  
 * with the requirements imposed by the user. 
 * @author Marco Scarpellini 
 */ 
public class Property { 
     
    //name of the property (es. Country) 
    private String name; 
    //value of the property (es. Italy) 
    private String value; 
     
    /**  
     * Creates a new instance of Property. 
     * Simply initializes the object variables to dummy values.  
     */ 
    public Property() { 
 this.name=""; 
 this.value=""; 
    } 
     
    /** 
     * Sets the name of the property. 
     * @param n a String with the name of the property.  
     */ 
    public void setName(String n){ 
 this.name=n; 
    } 
     
    /** 
     * Provides the name of the property. 
     * @return the name of the property (e.g. description) 
     */ 
    public String getName(){ 
 return this.name; 
    } 
     
    /**  
     * Set the value of this property. 
     * @param v a Sting with the value imposed to this property. 
     */ 
    public void setValue(String v){ 
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 this.value=v; 
    } 
     
    /** 
     * Provides the value of this property. 
     * @return the value of the property (e.g. "Compute square root") 
     */ 
    public String getValue(){ 
 return this.value; 






 * Searcher.java 
 * 










 * Search for code that executes the work the user needs. 
 * The Searcher must be flexible in order to query different 
 * search engines. 
 * It contains a dispatcher and a set of workers. 
 * The dispatcher must provide the workers with the work they must 
 * to complete. 
 * The policy of the searcher is defined inside the dispatcher. 
 * @author Marco Scarpellini 
 */ 
public class Searcher { 
     
    //the dispatcher of the work 
    private Dispatcher dispatcher; 
    //object inside this list are Querier that execute the queries 
    private LinkedList workers; 
  
    /**  
     * Creates a new instance of Searcher. 
     * Provides the dispatcher with the workers list 
     * it should use.  
     */ 
    public Searcher() { 
        workers=new LinkedList(); 
        dispatcher=new Dispatcher(workers); 
    }  
     
    /** 
     * Search for pieces of code that sutisfy user needs. 
     * Executes the research distributing the work 
     * between a certain number of threads and collects 
     * the results in an unique structure. 
     * @param request the user needs found in the parse stage. 
     * @return a structure containing the results of the research. 
     */ 
    public SearchResults search(UserRequests request){ 
        //tell the dispatcher to give the workers their job 
        return dispatcher.dispatch(request); 






 * Dispatcher.java 
 * 













 * Object that distributes the work between a set 
 * of threads, creating and deleting threads as it wishes. 
 * This object is the one that set the quering policy 
 * of the application (i.e. number of active Querier). 
 * @author Marco Scarpellini 
 */ 
public class Dispatcher { 
     
    //list of workers 
    LinkedList workers; 
    //result of the search phase 
    private SearchResults results; 
    //max number of workers in execution 
    final int MAXTHREADS=5; 
    //shared structure to dispatch work 
    private WorkPool workPool; 
     
    /**  
     * Creates a new instance of Dispatcher.  
     * @param workers the list of workers I have to initialize 
     */ 
    public Dispatcher(LinkedList workers){ 
        this.workers=workers; 
        this.workPool=new WorkPool(); 
    } 
     
    /** 
     * Method used to distribute the work between the workers. 
     * It creates the right number of workers and then uses the 
     * shared structure to pass the work to the Queriers. 
     * @param request the object representing user's needs. 
     */ 
    public SearchResults dispatch(UserRequests request){ 
        //get number of placeHolders in the request 
        int requestLength=request.getRequestsNumber(); 
        //create the result structure 
        results=new SearchResults(requestLength); 
        //Now we can define our own policy 
        //iterate over the user request 
        Iterator it=request.getIterator(); 
        PlaceHolder current; 
        //while I have other elements to insert 
        while(it.hasNext()){ 
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            //get element 
            current=(PlaceHolder)it.next(); 
            //avoid concurrent problems 
            synchronized(workPool){ 
                //add to the pool 
                workPool.addWork(current); 
            } 
        } 
        //if there are less than MAXTHREADS place holders 
        int workersNum=0; 
        if(requestLength<this.MAXTHREADS){ 
            //I need the number of place holders workers 
            workersNum=requestLength; 
        }else{ 
            //otherwise I use the maximum number of thread 
            workersNum=this.MAXTHREADS; 
        } 
        //generate workers Querier for GRIDLE 
        Querier q=null; 
        for(int i=0;i<workersNum;i++){ 
            //create the worker 
            q=new GRIDLEQuerier(workPool,results); 
            //add it to the list 
            workers.add(q); 
            //make it run 
            q.run(); 
      
        } 
        //NOTE: now the threads ready to run are 
min(requestLength,MAXTHREADS) 
        //I must wait for the end of all the threads before returning 
the result 
        it=workers.iterator(); 
        while(it.hasNext()){ 
            //get next thread 
            q=(Querier)it.next(); 
            //wait for his death 
            try{ 
                q.join(); 
            }catch(InterruptedException ie){ 
                System.out.println("Error occurred while processing 
requests"); 
                System.exit(-1); 
            } 
        } 
        //now return the results 
        return results; 






 * Querier.java 
 * 








 * Abstract class extended to provide access to a great variety of 
 * search engines. 
 * Every extension must be able to create and submit a query generated 
 * from a given PlaceHolder, and to return the results back to the 
caller. 
 * @author Marco Scarpellini 
 */ 
public abstract class Querier extends Thread{ 
     
    /** 
     * Generate the query to submit to the search engine. 
     * The query is generated starting from a PlaceHolder object 
     * that contains the requirements of the user for that part 
     * of the application. 
     * @param ph the PlaceHolder used to generate the query 
     */ 






 * GRIDLEQuerier.java 
 * 














 * Querier that can submit query to GRIDLE. 
 * It is an extension of the class Querier. 
 * @author Marco Scarpellini 
 */ 
public class GRIDLEQuerier extends Querier{ 
     
    /* 
     predefined set of possible response used to simulate the 
     result Gridle could give in future 
    */ 
    LinkedList[] myResults; 
     
    //shared structure used to take the work 
    private WorkPool workPool; 
    //place to put results 
    SearchResults results; 
     
    /**  
     * Creates a new instance of GRIDLEQuerier. 
     * @param workPool the structure used to share the work 
     * between dispatcher and workers 
     * @param results the object where the results shuold be put  
     */ 
    public GRIDLEQuerier(WorkPool workPool, SearchResults results) { 
        this.workPool=workPool; 
        this.results=results; 
 fillMyResults(); 
    } 
     
    /** 
     * Method called by the object to generate the query as 
     * it gets some work. 
     * This method is the one used to interface with the search 
engine. 
     * NOTE: in current version returns results extracted from a 
predefined  
     * table beacuse Gridle is not yet able to support queries for web 
services 
     * or components. 
     * @param ph the PlaceHolder used to extract informations  
     * about the code to search. 
     */ 
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    public void generateQuery(PlaceHolder ph){ 
 //get the requirements of this place holder and generate the 
query 
        PlaceHolderDescription requirements=ph.getRequirements(); 
 String query=""; 
 int numOfProperties=requirements.size(); 
 Property p=null;  
 for(int i=0;i<numOfProperties;i++){ 
     p=requirements.getProperty(i); 
     query+="-"+p.getName()+":"+p.getValue()+" "; 
     //delete from the precomputed web services table all the 
entries 
     //that aren't useful for the problem 
     SingleResult s=null; 
     int pippo=0; 
     String pName=p.getName(); 
     String pValue=p.getValue(); 
     for(int j=0;j<10;j++){ 
  Iterator it=myResults[j].iterator(); 
  while(it.hasNext()){ 
      s=(SingleResult)it.next(); 
      //check for the known properties 
      if(pName.compareTo("description")==0){ 
   if(s.getDescription().compareTo(pValue)!=0){ 
       it.remove(); 
   } 
      }else if(pName.compareTo("operation name")==0){ 
   if(s.getOperationName().compareTo(pValue)!=0){ 
       it.remove(); 
   } 
      }else if(pName.compareTo("author")==0){ 
   if(s.getAuthor().compareTo(pValue)!=0){ 
       it.remove(); 
   } 
      }else if(pName.compareTo("country")==0){ 
   if(s.getCountry().compareTo(pValue)!=0){ 
       it.remove(); 
   } 
      }else if(pName.compareTo("maximum cost")==0){ 
   if(s.getCost() > 
Double.valueOf(pValue).doubleValue()){ 
       it.remove(); 
   } 
      }else if(pName.compareTo("minimum QoS")==0){ 
   if(s.getQos() < 
Double.valueOf(pValue).doubleValue()){ 
       it.remove(); 
   } 
      }else{ 
   System.out.println("Unrecognized property"); 
      } 
  } 
     } 
 } 
 System.out.println("query: "+query); 
        //get the results and 
        //put the results in a list in the right place 
 for(int j=0;j<10;j++){ 
     for(int k=0;k<myResults[j].size();k++){ 
 
 results.addResult((SingleResult)myResults[j].get(k),ph.getId()); 
     } 
 } 
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 System.out.println("Final result:"+ph.getId()+ 
      " results found:"+results.size(ph.getId())); 
 clearMyResults(); 
 fillMyResults(); 
    } 
     
    /** 
     * Execution thread of the GRIDLEQuerier object. 
     * Every GRIDLEQuerier is an extension of class Thread 
     * (Querier is the superclass and is an extension of Thread). 
     * The thread wait for some work to be inserted in the shared 
     * structure and then extracts the work and perfoms his 
operations. 
     */ 
    public void run(){ 
        PlaceHolder myWork=null; 
        boolean done=false; 
        while(!done){ 
            //synchronize on the shared object 
            synchronized(workPool){ 
                //if there is no work 
                if(workPool.isEmpty()){ 
                    //all the work has been executed 
                    done=true; 
                    myWork=null; 
                }else{ 
                    //get the work 
                    myWork=workPool.getWork(); 
                } 
            } 
            //release lock 
            //if I got some work 
            if(myWork!=null){ 
                //generate the query starting from the work  
                this.generateQuery(myWork); 
            } 
        } 
    } 
     
    /** 
     * Method provided to fill the precomputed table 
     * of web services. 
     */ 
    void fillMyResults(){ 
 myResults=new LinkedList[10]; 
 for(int i=0;i<10;i++){ 
     myResults[i]=new LinkedList(); 
 } 
 insertData(); 
    } 
     
    /** 
     * Method that insert predefined data in the table 
     */ 
    void insertData(){ 
 myResults[0].add(new SingleResult("computes power a^b", 
"pow","double", 
    "http://localhost:8080/WFWSSamples/Math_02?WSDL", 
    "Van Marco", "Netherland", 10, 30)); 
 myResults[0].add(new SingleResult("computes exponential value 
e^a", 
    "exp","double", 
    "http://localhost:8080/WFWSSamples/Math_02?WSDL", 
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    "Van Marco", "Netherland", 10, 30)); 
 myResults[0].add(new SingleResult("computes square root", 
"sqrt", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_02?WSDL", 
    "Van Marco", "Netherland", 10, 30)); 
 myResults[0].add(new SingleResult("computes natural logarithm", 
"log", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_02?WSDL", 
    "Van Marco", "Netherland", 10, 30)); 
 myResults[1].add(new SingleResult("computes power a^b", 
"pow","double", 
    "http://localhost:8080/WFWSSamples/Math_01?WSDL", 
    "Marco", "Italy", 1, 50)); 
 myResults[1].add(new SingleResult("computes exponential value 
e^a", 
    "exp","double", 
    "http://localhost:8080/WFWSSamples/Math_01?WSDL", 
    "Marco", "Italy", 1, 50)); 
 myResults[1].add(new SingleResult("computes square root", 
"sqrt", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_01?WSDL", 
    "Marco", "Italy", 1, 50)); 
 myResults[1].add(new SingleResult("computes natural logarithm", 
"log", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_01?WSDL", 
    "Marco", "Italy", 1, 50)); 
 myResults[2].add(new SingleResult("computes sine value", 
"sin","double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
    "Mark", "England", 5, 2)); 
 myResults[2].add(new SingleResult("computes cosine value", 
"cos", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
    "Mark", "England",5,2)); 
 myResults[2].add(new SingleResult("computes tangent value", 
"tan", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
    "Mark", "England",5,2)); 
 myResults[2].add(new SingleResult("computes arcsine value", 
"asin", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
    "Mark", "England",5,2)); 
 myResults[2].add(new SingleResult("computes arccosine value", 
"acos", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
    "Mark", "England",5,2)); 
 myResults[2].add(new SingleResult("computes arctangent value", 
"atan", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
    "Mark", "England",5,2)); 
 myResults[2].add(new SingleResult("computes polar arctangent 
value", 
    "atan2","double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
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    "Mark", "England",5,2)); 
 myResults[2].add(new SingleResult("computes conversion to 
degrees",  
    "toDegrees","double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
    "Mark", "England",5,2)); 
 myResults[2].add(new SingleResult("computes conversion to 
radians",  
    "toRadians","double", 
    "http://localhost:8080/WFWSSamples/Math_03?WSDL", 
    "Mark", "England",5,2)); 
 myResults[3].add(new SingleResult("computes sine value", 
"sin","double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France", 50,10)); 
 myResults[3].add(new SingleResult("computes cosine value", 
"cos", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France",50,10)); 
 myResults[3].add(new SingleResult("computes tangent value", 
"tan", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France",50,10)); 
 myResults[3].add(new SingleResult("computes arcsine value", 
"asin", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France",50,10)); 
 myResults[3].add(new SingleResult("computes arccosine value", 
"acos", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France",50,10)); 
 myResults[3].add(new SingleResult("computes arctangent value", 
"atan", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France",50,10)); 
 myResults[3].add(new SingleResult("computes polar arctangent 
value", 
    "atan2","double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France",50,10)); 
 myResults[3].add(new SingleResult("computes conversion to 
degrees",  
    "toDegrees","double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France",50,10)); 
 myResults[3].add(new SingleResult("computes conversion to 
radians",  
    "toRadians","double", 
    "http://localhost:8080/WFWSSamples/Math_04?WSDL", 
    "Marc", "France",50,10)); 
 myResults[4].add(new SingleResult("computes ceil value", "ceil", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_05?WSDL", 
    "Marcos", "Spain",2,2)); 
 myResults[4].add(new SingleResult("computes floor value", 
"floor", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_05?WSDL", 
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    "Marcos", "Spain",2,2)); 
 myResults[4].add(new SingleResult("provides E value", 
"getE","double", 
    "http://localhost:8080/WFWSSamples/Math_05?WSDL", 
    "Marcos", "Spain",2,2)); 
 myResults[4].add(new SingleResult("provides PI", 
"getPI","double", 
    "http://localhost:8080/WFWSSamples/Math_05?WSDL", 
    "Marcos", "Spain",2,2)); 
 myResults[5].add(new SingleResult("computes ceil value", "ceil", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_06?WSDL", 
    "Merk", "U.S.A.",100,150)); 
 myResults[5].add(new SingleResult("computes floor value", 
"floor", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_06?WSDL", 
    "Merk", "U.S.A",100,150)); 
 myResults[5].add(new SingleResult("provides E value", 
"getE","double", 
    "http://localhost:8080/WFWSSamples/Math_06?WSDL", 
    "Merk", "U.S.A.",100,150)); 
 myResults[5].add(new SingleResult("provides PI", 
"getPI","double", 
    "http://localhost:8080/WFWSSamples/Math_06?WSDL", 
    "Merk", "U.S.A.",100,150)); 
 myResults[6].add(new SingleResult("computes absolute value of a 
double",  
    "abs","double", 
    "http://localhost:8080/WFWSSamples/Math_07?WSDL", 
    "Markimoto", "Japan",150,150)); 
 myResults[6].add(new SingleResult("computes absolute value of a 
float",  
    "abs","float", 
    "http://localhost:8080/WFWSSamples/Math_07?WSDL", 
    "Markimoto", "Japan",150,150)); 
 myResults[6].add(new SingleResult("computes minimun between two 
float",  
    "min","float", 
    "http://localhost:8080/WFWSSamples/Math_07?WSDL", 
    "Markimoto", "Japan",150,150)); 
 myResults[6].add(new SingleResult("computes minimun between two 
double",  
    "min","double", 
    "http://localhost:8080/WFWSSamples/Math_07?WSDL", 
    "Markimoto", "Japan",150,150)); 
 myResults[6].add(new SingleResult("computes maximun between two 
float",  
    "max","float", 
    "http://localhost:8080/WFWSSamples/Math_07?WSDL", 
    "Markimoto", "Japan",150,150)); 
 myResults[6].add(new SingleResult("computes maximun between two 
double",  
    "max","double", 
    "http://localhost:8080/WFWSSamples/Math_07?WSDL", 
    "Markimoto", "Japan",150,150)); 
 myResults[7].add(new SingleResult("computes absolute value of a 
double",  
    "abs","double", 
    "http://localhost:8080/WFWSSamples/Math_08?WSDL", 
    "Markus", "Germany",100,200)); 
 myResults[7].add(new SingleResult("computes absolute value of a 
float",  
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    "abs","float", 
    "http://localhost:8080/WFWSSamples/Math_08?WSDL", 
    "Markus", "Germany",100,200)); 
 myResults[7].add(new SingleResult("computes minimun between two 
float",  
    "min","float", 
    "http://localhost:8080/WFWSSamples/Math_08?WSDL", 
    "Markus", "Germany",100,200)); 
 myResults[7].add(new SingleResult("computes minimun between two 
double",  
    "min","double", 
    "http://localhost:8080/WFWSSamples/Math_08?WSDL", 
    "Markus", "Germany",100,200)); 
 myResults[7].add(new SingleResult("computes maximun between two 
float",  
    "max","float", 
    "http://localhost:8080/WFWSSamples/Math_08?WSDL", 
    "Markus", "Germany",100,200)); 
 myResults[7].add(new SingleResult("computes maximun between two 
double",  
    "max","double", 
    "http://localhost:8080/WFWSSamples/Math_08?WSDL", 
    "Markus", "Germany",100,200)); 
 myResults[8].add(new SingleResult("provides random 
double","random", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_09?WSDL", 
    "Markov", "Russia",1,1)); 
 myResults[8].add(new SingleResult("rounds to integer 
value","rint", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_09?WSDL", 
    "Markov", "Russia",1,1)); 
 myResults[8].add(new SingleResult("rounds double to 
long","round", 
    "long", 
    "http://localhost:8080/WFWSSamples/Math_09?WSDL", 
    "Markov", "Russia",1,1)); 
 myResults[8].add(new SingleResult("rounds float to 
int","round2","int", 
    "http://localhost:8080/WFWSSamples/Math_09?WSDL", 
    "Markov", "Russia",1,1)); 
 myResults[9].add(new SingleResult("provides random 
double","random", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_10?WSDL", 
    "Marcao", "Portugal",3,1)); 
 myResults[9].add(new SingleResult("rounds to integer 
value","rint", 
    "double", 
    "http://localhost:8080/WFWSSamples/Math_10?WSDL", 
    "Marcao", "Portugal",3,1)); 
 myResults[9].add(new SingleResult("rounds double to 
long","round", 
    "long", 
    "http://localhost:8080/WFWSSamples/Math_10?WSDL", 
    "Marcao", "Portugal",3,1)); 
 myResults[9].add(new SingleResult("rounds float to 
int","round2","int", 
    "http://localhost:8080/WFWSSamples/Math_10?WSDL", 
    "Marcao", "Portugal",3,1)); 
    } 
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    /** 
     * Method that resets the predefined table 
     */ 
    void clearMyResults(){ 
 for(int i=0;i<10;i++){ 
     myResults[i].clear(); 
 } 






 * WorkPool.java 
 * 









 * Object used by the dispatcher and the workers to 
 * share the work. 
 * @author Marco Scarpellini 
 */ 
public class WorkPool { 
     
    //list that contains the work to be done 
    private LinkedList pool; 
     
    /**  
     * Creates a new instance of WorkPool  
     */ 
    public WorkPool() { 
        pool=new LinkedList(); 
    } 
     
    /** 
     * Check if the pool is empty. 
     * Synchronization is on the object so the method can be  
     * not synchronized. 
     * @return true if the pool is empty, false otherwise 
     */ 
    public boolean isEmpty(){ 
        return pool.isEmpty(); 
    } 
     
    /** 
     * Method used by the dispatcher to add some work to the pool. 
     * Synchronization is on the object so the method can be 
     * not synchronized. 
     * @param ph the PlaceHolder object to add to the pool 
     */ 
    public void addWork(PlaceHolder ph){ 
        pool.add(ph); 
    } 
     
    /** 
     * Extracts from the pool a PlaceHolder that is the work 
     * the worker must performe. 
     * Synchronization is on the object so the method can be 
     * not synchronized. 
     * @return a PlaceHolder object used by the worker to generate the 
query or  
     * null if the work pool is empty 
     */ 
    public PlaceHolder getWork(){ 
 if(this.isEmpty()) 
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     return null; 
        return (PlaceHolder)pool.removeFirst(); 






 * SearchResults.java 
 * 









 * Structure containing the results of the query phase. 
 * Results are grouped according to the place holder they refer to. 
 * @author Marco Scarpellini 
 */ 
public class SearchResults { 
     
    //array with the lists of results 
    private LinkedList globalResults[]; 
     
    /**  
     * Creates a new instance of SearchResults. 
     * @param dimension the number of place holder in the input file 
     */ 
    public SearchResults(int dimension) { 
 //create an array with the dimension given 
        globalResults = new LinkedList[dimension]; 
 //initialize objects in the array 
 for(int i=0;i<dimension;i++){ 
     globalResults[i]=new LinkedList(); 
 } 
    } 
     
    /** 
     * Allow the insertion of a result in the results list 
     * @param s the string returned by the search engine (a result) 
     * @param i the index of the list to update 
     */ 
    public void addResult(SingleResult s,int i){ 
 globalResults[i].add(s); 
    } 
     
    /** 
     * Provides the number of results for a given place holder. 
     * @param i the identifier of the place holder 
     * @return the number of SingleResults in the list, or zero if 
     * the parameter i is not valid 
     */ 
    public int size(int i){ 
 if(i<0 || i>=globalResults.length) 
     return 0; 
 return globalResults[i].size(); 
    } 
     
    /** 
     * Provides the list of results associated with a place holder. 
     * The place holder is identified through the parameter. 
     * The returned list is a set of SingleResult. 
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     * @param i the identifier of the place holder 
     * @return the result list associated with the place holder or 
null if 
     * the parameter i is not valid 
     */ 
    public LinkedList getResult(int i){ 
 if(i<0 || i>=globalResults.length) 
     return null; 
 return globalResults[i]; 
    } 
     
    /** 
     * Provides an iterator over the set of results for a given place 
holder. 
     * It simply returns the iterator over the list in the place 
indicated. 
     * @param i the position of the list to return 
     * @return a list of SingleResult objects 
     * or null if i is out of array bounds 
     */ 
    public Iterator resultIterator(int i){ 
 if(i>=globalResults.length || i<0) 
     return null; 
 return globalResults[i].iterator(); 
    } 
     
    /** 
     * Deletes from the results of the search phase a single result. 
     * This method is useful during the phase of interaction with the 
     * user: when the user tells that a given piece of code must not  
     * appear in the final solution, that piece will be removed from 
the 
     * results of the research. 
     * @param i the identifier of the place holder the result belongs 
to 
     * @param sr the result to be removed 
     */ 
    public void remove(int i,SingleResult sr){ 
 Iterator it=resultIterator(i); 
 if(it==null) 
     return; 
 boolean done=false; 
 while(!done && it.hasNext()){ 
     SingleResult curr=(SingleResult)it.next(); 
     if(curr.equals(sr)){ 
  it.remove(); 
  done=true; 
     } 
 } 






 * SingleResult.java 
 * 






 * The SingleResult class is the representation of a single hit 
 * returned by the search engine. 
 * The fields of the class are initialized using the values returned 
 * by the search engine in reply to a given query. 
 * The objects of this class are used to fill the SearchResults object 
 * that will be returned as the result of the execution of the 
searcher module. 
 * @author Marco Scarpellini 
 */ 
public class SingleResult { 
     
    //description of the result 
    private String description; 
    //name of the method  
    private String operationName; 
    //type of data returned 
    private String retType; 
    //address used to recover the WSDL description 
    private String wsdl; 
    //author of the web service 
    private String author; 
    //country of production 
    private String country; 
    //cost per operation (in euro) 
    private double cost; 
    //quality of service 
    private double qos; 
     
    /**  
     * Creates a new instance of SingleResult  
     * As the new instance is created, all of his fields 
     * are initialized to default values. 
     * If some fields are to be changed the user must 
     * use the provided methods. 
     */ 









    } 
     
    /** 
     * Creates a new instance of SingleResult 
     * This constructor initializes the object's fields to the value 
given 
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     * as parameters. 
     * @param d the description returned by the search engine 
     * @param on the name of the operation of the web service 
     * @param rt the return type of the operation 
     * @param w the location of the wsdl description 
     * @param a the name of the author of the web service 
     * @param c the country of developement 
     * @param co the cost per operation 
     * @param q the quality of service measure for the web service 
     */ 
    public SingleResult(String d,String on,String rt,String w,String 
a,String c, 









    } 
     
    /** 
     * Set the description field of the result. 
     * The description field is the one that contains 
     * the description of the action performed by the 
     * method of the web service. For example if the  
     * method calculates the square root of a number,  
     * the description will probabily looks like this: 
     * "calculate square root". 
     * @param d the string containing the description 
     */ 
    public void setDescription(String d){ 
 this.description=d; 
    } 
     
    /** 
     * Provides the description of the result. 
     * The description of the result is a String that  
     * describe the action performed by the method of  
     * the web service that is the result of the query. 
     * @return the description of the result.  
     */ 
    public String getDescription(){ 
 return this.description; 
    } 
     
    /** 
     * Set the value of the operation's name in the result. 
     * The operationName field is the name of the operation 
     * that the search engine thinks can sutisfy the user  
     * requests.  
     * For example the operationName a search engine can return 
     * is sqrt if the user asked for the square root. 
     * @param on the string with the name of the operation.   
     */ 
    public void setOperationName(String on){ 
 this.operationName=on; 
    } 
     
    /** 
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     * Provides the name of the operation that sutisfies the user 
needs. 
     * The name of the operation is the one returned by the search 
engine 
     * in reply to a given query (e.g. sqrt). 
     * @return the name of the operation in the web service 
     */ 
    public String getOperationName(){ 
 return this.operationName; 
    } 
     
    /** 
     * Set the type of data returned by the operation defined in the 
     * operationName field. 
     * @param rt the string with the name of the type returned.   
     */ 
    public void setReturnType(String rt){ 
 this.retType=rt; 
    } 
     
    /** 
     * Provides the type of the type returned by the operation defined 
in 
     * the operationName field. 
     * @return the returned type of the operation 
     */ 
    public String getReturnType(){ 
 return this.retType; 
    } 
     
    /** 
     * Sets the name of the url used to retrieve the wsdl description. 
     * The wsdl description is used to locate the port of the services 
     * offered and the type of messages to be exchanged. 
     * @param w the url of the wsdl description for the web serice  
     */ 
    public void setWsdl(String w){ 
 this.wsdl=w; 
    } 
     
    /** 
     * Provides the location of the wsdl of the web service identified 
as 
     * result. 
     * In all our examples it is  
     * http://localhost:8080/WSSamples/Math_xx?WSDL 
     * @return the wsdl location for the web service 
     */ 
    public String getWsdl(){ 
 return this.wsdl; 
    } 
     
    /** 
     * Sets the author field for the result. 
     * The author of the web service can be one 
     * of the requirements imposed by the user. 
     * @param a the author's name 
     */ 
    public void setAuthor(String a){ 
 this.author=a; 
    } 
     
    /** 
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     * Provides the name of the author of the web service. 
     * @return the author's name. 
     */ 
    public String getAuthor(){ 
 return this.author; 
    } 
     
    /** 
     * Sets the country field in the result. 
     * The country field tells where the web service 
     * has been developed. 
     * @param c a country name. 
     */ 
    public void setCountry(String c){ 
 this.country=c; 
    } 
     
    /**  
     * Provides the name of the country where the web service has 
     * been developed. 
     * @return the name of a country. 
     */ 
    public String getCountry(){ 
 return this.country; 
    } 
     
    /** 
     * Sets the value of the cost field. 
     * The cost of a web service can be measured in euro 
     * per operation. 
     * @param c the cost of a single operation (in euro) 
     */ 
    public void setCost(double c){ 
 this.cost=c; 
    } 
     
    /** 
     * Provides the cost for the invocation of an operation 
     * on the web service. 
     * @return a price in euro. 
     */ 
    public double getCost(){ 
 return this.cost; 
    } 
     
    /** 
     * sets the value of the qos field. 
     * The qos field identifies the quality of service 
     * of the web service considered. 
     * @param q a double value. 
     */ 
    public void setQos(double q){ 
 this.qos=q; 
    } 
     
    /** 
     * Provides the quality of service measure of the 
     * result web service. 
     * @return a double value, the QoS measure. 
     */ 
    public double getQos(){ 
 return this.qos; 







 * Selector.java 
 * 











 * Module that select the best pieces of code 
 * for every place holder, using the results of the searching phase. 
 * The selection can be guided by different measures, like minimum 
cost and 
 * maximum quality of service. 
 * @author Marco Scarpellini 
 */ 
public class Selector { 
     
    //the controller of the execution 
    private Controller controller; 
    //the list of Assigner modules 
    private LinkedList assigners; 
    //the mode of selection 
    private String mode; 
     
    /**  
     * Creates a new instance of Selector. 
     * It initializes the list of assigner modules with 
     * three kind of assigners that work in different ways. 
     */ 
    public Selector(){ 
 mode=""; 
 assigners=new LinkedList(); 
 assigners.add(new GreedyAssigner()); 
 assigners.add(new MinCostAssigner()); 
 assigners.add(new MaxQosAssigner()); 
 controller=new Controller(assigners); 
    } 
     
    /** 
     * Sets the selection mode. 
     * This flag is set using the arguments passed to the application. 
     * The value of this flag is used to pick to best assignment 
     * (for example if mode is -q, the assignment with the highest 
     * global QoS will be chosen) 
     * @param m the mode of selection 
     */ 
    public void setMode(String m){ 
 this.mode=m; 
    } 
     
    /** 
     * Select from the results of the search phase 
     * the pieces of code that create the best application 
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     * @param s the structure with the results of the previous phase 
     * @param u the structure with the requests imposed by the user 
     * @param m selection mode 
     * @return an of the components to the place holders 
     */ 
    public Assignment select(SearchResults s,UserRequests u,String m){ 
 return controller.findAssignment(s,u,m); 






 * Controller.java 
 * 

















 * Controller of the execution of the selection process. 
 * It interfaces with the user to validate the assignment 
 * and ask an Assign modules to generate an assignment. 
 * It can choose one of the results basing itself on the selection 
mode. 
 * @author Marco Scarpellini 
 */ 
public class Controller { 
     
    // set of Assigner of the Controller 
    private LinkedList assignerList; 
    //list of result from which select the final one 
    LinkedList resultList; 
     
    /**  
     * Creates a new instance of Controller. 
     * It initializes the list of Assigner implementations 
     * the controller has. 
     * @param a the list of Assigner modules  
     */ 
    public Controller(LinkedList a) { 
 assignerList=a; 
 //set global space for results 
 Iterator it=assignerList.iterator(); 
 resultList=new LinkedList(); 
 while(it.hasNext()){ 
     Assigner as=(Assigner)it.next(); 
     as.setResultList(resultList); 
 } 
    } 
     
    /** 
     * Finds an assignment for the problem of the user and 
     * gets the ok for the execution. 
     * The method ask the Assigners to retrieve the best (for each 
one) 
     * assignment of code to the place holder, 
     * It selects a result using the selection mode passed as 
parameter,  
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     * then it asks the user if the solution generated can be 
accepted. 
     * If the user accept the solution the method returns the  
     * current assignment, otherwise it tries to identify a new one 
     * using the informations passed by the user. 
     * @param s the web services of components among which to choose. 
     * @param u the requests of the user. 
     * @param m the selection mode. 
     * @return an assignment of code to place holders validated by the 
user  
     */ 
    public Assignment findAssignment(SearchResults s,UserRequests 
u,String m){ 
 boolean done=false; 
 Assignment result=null; 
 Assigner executor=null; 
 LinkedList wrong=null; 
 //until I don't find the Assignment 
 while(!done){ 
     //make assigners run 
     Iterator it=assignerList.iterator(); 
     while(it.hasNext()){ 
  executor=(Assigner)it.next(); 
  executor.setSearchResults(s); 
  executor.setUserRequests(u); 
  executor.run(); 
     } 
     //wait for all the assigners to complete 
     it=assignerList.iterator(); 
     while(it.hasNext()){ 
  executor=(Assigner)it.next(); 
  try{ 
      executor.join(); 
  }catch(InterruptedException ie){ 
      System.out.println("Problem while executing 
assigners"); 
      System.exit(-1); 
  } 
     } 
     //find the best result for the given selection mode 
     Iterator itOverRes=this.resultList.iterator(); 
     while(itOverRes.hasNext()){ 
  Assignment currRes=(Assignment)itOverRes.next(); 
  if(result==null){ 
      result=currRes; 
  }else{ 
      if(m.compareTo("-q")==0){ 
   if(currRes.getQos()>result.getQos()){ 
       result=currRes; 
   } 
      }else if(m.compareTo("-c")==0){ 
          if(currRes.getCost()<result.getCost()){ 
       result=currRes; 
   } 
      }else if(m.compareTo("")==0){ 
   if(currRes.getCost()==0){ 
       if(currRes.getQos()>result.getQos()){ 
    result=currRes; 
       } 
   }else{ 
       double newV=currRes.getQos()/currRes.getCost(); 
       double oldV=result.getQos()/result.getCost(); 
       if(newV>oldV){ 
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    result=currRes; 
       } 
   } 
      } 
  } 
     } 
     if(result!=null){ 
  //if the result exist ask for validation 
  done = askUser(result); 
  if(!done){ 
      //if the user don't validate 
      //ask what's wrong 
      wrong=getWrongAssignment(); 
      //and remove them from the solution 
      Iterator itOverWrong=wrong.iterator(); 
      while(itOverWrong.hasNext()){ 
   Integer currWrong=(Integer)itOverWrong.next(); 
   int indexWrong=currWrong.intValue(); 
   if(indexWrong<=u.getRequestsNumber()-1){ 
       SingleResult 
sWrong=result.getSelection(indexWrong); 
       s.remove(indexWrong, sWrong); 
   } 
      } 
      result=null; 
      resultList.clear(); 
  } 
     }else{ 
  System.out.println("No assignment can be found"); 
  System.exit(-1); 
     } 
 } 
 //check for conversions 
 result=addConversions(result, u); 
 return result; 
    } 
     
     
    /** 
     * Interfaces with the user and ask to validate an assignment. 
     * @param a the Assignment to be validated. 
     * @return true if the user agrees with the selection of false 
otherwise 
     */ 
    boolean askUser(Assignment a){ 
 System.out.println("*************************"); 
 System.out.println("*SOLUTION FOUND:"); 
 for(int i=0;i<a.dimension();i++){ 
     SingleResult s=a.getSelection(i); 
     System.out.println("* "+i+" \""+s.getDescription()+ 
          "\" developed by "+ 
          s.getAuthor()+" in "+s.getCountry()); 
     System.out.print("* Cost per operation:"+s.getCost()); 
     System.out.println(" Quality of service:"+s.getQos()); 
 } 
 System.out.println("\n*Global cost:"+a.getCost()); 
 System.out.println("*Global quality of service:"+a.getQos()); 
 System.out.println("**************************"); 
 System.out.println("DO YOU AGREE WITH THIS SOLUTION?"); 
 System.out.println("Type Y or N and press return"); 
 String answer="Y"; 
 try{ 
     InputStreamReader isr=new InputStreamReader(System.in); 
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     BufferedReader br=new BufferedReader(isr); 
     answer=br.readLine(); 
 }catch(IOException ioe){ 
     System.out.println("Exception while asking user opinion"); 
     System.out.println("Process will be stopped"); 
     System.exit(-1); 
 } 
 if(answer.compareToIgnoreCase("Y")==0) 
     return true; 
 else if(answer.compareToIgnoreCase("N")==0) 
     return false; 
  
        System.out.println("Unexpected response from user"); 
 System.out.println("Process will be stopped"); 
        System.exit(-1); 
 return false; 
    } 
     
    /** 
     * Retrieves the assignments that the user doesn't want. 
     * This method is used to determine which part of the result  
     * generated by the Assigner the user doesn't agree upon. 
     * @return the list of single solutions the user don't want in the 
final 
     * result.  
     */ 
     LinkedList getWrongAssignment(){ 
 LinkedList wrong=new LinkedList(); 
 System.out.println("Type the number of the solutions you don't 
want"); 
 System.out.println("Press return after every number"); 
 System.out.println("To finish type a negative number and press 
return"); 
 int cond=0; 
 while(cond>=0){ 
     String answer=""; 
     Integer currNum=null; 
     try{ 
  InputStreamReader isr=new InputStreamReader(System.in); 
  BufferedReader br=new BufferedReader(isr); 
  answer=br.readLine(); 
     }catch(IOException ioe){ 
  System.out.println("Exception while asking user opinion"); 
  System.out.println("Process will be stopped"); 
         System.exit(-1); 
     } 
     try{ 
  currNum=new Integer(answer); 
  System.out.println("Typed "+currNum.intValue()); 
     }catch(NumberFormatException nfe){ 
  System.out.println("Invalid value passed by the user"); 
  System.out.println("Process will be stopped"); 
         System.exit(-1); 
     } 
     cond=currNum.intValue(); 
     if(cond>=0){ 
  if(!wrong.contains(currNum)) 
      wrong.add(currNum); 
     } 
 } 
 return wrong; 
    } 
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     /** 
      * Modifies the assignment adding conversion between nodes. 
      * The conversion is performed when the assignment is ready to be 
      * returned. 
      * @param a the assignment generated 
      * @param u the requests of the user (used to find out which type 
must 
      * exit from a node) 
      * @return a modified assignment with all the conversions 
      */ 
     Assignment addConversions(Assignment a,UserRequests u){ 
  String 
convLoc="http://localhost:8080/WFWSSamples/Converter?WSDL"; 
  for(int i=0;i<a.dimension()-1;i++){ 
     SingleResult sr=a.getSelection(i); 
     String outType=sr.getReturnType(); 
     PlaceHolder ph=u.getById(i); 
     PlaceHolderOutput pho=ph.getOutput(); 
     if(pho.getDimension()!=0){ 
  LinkedList oc=pho.getOutputConnections(); 
  Iterator it=oc.iterator(); 
  while(it.hasNext()){ 
      Connection c=(Connection)it.next(); 
      String reqType=c.getFormat(); 
      if(reqType.compareTo(outType)!=0){ 
   SingleResult converter=new SingleResult(); 
   converter.setOperationName(outType+"2"+reqType); 
   converter.setWsdl(convLoc); 
   a.addConversion(i, converter); 
      } 
  } 
     } 
  } 
  return a; 






 * Assigner.java 
 * 













 * class used to provide different ways to 
 * assign a piece of code to a place holder. 
 * @author Marco Scarpellini 
 */ 
public class Assigner extends Thread{ 
     
    //place where the result is to be put 
    LinkedList resultList=null; 
    //results of the search phase 
    SearchResults s=null; 
    //user requirements 
    UserRequests u=null; 
     
    /** 
     * Create an assignment to the place holders. 
     * Every implementation of the interface Assigner 
     * must implement this method that choose for every 
     * place holder a component o web service to execute 
     * the work related to it. 
     * @return an assignment of code to the place holders 
     */ 
    public Assignment assign(){ 
 return null; 
    } 
     
    /** 
     * Sets the value of the object with the results of the 
     * search phase. 
     * @param s the results of the previous phase. 
     */ 
    public void setSearchResults(SearchResults s){ 
 this.s=s; 
    } 
     
    /** 
     * Sets the value of the object representing the user 
requirements. 
     * @param u the object generated in the parse phase. 
     */ 
    public void setUserRequests(UserRequests u){ 
 this.u=u; 
    } 
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    /** 
     * Sets the place where to store the result generated. 
     * @param r the list passed by the controller. 
     */ 
    public void setResultList(LinkedList r){ 
 this.resultList=r; 
    } 
     
    /** 
     * Executes the algorithm of the assigner. 
     * It first finds the assignment, then if it is not null, 
     * store the result in the structure passed by the controller. 
     * For completeness, it computes all the values associated with 
     * the solution generated. 
     */ 
    public void run(){ 
 Assignment result=this.assign(); 
 if(result!=null){ 
     result.computeValues(); 
     System.out.println("-----------------------"); 
     for(int i=0;i<u.getRequestsNumber();i++){ 
  SingleResult sr=result.getSelection(i); 
  System.out.println(i+" \""+sr.getDescription()+ 
    "\" developed by "+ 
    sr.getAuthor()+" in "+sr.getCountry()); 
  System.out.print("Cost per operation:"+sr.getCost()); 
  System.out.println("  Quality of service:"+sr.getQos()); 
     } 
     System.out.println("Global cost:"+result.getCost()); 
     System.out.println("Global qos:"+result.getQos()); 
     synchronized(resultList){ 
  resultList.add(result); 
     } 
 } 






 * GreedyAssigner.java 
 * 
















 * Implementation of the Assigner  that finds an 
 * assignment using a greedy strategy. 
 * It starts from the nodes with no incoming edges and 
 * make selections that will never be changed. 
 * @author Marco Scarpellini 
 */ 
public class GreedyAssigner extends Assigner{ 
     
    //set of node 
    LinkedList nodeSet=null; 
     
    /**  
     * Creates a new instance of GreedyAssigner. 
     * It initializes the set of node to elaborate. 
     */ 
    public GreedyAssigner() { 
 nodeSet=new LinkedList(); 
    } 
     
    /** 
     * Finds an assignment using a greedy algorithm. 
     * This assigner can be used to find an assignment as  
     * soon as possible. 
     */ 
    public Assignment assign(){ 
 Assignment result=new Assignment(u.getRequestsNumber()); 
 //initialize the set of nodes 
 initializeSet(); 
 //until I don't make a selection for every node 
 while(!nodeSet.isEmpty()){ 
     //take the first 
     PlaceHolder ph=(PlaceHolder)nodeSet.removeFirst(); 
     LinkedList l=s.getResult(ph.getId()); 
     SingleResult choice=null; 
     if(l.size()>0){ 
  //select a piece of code for this place holder 
  choice=(SingleResult)l.getFirst(); 
     } 
     if(choice==null) 
  return null; 
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     result.addResult(ph.getId(), choice); 
     //update set considering connected nodes with the one chosen 
     updateSet(ph, choice); 
 } 
 return result; 
    } 
     
    /** 
     * Prepares the set of nodes to start with. 
     * It inserts in the node set all the nodes with 
     * no incoming edges. 
     */ 
    void initializeSet(){ 
 Iterator it=u.getIterator(); 
 PlaceHolder ph=null; 
 while(it.hasNext()){ 
     ph=(PlaceHolder)it.next(); 
     PlaceHolderInput phi=ph.getInput(); 
     if(phi.getDimension()==0){ 
  nodeSet.add(ph); 
     } 
 } 
    } 
     
    /** 
     * Update the set of nodes for further selections. 
     * @param current the place holder for which the last selection 
     * has been made 
     * @param choice the choice made for the last place holder. 
     */ 
    void updateSet(PlaceHolder current,SingleResult choice){ 
 PlaceHolderOutput pho=current.getOutput(); 
 LinkedList outputConnections=pho.getOutputConnections(); 
 Iterator it=outputConnections.iterator(); 
 while(it.hasNext()){ 
     Connection conn=(Connection)it.next(); 
     int connectedNode=conn.getNode(); 
     if(!contains(connectedNode)){ 
  insertNode(connectedNode);   
     } 
 } 
 modify(choice, outputConnections); 
    } 
     
    /** 
     * Check if the node list contains a certain object. 
     * @param id the identifier of the place holder sought. 
     * @return true if the place holder is in the list, false 
otherwise. 
     */ 
    boolean contains(int id){ 
 Iterator it=nodeSet.iterator(); 
 while(it.hasNext()){ 
     PlaceHolder ph=(PlaceHolder)it.next(); 
     if(ph.getId()==id){ 
  return true; 
     } 
 } 
 return false; 
    } 
     
    /** 
     * Inserts a new node in the node set. 
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     * @param id the identifier of the node to add 
     */ 
    void insertNode(int id){ 
 PlaceHolder ph=u.getById(id); 
 if(ph==null){ 
     System.out.println("Error while selecting assignment"); 
     System.out.println("Wrong id found"); 
     System.exit(-1); 
 } 
 nodeSet.add(ph); 
    } 
     
    /** 
     * Modifies the structures with the results of the search phase 
given 
     * the selection done for the last place holder considered. 
     * @param choice the choice done for the last place holder 
     * @param out the output connections of the last place holder 
     */ 
    void modify(SingleResult choice,LinkedList out){ 
 Iterator it=out.iterator(); 
 while(it.hasNext()){ 
     Connection conn=(Connection)it.next(); 
     Iterator resIt=s.resultIterator(conn.getNode()); 
     while(resIt.hasNext()){ 
  SingleResult current=(SingleResult)resIt.next(); 
  if(!connected(choice,current)){ 
      resIt.remove(); 
  } 
     } 
 } 
    } 
     
    /** 
     * Checks if exists a connection between the two components given 
     * as parameter. 
     * @param a the first component 
     * @param b the second component 
     * @return true if a connection exists or false otherwise 
     */ 
    boolean connected(SingleResult a,SingleResult b){ 
 return true; 






 * MinCostAssigner.java 
 * 














 * Implementation of the Assigner. 
 * This assigner finds the solution with the minimum global cost. 
 * It acts solving the min cost flow problem in the graph 
 * constructed by the results of the search phase. 
 * @author Marco Scarpellini 
 */ 
public class MinCostAssigner extends Assigner{ 
     
    //array of parents 
    int parents[]; 
    //array of costs 
    double costs[]; 
     
    /**  
     * Creates a new instance of MinCostAssigner  
     */ 
    public MinCostAssigner() {} 
     
    /** 
     * Finds the solution with the lowest cost. 
     * It uses the SPT algorithm with the structure Q implemented 
     * as a list. 
     * @return an Assignment object representing the solution 
     * (null if the solution doesn't exist) 
     */ 
    public Assignment assign(){ 
 Assignment result=new Assignment(u.getRequestsNumber()); 
 //extract total node number 
 int nodeNum=0; 
 for(int i=0;i<u.getRequestsNumber();i++){ 
     nodeNum+=s.size(i); 
 } 
 //create a new graph 
 Graph g=new Graph(nodeNum); 
 //fill the graph with the nodes 
 g.fillGraph(s,u); 
 //initialize the two array 
 parents=new int[nodeNum+2]; 
 costs=new double[nodeNum+2]; 
 SPT(g.get(nodeNum)); 
 //start from last node 
 int nodeId=nodeNum+1; 
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 if(costs[nodeId]==Double.MAX_VALUE) 
     return null; 
 //until I don't reach the root 
 while(nodeId!=nodeNum){ 
     nodeId=parents[nodeId]; 
     if(nodeId!=nodeNum){ 
  Node n=g.get(nodeId); 
  result.addResult(n.getPhId(),n.getSingleResult()); 
     } 
 } 
 return result; 
    } 
     
    /** 
     * Implements the algorithm shortest path tree. 
     * The results of the algorithm will be stored in the  
     * two array costs and parents. 
     * @param r the root node 
     */ 
    public void SPT(Node r){ 
 LinkedList q=new LinkedList(); 
 //initialization 
 for(int i=0;i<parents.length;i++){ 
     //initialize parents to the root node 
     parents[i]=r.getId(); 
     //initialize cost 






     Node u=(Node)q.removeFirst(); 
     LinkedList fs=u.getForwardStar(); 
     Iterator it=fs.iterator(); 
     while(it.hasNext()){ 
  Node v=(Node)it.next(); 
  double newCost=costs[u.getId()]+v.getCost(); 
  if(newCost<costs[v.getId()]){ 
      costs[v.getId()]=newCost; 
      parents[v.getId()]=u.getId(); 
      if(!q.contains(v)){ 
   q.add(v); 
      } 
  } 
     } 
 } 
    } 






 * MaxQosAssigner.java 
 * 












 * Implementation of the Assigner interface that finds an assignment 
 * with the maximum quality of service value. 
 * @author Marco Scarpellini 
 */ 
public class MaxQosAssigner extends Assigner{ 
     
    //array of parents 
    int parents[]; 
    //array of qos 
    double qos[]; 
     
    /**  
     * Creates a new instance of MaxQosAssigner  
     */ 
    public MaxQosAssigner() { 
    } 
     
    /** 
     * Finds the best assignment in terms of quality of service. 
     * @param s the results of the search phase 
     * @param u the user requirements 
     * @return the best assignment in terms of QoS  
     */ 
    public Assignment assign(){ 
 Assignment result=new Assignment(u.getRequestsNumber()); 
 //extract total node number 
 int nodeNum=0; 
 for(int i=0;i<u.getRequestsNumber();i++){ 
     nodeNum+=s.size(i); 
 } 
 //create a new graph 
 Graph g=new Graph(nodeNum); 
 //fill the graph with the nodes 
 g.fillGraph(s,u); 
 //initialize the two array 
 parents=new int[nodeNum+2]; 
 qos=new double[nodeNum+2]; 
 HQT(g.get(nodeNum)); 
 //start from last node 
 int nodeId=nodeNum+1; 
 if(qos[nodeId]==-1) 
     return null; 
 //until I don't reach the root 
 while(nodeId!=nodeNum){ 
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     nodeId=parents[nodeId]; 
     if(nodeId!=nodeNum){ 
  Node n=g.get(nodeId); 
  result.addResult(n.getPhId(),n.getSingleResult()); 
     } 
 } 
 return result; 
    } 
     
     /** 
      * Finds the path with the highest qos for every node. 
      * The results of the algorithm will be stored in the  
      * two array qos and parents. 
      * This is a modification of the SPT algorithm that can handle 
      * Qos values. 
      * @param r the root node 
      */ 
    public void HQT(Node r){ 
 LinkedList q=new LinkedList(); 
 //initialization 
 for(int i=0;i<parents.length;i++){ 
     //initialize parents to the root node 
     parents[i]=r.getId(); 
     //initialize cost 






     Node u=(Node)q.removeFirst(); 
     LinkedList fs=u.getForwardStar(); 
     Iterator it=fs.iterator(); 
     while(it.hasNext()){ 
  Node v=(Node)it.next(); 
  double newQos=qos[u.getId()]+v.getQos(); 
  if(newQos>qos[v.getId()]){ 
      qos[v.getId()]=newQos; 
      parents[v.getId()]=u.getId(); 
      if(!q.contains(v)){ 
   q.add(v); 
      } 
  } 
     } 
 } 






 * Assignment.java 
 * 









 * Object that represents the assignment of some pieces of code 
 * to the place holders defined by the user. 
 * @author Marco Scarpellini 
 */ 
public class Assignment { 
     
    //array of selection for the place holders 
    private SingleResult assignment[]; 
    //array of conversions for the place holders that require it 
    private SingleResult conversion[]; 
    //cost of the assignment 
    private double cost; 
    //global quality of service for the assignment 
    private double qos; 
    //flag that indicates if the conversion is used 
    private boolean convUsed; 
     
    /**  
     * Creates a new instance of Assignment  
     * It initializes the array of assignment made. 
     * @param phNumber the number of place holder, also the dimension 
     * of the array 
     */ 
    public Assignment(int phNumber){ 
 assignment=new SingleResult[phNumber]; 
 conversion=new SingleResult[phNumber]; 
 cost=0; 
 qos=0; 
    } 
     
    /** 
     * Adds a selection to the assignment. 
     * @param position the id of the place holder for which the 
selection has 
     * been made. 
     * @param choice the SingleResult object selected 
     */ 
    public void addResult(int position,SingleResult choice){ 
 assignment[position]=choice; 
    } 
     
    /** 
     * Provides the assignment made for the given position. 
     * @param position the id of the place holder to which the 
assignment 
     * is done. 
     * @return the SingleResult object assigned to the place holder or 
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     * null if the parameter position is not valid 
     */ 
    public SingleResult getSelection(int position){ 
 if(position<0 || position>=assignment.length) 
  return null; 
 return assignment[position]; 
    } 
     
    /** 
     * Provides the dimension of the assignments array. 
     * @return the length of the array of assignments. 
     */ 
    public int dimension(){ 
 return assignemnt.length; 
    } 
     
    /** 
     * Computes the values of cost and global Qos for this assignment. 
     */ 
    public void computeValues(){ 
 for(int i=0;i<assignment.length;i++){ 
     cost+=assignment[i].getCost(); 
     qos+=assignment[i].getQos(); 
 } 
    } 
     
    /** 
     * Provides the global QoS value of the assignment. 
     * @return a double representing the global QoS. 
     */ 
    public double getQos(){ 
 return this.qos; 
    } 
     
    /** 
     * Provides the global cost for executing this assignment. 
     * @return a double representing the cost of the assignment. 
     */ 
    public double getCost(){ 
 return this.cost; 
    } 
     
    /** 
     * Adds a convertion in the array of conversions. 
     * @param i the position in the array where the conversion is to 
be 
     * added 
     * @param c the SingleResult object representing the web service 
that 
     * performes the conversion 
     */ 
    public void addConversion(int i,SingleResult c){ 
 this.conversion[i]=c; 
 this.convUsed=true; 
    } 
     
    /** 
     * Provides the specified element of the conversion array. 
     * @param i the position of the array to be returned 
     * @return a SingleResult element that represents the web service 
or 
     * component used to performe the conversion in this node, or null 
     * if i is not a valid value 
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     */ 
    public SingleResult getConversion(int i){ 
 if(i<0||i>=conversion.length) 
     return null; 
 return conversion[i]; 
    } 
     
    /** 
     * Indicates wheter the assignment requires a conversions 
     * @return true if it does so or false otherwise 
     */ 
    public boolean useConversion(){ 
 return this.convUsed; 






 * Graph.java 
 * 















 * Graph generated starting from the results of the search phase. 
 * @author Marco Scarpellini 
 */ 
public class Graph { 
     
    //nodes of the graph 
    private Node nodes[]; 
     
    /**  
     * Creates a new instance of Graph 
     * In the graph there are two fake nodes: the source and the 
     * target used to achieve a better modelling. 
     * @param dim the number of nodes in the graph  
     */ 
    public Graph(int dim) { 
 this.nodes=new Node[dim+2]; 
 for(int i=0;i<dim+2;i++){ 
     nodes[i]=new Node(i, -1, null); 
 } 
    } 
 
    /** 
     * Provides a node of the graph. 
     * @param index the position (or id) of the node to return 
     * @return the requested node of the graph or null if the index is 
out 
     * of array bounds 
     */ 
    public Node get(int index){ 
 if(index<0 && index>=nodes.length) 
     return null; 
 return nodes[index]; 
    } 
     
    /** 
     * Fills the graph using the informations contained in 
     * the two structures given as parameters. 
     * @param s the results of the search phase 
     * @param u the requirements imposed by the user 
     */ 
    public void fillGraph(SearchResults s, UserRequests u){ 
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 Iterator it=u.getIterator(); 
 int dimensions[]=new int[u.getRequestsNumber()]; 
 dimensions[0]=0; 
 for(int i=1;i<u.getRequestsNumber();i++){ 
     dimensions[i]=dimensions[i-1]+s.size(i-1); 
 } 
 //while I have to analize other place holders 
 while(it.hasNext()){ 
     PlaceHolder ph=(PlaceHolder)it.next(); 
     //get iterator over results for this place holder 
     Iterator it2=s.resultIterator(ph.getId()); 
     //while I have to analize other results 
     int count=0; 
     while(it2.hasNext()){ 
  //get a result 
  SingleResult sr=(SingleResult)it2.next(); 
  //set his values 
  nodes[dimensions[ph.getId()]+count].setPhId(ph.getId()); 
  nodes[dimensions[ph.getId()]+count].setSingleResult(sr); 
  //increment the counter 
  count++; 
     } 
      //get the input connections 
     PlaceHolderInput phi=ph.getInput(); 
     //check if this is the starting node 
     if(phi.getDimension()==0){ 
  int previous=dimensions[ph.getId()]; 
  //it is the starting node, initialize source 
  Node r=nodes[nodes.length-2]; 
  for(int i=0;i<s.size(ph.getId());i++){ 
      Node toAdd=nodes[previous+i]; 
      r.addForwardLink(toAdd); 
  } 
     } 
     //get the output connections 
     PlaceHolderOutput pho=ph.getOutput(); 
     //check if this is the ending node 
     if(pho.getDimension()==0){ 
  //it is the ending node, initialize the target 
  int previous=dimensions[ph.getId()]; 
  for(int i=0;i<s.size(ph.getId());i++){ 
      nodes[previous+i].addForwardLink(nodes[nodes.length-
1]); 
  } 
     }else{ 
  LinkedList connections=pho.getOutputConnections(); 
  Iterator it3=connections.iterator(); 
  while(it3.hasNext()){ 
      Connection conn=(Connection)it3.next(); 
      int connectedNode=conn.getNode(); 
      int previous1=dimensions[ph.getId()]; 
      int previous2=dimensions[connectedNode]; 
      for(int i=0;i<s.size(ph.getId());i++){ 
   for(int j=0;j<s.size(connectedNode);j++){ 
       //if the two nodes are connected, add a 
connection 
       
nodes[previous1+i].addForwardLink(nodes[previous2+j]); 
   } 
      } 
  } 
     } 
 } 
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 * Node.java 
 * 










 * Representation of a node in the graph used to solve 
 * the assignment problem 
 * @author Marco Scarpellini 
 */ 
public class Node { 
 
    //outgoing links of the node   
    private LinkedList forwardStar; 
    //unique identifier of the node 
    private int id=-1; 
    //identifier of the place holder to which it belongs 
    private int phid=-1; 
    //single result incapsulated in the node 
    private SingleResult res=null; 
     
    /**  
     * Creates a new instance of Node  
     * @param id the unique indentifier of the node 
     * @param phid id of the place holder associeted to this node 
     * @param s the SingleResult object to incapsulate here 
     */ 




 forwardStar=new LinkedList(); 
    } 
     
    /** 
     * Sets the value of the place holder identifier associated with 
the node. 
     * @param phid the value of the identifier. 
     */ 
    public void setPhId(int phid){ 
 this.phid=phid; 
    } 
     
    /** 
     * Sets the value of the object SingleResult contained in the 
node. 
     * @param s a result of the searching phase. 
     */ 
    public void setSingleResult(SingleResult s){ 
 this.res=s; 
    } 
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    /** 
     * Adds a node to the forward star of this node. 
     * @param n the node connected with this node by an in-link 
     */ 
    public void addForwardLink(Node n){ 
 forwardStar.add(n); 
    } 
     
    /** 
     * Provides the unique identifier for the node. 
     * @return an integer that identifies the node. 
     */ 
    public int getId(){ 
 return this.id; 
    } 
     
    /** 
     * Provides the forward star of the node. 
     * @return a list with the nodes connected in ouput with the node. 
     */ 
    public LinkedList getForwardStar(){ 
 return this.forwardStar; 
    } 
     
    /** 
     * Provides the cost for an operation on this node. 
     * @return the double value of the cost per operation. 
     */ 
    public double getCost(){ 
 if(this.phid!=-1) 
     return this.res.getCost(); 
 else 
     return 0; 
    } 
     
    /** 
     * Provides the quality of service value for the result 
     * contained in this node. 
     * @return a double greater than or equal to zero 
     */ 
    public double getQos(){ 
 if(this.phid!=-1) 
     return this.res.getQos(); 
 else 
     return 0; 
    } 
     
    /** 
     * Provides the place holder identifier associated with this node. 
     * @return an integer representing the place holder indentifier. 
     */ 
    public int getPhId(){ 
 return this.phid; 
    } 
     
    /** 
     * Provides the SingleResult object contained in the node. 
     * @return the object contained in the node and representing a  
     * result of the search phase. 
     */ 
    public SingleResult getSingleResult(){ 
 return this.res; 







 * WFCreator.java 
 * 











 * Object that generates a workflow for the solution of a user's 
problem. 
 * This object takes the assignment created by the selector module and 
the 
 * structure of the problem defined by the parser module, writes a 
workflow 
 * in a given format and asks an enactor to execute the workflow. 
 * @author Marco Scarpellini 
 */ 
public class WFCreator { 
     
    //list of workflow writers of the module 
    private LinkedList writers=null; 
    //list of enactor invokers of the module 
    private LinkedList invokers=null; 
    //centralized module that controlls execution 
    private Controller controller=null; 
     
    /**  
     * Creates a new instance of WFCreator. 
     * Initializes the lists of writers and invokers 
     * and then creates the controller giving him this two lists. 
     * @param eb the base directory that contains alle the enactors 
dirs.  
     */ 
    public WFCreator(String eb) { 
 writers=new LinkedList(); 
 invokers=new LinkedList(); 
 writers.add(new BPELWFWriter()); 
 invokers.add(new ActiveBpelInvoker(eb)); 
 controller=new Controller(writers,invokers); 
    } 
     
    /** 
     * Creates and executes a workflow. 
     * The method generates a workflow in a given format and then 
     * asks an enactor to execute the workflow just created. 
     * The workflow should solve the problem issued by the user. 
     * @param u the structure of the problem generated by the Parser 
module 
     * @param a the assignment place holders-services defined by the 
Selector 
     */ 
    public void create (UserRequests u,Assignment a){ 
 //start controller execution 
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 controller.start(u,a); 






 * Controller.java 
 * 













 * Centralized module that controls the process of creation and 
execution 
 * of the workflow. 
 * The controller can choose between a set of writer to create a new 
workflow 
 * file in a given format, then it can ask one of his invokers to 
interface 
 * with an enactor and execute the workflow. 
 * In this module must be coded all the workflow creation policies. 
 * @author Marco Scarpellini 
 */ 
public class Controller { 
     
    //workflow writers 
    LinkedList writers=null; 
    //enactor invokers 
    LinkedList invokers=null; 
     
    /**  
     * Creates a new instance of Controller 
     * @param w the workflow writers of the WFCreator module 
     * @param i the enactor invokers of the WFCreator module  
     */ 
    public Controller(LinkedList w,LinkedList i) { 
 this.writers=w; 
 this.invokers=i; 
    } 
     
    /** 
     * Starts the process of creation and execution of a workflow. 
     * First it selects a writer and ask him to generate the workflow 
for 
     * the given problem. 
     * Then it selects an invoker, bsed upon the format of the wf 
created, 
     * and tells him to interface with an enactor and to ask for the 
     * execution of the workflow. 
     * @param u the requirements imposed by the user generated by the 
parser 
     * @param a the assignment between services and place holders 
created 
     * by the Selector 
     */ 
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    public void start(UserRequests u,Assignment a){ 
 WFWriter writer=pickWriter(); 
 Workflow wf=null; 
 if(writer!=null){ 
     wf=writer.write(u,a); 
 }else{ 
     System.out.println("The requested workflow can not be 
generated"); 
     System.out.println("No writers are able to sutisfy the 
policy"); 
     System.exit(-1); 
 } 
 Invoker invoker=null; 
 if(wf!=null){ 
     invoker=pickInvoker(wf); 
     if(invoker!=null){ 
  invoker.invoke(wf); 
     }else{ 
  System.out.println("No enactor can be contacted for 
execution"); 
  System.exit(-1); 
     } 
 }else{ 
     System.out.println("Problem during workflow generation"); 
     System.out.println("Execution can not go further"); 
     System.exit(-1); 
 } 
    } 
 
    /** 
     * Provides a workflow writer according with a given policy. 
     * @return a WFWriter object or null if no writers sutisfy the 
policy. 
     */ 
    public WFWriter pickWriter(){ 
 if(writers.isEmpty()) 
     return null; 
 return (WFWriter)writers.getFirst(); 
    } 
     
    /** 
     * Provides an invoker able to interface with an enactor that can 
execute 
     * the given workflow. 
     * @param wf the workflow to be executed. 
     * @return an Invoker that can do the job or null if such object 
doesn't 
     * exist 
     */ 
    public Invoker pickInvoker(Workflow wf){ 
 if(invokers.isEmpty()) 
     return null; 
 String format=wf.getFormat(); 
 Iterator it=invokers.iterator(); 
 while(it.hasNext()){ 
     Invoker invoker=(Invoker)it.next(); 
     if(invoker.canExecute(format)) 
  return invoker; 
 } 
 return null; 






 * WFWriter.java 
 * 











 * Interface that should be implemented to support different workflow 
 * format. 
 * All implementations should be able to transform an assignment 
generated by 
 * the selector and a "user requests" generated by the parsers in a 
workflow 
 * object that expresses the passes to follow to solve the user 
problem.  
 * @author Marco Scarpellini 
 */ 
public interface WFWriter { 
     
    /** 
     * Creates a workflow starting from an assignment and a user 
problem. 
     * @param u the object generated by the parser that represents the 
user  
     * needs. 
     * @param a the object generated by the selector that reports the 
     * associations between services and place holders. 
     * @return an object that represents the workflow generated or 
null if 
     * some problem occurs. 
     */ 






 * Invoker.java 
 * 








 * Basic interface for the objects that must interact with the 
enactors 
 * for the execution of a given workflow. 
 * @author Marco Scarpellini 
 */ 
public interface Invoker { 
     
    /** 
     * Invokes the execution of the workflow on an enactor. 
     * @param wf the workflow to execute 
     */ 
    public void invoke(Workflow wf); 
     
    /** 
     * Tells if the enactor can execute workflow in the given format. 
     * @param format the format of the workflow to execute. 
     */ 






 * BPELWriter.java 
 * 




















 * Implementation of the WFWriter interface able to write BPEL 
workflows. 
 * The BPEL (Business Process Execution Language) is a workflow 
language 
 * defined by IBM and other partners used in the e-business world. 
 * The class exposes methods to generate a workflow starting from a 
problem 
 * definition and a set of web services associated with the problem's 
place 
 * holders.  
 * @author Marco Scarpellini 
 */ 
public class BPELWFWriter implements WFWriter{ 
     
    //namespaces 
    static final String TARGETFILE="wf.bpel"; 
    static final String LINKTYPEFILE="linktype.wsdl"; 
    static final String TNS="http://woodle.org/bpel"; 
    static final String BPELDEF= 
     "http://schemas.xmlsoap.org/ws/2003/03/business-process/"; 
    static final String WSDLDEF= 
     "http://schemas.xmlsoap.org/wsdl/"; 
    static final String LINKTYPES="http://linktypes.org/lt"; 
    static final String PLNS= 
     "http://schemas.xmlsoap.org/ws/2003/05/partner-link/"; 
    static final String XSDNS="http://www.w3.org/2001/XMLSchema"; 
 
    //list of WSDLInfo objects used to store informations about the 
wsdls 
    LinkedList wsdlInfos=null; 
     
    /**  
     * Creates a new instance of BPELWriter  
     */ 
    public BPELWFWriter() { 
 wsdlInfos=new LinkedList(); 
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    } 
     
    /** 
     * Generates a Workflow object starting from a problem definition 
and 
     * a set of components or web services used to solve the problem. 
     * The Workflow object will contain a reference to a file that 
contains 
     * the BPEL description of the workflow. 
     * @param u the requests issued by the user: the structure of the 
problem 
     * @param a the assignment generated by the Selector module 
between every 
     * place holder in the problem and a component or web service 
     * @return a Workflow object representing the definition of a 
workflow 
     * in the BPEL format 
     */ 
    public Workflow write(UserRequests u,Assignment a){ 
 //create workflow and set basic informations 
 Workflow res=new Workflow(u,a); 
 res.setFormat("BPEL"); 
 res.setFile(TARGETFILE); 
 //write the wsdl file for partnerLinkTypes and the bpel file 
 writeWsdlFile(u,a); 
 writeBpelFile(u,a); 
        return res; 
    } 
     
    /** 
     * Writes a file that specifies all the partner link types used in 
the 
     * bpel process. 
     * This file is required because we don't want the original wsdl 
files of 
     * the web services to be modified, so an extension must be used. 
     * @param u the request issued by the user 
     * @param a an assignment between place holders and web services 
decided 
     * by the selector module 
     */ 
    void writeWsdlFile(UserRequests u,Assignment a){ 
 int count=0; 
 boolean conversion=a.useConversion(); 
 LinkedList wsdlSet=new LinkedList(); 
 LinkedList importSet=new LinkedList(); 
 LinkedList plSet=new LinkedList(); 
 //prepare the document factory 
 DocumentBuilderFactory dbf=null; 
 DocumentBuilder db=null; 
 try{ 
     dbf=DocumentBuilderFactory.newInstance(); 
     db=dbf.newDocumentBuilder(); 
 }catch(FactoryConfigurationError fce){ 
     System.out.println("The document builder factory " + 
          "can not be created"); 
     printErrorInfo(fce); 
 }catch(ParserConfigurationException pce){ 
     System.out.println("The document builder can not be 
created"); 
     printErrorInfo(pce); 
 } 
 //create the new document 
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 Document doc=db.newDocument(); 
 Element root=null; 
 try{ 
     root=doc.createElementNS(LINKTYPES,"definitions"); 
     root.setAttribute("targetNamespace",LINKTYPES); 
     root.setAttribute("xmlns",WSDLDEF); 
     root.setAttribute("xmlns:plnk", PLNS); 
     root.setAttribute("xmlns:xsd",XSDNS); 
     root.setAttribute("xmlns:soap", 
      "http://schemas.xmlsoap.org/wsdl/soap/"); 
     root.setAttribute("xmlns:tns",LINKTYPES); 
     for(int i=0;i<a.dimension();i++){ 
  SingleResult sr=a.getSelection(i); 
  String wsdl=""; 
  if(sr!=null){ 
      wsdl=sr.getWsdl(); 
      if(!wsdlSet.contains(wsdl)){ 
   WSDLInfo info=new WSDLInfo(wsdl); 
   wsdlSet.add(wsdl); 
   Element imp=doc.createElementNS(LINKTYPES, "import"); 
   String ns=retrieveNS(wsdl,info); 
   imp.setAttribute("namespace", ns); 
   imp.setAttribute("location", wsdl); 
   String attrName="tns"+count; 
   info.setNs(ns); 
   info.setNsPrefix(attrName); 
   info.setTypeNS(retrieveTypeNS(wsdl,info)); 
   wsdlInfos.add(info); 
   count++; 
   root.setAttribute("xmlns:"+attrName, ns); 
   importSet.add(imp); 
      } 
  }else{ 
      System.out.println("Error generating wsdl file"); 
      System.out.println("One of the result is null"); 
      System.exit(0); 
  } 
  Element pl=doc.createElement("plnk:partnerLinkType"); 
  pl.setAttribute("name",sr.getOperationName()+"LinkType"); 
  Element plRole=doc.createElement("plnk:role"); 
  plRole.setAttribute("name","producer"); 
  Element pt=doc.createElement("plnk:portType"); 
  WSDLInfo info=findWsdlInfo(wsdl); 
  String pname=info.getNsPrefix(); 
  Document wsdlDom=info.getDom(); 
  NodeList nl=wsdlDom.getElementsByTagName("portType"); 
  Element ptype=(Element)nl.item(0); 
  pname+=":"+ptype.getAttribute("name"); 
  pt.setAttribute("name",pname); 
  plRole.appendChild(pt); 
  pl.appendChild(plRole); 
  plSet.add(pl); 
     } 
     if(conversion){ 
  String 
cLoc="http://localhost:8080/WFWSSamples/Converter?WSDL"; 
  WSDLInfo info=new WSDLInfo(cLoc); 
  info.setNs("urn:Converter/wsdl"); 
  info.setNsPrefix("tns"+count); 
  info.setTypeNS("urn:Converter/types"); 
  wsdlInfos.add(info); 
  Element imp=doc.createElementNS(LINKTYPES, "import"); 
  imp.setAttribute("namespace","urn:Converter/wsdl"); 
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  imp.setAttribute("location",cLoc); 
  root.setAttribute("xmlns:tns"+count,"urn:Converter/wsdl"); 
  importSet.add(imp); 
  Element pl=doc.createElement("plnk:partnerLinkType"); 
  pl.setAttribute("name","converterLinkType"); 
  Element plRole=doc.createElement("plnk:role"); 
  plRole.setAttribute("name","converter"); 
  Element pt=doc.createElement("plnk:portType"); 
  pt.setAttribute("name","tns"+count+":ConverterSEI"); 
  plRole.appendChild(pt); 
  pl.appendChild(plRole); 
  plSet.add(pl); 
  retrieveNS(cLoc, info); 
     } 
     Element pl=doc.createElement("plnk:partnerLinkType"); 
     pl.setAttribute("name","initLinkType"); 
     Element plRole=doc.createElement("plnk:role"); 
     plRole.setAttribute("name","producer"); 
     Element pt=doc.createElement("plnk:portType"); 
     pt.setAttribute("name","tns:initSEI"); 
     plRole.appendChild(pt); 
     pl.appendChild(plRole); 
     plSet.add(pl); 
     doc.appendChild(root); 
     Iterator itOverImps=importSet.iterator(); 
     while(itOverImps.hasNext()){ 
  root.appendChild((Element)itOverImps.next()); 
     } 
     Iterator itOverPl=plSet.iterator(); 
     while(itOverPl.hasNext()){ 
  root.appendChild((Element)itOverPl.next()); 
     } 
     Element portType=doc.createElement("portType"); 
     portType.setAttribute("name", "initSEI"); 
     Element operation=doc.createElement("operation"); 
     operation.setAttribute("name","init"); 
     Element input=doc.createElement("input"); 
     String mtypeIn=getMessageTypeIn(a.getSelection(0)); 
     input.setAttribute("message","tns"+0+":"+mtypeIn); 
     Element output=doc.createElement("output"); 
     String wsdl=a.getSelection(a.dimension()-1).getWsdl(); 
     WSDLInfo info=findWsdlInfo(wsdl); 
     output.setAttribute("message",info.getNsPrefix()+":"+ 
      getMessageTypeOut(a.getSelection(a.dimension()-1))); 
     operation.appendChild(input); 
     operation.appendChild(output); 
     portType.appendChild(operation); 
     Element binding=doc.createElement("binding"); 
     binding.setAttribute("name","initSEIBinding"); 
     binding.setAttribute("type","tns:initSEI"); 
     Element soapbinding=doc.createElement("soap:binding"); 
     soapbinding.setAttribute("transport", 
         "http://schemas.xmlsoap.org/soap/http"); 
     soapbinding.setAttribute("style","document"); 
     Element operation2=doc.createElement("operation"); 
     operation2.setAttribute("name","init"); 
     Element soapoperation=doc.createElement("soap:operation"); 
     soapoperation.setAttribute("soapAction",""); 
     Element input2=doc.createElement("input"); 
     Element output2=doc.createElement("output"); 
     Element soapbody=doc.createElement("soap:body"); 
     soapbody.setAttribute("use","literal"); 
     input2.appendChild(soapbody); 
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     output2.appendChild(soapbody); 
     operation2.appendChild(soapoperation); 
     operation2.appendChild(input2); 
     operation2.appendChild(output2); 
     binding.appendChild(soapbinding); 
     binding.appendChild(operation2); 
     Element service=doc.createElement("service"); 
     service.setAttribute("name","init"); 
     Element port=doc.createElement("port"); 
     port.setAttribute("name","initSEIPort"); 
     port.setAttribute("name","tns:initSEIBinding"); 
     Element soapaddr=doc.createElement("soap:address"); 
     soapaddr.setAttribute("location", 
      "http://localhost:7070/active-
bpel/service/initialization"); 
     soapaddr.setAttribute("xmlns:wsdl", 
      "http://schemas.xmlsoap.org/wsdl/"); 
     port.appendChild(soapaddr); 
     service.appendChild(port); 
     root.appendChild(portType); 
     root.appendChild(binding); 
     root.appendChild(service); 
 }catch(DOMException de){ 
     System.out.println("Error creating document element"); 
     printErrorInfo(de); 
 } 
        FileOutputStream fos = null; 
 try{ 
     fos=new FileOutputStream(LINKTYPEFILE); 
 }catch(FileNotFoundException fnfe){ 
     printErrorInfo(fnfe); 
 } 
        TransformerFactory tf = null; 
 Transformer t=null; 
 try{ 
     tf=TransformerFactory.newInstance(); 
     t=tf.newTransformer(); 
     t.setOutputProperty(OutputKeys.INDENT,"yes"); 
 }catch(TransformerFactoryConfigurationError tfce){ 
     printErrorInfo(tfce); 
 }catch(TransformerConfigurationException tce){ 
     printErrorInfo(tce); 
 }catch(IllegalArgumentException iae){ 
     printErrorInfo(iae); 
 } 
        DOMSource ds=new DOMSource(doc); 
 try{ 
     t.transform(ds,new StreamResult(fos)); 
     fos.close(); 
 }catch(TransformerException te){ 
     printErrorInfo(te); 
 }catch(IOException ioe){ 
     printErrorInfo(ioe); 
 } 
    } 
     
    /** 
     * Retrieves the target namespace of a wsdl given 
     * the location from which the wsdl can be taken. 
     * @param wsdlLoc the location from which retrieve the wsdl file 
     * @param info a WSDLInfo object used to store the document 
generated by 
     * the DOM parser that parses the wsdl file 
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     * @return the target namespace of the wsdl file 
     */ 
    String retrieveNS(String wsdlLoc,WSDLInfo info){ 
 DocumentBuilderFactory dbf=null; 
 DocumentBuilder db=null; 
 Document wsdl=null; 
 try{ 
     dbf=DocumentBuilderFactory.newInstance(); 
     db=dbf.newDocumentBuilder(); 
     wsdl=db.parse(wsdlLoc); 
     info.setDom(wsdl); 
 }catch(FactoryConfigurationError fce){ 
     System.out.println("The document builder factory " + 
          "can not be created"); 
     printErrorInfo(fce); 
 }catch(ParserConfigurationException pce){ 
     System.out.println("The document builder can not be 
created"); 
     printErrorInfo(pce); 
 }catch(IOException ioe){ 
     System.out.println("IO error while parsing wsdl document"); 
     printErrorInfo(ioe); 
 }catch(SAXException se){ 
     printErrorInfo(se); 
 } 
 Element def=wsdl.getDocumentElement(); 
 String res=def.getAttribute("targetNamespace"); 
 return res; 
    } 
  
    /** 
     * Retrieves the namespace of the types node of a wsdl given 
     * the location from which the wsdl can be taken. 
     * @param wsdlLoc the location from which retrieve the wsdl file 
     * @param info a WSDLInfo object used to store the document 
generated by 
     * the DOM parser that parses the wsdl file 
     * @return the namespace of the types node of the wsdl file 
     */ 
    String retrieveTypeNS(String wsdlLoc,WSDLInfo info){ 
 DocumentBuilderFactory dbf=null; 
 DocumentBuilder db=null; 
 Document wsdl=null; 
 try{ 
     dbf=DocumentBuilderFactory.newInstance(); 
     db=dbf.newDocumentBuilder(); 
     wsdl=db.parse(wsdlLoc); 
     info.setDom(wsdl); 
 }catch(FactoryConfigurationError fce){ 
     System.out.println("The document builder factory " + 
          "can not be created"); 
     printErrorInfo(fce); 
 }catch(ParserConfigurationException pce){ 
     System.out.println("The document builder can not be 
created"); 
     printErrorInfo(pce); 
 }catch(IOException ioe){ 
     System.out.println("IO error while parsing wsdl document"); 
     printErrorInfo(ioe); 
 }catch(SAXException se){ 
     printErrorInfo(se); 
 } 






 String res=schema.getAttribute("targetNamespace"); 
 return res; 
    } 
     
    /** 
     * Writes the file in BPEL format based upon the description of 
the problem 
     * and the web services selected to do the work. 
     * @param u the requests issued by the user: the structure of the 
problem 
     * @param a the assignment generated by the Selector module 
between every 
     * place holder in the problem and a component or web service 
     */ 
    void writeBpelFile(UserRequests u,Assignment a){ 
 //prepare the document factory 
 DocumentBuilderFactory dbf=null; 
 DocumentBuilder db=null; 
 try{ 
     dbf=DocumentBuilderFactory.newInstance(); 
     db=dbf.newDocumentBuilder(); 
 }catch(FactoryConfigurationError fce){ 
     System.out.println("The document builder factory "+ 
          "can not be created"); 
     printErrorInfo(fce); 
 }catch(ParserConfigurationException pce){ 
     System.out.println("The document builder can not be 
created"); 
     printErrorInfo(pce); 
 } 
 //create the new document 
 Document doc=db.newDocument(); 
 Element root=null; 
 try{ 
     root=doc.createElementNS(TNS,"process"); 
     root.setAttribute("name","myprocess"); 
     root.setAttribute("targetNamespace", TNS); 
     root.setAttribute("xmlns",BPELDEF); 
     root.setAttribute("suppressJoinFailure","yes"); 
     root.setAttribute("xmlns:lt",LINKTYPES); 
     Iterator it=wsdlInfos.iterator(); 
     int count=0; 
     while(it.hasNext()){ 
  WSDLInfo cur=(WSDLInfo)it.next(); 
  root.setAttribute("xmlns:tns"+count,cur.getNs()); 
  root.setAttribute("xmlns:nns"+count, cur.getTypeNS()); 
  cur.setTypeNSPrefix("nns"+count); 
  count++; 
     } 
     
root.setAttribute("xmlns:xsd","http://www.w3.org/2001/XMLSchema"); 
     doc.appendChild(root); 
     addPartnerLinks(doc,root,a); 
     addVariables(doc,root,a); 
     addActivity(doc,root,a); 
 }catch(DOMException de){ 
     System.out.println("Error creating document element"); 
     printErrorInfo(de); 
 } 
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        FileOutputStream fos = null; 
 try{ 
     fos=new FileOutputStream(TARGETFILE); 
 }catch(FileNotFoundException fnfe){ 
     printErrorInfo(fnfe); 
 } 
        TransformerFactory tf = null; 
 Transformer t=null; 
 try{ 
     tf=TransformerFactory.newInstance(); 
     t=tf.newTransformer(); 
     t.setOutputProperty(OutputKeys.INDENT,"yes"); 
 }catch(TransformerFactoryConfigurationError tfce){ 
     printErrorInfo(tfce); 
 }catch(TransformerConfigurationException tce){ 
     printErrorInfo(tce); 
 }catch(IllegalArgumentException iae){ 
     printErrorInfo(iae); 
 } 
        DOMSource ds=new DOMSource(doc); 
 try{ 
     t.transform(ds,new StreamResult(fos)); 
     fos.close(); 
 }catch(TransformerException te){ 
     printErrorInfo(te); 
 }catch(IOException ioe){ 
     printErrorInfo(ioe); 
 } 
    } 
     
    /** 
     * Writes in the document representing the BPEL file the node 
"partnerLinks" 
     * and all his subnodes. 
     * This node is the one that specifies all the links with other 
web services 
     * of the bpel process. 
     * @param doc the document that the method is going to complete 
     * @param root the root element of the document (process element) 
     * @param a the assignment generated in the previous phase  
     */ 
    void addPartnerLinks(Document doc,Element root,Assignment a){ 
 Element plinks=null; 
 try{ 
     plinks=doc.createElementNS(TNS, "partnerLinks"); 
     root.appendChild(plinks); 
     for(int i=0;i<a.dimension();i++){ 
  Element plink=doc.createElementNS(TNS,"partnerLink"); 
  plink.setAttribute("name","pl"+i); 
  plink.setAttribute("partnerRole","producer"); 
  String lt="lt:"+a.getSelection(i).getOperationName(); 
  plink.setAttribute("partnerLinkType",lt+"LinkType"); 
  if(i==0){ 
      Element 
initlink=doc.createElementNS(TNS,"partnerLink"); 
      initlink.setAttribute("name","initlink"); 
      initlink.setAttribute("myRole","producer"); 
      
initlink.setAttribute("partnerLinkType","lt:initLinkType"); 
      plinks.appendChild(initlink); 
  } 
  plinks.appendChild(plink); 
     } 
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     if(a.useConversion()){ 
  Element plink=doc.createElementNS(TNS,"partnerLink"); 
  plink.setAttribute("name","plconv"); 
  plink.setAttribute("partnerRole","converter"); 
  String lt="lt:converterLinkType"; 
  plink.setAttribute("partnerLinkType",lt); 
  plinks.appendChild(plink); 
     } 
 }catch(DOMException de){ 
     printErrorInfo(de); 
 } 
    } 
     
    /** 
     * Writes in the document representing the BPEL file the node 
"variables" 
     * and all his subnodes. 
     * This node specifies all the variables used in during the 
execution of 
     * the bple process 
     * @param doc the document that the method is going to complete 
     * @param root the root element of the document (process element) 
     * @param a the assignment generated in the previous phase  
     */ 
    void addVariables(Document doc,Element root,Assignment a){ 
 Element vars=null; 
 boolean conversion=a.useConversion(); 
 try{ 
     vars=doc.createElementNS(TNS,"variables"); 
     root.appendChild(vars); 
     for(int i=0;i<a.dimension();i++){ 
  SingleResult sr=a.getSelection(i); 
  Element varin=doc.createElementNS(TNS,"variable"); 
  Element varout=doc.createElementNS(TNS,"variable"); 
  varin.setAttribute("name", "in"+i); 
  varout.setAttribute("name", "out"+i); 
  WSDLInfo wsdlInfo=findWsdlInfo(sr.getWsdl()); 
  Document wsdlDom=wsdlInfo.getDom(); 
  NodeList nl=wsdlDom.getElementsByTagName("portType"); 
  Element pt=(Element)nl.item(0); 
  NodeList ops=pt.getElementsByTagName("operation"); 
  String mtin=wsdlInfo.getNsPrefix()+":"; 
  String mtout=wsdlInfo.getNsPrefix()+":"; 
  boolean done=false; 
  int j=0; 
  while(!done){ 
      Element op=(Element)ops.item(j); 
      String opName=sr.getOperationName(); 
      if(op.getAttribute("name").compareTo(opName)==0){ 
   done=true; 
   NodeList nlin=op.getElementsByTagName("input"); 
   NodeList nlout=op.getElementsByTagName("output"); 
   Element opin=(Element)nlin.item(0); 
   Element opout=(Element)nlout.item(0); 
   String min=opin.getAttribute("message"); 
   String mout=opout.getAttribute("message"); 
   StringTokenizer st=new 
StringTokenizer(min,":",false); 
   st.nextToken(); 
   mtin+=st.nextToken(); 
   st=new StringTokenizer(mout,":", false); 
   st.nextToken(); 
   mtout+=st.nextToken(); 
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      } 
      j++; 
  } 
  varin.setAttribute("messageType",mtin); 
  varout.setAttribute("messageType",mtout); 
  vars.appendChild(varin); 
  vars.appendChild(varout); 
     } 
     if(conversion){ 
  for(int i=0;i<a.dimension();i++){ 
      SingleResult sr=a.getConversion(i); 
      if(sr!=null){ 
   Element varin=doc.createElementNS(TNS,"variable"); 
   Element varout=doc.createElementNS(TNS,"variable"); 
   varin.setAttribute("name", "cin"+i); 
   varout.setAttribute("name", "cout"+i); 
   WSDLInfo wsdlInfo=findWsdlInfo(sr.getWsdl()); 
   String mtin=wsdlInfo.getNsPrefix()+":ConverterSEI_"; 
   mtin+=sr.getOperationName();  
   String mtout=wsdlInfo.getNsPrefix()+":ConverterSEI_"; 
   mtout+=sr.getOperationName()+"Response"; 
   varin.setAttribute("messageType",mtin); 
   varout.setAttribute("messageType",mtout); 
   vars.appendChild(varin); 
   vars.appendChild(varout); 
      } 
  } 
     } 
 }catch(DOMException de){ 
     printErrorInfo(de); 
 } 
    } 
  
    /** 
     * Writes in the document representing the BPEL file the 
activities 
     * that the process should execute. 
     * The first thing the process must do is to receive a message and 
     * so create an instance. 
     * Then the process will invoke all the web services in the order 
defined 
     * by the user graph. 
     * @param doc the document that the method is going to complete 
     * @param root the root element of the document (process element) 
     * @param a the assignment generated in the previous phase  
     */ 
    void addActivity(Document doc,Element root,Assignment a){ 
 Element act=null; 
 try{ 
     act=doc.createElementNS(TNS, "sequence"); 
     root.appendChild(act); 
     Element rec=doc.createElementNS(TNS,"receive"); 
     rec.setAttribute("partnerLink","initlink"); 
     rec.setAttribute("createInstance","yes"); 
     rec.setAttribute("variable","in0"); 
     rec.setAttribute("portType","lt:initSEI"); 
     rec.setAttribute("operation","init"); 
     act.appendChild(rec); 
     act=initializeVariable(doc,act,a); 
     for(int i=0;i<a.dimension();i++){        
  SingleResult conv=a.getConversion(i); 
  if(i!=0 && conv==null){ 
      if(a.getConversion(i-1)==null) 
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   act=copyVariable(doc,act,a,i); 
  } 
  SingleResult sr=a.getSelection(i); 
  Element invk=doc.createElementNS(TNS, "invoke"); 
  invk.setAttribute("partnerLink", "pl"+i); 
  invk.setAttribute("operation", sr.getOperationName()); 
  invk.setAttribute("inputVariable","in"+i); 
  invk.setAttribute("outputVariable","out"+i); 
  WSDLInfo wsdlInfo=findWsdlInfo(sr.getWsdl()); 
  String pt=wsdlInfo.getNsPrefix()+":"; 
  Document wsdlDom=wsdlInfo.getDom(); 
  NodeList nl=wsdlDom.getElementsByTagName("portType"); 
  Element ptEl=(Element)nl.item(0); 
  pt+=ptEl.getAttribute("name"); 
  invk.setAttribute("portType",pt); 
  act.appendChild(invk);  
  if(conv!=null){ 
      act=copyVariableConvIn(doc,act,a,i); 
      Element invkconv=doc.createElementNS(TNS, "invoke"); 
      invkconv.setAttribute("partnerLink", "plconv"); 
      
invkconv.setAttribute("operation",conv.getOperationName()); 
      invkconv.setAttribute("inputVariable","cin"+i); 
      invkconv.setAttribute("outputVariable","cout"+i); 
      WSDLInfo wsdlInfoConv=findWsdlInfo(conv.getWsdl()); 
      String ptConv=wsdlInfoConv.getNsPrefix()+":"; 
      Document wsdlDomConv=wsdlInfoConv.getDom(); 
      NodeList 
nConv=wsdlDomConv.getElementsByTagName("portType"); 
      Element ptElConv=(Element)nConv.item(0); 
      ptConv+=ptElConv.getAttribute("name"); 
      invkconv.setAttribute("portType",ptConv); 
      act.appendChild(invkconv); 
      if(i<a.dimension()-1){ 
   act=copyVariableConvOut(doc,act,a,i); 
      } 
  } 
     } 
     Element rep=doc.createElementNS(TNS,"reply"); 
     rep.setAttribute("partnerLink","initlink"); 
     rep.setAttribute("variable","out"+(a.dimension()-1)); 
     rep.setAttribute("portType","lt:initSEI"); 
     rep.setAttribute("operation","init"); 
     act.appendChild(rep); 
 }catch(DOMException de){ 
     printErrorInfo(de); 
 } 
    } 
     
    /** 
     * Copies the value from a variable used by a web service "non 
converter" to 
     * an input variable of the converter service. 
     * @param d the document object used to create the elements 
     * @param e the activity element of the bpel process 
     * @param a the assignment generated by the selector 
     * @param i the identifier of the current position (value is 
copied from 
     * variable out"i" to variable cin"i") 
     * @return the activity element modified 
     */ 
    Element copyVariableConvIn(Document d,Element e,Assignment a,int 
i){ 
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 SingleResult in=a.getSelection(i); 
 SingleResult out=a.getConversion(i); 
 Element ass=d.createElement("assign"); 
 e.appendChild(ass); 
 Element cp=d.createElement("copy"); 
 ass.appendChild(cp); 
 Element from=d.createElement("from"); 
 from.setAttribute("variable","out"+i); 
 from.setAttribute("part","result"); 















 return e; 
    } 
     
    /** 
     * Copies the value from a variable used the converter service to 
     * an input variable of a non converter one. 
     * @param d the document object used to create the elements 
     * @param e the activity element of the bpel process 
     * @param a the assignment generated by the selector 
     * @param i the identifier of the current position (value is 
copied from 
     * variable cout"i" to variable in"i+1") 
     * @return the activity element modified 
     */ 
    Element copyVariableConvOut(Document d,Element e,Assignment a,int 
i){ 
 SingleResult in=a.getConversion(i); 
 SingleResult out=a.getSelection(i+1); 
 Element ass=d.createElement("assign"); 
 e.appendChild(ass); 
 Element cp=d.createElement("copy"); 
 ass.appendChild(cp); 
 Element from=d.createElement("from"); 
 from.setAttribute("variable","cout"+i); 
 from.setAttribute("part","result"); 
















 return e; 
    } 
     
    /** 
     * Adds to the bpel file the operation required to initialize the 
variables. 
     * This is required otherwise some query in the assign-copy tag 
can not 
     * evaluate to a single node. 
     * @param d the document used to generate the elements 
     * @param act the activity element of the bpel 
     * @param a the assignment generated by the selector 
     * @return the modified activity element 
     */ 
    Element initializeVariable(Document d,Element act,Assignment a){ 
 boolean conversion=a.useConversion(); 
 Element as=d.createElement("assign");  
 act.appendChild(as); 
 for(int i=1;i<a.dimension();i++){ 
     SingleResult sr=a.getSelection(i); 
     Element cp=d.createElement("copy"); 
     as.appendChild(cp); 
     Element from=d.createElement("from"); 
     cp.appendChild(from); 
     Element to=d.createElement("to"); 
     cp.appendChild(to); 
     to.setAttribute("variable","in"+i); 
     to.setAttribute("part", "parameters"); 
     WSDLInfo info=findWsdlInfo(sr.getWsdl()); 
     String 
tname=info.getTypeNSPrefix()+":"+sr.getOperationName(); 
     Element type=d.createElement(tname); 
     from.appendChild(type); 
     type.setAttribute("xmlns",""); 
     NodeList nl=getNodeList(sr.getWsdl(),sr.getOperationName()); 
     for(int j=0;j<nl.getLength();j++){ 
  String eName=((Element)nl.item(j)).getAttribute("name"); 
  Element param=d.createElement(eName); 
  type.appendChild(param); 
     } 
 } 
 if(conversion){ 
     for(int i=0;i<a.dimension();i++){ 
  SingleResult conv=a.getConversion(i); 
  if(conv!=null){ 
      Element cp=d.createElement("copy"); 
      as.appendChild(cp); 
      Element from=d.createElement("from"); 
      cp.appendChild(from); 
      Element to=d.createElement("to"); 
      cp.appendChild(to); 
      to.setAttribute("variable","cin"+i); 
      to.setAttribute("part", "parameters"); 
      WSDLInfo info=findWsdlInfo(conv.getWsdl()); 
      String tname=info.getTypeNSPrefix()+":"; 
      tname+=conv.getOperationName(); 
      Element type=d.createElement(tname); 
      from.appendChild(type); 
      type.setAttribute("xmlns",""); 
      String op=conv.getOperationName(); 
      NodeList nl=getNodeList(conv.getWsdl(),op); 
      for(int j=0;j<nl.getLength();j++){ 
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   String 
eName=((Element)nl.item(j)).getAttribute("name"); 
   Element param=d.createElement(eName); 
   type.appendChild(param); 
      } 
  } 
     } 
 } 
 return act; 
    } 
     
    /** 
     * Copies the value of a variable in another one, that will be 
used by 
     * another service. 
     * @param d the document used to create the element 
     * @param a the activity element of the bpel 
     * @param asm the assignment created by the selector 
     * @param i the current position (the value is copied from 
variable out"i-1" 
     * to variable in"i" 
     */ 
    Element copyVariable(Document d,Element a,Assignment asm,int i){ 
 SingleResult in=asm.getSelection(i-1); 
 SingleResult out=asm.getSelection(i); 
 Element ass=d.createElement("assign"); 
 a.appendChild(ass); 
 Element cp=d.createElement("copy"); 
 ass.appendChild(cp); 
 Element from=d.createElement("from"); 
 from.setAttribute("variable","out"+(i-1)); 
 from.setAttribute("part","result"); 















 return a; 
    } 
     
    /** 
     * Provides the node list associated with the node "schema" in the  
     * wsdl file. 
     * @param wsdl the location of the wsdl file 
     * @param op the operation required by the service 
     * @return the node list associated with the tag schema of the 
required 
     * operation 
     */ 
    NodeList getNodeList(String wsdl,String op){ 
 WSDLInfo info=findWsdlInfo(wsdl); 
 Document wsdlDom=info.getDom(); 






 NodeList cts=schema.getElementsByTagName("complexType"); 
 for(int i=0;i<cts.getLength();i++){ 
     Element cur=(Element)cts.item(i); 
     if(cur.getAttribute("name").compareTo(op)==0){ 
  NodeList nl=cur.getElementsByTagName("sequence"); 
  Element seq=(Element)nl.item(0); 
  return seq.getElementsByTagName("element"); 
         } 
 } 
 return null; 
    } 
     
    /** 
     * Searches the wsdl list to find a WSDLInfo object containing 
general infos 
     * about a service. 
     * @param wsdlLoc the location of the wsdl file 
     * @return a WSDLInfo object that represents the wsdl 
     */ 
    WSDLInfo findWsdlInfo(String wsdlLoc){ 
 Iterator it=wsdlInfos.iterator(); 
 while(it.hasNext()){ 
     WSDLInfo cur=(WSDLInfo)it.next(); 
     if(cur.getWsdlLoc().compareTo(wsdlLoc)==0){ 
  return cur; 
     } 
 } 
 return null; 
     } 
     
    /** 
     * Provides the type of message that a service uses as input. 
     * The type is used to create a new web services used to let the 
process 
     * start. 
     * @param sr the web service from where extract information 
     * @return the input message type of the service for a given 
operation 
     */ 
    String getMessageTypeIn(SingleResult sr){ 
 WSDLInfo wsdlInfo=findWsdlInfo(sr.getWsdl()); 
 Document wsdlDom=wsdlInfo.getDom(); 
 NodeList nl=wsdlDom.getElementsByTagName("portType"); 
 Element pt=(Element)nl.item(0); 
 NodeList ops=pt.getElementsByTagName("operation"); 
 boolean done=false; 
 int j=0; 
 while(!done){ 
     Element op=(Element)ops.item(j); 
     String opName=sr.getOperationName(); 
     if(op.getAttribute("name").compareTo(opName)==0){ 
  done=true; 
  NodeList nlin=op.getElementsByTagName("input"); 
  Element opin=(Element)nlin.item(0); 
  String min=opin.getAttribute("message"); 
  StringTokenizer st=new StringTokenizer(min,":",false); 
  st.nextToken(); 
  return st.nextToken(); 
     } 
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     j++; 
 } 
 return ""; 
    } 
     
    /** 
     * Provides the type of message that a service uses as output. 
     * The type is used to create a new web services that returns to 
the user 
     * the value generated by the execution of the bpel process  
     * @param sr the web service from where extract information 
     * @return the output message type of the service for a given 
operation 
     */ 
    String getMessageTypeOut(SingleResult sr){ 
 WSDLInfo wsdlInfo=findWsdlInfo(sr.getWsdl()); 
 Document wsdlDom=wsdlInfo.getDom(); 
 NodeList nl=wsdlDom.getElementsByTagName("portType"); 
 Element pt=(Element)nl.item(0); 
 NodeList ops=pt.getElementsByTagName("operation"); 
 boolean done=false; 
 int j=0; 
 while(!done){ 
     Element op=(Element)ops.item(j); 
     String opName=sr.getOperationName(); 
     if(op.getAttribute("name").compareTo(opName)==0){ 
  done=true; 
  NodeList nlout=op.getElementsByTagName("output"); 
  Element opout=(Element)nlout.item(0); 
  String mout=opout.getAttribute("message"); 
  StringTokenizer st=new StringTokenizer(mout,":",false); 
  st.nextToken(); 
  return st.nextToken(); 
     } 
     j++; 
 } 
 return ""; 
    } 
     
     
    /** 
     * Reports error and stops the execution of the application. 
     * @param t the Throwable object catched  
     */ 




    } 
     
    /** 
     * Information about the wsdl file and his structure. 
     * This class is useful to keep track of some attribute of the 
     * wsdl file and to store the object derivated by his parsing. 
     */ 
     class WSDLInfo{ 
  
 //namespace of the wsdl 
 private String ns=""; 
 //prefix of the namespace of the wsdl 
 private String nsPrefix=""; 
 //DOM object representing the wsdl 
 private Document wsdlDom=null; 
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 //location from which the wsdl has been retrieved 
 private String wsdlLoc=""; 
 //namespace of the type element in the wsdl 
 private String typens=""; 
 //the prefix associated with the namespace of the type element 
 private String tnsp=""; 
 /** 
  * Construct a new WSDLInfo obejct 
  * @param loc the location from which the wsdl has been 
retrieved 
  * (es. http://localhost:8080/....) 
  */ 
 public WSDLInfo(String loc){ 




  * Sets the value of the DOM document representing the wsdl file 
  * @param d the generated document 
  */ 
 public void setDom(Document d){ 




  * Sets the value of the namespace associated with the wsdl. 
  * @param ns a namespace 
  */ 
 public void setNs(String ns){ 




  * Sets the value of the prefix of the namespace associated with 
  * the wsdl. 
  * @param nsp the value of the prefix of the namespace 
  */ 
 public void setNsPrefix(String nsp){ 




  * Reports the location from which the wsdl has been retrieved 
  * @return an URI that identifies the location of the wsdl 
  */ 
 public String getWsdlLoc(){ 




  * Reports the namespace of the wsdl document 
  * @return a string representing the namespace of the wsdl 
  */ 
 public String getNs(){ 




  * Reports the prefix of the namespace of the wsdl document 
  * @return a string representing the prefix of the namespace of 
the wsdl 
  */ 
 public String getNsPrefix(){ 
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  * Reports the DOM object that represents the wsdl document 
  * @return a Document object that represents the wsdl document 
parsed 
  * during the creation of the linktype.wsdl file 
  */ 
 public Document getDom(){ 




  * Reports the namespace of the types element of the wsdl 
document 
  * @return a string representing the namespace of the type 
element 
  * of the wsdl 
  */ 
 public String getTypeNS(){ 




  * Sets the value of the namespace of the type element 
  * associated with the wsdl. 
  * @param ns a namespace 
  */ 
 public void setTypeNS(String tns){ 




  * Reports the prefix of the namespace of the type element 
  * of the wsdl document 
  * @return a string representing the prefix of the namespace of 
the 
  * type element of the wsdl 
  */ 
 public String getTypeNSPrefix(){ 




  * Sets the value of the prefix of the namespace of the type 
element  
  * associated with the wsdl. 
  * @param nsp the value of the prefix of the namespace of the 
type 
  * element 
  */ 
 public void setTypeNSPrefix(String tnsp){ 
     this.tnsp=tnsp; 
 } 






 * ActiveBpelInvoker.java 
 * 

























 * Implementation of the Invoker interface able to ask the ActiveBpel 
engine  
 * the execution of a BPEL workflow. 
 * Every information about the ActiveBpel engine can be found at the 
page 
 * www.activebpel.org.  
 * @author Marco Scarpellini 
 */ 
public class ActiveBpelInvoker implements Invoker{ 
     
    //directory of the enactors 
    private String enactorsBase=""; 
    //number of wsdl document referenced 
    int wsdlCount=0; 
    //number of wsdl document already inserted in pdd 
    int count=0; 
    Collection wsdlNamespaces; 
    Collection partnerLinks; 
    LinkedList wsdlInfos=null; 
    Workflow wf=null; 
     
    /**  
     * Creates a new instance of ActiveBpelInvoker. 
     * The object should know where the enactors are in the located, 
so 
     * this information is given through a parameter. 
     * @param eb the directory of the enactors  
     */ 
    public ActiveBpelInvoker(String eb) { 
 this.enactorsBase=eb; 
 wsdlInfos=new LinkedList(); 
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    } 
     
    /** 
     * Invokes the execution of the given workflow on the ActiveBpel 
engine. 
     * In order to perform this execution the method must create some 
     * directories and files in the activebpel directory, it does so 
using  
     * some .bat files created for this purpose. 
     * @param wf the Workflow object created by the writer containing 
the 
     * workflow to be executed and further informations 
     */ 









 clean();  
     } 
      
     /** 
      * Creates the directory structure required by active bpel for 
the  
      * deployment. 
      * Active bpel requires a process node that contains three sub 
directory: 
      * the "bpel" directory where the .bpel file should be put, 
      * the "wsdl" directory that will contain all the .wsdl files and 
      * the "META-INF" directory that contains the wsdl catalog 
document.  
      */ 
     void init(){ 
 String baseDir=enactorsBase+"\\activebpel-1.1.1\\mybpel"; 
 File baseDirFile=new File(baseDir); 
 baseDirFile.mkdir(); 
 String bpelDir=baseDir+"\\bpel"; 
 String metaInfDir=baseDir+"\\META-INF"; 
 String wsdlDir=baseDir+"\\wsdl"; 
 File bpelDirFile=new File(bpelDir); 
 File metaInfDirFile=new File(metaInfDir); 




     } 
      
     /** 
      * Cleans the active bpel directory removing all the files and 
directories 
      * created for the deployment of the business process. 
      */ 
     void clean(){ 
 String baseDir=enactorsBase+"\\activebpel-1.1.1\\mybpel"; 
 File baseDirFile=new File(baseDir); 
 baseDirFile.mkdir(); 
 String bpelDir=baseDir+"\\bpel"; 
 String metaInfDir=baseDir+"\\META-INF"; 
 String wsdlDir=baseDir+"\\wsdl"; 
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 File bpelDirFile=new File(bpelDir); 
 File metaInfDirFile=new File(metaInfDir); 
 File wsdlDirFile=new File(wsdlDir); 
 File bpelFiles[]=bpelDirFile.listFiles(); 
 for(int i=0;i<bpelFiles.length;i++) 
     bpelFiles[i].delete(); 
 File metaInfFiles[]=metaInfDirFile.listFiles(); 
 for(int i=0;i<metaInfFiles.length;i++) 
     metaInfFiles[i].delete(); 
 File wsdlFiles[]=wsdlDirFile.listFiles(); 
 for(int i=0;i<wsdlFiles.length;i++) 




 File baseFiles[]=baseDirFile.listFiles(); 
 for(int i=0;i<baseFiles.length;i++) 
     baseFiles[i].delete(); 
 baseDirFile.delete(); 
     } 
      
     /** 
      * Copies the content of the bpel file contained in the Workflow 
object 
      * to a new file in the directory of the activebpel engine. 
      * This operation is needed to create the folders structure 
required by the 
      * engine for the deployment. 
      */ 
     void copyProcessFile(){ 
 String path=enactorsBase+"\\activebpel-
1.1.1\\mybpel\\bpel\\proc.bpel"; 
 File target=new File(path); 
 try{ 
     if(!target.createNewFile()){ 
  target.delete(); 
  target.createNewFile(); 
     } 
     FileInputStream fis=new FileInputStream(new 
File(wf.getFile())); 
     FileOutputStream fos=new FileOutputStream(target); 
     InputStreamReader isr=new InputStreamReader(fis); 
     BufferedReader br=new BufferedReader(isr); 
     PrintWriter pw=new PrintWriter(fos); 
     String line=null; 
     while((line=br.readLine())!=null){ 
  pw.println(line); 
     } 
     pw.flush(); 
     pw.close(); 
 }catch(IOException ioe){ 
    System.out.println("Exception while moving process file"); 
    System.out.println(ioe.getMessage()); 
    ioe.printStackTrace(); 
    System.exit(0); 
 } 
     } 
      
     /** 
      * Retrieves and copies the wsdl files interested in the 
execution to  
      * the directory required by the activebpel engine. 
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      * The wsdl files are retrieved using the wsdl field contained in 
the 
      * SingleResult objects. 
      */ 
     void copyWsdlFiles(){ 
 LinkedList retrievedWsdl=new LinkedList(); 
 Assignment a=wf.getAssignment(); 
 int count=0; 
 for(int i=0;i<a.dimension();i++){ 
     String path=enactorsBase+"\\activebpel-
1.1.1\\mybpel\\wsdl\\" 
   +count+".wsdl"; 
     File target=new File(path); 
     SingleResult sr=a.getSelection(i); 
     String wsdl=sr.getWsdl(); 
     if(!retrievedWsdl.contains(wsdl)){ 
  retrievedWsdl.add(wsdl); 
  WSDLInfo wsdli=new WSDLInfo(wsdl,path); 
  wsdlInfos.add(wsdli); 
  this.wsdlCount++; 
  try{ 
      if(!target.createNewFile()){ 
   target.delete(); 
   target.createNewFile(); 
      } 
      URL u=new URL(wsdl); 
      URLConnection uc=u.openConnection(); 
      InputStream is=uc.getInputStream(); 
      FileOutputStream fos=new FileOutputStream(target); 
      InputStreamReader isr=new InputStreamReader(is); 
      BufferedReader br=new BufferedReader(isr); 
      PrintWriter pw=new PrintWriter(fos); 
      String line=null; 
      while((line=br.readLine())!=null){ 
   pw.println(line); 
      } 
      pw.flush(); 
      pw.close(); 
  }catch (Exception e){ 
      System.out.println(e.getMessage()); 
      e.printStackTrace(); 
      System.exit(0);  
  } 
  count++; 
     } 
 } 
 //now add the linktype.wsdl file 
 String path=enactorsBase+"\\activebpel-1.1.1\\mybpel\\wsdl"; 
 path+="\\linktype.wsdl"; 
 File target=new File(path); 
 try{ 
     if(!target.createNewFile()){ 
  target.delete(); 
  target.createNewFile(); 
     } 
     FileInputStream fis=new FileInputStream(new 
File("linktype.wsdl")); 
     FileOutputStream fos=new FileOutputStream(target); 
     InputStreamReader isr=new InputStreamReader(fis); 
     BufferedReader br=new BufferedReader(isr); 
     PrintWriter pw=new PrintWriter(fos); 
     String line=null; 
     while((line=br.readLine())!=null){ 
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  pw.println(line); 
     } 
     pw.flush(); 
     pw.close(); 
 }catch(IOException ioe){ 
    System.out.println("Exception while moving linktype.wsdl 
file"); 
    System.out.println(ioe.getMessage()); 
    ioe.printStackTrace(); 
    System.exit(0); 
 } 
 //now add the converter.wsdl file 
 String pathConv=enactorsBase+"\\activebpel-
1.1.1\\mybpel\\wsdl\\"+count+".wsdl"; 
 File targetConv=new File(pathConv); 
 String wsdl="http://localhost:8080/WFWSSamples/Converter?WSDL"; 
 WSDLInfo wsdli=new WSDLInfo(wsdl,pathConv); 
 wsdlInfos.add(wsdli); 
 try{ 
     if(!targetConv.createNewFile()){ 
  targetConv.delete(); 
  targetConv.createNewFile(); 
     } 
     URL u=new URL(wsdl); 
     URLConnection uc=u.openConnection(); 
     InputStream is=uc.getInputStream(); 
     FileOutputStream fos=new FileOutputStream(targetConv); 
     InputStreamReader isr=new InputStreamReader(is); 
     BufferedReader br=new BufferedReader(isr); 
     PrintWriter pw=new PrintWriter(fos); 
     String line=null; 
     while((line=br.readLine())!=null){ 
  pw.println(line); 
     } 
     pw.flush(); 
     pw.close(); 
 }catch (Exception e){ 
     System.out.println(e.getMessage()); 
     e.printStackTrace(); 
     System.exit(0);  
 } 
    } 
      
     /** 
      * Creates the wsdlCatalog file required by the activebpel 
engine. 
      * The wsdl catalog should contain information about the wsdl 
documents 
      * of the web services interested in the execution. 
      */ 
     void createWSDLCatalog(){ 
  //prepare the document factory 
 DocumentBuilderFactory dbf=null; 
 DocumentBuilder db=null; 
 try{ 
     dbf=DocumentBuilderFactory.newInstance(); 
     db=dbf.newDocumentBuilder(); 
 }catch(FactoryConfigurationError fce){ 
     System.out.println("The document builder factory "+ 
          "can not be created"); 
     fce.printStackTrace(); 
     System.exit(0); 
 }catch(ParserConfigurationException pce){ 
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     System.out.println("The document builder can not be 
created"); 
     pce.printStackTrace(); 
     System.exit(0); 
 } 
  
 //create the new document 
 Document doc=db.newDocument(); 
 Element root=null; 
 try{ 
     root=doc.createElement("wsdlCatalog"); 
     doc.appendChild(root); 
     Element lt=doc.createElement("wsdlEntry"); 
     lt.setAttribute("location","wsdl/linktype.wsdl"); 
     lt.setAttribute("classpath","wsdl/linktype.wsdl"); 
     root.appendChild(lt); 
     if(wsdlCount>0){ 
  Iterator it=wsdlInfos.iterator(); 
  int i=0; 
  while(it.hasNext()){ 
      WSDLInfo cur=(WSDLInfo)it.next(); 
      Element newWsdl=doc.createElement("wsdlEntry"); 
      newWsdl.setAttribute("location",cur.getWsdlLoc()); 
      newWsdl.setAttribute("classpath","wsdl/"+i+".wsdl"); 
      root.appendChild(newWsdl); 
      newWsdl=doc.createElement("wsdlEntry"); 
      newWsdl.setAttribute("location","wsdl/"+i+".wsdl"); 
      newWsdl.setAttribute("classpath","wsdl/"+i+".wsdl"); 
      i++; 
      root.appendChild(newWsdl); 
  } 
     } 
 }catch(DOMException de){ 
     System.out.println("DOMException found while creating 
catalog"); 
     de.printStackTrace(); 
     System.exit(0); 
 } 
 FileOutputStream fos = null; 
 try{ 
     String file=enactorsBase+"\\activebpel-1.1.1\\mybpel\\META-
INF"; 
     file+="\\wsdlCatalog.xml"; 
     fos=new FileOutputStream(file); 
 }catch(FileNotFoundException fnfe){ 
     fnfe.printStackTrace(); 
     System.exit(0); 
 } 
        TransformerFactory tf = null; 
 Transformer t=null; 
 try{ 
     tf=TransformerFactory.newInstance(); 
     t=tf.newTransformer(); 
     t.setOutputProperty(OutputKeys.INDENT,"yes"); 
 }catch(TransformerFactoryConfigurationError tfce){ 
    tfce.printStackTrace(); 
    System.exit(0); 
 }catch(TransformerConfigurationException tce){ 
     tce.printStackTrace(); 
     System.exit(0); 
 }catch(IllegalArgumentException iae){ 
     iae.printStackTrace(); 
     System.exit(0); 
 197 
 } 
        DOMSource ds=new DOMSource(doc); 
 try{ 
     t.transform(ds,new StreamResult(fos)); 
     fos.close(); 
 }catch(TransformerException te){ 
     te.printStackTrace(); 
     System.exit(0); 
 }catch(IOException ioe){ 
     ioe.printStackTrace(); 
     System.exit(0); 
 } 
     } 
      
     /** 
      * Writes the process deployment description file required by the 
engine. 
      */ 
     void createPDD(){ 
  String bpelFile=enactorsBase+"\\activebpel-
1.1.1\\mybpel\\bpel"; 
  bpelFile+="\\proc.bpel"; 
  //take the bpel proc definition 
  File f = new File(bpelFile); 
  //create a new document builder factory 
  DocumentBuilderFactory dbf = 
DocumentBuilderFactory.newInstance(); 
         //dbf.setNamespaceAware(true); 
         //create a new document builder 
  DocumentBuilder db=null; 
         try { 
      db = dbf.newDocumentBuilder(); 
         }catch (ParserConfigurationException pce) { 
             pce.printStackTrace(); 
      System.exit(0); 
         } 
  //get the document corresponding to the bpel file 
         Document bpelDoc = null; 
  try{ 
      bpelDoc=db.parse(f); 
  }catch(SAXException se){ 
      se.printStackTrace(); 
      System.exit(0); 
  }catch(IOException ioe){ 
      ioe.printStackTrace(); 
      System.exit(0); 
  } 
  //extract partner links from the bpel doc 
  parsePartnerLinks(bpelDoc); 
  //create the pdd file 
  Document pddDoc=generate(bpelDoc); 
  //write generated file 
  String name=enactorsBase+"\\activebpel-
1.1.1\\mybpel\\proc.pdd"; 
  try{ 
      FileOutputStream out = new FileOutputStream(name); 
      TransformerFactory tf=TransformerFactory.newInstance(); 
      Transformer trans = tf.newTransformer(); 
      trans.setOutputProperty(OutputKeys.INDENT, "yes"); 
      DOMSource ds=new DOMSource(pddDoc); 
      trans.transform(ds, new StreamResult(out)); 
      out.close(); 
  }catch(Exception e){ 
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      System.out.println(e.getMessage()); 
      e.printStackTrace(); 
      System.exit(0); 
  } 
     } 
    
     /** 
      * Generates the content of the pdd file that describes the 
process 
      * to be deployed. 
      * @param bpelDoc the document originated by the DOM parsing of 
the 
      * .bpel file 
      * @return a document representing the .pdd file associated with 
the 
      * .bpel file considered 
      */ 
     Document generate(Document bpelDoc){ 
 String PDD="http://www.active-
endpoints.com/schemas/deploy/pdd.xsd"; 
 Document pddDoc=null; 
 //create a new document builder factory 
        DocumentBuilderFactory dbf = 
DocumentBuilderFactory.newInstance(); 
        dbf.setNamespaceAware(true); 
        DocumentBuilder db = null; 
 try{ 
     db=dbf.newDocumentBuilder(); 
 }catch(ParserConfigurationException pce){ 
     pce.printStackTrace(); 
     System.exit(0); 
 } 
        pddDoc = db.newDocument(); 
        Element root = pddDoc.createElementNS(PDD,"process"); 
        Element bpelRoot = bpelDoc.getDocumentElement(); 
        String processName = bpelRoot.getAttribute("name"); 
        String processNS = bpelRoot.getAttribute("targetNamespace"); 
 QName processQ=new QName(processNS, processName); 
        root.setAttribute("name","wfns:"+processQ.getLocalPart()); 
        root.setAttribute("xmlns",PDD); 
        root.setAttribute("xmlns:wfns",processQ.getNamespaceURI()); 
        root.setAttribute("location","bpel/proc.bpel"); 
        pddDoc.appendChild(root); 
        appendPartnerLinks(pddDoc, root); 
        appendWsdlReferences(pddDoc, root); 
 return pddDoc; 
     } 
      
     /** 
      * Adds to the pdd document the nodes relative to the partner 
links. 
      * @param doc the pdd document to which the nodes must be 
attached 
      * @param root the root element of the document (process element) 
      */ 
     void appendPartnerLinks(Document doc,Element root){ 
  String WSA="http://schemas.xmlsoap.org/ws/2003/03/addressing"; 
  String PDD="http://www.active-
endpoints.com/schemas/deploy/pdd.xsd"; 
  Element plinksNode = doc.createElementNS(PDD, "partnerLinks"); 
  root.appendChild(plinksNode); 
  int wsdlcnt=0; 
  int ptcount=0; 
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         for (Iterator it = partnerLinks.iterator(); it.hasNext(); ) { 
      PartnerLink plink = (PartnerLink)it.next(); 
             Element pNode = doc.createElementNS(PDD, "partnerLink"); 
             plinksNode.appendChild(pNode); 
             pNode.setAttribute("name", plink.name); 
             if (!"".equals(plink.myRole)) { 
                 Element myRoleNode = doc.createElementNS(PDD, 
"myRole"); 
                 myRoleNode.setAttribute("service","initialization"); 
                 myRoleNode.setAttribute("binding","MSG"); 
                 pNode.appendChild(myRoleNode); 
             }else if (!"".equals(plink.partnerRole)) { 
   SingleResult sr=null; 
   if(plink.partnerRole.equals("converter")){ 
       boolean done=false; 
       Assignment a=wf.getAssignment(); 
       int i=0; 
       while(!done){ 
   sr=a.getConversion(i); 
   if(sr==null) 
       i++; 
   else{ 
       done=true; 
   }      
       } 
   }else{ 
       sr=wf.getAssignment().getSelection(ptcount); 
   } 
   String wsdlLoc=sr.getWsdl(); 
   StringTokenizer st=new StringTokenizer(wsdlLoc,"?"); 
   WSDLInfo info=findWsdlInfo(wsdlLoc); 
   if(info.getNs().equals("")){ 
       DocumentBuilderFactory dbf=null; 
       DocumentBuilder db=null; 
       Document wsdl=null; 
       try{ 
    dbf=DocumentBuilderFactory.newInstance(); 
    db=dbf.newDocumentBuilder(); 
    wsdl=db.parse(wsdlLoc); 
    info.setDom(wsdl); 
       }catch(Throwable t){ 
    t.printStackTrace(); 
    System.exit(0); 
       } 
       Element def=wsdl.getDocumentElement(); 
       String res=def.getAttribute("targetNamespace"); 
       info.setNs(res); 
       info.setNsPrefix("tns"+wsdlcnt); 
       wsdlcnt++; 
   } 
                 Element pRoleNode = doc.createElementNS(PDD, 
"partnerRole"); 
                 pRoleNode.setAttribute("endpointReference","static"); 
                 Element 
epRefNode=doc.createElementNS(WSA,"EndpointReference"); 
                 Element epAddrNode = 
doc.createElementNS(WSA,"Address"); 
                 Element epServNode = 
doc.createElementNS(WSA,"ServiceName"); 
                 pNode.appendChild(pRoleNode); 
                 pRoleNode.appendChild(epRefNode); 
                 epRefNode.appendChild(epAddrNode); 
                 epRefNode.appendChild(epServNode); 
 200
                 epRefNode.setPrefix("wsa"); 
                 epRefNode.setAttribute("xmlns:wsa",WSA); 
                 
epAddrNode.appendChild(doc.createTextNode(st.nextToken())); 
                 epAddrNode.setPrefix("wsa"); 
                 epAddrNode.setAttribute("xmlns:wsa",WSA); 
                 
epServNode.setAttribute("PortName",getPortName(info)); 
   ptcount++; 
                 epServNode.setPrefix("wsa"); 
                 epServNode.setAttribute("xmlns:wsa",WSA); 
                 epServNode.setAttribute("xmlns:"+info.getNsPrefix(), 
    info.getNs()); 
                 epServNode.appendChild(doc.createTextNode( 
    info.getNsPrefix()+":"+info.getServiceName())); 
      } 
  } 
     } 
      
     /** 
      * Gets the name of the service-port of a wsdl document 
      * @param info the WSDLInfo object representing the target wsdl 
      * @return the name of the port contained in the port element 
inside 
      * the service element 
      */ 
     String getPortName(WSDLInfo info){ 
 Document wsdlDom=info.getDom(); 
 NodeList nl=wsdlDom.getElementsByTagName("service"); 
 Element serv=(Element)nl.item(0); 
 NodeList ptl=serv.getElementsByTagName("port"); 
 Element pt=(Element)ptl.item(0); 
 return pt.getAttribute("name"); 
     } 
      
     /** 
      * Adds to the pdd file the informations about all the wsdl files 
      * @param doc the pdd document representation 
      * @param root the root of the pdd document (the process node) 
      */ 
     void appendWsdlReferences(Document doc,Element root){ 
  String PDD="http://www.active-
endpoints.com/schemas/deploy/pdd.xsd"; 
  Element wsdlRefsNode = 
doc.createElementNS(PDD,"wsdlReferences"); 
         root.appendChild(wsdlRefsNode); 
         for (Iterator it = wsdlNamespaces.iterator(); it.hasNext(); ) 
{ 
             String ns = (String)it.next(); 
             Element wsdlRefNode = doc.createElementNS(PDD, "wsdl"); 
             wsdlRefNode.setAttribute("namespace",ns); 
             
wsdlRefNode.setAttribute("location","wsdl/linktype.wsdl"); 
             wsdlRefsNode.appendChild(wsdlRefNode); 
         } 
  Iterator it=wsdlInfos.iterator(); 
  int cnt=0; 
  while(it.hasNext()){ 
      WSDLInfo cur=(WSDLInfo)it.next(); 
      String ns=cur.getNs(); 
      Element wsdlRefNode = doc.createElementNS(PDD, "wsdl"); 
             wsdlRefNode.setAttribute("namespace",ns); 
      wsdlRefNode.setAttribute("location","wsdl/"+cnt+".wsdl"); 
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      wsdlRefsNode.appendChild(wsdlRefNode); 
      cnt++; 
  } 
     } 
      
     /** 
      * Reads all the partnerLink nodes present in the bpel document 
and 
      * extract their partner link type. 
      * This method add entries to the two collection objects 
representing 
      * the partner links and the wsdl definitions 
      * @param bpleDoc the document object representing the bpel 
process 
      */ 
     void parsePartnerLinks(Document bpelDoc) { 
  //take all the partnerLink tags 
  NodeList partnerLinksNL = 
bpelDoc.getElementsByTagName("partnerLink"); 
  //init the two collections 
  partnerLinks = new ArrayList(); 
         wsdlNamespaces = new HashSet(); 
         //for every partner link 
  for (int i=0;i<partnerLinksNL.getLength();i++) { 
      //create a new partner link object 
      PartnerLink pl = new PartnerLink(); 
             Element el = (Element)partnerLinksNL.item(i); 
             pl.myRole = el.getAttribute("myRole"); 
             pl.partnerRole = el.getAttribute("partnerRole"); 
             pl.name = el.getAttribute("name"); 
             String plt = el.getAttribute("partnerLinkType"); 
      StringTokenizer st = new StringTokenizer(plt, ":", false); 
             String prefix = st.nextToken(); 
      String local = st.nextToken(); 
      //resolve the namespace 
             String nsuri = resolveNS(el, prefix); 
      if (null == nsuri) { 
   System.err.println( 
    "Can't resolve the partnerLinkType ns for "+prefix); 
                continue; 
             } 
      pl.linkType = new QName(nsuri, local, prefix); 
             wsdlNamespaces.add(nsuri); 
             partnerLinks.add(pl); 
         } 
   
     } 
 
     /** 
      * Resolves a namespace providing the namespace URI to the 
caller. 
      * @param start the node that contains the namespace to be 
resolved 
      * @param prefix the prefix of the namespace to resolve 
      * @return the namespace URI given the node and the prefix 
associated 
      */ 
     String resolveNS(Node start,String prefix) { 
         if (null == start) { 
             throw new IllegalArgumentException("Starting Node is 
required"); 
         } 
         if (null == prefix) { 
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             return null; 
         } 
         Element el; 
         try { 
             el = (Element)start; 
         }catch (ClassCastException e) { 
             return null; 
         } 
         String nsuri; 
         if ("".equals(prefix)) { 
             nsuri = el.getAttribute("xmlns"); 
         } else { 
             nsuri = el.getAttribute("xmlns:"+prefix); 
         } 
         if ("".equals(nsuri)) { 
             return resolveNS(start.getParentNode(), prefix); 
         } 
         return nsuri; 
     } 
      
     /** 
      * Invokes the execution of the ".bat" file "go.bat". 
      * The batch file creates an archive as is required for the 
deployment 
      * in the activebpel engine and copies the archive to the 
engine's folder 
      * inside tomcat. 
      */ 
     void deploy(){ 






     FileOutputStream fos=new 
FileOutputStream("ActiveBpel.log.txt"); 
     Runtime rt=Runtime.getRuntime(); 
     Process proc=rt.exec(cmd); 
     StreamCatcher err=new StreamCatcher(proc.getErrorStream(), 
      "ACTIVEBPEL ERROR"); 
     StreamCatcher out=new StreamCatcher(proc.getInputStream(), 
      "ACTIVEBPEL",fos); 
     err.start(); 
     out.start(); 
     int exitVal=proc.waitFor(); 
     if(exitVal!=0) 
  System.out.println("Execution exited with a value different 
" + 
   "from zero:"+exitVal); 
 }catch(Throwable t){ 
     System.out.println(t.getMessage()); 
     t.printStackTrace(); 
     System.exit(0); 
 } 
 try{ 
     Thread.sleep(20000); 
 }catch(InterruptedException ie){ 
     ie.printStackTrace(); 
     System.exit(0); 
 } 
     } 
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     /** 
      * Requires the execution of the deployed bpel process. 
      */ 
     void exec(){ 
  String initWsdl="http://localhost:7070/active-bpel/services/" + 
   "initialization?wsdl"; 
  boolean done=false; 
  Service s=null; 
  while(!done){ 
     try{ 
  s=new Service(initWsdl, 
   new 
QName("http://linktypes.org/lt","initialization")); 
  done=true; 
     }catch(ServiceException se){ 
  System.out.println("The service is not yet been deployed"); 
  System.out.println("Try again? (Y/N)"); 
  InputStreamReader isr=new InputStreamReader(System.in); 
  BufferedReader br=new BufferedReader(isr); 
  String line=""; 
  try{ 
      line=br.readLine(); 
  }catch(IOException ioe){ 
      ioe.printStackTrace(); 
      System.exit(0); 
  } 
  if(!line.equalsIgnoreCase("y")){ 
      System.out.println("System is exiting without 
execution"); 
      System.exit(0); 
  } 
     }catch(Exception e){ 
  e.printStackTrace(); 
  System.exit(0); 
     } 
  } 
  try{ 
      Call c=(Call)s.createCall(new 
QName("http://linktypes.org/lt", 
       "initializationPort"), 
       new QName("http://linktypes.org/lt","init")); 
      Double res=(Double)c.invoke(new Object[0]); 
      System.out.println(res); 
  }catch(Exception e){ 
     e.printStackTrace(); 
     System.exit(0); 
  } 
     } 
      
     /** 
      * Tells if ActiveBpel is able to execute workflows in the format 
passed 
      * as parameter. 
      * @param f the format required 
      * @return true if ActiveBpel can execute workflows in the format 
f, false 
      * otherwise  
      */ 
     public boolean canExecute(String f){ 
  if(f==null) 
      return false; 
  if(f.equals("BPEL")) 
     return true; 
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  return false; 
     } 
      
     /** 
      * Class used to model the partner links of the bpel process 
      */ 
     class PartnerLink{ 
        public String name; 
        public QName linkType; 
        public String myRole; 
        public String partnerRole; 
     } 
      
     /** 
     * Searches the wsdl list to find a WSDLInfo object containing 
general infos 
     * about a service. 
     * @param wsdlLoc the location of the wsdl file 
     * @return a WSDLInfo object that represents the wsdl 
     */ 
     WSDLInfo findWsdlInfo(String wsdlLoc){ 
 Iterator it=wsdlInfos.iterator(); 
 while(it.hasNext()){ 
     WSDLInfo cur=(WSDLInfo)it.next(); 
     if(cur.getWsdlLoc().compareTo(wsdlLoc)==0){ 
  return cur; 
     } 
 } 
 return null; 
     } 
      
     /** 
      * Information about the wsdl file and his structure. 
      * This class is useful to keep track of some attribute of the 
      * wsdl file and to store the object derivated by his parsing. 
      */ 
     class WSDLInfo{ 
  
 //namespace of the wsdl 
 private String ns=""; 
 //prefix of the namespace of the wsdl 
 private String nsPrefix=""; 
 //DOM object representing the wsdl 
 private Document wsdlDom=null; 
 //location from which the wsdl has been retrieved 
 private String wsdlLoc=""; 
 //location where the wsdl is stored in local machine 
 private String location=""; 
  
 /** 
  * Construct a new WSDLInfo obejct 
  * @param rloc the location from which the wsdl has been 
retrieved 
  * (es. http://localhost:8080/....) 
  * @param hloc the location where the wsdl file is stored in the 
  * local machine 
  */ 
 public WSDLInfo(String rloc,String hloc){ 
     this.wsdlLoc=rloc; 





  * Sets the value of the DOM document representing the wsdl file 
  * @param d the generated document 
  */ 
 public void setDom(Document d){ 




  * Sets the value of the namespace associated with the wsdl. 
  * @param ns a namespace 
  */ 
 public void setNs(String ns){ 




  * Sets the value of the prefix of the namespace associated with 
  * the wsdl. 
  * @param nsp the value of the prefix of the namespace 
  */ 
 public void setNsPrefix(String nsp){ 




  * Reports the location from which the wsdl has been retrieved 
  * @return an URI that identifies the location of the wsdl 
  */ 
 public String getWsdlLoc(){ 




  * Reports the namespace of the wsdl document 
  * @return a string representing the namespace of the wsdl 
  */ 
 public String getNs(){ 




  * Reports the prefix of the namespace of the wsdl document 
  * @return a string representing the prefix of the namespace of 
the wsdl 
  */ 
 public String getNsPrefix(){ 




  * Reports the DOM object that represents the wsdl document 
  * @return a Document object that represents the wsdl document 
parsed 
  * during the creation of the linktype.wsdl file 
  */ 
 public Document getDom(){ 




  * Provides the location where the wsdl is stored in the local 
machine. 
  * @return an absolute path that allow to retrieve the wsdl file 
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  */ 
 public String getLocation(){ 




  * Provides the name of the service associated with the wsdl 
  * @return the name of the service (attribute name in the 
service 
  * element of the wsdl)  
  */ 
 public String getServiceName(){ 
     if(this.wsdlDom==null) 
  return ""; 
     Element 
serv=(Element)wsdlDom.getElementsByTagName("service").item(0); 
     return serv.getAttribute("name"); 
 } 






 * Workflow.java 
 * 










 * Representation of a workflow in a given format created by a writer 
and  
 * used by the module as input for the enactors. 
 * @author Marco Scarpellini 
 */ 
public class Workflow { 
     
    //indicates which file contains the workflow description 
    private String file=""; 
    //indicates the workflow format 
    private String format=""; 
    //the user provided schema of the problem 
    private UserRequests ur=null; 
    //the assignment provided by the selector for this workflow 
    private Assignment a=null; 
     
    /**  
     * Creates a new instance of Workflow. 
     * In the workflow will be saved even the informations that 
brought 
     * to his generation. So the results of the parsing and selection 
phase 
     * are passed as parameters and assigned to the fields of the 
object. 
     * @param ur the schema of the problem provided by the user and 
parsed 
     * by the parser module 
     * @param a the assignment between place holders and components 
(or web 
     * services) created by the selector module  
     */ 
    public Workflow(UserRequests ur,Assignment a){ 
 this.ur=ur; 
 this.a=a; 
    } 
     
    /** 
     * Sets the value of the format field of this object. 
     * The format field could contain, for example, the string Scufl; 
this  
     * means that the controller should pass this object only to those 
enactors 
     * which can execute a Scufl workflow. 
     * @param f the format of the workflow to be set 
     */ 
    public void setFormat(String f){ 
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 this.format=f; 
    } 
     
    /** 
     * Sets the value of the file field of this object. 
     * The file field tells the program in which file the workflow 
description 
     * has been saved. 
     * The file given as parameter is the one that will be executed by 
the 
     * enactor. 
     * @param f the file absolute path  
     */ 
    public void setFile(String f){ 
 this.file=f; 
    } 
     
    /** 
     * Provides the value of the format field of this object. 
     * The format field indicates in which format the workflow has 
been saved. 
     * @return a string with the workflow format. 
     */ 
    public String getFormat(){ 
 return this.format; 
    } 
     
    /** 
     * Provides the value of the file field of this object. 
     * The file field indicates which is the file that contains the 
workflow 
     * description written by a WFWriter. 
     * @return a string with the absolute path of the workflow file. 
     */ 
    public String getFile(){ 
 return this.file; 
    } 
     
    /** 
     * Provides the UserRequests object associated with the workflow. 
     * The UserRequests is generated by the parser when it parses the 
     * problem defined by the user. 
     * @return a UserRequests object that represents the user problem 
     */ 
    public UserRequests getUserRequests(){ 
 return this.ur; 
    } 
     
    /** 
     * Provides the Assignment object associated with this workflow. 
     * The assignment is generated by the selector as it chooses a web 
     * service or a component for each place holder contained in the 
     * user's problem. 
     * @return an Assignment object that represents the association 
between 
     * every place holder and a component or web service 
     */ 
    public Assignment getAssignment(){ 
 return this.a; 






 * StreamCatcher.java 
 * 








  * Class used to catch the output and error stream associated with 
  * an enactor. 
  * This class is useful because these streams should be managed by 
the 
  * application to avoid deadlock. 
  * @author Marco Scarpellini 
  */ 
public class StreamCatcher extends Thread{ 
    //input stream of the application and so output one of the enactor 
    InputStream is; 
    //application's output stream 
    OutputStream os; 
    String type; 
  
    /** 
     * Construct a new StreamCatcher object without output stream.   
     * This should be used when the user don't want to redirect the 
     * enactor output to a file. 
     * @param is the input stream of the application (output stream of 
the 
     * enactor) 
     * @param t the kind of stream this is 
     */ 
    public StreamCatcher(InputStream is,String t){ 
 this.is=is; 
 this.type=t; 
    } 
  
    /** 
     * Construct a new StreamCatcher object with an output stream. 
     * This should be used when the user want to redirect the 
     * enactor output to a file. 
     * @param is the input stream of the application (output stream of 
the 
     * enactor) 
     * @param t the kind of stream this is 
     * @param os the output stream of the application 
     */ 




    } 
  
    /** 
     * Catches the stream and writes it to the right place. 
     */ 
    public void run(){ 
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 try{ 
     PrintWriter pw=null; 
     if(os!=null){ 
  pw=new PrintWriter(os); 
     } 
     InputStreamReader isr=new InputStreamReader(is); 
     BufferedReader br=new BufferedReader(isr); 
     String line=null; 
     while((line=br.readLine())!=null){ 
         if(pw!=null) 
      pw.println(line); 
     } 
     if(pw!=null) 
  pw.flush(); 
 }catch(IOException ioe){ 
     ioe.printStackTrace(); 
 } 
    } 
 
