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Abstract 
 
Prototypes are intended to demonstrate or test an idea. Commercial 
Off-The-Shelf products are intended for ongoing profitable sales. 
Their quality requirements are different: the former should be as 
cheap as possible whilst meeting the need for an adequate Proof-of-
Concept or Demonstrator; the latter should be fit-for-purpose, cost-
effective and an attractive, reliable solution to real world needs. 
 
Selling a prototype as a product risks customer dissatisfaction, com-
plaints, legal challenges and reputation damage. Often the prototype 
has to be re-written to meet product quality-level expectations. 
 
This paper reviews the quality properties required of a product ready 
for delivery. This follows the ISO/IEC 25010 Quality Model, then 
adds important missing elements that lie “behind the scenes” in 
customer support, product management, legal aspects and defensive 
programming. It draws on a lifetime’s experience working on 
software products, products containing software and Software as a 
Service, providing facilities to end users.  
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1.0 Introduction 
ISO/IEC 25010: 2011 Systems and software Quality Requirements and Evaluation 
(SQuaRE) -- System and software quality models [1] is according to Estdale [2] the 
leading Quality Model for software products and so called ‘software-intensive 
computer systems’. This paper applies the Product Quality model from section 4.2, 
with its defined characteristics (and subcharacteristics) denoted here in italics.  
ISO/IEC 25010 does not evaluate the application’s specific functionality and 
features, as any assessment would inevitably be very dependent on the needs of the 
individual Customer. Typically, functionality will be missing from prototypes, 
affecting the 25010 qualities: functional completeness and functional 
appropriateness. Other qualities may be somewhat lacking too, with areas where 
work is deliberately left outstanding, to enable feedback on the prototype to affect 
the design before commercial release. Many commercial products evolve through a 
series of maturity levels, such as Winkler et al’s Research Vision, Research 
Concept, Research Prototype, Quality-assured Prototype, and Industry Product [3]. 
The purpose of this paper is to outline a standard for a ‘good’ finished product. If a 
prototype is built to this standard, then it will be more like a ‘Beta Test’ or ‘Field 
Trial’, as discussed in CenterCode [4], and there will be less re-engineering needed 
before launch. 
 
ISO/IEC 25010 mentions “secondary users who provide support” but the quality of 
such advice and support is absent from the model, so Customer Support is 
considered here in section 3 and other issues outside the delivered software in 
section 4. Section 5 discusses defensive programming, which can impact many 
product characteristics and support issues, and section 6 draws the conclusions. 
2.0 Standard Product Quality Properties  
2.1 Functional Suitability  
ISO/IEC 25010 divides this into the subcharacteristics functional completeness, 
appropriateness and correctness, so a releasable product should cover a coherent 
set of tasks and objectives and meet clear needs.  
2.2 Performance Efficiency  
This includes time behaviour, resource utilization and capacity. Short-cuts are 
likely to have been taken to produce a prototype, and the product will need to be 
good enough for at least the initial sales. 
2.3 Compatibility 
ISO/IEC 25010 divides this characteristic into two: 
2.3.1 Co-existence  
With the arrival of proper protected multi-programming operating systems on PCs, 
and the owner’s ability to install anything (s)he wanted, it became important that 
products were ‘well-behaved’ rather than ‘misbehaved’ [5, 6], so should: 
• use supplied services for co-operative sharing of resources with the other 
(unknown) applications present on the platform, both physical: eg the 
display, physical memory, printers, CD writers, and logical: files, IP 
socket port numbers, etc. Applications with real-time requirements also 
need to co-ordinate use of processor time through scheduling, semaphores 
and other synchronization functions. 
• hold onto resources only while obviously necessary (avoiding the ‘Deadly 
embrace’ of two applications each holding a resource that the other needs 
to proceed). 
• accept that other apps may change the operating environment and affect 
the results. Windows PCs will commonly have some dozen scheduled 
jobs to check for and install updates. Meanwhile an Administrator may 
change the computer name, folder names and locations, system variables, 
and many other aspects short of triggering a reboot, and will expect the 
new product to continue unhindered. 
• allow users to leave applications running for extended periods: days or 
even weeks, so there should be no unnecessary limits or timeouts, and 
resources such as memory should not ‘leak’ away. 
2.3.2 Interoperability  
This is defined as “the degree to which two or more systems, products or 
components can exchange information and use the information that has been 
exchanged”. Even if the product has no advertised interfaces to other products, 
users will normally expect the following capabilities: 
 
• cut/copy/paste text between fields on a display screen, and objects 
between application windows 
• allow the full range of Unicode characters 
• send reports to a physical printer 
• move or rename folders and files of user data, change access rights 
• backup and restore via a variety of commands including simple copy 
• recreate an output file and compare with the previous attempt, finding 
differences only in any timestamps. 
2.4 Usability 
Human Factors experts often recommend that they be given a prototype of an 
application in sufficient time for them to run tests with banks of users, and propose 
changes for implementation before product release. 
2.5 Reliability 
This includes fault tolerance and recoverability. In the real world, these are not 
purely application features, but oblige human users and production staff to handle 
whatever the application does not do for itself. 
 
The first step towards fault tolerance is actually fault detection: recognising more 
faults with more detail, prior to trying to handle each instance automatically. The 
key quality technique is to check for failure immediately after every external 
service call, so that issues which are logically “fatal” to the continuation of the 
program can be announced immediately with the minimum damage, rather than 
emerging as incorrect results or being confused by later processing: 
• with the appropriate details for the user, ie meaningful error messages that 
specify what failed, the impact on the application, and the corrective 
action needed. Good operating systems have standardised error manage-
ment, with system-wide error codes and a well-established and understood 
set of severities, such as Fatal, Error, Warning or Comment. 
• logged with the relevant information for the maintainer, including the 
source code location. 
• (more sophisticated/optional): followed up with the appropriate clean-up/ 
rollback, including the return of any resources whose reservation would 
otherwise survive program termination. Good practice is to release the 
rest too, as this effectively demonstrates that they are fully accounted for, 
which would be useful if the code is reused within some larger program. 
 
This approach can also be applied when calling normal subroutines or functions 
elsewhere in the source code, as these can fail too, eg due to divide by 0, memory 
shortage or memory access violation. 
 
Recoverability is what follows a failure (or an interruption): can the application 
recover the data and continue? This will depend on the developers including 
features such as transaction locking and Checkpoint/Restart. Any random-access 
files need careful design to distinguish the solid and trustworthy from transient 
content in the midst of some aborted change. Historically many Windows customer 
issues resulted from users removing disks/drives without first doing an Eject to 
clear any file buffers remaining to be written. 
2.6 Security  
Security is not normally something that can be easily added to a prototype, but 
requires more design and testing considering the expected operating environment, 
so will often be the focus of a later release. 
2.7 Maintainability  
ISO/IEC 25010 defines maintainability as “the degree of effectiveness and effic-
iency with which a product … can be modified by the intended maintainers”. This 
is then broken down to include: 
2.7.1 Modularity  
ISO/IEC 25010 defines this as “the degree to which a system … is composed of 
discrete components such that a change to one component has a minimal impact on 
other components”. Thus one should minimise the coupling between the 
components [7], both in the context of the running system, and to facilitate unit 
testing and integration. 
2.7.2 Analysability  
This covers the assessment of the impact of an intended change, diagnosing defic-
iencies and failures and identifying parts to be modified. There is no rule that 
maintainers are limited to the executables as delivered, or the corresponding source 
code. The features and assets available to maintain a product will typically include: 
• user documentation or functional specification, 
• design documentation including interface specifications and a data model, 
• management processes, eg Woherem [8], 
for defects detected during execution, but not yet identified in the code: 
• logging of internally significant events, 
• optional traces of execution paths, with the parameters and structures 
passed between components. The standard notes that a product may 
“analyse its own faults and provide reports”: see 5.0. 
and particularly for problems noticed first in the field, configuration identification: 
• version numbers in all delivered items (and in these untrustworthy times, 
checksums for them) 
• derivation details in all permanent and temporary user files created. 
 
As the number of ‘specials’/patches for different customers multiply, it will 
become harder and harder to keep track, and to identify what should go into the 
next general release. Compiler directives or other conditional compilation tech-
niques supported by the development environment can be used, but the variants in 
the source code must be visible to those editing it. Changes to fix bugs should be 
clearly identified, as Jones [9] suggests that 7% of them will prove to be incorrect. 
2.7.3 Modifiability  
Typical contributions include: 
• Simple, easy-to-understand design and code, with appropriate comments 
• Operating well within the algorithm and environment limits and explicitly 
rejecting any attempt to exceed them 
• Reliable and repeatable source code retrieval and build scripts, with all 
tools under Configuration Management 
• A managed Release process used for the last few cycles of System Test, 
that ensures the Release Package components are complete, consistent, 
configuration managed and archived. 
2.7.4 Testability  
It is important that applications are easily testable, both in principle (by allowing 
components to be tested independently and automatically) and in practice, by 
developing and maintaining regression test suites to demonstrate that previous 
functionality has not been lost. Thus, one could separate an app with a GUI into 
two parts, the GUI alone, and the set of functions that it invokes. One could then 
add a command-line interpreter component to enable test scripts to exercise the 
functions, unsupervised, and repeatedly, with a variety of values. 
2.8 Portability  
ISO/IEC 25010 talks of transferring a product between environments, rather than 
re-engineering the source code for new environments. Runtime dependencies were 
discussed under 2.3.1 Co-existence. 
 
It is useful to treat source code portability as a goal, to minimise reliance on the 
required operating environment’s implementation-specific features, whether they 
be (using terminology from language definitions eg [10]):   
‘implementation-defined’ "possibly differing between processors but 
defined for any particular processor", 
‘implementation-dependent’ "possibly differing between processors 
and not necessarily defined for any 
particular processor", ie absolutely 
anything could happen ! 
 
One should also avoid non-standard features, and suppliers with a poor commit-
ment to upward compatibility. Any reliance on doubtful features should be checked 
in a regression test suite, for validating new/modified environments against the 
product’s virtual platform specification [4]. Ideally the product designer should be 
a trusted partner involved in each environmental component supplier’s Beta Trials. 
2.8.1 Adaptability  
Installation-dependent constants such as the organization’s name and address 
should be configurable, either during installation, or more flexibly, through a 
privileged System Administrator role and screens. 
2.8.2 Installability  
Installation is traditionally done by a script, which is part of a Release Package 
containing all the deliverables, and subject to the same quality standards, including 
fault tolerance and recoverability. The Testing Standards Working Party 
(sponsored by the British Computer Society Specialist Interest Group in Software 
Testing) developed a comprehensive checklist for installability requirements [11]. 
In addition, to minimise the number of unnecessary calls to Customer Support, the 
script should: 
• confirm that the proposed installation will result in a fully functioning 
application: necessary services and resources are available, and there are 
no conflicts with the operating environment: version, patch state, time 
zone, country, display capabilities, keyboard character set (layout), 
security software, etc. As connectivity and Internet bandwidth may be 
changed over time, it may not be conclusive to test these here, and more 
appropriate to remind the owner of the installation requirements, and the 
consequences of not satisfying them. 
• follow the expected practice on the product’s specified platform: conform 
to the relevant standards (eg [12]), for file location, user access rights, 
Windows Registry keys and values, etc. 
The package should include: 
• a reliable Uninstall, so that a user who has cancelled his license is given a 
clear contractual obligation to satisfy. It helps with supportability if the 
script rolls back all changes made during installation, so that a new 
installation can be attempted. Customer data is the customer’s property so 
should be preserved, even if we believe they have left themselves with no 
legitimate (licensed) way to examine it. 
• any other diagnostic and reporting tools thought appropriate (see 3.3). 
Mantyla [13] covers the broader issues involved in software deployment. 
2.8.3 Replaceability  
This paper is only concerned with ‘self-replaceability’: updating an existing 
installation with a new version of the same application. This puts additional 
requirements on the installation script, to: 
• support customer migration, in particular conversion of any existing data 
and restructuring any databases where the schema is to be changed, 
• not be upset by previous successful or aborted attempts at installation, 
• allow multiple independent installations, eg for large customers wishing 
to trial a new version before a managed rollout programme with user 
training and data migration. This can also aid the supplier in testing with 
different environments and application configurations.  
3.0 Customer Support 
3.1 Supported Functionality and Features 
Years ago, a proposed product would have a Functional Specification, and while 
development proceeded, a technical author would turn it into a User Manual and a 
Reference Manual. Development considered the functional spec to be the authority 
on what the product was supposed to do, so fixes were intended to correct any 
deviations in the implementation. Some customer Fault Reports would be resolved 
by corrections to a manual, and others would be rejected as a customer 
misunderstanding with a reference to the relevant section in the manual, or 
possibly an update to clarify its meaning. 
 
As a Support Engineer, the key questions are still: “Is our software currently 
intended to do what the customer believes? Do we accept their claim as potentially 
a bug, rather than a user error?” Customers today have little documentation they 
can refer to, so are forced to rely on the function names offered by the UI and their 
interpretation of what these mean, so are in a far weaker position. On the other 
hand, the support team may have no authoritative source to appeal to, so conversat-
ions then involve the product’s Architect or Manager, who are open to persuasion. 
3.2 Supportability  
Supportability is undoubtedly a crucial characteristic of a product to its developer 
and distributors, and the availability of competent support is generally important to 
customers and users too. ISO/IEC 25010 does not directly address supportability 
and its definition of maintenance focusses on modification. ISO/IEC 15504-5: 
2006 [14] includes a Customer Support process (OPE-2) whose purpose is “to 
establish and maintain an acceptable level of service through assistance and 
consultation to the customer to support effective use of the product”. 
ITIL [15] states: 
“The primary goal of the incident management process is to restore 
normal service operation as quickly as possible and minimize the adverse 
impact on business operations, ensuring that agreed levels of service 
quality are maintained.” 
 
This does not make clear that there can be many activities involved: 
1. Restore the application to a running state within an acceptable time (the 
‘Recovery Time Objective’). 
2. Restore user accessibility to all the available data that’s unaffected, 
ensuring that the system does not lose more than a certain amount of 
recent data (the ‘Recovery Point Objective’). 
3. Recover/repair any corrupted data and complete its processing 
4. Install a Quality Assured fix to the problem. 
The Supplier’s support staff may assist with all these steps, but generally restoring 
the service (points 1 and 2) is top priority. The Producer will need to complete a 
software maintenance and test process before point 4, which could take months, 
even a year or more. In the meantime, Support should aim to provide a 
‘workaround’ so the user can proceed. Tourniaire [16] suggests that less than 5% 
of calls are actually the result of a software bug. 
 
Support’s objective should be to resolve issues and minimise the need for repeat 
calls, described by John Seddon as avoidable ‘failure demand’ [17], that is 
“demand caused by a failure to do something or do something right for the 
customer”. Kaner [18] provides practical advice from the customer’s point of view. 
 
Creation of ‘Patch Releases’ should be avoided (except in the case of security), due 
to the disruption to ongoing development, the need to System Test them in a 
variety of configurations, the expense of distribution and the complexity of 
supporting additional product variants in the field. Fixes are much better addressed 
in the next planned release. 
3.3 Support Tools 
Traditionally annual Support and Maintenance contracts were priced at 12-20% of 
the product’s sale price for access to a telephone Help Desk, but there are now 
many alternative approaches involving the web [16], which may be accessible to 
users, eg Pitney Bowes [19]. 
 
The support team need to be able to do the following for the product: 
a. diagnose problems occurring on customer site, 
b. restore service on customer site, 
c. recover and reinstate lost/corrupted data on customer site, 
d. duplicate defects on own support systems, so that maintainers can 
study and fix them, 
e. distribute fixes to affected customers, 
f. distribute new Release Packages across the customer base, with 
Release Notes, installation scripts, migration tools etc.  
These generate functional and non-functional requirements on the product and its 
supporting assets.  
 
Some customers may not allow operational data to be sent to Customer Support, 
for security, privacy, or competitive reasons. It is useful to include the support 
team’s diagnostic and reporting tools within the distributed Release Package, such 
as a System File Check and Report utility for the application and an Integrity 
Checker for customer files and databases, with any possible data validation, data 
integrity checks, and higher level semantic consistency checking. One can restrict 
their use by providing a limited license, or a time-restricted password. 
 
The support team will need access to every variant of any hardware components of 
the product currently in the field. Good practice is to maintain three examples of 
each somewhere, in case one does not behave as expected, and we need a majority 
vote to adopt as the standard for behaviour. 
 
Ideally one would have the same for all supported operating environments: PCs, 
smartphones, browsers etc, but this is something not even Microsoft attempt – 
hence the huge Beta Tests prior to their new releases, where it is left to hardware 
manufacturers and software developers to confirm their compatibility with the 
Microsoft standard. Egan [20] stated that “Windows 10 was tested by over 4 
million people around the world before its launch”. 
4.0 Product Management 
Software Products have a lifecycle of their own, from launch, through multiple 
versions, major and minor, to retirement [21]. Over the years, the Product Manager 
role and a Body of Knowledge have developed [22]. 
4.1 Release Management  
One key aspect, Release Planning and Management [23], requires the Product 
Manager to determine the future release Roadmap. In the early days, the focus will 
be on new functionality driving new sales. Jansen [24] discusses a situation where 
up to 70% of revenue comes from existing service contracts, and the different 
views that existing customers have of the cost/value of taking a new release. 
Tourniaire [16] argues the benefits of maintenance(-only) releases. 
 
Established commercial practice is that any new release will at least maintain all 
previous functionality and features, and maintain access to existing customer data, 
ie be ‘upward compatible’. The responsibility to ensure that a proposed release will 
be acceptable to existing customers usually lies with Marketing. 
 
Around each release in a small company there is effectively a Board-level decision 
involving Sales and Customer Support, with input from Marketing, Development 
and QA, on whether to release the Software Under Test with the defects 
discovered, or to delay for another System Test cycle incorporating Development’s 
latest fixes. Of course, no new fixes should be incorporated after the final System 
Test, as this risks catastrophic regression. 
4.2 The Legal Aspects  
A decision to purchase a software product is made with the intention of using it. If 
deployed as planned, purchasers inevitably become dependent on the software 
working as expected, and their investment will grow over time. The Customer 
makes the assumption that Customer Support will be available, and that the 
Producer will not go bust. Therefore Purchasing should require that appropriate 
risk mitigation is in place [25]: through such measures as warranty, escrow, and 
management of the Producer’s Intellectual Property. Unfortunately, one cannot be 
sure that the software will continue working and not require maintenance: a 
mandatory security fix to an operating environment could break it. What’s needed 
is a Supplier with the desire and capability to modify the software, which is rather 
more than just having a recent copy of the source code: see 2.7.3. 
 
Most people are familiar with the lengthy EULA (End User License Agreement) 
provided with most software and websites such as Microsoft, Adobe, Google, Am-
azon Web Services, eBay, Facebook, Twitter, etc. Software is generally licensed 
not sold, so that the Producer has stricter control over copying, onward sales, and 
usage, rather than having to depend on Copyright law [26]. The license will limit 
the Supplier’s liability, and contain many other detailed Terms & Conditions, 
generally to the detriment of the purchaser [27]. Licensees may only do what’s 
expressly permitted – anything else and they forfeit the right to use the software.  
5.0 Defensive Programming  
This term has been used historically, but was not well-defined and there appear to 
be no recognised standards for it. It is interpreted here as an application going be-
yond detection of faults in external services (see 2.5) to detect some of its own int-
ernal faults (2.7.2). This is code that does not deliver user functionality, but is add-
itional discretionary code that contributes to prompter fault detection and localis-
ation, and hence reliability, modularity, analysability, modifiability and testability. 
 
To be robust against incomplete changes, modules should defend themselves 
against unreasonable requests and reject them at the interface, rather than accept 
them as legitimate, and process them as normal to “see what happens” – which will 
generally be random data corruption, like the notorious security vulnerability 
‘buffer overflow’. It is also useful to provide a well laid-out, intelligible dump of 
any structures passed, again to assist localisation of problems. Both are particularly 
helpful while integrating contributions from different programmers. 
 
With a product released into the real world, users may abuse it, so self-protection is 
recommended for each separately executable part of a Release Package. One 
important question for Support is to clearly identify whether a reported incident 
indicates a problem within the product, or bad data from somewhere else, so every 
external interface should be checked and be log-able. Maintainability is further 
improved by applying the same approach to any major, complex internal functions, 
such as between phases of a compiler.  
 
More extensive consistency checking of design or implementation invariants can 
be included in the Release Package, controlled by runtime switches. An example 
would be to check an extended dataset of numbered items, to identify whether 
there are any sequence numbers missing or duplicated. 
6.0 Conclusions  
A good software product is much more than a prototype. It sits comfortably within 
any of its intended operating environments and reliably produces correct results, or 
clear justified explanations when it can’t. It is engineered to be maintained over 
many years through a series of public releases. It is backed with relevant legal 
precautions, and a Customer Support team with appropriate tools. 
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