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Abstract
Information on the web is mostly targeted to humans. Any average Internet user is able
to purposefully browse web pages and understand their content, taking advantage of a
graphical formatting designed to enhance human perception. However the same thing
does not apply to software and is very difficult to build tools capable of extracting and
relating information retrieved from different web sources.
Fortunately, most data available on the web is stored in databases. If we were able
to publish all this data using common vocabularies and identifiers it would allow ap-
plications to access and use this raw data, creating a wide net of interlinked data,
independent of its origins and internal organization.
This dissertation describes the development of the the DaPress system, which trans-
forms relational data into semantically structured data and publishes it on the web. This
tool implements algorithms to map the structure and content of relational databases.
This process is driven by an XML configuration file and stores the produced RDF
in triplestores – specialized databases. It also allows access to the data through a
SPARQL web service.
The dissertation starts with a survey of the technologies, languages and specifications
used in the scope of Linked Data, such as RDF, RDF Schema and OWL. This survey
covered also related systems used to publishing Linked Data on the Web.
The validation of DaPress was made using the Authenticus database. Authenticus is
a system that automatically assigns scientific publications to their authors and institu-
tions. Smaller databases from other domains were also mapped, to complement this
validation.
v

Resumo
A informac¸a˜o na web esta´ direccionada para humanos. Qualquer utilizador da Internet
consegue navegar pelas pa´ginas web e compreender o seu conteu´do, tirando partido
da sua formatac¸a˜o gra´fica desenhada para aumentar a percepc¸a˜o humana. Contudo,
isto na˜o se aplica ao software e e´ muito difı´cil contruir ferramentas capazes de extrair
e relacionar informac¸a˜o que tenha diferentes origens.
Felizmente, a maior parte dos dados disponı´veis na web esta˜o armazenados em bases
de dados. Se fossemos capazes de publicar toda essa informac¸a˜o usando vocabula´rios
e identificadores comuns isso permitiria que as aplicac¸o˜es acedessem e usassem os
dados em bruto, criando uma extensa rede de dados interligados, independentemente
da sua origem e da sua organizac¸a˜o interna.
Esta dissertac¸a˜o descreve o desenvolvimento do sistema DaPress, que transforma
dados relacionais em dados semanticamente estruturados e os publica na web. Esta
ferramenta implementa algoritmos que mapeiam a estrutura e o conteu´do de bases
de dados relacionais. Este processo e´ conduzido por um ficheiro de configurac¸a˜o em
XML e armazena os triplos gerados em triplestores – bases de dados especializadas.
Tambe´m permite o acesso aos dados atrave´s de um servic¸o web de SPARQL.
Esta dissertac¸a˜o comec¸a com uma pesquisa de tecnologias, especificac¸o˜es e lingua-
gens usadas no aˆmbito de Linked Data, nomeadamente RDF, RDF Schema e OWL.
Esta pesquisa tambe´m abrangiu sistemas usados para publicar Linked Data na web.
A validac¸a˜o do DaPress foi feita usando a base de dados do Authenticus. O Authenticus
e´ um sistema que atribui de forma automa´tica publicac¸o˜es cieˆntificas aos seus autores
e instituic¸o˜es. Outras bases de dados de outros domı´nios foram igualmente utilizadas,
para complementar esta validac¸a˜o.
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Chapter 1
Introduction
1.1 Motivation
The World Wide Web has deeply changed the world. Since its beginning it connected
people from different places and promoted a new era of sharing knowledge and op-
portunities. Nevertheless, most users could only view web pages and not contribute to
their content. The information was static and could only be updated by webmasters.
User-generated content was largely unavailable.
The second wave of the Web – usually called Web 2.0 – allowed the interaction and
collaboration among users, creating dynamic web pages with user-generated content.
This was was closer to the original vision of Tim Berners-Lee of a “collaborative medium,
a place where we could all meet, read and write”[36, 31].
Nowadays it is easy to produce HTML formatted content and publish it in an HTTP
server. Virtually, anyone, anywhere on the planet, can access it using a web browser
and benefit from its content. Anyone but not anything. The information is produced
and formatted for humans. It is simple, for a person, to understand web content and
navigate through hyperlinks with a meaningful purpose. Humans are very flexible data
processors and are able to extract information from a web page whether it is arranged
as a table, an outline or a multipage narrative.
However, it is very hard to build a software agent that gathers information from the
web for a fairly simple task, such as setting an appointment with a doctor or planning a
2
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business trip. It is still a challenge after more than a decade of research. If the diversity
of information on the Web were available on common and machine-understandable
formats, then tools could access and use it. In this vision, data from different sources
are interlinked and it is possible to create new knowledge derived from the combination
of independent data sources. This is the vision of the semantic web.
The goal of the semantic web is to open the vast amount of data available on the
web to software processing. The semantic technologies allow the user to focus on the
behavior of the application instead of the data processing. The first attempt was to
markup with semantic annotations the content already available on web pages. The
use of XML languages and separation of content from formatting was expected to
contribute to that goal. However, the forces that shape the evolution of the web clearly
favor graphical user interaction over semantic content. Hence, nowadays it is harder to
provide semantic annotations to web applications and web services than it was to last
century hand-made web pages.
Fortunately, most web content is actually generated from databases. Thus, instead of
extracting information from web pages, it is more effective to collect it directly from raw
data sources. The linked data initiative promotes best practises for publishing data that
supports web content. This data should be published in open formats so that it can be
read and processed by any software. Moreover data from different sources should be
interlinked to create a global web content.
Navigation on the world wide web relies on content being linked using Uniform Re-
source Locations (URLs). Linked data follows a similar approach to enable software
agents to navigate through data available from different sources. If URIs are used as
identifiers the content of a database may refer the content of another.
Interoperability has been a concern in databases for a long time. A typical relational
database management system imports and exports data in open formats, such as XML
or comma-separated values (CSV), and relational databases themselves are based on
open standards, such as the Structured Query Language (SQL).
Unfortunately these open standard formats are not enough to build linked data.
1. The structure of a relational database is rigid. The software that processes a
relational data is designed and implemented for a particular database schema
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and needs to be updated to reflect changes in that schema. A program to process
a generic relational database, independently of its schema would be too complex
to implement.
2. The semantics of data stored in relational databases is not explicit. An application
that processes relational data relies on an implicit knowledge of the meaning of
the data, and linking related data from different sources is a difficult task. To a
human it may be obvious that the tables named “teacher” and “lecturer” from two
different academic databases contains similar data. But that kind of reasoning is
extremely difficult to automatise.
3. A typical relational database contains both data that should be published mixed
with sensitive or irrelevant data that should not be published. Also, publishable
data may need to be preprocessed to normalize either its content or its structure.
1.2 Goals and Approach
The main objective of this work is the development of a simple and flexible approach
to publish the content of relational databases as linked data on the Web. The system
implementing this approach must provide a SPARQL access point over a web service,
where the content of a relational database, or part of it, is retrieved in RDF format. The
development of this approach was guided by a number of design goals, from which the
following are the most relevant.
• The approach must be applicable to any existing relational databases.
• The access point should be independent from the original relational database.
• The published data should cover both the schema and the content of database.
• The approach should provide control over how and what data is published.
To ensure that DaPress works with any relational database it was necessary to design
a configuration file, independent of the application itself, where the information needed
to achieve all the application features is described. It contains information about the
relational database to map such as the type and the credentials. This configuration
also contains the tables and fields that will be mapped and with which name, offering
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full control over the data published.
Using the configuration file, two algorithm were implemented to execute the mapping of
both the content and the schema of the relational database. Both algorithms use infor-
mation from the configuration file and from the relational database. The main difference
is that mapping the content resources are related to objects through properties while
mapping the schema classes are related to values through predefined RDF, RDFS and
OWL properties.
The SPARQL interrogation point was also based on the configuration file that contains
the definition of the triplestore in use. Using the same triplestore is also possible to
query different graphs.
In order to build the configuration file, a XML Schema was designed providing a formal
description about the content of the file. The framework chosen for the development of
the DaPress was the Apache Jena Framework. This is a well known and documented
framework that provides all the APIs required to implement the DaPress features. Jena
also provides several types of triplestores. Since this work is related to relational
databases the triplestore chosen was the SDB.
1.3 Overview
The body of this dissertation is organized in four chapters. The next two chapters pro-
vide the relevant background. The following chapter presents the proposed approach
for publishing relational data as linked data. Several databases were published using
this approach and the results are also discussed in this chapter. The last chapter draws
conclusions on the presented work and highlights possible future work. The remainder
of this section introduces each of these chapters.
Chapter 2 introduces the Semantic Web and its most prominent languages; RDF, RDF
Schema and OWL are describe in detail and in relation to each other.
Chapter 3 provides an introduction to Web of Data and Linked Data. It describes
how data is organized, comparing the data models of spreadsheets and relational
databases, with those used for semantic data. The final section presents frameworks
that are used for the development of semantic web applications and existing systems
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for publishing Linked Data.
Chapter 4 presents the proposed approach and DaPress, the tool implementing it.
It introduces the strategy of mapping relational data into linked data and explains in
detail the algorithms for mapping both content and schemata respectively into RDF and
OWL. It presents the architecture of DaPress and describes in detail each module, with
emphasis on the configuration documents that control the mapping algorithms. It also
presents the web service that provides a linked data access point to the database. Fi-
nally, for validation of this approach, examples of existing relational databases mapped
linked data with DaPress are also reported.
The last chapter draws some conclusions about the proposed work for building a tool
to map relational data into linked data. It points out the challenges lying ahead and
identifies future work in this area of research.
The dissertation also includes the appendix with acronyms, a configuration file and UML
diagrams. The last part contains the bibliographic references.
Chapter 2
Semantic Web
The world wide web is based on computers but targeted to people. The web pages
use natural language, images and page layouts to present information in a way that it
is easy for a human to understand.
The Semantic Web [11, 2] is a collaborative movement led by the World Wide Web
Consortium. The main goal of Semantic Web is to open the information on the web to
software processing. The idea is to add metadata – knowledge about how the data can
be used – to the web pages making the world wide web machine readable.
Figure 2.1: Semantic Web Architecture.
source:www.w3c.org
The Semantic Web provides a common framework that allows data to be shared and
7
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reused across applications. Its components are deployed in the layers of Web tech-
nologies and specifications as represented in the Figure 2.1. There are five main
components of the Semantic Web:
URI - Uniform Resource Identifier: is a format for web identifiers that is widely used on
the World Wide Web. The Semantic Web uses URIs to represent most kinds of
data data.
RDF - Resource Description Framework: is used by Semantic Web to describe data
uniformly, allowing it to be shared. It is a general metadata format used to rep-
resent information about Internet resources. It extends the expressive capability
of Web augmenting human-readable web pages with machine-processable infor-
mation.
RDF Schema: is a language used by the Semantic Web to describe the data prop-
erties used in RDF. It provides mechanisms for describing resources and rela-
tionships between these resources. The RDFS vocabulary descriptions are also
RDF.
Ontologies are used to represent the structure of knowledge domain. The Semantic
Web uses OWL, Web Ontology Language. Applications need that language in
order to process data rather than just display it. OWL adds the possibility of
reasoning to data by identifying and describing relationships between data items.
Ontologies are defined independently from the actual data and reflect a common
understanding of the semantics of the domain. It provides definitions of classes,
relations, functions, constraints and other objects.
Logic - Inference is useful to derive new data from data. A common example is the
property transitivity. If an element has a type A and the type A is a subtype of type
B then the element has also the type B.
2.1 Resource Description Framework
The Resource Description Framework (RDF)[29, 2, 38, 34, 30] is a framework for
representing any kind of information available in the Web. According to the W3C, RDF
is a language designed to support the Semantic Web, providing structures that can be
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used for interoperable XML data exchange. RDF provides a standard way of encoding
and exchanging data with other people, and specially with machines, without loss of
meaning.
RDF’s purpose is straightforward: it provides a means of recording data in a machine-
understandable format that allows more efficient and sophisticated data interchange,
searching, cataloging, navigation and classification. RDF is based on the concept “Web
Resource”. It can be used to represent information about things that can be identified
on the Web, even if it cannot be directly retrieved from the Web.
This section introduces the RDF standards. The RDF data model (Subsection 2.1.1),
how the data graph can be persistently stored (Subsection 2.1.2), the several ways of
serialize the information stored in a graph (Subsection 2.1.4) and the specific language
to query the data model (Subsection 2.1.3) are described in more detail.
2.1.1 Data Model
The RDF data model provides an abstract, conceptual framework for defining and using
metadata. It has a graph-based data model that eases the processing and manipulation
by applications.
The basic element in RDF is a statement. It is a simple sentence with three parts -
subject, predicate and object - expressing a relationship between things. The subject
is a resource, the thing to describe and it is identified by an URI on a blank node. The
predicate specifies an aspect, characteristic, attribute or relation used to describe the
subject. It is also identified by an URI. A specific resource, together with a named
property, needs an object in order to construct a statement. The object can either be
a resource, a blank node or an atomic value, called literal. Being composed by three
parts, an RDF statement is also known as triple.
A directed labeled multi-graph describes the RDF data model and it is very easy to
read. A collection of triples forms a graph; the nodes are given by the resources and
objects of triples and the arcs that connect them are the properties, given by predicates.
They form a pattern of node - arc - node. The nodes come in three varieties: URI,
blank nodes and literals
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The URIs are use as strong keys. They assign unique identifiers to each of the nodes so
that can be referred consistently across all the triples that describe their relationships.
They always represent the same thing, regardless of the context where they are found.
They provide a common syntax for naming a resource regardless the protocol used to
access the resource. URIs are related to URLs in that a URL is a specific instance of
an URI schema based on a known protocol. The Figure 2.2 shows how URIs, URLs
and URNs are related.
Set of all URIs
Set of all URLs
Set of 
all 
URNs
Figure 2.2: A Venn diagram representing the relationship between URIs and URLs.
The fundamental difference between an URL and an URN is that URL specifies where
an identified resource is available and the mechanism for retrieving it. A URN is an URI
that uses the URN scheme and does not imply the availability of the identified resource.
Both URNs (names) and URLs (locators) are URIs, and a particular URI may be both
a name and a locator at the same time. Currently, there are a generalization of the
URI – IRI – that may contains characters from the Universal Character Set enabling
non-Latin alphabet users to use it. It is common in RDF to shorten URIs by assigning
a namespace to the base URI and writing only the distinctive part of the identifier. The
W3C has defined a number of standard namespaces for use with Web technologies.
rdf : indicates identifiers used in RDF used to identify types and properties in RDF. The
global URI is http://www.w3.org/1999/02/22-rdf-syntax-ns#.
rdfs: The global URI is http://www.w3.org/2000/01/rdf-schema# and indicates iden-
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tifiers used for the RDF Schema language that are explained in more detail in the
Subsection 2.2.1.
owl : The global URI is http://www.w3.org/2002/07/owl# and indicates identifiers
used for the Web Ontology Language that are explained in more detail in the Subsection
2.2.2.
The blank nodes are graph nodes that also represent a subject or object for which is
possible to make assertions but there is no way to address with a proper URI. Most of
RDF APIs handle this type of nodes using an internal ID for the node that is only valid
in the local graph and cannot be used as a strong key between graphs.
Figure 2.3 depicts a graph with blank nodes referring to persons that are not identified
by a strong URI. Still, using blank nodes one is able to use them meaningfully in several
interrelated statements.
Blank 1 Blank 2
Quentin Tarantino John Travolta
27/03/1963 18/02/1954
http://example.org/name http://example.org/name
http://example.org/bday http://example.org/bday
foaf:knows
Figure 2.3: Representation of two related persons using blank nodes.
The literals consist of three parts - a character string, an optional language tag and
a data type. They represent only objects, never subjects or predicates. RDF supports
both user defined and XML Schema types, including basic data types, such as Integer,
Boolean, Time or Date. For typing complex concepts, such as resources and properties
one must resort to RDF schema, as explained in the Subsection 2.2.1.
Lets consider another simple example to show two different ways of represent a state-
ment.
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Subject Predicate Object
.../Person/QT .../name "Quent in Tarantino"
.../Movie/PF .../t it le "Pulp Fict ion"
.../Person/QT .../directorOf .../Movie/PF
Table 2.1: Textual representation of the sentence.
Quentin Tarantino is the director of Pulp Fiction.
The following table shows the triples extracted from the previous sentence. For sake
of terseness, ellipsis replaces a common URL prefix. Note that the concepts “Quentin
Tarantino” and “Pulp Fiction” where replaced by URI as was the “is director of” property.
By cultural context, it is known that Quentin Tarantino is a person’s name and Pulp
Fiction a movie title. Using that information the two other statements assign a textual
representation to both subject and object of the previous sentence.
The Figure 2.4 is a graph and equivalent representation of the same three triples. It is
a directed graph, with labeled nodes and arcs. The arcs are directed from the resource
(the subject) to the value (the object). This kind of graph is known as Semantic Net.
http://example.org/Person/QT
http://example.org/Movie/PF
Quentin Tarantino
Pulp Fiction
http://example.org/name
http://example.org/title
http://example.org/directorOf
Figure 2.4: Simple example of graph-based triples representation
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Regardless of the manner which and RDF triple is written they describe the same model
there are three immutable facts about each:
1. is made up of subject, predicate and object;
2. is a complete and unique fact;
3. can be linked to other RDF triples, but it still retains its own unique meaning,
regardless of the complexity of the model in which it is included.
RDF also provides additional capabilities for representing groups of resources and
statements. To describe a group of things, RDF offers several predefined types and
properties. A container is a resource that contains things, called members. These mem-
bers may be resources or literals. There are three types of containers: the rdf:Bag, the
rdf:Seq and the rdf:Alt. To represent a group of members, where duplicate members
could exist, and without significant order of the members, the Bag (rdf:Bag) is used. If
the order of the members is relevant then it is the Sequence (rdf:Seq) that defines the
set. The element rdf:Alt, as in Alternative, is used for a group of resources or literals
that are alternatives, usually to the value of a property. To describe a resource as being
one of these types of containers, the value of the rdf:type should be rdf:Bag, rdf:Seq
or rdf:Alt.
The containers are not enough to specify a closed group of elements. To perform this
task, RDF offers collections. An RDF collection is a group of things represented as a
structured list in the graph. The list is constructed using the predefined type rdf:List,
the properties rdf:first and rdf:rest and the resource rdf:nil. Each member of
the collection as a rdf:first property whose subject is a resource that represents the
list. The list resource is linked to the rest of the list by the rdf:rest property. The end
of the list is given by the resource rdf:nil.
Sometimes it is necessary to make statements about relationships. The process of
making a subject-predicate-object statement into a subject is called reification. The
RDF reification consists of the element rdf:Statement and the properties rdf:subject,
rdf:predicate and rdf:object. The typical use of RDF reification vocabulary involves
describing a statement using four statements in this pattern (the “reification quad”).
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2.1.2 Persistence
Data in the RDF data model can be persistently stored in a special type of database
called triplestore. Triplestores are Database Management Systems (DBMS) for data
modeled using RDF. While Relational Database Management Systems (RDBMS) store
data in relations (or tables) and are queried using SQL, triplestores store RDF triples
and are queried using SPARQL.
Triplestores can be classified in three categories: native triplestores, RDBMS-backed
triplestores and NoSQL triplestores. Native triplestores are implemented from scratch
and exploit the RDF data model to efficiently store and retrieve data. This category
includes Jena TDB, Sesame and 4Store. RDBMS-backed triplestores are built by
adding an RDF specific layer to an existing RDBMS. An example of this type of triple-
stores is Jena SDB or Virtuoso. NoSQL triplestores are more recent and still under
investigations. These triplestores are built over NoSQL databases. An example is
CumulusRDF that is built on top of Cassandra.
Triplestores provide schema flexibility and standardization. They are prepared to handle
different data types and schemata that evolve over the time. Since they are based on
standards the process of moving data between triplestores is very simple.
However, there are downsides on using triplestores. SQL databases are much more
mature and have more features than an RDF database. Transactions are more crude
and the cost per unit information stored in RDF is much higher than in a SQL database.
This is very significant when the amount of data is huge.
2.1.3 Interrogation Language
Just as SQL provides a standard query language across the relational database sys-
tems, SPARQL (Simple Protocol and RDF Query Language) [21, 35] provides a declar-
ative interface for interacting with RDF graphs. SPARQL is both a standard query
language and a data access protocol. This language consists of a triple of patterns,
conjunctions (logical “and”) and disjunctions (logical “or”). Variables in the triple pattern
are identified by character strings starting with a question mark (?).
Using the RDF described in the Figure 2.4 is possible to write a simple SPARQL query.
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PREFIX ex:< h t t p : / / example . org>
SELECT ? t i t l e
WHERE {
?y ex : name ‘ ‘ Quentin Tarant ino ’ ’ ;
ex : d i r e c t o r O f ?z .
?z ex : t i t l e ?name .
}
Listing 2.1: SPARQL query example.
This query interrogates the RDF model asking which movie titles Quentin Tarantino has
directed. The query result should be:
title
“Pulp Fiction”
SPARQL provides four types of queries: SELECT, CONSTRUCT, ASK and DESCRIBE. All
these forms attempt to find solutions to a graph pattern. A SPARQL query has the
following type:
PREFIX (optional)
SELECT | CONSTRUCT | DESCRIBE | ASK ...
FROM ...
WHERE ...
FILTER (optional) OPTIONAL (optional)
The PREFIX clause is optional. These declarations assign shorthand identifiers to URI
namespaces that can be used through the query. The SELECT clause identifies the
values to be returned. It returns all, or a subset of, the variables bound in a query
pattern match. The FROM clause identifies the data sources to query. The WHERE clause
identifies the triple or graph pattern to be matched against the triples or graphs of RDF.
The FILTER and OPTIONAL constraints are both optional. While the FILTER is used to
add constraints to the graph pattern, OPTIONAL is used to make the matching of a part
of the pattern optional being very useful for handling missing data. SPARQL FILTER
operators also allow to set up conditions on the qualities of a bound variable value.
In addition to the query form SELECET, SPARQL provides other ways to interrogate an
RDF. When it is necessary to construct a new graph with the query results SPARQL
provides the CONSTRUCT clause. The graph is formed by each query solution sequence,
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substituting for the variables in the graph template and combining the triples into a
single RDF graph by union. Mostly for testing purposes, a simple ASK tests whether a
pattern can be found in a graph returning a boolean result indicating if the pattern is in
the graph. The DESCRIBE clause is also available and provides information about the
resources returned in a solution.
A SPARQL query is executed against a dataset. An RDF dataset comprises a default
graph which does not have a name and zero or more named graphs that are identified
by an IRI. With SPARQL it is possible to interrogate the multiple graphs stored, matching
different parts of the query patters against different graphs. Two different keywords are
used to specify the queried dataset. The FROM keyword contains an IRI that indicates
a graph to be used to form the default graph. If the query has more than one FROM
clause, the default graph is based on the merge of the multiple graphs. The keyword
FROM NAMED indicates the named graphs in the dataset to query. It is combined with the
FROM keyword that, if not specified, an empty graph is included as default.
SPARQL also provide means to combine different patterns so that one of several alter-
native graph patters may match. If more than one alternative matches, all the pattern
solutions are found. This alternatives are specified using the UNION keyword.
With SPARQL 1.1 [26], graph update and management became available. The graph
update includes triple management, adding or removing triples. The graph manage-
ment implies create new graphs or delete them, drop data from a graph, move and
copy data among graphs or add a graph to another graph.
2.1.4 Serialization
As said before, RDF is not a data format but a data model for describing resources in
the form of subject, predicate, object triples. In order to publish an RDF graph on
the Web it is necessary to serialize the data in the RDF graph, using its syntax. The
serialization formats can be both XML and non-XML based.
RDF/XML [30] is the oldest RDF serialization format. It is part of the original RDF
specification in 1999. This format was widely used to publish Linked Data on the Web.
However, the syntax is difficult for humans to read and write. The following code is a
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simple example of an RDF/XML serialization.
<rdf:RDF
xmlns:rdf="http ://w3c.org /1999/02/22 -rdf -syntax -ns#"
xmlns:ex="http :// example.org">
<rdf:Description rdf:about="http :// example.org/Person/QT">
<ex:name>Quentin Tarantino </ex:name>
<ex:bday>27/03/1963 </ex:bday>
<ex:directorOf rdf:resource="http :// example.org/Movie/PF">
</ex:directorOf >
</rdf:Description >
<rdf:Description rdf:about="http :// example.org/Movie/PF">
<ex:title >Pulp Fiction </ex:title>
</rdf:Description >
</rdf:RDF>
Listing 2.2: An example of RDF/XML serialization.
The RDF/XML is built up from a series of smaller descriptions each of which traces a
path through an RDF graph. The path is described in terms of subjects (nodes) and
links (predicates) connecting the nodes. If there are several paths described in the
document, all the descriptions must be children of a single rdf:RDF element, that is, an
RDF element from the RDF namespace. The subject of each triple is identified in the
rdf:about attribute of the rdf:Description element. Literal objects are expressed as
plain text (or in XML terms, as PCDATA) between the start- and end-tags. If the object
value is a resource it is identified using rdf:resource.
As in other XML languages, the top-level element is frequently used to define XML
namespaces used through the document. RDF/XML also includes a number of rules
for determining the fully qualified URI of a resource mentioned in this type of document.
This feature can be both an advantage and a limitation to the use of the RDF/XML since
it does not allows the serialization of a non-NCName char. For example, a property with
the URI http://example.org/prop(erty) cannot be serialized.
The RDF/XML serialization is rather complex and its documents are difficult to process.
The following types of serialization – namely N-Triples, Notation 3 and Turtle – are text
based but non-XML formats are easy to produce, process and understand.
The N-Triple [5] notation is the simplest form of RDF serialization and corresponds
directly to raw RDF triples, which make it rather verbose. The simplicity of this format
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makes it very useful when hand-crafting datasets for testing and debugging purposes.
An example of this notation follows:
<http://example.org/Person/QT> <http://example.org/name>
"Quentin Tarantino".
<http://example.org/Person/QT> <http://example.org/bday> "27/03/1963".
<http://example.org/Person/QT> <http://example.org/directorOf>
<http://example.org/Movie/PF> .
<http://example.org/Movie/PF> <http://example.org/title> "Pulp Fiction".
Listing 2.3: N-Triple serialization example.
In this type of serialization there are no prefixes and the fully qualified URI is included
in each statement. Each line of the document represents a single statement containing
a subject, predicate and object followed by a dot (.). Except for blank nodes and literals,
subjects, predicates and objects are expressed as absolute URIs, enclosed in angle
brackets. Subjects and objects representing anonymous nodes are represented as
:name, where name is an alphanumeric string that starts with a letter. Object literals
are double-quoted strings. String literals can have specified its language by using lang,
where lang is the language code. Literals can also provide information about their
datatype when followed by ^^ type, where type is a XSD (XML Schema Definition)
datatype.
The Notation 3 [9] format, also known as N3, is another notation used frequently.
This serialization format is a personal project by Tim Berners-Lee that he describes
as basically equivalent to RDF in its XML syntax, but easier to scribble when getting
started [7]. N3 combines the simplicity of N-Triples with RDF/XML ability to abbreviate
long URIs with prefixes and it also introduces new features. The following code shows
how a simple model is serialized in this format.
@prefix ex: <http://example.org> .
<http://example.org/Person/QT>
ex:name ‘‘Quentin Tarantino’’;
ex:bday ‘‘27/03/1963’’;
ex:directorOf <http://example.org/Movie/PF>.
<http://example.org/Movie/PF>
ex:title ‘‘Pulp Fiction’’.
Listing 2.4: N3 serialization example.
This serialization is very similar to N-Triples, using the form subject, predicate, object
and dot. However, it allows the use of formatting and the use of namespace prefixes
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to make statements shorter. N3 also offers a shortcut for describing multiple facts
about the same subject, reducing the repetition, by using a semicolon (;) after the first
statement. The final object end with a period to show that the sentence is complete. A
comma (,) is also used and it means that the subject and predicated are shared with
several objects. With N3, it is possible to express a group of statements that share a
common anonymous subject without having to specify an internal name for the blank
node, having the sentence enclosed in squared brackets. N3 also introduces other
interesting features, such as the ability to refer to a graph of triples as a resource and
inference rules.
The Turtle [8] stands for Terse RDF Triple Language and it is a subset of the Notation
3 format. It is a very popular and simple serialization format. While Notation 3 has an
expressive power that goes much beyond RDF, Turtle is a subset of the minimal features
of N3 that only serializes valid RDF graphs.
2.2 Ontologies
Ontologies are used to formally represent knowledge as a set of concepts from a
domain and the relationships between these concepts. By definition, an ontology is a
formal specification of a shared conceptualization [27]. It provides a shared vocabulary
which can be used to model a domain, the type of objects and concepts that exist, and
their properties and relations. Ontologies are described in a way that allows abstraction
from the data structures and implementation strategies. For this reason, ontologies are
said to be at the “semantic” level while the data model is in at the “physical” level. Being
independent from the lower level data models, ontologies are used for heterogeneous
databases integration, enabling interoperability between different systems.
In the Semantic Web, there is no clear division between ontologies and vocabularies.
However, the term “ontology” is used for more complex and formal collection of terms
while the term “vocabulary” is used when it is unnecessary a strict formalism. The role
of vocabularies in this field is to help data integration between different datasets or when
extra knowledge may lead to discover new relationships. Another use for ontologies is
the knowledge organization in many different scopes, such as museums and libraries
or other communities that manages large collections of data. By using standard and
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common vocabularies is possible to combine knowledge from different sources and
that leverages the power of linked data.
To fulfil these different needs, W3C offers several techniques to describe and define
vocabularies in a standard format, such as Resource Description Framework Schema
described in the Subsection 2.2.1 and Web Ontology Language described in the Sub-
section 2.2.2. The choice of the language depends on the detail and complexity re-
quired to describe a specific domain.
2.2.1 Resource Description Framework Schema
RDF provides a way to express simple statements about resources, using properties
and values. However, RDF itself simply creates a graph structure to represent data.
RDF Schema [13, 2, 1] provides some guidelines about how to use this graph structure
in a disciplined way.
The main idea of the RDF Schema is that it should clarify the semantic relationships
between elements. All the schema information in RDFS is defined with RDF triples. The
relationship between resources in RDF and schema resources are made with triples, as
are relationships between resources. This feature makes particularly easy to provide a
formal description of the semantics of RDF. Since everything in RDF is expressed as
triples, even the schema information that provides context for the data on the Semantic
Web can itself be distributed on the Semantic Web.
RDFS provides a system, somehow similar to an object-oriented programming lan-
guage, that defines classes and properties, relates resources as instances of one or
more classes, relates properties to more generic properties and organizes information
in a hierarchical way.
A class in RDFS corresponds to the generic concept of a type or category. A class
can be used to represent a collection of things with features in common. A resource
that belongs to a class is called its instance. All the elements in an RDF document
are members of the class rdfs:Resource the common ancestor class, even if it used
implicitly. In RDF, a class of a resource is assigned with the rdf:type element. The
value of this triple is a resource rdfs:Class. The definition of rdfs:Class is recursive:
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rdfs:Class is the rdfs:Class of any rdfs:Class. There are a few more elements of
the RDF Schema classes. The rdfs:Literal is used to describe literal values, such
as strings and integers. It has a subclass, rdfs:Datatype which is the class of the
datatypes that has the data typing information. The rdfs:XMLLiteral is also a subclass
of rdfs:Literal and an instance of rdfs:Datatype and is the class of all XML literals.
The rdf:Property is a class used to define the attributes that describe a resource.
The relationship between classes is described by the element rdfs:subClassOf to
hierarchically relate the two classes. The meaning of this relationship is that any
instance of a subclass is also an instance of the super class. Hierarchies of classes
support inheritance of the property domain and range from a class to its subclass.
RDFS provides means to relate classes to one another by the subclass relationship.
In order to give meaning to the data it is necessary to describe the properties that links
the elements (the predicates of the triples). This schema language provides a simple
mechanism to relate properties similar to the one used with classes. The specialization
of two properties is described using the element rdfs:subPropertyOf. A property may
be subproperty of zero, one or more properties. All the features related to a property
are also applied to each of its subproperties.
Using RDF Schema it is possible to specify property constraints, providing important
information with two elements: rdfs:domain and rdfs:range. The rdfs:domain ele-
ment indicates that a particular property applies to a given class. In RDF, a property
description is, by default, independent and has global scope. With RDF Schema a
property can have no domain specified, being possible to extend the use of that property
definition to several situations. The rdfs:range element indicates the values of a
property as instances of a given class. It is not possible in RDFS to define a specific
property as having locally-different ranges, depending on the class of the resource it is
applied to. Any range defined for a property applies to all uses of that property.
Figure 2.5 shows the connection between an RDF and an RDF Schema. The blocks
are properties. The ellipses above the dashed line are classes and bellow the dashed
line are instances of the related class. The RDF resources relate with RDFS classes by
types. In the RDFS, classes and properties are hierarchically related and the properties
have constraints defined.
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The RDF Schema language has several limitations to the represent ontological knowl-
edge. The properties have a local scope. When the range of a property is defined,
it stands for all classes. It is not possible to declare range restrictions to apply a
property to some classes only. Special characteristics of properties, such as transitivity,
uniqueness or inverse is not possible to define. It is not possible to create classes
disjointed or combine classes using the Boolean operators, such as union, intersection
and complement. Cardinality restrictions are also unavailable.
In summary, the RDF Schema provides a schema information as additional descriptions
of resources but does not determine how the descriptions should be used by an appli-
cation. It may also define constraints if the application interpreting those statements
wants to treat them that way. All the RDF Schemata provide a way of state additional
information, but if that information conflicts with the RDF data is up to the application to
resolve it.
x:PFx:QT
Movie
rdf
:ty
pe
RDFS
RDF
x:directorOf
rdf
:ty
pe
directorOf
worksOn
name Literal
rdfs:Range
rdfs:subPropertyOf
Movie Staff
Actors
Directors
Writers
Staff Member
rdf
s:S
ub
Cl
as
sO
f
rdf
s:S
ub
Cl
as
sO
f
rdfs:SubClass
Ofrdfs
:sub
Clas
sOf
title
rdfs:Domain
rdfs:Domain
rdfs:Domain
rdfs:Domain
rdfs:Range
rdfs:Range
rdfs:Range
Figure 2.5: RDF and RDFS example
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2.2.2 Web Ontology Language: OWL
The RDF Schema language helps to give meaning to the RDF data. However, the
expressivity of this language is limited to hierarchical organization of classes and prop-
erties and to the simple constraints domain and range of a property.
OWL [1, 39, 4], the Web Ontology Language, is an RDF language, developed by
the W3C that adds additional constraints to the ontology increasing the accuracy of
implementations of a given vocabulary. It also allows additional information to be
inferred about the data, though it may not be specifically recorded. OWL provides
three sublanguages, with increasing expressiveness, each of which is designed to fulfil
different needs of specific communities and users.
The OWL Lite is the simplest language and has a low formal complexity. It sup-
ports hierarchical classification and simple constraints. OWL Lite excludes enumerated
classes, disjointness statements and cardinality above 1 (it only supports values of 0
or 1). These expressiveness limitations result in a minimal subset of language features
that are easy to learn and implement. Implementations that only support OWL Lite
vocabulary eases the interoperability between the OWL system with the RDFS models,
databases or other reasoning tools.
The OWL DL (OWL Description Logic) supports the maximum expressiveness that pre-
serves computational completeness and decidability. This means that all conclusions
are computable in finite time. This language includes all the OWL language constructs
but they can only be used under certain restrictions. The separation between elements
(classes, properties and datatypes, etc) are required. Classes and properties must be
explicitly typed as OWL classes and properties, respectively. Also, there are different
types of properties in OWL: datatype properties and object properties. These two sets
are disjointed, and some characteristics of the object properties (inverse of, inverse
functional, symmetric and transitive) cannot be applied on datatype properties.
These constraints are needed in order to support decidable reasoning.
The OWL Full is the entire language and is meant for users who want maximum
expressiveness and syntactic freedom of RDF without computational guarantees. It
combines the primitives of the RDF and RDF Schema with its own primitives. For
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example, in OWL Full, a class can be treated simultaneously as a collections of individ-
uals and as an individual in its own right. The advantage of OWL Full is that it is fully
compatible with RDF. Any legal RDF document is also a legal OWL Full document and
any valid conclusion in RDF/ RDF Schema is also a valid conclusion in OWL Full. The
disadvantage of this language is that it becomes so powerful that it is undecidable.
When developing an ontology one needs to consider which sublanguage best suits the
needs. OWL Lite is less expressive than OWL and the choice depends on the level
of expressiveness required. OWL and RDF Schema can describe themselves using
their own language. RDFS has some constructions that are very expressive, such as
rdfs:Class, that can lead to decidability problems. Then, the choice between OWL DL
and OWL Full mostly depends on the need of using the features of the RDF Schema.
Using OWL Full will provide a less reasoning support.
The OWL documents are usually called OWL Onlotogies and are RDF documents. The
root element is rdf:RDF and specifies a number of namespaces used in the document.
The document can be described using the element owl:Ontology that contains infor-
mation about the ontology itself. It can provide information about the document version
with the owl:versionInfo and it also has an imports section using the owl:imports,
as shown in the example bellow. The imports section includes a rdf:Resource at-
tribute that points to another OWL ontology and this element has a transitive property.
While namespaces are used for disambiguation purposes, imported ontologies provide
definitions that can be used in the document.
<rdf:RDF
xmlns:rdf="http ://w3c.org /1999/02/22 -rdf -syntax -ns#"
xmlns:owl="http ://www.w3c.org /2002/07/ owl#"
xmlns:rdfs="http ://w3c.org /2000/01/ rdf -schema#"
xmlns:xsd="http:/www.w3c.org /2001/ XMLSchema#">
<owl:Ontology rdf:about="http :// example.org/ontology">
<rdfs:comment >
A simple ontology to a movie database.
</rdfs:comment >
<owl:versionInfo >1.2 08/2013 </owl:versionInfo >
<owl:imports rdf:resource="..."/>
</owl:Ontology >
</rdf:RDF>
Listing 2.5: An example of the import section.
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Classes
Classes in OWL are defined using a owl:Class, a subclass of rdfs:Class and they
express a concept. Every class in OWL is related to a set of individuals that are an
extension of that class. The element rdfs:subClassOf states that a class is a subset of
another. The element owl:equivalentClass defines the equivalence between classes.
To state that instances of one class are not members of other classes, the element
owl:disjointWith is used.
There are two predefined classes: owl:Thing and owl:Nothing. Every class is a
subclass of owl:Thing and a superclass of owl:Nothing. These classes are used
to assert facts about all or no instances.
The relationship between two different classes can be more complex than the sub-
typing allowed by rdfs:subClassOf. These relationships, based on set operations,
are managed through a set of properties. The intersection of a class with one or
more classes is defined with the element owl:intersectionOf. This operation is
analogous to logical conjunction. In general it defines its subject class as being exactly
equivalent to the intersection of all the classes that appear in the owl:intersectionOf
element. The intersected classes do not have to be named classes, and be complex
class descriptions themselves. The union of classes creates a class whose members
combine properties of all classes being joined. An owl:unionOf statement describes
an anonymous class which the class extension contains those individual that occur in
at least one of the classes. This operation is analogous to logical disjunction. It is also
possible to create a class that has all members of a specific domain that do not belong
to a specific class using the element owl:complementOf. This operation is analogous
to logical negation.
The members of a class can be explicitly enumerated using owl:oneOf. This construct
says that the members are exactly those given. In order to create the set of members,
the element rdf:parseType = ‘‘Collection’’ is used. A subelement is given for
each member that is explicitly typed.
A class can also be described in terms of restriction on the property values that may
occur for instances of the class. OWL has two kinds of property restrictions: value con-
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straints and cardinality constraints. These restrictions can be applied both to Datatype
Properties and to Object Properties. Property restrictions have the following general
form:
<owl:Restriction >
<owl:onProperty rdf:resource="(some property)"/>
<!--precisely one value or cardinality constraint -->
</owl:Restriction >
Listing 2.6: An example of property restriction.
The element owl:Restriction contains the element owl:onProperty and one or more
restriction declarations. The owl:onProperty element links a restriction to a particular
property. The restriction statement should be a triple that represents the constraint on
the property under consideration.
A value constraint puts constraints on the range of the property when applied to a par-
ticular class. The value constraint owl:allValuesFrom specifies an universal constraint
and it is used to specify the class of possible values the related property can take. An
existential constraint can also be specified by using the element owl:someValuesFrom.
It defines a class that is the set of all objects such that at least one value for the specified
class is an instance of the class. In order to specify a value for a property, as opposed
to its class the element owl:hasValue is used. The value could be either an individual
or a data value.
Cardinality constraints are used to restrict the cardinality of properties locally, in the
class context. It makes a property have a specific number of values. The element
owl:minCardinality specifies the minimum number of distinct values that instances
can have for the property. Conversely, the owl:maxCardinality element specifies
the maximum number of distinct values that instances of a class can have for the
property. The element owl:cardinality specifies the exact number of distinct values
that instances need to have for the property. This definition can also be achieved by
combining the previous two cardinality constrains with the same value.
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Properties
There are two distinct type of properties: Object Properties and Datatype Properties.
The first relates objects to other objects while the second relate objects to datatype val-
ues. Since OWL does not have predefined datatypes, it allows the use of XML Schema
data types. An object property is defined as an instance of owl:ObjectProperty and
the datatype property as an instance of owl:DatatypeProperty. Both are subclasses
of the RDF class rdf:Property. In OWL DL and OWL Lite, this two types are disjoint.
But in OWL Full, since data values can be treated as individual, there are no difference
between the two types.
From the RDF Schema, OWL inherits three elements. The rdfs:subPropertyOf hier-
archically relates two properties. The rdfs:domain that states that a property belongs
to a specific class. And the rdfs:range that assigns a specific class or data range to
the object of a property.
To define the relationship between properties is used owl:equivalentProperty and
owl:inverseOf elements. The owl:equivalentProperty states that two properties
have the same property extension, that is the same domain and range. Notice that
the equivalence property is different from the equality property. Equivalent properties
have the same “values” (domain and range), but may have different meaning. Equality
between properties should be expressed using the element owl:sameAs. Since prop-
erties have a direction, from domain to range, sometimes it is useful to define relations
in both directions. The owl:inverseOf is used to define an inverse relation between
properties. Using this element, the domain of one in the range of the other and the
range of one is the domain of the other.
The owl:FunctionalProperty and owl:InverseFunctionalProperty are used to de-
scribe global cardinality constraints. The first element describe a property that can only
have one unique value for each instance, that means that there cannot be two distinct
values, y1 and y2, such the pairs (x,y1) and (x,y2) are both instances of the same
property. The second element defines a property for which two different objects cannot
have the same value.
The transitivity and symmetry can be defined using specific elements that are sub-
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classes of owl:ObjectPrperty. The owl:TransitiveProperty defines a transitive
property, meaning that is a pair (x,y) in an instance of P and the pair (y,z) is also
an instance of P then can be inferred that the pair (x,z) is also an instance of P. The
owl:SymmetricProperty defines a symmetric property, meaning that if the pair (x,y) is
an instance of P, then the pair (y,x) is also a instance of P. The domain and the range
of a symmetric property are the same.
Individuals
OWL can also be used to relate individuals. Individuals are instances of one or more
classes and are declared in as RDF. The assumption of “unique names” (different
names refer to different things) is not possible on the Web because a thing can be
referred in many ways. OWL needs an explicit statement to refer the relationship
between individuals. It provides three elements for stating facts about the identity of
the individuals.
The element owl:sameAs links an individual to another individual. It states that the
two elements have the same identity. The element owl:differentFrom states that two
instances are different individuals. To state the difference between individuals of a set
the element used is owl:AllDifferent.
2.2.3 Comparing RDF Schema and OWL
The purpose of RDFS is to express the meaning of the relationships between classes
and properties using a standard, RDF based format. Although OWL has a similar
purpose and it is based on RDFS, it is more complex and expressive.
One of the most relevant differences between RDFS and OWL is the vocabulary. RDFS
vocabulary is very restrict while OWL vocabulary is a larger vocabulary that can be used
to state all the kinds of things.
The second major difference is the rigidity. In RDF Schema, one is free to state
whatever one wants. A thing can be simultaneously a class and an instance. With OWL
this is not legal. It imposes a more rigid structure to the data. OWL prescribes exactly
how the vocabulary must used. RDFS provides more freedom (for instance, one can
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model RDFS classes in RDFS) with the cost of creating potentially undecidable models.
The last key difference is the ability to import other ontologies that OWL has and RDFS
does not. OWL also provides a variety of annotations that are useful to easily link data
models together without losing coherence.
In conclusion, OWL provides a larger vocabulary making easy to say anything about
a data model. It also allows to have a more rigid structure that eases the inference
process. And, at last, OWL enables modularization; it is possible to have a set of
ontology documents and only import and the documents with the descriptions needed.
However, these advantages take some effort to be familiarized with but, for small and
simple ontologies, RDFS is used.
2.2.4 Common Vocabularies
As said before, the Linked Data initiative encourages the interlinking of data in order
to increase its value and usefulness. In particular, it is recommended to use terms
from well-known vocabularies whenever they are appropriated, rather than creating
equivalent ones. The creation of new terms should only be done when the required
terms lack in existing vocabularies. It should be noted that is also possible to mix
several vocabularies.
FOAF: Friend-of-a-Friend
The Friend of a Friend (FOAF) [14, 20] is a community project that intends to provide
a RDF vocabulary for expressing metadata about people, their interests, relationships,
and activities. It was founded in 2000 by Dan Brickley and Libby Miller. The FOAF vo-
cabulary is expressed using RDF and OWL and publishes its schema and specifications
at the http://xmlns.com/foaf/0.1 namespace.
With FOAF it is possible to create the Semantic Web equivalent of a personal webpage,
with the name, mailbox, homepage, and so on. This information is published as a linked
data document that allows FOAF documents do link among then, creating a web of data
that does not need a centralized database.
This vocabulary has a variety of terms to describe people, groups and documents.
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Different types of applications can use or ignore different parts of FOAF. The main
FOAF terms [15] are grouped in three categories:
• Core: the classes and properties of this category describe characteristics of
people and social groups that are independent of time and technology. In the
Table 2.2 this first column has the main elements of this category. The classes
begin in capital letter and the properties are written in lowercase.
• Social Web: this category includes terms for describing Internet accounts, ad-
dress books and other web-based activities. In the Table 2.2 this second column
has the main elements of this category. The classes begin in capital letter and the
properties are written in lowercase.
• Linked Data utilities: this category has terms that are used for educational and
technical utility purposes.
ORGANIZATION GROUP PERSON ONLINE ACCOUNT DOCUMENT PROJECT
THINGAGENT
IMAGE PERSONAL PROFILE DOCUMENT
Figure 2.6: FOAF classes diagram.
The Figure 2.6 shows how classes are related to one other. The blue rectangles are the
“super classes”. The green ones are classes that are classified as stable. The yellow
ones are classes that are still in testing. The following serialization is a simple example
how FOAF is used to describe a person. The example is related to the example in the
Figure 2.3.
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<rdf:RDF
xmlns:rdf="http ://w3c.org /1999/02/22 -rdf -syntax -ns#"
xmlns:rdfs="http ://w3c.org /2000/01/ rdf -schema#"
xmlns:foaf="http :// xmlns.com/foaf /0.1/"
xmlns:ex="http:/ example.org/">
<foaf:Person >
<foaf:name>Quentin Tarantino </foaf:name>
<foaf:firstName >Quentin </foaf:firstName >
<foaf:surname >Tarantino </foaf:surname >
<ex:bday>27/03/1963 </ex:bday>
<ex:directorOf >Pulp Fiction </ex:directorOf >
<foaf:knows >
<foaf:Person >
<foaf:name>John Travolta </foaf:name>
<foaf:firstName >John</foaf:firstName >
<foaf:surname >Travolta </foaf:surname >
<ex:bday>18/02/1954 </ex:bday>
<rdfs:seeAlso
rdf:resource="http :// example.org/Person/JT"/>
</foaf:Person >
</foaf:knows>
</foaf:Person >
</rdf:RDF>
</rdf:RDF>
Listing 2.7: Describing a person with FOAF.
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Sheet1
FOAF Core FOAF Social Web
Agent nick
Person mbox
name homepage
title weblog
img jabberID
depiction mbox_sha1sum
familyName interest
givenName topic_interest
knows topic_interest
based_near workplaceHomepage
Agent workInfoHomepage
age schoolHomepage
primaryTopic publications
Project currentProject
Organization pastProject
Group account
member OnlineAccount
Document accountName
Image accountServiceHomepage
PersonalProfileDocument
tipjar
sha1
thumbnail
Page 1
Table 2.2: FOAF classes and Properties.
DCMI - Dublin Core Metadata Initiative
Dublin Core Metadata Initiative (DCMI) [28] is an initiative to create a vocabulary to
describe web (images, webpages, videos, etc.) and physical resources (books, artwork,
etc.). The DCMI has an abstract model built on top of RDF and specifies an abstract
syntax for metadata records independent of particular encoding syntaxes.
In the DCMI Resource Model the description of a thing is made up of one or more
resource about one, and only one, resource. Each resource is described using one
or more property-value pairs. Each pair is made up of one property and one value.
Each value is a resource that can be a literal value or non-literal value which is a
physical, digital or conceptual entity. A literal is an entity, usually a string, together with
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an optional language tag or datatype to denote the resource.
The Description Set Model allows the description sets, which means, describes single
resources that are related in some way. It is made up of one or more statements about
one and only one resource and zero or one described resource URI that is the URI
that identifies the described resource. The resource are built in a similar way as in the
previous model.
There are fifteen “basic” elements in the Dublin Core vocabulary, listed in the Table 2.3.
Sheet1
Elements Encodings
1:   Identifier Abstract Is refered by Box
2:   Title Access rights Is replaced by DCMIType
3:   Creator Alternative Is required by DDC
4:   Contributor Audience Issued IMT
5:   Publisher Available Is version of ISO3166
6:   Subject Bibliographic citation License ISO639-2
7:   Description Conforms to Mediator LCC
8:   Coverage Created Medium LCSH
9:   Format Date accepted Modified MESH
10:  Type Date copyrighted Provenance Period
11:  Date Date submitted References Point
12:  Relation Education level Replaces RFC1766
13:  Source Extent Requires RFC3066
14:  Rights Has format Rights holder TGN
15:  Language Has part Spatial UDC
Has version Table of content URI
Is format of Temporal W3CTDF
Is part of Valid
Refinements
Page 1
Table 2.3: Dublin Core elements.
Nowadays, the Dublin Core metadata is categorized in four levels of interoperability.
The levels built on each other and the third and fourth levels are still experimental.
1. Level 1: Shared terms definitions: the set of fifteen Dublin Core elements provide
a vocabulary of concepts based on natural language definitions. The use of URIs
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is not a requirement neither specified domains and ranges. Interoperability, in this
level, is not a priority.
2. Level 2: Formal semantic interoperability: in this level, the interoperability between
applications is based on the shared formal RDF model. The properties and the
classes defined in the DCMI Metadata Terms have been defined for compatibility
with Linked Data principles. Semantics, in this sense, does not refer no well-
formed natural language definitions; it refers to formally stated relationships be-
tween terms and rules to produce logical inference. The use of URIs is mandatory
so the conformance with formally specified domains, ranges and sub-property
relations. This is the level that appears to be growing the fastest.
3. Level 3: Description Set syntactic interoperability: in this level, applications are
compatible with the Linked Data model. In addition, share an abstract syntax for
validations of records, the “description set”
4. Level 4: Description Set Profile interoperability: the records are exchanged be-
tween applications and in addition, a common set of constraints reflect the shared
model.
Chapter 3
Web of Data
The amount of information available in the web is growing exponentially. People access
to this information mainly through web documents. This documents, produced by
humans to humans, are interlinked creating a Web of Documents. However, most of
this information is inaccessible to machines. Websites contain a lot of information that
is irrelevant to machines and that needs to be filtered.
The idea of Web of Data originated as result of the limitations of the Web of Documents
and the countless structured data sets spread all over the world with all types of infor-
mation. Typically, a data set contains knowledge about a particular domain, such as
music, scientific research, books, and are property of an institution. Making those data
sets interlinked, a machine can process the structured data, gathering knowledge about
entities and domains. The result would be a massive and freely accessible knowledge
net that could be the foundation of a new generation of services and applications.
The Web of Data is built of data weaved together as RDF triples that expresses the
relationships among them. This vision is based on Linked Data: a set of techniques for
the publication of structured data on the Web using standard formats and interfaces[10].
It is based in two fundamental standards: Uniform Resource Identifiers (URIs) and the
Hypertext Transfer Protocol (HTTP). An important property of Linked data is that it may
be easily combined with other Linked Data to create new knowledge.
With Linked Data, the World Wide Web becomes a global database: the Web of Data.
Linked Data can be queried from multiple sources and dynamically combined. This
35
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is almost impossible to do with traditional data management technologies, such as
relational databases.
3.1 Data Integration
Traditionally, a tool understands only a specific type of messages and protocols and
knows how to display that information to the user. The emergence of the Web changed
how most people used the Internet. The Web is a standardized infrastructure that allows
web application developers to work behind a facade that separates them from details
of how application data is transmitted and focus on how their applications appear to
users. Leveraging on this standardization, many new applications became available to
the users. However, an application that combines data in new ways and allows users to
make connections and understand hidden relationships is hard to achieve. The process
of building that type of application is highly specialized, with each application using ad-
hoc techniques for collecting and integrating information.
3.1.1 Traditional Data-Modeling Methods
There are many ways to model data and some of them are very well understood and
mature.
Tabular Data
Tabular data is the simplest kind of data set. The data is kept in a table, as a spread-
sheet or an HTML table. Its advantage is to be very simple to read and manipulate.
Consider Table 3.1 listing the movies playing in a particular city.
Data in a table is usually easy to display, sort, print and edit. The placement of the
data in columns and rows gives each piece of data a particular meaning. There are
semantics in a table; the row and column in which the data is stored explains what
the name means to the person using the data. However data stored in this way has
limitations. Lets consider the Table 3.2.
Adding more information to a column sorting the information does not capture the
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Tit le Theater Genre Rate Sessions
Madagascar UCI Animat ion 6.8 Sat, Sun
The Dark Knight 
Rises UCI Act ion 8.9 Thu, Fri
Snatch Rivoli Thriller 8.0 Thu, Fri
Finding Nemo UCI Animat ion 8.1 Sat, Sun
Wall-e UCI Animat ion 8.5 Sat, Sun
Pulp Fict ion Rivoli Thriller 9.0 Thu, Fri
Table 3.1: A table with the movies playing this week.
Tit le Theater Genre Rate Sessions
Madagascar UCI Animat ion 6.8 Sat(16), Sun(16)
The Dark Knight 
Rises UCI Act ion 8.9 Thu(21), Fri(19/22)
Snatch Rivoli Thriller 8.0 Thu(21), Fri(19/22)
Finding Nemo UCI Animat ion 8.1 Sat(16), Sun(16)
Wall-e UCI Animat ion 8.5 Sat(16), Sun(16)
Pulp Fict ion Rivoli Thriller 9.0 Thu(21), Fri(19/22)
Table 3.2: A table with the movies playing this week with hours.
deeper meaning of the text. In the example, the session hours were added to the
column Session. But now, a program does not understand that an individual field is
used to store multiple distinct information values.
Relational Data
Relational databases are widely used in all kinds of applications in every industry. They
are very mature as result of years of research and optimization. Relational databases
are a very fast and powerful tools for storing large sets of data where the data model is
well understood.
A relational database allows multiple tables to be joined in a standardized way. To
store data in a relational database it is necessary to define a schema. The Figure 3.1
represents the schema needed to store in a relational database the movie list from the
previous example and the Figure 3.2 the tables created.
With this new type of data modeling it is possible to execute sophisticated queries. The
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Movie
movie_id
title
theater
rate
gender_id
Sessions
movie_id
day
hour
Gender
gender_id
name
Figure 3.1: Simple movie list schema.
semantics of data also have been made more explicit. The meanings of the values are
described by the schema; in the example table some types of entities modeled, such
as “Movie” and “Session”, and they have a relationship between them. Each piece of
data is labeled with what it means by virtue of the table and column that it is in.
But data is not static and the Web is characterized by changing types of data. To
introduce more types of data in a relational database by adding more tables could
introduce problems to it. Probably it is necessary to change the database schema.
This process is called schema evolution[37]. Plus, in addition to having to migrate as
the data evolves, relational databases schemata can get very complicated, specially if
it has to deal with many different kinds of data.
3.1.2 Semantic Relationships
Another way to display data is to make knowledge explicit by displaying data in a
parametrized way. The data becomes described alongside the property that defines
it. This is the essence of semantic data modeling: flexible schemata where the relation-
ships are described by the data itself.
Using someone else’s relational data could be a challenge because it is necessary to
understand how the tables are related to each other. This kind of information, data
about the data representation, is called metadata and represents knowledge about how
the data can be used. It represents, in an explicit way, foreign key relationships and,
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movie_id title theater rate gender_id
1 Madagascar UCI 6.8 2
2 Pulp Ficiton Rivoli 9.0 3
gender_id name
1 Action
2 Animation
3 Thriller
movie_id day hour
1 Fri 16
1 Sat 16
1 Sun 16
2 Wed 21
2 Thus 21
2 Fri 19
2 Fri 22
Table: Movie
Table: Gender Table: Sessions
Figure 3.2: Movie list relational data.
implicitly, the logic of the queries. However, it is usual that data is archived or published
without metadata and recover that information can be very hard.
If data is represented in a flexible model, schema-independent, it is easy integrate new
information without the concerns related to relational databases. Since the schema is
explicit and is stored as data, this model allows schema interrogation in the same way
as data. In the Section 2.1 is explained how to represent “self-describing” data in this
manner and how to query semantic data.
3.2 Linked Data
Linked Data relies on a common data model that eases the process of combining
data from different sources. Its self-descriptive nature enables cooperation without
coordination. To illustrate this property consider a table as in Table 3.3. To understand
the table it is needed to know the meaning of each column. However, sometimes the
column header is not enough and the meaning is lost. A more descriptive column
header could not be enough. The ideal is data describing the data – metadata – as
shown in the Table 3.4 This information provides some context to the data to anyone
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that wants to use it.
Day Temp
1/1/2012 4
1/2/2012 8
1/3/2012 14
1/4/2012 15
1/5/2012 19
1/6/2012 22
Column "Temp" means
Temperature?
Degrees Celsius or 
Kevin or Fahrenheit?
Day/Month/Year or
Month/Day/Year 
date format?
Where was data 
collected?
Who recorded it?
Table 3.3: Example of table listing temperatures over a time period.
Day Temp
1/1/2012 4
1/2/2012 8
1/3/2012 14
1/4/2012 15
1/5/2012 19
1/6/2012 22
Temperature in 
degrees Celsius.
Date in 
Day/Month/Year
format
Data collected in 
Lisbon (G. Coutinho), 
Portugal
Data recorded by 
Roberto Paulo
Table 3.4: Example of schema information related to Figure 3.3.
Linked data can provide the schema information that the data needs and also allow
to publish the data itself in an open, extensible format. It also provides a way to link
to other related data, anywhere on the Web, in an unambiguous way. Web addresses
and dereferenceable identifiers are used both for schema and data itself. The Web
addresses provide a way to get the data and related schema. The user only needs to
follow the links.
3.2.1 Linked Data Principles
The Linked Data Principles[6] are a set of best practices for publishing and interlinking
structured data on the Web. These practices were introduced by Tim Berners-Lee and
are the following:
1. Use URIs as names for things.
2. Use HTTP URIs so that people can look up those names.
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3. When someone looks up a URI, provide useful information using the standards
(RDF, SPARQL).
4. Include links to other URIs so that they can discover more things.
The first principle deals with identifying concrete or abstract things. The technology
used to provide that identifier is the Uniform Resource Identifier. URIs used to name
things in Linked Data are generalized version of URLs, used to locate web pages in
the browser. A URI is a universally unique name; a URL is a special type of URI that
resolves on the Web.
The second principle states that anyone must be able to look up the names of things.
Using HTTP URIs it is possible to make the names resolvable on the Web. URLS
combined with application protocols locate web pages unambiguously providing means
to everyone retrieve the same document from the web when typing a specific URL.
The third principle says to allow the identifiers to resolve on the Web. When creating
a URI to name a thing it should either refer an existing Web resource or make up one
new. URIs must resolve to useful description about the named thing.
The fourth principle makes the Linked Data “linked”. The data becomes Linked Data
when it links to related resources. Using HTTP URIs to publish data, other people can
also link that data. The ability to follow these links allows people to surf in the Web of
Data like surfing the traditional Web of Documents.
Linked Data is built directly on the Web architecture and, by combining simplicity with
decentralization and openness, eases the task of sharing data on global scale.
3.2.2 Linking Open Data Project
The Linking Open Data Project[19] is a community activity started in 2007 by the
World Wide Web Consortium’s Semantic Web Education and Outreach (SWEO) In-
terest Group. The project’s stated goal is to “make data freely available to everyone”.
The collection of published Linked Data is referred to as the “LOD cloud”[18, 3]. The
Figure 3.3 is an attempt at visualizing the LOD cloud.
The last visualization of the LOD cloud is from September 2011. The cloud has grown
CHAPTER 3. WEB OF DATA 42
As of September 2011
Music
Brainz 
(zitgist)
P20
Turismo 
de 
Zaragoza
yovisto
Yahoo! 
Geo
Planet
YAGO
World 
Fact-
book
El 
Viajero
Tourism
WordNet 
(W3C)
WordNet 
(VUA)
VIVO UF
VIVO 
Indiana
VIVO 
Cornell
VIAF
URI
Burner
Sussex 
Reading 
Lists
Plymouth 
Reading 
Lists
UniRef
UniProt
UMBEL
UK Post-
codes
legislation
data.gov.uk
Uberblic
UB 
Mann-
heim
TWC LOGD
Twarql
transport
data.gov.
uk
Traffic 
Scotland
theses.
fr
Thesau-
rus W
totl.net
Tele-
graphis
TCM
Gene
DIT
Taxon
Concept
Open 
Library 
(Talis)
tags2con 
delicious
t4gm
info
Swedish 
Open 
Cultural 
Heritage
Surge 
Radio
Sudoc
STW
RAMEAU 
SH
statistics
data.gov.
uk
St. 
Andrews 
Resource 
Lists
ECS 
South-
ampton 
EPrints
SSW 
Thesaur
us
Smart
Link
Slideshare
2RDF
semantic
web.org
Semantic
Tweet
Semantic 
XBRL
SW
Dog 
Food
Source Code 
Ecosystem 
Linked Data
US SEC 
(rdfabout)
Sears
Scotland 
Geo-
graphy
Scotland
Pupils &
Exams
Scholaro-
meter
WordNet 
(RKB
Explorer)
Wiki
UN/
LOCODE
Ulm
ECS 
(RKB
Explorer)
Roma
RISKS
RESEX
RAE2001
Pisa
OS
OAI
NSF
New-
castle
LAAS
KISTI
JISC
IRIT
IEEE
IBM
Eurécom
ERA
ePrints dotAC
DEPLOY
DBLP 
(RKB
Explorer)
Crime 
Reports 
UK
Course-
ware
CORDIS 
(RKB
Explorer)
CiteSeer
Budapest
ACM
riese
Revyu
research
data.gov.
ukRen. 
Energy 
Genera-
tors
reference
data.gov.
uk
Recht-
spraak.
nl
RDF
ohloh
Last.FM 
(rdfize)
RDF 
Book 
Mashup
Rådata 
nå!
PSH
Product 
Types 
Ontology
Product
DB
PBAC
Poké-
pédia
patents
data.go
v.uk
Ox
Points
Ord-
nance 
Survey 
Openly 
Local
Open 
Library
Open
Cyc
Open 
Corpo-
rates
Open
Calais
OpenEI
Open 
Election 
Data 
Project
Open
Data 
Thesau-
rus
Ontos 
News 
Portal
OGOLOD
Janus
AMP
Ocean 
Drilling 
Codices
New 
York 
Times
NVD
ntnusc
NTU 
Resource 
Lists
Norwe-
gian 
MeSH
NDL 
subjects
ndlna
my
Experi-
ment
Italian 
Museums
medu-
cator
MARC 
Codes 
List
Man-
chester 
Reading 
Lists
Lotico
Weather 
Stations
London 
Gazette
LOIUS
Linked 
Open 
Colors
lobid
Resources
lobid
Organi-
sations
LEM
Linked
MDB
LinkedL
CCN
Linked
GeoData
LinkedCT
Linked
User
Feedback
LOV
Linked 
Open 
Numbers
LODE
Eurostat 
(Ontology
Central)
Linked 
EDGAR 
(Ontology
Central)
Linked 
Crunch-
base
lingvoj
Lichfield 
Spen-
ding
LIBRIS
Lexvo
LCSH
DBLP 
(L3S)
Linked 
Sensor Data 
(Kno.e.sis)
Klapp-
stuhl-
club 
Good-
win 
Family
National 
Radio-
activity 
JP
Jamendo 
(DBtune)
Italian 
public 
schools 
ISTAT 
Immi-
gration
iServe
IdRef 
Sudoc
NSZL 
Catalog
Hellenic 
PD
Hellenic 
FBD
Piedmont
Accomo-
dations
GovTrack
GovWILD
Google
Art 
wrapper
gnoss
GESIS
GeoWord
Net
Geo
Species
Geo
Names
Geo
Linked
Data
GEMET
GTAA
STITCH
SIDER
Project 
Guten-
berg
Medi
Care
Euro-
stat 
(FUB)
EURES
Drug
Bank
Disea-
some
DBLP 
(FU 
Berlin)
Daily
Med
CORDIS
(FUB)
Freebase
flickr 
wrappr
Fishes 
of Texas
Finnish 
Munici-
palities
ChEMBL
FanHubz
Event
Media
EUTC 
Produc-
tions
Eurostat
Europeana
EUNIS
EU 
Insti-
tutions
ESD 
stan-
dards
EARTh
Enipedia 
Popula-
tion (En-
AKTing)
NHS
(En-
AKTing) Mortality
(En-
AKTing)
Energy 
(En-
AKTing)
Crime
(En-
AKTing)
CO2 
Emission
(En-
AKTing)
EEA
SISVU
educatio
n.data.g
ov.uk
ECS 
South-
ampton
ECCO-
TCP
GND
Didactal
ia
DDC Deutsche 
Bio-
graphie
data
dcs
Music
Brainz 
(DBTune)
Magna-
tune
John 
Peel 
(DBTune)
Classical 
(DB
Tune)
Audio
Scrobbler 
(DBTune)
Last.FM 
artists 
(DBTune)
DB
Tropes
Portu-
guese
DBpedia 
dbpedia 
lite
Greek 
DBpedia
DBpedia
data-
open-
ac-uk
SMC
Journals
Pokedex 
Airports
NASA 
(Data 
Incu-
bator)
Music
Brainz
(Data
Incubator)
Moseley 
Folk
Metoffice 
Weather 
Forecasts
Discogs 
(Data 
Incubator)
Climbing
data.gov.uk 
intervals
Data 
Gov.ie
data
bnf.fr
Cornetto
reegle
Chronic-
ling 
America
Chem2
Bio2RDF
Calames
business
data.gov.
uk
Bricklink
Brazilian 
Poli-
ticians
BNB
UniSTS
UniPath
way
UniParc
Taxono
my
UniProt
(Bio2RDF)
SGD
Reactome
PubMed
Pub
Chem
PRO-
SITE
ProDom
Pfam
PDB
OMIM
MGI
KEGG 
Reaction
KEGG 
Pathway
KEGG 
Glycan
KEGG 
Enzyme
KEGG 
Drug
KEGG 
Com-
pound
InterPro
Homolo
Gene
HGNC
Gene 
Ontology
GeneID
Affy-
metrix
bible 
ontology
BibBase
FTS
BBC 
Wildlife 
Finder
BBC 
Program
mes BBC 
Music
Alpine 
Ski 
Austria
LOCAH
Amster-
dam 
Museum
AGROV
OC 
AEMET
US Census 
(rdfabout)
Media
Geographic
Publications
Government
Cross-domain
Life sciences
User-generated content
Figure 3.3: Linking Open Data cloud diagram
Source: Richard Cyganiak and Anja Jentzsch. http://lod-cloud.net/
so large that no attempt was made since that date. The cloud has more than 300
datasets from various domains, such as Media, Publications and Life Sciences. All the
data is available for use by developers. From the latest statistics, the cloud has more
than 31 billion data items and about 500 million links between them.
3.3 Software Tools
There is a wide range of systems described in the literature that can be used to publish
existing relational databases as Linked Data. In this section a closer look is taken to
some of these applications and also to some frameworks used for developing Linked
Data tools.
Apache Jena
Apache Jena[25] is an open-source Java implementation of the core of semantic web,
developed by HP Laboratories, providing a large set of tools and Java libraries to ease
the creation of semantic web and linked data applications. This framework includes:
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1. an API for reading, processing and serializing RDF data in several formats.
2. an ontology API that handles RDF Schema and OWL ontologies.
3. a rule-based inference engine that enables reasoning between RDF and the OWL
data sources.
4. two kinds of storage: persistent storage, such as SDB and TBD triplestores,
that allows the efficiently storage of a large number of RDF triples or in-memory
storage.
5. a query engine using SPARQL.
6. tools for publishing RDF data, with a variety of protocols, such as SPARQL.
Jena stores information as RDF in directed graphs. Using its API one can add, remove
and manipulate data in these graphs, as well as store them in triplestores and publish
them is SPARQL access points. Jena is the combination of several “sub-systems” as
depicted in Figure 3.4.
The RDF triples and their components are accessed using the Jena’s RDF API. To
represent a whole graph is used the abstraction Model and a triple which is a Statement.
An RDF resource (named with URI or anonymous) is used the Resource and Literal
is used to represent data values (strings, numbers, dates, and so on). This API eases
adding or removing triples to graphs and finding triples that match particular patterns.
RDF datasets can be also read from external sources (files or URLs) and be serialized
in a specific form.
The RDF graph is stored in a simple abstraction that allows Jena to use a variety of
different storage strategies. It can store a graph as an in-memory store, in a SQL
database or as a persistent store using a custom based tuple index. The graph interface
also allows that other stores to be connected to Jena.
Semantic rules of RDF, RDF Schema and OWL can be used to infer information that
is not explicitly in the graph. Jena’s Inference API provides the means to make these
entailed triples appear in the store. This specific API provides a number of rule en-
gines using custom rules, created by users, or using built-in rules for OWL and RDFS
or connecting to an external reasoner to perform the same job with other reasoning
algorithms.
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Figure 3.4: Apache Jena Framework architecture
Adapted from http://jena.apache.org/
Jena also provides the Ontology’s API that handles both RDFS and OWL. Jena follows
the collection of standards that define the semantic web technologies. This includes
the query language with all of the publish standards, revisions, updates and under-
development areas. The SPARQL’s API handles with both of query and update features
of the interrogation language.
The features described above are typically accessed by applications, through the Java
API. In order to publish data in the Web, Jena provides Fuseki, a data publisher server
that presents and updates data from RDF models over web, using SPARQL and HTTP.
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Sesame
Sesame[32] is an open-source Java framework for storing, querying and reasoning with
RDF and RDFS. It can be used embedded in applications or in a standalone server
mode, like a traditional database with multiple applications connecting to it. It provides
tools to parse, interpret, query and store RDF data.
Sesame Repository APIGraph API
Sesame Access APIs
Client Program
Sesame Server
SeRQL RQL Export Admin
SAIL API
JDBC Memory Nat ive
RDBMS
00010101100
10101010101
01010101010
11001010101
Figure 3.5: Sesame Architecture.
Adapted from http://www.openrdf.org/
Similar to Apache Jena, Sesame has also a modular architecture that allows combining
capabilities as needed. The Figure 3.5 shows the framework architecture[33].
The SAIL API (Storage And Inference Layer) is an internal Sesame API that abstracts
from the storage format used and provides reasoning support. SAIL implementations
can be combined providing functionalities such as caching and concurrent access han-
dling.
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On top of the SAIL API is the Sesame’s functional modules (SeRQL, RQL and RDQL
query engines), the admin module and the RDF export module. These modules are
accessed through the Sesame’s Access APIs that is divided in two separated parts: the
Repository API and the Graph API. The Repository API provides high-level access to
the Sesame repositories, handling all the details on client-server communication. Since
the repositories can be local or remote, this API eases the access, the interrogation
and updates of the repositories. The Graph API provides means to manipulate RDF in
a more sensitive way, such as remove or adding individual statements or the creation
of modes directly from the code. The Repository API and the Graph API complement
each other in functionality and are usually used together.
The Access APIs provide direct access to the Sesame’s functional models to an appli-
cations or to the Sesame server. It provides the HTTP access to the Sesame’s API.
D2RQ Platform
D2RQ Platform[12] is implemented as a Jena graph, used to access relational databases
as virtual, read-only RDF graphs. Using the virtual access to the relational content
the replication of data is avoided. Using this platform is possible to query a non-RDF
database using the query language SPARQL and access the content as Linked Data
over the Web. It also creates custom dumps of the relational contents in RDF format
in order to be loaded into a triplestore. There are three main components, as shown
in the Figure 3.6 in this tool: the D2RQ Mapping Language, the D2RQ Engine and the
D2R Server.
• D2RQ Mapping Language is a declarative language; it maps a relational database
schemata to RDF vocabularies and OWL ontologies. This mapping defines the
virtual RDF graph that contains the information from the database, in a similar
way to the concept of views in SQL. The mapping can be written by hand or using
a generate-mapping tool that creates a skeleton of the map using the database
schema. The mapping uses database tables as classes and the columns as the
properties of the classes.
• D2RQ Engine integrates with Apache Jena to process SPARQL over the relational
databases.
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Figure 3.6: D2RQ Architecture.
Adapted from http://www.d2rq.org/
• D2R Server is a port of viewing Linked Data over the web, providing “browsable”
content in RDF format, human readable, which one can navigate through. It also
provides the SPARQL endpoint.
The D2RQ Platform has an extension, the D2RD/Update[22], that extends the appli-
cation and enables the execution of the SPARQL/Update statements (INSERT and
DELETE) on the mapped data. This extension uses the constraints information from
the relational database schema and operates according these constraints.
OpenLink Virtuoso
The OpenLink Virtuoso[40] is the open source edition of Virtuoso. This software is a
cross platform SQL-ORDBMS (Structured Query Language - Object-relational database
management system) and Web Application Server hybrid, known as Universal Server,
that provides SQL, XML and RDF data management in a single server process. The
triplestore access is available through SPARQL and other protocols. The Figure 3.7
shows the OpenLink Virtuoso architecture and how the different modules interact.
CHAPTER 3. WEB OF DATA 48
Application Logic 
Services
(Existing applications)
Virtual Application Server
Web Services
SQL Engine
RDF Engine
Other Engines
Virtual Database Engine
SQL RDF
Unified Storage Engine
Data Spaces Web Data Sources
Data Sources
Internet
Figure 3.7: OpenLink Virtuoso architecture.
Adapted from http://virtuoso.openlinksw.com/
The SQL mapping to RDF[23, 24] is commonly referred as “Linked Data Views”. It
enables the exposure of pre-existing accessible relational data as Virtual RDF graphs.
The data is accessible through SPARQL queries or SPASQL (SPARQL within SQL).
From this process results RDF datasets without physical regeneration of relational data.
The SPARQL to SQL translator recognizes triple patterns that refers to graphs and
translates them to SQL. This method is used also by other applications such as D2RQ
or Squirrel RDF. The key feature presented by Virtuoso is that it can process a query
for which some triple patterns will go local or remote relational data and some to local
physical RDF triples. Other feature brought by Virtuoso is the integration with SQL;
since SPARQL and SQL share the same run time and query optimizer, the decisions
are made with the best knowledge of data and its location. This is very important when
mixing triples and relational data or when dealing with relational data distributed across
several databases.
Generally speaking, any relational schema can be mapped into RDF. The primary and
foreign keys are converted into IRIs, assigning a predicate IRI to each column and a
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rdf:type predicate for each row linking that column to a class IRI that corresponds to
the table. A triple with the primary key will be the subject, the column IRI the predicate
and the column’s value the object. This is a simple and often good approach, however
it is very restrictive.
Virtuoso offers Data Model Storage Providers for Sesame and Apache Jena that pro-
vides means to ease the native persistence of RDF data via Virtuoso’s Quad Store.
These providers give better performance than those that persist RDF in SQL form
because the overhead between the RDF graph and the relational model is eliminated.
Chapter 4
DaPress
4.1 DaPress Architecture
DaPress is a tool, developed with the Apache Jena Framework, that works as an
intermediary between a Semantic Web client and a relational database. The tool
extracts selected data from a relational database, transforms it into RDF and stores the
generated triples in a specialized triplestore using a relational database1. Figure 4.1
depicts the DaPress architecture. The tool aggregates three components:
• Manager is the module responsible for loading the configurations files, opening
the database connections and controlling the other modules.
• Loader implements the two mapping algorithms described in Section 4.2. This
module is in charge of converting data into RDF, RDFS and OWL and store it in
the triplestore.
• Access Point provides the SPARQL interrogation point. It is a specialized servlet
providing a web service.
Mainly for testing purposes, there is also a simple web page for submitting SPARQL
queries using a web browser, as shown in Figure 4.2. In the web page there are also
some example queries and a UML schema of the data stored.
1The source database and the triplestore may share the same database management system
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Figure 4.1: DaPress Architecture.
Figure 4.1 also illustrates how the control (dashed arrows) and the data (full arrows)
flow through the tool. Initially, the loading process is started by the Manager using the
data in the configuration files. This operation is repeated periodically, in a frequency
determined by the user. When the Loader receives the information passed by the
Manager, it executes queries to the external relational database. With the result of
those queries, the Loader creates the RDF and OWL models and store them in the
triplestore. Later on, when a client makes a query through DaPress, the request is
handled by the Access Point that interrogates the model stored in the triplestore.
The corner stone of DaPress is the mapping algorithms that converts relational data
into RDF, RDF Schema and OWL driven by an XML configuration file. The following
two subsections detail both the algorithms and the document type of the configuration
files.
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Figure 4.2: Screenshot of the DaPress Access Point.
4.2 Mapping Algorithms
This section presents the mapping algorithms of DaPress. For sake of clarity the
algorithm for creating plain RDF triples from the content of the relational database is
separated from the algorithm for creation of the ontologies from the schema of the
relational database. However, both algorithms work together and they consume data
provided by the XML configuration file and data retrieved from the relational databases,
using the SQL queries. Both algorithms produce a model, i.e. a collection of RDF
triples. In DaPress these two modes are merged in a single one and stored in the same
triplestore.
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4.2.1 RDF Mapping Algorithm
The RDF mapping algorithm receives as input configuration data and relational data
and produces as output a model – a set of RDF triples created with Jena.
In the Algorithm 1 the input is provided by a collection of functions. The inputs with the
prefix selected are the result from the configuration data, returning information on the
table.
• selectedTableNames returns a list with the table names that are intended to map.
• selecetdFieldNames returns a list with the field names, for each table, that are
intended to map.
• selectedResourceTypeName returns the type of the resource previously defined.
• selectedPropertyTypeName returns the value of the current field name.
• selectedRangeTypeName returns the value of the range defined for the current
field name.
In contrast, the inputs with the prefix get correspond to data coming from the relational
database which is the result of a query.
• getIds maps the table names to list of ids.
• getValue maps the field and id pair to values.
Functions with the prefix make correspond to methods provided by the Jena API to
create RDF elements.
• makeResource creates a new resource given an URI namespace, a type and an
ID.
• makeProperty creates a new property using a namespace and a unique name to
concatenate.
• makeLiteral creates a literal value, with the value given by string.
The algorithm 1 iterates over the selected tables and, for each one, retrieves their
identifiers from the database. For each identified record, using the makeResource it
creates a resource with the identifier retrieved. This function also creates the specific
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Algorithm 1: RDF Mapping algorithm
Input : selectedTableNames(), selectedFieldNames()
Input : selectedResourceTypeName(), selectedPropertyName()
Input : selectedRangeTypeName()
Input : getIds(), getValue()
Output: model
model← ∅
for tableName ∈ selectedTableNames() do
for id ∈ getIds(tableName) do
type← selectedResourceTypeName(tableName)
subject← makeResource(type, id)
for fieldName ∈ selectedFieldNames(tableName) do
predicate← makeProperty(selectedPropertyName(fieldName))
value← getValue(fieldName, id)
range← selectedRangeTypeName(fieldName)
if range = NULL then
object← makeLiteral(value)
else
object← makeResource(range, value)
model← model ∪ makeStatement(subject,predicate,object)
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property from the RDF vocabulary, the rdf:type. With the selectedResourceTypeName
value, the Ontology algorithm creates a new class (or retrieves the ontology class if
already exists) and relates it to the resource created.
For each field of the current record, using the function makeProperty, a new prop-
erty is created. The type of the property is defined by the value retrieved by the
selectedPropertyTypeName function. According to the range defined to the property,
that is given by the selectedRangeTypeName, a literal or a resource is assigned to the
property. If the range is not defined, a literal is created with the value retrieved using
the getValue function. Case the range is defined, a new resource is created using
both the range and the value given by the value. The value field, in this case, can give
origin to a class hierarchy, that is explained in the next sub-section. Finally, using the
subject, the property and object created, a new statement is constructed using the
makeStatement function and added to the model.
4.2.2 Ontology Mapping Algorithm
The algorithm for creating the ontology, presented in Algorithm 2, is similar to algorithm
presented in the previous sub-section. It also creates RDF triples, but using properties
defined in the RDFS and OWL vocabularies. To highlight the fact the model produced
by this algorithm contains an ontology, it is labeled as ontModel.
The functions with the prefix make corresponds to methods provided by the Jena API to
create ontologies.
• makeOntClass creates a new ontology class, that is represented by an URI, using
a namespace together with an unique identifier.
• makeDatatypeProperty creates a new datatype property, represented by an URI,
using a namespace with an unique identifier.
• makeObjectProperty creates a new object property also represented by an URI,
using a namespace with an unique identifier.
• makeDataRange assigns a range to the datatype property, with the datatype value,
usually XSD datatypes.
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• makeObjectRange assigns a range to an object property, creating a new ontology
class to the range value.
• makeDomain assigns a domain to a property using an ontology class.
• makeSubClass relates hierarchically two ontology classes.
• makeDisjoints given a list of classes, assures that one member of one class
cannot be member of another class in the list.
Algorithm 2: Ontology Mapping algorithm
Input : selectedTableNames(), selectedFieldNames()
Input : selectedResourceTypeName(), selectedPropertyTypeName()
Input : selectedValueAsType(), selectedRangeTypeName()
Input : getIds(), getValue()
Output: ontModel
ontModel← ∅
subClassList← ∅
for tableName ∈ selectedTableNames() do
domain← makeOntClass(selectedResourceTypeName(tableName))
ontModel← ontModel ∪ domain
for fieldName ∈ selectedFieldNames(tableName) do
range← selectedRangeTypeName(fieldName)
if range = NULL then
property← makeDatatypeProperty(fieldName)
makeDataRange(property,datatype)
else
property← makeObjectProperty(fieldName)
makeObjectRange(property, makeOntClass(range))
makeDomain(property,domain)
ontModel← ontModel ∪ property
if selectedValueAsType(fieldName) then
for id ∈ getIds(tableName) do
value← getValue(fieldName, id)
subClass← makeOntClass(value)
makeSubClass(subClass,domain)
ontModel← ontModel ∪ subClass
subClassList← subClassList ∪ subClass
makeDisjoints(subClassList)
The Ontology algorithm has the same inputs of the RDF algorithm. Although most of the
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data used to create classes and properties comes from the configuration file, the values
from the database still have to be explored in cases where subclasses are encoded as
auxiliary tables.
In Algorithm 2, for each selected tables, a new ontology class is created with the type
name assigned to that table. This new class is added to the model and will be used as
domain of the properties related to this type.
The selected fields of the current table are iterated and a property is created for each
one, based on the range value. If the range is not defined, a new datatype property is
created. The range of this property is also created, assigning a datatype value to the
property. In contrast, if the range is defined, a new object property is created. To assign
the range, a new ontology class is created using the range value. After the property is
created, the domain is defined and the property is added to the model.
There is a special case when a field was selected as holding subclasses. In this case,
the records of this table must be iterated and a new ontology class is created. These
new classes are related to the domain class hierarchically and added to the model. The
classes are stored in a list to be used in the creation of the disjointed classes.
4.3 Configuration Files
The DaPress uses a configuration file, provided by an XML Document that contains all
the information required by the tool. It has four types of information:
• parameters to establish the relational database connections, such as type of
database, database name, database location and credentials.
• general configuration with the SDB description file path and the delay for updates.
• selected resources which are the tables that the tool will map.
• selected properties which are the columns that the tool will map.
This type of document is formalized by an XML Schema definition, whose structure is
depicted in the diagram of the Figure 4.3.
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The most relevant part of this configuration file is about the resources. The element
Resources contains a sequence of elements for each resource. Each resource has a
group of attributes that defines the name of the resource, the namespace, the type and
the related table in the relational database. It also provides information about the field
that will be used as unique identifier. The name of the table is used for the SQL queries.
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Figure 4.3: XML schema of DaPress configuration files
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Each resource contains a set of properties. These properties have also a group of
attributes defining the name of the property, the namespace, the related column in the
database, the range if applied and a mandatory attribute. The mandatory attribute is
a Boolean that allows the tool to know if the attribute needs to exist; if True, a where
clause is added to the SQL query, stating that the current property (column in the query)
must be Not Null.
A secondary configuration file is the SDB Description File. This file configures the con-
nection to the triplestore and its path is defined in the DaPress in the main configuration
file.
4.4 Algorithms and Configuration Examples
The following example illustrates how both algorithms manipulate the data available
in the relational database and the resulting RDF graph. Both tables, Person and
Location, have a one-to-many relationship. The Table 4.1 is a sample of the database.
id name gender hometown
1 Maria female 5
2 Helen female 1
3 Ian male 2
4 Cristian male 3
5 Paul male 4
6 Ana female 6
id name country
1 Chicago USA
2 Glasgow UK
3 Madrid Spain
4 London UK
5 Porto Portugal
6 Lisbon Portugal
Table: Person Table: Locations
Table 4.1: Original database.
In order to execute the mapping a configuration file is needed. It can be consulted in
Appendix B.
For each row in the Person table a node is generated . This node is identified by a
unique identifier, the field name, and is the subject of the triples. Each column header
will generate a new property. The name of that property can be either the name of
the field or be renamed for a more accurate title. In this example, the column gender
generates the property from the RDF vocabulary rdf:type, connecting a name to its
gender. The column hometown relates a person’s name to a location. Since the location
is related to other table, the value of that property, renamed to x:isFrom, is a resource
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related to the table Locations. The next step is to build the ontology. With the table
name a OWL class is create, named Person. The different values in the column gender
can be related, to this class. For each different element, female and male a new OWL
class is created and connect them, hierarchically, to the Person superclass. Since a
person, using the table values, only can be female or male, is assumed that it cannot be
the both genders at same time. So the property owl:disjointWith is created assuring
that one person can only have a gender.
With the table Locations, the process is similar. The unique identifier in this table is the
field id. A new resource is created for each row, if it was not created while processing
the table Person. The other columns are used to create two new properties, x:name
and x:countryOf. The values of these properties are literals (strings), retrieved from
the table.
The prefix x is used to replace the full namespace URI http://example.org. After the
mapping the RDF graph generated is illustrated in the Figure 4.4
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owl:class
id name country
1 Chicago USA
2 Glasgow UK
3 Madrid Spain
4 London UK
5 Porto Portugal
6 Lisbon Portugal
x:isFrom
x:isFrom
x:isFrom
x:isFrom
x:isFrom
x:isFrom
x:Maria
x:Ian
x:Paul
x:Helen
x:Cristian
x:Ana
x:3
x:5
x:6
x:4
x:1
x:2
x:countryOf
x:countryOf
x:countryOf
x:countryOf
x:countryOf
x:countryOf
female
male
Person
rdf:type
rdf:type
rdf:type
rdf:type
rdf:type
rdf:type
rdfs:subClassOf
id name gender hometown
1 Maria female 5
2 Helen female 1
3 Ian male 2
4 Cristian male 3
5 Paul male 4
6 Ana female 6
Table: Person Table: Locations
rdfs:subClassOf
owl:disjointWith
Porto
Madrid
Chicago
Glasgow
Lisbon
Portugal
Spain
U.S.A
U.K
London
x:name
x:name
x:name
x:name
x:name
x:name
rdf:type
rdf:type
rdf:type
Figure 4.4: Example of the algorithms application.
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4.5 Validation
The validation of the DaPress is based on the experience gained while publishing
existing relational database. For this purpose, three different databases with different
sizes, structures and domains were selected
• Authenticus database[16] is part of a project2 with the same name that aims to
develop a system to automatically assign publications and their authors to known
Portuguese researchers and institutions. This system has several algorithms to
perform the author name disambiguation and identification. One of the main
outcomes of this project is a normalized and validated database of Portuguese
publications, that is an apt example of the kind of data that should become avail-
able as Linked Data.
• Adapted Sakila database is a sample database developed by MySQL team. It
intends to provide a standard schema that can be used for books, movies, articles
and so forth. The database used an adaptation of this database. It is a video
rental database, with films and actors, their participation, stores and customers.
• Employees database is a sample database, developed by MySQL team, that
provides a large set of data.
Besides the mapping of these databases, another database was also converted to
RDF. DBLP3 (Digital Bibliography & Library Project) is a computer science bibliography
website, hosted in Germany by Universita¨t Trier. It tracks the most important journals
on computer science and proceedings papers of many conferences. This database
is available in a XML dump format, updated almost daily. To generated a RDF/XML
file from the XML dump, DBLP team also provides a XML Style Sheet (XSLT) and a
Document Type Definition (DTD). The load of the generated file to the triplestore was
done using the Jena API. The XML dump used in this process was from 18 June 2013.
Table 4.2 summarizes information on the databases used in the validation of daPress.
The databases Authenticus, Sakila and Employees were transformed in RDF using
the mapping algorithms in the Section 4. Some tables of the original databases were
2https://authenticus.up.pt/
3http://www.informatik.uni-trier.de/∼ley/db/
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Authent icus Sakila (adapted) Employees DBLP *
Original Size 210 Mb 6.2 Mb 168 Mb
Used Size 36.2 Mb 840 Kb 66 Mb 745 Mb
Number of Tables (original) 67 10 6
Number of Tables (used) 13 6 5 1
Number of SQL Records 496.857 7.278 1.076.634 3.596.355
RDF Size 153 Mb 2.13 Mb 300 Mb 4 Gb
Number of Triples Stored 2.062.838 38.033 4.802.273 49.011.398
% of Increasing Size 422% 259% 454% 550%
Table 4.2: Database specifications and size related results.
excluded from the mapping, such as those related to user management or containing
precomputed values to speedup frequently requested listings. In order to have a point
of comparison between all the databases used they are measured as mySQL dumps
before and after the mapping. Comparing the size of the databases before and after
the mapping there is significant increase of the size of the dumps. In average, map a
relational database increases in 378% the size of the database. This difference can be
explained with the “explosion” of the number of records stored in the database. The
number of triples (records) generated is related to the amount of tables and the amount
of columns from each table that is mapped.
Authent icus Sakila (adapted) Employees
Execut ion Time 194 min 3 min 491 min
Triples per second 177 211 163
Data per second 13 Kb/s 12 Kb/s 10Kb/s
Table 4.3: Time related results.
The Table 4.3 summarizes the time consumed by mapping algorithms. In average, the
algorithms produced 11,7 Kb of data per second with an average of 184 triples per
second.
Since one of our goals is to link the Authenticus data to the DBLP data, both RDF data
are stored in the same triplestore, but in different graphs. The UML diagrams of the
mapping of Authenticus and DBLP are available in Appendix C.
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The machine where the mapping was processed is a Pentium 4 running at 2,4Gz with
8Gb of RAM. It is operated by Linux Mandriva 2009 with a 2.16.19 kernel. It should be
noted that the machine available for these tests is rather old, with a single processor,
thus the mapping should be faster on a multi-core machine. Nevertheless, the order
of magnitude of these mapping times requires an incremental algorithm that is already
planned.
Chapter 5
Conclusions and Future Work
This chapter presents the contributions of this MsC thesis to the publication of relational
data as linked data, and identifies some of its shortcomings that may address in the
future.
Part of the work described in this dissertation was presented on a paper at the Sym-
posium Languages, Applications and Technologies SLATE’13 [17]. The best papers in
this conference were selected for publication in the Computer Science and Information
Systems journal (ComSIS). An extended version of the SLATE’13 paper, with content
from this thesis, is being prepared to submit to ComSIS.
5.1 Conclusions
The main objective of this work was the creation of a tool for publishing the content of
a relational database as Linked Data. This work involved four steps: (1) the definition
of an algorithm to map relational data into RDF, (2) the definition of an algorithm to
map relational schemata into ontologies (3) the creation an XML document type for
configuration of the mapping process, (4) the development of a tool implementing the
previous mapping algorithms, guided by the configuration document, and providing a
SPARQL endpoint to interrogate the mapped data.
The approach used to map relational databases into Linked Data driven by an XML
configuration document, is the major contribution of this work. The algorithms are
66
CHAPTER 5. CONCLUSIONS AND FUTURE WORK 67
able to map relational tables with any kind of relationships (one-to-one, one-to-many,
many-to-many) and either with a single field key or a set fields key. The use of XML
documents proved to be a simple, flexible and expedite way to define and store mapping
information. These ideas were incorporated in the DaPress system, and the design and
implementation of this tool are also a relevant contribution of this work.
To validate the proposed approach the DaPress tool was used for publishing several
preexisting relational databases. The most important test was with the publication of
Authenticus database. This database served for testing the mapping algorithms. The
validation results shown that there was a significative increase in the data size and that
the time required for the relational data conversion was very high.
Linked Data published by this application is ready to be interconnected with similar or
related sources, by sharing URIs of classes, properties and resources, or by relating
them at the ontological level. This is the case of the RDF data of Authenticus that
is interlinked with the DBLP that uses a common vocabulary for shared information.
Publishing DBLP data with DaPress required loading a very large RDF file to the
triplestore. The purpose of this exercise was to enable the future study of the interlinking
of DBLP data with the data of Authenticus.
The conversion from relational data to RDF significantly increases the size of the data.
Also, the time required to convert a medium size database, such as that of Authenticus,
is also very high.
5.2 Future Work
The experience gained during the validation led to the identification of a number of
issues.
The time necessary for the data conversion is too high to be used in regular updates.
Making the algorithms incremental is fundamental to enable frequent updates. The
updating process must not replicate the data already mapped in the database.
Even though using an XML configuration file is a simple, it requires some knowledge
of XML. An administrative tool showing the tables and fields available on the relational
database, enabling their selection and renaming for the mapping process, would sim-
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plify configuration process.
Loading remote data in RDF format to a relational database is also a cumbersome
process, as could be concluded from the attempt to use data from the DBLP database.
These could be achieved by inverting the data conversion process, using the mapping
configuration file.
Currently, RDF data of Authenticus and DBLP are already linked and in the same
triplestore. Part of the future work will be to explore the possibilities open by this
collection of linked data about the same domain. An immediate problem will be to
identify common resources, such as researchers and articles, having in mind that
different researchers may have the same name and different articles may have the
same title.
Appendix A
Acronyms
API Application Programming Interface
CSV Comma-Separated Values
DBMS Database Management Systems
DCMI Dublin Core Metadata Initiative
DL Description Logics
FOAF Friend of a Friend
HTTP Hypertext Transfer Protocol
IRI Internationalized Resource Identifiers
LOD Linking Open Data
NCNAME Non-colonized name
NoSQL Not Only Structured Query Language
OWL Web Ontology Language
RDBMS Relational Database Management System
RDF Resource Description Framework
RDFS Resource Description Framework Schema
RDQL RDF Data Query Language
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RQL RDF Query Language
SAIL Storage And Interface Layer
SPARQL SPARQL Protocol and RDF Query Language
SQL Structured Query Language
SQL-ORDBMS Structured Query Language – Object-relational database management
system
SWEO Semantic Web Education and Outreach
SeRQL Sesame RDF Query Language
UML Unified Modeling Language
URI Uniform Resource Identifier
URL Uniform Resource Locator
URN Uniform Resource Name
W3C World Wide Web Consortium
XML Extensible Markup Language
XSD XML Schema Definition
XSLT EXtensible Stylesheet Language Transformations
Appendix B
XML Configuration File
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<?xml version ="1.0" encoding ="UTF -8"?>
<!ENTITY ex "http :// exemplo.org/">
<tns:configs
xsi:schemaLocation="http ://www.example.org/Test Configs.xsd"
xmlns:xsi="http ://www.w3.org /2001/ XMLSchema -instance"
xmlns:tns="http ://www.example.org/Test">
<tns:prefixes >
<tns:prefixe name="ex">
<tns:uri>http :// example.org/</tns:uri>
</tns:prefixe >
</tns:prefixes >
<tns:resources >
<tns:resource name="persons" table="Person" namespace="&ex;"
super="Person" identifier="name" type="persons">
<tns:typeColumn >gender </tns:typeColumn >
<tns:property name="isFrom" column="hometown" namespace="&ex;"
range="locations" mandatory="false"/>
<tns:property name="gender" column="gender" namespace="&ex;"
mandatory="true"/>
</tns:resource >
<tns:resource name="locations" table="Locations" namespace="&ex;"
identifier="id" type="location">
<tns:typeName >locations </tns:typeName >
<tns:property name="name" column="name" namespace="&ex;"
<tns:property name="countryOf" column="country" namespace="&ex;"
mandatory="false"/>
</tns:resource >
</tns:resources >
<tns:databaseConfigs >
<tns:username >myUsername </tns:username >
<tns:password >myPassword </tns:password >
<tns:url>jdbc:mysql :// localhost/</tns:url>
<tns:dbname >mySimpleDatabase </tns:dbname >
<tns:driver >com.mysql.jdbc.Driver </tns:driver >
</tns:databaseConfigs >
<tns:generalConfs >
<tns:delay >100000 </tns:delay>
<tns:sdbFile >/home/myhome/sdb.ttl</tns:sdbFile >
</tns:generalConfs >
Listing B.1: XML Configuration Document Example
Appendix C
UML Diagrams
foaf.Person
foaf:name          String
foaf:mbox          String
foaf:homepage   String
foaf.Organization
foaf:member       String
foaf:mbox           String
foaf:homepage    String
foaf:phone          String
foaf.Document
researcher
auth:identificationOf     String
institution
auth:addressOf     String
auth:locationOf     String
affiliation
dc:date    String
journal
dc:title       String
publicationOf
publicationInfo
auth:keywords       String
auth:categories      String
publication
auth:researcher         String
dc:title                      String
auth:publication         String
dc:language              String
dc:type                     String
dc:publisher              String
auth:issn                  String
auth:isbn                  String
auth:DOI                   String
auth:UAI                   String
dc:date                     StringdegreeOf
<<enumerat ion>>
0
...
9
DegreeOf
type
<<enumeration>>
Universitário
Politécnico
Concordatário
Militar e policial
Research Center
Other
type
type
<<enumeration>>
Article
Software Review
Letter
Review
Article; Proceeding Paper
Meeting Abstract
Proceeding Paper
Editorial Material
Correction
Book Review
Reprint
Biographical - Item
Review; Book Chapter
News Item
Article; Book Chapter
Editorial Material; Book Chapter
Bibliography
Note
Discussion
Item About an Individual
Correction, Addition
type
type
<<enumeration>>
journal
trade_journal
book_series
conference_proceedings
type
Figure C.1: Authenticus UML Diagram.
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foaf.Document
dc:identifier        string(key)
dc:date              date
dc:title               string
dc:publisher       string
dblp:journal        string
dblp:volume       int  
dblp:address     string
dblp:note           string
dblp:booktitle     string
dblp:school        string
dblp:year           int
dblp:cdrom        string
dblp:number      int
dblp:pages        string 
dblp:reviewid     string
dblp:ee             string
dblp:cite           Document
dblp:crossref    Document
foaf.Person
foaf:name      string
type
<<enumeration>>
Masterthersis
Collection
Proceedings
Inproceedings
Book
Phdthesis
Series
WWW
Citation
Article
type
rating
<<enumeration>>
NEUTRAL
POS
SUPERB
rating
creator
Figure C.2: DBLP UML Diagram.
Bibliography
[1] Dean Allemang and James Hendler. Semantic Web for the Working Ontologist.
Morgan Kaufmann Publishers, 2008.
[2] Grigoris Antoniou and Frank Van Hermelen. A Semantic Web Primer. MIT Press,
2004.
[3] Florian Bauer and Martin Kaltenbock. Linked Open Data: The Essentials. edition
mono/monochrom, 2012.
[4] Sean Bechhofer, Jim Hendler, Ian Horrocks, Frank van Harmelen, Deborah L.
McGuinness, Peter F. Pater-Schneider, and Lynn Andrea Stein. OWL Web
Ontology Language Reference. Technical report, World Wide Web Consortium,
2004.
[5] David Beckett. N-Triples - a line-based syntax for an RDF graph. Technical report,
World Wide Web Consortium, 2013.
[6] Tim Berners-Lee. Design issues: Linked data, 2006. [Online, accessed
7/02/2013].
[7] Tim Berners-Lee. Primer: Getting into RDF & semantic web using N3. Technical
report, World Wide Web Consortium, 2013. [Online, accessed 30/07/2013].
[8] Tim Berners-Lee, David Beckett, Eric Prud’hommeaux, and Gavin Carothers. Tur-
tle - Terse RDF Triple Language. Technical report, World Wide Web Consortium,
2011.
[9] Tim Berners-Lee and Dan Connolly. Notation3 (N3): A readable RDF syntax.
Technical report, World Wide Web Consortium, 2011.
75
BIBLIOGRAPHY 76
[10] Tim Berners-Lee, James Hendler, and Ora Lassila. The Semantic Web. Scientific
American Special Online Issue, 2002.
[11] Tim Berners-Lee, James Hendler, Ora Lassila, et al. The semantic web. Scientific
american, 284(5):28–37, 2001.
[12] Christian Bizer and Andy Seaborne. D2RQ-treating non-RDF databases as virtual
RDF graphs. In Proceedings of the 3rd international semantic web conference
(ISWC2004), volume 2004, 2004.
[13] Dan Brickey and R. V. Guha. RDF Vocabulary Description Language 1.0: RDF
Schema. Technical report, World Wide Web Consortium, 2004.
[14] Dan Brickley. The Friend of a Friend (FOAF) Project. [Online, accessed
13/05/2013].
[15] Dan Brickley and Libby Miller. FOAF Vocabulary Specification. [Online, accessed
13/05/2013].
[16] Sylwia Teresa Bugla. Name identification in scientific publications. Master’s thesis,
Universidade do Porto, 2009.
[17] Teresa Costa and Jose´ Paulo Leal. Publishing Linked Data with DaPress.
SLATE’13 - 2nd Symposium on Languages, Applications and Technologies, 2013.
[18] Linking Open Data. The linking open data cloud diagram, 2013. [Online, accessed
17/07/2013].
[19] Linking Open Data. The linking open data W3C SWEO community project, 2013.
[Online, accessed 17/07/2013].
[20] Dodds. An introduction to FOAF, 2004. [Online, accessed 13/05/2013].
[21] Bob DuCharme. Learning SPARQL. O’Reilly Media, Inc., 2011.
[22] Vadin Eisenberg and Yaron Kanza. D2RQ/Update: Updating relational data via
virtual RDF. In Proceedings of the 21st international conference companion on
World Wide Web, pages 497–498. ACM, 2012.
[23] Orri Erling and Ivan Mikhailov. Mapping relational data to RDF in Virtuoso.
Technical report, OpenLink Software.
BIBLIOGRAPHY 77
[24] Orri Erling and Ivan Mikhailov. Virtuoso: RDF support in a native RDBMS. In
Semantic Web Information Management, pages 501–519. Springer, 2010.
[25] Apache Software Foundation. Apache Jena. [Online, accessed 10/01/2013].
[26] Paul Gearon, Alexandre Passant, and Axel Pollers. SPARQL 1.1 update. Technical
report, World Wide Web Consortium, 2013.
[27] Tom Gruber. Ontology. In Ling Liu and M. Tamer O¨zsu, editors, Encyclopedia of
Database Systems. Springer US, 2008.
[28] Dublin Core Metadata Initiative. Dublin Core Metadata Initiative. [Online, accessed
18/05/2013].
[29] Graham Klyne and Jeremy J. Carroll. Resource Description Framework (RDF):
Concepts and Abstract Syntax. Technical report, World Wide Web Consortium,
2004.
[30] Ora Lassila and Ralph R. Swick. Resource Description Framework (RDF): Model
and Syntax Specifications. Technical report, World Wide Web Consortium, 1999.
[31] Mark Lawson. Berners-lee on the read/write web, 2005. [Online, accessed
30/07/2013].
[32] OpenRDF. Sesame. [Online, accessed 29/07/2013].
[33] OpenRDF. Sesame Documentation. [Online, accessed 29/07/2013].
[34] Shelley Powers. Pratical RDF. O’Reilly Media, Inc., 1st edition, 2003.
[35] Eric Prud’hommeaux and Andy Seaborn. SPARQL query language for RDF.
Technical report, World Wide Web Consortium, 2013.
[36] Will Richardson. Blogs, Wikis, Podcasts, and Other Powerful Web Tools for
Classrooms. Corwin Press, 206.
[37] John F. Roddick. A survey of schema versioning issues for database systems.
Information and Software Technology, 1995.
[38] Toby Segaran, Colin Evans, and Jamie Taylor. Programming the Semantic Web.
O’Reilly Media, Inc., 1st edition, 2009.
[39] Michael K. Smith, Chris Welty, and Deborah L. McGuinness. OWL Web Ontology
BIBLIOGRAPHY 78
Language Guide. Technical report, World Wide Web Consortium, 2004.
[40] OpenLink Software. Openlink Virtuoso. [Online, accessed 28/06/2013].
