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Povzetek 
V  magistrski  nalogi  predstavljamo razvoj aplikacije in arhitekture za 
zagotavljanje  varne in zasebne  komunikacije  med  napravami interneta stvari in 
spletnimi aplikacijami.  Cilj te  naloge je zasnovati,  pripraviti in  ovrednotiti takšno 
arhitekturo, ki  bo zgotavljala  varnost in zasebnost  uporabnika in  njegovih  osebnih 
podatkov, ki se prenašajo med napravami ter razviti demonstracijsko aplikacijo na tej 
arhitekturi. V teoretičnem delu naloge se ukvarjamo z internetom stvari, arhitekturnimi 
osnovami in gradniki, začasnimi (ang. Ad Hoc) omrežji, zagotavljanju varnosti naprav 
in različnimi aplikacijskimi  protokoli za internet stvari.  Po študiji  področja je 
določenih osem protokolov, ki so uporabni za tovrstne aplikacije, med katerimi je za 
najbolj  primernega izbran  protokol spletnih  vtičnic (ang.  WebSocket).  Rešitev z 
uporabo WebSocket protokola, je predstavljena v praktičnem delu naloge. Predstavlja 
relativno novost, ko gre za komunikacijo med napravami in spletnimi aplikacijami, saj 
za delovanje ni potreben kompleksen spletni strežnik za zbiranje podatkov, ampak je 
dovolj  posrednik (ang.  broker),  ki je enostaven  program  na strežniku.  Namen 
posrednika je  povezava  naprav  v aplikacijsko  omrežje.  Tovrstna arhitektura je tudi 
eden od primerov, ki omogoča zagotavljanje začasnih aplikacijskih omrežij, ki niso 
odvisni  od  kompleksne infrastrukture in temeljijo  na enostavnem  komunikacijskem 
protokolu ter so preproste za razvoj. Za demostracijo arhitekture razvijemo tri različne 
gradnike: posrednik, mikrokrmilniško napravo in spletno aplikacijo. Pri razvoju pa je 
bilo potrebno določiti tudi sporočilni protokol za komunikacijo naprav s posrednikom 
in med seboj. Koncept arhitekture in posrednik predstavljata osnovo, na kateri lahko v 
prihodnosti deluje katerikoli sistem, ki mora zagotavljati varnost in zasebnost. 
 
 
Ključne  besede: Internet stvari,  posrednik,  WebSocket,  povezane  naprave, 
ESP8266, JavaScript, varna komunikacija, zasebna komunikacija, omrežja, protokol, 
zvezdna arhitektura  
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Abstract 
In this master thesis we present the development of architecture and application 
that enables secure and private communication of Internet of Things (IoT) devices and 
web applications. The aim  of this thesis is to  design,  develop and evaluate an 
architecture that would alow users and their data complete security and privacy when 
using an application built on this architecture. In the theoretical part of this thesis we 
present Internet of Things, basic architecture and building blocks, Ad Hoc networks, 
IoT device security and  different application layer  protocols  used in IoT.  After the 
field introduction, eight  protocols are explained that are  used for these kinds  of 
applications. WebSocket (WS) is chosen as the most appropriate. A solution using the 
WS protocol is presented in the practical part of this thesis. It represents a relatively 
new approach to using WebSocket protocol when connecting devices and applications, 
since there is no need for advanced server for data acquisition. The only thing needed 
is a simple  broker that runs  on any computer  hardware as simple program,  broker 
connects devices on this application network. This architecture is one that alows the 
workings of an Ad Hoc network and applications that do not require advanced network 
infrastructure and are also simple with regard to the development and communication. 
To  demonstrate this architecture, we develop three  devices: a  broker, an IoT 
microcontroler device and an IoT Web aplication. For architecture to work properly 
a communication  protocol  needed to  be developed,  one that  would  work  with the 
broker and between application  devices themselves.   This architecture concept and 
broker represent the backbone to any future system or application that requires security 
and privacy.  
 
 
Key  words: Internet  of  Things, broker, WebSocket, connected  devices, 
ESP8266, JavaScript, secure communication,  private communication,  networks, 
protocols, star architecture 
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1 Uvod 
V  modernem svetu  komunikacij in  povezanih  naprav so  posebej zanimive 
naprave interneta stvari (ang. Internet of things, IoT), ki so povezane v oblačne storitve 
(ang. Cloud Services) z namenom prijaznosti uporabnikom. Koncept IoT ni nov, saj si 
naprave izmenjujejo  podatke  med seboj že  od nastanka interneta.  Dokaj  nova je 
sprememba  običajnih  predmetov,  kot so avtomobili,  hišne  naprave in stavbe  v t.i. 
pametne, povezane naprave, ki lahko komunicirajo tako s človekom, kot s sistemi, ali 
med seboj. [1] 
 
Število naprav, povezanih v internet, vsako leto raste [2] [3]. Slika 1 prikazuje, 
da napovedi to rast še povečujejo. Že leta 2008 je število naprav, povezanih v internet, 
preseglo svetovno prebivalstvo. Leta 2018 pa je število IoT naprav preseglo 7 milijard, 
istega leta je  bila tudi  vrednost svetovnega trga IoT  180  milijard  dolarjev.  Vsi ti 
Slika 1: Število naprav povezanih na internet. [3] 
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podatki in  napovedi so  pokazatelj za stroko,  da je razvoj  na tem  področju nujen. 
Pomemben je razvoj na različnih področjih komunikacij, varnosti in aplikacij. Podatki 
iz Nemčije so zelo optimistični, saj 91% vseh tovarn investira v t.i. digitalne tovarne, 
ki digitalizacijo dosegajo tudi z IoT pristopi.  Namen teh rešitev je  predvsem  dvig 
produktivnosti in  hkrati prihodka. Digitalni  pristopi za  podjetja  pomenijo tudi 
prihranke, ki so finančni, osebni in časovni. 
 
Pomembni  primeri  uporabe IoT so  v  urbanizaciji,  medicini,  kmetijstvu  in 
proizvodnji. [3] Svetovno gledano je Evropa najbolj zainteresirana za digitalizacijo in 
povezavo  mestne infrastrukture in  prebivalcev.  Pametna  mesta (ang. smart city) so 
sicer  v  večini  primerov zgolj  koncepti in  pilotni  projekti. Razvoj  podeželja je zelo 
pomembno  področje, s  katero se  ukvarja  Evropska  komisija.  Predlagala je razvoj 
pametne vasi kot pomemben način razvoja podeželja [4].  Na tem področju je tudi v 
Sloveniji  več razvojnih  pilotnih  projektov  vzpostavitve  pametnih  vasi, z  namenom 
povezave in digitalizacije več krajev [5]. Velika mesta pa se sama zanimajo za razvoj 
senzorskih omrežij, saj je nadzor porabe vsakodnevnih dobrin, elektrike in vode, še 
vedno področje, ki je potrebno razvoja. V najhujših primerih skoraj polovica vse pitne 
vode, ki jo porabijo mesta, ne pride do uporabnikov, ampak se izgubi na poti do njih, 
skozi  nezaznavne ali nerešljive razpoke  v infrastrukturi. [6]  Samo  predstavljamo si 
lahko, da za velika mesta to pomeni milijonske izgube, za prebivalce pa večje stroške. 
Z uporabo množice senzorjev v vodovodnem omrežju bi bilo mogoče takšne razpoke 
zaznati in jih  postopoma popraviti.  Ko  gre za  porabo elektrike, je zanimiv  primer 
uporabe javne razsvetljave, ki po mestih običajno sveti celo noč. IoT tehnologija bi 
omogočala vklop razsvetljave zgolj v primeru prisotnosti človeka. Prav tako bi senzorji 
omogočali prilagajanje osvetljenosti glede na npr. vremenske pogoje. 
 
Medicina je finančno najbolj zanimivo področje za razvoj IoT. Leta 2025 bo trg 
za povezane naprave v medicini znašal kar tretjino vrednosti celotnega trga. [3] Trendi 
kažejo, da so organizacije, ki se ukvarjajo z medicino, bolj odprte za vključitev IoT 
tehnologij  v  njihove  procese.  Danes so IoT  naprave  v  medicini t.i. povezani 
inštrumenti, predvsem  osebni (vezani  na  bolnika),  pa tudi  najnovejše  naprave za 
rentgensko in ultrazvočno slikanje ter magnetno resonanco. V prihodnosti lahko razvoj 
pričakujemo tudi na področju mikro in nano tehnologije, torej povezanih senzorjev in 
aktuatorjev v in na telesu. Prihodnost je na področju medicine zelo odprta, največjo 
prednost lahko pričakujemo na področju diagnostike in preventive. [7] 
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Področji industrije in  kmetijstva sta  povezani. Na  obeh je  uporaba različnih 
senzorjev  največja  prednost  v  primerjavi s tradicionalnimi  metodami.  Uporaba 
robotske tehnologije  pomeni  poenostavitev in izboljšanje  procesov.  Uporaba 
brezpilotnih letal je eden glavnih načinov nadzora procesov v industriji, v kmetijstvu 
pa nadzoru in kartiranju kvalitete zemlje. Glede na to, da se večina podjetij vidi kot 
tistih,  ki sledijo trendom,  kar pomeni,  da še  niso  dosegli vseh lastnih ciljev, lahko 
pričakujemo  velik razvoj  v industriji  na  področju IoT. Na tem  področju so najbolj 
zanimive tehnologije: 3D tiskanje,  nadgrajena in  virtualna realnost, sodelovalna 
robotika, strojni vid, brezpilotna letala in samostojna vozila. [3] 
 
Najpomembnejše področje  v svetu IoT  pa je  vsekakor  varnost  naprav in 
sistemov.  Velika  podjetja se trudijo,  da razvijajo sisteme,  ki so  varni in  omogočajo 
zasebnost podatkov. Težko je govoriti o uspešnosti, če poznamo dejstvo, da ima 89% 
naprav omejeno varnost, ki je posledica IoT, prav tako je polovica vseh naprav odprtih 
za zlonamerno  programsko  opremo. [7]  Uporabnika  bolj  kot  varnost  naprave skrbi 
varnost podatkov, ki jih takšni sistemi in aplikacije zbirajo. Z nakupom “pametne” IoT 
naprave, navadno vedno uporabljamo tudi storitve, ki nam jih naprava omogoča, kar 
pomeni, da uporabljamo v celoti infrastrukturo proizvajalca. S klikom, da se strinjamo 
s  pogoji  uporabe,  navadno  dovolimo in  preprosto  prepustimo  proizvajalcu,  da  naše 
podatke  večinoma  brez  pretiranih  omejitev uporablja.  Preprost  primer je  Googlov 
termostat  Nest.  Z  uporabo le-tega  vse  podatke,  ki jih termostat zbira, prepustimo  v 
uporabo Googlu. Nekoč smo bili prepričani, da termostat preverja samo temperaturo 
prostora, danes pa temu ni več tako. Ta termostat je neprestano povezan z internetom 
in ima  poleg senzorja  okolja tudi senzor  gibanja ter svetlobe. Senzorski  podatki so 
sicer koristni za aktivno spreminjanje temperature stanovanja.  Z uporabo takšnega 
termostata  proizvajalec tudi ve,  kdaj je  uporabnik doma in s  kakšno aktivnostjo se 
ukvarja. Tako posega na področje zasebnosti in varstva osebnih podatkov. Poraja se 
vprašanje, če se  uporabniki zavedajo, da ima  proizvajalec  možnost podatke vseh 
senzorjev uporabiti oz. deliti z drugo pravno osebo. V zadnjem letu je veliko prahu 
dvignila uredba EU GDPR (ang. General Data Protection Regulation), ki je uporabo 
osebnih podatkov uporabnikov zelo zaščitila. Z uporabo tega termostata zmanjšamo 
zasebnost, ker dovoljujemo zbiranje osebnih podatkov. Opisani primer ni edini, saj so 
uporabniški  podatki  v svetu informacijskih tehnologij sredstvo zaslužka. Z vsakim 
senzorjem je mogoče zajeti nekaj, kar je zanimivo za neko podjetje. Tako proizvajalci 
veliko truda  namenijo zajemu  vseh možnih podatkov in shranjevanju, čeprav še  ni 
nujno znana uporabna vrednost zajetih podatkov. 
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Poznavanje  komunikacijskih  protokolov  med temi  napravami je izjemnega 
pomena, saj omogoča enostavno in varno komunikacijo med napravami in hiter razvoj 
aplikacij in  naprav. [1] [8] Čedalje  več je spletnih aplikacij,  vezanih  na  delovanje 
znotraj brskalnika. Obstajajo tudi terminali, ki namizja v klasičnem pomenu besede ne 
poznajo in je njihov operacijski sistem brskalnik sam, npr. Chrome OS in odprte Linux 
različice.  Zato se tudi razvoj aplikacij,  ki so  neodvisne  od strežnika, odpira  na tem 
področju. Začasna  omrežja so tudi ena  od arhitektur, ki so  pomembne za razvoj  na 
področju IoT.  Ta  naloga predstavlja  napredek  v razvoju  področja začasnih 
aplikacijskih omrežij in aplikacij v IoT. Namen naloge je predstaviti IoT arhitekturo, 
ki  ni  v skladu s  pričakovanji velikih  korporacij in  klasičnih  pogledov  na  delovanje 
spletnih aplikacij. To pomeni postaviti uporabnika in njegovo integriteto v ospredje.  
 
Cilj te  naloge je zasnovati arhitekturo in razviti aplikacijo,  ki je  varna in 
omogoča  direktno  povezavo  med spletno aplikacijo (ang. frontend) in  napravo IoT. 
Predlagana arhitektura je ena od  možnih  pristopov  koncepta  omrežja  naprav  na 
aplikacijskem nivoju, ki omogoča, da vsak mobilni telefon ali računalnik, z uporabo 
brskalnika, postane IoT senzor ali naprava. Za pravilno delovanje takšne arhitekture je 
potrebno izbrati dober protokol, varne komunikacijske kanale in šifrirne algoritme. 
 
1.1 Struktura dela 
V drugem poglavju  predstavimo  koncept interneta stvari in arhitekturne 
značilnosti ter povezovalne  vidike Ad Hoc IoT  omrežij in  natančno razložimo 
moderne varnostne zahteve delovanja aplikacij in naprav pri njihovi komunikaciji in 
delovanju.  Na  koncu tega  poglavja  umestimo razviti sistem in  napravo  v  okvir IoT 
arhitekture. 
 
V tretjem poglavju je povzetih več protokolov, ki se uporabljajo v aplikacijah 
IoT. Gre za protokole HTTP (ang. HyperText Transfer Protocol), SSE (ang. Server-
sent Event),  CoAP (ang. Constrained  Application  Protocol),  MQTT (ang. Message 
Queue  Telemetry  Transport  Protocol),  XMPP (ang. Extensible  Messaging and 
Presence Protocol), AMQP (ang. Advanced Message Queueing Protocol), TCP (ang. 
Transmission  Control  Protocol) in  WebSocket. Čeprav  ni jasnih  podatkov,  katere 
naprave in  kateri  komercialni  produkti  uporabljajo  posamezne  protokole, je iz  več 
člankov razvidni,  da so izbrani  protokoli smiselno umeščeni.  Niso  vsi  protokoli 
aplikacijski, ampak  v tem  poglavju se jih umesti s stališča  uporabe  kot protokole 
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aplikacijskega sloja. Bolj podrobno je razložen protokol WebSocket, ki smo ga izbrali 
kot protokol, ki poganja zastavljeno arhitekturo.  
 
V predzadnjem poglavju predstavimo delovanje aplikacije, ki deluje na podlagi 
predlagane arhitekture.  Najprej je razprava  o izbiri aplikacijskega  protokola 
WebSocket ter  določitvi arhitekture,  nato  pa za  potrebe  komunikacije  uvedemo 
aplikacijska sporočila  oz.  protokol za  delovanje  posrednika.  Podrobna razlaga 
arhitekture zajema: aplikacijski  posrednik  na strežniku, spletno IoT aplikacijo in 
fizično IoT  napravo.  Predlagana arhitektura je  namenjena zagotavljanju  varnega 
kanala med spletnimi aplikacijami in IoT napravami, kjer je strežniška aplikacija samo 
vmesni povezovalni člen brez aplikacijske logike. 
 
Predlagana arhitektura predstavlja netipičen pristop IoT, saj večina aplikacij IoT 
predvideva uporabo oblačnih storitev za shranjevanje in obdelavo podatkov. Teh se 
predlagana arhitektura želi znebiti in  predlaga  direktno  komunikacijo s samo enim 
vmesnim aplikacijskim elementom,  ki je zgolj  komunikacijske  narave.  Takšna 
arhitektura sledi  modernim smernicam, tako  v  varnostnem vidiku kot s stališča 
zasebnosti. Na koncu je delovanje posrednika in aplikacije predstavljeno tudi s stališča 
varnosti v omrežju in na napravah. 
1.2 Razvoj ideje 
Internet stvari in uporabne mikrokrmilniške naprave so me od nekaj zanimale, 
prav tako tudi spletne aplikacije.  Srečal sem se s problemom, ko sem želel  narediti 
povezan termostat za  kontrolo  gretja  hiše. Najprej sem ta  problem  ocenil  kot zelo 
enostaven in  kupil  nekaj elektronike ter se začel igrati s senzorji temperature in 
mikrokrmilnikom ESP8266.  Vedel sem,  da je termostat sestavljen iz mikrokrilnika, 
termometra in stikala.  Ker  pa je  vsaka  naprava tako  dobra  kot  njena  programska 
oprema, za to pa je potreben trud in čas, je ta projekt nekaj časa čakal v omari. V bistvu 
na mizi kot sobni termometer, na Slika 2. 
 
Najprej sem se začel  ukvarjati s tem, kako  povezati aplikacijo z 
mikrokrmilnikom.  Sprva sem imel zelo  klasičen  pristop z  uporabo HTTP in 
pošiljanjem podatkov na strežnik, s spletno stranjo s prikazom zgodovine podatkov in 
kontrolo, z nastavljanjem temperature in urnika. Ta aplikacija je bila že uporabna za 
prikaz  delovanja, ampak  polna  varnostih lukenj in  v  končni fazi  procesorsko zelo 
zahtevna. Ker pa si tako nezaščitenega sistema nikoli ne bi želel namestiti v svoj dom, 
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sem si zastavil  vprašanje: “Kako  narediti aplikacijo  oz. arhitekturo takšno,  da  bo 
čimbolj varna?” 
 
Odločiti sem se moral za arhitekturo delovanja aplikacije in določiti protokol. 
Do takrat sem  uporabljal spletne tehnologije.  Nekako  me je izbira teh tehnologij 
privlačila, saj to  pomeni enostaven in  dobro  podprt razvoj aplikacije.  Na  voljo sem 
imel veliko zanimivih protokolov, ki bi jih bilo vredno uporabiti, vsakega s svojimi 
prednostmi. O protokolih spregovorim več v poglavjih 3 Pregled  protokolov za 
internet stvari in 4 Razvoj IoT arhitekture in aplikacije. Za arhitekturo in protokol 
sem želel nekaj, kar bo sledilo modelu objavi/naroči in bo podprto s strani brskalnikov. 
Ker tega na trgu ni, sem moral posrednik in takšne aplikacije spisati sam, o tem razvoju 
pišem v poglavju 4 Razvoj IoT arhitekture in aplikacije.  Arhitekture,  ki sem jih 
imel  v izboru, so  predstavljene  v  poglavju 4.2  Različne aplikacijske arhitekture. 
Odločitev je  potekala  na ravni, ali izbrati  nek  klasični  model  komunikacije ali  pa 
zasnovati drugačno arhitekturo in izdelati rešitev na osnovi protokola WebSocket. 
 
V poglavju 2.3 Varnost interneta stvari bo več govora o varnosti v IoT. Želel 
sem, da je moja arhitektura robustna in odporna na glavne tipe napadov. Odločitev, da 
bom moral uporabiti varne protokole, lastno šifriranje vsebine sporočil, je bila zame 
Slika 2: Prvotni mikrokrmilniški termometer. 
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samoumevna.  Največjo skrb  mi je  v tej  pripravni fazi  povzročalo  nepoznavanje 
zmožnosti mikrokrmilnika, vendar se je kasneje izkazalo, da je bila moja skrb odveč.  
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2 Internet stvari 
Internet stvari je po definiciji omrežje fizičnih naprav, vozil in drugih »stvari« z 
vgrajeno elektroniko, ki vsebujejo senzorje, aktuatorje in so povezani v omrežje, ki 
omogoča,  da te  naprave zbirajo in izmenjujejo podatke.  Namen IoT je  objekte,  ki 
vsebujejo senzorje in aktuatorje in so  namenjeni tako  vsakdanji  kot industrijski 
uporabi, povezati in jih narediti inteligentne in bolj sposobne interakcije s človekom 
in med seboj. IoT ne zajema zgolj naprav, ampak tudi načine komunikacije, kontrolno 
in informacijsko ravnino ter  procesiranje le-teh,  kar  omogoča  množico različnih 
aplikacij. Uporaba IoT aplikacij je zelo raznolika, od množice senzorjev v poljedelstvu 
do t.i. povezanih oblačil. [1] [8] [9] 
2.1 Arhitektura in ekosistem interneta stvari 
Sprva je termin IoT  pomenil  mnogo različnih ekosistemov,  komunikacijskih 
tehnologij in  primerov  uporabe.  Zato je težko razložiti internet stvari  kot en sam 
sistem. Za boljše razumevanje je potrebno spoznati vse sloje IoT ekosistema. Ko gre 
za različne  komponente IoT raje  govorimo  o ekosistemu in  ne  o arhitekturi, saj je 
neodvisen  od fizičnih lastnosti  posameznih  naprav in slojev.  Za  posamezne 
komponente je pomembna logična in aplikacijska povezava med napravami in relacija 
med posameznimi komponentami.  
Jedrne komponente IoT so:  
• senzorji in krmilniki,  
• naprave prehoda,  
• omrežje, 
• programska oprema za analizo in translacijo podatkov ter  
• aplikacijske storitve.  
Senzorji oz. krmilniki so majhne povezane naprave, navadno mikrokrmilniške, 
lahko tudi bolj napredne, in so tisto, kar daje ime »stvari« v internetu stvari.  
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Naprave  prehoda so tiste, ki zbirajo in  pošiljajo /  usmerjajo  podatke, skozi 
podatkovno omrežje. 
Omrežje je fizična arhitektura, ki vse te naprave povezuje.  
Analiza in translacija podatkov je sloj,  ki se  ukvarja izključno s skrbjo za 
podatke.  
 Aplikacijske storitve skrbijo za režijo,  kontrolo in  predstavitev zbranih 
podatkov in možnostjo vpliva nanje. 
 
Prvotno segmentacijo IoT ekosistema v posamezne komponente, je nadomestil 
referenčni model, ki ga je predstavil IoT World Forum, na Slika 3: Referenčni model 
IoT,  predstavljen s strani IoT  World  Forum. [10].  Namen je razdeliti  področja 
delovanja  posameznih sestavnih  delov IoT arhitekture.  Zdaj lahko  govorimo  o 
arhitekturi, saj so  v tem  modelu soodvisnosti enega segmenta  do  drugega jasno 
predvidene. Posamezni deli so: [10] 
 
Fizične naprave in krmilniki so tisti, ki dajejo ime terminu IoT, torej »stvari«. 
S stališča arhitekture so to senzorji in naprave, ki so direktno upravljane s pomočjo 
IoT arhitekture.  Pomemben  koncept IoT je inteligenca  na robu,  ki  omogoča  nizke 
zakasnitve v primeru spremenljivih dogodkov, in hkrati večjo avtonomijo naprav. Za 
zagotavljanje zgoraj naštetega je potrebna implementacija vsaj nekaterih inteligentnih 
procesov na tem nivoju.  
 
Povezljivost je sloj razširjen vse od omrežnega dela robne naprave (odjemalca) 
do strežnika oz. oblaka. Pri tem je zajetih veliko različnih vrst komunikacije in sloj 
Slika 3: Referenčni model IoT, predstavljen s strani IoT World Forum. [10] 
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zajema podatkovno raven tako na logični ravnini kot tudi fizičnih tehnologijah. Ta sloj 
predstavlja  pot,  ki jo  podatki  opravijo  do strežnika  oz.  oblaka ali  do robnega 
procesiranja.  
 
Računalništvo na robu je eden  od  delov,  ki  v  prejšnjem ekosistemu  ni 
predviden, je  pa  v  modernih arhitekturah zelo  uporabljen.  Oblak  na robu (ang.  Fog 
computing) je pomemben del v nekaterih IoT sistemih. Ukvarja se tako s podatkovno 
kot kontrolno ravnino na višjih protokolnih slojih. Ta del je pomemben pri delovanju 
logike aplikacij. Na tem nivoju so implementirane protokolne konverzije, usmerjanje 
na višjih nivojih programskih funkcij in protokolih ter hitra logika za nižje zakasnitve 
pri delovanju aplikacije.  
 
Zbiranje podatkov je bistveni del IoT sistema, saj so podatki bistvo delovanja 
vsake IoT aplikacije. Glede na to, da so ustvarjene velike pasovne širine, količine in 
vrste podatkov, je te podatke potrebno shraniti za procesiranje, integracijo in uporabo 
višje-ležečih aplikacij. 
 
Abstrakcija  podatkov je  bistvena,  da  velike  količine  podatkov iz različnih 
senzorjev  dobijo smisel.  V tem  delu je  pomembno  vrednotenje  podatkov,  določitev 
prioritet in podatke pripraviti v obliko, potrebno za kasnejše procesiranje. 
 
Aplikacijski sloj je namenjen izvajanju in izvrševanju kontrolne in podatkovne 
ravni. Nadzor, optimizacija procesov, alarmiranje, statistična analiza, kontrolna logika 
so nekateri primeri takšnih rešitev na aplikacijskem sloju.  
 
Kolaboracija in  procesi je sloj  namenjen interpretaciji in  prikazu  podatkov 
uporabnikom,  navadno je ta sloj  vezan  na samo  delovanje  podjetja.  Ta sloj tudi 
predstavlja interakcijo ljudi z  vsemi  deli IoT sistema in je tudi tisti  del,  ki  določi 
ekonomsko  vrednost sistema. Izziv  na tem  nivoju je  učinkovito izkoristiti IoT  na 
nivoju infrastrukture in storitev, ki pripelje  do ekonomske rasti in  optimizacije 
poslovnih procesov. [1] [8] [10] 
 
IoT ni ena sama tehnologija, ampak je kombinacija različnih naprav, senzorjev, 
omrežij in programske opreme, ki delujejo kot sistem in omogočajo uporabo različnih 
vrednosti in podatkov z interneta stvari za raznolike aplikacije. Za razliko od ostalih 
tehnologij,  ki se  ukvarjajo  predvsem z  glavno arhitekturo, tipi  naprav ali  načinom 
povezovanj, je IoT v svojem bistvu velika množica različnih tehnologij.  
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Smemo reči,  da  povezana  naprava  ne  postane  pametna samo zaradi  nekega 
senzorja,  protokola,  omrežja ali aplikacije.  Kombinacija  vsega  naštetega  ustvari 
inteligenco tem  napravam.  Obstaja  veliko  omrežij, preko  katerih se lahko  naprave 
povezujejo v internet. V nalogi smo se osredotočili na konkreten primer uporabe in 
njegovo implementacijo na nov in nekoliko nekonvencionalen način. Ta se bo iskal za 
izredno zanimivega, zlasti na področju varnosti in enostavnosti razvoja aplikacij. 
2.2 Začasna (Ad Hoc) omrežja 
Pomembno poglavje v svetu IoT je tudi povezovanje naprav in vzpostavljanje 
omrežij,  ki  niso  nujno  vezana  na že  vzpostavljeno infrastrukturo.  Tem  omrežjem 
rečemo Ad Hoc ali  namenska  omrežja.  V svojem  bistvu  gre za  decentralizirano 
omrežje.  Hierarhija  omrežja je  vezana  na arhitekturo samo,  ki je odvisna  od 
tehnologije in namena. Navadno gre za omrežja več naprav, ki so povezana med seboj, 
z neko brezžično tehnologijo. Ad Hoc omrežja so lahko začasna ali stalna, to pomeni 
so vzpostavljena za določen namen, ali pa gre za neko stalno povezano skupino naprav. 
Tem napravam pravimo tudi vozlišče (ang. node). Za razliko od klasičnih omrežij so 
takšne  naprave lahko  hkrati tudi  dostopne točke  v  omrežje in imajo lastnosti 
usmerjevalnika. [11] 
 
Brezžične tehnologije,  ki se  uporabljajo  pri  vzpostavitvi takšnih  omrežij so 
Bluetooth, UWB, WiMAX, WiFi ali Zigbee. Ker gre za standardizirane tehnologije, 
je  mogoče  vzpostaviti  omrežja z  napravami različnih  proizvajalcev.  Ker  gre za 
mobilne tehnologije in se lahko  vozlišča  premikajo,  govorimo  o  mobilnih  Ad  Hoc 
omrežjih (ang. Mobile  Ad  Hoc  Networks – MANETs).  Ko  govorimo  o  omrežjih 
povezanih vozil, govorimo o Ad Hoc omrežjih vozil (ang. Vehicular Ad Hoc Networks 
- VANETs). Takšna omrežja so v splošnem zanimiva tudi za omrežja velikega števila 
senzorskih  naprav in jih poimenujemo  brezžična senzorska  omrežja (ang.  Wireless 
Sensor Networks – WSNs). 
 
Zanimivih aplikacij  v svetu  Ad  Hoc  omrežij je  veliko.  MANET je zanimiv 
predvsem  v taktičnih  omrežjih, vojaških  bojiščih,  pri reševanju in evakuacijah, 
komercialnih okoljih in trgovinah, konferencah, domačem omrežju, igrah in storitvah, 
vezanih  na lokacijo ter čas.  Z  uporabo takšnega  omrežja je  mogoče tudi razširiti 
pokritost  mobilnega  omrežja.  VANET je  uporaben,  ko  gre za  navigacijo, 
preprečevanje  nesreč,  obveščanju  voznika ali izogibanju zastojev,  prav tako je 
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pomemben člen  nadzora stanja  vozila s senzorji.  Pomemben  del  VANET je tudi 
zaznavanje s strani  ne  vozeče infrastrukture in  pomoči  v  nezgodah.  WSN  pa je  v 
svojem  bistvu  namenjen zaznavi s  pomočjo senzorjev in je torej  prav tako zelo 
uporaben  v  vojaške  namene za  nadzor  opreme,  osebja, terena in  nasprotnih sil. 
Pomemben je za aplikacije v okolju npr. za nadzor gozdnih požarov in v poljedelstvu. 
WSN se tudi uporablja za medicinske namene, torej za zaznavo fizioloških podatkov 
ali  pa sledenje  osebju in  bolnikov  po  bolnici.  Pomembna je tudi  v sferi  domače 
avtomatizacije in pametnih okoljih, kot so nove tovarne ipd. [11] [12] [13] 
 
 Senzorska omrežja so tista, ki so aktualna v tej nalogi. Predvsem zanimive so 
takšne naprave oz. vozlišča, ki niso zgolj senzorji, ampak tudi aktuatorji. Prav tako so 
zanimiva omrežja, ki uporabljajo naprave z IP oz. vsaj privzete prehode, saj želimo 
zbližati spletne aplikacije in naprave interneta stvari. Na Slika 4 je predstavljenih več 
arhitektur za povezovanje WSN v IoT. Ugotovimo lahko, da je za večino teh arhitektur 
potrebno naslavljanje naprav oz. v določenih primerih translacija. Glavna prioriteta pri 
razvoju IPv6 je bila veliko število naslovov za uporabo z velikim številom senzorskih 
naprav.  V senzorskih  omrežjih je  primerna  uporaba storitev in  protokolov  modela 
objavi/naroči.  Ker  pa so senzorske  naprave  večinoma  procesorsko šibkejše, se 
uporablja tudi model odjemalec/strežnik z uporabo CoAP. Ne glede na arhitekturo je 
spletne aplikacije in IoT naprave mogoče različno povezati. V teh pogledih je mogoče 
izvesti takšno arhitekturo, ki jo predlagamo. Ad Hoc omrežja so omrežja nižje plasti, 
torej je aplikacijska plast, ki jo zajema ta naloga tista, ki je neobremenjena s fizičnimi 
Slika 4: Načini povezovanja WSN v IP infrasturkturo. [11]  
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omrežji. Za nemoteno delovanje pa je pomembna izbira aplikacijskega protokola in 
vrsta fizične komunikacije, ki bo podpiralo višje-ležeče protokole. [14] 
 
Ad  Hoc ali začasne aplikacije so zelo  povezane z  Ad  Hoc  omrežji, saj 
konceptualno delujejo podobno, vendar so aplikacije neodvisne od fizičnega omrežja. 
To  pomeni,  da lahko takšna začasna aplikacija  obstaja, tako  na trajnem kot  na 
začasnem  omrežju. Mogoče se zdi  kontradiktorno, zakaj  bi  bile začasne aplikacije 
sploh  potrebne.  Potrebno se je zavedati,  da  obstajajo  primeri,  ko  obstoječa 
infrastruktura ni na voljo, ali je uničena. Lahko se izgubi zgolj povezava z zunanjim 
svetom,  ko je  potrebno  vzpostaviti  notranja  omrežja ali zgolj  vzpostaviti  hitro 
aplikacijo. Če  gre za  naprave  kot so telefoni ali računalniki je takšno aplikacijo 
preprosto vzpostaviti. Ko je potrebno dodati v takšno aplikacijsko omrežje še senzorje 
in bolj preproste naprave, pa je potrebna še neka druga infrastruktura. Z predlagano 
arhitekturo želimo predstaviti možnost postavitve začasnega aplikacijskega omrežja, 
ki potrebuje zgolj enostaven in hiter razvoj JavaScript spletne aplikacije in posrednika, 
ki je lahko enostavna naprava, povezana na fizično omrežje, ali pa je to dostopna točka 
sama.  Predlagana arhitektura je tudi  neodvisna  od fizičnega  omrežja, če je  možna 
povezava z internetom, torej v tem primeru je lahko posrednik fizično ločen od ostalih 
naprav,  npr.  v strežniški sobi,  pa te  vseeno  komunicirajo,  kot  da so  neposredno 
povezljive.  
2.3 Varnost interneta stvari 
Število  naprav IoT se iz leta  v leto  povečuje, kar prinaša tudi  posledice  pri 
uporabi in varnosti le-teh. Velja pregovor: “Če je naprava povezana v javno omrežje, 
ni vprašanje če, ampak kdaj bo izkoriščena.”  
 
IoT  naprava  navadno izvaja  dvosmerno  komunikacijo  na internetu  v skoraj 
realnem času. Takšno komunikacijo je najtežje zaščititi. Če je zaščita računalnikov in 
strežnikov predmet številnih raziskav in dobrih praks, je pri IoT napravah to področje 
še veliko bolj nedozorelo. Številni globalni ponudniki in eksperti IoT storitev [15] [16] 
predstavljajo smernice in zahteve za izvedbo  varnih IoT sistemov.  V  nadaljevanju 
povzemamo ključne dobre praske s tega področja. 
2.3.1 Odprta vrata storitev 
Problem je,  da IoT  naprava sprejema  podatke in  ukaze s strežnika.  V 
tradicionalnem  modelu je  naprava,  ki  posluša,  odprla svoje zunanja  vrata (ang. 
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inbound  port) in čakala  na  dohodno  povezavo. Čeprav je to izvedljivo  v  nekaterih 
scenarijih, je to v večini primerov veliko varnostno tveganje, saj morajo ta vrata ostati 
odprta za vedno. To lahko pripelje do različnih vrst napadov na sisteme, kot so DDoS 
(ang.  Distributed  Denial  of  Service,  napad za zavrnitev storitve),  krajo  podatkov, 
vgradnjo zlonamerne programske opreme in druge modifikacije v delovanju. 
 
Možna rešitev je enostavna za razumevanje in uporabo, saj jo uporabljamo vsak 
dan z  uporabo  brskalnikov. Naprava lahko  ustvarja  povezave le  navzven (ang. 
outbound connction). Te povezave niso odprte za napade zgornjega tipa. Takšen način 
delovanja odstrani večino nevarnosti za napad od zunaj na IoT naprave. Delovanje te 
vrste IoT  naprav  predvideva  model  objavi/naroči (ang.  publish/subscribe),  ki lahko 
pošilja  podatke  neodvisno  v  obeh smereh,  ni  pa to  nujna lastnost.  Takšen  način 
komunikacije omogočajo vsi moderni protokoli kot so MQTT, CoAP, WebSocket in 
HTTP 2.0. Ne glede na protokol je bistveno, da se komunikacija odpre navzven (torej 
od naprave proti strežniku) in se pusti ta komunikacijski kanal odprt. Glede na količine 
podatkov in število naprav je tudi pomembno, da povezave vzdržujejo in upravljajo 
veliki distribuirani strežniki, ki ne bodo tako hitro zasičeni z veliko količino zahtev. 
2.3.2 Šifriranje sporočil 
Naslednja  pomembna lastnost je  potreba  po zaščiti  paketov in  podatkov. 
Transportation  Layer  Security (TLS) je standard za zagotavljanje šifriranja 
komunikacijskih tokov. Podatke znotraj datagramov je smiselno še dodatno šifrirati z 
uporabo Advanced Encryption Standard (AES). TLS/SSL (ang. Transportation Layer 
Security/  Secure  Socket  Layer) tako ščiti  vsebino  paketov,  ki se  pretakajo  med 
napravami od ene naprave do druge, pred nedovoljenim vpogledom ali spreminjanjem. 
Čeprav je  TLS/SSL zelo  dober  pri zaščiti  podatkov  med  prenosom, so  podatki 
generirani s strani IoT  naprav še  vedno lahko ranljivi  na  napravah samih  oz.  pri 
prenosu  v  primeru  napada z lažnivim  predstavljanjem (ang.  phishing). Za  pravo 
šifriranje podatkov od enega do drugega konca, torej od naprave do strežnika, podatke 
ustvarjene  na  napravi, še  dodatno šifriramo s šifrirnim algoritmom  AES.  Tako je 
mogoče  doseči,  da samo  naprave z istim ključem  AES podatke tudi  preberejo. 
Obstajajo primeri, kjer je lahko takšna rešitev problematična, še posebej če bi vmesna 
naprava npr. računalnik na obrobju želel te podatke prebrati za hitro obdelavo. V večini 
primerov je želja po tej varnosti tista, ki onemogoča napad s prestrezanjem ali lažnim 
predstavljanjem. Z zgoraj napisanim principom je mogoče doseči popolno šifriranje z 
enega do drugega  konca tudi  podatkov  občutljive  narave,  hkrati se lahko izkoristi 
možnosti več TLS kanalov za pretakanje šifriranega sporočila. 
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2.3.3 Nadzor dostopa  
Za zagotovitev  kontroliranega  prenosa  AES in  TLS/SSL  nista  dovolj,  velik 
problem je  natančen in  kontroliran  dostop  do  naprav. Torej, kdo sme nekaj  početi. 
Omrežje  oz.  nekakšen  orkestrator je tista  naprava,  ki  bi  naj  poskrbela za  nadzor. 
Nekatere  naprave  potrebujejo  podatke  drugih, spet  druge  bi rade spreminjale 
nastavitve aplikacije ali naprave. Vse te možnosti so zgolj različni kanali, po katerih 
se  prenašajo  podatki.  Končna  naprava fizično  ni sposobna filtrirati  vseh sporočil. 
Nadzor na podlagi žetona zelo jasno definira, kdo sme prejeti oz. oddajati podatke. To 
hkrati tudi  omogoča centralno  kontrolo  odvzema žetona in  npr.  odvzema  pravic 
določenim napravam ali uporabnikom. Omrežje se tako obnaša kot nekakšen prometni 
policist,  ki  hkrati  dovoljuje  napravam  dostop, ter določuje, katere  naprave smejo 
govoriti in poslušati. Omrežje je v tem smislu na višjem nivoju (aplikacijska raven) in 
ne zgolj logičnem IP/TCP.  
2.3.4 Stanje naprave 
Pomemben je nadzor fizičnega stanja naprave, v katerem se nahaja, in da sama 
to sporoča sistemu. Tako za laične uporabnike kot industrijo je pomembno, da sistem 
aktivno  nadzira, ali je  naprava  vklopljena ali  ne. Vprašanje je, ali je  naprava sploh 
prisotna v omrežju. Če neka ključna naprava preneha pošiljati podatke, ali se oglašati, 
je pomembno, da sistem to sporoči lastniku oz. vzdrževalcem. Nepovezana naprava 
lahko  pomeni  več različnih scenarijev.  Lahko  gre za lokalen  vdor ali spreminjanje 
pozicije naprave, lahko pa pomeni zgolj električen ali omrežni izpad. 
 
Ključnega  pomena je,  da se IoT  metapodatki,  npr. sledenje lokacije  napravi, 
prenašajo  preko  drugega  varnega  kanala.  Lahko se  prenaša samo  omrežno stanje 
naprave, lahko pa drugi podatki, kot so pospeškometri, geolokacija. Vsak del naprave 
naj ima svoj  varovalni  »Ping« (ang. Heartbeat, srčni  utrip)  mehanizem,  ki  druge 
naprave opozori ali sproži alarm. Takšni mehanizmi sprožijo procese na kolaboracijski 
ravni in tako omogočajo hitra popravila in preprečijo nesreče. V prihodnosti, ko bo 
takšnih naprav vedno več, se bodo morali proizvajalci in uporabniki odločiti, kateri 
napravi bodo smeli zaupati, ko bo javila svoje stanje, drugače bodo lahko posledice 
tudi poslovno odločilne. 
2.3.5 Prijaznost nastavitve in nadgranje 
Proces vzpostavitve delovanja naprave in nadgradnje programske opreme je v 
začetkih IoT predstavljal zelo komplicirane postopke. Pri prej naštetih dobrih praksah 
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se je predvidevalo, da je naprava že delujoča in povezana na internet. V tem delu pa je 
vprašanje,  kako  priti  do tega stanja.  Za  primer  vzemimo namestitev varnostnega 
sistema z Wi-Fi kamerami. Uporabnik predvideva, da bodo te naprave delovale kot 
druge  domače  naprave,  ko so  napajane in  povezane, torej plug  and  play. Na žalost 
danes temu  ni tako, saj večina  proizvajalcev  odgovornost za  vzpostavitev  kamer in 
kako  obiti domačo požarno pregrado za  oddaljeni  nadzor,  prepušča  kupcu.  Torej je 
celoten sistem tehnično zahteven že za vzpostavitev, kaj šele, da bi uporabnik kasneje 
nadgradil te  naprave z  novo  programsko  opremo,  ki  vsebuje  varnostne in  druge 
popravke.  Za  dobro  uporabniško izkušnjo je tako  potrebno  pripraviti  napravo,  ki 
potrebuje zgolj nek način vnosa podatkov za povezavo v brezžično omrežje. 
 
Objavi/naroči  model reši  večino  predstavljenih  problemov, razen  npr. za 
vzpostavitev Wi-Fi povezave. Uporaba standardnih vrat 80 in 443 omogoča hitro in 
enostavno nastavitev in povezavo IoT naprave. Ko se naprava poveže v omrežje, se 
naroči  na javni  pozdravni  kanal in se tako sama  predstavi  podatkovnemu  omrežju. 
Strežnik  nato  vrne  napravi  odgovor z  vzpostavitvijo zasebnega  kanala,  na  katerem 
lahko varno komunicirata. Strežnik določi pravila kanala in določi pravice. To bi se 
naj zgodilo takoj, da je za uporabnika skrito. 
 
Ko je  naprava  vzpostavljena za  uporabo, je  naslednji  pomemben  korak,  kako 
varno namestiti programsko posodobitev. Če je uporabnik sam zadolžen za to, obstaja 
velika verjetnost, da tega ne bo storil, kar je lahko nevarno tako za samo napravo kot 
omrežje. Proizvajalci ta problem rešijo z uporabo posebnega kanala za posodobitve. 
Gre za  dodaten kanal, na  katerega se  naprava  naroči in je namenjen  posodobitvam, 
preko katerega lahko proizvajalec sporoči napravi, da obstaja posodobitev ter pošlje 
dodatna  navodila,  procedure za  nadgradnjo in  pravila  nadgradnje.  Ker  podatkovno 
omrežje samo ve, ali je naprava dostopna ali ne, lahko napravo obvesti o posodobitvi 
takoj, ko bo ta spet povezana na omrežje. 
2.4 Umestitev IoT sistema 
 Arhitektura  oz. sistem, ki  ga ta naloga  uvaja, je  mogoče  postaviti  v zgornji 
ekosistem  v  poglavju 2.1  Arhitektura in ekosistem interneta stvari.  Za  delovanje 
arhitekture je  potreben  posrednik (ang.  broker) in IoT  naprava.  Torej  govorimo  o 
senzorjih in aktuatorjih ter o napravah prehoda, gledano na splošni ekosistem IoT. Če 
pa predstavimo to arhitekturo glede na moderni referenčni model, lahko govorimo o 
fizičnih napravah in senzorjih, povezljivosti, aplikacijskem in kolaboracijskem sloju. 
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Predlagana aplikacijska arhitektura  uporablja fizično  omrežje in je  neodvisna od 
protokolov transporta. Predvideno je  TCP/IP  omrežje,  ni  pa  obvezno.  Kot fizično 
napravo in senzor se  v tej arhitekturi štejejo  vse naprave, tako  mikrokrmilniške  kot 
tudi spletne aplikacije  v  brskalniku. Vse  vsebujejo senzorje,  mikrokrmilniške 
vsebujejo tudi aktuatorje. Spletna aplikacija pa je namenjena prikazu in kontroli, torej 
je tako del aplikacijskega kot tudi kolaboracijskega sloja. 
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Poznavanje različnih protokolov in njihovih posebnosti je izrednega pomena, ko 
gre za IoT sisteme. Za razliko od klasičnih aplikacij so IoT aplikacije posebne, saj so 
naprave  procesorsko  manj sposobne. So nezmožne,  manj  uspešne ali  počasne  pri 
uporabi nekaterih protokolov, ki so bili narejeni za druge namene. Protokoli, ki so v 
naslednjih  podpoglavjih  natančno  opisani,  v svojem  bistvu  niso  bili  namenjeni IoT 
aplikacijam.  V IoT so  vstopili s svojimi specifičnimi lastnostmi,  ki so jih  naredile 
primerne za določene aplikacije. Prav tako ne moremo govoriti o enem univerzalnem 
IoT  protokolu. V uporabi so različne  naprave, aplikacije, različne arhitekture 
povezave, kar zahteva različne  protokole.  Razumevanje različnih  protokolov,  ki so 
povzeti spodaj, tudi omogoči lažje razumevanje naše odločitve pri izbiri protokola v 
predlagani arhitekturi. 
3.1 Protokol za prenos hiperbesedil 
Večina spletnih aplikacij  uporablja za svoje  delovanje  Protokol za  prenos 
hiperbesedil (ang.  Hypertext  Transfer  Protocol,  HTTP).  V svojem bistvu je 
komunikacija samo enosmerna, torej  gre  komunikacijo v  nekem trenutku samo z 
odjemalca na strežnik ali obratno. Ta izhaja iz principa delovanja zahteva/odgovor, na 
Slika 5:  HTTP  komunikacija.,  ki  ni  predvidevala aplikacij,  ki  potrebujejo 
obojestransko komunikacijo ali podatkovni tok. Protokol je v svojih začetkih za vsako 
zahtevo odjemalca npr.  na spletni strani,  ustvaril  novo  HTTP zahtevo. Po  prejetem 
odgovoru se je povezava zaprla. To je delovalo v začetkih spleta. Danes, ko se spletne 
strani in podatki ves čas spreminjajo, takšna tehnologija ni v pomoč. Zaradi tega so v 
standardizacijo HTTP 1.1 vnesli tudi sekcijo, ki omogoča, da povezava ostane odprta 
za več zahtev in odgovorov. To je pospešilo delovanje HTTP in je danes tretirano kot 
normalno delovanje  HTTP. [17]  Razlog za takšen  način  delovanja  najdemo  v  glavi 
HTTP sporočila kot: 
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Connection: keep-alive  
Te spremembe imajo tako  dobre  kot tudi slabe lastnosti.  Dobro je,  da je  na 
strežnik s strani odjemalca sedaj  poslanih  manj  TCP (ang.  Transmission  Control 
Protocol) povezav. To pomeni manj dela za procesor in delovni spomin. Prav tako je 
več HTTP zahtev poslanih preko iste TCP povezave. To omogoči, da je poslanih več 
zahtev hkrati brez potrebe po čakanju na odgovor, kar naredi povezavo učinkovitejšo. 
Ker  ni  nepotrebnega  vzpostavljanja in rušenja  TCP  povezav,  pomeni hkrati manjši 
nepotrebni promet v omrežju. Slabost tega je, da lahko vsak odjemalec ustvari do dve 
TCP  povezavi.  Strežnik  podpira samo  omejeno število  povezav, ker odjemalci 
vzdržujejo  odprto  povezavo s strežnikom,  kar pomeni,  da lahko  postane strežnik 
preobremenjen z odprtimi povezavami. Zato je potrebno natančno upravljanje s temi 
povezavami. Strežniki s tem namenom definirajo t.i. keep-alive timeout, ki določi po 
kolikšnem času se povezava poruši, če ni prejete druge HTTP zahteve.  
 
 
HTTP sam po sebi ni bil grajen za komunikacijo v realnem času (ang. real-time 
communication - RTC).  Zato je  bilo  okoli  njega zgrajenih  nekaj  drugih rešitev in 
tehnologij,  ki so rešile to zagato. Izhajajo iz tega,  da simulirajo  dvostransko 
komunikacijo z  uporabo  dveh enostranskih  komunikacij.  Ti  načini so še  vedno  v 
uporabi na spletu in ne bodo kmalu izginili, vendar pa je uporabnost za IoT vprašljiva. 
Te tehnike temeljijo  na  AJAX (ang.  Asynchronous JavaScript and  XML) in  Comet 
tehnologijah. 
 
Slika 5: HTTP komunikacija. 
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3.1.1 Povpraševanje 
Povpraševanje (ang. poling) je zgodovinsko gledano prvi od načinov na poti k 
RTC (ang. real-time communication,  komunikacija  v realnem času).  Namesto  da 
uporabnik sam zahteva  posodobitev strani,  brskalnik sam redno  pošilja  HTTP get 
zahteve  na strežnik,  kot  prikazuje Slika 6.  Ta  način je zadovoljiv, če se strežnik 
posodablja enakomerno.  
 
 
Informacije  v realnem času  niso  predvidljive. Kjer so  potrebna  pogosta 
posodabljanja,  lahko to povzroči,  da  npr. spletne strani  postanejo  počasne  pri 
nalaganju nove vsebine. Prav tako je problem pri redkem posodabljanju vsebin, kjer 
bo strežnik  odgovarjal z  veliko  praznimi ali redundantnimi  odgovori,  ki  povzročijo 
zmanjšanje omrežnega pretoka.  
3.1.2 Povpraševanje s čakanjem  
Povpraševanje s čakanjem (ang. long  poling) je  dodaten  korak  k  RTC 
komunikaciji. Postalo je popularno okoli leta 2007 v brskalnikih in je omogočalo, da 
strežnik drži HTTP zahtevo odprto za daljše obdobje. 
 
Povpraševanje s čakanjem je  podobno  povpraševanju, opisanem  v  prejšnjem 
poglavju. Razlika je v tem, da strežnik na HTTP zahtevo ne odgovori takoj, če (novi) 
podatki še niso na voljo, kar prikazuje Slika 8. Strežnik določi, koliko časa bo zahtevo 
Slika 6: HTTP poling komunikacija. 
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pustil  odprto,  ki se imenuje tudi  hanging get.  Komunikacija  poteka na  način,  da 
odjemalec pošlje zahtevo na strežnik, če ima v prej določenem času podatke na voljo, 
nakar strežnik  odgovori in zapre  povezavo. Če  novih  podatkov  ni, odgovori z 
obvestilom o zapiranju povezave in zapre povezavo. Ko odjemalec prejme odgovor s 
strežnika, ustvari novo zahtevo na strežnik za čakanje novega dogodka/podatkov na 
strežniku. Rezultat tega je, da strežnik konstantno odgovarja z novimi podatki, ko so 
ti na voljo. Ta način je uporaben zgolj tam, kjer je spreminjanje podatkov redko, zato 
je v določenih primerih slabši kot navaden poling.  
 
 
Slika 8: HTTP long poling komunikacija. 
Slika 7: HTTP streaming komunikacija. 
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3.1.3 Pretakanje  
Pretakanje (ang. streaming) temelji na stalni HTTP povezavi. Še vedno se začne 
z zahtevo s strani odjemalca, drugačen pa je odgovor. Strežnik tako odjemalcu nikoli 
ne sporoči,  da je  njegovo sporočanje  končano, tako da povezava  ostane  odprta in 
pripravljena na nadaljnje sporočanje, kot prikazuje Slika 7. 
 
Rešitev bi bila odlična za večino RTC aplikacij, vendar posredovalni strežniki, 
nekatere  odgovore s strežnikov  hranijo  v  polnilniku.  To  povečuje zakasnitve  pri 
pošiljanju  odgovorov.  Zato  v  primeru  posredovalnih strežnikov  večina  modernih 
brskalnikov uporablja raje long poling.  
3.2 Dogodki, poslani s strežnika 
Ena od mnogih pridobitev HTML5 so dogodki, poslani s strežnika (ang. Server-
Sent Events, SSE). Razviti so bili z namenom enosmerne komunikacije od strežnika 
do odjemalca. W3C (ang. World Wide Web Consortium) definira SSE kot API (ang. 
Application  programming interface) za  odpiranje  HTTP  povezave za sprejemanje 
poslanih sporočil s strežnika v obliki DOM (ang. Document Object Model) dogodka. 
SSE je tako podoben HTTP pretakanju, s katerim je ena povezava odprta za nedoločen 
čas za  pošiljanje sporočil  v realnem času.  SSE je  mnogo lažje implementirati in  ne 
potrebuje kompliciranih rešitev za stalno enosmerno komunikacijo. 
 
Slika 9: SSE komunikacija. 
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SSE za  vzpostavitev  uporabi  HTTP.  To  omogoča  uporabo  množice različnih 
strežnikov,  prav tako zmanjša  možnosti  problemov  konfliktnih  vrat.  SSE  uporablja 
novi  HTML element, imenovan EventSource,  ki je  odjemalčev  objekt,  ki  prejema 
dogodke s strežnika. Za dogodkovne okvirje SSE formata je definiran tudi novi MIME 
(ang.  Multipurpose Internet  Mail  Extensions) tip, imenovan text/event-stream.  SSE 
uporablja  model  objavi/naroči,  kar pomeni,  da se  odjemalci  prijavijo  na  dogodke s 
strežnika. Ko se dogodek na strežniku zgodi, je odjemalec v trenutku obveščen, brez 
potrebe po pošiljanju nove zahteve. Ker je na dogodke prijavljenih več odjemalcev, 
SSE poskrbi za lažjo skalabilnost v primeru veliko odjemalcev. Če povezava pade, je 
naloga  brskalnika,  da  poskuša  ponovno  vzpostaviti  povezavo. Po  navadi to traja tri 
sekunde, vendar lahko strežnik zahteva drugače.  
 
SSE v svojem bistvu ni protokol, je zgolj JavaScript API, ki je standardiziran na 
modernih brskalnikih. Je kompatibilen s HTTP in z drugimi protokoli. Namen SSE je 
standardizacija rešitve  HTTP  pretakanja  v  novih spletnih aplikacijah, kar prikazuje 
Slika 9, če jo primerjamo s Slika 7. 
3.3 Protokol za omejene aplikacije 
Protokol za omejene aplikacije (ang. Constrained Apliacation Protocol, CoAP) 
je, kot samo ime  pove, aplikacijski  protokol, namenjen  napravam,  ki so  omejene  v 
delovanju. Tako je protokol na nek način različica HTTP za IoT naprave. S HTTP mu 
je skupna tudi  REST (ang.  Representational state transfer) arhitektura in model 
zahteva/odgovor, kar prikazuje Slika 10. [17] [18] 
 
CoAP se tretira  kot  vitek  protokol, zato so  glava,  metode in statusne  kode 
binarno  kodirane,  kar  pomeni zmanjšanje redundance  v  protokolu.  Prav tako za 
transportni  protokol  uporablja  UDP (ang.  User  Datagram  Protocol),  ki je  manj 
kompleksen v primerjavi s TCP. Zaradi zmanjšane zanesljivosti, ki je posledica UDP, 
je  predlagan tudi  CoAP,  ki  uporablja  TCP,  vendar je ta še  vedno  v zgodnjih fazah 
razvoja. 
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CoAP sestavljata dve logični plasti. Prva temelji na modelu zahteva/odgovor in 
vključuje RESTful (ang. Representational state transfer) storitve. Ta omogoča CoAP 
odjemalcem uporabo podobnih metod kot pri HTTP. Primer takšne komunikacije je, 
ko odjemalec zahteva od strežnika temperaturo z get metodo, ga strežnik identificira z 
URI identifikatorjem na omrežju, nato pa odgovori s podatki v paketu z odgovorom. 
Vsako takšno sporočilo  vsebuje žeton,  ki se  mora skladati  v  poslanem in  prejetem 
sporočilu. CoAP je drugačen od HTTP in sicer uporablja UDP za komunikacijo, ki ne 
omogoča zanesljive  komunikacije.  Druga logična  plast je  namenjena reševanju 
nezanesljivosti  UDP in se imenuje sporočilni sloj (ang.  message layer) ter skrbi za 
ponovno pošiljanje izgubljenih  paketov.  Ta sloj  definira štiri  oblike sporočil. CON 
(potrdilne, ang. confirmable), NON (ne  potrdilne, ang.  non-confirmable), ACK 
(potrditev, ang. acknolegment) in RST (ponastavitev, ang. reset). Namen CON sporočil 
je zagotavljanje zanesljive komunikacije in od prejemnika zahtevajo odgovor z ACK 
sporočilom. Ta lastnost omogoča tudi določeno QoS (ang. Quality of service, kvaliteta 
storitve) razločevanje v CoAP, saj ni nujno, da so vsa sporočila tudi potrjena. [19] 
 
CoAP ima dodatno vrednost, ki model zahteva/odgovor nadgradi in odjemalcem 
omogoča dodajanje observe opcije v get zahtevi. Ta možnost doda odjemalca na vrsto 
za prejemanje določenih spročil in omogoča, da odjemalec prejme sporočilo, ko je to 
na  voljo  na strežniku.  S tem  ni  potrebe  po stalnem  povpraševanju (ang.  poling) za 
preverjanje sprememb, ampak se tako protokol zelo približa modelu objavi/naroči, ko 
strežnik obvesti odjemalca o spremembi.  
Slika 10: CoAP komunikacija in mrežna arhitektura. 
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Varnostni mehanizmi CoAP niso nujno definirani. CoAP uporablja DTLS (ang. 
Datagram Transport Layer Security) preko UDP. DTLS izhaja iz TLS z določenimi 
spremembami, ki ga naredijo kompatibilnega z UDP. Rezultat tega je CoAPS protokol. 
Ker  DTLS  prvotno  ni  bil  namenjen IoT  napravam in  napravam z zmanjšano 
procesorsko močjo, ima ta protokol še vedno probleme pri uveljavitvi v IoT.  
3.4 Telemetrijski transportni protokol za čakalne vrste 
 Telemetrijski transportni  protokol za čakalne  vrste  (ang.  Message  Queue 
Telemetry Transport Protocol,  MQTT) je zelo  učikovit sporočilni  protokol,  ki sledi 
modelu objavi/naroči.  Zaradi svoje  preprostosti je zelo  primeren za  nezmogljive 
naprave, kot so IoT naprave. Prav tako je robusten za neidealne omrežne pogoje npr. 
za nizko pasovno širino in  visoke zakasnitve.  MQTT  uporablja  TCP transportni 
protokol, kar zagotavlja zanesljivost. Če  ga  primerjamo s HTTP, MQTT, zaradi 
preprostosti protokola, ne potrebuje procesorsko zahtevnih naprav. To ga naredi zelo 
primernega v okolju z omrežnimi in strojnimi omejitvami. [17] [18] 
 
 
Pri  komunikaciji z  MQTT imamo  opravka z  dvema  vrstama  naprav. Prva 
prevzame  vlogo objavljanja ali  prijavljanja odjemalca. Druga  pa je strežnik t.j. 
posrednik (ang. broker). Odjemalci so naprave, ki lahko objavljajo sporočila in/ali se 
Slika 11: Prikaz MQTT komunikacije in modela objavi/naroči. 
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nanje prijavljajo.  Odjemalec  mora poznati informacije  o  posredniku, na katerega se 
povezuje. Ko se prijavi na določeno temo, lahko sprejme njena sporočila. Prav tako se 
lahko prijavijo na to temo tudi ostali odjemalci. Ko posrednik prejme sporočilo s strani 
odjemalca,  ki  objavlja  vsebino,  vsi  ostali,  ki so  naročeni  na isto temo,  prejmejo to 
sporočilo. 
 
Posrednik služi  kot centralni  gradnik in sprejema sporočila,  ki so jih  objavili 
odjemalci in jih s  pomočjo različnih tem in filtranja  dostavi  do tistih,  ki so  nanje 
naročeni.  Na Slika 11 je  vidna enostavna shema.  Komunikacija  poteka  med 
posrednikom in ostalimi štirimi MQTT odjemalci. Med njimi je takšen, ki objavlja in 
takšni,  ki  poslušajo.  Posredniška  naprava  mora imeti  poseben  program  oz.  vsaj 
knjižnico, imenovano MQTT broker library. Poznamo več različnih posrednikov. [20] 
 
MQTT definira tri različne ravni QoS (ang. Quality of service, kvaliteta storitve), 
0, 1 in 2. Vrsto QoS je mogoče izbrati takoj, ko gre za prijavo ali objavo. QoS 0 definira 
dostavo  po  najboljših  močeh, torej  kolikor je  uspešna  TCP  povezava. Ne  vsebuje 
nobene potrditve ob prejemu sporočila. Naslednji način je QoS 1, ki zagotavlja, da bo 
sporočilo resnično prišlo, torej je odgovor za potrditev obvezen. Če odgovora ni, mora 
pošiljatelj sporočilo  poslati še enkrat.  Zadnja  opcija je  QoS  2,  ki zagotavlja,  da  bo 
vsako sporočilo dostavljeno zagotovo enkrat, brez duplikatov. Z večanjem QoS se čas 
procesiranja  MQTT sporočil  povečuje. Potrebno je biti  pazljiv  pri izbiri QoS. 
Pomembna naloga MQTT posrednika je tudi možnost, da se nekatere podatke shrani 
za nove naprave, ki se bodo prijavile.  
 
MQTT  navadno  uporablja  TCP  kot transportni  protokol,  kar je lahko 
problematično za  nekatere  omejene  naprave.  Posledično je  predlagan tudi  MQTT 
preko  UDP, imenovan  MQTT-SN (ang.  MQTT  For  Sensor  Networks,  MQTT za 
senzorska  omrežja). Rešitev,  ki uporablja UDP namesto  TCP, je  namenjena za 
učinkovit  prenos  preko  brezžičnih tehnologij. Prednost je tudi  v tem,  da je celoten 
paket manjši zaradi glave UDP. Problem MQTT-SN je, da je trenutno podprt samo na 
nekaterih platformah.  
3.5 Razširljivi protokol za sporočanje in prisotnost 
Razširljivi protokol za sporočanje in prisotnost (ang. Extensible Messaging and 
Presence  Protocol,  XMPP) je  odprt standard za izmenjavo sporočil. Najprej je  bil 
namenjen neposrednim sporočilom (ang. instant messaging) med aplikacijami. XMPP 
44
 
3 Pregled protokolov za internet stvari 
 
je tekstovni  protokol,  ki temelji  na  XML (ang.  Extensible  Markup  Language) in 
vsebuje tako model odjemalec/strežnik  kot tudi  model objavi/naroči. XMPP  kot 
transportni protokol uporablja TCP in je IoT rešitev, ki omogoča pošiljanje sporočil v 
realnem času. XMPP omogoča aplikacijam vse osnovne zahteve, kot so identifikacija, 
šifriranje in  kompatibilnost z  ostalimi  protokoli.  XMPP  uporablja  decentralizirano 
arhitekturo, kot je vidno na Slika 12. Naprave ne komunicirajo druga z drugo, ampak 
preko strežnika, pri čemer je poudarjeno, da ni enega samega centralnega strežnika. 
[17] [21] 
 
Čeprav je XMPP zasnovan na modelu odjemalec/strežnik obstaja nadgradnja, ki 
omogoča objavi/naroči model. XMPP naprave ustvarijo teme in objavijo informacije. 
Vsak  dogodek je  nato  poslan  vsem  napravam,  ki so se  prijavile  na tisto temo.  Ta 
lastnost je pomembna za IoT z bližnjim procesiranjem t.i. Fog. Naprave pri uporabi 
XMPP  komunicirajo z izmenjavo  XML tokov.  Definirane so  XML strukture, 
imenovane stanze. Gre za tri tipe stanz: to so presence (slo. prisotnost), message (slo. 
sporočilo) in iq (info/query, slo. informacije in poizvedbe). Stanza message definira 
naslov in  vsebino, in je  namenjena  pošiljanju  podatkov  med  XMPP  napravami. 
Naprava,  ki  prejme stanzo  message ne  odgovori s  potrditvijo. Stanza  presence je 
namenjena  prikazu stanja in  obveščanju  med  napravami  o  njihovem stanju in se 
uporablja za prijavljanje na teme v XMPP. Odjemalec se prijavi s stanzo presence na 
nek JID (Jabber ID, slo. Jabber identiteta). Ko je na voljo posodobitev, bo odjemalec 
obveščen. JID se v omrežju XMPP obnaša kot IP naslov ali email in je edinstven vsaki 
napravi. Stanza iq je namenjena določanju parov med pošiljateljem in sprejemnikom. 
Slika 12: Arhitektura XMPP 
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Namenjena je tudi pridobivanju podatkov s strežnika. Delovanje je podobno get in post 
v HTTP.  
 
Pomembna  karakteristika  XMPP je zagotavljanje  varnosti,  ki  ga  napravi za 
enega bolj varnih IoT protokolov, za razliko od MQTT in CoAP, kjer sta šifriranje s 
TLS in DTLS predvidena kot dodatka. Pri XMPP je TLS predviden kot del standarda. 
XMPP tako  omogoča  varnost, identifikacijo, zasebnost in  kontrolo  dostopa.  XMPP 
poleg TLS implementira tudi SASL (ang. Simple Authentication and Security Layer, 
varnosti sloj in enostavna identifikacija), kar zagotavlja preverjanje strežnikov. [22] 
 
XMPP ima  nekaj  pomanjkljivosti, ker je  bil  prvotno  namenjen  neposrednemu 
sporočanju. Zaradi  uporabe XML je  velikost sporočil  obremenjujoča  na  omrežjih z 
omejeno pasovno širino. Manjka tudi možnost QoS, kar pomeni, da uporaba TCP ni 
najbolj praktična na omrežjih z izgubami in tam kjer je procesorska moč omejena, kar 
IoT  okolja  navadno so.  XMPP je  v postopku izboljšanja,  kar  ga  bo  naredilo še 
enostavnejšega in primernejšega za IoT okolja.  
 
3.6 Protokol za kontrolo pretoka 
Za razliko od ostalih opisanih protokolov je protokol za kontrolo pretoka (ang. 
Transmission control protocol, TCP) eden od protokolov transportnega sloja. Ostali 
omenjeni protokoli so namreč del aplikacijskega sloja.  V tem  delu  ne  opisujemo 
celotnega delovanja TCP, le nekaj najbolj značilnih lastnosti. [23] 
 
TCP je  povezavno orientiran  protokol,  ki  omogoča  kontrolo  prometa in 
zagotovljeno dostavo podatkov. TCP storitve tečejo na končnih napravah, tako da se 
po večini TCP ne ukvarja s samim omrežjem, ampak zgolj s povezavo točka – točka. 
Ta povezava ne poteka vedno po isti fizični poti, zato ji rečemo tudi virtualni tokorog. 
[23] [24] 
 
Dve napravi vzpostavita TCP povezavo za izmenjavo podatkov. Dogovoriti se 
morata  glede sinhronizacije  paketnega toka in se  prilagoditi  v  primeru zasičenosti 
omrežja. TCP povezava dejansko predstavlja dva virtualna tokokroga, kar pomeni, da 
je povezava dvosmerna in jo lahko uporabljata samo ta dva sistema. TCP uporablja 
tehnike zagotavljanja celovitosti paketov. Checksum (slo. kontrolna vsota) omogoča 
ugotavljanje, ali so paketi na poti bili spremenjeni. Vsak paket je tudi oštevilčen, kar 
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omogoča,  da  prejemnik sporočila razvrsti po vrstnem redu in ugotovi, če  kateri  od 
paketov  manjka.  Vsak  prejeti  paket  mora  biti  potrjen (ACK) pošiljatelju s strani 
prejemnika. Če  paketi  niso  potrjeni, lahko  pošiljatelj  ponovno  pošlje  pakete ali  pa 
prekine povezavo. Kontrola toka je namenjena zmanjševanju nepotrebnega prometa v 
omrežju. Hkrati pa  omogoča,  da tudi  počasne  naprave,  ki  niso sposobne  hitrega 
prejemanja  paketov, sporočijo pošiljatelju,  da  pakete  pošilja  počasneje.  Sprejemnik 
lahko tudi zahteva ponovno pošiljanje paketa. Pošiljatelj bo prav tako ponovno poslal 
paket, če ta ni potrjen. Ti postopki omogočajo kvaliteto storitve. 
 
 Glavna lastnost TCP je povezavnost od enega od drugega konca v omrežju. To 
povezavnost TCP razširi na vse protokole, ki so vanj inkapsulirani. TCP seja vsebuje 
pošiljanje paketov z izvornega IP in vrat, na ponorni IP in vrata. Kombinacijo vrat in 
IP naslova imenujemo vtičnica (ang. Socket). Vtičnico je mogoče razumeti kot zadnji 
konec povezave, med katerima teče promet, ki ga je mogoče identificirati z IP in vrati. 
 
 
Vsak segment TCP (kot imenujemo pakete TCP) je pri pošiljanju inkapsuliran v 
IP  datagram in  poslan  v  omrežje.  Segment ima  vsaj  20  oktetov  dolgo  glavo in 
podatkovno polje, ki nima stalne dolžine. Slika 13 prikazuje TCP glavo, ki vsebuje 
nekaj  pomembnih  vrednosti,  ki so  namenjene zagotavljanju  prej  opisanih lastnosti. 
Izvorna in  ponorna  vrata,  definirajo  vtičnico  na  obeh straneh  povezave.  Sekvenčna 
številka identificira segment in  kam  v tok  podatkov sodi ta segment.  Potrditveno 
število je namenjeno prejemniku, da sporoči prejeto sporočilo pošiljatelju. V glavi so 
Slika 13: Glava TCP segmenta. [25] 
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tudi  druge zastavice in  vrednosti,  ki so  prav tako  namenjene zagotavljanju dobre 
povezave in konstantnemu prometnemu toku. [25] 
 
Za  vzpostavljanje  povezave TCP  uporablja t.i. trojno rokovanje,  prikazano  na 
Slika 14. Prva naprava pošlje TCP segment, s SYN zastavico z vrednostjo 1 in ACK 
zastavico z  vrednostjo 0, drugi  napravi.  Druga  naprava  vrne  odgovor z  obema 
zastavicama z vrednostjo 1.  Prva  naprava sedaj sprejme  odgovor  druge  naprave in 
odgovori s sporočilom,  kjer je zastavica  ACK enaka  1 in  SYN  0.  Tudi rušenje 
povezave  poteka  v treh  nivojih.  Prva  naprava  pošlje sporočilo z zastavico  FIN z 
vrednostjo 1, druga naprava odgovori s segmentom, ki ima tako ACK kot FIN vrednost 
1, in nato prva naprava odgovori z ACK odgovorom. [26] 
 
TCP se kot samostojen protokol lahko uporablja za prenos enostavnih sporočil. 
Problem v IoT lahko nastane pri uporabi neznanih vrat, kar lahko omeji uporabnost 
TCP,  ko  morajo  paketi skozi  več požarnih  pregrad.  To je  mogoče rešiti z  uporabo 
standardnih vrat, vendar je delovanje strežnikov zato bolj komplicirano, v določenih 
primerih tudi  nemogoče.  Dve strežniški aplikaciji se  ne  moreta  oglašati  na enakih 
vratih.  
 
 
Slika 14: Trojno rokovanje, vzpostavitev TCP komunikacije. 
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3.7 Sporočilni protokol z naprednimi čakalnimi vrstami 
Sporočilni  protokol z  naprednimi čakalnimi  vrstami (ang.  Advanced  Message 
Queueing Protocol, AMQP) je protokol odprtega standarda, ki ga je definiral OASIS 
(ang. Organization for the Advancement of Structured Information Standards) [27]. Ta 
protokol  v  osnovi sledi arhitekturi  objavi/naroči in je  bil ustvarjen z  namenom 
interoperabilnosti med različnimi aplikacijami in sistemi.  
 
Prvotno je bil razvit z namenom poslovnega komuniciranja z glavnim razlogom, 
da ponudi standardno rešitev, ki lahko obravnava velike količine sporočil, poslanih v 
sistem v kratkem časovnem zaporedju. Interoperabilnost protokola je glavna lastnost, 
ki  omogoča izmenjavo sporočil,  kljub različnim  platformam, implementacijam in 
jezikom, kar je predvsem zanimivo za raznolike komercialne sisteme. [17] 
 
Poznamo dve izvedbi AMQP protokola: AMQP 0.9.1 in AMQP 1.0, ki imata 
različni sporočilni obliki. AMQP 0.9.1 vključuje objavi/naroči arhitekturo, ki zajema 
dva  glavna  AMQP  gradnika,  ki sta  oba  del  AMQP  posrednika (ang.  broker). [27] 
Posredovalnice (ang. exchanges) se  uporabljajo za  usmerjanje sporočil, sprejetih s 
strani pošiljatelja, ki objavlja. Drugi del so čakalne vrste (ang. message queues), kar 
prikazuje Slika 15. Objava teh sporočil posredovalnici je prvi korak v procesu, nato 
pa so sporočila usmerjena v eno ali več primernih čakalnih vrst. Usmerjanje je odvisno 
Slika 15 Delovanje AMQP posrednika in komunikacije. 
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od tega, ali  več  prijavljenih  naprav zanimajo  določena sporočila.  Če  gre za  več 
prijavljenih  naprav, bo  posrednik ta sporočila  podvojil in  poslal  kopije  v različne 
čakalne  vrste.  Sporočilo  ostane  v čakalni  vrsti,  dokler je  prijavljeni sprejemnik  ne 
prejme. Proces usmerjanja, ki poveže posredovalnice in čakalne vrste, je odvisen od 
povezovalnih pravil in pogojev za razpošiljanje sporočil. 
 
Novejša različica  AMQP  1.0  ne sledi  predhodniku in  ni specifično  vezana  na 
nobenega od mehanizmov. Če je prejšnja različica zahtevala arhitekturo objavi/naroči 
z uporabo posredovalnic in čakalnih vrst, novejša bolj sledi ena na ena arhitekturi in 
se lahko uporablja tudi brez posrednika. Posrednik je uporabljen samo, ko se potrebuje 
mehanizem shranjevanja in  posredovanja,  v  drugih  primerih je  mogoče  direktno 
pošiljanje.  Zajemanje različnih topologij  omogoča  večjo fleksibilnost rešitev z 
uporabo AMQP. To omogoča drugačne komunikacijske oblike, kot so klient-na-klient, 
klient-na-posrednik, posrednik-na-posrednik.  Kljub  novitetam,  večina  AMQP 
infrastrukture še vedno uporablja starejšo različico. 
 
AMQP uporablja za zanesljiv transport TCP. Prav tako omogoča različne nivoje 
kvalitete storitve,  ki so enake  kot  pri  MQTT.  AMQP zagotavlja tudi  dopolnjujoče 
varnostne mehanizme. Za zaščito podatkov uporablja TLS protokol, za identifikacijo 
pa skrbi SASL (Simple Authentication and Security Layer, varnostni sloj in enostavna 
identifikacija). 
 
Vse zgornje lastnosti govorijo o AMQP kot zelo trpežnem protokolu. Protokol 
je razmeroma zahteven za procesiranje, energetsko in spominsko učinkovitost. To pa 
je tudi glavni problem, ko gre za vključevanje tega protokola v IoT sisteme. AMQP je 
uporaben za sisteme, ki niso omejeni s pasovno širino, zakasnitvami in učinkovitostjo 
naprav. 
3.8 Spletne vtičnice 
Spletne vtičnice (ang. WebSocket, WS) je protokol, prvič predstavljen s strani 
Web Hypertext Application Technology Working Group (WHATWG) in je del HTML 
5 (ang. Hyper Text Markup Language) standardizacije [28] [29]. Kasneje, leta 2011, 
je standardizacijo prevzel IETF (ang. Internet Engineering Task Force). 
 
Po RFC 6455 [30] ta protokol omogoča komunikacijo v obe strani od odjemalca, 
na  katerem teče  programska  koda,  ki ji  ne  moremo zaupati in je  poganjana  v 
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kontroliranem okolju, do oddaljenega gostitelja, ki se je odločil komunicirati s to kodo. 
Varnostni model je tako enak varnostnemu modelu spletnih brskalnikov. Protokol je 
sestavljen iz začetnega rokovanja, ki mu sledijo sporočilni okviri preko TCP. Cilj tega 
protokola je,  da  omogoči  brskalnikom in  podobnim aplikacijam tehnologijo za 
komunikacijo v obe strani med odjemalcem in strežnikom, ki ne zahteva več HTTP 
povezav.  
 
Ta protokol tako omogoči, da lahko veliko spletnih aplikacij postane skalabilnih 
in delujejo v realnem času, saj je WebSocket vgrajen v moderne brskalnike in se lahko 
uporablja  hkrati z  uporabo  HTTP.  Te aplikacije tako  postanejo  bolj enostavne in 
hitrejše  kot  prvotne  HTTP aplikacije,  ki so  uporabljale svojevrstne trike,  ki so 
razložene v poglavju 3.1 Protokol za prenos hiperbesedil. [31] 
3.8.1 Osnove delovanja WebSocket 
WS specifikacije so v svojem bistvu napisane tako, da želijo zamenjati zastarele 
tehnologije htp, kot so  poizvedovanje ali  poizvedovanje s čakanjem,  ko  gre za 
dvostransko komunikacijo. Protokol je zamišljen na način, da deluje dobro z obstoječo 
internetno infrastrukturo, kot so  posredniki,  požarne  pregrade, filtri in  postopki 
identifikacije. S tem postaja uporaba poizvedovanja nepotrebna in čedalje več aplikacij 
se poslužuje WS tehnologij. 
 
Za zagotavljanje  popolne  kompatiblnosti  WS  omogoča  uporabo  HTTP 
protokolnih vrat 80 in 443, vendar ni omejen samo na HTTP(S). Snovalci protokola 
so razumeli, da vse aplikacije ne potrebujejo htp, zato so tu pustili prosto pot izbire za 
nadaljnji razvoj. [31] 
 
Ko je vzpostavljena WS povezava, obe končni napravi izmenjujeta sporočila v 
katerikoli smeri, ne da bi bilo potrebno dodatno vzpostavljanje povezave ali dogovori 
o  pošiljanju.  Tako strežnik  vzdržuje z  odjemalcem zgolj eno  TCP  povezavo za 
izmenjavo sporočil v realnem času, z zelo malo režijskih podatkov. WS podatkovno 
sporočilo doda zgolj 2 okteta poleg dejanskih podatkov, kar je mnogo manj kot npr. 
871  oktetov,  kot  prikazuje  primer [29].  Manjšanje števila  povezav in redundantnih 
glav zmanjša  obremenitev strežnika in  kompleksnost aplikacij  v realnem času.  Ker 
WS  deluje  na  podlagi  vzpostavljanja  TCP tunelov, je  mogoče  vzpostaviti  WS 
povezavo tudi skozi  posrednike.  Ker je  vzpostavitev  povezave  podobna htp, WS 
vsebuje tudi možnost varne povezave preko SSL. [29] 
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WS je neodvisen protokol nad TCP in sloni na principu, da mora biti minimalno 
okvirjanja med prenosom podatkov. Edina režija okvirjanja, ki mora biti prisotna, je 
ločevanje med tekstom v unicode in binarnimi sporočili, in za to sta potrebna zgolj 2 
okteta. Predvideva se, da bo aplikacija sama poskrbela za ostale metapodatke, ki jih 
potrebuje. WS je v bistvu ustvarjen tako, da je čimbolj podoben surovemu TCP. Hkrati 
so imeli ustvarjalci v mislih vse omejitve spletnih funkcionalnosti, kar omogoča, da si 
WS strežnik  deli  TCP  vrata s  HTTP strežnikom. Gre za zelo široko  uporabo  v 
modernih spletnih aplikacijah.  
 
Tako  kot je  mogoče  vzpostaviti  HTTP  povezavo  preko  TLS/SSL in temu 
pravimo  HTTPS, je enaka  nadgradnja  mogoča tudi za  WS  preko  TLS/SSL.  Takšna 
komunikacija je  namesto s  prvo HTTP zahtevo inicializirana s  pomočjo  HTTPS 
zahteve. Sam protokol WS, tako kot HTTP, ni varen in šifriran. Takšen postane šele, 
ko na transportnem nivoju uporabimo varne povezovalne protokole.  
 
3.8.2 Vzpostavljanje povezave 
Protokol vsebuje dva glavna dela: rokovanje vzpostavitve in prenos podatkov. 
WebSocket  povezave so  navadno  dogovorjene z  uporabo  HTTP.  Namen tega je 
združljivost s starejšimi odjemalci. 
 
Kot je  vidno  na Slika 16 odjemalec  najprej  pošlje get zahtevo z željo  po 
nadgradnji (ang. Upgrade) te povezave. HTTP Conncetion Upgrade je v glavi HTTP 
sporočila in  predlaga  uporabo  WebSocket  preko želenih  vrat, navadno  80 ali  443. 
Prava vzpostavitev sledi, ko protokol zamenja HTTP z WebSocket. [32] 
 
Osnovna vzpostavitve glava WS je zelo podobna HTTP glavi, z nekaj izjemami.  
GET /chat HTTP/1.1 Host: server.example.com 
Upgrade: websocket 
Connection: Upgrade 
Sec-WebSocket-Key: dGhlIHNhbXBsZSBub25jZQ== 
Origin: http://example.com  
Sec-WebSocket-Protocol: chat, superchat  
Sec-WebSocket-Version: 13  
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Prav tako odgovor strežnika.  
HTTP/1.1 101 Switching Protocols  
Upgrade: websocket 
Connection: Upgrade  
Sec-WebSocket-Accept: s3pPLMBiTxaQ9kYGzzhZRbK+xOo=  
Sec-WebSocket-Protocol: chat  
 
Prvi vrstici odjemalca in strežnika sledita request in status vrstici iz  HTTP 
standardizacije (RFC2616).  Posebnost so zgolj  vrstice, namenjene  nadgradnji 
povezave in specifike protokola, kot so identifikatorji povezave in verzije protokola. 
 
 Strežnik sprejeme  HTTP zahtevo. Če podpira  WS, se strinja z menjavo 
protokolov, kar sproži nadgradnjo s HTTP sporočilom. Statusna koda, drugačna kot 
101, pomeni, da bo nadaljevanje sporočanja potekalo kot HTTP. Če je statusna koda 
enaka 101, pa bo nadgradnja izvedena. Strežnik uporabi Sec- WebSocket-Key vrednost 
in jo združi z GUID (Globaly Unique Identifier) v obliki niza. Ta vrednost je nato 
zgoščena s  SHA-1 (ang. Secure  Hash  Algorithm) in  kodirana  v format  Base64. 
Dobljeni niz je nato vrnjen v strežnikovem odgovoru kot Sec-WebSocket-Accept. Po 
odgovoru strežnika je HTTP povezava prekinjena in je nadomeščena z WS preko iste 
TCP/IP  povezave. Proces tega  postopka je  predstavljen  na Slika 16. [Error! 
Reference source not found.] 
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3.8.3 Prenos podatkov 
Ko sta strežnik in  odjemalec izmenjala  pozdravna sporočila, se lahko začne 
prenos  podatkov.  Kdorkoli (strežnik ali  odjemalec) lahko  neodvisno  od  drugega, 
komunicira s prvim. In  v tem je  bistvo  dvostranske  komunikacije,  ki jo  omogoča 
WebSocket. V okvirjih se lahko prenašajo besedila ali binarni podatki. Okvirji imajo 
minimalno glavo z 2 oktetoma obvezne vsebine. To sta polji koda (ang. opcode) in 
dolžina, kot kaže Slika 17. Če je sprejeta koda, ki je nepoznana, je obvezna prekinitev 
povezave.  
 
Slika 16: Model WebSocket komunikacije. 
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Tekstovni podatki (koda 0x1) se v paketu začnejo z 0x00 oktetom in končajo 
0xFF in  vsebujejo  UTF-8  kodirane  podatke  med tema  dvema  oktetoma.  Tekstovni 
paketi, za razliko  od  binarnih, uporabljajo za  nakazovanje  konca indikator,  binarni 
paketi (koda 0x2) uporabljajo dolžino (ang. length) v glavi paketa. Celotno vsebino 
paketa predstavljajo dodatni podatki (ang. extension data) in aplikacijski podatki (ang. 
application data).  
 
Poleg  podatkovnih  okvirjev so  v  uporabi tudi  kontrolni  okvirji.  Ti imajo 
pomembno vlogo pri vzdrževanju WS povezave. Po definiciji poznamo tri kontrolne 
okvirje: Close (0x8), Ping (0x9) in Pong (0xA). Vsak od teh ima enolično kodo. V 
RFC so rezervirane tudi  druge  kode za  kasnejše  določanje.  Vsi  kontrolni  okvirji 
morajo imeti vsebino velikosti 125 oktetov ali manj in ne smejo biti fragmentirani.  
 
Close okvirji  vsebujejo  nekaj aplikacijskih  podatkov, z razlago zapiranja 
povezave, npr. ugašanje naprave, prejem prevelikih okvirjev ali nepoznan okvir. RFC 
točno definira, kako naj bo ta vsebina zapisana. Hkrati predvidi, da ta vsebina ni vidna 
uporabnikom, saj ni nujno berljiva za uporabnika, je pa uporabna za reševanje napak. 
Prav tako se Close okvirji pošiljajo v obe smeri. Ko naprava prejme Close okvir, ki ga 
ni sama inicializirala, mora obvezo odgovoriti s Close okvirjem. Ne glede na to, da 
lahko še prejme aplikacijske okvirje, mora zapreti tudi TCP povezavo.  
 
Ping okvirji smejo vsebovati aplikacijske  podatke.  Ob  prejetem Ping okvirju 
mora  odjemalec  odgovoriti s Pong okvirjem, če  pred tem  ni  prejel Close okvirja. 
Odgovor Pong je  predviden čimprej  kot je to  praktično  mogoče.  Katerikoli  od 
odjemalcev lahko  pošlje Ping kadarkoli  po  vzpostavitvi  povezave in  pred rušenjem 
Slika 17: WebSocket glava. [31] [34] 
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povezave. Ping se lahko  uporablja tako za  namene  vzdrževanja  povezave (ang. 
keepalive) kot preverjanja prisotnosti drugega odjemalca. 
 
Pong okvir je  odgovor  na Ping okvir. Pong odgovor  mora  vsebovati enako 
aplikacijsko vsebino kot Ping okvir, na katerega odgovarja. Če naprava prejme Ping 
okvir, na prejšnjega pa še ni odgovorila, lahko odgovori s samo enim Pong sporočilom, 
in to na zadnji Ping okvir. Naprava lahko pošlje Pong okvir tudi brez zahteve (Ping), 
to se tretira kot univerzalni prikaz življenja (ang. heartbeat), na katerega odgovor ni 
predviden.  
 
Večina brskalnikov trenutno uporablja zgolj Close okvirje. Ping/Pong, ki bi naj 
bila  uporabljena za  vzdrževanje  povezave, je  potrebno  definirati  na aplikacijskem 
nivoju.  Zaenkrat še  ne  obstaja  možnost  pošiljanja  preko  vdelanih  API  klicev 
brskalnika.  
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 Vsaka IoT aplikacija ima lahko specifične arhitekturne zahteve in zahtevo za 
delovanje protokola. Sistemi, ki so varni in hkrati enostavni za uporabo, tudi za razvoj, 
sodijo med dobre prakse sodobnega razvoja. Identificirali smo številne aplikacije, kjer 
je osnovna logika vezana na samo vozlišče, ali pa na odjemalca, ki je običajen spletni 
brskalnik. Takšne aplikacije obsegajo številna področja npr. sisteme za trenutni nadzor 
stanja  naprav (ang.  monitoring),  nadzor  preprostih  naprav  brez avtomata stanj 
(odpiranje  vrat,  preklapljanje stikal) in nadzor  preprostih avtomatov stanj 
(termostatov). Ti sistemi ne zahtevajo strežniške obdelave podatkov pred serviranjem 
le-teh uporabniku. Za primer takšnega sistema smo izbrali razvoj IoT termostata in IoT 
spletne aplikacije. Gre za sistem, ki poveže senzorje iz mobilnih telefonov in senzorje 
na fizičnih IoT  napravah  v  koherentno aplikacijo,  ki  bo služila  demonstraciji  naše 
arhitekture,  ki  uporablja zgolj aplikacijski  posrednik za  povezovanje  naprav in se 
obnaša tako, da lahko naprave komunicirajo ena z drugo.  
4.1 Ugotovitev in opis zahtev aplikacije 
Za razvoj aplikacije je bilo potrebno določiti nekaj osnovnih zahtev, ki jih želimo 
rešiti. Osnovna želja je bila narediti povezani termostat, ki zna vklopiti gretje glede na 
lokacijo uporabnika. Iz teh zahtev sledijo vse odločitve, ko gre za arhitekturo, protokol 
in delovanje aplikacije: 
- Sistem poveže termostat v internet. 
- Termostat je samostojna  naprava,  ki  ne  potrebuje stalne  povezave s 
strežnikom ali uporabnikom. 
- Sistem in naprave so varne. Nimajo odprtih vrat, komunikacija je šifrirana. 
- Uporabniku so vidni samo lastni podatki, strežnik ne pozna uporabnikovih 
podatkov. 
- Podatki, ki se pošiljajo, so zaupne narave in se morajo na strežniku tudi tako 
obravnavati. 
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- Aplikacija skrbi za sprotno  upravljanje termostata. Kontrola je razdeljena 
med spletno aplikacijo in IoT termostatom 
- Vmesnik za uporabnika naj bo preprost. 
- Senzorji  na telefonu (lokacija)  direktno  vplivajo  na  delovanje termostata 
(ogrevanje, da ali ne). Ko je uporabnik blizu doma, se vklopi drugačen režim 
kot kadar, ga ni. 
4.2 Različne aplikacijske arhitekture 
Na začetku razvoja tega sistema je bilo jasno, da klasična spletna arhitektura ne 
bo potrebna oz. bo celo omejujoča s svojo rigidnostjo. Nobene potrebe ni po uporabi 
počasnih REST zahtev in polinga s HTTP, ki je procesorsko zelo zahteven. Tako smo 
sprva pripravili tri različne scenarije aplikacijske arhitekture in delovanja aplikacije. 
Bolj kot končna uporabnost za izbrano demonstracijsko aplikacijo je bila v ospredju 
varnost in zasebnost podatkov, enostavnost razvoja, preprosto vzdrževanje, možnost 
kasnejše nadgradnje in odprtost arhitekture za različne vrste aplikacij.  
 
 
 Na Slika 18 so vsi prvotni plani za delovanje aplikacije, ki zagotovijo zahtevam 
poglavja 4.1  Ugotovitev in  opis zahtev aplikacije.  A) in c)  predlogi sta  podobni in 
Slika 18: Različne predlagane arhitekture delovanja IoT sistema. 
4.3 Izbira aplikacijskega protokola 59 
 
predvidevata uporabo polnopravnega spletnega strežnika s shranjevanjem in obdelavo 
podatkov. Ta dva plana sta izvedljiva za tovrstno aplikacijo – torej povezani termostat. 
Ponujata tudi  nekaj  več  možnosti  kot izbrani  predlog  b).  Vendar  pa so  varnostni 
pogledi in široka uporaba takšnih sistemov pomenili neambiciozen problem. 
 
Arhitektura  na Slika 18 b)  predstavlja  nov  koncept  komunikacije z  uporabo 
WebSocket  protokola in  omogoča  komunikacijo  med  vozlišči  omrežja. Naprave, 
povezane na posrednik, so del zvezdne topologije tega omrežja na aplikacijskem sloju. 
Vse  naprave so enakovredne, ampak imajo različne funkcije. Zato se nekatere 
povezujejo na druge, obratno pa ne. Koncept komunikacije preko posrednika pomeni, 
da lahko govorimo o navideznem tunelu med vozlišči od enega do drugega. Za ti dve 
napravi (ali več) se zdi, da komunicirata direktno. 
 
Uporaba zgolj enega protokola pri komunikaciji pomeni, da so vse naprave in 
njihova programska oprema zelo enostavne in omogočajo hiter razvoj novih funkcij in 
novih aplikacij. Če je naprava povezana na posrednik, je del omrežja. To pomeni, da 
to omrežje ni vezano samo na eno aplikacijo, ampak lahko hkrati na njem poteka več 
povezav in  več aplikacij.  Glavne  omejitve  v tem  primeru so strojne lastnosti 
posrednika.  
4.3 Izbira aplikacijskega protokola 
Pred  določitvijo  končne arhitekture je  bilo  potrebno izbrati  protokol za 
komunikacijo med odjemalci oz. med odjemalcem in strežnikom, ki je prevzel vlogo 
posrednika (ang.  broker). Izbira  ni  bila enostavna, saj  protokola,  ki  bi reševal  vse 
potrebe za takšno arhitekturo  oz. aplikacijo, nismo  našli.  Tako smo se  odločili 
prilagoditi delovanje najbolj primernega protokola. Pregled različnih in primernih IoT 
protokolov je natančno izvedena v poglavju 3 Pregled  protokolov za internet 
stvari. 
 
Glede  na zasnovano arhitekturo aplikacije,  bi  bili  najbolj  primerni  protokoli 
MQTT,  XMPP,  WebSocket in  manj  AMQP.  Načeloma  gre za relativno  vitke 
protokole,  ki za svoje  delovanje  po  večini  koristijo arhitekturo  objavi/naroči (razen 
WS), in tako  potrebujejo  posrednik,  da so sporočila  pravilno in z  gotovostjo 
posredovana na  naročene  naprave.  MQTT in  XMPP sta  dokaj enostavna  protokola 
brez nepotrebne redundance in zelo primerna za enostavne mikrokrmilniške naprave, 
ki so v uporabi. AMQP je bolj zahteven protokol in je zaradi tega tudi odpadel. MQTT 
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se je tako v vseh svojih lastnostih pokazal za zelo zanimivega. Problem MQTT je, da 
na brskalnikih ni podprt in je zato potreben drug protokol za prikaz v brskalniku in je 
potreba po dodatnem strežniku.  
 
Eden  od  protokolov,  ki je  predstavljal rešitev, je  bil  WebSocket.  WebSocket 
deluje tudi skozi omrežne naprave in požarne pregrade, brez potrebe po konfiguraciji 
le-teh, zaradi specifike vzpostavitve povezave. WebSocket je odličen, ker je podprt na 
vseh modernih brskalnikih in strežnikih in ga je z uporabo dobrih knjižnic enostavno 
uporabiti. Še  vedno sledi arhitekturi  odjemalec/strežnik,  kar  pa  ni  najboljše za 
predlagano arhitekturo.  
 
Na podlagi naših specifičnih zahtev, zlasti po varnosti in enostavnosti razvoja 
celotne  verige IoT  na enem  protokolu, smo se  odločili združiti  dobre lastnosti 
WebSocket in MQTT protokola. Z učinkovitim programiranjem in logiko lahko vsak 
protokol,  ki  deluje  po  modelu zahteva/odgovor, postane  primeren za arhitekturo 
objavi/naroči.  Takšen je  končni  produkt  naše arhitekture.  Protokol  WebSocket s 
posrednikom omogoča povezave ena na ena in eden na več. Aplikacijskemu protokolu 
WS je  potrebno  dodati  preprost in  učinkovit  posrednik ter  določiti  protokol 
aplikacijskih sporočil, ki bo omogočil delovanje posrednika. 
4.4 Sporočilna stuktura 
Določitev sporočilne strukture je eden izmed ključnih delov razvoja aplikacije. 
Od tega je odvisno, ali bodo aplikacije na predlagani arhitekturi delovale ali ne. Dobra 
oblika sporočil tudi pomeni, da je razvoj aplikacij na takšni arhitekturi lahko hiter. Pri 
določitvi strukture smo želeli, da je čimbolj deskriptivna. Za obliko smo izbrali JSON 
(ang. JavaScript Object Notation, JavaScript objektni zapis) format, saj je delo z njim 
pri programiranju spletnih aplikacij zelo enostaven. Prav tako je takšna oblika manj 
podatkovno zahtevna, kot  na  primer  XML (ang.  Extensible  Markup  Language, 
Razširljivi označevalni jezik). 
 
 Aplikacije v tej arhitekturi za delovanje uporabljajo dve vrsti sporočil, ki sta 
gnezdeni ena  v  drugo.  Prva  oblika je  vezana  na arhitekturo  oz.  delovanje s 
posrednikom in je tako z vidika arhitekture transportni ali sejni protokol, ne glede na 
to,  da je  v  uporabi  protokol aplikacijskega sloja.  Druga  oblika je  vezana  na samo 
demonstracijsko aplikacijo in je gnezdena v prvo sporočilo, bolj natančno v »data« del 
prvega sporočila. 
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 Sama arhitektura zahteva  vsaj tri  vrste sporočil.  Gre za  dve  vrsti sporočil, 
namenjeni  komunikaciji  med odjemalcem in  posrednikom ter eno t.j.  univerzalno 
obliko sporočila, ki je namenjena komunikaciji med odjemalci preko posrednika. 
 
 
{"packet_type":"LOG_ON","transmitter":"0612650abd575ab9b94a26e0
d29f20948e838d3812bc79285f45dcad","receiver":"10.10.90.100"} 
{"packet_type":"ACK_LOG_ON","transmitter":"10.10.90.100:443","r
eceiver":"0612650abd575ab9b94a26e0d29f20948e838d3812bc79285f45d
cad"} 
Slika 20: Primera sporočila LOG_ON in ACK_LOG_ON 
Sporočilo LOG_ON je namenjeno prijavi naprave na posrednik, v obliki kot na Slika 
20. Kot naslov naprave je določen katerikoli UUID (ang. Universaly unique identifier, 
univerzalni edinstveni identifikator), izhod zgoščevalne funkcije,  berljivo  besedilo, 
vendar to omogoča možnost kolizije imen, ali pa je uporabljen tudi IP naslov, če gre 
za naprave v istem omrežju, kot je mogoče videti na Slika 20 v primeru posrednika. 
Posrednik odgovori s sporočilom ACK_LOG_ON. S tem potrdi prijavo in pomeni, da 
lahko naprava komunicira preko posrednika. Proces prijave je viden na Slika 19. 
 
{'packet_type':'MSG ', //START...  
'transmitter':'ID oddajnika', 
'receiver': ID sprejemnika, // broadcast, multicast 
'theme': ' something', // če multicast  
'data': [šifrirani podatki]} 
Slika 21: Prototip MSG spročila. 
Slika 19: Prijava vozlišča oz. odjemalca na strežnik. 
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{"packet_type":"START", 
"transmitter":"326d6dd7-6ec0-4af6-9c9d-03929e665360", 
"receiver":"0612650abd575ab9b94a26e0d29f20948e838d3812bc79285f
45dcad", 
"data":"DlfSHrtcP9uaxnkwkqaPDCbhOqu/TG/lchUfPrjTh3WARxFQ2iUgue
dbSW7f0ScYfqy7nN1OL0KN5cYxFC7jR9U37/V03EbDn7qrNkNY0do9CVYLK1YZ
Guiw9av9Nrwgz1sZM7xChTPcOs60gxm9ScFimb0aWKH/eYo1ZQjaDvLIaH5UOl
UwWVTPYd7+/UJd"} 
 
{"packet_type":"MSG", 
"transmitter":"0612650abd575ab9b94a26e0d29f20948e838d3812bc792
85f45dcad", 
"receiver":"326d6dd7-6ec0-4af6-9c9d-03929e665360", 
"data":"WZBVHbfuC2ZgU6gkJVa0y+FZvScVVdKTeMs1LO9BSw0ymXfuN7iSSB
aIj5qsmB+kpHG0D3C0f+9RC2E6667ps67Dn3mekjBaZCZZcNKCuP2d6Yf/hAVF
bBskGPqCBTeIfQpJxftZl/JBnKYszpAZt+DQNbiY4aakvyJRUbysaZyZTZQyds
oAnR0yMkmeXiqUcizy0hiCwS/cDs9KIXccyiFQAV6zReHy7DJMs68d8ww="} 
Slika 22: Realna oblika sporočila START in MSG. 
Sporočila, ki vsebujejo aplikacijske podatke, so v obliki MSG oz. v drugi obliki, 
kot je na primer START. Te prav tako vsebujejo oddajnik in sprejemnik v enaki obliki 
kot sta bila prijavljena na posrednik, kar kažeta Slika 21 in Slika 22. Vsebina sporočila 
je v obliki Base64, če aplikacija to zahteva in je lahko tudi šifrirana, kar prikazuje Slika 
22. Vsebina sporočila je lahko tudi v golem besedilu, protokol in posrednik namreč 
delujeta neodvisno. 
 
Za delovanje demonstracijske aplikacije so predvidena tri preprosta sporočila. 
Ta so poslana v data delu MSG sporočila. Poznamo sporočilo STATE, HOME_set in 
SET. Tako bomo v nadaljevanju, ko bo govora o sporočilih, ta sporočila pisali v obliki 
MSG/STATE.  
 
STATE sporočilo je  poslano s strani termostata, torej fizične IoT  naprave,  na 
spletno aplikacijo  ob  večjih spremembah  na  napravi,  na Slika 24.  Strukturo  pa 
prikazuje Slika 23. Ostali dve sta namenjeni spreminjanju nastavitev s strani spletne 
aplikacije. HOME_set je namenjen določitvi, ali je uporabnik doma ali ne (prikazujeta 
Slika 26 in Slika 25),  SET  pa je  namenjen spreminjanju  nastavitev temperature  na 
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napravi (prikazano  na Slika 28 in Slika 27).  Delovanje je  podrobneje  opisano  v 
poglavju 4.5 . 
 
[{"instruction":"STATE","current_temp":"25.59","home_temp":"26.
00","away_temp":"19.00","reley":"0","home":"0","manual":"0"}] 
Slika 23: Primer sporočila z ukazom STATE. 
 
 
 
[{"instruction":"HOME_set","distance":63424.53948472775,"home":
"false"}] 
Slika 25: Primer sporočila z ukazom HOME_set. 
 
 
 
[{"instruction":"SET","home_temp":"27.00","away_temp":"19.00","
reley":"false"}] 
Slika 27: Primer sporočila z ukazom SET. 
 
Slika 24: Proces pošiljanja MSG/STATE sporočil. 
Slika 26: Proces pošiljanja MSG/HOME_set sporočil. 
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4.5 Opis predlagane arhitekture in komponent 
Poglavje 4.2 Različne aplikacijske arhitekture razloži delovanje več predlaganih 
arhitektur, izbrana arhitektura pa je predstavljena bolj podrobno. V tem poglavju bodo 
posamezne komponente  natančno  opisane in  predstavljene  v  okviru  delovanja 
demonstracijskega sistema.  
 
Na Slika 29 so  predstavljene zmožnosti  predlaganega sistema in je razvidna 
raznolikost uporabe. Vse različne aplikacije tako uporabljajo en posrednik, ne da bi 
druge aplikacije ali  posrednik  poznali  način  delovanja  posamezne aplikacije. 
Pravzaprav  posrednika  ne zanima  vsebina in je  usmerjen  v celoti  na svojo  nalogo 
posredovanja sporočil. 
 
Slika 28: Proces pošiljanja MSG/SET sporočil. 
Slika 29: Shema delovanja arhitekture z več aplikacijami. 
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Logika aplikacije je  glede  na  podano arhitekturo lahko  na eni  napravi  v tem 
omrežju, ali na več napravah. Za demonstracijo lahko vzamemo povezani termostat, 
ki je neposredno krmiljen s strani odjemalca v brskalniku. Logika je razdeljena tako v 
samo napravo (odločitev o vklopu ogrevanja) kot v aplikacijo v spletnem brskalniku 
(nastavitev temperature). Na Slika 29 pa si lahko predstavljamo primer aplikacije 2 
(vijolična in roza),  kjer IoT aplikacija  2  nadzoruje IoT  napravo  3 in iz  nje  prejema 
podatke. IoT naprava 3 pa sprejema podatke tudi iz IoT naprave 2. 
 
4.5.1 Posrednik 
Glavna  komponenta  predlagane arhitekture je  posrednik.  Namen tega je 
posredovanje sporočila, poslanega z ene  naprave na  drugo. To storijo s  pošiljanjem 
sporočila  v  obliki  MSG  na  posrednik.  Posrednik je  napisan  kot  Node.JS aplikacija 
[35]. Uporablja več odprtih knjižnic: za dostop do datotečnega sistema (fs), HTTPS, 
WebSocket [36] in express.js [37]. 
 
Posrednik je tako  v  osnovi  HTTPS strežnik,  ki  deluje  na  vratih  443,  ki 
implementira tudi  WebSockets strežnik.  Takšno  delovanje je  predvideno tudi  po 
standardu WS [30] [Error! Reference source not found.]. 
 
Vsaka naprava, ki želi komunicirati v tem aplikacijskem omrežju, potrebuje svoj 
lasten ID (slo. identifikator), s  katerim se  predstavi  posredniku.  Ostale  naprave,  ki 
želijo  komunicirati s to  napravo,  morajo  poznati njen ID.  Ker  posrednik  pozna  vse 
naprave, bi lahko tudi sam oglaševal le-te, vendar te funkcije ni v trenutni izvedbi. Za 
to  bi moral posrednik poznati tudi vrsto aplikacije.  Odjemalci,  ki so  povezani  na 
napravo, so shranjeni  v asociativnem seznamu  oz.  objektu.  Ko se  povezava s 
posameznim odjemalcem prekine, zapis v tem seznamu ostane, dokler se ista naprava 
ne  poveže  ponovno. V  posrednik  ni  vključen  noben  postopek  kvalitete storitve. V 
primeru, da aplikacija zahteva komunikacijo z napravo, ki ni povezana na posrednik, 
mora aplikacija sama poskrbeti za zaznavo tega. Posrednik bo sporočilo obravnaval 
kot vsako drugo. Postopek obveščanja o neuspešni komunikaciji ni predviden, vendar 
bi ga bilo mogoče vključiti. 
 
Vsaka naprava najprej vzpostavi svojo WebSocket (secure) sejo na posrednik, 
ki je stalna in se vzdržuje po potrebi. Če je arhitektura vezana na lokalno omrežje, to 
ni  potrebno, če je  vezana  na javno IP arhitekturo,  pa je zaradi  prevajanja  omrežnih 
naslovov (ang. Network Address Translation, NAT) vzdrževanje TCP seje potrebno. 
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Na posredniku je vsaka WS seja vezana na UUID naprave ali spletne aplikacije. [31] 
Posrednik  pozna  dve različni funkciji. Prva je funkcija,  ki  posluša  WS strežnik in 
sporočila, druga pa je funkcija, ki je namenjena pošiljanju sporočil naprej. 
 
Funkcija za  posredovanje sporočil je zelo enostavna,  potrebuje ID  klienta in 
sporočilo.  Zahtevan ID  poišče  v  objektu  CLIENTS,  pridobi  potreben  WS  objekt in 
pošlje  podano sporočilo.  Celotna funkcija je  v try/catch stavku,  kar  bi  omogočilo 
obveščanje o neuspelih poskusih tudi na oddajnik. Ta programska koda je v dodatku 
kot Programska koda posrednika. 
 
Glavna funkcija posrednika je, da posluša objekt WS povezave [34] na strežniku. 
Ob prejetem sporočilu iz ene od naprav se najprej preveri, ali je prejeto sporočilo sploh 
v JSON obliki. Če ni, posrednik s takšnim odjemalcem ne more več komunicirati. Nato 
pa sledi  ugotavljanje  vrste  paketne  oblike (ang. packet_type) sporočila. Če  gre za 
sporočilo LOG_ON, kot na Slika 30, potem se bo oddajnik zapisal v objekt CLIENTS. 
Pred tem se preveri, če obstaja že odjemalec s takšnim ID in se ga preventivno odstrani 
in z njim zapre povezava. Po tem posrednik odjemalcu odgovori z ACK_LOG_ON, 
kar pomeni, da lahko naprava začne komunicirati z ostalimi napravami na omrežju. 
Pred  odgovorom je  predvideno tudi  preverjanje, če se  naprava  naroča  na  določeno 
Slika 30: Izpis na posredniku v primeru uspešne prijave. 
Slika 31: Shema komunikacije med odjemalcema in posrednikom. 
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temo multicast sporočil. Ker  končna aplikacija  ne  uporablja te  vrste sporočil, 
raziskovanje tega  dela  prepuščamo zainteresiranemu  bralcu  v Programska  koda 
posrednika. 
 
Na  koncu se  obravnavajo  vsa  ostala sporočila.  Trenutna  oblika  ne  predvideva 
ločene obravnave glede na paketni tip za ostale vrste, torej MSG ali START. Kar se 
tiče posrednika, bi lahko v polju packet_type bilo karkoli drugega kot LOG_ON. To 
je  hkrati slabost,  vendar tudi  prednost. Tako lahko aplikacije že  v transportnem 
sporočilo  posredujejo  določeno informacijo.  Takšno sporočilo je  v  našem  primeru 
START sporočilo, ki pomeni predstavitev drugi napravi z željo po komunikaciji. Ko 
posrednik prejme sporočilo v obliki kot na Slika 32, sledi posredovanje sporočila, kot 
prikazuje Slika 31.  Posrednik  pogleda  v sporočilo in  prebere  polje receiver (slo. 
sprejmnik) in posreduje sporočilo naprej, če je v tem polju veljaven in poznan ID. V 
primeru,  da  v  polju receiver ni zapisan ID  naprave, ampak sta izraza broadcast ali 
multicast, se izvede  komunikacija, kot je to  predvideno za ta izraza.  V  primeru 
broadcast je sporočilo posredovano vsem povezanim napravam v omrežju. V primeru 
multicast pa zgolj napravam vezanim na določeno temo.  
4.5.2 IoT naprava 
V  predlagani arhitekturi so  vse naprave, odjemalci oz.  vozlišča, enakovredne. 
Torej se mora fizična IoT naprava povezati na posrednika na enak način kot spletna 
aplikacija, ki je prav tako tudi IoT naprava. 
 
IoT naprava, na Slika 33, je grajena na platformi ESP8266 (WeMos NodeMCU) 
[38]. To je mikrokrmilnik, ki je pripravljen za povezavo preko Wi-Fi na omrežje. Na 
mikrokrmilnik je poleg elektromagnetnega stikala za vklop oz. izklop ogrevanja preko 
vodila I2C  povezan senzor  okolja  BME280 [39].  Za razvoj se  uporablja  okolje 
Arduino [40]. Uporabljajo se knjižnice za EEPROM, šifriranje [41], vodilo I2C [39], 
WiFi, WebSocket [42] in JSON. 
 
Ko se naprava prižge, se najprej sproži inicializacijska procedura, ki zažene vse 
objekte in prebere shranjene nastavitve v spominu. Nato vzpostavi povezavo z Wi-Fi 
Slika 32: Izpis na posredniku v primeru MSG sporočila. 
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omrežjem. Če nobeno znano omrežje ne obstaja, vzpostavi lastno dostopno točko za 
nastavitev  preko spletnega  vmesnika.   Ko  naprava  pridobi IP  naslov, se  poskuša 
povezati  na posrednik. Če je  WS  povezava  na  posrednik  uspešna, se  nanj  prijavi z 
LOG_ON sporočilom. Če povezava na WS ni mogoča, termostat deluje nemoteno s 
shranjenimi  nastavitvami in  po  določenem času ponovno  poskusi z  vzpostavitvijo 
povezave na posrednik. V tem trenutku naprava še ne ve s kom komunicira, zato čaka, 
da drugi odjemalec nanjo vzpostavi povezavo s START sporočilom. Po vzpostavitvi 
povezave odgovori s svojim stanjem, torej MSG/STATE sporočilom. To sporočilo se 
vedno pošlje, kadar pride do katere od sprememb na napravi, npr. če se zaradi razlike 
med želeno temperature in dejansko temperaturo vklopi ali izklopi gretje, prav tako 
tudi ob večji spremembi temperature. 
 
Ob sporočilu  MSG/HOME_set se  podatki iz tega sporočila  vpišejo  v 
spremenljivke, nakar se pošlje odgovor na odjemalca, če je prišlo do sprememb, kot 
prikazuje Slika 26. V primeru sporočila MSG/SET se prav tako shranijo vrednosti v 
spremenljivke in se  nekatere  vrednosti  vpišejo  v flash spomin.  Nakar vedno sledi 
odgovor  MSG/STATE.  Diagram  delovanja  na Slika 34 poveže  posamezne 
komponente oz. funkcije sistema s sporočili in razloži interakcijo med komponentami. 
 
Slika 33: IoT povezani termostat. 
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Vsa sporočila MSG so v »data« delu šifrirana, uporablja se 128 bitni AES šifrirni 
algoritem. To pomeni, da morata za komunikacijo oba odjemalca poznati simetrični 
ključ in inicializacijski vektor. Za to demonstracijsko IoT napravo so zaradi udobja 
razvoja te vrednosti stalno določene. Če bi šlo za komercialni produkt, bi uporabnik te 
vrednosti nastavil sam, npr. skupaj z vpisom Wi-Fi nastavitev. 
 
 
4.5.3 IoT naprava – brskalnik 
Pri razvoju spletne IoT aplikacije smo imeli  proste roke glede uporabniškega 
vmesnika in smo  ga zaradi  demonstracijskih  potreb  naredili zelo enostavnega, a 
funkcionalnega. Ker pa sam uporabniški vmesnik ni bistveni del te naloge, se z njim 
tudi nismo pretirano ukvarjali. Bolj pomembne so funkcije v ozadju, ki na prvi pogled 
sploh niso vidne. 
Slika 34: Diagram delovanja IoT termostata. 
70
 
4 Razvoj IoT arhitekture in aplikacije 
 
 
Slika 36 predstavi, da komunikacija in delovanje aplikacije ni čisto preprosta in 
linearna. Demonstracijska aplikacija deluje kot IoT naprava, ki s svojimi senzorji in 
uporabniški  vnosi  krmili  neko  drugo IoT  napravo.  Uporabnik  na  uporabniškem 
vmesniku,  na Slika 35,  najprej  določi  nastavitve. Te so: ID same IoT aplikacije, 
lokacija, kjer se  nahaja termostat (zaradi lažjega razvoja in  demonstracije  dostopna 
uporabniku), ID  naprave,  na  katero se  povezujemo in  AES  ključ.  Ob  določitvi teh 
vrednosti se samodejno  vzpostavi  povezava  na  posrednik in se  pošlje  START 
sporočilo na drugo napravo. Brskalnik začne slediti uporabnikovi lokaciji. Uporabnik 
je že pred tem določil lokacijo termostata, na Slika 35 levo. Nato se ob vsaki sprožitvi 
spremembe  uporabniške lokacije izvede  procedura,  ki izračuna razdaljo  med 
terminalom in termostatom. Če je ta razdalja krajša kot 10 km, se pošlje termostatu 
ukaz  MSG/HOME_set z  vsebino,  da je  uporabnik  doma,  drugače,  da ga  ni.  S to 
funkcijo smo dokazali, da je mogoče s predlagano arhitekturo vsak mobilni telefon ali 
računalnik spremeniti v Ad Hoc IoT napravo. Preko uporabniškega vmesnika, kot je 
vidno na Slika 35 desno, je mogoče nastaviti vrednosti v IoT termostatu. Vrednosti 
izpisane uporabniku, so zadnje / aktualne vrednosti iz termostata. 
Slika 35 Uporabniški vmesnik IoT spletne aplikacije.  
Levo:  nastavitve za komunikacijo,  desno: vmesnik za kontrolo 
termostata. 
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Prav tako je pomembno,  da spletni  brskalnik  kot IoT termostat  po enakem 
postopku izvajata šifriranje in dešifriranje [43]. Drugače komunikacija med njima ni 
mogoča. Ena od poenostavitev je vedno stalni inicializacijski vektor. Prav tako pa je 
trenutni  ključ sestavljen iz  16 šestnajstiških  vrednosti in je vnaprej določen za 
komunikacijo. To je ena od stalnih vrednostih v termostatu. 
 
 
Slika 36: Diagram komponent in komunikacija IoT aplikacije. 
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 V  poglavju 2.3  Varnost interneta stvari so  predstavljene moderne  prakse 
varnosti v IoT. Predstavljena arhitektura sledi tem smernicam, kolikor je mogoče. Zelo 
grobo  pa je  mogoče  oceniti, ali je  predstavljena arhitektura  odporna  na  poskuse 
pregledovanja vrat in prisluškovanja. Za to smo pripravili testno okolje, razvidno na 
Slika 37,  ki je enake  oblike  kot razvojno okolje. Nato smo z različnimi  orodji 
pregledali delovanje sistema. 
 
Na Slika 38 so razvidni  paketi  omrežnega  prometa,  ki so  bili sprejeti  na 
posrednik in poslani naprej na drugo napravo. Posrednik se zaradi lažje izvedbe nahaja 
v  dveh IP  omrežjih, torej ima  dva  naslova IP  192.168.0.14 in  10.10.90.100, kar 
prikazuje Slika 37.  Potreba  po  dveh  naslovih je  nastala zgolj iz dejstva,  da smo 
uporabljali posebno prenosno dostopno točko za razvoj in  povezavo z IoT 
termostatom. Mobilni telefon z IP 192.168.0.17 je poslal sporočilo na posrednik na IP 
Slika 37: Shema testnega okolja. 
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5.3 Prisluškovanje prometu na žici 
Potrebno se je  bilo tudi  prepričati,  kako  vidijo in če znajo prebrati  podatke, 
poslane  preko sistema tudi  ostale  omrežne  naprave.  Za to smo  uporabili  orodje 
Wireshark [45]. Program je tekel na računalniku s posrednikom, kar nam je omogočilo 
vpogled  v  promet. Iz  pregleda  prometa je  vidno,  da  gre  pri  vseh aplikacijskih 
sporočilih za TCP datagrame s tovorom TLS. Na Slika 41 je sporočilo, kot je vidno v 
omrežju. Ker gre za TLS, šifrirano sporočilo preko TCP, ni mogoče prebrati vsebine 
sporočila in je  vsem  drugim, razen strežniku in  odjemalcu, vsebina  neberljiva in 
nekoristna. Da bomo videli takšno vsebino, je bilo pričakovati, saj tako deluje WSS. 
Ker uporabljamo pri komunikaciji TLS, tudi ni mogoče prikazati prehoda med HTTP 
in WS pri začetni vzpostavitvi kanala, saj gre na transportnem nivoju za isti TLS/SSL 
tunel. 
5.4 Ocena delovanja sistema 
Po obširnem testiranju je mogoče brez težav potrditi, da je aplikacija izpolnjuje 
zastavljene varnostne cilje in deluje stabilno v okvirih našega testiranja. Testirale so 
se posamezne funkcije aplikacije in sistema. En od načinov testiranja takšnih aplikacij 
je simulacija izpada omrežja. Naprave so se v večini primerov samodejno povezale 
nazaj. Obstaja splet okoliščin, ki ne dovoljuje ponovnega vpisa v omrežje in tako je 
potrebno  napravo  ponovno zagnati.  Prav tako se IoT  naprava javi želenemu 
uporabniku, če se je ID aplikacije medtem zamenjal. Srečali smo se tudi s problemom, 
ko  ob  prvi zahtevi  START  odjemalec  ni  prejel začetnih  podatkov s termostata.  Ta 
problem je bilo mogoče rešiti s spremembo delovanja odjemalca v brskalniku. Problem 
je namreč bil na strani odjemalca, ki je poskusil poslati START sporočilo, še preden 
je  vzpostavil  povezavo s  posrednikom.  Prav tako je  bilo to  delovanje  odvisno  od 
zakasnitve paketov med odjemalci in posrednikom. 
 
Arhitektura, predstavljana  v tej  nalogi, je  varna in tudi  podpira anonimnost  v 
komunikaciji. Aplikacije, razvite na podlagi te arhitekture, so lahko razvite tako, da 
zagotavljajo zasebnost in podpirajo vsak z vsakim (ang. per-to-peer) komunikacijo 
med  vozlišči.  S  predstavljeno  demonstracijsko aplikacijo smo  predstavili samo  del 
zmožnosti te arhitekture. Z varnostnega  vidika aplikacija  vsak  preklop stikala 
obravnava kot zaupen podatek. Arhitektura in aplikacija s tega vidika v celoti sledita 
uredbi  GDPR,  uporabniku so  vidni  njegovi zaupni (osebni) podatki, sistemu  pa so 
skriti. Aplikacija, ki teče na uporabnikovi napravi, bi lahko shranila kakšen podatek, 
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vendar je bistveno lokalno delovanje. Nobenega podatka se ne deli s proizvajalcem ali 
z  vidika arhitekture, lastnikom  posrednika.  Gledano z  vidika  demonstracijske 
aplikacije lahko obravnavamo to kot pretiravanje, vendar je dejstvo, da v prihodnosti 
te naprave  ne  bodo  priključene le  na  hišno  ogrevanje, ampak tudi  npr.  na srčni 
spodbujevalnik. V tem primeru je varnost v delovanju odločilnega pomena. Hkrati pa 
je zasebnost pri takšni napravi še bolj pomembna. Verjetno si samo redki želijo, da bi 
Google ali  kakšno  drugo  podjetje,  vedelo še  pred  nami,  da  bo srčni spodbujevalnik 
odpovedal. Gre za zaupanje najbolj osebnih podatkov subjektom, ki tega zaupanja niso 
vredni. Predlagani sistem pa je objekt, ki mu ni potrebno zaupati naših podatkov, ker 
jih sploh ne pozna, torej so z uporabo takšnega sistema podatki in naša zasebnost varni.  
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6 Zaključek 
Število IoT  naprav narašča. S tem se  večajo zahteve za  uporabo različnih 
protokolov in prav tako so pred nami vedno novi varnostni problemi in izkoriščanja 
naprav.  Vse te je  mogoče rešiti in  predstaviti IoT  kot robusten ekosistem,  ki  bo 
poganjal svet  v  prihodnosti.  K temu  nam lahko tudi  v svetu IoT  pomaga  protokol 
WebSocket,  katerega smo  v tej  nalogi želeli  predstaviti  v  drugačni luči, za razliko 
večine aplikacij, ki ga uporabljajo. 
 
Pokazali smo, da obstaja veliko protokolov na področju IoT, kjer ima vsak svoje 
prednosti in slabosti.  Pomembna stvar za razvijalca je,  da se  odloči za  najbolj 
primernega, za takšnega,  ki  bo  brez težav  deloval  na fizični infrastrukturi in IoT 
napravah.  Tudi različne arhitekture, za  katere so  narejeni različni IoT  protokoli, so 
dokaz tega, da je svet IoT naprav in sistemov raznolik. Potrebno je izbrati tistega, ki 
za podani problem ponuja dovolj dobro rešitev in zagotavlja določeno mero varnosti 
za sistem in uporabnika. Prav tako mora biti tudi odgovornost razvijalca, da poskrbi 
za varnost in integriteto podatkov. Če protokol sam za to delno poskrbi, je to pokazatelj 
kvalitete protokola.  
 
Kot vsaka aplikacija tudi naša ni popolna. Obstajajo namreč področja, ki še niso 
v celoti razvita in  bodo zahtevala več časa za razvoj. Hkrati  gre za zelo stabilno 
aplikacijo in bi se napravo že lahko vgradilo v stanovanje. Prednost te arhitekture je, 
da deluje povsod. S tem imamo v mislih, da je lahko posrednik v lokalnem omrežju, 
kjer je njegovo delovanje potrebno, ali je v oblaku, torej v strežniški farmi. S stališča 
aplikacije ni pomembno, kje je posrednik. Dokler ta posreduje pakete med napravami, 
ima aplikacija občutek peer-to-peer (slo. vsak-z-vsakim) komunikacije. Posrednik je 
tudi slabost te arhitekture. Gre namreč za točko v arhitekturi, ki lahko odpove (ang. 
single point of failure) in celoten sistem ne deluje več, kar lahko pomeni tudi izpad 
delovanja  več aplikacij.  Takšno arhitekturo  bi se  dalo  nadgraditi s sistemom  več 
različnih  posrednikov,  ki  med seboj tudi  komunicirajo, ampak se s tem  v tej  nalogi 
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nismo  ukvarjali.  Možna  uporaba takšne arhitekture je tudi  v t.i.  decentraliziranih 
aplikacijah,  kjer lahko celo  brskalnik  prevzame  nalogo aplikacijskega strežnika. Že 
obstoječo demonstracijsko aplikacijo bi bilo mogoče nadgraditi tako, da bi odločanje 
potekalo  na  brskalniku, npr.  v internetni  kavarni ali  pa  doma, telefoni  pa  bi  na ta 
“strežnik/brskalnik”  pošiljali  podatke lokacije, torej  bi lahko aplikacijo  naredili 
skalabilno in tako bolj uporabno.  
 
Predlagana arhitektura je relativna novost v svetu spletnih komunikacij in IoT, 
predvsem zaradi  omejene  uporabne  vrednosti za  masovno zbiranje  podatkov in 
scenarijev, ki te podatke izkoriščajo za poseg v zasebnost uporabnika. Lahko trdimo, 
da  vsaj spočetka  ne  bo  pretirano  komercialno zanimiva.  To izhaja iz  dejstva,  da 
podjetja želijo zbirati podatke o navadah uporabnikov, tudi če to niso osebni podatki, 
ker je vsaka informacija hkrati tudi sredstvo zaslužka. Obstajajo pa drugi scenariji, kjer 
želimo zaščititi uporabnika in njegove podatke. Zasebnost podatkov, ki je čedalje bolj 
zanimiva in razpravljana tema, lahko pripelje tudi do komercialno zanimivih aplikacij 
te arhitekture.  Gre za rešitev,  ki ima  v  ospredju zasebnost. Ker  uporabnike skrbi 
njihova zasebnost, je to zanimivo tudi za nekatera podjetja. Gre seveda za podjetja, ki 
spoštujejo uporabnikovo zasebnost in vanjo ne posegajo. Obstoj teh podjetij ni odvisen 
od izrabe  uporabniških  podatkov za  namene  oglaševanja.  Arhitektura zagotavlja 
popolno zasebnost in  varnost  naprav  brez  možnosti  napada  nanje ali  na samo 
aplikacijsko  omrežje.  Ne smemo reči,  da je takšna arhitektura  primerna za  vse 
mikrokrmilniške naprave, prav tako ne moremo govoriti, da je procesorsko varčna ali 
brez redundance  podatkov.  Ampak to so  vse izzivi,  ki jih je  v  prihodnosti  mogoče 
rešiti. 
 
Arhitektura je enostavna in učinkovita z razvojnega vidika. Reši tudi problem 
IoT aplikacij, ki so povezane na splet. Drugi protokoli, ki delujejo na podoben način, 
tudi procesorsko učinkoviteje, na žalost niso podprti s strani brskalnikov. V tej nalogi 
rešimo specifičen  problem IoT aplikacij,  ki zahtevajo visok  nivo  varnosti (in 
zaupnosti) in hkrati za svoje delovanje potrebujejo brskalnik ter podatkov ne smejo 
deliti z  ostalimi  omrežnimi ali strežniškimi  napravami.  Takšna arhitektura je 
prihodnost v luči zasebnosti podatkov. Ni zanemarljiv vidik, da je na tržišču prisotnih 
čedalje več mobilnih naprav oz. računalnikov, ki za svoj operacijski sistem uporabljajo 
kar  brskalnik.  S tem se  odpira  možnost  uporabe zmogljivih  naprav  kot IoT  naprav. 
Enostavna uporaba protokola WebSocket v brskalnikih in mikrokrmilnikih ga umesti 
za odličnega kandidata za protokol prihodnosti.  
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Dodatek 
Programska koda posrednika 
Programska  koda se  nahaja  na: htps:/github.com/matevz-
hribernik/IoTThermostat_WS_Broker , datoteka WS_broker.js 
  
var fs = require('fs');  
var http = require('http');  
var https = require('https');  
// read ssl certificate  
var privateKey = fs.readFileSync('ssl-
cert/17067342_localhost.key', 'utf8');  
var certificate = fs.readFileSync('ssl-
cert/17067342_localhost.cert', 'utf8');  
var credentials = { key: privateKey, cert: certificate };  
const hostname = '10.10.90.100';  
const port = 443;  
var WebSocketServer = require('ws').Server;  
var express         = require('express');  
var app             = express();  
var httpServer = http.createServer(app);  
var httpsServer = https.createServer(credentials, app);  
httpServer.listen(80);  
httpsServer.listen(443);  
var wsServer        = new WebSocketServer({ server : httpsServer 
});  
CLIENTS =  {};  
app.use(function(req, res, next) {  
  if (req.secure) {  
  next();  
  } else {  
  res.redirect('https://' + req.headers.host + req.url);  
  }  
  }); 
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app.use('/files', express.static('WS_client_broker'))  
app.use('/phone', express.static('WS_phone'))  
app.use('/thermo', express.static('WS_thermo_phone_client'))  
// the rest of your code  
wsServer.on('connection', ws => {   
  ws.on('close', message =>{  
    console.log("Closed", ws.eventNames())  
  });  
  ws.on('message', message => {  
    console.log(`Received message => ${message}`);  
    if (IsJsonString(message)){  
      var message_obj = JSON.parse(message);  
      if (message_obj.hasOwnProperty("packet_type") && 
message_obj.packet_type=="LOG_ON"){  
        var id = message_obj.transmitter;  
        console.log("ID joined to server: "+ id);  
        try{  
          CLIENTS[id].close();  
          delete CLIENTS[id];  
          console.log("Client with same name changed")  
        }catch{  
          console.log("no clients removed")  
        }  
        CLIENTS[id]=ws;  
        var obj = {  
          packet_type: 'ACK_LOG_ON',  
          transmitter: hostname+":"+port,  
          receiver: id  
        };  
        obj = JSON.stringify(obj);  
        responseToClient(id, obj);  
      }//                             transmitter                                  
receiver                                  data   
      // one to one broker            transmitter                                  
receiver                                  data  
      if (message_obj.hasOwnProperty('transmitter') && 
message_obj.hasOwnProperty('receiver') && 
message_obj.hasOwnProperty('data')){  
        responseToClient(message_obj.receiver , message);  
      }  
      //broadcast - to all data not aes  
      if (message_obj.hasOwnProperty('transmitter') && 
message_obj.hasOwnProperty('receiver') && message_obj.receiver 
== "broadcast"){ 
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        responseToClient("all" , message);  
      }  
      //multicast to be implemented.  
      if (message_obj.hasOwnProperty('transmitter') && 
message_obj.hasOwnProperty('receiver') && message_obj.receiver 
== "multicast" && message_obj.hasOwnProperty('theme')){  
   
      }  
    }  
  });  
});  
function responseToClient(id, msg){  
  console.log("called response "+id);  
  try{  
  if (id == "all"){  
    for (var key of CLIENTS) {  
      //client = CLIENTS.get(key);  
      //client.send(msg);  
      CLIENTS[key].send(msg);  
    }  
  }else{  
    //client=CLIENTS.get(id);  
    //console.log(client);  
    CLIENTS[id].send(msg);  
    //client.send(msg);  
  }}catch(err){  
    console.log(err);  
  }  
}  
function IsJsonString(str) {  
  try {  
      JSON.parse(str);  
  } catch (e) {  
      return false;  
  }  
  return true;  
}  
function isset(c){  
  if( typeof c !== 'undefined' ) {  
      return true;  
  }  
  return false;  
} 
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Programska koda IoT spletne aplikacije 
Programska  koda se  nahaja  na: htps:/github.com/matevz-
hribernik/IoTThermostat_WS_Broker , mapa WS_thermo_phone_client/script.js 
 
 
var connection = null; 
var url = 'wss://10.10.90.100';  
var id = "USR_TEST_THAT";  
var conn_id = "";  
var key = 
CryptoJS.enc.Hex.parse("2B7E151628AED2A6ABF7158809CF4F3C");  
var iv = 
CryptoJS.enc.Hex.parse('00000000000000000000000000000000');  
var connected = false;  
var G_lat = 46.2316178;  
var G_long = 15.2657849;  
var G_TEMP;  
var G_HOME_TEMP;  
var G_AWAY_TEMP;  
var G_MANUAL;  
var G_RELEY;  
var G_HOME;   
   
function WS_open(id){  
    if (navigator.geolocation) {  
        var options = {timeout:60000};  
        navigator.geolocation.watchPosition(success, errorHandler, 
options)  
    }  
    connection = new WebSocket(url);  
   
    connection.onopen = (e) => {  
        let msg = {  
            packet_type:'LOG_ON',  
            transmitter: id,  
            receiver: url,  
        }  
        connection.send(JSON.stringify(msg));  
    }  
    connection.onerror = (error) => {  
    console.log(`WebSocket error: ${error}`)  
    }  
    connection.onclose = function(e) { 
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        console.log('Disconnected!');  
        connected = false;  
    };  
    connection.onmessage = function (event) {  
        console.log(event.data);  
        data = JSON.parse(event.data);  
        //WS posodobitev frontend.  
        if (data.packet_type == "ACK_LOG_ON"){  
            console.log('Connected to Broker')  
            connected = true;  
        }  
        if (data.packet_type == "START"){  
            console.log('START connection to ', data.transmitter)  
            conn_id=data.transmitter;  
            //start procedure when client conncets to this IoT 
device   
        }  
        if (data.packet_type == "MSG"){  
            console.log('MSG from ', data.transmitter)  
            data.data = JSON.parse(decrypt(data.data, key, iv));  
            console.log(data.data[0]);  
            if (data.data[0].instruction == "STATE"){  
                G_TEMP = data.data[0].current_temp;  
                G_HOME_TEMP = data.data[0].home_temp;  
                G_AWAY_TEMP = data.data[0].away_temp;  
                G_RELEY = data.data[0].reley;  
                G_HOME = data.data[0].home;  
                G_MANUAL = data.data[0].manual;  
                updateview();  
            }  
            //recived data from connceted device  
        }  
    }  
    setTimeout(function(){  
        if (conn_id != ""){  
            let msg = {  
                packet_type:'START', // MSG, ACK, GET, START ...  
                transmitter: id,  
                receiver: conn_id, // broadcast, multicast  
            }  
            let data = [  
                {  
                name:'Functions', 
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                value:'GET, POST',    //ta polja so lahko 
specifična napravi in klientu  
                description: 'Different functions for interaction',  
                },  
            ]  
            msg.data = encrypt(JSON.stringify(data), key, iv)  
            console.log("msg send", decrypt(msg.data,key,iv))  
            connection.send(JSON.stringify(msg));  
            console.log("START sent to", conn_id)  
        }  
    },100)  
}  
  $(document).ready(function(){  
    $("#id").val(id);  
    $("#conn_id").val(conn_id);  
    $("#pass").val(key);  
    $("#latitude").val(G_lat);  
    $("#longitude").val(G_long);  
    url = "wss://"+window.location.host  
    $(".time_btn, .btn_nows").click(function(){  
        //close websocket  
        try {  
            connection.close();  
        } catch (error) {  
            console.log(error);  
        }  
    });  
    $("#WS_toggle").click(function(){  
        //open websocket  
        WS_open(id);  
    });  
    $("#WS_SEND").click(function(){  
        if (conn_id != ""){  
            let hometemp = $("#set_home_temp").val();  
            let awaytemp = $("#set_away_temp").val();  
            let manual = $("#set_manual_reley").is(':checked');  
            manual = manual.toString();  
            let msg = {  
                packet_type:'MSG', // MSG, ACK, GET, START ...  
                transmitter: id,  
                receiver: conn_id, // broadcast, multicast  
            }  
            let data = [  
                { 
Abstract 93 
 
 
                instruction: "SET",  
                home_temp:hometemp,  
                away_temp:awaytemp,    //ta polja so lahko 
specifična napravi in klientu  
                reley: manual,  
                },  
            ]  
            msg.data = encrypt(JSON.stringify(data), key, iv)  
            console.log("msg send", decrypt(msg.data,key,iv))  
            connection.send(JSON.stringify(msg));  
            $("#text_send").val("");  
        }  
    })  
    $("#WS_SENSOR").click(function(){  
        console.log("WS_SEND_sensor send")  
    $("#save").click(function() {  
        //front end change temp instant  
        id = $("#id").val();  
        conn_id = $("#conn_id").val();  
        key = CryptoJS.enc.Hex.parse($("#pass").val());  
        G_lat = $("#latitude").val();  
        G_long = $("#longitude").val();  
        WS_open(id);  
    });  
    $(".time_btn").click(function() {  
        var new_time=parseInt($(this).val());  
        //console.log(new_time);  
        $(".time_btn").removeClass("active");  
        $(this).addClass("active");  
        clearInterval(interval)  
        timeout_time=new_time;  
        interval=setInterval(load_Frontinfo, timeout_time*1000);  
        //console.log(new_time);  
    });  
    $("#generate_btn").click(function(){  
        let UUID = generate_UUID();  
        $("#id").val(UUID);  
    });  
  });  
function encrypt(message = '', key = '', iv){  
    var words = CryptoJS.enc.Utf8.parse(message); // WordArray 
object  
    var plaintext_b64 = CryptoJS.enc.Base64.stringify(words) 
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    let ebytes = CryptoJS.AES.encrypt( plaintext_b64, key, { iv: iv 
} );  
    return ebytes.toString();  
}  
function decrypt(message = '', key = '', iv){  
    //message in base64  
    var bytes  = CryptoJS.AES.decrypt( message, key, { iv: iv } );  
    var plaintext = bytes.toString(CryptoJS.enc.Utf8);  
    var words = CryptoJS.enc.Base64.parse(plaintext);  
    var decryptedMessage = CryptoJS.enc.Utf8.stringify(words);   
    return decryptedMessage;  
}  
   
function success(position) {  
    let lat = position.coords.latitude;  
    let long = position.coords.longitude;  
    var R = 6371e3; // metres  
    var φ1 = Math.radians(G_lat);  
    var φ2 = Math.radians(lat);  
    var Δφ = Math.radians(lat-G_lat);  
    var Δλ = Math.radians(G_long-long);  
   
    var a = Math.sin(Δφ/2) * Math.sin(Δφ/2) +  
            Math.cos(φ1) * Math.cos(φ2) *  
            Math.sin(Δλ/2) * Math.sin(Δλ/2);  
    var c = 2 * Math.atan2(Math.sqrt(a), Math.sqrt(1-a));  
   
    var d = R * c;  
                    //c2 = (xA − xB)2 + (yA − yB)2  
    console.log("Distance: "+d);  
    if (conn_id != ""){  
        let msg = {  
            packet_type:'MSG', // MSG, ACK, GET, START ...  
            transmitter: id,  
            receiver: conn_id, // broadcast, multicast  
        }  
        var data;  
        if (d<10000){  
            data = [  
                {  
                    instruction: "HOME_set",  
                    distance:d,  
                    home:"true",    //ta polja so lahko specifična 
napravi in klientu 
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                },  
            ]  
        }else{  
            data = [  
                {  
                    instruction: "HOME_set",  
                    distance:d,  
                    home:"false",    //ta polja so lahko specifična 
napravi in klientu  
                },  
            ]  
        }  
        msg.data = encrypt(JSON.stringify(data), key, iv)  
        console.log("msg send", decrypt(msg.data,key,iv))  
   
        connection.send(JSON.stringify(msg));  
    }  
}  
function errorHandler(err) {  
    if(err.code == 1) {  
       alert("Error: Access is denied!");  
    }  
    else if( err.code == 2) {  
       alert("Error: Position is unavailable!");  
    }  
 }  
 function generate_UUID(){  
    var dt = new Date().getTime();  
    var uuid = 'xxxxxxxx-xxxx-4xxx-yxxx-
xxxxxxxxxxxx'.replace(/[xy]/g, function(c) {  
        var r = (dt + Math.random()*16)%16 | 0;  
        dt = Math.floor(dt/16);  
        return (c=='x' ? r :(r&0x3|0x8)).toString(16);  
    });  
    return uuid;  
}  
function updateview(){  
    $("#measured_temp").text(G_TEMP);  
    $("#home_temp").text(G_HOME_TEMP);  
    $("#away_temp").text(G_AWAY_TEMP);  
    if (G_RELEY != "0"){  
        $("#heating_bool").text("ON");  
    }else{  
        $("#heating_bool").text("OFF"); 
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Programska koda IoT termostata 
Programska  koda se  nahaja  na: htps:/github.com/matevz-
hribernik/IoTThermostat_WS_Arduino,  datoteka  Thermostat-
Client_SSL_HTML5IoT.ino 
  
#include <n_Base64.h>  
#include <n_AES.h> 
 
    }  
    if (G_MANUAL != "0"){  
        if (!$(set_manual_reley).is(':checked')) {  
            $("#set_manual_reley").click()  
        }  
    }else{  
        if ($(set_manual_reley).is(':checked')) {  
            $("#set_manual_reley").click();  
        }  
    }  
    $("#set_home_temp").val(G_HOME_TEMP);  
    $("#set_away_temp").val(G_AWAY_TEMP);  
   
    if (G_HOME == "1"){  
        $("#user_location").text("doma");  
    }else{  
        $("#user_location").text("zdoma");  
    }  
}  
// Converts from degrees to radians.  
Math.radians = function(degrees) {  
    return degrees * Math.PI / 180;  
  };  
  // Converts from radians to degrees.  
Math.degrees = function(radians) {  
    return radians * 180 / Math.PI;  
};  
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 #include <EEPROM.h> 
   
#include <ArduinoJson.h>  
#include <ArduinoWebsockets.h>  
#include <ESP8266WiFi.h>  
#include <Wire.h>  
#include <Adafruit_Sensor.h>  
#include <Adafruit_BME280.h>  
#define SEALEVELPRESSURE_HPA (1013.25)  
#define RELEY D6  
AES aes;  
byte key[] = { 0x2B, 0x7E, 0x15, 0x16, 0x28, 0xAE, 0xD2, 0xA6, 0xAB, 0xF7, 
0x15, 0x88, 0x09, 0xCF, 0x4F, 0x3C };  
byte iv [N_BLOCK] ;  
byte my_iv[N_BLOCK] = { 0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0};  
byte my_iv2[N_BLOCK] = { 0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0};  
StaticJsonDocument<1000> jsonBuffer;  
byte cipher[1000];  
char b64data[200];  
byte cleardata[200];  
const char* ssid = "RR_Production"; //Enter SSID  
const char* password = "RRakun_2019_Prod"; //Enter Password  
const char* websockets_server_host = "10.10.90.100"; //Enter server adress  
const uint16_t websockets_server_port = 443; // Enter server port  
const char* websockets_connection_string = "wss://10.10.90.100:443"; //Enter 
server adress  
const char* node_id = 
"0612650abd575ab9b94a26e0d29f20948e838d3812bc79285f45dcad";  
const char* node_key = "";  
String connected_addr = "";   
int id = 0;  
int state_change = 0;  
int heating = 0;  
float previous_temp = 16.0f;  
float current_temp = 15.0f;  
float home_temp = 16.0f;  
float away_temp = 10.0f;  
int looping = 0;  
float distance = 0.0f;  
bool atHome = false;  
bool heat_manual = false;  
using namespace websockets;  
Adafruit_BME280 bme;  
String msg = "";  
WebsocketsClient client; 
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void setup() {  
    EEPROM.begin(512);  
    Serial.begin(115200);  
    Wire.begin(2,0); //D4,D3  
    Serial.println(EEPROM.read(0));  
    Serial.println(EEPROM.read(1));  
    home_temp = EEPROM.read(0);  
    away_temp = EEPROM.read(1);  
    bool status;  
    status = bme.begin(0x76);    
    if (!status) {  
      Serial.println("Could not find a valid BME280 sensor, check wiring!");  
      msg = "Error with BMP";  
    }  
    // Connect to wifi  
    WiFi.begin(ssid, password);  
    // Wait some time to connect to wifi  
    for(int i = 0; i < 10 && WiFi.status() != WL_CONNECTED; i++) {  
        Serial.println(".");  
        delay(1000);  
    }  
    // Check if connected to wifi  
    if(WiFi.status() != WL_CONNECTED) {  
        Serial.println("No Wifi!");  
        return;  
    }  
    pinMode(RELEY, OUTPUT);  
    digitalWrite(RELEY, HIGH);  
    Serial.println("Connected to Wifi, Connecting to server.");  
    aes.set_key( key , sizeof(key));   
    // try to connect to Websockets server  
    connectWS();  
    // run callback when messages are received  
    client.onMessage([&](WebsocketsMessage message) {  
        Serial.print("Got Message: ");  
        Serial.println(message.data());  
        DeserializationError error = deserializeJson(jsonBuffer, 
message.data());  
          if (error) {  
            Serial.print(F("deserializeJson() failed: "));  
            Serial.println(error.c_str());  
            return;  
          }  
          if (jsonBuffer["packet_type"]=="ACK_LOG_ON"){ 
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            Serial.println("Connected to Broker");  
          }else if (jsonBuffer["packet_type"]=="MSG") {  
            decrypt(jsonBuffer["data"].as<String>(), key, my_iv);  
            msg = String(b64data);  
            DeserializationError error = deserializeJson(jsonBuffer, 
b64data);  
            if (error) {  
              Serial.print(F("deserializeJson() failed: "));  
              Serial.println(error.c_str());  
              return;  
            }  
            msg = jsonBuffer[0].as<String>();  
            Serial.println(msg);  
            if (jsonBuffer[0]["instruction"]=="HOME_set"){  
              if (jsonBuffer[0]["home"] == "true"){  
                atHome = true;  
              }else{atHome = false;}  
              distance = jsonBuffer[0]["distance"].as<String>().toInt();  
              Serial.println("User at home: "+String(atHome)+" Distance: " 
+String(distance));  
              sendData();  
            }else if(jsonBuffer[0]["instruction"]=="SET"){  
              home_temp = jsonBuffer[0]["home_temp"].as<String>().toFloat();  
              EEPROM.write(0, int(home_temp));  
              away_temp = jsonBuffer[0]["away_temp"].as<String>().toFloat();  
              EEPROM.write(1, int(away_temp));  
              EEPROM.commit();  
              if (jsonBuffer[0]["reley"]=="true"){  
              heat_manual = true;  
              }else{heat_manual = false;}  
              sendData();  
            }  
          }else if (jsonBuffer["packet_type"]=="START") {  
            connected_addr = jsonBuffer["transmitter"].as<String>();  
            sendData();  
            Serial.println("START to "+connected_addr);  
          }  
    });  
}  
void connectWS(){  
//  bool connected = client.connect(websockets_server_host, 
websockets_server_port, "/");  
  bool connected = client.connect(websockets_connection_string);  
    if(connected) { 
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        Serial.println("Connecetd!");  
        //client.send("Sign on as "+ String(node_id));  
        //log on  
        msg = 
"{\"packet_type\":\"LOG_ON\",\"transmitter\":\""+String(node_id)+"\",\"recei
ver\":\""+String(websockets_server_host)+"\"}";  
        client.send(msg);  
    } else {  
        Serial.println("Not Connected!");  
    }  
}  
void loop() {  
    // let the websockets client check for incoming messages  
    //here the data from sensor will be sent on regular intervals or when 
the changes happen  
    if(client.available()) {  
        client.poll();  
        if (connected_addr != ""){  
          check_temp();  
          //sendDataAndDecide();  
        // Do send new readings  
        }  
    }else{  
    //reconnect  
      connectWS();  
      check_temp();  
    }  
    //check themperature anyway so thermostat works  
    id = id+1;  
    delay(100);  
}  
void check_temp(){  
   current_temp = bme.readTemperature();  
   float wanted_temp = 10.0f;  
   if (atHome || heat_manual){  
      wanted_temp = home_temp;  
   }else{  
      wanted_temp = away_temp;  
   }  
   if (heating==1){  
    wanted_temp += 0.5;  
   }else{  
    wanted_temp -= 0.5;  
   } 
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   float difference = current_temp - wanted_temp;  
   bool change = false;  
   if (difference<0){  
      digitalWrite(RELEY, LOW);  
      if (heating == 0){  
        change = true;  
      }   
      heating = 1;  
   }else{  
      digitalWrite(RELEY, HIGH);  
      if (heating == 1){  
        change = true;  
      }   
      heating = 0;  
   }  
   difference = current_temp - previous_temp;  
   if (difference>0.35 || difference<-0.35 || change){  
      previous_temp = current_temp;  
      //change = true;  
      if (connected_addr != ""){  
        sendData();  
      }  
   }  
}  
   
void sendData(){  
  //sestavi paket  
  msg = 
"{\"packet_type\":\"MSG\",\"transmitter\":\""+String(node_id)+"\",\"receiver
\":\""+String(connected_addr)+"\",\"data\":\"";  
  String data = 
"[{\"instruction\":\"STATE\",\"current_temp\":\""+String(current_temp)+"\",\
"home_temp\":\""+String(home_temp)+"\",\"away_temp\":\""+String(away_temp)+"
\",\"reley\":\""+String(heating)+"\",\"home\":\""+String(atHome)+"\",\"manua
l\":\""+String(heat_manual)+"\"}]";  
  encrypt(data, key, my_iv);  
  client.send(msg+b64data+"\"}");  
  Serial.println("Data send");  
}  
void sendDataAndDecide(){  
        current_temp = bme.readTemperature();  
        Serial.println("TEMP: "+String(current_temp));  
        //check if there needs to be heating turn on.   
        float difference = current_temp - home_temp; 
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        if (difference<0){  
          //send temp to server  
          //String packet = "{\"Data\":"+String(current_temp)+"}";  
          //client.send(packet);  
          digitalWrite(RELEY, LOW);  
          heating = 1;  
          //String packet2 = "{\"Gretje\":\"on\"}";  
          //client.send(packet2);  
        }else{  
          digitalWrite(RELEY, HIGH);  
          heating = 0;  
        }  
        difference = current_temp - previous_temp;  
        Serial.print("Difference "+String(difference));  
        Serial.println("| Previous " +String(previous_temp));  
        if (difference>0.5 || difference<-0.5){  
          //send temp to server  
          String packet="{\"packet_type\":\"measurment\", 
\"ID_client\":\""+String(node_id)+"\", 
\"ID_server\":\""+String(websockets_server_host)+":"+String(websockets_serve
r_port)+"\", \"data\":{ \"measured_temperature\": "+String(current_temp)+", 
\"wanted_temperature\": "+String(home_temp)+", \"previous_temperature\": 
"+String(previous_temp)+", \"reley_on\": "+String(heating)+"}}";  
          //String packet = "{\"Temp\":"+String(current_temp)+"}";  
          client.send(packet);  
          Serial.println("Packet Sent");  
          previous_temp = current_temp;  
          state_change = 0;  
        }  
}  
void encrypt(String msg, byte* key, byte iv[N_BLOCK]){  
    // Print the IV  
    byte my_iv[N_BLOCK] = { 0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0};  
    //base64_encode( b64data, (char *)iv, N_BLOCK);  
    int b64len = base64_encode((char*) b64data, (char *)msg.c_str() 
,msg.length());  
    Serial.println (" Message in B64: " + String(b64data) );  
    Serial.println (" The lenght is:  " + String(b64len) );  
    // Encrypt! With AES128, our key and IV, CBC and pkcs7 padding      
    aes.do_aes_encrypt((byte *)b64data, b64len , cipher, key, 128, my_iv);  
    Serial.println("Encryption done!");  
    Serial.println("Cipher size: " + String(aes.get_size()));  
    base64_encode((char*)b64data, (char *)cipher, aes.get_size() );  
    Serial.println ("Encrypted data in base64: " + String(b64data) ); 
 103 
 
 
    //return String(b64data);  
}  
void decrypt(String str_enc_data, byte* key, byte iv[N_BLOCK]){  
    byte my_iv[N_BLOCK] = { 0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0};  
    //base64_encode( b64data, (char *)iv, N_BLOCK);  
    int b64len = base64_decode(b64data, (char *)str_enc_data.c_str(), 
str_enc_data.length());  
    Serial.println("Cipher lenght: "+ String(b64len));  
        // Decrypt! With AES128, our key and IV, CBC and pkcs7 padding      
    aes.do_aes_decrypt((byte *)b64data, b64len , cleardata, key, 128, 
my_iv);  
    Serial.println("Decryption done!");  
    Serial.println("Cipher size: " + String(aes.get_size()));  
    base64_decode(b64data, (char *)cleardata, aes.get_size() );  
    Serial.println ("Decrypted data in base64: " + String(b64data) );  
    Serial.println("Done...");  
    //return String(b64data);  
} 
 
 
