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51 TYÖN LÄHTÖKOHDAT
Mobiililaieiden viime vuosien nopea kehitys on luonut peliteollisuuteen uuden var-
sin varteenoteavan osa-alueen. Suorituskyvyn kasvu ja uudenlaiset ohjaustekniikat 
ovat mahdollistaneet en.stä näyävämpien ja viihdyävämpien pelien valmistami-
sen. Laieiden runsas yleistyminen puolestaan on avannut aivan uudet ja monipuoli-
set markkinat, jonka mahdollisuudet todistavat uudet menestystarinat, kuten Rovio ja 
Supercell.
Markkinat ovat kuitenkin jakautuneet useamman mobiilialustan kesken. Sovelluksen 
kehiäminen jokaiselle alustalle erikseen on kuitenkin kustannustehotonta, ja koska 
pelisovellukset sisältävät paljon toteutusta, joka on monissa tapauksissa käytännölli-
ses. katsoen universaalia, hakevat ohjelmistokehiäjät ratkaisuja tehtävän työn .ivis-
tämiseksi. Lukuisiin eri tarpeisiin ja .lanteisiin räätälöidyt ratkaisut, kuten sovelluske-
hykset, tarjoavat valmiita  sovelluksia, nopeuavat kehiämistyötä ja parantavat näin 
ollen tuoavuua.
Tässä opinnäytetyössä perehdyt.in yhteen mobiilipelien suosituimpaan sovelluske-
hykseen, Cocos2d-X:ään. Kyseinen sovelluskehys on hyvin sovellustyyppispesiHnen. 
Toisaalta pelisovellukset ovat äärimmäisen monipuolisia sovelluksia. Näin ollen sen 
täysivaltaiseksi ymmärtämiseksi on hyvä tuntea ja .edostaa sekä aihealueen eä eri 
komponen*en lähtökoh.a ja yleistä teoriaa. Työn tekeminen aloite*in perehtymällä 
alustavas. yleisiin mobiilialustakohtaisiin piirteisiin, kuinka ne vaikuavat mobiilipe-
linkehitykseen. Perusteita ei unohdettu missään vaiheessa, vaan ne pidet.in mielessä 
ja niitä käsitel.in läpi koko työn sekä teorian eä käytännön kaua.
Itse sovelluskehykseen perehtyminen aloite*in tutustumalla sen historiaan ja ekosys-
teemiin. Avoimen lähdekoodin projek.na Cocos2d-x:n arvo sen käyäjälle ei muo-
dostu pelkästään tarjoujen ominaisuuksien, vaan myös ympärille rakentuneen yhtei-
sön ja lukuisten muiden projek.en ja työkalujen kaua. 
6Kun sovelluskehyksen lähiympäristö oli kartoiteu, aloite*in Cocos2d-x -sovelluske-
hyksen lähempi tarkastelu sen arkkitehtuurista ja yleisistä rakenteista: perehdy*in 
teknologioihin, jotka ovat sovelluskehyksen olennaisimpia osia. Koska käytännössä 
Cocos2d-x:n ydin on API, on hyvä perehtyä myös keskeisimpiin luokkiin ja oliohierar-
kioihin. Niitä tarkastel.in sekä itse sovelluskehyksen eä yleisten pelisuunnielun ja 
pelinkehityksen periaaeiden kaua.
Käytännöllinen osuus aloite*in asentamalla tarviavat kehitystyökalut sekä Win-
dows- eä OS X -ympäristössä. Koska pelinkehiäjän kannalta mielenkiintoisimmat ja 
ainoat varteenoteavat alustat ovat Google Android ja Apple iOS, luo.in sovelluspro-
jek. vain niiden pelinkehitykseen. Projek.n kaua tutustu*in, kuinka pelisovelluksia 
mobiilialustalle käytännöllisellä tasolla rakennetaan.
Kun perusteet olivat jo hallussa, perehdy*in mobiilipelinkehitykseen ja Cocos2d-X 
-sovelluskehykseen syventäväs. jo ennalta toteutetun Waterly-mobiilipelin kaua.
2 PELINKEHITYS JA MOBIILIALUSTAT
2.1 Mobiililaieet pelilaieina
Verrauna perinteisiin pelilaieisiin, kuten ko..etokoneisiin ja pelikonsoleihin, 
omaavat älypuhelimet ja taulu.etokoneet monia, jopa ainutlaatuisia piirteitä ja omi-
naisuuksia. Ilmeisimpiä näistä ovat langaomuus ja laieiden pienehkö koko, jotka 
mahdollistavat laieen liikkuvuuden.  Merkiävin tekninen ero ovat käyäjärajapin-
nan ohjauslaieet. Vuoden 2007 jälkeen älypuhelimissa on lähes yksinomaan luovut-
tu näppäimistöstä. Monikosketusnäytöt mahdollistavat laieen ohjauksen joko yhdel-
lä tai useammalla sormella joko koskeaen tai hipaisten. Niin sanotut sormieleet eli 
7gesturet tuovat monipuolisia mahdollisuuksia käyäjärajapintaan ja tekevät laieen 
käyämisestä luonnollista ja intui.ivista.
Suhteellisen hyvästä tarkkuudestaan huolimaa kosketusnäytöt eivät kuitenkaan so-
vellu aivan jokaiseen pelinohjaus.lanteeseen, vaan tarvitaan nopeampia ja tarkempia 
ohjausmenetelmiä. Jokainen moderni älypuhelin on varusteu kiihtyvyysanturilla ja 
gyroskoopilla, jotka tunnistavat laieen sijainnin, asennon ja liikkeen suunnan ja kiih-
tyvyyden. Puhelinta itsessään voi siis käyää eräänlaisena peliohjaimena.
Älypuhelimiin verrauna taulu.etokoneet tarjoavat samat ominaisuudet ja jopa sa-
man käyöjärjestelmän kuin älypuhelimet. Näin ollen sovellusta kehiteäessä voi-
daan samainen sovellus kehiää ja ajaa molemmilla laieilla. Pelejä ja muita sovel-
luksia kehitellessä on kuitenkin syytä oaa huomioon yksi tärkeä avaintekijä: näytön 
fyysinen koko. Vaikka näyöjen pikseliavaruudet voivat olla puhelimien ja taulu.eto-
koneiden välillä jopa samat, ovat taulu.etokoneiden näyöpaneelit fyysisiltä mitoil-
taan 4-6 kertaa suurempia. Pelin käyöliiymää suunnitellessa tulee siis tarkoin 
mie*ä sen toimivuua eri kokoluokan laieilla.
Mobiilialustojen erikoispiirteet eivät kuitenkaan rajoitu pelkkiin laieiden fyysisiin 
ominaisuuksiin. Oli kyseessä sien MicrosoJin, Googlen tai Applen tuote, kyseessä 
on aina kokonainen ekosysteemi, johon itse laieen  ja käyöjärjestelmän lisäksi kuu-
luvat muun muassa pilvipalvelut datan säilyämiseen ja sovellusten ostamiseen. Ver-
rauna perinteisiin pelilaieisiin tarjolla ei ole lainkaan mahdollisuua ostaa sovel-
luksia fyysisinä medioina. Vas.kkeena laieen käyäjä voi vaivaomas. ostaa sovel-
luksia käyöjärjestelmän valmistajan omista sovelluskaupoista.
Distribuu.oväylien, kuten Google Play ja Apple App Store, vaivaomuus on erityises.
pelinkehiäjien intressi niiden alhaisten käyökustannuksien ja mahdollisen suuren 
näkyvyyden ja markkinasegmen.n vuoksi, mikä onkin johtanut mobiilipeliyritysten 
määrän räjähdysmäiseen kasvuun viime vuosina. Eduistaan huolimaa mobiilialustat 
sisältävät sovelluskehiäjän näkökulmasta merkiäviäkin haasteita. 
82.2 Mobiilialustojen diversitee* ja fragmentaa.o
Mobiilimarkkinoiden on arvioitu olevan 80-90 -prosen*ses. kahden alustan, Goog-
len Androidin ja Applen iOS:n, hallitsema (Usage share of opera.ng systems 2013). 
Nopean tarkastelun perusteella voisi siis luulla, eei erilaisten alustojen määrä olisi 
kovinkaan suuri ongelma mobiilisovelluksia kehiteäessä. 
Applen oma laitekanta perustuu kokonaisuudessaan itse suunniteltuun ekosystee-
miin. Sekä laieisto eä ydinohjelmistot, kuten käyöjärjestelmä, suunnitellaan ja 
jopa toteutetaan saman yrityksen sisällä. Tämän ja suhteellises. vähäisen laitetarjon-
nan myötä koko ekosysteemi on eheä, ja mikäli rautatason eroja ensimmäisten ja uu-
dempien sukupolvien laieiden välillä ei oteta huomioon, toimii sama kehitey peli-
sovellus yleises. oaen laieesta riippumaa kunhan laieeseen asenneu  käyö-
järjestelmäversio on vaadiu vähimmäisversio.
Googlen Androidin kohdalla .lanne on kuitenkin toisin. Google ei itse valmista tai 
edes suunniele lähellekään kaikkia Android-laieita, vaan vapaan lähdekoodin oh-
jelmistona Android on  levinnyt useiden laitevalmistajien älypuhelimien ja taulu.eto-
koneiden käyöjärjestelmäksi. Laitevalmistajat ovat vapaita muokkaamaan käyöjär-
jestelmää haluamakseen, ja kun lisätään tähän vielä laieiden runsas rautatason va-
riaa.o, on Android alustana kaikkea muuta kuin eheä.
Alustan fragmentaa.o luo ongelmia ohjelmistojen kehiämisen ja erityises. testaa-
misen kannalta. Halutulle sovelluksen toiminnolle voidaan joutua tekemään useita 
mahdollisia toteutuksia, ja mikäli sovelluksen yhteensopivuuden ja toimivuuden suh-
teen halutaan olla varmoja, joudutaan panostamaan lukemaomia tunteja sovelluk-
sen testaamiseen lukuisilla eri laitemallien ja käyöjärjestelmäversioiden yhdistelmil-
lä. On myös kokemuksia, eä jopa puhelimen myyn.maalla tai liiymän operaaoril-
la on vaikutusta.
9Useat eri laieet ja laitemallit .etävät useita eri mallisia näyöpaneeleita, jopa App-
len ekosysteemin sisällä, joka on muilta osin kuitenkin varsin yhtenäinen. Ilmeisimpiä 
ovat näyöpaneelien erot fyysisissä mitoissa ja resoluu.oissa (ks. kuvio 1). Tulee kui-
tenkin huomata, eä mobiililaieiden välillä vaikeimmat eroavaisuudet löytyvät 
näyöjen kuvasuhteissa. Eri resoluu.oihin varautuminen on suhteellisen helppoa: 
pakataan peliin kuvamateriaalit sekä pienille eä suurille resoluu.oille. Vaihtelut ku-
vasuhteissa ovat kuitenkin astea ongelmallisempia, sillä se vaikuaa olennaises. 
näytön miasuhteisiin ja sitä kaua näyteävän pelimaailman ulouvuuksiin. Tämä 
luo ongelmia pelisuunnielun kannalta.
Oli ongelma sien vaikea tai helppo ratkaista, siihen tulee kuitenkin varautua. Hel-
poimmat ja yksinkertaisimmat keinot ovat yleensä universaaleja, eivätkä ne ole sidok-
sissa itse pelin pelisuunnielullisiin ratkaisuihin. Tämä tarkoiaa, eä ne on helppo 
paketoida yleises. käyteäviksi tuoeiksi, eikä niitä kannata toteuaa erikseen jokai-
sen valmisteavan tuoeen kohdalla. Tämä lisää kehitystyön ja tuotannon tehok-
kuua.
KUVIO 1. Eri näyöresoluu.oiden vertailua suhteessa toisiinsa
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2.3 Mobiilipelien yhteisiä piirteitä ja rakenteita
Riippumaa genrestä tai arkkitehtuurista on jokaisella reaaliaikasuorieisella pelillä 
yhteisiä piirteitä ja rakenteita. Oli kyseessä sien Tetriksen kaltainen puzzle tai taso-
hyppely, tarvitaan pääsuoritussilmukka (ks. kuvio 2), joka kommunikoi käyöjärjestel-
män kanssa, vastaanoaa pelaajan antaman syöeen, käskyää taustalogiikan suo-
riavia komponeneja ja määrielee .lanteen vaa.man äänen ja piirreävän kuvan. 
Interak.ivisena sovelluksena mobiilipelit sisältävät
vähintään kaksi komponen*a: graHikan ja kontrol-
lit. Näiden toimintojen toteuamiseksi tarvitaan ra-
japinnat alustan ja pelisovelluksen välille. Pelinke-
hiäjien onneksi suosituimpien mobiilialustojen ra-
japinta graHikanpiirtoon on toteuteu OpenGL ES:l-
lä. Ne käyävät siis samaa graaHsen rajapinnan kir-
jastoa, mikä helpoaa enimmiltä osin graHikkaoh-
jelmoin.a eri alustoille. Täytyy kuitenkin huomata,
eä esimerkiksi näkymän luominen ja ikkunoin. ta-
pahtuu alustakohtaisilla rajapinnoilla.
Harvassa ovat pelit jotka eivät sisältäisi valikoita. 
Valikot ovat yleisin navigoin.menetelmä pelitapah-
tumien väli.loissa, kuten kentän tai käyteävän pelihahmon valitsemisessa. Niiden 
toteutukset ovat useimmiten universaaleja ja hyviksi koeuja, eikä niiden toteuami-
nen jokaisessa pelijulkaisussa ole erityisen järkevää, ellei haeta omanlaista efek.ä, 
kuten valikon sulautuminen itse peliympäristöön.
Mobiilipelit ovat sovelluksia ja sovelluksiin kuuluvat olennaisena osana erilaiset .la-
muutokset. Sovelluksen on kyeävä taustalle siirtyessään keskeyämään toimintansa 
KUVIO 2. Esimerkki yksin-
kertaisen pelisovelluksen 
pääsilmukasta
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ja palautuessaan aloiamaan sen uudelleen, mahdollises. jopa täsmälleen samasta 
suoritusvaiheesta. Erityises. peleissä on oltava mahdollisuus ns. tauko.lalle, johon 
pelaaja voi tarvitessaan keskeyää pelaamisen väliaikaises..
2.4 Ratkaisuna alustariippumaton sovelluskehys
Pelisovelluksilla on siis genrestä riippumaa sekä yhteisiä haasteita eä samoja omi-
naisuuksia ja toimintoja. Lisäksi on luonnollista, eä halutaan kohdistaa sovellus mah-
dollisimman usealle alustalle, joa saavuteaisiin mahdollisimman suuri asiakaskun-
ta. Saman toiminnallisuuden toteuaminen useaan oeeseen jokaisessa uudessa 
projektissa erikseen on resurssien kannalta tuhovoimaista, ja mikäli sovellus on tar-
koitus kehiää ja toteuaa useammalle alustalle, kasvavat käytetyt työtunnit monin-
kertaisiksi. Täytyy siis löytää keino työmäärän minimoimiseen: alustariippumaton so-
velluskehys.
Sovelluskehyksellä tarkoitetaan ohjelmistotuotea, jonka on tarkoitus olla universaali 
ja uudelleenkäyteävä alusta .eyyn tehtävään tai tehtäviin erikoistuneemmalle so-
vellukselle. Ohjelmistokehys sisältää mahdollises. kehitystyötä tukevia ohjelmia, 
kääntäjiä, koodikirjastoja, API:n ja työkaluja, jotka mahdollistavat mahdollisimman te-
hokkaan sovelluskehitystyön. (SoJware Framework 2013)
Alustariippumaomuudella tarkoitetaan kykyä suoriaa ohjelmistoa useammalla 
alustalla. Käytännössä tämä voidaan toteuaa kahdella tavalla: joko kääntämällä oh-
jelma alustariippumaomaksi suunnitellulla kirjastolla jokaiselle alustalle na.ivi bi-
nääri, tai rakentamalla jokaiselle tuetulle alustalle yhteensopivuuskerros tai virtuaali-
kone. (Cross-plaLorm 2013)
Cocos2d-x -sovelluskehyksessä yhdistyvät molemmat edellä mainitut ominaisuudet. 
Lisäksi useiden eri sovelluskehiäjien ja henkilöiden käyämänä se on käytännössä 
jatkuvas. testauksen alla. Äärimmäisen ak.ivisena avoimen lähdekoodin projek.na 
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sovelluskehyksen kehitystyö on jouhevaa, uusia versioita ilmestyy lyhyin aikavälein ja 
ilmenneet bugit korjataan nopeas..
3 COCOS2D-X 2.0:N ESITTELY
3.1 Cocos2d-tuoteperhe
Alkuperäinen Cocos2d on Python-ohjelmoin.kielellä ikkunoin.- ja mul.mediakirjasto
Pygle.n päälle toteuteu sovelluskehys kaksiuloeisten pelien, demojen ja graaHs-
ten/interak.ivisten sovellusten kehiämiseen. Se tarjoaa kaikki yleisimmät kaksiulot-
teisten pelien ominaisuudet, kuten sprite-graHikan, valikot ja perusliikuelun.  Co-
cos2d on lisensoitu avoimen lähdekoodin lisenssillä BSD:llä.  Siitä onkin siemmin 
kasvanut muiden kehiäjien myötä kokonainen tuoteperhe, jonka tuoeet jakavat 
yhteisen nimen ja HlosoHan. (cocos2d.org 2013)
Ensimmäinen eri alustalle ja kokonaan toiselle ohjelmoin.kielelle käänney Cocos2d-
perheen lisäys on iOS- ja Mac OS X -alustoille suunnau Cocos2d-iPhone. Se on to-
teuteu Objec.ve-C -kielellä, mua noudaaa samoja suunnieluperiaaeita ja kon-
septeja. Esikuvastaan poiketen Cocos2d-iPhone sisältää ydintoiminnallisuuden lisäksi 
integroituna pari kaksiuloeista fysiikkakirjastoa: Box2D:n ja Chipmunkin. (Cocos2d 
2013)
Cocos2d-iPhonen jälkeen syntyi monen alustan tuella varusteltu Cocos2d-X. Ohjel-
moin.kielenä Cocos2d-X käyää C++-kieltä. Sen tukemien alustojen listalta löytyvät 
tärkeimmät alustat, kuten Windows, Mac OS X, Linux, Android ja iOS. Myös Windows 
Phone löytyy tueujen alustojen listalta vähäisestä suosiostaan huolimaa. Yhdessä 
iPhone-version kanssa Cocos2d-X ovat Cocos2d-perheen elovoimaisimmat jäsenet. 
Rinnalle on kuitenkin syntynyt muitakin enemmän tai vähemmän elossa olevia kään-
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nöksiä, kuten Cocos2d-X:stä syntyneet HTML5-käännös Cocos2d-HTML5 ja MicrosoJ 
XNA-yhteensopiva cocos2d-XNA. (Cocos2d-x | Rela.onships in Cocos2d Family, 2013) 
Cocos2d-iPhonen kilpailuval* Cocos2d-X:ää vastaan ovat sen astea ak.ivisempi In-
ternet-yhteisö ja runsaampi kirjallisuus. Tulee kuitenkin huomata, eä Objec.ve-C:llä 
kirjoitetut koodiesimerkit ovat pääsääntöises. käyteävissä myös X:llä, sillä yhteisen 
suunnieluHlosoHan myötä ne kääntyvät lähes suoraan C++-kielelle. Cocos2d-iPho-
nen ja Cocos2d-X:n API:t sisältävät keskinäisiä eroja, mua ne ovat lähinnä kosmee*-
sia eroja funk.oiden nimeämiskäytänteissä. Näin ollen molempien yhteisöjen ole-
massaolo hyödyää ja hyödyntää toinen toisiaan. 
3.2 Ympärille syntyneet ja yhteensopivat työkalut
Cocos2d-iPhonen ja Cocos2d-X:n suosion myötä rinnalle on syntynyt monia varta vas-
ten Cocos2d-kehitystä varten toteuteuja työkaluja. Lisäksi on olemassa lukuisia oh-
jelmia, jotka ovat yhteensopivia ja käyteävissä Cocos2d-sovelluskehyksissä käytey-
jen ratkaisujen ja tueujen .edostoformaa*en kaua.
CocosBuilder
CocosBuilder on graaHnen editori, jonka tarkoitus on nopeuaa Cocos2d-pelien kehi-
tysprosessia helpoamalla yksinkertaisten ja toistuvien rakenteiden luomista ns. 
“Saat mitä näet” (WYSIWYG) -HlosoHan kaua. Sillä voidaan myös toteuaa kokonai-
sia pelejä web-selaimilla ajeuina Javascript-versioina.
BMFont
BMFont on sovellus True Type -fon*en muuamiseksi bi*kartoiksi. Näitä bi*karo-
ja voidaan käyää tekstuureina, joilta luetaan kirjaisimia oheisen .edoston koordi-
naa*en mukaises..
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Hiero
Javalla toteuteu BMFon.n kilpailija.
Par.cle Designer
Editori par.kkeliefek.n luomiseen. Tukee Cocos2d-sovelluskehyksien lisäksi myös 
muita pelimoooreita, kuten Moai, Starling ja Sparrow.
TexturePacker
Editori sprite-lakanoiden luomiseen.
Tiled Map Editor
Editori tekstuuri.ileihin perustuvien karojen suunnieluun ja toteuamiseen.
3.3 Lisenssi
Cocos2d-X on MIT-lisensoitu. Vapaana ohjelmistona Cocos2d-X:ää voidaan siis käyää 
vapaas. sekä yksityisiin eä kaupallisiin tarkoituksiin. MIT-lisenssi antaa käyäjälle 
vapaat oikeudet muokata, kopioida ja käyää lähdekoodia omissa projekteissaan, mi-
käli lisenssin teks. sisällytetään lähdekoodiin. Koska MIT-lisenssi ei ole niin sanou 
copyleJ-lisenssi, se ei vaadi lähdekoodin julkistamista missään vaiheessa käyötarkoi-
tuksesta riippumaa. (MIT License 2013)
4 COCOS2D-X 2.0 TEORIASSA
4.1 Arkkitehtuuri
Koska pelit ovat reaaliaikasuorieisina sovelluksina suorituskykykrii*siä, on Cocos2d-
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x:n lähtökohtana mahdollisuus kääntää sovelluksesta alustakohtainen na.ivikäännös. 
Kun tästä näkökulmasta halutaan rakentaa alustariippumaomia ratkaisuja, tulee ra-
kentaa kirjasto joka sisältää rajapinnat itse sovelluksen ja kohdealustojen välille. Tätä 
varten täytyy osata eroaa universaalit toiminnot ja logiikat toisistaan. Pelilogiikat ku-
ten fysiikkamallinnus tai taistelumekaniikat ovat universaaleja pelisovelluksen kompo-
neneja, eikä niiden toteuamiseen tarvita alustakohtaisia rajapintoja. Riiää eä 
käytetylle ohjelmoin.kielelle löytyy alustakohtainen kääntäjä. Vastaavas. taas esi-
merkiksi äänet tai graHikan piirtäminen vaa.vat toteutuksessaan alustakohtaisia raja-
pintoja joilla päästään käsiksi kohdelaieen laitekomponeneihin.
Pääpiirteissään Cocos2d-X muodostuu neljästä peleille keskeisestä sovelluskompo-
nen*sta: graHikkamooorista, äänimooorista, fysiikkakirjastoista ja tukiratkaisuista 
skrip.kielille (ks. kuvio 3). Sekä graHikka- eä äänimooori sisällyävät yhteydet 
alustakohtaisille rajapinnoille. GraHikkamooori hyödyntää lisäksi kolmannen osa-
puolen kirjastoja, kuten matema.ikkakirjasto KazMathia. Fysiikkakirjastot ovat alusta-
riippumaomia komponeneja, eivätkä tarvitse minkäänlaista alustakohtaista kerros-
ta. (Cocos2d-x | Architecture and Directory Structure 2013)
KUVIO 3. Cocos2d-x -sovelluskehyksen arkkitehtuuri (Cocos2d-x Architecture  2013)
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OpenGL ES 2.0
Android ja iOS -mobiilikäyöjärjestelmien kohdalla Cocos2d-x 2.0:n graHikkamooo-
rin sydän on OpenGL ES 2.0. OpenGL ES on isoveljensä OpenGL:n kevenney, sulje-
tuille järjestelmille tarkoiteu graHikkaan erikoistunut ohjelmoin.rajapinta. Sitä käy-
tetään esimerkiksi useissa puhelinkäyöjärjestelmissä kuten Android ja iOS, kuin 
myös pelikonsoleissa. Versio 2.0 eroaa huomaavissa määrin versiosta 1.0 avoimem-
man käyörakenteen vuoksi. Shader-ohjelmat mahdollistavat täydellisen hallinnan 
kuvan piirtämiseen. ( OpenGL ES - The Standard for Embedded Accelerated 3D Grap-
hics 2013)
Fysiikkakirjastot Box2D ja Chipmunk
Fysiikkamoooriksi Cocos2d-x sovelluskehys tarjoaa kaksi mukaan integroitua vaihto-
ehtoa. Tämä ei kuitenkaan tarkoita, eeikö kehiäjä voisi käyää jotain muuta tai 
omaa toteutustaan. Täytyy kuitenkin muistaa, eä Cocos2d-x on sovelluskehys ni-
menomaan kaksiuloeisille sovelluksille, ja valmiiksi tarjotut fysiikkakirjastot ovat 
parhaita mahdollisia, saatavilla olevia avoimen lähdekoodin kirjastoja. Se kumpaa ke-
hiäjä haluaa käyää, on pitkäl. makukysymys.
Box2D on vapaa ja ilmainen C++ -ohjelmoin.kielellä kirjoiteu avoimen lähdekoodin 
fysiikkamooori. Sitä on käytey lukuisissa hyvin menestyneissä kaupallisissa pelijul-
kaisuissa, kuten Angry Birds, Limbo ja Tiny Wings. Alustariippumaomana kirjastona 
se ei ole sidou .eyyn ympäristöön, vaan sitä voidaan käyää monipuolises. niin 
selainpeleissä kuin konsoli- tai mobiilialustoilla. Kaiken lisäksi se on muiden osapuo-
lien toimesta käänney lukuisille muilla kielille, kuten Javalle, Lua:lle tai JavaScrip.lle.
(Box2D 2013)
Ominaisuuksillaan Box2d tarjoaa monipuoliset mahdollisuudet jäykkien kappaleiden 
simuloin.in. Se tarjoaa oletuksena muodot yleisimmille kappaleille, kuten laa.koille 
ja palloille. Perusmuodoista kehiäjä voi rakentaa monimutkaisempia rakenteita 
käyämällä liitoksia (joint). Kappaleet reagoivat toisiinsa kappaleisiin vaikuavien voi-
mien mukaises.. Box2D:stä poiketen Chipmunk on kirjoiteu C-kielellä. Se ei siis tar-
joa oliopohjaisia rakenteita ja mahdollisuuksia.
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Skrip.kielet Lua ja JavaScript
Erityises. AAA-pelisovellusten kääntöajat voidaan mitata jopa tunneissa. Mikäli peli-
sovelluksen lähdekoodiin tehdään pienikin muutos, joudutaan koko lähdekoodi kään-
tämään uudelleen, mikä kuormiaa tuoavuua. Ei ole epätavallista, eä usein muu-
teavat pelisovelluksen osat, kuten erinäiset asetukset ja pelilogiikat, toteutetaan 
ajon aikana tulkaavilla skrip.kielillä. Tällöin ne ovat myös helpommin niiden henki-
löiden muokaavissa, joiden amma*taito ei perustu ensisijaises. ohjelmoin.tai-
toon. Tällaisia henkilöitä ovat esimerkiksi pelisuunnielijat.
Cocos2d-x tukee kahta skrip.kieltä: Lua ja JavaScript (SpiderMonkey). Skrip.kieliä 
käyäessä tulee huomioida niiden tuki Cocos2d-x -sovelluskehyksessä eri alustojen 
kanssa (ks. taulukko 1).
TAULUKKO 1. Cocos2d-x ja skrip.kielien alustakohtainen tuki.
iOS Android WP8 Win32 OS X Linux
Lua x x x x x
JavaScript x x x
4.2 AppDelegate
AppDelegate on välämätön osa jokaisen iOS-sovelluksen rakennea ja sen instanssi 
luodaan sovelluksen käynnistysvaiheessa. Luonteeltaan AppDelegate on singleton-
olio. Sen tehtäviin kuuluvat muun muassa sovelluksen käynnistyksen aikaiset alustuk-
set ja sovelluksen .lamuutokset, kuten sovelluksen sammuaminen tai siirtyminen 
taustaprosessiksi ja sieltä takaisin. Vaikka AppDelegaten ja sovelluksen pääsilmukan 
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välinen kommunikoin. on piiloteu, se sisältää sovelluskehiäjälle olennaisia virtuaa-
lisia funk.oita, joita suoritetaan aina .etyssä sovelluksen .lamuutoksen vaiheessa. 
(iOS App Programming Guide: Core App Objects 2013)
Koska iOS on oleellinen pelinkehiäjän kohdealusta, ja .lamuutokset kehiäjälle 
olennaisia tapahtumia alustasta riippumaa, on AppDelegate toteuteu myös Co-
cos2d-x:ssä tarjoten alustasta riippumaa yhtenäisen rajapinnan sovelluksen .lamuu-
toksiin. Cocos2d-kehiäkälle AppDelegate on se paikka, jossa muun muassa koko so-
velluksen oliohierarkian ensimmäinen solmuolio CCScene ja OpenGL -piirto aluste-
taan.
4.3 Singletonit
4.3.1 Singletoneista
Ohjelmistoja kehiteäessä tulee toisinaan vastaan .lanteita, jolloin sovelluksen toi-
minnan kannalta on tärkeä, eä jokin sen yksiäinen komponen* on oltava saatavil-
la sovelluksen jokaisesta osasta ja sen on tarjoava kysyjästä riippumaa samat ari-
buu.t .etyllä ajan hetkellä. Tällöin käytetään singleton-oliota. Singleton-oliosta on 
olemassa vain yksi ainoa instanssi. Singletonit ovat yksi kiistanalaisimpia aiheita ohjel-
moinnin saralta, eikä niitä tulisi käyää liian heppoisin perustein. (Singleton Paern 
2013)
4.3.2 CCDirector
CCDirector on kokonaisuuden kannalta ja singleton-luonteensa vuoksi keskeisin Co-
cos2d-sovelluksen olio. Sen tehtäviin kuuluvat lukuisat pelien keskeisimmät toimin-
not, asetukset ja muuujat, jotka ovat yhteisiä ja joihin on hyvä päästä käsiksi peliso-
velluksen jokaisesta nurkasta. CCDirectorin kaua voidaan selviää kulloinkin suori-
tuksessa oleva CCScene-olio, ja tarviaessa vaihtaa sen .lalle toinen, joko väliaikai-
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ses. tai kokonaan. (Ierheim & Löw 2012, 61)
CCDirector tarjoaa suoran pääsyn Cocos2d-sovelluksen OpenGL-näkymään ja ikku-
naan, sekä sen avulla voidaan suoriaa tarviavat koordinaa.stomuunnoksen itse 
pelisovelluksen ja laieen kosketusjärjestelmän välillä. Sen kaua voidaan myös vai-
kuaa kaikkeen OpenGL-piirtoon yleisellä tasolla, kuten projek.oon tai syvyystestei-
hin (depth tests). (Ierheim & Löw 2012, 62)
CCDirector isännöi myös muita Cocos2d:n singleton-luokkia. CCScheduler ja CCAc-
.onManager huoleh.vat pelilogiikan kannalta tärkeistä asioista, ajoituksista ja tapah-
tumista. CCTouchDispatcher ja CCEventDispatcher pelaajasyöeen lukemisesta käyte-
tyn alustan omista rajapinnoista. CCDirectorin kaua huolehditaan myös pelin suur-
piirteisistä .lamuutoksista, kuten pelin pysäyäminen, peliin palaaminen ja pelin lo-
peaminen.(Ierheim & Löw 2012, 95)
4.3.3 Cache-luokat
Resurssien, kuten kuvan ja äänen, lataaminen edellyää niiden lukemista tallennus-
medialta, mikä on .etotekniikan perspek.ivissä eriäin hidasta. Lisäksi kyseinen toi-
menpide sisältää muis.nvarausta, jolla on hetkellinen mua suora vaikutus suoritus-
kykyyn. Koska pelit ovat reaaliaikasuorieisia, on suorituskyvyllä olennainen merki-
tys. Mikäli esimerkiksi pelihahmon tekstuuri ladataan muis.in joka kerta kun uusi 
hahmo syntyy, voivat vaikutukset pelin pyörimisnopeuteen olla dramaa*set. Ratkai-
suksi on kehitey cache eli välimuis.. Cachen periaate peleissä on, eä sinne lada-
taan valmiiksi pelissä tarviavat resurssit. Näin ollen säästetään suoritusajan päivitys-
nopeudessa.
Cocos2d-x pitää sisällään neljä cache-luokkaa, joilla pyritään op.moimaan pelisovel-
luksen toimintaa ja suorituskykyä varmistamalla eei resursseja ladata muis.in dupli-
kaaeina ja minimoimalla muun muassa CPU:n ja GPU:n välistä liikenneä. Täydelli-
sin esimerkki tästä on CCTextureCache, johon ladataan piirreävät tekstuurit. Caches-
ta löytyvää tekstuuria ei tarvitse siirtää GPU:lle joka kerta erikseen sitä piirreäessä. 
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Cachessa olevan tekstuurin ominaisuuksia, kuten koko tai väriä, ei voi enää muokata. 
Toisaalta sen piirtoon voidaan vaikuaa shader-ohjelmilla. (Cocos2d-x | Texture Cac-
he 2013)
Lisäksi Cocos2d-x:stä löytyvät omat cache-luokat sprite-ruuduille, animaa.oille ja sha-
der-ohjelmille: CCAnima.onCache, CCSpriteFrameCache, CCShaderCache.
4.4 Solmuluokat
4.4.1 Yleisluokka CCNode
Pelit jotka muistuavat enemmän tai vähemmän reaalimaailmaa, voidaan käsiää 
eräänlaisina kevytsimulaa.oina. Ne sisältävät kaksi- tai kolmiuloeisen aika-avaruu-
den, johon sijoitetaan toisiinsa vaikuavia olioita. Näiden olioiden mallintamiseen ja 
niiden käyäytymisen simuloimiseen saadaan loistavat työkalut olio-ohjelmoinnista. 
Cocos2d-sovelluksissa pelimaailman käsieelliset oliot, olivat ne sien konkree*ses. 
näkyviä tai ei, toteutetaan erilaisilla solmuluokilla. Näitä olioita voivat olla esimerkiksi 
yksilöt kuten koira, tai ryhmät kuten koiralauma. Olioilla voidaan tarkoiaa myös vä-
hemmän konkree*sia olioita kuten säännöstö jääkiekko-oelussa.
CCNode on eräänlainen yleissolmuluokka, joka toimii jokaisen solmuluokan perusta-
na. Se sisältää jokaiselle solmuluokalle ominaiset attribuu.t ja toimintojen toteutuk-
set. Olemukseltaan CCNode-olio on abstrak.mainen, sillä se ei sisällä minkäänlaista 
visuaalista ulkomuotoa. Tämän vuoksi se soveltuu mainios. ryhmäkäsieiden, kuten 
”parvi” tai ”lauma”, olioiksi tai symboliksi.
Koska solmuluokan on tarkoitus simuloida esimerkiksi jotain yksiäistä reaalimaail-
man olioon rinnasteavaa instanssia, sisältää CCNode-olio muutamia aika-avaruu-
teen liiyviä attribuueja. Jokaisella reaalimaailman olennolla, oli se näkyvä tai ei, on
esimerkiksi oma posi.onsa aika-avaruudessa. Kaksiuloeisessa maailmassa tämä kä-
21
siää liukulukuarvot koordinaa.ston akseleilla x ja y. Kappaleella on myös rotaa.o, 
joka kertoo kappaleen kulmallisen orientoitumisen ajan hetkellä x suhteessa aika-ava-
ruuden koordinaa.stoon. Jokaisella fyysisellä olennolla on myös koko, ja ajan suhteen 
muuuva miaskaala.
4.4.2 Kulissiluokka CCSene
Käsite kulissi on Cocos2d:n konteks.ssa abstrak.. Se ei ole mitään konkree*sta, 
mua koko Cocos2d:n oliohierarkian ensimmäisenä solmuoliona se on välämätön, 
ja sisältää jokaisen solmuluokan instanssin joko suoraan tai jälkipolvien lapsina. Se siis 
toimii eräänlaisena säiliönä kaikille muille pelaajalle näkyville ja pelaajan toimintojen 
kannalta konkree*sille rakenteille ja olioille, eikä pidä sisällään mitään omaa erityistä 
toiminnallisuua. Toimiakseen CCDirector vaa.i vähintään yhden kulissin. (Ierheim 
& Löw 2012, 39,62)
Cocos2d on suunniteltu pyöriämään ak.ivisena vain yhtä kulissia kerrallaan. Kulissi 
voidaan vaihtaa toiseen missä tahansa Cocos2d-sovelluksen suorituksen vaiheessa. 
Mua koska uusi kulissi ladataan kokonaisuudessaan muis.in ennen kuin edellinen 
hävitetään, on muis.in ladauna yhtäaikaises. kaksi kokonaista kulissia. Näissä .lan-
teissa tulee varmistaa eä muis.a on saatavilla riiäväs.. Kulissi voidaan myös syr-
jäyää ja jäää muis.in uuden .eltä, joa siihen voidaan palata myöhemmin. Kulis-
sien vaihdot on mahdollista suoriaa animoiduin efektein CCSceneTransi.on-luokalla.
(Ierheim & Löw 2012, 62-64)
CCScenellä on samat mitat kuin OpenGL-näkymällä. Käytännössä tämä on sama kuin 
suorituslaieen näytön resoluu.o. Koska kulissi on olennainen osa Cocos2d-sovellus-
ta, ensimmäisen kerran se luodaan he. AppDelegatessa. Periaaeessa kulissin lap-
seksi voidaan liiää minkä tahansa solmuluokan instanssi, mua useimmiten tämä on 
CCLayer tai sen johdannainen. (Ierheim & Löw 2012, 39,69)
4.4.3 Tasoluokka CCLayer
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CCLayer on solmuolio, joka voidaan käsiää eräänlaisena kuvatasona. Se periytyy 
suoraan CCNode-luokasta ollen hyvinkin samankaltainen. Kuten CCScene-olio, 
CCLayer-olio saa samat mitat kuin Cocos2D-x -sovelluksen käyämä OpenGL-näkymä.
Kuitenkin se omaa yhden erityispiirteen: se kykenee vastaanoamaan pelaajasyötet-
tä. (Ierheim & Löw 2012, 39,68-69)
CCLayer-luokka pitää sisällään toteutukset kykyyn vastaanoaa monikosketusnäytön 
kosketustapahtumien koordinaa.t ja kiihtyvyysanturin arvolukemat. Koska Cocos2d-x 
ei sovelluskehyksenä rajoitu pelkästään mobiilialustoihin, voidaan työpöytäympäris-
tössä vastaanoaa pelaajasyöteä myös hiireltä ja näppäimistöltä. Jokaisen neljän 
laieen lukeminen täytyy ak.voida manuaalises.. (Ierheim & Löw 2012, 39,68-69)
Suorituskyvyn kannalta ei ole olennaista kuinka monta tasoa Cocos2d-sovelluksessa 
on, yhtä poikkeusta lukuun oamaa. Syöeen lukutapahtumat ovat verraain suori-
tuskykyraskaita, eikä niitä tulisi lukea useilla tasoilla samanaikaises.. Käytännössä 
riiääkin eä vain yksi taso vastaanoaa signaalit. Koska signaalit luetaan alustakoh-
taisella API:llä, käytetään Cocos2d-sovelluksen omassa “maailmassa” ja piirretään 
OpenGL-näkymään, tulee ne kääntää käyökonteks.n koordinaa.stoon ja vaa.maan 
muotoon. (Ierheim & Löw 2012, 69)
4.4.4 Sprite-luokka CCSprite
Pelit sisältävät visuaalisen muodon omaavia en.teeejä (pelihahmo, projek.ilit tai vi-
holliset), joiden piirtämiseen on kaksiuloeisissa peleissä käytey perinteises. sprite-
jä. Spritet ovat pelinäkymään piirreäviä kaksiuloeisia kuvia. Niiden toteutukselli-
nen vas.ne Cocos2d-x -sovelluskehyksessä on luokka CCSprite. Cocos2d-x:n konteks-
.ssa käsite sprite on kuitenkin enemmän kuin pelkkä visuaalinen muoto, sillä CCNo-
den perillisenä se voidaan käsiää täysimiaisena pelioliona, jolla on oma olo.lansa 
aika-avaruudessa. 
CCSprite on yleensä Cocos2d-sovelluksen ylivoimaises. käytetyin solmuluokka. CCNo-
de-oliosta poiketen se omaa oletusarvoises. konkree*ses. näkyvän ominaisuuden, 
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piirreävän tekstuurin. Sen myötä kaikille solmuluokille ominainen attribuu*, ankku-
ripiste, muuuu merkityksellisemmäksi. Ankkuripiste on eräänlainen sprite-olion nol-
lapiste, jonka kaua määritellään olion sijain., rotaa.o tai skaalaus (ks. kuvio 4).
Ankkuripisteen koordinaa.t, arvoltaan 0.0-1.0, ovat aina suhteelliset CCSprite-olion 
tekstuurin kokoon. Esimerkiksi ankkuripisteen oletusarvo [0.5,0.5] kohdistuu CCSprite-
olion tekstuurin pinta-alan keskipisteeseen. Vastaavas. arvon ollessa [0,0] sijaitsee 
ankkuripiste vasemmassa alanurkassa. Tällöin CCSprite-olio pyörähtää rotaa.ossa 
suhteessa oman vasemman alanurkkansa ympäri ja se sijoitetaan sijain.koordinaat-
.insa sen kohdalta.
Suorituskyvyn parantamiseksi on hyvä käyää niin sanouja sprite-lakanoita CCSpri-
te-olioiden tekstuurien pakkaamiseen (ks. kuvio 5). Sprite-lakana on yksiäinen suu-
rehko kuva.edosto, johon on sijoiteltu useita yksiäisiä pienempiä tekstuureita. Kun 
sprite-lakana luodaan esimerkiksi TexturePacker-sovelluksella, luo sovellus kuva.e-
doston lisäksi plist-.edoston, joka sisältää .edot jokaisen yksiäisen sprite-tekstuurin 
KUVIO 4. CCSprite-olion sijoiuminen koordinaa.stoon eri ankkuripisteen arvoilla
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lukemiseksi lakanasta.
4.4.5 Oliohierarkia
Jokaiselle solmuluokan oliolle on tyypillistä sen sijoiuminen Cocos2d-x -sovelluksen 
sisäiseen oliohierarkiaan. Tämä tarkoiaa, eä jokainen sovelluksen solmuolio on 
kytkeynä isäntäolioon ollen oma haaransa puurakenteisessa instanssikokoelmassa.  
Oliohierarkia alkaa aina yhdestä CCScene-oliosta. Se miten loput oliopuusta rakentuu, 
on täysin kiinni suunnitellusta arkkitehtuurista (ks. kuvio 6). Ainoa rajoite on, eä 
oliolla voi olla vain yksi ainut isäntä. Lapsia oliolla voi olla rajaomas.. Lisäksi niin 
kauan kuin kyseessä on vapaa solmuolio, voidaan se liiää mihin tahansa 
KUVIO 5. Esimerkki sprite-lakanasta
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solmuolioon riippumaa siitä, onko kyseessä CCNode, CCLayer vai CCSprite.
Oliohierarkia vaikuaa ennen kaikkea olioiden piirtojärjestykseen. Lähtökohtaises. 
mitä ylempänä hierarkiassa olio on, sitä päällimmäiseksi se piirretään. Lisäksi saman 
isäntäolion olioiden piirtojärjestykseen voidaan vaikuaa solmuolion aribuu.lla Z-
index. Mitä suurempi indeksi on, sitä päällimmäiseksi se piirretään. Indeksin 
oletusarvo on 0, ja mikäli kahdella oliolla on sama arvo, piirretään päällimmäisenä 
olioista uudempi. Posi.ivisen arvon omaavat oliot piirretään isäntänsä päälle, kun 
taas nega.ivisen arvon oliot piirretään isäntäolion alle.
KUVIO 6. Mahdollinen oliohierarkian toteutus
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Solmuolion liiäminen hierarkiaan ei sinänsä ole välämätöntä, mua mikäli näin ei 
tehdä, se hävitetään Cocos2d:n automaa*sissa rakenteissa tarpeeomana ja sen va-
raama muis. vapautetaan. Olio voidaan toisaalta .lapäises. poistaa muis.nhallinnan 
piiristä, mua tällöin tulee huomioida eei hierarkiaan kuulumatonta oliota piirretä, 
eikä sille voida suoriaa toimintoluokkiin perustuvia toimenpiteitä.
4.4.6 CCLabelTTF, CCLabelAtlas ja CCLabelBMFont
CCLabelTTF on helpoin tapa tulostaa teks.ä näytölle. Se luo piirreävän tekstuurin oi-
keasta True Type -fon.sta. Tämä on kuitenkin eriäin hidas prosessi, joten teks.n 
vaihtaminen suorituksen aikana luo selkeän piikin. Mikäli teks. ei suorituksen aikana 
muutu, toimii ja piirretään CCLabelTTF-olio yhtä nopeas. kuin mikä tahansa muu 
CCSprite-olio. (Cocos2d-x | Text Labels 2013)
Tilanteissa, joissa teks.tarraa päivitetään usein suorituskykykrii*sen ajon aikana, ku-
ten peliolion statusindikaaoreissa, kannaaa käyää sprite-lakanaan perustuvia rat-
kaisuja. CCLabelBMFont kirjoiaa ja piirtää halutun merkkijonon PNG-kuvan ja fnt-
.edoston perusteella. Fnt-.edostosta löytyvät kaikki määrielyt kirjainmerkkien luke-
miseen tekstuuriatlaksesta. Yhteensopivan tekstuuriatlaksen ja fnt-.edoston voi True 
Type -fon.sta luoda kolmannen osapuolen työkaluilla kuten Hiero. (Cocos2d-x | Text 
Labels 2013)
Nopeus ei tule kuitenkaan ilmaiseksi. Siinä missä True Type -fon.t ovat dynaamisia ja 
vievät vähän keskusmuis.a, ovat tekstuureihin perustuvat staa*set teks.t suurempi 
rasite muis.nkulutukselle eä levityspake.n koolle. (Cocos2d-x | Text Labels 2013)
4.4.7 CCMenu ja CCMenuItem
CCMenu periytyy suoraan CCLayer-luokasta, mua siitä poiketen se hyväksyy lapsik-
seen vain CCMenuItem-olioita. CCMenuItem-oliot ovat valikon painikkeita. Näkyvältä 
osaltaan painikkeet ovat joko teks.- tai kuvamuotoisia. Kun pelaaja koskeaa paini-
kea kosketusnäytöltä, painike suoriaa siihen liitetyn funk.on. Painike imaisee sii-
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hen kohdistuneen kosketustapahtuman, eikä sillä siten ole vaikutusta mihinkään 
muuhun. Painikkeet sijoiuvat aina suhteessa niiden vanhempaansa CCMenu-olioon. 
(Ierheim & Löw 2012, 76-78)
CCMenuItem-oliot perustuvat joko tekstuuriin tai fon*in. CCMenuItemImage luo-
daan käyäen kuva.edostoa tai cacheteua tekstuuria, kun taasen CCMenuItemSpri-
te käyää jo olemassa olevaa CCSprite-oliota. Tulee kuitenkin huomata, eei CCSpri-
te-olion tule ennestään kuulua oliohierarkiaan, sillä se lisätään CCMenuItemSprite-
olion lapseksi tämän luon.prosessissa. (Ierheim & Löw 2012, 76-78)
CCMenuItemImagen ja -Spriten fontilliset vas.neet ovat CCMenuItemFont ja CCMe-
nuItemLabel. CCMenuItemFont alustetaan merkkijonolla ja CCMenuItemLabel vaa.i 
alustuksessa valmiin CCLabel-olion. Jokaisella CCMenuItem-oliolla on oletuksena kak-
si .laa, “noclick” ja “onclick”, joille molemmille voidaan määritellä omat erilliset kuvat 
tai teks.tarransa. Mikäli painikkeelle halutaan kaksi erillistä “noclick”-.laa (esim. vah-
vis.men virtanäppäin), voidaan käyää CCMenuItemToggle-oliota. Tällöin painikkeel-
le voidaan määritellä erillisiksi .loiksi kaksi erillistä CCMenuItem-sukuista painikea. 
(Ierheim & Löw 2012, 76-78)
4.4.8  SpriteBatchNode
Mikäli CCSprite-olio lisätään minkä tahansa tavanomaisen solmuolion, kuten CCLayer-
tai CCNode-olion lapseksi, suoritetaan sen piirto CCSprite-olion omalla piirtokäskyllä. 
Kun tekstuuri piirretään, tarvitaan monenlaisia CPU-suorieisia toimintoja. Määritel-
lään GPU:lle käyteävä shader-ohjelma, käyteävä tekstuuri ynnä muuta tarpeellista 
dataa. Ja koska pelit ovat täynnä ulkomuodoltaan samanlaisia peliolentoja, kuten pro-
jek.ilit, tehdään ne erikseen piirreäessä turhaa suorituskykyrasieista työtä.
Batchaus on tekniikka, jolla nopeutetaan useiden peliolentojen piirtotoimintoja piir-
tämällä ne yhdestä ja samasta cacheen tallennetusta tekstuurista, yhdellä ainoalla 
piirtokäskyllä. Kun CCSprite-olio lisätään lapseksi CCSpriteBatchNode-oliolle, suorite-
taan lapsen piirto vanhemman piirtokäskyllä. CCSpriteBatchNode hyväksyy lapsek-
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seen vain CCSprite-olioita, joilla on sama tekstuuri. Tämä ei kuitenkaan tarkoita, eä 
jokaisen CCSprite-olion olisi oltava samanlainen. Sprite-lakanan käyäminen mahdol-
listaa lukuisten erilaisten CCSprite-olioiden batchaamisen samalla isäntäoliolla. Olen-
naista on, eä tekstuurit löytyvät samasta samasta .edostosta. (Ierheim & Löw 
2012, 163-165)
Mitä vähemmän CCSpriteBatchNode-olioita, ja mitä enemmän CCSprite-olioita yhdes-
sä CCSpriteBatchNode-oliossa, sitä parempi lopputulos pelisovelluksen suorituskyvyn 
kannalta. Niin kauan kuin vaa.mus samasta tekstuurista täytyy, mitään varsinaisia ra-
joja batchaukselle ei ole. Yksiäisen CCSpriteBatchNode-olion hyöty kannaaakin 
pyrkiä maksimoimaan. Käytännössä tätä kuitenkin rajoiavat muut, graHikkapiirtoriip-
pumaomat tekijät, kuten pelisovelluksen arkkitehtuuri.
5 COCOS2D-X KÄYTÄNNÖSSÄ
5.1 Kehitysympäristön pystyäminen
5.1.1 Cocos2d-x -pake*, sen rakenne ja sisältö
Cocos2d-x -sovelluskehyksen voi ladata projek.n ko.sivuilta osoieesta 
hp://www.cocos2d-x.org. Käytännössä sovelluskehys on zip-paketoitu hakemisto 
täynnä lähdekoodi.edostoja, skriptejä sekä dokumentaa.o- ja projek..edostoja. Pa-
ke* voidaan purkaa vapaas. valiavaan sijain.in, mua suositeltavaa on tehdä kehi-
tystyötä varten oma hakemistonsa, jonne kasataan sovelluskehyksen lisäksi kaikki 
alustakohtaiset työkalut ja Cocos2d-x -projek.t.
Cocos2d -hakemisto
Cocos2d-hakemisto sisältää sovelluskehyksen ydintoiminnallisuuden lähdekoodi.e-
29
dostot: universaalit Cocos2d-x -luokat, projek.pohjia, alustakohtaisia kirjastoja sekä 
kolmannen osapuolen matema.ikkakirjaston KazMathin. Juuresta löytyvä include-ha-
kemisto sisältää olennaiset otsake.edostot sekä plaLorm-hakemisto alustakohtaiset 
kirjastot Cocos2d-kirjastojen liiämiseksi alustakohtaisiin projekteihin.
CocosDenshion
Tämä hakemisto sisältää äänimooorin alustakohtaiset lähdekoodi- ja projek..edos-
tot. Juuresta löytyvä include-hakemisto sisältää otsake.edostot kirjaston liiämiseksi 
projekteihin.
Document
Document-hakemisto sisältää oVine-dokumentaa.on. Sen lukeminen vaa.i Doxygen-
sovelluksen.
Extensions
Extensions-hakemisto sisältää kaikki Cocos2d-x:n laajennetut luokat kuten Box2d- tai 
Chipmunk-yhteensopivan CCSprite-luokan CCPhysicsSprite. Lisäksi hakemistosta löy-
tyy mm. luokka verkkotoiminnallisuuksiin.
External
Tämä hakemisto sisältää suurimmat kolmannen osapuolen komponen.t. Nämä ovat 
fysiikkakirjastot Box2D ja Chipmunk sekä relaa.o.etokantajärjestelmä SQLite.
Samples
Samples-hakemisto sisältää lähdekoodiesimerkit kätevinä, suoritusvalmiina projektei-
na.
Skrip..edostot
Juuresta löytyy tärkeitä skrip..edostoja projek.en luomiseen ja ohjelmoin.ympäris-
töjen projek.pohjien asentamiseen.
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Muut
Lisäksi Cocos2d-x -pake.sta löytyvät mm. hakemistot erilaisille pienille työkaluille, eri 
sovelluskomponen*en lisensseille ja plugineille.
5.1.2 Kehitysympäristön pystyäminen OS X -käyöjärjestelmässä
Seuraavat ohjeet lähtevät oleamuksesta, eä käyöjärjestelmän asennus on tuore, 
eikä sisällä ennalta tarviavia työkaluja tai asetuksia.
iOS-kehitysympäristö
iOS-kehitysympäristön pystyäminen OS X -käyöjärjestelmässä on kaikkien kehitys-
ympäristöjen asennusprosesseista suoraviivaisin. Asenneuasi Xcode-ohjelmoin.ym-
päristön ja ladauasi Cocos2d-X-pake.n suorita pake.n juuresta löytyvä skrip. termi-
naalissa komennolla “./install-templates-xcode.sh”. Kyseinen skrip. kopioi tarviavat 
Cocos2d-kirjastot Xcoden käyämään lokaa.oon ja asentaa valmiit sovelluspohjat.
Android-kehitysympäristö
Android-kehitysympäristö pystytetään seuraavas.:
1. Asennetaan Java-kehitykseen tarkoiteu Java Development kit (JDK). Käyö-
järjestelmäkohtaisen asennuspake.n löytää Oraclen verkkosivuilta 
hp://www.oracle.com. Asenneavaksi suositellaan uusinta versiota. Mikäli 
työasemalta löytyy jo vanhempi versio, kannaaa pake* päiviää.
2. Android-sovelluskehitykseen tarviavat työkalut ladataan Googlen ylläpitä-
mältä Android-kehiäjille tarkoitetulta tukisivustolta 
hp://developer.android.com. Helpoin vaihtoehto on kaikki tarviavat työka-
lut sisältävä ADT Bundleksi nimey pake*. Se sisältää Eclipse-ohjelmoin.ym-
päristön tarviavilla laajennuksilla, Android SDK -työkalut, Androidin alusta-
työkalut, viimeisimmän Android-alustan sekä järjestelmäkuvan viimeisimmäs-
tä Android-versiosta emulaaoria varten. Pake* voidaan purkaa vapaavalin-
taiseen sijain.in, mua suositeltava käytäntö on luoda hakemisto kehitystyö-
kaluille ko.kansion juureen.
3. Ladataan tueavien Android-versioiden API-pake.t. Cocos2d-x 2.0 tukee And-
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roid-versioita versiosta 2.1 uusimpaan. Pake.t asennetaan Bundle-pake.n ha-
kemistosta sdk/tools löytyvällä android-nimisellä sovelluksella.
4. Luodaan Android-emulaaorissa käyteävät virtuaalilaieet haluujen API-
tasojen mukaises..
5. Asennetaan Android Na.ve Development Kit (NDK). Pake* ladataan Android-
kehiäjien tukisivustolta ja voidaan purkaa haluuun hakemistoon. Suositel-
tava sijain. on saman hakemiston juuri kuin missä ADT Bundle sijaitsee.
6. Sovelluksien kääntämiseksi komentoriviltä tarvitsee asentaa komentorivityö-
kalut Xcoden asetuspaneelin Downloads-välilehdeltä.
7. Viedään Cocos2d-x:n Android-kohtaiset kirjastot 
(cocos2dx/plaLorm/android/java) Eclipsen valikosta New/Other löytyvällä toi-
minnolla “Android Project from Exis.ng Code”. Tuleviin projekteihin voidaan 
joutua vielä lisäämään viiaus projek.kohtaisista asetuksista.
Asennusohjeet on tässä opinnäytetyössä selitey hyvin yleispiirteises., sillä esimer-
kiksi Android-SDK ja Eclipse kehiyvät ja muuuvat kiivastakin tah.a. Ajantasaisim-
mat ohjeet löytyvätkin mahdollises. Cocos2d-x -projek.n ko.sivuilta.
5.2 Alustariippumaton Cocos2d-x -projek.
5.2.1 Alustarippumaoman projek.n luominen
IOS-projek.n luominen
iOS-projek. luodaan normaalien käytäntöjen mukaises. Xcoden kaua. Valiavana 
on muutamia projek.pohjia, jotka sisältävät valmiiksi implementoituja komponene-
ja kuten fysiikkakirjaston. Komponen.t voidaan lisätä projek.in myös jälkikäteen. Tal-
lennussijainnilla ei ole merkitystä, sillä projek. tullaan myöhemmin yhdistämään 
Android-projek.in alustariippumaoman projek.kokonaisuuden luomiseksi.
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Android-projek.n luominen
Androidille tarkoiteu Cocos2d-x -projek. luodaan siihen tarkoitukseen toteutetulla, 
Cocos2d-x -pake.n juuresta löytyvällä skrip.llä “create-android-project.sh”. Skrip.n 
alkuun määriteltyjen ympäristömuuujien NDK_ROOT_LOCAL ja 
ANDROID_SDK_ROOT_LOCAL arvoiksi tulee muuaa oman työaseman Android 
NDK:n ja SDK:n hakemistopolut absoluu*sina.
Skrip.n suorituksen aikana kysytään tarviavia .etoja kuten projek.n nimi ja käytet-
tävä Android-versio. Mikäli tavoiteltua API-tasoa ei löydy, tulee se asentaa sdk:n 
tools-hakemiston android-sovelluksella. Projek. voidaan lisätä Eclipseen ajoa varten 
Android Project from Exis.ng Code -toiminnolla.
Projek.en yhdistäminen
Projek.en yhdistämiseksi kopioidaan iOS-projek.kansion juuresta .xcodeproj-.edos-
topääeinen Xcode-projek..edosto. Android-projek.kansioon kopioidaan iOS-pro-
jek.kansiosta hakemistot “lib” ja “ios”, sekä lisätään Resource-hakemiston puuuvat 
.edostot iOS-projek.kansion vastaavasta hakemistosta.
5.2.2 Alustariippumaoman projek.n rakenne
Vastaluodun alustariippumaoman projek.n tulisi sisältää asianmukaiset .edostot ja 
hakemistot alihakemistoineen (ks. kuvio 7). Käytetyn esimerkkiprojek.n nimi on 
“example”.
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Classes
Classes-hakemisto sisältää sovelluskohtaiset, alustariippumaomat luokat, toisin sa-
nouna pelikohtaisen toteutuksen. Oletusarvoises. tuoreen projek.n hakemisto si-
sältää otsake- ja lähdekoodi.edostot luokille AppDelegate ja HelloWorldScene. Kun 
hakemistoon lisätään uusia luokkia, tulee niihin viitata hakemistosta proj.android/jni 
löytyvässä .edostossa android.mk.
Resources
Resources-hakemisto sisältää sovelluksen resurssi.edostot. Nämä .edostot sisältävät 
sovelluksen käyämää ääntä ja kuvaa. Tähän hakemistoon sijoitetaan myös xml-muo-
toiset .edostot kuten sprite-kollaasien plist-.edostot.
Alustakohtaiset hakemistot ios ja proj.android
Ios- ja proj.android -hakemistot sisältävät alustakohtaisten projek.rakenteiden luokat 
ja .edostot. Ios-hakemisto sisältää siis iOS-sovelluksen peruselemen.t kuten App-
Controller ja RootViewController. Proj.android -hakemisto puolestaan sisältää And-
roidsovelluksen Java-projek.n toteutuksen. Lisäksi hakemistosta löytyy skrip. na.ivin 
Android-pake.n kääntämiseksi.
KUVIO 7. Vasta luodun ja yhdistetyn HelloWorld-projek.n sisältö
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Libs
Libs-hakemisto sisältää iOS-projek.n vaa.mat kirjastot. Käytännössä tämä tarkoiaa, 
eä esimerkiksi Cocos2d-kirjastot sijaitseva nyt duplikaaeina kahdessa eri sijainnis-
sa: libs-hakemistossa ja Cocos2d-x -pake.n juuressa. Mikäli kovalevyn tallennus.la on 
krii*sen vähäinen, voidaan levy.laa säästää muokkaamalla iOS-projek. käyämään 
pake.n juuressa olevia kirjastoja. Tämä vaa.i mm. XCode-projek..edoston muokkaa-
mista teks.editorissa.
5.2.3 HelloWorld-projek.
Kääntäminen ja suoritus
iOS-projek. on kääntövalmis he. tuoreeltaan ja voidaan ajaa iOS-simulaaorissa tai 
tes.laieessa suoraan XCoden kaua (ks. kuvio 8).
Android-pake.n kääntämiseksi Android-projek.kansio sisältää skrip..edoston 
build_na.ve.sh. Skrip..edoston alkuun tulee ennen suoriamista lisätä 
teks.editorilla rivi
export NDK_ROOT = <path/to/Android-NDK>
KUVIO 8. HelloWorld-projek. suoriteuna iOS-simulaaorissa
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Käännöksen onnistuessa valmis apk-pake* löytyy Android-projek.kansion bin-hake-
miston juuresta (ks. kuvio 9). Android-sovellus voidaan nyt suoriaa emulaaorissa 
tai oikeassa laieessa käyäen Eclipseä tai komentorivityökalu ADB:tä.
Koodin rakenne ja sisältö
Valitusta Cocos2d-x -projek.tyypistä riippumaa ovat muuntelemaomien Hello-
World-projek.en perusrakenteet samat muutamia yksityiskoh.a lukuunoamaa. 
Projek.n alustariippumaomat luokat käsiävät kaksi välämätöntä perustaluokkaa: 
AppDelegaten ja CCLayer-luokasta periytyvän HelloWorldScenen. Eri projek.tyyppien 
HelloWorld-projek.t sisältävät kuitenkin valitusta tyypistä riippuen omanlaistansa to-
teutusta.
Oletuksena AppDelegate sisältää kolmen virtuaalisen funk.on toteutukset, joita kut-
sutaan automaa*ses. aina .etyissä  Cocos2d-x -sovelluksen suoritusyklin vaiheissa. 
Kun sovelluksen alustakohtainen instanssi on luotu, alusteu ja käynnistey, kutsu-
taan universaaleista sovelluksen osista ensimmäisenä funk.ota applica.onDidFinish-
Launching(). Tässä funk.ossa luodaan ja käynnistetään ensimmäiset pakolliset Co-
cos2d-x -sovelluksen osat, kuten OpenGL-näkymä ja CCScene-luokan instanssi. Lisäksi  
määritellään oletusarvoinen ruudunpäivitysnopeus ja ruudunpäivitys.etojen näyä-
minen ak.voidaan.
bool AppDelegate::applicationDidFinishLaunching()
KUVIO 9. Onnistunut Android-projek.n käännösprosessi
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{
    CCDirector *pDirector = CCDirector::sharedDirector();
    pDirector->setOpenGLView(CCEGLView::sharedOpenGLView());
    pDirector->setDisplayStats(true);
    pDirector->setAnimationInterval(1.0 / 60.0f);
    CCScene *pScene = HelloWorld::scene();
    pDirector->runWithScene(pScene);
    return true;
}
Funk.ota applica.onDidEnterBackground() ja applica.onWillEnterForeground() kut-
sutaan sovelluksen siirryyä taustalle ja juuri ennen sieltä palaamista. Näissä funk-
.oissa pysäytetään sovelluksen päivitys ja mahdolliset taustaäänet ja ääniefek.t.
Nimestään huolimaa luokka HelloWorldScene periytyy CCScene-luokan sijaan luo-
kasta CCLayer. Luokka sisältää kuitenkin staa*sen funk.on scene(), jossa luodaan en-
simmäinen CCScene-luokan instanssi ja palautetaan sen osoi.nmuuuja. Scenen li-
säksi funk.ossa luodaan varsinainen HelloWorldScene-luokan instanssi, joka oliohie-
rarkiassa liitetään juuri luodun  CCScene-olion jälkeen.
CCScene* HelloWorld::scene()
{
    CCScene *scene = CCScene::create();
    HelloWorld *layer = HelloWorld::create();
    scene->addChild(layer);
    return scene;
}
Lisäksi HelloWorldScene sisältää funk.on init(), jossa luokan instanssi ja sen sisältö 
alustetaan. Viimeinen funk.o, menuCloseCallBack(), sisältää toteutuksen sovelluksen 
sulkemiseksi. Funk.o on kytkey init()-funk.ossa alusteuun käyöliiymäpainik-
keeseen.
5.3 CCDirector
CCDirectorin instanssiin päästään käsiksi staa*sen funk.on sharedDirector() kaua. 
Olio on saatavilla luokasta riippumaa.
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void MyClass::pauseGame()
{
    CCDirector::sharedDirector()->pause();
}
Tilamuutokset
CCDirector-luokka sisältää seuraavat funk.on pelisovelluksen .lojen hallintaan:
• pause()
• resume()
• isPaused()
• stopAnima.on()
• startAnima.on()
• end()
Funk.oilla pause() ja resume() hallitaan tauko.loja, joissa halutaan säilyää mm. vali-
koille tarpeellisten komponen*en kuten valikoiden ja painikkeiden toiminnallisuus. 
Funk.o isPaused() kertoo sovelluksen nyky.lan. Tauko.lassa esimerkiksi animaa.oi-
den ja päivitysfunk.oiden toiminta pysäytetään, mua pääsilmukka jatkaa toimin-
taansa.
CCDirector-luokan funk.oilla stopAnima.on() ja startAnima.on() pysäytetään ja 
käynnistetään koko sovelluksen toiminta. Koska tällöin mm. painikkeet meneävät in-
terak.ivisuutensa, käytetään näitä funk.oita lähinnä vain appDelegaten sisällä vir-
tuaalisissa funk.oissa, jotka kutsutaan sovelluksen piiloutuessa tai palatessa tausta.-
lasta. Funk.o end() sammuaa koko sovelluksen ja vapauaa sen varaaman keskus-
muis.n.
Ikkunan koko
Joa pelisovellukseen voidaan sijoiaa graaHsia olentoja, kuten käyöliiymäele-
menejä tai peliolioita, on tarpeellista .etää sovelluksen ikkunan koko. Ikkunan ulot-
tuvuuksien selviämiseksi voidaan käyää seuraavia CCDirector-olion funk.oita:
• getWinSize()
• getWinSizeInPixels()
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• getVisibleSize()
Suositeltavin funk.oista on getWinSize(), joka palauaa ikkunan koon Cocos2d-x:n 
koordinaa.stopisteinä. Mikäli Cocos2d-x:n oma sisäänrakenneu moniresoluu.otuki 
on oteu käyöön oikein, toimivat funk.on palauamat arvot näytön koosta ja reso-
luu.osta huolimaa samoissa miasuhteissa. Funk.o getWinSizeInPixels() puoles-
taan palauaa mitat todellisina näyöruudun pikseleinä. Funk.o getVisibleSize() pa-
lauaa ikkunan koosta vain sen näkyvissä olevan osan.
Projek.o
GraaHsten sovellusten sovelluskehyksenä Cocos2d-x:n olennainen osa-alue on projek-
.o. CCDirectorin funk.olla setProjec.on() voidaan aseaa mm. seuraavat projek.on 
enumeraa.oarvot:
• kCCDirectorProjec.on2D (othogonaalinen)
• kCCDirectorProjec.on3D (fovy=60, znear=0.5f and zfar=1500)
Arvolla kCCDirectorProjec.on2D tarkoitetaan ortogonaalista projek.ota. Ortogonaali-
sessa projek.ossa kolmiuloeinen .la esitetään kaksiuloeises., jolloin piirreävässä 
kuvassa ei esiinny perspek.iviin kuuluvaa ilmiötä konvergaa.ot. Konvergaa.olla tar-
koitetaan havainnoitsijan illuusiota samansuuntaisten linjojen lähentymisestä koh. 
toisiaan niiden loitontuessa horison*a koh.. Ortogonaalisella projek.olla voidaan 
mahdollises. parantaa suorituskykyä tai poistaa kolmiuloeisessa projek.ossa ha-
vaiavat, mahdollises. tekstuureissa horisontaalises. tai ver.kaalises. esiintyvät vir-
heelliset ar.fak.t.
Cocos2d-x:n projek.on oletusarvo on kCCDirectorProjec.on3D, jolloin piirretään ai-
dos. kolmiuloeinen kuva. Oletusarvoises. näkökar.o on aseteu 60 asteeseen. Sy-
vyyden ensimmäinen piirtoraja on 0.5 ja takaraja 1500 koordinaa*pisteä.
Scenet
Cocos2d-x -sovelluksen sydämenä sen kaua hoidetaan myös käytössä oleva kulissi-
olio CCScene. Eri tarkoituksiin sopivia vaihtofunk.oita ovat mm.
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• runWithScene()
• pushScene()
• replaceScene()
Funk.olla runWithScene() käynnistetään ensimmäinen kulissiolio, joka taas voidaan 
korvata uudella oliolla käyäen funk.ota replaceScene(). Mikäli vanha olio halutaan 
säilyää ja siihen palata, voidaan käyää funk.ota pushScene().
5.4 Solmuluokat
5.4.1 CCPoint
CCPoint ei varsinaises. ole niin sanou solmuluokka, mua on niiden toiminnan kan-
nalta keskeinen koordinaa*olio. Kaikki sijain.in liiyvät koordinaa.t asetetaan ja pa-
lautetaan CCPoint-oliona. Luokka käsiää aribuueina koordinaa.ston arvot X ja Y.
void MyClass::setSamePosition(CCSprite *sprite1, CCSprite *sprite2)
{
CCPoint position = sprite1->getPosition();
    sprite2->setPosition(position);
}
CCPoint-olioita käsitellessä kannaaa muistaa, eä Cocos2d-x sisältää runsaas. hyö-
dyllisiä makroja erinäisiin laskutoimituksiin. Nämä ”ccp”-alkuiset makrot suoriavat 
näppäräs. niin peruslaskusuoritukset (ccpAdd, ccpSub), kuin piste- ja ris.tulon 
(ccpDot, ccpCross).
CCPoint MyMath::closestPointOnLine(CCPoint A, CCPoint B, CCPoint P, 
bool segmentClamp)
{
    CCPoint AP = ccpSub(P, A);
    CCPoint AB = ccpSub(B, A);
    float t = ccpDot(AP, AB) / ccpDot(AB, AB);
    
    if (segmentClamp)
    {
        if (t < 0.0f) t = 0.0f;
        else if (t > 1.0f) t = 1.0f;
    }
    
    AB = ccpMult(AB, t);
    
    return ccpAdd(A, AB);
}
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5.4.2 CCNode
Luominen ja alustus
CCNodesta ja siitä periytyvistä luokista luodaan instanssi funk.olla create(). Tulee kui-
tenkin huomata, eä monilla luokilla kuten CCSprite, on kaikille yhteisen create()-
funk.on lisäksi omia sen sukuisia funk.oita, joilla olio alustetaan käyäen resursseja 
kuten tekstuureita. Luomisen jälkeen jokainen solmuluokka liitetään jo olemassa ole-
van olion lapseksi. Prosessi on jokaiselle solmuluokalle pääpiirteissään sama lukuun 
oamaa pieniä luokkakohtaisia yksityiskoh.a.
void MyClass::createNodeObject()
{
CCNode *node = CCSprite::create();
this->addChild(node);
}
Oliohierarkia
Mikäli oliota ei lisätä oliohierarkiaan, se hävitetään pääsilmukan loppupuolella. Se 
voidaan kuitenkin estää kutsumalla luomisen jälkeen funk.ota retain(), joka eroaa 
olion Cocos2d-x:n muis.nhallinnasta. Olio palautetaan takaisin muis.nhallinnan pii-
riin kutsumalla funk.ota autoRelease().
void MyClass::createNodeObject()
{
CCNode *node = CCSprite::create();
node->retain(); // Remove from AutoReleasePool...
node->autorelease(); // And it's pooled again!
this->addChild(node);
}
Piirtojärjestys
Solmuoliota lisääessä oliohierarkiaan voidaan määriää myös haluu piirtojärjestys 
aseamalla ZOrder-muuuja. Muuuja voidaan aseaa myös halutussa vaiheessa tai 
muuaa funk.olla setZOrder(). Mikäli haluu Z-indeksi jätetään kertomaa, on sen 
arvo oletuksena 0. Mikäli kahdella oliolla on sama indeksiarvo, suoritetaan piirto 
luon.järjestyksen mukaises. nuorimmasta vanhimpaan.
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void MyClass::createNodeObjectWithZIndex(int zIndex)
{
CCNode *node = CCSprite::create();
this->addChild(node,zIndex);
}
Solmuoliot voidaan poistaa vanhemmastaan ja sitä kaua koko oliohierarkiasta kutsu-
malla funk.ota removeFromParent(). Olion omat lapset voidaan puolestaan poistaa 
funk.olla removeAllChildren(). Funk.ot eivät kuitenkaan vaikuta olioiden instanssei-
hin, vaan ne poistetaan vasta suorituskierroksen lopulla muis.nhallinnassa. Mikäli 
oliot halutaan poistaa muis.sta väliömäs., voidaan käyää funk.oiden varianeja 
removeFromParentWithCleanup() tai removeAllChildrenWithCleanup().
5.4.3 CCSprite
Instanssin luominen
CCSprite-olioita luodessa on näppärintä käyää create()-funk.on johdannaisfunk.oi-
ta:
• create(const char *pszFileName)
• create(const char *pszFileName, const CCRect &rect)
• createWithTexture(CCTexture2D *pTexture)
• createWithTexture(CCTexture2D *pTexture, const CCRect &rect)
• createWithSpriteFrame(CCSpriteFrame *pSpriteFrame)
• createWithSpriteFrameName(const char *pszSpriteFrameName)
Funk.oille on yhteistä, eä ne vastaanoavat parametrinä .edostonimen tai valmiin 
olion, joiden mukaan alustavat CCSprite-olion halutulla kuvalla.
Ankkuripiste
Jokaisella solmuoliolla on niin sanou ankkuripiste (anchor point), jonka avulla määri-
tellään olion sijain., kierto ja miasuhteet. Ankkuripiste asetetaan funk.olla setAnc-
horPoint(). Tulee kuitenkin huomioida, eei ankkuripisteenä käytetä absoluu*sta, 
vaan suhteellista koordinaa*pisteä. Oletusarvoises. tämä arvo on (0.5f,0.5f), joka 
tarkoiaa olion ulkomuodollista keskipisteä.
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CCSpriteFrame
CCSprite ei itsessään ole piirreävä tekstuuri, vaan se sisältää sitä varten oman teks-
tuuriolion. Mikäli CCSprite-olion tekstuuri vaihtuu harvoin, voidaan CCSpriteFrame-
olio vaihtaa manuaalises. CCSprite-olion funk.olla setDisplayFrame(). Animaa.oita ei 
tällä tavoin kuitenkaan kannata toteuaa, sillä sitä varten on olemassa omat olionsa.
Batchaus
Mikäli samaa tekstuuria käyäviä CCSprite-olioita on useampia, voidaan suoritusky-
vyn nostamiseksi käyää ns. batchaus-tekniikkaa. Batchausta varten luodaan olio 
CCSpriteBatchNode-luokasta, jota käytetään batchaavien CCSprite-olioiden vanhem-
pana. Joa CCSprite-olio voidaan lisätä CCSpriteBatchNode-olioon, tulee molempien 
käyää samaa tekstuuria. Käyteävän tekstuurin lisäksi create()-funk.ossa tulee il-
moiaa myös olioiden maksimimäärä. Ilmoiteu arvo ei ole staa*nen vaan se muut-
tuu dynaamises. uusien lisäyjen olioiden myötä rajan tullessa vastaan.
void MyClass::createBatchedSprites(int spriteCount)
{
CCSpriteBatchNode *batchNode;
batchNode = CCSpriteBatchNode::create("star.png", spriteCount);
this->addChild(batchNode);
    
for (int i = 0; i < spriteCount; i++) {
CCSprite *starSprite = CCSprite::create("star.png");
  batchNode->addChild(starSprite);
}
}
Käytetyn tekstuurin ei tarvitse olla täsmälleen sama, mua niiden tulee olla samasta 
kuva.edostosta. Suositeltavaa onkin käyää sprite-lakanoita. Näin voidaan useiden 
erilaisten CCSprite-olioiden piirto suoriaa samalla piirtokäskyllä. Mitään kappale-
määräistä rajaa CCSprite-olioille ole, vaan CCSpriteBatchNode-olioon voidaan lisätä 
rajaomas..
Batchausta tuleekin käyää mahdollisimman paljon huomioiden kuitenkin sen piirto-
järjestykselliset rajoitukset. Vaikkakin batchatut CCSprite-oliot noudaavat keskenään 
piirtohierarkiaa, samassa CCSpriteBatchNode-oliossa olevat CCSprite-oliot piirretään 
samalle kuvatasolle. Tästä syystä CCSpriteBatchNode-olioon kuulumaomat CCSprite-
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oliot voidaan piirtää vain joko batchaujen olioiden alle tai päälle, ei niiden väliin.
5.5 Solmuolioiden toiminnot ja .lapäivitys
5.5.1 Ajoitukset ja update()
Jokaisen solmuolion ominaisuuksiin kuuluvat .lapäivitykset. Tilapäivitykset suorite-
taan ajoituksilla (schedule), jolla tarkoitetaan funk.oiden suoriamista .etyllä hetkel-
lä. Ajoitukset voidaan kohdistaa joko omaan funk.oon tai CCNoden omaan funk.oon 
update(]oat d).
Update(]oat dt)
Mikäli olion päivitys tapahtuu jokaisella ruudulla, suositellaan käyteäväksi valmista 
funk.ota update(]oat dt). Funk.oon lisätään omaa toiminnallisuua syrjäyämälle 
se. Oletuksena funk.o ei sisällä minkäänlaista toiminnallisuua. Funk.on suoriami-
nen käynnistetään solmuolion funk.olla scheduleUpdate() ja sammutetaan vastaa-
vas. funk.olla unscheduleUpdate(). Funk.on parametri dt on edellisen ruudun vaa.-
ma päivitysaika millisekunneissa eli delta-aika.
bool HelloWorld::init()
{
    //    Some default initialization...
    //    Create some own stuff...
    
    this->scheduleUpdate();
    
    return true;
}
void HelloWorld::update(float dt)
{
    // This is now called every frame!
}
Olioiden update()-funk.ot suoritetaan olioiden luon.järjestyksen mukaan. Oliot voi-
daan kuitenkin järjestellä haluuun päivitysjärjestykseen käyämällä ajoitusfunk.ota
scheduleUpdateWithPriority(int priority). Mitä pienempi prioritee*-indeksin arvo 
on, sitä ensisijaisemmaksi se sijoiuu päivityshierarkiassa.
44
Kustomoidut ajoitukset
Mikäli halutaan yksiäisiä funk.oita, joiden toiminnallisuus ei vaadi delta-aikaa, ja 
joiden käynnistäminen ja sammuaminen on satunnaista, voidaan käyää kustomoi-
tua ajoitusta funk.olla schedule(). Suoriteava funk.o valitaan schedule_selector()-
makrolla.
bool MyClass::init()
{
    //    Some default initialization...
    //    Create some own stuff...
    
this->schedule(schedule_selector(HelloWorld::customizedUpdate),
  1.3f,
  5,
  2.0f);
    return true;
}
void MyClass::customizedUpdate()
{
// This is now called 5 times after 2.0f second delay
// Interval is assigned to 1.3 seconds
}
Mikäli haluu funk.o halutaan ajoiaa suoriteavaksi kerran, voidaan käyää funk-
.ota scheduleOnce(). Funk.o vaa.i parametreinä suoriteavan funk.on ja käynnis-
tysviiveen sekunneissa. Funk.oita ajoiaessaan tulee huomata, eä samalle funk.ol-
le voi olla vain yksi voimassa oleva ajoitus. Mikäli funk.olle määrätään päällekkäinen 
ajoitus, vanha ohitetaan. 
5.5.2 Toimintoluokat
Toimintoja voidaan suoriaa jokaisen solmuluokan olioille. Toiminnosta luodaan oma 
olionsa, joka linkitetään haluuun solmuolioon runAc.on()-funk.olla. Jokaista solmu-
oliota koh. tulee luoda oma toiminto-olionsa.
void MyClass::moveSprites(CCSprite *sprite1, CCSprite *sprite2)
{
CCMoveTo *moveTo = CCMoveTo::create(2.0f, CCPoint(100,100));
sprite1->runAction(moveTo);
sprite2->runAction(moveTo); // Only this sprite will move
}
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Luonnossa esiintyvä .lamuutos kuten liike on vain harvoissa tapauksissa tasaista. Esi-
merkiksi kappaleen liikkeelle lähteminen ja pysähtyminen vaa.i aina jonkin asteista 
kiihtyvyyä,  joten lineaarinen liike vaikuaa pelaajan näkökulmasta epäluonnollisel-
ta tai jopa epämiellyävältä. Tästä syystä on suositeltavaa muokata toimintoluokkien 
käyäytymistä CCEaseRateAction-luokilla. Toiminto-olion osoi.nmuuujan lisäksi su-
lavoittamisoliota luodessa annetaan suhdeluku joka määrielee kiihtyvyyden jyrkkyy-
den.
void MyClass::moveSprite(CCSprite *sprite)
{
CCMoveTo *moveTo = CCMoveTo::create(2.0f, CCPoint(100,100));
CCEaseInOut *easedMoveTo = CCEaseInOut::create(moveTo, 2);
sprite->runAction(easedMoveTo);
}
Toimintojen nipuaminen
Toimintoja voidaan yhdistellä toisiinsa käyämällä luokkia CCSequence ja CCSpawn. 
CCSequence luo toimintokokonaisuuden jossa sen jokainen toiminto-olio suoritetaan 
peräkkäin. CCSpawn suoriaa toiminnot yhtäaikaises.. Oliota luodessa tulee muistaa 
osoi.nmuuujien jälkeen viitata NULL-parametrilla. Lisäksi tulee huomioida, eä 
CCSpawnilla ei tule nipuaa saman luokan olioita.
void MyClass::moveThenRotateSprite(CCSprite *sprite)
{
CCMoveTo *moveTo = CCMoveTo::create(2.0f, CCPoint(250,150));
CCRotateBy *rotate = CCRotateBy::create(2.0, 45);
CCFiniteTimeAction *sqnc = CCSequence::create(moveTo, rotate, 
NULL);
sprite->runAction(sqnc);
}
Mikäli toiminto halutaan suoriaa useamman kerran, voidaan käyää CCRepeat-luo-
kan oliota.
void MyClass::rotateSprite(CCSprite *sprite, int repCount)
{
 CCRotateBy *rotate = CCRotateBy::create(0.50f, 90);
 CCFiniteTimeAction *rptRot = CCRepeat::create(rotate, 
repCount);
 sprite->runAction(rptRot);
}
Mikäli toiminnon halutaan suoriutuvan ikuises., voidaan käyää vastaavaa oliota 
CCRepeatForever. Mikäli halutaan toistaa ikuises. niputeuja toimintoja kuten sek-
venssi, tulee se muuaa CCAc.onInterval-tyyppiseksi.
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void MyClass::rotateAndMoveSpriteForever(CCSprite *sprite)
{
CCMoveTo *moveTo = CCMoveTo::create(2.0f, CCPoint(250,150));
CCRotateBy *rotate = CCRotateBy::create(2.0, 45);
CCFiniteTimeAction *seq = CCSpawn::create(moveTo,rotate,NULL);
CCFiniteTimeAction *rptForever;
rptForever = CCRepeatForever::create((CCActionInterval*)seq);
testSprite->runAction(rptForever);
}
5.5.3 Animaa.ot
Animaa.o voidaan luoda manuaalises. erillisistä kuva.edostoista. Luodaan CCAni-
ma.on-olio, jolle animaa.on yksiäiset ruudut asetellaan yksitellen funk.olla addSp-
riteFrameWithFileName(). Joa funk.o voidaan suoriaa käteväs. silmukassa, kan-
naaa nimetä .edostot yhdenmukaisesta numeroin.a noudaaen. Ruutujen alustuk-
sen jälkeen animaa.olle asetetaan yksiäisen ruudun pyöritysaika. Mikäli animaa.on 
on tarkoitus palata alkuperäiseen ruutuun, asetetaan ehto funk.olla setRestoreOrigi-
nalFrame(). Joa animaa.o voidaan ajaa tyypillisellä funk.olla runAc.on(), muute-
taan se CCAc.on-luokasta periytyväksi CCAnimate-olioksi.
void MyClass::animateSprite(CCSprite *sprite)
{
CCAnimation *rawAnimation = CCAnimation::create();
    
for (int i = 1; i < 15; i++)
{
char imageFileName[128] = {0};
sprintf(imageFileName, "frame%02d.png", i);
rawAnimation->addSpriteFrameWithFileName(imageFileName);
}
    
rawAnimation->setDelayPerUnit(0.15f);
rawAnimation->setRestoreOriginalFrame(true);
    
CCAnimate *animated = CCAnimate::create(rawAnimation);
sprite->runAction(animated);
}
Animaa.on ruudut voidaan ladata myös esimerkiksi sprite-lakanasta. Animaa.osta 
voidaan kolmannen osapuolen editoreilla luoda myös oma plist-.edostonsa, johon on 
määritelty mm. käyteävä sprite-lakana, animaa.on ruudut ja niiden päivitysnopeus.
void MyClass::animateSpriteWithPlist(CCSprite *sprite)
{
CCAnimationCache *cache;
cache = CCAnimationCache::sharedAnimationCache();
cache->addAnimationsWithFile("animations.plist");
CCAnimation *animation = cache->animationByName("myAnimation");
CCAnimate *animate = CCAnimate::create(animation);
sprite->runAction(CCRepeatForever::create(animate));
}
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5.6 Kontrollit
5.6.1 Kosketusten lukeminen
Kosketustapahtumia käyteäessä tulee valita, halutaanko käyää kohdisteua koske-
tusmetodia vai monikosketusta. Mikäli yksinkertainen kosketustapahtuma riiää, on 
suositeltavaa käyää kohdisteua kosketustapahtumaa sen yksinkertaisemman ra-
kenteen vuoksi: virtuaalinen funk.o ccTouchBegan() palauaa vain yhden kosketusta-
pahtuman. Funk.ota ccTouchesBegan() käyteäessä on kosketustapahtumien eroe-
lu käyäjän vastuulla.
Kohdisteu kosketustapahtuma
Ak.voidakseen kohdistetun kosketuksen, tulee kosketuksista vastaavalle oliolle 
CCTouchDispatcher kertoa kosketuksen kohde. Samalla kerrotaan kohteen ensisijai-
suusindeksi kosketusten suhteen. Lisäksi määritellään nielaistaanko kosketus. Kun 
kosketus nielaistaan, se ei vaikuta muihin samassa pisteessä oleviin kohteisiin, olivat 
ne kohdisteuja tai eivät.
bool HelloWorld::init()
{
    //    Some default initialization...
    
    CCTouchDispatcher *td;
td = CCDirector::sharedDirector()->getTouchDispatcher();
td->addTargetedDelegate(this, 0, true);
    
    return true;
}
Kosketuksia luetaan siihen tarkoitetuilla virtuaalisilla funk.olla ccTouchBegan(), 
ccTouchMoved() ja ccTouchEnded(). Funk.ohin syötetään osoi.nmuuujat itse kos-
ketustapahtuman olioon CCEven sekä kosketuskoordinaaeihin CCTouch. Joa koor-
dinaaeja voi käyää, tulee ne muuaa näyökoordinaateiksi ja sen OpenGL:n käyt-
tämään koordinaa.stoon sopivaksi.
bool HelloWorld::ccTouchBegan(CCTouch *pTouch, CCEvent *pEvent)
{
CCPoint temp = pTouch->getLocationInView();
temp = CCDirector::sharedDirector()->convertToGL(temp);
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}
Monikosketustapahtumat
Lisäksi iOS-kohtaisessa projek.ssa tulee muistaa kytkeä päälle alustakohtainen moni-
kosketustuki lisäämällä tarviava koodirivi AppController.mm -.edostoon. Kyseessä 
on oletusarvoinen iOS-sovelluksen luokka. Android-sovelluksissa monikosketus on 
päällä oletusarvoises..
- (BOOL)application:(UIApplication *)application 
didFinishLaunchingWithOptions:(NSDictionary *)launchOptions {
    // Initialization of window and OpenGl-view __glView
    [__glView setMultipleTouchEnabled:YES];
    
    // More default initialization stuff...
   
    return YES;
}
Cocos2d-x -sovelluksessa monikosketuksen rekisteröin. ak.voidaan CCLayer-luokan 
funk.olla setTouchEnabled(). 
bool HelloWorld::init()
{    
//    Some default initialization...
this->setTouchEnabled(true);
this->setAccelerometerEnabled(true);
return true;
}
Kohdistetusta kosketuksesta poiketen kosketustapahtumat luotaan funk.oilla ccTouc-
hesBegan(), ccTouchesMoved() ja ccTouchesEnded(). Funk.ot eroavat siinä, eä yh-
den koskituskoordinaa.n sijaan palautetaan taulukko useampia.
void HelloWorld::ccTouchesBegan(CCSet *pTouches, CCEvent *pEvent)
{
    CCSetIterator it;
    CCTouch* touch;
    
    for( it = touches->begin(); it != touches->end(); it++) 
    {
        touch = (CCTouch*)(*it);
        
        if(!touch)
            break;
        
        CCPoint temp = touch->getLocationInView();
        temp = CCDirector::sharedDirector()->convertToGL(temp);
    }
}
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5.6.2 Kiihtyvyysanturi
Kuten kosketustapahtumat, ak.voidaan kiihtyvyysanturin lukeminen siihen tarkoite-
tulla CCLayer-olion funk.olla.
bool HelloWorld::init()
{    
//    Some default initialization...
this->setAccelerometerEnabled(true);
return true;
}
Lukemat luetaan syrjäyämällä virtuaalinen funk.o didAccelerate(), joka saa para-
metreinaan CCAccelera.on-olion osoi.nmuuujan, josta arvot voidaan lukea radiaa-
neina jokaiselta akselilta.
void HelloWorld::didAccelerate(CCAcceleration *pAccelerationValue)
{
    accX = pAccelerationValue->x;
accY = pAccelerationValue->y;
accZ = pAccelerationValue->z;
}
Kiihtyvyysanturin herkkyydestä johtuen lukuarvot ovat epätasaisia. Mikäli arvoa käy-
tetään peliolennon kiihdyämiseen, voidaan arvoa käyää sellaisenaan. Mua mikäli 
peliolennon .la, oli kyseessä sien rotaa.o tai paikka, määritellään suoraan kiihty-
vyysanturin antamasta arvosta, on suositeltavaa tasoiaa arvoa esimerkiksi laskemal-
la viimeisimmistä lukuarvoista keskiarvo. Esimerkki soveltuvasta funk.osta on esitey 
luvussa 6.2.3.
5.7 Käyöliiymäelemen.t
5.7.1 Teks.tarrat
CCLabelTTF
Fon*in perustuva teks.tarra CCLabelTTF luodaan samoja periaaeita noudaaen 
kuin mikä tahansa muukin solmuolio. Merkkijonon päiviäminen suoritetaan funk-
.olla setString().
bool HelloWorld::createFontLabel()
{ 
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CCLabelTTF *labelTTF;
labelTTF= CCLabelTTF::create("Hello, fnt-label!", "Calibri", 
14);
this->addChild(labelTTF);
labelTTF->setString("Updated text!");
}
CCLabelBMFont
CCLabelBMFon.n tarvitsemat kuva.edosto ja fnt-.edosto on helppo luoda TTF-fon-
teista kolmannen osapuolen työkaluilla kuten Hiero tai BMGlyph. Myös fon.n käyä-
minen on varsin yksinkertaista.
bool HelloWorld::createBMLabel()
{ 
CCLabelBMFont::create("HelloWorld!", "font.fnt");
}
Tulee kuitenkin humioida, eä käytey fon* on kuvaformaa.ssa, eikä sen skaalaami-
nen suuremmaksi onnistu ilman huomaavaa kuvanlaadun heikkenemistä. Mikäli pe-
lissä käytetään runsaas. saman fon.n eri käyökokoja, kannaaa tehdä tarviavat 
.edostot suurimman fon.n mukaisiksi ja skaalata niistä luotava teks.tarra oikean ko-
koiseksi. Skaalaaminen suuntaan tai toiseen vaikuaa kuitenkin hieman kuvanlaa-
tuun, joten mikäli kokovariaa.oita ei ole paljon, on järkevää luoda samasta fon.sta 
jokaiselle käyteävälle fon*koolle omat lähde.edostonsa.
5.7.2 Valikot
Valikkoa varten tarvitaan isäntäolio CCMenu. Sen luominen ei poikkea tavanomaisen 
solmuolion luomisesta.
void HelloWorld::createMenuObject()
{
    CCMenu *menu = CCMenu::create();
    menu->setPosition(CCPoint(wSize.width*0.5f, wSize.height*0.5f));
    this->addChild(menu);
}
Valikon painikkeiden luominen on varsin yksinkertaista sekin. Tulee kuitenkin huoma-
ta, eä mikäli käytetään painikeolioita jotka käyävät symbolinaan CCSprite- tai CCLa-
bel-olioita, ei symboliolioita lisätä oliohierarkiaan manuaalises. vaan CCMenuItem-
olion create()-funk.ossa. Valikkopainikkeen sijain. voidaan määritellä manuaalises., 
jolloin sijoitus tapahtuu normaalien solmuolioiden sijoielukäytäntöjen mukaises.. 
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CCMenu-luokka sisältää kuitenkin sijoielun automaa*ses. tekeviä funk.oita kuten 
alignItemsVer.cally() tai alignItemsHorizontally(). Nämä funk.ot kumoavat manuaali-
set posi.omäärielyt.
void HelloWorld::createMenuButton(CCMenu *menu)
{
    CCSprite *btnSprite = CCSprite::create("btnImg.png");
    
    CCMenuItemSprite *menuBtn;
menuBtn = CCMenuItemSprite::create(btnSprite, // Default
btnSprite, // 
On-Touch
this, 
menu_selector(HelloWorld::doStuff));
    menu->addChild(menuBtn);
    menu->alignItemsVertically();
}
5.8 Näyö
5.8.1 Orientaa.o
Koska näytön orientaa.o on alustakohtainen, määritellään se järjestelmäkohtaises. 
joka alustalle erikseen.
Android
Android-sovelluksessa käyteävä näyöorientaa.o määritellään .edostossa Android-
Manifest.xml. Ac.vity-tagin sisältä löytyy ominaisuus android:screenOrienta.on, jolle 
voidaan antaa seuraavat esimerkiksi arvot:
• unspesiHed
• landscape
• portrait
• user
• behind
Oletusarvolla unspeciHed järjestelmä pääää sisällön mukaises. mitä orientaa.ota 
käytetään. Lopputulos voi vaihdella laitevalmistajien välillä, sillä yhtenäistä käytäntöä 
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ei ole. Arvot landscape ja portrait ovat kiinteät. Niillä määritellään käyteäväksi asen-
noksi joko puhelimen pysty- tai vaakaorientaa.o. User määriää orientaa.oksi käyt-
täjän suosiman orientaa.on ja behind saman kuin sovelluksen alla olevan toisen so-
velluksen käyämän orientaa.on.
iOS
iOS-sovelluksessa näytön orientaa.o määritellään RootViewController-luokasta käsin 
.edostossa RootViewController.mm. Versiota iOS 6 vanhemmissa käyöjärjestelmä-
versioissa käytetään metodia shouldAutorotateToInterfaceOrienta.on. 
// Override to allow orientations other than the default portrait 
orientation.
// This method is deprecated on ios6
- (BOOL)shouldAutorotateToInterfaceOrientation:
(UIInterfaceOrientation)interfaceOrientation {
    return UIInterfaceOrientationIsLandscape( interfaceOrientation );
// return 
UIInterfaceOrientationIsPortrait( interfaceOrientation );
}
Versiossa 6 tulee käyää metodeja supportedInterfaceOrienta.ons() ja shouldAuto-
rotate().
// For ios6, use supportedInterfaceOrientations & shouldAutorotate 
instead
- (NSUInteger) supportedInterfaceOrientations{
#ifdef __IPHONE_6_0
    return UIInterfaceOrientationMaskLandscape;
#endif
}
- (BOOL) shouldAutorotate {
    return YES;
}
Oletusarvoises. Cocos2d-x -projek.sta löytyvät molemmat toteutukset yhteensopi-
vuuksien varmentamiseksi.
5.8.2 Moniresoluu.otuki
Moniresoluu.otuki perustuu eri näyökokoluokille tarkoiteuihin kuvaresurssikate-
gorioihin. Käyteävät resurssikategoriat ja moniresoluu.otuen koko implementoin. 
tapahtuu rajapintaluokassa AppDelegate. Olennainen osa moniresoluu.otukea on ns. 
suunnieluresoluu.o, jonka mukaan Cocos2d-x -pelisovelluksen oliosijoielu ruudul-
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la toteutetaan. Näin ollen ei tarvita jokaiselle näyökokoluokalle omia arvoja esimer-
kiksi pelihahmojen sijoieluun, vaan voidaan käyää universaaleja koordinaa.stoar-
voja. Kaikki käyteävät posi.oarvot skaalataan automaa*ses. CCDirector-oliolle ase-
tetun contentScaleFactor-muuujan mukaises..
Eri näyökokoluokille tarkoitetut resurssit sijoitetaan Resources-hakemistoon omiin 
alikansioihinsa. Joa sovellus osaa hakea oikean kokoluokan resurssit, asetetaan so-
vellukselle oletusarvoiset hakupolut näytön resoluu.on mukaises.. Mikäli sovellus ei 
löydä hakemaansa resurssia tästä ensisijaisesta hakemistosta, etsii se seuraavaksi ky-
seistä resurssia suoraan Resources-hakemiston juuresta.
bool AppDelegate::applicationDidFinishLaunching()
{
    static CCSize sdRes = CCSizeMake(480, 320);
    static CCSize mdRes = CCSizeMake(1024, 768);
    static CCSize hdRes = CCSizeMake(2048, 1536);
    static CCSize desRes = CCSizeMake(480, 320);
    // Initialize director and OpenGL view - Default stuff
    CCDirector* pDirector = CCDirector::sharedDirector();
    CCEGLView* pEGLView = CCEGLView::sharedOpenGLView();
    pDirector->setOpenGLView(CCEGLView::sharedOpenGLView());
    
    pEGLView->setDesignResolutionSize(desRes.width,
                                      desRes.height,
                                      kResolutionShowAll);
    CCSize frameSize = pEGLView->getFrameSize();
    if(frameSize.height > mdRes.height)
    {
        this->setSearchPath(ccs("hd"));
        pDirector->setContentScaleFactor(hdRes.height/desRes.height);
    }
    else if (frameSize.height > sdRes.height)
    {
        this->setSearchPath(ccs("md"));
        pDirector->setContentScaleFactor(mdRes.height/desRes.height);
    }
    else
    {
        this->setSearchPath(ccs("sd"));
        pDirector->setContentScaleFactor(sdRes.height/desRes.height);
    }
    
    // Some default initialization - scene and stuff
//...
    return true;
}
Esimerkkitoteutus sisältää myös oman AppDelegateen kuulumaoman funk.on ha-
kupolkujen aseamiseen. Funk.olle syötetään hakemiston polku suhteellisena Re-
sources-hakemiston näkökulmasta ccs()-makrolla. Makro muuaa merkkijonon 
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CCString-olioksi. Cocos2d-olioiden mukaises. CCString on ns. autorelease-olio, eikä 
sitä tarvitse poistaa käsin.
// This function is not default 
void AppDelegate::setSearchPath(cocos2d::CCString *str)
{
    std::vector<std::string> searchPaths;
    CCFileUtils* pFileUtils = CCFileUtils::sharedFileUtils();
    searchPaths.push_back(str->getCString());
    pFileUtils->setSearchPaths(searchPaths);
}
5.9 Äänet
Cocos2d-x:n äänimooori SimpleAudioEngine on singleton-olio ja siihen pääsee kä-
siksi CocosDenshion-nimiavaruuden kaua.
CocosDenshion::SimpleAudioEngine::sharedEngine();
Ääniresurssit kannaaa esiladata, sillä niiden lataaminen puhelimen muis.kor.lta on 
hidasta.
void HelloWorld::preloadSoundResources()
{
SimpleAudioEngine *audioEngine;
    audioEngine = CocosDenshion::SimpleAudioEngine::sharedEngine();
audioEngine->preloadBackgroundMusic("bgM.mp3");
audioEngine->preloadEffect("effect.wav");
}
Äänimooorin itsensä käyäminen on yksinkertaisen suoraviivaista.
void HelloWorld::playBackgroundMusic()
{
SimpleAudioEngine *audioEngine;
    audioEngine = CocosDenshion::SimpleAudioEngine::sharedEngine();
audioEngine->setBackgroundMusicVolume(0.75f);
audioEngine->playBackgroundMusic("bgM.mp3", true);
}
int HelloWorld::playSoundEffect()
{
SimpleAudioEngine *audioEngine;
    audioEngine = CocosDenshion::SimpleAudioEngine::sharedEngine();
audioEngine->setEffectsVolume(0.75f);
unsigned int effectId;
effectId = audioEngine->playEffect("effect.wav", false);
return effectId;
}
void HelloWorld::pauseAndResumeAudio()
{
SimpleAudioEngine::sharedEngine()->pauseAllEffects();
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    SimpleAudioEngine::sharedEngine()->pauseBackgroundMusic();
SimpleAudioEngine::sharedEngine()->resumeAllEffects();
    SimpleAudioEngine::sharedEngine()->resumeBackgroundMusic(); 
}
void HelloWorld::pauseAndResumeSingleEffect(int effectId)
{
SimpleAudioEngine::sharedEngine()->pauseEffect(effectId);
    SimpleAudioEngine::sharedEngine()->resumeEffect(effectId);
}
void HelloWorld::killEverything()
{
  SimpleAudioEngine::sharedEngine()->stopAllEffects();
    SimpleAudioEngine::sharedEngine()->stopBackgroundMusic(true);
SimpleAudioEngine::sharedEngine()->unloadEffect("effect.wav");
SimpleAudioEngine::sharedEngine()->end();
}
Joa äänet pysäytetään sovelluksen siirtyessä taustalle, tulee asianmukaiset funk.ot 
kuten pauseAllE_ects() kutsua .lanvahdoksiin liiyvissä virtuaalisten funk.oiden to-
teutuksissa.
6 KÄYTÄNNÖN SOVELLUS: WATERLY
6.1 Waterly pelisovelluksena
6.1.1 Gameplay
Waterly on yksinkertainen toimintapeli, jossa pelaaja ohjaa eräänlaista lummeolentoa
puhelinta kallistelemalla (ks. kuvio 10). Pelaajan tavoite on noukkia hyönteisiä lum-
meolion kieleltä käyäen. Kieltä ohjataan näyöruutua napauamalla, jolloin kieli 
suoristuu niin kauan kuin pelaaja painaa näyöruutua tai kieli tavoiaa maksimikor-
keutensa.
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Jokaisen tason alussa pelaajalla on 10 sekun.a peliaikaa. Jokaisesta ystävällisestä 
hyönteisestä, kuten kärpänen tai perhonen, pelaaja saa 2 sekun.a lisäaikaa. Ampiai-
sesta pelaaja saa 3 sekun.a sakkoa ja sekunnit vähennetään peliajasta. Mikäli pelaaja 
kerää tavoitemäärän hyönteisiä peliajan sisällä, saavuaa pelaaja seuraavan pelita-
son. Seuraavalle tasolle siirryäessä keräävien hyönteisten tavoitemäärä suurenee. 
Samoin kasvaa myös hyönteisten, erityises. ampiaisten, esiintyvyys. Peliajan lopuua 
pelaaja häviää (ks. kuvio 11).
KUVIO 10. Waterly-toimintapeli peli.lassaan
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6.1.2 Valikot
Aloitusvalikko
Kun Waterly käynnistetään, ensimmäinen näkymä on aloitusvalikko (ks. kuvio 12). 
Aloitusvalikosta pelaaja voi käynnistää pelin, siirtyä hyönteisten esielyvalikkoon tai 
sammuaa pelin. Valikon jokainen painike on animoitu skaalausefek.llä valikko.lan 
elävöiämiseksi. Taustalla on kaikissa valikoissa ja peli.lassa esiintyvä utuista suo-
metsikköä esiävä taustakuva.
KUVIO 11. Waterly-toimintapelin karkea pelilogiikka
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Hyönteisten esiely -valikko
Tässä valikossa esitellään kaikki pelissä esiintyvät hyönteiset. Hyönteisistä kerrotaan 
leikkisällä kielellä jokaisen hyönteisen käyäytymisestä ja syötävyydestä (ks. kuvio 
13). Valikkoa selataan sormieleellä joka muistuaa kirjan sivun lipaisevaa kääntämistä 
yhdellä sormella. Vaihtoehtoises. valikon selauksen voi suoriaa yläreunan nuolipai-
nikkeilla, jotka samalla ilmoiavat käyäjän sijainnin valikkopuussa. Vasemmassa ala-
nurkassa on painike alkuvalikkoon palamiseksi.
KUVIO 12. Waterly-toimintapelin aloitusvalikko
59
Taukovalikko ja peli pääynyt -valikko
Taukovalikko noudaaa hillityn tyylikästä ja yksinkertaista linjaa. Läpinäkyvältä pohjal-
ta löytyy valikon otsikko ja yksinkertaiset painikkeet, joiden symboliset merkitykset 
ovat tuuja pelaajille (ks. kuvio 14). Painikkeet sisällyävät valikkoon toiminnot peliin 
palaamisesta, uuden aloiamisesta ja aloitusvalikkoon siirtymisestä.
KUVIO 13. Waterly-toimintapelin valikko hyönteisten esielyyn
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Pelin pääymisestä ilmoiava valikko noudaaa samaa yksinkertaista linjaa (ks. kuvio
15).
KUVIO 14. Waterly-toimintapelin tauko.lavalikko
KUVIO 15. Waterly-toimintapelin ilmoitus pelin pääymisestä
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6.2 Waterly teknises.
6.2.1 Peli.lan maailma
Syvyysvaikutelman luomiseksi Waterlyn peli.lan maailma muodostuu neljästä kerrok-
sesta. Alimmainen kerros on kokonaisena kuvatekstuurina toteuteu taustakuva (ks. 
kuvio 16).
Taustakuvan erikoisuus on, eä se sisältää itse taustamiljöön lisäksi vedenpinnan hei-
jastumakuvan. Koska perspek.ivisääntöjen mukaan katsojan havainnoima pelikuva 
liikkumaomasta kohteesta pysyy katsojan näkökulmasta liikkumaomana vaikka hei-
KUVIO 16. Waterly-toimintapelin taustakuva pelimaailman alimmaisena kerroksena
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jastuspinta liikkuisi, olisi turhaa lisätä heijastumakuva erillisenä kuvatekstuurina. Näin 
säästetään sekä käytetyssä graHikkasuori*men muis.ssa, piirtonopeudessa eä lo-
pullisen peli.edoston asennuskoossa.
Toiseksi alimmainen kerros on veden pintakerros. Pintakerros on toteuteu näytön 
laidasta laitaan yltävällä CCSprite-oliolla. Olion tekstuuri on läpinäkyvä, joa ensim-
mäisen kerroksen taustakuvassa oleva taustamiljöön heijastuskuva näkyisi (ks. kuvio 
17). 
Kerrokseen luodaan illuusio veden aaltoilusta skaalaamalla kuvatekstuuria Y-akselin 
suuntaises. sinikäyräliikkeellä. Kerrokseen on oliohierarkkises. lisäy myös kupla-
olioita vesiolion lapsiksi aaltoliikkeen mukailemiseksi. Kuplat syntyvät näkymäömän 
pieninä ja kasveuaan täyteen miaansa poksahtavat rikki.
Kolmannes pelimaailman kerros on peliolioiden oma kuvataso. Peliolioita ovat kaikki 
hyönteiset sekä itse pelihahmo (ks. kuvio 18).
KUVIO 17. Waterly-toimintapelin pelimaailman toiseksi 
alimmainen kerros
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Viimeinen kuvakerros on etualan ruohikko. Parhaimman suorituskyvyn saavuami-
seksi ruohikko on toteuteu neljällä CCSprite-oliolla. Mikäli ruohikko olisi yhtenäinen 
kuvatekstuuri, käsiteltäisiin yhdestä CCSprite-olion tekstuurista 2-3 -kertainen määrä 
näkymäömiä pikseleitä (ks. kuvio 19).
KUVIO 19. Waterly-toimintapelin päällimmäinen, etualakerros ja sen 
rakenne
KUVIO 18. Waterly-toimintapelin pelioliokerros
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6.2.2 Lumme - pelihahmo
Pelihahmo voitaisiin toteuaa ruutuanimoidulla CCSprite-olennolla. Perinteisen ruu-
tuanimaa.on ongelma kuitenkin on sen staa*suus. Koska pelihahmo on pelin inter-
ak.ivisin olio, ja kaiken lisäksi elävä sellainen, jouduaisiin toteuamaan runsaas. eri 
.lanteisiin kuuluvia animaa.oita. Tämä tarkoiaisi sekä enemmän työtä eä enem-
män rasiteua muis.kapasitee*a sekä graHikkasuori*men muis.ssa eä puhelimen 
massamuis.ssa. Lisäksi interak.ivisissa sovelluksissa esiintyy huomaava määrä eri-
laisten .lanteiden ja olion toimintojen yhdistelmiä, mikä vaikeuaa huomaavas. 
ennakoin.a ja toteuteavien animaa.oiden valintaa ja suunnielua.
Waterlyn pelihahmo perustuu erillisiin komponeneihin. Pelihahmo koostuu neljästä 
omasta kerroksestaan, jotka animoidaan erillisillä ominaisanimaa.oillaan (ks. kuvio 
20). Näin ne toimivat toisistaan riippumaa ja luovat interak.ivisissa .lanteissa usei-
den animaa.oiden kokonaisuuksia elävöiäen pelihahmoa esimerkiksi silmien satun-
naisella räpäyämisellä. Kaikki animaa.ot perustuvat ohjelmalliseen CCSprite-olion 
kuvatekstuurin käsielyyn joa ne voisivat reagoida pelaajasta riippuviin, toisin sa-
noen ennakoimaomiin tapahtumiin reaaliajassa ja animaa.ollises. katsouna mah-
dollisimman sujuvas..
Kustomoitu OpenGL-piirto
Kielen dynaaminen toiminnallisuus aseaa omat vaa.muksensa sen toteuamiselle 
KUVIO 20. Waterly-toimintapelin lummehahmon komponen.t
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(ks. kuvio 21). Koska kielenkärjen muodon on pysyävä eheänä puolipallona kielen 
venyessä, ei kielen toteuamiseen voida käyää tavanomaista kahden polygonin 
tekstuuriin perustuvaa CCSprite-oliota. Lisävaa.mukseksi voitaisiin myös lisätä kielen 
ohentuminen sen pidentyessä niin, eä efek. on voimakkaampi kielen keskiosissa.
Kieltä varten on siis luotava oma piirreävä olio. CTongue on tätä varten luotu, sol-
muluokka CCNode-luokasta periytyvä erityisluokka. Vaikka CCNode-olio on olemuk-
seltaan näkymätön, omaa se kaikki valmiudet piirtämiseen, kuten mahdollisuuden 
aseaa oliolle käyteävän shader-ohjelman. Shader-ohjelmana voi joko käyää Co-
cos2d-x:n valmiita ratkaisuja tai tehdä oman. Luokkaan toteutetaan oma, useampaan 
polygoniin perustuva sprite (ks. kuvio 22).
bool CTongue::init()
{
    // initialize vertices[]
    
    // initialize textureCoordinates[]
    
    CCShaderCache *sc = CCShaderCache::sharedShaderCache();
KUVIO 21. Waterly-toimintapelin pelihahmon kielen 
toiminta
KUVIO 22. Peli-
hahmon kielen 
polygonirakenne
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    CCGLProgram *shaderProgram;
    shaderProgram = sc->programForKey(kCCShader_PositionTexture);
    this->setShaderProgram( shaderProgram );
    
    // initialize mTexture
    return true;
}
void CTongue::update(float dt)
{
// update vertices
}
Varsinainen piirto tapahtuu syrjäyämällä CCNode-luokan oma funk.o draw(). Funk-
.on sisälle rakennetaan aivan normaalia OpenGL ES -rajapintaa hyödyntävää ohjel-
mallisuua. Tulee kuitenkin huomata, eä Cocos2d-x sisältää paljon sekä staa*sia, 
eä CCNode-olion funk.oita moniin OpenGL ES:ään liiyviin tehtäviin, kuten käytet-
tävät tekstuurin aseamiseen tai shader-ohjelman käyämiseen.
void CTongue::draw()
{
    ccGLBindTexture2D( mTexture->getName() );
    
    this->getShaderProgram()->use();
    this->getShaderProgram()->setUniformsForBuiltins();
    
    ccGLEnableVertexAttribs( kCCVertexAttribFlag_Position | 
kCCVertexAttribFlag_TexCoords);
    
    glVertexAttribPointer(kCCVertexAttrib_Position, 3, GL_FLOAT, 
GL_FALSE,
0, vertices);
    glVertexAttribPointer(kCCVertexAttrib_TexCoords, 2, GL_FLOAT, 
GL_FALSE, 0, 
textureCoordinates);
    
    glDrawArrays(GL_TRIANGLE_STRIP, 0, 8);
    
    CC_INCREMENT_GL_DRAWS(1);
}
6.2.3 Tasoiteltu delta-aika
Delta-ajalla tarkoitetaan aikaa, joka kului edellisen ruudun päiviämiseen. Sitä käyte-
tään jokaisessa ruudussa kertoimena, joa saadaan todellisen suuruinen muutos suh-
teessa kuluneeseen aikaan. Mikäli delta-aikaa ei käytetä, hidastuu ja nopeutuu peliso-
velluksen pelaajalle näkyvä pyörimisnopeus sovelluksen oman suoritusnopeuden mu-
kaises.. Tämä ei monissa peleissä, kuten pelaajan reak.onopeuteen perustuvissa toi-
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mintapeleissä, ole suotavaa.
Ihannemaailmassa delta-aika olisi käyteävissä juuri sellaisenaan kuin se annetaan. 
Todellisuudessa useiden delta-aikojen jatkumo sisältää sovelluksen suorituskykyrasi-
tuksen luomia arvopiikkejä ja jopa virhearvioita. Lopputuloksena on epätasainen 
funk.okäyrän proHili. Koska delta-aika on olennainen osa peliolioiden liikuelua 
näyönäkymässä, syntyy pelaajan näkökulmasta häiritsevän epätasaista liikeä. Pe-
leissä joissa ei ole ennakoimaomia tapahtumia johtuen pelaajan ja pelisovelluksen 
välisestä interak.osta, ja joissa pyörimisnopeudella ei ole merkitystä, käytetäänkin 
tästä syystä kiinteää delta-aikaa.
Waterlyn tapauksessa kiinteä delta-aika on pois suljeu ratkaisu, sillä peli perustuu 
selkeäs. pelaajan kykyyn reagoida tarpeeksi nopeas. pelin tapahtumiin. Yksi tapa ta-
soiaa delta-aikojen aikajatkumoproHilia on laskea viimeisempien delta-aikojen keski-
arvo. Tällöin delta-aikojen muutokset ovat hilliyjä, ylisuuret piikit karsiutuvat ja peli-
sovelluksen suorituslogiikka säilyy reak.ivisena suhteessa suoritusnopeuteen. Peliso-
vellus säilyy siis aikasuorieises. stabiilina.
float CDeltaTimeSmoother::runStepAndReturnSmoothed(float dt)
{
    deltaTimeSumUp += dt;
    deltaTimeSumUp -= deltaTimes[oldestDeltaTimeIndex];
    float averageDeltaTime = deltaTimeSumUp * 0.05;
    deltaTimes[oldestDeltaTimeIndex] = dt;
    
    oldestDeltaTimeIndex++;
    if (oldestDeltaTimeIndex >= 20) {
        oldestDeltaTimeIndex = 0;
    }
    
    return averageDeltaTime;
}
Keskiarvon laskemiseen tarkoitetussa funk.ossa voitaisiin myös käyää tavallisen 
taulukon sijaan std:vector-oliota, jolloin funk.on ohjelmakoodi säilyäisi amma*-
maisemman ulkoasun. Toteuteu funk.o olisi kuitenkin suorituskykyraskaampi joh-
tuen vector-olion omasta toiminnallisuudesta liiyen muis.varauksen ja alkioiden jär-
jestelyyn. Voitaisiin kuitenkin argumentoida, eä alkioiden lukumäärä on sekä lukuar-
voltaan (ei kahden potenssi) eä suuruudeltaan sellainen, eei syntynyt suoritusky-
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kyrasite ole suuremmassa kokonaisuudessa merkiävä.
float CDeltaTimeSmoother::runStepAndReturnSmoothed(float dt)
{
    deltaSumUp += dt;
    deltaTimes.push_back(dt);
      
    while (deltaTimes.size() > 20) {
        deltaSumUp -= deltaTimes.front();
        deltaTimes.erase(deltaTimes.begin());
    }
    
return deltaSumUp * 0.05;
}
7 LOPPUPÄÄTELMÄT
Vaikka mobiilipelit ovat esimerkiksi AAA-konsolipeleihin verrauina huomaavas. 
pienempiä, ovat ne sil. samoja lainalaisuuksia ja kriteereitä noudaavia poikkitieteel-
lisiä/-taiteellisia kokonaisuuksia. Jokainen pelisovelluksessa käyteävä osaamisalue 
on oma itsenäinen kokonaisuutensa eikä niihin syvempi perehtyminen tämän opin-
näytetyön osalta olisi ollut edes mahdollista. Cocos2d-x -sovelluskehys kuitenkin pe-
rustuu näille periaaeille, sillä sen on tarkoitus yhdistää eri komponen.t ja muodos-
taa niistä saumaoman kokonaisuuden: pelisovelluksen.
Cocos2d-x pohjautuu useamman vuoden kypsyneeseen Cocos2d-iPhone -sovelluske-
hykseen ja on kehiynyt sen rinnalla jo muutaman vuoden ajan. Projek. on ak.ivinen 
ja sen ympärille on kasvanut huomaava käyäjäympäristö. Sovelluskehys sisältää 
paljon hyödyllistä toteutusta erilaisten luokkien ja funk.oiden muodossa, joihin tässä 
opinnäytetyössä on luotu vain alustava katsaus.
Sovelluskehys mahdollistaa suhteellisen nopean prototyyppien valmistamisen ja kehi-
tystyön. Monet perustason komponen.t löytyvät valmiina ja toimivina toteutuksina. 
Tämä ei kuitenkaan sulje pois mahdollisuua laajentaa kokonaisuua omilla ratkai-
suilla. Esimerkiksi omien piirtofunk.oiden luominen on vaivatonta, ja niiden helpoa-
miseksi on sovelluskehykseen pakau hyödyllisiä funk.oita ja toiminnallisuuksia.
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Sovelluskehyksen käyö ei kuitenkaan poista tarpeellisuua yleisen ja aihekohtaisen 
teorian tuntemukseen ja hallintaan. Yhteisöineen ja verkosta löytyvine materiaalei-
neen se kuitenkin antaa tukevan alkuvauhdin aloielevalle pelinkehiäjälle. Laaduk-
kaine kirjastoineen ja monipuolisine toteutuksineen sovelluskehys jouduaa ja tar-
joaa ratkaisuja erityises. vakavampien peliprojek.en toteuttamiseen.
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