A blockchain is designed to make consistent and reliable agreement in an unreliable and decentralized environment. It also permits processing transactions, making smart contracts, which allows end users to perform the contracts without any intermediate entities. However, there are some challenges in retrieving the state in a smart contract on the blockchain. For example, an external database or user-defined data structures can be used to retrieve the data from a smart contract in a range, which can increase the management overhead and decrease the overall performance of the blockchain system. In this paper, we propose a scheme that enables SQL query operations in a blockchain system.
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iv Introduction A blockchain is a decentralized transaction and data management technology [18, 12, 14] . The blockchain has become popular because it distributes data for integrity, supports the Byzantine Fault Tolerance (BFT), and provides inter-individual transfers without any intermediate entities. Especially, an Ethereum-based blockchain system provides a smart contract which is a program that can be consistently executed in a network of mutually distrusting nodes without the arbitration of a trusted entity [12, 20] . In addition, a smart contract helps in the Ethereum by providing writing custom business functionality to it. By using smart contracts, distributed applications (DApp) such as
Cryptokitties [2] , which are executed on the blockchain system can be built with anonymity, transparency, immediacy, and security.
Although the smart contract in the Ethereum blockchain system has several benefits, there are some challenges, especially when managing the results (i.e., states) produced by the smart contract. For example, An Ethereum blockchain system stores all the data including the states of smart contract in the key-value database (i.e., LevelDB). However, the key-value database does not support SQL query operations (e.g., range queries), and thus it provides low search performance for a large amount of data at once. In general, to solve this problem, an external relational database or user-defined data structures in a smart contract can be used to retrieve range data [6, 1] . However, an external database can increase the management overhead and the user-defined data structures can decrease the overall performance of the blockchain system. Note that there is a tradeoff between the performance and the level of security or integrity ensured because it is necessary to check and ensure the integrity of data stored in the stores not based on blockchains, with the hashes of the data, stored in blockchain-based ones.
To achieve higher search performance in the Ethereum blockchain system, the approaches taken in previous studies [6, 15] improve the select query operation. Etherscan [6] supports the select query operation which retrieves the transactions, addresses, tokens, prices, and information on other activites by using an external database system. EtherQL [15] supports various queries for retrieving blocks and transactions without any external service by adding a query layer to the existing Ethereum blockchain. Our study is in inline with these studies [6, 15] in terms of investigating the search performance issues in a blockchain system. In contrast, we focus on improving the search performance of smart contracts rather than that for blocks and transactions in a blockchain system.
We attempt to enable SQL query processing for a smart contract in an Ethereum-based blockchain system. To this end, we propose two managers, or a register manager and a query one, to provide fast retrieval of range data without any external database or user-defined data structure. The register manager manages smart contracts required by users for retrieving range data. Thus, the manager adds the smart contracts into an embedded relational database to perform SQL query operations (i.e., SELECT) and removes the smart contracts that are no longer needed. The query manager provides processing the various queries such as single, range, and condition ones to retrieve the states in smart contracts. To do this, we allow each blockchain node to use each embedded relational database (i.e., SQLite [8] ) instead of using an external relational database in a blockchain system unlike the previous studies [6, 15] .
We have implemented our scheme on quorum which is an Ethereum-based blockchain system and evaluated the proposed system with our scheme using a synthetic benchmark. The experimental results show that the proposed system can improve the search performance up to about 22x compared with the existing system.
The contributions of our work are as follows:
• We have analyzed the existing select operations in the Ethereum-based blockchain system.
• We propose a scheme that enables SQL query processing to increase the search performance and decrease the management overhead in smart contracts.
• We have demonstrated that the proposed system with our scheme improves the performance compared with the existing system.
The rest of this paper is organized as follows: Chapter 2 describes the background and motivation. Chapter 3 presents the design and implementation of the proposed system. Chapter 4 shows the experimental result. Chapter 5 discusses the related work. Chapter 6 concludes this paper.
Background

Smart contract in Etereum-based blockchain system
This paper focuses on an Etereum-based blockchain system since it is one of the most widely used and more general than other blockchain systems [3] . In the Etereum blockchain system, a smart contract is an important program which is first introduced by Vitalik Buterin in the blockchain system [12] . Smart contact runs on the blockchain system and has its correct execution enforced by the consensus protocol [19] . In addition, a smart contract can encode any set of rules represented in its programming language (e.g., solidity). For example, a smart contract can execute transfers and it can implement a wide range of business logic including financial instruments, insurance, real estate, medical, etc on the blockchain.
Key-Value Store
An Ethereum blockchain system maintains three tries (i.e., world state trie, transaction trie, and transaction receipts trie) [20] . The world state trie has the states of users and smart contracts performed by the Ethereum blockchain system, transaction trie stores transactions changing a state, and the transaction receipts trie stores results of the performed transaction. The states, transactions, and results are stored in a key-value database (i.g, LevelDB). The keyvalue store is known as a kind of database designed for storing, retrieving, and managing associative arrays. The key-value store provides high-speed read and write operations for each key. Meanwhile, in the key-value store, the operation on several keys can be slow since the key-value store does not support range query operations without the relational data model.
Motivation
By using smart contracts, we can implement a wide range of business logic (i.e., distributed application (DApp)) on the blockchain. The data in smart contracts is often needed to be retrieved in a range (e.g., purchase history and sales history), however it is difficult to retrieve the range data with the key-value store since the key-value store does not provide the range query processing.
Thus, under this situation, there are usually two ways to retrieve range data in a smart contract as follows:
• Using user-defined data structure. As one method for retrieving range data of a smart contract, a user-defined data structure can be used in the smart contract. For example, when a user requests the states in a range, the blockchain system retrieves requested states, stores the results in the data structure (e.g., an array or map), and returns the data structure to the user. Even though this method can provide the range data, it can decrease the overall performance. The reason is that an Ethereum Virtual Machine (EVM) is loaded and it runs the smart contract by reading state from the database one by one instead of a range query.
• Using an external relational database. As another method for retrieving range data of a smart contract, we can use an external database in a blockchain system. The external database enables the range query processing and so it provides higher search performance. However, this method can require additional management in the blockchain system. For example, when a blockchain node connects the external database system, we should manually perform several procedures (e.g., setting database APIs, constructing a database, and making the tables). Meanwhile, in our scheme, we automatically perform these procedures with an embedded database system per node in a blockchain system. By doing so, the user can easily connect the database system and use the range query processing with the embedded database system.
Design and implementation
To achieve the higher searching performance of smart contracts in a blockchain system, we aim to reduce the time of retrieving range data in the smart contract.
To do this, we propose SQL query processing that enables the range query on smart contract without manually building an external relational database and a user-defined data structure. Figure 3 .1 shows the difference between an external database system and embedded database system is whether the database is built in an application or not [9] . As shown in Figure 3 .1(a), an external database needs to install the standalone application and centralized server node. On the other hand, in the case of an embedded database, as shown in Figure 3 .1(b), the embedded database is built into an application and distribute data among users without installing a separate database [10] . Due to these advantages of the embedded database, we choose the embedded database as the database in the blockchain node. Therefore, we can provide a decentralized architecture and enable SQL query operation for retrieving data in a range. For an embedded database, we System (DBMS) that manages data in a single file and does not require a separate database server, so it can be built into a client application [8] .
Meanwhile, we maintain the existing a key-value database (e.g., LevelDB) used in the blockchain system to exploit its advantages. For example, a key-value database provides better performance when it retrieves a block or a transaction to validate the transaction. Also, our system does not sacrifice the consistency of the existing blockchain system. In the existing system as shown in Figure 3 .2(a), when a transaction is propagated from the application layer to an Ethereum-based blockchain system, the service interface layer gets the transaction from the application layer. Then, the service interface layer sends the transaction to the transaction layer. After then, the transaction layer checks whether the transaction type is a regular Meanwhile, in the proposed system, we add a register manager and a query manager, and modify the block layer as shown in Figure 3 whether the transaction is associated with a smart contract already registered by the register manager. If the transaction is associated with the smart contract, the block layer stores the transaction in an embedded relational database (e.g., SQLite). After then, when a user requests the range data of the smart contract, the query manager performs various SQL queries by using the database according to the requested operations.
Design
Register Manager
For more efficiency, we register the smart contracts requested by users for retrieving the range data to avoid managing all the smart contracts. This strategy can identify whether a transaction is stored or not according to the registered smart contract. To do this, we devise the register manager as shown in Figure 3.2(b) . In the register manager, we create APIs such as registerContrac-tAddress which registers the smart contract. When the register manager gets the request to register a smart contract via registerContractAddress, it stores the smart contract address which is used to identify the smart contract. After the registration, the results of transactions (i.e., history of transactions) from the smart contract is stored in the embedded relational database by the block layer as shown in Figure 3.2(b) . Through the registration, we can retrieve and track the results of transactions in a range. We will explain this mechanism for storing the results of transactions in the smart contract into the database in Section 3.1.3. Meanwhile, if the results of the smart contract do not need anymore, we can remove the corresponding smart contract via removeContractAddress and so that the tracking for the smart contract is stopped.
Query Manager
Query manager performs a SQL query for retrieving data in the smart contract by using an embedded relational database system. To do this, we create an API such as getData for retrieving data in the smart contract. When the query manager has received the request for retrieval via getData, the query manager retrieves the data in the smart contract through the database system. Also, in the query manager, only the SELECT query is executed, meanwhile, other syntaxes (i.e., INSERT, UPDATE, and DELETE) are filtered to prevent modifying the data from outside. With the database system, the query manager can perform range or conditional query operation by calling getData. If the smart contract is not registered through the register manager, the query manager does not perform any operations for the smart contract.
Block Layer
In our system, the modified block layer stores a block which includes smart contract transactions and regular transactions to a key-value database and relational database, respectively. The block layer performs a two-level check operation. First, the block layer checks whether each transaction in a block is a smart contract transaction. Second, the block layer checks whether the smart contract transaction is associated with the smart contract already registered by the register manager. If the transaction is related to a smart contract, the block layer stores the transaction to both key-value database (LevelDB) and embedded relational database (SQLite). Otherwise, the transaction data is stored in LevelDB without storing the data in SQLite. It is because the key-value database is used for maintaining the Ethereum-based blockchain functionality for integrity, and the embedded relational database is used for retrieving range data in the smart contract. When the block layer receives the remove request via removeContractAddress from the register manager, the block layer removes all the data related to the smart contract in the embedded relational database.f
Implementation
We implement our scheme on quorum as shown in Figure 3 We use golang 1.10.7 and python 3.7 which is used to evaluate applications. We empirically evaluate our system by using a synthetic benchmark. The smart contract scenario of the synthetic benchmark is energy usage storage system that a user stores electric energy usage every 15 minutes and the total duration for storing the data is one year.
We make a smart contract for our evaluation. MNE denotes the maximum number of entities in the smart contract during one year. In our evaluation, the number is 35040. STS and ETS denote the start timestamp and end timestamp given by a user for retrieving the range data, respectively. c is a constant which represents seconds of the storing cycle.
We set c as 900 seconds to convert 15 minutes to seconds. Using this smart contract, we evaluate the existing and proposed systems in terms of INSERT and SELECT performance. We run each experiment 10 measurements and report the average. with that of the proposed system. This result demonstrates that we achieve higher performance even we use the different number of threads. the multiple threads process the entities in parallel. Thus, the required resource increases at the same time. We note that as the number of threads increases, the required amount of memory in the existing system increases by up to 2.6x compared with the proposed system. The result shows that the memory usage of EVM is larger than that by SQLite in the proposed system. The reason is that the number of EVMs which is used by user-defined data structures increases as the number of threads in the existing system.
Performance results
SELECT performance
INSERT performance
Related work
Blockchain opens many challenges in many research areas. For example, blockchain has been applied to domain name service [11] , IoT application [17] , energy market [16] , etc. In addition, there are some researches to improve the performance of blockchain [13] , including the performance of select operations.
Etherscan [6] is a block explorer, search, API, and analytics Platform for the Ethereum. It allows a user to explore and search the Ethereum blockchain for transactions, addresses, tokens, prices, and other activities taking place on Ethereum. Etherchain [4] is an explorer for the Ethereum blockchain by extending the the Ethereum native API. It provides simple statistics data such as block time and transaction count. In addition, it allows a user to view users account balance, look up transactions, and explore smart contract transactions.
Ethstats [7] is a visual interface for tracking the Ethereum network status and it provides the latest information about a block number, connected node information, pending transaction, gas price, etc. EtherQL [15] adds a querying layer at an Ethereum client (EthereumJ [5] ) to improve select query performance, as well as providing various queries such as top K queries and range queries for transactions and blocks.
Previous systems and studies [6, 7, 4, 15] improves the performance for searching the information about the Ethereum's blocks, transactions, and accounts for the users generating a regular transaction or analysts. Our study is in line with these studies [6, 7, 4, 15] in term of investigating the performance of select operations in the blockchain system. In contrast, we focus on retrieving range data of a smart contract using an embedded relational database without an external relational database in an Ethereum blockchain system.
Conclusion
We investigated an Ethereum-based blockchain system. We found that the existing system shows low performance when it retrieves the data in a smart contract. To handle this issue, we enable SQL query operations for a smart contract in a blockchain system. In our scheme, we propose register and query managers to provide fast retrieval without any user-defined data structure, and management at low cost without any external database. We have implemented the scheme on an Ethereum-based blockchain system and evaluated the proposed system using a synthetic benchmark. Our experimental results show that the proposed system can improve the performance up to about 22x compared with the existing system.
