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ABSTRACT 
 
 
 
The development of mobile computing in recent decade enables various innovative applications 
on smartphones. Mobile applications have advantages over laboratory solutions for quantitative 
measurements of chemical concentrations in water. First, the cost of a mobile device is more 
affordable than professional measuring equipment; second, a mobile device is very portable and 
convenient for performing measuring tasks at multiple locations. In addition, easy access to 
mobile geographical data on a smartphone potentially extends data extraction and aggregation of 
measurements to a global level.  
We describe MoboSens, a mobile software platform which aims at low-cost and portable 
concentration measurements for critical chemicals in both drinking water and the human 
circulatory system. The complete system of MoboSens contains a sensor circuit package and a 
smartphone application. Specifically, my efforts in this thesis focus on implementing the 
software interface designed for the circuit package and the cloud data engine for further data 
processing.  
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1. INTRODUCTION 
 
 
 
1.1 Overview 
As the quality of life improves in many developing and developed countries, water quality in a 
residential area draws more and more attention from citizens [1]. Water contamination becomes 
a major concern for both government and institutional researchers [2]. Measurements of drinking 
water for possible pollutants such as nitrates are almost always on the daily agenda of 
environmentalists around the globe. Meanwhile, measurements for essential medical indices such 
as concentration of glucose also provides patients a perspective on their health condition. 
However, most of the historical techniques for concentration measurement require laboratory 
environments and professional equipment, which requires the users to have sophisticated 
knowledge and specific education. A laboratory-quality configuration for concentration 
measurement incurs high cost and makes the measuring process less affordable. In addition, the 
design of laboratory devices aims at high accuracy regardless of ease for self-diagnosis. 
In 2012, the market share of smartphones skyrocketed in the U.S. with 115.8 million 
users, which was 37% of the U.S. population, and it was expected to reach approximately 61% 
by 2016 [3]. Many revolutionary mobile applications have taken advantage of a smartphone 
platform. A smartphone has better connection availability, because of multiple options of 
communication, such as 3G/4G and Wi-Fi. It is easy to access the geographical information 
about a mobile device due to GPS [4]. Due to the nature of mobile phones, a smartphone is 
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portable and interactive daily with users. With the huge population of smartphone users, 
scientists and market analysts are also able to recycle a large amount of useful data. Those data 
sources are distributed widely around the world, which also mitigates the bias and geographical 
restrictions on relevant experimental data.  
MoboSens is aimed at integrating features of mobile devices with the capability of 
measuring concentrations of various targets in water and solutions. A user only needs to install 
the mobile application on the smartphone, connect the circuit package to the phone device, and 
start the measuring process by tapping the smartphone screen. A patient can do a blood test with 
MoboSens at home. 
1.2 Roadmap 
Section 1.3 introduces the background for understanding the design of the MoboSens system. 
Chapter 2 is a literature review of several measurement techniques. Chapter 3 presents a system 
block diagram as well as all the implementation details. Chapter 4 shows our testing results for 
the calibration process and measuring process, while Chapter 5 draws conclusions and points out 
the future work. 
1.3 Background 
1.3.1 3.5 mm 4-conductor Audio Connector 
The circuit package is designed to be connected with a mobile phone device through the audio 
connector. Popular mobile devices are all equipped with a 3.5 mm 4-conductor audio jack [5], 
which makes the device capable of recording sound from a headset microphone. It is called “4-
conductor” because the male end of the audio connector is divided into four different conducting 
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areas, illustrated in Figure 1 (a), (b). We renamed those conducting areas “channels”, since they 
play a role of communicating for electronic signals. The “L” and “R” are both audio-out 
channels. “L” stands for the left channel, and “R” stands for the right channel. “GND” represents 
the ground channel, and “MIC” is the abbreviation of “microphone”, which is also called the 
audio-in channel. Figure 1 (c) depicts the ordinary (traditional) audio connectors with only three 
channels. An ordinary audio connector is designed for carrying sound waveforms only, and it 
does not have the audio-in channel (MIC). The primary purpose of adding the audio-in channel 
(MIC) to the ordinary connector is to serve the need of sound recording, especially for 
communication devices. 
 
Figure 1. Three different types of audio connectors 
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In our design, we follow Figure (b), since the Nokia 3.5mm 4-conductor is the universal 
type for audio connectors serving most of the smartphones. Note that iPhone audio connectors 
have a slightly different layout for the four channels. Observing Figure (b), we use three of the 
four channels, which are the left channel, the audio-in channel and the ground channel. The left 
channel is used to transmit signals from the phone device to the package circuit, while the audio-
in channel is used to transmit signals from the package circuit to the device. Note that since the 
signal transmitted from the phone device is monotone, the right channel is left unused, and it 
does not affect the result if we change the left channel to the right. The ground channel must be 
connected to maintain a common ground voltage between the phone circuitry and the package. 
1.3.2 Audio Interface in Android OS 
All devices which are supported by the Android operating system provide a standard audio 
interface [6, 7]. This interface is able to output a discrete waveform through the audio jack. The 
standard sampling rate is 44,100 Hz for both the audio-in and audio-out channels of the audio 
jack. To play a sound or output a signal waveform, a memory buffer must be pre-constructed. 
The memory buffer is an array of amplitude values, which is taken by the Android audio 
interface for producing a discrete waveform. 
The audio interface follows both PCM-16 and PCM-8 standards, where PCM stands for 
pulse-code modulation [8]. PCM-16 means that each buffer entry takes 16 bits of memory [9]. 
The number following the dash is indicating the bit length of each buffer entry. Each buffer entry 
represents exactly one sample, and it is able to represent a signed integer value ranging from 
−32,768 to 32,767. The amplitude value is only logical. For example, 32,767 indicates the peak 
voltage that can be generated on the phone device. Thus, its corresponding voltage might vary 
for different types of hardware. 
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1.3.3 Audio Interface in Windows Phone 7.5 
The environment of Windows Phone 7.5 audio interface is generally the same as the one in 
Android, except that the sampling rate for the audio-in channel is capped at 16,000 Hz [10]. 
Windows Phone operating system with version 7.5 does not support a high sampling rate of 
44,100 Hz. One of the future milestones could be development of MoboSens on version 8 of 
Windows Phone. 
1.3.4 Discrete Waveform Construction 
To improve accuracy, we would like the communicating signals to contain information as precise 
as possible. We select the PCM-16 standard for the memory buffer. In PCM-16, each amplitude 
value is represented with 16 bits, which implies a total of 216 segments for a particular amplitude 
range. PCM-16 produces more precise information than PCM-8 because PCM-8 can divide an 
amplitude range into only 28 segments. We set the sampling rates to the maximal sampling rate 
of most Android devices, which is 44,100 Hz in an Android operating system. We select 44,100 
Hz to be the default sampling rates because we prefer to collect as many samples as possible in a 
time unit to maximize the sensitivity of measurement. Most importantly, according to the 
clarification in [7], all devices which run an Android operating system are supposed to support 
the universal sampling rate 44,100 Hz. 
The sensor circuit is designed to accept a sinusoid signal with a changing frequency. The 
frequency varies from 3,000 Hz to 7,700 Hz linearly, and the range is configurable to the 
application user. On an HTC One X phone, 3,000 Hz is mapped to 1.16 V, and 7,700 Hz is 
mapped to −1.77 V. However, this is device-dependent which makes compatibility support a 
major challenge in future work, which is discussed more in Chapter 5. 
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Whenever an output signal is transmitted to the audio-out channel, it is first prepared in 
the smartphone memory. A short array (an array with all 16-bit long signed integers) is created 
and its size is defined by the following formula: 
𝑛 = 𝑠 × 𝑡 
where n is the number of samples, s is the sampling rate, and t is the total time of one period in 
the measuring process. The total time of one period is configurable to the user. However, the 
sensor circuit requires a stabilization duration to obtain more accurate results; the length of the 
measuring process is enforced to be at least 60 seconds. 
Once the array is initialized, each sample is filled with a discrete amplitude value 
calculated by the following formula: 
𝐴 = 𝐴𝑚𝑎𝑥 sin(2𝜋𝑓𝑚) 
𝑓𝑚 = {
𝑓𝑚𝑖𝑛 +
𝑖
𝑛
× (𝑓𝑚𝑎𝑥 − 𝑓𝑚𝑖𝑛), 𝑖𝑓 𝑖 <
𝑛
2
           𝑓𝑚𝑖𝑛 +
𝑛 − 𝑖
𝑛
× (𝑓𝑚𝑎𝑥 − 𝑓𝑚𝑖𝑛), 𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒
 
where A is the amplitude of each sample. The input of the function fm is determined by the 
sample index i, where n is the total number of samples in such a period. During one period, the 
frequency first monotonically increases from fmin to fmax, then monotonically decreases to fmin. For 
current implementation, the number of periods is fixed at two, each of which takes 30 seconds. 
The default total time is 60 seconds, which implies two periods in total. The number of periods 
of one measuring process is also configurable to the application user, which increases the 
flexibility to tune application sensitivity. 
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1.3.5 Threads 
Thread programming [11] is required in MoboSens because the signals on the audio-in channel 
and audio-out channel are asynchronously generated. This also means the application must be 
capable of recording an input signal through the audio-in channel, while it is sending an output 
signal to the audio-out channel. Thus one thread is created for playing a waveform and the other 
one is for recording a waveform. Though the two threads do not share a critical section, the 
logics between them and the thread which manages the user interface must be taken care of. For 
instance, there are two conditions under which a measuring process can terminate: (1) the total 
time has all elapsed, and (2) the user has tapped the “stop” button. The thread implementation 
must handle the stopping behavior correctly by answering how and when it should destroy the 
playing and recording objects and buffers in the program. The program should never attempt to 
destroy a terminated measuring process and its associated threads.  
In the Android operating system, the main thread of MoboSens spawns two side threads 
for playing and recording by invoking the play function call of an AudioTrack object [7]. 
In the Windows Phone implementation, however, a timer object is created to mimic the 
redundancy of computing resources taken by a thread. The timer would trigger a function 
callback with no timeout. Since the timer is designed to be asynchronous to normal threads, the 
rigorous looping of the callback functions does not harm the executions of normal threads. 
Hence, the timer object is used as a pseudo-thread. 
Both the thread and pseudo-thread techniques work well for thread programming in 
MoboSens. We applied different approaches for Android and Windows Phone operating systems 
because (1) part of the Windows Phone implementation was inherited from the work by a former 
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researcher in NCSA, (2) we wanted to experiment which thread implementation is better for 
MoboSens, and (3) the interface of thread programming is simpler and more organized in 
Android than the one of timer callback. The choice of the implementation techniques for thread 
programming is not a dominant factor for the results. 
1.3.6 Frequency Monitoring 
The sensor circuit provides a feedback which should be an analog square waveform with varying 
frequency. We are able to obtain ideal square waveforms in a discrete form on Windows Phone. 
However, the square waveform recorded on an Android phone loses the shape of squares. It 
looks more similar to a sawtooth waveform (Figure 2). We have spent some time researching the 
cause of this abnormal behavior, but since we do not have access to the design of the smartphone 
circuitry, we are not able to figure out the reason why the square waveform generated by the 
sensor circuit is reshaped to a sawtooth-like waveform (Figure 2). 
 
Figure 2. Matlab plot of the sawtooth-like waveform 
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However, since we do not care about the complete shape of the square waveform but only 
the changing frequency, a workaround is available by developing a software version of the 
Schmitt trigger [12]. A Schmitt trigger is a comparator circuit that is designed for translating 
analog signals to predicable discrete signals. It contributes to reducing our system noise because 
it intelligently ignores small signal fluctuations while it is reserving the completeness of 
significant signal changes. The general idea of a Schmitt trigger is illustrated in Figure 3. 
 
 
Figure 3. Idea of the Schmitt trigger 
In Figure 3, the graph “U” indicates an analog signal. In order to extract a square 
waveform from a given analog waveform, a threshold approach is to use a simple comparator to 
output a high voltage when the amplitude of “U” is higher than a threshold, and a low voltage 
when the amplitude is lower. The dashed red line plotted on “U” is one of the possible 
thresholds, and graph “A” indicates the extracted square waveform. Note that in the second half 
of the analog signal “U”, those small fluctuations of amplitudes might just be caused by noise in 
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the circuitry or attenuation of signals. However, the product of this approach exactly repeats 
those fluctuations. The up and down in the second half of “A” can be observed, which might 
propagate confusing logical information.  
A Schmitt trigger is used to reduce unnecessary fluctuations of the square waveform 
caused by small fluctuations in the original analog signal. In graph “U”, the top dashed green line 
indicates an estimated upper bound of the discrete signal hidden in the analog signal, and the 
bottom dashed green line is the lower bound. A Schmitt trigger is different from a simple 
comparator is because it involves two bounds to extract the square wave information from the 
analog waveform. 
In our system, the original signal is already a discrete waveform with a fixed sampling 
rate and amplitude data. It is twisted into a periodical sawtooth-like waveform, which does not 
harm the completeness of its frequency information. We treat this sawtooth-like waveform as an 
analog signal and apply the Schmitt trigger to its samples one by one. The pseudo-code of the 
Schmitt trigger algorithm is shown in Figure 4. 
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Figure 4. Schmitt trigger algorithm 
 
The Schmitt trigger algorithm returns one frequency average in a monitoring window, 
spanning across a few samples. To collect instantaneous frequencies of the original signal, we 
move the window along the signal samples, and calculate the frequency based on the amplitudes 
constrained by the current window after each movement. Since we have the median of the 
sample indices of each monitoring window, we are able to obtain a collection of frequency 
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values with respect to time. This information is crucial to us for the purpose of searching for an 
optimal value for calculation of concentrations, which is described in Chapter 3.  
1.3.7 Cloud Computing 
In addition to the mobile applications on phone devices, we also developed a cloud engine for 
MoboSens. The cloud engine was deployed on the Microsoft Azure [13] cloud computing 
platform, and further developed on an Amazon EC2 [14] server. The cloud engine provides an 
applicable programming interface for MoboSens mobile applications on different operating 
systems. The mobile application asks the user permission to send a one-time measuring result 
anonymously to our cloud engine server. Once the user agrees, the mobile application would 
make an HTTP request to the cloud engine, and the engine accepts those HTTP requests and 
stores the donated data. 
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2. LITERATURE REVIEW 
 
 
 
As we designed the system of MoboSens, we drew inspiration from a few key papers.  
In [15], the authors proposed a new smartphone-based sensing system which is useful for 
sensing bacteria. The backbone of the bacteria sensing system is the calibrated mapping between 
the impedance and the biological information about bacteria. The sensor is essentially built as an 
impedance sensor, which was invented originally for sensing impedance in an electrical circuit. 
With a mature calibration process, their system achieves high accuracy of bacteria sensing on a 
portable device. Their system is set up with microfluidic material and support of Bluetooth 
technology. By contrast, MoboSens does not involve any development with Bluetooth. The 
communication and interaction between mobile application and hardware is completely 
accomplished by signal processing over the audio connector. 
In [2], the authors describe a microelectronic sensor network for nitrate measurement, 
which has a similar goal as MoboSens. However, rather than deploying on a practical mobile 
device, they have developed their system on Arduino [16], which is a lightweight embedded 
system for research and educational use. The design goals are different, because they are mostly 
exploring the perspective of a future nitrate sensing and water monitoring network. Their system 
tends to be deployed manually at immobile locations, like a distributed sensor network. Another 
technical fact which differentiates the wireless sensor network system and MoboSens is that their 
system depends on the wireless interface of the Arduino antenna. MoboSens does not depend on 
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any firmware or hardware specification, however, thanks to the closed form of a smartphone 
operating system. 
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3. SYSTEM DESIGN AND APPLICATION INTERFACES 
 
 
 
3.1 Design Overview 
The software platform is responsible for building the communication between the sensor circuit 
and a mobile device, such as a smartphone. The sensor circuit is supposed to be encapsulated in a 
plastic package with an exposed male end of its audio connector. The audio connector should be 
plugged into the audio jack of mobile device in order to receive electronic signals.  
Once the application user starts the measuring process, there is an electronic waveform 
generated from the mobile device. The electronic waveform is a discrete sinusoid waveform with 
varying frequency. The sensor attached to the package circuit is thus activated and stabilized in 
roughly 30 seconds. While the package circuit is receiving a sinusoid waveform, it also sends 
back an analog waveform to the recording channel of the audio connector. The analog waveform 
is a square waveform with varying frequency. The thread spawned for microphone recording in 
the smartphone application would decode and transform the analog waveform to a discrete array 
of logical amplitude values. Those logical amplitude values would be further fed to a pseudo 
Schmitt trigger, so that the application monitors and obtains a set of frequency values of the 
square waveform eventually with respect to time. Afterwards, the application is going to search 
for a local minimum of the frequencies specified by a time range. The application assumes a 
linear relationship between the local minimal frequency and the concentration values. The linear 
relationship which it assumes is calculated in a separate calibration process beforehand. The 
calibration process is discussed in Section 3.3. We can reversely calculate concentration values 
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with the information of the local minimum and the linear relationship. A flowchart of the 
MoboSens system is shown in Figure 5. Searching for the local minimum frequency occurs in 
module “Memory”. 
 
Figure 5. MoboSens overview 
The efforts in this thesis contribute to the “Mobile Phone”, “Twitter” and “Cloud Server” 
modules in Figure 5. 
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3.2 Sensor Circuit Requirements 
 
Figure 6. Sensor package circuit connected to an HTC One X Android 
The sensor circuit package is an attachment to a mobile device. It is essentially connected 
to the phone device via the audio connector, and it is usually located on the top of a smartphone 
(Figure 6). The sensor circuit is activated by an analog sinusoid waveform with a changing 
frequency.  
Because of the digital nature of the smartphone hardware, the waveform produced by the 
hardware originated from a discrete waveform of signal. The sampling rate of this discrete 
waveform should not be smaller than 8,000 Hz, otherwise the sensitivity of the sensor circuit is 
severely degraded, and it might trigger aliasing issues. 
3.3 Calibration Process 
Manufacturers of smartphones tend to design and create new types of hardware and push cutting-
edge technologies to the market. The variety of the smartphone hardware in use gives us a great 
challenge for compatibility support. For example, the maximum voltage that can be approached 
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on a HTC One X smartphone might be 1.6 V on the audio-out channel, while it might be 1.4 V 
on a Samsung Galaxy S4. The current solution for compatibility support for MoboSens is to 
calibrate the hardware before an application is published or updated. 
The calibration process requires us to test a particular mobile device with a known 
solution concentration. After collecting the calibration data, we extract a linear relationship 
between the frequency and time information we obtain. Then a linear formula can be determined 
to reversely calculate other unknown solution concentrations. This process is named linear 
regression, and the frequency-time mapping information we collected is analogous to doing a 
Fourier transform of the raw discrete amplitude points. 
We plan to construct and maintain a calibration database offline. This database should be 
programmed with the mobile application so that the user has the flexibility to use the same 
application on a different smartphone hardware. 
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3.4 Application Interface on Android 
Once the app is launched, the sensing page (Figure 7) is immediately displayed. 
On the sensing sage, users can start the sensing process by simply tapping the “Start” 
button at the bottom. “Status” describes the state of sensing, such as “Ready”. There is a 
paragraph beneath the status text to explain the details of the sensing status. 
There is a grid chart above the “Start button”; it is designed to display the momentary 
signal frequency captured by the sensing circuit.   
Figure 7. Sensing page 
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After the user taps the “Start” button, sensing status is changed to “Sensing” and the app 
is interacting with the sensing circuit and collecting signal information. 
During this process, the user is able to tap the “Stop” button to terminate this process 
immediately, or wait until the process finishes. If the user chooses to terminate the sensing 
earlier than the expected time, the app will collect what has been sensed so far. The time this 
process takes is defined on the parameters page (Figure 8). The default time configuration is 30 
seconds per period and a total of 60 seconds for two periods. 
 
Figure 8. Navigation and parameters page 
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If the user is eager to change the default configuration for the sinusoid signal, she may 
redirect to a different page by tapping the logo button on the left top corner. A navigation side 
menu will slide out. By tapping the parameters page (Figure 8), the user is redirected to a 
configuration page which allows the user to tune the minimum voltage, which corresponds to the 
maximum frequency of the sinusoid waveform. 
 
Figure 9. Map page 
Upon completion of each sensing process, the user is asked whether she wants to send the 
current concentration measurement result to her Twitter stream. All the concentration results for 
one user can be reviewed together on the map page (Figure 9). 
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3.5 Cloud Engine 
The cloud engine is generally a high-level applicable programming interface, each of which 
accepts HTTP web requests. The applicable methods are listed and annotated in Table 1. 
Table 1. Cloud engine API method list 
API method name Description 
getAllDataEntries This method returns a response with all 
legitimate data entries that are stored in the 
user’s Twitter stream. 
newDataEntry This method accepts a concentration value 
and a Boolean parameter. The data entry 
would be transmitted and stored to the user’s 
Twitter stream. If the Boolean parameter is 
true, this concentration value is going to be 
further propagated to our anonymous data 
server. 
getAllAnonymousDataEntries This method returns all anonymous data 
entries on the data server. It is designed for 
demonstrating concentration distribution for a 
large map view on web pages. 
 
3.6 Twitter Overlay 
Users of the mobile applications need to store the data to their personal storage sometimes. 
However, access to file systems in iOS and Windows Phone is prohibited. MoboSens application 
is not permitted to create a data file for the user on a closed mobile operating system. Therefore, 
we add a Twitter overlay to our cloud engine. The user is required to enter his Twitter 
authentication information in order to use this feature. The authentication information will be 
passed to the Twitter API for credential validation. At the end of the measurement process, the 
concentration data can be serialized and transmitted to the Twitter stream (Figure 10). 
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Figure 10. Twitter stream 
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4. RESULTS 
We have done numerous calibration experiments on a popular smartphone device, HTC One X, 
in order to characterize the optimal algorithm and frequency sample for counter-measurement of 
concentration. The experiments are done with a high sampling rate of 44,100 Hz for both audio-
in and audio-out channels. The testing target is nitrate. 
4.1 Calibration Results 
We propose two approaches to extract the optimal frequency value that is selected for reversely 
calculating the concentration value. The frequency value is then plugged into the regression 
formula, which is a linear function, and the output of this function is concentration in units of 
ppm. The first approach requires the program to find a local minimum by a given range. The 
range of the frequency samples is observed from the calibration result (Figure 11). In Figure 11, 
we recognize that the calibration lines have the best convergence at a point around −1.5 V 
(marked by the vertical line) for multiple concentration levels.  The first approach is to search the 
local minimum frequency in a range corresponding to an interval that contains the −1.5 V 
frequency. Figure 12 demonstrates the result of linear regression assuming that the local 
minimum is in a time range. The second approach is simply to observe the frequency sample 
index and pick the frequency value from this fixed position each time. Figure 13 depicts the 
linear relationship serving for reverse calculation from one fixed time. The first approach 
emphasizes searching for the highest accuracy possible, whereas the second one guarantees that 
result is reproducible even it is inaccurate sometime. 
Comparing Figure 12 and Figure 13, we find that the linear formulas calculated by two 
approaches are close. The standard error in Figure 12 is smaller than the one in Figure 13, which 
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indicates the first approach theoretically results in more accuracy of concentration measurement. 
However, we also find that the instability of the circuit caused by the experimental environment 
is huge. For example, degraded resistors, bubbles in a water drop and dust on strips increase the 
noise in the respective modules. We use the fixed-point approach (Figure 13) to maximize 
stability of the system, and we have not finalized the best approach for linear regression. 
Both of the calibration formulas obtained are hard-coded in the mobile application as a 
tentative solution. Further work on the user-defined calibration process is expected to make the 
application more device-oriented.
 
Figure 11. Frequency vs. voltage for calibration 
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Figure 12. Linear regression result for reverse calculation from a range 
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Figure 13. Linear regression result for reverse calculation from a point 
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4.2 Accuracy Discussion 
We observed an interesting phenomenon that leveraging the sampling rate of the audio-in 
channel does not necessarily improve the accuracy of measurements. This phenomenon is 
counter-intuitive and confusing. We observe that a higher sampling rate commands the phone 
hardware to collect more samples. A greater number of samples increases the sensitivity for 
reading square waveforms but also white noise, which are observed as small amplitude 
oscillations. This makes our searching task for the local optimal frequency value difficult, since 
it is hard to determine the range and the local minimum. There is an inevitable trade-off between 
the accuracy of the recorded signal and the sensitivity. Because we are looking for a very small 
span of frequencies compared with the total number of frequency samples, we choose to 
guarantee sensitivity first. 
An effective technique to mimic the difficulty of the search task is to try smoothing out 
the frequency obtained from each window. The current implementation is to move the window 
not exactly one window size, but only a quarter of the window size. This technique pertains to 
the sensitivity of frequency monitoring at the range where we search for the optimal frequency. 
Meanwhile, it wipes out unnecessary waveform oscillation caused by white noise. This is 
because monitoring windows are no longer separate but overlap each other. Granularity and 
smoothness are improved together because a quarter of the window samples is iteratively 
measured three times after a complete window movement. 
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5. CONCLUSION AND FUTURE WORK 
We have shown a complete system of concentration measurements for multiple purposes, 
including nitrate and glucose measurements. In conclusion, MoboSens is an innovative and 
portable solution to concentration measurement. The measurement accuracy is less than 15% and 
the measuring results are consistent over multiple tests. However, it is still a research project due 
to the barrier of supporting millions of mobile devices at a fast speed. We expect to build up a 
calibration database online in the future, so that engineers can keep working to calibrate new 
smartphone hardware. In addition, we plan on developing a self-calibration feature so that home 
users can calibrate their mobile devices with standard concentration strips. 
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