Abstract. Tool interoperability as a mean to achieve integration is among the main goals of the international Grand Challenge initiative. In the context of the Verifiable file system mini-challenge put forward by Rajeev Joshi and Gerard Holzmann, this paper focuses on the integration of different formal methods and tools in modelling and verifying an abstract file system inspired by the Intel R Flash File System Core. We combine high-level manual specification and proofs with current state of the art mechanical verification tools into a tool-chain which involves Alloy, VDM++ and HOL. The use of (pointfree) relation modelling provides the glue which binds these tools together.
Introduction
There is a healthy trend in formal methods for computer science driven by the idea of a Grand Challenge (GC). Hoare [21] revisited an old challenge in computer science: a verifying compiler, capable of performing extended static analysis of the programs it compiles. Hoare's paper defines a set of criteria for an international effort to drive research in computer science forward towards automatic software verification. Hoare et al [22] proposed that the conditions set in [21] were met, and that the time to start such a long term international research project had arrived.
The GC project is expected to "deliver a comprehensive and unified theory of programming", "prototype for a comprehensive and integrated suite of programming tools", and "deliver a repository of verified software". [22, Section 2] The current paper is focused on the integration of both programming and logical tools [22, Section 2.2] that aid in the verification of formally specified operations. We propose to combine different formal specification languages, and make their tool sets interoperate, to form a tool-chain supporting a development and verification life cycle process that yields checked specifications. We assume our target audience to be already using formal specification and verification techniques, thus benefiting from a structured approach to break down software complexity through design, backed up by automated verification tools. The toolchain should fulfil the following requirements:
-promote incremental development and verification of specifications; -be agile enough to encourage users to verify even the smallest unit of their specifications; -be capable of producing immediate feedback to unveil problems; -be capable of performing fully automated consistency proofs; -be amenable to automatic code generation.
As a case study for checking the proposed tool-chain life cycle, a formal model of an abstract file system was developed [8, 9] , inspired by the "mini-challenge" proposed in [26] .
Although not yet covering the robustness or hardware requirements of [26] , the model built in [8, 9] is realistic while following the API of the File System Layer of the architecture for flash file systems designed by Intel Corporation [6, Section 4.14]. Such a model is given in the current paper stripped of its many details so as to convey the basic idea and method rather than not so relevant technicalities.
Paper structure. Sections 2 and 3 address the integration of languages and tools in an agile tool-chain. Section 4 presents the basics of our abstract modelling strategy, based on diagrams expressing model constraints. In Section 5 the abstract (pointfree) model of Section 4 is converted to Alloy, where it is model checked for the correctness of the operations. Section 6 describes the refinements to which the Alloy model is subject to so as to render it as a VDM++ executable specification. Section 7 introduces a proof system for VDM++ that uses the HOL theorem prover to discharge proof obligations. Section 8 addresses limitations of the tool-chain and a possible implementation. Finally, some concluding remarks are given in Section 10.
It is assumed that the reader has basic knowledge of the Alloy and VDM++ languages, model checking and theorem proving.
Tool-Chain
The main motivation for the proposed tool-chain is to combine formal method tools for model checking, theorem proving, model animation, etc, in a way such that each tool is placed in the "right" step of the given life-cycle. The version of the tool-chain which has been the subject of our experimentation involves the following languages and tools.
Relational PF-notation. Following Tarski's formalization of set theory without variables [37] , relation algebra has emerged as a language for expressing and reasoning about logical formulae in a very concise, pointfree (PF) way. References [32, 33] show how to reason about data models using PF-notation, in a typed way supported by categorial diagrams. This paper exploits the same approach by regarding PF-notation and diagrams as the starting point of the proposed verification life-cycle.
