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Rezanje poligonov lahko poleg uporabe v računalnǐski grafiki pride prav tudi
na drugih področjih. Praktičen primer uporabe in motivacija za pričujoče
delo je načrtovanje cest, kjer na zemljevid vrǐsemo želeno traso ceste, nato
pa različno velika vozila predstavimo s pravokotniki in simuliramo njihovo
vožnjo po začrtani trasi. Zaporedje pravokotnikov, ki ga tako dobimo, je
množica prekrivajočih se poligonov. Če želimo pri takem načrtovanju dobiti
natančen rezultat, je za izris enega dela ceste potrebno združiti veliko število
poligonov. Da bi rešili ta problem, potrebujemo hiter in zanesljiv algoritem.
Za uporabo v tem in v podobnih primerih je potrebno poskrbeti, da lahko
algoritem izvaja izračune nad poligoni poljubnih oblik, ki so predstavljeni z
množicami decimalnih koordinat.





Polygon clipping apart from being used in computer graphics can also be used
in other areas. A practical example of this is road construction planning,
where we use a map to draw a road on and the program draws a vehicle-
shaped polygon at each point. When all the polygons are combined, we get
an outline of the road, which is appropriately shaped and wide enough in
turns with respect to the diagonal length of the vehicle. In order to obtain
an accurate result in such planning, a large number of polygons must be
combined to draw one section of the road. To solve this problem, we need a
fast and reliable algorithm. For use in this and similar cases, it is necessary to
make sure that the algorithm calculations can work on polygons of arbitrary
shapes represented by sets of decimal coordinates.




Kljub temu, da bi orodje za računanje Boolovih operacij nad poligoni prǐslo
prav na več področjih, ima večina znanih orodij še vedno svoje pomanjklji-
vosti, ki močno omejujejo možnost njihove uporabe. Glavne pomanjkljivosti
so, da delajo samo s poligoni, zapisanimi s celoštevilskimi koordinatami,
ne znajo obravnavati poligonov s stikajočimi se stranicami ali pa niso do-
volj natančni. V tem delu se bomo ukvarjali z implementacijo algoritma za
računanje Boolovih operacij, ki bo odpravil čim več pomanjkljivosti, katere
najdemo pri obstoječih implementacijah. Program bo lahko operacije izva-
jal nad množicami poljubnih poligonov, ki bodo predstavljeni z decimalnimi
koordinatami.
1.1 Motivacija
Rezanje poligonov predstavlja računanje operacij, ki določajo prostorsko uje-
manje na dveh ali več podatkovnih slojih poligonov. Rezultat je nova plast,
ki je glede na prekrivanja poligonov in izbrano operacijo lahko prazna ali pa
vsebuje več poligonov.
Tehnike prekrivanja večkotnikov terenski strokovnjaki pogosto upora-
bljajo za raziskovanje razmerij med prostorskimi atributi, shranjenimi v obliki
plasti oz. slojev v geofizičnem modelu podatkov. S poligoni lahko predsta-
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vimo različne površine, med drugimi: tektonske plošče, biome, povodja ali
morski led. Na primer, če površino ledu na morju v določenem časovnem in-
tervalu predstavimo s poligoni, kjer so vozlǐsča zapisana z dejanskimi koordi-
natami, lahko s pomočjo Boolovih operacij hitro izračunamo in vizualiziramo
spremembe v pokritosti morja z ledom. To pomeni, da lahko točno vidimo
izgubljena in pridobljena področja, poleg tega pa lahko z nekaj dodatne lo-
gike izračunamo površino območja. Drug primer je načrtovanje izgradnje
cest. V tem primeru na zemljevidu narǐsemo pot, po kateri naj bi cesta
potekala, program pa na pot doda poljubno oddaljene obrise tlorisov vozil,
katerim je promet po tej cesti dovoljen. Obrisi vozil so predstavljeni s poli-
goni in so v pravilnem razmerju z zemljevidom. Ko vse te poligone združimo
oz. izračunamo njihovo unijo, dobimo obris ceste, ki je glede na diagonalno
dolžino vozila ustrezno oblikovana in v ovinkih dovolj široka. Na natančnost
obrisa v tem primeru vpliva gostota generiranih obrisov in če želimo pri takem
načrtovanju dobiti natančen rezultat, je za izris enega dela ceste potrebno
združiti veliko število poligonov. Iz končnega rezultata se lahko s pomočjo
izračuna površine ceste oceni za izgradnjo potrebna količina materiala, kar
optimizira nabavo in druge dele procesa.
Orodje, ki bi hitro in natančno računalo operacije nad poligoni, bi na mno-
gih področjih, predvsem pa pri zgoraj omenjenih primerih, opazno olaǰsalo
delo ter pripomoglo k natančnosti.
1.2 Struktura dela
Delo je strukturirano tako, da v 2. poglavju najprej naredimo pregled po-
dročja in se seznanimo z algoritmi s področja rezanja poligonov. Predstavimo
tudi prednosti in pomanjkljivosti vsakega izmed naštetih ter se odločimo za
tistega, katerega bomo implementirali. V 3. poglavju podrobno opǐsemo de-
lovanje algoritma, katerega razdelimo v več faz. V 4. poglavju namenimo
nekaj besed implementaciji algoritma. Našo implementacijo nato v 5. po-
glavju tudi preizkusimo na testnih primerih ter naredimo analizo delovanja
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in natančnosti. Zaključimo v 6. poglavju, v katerem podamo zaključne ugo-




V tem poglavju bomo našteli in opisali algoritme za rezanje poligonov. Poleg
opisov bomo predstavili tudi prednosti in slabosti algoritma ter se na koncu
odločili za najbolj primernega, katerega bomo tudi implementirali.
2.1 Algoritem Sutherland-Hodgman
Algoritem Sutherland-Hodgman [9] se uporablja za rezanje poligonov in de-
luje tako, da po vrsti podalǰsuje vsako stranico konveksnega poligona in iz-
bere samo dele stranic drugega poligona, ki so na vidni strani oz. v njegovi
notranjosti.
Algoritem se začne tako, da določimo rezni poligon (tisti, s katerim režemo),
ki mora biti konveksen, in rezani poligon, ki je lahko tudi konkaven. Oba sta
opisana z vhodnim seznamom vseh točk, ki sestavljajo poligon. Eno po eno
vzamemo stranice reznega poligona in jih podalǰsamo v neskončnost ter pri-
merjamo stranice rezanega poligona. Tiste, ki so na notranji strani, dodamo
v končni rezultat, tiste, ki pa sekajo trenutno podalǰsano stranico, porežemo
na presečǐsču.
Ta postopek se ponavlja iterativno za vsako stran reznega poligona, pri
čemer se uporabi izhodni seznam oz. rezultat ene faze kot vhodni seznam
za naslednjo. Ko so obdelane vse stranice, končni seznam točk določi nov
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poligon, ki predstavlja rezultat operacije.
Algoritem je dokaj enostaven za implementacijo, kar je tudi njegova pred-
nost, ima pa to slabost, da mora biti eden izmed dveh poligonov konveksen.
Za rešitev, ki jo razvijamo, ne bi bil primeren, saj želimo omogočiti računanje
operacij nad poljubnimi poligoni.
2.2 Algoritem Weiler-Atherton
Algoritem Weiler-Atherton [11] se uporablja na področjih, kot sta razvoj
računalnǐske grafike in iger, kjer je potrebno rezanje poligonov. Omogoča
rezanje dveh poligonov, ki sta lahko poljubne oblike. Na splošno se uporablja
samo v 2D prostoru, vendar ga je s pomočjo dodatne logike mogoče uporabiti
tudi v 3D prostoru.
Algoritem dela s poligoni, ki so usmerjeni v smeri urinega kazalca in ne
smejo biti samosekajoči, podpira pa tudi luknje (predstavljene kot poligoni s
točkami, razvrščenimi v smeri urinega kazalca), vendar so potrebni dodatni
algoritmi za odločanje, kateri poligoni so luknje in kateri ne.
Prednost tega algoritma v primerjavi s Sutherland-Hodgman je ta, da sta
oba poligona lahko konveksna ali konkavna. Slabost tega algoritma je, da je
nekatere kombinacije poligonov težko razrešiti, še posebej, če vsebujejo lu-
knje. Poleg tega pa lahko točke, ki so blizu roba drugega poligona, istočasno
šteje kot znotraj in zunaj poligona, dokler ne najdemo in potrdimo vseh osta-
lih presečǐsč, kar pa poveča kompleksnost algoritma. Za izbolǰsanje hitrosti
tega označevanja in preprečevanja potrebe po nadaljnjem procesiranju lahko
uporabimo različne strategije, bo pa potrebna previdnost, če imajo poligoni
skupne stranice.
2.3 Algoritem Vatti
Vattijev algoritem [10] omogoča rezanje poljubnega števila poljubno obliko-
vanih poligonov. Za razliko od algoritmov Sutherland-Hodgman in Weiler-
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Atherton algoritem Vatti ne omejuje vrst poligonov, ki se lahko uporabljajo
kot rezni in rezani. Obdelujemo lahko kompleksne (samosekajoče se) poligone
in poligone z luknjami.
Algoritem vključuje strukturirano obdelovanje reznih in rezalnih stranic
poligona, začenši z najnižjimi robovi in nadaljevanjem proti vrhu, kar je
konceptualno podobno algoritmu Bentley-Ottmann. Ta pristop razdeli pro-
blemski prostor z uporabo namǐsljenih vodoravnih črt, ki potekajo skozi vsako
oglǐsče poligona. Te se obdelujejo po vrsti od najnižje proti najvǐsji in sproti
dodajajo presečǐsča stranic.
Slabost omenjenega algoritma je njegova kompleksnost in posledično zah-
tevneǰsa implementacija.
2.4 Algoritem Greiner-Hormann
Algoritem Greiner-Hormann [4] deluje bolje kot Vattijev algoritem, vendar
ne zna obravnavati primerov, v katerih imajo poligoni skupne točke ali celo
stranice. Lahko obdeluje tako samosekajoče kot nekonveksne poligone in se
lahko trivialno posploši za izračun drugih logičnih operacij, kot sta unija in
razlika.
V prvotni obliki je algoritem razdeljen na tri faze:
1. V prvi fazi se izračunajo presečǐsča med stranicami poligonov. Na me-
stih presečǐsča so vstavljene nove točke v obeh poligonih, ki pa vsebujejo
tudi kazalce na isto presečǐsče v drugem poligonu.
2. V drugi fazi je vsako presečǐsče označeno kot vstopno ali izstopno
križǐsče. To dosežemo tako, da za prvo točko določimo, ali je znotraj
poligona ali ne, in nato na presečǐsčih z drugim poligonom izmenično
označimo točke kot vstopne ali izstopne.
3. V tretji fazi se generira rezultat. Algoritem začne na neobdelanem
presečǐsču in izbere smer premikanja na podlagi zastavice, ki določa,
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ali je presečǐsče vstopno ali ne. Glede na izbrano operacijo se algori-
tem odloča, ali bo na presečǐsču nadaljeval naprej ali nazaj po drugem
poligonu. Točke se sproti dodajajo v rezultat, dokler ne pridemo do že
obdelanega presečǐsča, kar pomeni, da smo zaključili en poligon. Enako
se nadaljuje s še neobdelanimi presečǐsči, dokler niso obdelana vsa.
Glavna pomanjkljivost prvotnega algoritma Greiner-Hormann je dejstvo,
da ne more obdelovati skupnih točk in stranic med poligonoma. Izvirni članek
o algoritmu predlaga, da se skupna oglǐsča za minimalno razdaljo premaknejo,
kar pa lahko v določenih primerih opazno vpliva na rezultat, odvisno od smeri
premika oglǐsča.
2.5 Algoritem Francisco Martinez
Algoritem Francisco Martinez [7] je enostavno razumljiv, med drugim tudi
zato, ker ga je mogoče obravnavati kot izbolǰsavo klasičnega algoritma, ki za
izračun presečǐsč med naborom stranic poligonov uporablja navpično skenira-
nje od leve proti desni. Omogoča računanje Boolovih operacij nad poljubnimi
poligoni, ki so lahko konveksni ali konkavni, vsebujejo luknje, so samosekajoči
ali pa vsebujejo skupne točke in stranice.
Algoritem dela na principu segmentov in ne temelji na presečǐsčih kot
večina ostalih algoritmov za rezanje poligonov. Poligone se v tem primeru
pretvori iz seznama točk v sezname segmentov oz. stranic. Ko najdemo
novo presečǐsče med segmentoma dveh poligonov, se segmente razdeli na
presečǐsču. Tako dobimo seznam segmentov, ki vsebuje le dve vrsti točk
oz. dogodkov: leve in desne končne točke, zaradi česar je algoritem precej
preprost. Poleg tega razbitje segmentov na presečǐsčih omogoča preprosto
obdelavo degeneracij.
Upoštevati je treba, da tudi Vattijev algoritem temelji na navpičnem ske-
niranju stranic, toda F. Martinez uporablja precej drugačen, učinkoviteǰsi
pristop za računanje presečǐsč med stranicami poligonov, kar ta algoritem
naredi hitreǰsi pri računanju operacij nad velikimi poligoni.
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Odločimo se za implementacijo tega algoritma, saj omogoča računanje
nad poljubnimi poligoni, je relativno enostaven in dovolj hitro računa ope-
racije nad velikimi poligoni, kar nam bo prav prǐslo glede na dejstvo, da
operacije nad velikim številom lahko generirajo velike poligone oz. poligone





Najprej je potrebno razmisliti o ustrezni predstavitvi in zapisu poligonov.
Običajno poligone predstavimo s seznamom točk, toda v tej implementaciji
bomo poligone predstavili s seznamom regij oz. zaključenih delov iz katerih
je sestavljen poligon. To pomeni, da imamo lahko poligone, ki so sestavljeni
iz več delov. V primerih računanja operacij nad množicami poligonov je to
zelo pogost pojav, torej tudi v zelo enostavnih primerih, kot je unija dveh
poligonov, ki sta popolnoma ločena in ne prekrivata en drugega.
Predstavitev poligonov v obliki seznama regij nas, kar se tiče časovne
kompleksnosti, nič ne stane, kajti v vsakem primeru se mora algoritem spre-
hoditi skozi vse točke, ki poligon sestavljajo, ne glede na to, ali so zapisane
v enem seznamu ali ločene v več manǰsih.
3.2 Segmenti
Ključna opazka pri algoritmu F. M. je, da poligone obravnavamo kot seznam
segmentov, kar je popolnoma očitno, ko se spomnimo težav pri ostalih al-
goritmih, kjer v primerih skupnih stranic ali delov stranic dveh poligonov
algoritem ni znal ugotoviti, ali se stranici dejansko sekata ali ne. Pri strani-
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cah, ki se delno ali v celoti prekrivata, zato ni možno določiti, ali se stranici
sekata.
Ko pa uvedemo segmente, se znebimo teh skrbi, kajti segment lahko defi-
niramo kot stranico ali del stranice, ki ne seka nobene druge stranice poligona
in se z ostalimi segmenti lahko veže le v oglǐsčih.
Pri predstavitvi poligonov s segmenti torej v primeru skupnih stranic do-
bimo segmente, ki pripadajo enemu, drugemu ali pa kar obema poligonoma.
Skupni segmenti nas ne motijo, kajti algoritem jih obdela tako, da enega
uporabi za računanje, drugega pa zavrže. Pri tem algoritmu moramo torej
na poligone vedno gledati kot na verige segmentov, ki lahko pri več poligonih
pripadajo enemu ali več poligonom hkrati. Slika 3.1 prikazuje primer delitve
dveh prekrivajočih se stranic na segmente, pri katerem dobimo tri segmente
od katerih je eden skupni.
Slika 3.1: Primer delitve dveh prekrivajočih se stranic poligonov na segmente,
pri katerem je segment številka 2 skupni
Za generiranje rezultata je potrebno segmente označiti tako, da za obe
strani shranimo podatek, ali je ta stran na notranji ali zunanji strani poligona.
Ko imamo dva poligona, je potrebno v enem segmentu hraniti podatke za oba
poligona, torej ali je stran segmenta v notranjosti enega in drugega poligona.
Z uporabo takšnega označevanja lahko hitro ugotovimo, kateri deli poligonov
so skupni in kateri ne.
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3.3 Presečǐsča stranic
Na začetku izvajanja algoritma imamo le regije oz. dele obeh poligonov
predstavljene s koordinatami točk in shranjene v seznamu. V tej točki se
torej stranice poligonov lahko sekajo, kar pomeni, da moramo vsa presečǐsča
poiskati in za njih primerno poskrbeti. Presečǐsča stranic bi seveda lahko
enostavno poiskali tako, da za vsak par stranic preverimo, ali imata skupno
presečǐsče ali ne. Takšen način iskanja točk, v katerih se stranice sekajo,
je lahko kar počasen, še posebej pri poligonih z velikim številom stranic.
Algoritem F. M. predlaga uporabo algoritma Bentley-Ottmann za iskanje
presečǐsč med stranicama.
Algoritem Bentley-Ottmann [1] je t. i. sweep line algoritem za iskanje
presečǐsč stranic z uporabo navpičnega skeniranja. Algoritem je izbolǰsava al-
goritma Shamos-Hoey, ki se je uporabljal za ugotavljanje, ali stranice vsebu-
jejo presečǐsča. Algoritem B. O. ima časovno kompleksnost O((n+ k) log n),
medtem ko ima naivno iskanje časovno kompleksnost O(n2).
Z uporabo algoritma B. O. za iskanje presečǐsč lahko v istem koraku
računamo tudi oznake zapolnjenosti segmentov, kar pomeni, da ta korak
vsebuje več logike in postane bolj zahteven. Izbolǰsanje hitrosti z uporabo te
tehnike pa je opazno pri naraščanju števila stranic.
3.4 Navpično skeniranje stranic
Za iskanje presečǐsč si predstavljamo navpičnico, ki z leve proti desni skenira
poligona. V vsakem trenutku si lahko predstavljamo, da imamo množico
stranic, ki sekajo navpičnico. Temu naboru rečemo status (prikazano na sliki
3.2).
Vrstni red stranic v statusu je pomemben in moramo poskrbeti, da so
stranice v njem shranjene od zgoraj navzdol. Stanje statusa se spreminja le
v ključnih trenutkih, ki se zgodijo takrat, ko z navpičnico pridemo do začetka
nove stranice, do konca stare stranice, ki je že v statusu, ali do enega izmed
presečǐsč.
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Slika 3.2: Primer nabora stranic v statusu med izvajanjem algoritma.
Čeprav si navpičnico predstavljamo kot kontinuirano skeniranje, so v re-
snici pomembni le določeni dogodki, ki se zgodijo pri premikanju navpičnice
z leve proti desni (glej sliko 3.3). Vsakič ko se eden izmed dogodkov zgodi,
se stanje statusa spremeni.
Poznamo tri vrste dogodkov:
• nova stranica je dodana v status (Začetni dogodek);
• stara stranica je odstranjena iz statusa (Končni dogodek);
• pridemo do presečǐsča stranic.
Ker navpičnica skenira od leve proti desni strani, lahko rečemo, da so
tudi vsi začetni in končni dogodki urejeni od leve proti desni. To pomeni, da
začetno orientacijo stranic ignoriramo in jih ob dodajanju ustrezno obrnemo.
Navpične stranice so primer, za katerega moramo ustrezno poskrbeti,
kajti v tem primeru navpičnica istočasno skenira začetni in končni dogodek
te stranice. To pa ne predstavlja težave, če vse navpične stranice dosledno
shranimo tako, da spodnjo točko shranimo kot začetni dogodek, zgornjo pa
kot končni.
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Slika 3.3: Primer navpičnega skeniranja dogodkov od leve proti desni
3.5 Razbitje presečǐsč
Ključna opazka pri algoritmu B. O. je, da je pri dodajanju nove stranice v
status potrebno poiskati presečǐsča le s stranicama, ki se nahajata neposredno
nad in pod novo dodano stranico.
Ko pridemo do začetnega dogodka nove stranice, najprej poǐsčemo mesto
v statusu, kamor stranica sodi, a je v tem trenutku še ne dodamo. Ta poda-
tek uporabimo za ugotavljanje, katera stranica je nad in pod novo stranico.
V primeru, da ugotovimo, da nova stranica seka spodnjo ali zgornjo sosedo,
moramo za presečǐsče ustrezno poskrbeti in stranice na tej točki razbiti. Raz-
bitje stranic pa ustvari štiri nove dogodke:
• končni dogodek levega dela prve stranice;
• končni dogodek levega dela druge stranice;
• začetni dogodek desnega dela prve stranice;
• začetni dogodek desnega dela druge stranice.
Za nadaljevanje izvajanja v statusu ostaneta levi krajǐsči stranic, desni
krajǐsči prideta na vrsto pozneje. Pomembno je, da ohranimo le leva dva
dela, desna pa prepustimo algoritmu, da jih v pozneǰsih iteracijah obdela,
kajti ta dva lahko vsebujeta še dodatna presečǐsča.
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Presečǐsča je potrebno poiskati tudi v primeru odstranjevanja stranice iz
statusa, in sicer med stranicama, ki sta bili sosednji odstranjeni stranici, kajti
po odstranitvi ti dve postaneta sosednji.
3.6 Prekrivajoče se stranice
Stranice se lahko prekrivajo na več načinov. Prekrivanje je lahko delno ali
pa sta stranici enaki. Glede na način prekrivanja algoritem stranice ustrezno
razdeli na več delov.
V primeru popolnoma enakih stranic je potrebno združiti oznake za za-
polnjevanje in eno izmed stranic odstraniti s seznama. V primerih delno
prekrivajočih se stranic pa jih glede na lego stranic razdelimo na več delov.
Zaradi delitve stranic spet dobimo nove dogodke, ki se obdelajo v naslednjih
iteracijah algoritma. Pri deljenju prekrivajočih se stranic na več delov ve-




Algoritem zaradi potrebe po čim večji hitrosti implementiramo v program-
skem jeziku C. C je nizkonivojski imperativni standardizirani računalnǐski
programski jezik za splošno rabo. Zasnova jezika C [8] omogoča konstrukte,
ki se učinkovito preslikujejo v tipične strojne ukaze.
4.1 Hranjenje podatkov
Za implementacijo statusne kopice in vrste dogodkov uporabimo dvojno po-
vezani seznam. Ta nam pride prav pri dostopanju do sosednjih elementov,
med katerimi računamo presečǐsča in kamor vstavljamo dele stranic potem,
ko jih v presečǐsču razbijemo.
Za strukturo dogodkov potrebujemo podatke, prikazane na izseku 4.1. Za
vsak dogodek moramo vedeti, ali je začetni ali končni, ali spada k prvemu
ali drugemu poligonu, na katerih koordinatah se zgodi, segment, h kateremu
pripada, dogodek na drugi strani segmenta ter povezavo na element v statusni
kopici. Poleg navedenih vrednosti za implementacijo seznama dodamo še
povezavo na sosednja elementa.
1 typede f s t r u c t event {
2 bool i s S t a r t ;
3 bool primary ;
4 po i n t t ∗ pt ;
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5 s e g t ∗ seg ;
6 s t r u c t event ∗ other ;
7 s t a t u s t ∗ s t a tu s ;
8 s t r u c t event ∗ prev ;
9 s t r u c t event ∗ next ;
10 } even t t ;
Izsek 4.1: Struktura dogodkov
Statusna kopica je precej bolj enostavna zaradi vseh vrednosti, ki jih hrani
struktura dogodkov, zato za njeno implementacijo potrebujemo le povezavo
na ustrezen dogodek ter na sosednja elementa v kopici.
Koordinate točk oz. oglǐsč poligona hranimo v ločeni podatkovni struk-
turi, kjer za vsako zapǐsemo k ter y koordinati. Za to uporabimo podatkovni
tip double, ki zavzema prostor velikosti 8 bajtov in omogoča zapis vrednosti
z natančnostjo 15 decimalnih mest [2]. Tudi na tem mestu dodamo povezavo
do sosednjih elementov, kar nam omogoča uporabo v obliki seznama ter s
tem tudi hranjenje poligona v obliki seznama točk.
Segmente v programski kodi predstavimo z začetnimi in končnimi točkami
ter še štirimi dodatnimi zastavicami (glej izsek 4.2), s katerimi segmentu za
vsako stran označimo, ali je znotraj enega in drugega poligona. Z uporabo
omenjenih zastavic na koncu generiramo rezultat. Zastavice shranimo s po-
datkovnim tipom char, kar nam z malo iznajdljivosti omogoča, da za vsako
zastavico vemo, kakšno vrednost ima ter ali je vrednost nastavljena ali ne.
1 typede f s t r u c t segment {
2 po i n t t ∗ s t a r tp ;
3 po i n t t ∗ endp ;
4 char myFillAbove ;
5 char myFillBelow ;
6 char otherF i l lAbove ;
7 char o the rF i l lBe l ow ;
8 s t r u c t segment ∗ next ;
9 } s e g t ;
Izsek 4.2: Struktura segmentov
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4.2 Osnovno izvajanje algoritma
Osnovni del algoritma, ki upravlja izvajanje, je sestavljen iz več faz, ki se
vrstijo zaporedno ena za drugo (glej izsek 4.3).
Prva in druga faza sta v osnovi enaki, le da se ena izvaja nad prvim
poligonom, druga pa nad drugim. Fazi se začneta s pretvorbo poligona v
seznam dogodkov, ki na tej točki še ni obdelan in še vsebuje morebitna
presečǐsča med stranicami uporabljenega poligona. Naslednji korak te faze
je klic metode eventLoop, ki se sprehodi čez v preǰsnjem koraku dodane
dogodke in poǐsče ter odstrani presečǐsča, tako da razbije sekajoče se segmente
na več delov. Presečǐsča v teh dveh fazah pomenijo, da imamo opravka
s samosekajočim se poligonom, kajti ta vsebuje presečǐsča. V tej metodi se
tudi izračuna zastavice, ki določajo zapolnjenosti na obeh straneh segmentov,
a le za trenutni poligon. Rezultat metode je seznam segmentov, ki se uporabi
v 3. fazi.
V tretji fazi uporabimo rezultate prve in druge faze za generiranje sku-
pnega seznama dogodkov. Nato se še enkrat s klicem na metodo eventLoop
sprehodimo skozi seznam dogodkov in poǐsčemo presečǐsča. Presečǐsča v tej
fazi predstavljajo točke, kjer se en in drug poligon sekata. Ker algoritem želi
izločiti vsa presečǐsča, se tudi teh znebimo, tako da segmente razdelimo na
več delov. V metodi se še enkrat izračunajo zastavice, ki določajo zapolnje-
nost, a se tokrat za izračun uporabijo zastavice na segmentih, generiranih v
preteklih fazah. Rezultat po koncu te faze je seznam segmentov obeh poligo-
nov, ki ne vsebujejo presečǐsč ter imajo izračunane zastavice za zapolnjenost
enega ali drugega poligona. Četrta faza glede na izbrano operacijo določi,
katere segmente obdržimo in katerih ne potrebujemo. Rezultat generira tako,
da se sprehodi čez seznam in se s pomočjo zastavic odloči, ali segmente obdrži
ali zavrže.
Ker je rezultat četrte faze ponovno seznam segmentov, predstavitev poli-
gona pa naj bi bila v obliki seznama točk oz. oglǐsč, moramo na tem mestu
segmente ustrezno združiti v sezname točk. Združevanje se opravi v me-
todi merge, ki segmente iz pretekle faze združuje v skupnih točkah, dokler
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ne zaključi vseh odprtih verig. Rezultat je lahko sestavljen iz enega ali več
poligonov.
1 // FAZA 1 : Prvi po l i gon
2 polyToEvents(&event root , &poly , t rue ) ;
3 s e g t ∗ segments ;
4 segments = eventLoop(&event root , true , f a l s e , f a l s e ) ;
5
6 // FAZA 2 : Drugi po l i gon
7 polyToEvents(&event root2 , &poly2 , t rue ) ;
8 s e g t ∗ segments2 ;
9 segments2 = eventLoop(&event root2 , true , f a l s e , f a l s e ) ;
10
11 // FAZA 3 : Skupaj
12 segmentsToEvents(&even t r oo t r e s , segments , t rue ) ;
13 segmentsToEvents(&even t r oo t r e s , segments2 , f a l s e ) ;
14 s e g t ∗ segments3 ;
15 segments3 = eventLoop(&even t r oo t r e s , f a l s e , f a l s e , f a l s e ) ;
16
17 // FAZA 4 : Racunanje i zbrane op e r a c i j e
18 s e g t ∗ r e s = s e l e c t ( segments3 , 1) ;
19
20 // FAZA 5 : Zdruzevanje segmentov
21 merge ( r e s ) ;
Izsek 4.3: Osnovno izvajanje operacije nad dvema poligonoma
4.3 Obdelava dogodkov
Jedro algoritma je metoda eventLoop (psevdokoda v dodatku A), ki se v
več fazah izvajanja sprehodi skozi trenuten seznam dogodkov in iz njega
odstrani morebitna presečǐsča ter tudi izračuna zastavice za zapolnjevanje,
pozneje uporabljene za generiranje rezultata.
Metoda je sestavljena iz zanke, ki iz vrste dogodkov z začetka jemlje en
po en dogodek in ga procesira. Najprej se izvede preverjanje, ali je dogodek
začetni ali končni, kajti logika pri obeh se zelo razlikuje.
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V primeru, da je dogodek začetni, poǐsčemo mesto v statusni kopici, ka-
mor ta sodi, v tej točki pa ga še ne vstavimo. Pred vstavljanjem preverimo,
ali pripadajoči segment mogoče seka katerega izmed sosedov v statusni kopici,
kamor sodi. Metoda checkBothIntersections poǐsče presečǐsča in v primeru,
da jih najde, segmente ustrezno razdeli na več delov.
Pri popolnem ujemanju dveh segmentov ta metoda vrne ustrezen dogo-
dek, ki nam v primeru, da ni prazen, pove, da je prǐslo do enakih segmentov.
V tem primeru se združijo zastavice obeh segmentov in enega odstranimo.
Če metoda najde presečǐsče in dogodke razdeli na več delov, imamo v vrsti
dogodkov nove elemente, ki so v vrsto postavljeni glede na prioriteto oz. po-
zicijo od leve proti desni. To pomeni, da je na tej točki potrebno preveriti,
ali so novi dogodki bili dodani, še bolj pomembno dejstvo pa je, ali je bil na
začetek vrste dodan nov dogodek. Če se prvi dogodek v vrsti razlikuje od
trenutnega elementa, to pomeni, da imamo nov dogodek, ki ima vǐsjo prio-
riteto in ga moramo najprej obdelati, zato trenutno iteracijo zaključimo. Če
nov element ni bil dodan, pa za pripadajoči segment izračunamo zastavice
za zapolnjevanje in ga dodamo v statusno kopico.
V primeru, da je trenutni dogodek končni, bo pri njegovem odstranjeva-
nju nastal nov par sosedov, zato pred tem preverimo, ali se segmenta novih
sosedov sekata in element odstranimo iz statusne kopice. Nato po potrebi
popravimo zastavice za zapolnjevanje, tako da imamo v myFill zastavicah
vedno oznake za zapolnjevanje prvega poligona, v otherFill pa zastavice za
zapolnjevanje drugega poligona. Zamenjava je potrebna, če v rezultat do-
damo segment, ki je pripadal drugemu poligonu in ima zaradi tega zamenjane
vrednosti.
Segment, ki pripada končnemu dogodku, na koncu dodamo v rezultat.
Ne koncu vsake iteracije zanke iz vrste dogodkov odstranimo prvi element
oz. element, ki smo ga trenutno obdelovali. Na tak način se vrsta postopoma
prazni in ko je popolnoma prazna, se zanka in metoda zaključita.
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4.4 Dovoljena napaka
Zapis realnih števil ali števil, ki imajo večje število decimalk kot omogoča
podatkovni tip, v katerega jih hranimo, zahteva zaokroževanje oz. zapis
približka [3]. Uporaba podatkovnega tipa double pomeni, da imamo za zapis
decimalnega dela na voljo 15 mest. Ker so rezultati operacij nad decimalnimi
števili pogosto dalǰsi od omenjene omejitve, se kot rezultat shrani število, ki
je zaokroženo oz. približek, da se prilega v uporabljeni podatkovni tip.
Zaradi uporabe decimalnih števil in morebitnega zaokroževanja zadnjih
decimalk torej lahko izgubimo natančnost rezultatov. Res je, da je napaka
zelo majhna, toda vseeno dovolj velika, da pri enačenju dveh izračunanih
točk, ki naj bi bili enaki, dobimo negativen rezultat.
Težavo odpravimo z vpeljavo dovoljene napake epsilon. To je spremen-
ljivka z nastavljivo vrednostjo, ki pove, kolikšna je dovoljena napaka oz.
razlika, pri kateri vrednost še štejemo kot enako. V primeru računanja lege
točke na premici ali enakosti dveh točk to pomeni razliko med x in y koor-
dinatama. Vrednost spremenljivke je nastavljena na 10−8, kar pomeni, da se
vrednosti lahko razlikujejo za ena pri zadnji decimalki.
Dovoljeno napako uporabimo pri enačenju točk, računanju kolinearnosti
ter pri računanju presečǐsč.
4.5 Računanje izbrane operacije
Ko sta poligona obdelana in imamo končni seznam segmentov obeh poligo-
nov, ki se v nobeni točki ne sekajo, ter za vsak segment tudi izračunane
zastavice za zapolnjevanje s klicem metode select, glede na izbrano operacijo
odvržemo nepotrebne segmente.
Rezultat je seznam segmentov, ki sestavljajo poligon po izračunani iz-
brani operaciji. Ker so zraven izračunane zastavice za zapolnjevanje v pri-
meru računanja operacij nad večjim številom poligonov, lahko za ta poligon
preskočimo klic metode eventLoop.
Predpriprava za izvajanje te metode je kodna matrika, ki za vsako opera-
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cijo določa, v katerem primeru segment obdržimo ter katera stran segmenta
je notranja in katera zunanja. Tabelo pripravimo glede na štiri zastavice za
zapolnjevanje, ki skupaj tvorijo 16 različnih možnih stanj (glej tabela 4.1).
Imamo po dve zastavici za zapolnjenost vsakega poligona, ki povesta, ali je
segment zapolnjen na spodnji in na zgornji strani. Glede na operacijo se
za vsako kombinacijo vrednosti odločimo ali segment obdržimo ter na kateri
strani je ta zapolnjen. Pri gradnji tabele si pomagamo s primerom ali vi-
zualizacijo. Če je segment zapolnjen na obeh straneh, ali pa na nobeni, ga
ne potrebujem in ga odstranimo, v nasprotnih primerih pa ga obdržimo in
ustrezno stran zapolnimo.
Postopek je takšen, da za vsakega izmed segmentov glede na vrednosti
zastavic izračunamo pozicijo v tabeli, na katero moramo pogledati. Vrednost
v tabeli nam pove, ali segment obdržimo ter na kateri strani je zapolnjen. V
primeru, da je vrednost enaka 0, se segment zavrže, vrednost 1 pomeni, da
je zapolnjen zgoraj, vrednost 2 pa, da je zapolnjen na spodnji strani.
4.6 Končni rezultat
Rezultat pretekle faze je kljub svoji pravilnosti še vedno v napačni obliki.
Shranjen je kot seznam segmentov, poligon pa želimo predstaviti v obliki se-
znama točk. Združevanje segmentov se izvede v metodi merge. Osnovna
ideja metode je združevanje segmentov v skupnih točkah, dokler ne za-
ključimo vseh verig oz. dokler nam ne zmanjka poligonov. Najprej vse
segmente pretvorimo v verige, sestavljene le iz dveh členov, ter nato z upo-
rabo zanke za vsako verigo preverimo, ali jo lahko pripnemo na katero drugo
oz. ali se ujema v končnih točkah s katero izmed še ne zaključenih verig.
Če se veriga s katero drugo izmed verig ujema v eni točki, jo dodamo na
to stran verige. V primerih, ko se dve verigi ujemata v začetnih elementih
ali v končnih elementih, je pred dodajanjem potrebno eni izmed njiju obrniti
vrstni red elementov.
Če se veriga s katero drugo izmed verig ujema v začetni in končni točki,
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P1z P1s P2z P2s P1∪P2 P1∩P2 P1\P2 P2\P1 P1⊕P2
0 0 0 0 0 0 0 0 0
0 0 0 1 2 0 0 2 2
0 0 1 0 1 0 0 1 1
0 0 1 1 0 0 0 0 0
0 1 0 0 2 0 2 0 2
0 1 0 1 2 2 0 0 0
0 1 1 0 0 0 2 1 0
0 1 1 1 0 2 0 1 1
1 0 0 0 1 0 1 0 1
1 0 0 1 0 0 1 2 0
1 0 1 0 1 1 0 0 0
1 0 1 1 0 1 0 2 2
1 1 0 0 0 0 0 0 0
1 1 0 1 0 2 1 0 1
1 1 1 0 0 1 2 0 2
1 1 1 1 0 0 0 0 0
Tabela 4.1: Matrika za računanje rezultatov na osnovi zastavic za zapolnje-
vanje segmentov
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to pomeni, da imamo zaključen poligon in jo lahko po združitvi dodamo v
končni rezultat.
Med procesom združevanja verig preverimo tudi kolinearnost točk, kjer





V tem poglavju bomo našo implementacijo testirali na testnih primerih, ki
bodo simulirali različne situacije oz. medsebojne lege poligonov ter računanje
operacij nad njimi. Kot smo že omenili v preteklih poglavjih, imajo določeni
algoritmi ali obstoječe implementacije algoritmov pomanjkljivosti, ki smo jih
poskušali odpraviti. Testni primeri pokrivajo te pomanjkljivosti in seveda
tudi osnovno delovanje.
Teste bomo opravili tudi na nekaj večjih primerih, ki vsebujejo množice
poligonov, zapisanih s koordinatami z natančnostjo 15 decimalk. Pri teh
primerih bomo podali tudi čase izvajanja. Nekaj besed bomo namenili tudi
orodju, katerega smo razvili za pomoč pri testiranju oz. vizualizacijo vhodnih
podatkov in rezultatov. Orodje prebere vhodni datoteki, eno z vhodnimi
podatki drugo pa z rezultatom, in v ločenih oknih na zaslonu prikaže izrisane
poligone. Tako si lahko vizualno predstavljamo rezultate in lažje ugotavljamo
njihovo pravilnost.
5.1 Orodje za izris
Vhodni podatki v algoritem so seznam koordinat oglǐsč, ki sestavljajo poli-
gone. Pri enostavnih poligonih, zapisanih s celimi števili, si lahko poligone
kar predstavljamo. Ko pa pridemo do večjih poligonov, ki so sestavljeni iz
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večjega števila oglǐsč ali pa do poligonov s koordinatami, zapisanimi v obliki
decimalnih števil, si teh ne moremo predstavljati. Enako je z rezultati, ki jih
generira algoritem pri takih številih. Za pomoč pri testiranju in vizualizacijo
poligonov oz. podatkov smo razvili orodje za izris poligonov.
Orodje je razvito v programskem jeziku C#. Za razvoje je uporabljena
tudi Windows Forms knjižnica razredov grafičnega uporabnǐskega vmesnika
(GUI), ki je združena v .Net Framework.
Orodje deluje tako, da odpre dve datoteki, eno z vhodnim seznamom poli-
gonov in drugo z rezultatom, ki ga algoritem generira. Pot do datotek nastavi
uporabnik pred zagonom aplikacije. Vhodni seznam poligonov se prikaže v
oknu z nazivom FormInput, rezultat pa v oknu z nazivom FormRes. Poleg
izrisa poligonov ima orodje še nekaj dodatnih kontrol (prikazano na sliki 5.1).
Vnosni polji offsetX in offsetY predstavljata odmik pri risanju koordinatnega
sistema. OffsetX torej pove, za koliko se zamakne koordinatni sistem v smeri
koordinate y, OffsetY pa predstavlja zamik v smeri y. Zraven imamo še
vnosno polje Zoom, ki pove, za koliko približamo oz. povečamo izpis koordi-
natnega sistema. Kontrole nam prav pridejo takrat, ko imamo zelo velike ali
zelo majhne poligone ter ko imamo poligone z zelo velikimi koordinatami. V
teh primerih bi se lahko zgodilo, da poligonov niti ne bi videli, kajti izrisano
bi bilo le omejeno območje na začetku koordinatnega sistema. Pri branju
poligonov ob zagonu orodja se nastavijo tudi začetne vrednosti spremenljivk
OffsetX in OffsetY, in sicer po naslednji formuli: OffsetX = -1 * p[0]x + 10 in
OffsetY = -1 p[0]y + 10, kjer je p[0] prvi poligon v seznamu. To pripomore k
temu, da se nam še ob zagonu prikaže začetna točka prvega poligona in nato
po potrebi prilagajamo vrednosti za premik in približanje.
5.2 Test osnovnega delovanja
Implementacijo algoritma smo najprej testirali z nekaj na prvi pogled osnov-
nimi primeri. Kljub temu da so primeri enostavni, pokrivajo primere, ki bi
lahko predstavljali težave v drugih algoritmih ali implementacijah algorit-
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Slika 5.1: Orodje za izrisovanje vhodnih podatkov in rezultata
mov.
V tem delu testiramo tudi različne operacije nad poligoni.
5.2.1 Delno prekrivajoča se poligona
V tem testnem primeru imamo dva poligona, ki se delno prekrivata (prika-
zano na sliki 5.2). To je osnovna in najbolj pogosta situacija medsebojne
lege poligonov. Unija nad tema dvema poligonoma vrne rezultat, ki je se-
stavljen iz enega poligona. Algoritem ustrezno razdeli sekajoče se stranice
na več manǰsih delov in jim izračuna zastavice za zapolnjevanje. Na koncu
pri računanju operacije odvečne dele stranic zavrže. Ti niso potrebni, ker so
njihove zastavice nastavljene tako, da je na obeh straneh segmenta notranja
stran poligona. To pomeni, da je segment v notranjosti poligona in je pri
operaciji unije odvečen.
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Slika 5.2: Poligona, ki se delno prekrivata
5.2.2 Ločena poligona
V tem testnem primeru imamo dva poligona, ki se niti v eni točki ne prekri-
vata (prikazano na sliki 5.3). To je še ena izmed pogostih osnovnih situacij
medsebojne lege poligonov. Unija nad tema dvema poligonoma tvori rezul-
tat, ki se popolnoma ujema z vhodnimi podatki. V tem primeru se algoritem
stranic ne dotakne oz. jih ne spremeni, ampak jim le doda zastavice za zapol-
njevanje, s pomočjo katerih se glede na operacijo odloči, ali stranice obdrži ali
ne. Pri računanju unije se v tem primeru obdržijo vse stranice oz. segmenti.
Slika 5.3: Poligona, ki sta popolnoma ločena in se ne prekrivata
5.2.3 Skupna točka
Ta testni primer vsebuje dva poligona, ki se stikata v eni skupni točki (prika-
zano na sliki 5.4). Ta pojav je manj pogost, a se lahko vseeno zgodi. Tudi v
tem primeru se algoritem stranic ne dotakne oz. jih ne spremeni, ampak jim
le doda zastavice za zapolnjevanje. Skupno točko oz. stikanje dveh stranic
algoritem ne obravnava kot presečǐsče in poligona obravnava kot popolnoma
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ločena, zato je enako kot pri ločenih poligonih rezultat pri računanju unije
enak vhodnim podatkom in se vse stranice oz. segmenti obdržijo.
Slika 5.4: Poligona, ki imata skupno oglǐsče
5.2.4 Skupna stranica
Ta testni primer vsebuje dva poligona, ki imata skupno stranico (prikazano na
sliki 5.5). V algoritmih in implementacijah, ki slonijo predvsem na računanju
presečǐsč, zna biti takšen primer težaven, kajti ob primerjanju skupnih stra-
nic in iskanju presečǐsč med njimi algoritem ne zna ugotoviti, ali se stranici
sekata ali ne. Tudi če bi se odločil, da presečǐsče obstaja, pa je nemogoče
določiti, v kateri točki, kajti vse točke znotraj teh dveh segmentov so skupne.
Uporabljen algoritem se temu izogne tako, da v primeru skupnih stranic eno
zavrže, drugo pa obdrži in ji, tako kot ostalim, doda zastavice za zapolnjeva-
nje. V procesu računanja operacije pa se zaradi vrednosti zastavic, ki kažejo
na to, da je segment znotraj poligona, v primeru računanja unije ta stranica
zavrže. Tako kot rezultat dobimo en poligon, ki je obris vhodnih poligonov.
5.2.5 Deloma skupna stranica
V tem testnem primeru imamo dva poligona, ki imata deloma skupno stranico
(prikazano na sliki 5.6). Enako kot v preteklem primeru zna biti tudi takšna
situacija težavna, toda uporabljen algoritem se temu izogne z delitvijo stranic
na segmente. Po koncu delitve dobimo en skupni segment, ki se obdela
tako, da se eden zavrže, drugega pa obdržimo. Nadaljevanje je enako kot
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Slika 5.5: Poligona, ki imata skupno stranico
pri preteklem primeru, tako da se pri računanju operacije zaradi vrednosti
zastavic ta segment zavrže. Kot rezultat dobimo en poligon, ki je obris
vhodnih poligonov.
Slika 5.6: Poligona, ki imata deloma skupno stranico
5.2.6 Osnovne operacije nad poligoni
Na tem mestu naredimo prikaz vseh rezultatov vseh operacij na dveh poli-
gonih. Uporabimo dva malo manj enostavna poligona, ki se med drugimi
stikata v skupni točki ter imata skupno stranico ali del stranice (prikazano
na sliki 5.7). V levem zgornjem kotu se nahaja prikaz vhodnih poligonov. Za
bolǰso preglednost je v tem primeru eden obarvan z modro barvo, drugi pa
z rdečo. Desno od njega je unija obeh poligonov, v desnem zgornjem kotu
pa presek. V spodnji vrsti vidimo na levi strani razliko (modri – rdeči), na
sredini obratno razliko (rdeči – modri) in v desnem spodnjem kotu rezultat
operacije XOR.
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Slika 5.7: Primer računanja operacij nad dvema poligonoma
5.3 Testni primeri z decimalnimi koordina-
tami in večjim številom poligonov
V tem delu je predstavljeno izvajanje testov nad nekaj dejanskimi primeri iz
stroke, ki jih uporabljajo v podjetju KobiLabs. V podjetju se veliko srečujejo
s problemi, katere rešujejo z orodji za rezanje poligonov, toda zaradi po-
manjkljivosti teh orodij velikokrat naletijo na primere, katere težko rešijo
enostavno in brez prilagoditev oz. dodatnega dela. Za potrebe diplomske
naloge so zagotovili nekaj primerov, s katerimi se srečujejo. Na tej točki so
opisane podrobnosti izvajanja testov ter rezultati.
Poligoni v teh primerih so predstavljeni z decimalnimi koordinatami z
natančnostjo 15 decimalnih mest. Na razpolago smo imeli šest datoteke,
ki so se razlikovale predvsem v številu in obliki poligonov. Ker podjetje
operacije pogosto uporablja nad velikim številom poligonov, je pomembno,
da je izvajanje čim hitreǰse.
Trije primeri so bili sestavljeni iz trikotnikov, drugi trije pa iz pravokotni-
kov. Pri vseh šestih primerih je bilo potrebno izračunati unijo poligonov. V
tabeli 5.1 so prikazani podatki o številu in obliki poligonov v testnih primerih,
ter čas izvajanja za vsakega posebej. Zabeležen je čas izvajanja algoritma
brez branja podatkov in izpisa rezultatov.
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Tabela 5.1: Tabela rezultatov testiranja
Pri rezultatih je vidno, da sta se primera sestavljena iz velikega števila
pravokotnikov izvajala opazno dlje kot ostali primeri. Razlog za toliko dalǰsi
čas izvajanja je viden, ko poligone izrǐsemo s pomočjo orodja za izris. Slika
5.8 prikazuje izris, na katerem je vidno, da primer vsebuje veliko presečǐsč,
kar je tudi glavni razlog za podalǰsan čas izvajanja.
Z uporabo orodja za izrisovanje smo si lažje predstavljali vhodne po-
datke in tudi rezultate). Orodje je bilo v tem primeru nastavljeno tako, da
je izmenično za poligone izmenjavalo barve modro, rdečo in zeleno, kar je
pripomoglo k preglednosti.
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6.1 Možnosti za izbolǰsave in nadgradnje
Poleg same implementacije algoritma pomemben del razvitega programa
predstavlja tudi branje podatkov. Program trenutno pri branju podatkov
naredi veliko preverjanj vhodnih podatkov. Razlog temu je oblika vnosa, ki
je lahko v celoti pravilna, a se pri različnih datotekah opazno razlikuje. Ker je
eno oglǐsče poligona zapisano v eni vrstici in ker metoda za branje omogoča
tako cela števila kot tudi decimalna, ki imajo lahko poljubno število deci-
malk, ne vemo, koliko zaporednih znakov moramo prebrati za eno število.
Tako moramo torej za vsak znak preverjati, ali je ustrezno ločilo in v tem
primeru zaključiti zapis trenutnega števila in začeti z zapisom novega. Ideja
za izbolǰsanje branja, ki bi to tudi pohitrila, je, da bi se spremenil zapis po-
ligonov v datoteki. Primer je zapis vsakega števila v svoji vrstici in uporaba
posebnih znakov kot ločil med točkami in poligoni. Branje bi se na tak način
pohitrilo zaradi manǰsega števila preverjanj, toda to pomeni slabšo berljivost
datotek s podatki in nestandarden zapis, katerega bi se uporabniki morali
držati. Druga ideja pa je uporaba nastavitev oz. spremenljivk pri branju, ki
bi bolj točno opisovale obliko vhodnih podatkov. Na tak način bi algoritem
vedel, od kje do kje se nahajajo števila in kje so ločena. Takšen način pa po-
meni, da bi morali uporabniki glede na podatke ustrezno nastaviti vrednosti
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spremenljivk pred začetkom uporabe programa.
Program, ki smo ga razvili, omogoča izvajanje operacij na večjem številu
poligonov. Z uporabo zanke se program sprehodi skozi seznam in računa
operacije nad pari poligonov. Rezultat iz pretekle operacije se v kombina-
ciji s trenutnim poligonom uporabi za izračun novega. Ko za veliko število
poligonov računamo operacijo preseka se prav hitro lahko zgodi, da je rezul-
tat prazen in ne vsebuje več segmentov, kar pomeni, da bodo operacije nad
ostalimi poligoni tvorile prazen rezultat. Program trenutno tega ne preverja
in nadaljuje z izvajanjem ter obdelavo poligonov. Če bi v primeru računanja
preseka v zanko dodali preverjanje za prazen rezultat, bi lahko izvajanje
zaključili že prej, če bi do tega tudi prǐslo. Tako bi manj časa čakali na
popolnoma enak rezultat.
Trenutna rešitev dela tako, da vhodno datoteko najprej prebere in vse
poligone shrani v seznam ter nato začne z njihovo obdelavo. V primeru
ogromnega števila poligonov bi lahko prǐslo do zapolnitve pomnilnika, ki bi
onemogočilo nadaljnje izvajanje programa. To težavo bi lahko odpravili s
spremenjenim izvajanjem programa, in sicer tako, da bi se postopoma iz da-
toteke bralo potrebne poligone ter nad njimi računalo operacije. Datoteka bi
tako bila dalj časa v uporabi programa, kar bi pomenilo, da drugi uporabniki
ta čas ne bi smeli dostopati do nje oz. je urejati.
Zadnja predlagana izbolǰsava bi bila razvoj bolj natančnega in uporabniku
prijaznega orodja za izris vhodnih poligonov in rezultatov, s katerim bi jih
lahko na enostaven način vizualizirali.
6.2 Sklepne ugotovitve
Razvili smo program, ki implementira algoritem za računanje logičnih ope-
racij nad poligoni. Celoten program ter tudi orodje za izris poligonov sta
dostopna v ločenih repozitorijih na spletni strani Github.com. Prvi repozito-
rij je dostopen pod imenom clipoly [5] in vsebuje implementacijo algoritma,
vključno z branjem podatkov in izpisom. V drugem repozitoriju z imenom
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drawpoly [6] pa se nahaja orodje za izris poligonov. Oba repozitorija vsebu-
jeta tudi kratek opis in navodila za uporabo.
Rešitev odpravlja pomanjkljivosti obstoječih implementacij, katere naj-
demo na spletu in so premalo natančne, ali pa določenih primerov zaradi
skupnih stranic ne znajo izračunati. Uporaba decimalnih števil, shranjenih
z osmimi bajti, omogoča zelo visoko natančnost, kar je velika prednost in
omogoča računanje z uporabo dejanskih koordinat na zemljevidu.
Zaradi velikega števila kombinacij poligonov in medsebojnih leg med njimi
ter dokaj obsežne rešitve menim, da obstaja možnost odkritja napak v razviti
rešitvi. Z opravljanjem dodatnih testov bi lahko v celoti zagotovili pravilno
delovanje rešitve ter tako tudi omogočili njeno uporabo na področjih, kjer je
potrebno zagotoviti hitrost in visoko natančnost rezultatov v vseh primerih.
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Dodatek A
Psevdokoda metode eventLoop
1 // dok l e r imamo evente
2 whi le even tL i s t i s not empty do
3 ev := eventL i s t−> f i r s t ;
4
5 i f ev−>i s S t a r t then
6 // Obdelujemo ZACETNI dogodek
7 // Poiscemo mest v s t a v l j a n j a ev v s t a t u s n i k op i c i
8 t r a n s i t i o n := s ta tusF indTrans i t i on ( ev ) ;
9
10 // poiscemo p r e s e c i s c a med ev in sosedoma v s t a t u sn i
k op i c i
11 eve := checkBoth In t e r s e c t i on s ( ev ,
12 t r an s i t i o n−>before ,
13 t r an s i t i o n−>a f t e r ) ;
14
15 i f eve then
16 // dva segmenta se ujemata , zdruzimo za s t av i c e
17 // in enega odstranimo
18 mergeF i l lF lag s ( ev , eve ) ;
19
20 removeEvent ( ev−>other ) ;
21 removeEvent ( ev ) ;





25 // v primeru s eka j o c i h se segmentov se p r i d e l i t v i
dodajo novi
26 // dogodki , k i mogoce imajo v i s j o p r i o r i t e t o
27 i f eventL i s t−> f i r s t != ev then
28 // dodan j e b i l dogodek z v i s j o p r i o r i t e t o
29 cont inue ;
30 end
31
32 // izracunamo za s t av i c e za zapo ln j evan j e
33 c a l c u l a t e F i l l F l a g s ( ev ) ;
34
35 // dodamo t r enu tn i dogodek v status , na ust rezno mesto
36 addStatusAfter ( t r an s i t i o n−>before , t r an s i t i o n−>a f t e r , ev
) ;
37 e l s e
38 // Obdelujemo END event
39
40 // Preverimo p r e s e c i s c a sosedov v s t a t u s n i k op i c i
41 ch e ck In t e r s e c t i o n ( ev−>s tatus−>prev , ev−>s tatus−>next ) ;
42
43 // Odstranimo element i z s ta tusne kop ice
44 removeStatus ( s t ) ;
45
46 // Po pot r eb i popravimo za s t av i c e
47 i f ! ev−>primary then
48 // Zamenjamo myFil l in Other f i l l z a s t a v i c e
49 sw i t c hF i l l s ( ev−>seg ) ;
50 end
51
52 // Shranimo oz . dodamo segment v r e z u l t a t
53 addSegment ( r e su l t , ev−>seg ) ;
54 end
55
56 // Odstranimo prv i element i z v r s t e dogodkov
57 de l e t eF i r s tEven t ( even tL i s t ) ;
58 end
