model such as changes in the structure of the system and their impact on the system performance cannot be easily handled.
In this paper, we present a framework with reusability features for modeling and simulation of discrete part manufacturing systems. While many aspects of the framework may apply equally well to the modeling of other systems, our focus to date has been limited to discrete part manufacturing.
Expansion to other areas is an element of our future research agenda. The concept of reusability was the main goal in designing the simulation framework for discrete part manufacturing systems. We have used the concept of separation for abstraction of a real world entity.
According to this concept, any entity in the real world system has three dimensions to it, viz. physical, information, and control. The emphasis on these dimensions differ with each entity. While representing the real world entities as modeling objects, the modeler may separately focus on the three dimensions. Figure 1 illustrates this concept. Every real world entity can be abstracted in its three dimensions.
The model object space is correspondingly three dimensional, Thus, the model object is in fact a true representation of the real world object, as it has all three corresponding dimensions. However, the modeler can visualize each model object in terms of its projections on the three planes, viz., the physical plane, the information plane and the control plane. This results in a structured approach to abstraction of real world objects. The primary purpose for the abstraction of a real world object influences the main focus on the object.
Thus, abstraction automatically results in the separation of the above three facets of an object. Despite the three dimensions of an object, depending on our primary focus, we may still classify the object as if it is one dimensional.
Thus, in a model we can represent elements of the real world system with physical, information and control modeling objects. These three types of objects are defined as [Pratt et al. 1991] : Physical Object: A physical object is an object with a tangible correspondent in the real world system. An object can be classified as a physical object if the primary focus of the modeler's interest in the object is its physical extent or characteristics, e.g., parts, work stations, and material handlers. of materials, item master, and routing. Control Object: A control object is a logical object which typically has no tangible correspondent in the real world system. An object can be considered a control object if its primary function is to (1) evaluate the state of a given system, (2) exercise a logic algorithm, and (3) signal an appropriate action be taken, e.g., a work station queue controller. In the framework for simulation of discrete part manufacturing systems, we have exploited the above concepts of separation during the process of abstraction.
Thus, an object can be abstracted in one, two, or all three planes. When some aspect of the real world object changes, e.g., the physical aspect, the primitive object representing that physical aspect (defined above as the physical object)
can be changed independently of the other aspects. Thus the model object can be easily updated to keep in step with the most recent changes in the real world object.
In the process of model building, the modeler can couple several primitive objects to form a coupled object which corresponds to a real world object.
The coupled object can be stored as a single entity in the object library Pratt et al. 1991] .
One of the primary advantages of a coupled object is that it can exhibit multiple behaviors.
The behaviors are those inherited from its several parent classes.
In our framework we have implemented the separation of physical, information and control objects through several classes as described in the next section. A user can specify any one of these queue disciplines.
CapacitatedQueue: This class embodies the behavior of a queue that can hold at most the number of entities defined by the queue capacity. Buffe~This class represents a storage location. All the work flow items entering a buffer are stored in a queue. The buffers are defined for a plant and work centers to accommodate work-in-process inventory.
Classes Representing Information Elements
These classes collectively model the behavior of the informational aspects of a manufacturing system. CustomerOrder:
This class represents a customer order describing the part type ordered and the quantity required.
Customer order generators create the customer orders to model a steady stream of incoming orders from the customers in the real system. On receipt, a customer order is exploded using the bill of materials structure for the given part to determine requirements for lower level components.
Based on the quantities on hand, shop orders and/or purchase orders are generated for the required components.
ShopOrde~This class represents an order released to the production shop. Shop orders can specify a lot size of more than one. This produces excess inventory that can be used to satisfy subsequent customer orders.
Operation:
This class represents a machining operation description.
An operation consists of set-up time and processing time distributions for a given part on a specified machine.
Routing: This class defines the flow of parts through the work stations in the manufacturing system. A routing for apart is defined as a sequence of operations. and enables the user to initiate a new simulation run by using the information in the template.
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Simulation Classes
These classes provide a basic framework for discrete system simulation and statistics collection. The classes Simulation, DelayedEvent, and SimulationObject are taken from Goldberg and Robson [1989] .
Simulation:
The purpose of this class is to schedule actions to occur according to the simulated time.
DelayedEven~This is an active process, which when delayed for a specific amount of time, is placed on the queue sorted with respect to the resumption time.
SimulationObject: This class models the simulation entity and is an abstract class. It has to be further refined to faithfully represent the system being modeled. These orders trigger the pull logic that explodes each customer order and generates appropriate shop and purchase orders.
WorkFlowGeneratoc A work flow generator creates work flow items according to a given inter-anival distribution and pushes them into the manufacturing system.
User Interface Classes
These classes collectively provide a variety of user interfaces for model definition, modification, and simulation experimentation with a manufacturing system.
SimView: This class offers the main menu for the modeling and simulation environment.
As depicted in 
ILLUSTRATIVE EXAMPLE
In this section, we use the movement of a As a response to a purchase order, a WFI corresponding to the ordered part type enters the simulation after a delay of time equivalent to the order lead time. When a WorkFlowItem is generated, a process corresponding to its life cycle is created which encapsulates tasks to be executed during the simulation ( Figure 5 ).
[done] whileFalsti
[currentOperation := workCenterController nextWorkStation:
self.
machine := Plant active resourceNamed:
(currentOperation machine).
self moveMajorAndAcquireResource: machine.
self completeOperationsAtLocation]. In case the resource is of type assembly station, assemblyQueueController also checks for the availability of components required for an assembly in different input queues, before trying to allocate the resource. If the resource (assembly station) is allocated, the WFI task-processes corresponding to each WFI which goes into assembly are terminated by the message finishUp sent to each of them and then a new WFI (hence a task-process) representing the assembly is generated after the time required for completing the assembly.
When all the stages in the routing of the WFI are completed (causing [done] shown on line 1 of Figure 5 to become "True"), the WFI sends the message PZant iAmDone:aWFI which causes the pending shop order, against which the WFI was produced, to be filled.
When the desired end item is produced in the required quantities, the pending customer order is satisfied.
SUMMARY AND CONCLUSIONS
The work on this project is still largely conceptual and exploratory.
The proposed approach to modeling based on the separation of physical, information and control elements within an object-oriented environment is more revolutionary than evolutionary. 
