[8] language. It's philosophy is to expose the existing Java echo system in a declarative fashion for the purpose of software validation [9] . By design nJexl script size is meagre compared to Python or even to Scala for validation problems. Author's firm heavily uses nJexl for software automation purpose which drastically reduced the effort for automatic verification for a year now.
Introducing nJexl

Introductory Remarks. Tenet of today is : Churn code out, faster, and with less issues and make end users happy.
That is the precise idea behind of Test Driven Development (TDD) [9] . The economy of testing in a fast paced release cycle puts automatic validation into foray. Still, given there are not many people allocated for the testing efforts overall ( some firms actually makes user do their testing ) there is an upper cut-off on what can be accommodated, even through automation. Hence, the idea is Getting More Done, with Less. nJexl sprang out of this idea, a scripting language based on Java Virtual Machine (JVM), embeddable in any other JVM language, concise to write, and declarative by design, so that mathematical logic [11] can be written with almost no modification using nJexl.
1.2. nJexl at a Glance. The syntax of nJexl is heavily influenced by Python [12] and Scala [13] . nJexl is given keywords which are pretty standard across popular languages [14] :
(1) Interaction with underlying system and network is possible via i/o operations like read,write,print,send and creating a process and a thread is possible via system,thread functions. 
nJexl in Practice
In this section we introduce three problems of increasing difficulty, discuss where the problem really lies, and explain formulation of such a problem using mathematical logic, and then we solve them declaratively using nJexl [15] .
Validation of Sorting.
There is a function S which takes a list of objects l i ( say integers ) and returns a sorted list l o , how to test that the S did the job correctly [9] ? The problem is two faced, not only it requires to verify that the l o is ordered, but also that l o is a permutation of l i . Suppose I = {1, 2, ..., |l o | − 1}. Formally, the validation now becomes :
Here is how to solve it using nJexl: def is_sorted_permutation(l_i,l_o){ return ( l_i == l_o and // '==' tests permutation [1, 2] 
== [2,1] / * _ defines the current item index, $ is the current item, $$ the list index function returns the index (-1 for failure) of occurrence of condition which was specified in the braces known as anonymous function block -->{ } * /
index{ _ > 0 and $$[_-1] > $ }(l_o) < 0 ) } 2.2. Filtering. There is a function F which takes a list of objects l, and a predicate P [10] , and generates a list:
How to verify that the function F (P, l) worked correctly? Here is the code in nJexl that solves it : Summary. There was no language available which lets one intermingle with Java POJOs and lets one write test automation thinking validation first. As almost all of modern enterprise application are written using JVM stack, it is impossible to avoid JVM and write test automation, because in many cases one would need to call appropriate Java methods to automate APIs. Being imperative does not help, because who tests the test code itself? These examples presented showcase how declarative paradigm can be used to validate problems, all of which would have otherwise required many lines of coding imperatively. In the Authors firm, a project testing generic REST services of 3K lines of Java code was reduced to 10 lines of nJexl. This is the idea behind nJexl : a declarative and functionally inclined open sourced language that incorporates all the good stuffs from the vast Java libraries, while not being verbose enough to let testers focus on validation strategies, not on writing imperative code to solve a problem which can easily be solved declaratively. nJexl itself is an example of TDD in practice, having 83% instruction coverage by unit tests. Authors firm heavily uses nJexl for validation problems of any nature, and thus able to reduce the automation effort (both new and maintenance) to 5% of the pre nJexl era. Empirically, the learning curve for nJexl for a Java aware person is found to be a month. 
