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Abstract 
The paths of cutting tools used in a computer-aided manufacturing environment are usually described by means 
of circular arcs and straight line segments. In a computer-aided design environment, however, objects are often 
designed using B-splines or BCzier curves. This paper develops a simple technique to find an arbitrarily close 
approximation to a quadratic BCzier curve by a G’ curve consisting of circular arcs. 
Keywords: Arc splines; Approximation; BCzier curves 
1. Introduction 
The term spline is used to describe a composition of curve segments joined in a manner to 
satisfy given continuity and smoothness criteria. A continuous spline with a continuously 
varying unit tangent vector is classified as having first-order geometric continuity, denoted as 
G’. A G’ spline composed of circular arcs is referred to as an UYC spline. BCzier curves, 
B-splines and nonuniform rational B-splines (NURBS) are frequently used in computer-aided 
design systems for geometric modelling [8]. A straightforward relationship exists between the 
control vertices of a B-spline segment and the BCzier control vertices of the same segment. 
B-splines are special cases of NURBS. Objects designed with software tools based on these 
methods are conventionally manufactured by describing a tool path based on a polygonal 
approximation to the curve segments using well-known subdivision algorithms [4]. However, the 
tool paths of modern computerised numerically controlled (CNC) manufacturing machines are 
controlled by servomotors which allow circular arcs and straight line segments to be machined 
* This work was supported by the Natural Sciences and Engineering Research Council of Canada. 
* Corresponding author. e-mail: walton@cs.umanitoba.ca. 
0377-0427/94/$07.00 0 1994 Elsevier Science B.V. All rights reserved 
SSDI 0377-0427(93)EOOlS-M 
108 D.J. Walton, D.S. Meek /Journal of Computational and Applied Mathematics 54 (1994) 107-120 
to almost mathematical precision [11,12]. Efficient and effective use of such machines can be 
increased by approximating Bezier and B-spline curve segments, used in the computer-aided 
design of objects to be manufactured, by arc splines rather than by straight line segments for 
the following reasons. 
l The tangent vector of an arc spline is continuous, which avoids sudden changes in direction 
of the tool path. Careful, time-consuming programming of the feedrate, acceleration and 
deceleration parameters of the machine tool, is required to manage sudden changes of 
direction. Sudden changes of direction which are not effectively managed cause problems such 
as overshooting. Such problems result in wastage of material and time, or shuddering of the 
machine. These conditions lead to increased maintenance costs and a shorter lifespan for 
equipment which is very costly to replace. 
l The number of segments in the approximation will usually be decreased. Fewer instructions 
and fewer tool motions are thus required in programming the machine. 
l It would usually be unnecessary to polish objects machined with a continuous tangent cutting 
path. 
In his work on nonlinear splines, Mehlum 161 has shown that for a plane curve “the curvature 
varies linearly along some fixed direction”. From this, after further analysis, he concludes that 
it is possible to approximate any curve by a sequence of circular arcs for given accuracy and 
continuity requirements. It follows that data points on a curve can be interpolated by an arc 
spline. Since an arbitrary number of data points can be selected from a quadratic Bezier curve, 
an arbitrarily close approximation to a quadratic BCzier curve by an arc spline can be found. 
Although an approximation of spirals by arc splines is discussed in [5], with the claim that it 
is applicable to a parabola segmented at its turning point, the approximation does not match 
the beginning and ending points and tangential directions of parabolic or spiral segments as 
used in the design. A typical curve to be machined would be a Gr set of several parabolic or 
spiral segments. The problem of sudden changes in direction of the machine tool is thus not 
addressed. Also the method in [5] is based on nonlinear optimization, which is not simple to 
implement. 
Although circular parts of objects can be designed using quadratic nonuniform rational 
B-splines (NURBS) [8], many computer-aided design (CAD) systems in use do not include 
NURBS, hence Bezier and B-spline curves are still in common use. Even when using a 
NURBS-based CAD system, it is not convenient for designers to impose an artificial restriction 
to circular arc splines in the design of objects in which such splines do not occur naturally, for 
example objects with sculptured surfaces. Furthermore, when replicating an object, for example 
a hand sculptured prototype, the surface of the object would usually be approximated by fitting 
a surface composed of bicubic or biquadratic patches to spatial data measured on the surface of 
the object. A way to approximate a noncircular NURBS curve by an arc spline does not seem to 
be available in the literature. 
This article shows how to find a circular arc spline which approximates a given quadratic 
Bezier curve to a desired accuracy by using bi-arcs which interpolate points on the Bezier 
curve. 
The maximum distance of an arc spline from the curve which it approximates is used as a 
measure of accuracy of the approximation. Distances are measured perpendicularly to the arc 
spline. 
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2. Theoretical background 
Some properties of quadratic Bkzier curves are described in this section. These properties 
are useful in the development of the approximation algorithm. A quadratic Btzier curve is 
given by 
Q(U) =B,(l -U)*+2B1(l-u)u+B2U2, o,<u,c 1. (1) 
Let 
a = II B, - B, II, (2) 
b = 11 B, - B, 11, (3) 
d = II B, - B, 11, (4) 
To = 
Bl -Bo 
a ’ (5) 
(6) 
T= 
B2 -&I 
d 
and 
To-T, =cos 8, 
(7) 
(*I 
where the notation 11. II is used to indicate the length or norm of a vector (or the distance 
between two points with displacement vector). Throughout this article it is assumed that B,, B, 
and B, are distinct and noncollinear. In this article the terms “inside” or “inward” are used to 
refer to the region on the concave side of Q(U) and the terms “outside” or “outward” are used 
to refer to the region on the convex side of Q(U). The inward unit normal vectors at B,, Q(u) 
and B, are denoted respectively as iV,, N(u) and iV,. Note that Tl *IV, = sin 8 = -To .IVl. 
From (21, (31, (5) and (6) it follows that (1) may be rewritten as 
Q(U) = B, + (aTo + 0.5 Q’(u)}u = B, + a(2u - zi*)T, + bu2T1, (9) 
where 
Q’(U) = 2{aTo + (bT, - aT,)u}. (10) 
Let 
D(U) =a{T, - To cos 0) + {( a cos 0 - b)T, + (b cos 8 - a)T,)u. (11) 
It follows from (10) and (11) that D(U). Q’(u) = 0, so D(u) is parallel to N(u), i.e., N(U) = 
D(U)/ II D(u) II. 
A quadratic Bkzier curve is a segment of a parabola (see [lo]). Its turning point occurs at 
a(a -b cos 0) 
U= 
a2 + b* - 2ab cos 8 ’ 
and if subdivided at its turning point, then cos t? > 0 for each subsegment. 
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It is well known that, given two points with a tangential direction at each, a bi-arc can be 
constructed which matches the points and tangential directions, but an additional constraint is 
required to make the bi-arc unique [7]. One such constraint, mentioned in [9], is to require that 
the tangential direction at the joint of the bi-arc be parallel to the line joining the two given 
points. This constraint is suitable for approximating a quadratic Bezier curve for the following 
reasons. 
l It guarantees that the joining point will not be an inflection point. 
l The absolute difference in the radii of the arcs which make up the bi-arc is minimised. 
l For cos 0 2 0, the maximum perpendicular distance of Q(U) from the line segment joining its 
endpoints occurs at u = 0.5 and at this point Q’(U) is parallel to this line segment. Note that if 
cos 0 < 0, then it is possible that the maximum distance from Q(U) to the line segment should 
be measured from either B, or B, in which case the distance is not measured perpendicular to 
the line segment. If a Bezier curve is subdivided, then the control polygons of the parts, into 
which it has been subdivided, are flatter than the original control polygon. Hence, if cos 8 2 0 
is true for the original Bezier curve, it will be true for all subsequent segments resulting from 
subdivision. Also, if cos 8 > 0 is not true for the original Bezier curve, it will not be true for at 
most one segment resulting from the subdivision process. 
In this section three theorems are presented. Theorem 1 is useful in the construction of a 
bi-arc approximation to a quadratic Bezier curve. The proof provided here relates the 
construction of a bi-arc directly to the control polygon of the corresponding quadratic BCzier 
curve. Theorems 2 and 3 are useful to measure the accuracy of the approximation. 
Theorem 1. Let B,, B, and B, be the control vertices of a quadratic B&tier curve. A unique bi-arc 
can be constructed which satisfies the following conditions. 
(i) The bi-arc is C-shaped and matches the quadratic Bezier curve in position and tangential 
directions at B, and B,. 
(ii) The tangential direction at the joint of the bi-arc matches the direction of the line segment 
which joins B, to B,. 
(iii) The bi-arc lies in the convex hull defined by B,, B, and B,. 
Proof. Let I/ and W be two points on two sides of the control triangle such that 
Y=B,+hT,, h >O, (12) 
and 
W=B,-uT,, u >O, (13) 
as illustrated in Fig. 1, where T, and TI are defined according to (l)-(3), (5) and (6). Let G be 
a point on the line joining V to W. To satisfy condition (i), the requirements 
11 V- 4, 11 = II V- G 11 and IIG-WI1 =IIB,-WII 
are introduced, which lead to the constraint 
11 V- W 11 = 11 I’- G 11 + II G - W II = 11 V-B, II + 11 B, - W 11. (14) 
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Fig. 1. Bi-arc construction. 
This ensures the construction of two circular arcs which meet 
arc matches the quadratic Bezier in position and tangential 
at the point G such that the first 
direction at B,, the second arc 
matches the quadratic Bezier in position and tangential direction at B,, and the common 
tangential direction of the two arcs at G is parallel to the direction of the line segment joining 
V to W. To satisfy condition (ii) the requirement 
w- v= (1 - s)dT (15) 
is introduced where d and T are as defined by (4) and (7). Using (71, (12) and (13), the 
requirements (14), (15) may be written as 
IIdT-AT,-pT,II =A +p (16) 
and 
dT - AT, - pT, = (1 - s)dT, (17) 
i.e., three equations in the three unknowns A, p and s. Squaring both sides of (16) followed by 
simplification, and taking the inner product of both sides of (17) with N, and NO respectively 
lead to 
h/_~(l - cos 13) + AdT. To + pdT. T, = 0.5 d*, (18) 
hT,*N, =sdT*N, (19) 
and 
pT, *No =sdT.N,,. PO) 
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Elimination of A and E_L from (18)-(20) produces 
f(s) = 0, 
where 
It follows from [9] that G is the unique incentre of the control triangle of Q(U). Hence there is 
a unique s E (0, 1) which satisfies (21), so that condition (iii) is satisfied. 0 
Theorem 2. Let k(u) = (2au(l - u) -A} sin 4, where a is given by (21, A is us determined in the 
proof of Theorem 1 and C$ is the angle between the unit vectors T, and T. The deviation of the 
quadratic Bgzier curve from the bi-arc at G, as constructed in the proof of Theorem 1, measured 
along a radial direction of the bi-arc, is given by I k(a) I where u is the root in (0, 1) of 
g(u) = (d - 2a cos ~$)u” + (2~2 cos 4)u -A(1 + cos 4) = 0, 
if d # 2a cos 4; otherwise (T = A(1 + cos 4)/{2a cos +}. 
Proof. Choose, without loss of generality, a coordinate system centred at G such that 
B, = -A(1 + cos 4, sin 4), B, = B, + a(cos 4, sin 4), B,=B,+d(l, 0), 
as illustrated in Fig. 2. Re-label the control vertices B, and B, so that A <p. The quadratic 
Bezier curve Q(U), as defined in (l), is now given by Q(U) = (g(u), k(u)), where 
k(u) = (2au(l- u) -A} sin 4. 
Fig. 2. Deviation of bi-arc from quadratic Bkzier. 
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It remains to show that g(u) has a single zero between 0 and 1. This follows immediately upon 
verifying that 
g(0) = -A(1 + cos 4) < 0 
and 
g(l)=&/A(l+cos C#+d-(A+p)>O. 0 
Theorem 3. The maximum deviation of Q<u> as defined by (1) f rom the bi-arc as constructed in 
the proof of Theorem 1, measured along a radial direction of the bi-arc, is 
mm{ I k(a) I2 P&_,A P&L,A h&A P&R,A 
for tL,17 t,,, E LO, 01 and k,,, b,, E [a, 11 where k and o are as defined in Theorem 2, 
PL(u) = I%- II Q(u) -C, II I, PR(U) = I rR - II Q(u) - CR II 1, 
lL,l and t,2 , are the real solutions, if they exist, of the quadratic equation 
zL(u) = (a’+ b2 - 2ab cos B)u2 + 3a(b cos 8 - a)u + 2a2 - r,b sin 8, 
tR,l and tR2 , are the real solutions, if they exist, of the quadratic equation 
zR(u) = (a” + b2 - 2ab cos 8)u2 + ( -2a2 + b2 + ab cos 19)u + a2 + ab cos 8 - rRa sin 8, 
CL and rL are the centre and radius of the left arc, and CR and rR are the centre and radius of 
the right arc. 
Proof. The proof is presented only for the left arc. A similar argument produces the corre- 
sponding result for the right arc. Let fl be the circle which passes through B, and I/+ AT such 
that it is tangent to the line segments B,B, and VW’ at B, and V+ AT respectively, where A, V 
and W are as determined in the proof of Theorem 1. Now, 
CL=BO+rLNO. (22) 
It is required to maximise 
e(u) = {h(u) - rL}’ > 0, 
where 
h2(u)= (Q(u) -CL)*(QW-C&-o. 
Now, 
(23) 
e’(u) = 2{h(u) - r=}h’(u), 
but e(u) is minimised for h(u) - rL = 0; hence, the necessary condition for e(u) to have a local 
maximum is 
h’(u) = 0, 
or, from (231, assuming h(u) # 0, 
(Q(u) - CL) * Q’(u) = 0, 
which, using (21, (3), (51, (61, (91, (10) and (221, may be written as z,(u) = 0. q 
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2. I. Algorithm for arc spline approximation 
The algorithm is based on recursive subdivision of a quadratic Bezier curve with vertices B,, 
B, and B,, until each segment of the BCzier curve may be approximated by a bi-arc within a 
given tolerance 7. Subdivision occurs at the point of maximum deviation of the Bezier curve 
from the approximating bi-arc, where the deviation is measured along a radial direction of the 
bi-arc. The pseudo-code follows. 
Procedure arcBez(B,, B,, B,, 7) 
(1) Compute a, b, d, TO, T,, T and cos 8 according to (2)-(S). 
(2) Use Theorem 1 to approximate Q(u) by a bi-arc and determine A, /J and G. 
(3) Use Theorems 2 and 3 to determine the maximum deviation 6 of Q(u) from the bi-arc 
and the value u = s, at which it occurs. 
(4) If 6 G 7, then store the bi-arc, 
otherwise 
subdivide Q(u) at s into Q,(u) with control vertices L, = B,, L, and L, = G, 
and en(u) with control vertices R, = G, R, and R, =B,, 
invoke arcBez(L,, L,, L,, T) 
invoke arcBez(R,, R,, R,, T) 
3. A near-optimal polygonal approximation 
In machining, smoothness, i.e., continuity of tangential direction, is of primary importance. 
The cutting tool may be driven at a higher speed along a smooth path than along a path with 
discontinuous tangent. The number of arcs used in describing a smooth tool path is not as 
important as smoothness, because the time taken to machine the object largely depends on the 
speed at which the tool is driven and the arc length of the tool path and not on the number of 
arcs used. However, an excessive number of arcs may cause storage or memory overflow 
problems when programming the CNC machine. It is thus useful to compare the number of 
arcs in an arc spline approximation of a curve to the number of straight lines used in a 
conventional polygonal approximation of the same curve. 
Since recursive subdivision is used to approximate a quadratic Bezier curve by an arc spline, 
it may seem reasonable to compare the number of circular arcs used to the number of straight 
line segments obtained for a polygonal approximation when using the conventional midpoint 
subdivision method for rendering a Bezier curve [l]. Although such subdivision is simple and 
very easy to implement with very little overhead, the number of line segments produced is not 
optimal or even near-optimal. 
An alternative algorithm developed in [2] minimises the number of line segments for a 
prescribed maximum error. However, the error in his method is not measured perpendicular to 
the curve, so the number of line segments used is not always optimal or near-optimal. 
Hence, for the purpose of comparing the number of circular arcs in an arc spline approxima- 
tion of a quadratic Bezier curve to the number of straight line segments in a polygonal 
approximation of the same curve, a near-optimal polygonal approximation, for a given toler- 
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Fig. 3. Longest line from inside to outside. 
ante r, of a quadratic Bezier curve was developed. The algorithm attempts to find an 
approximation which uses close to the minimal number of straight lines by finding the longest 
line approximation to a segment of the curve, subdividing the curve and repeating. It is 
necessary to solve a nonlinear equation to find the true longest line which is such that its 
maximum distance, measured along a direction perpendicular to the curve, is equal to the 
tolerance. In the near-optimal approximation, this maximum distance is slightly less than the 
tolerance, but it is only necessary to solve a quadratic equation. 
It is assumed that cos 0 > 0. If cos 8 < 0, then the BCzier curve may be subdivided at its 
turning point and the algorithm applied to each subsegment. The pseudo-code follows. Two 
cases are discussed, namely, finding the longest line from a point inside Q(u) to a point outside 
Q(u), and finding the longest line from a point outside Q(u) to a point inside Q(u), 
3.1. Longest line from inside to outside 
It is assumed that the original Bezier curve has been subdivided so that Q(u) is now one of 
the subsegments with vertices labelled such that the point inside is B,, + 7i”No, where 0 G 7in G r, 
as shown in Fig. 3. 
To ensure that the deviation of the straight line inside the curve does not exceed s-~,,, it is 
chosen to be parallel to T,. It is desirable to find a point Pout on this straight line, outside Q(u), 
which is a distance r from Q(u). To find a point in an optimal position, the distance should be 
measured perpendicular to Q(u). However, to avoid the resulting nonlinear equation, the 
distance is measured perpendicular to the straight line, i.e., the straight line is of length 
{Q(u) - B,} . To where 
{Q(u) A.?,} *N, = 7in + 7. (24) 
Using (91, the solution to (24) is determined as 
i/2 
u = u,“t = ~ . 
’ (25) 
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Fig. 4. Longest line from outside to inside. 
thus, 
It is clear from Fig. 3 that the perpendicular distance from Pout to Q<u> is less than T. Note that 
if the line segment from the point inside to PO,, intersects the line segment from B, to B, (e.g., 
when u,,,~ > 11, then this intersection point should be used as P,,t and B, should be used as the 
last point in the approximation. 
3.2. Longest line from outside to inside 
It is assumed that the original BCzier curve has been subdivided such that the point outside 
(PO,,) lies within a distance less than T of B, as illustrated in Fig. 4. It is desirable to locate a 
point Pi, = Q(U) + TN(U), which satisfies (PO,, - Pi,) . N(u) = 0, or equivalently, to determine a 
value of u which satisfies 
(G, - Q(4) W4 = 7; (27) 
Eq. (27) can thus be rewritten as 
(PO,, - Q(u)) *D(u) = 7 II D(u) II. (28) 
Eq. (28) is in general neither linear nor quadratic in U. A near-optimal approximation is 
obtained by requiring that the distance from the point inside, measured along a line perpendic- 
ular to both the curve and straight line, be 
7in =N(u) ‘NOT ~ 7. (29 
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Rather than solving (281, the near-optimal approximation is obtained by solving 
(p~“,-Q(~)).~(u)=~inII~(~)lI =TD(u)*NO, 
which, using (9) and (111, may be written as 
(ab sin20)u2 + [(P,,, -B,) . {(u cos 0 - b)TO + (b cos 8 - a)T,} - 7(b cos 19 - f~) sin 0124 
+ a(G, - B,) . (T, - T, cos 0) - 7u sin 8 = 0. (30) 
Now Pi, = Q(ui,> + T~“N(u~“), where 
7in =N(ui,) ‘N07Uin, (31) 
and uin is the smallest positive root of (30). It can be observed from Fig. 4 that the next Pout 
should lie on the straight line which passes through Pi, and the previous P,,,. So Pi, is not 
used in the polygonal approximation. It is used to determine the direction of the line segment 
from the previous P,,, to the next Pout. If (30) has no roots, or no roots in (0, 11, then B, 
should be used as the next P,,,. 
3.3. Algorithm for polygonal approximation 
The algorithm is presented for a BCzier curve with cos 8 > 0. The first and last points of the 
polygonal approximation are B, and B,, respectively. The algorithm determines the vertices 
PO, PI,..., P,, of the polygonal approximation to a quadratic Bezier curve. 
Procedure linBez(B,, B,, B,, 7) 
(1) done + false, rin + 0, n + 0, P,, + B,. 
(2) while not done do steps (3)-(7). 
(3) {Longest line from inside to outside} 
Compute a, b, T,, T, and cos 13 according to (21, (31, (51, (6) and (8). 
Determine the inward unit normal iV,, at B,. Compute sin 0 + (1 - COS*~)‘/~ 
(4) Determine uout from (25) and Pout from (26). 
(5) If the line segment from P,, to P,,,t intersects the line segment BIB,, then 
n + n + 1, P, + intersection point, 
n + n + 1, P,, + B,, 
done +- true, exit from procedure 1inBez. 
end if 
n + rz + 1, P, + Pout, 
(6) {Longest line from outside to inside} 
Subdivide Q(U) at u,,~. Denote the control polygon corresponding to the interval 
[U out,ll as 4, 4, B,. 
Compute a, b, T,, T, and cos 8 according to (21, (31, (51, (6) and (8). 
Determine the inward unit normal iV, at B,. Compute sin 0 + (1 - cos*8)i/* 
Let Uin be the smallest positive root of (30). 
If such a Uin cannot be found, or if uin > 1, then 
n + n + 1, P, + B,, done + true, exit from procedure 1inBez. 
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end if 
(7) Compute 7in according to (31). 
Subdivide Q<u,> at uin. Denote the control polygon corresponding to the interval 
[“in711 asB,, B,, B,. 
end while 
4. Examples 
For improved efficiency, the polygonal approximation algorithm was implemented as follows. 
The original BCzier curve was subdivided at its turning point if it occurred in the interval 
(0, 1) to ensure that cos 8 > 0 for subsequent segments. If there was no turning point in the 
interval (0, 11, the initial subdivision was made at u = 0.5, since, for cos 8 2 0, the maximum 
deviation of a quadratic BCzier curve, measured along a line perpendicular to the curve, from 
the straight line segment joining its endpoints, occurs at u = 0.5. The algorithm was then first 
applied to the right of the turning point and then to the left. The polygonal approximation was 
stored as a sequence of points in a data structure and indexed in a manner such that they could 
be machined or rendered in sequence to approximate the curve. This implementation allows 
the same straight line segment, offset a distance 7 from the subdivision point, inside the 
parabola to be used as the first segment on each side of the subdivision point. 
Both the arc spline and polygonal approximation algorithms were tested on many examples 
of which the following three are representative. They are typical of curves used in computer- 
aided design. The corresponding curves are shown in Fig. 5. 
Example 1. The control vertices for this example were selected as (1, l), (1, 2) and (3, 2). Using 
a tolerance of 0.0005, the arc spline algorithm produced 14 arcs and the near-optimal polygonal 
approximation algorithm produced 22 line segments. As a check on the algorithms, the 
Unigraphics CAD/CAM system, a state-of-the-art commercial product, was used to generate a 
tool path to the same tolerance using a tool radius of zero. It generated 24 straight line 
segments. The algorithm of [2] produced 24 straight line segments and the simple midpoint 
subdivision method produced 43. 
Example 2. The control vertices for this example were selected as (1, 11, (2, 1) and (4.5, 2.75) to 
demonstrate the case of cos 8 > 0. For tolerance values of 0.01, 0.001 and 0.0001 the arc spline 
approximation produced 4, 8 and 16 arcs, respectively, whereas the near-optimal polygonal 
approximation produced 5, 14 and 43 straight line segments, respectively. The algorithm of [2] 
produced 5, 16 and 48 and the simple midpoint subdivision method produced 8, 32 and 77 
straight line segments, respectively. 
Example 3. The control vertices for this example were selected as (1, l), (5, 1) and (1, 2.75) to 
demonstrate the case of cos 8 < 0. For tolerance values of 0.01, 0.001 and 0.0001 the arc spline 
approximation produced 12, 18 and 46 arcs, respectively, whereas the near-optimal polygonal 
approximation produced 8, 32 and 69 straight line segments, respectively. The algorithm of [2] 
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Fig. 5. Curves corresponding to examples. 
produced 11, 32 and 102 and the simple midpoint subdivision method produced 13, 44 and 147 
straight line segments, respectively. 
5. Conclusion 
It has been demonstrated that the approximation of a quadratic Bezier curve by an arc spline 
describing a milling machine’s tool path compares favourably to conventional practice. The 
resulting tool path is smooth and avoids problems resulting from a tool path composed of 
straight line segments. The algorithm is simple to implement. The number of arcs produced is 
usually fewer than the number of straight line segments produced by conventional methods. 
Although Example 3 shows that for a Btzier curve with high curvature fewer straight line 
segments than circular arcs are used for a tolerance of 0.01, curve segments of such high 
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curvature are seldom used in the design process. Also, except for rough cutting, tolerances for 
machining usually range from 0.001 to 0.0001, in which case the arc spline approximation has 
fewer arcs than the number of line segments in the polygonal approximation. 
The results presented in this article are also applicable to objects designed with cubic Bezier 
or B-spline curves, provided the cubits are first approximated by quadratic Bezier curves [3]. 
The results may also be extended to include NURBS if they can be approximated by quadratic 
Bezier curves. 
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