Abstract. The OASIS WS-BPEL 2.0 standard language for Web Service composition eases the creation of advanced services based on others. However, its dynamic and asynchronous nature presents a challenge for traditional white-box testing techniques. Takuan is a tool that can help with this problem. It analyses execution logs of a WS-BPEL process in a real-world WS-BPEL engine to dynamically generate composition invariants. Nevertheless, it suffered some performance issues when handling a large number of variables with complex multidimensional content. In this work, we present two techniques implemented to automatically alleviate these issues. First, we dynamically analyse XPath expressions so only sensible invariants are checked. And secondly, we have extended the Daikon dynamic invariant generator used internally in Takuan to accept XML Schema restrictions which must not be inferred as invariants. We present practical results supporting our work and comment the impact and applicability of these techniques beyond WS-BPEL itself.
Introduction
Web Services (WS) and Service Oriented Architectures (SOA) are one of the keys to understand computing in the next years [1] . As more WS are deployed, languages to program in the large composing them, like the OASIS WS-BPEL 2.0 standard [2] , are also becoming [3] more important. It is therefore just as necessary, if not more, to test the composition logic itself as that of each of its component services.
Classical program testing can be divided into two approaches [4, 5] : blackbox testing, which is only concerned about program inputs and outputs, and white-box testing, which takes into account the internal logic of the program.
The latter requires access to the source code, but produces more refined results. However, WS-BPEL presents a challenge [6] for traditional white-box testing techniques, due to the inclusion of WS-specific instructions not found in most programming languages (like those for fault, compensation and event handling).
Automatic invariant generation [7] has proved to be a successful technique to assist in white-box testing of programs written in traditional imperative languages. Let us note that, throughout this work, invariant and likely invariant are understood (as in most related works [7, 8] ) in their broadest sense: properties which hold always or in the specified test cases at a certain program point, respectively.
We consider that the dynamic generation of likely invariants from actual execution logs can be an interesting aid to test unconventional languages like WS-BPEL [9] . We implemented Takuan [10] , an open-source system which performs this task for WS-BPEL compositions. Its automatic workflow takes a WS-BPEL process definition and a test suite specification and outputs a collection of invariants which hold at certain program points in every test case. This paper describes two techniques which aim to reduce Takuan's CPU and memory usage (increasing its scalability to larger compositions) as well as the number of uninteresting invariants in its output. We first study their impact and applicability on the WS-BPEL language and then point out other languages with similar issues. The first one is based on detecting the semantic relationships between the variables in each selected program point from the XPath expression graphs therein. This way Takuan will not produce invariants containing variables which have the same type but otherwise are unrelated. For example, the age of an applicant to a loan and its amount can be both integers, but there is no need to waste computational resources trying to relate them in an invariant.
The second technique extends the Daikon dynamic invariant generator [8] internally used in Takuan so it can accept the richer constraints which XML Schema can define compared to other languages. Takuan will not output invariants already enforced by the XML Schema used in the composition. For instance, if we know a variable to be in the range [0, 1] an invariant confirming it would only add noise in the resulting invariant list.
These two techniques could be extended to languages which allow for defining new types based on restricting predefined simple or structured types (as most XML Schema-based languages do), and those in which access to variables outside the current scope is common (like WS-BPEL).
The rest of this paper is organised as follows: first, we give a general introduction to the technologies related to WS-BPEL and Takuan and see how WS-BPEL presents a challenge for white-box testing. A discussion of the advantages and practical uses of dynamically generated invariants and how Takuan obtains them will follow. The next sections will describe our two techniques in detail and compare the results obtained with those expected. Finally, relevant related works are mentioned and some conclusions will be offered, along with an outline of our future work.
WS-BPEL White-Box Testing
The need to orchestrate several WS to offer higher level and more complex services was detected and satisfied by the leading companies in the IT industry with the non-standard specification BPEL4WS, which was submitted to OASIS in 2003 [11] . Soon after, OASIS created the WS Business Process Execution Language Technical Committee to work in its standardisation, releasing the first standard specification, WS-BPEL 2.0, in 2007 [2] .
Standardisation has been an important milestone for WS-BPEL, promoting its wide adoption by SOA leading tools [12] as part of the WS-Stack [13] . This way, companies providing services can take advantage of the new possibilities that this programming-in-the-large technology allows for, such as fault and compensation handling or concurrency.
WS-BPEL is an XML-based language using XML Schema as its type system. WS-BPEL specifies service composition logic through XML elements defining activities like assignments, loops, message passing or synchronisation. It uses W3C XPath 1.0 [14] for accessing variables and performing computations and assignments with them. WS-BPEL process definitions are implementation-independent from the engine which runs them and the individual services it invokes.
The inherent dynamic nature of WS-BPEL implies new challenges for whitebox testing. Most traditional white-box testing techniques cannot be directly applied to this language because of its uncommon mixture of features, such as concurrency or compensation support, and need to be adapted accordingly.
Up until now, most white-box approaches have created simulation models in testing-oriented environments [6] , sometimes even translating the WS-BPEL code into a testing-specific second language to check its internal logic. But simulating a WS-BPEL engine is very complex, as there is a wide array of non-trivial features to be implemented. In case any of these features was not properly implemented, compositions would not be accurately tested. So we can conclude that this is an error-prone process, as it is not based on the actual execution of the WS-BPEL code in a real environment. Namely, a WS-BPEL engine running the code and invoking actual services.
Therefore, we propose using dynamically generated invariants from actual WS-BPEL code executions in a real-world engine as a more suitable approach.
WS-BPEL Dynamic Invariant Generation Framework

Invariants
An invariant is a property which always holds at a certain program point. Classical examples are block pre-conditions and post-conditions, that is, invariants which hold right before and after a sequence of statements. There are also loop invariants, which are properties that hold before every iteration and after the last one.
Manually generated invariants have been successfully used to prove the correctness of many popular algorithms to this day. Nonetheless, their generation can be automated, up to a certain degree. These invariants have a wide array of applications for improving the quality of new and existing programs [7] , like verification, debugging, program upgrade support, or documentation.
Automatic Invariant Generation
Basically, we can follow a static or a dynamic approach when generating invariants automatically.
Static invariant generators [15, 16] are most common: as their name states, they deduce invariants statically, that is, without running the program. To deduce invariants, the program source code is analysed (what makes them languagedependant). Invariants generated in this way are always correct, but their number and level of detail is constrained due to the inner limitations of the formal machinery which analyses the code, specially with unusual languages like WS-BPEL.
Conversely, a dynamic invariant generator [7] is a system that reports likely program invariants based on several execution logs. It includes formal machinery to analyse the information in the log files about the variable values at different program points, such as the entry and exit points for functions or loops. So, it is not language-dependent: it only needs the log files to be in the proper format.
Thus, the dynamic generation of invariants is not based on analysing the source program, but a collection of samples of the resulting data flow. That is the reason why they are sometimes called likely invariants. False dynamically generated invariants do not necessarily originate from bugs in the tested program, but rather they may come from an incomplete test suite. For example, if the program input x is a signed integer and we only use positive values as test inputs, we will probably obtain the false invariant x > 0. Upon inspection, we would notice it and fix our test suite including cases with x < 0.
We consider the dynamic generation of invariants to be a suitable technique to support WS-BPEL composition white-box testing [9] . If we use a good test suite, all of the complex internal logic of our composition (compensation, event handling, etc.) will be reflected in the collected execution logs, and will help the generator infer good invariants.
WS-BPEL Dynamic Invariant Generation Framework: Takuan
In this section, we describe briefly some of Takuan's internals. More information can be found in [9, 10] . The system is composed by several well-tested opensource systems that are integrated into a dynamic invariant generation workflow (see figure 1 on the facing page). It is mainly divided into three parts:
Instrumentation step In this step, we take the original WS-BPEL process definition and add all the required logic so it generates the execution logs with the data and control flow information that we will need later to infer invariants. For that we have created and integrated into our WS-BPEL engine [17] by labeling them with the proper XML attributes. No doubt, manually reducing the size of the input is the simplest way to reduce the time required for the analysis. However, it does take time and effort, and a suboptimal manual choice of variables could severely impact the quality of the invariants obtained. For this reason, our focus in this work has shifted to more automated methods, which will use heuristics to limit the variables analysed in each program point. We will see later in the sections 4 and 5 how this step has been further refined to log how variables are used together and to derive useful constraints from the XML Schema declarations. Execution step This part runs the instrumented composition under the externally provided test suite. Logs generated during its execution are stored and provided to the following step. Takuan can, if desired, replace some of the external services with mockups: dummy services which will reply to the composition's requests with predefined messages. This is up to the user, and is only recommended when not all external services are available for testing, or when we simply want to define what-if scenarios under certain predefined external WS behavior. In any of these cases, the answer provided by each mockup in each test case will be part of the test suite specification. So the user will be responsible for providing suitable values for them. Analysis step In this step we use the Daikon dynamic invariant generator to deduce the invariants. Takuan has a preprocessor that creates the two kinds of files Daikon requires from the execution logs: a list of variables to be examined in each program point, and samples of their values during execution. It allows several mappings between the XML Schema and Daikon type systems, depending on the needs of the user. Both the preprocessor and Daikon itself have been improved upon to implement the two techniques we propose.
Improving Invariant Generation Performance
Background
In our previous work [17] , we proposed two mapping schemes between the complex tree-like multidimensional variable content common in the XML-based WS-BPEL language to Daikon's more limited type system: matrix slicing and matrix flattening. Results were promising, but even for slightly complex WS-BPEL compositions there was very high memory and CPU usage depending on the mapping scheme. For example, analysing 7 test cases in a meta-search composition took over 7 minutes and used over 800 MiB of RAM. The reason was the large number of invariants comprising pairs and triples of variables in every program point that Daikon had to check.
We can avoid that by labelling each variable with a so-called comparability index : an integer which marks a set of variables as belonging to a specific semantic type, such as a monetary sum or a vector size. Daikon will only relate variables that have the same index, avoiding the combinatorial explosion. There are tools to calculate these indices for Java and C++, but not for WS-BPEL. Furthermore, WS-BPEL process definitions are interpreted by an engine, so the low-level techniques such as bytecode instrumentation or checked memory accesses suitable for Java or C/C++ will not work. We had to extend all steps of the Takuan framework to reimplement this functionality.
Implementation
Learning statically (as Lackwit [18] did for C programs) what fields of all variables used in a WS-BPEL composition are related is quite difficult, as XPath expressions can traverse the tree-like contents of the variables in complex ways [14] . We opted for a dynamic approach instead, as the authors of DynComp, a comparability analysis tool for Java, did [19] . We augmented Takuan's instrumentation and execution steps (including ActiveBPEL itself) so execution logs include all variable fields actually accessed in an expression in each test case execution.
However, not every pair of fields of the same or different variables accessed in an expression need to be comparable: it depends on how they are used together. For instance, in the expression X = A and Y = B + C, we can tell that X and A, and likewise Y, B and C are related, but not X and B. For this reason we have defined a set of rules which divide an expression into nested comparability scopes. This way, Takuan considers two variable fields to be related if they belong to the same scope. There is initially only one scope for the whole expression, and it is divided at:
-each argument of every function call, except for some XPath built-in functions known to take arguments of the same semantic type (such as when computing a minimum or maximum), -logical operators such as and, or or not, and -node set filtering predicates, such as totalPrice > 10 in purchase[totalPrice > 10].
However, the information is still not properly aggregated: up to this point, we only know what variable fields were comparable each time a XPath expression was evaluated. We need to learn what variable fields were related in each program point in one or more test cases. Conceptually, the process involved (shown in figure 2 on the next page for our previous example X = A and Y = B + C ) for each program point is:
1. An undirected graph with no edges and one vertex for each variable field in the program point is created (see 2.1). 2. Variable fields in the same comparability scope for any XPath expression evaluated in the program point are connected, as in figure 2.2.
3. Variable fields in each connected component will be labelled with a distinct comparability index (see figure 2. 3).
The comparability indices for each variable field produced this way will be handed later on to Daikon. The information about variable fields that have been accessed can be optionally used to filter away all unused variable fields in each program point. We will study separately the impact of this particular optimisation later on in section 6.2. 
Filtering Redundant Invariants
Background
In our experience applying Takuan to several compositions [10, 17] , we have observed that a considerable number of the invariants produced do not provide any new information to the user. Mainly, they only repeat constraints which are already enforced by the XML Schema declarations.
XML Schema is a very rich language which allows for specifying aspects such as maximum or minimum string or vector lengths and valid range values for numerical variables, among others. For example, if we know from the XML Schema declarations of a WS-BPEL process definition that at least more than one item must be produced, then an invariant confirming that is redundant, and must be discarded. In fact, if that information relates to a WS-BPEL multidimensional variable that is later mapped into n unidimensional Takuan variables using matrix flattening mapping, we will have avoided generating not one, but n invariants.
Nevertheless, it is important that the way we implement this technique is as language-independent as possible. Other type systems include features from which equivalent information could be inferred: statically sized arrays and matrices in C/C++, fixed length strings in FORTRAN, or VARCHAR(N) fields in SQL, for instance.
Implementation
There are basically three places in Takuan where the number of invariants generated can be reduced: before invoking Daikon (by filtering its input), during Daikon's invocation (discarding some of the observations that are made) or after the invariant list is produced.
Obviously, any redundant invariant should be discarded as soon as possible, to avoid its performance penalty to be carried over to the following processing steps. However, XML Schema information does not allow us to discard variables before invoking Daikon as comparability indices did. On the other hand, doing the filtering after Daikon completes its execution does not pose any performance gains.
This left us with only one option: extending Daikon so it accepted new auxiliary information for each variable about restrictions learned through other means, and used it to suppress some invariants during execution. In the case of WS-BPEL, these are the XML Schema declarations. We can describe in a language-independent format known values for minimum and maximum length (useful for strings and vectors), minimum and maximum value (for numeric variables), and allowable values (for enumerations). Of course, invariants stronger than those implied by the XML Schema information are not suppressed, as they provide additional knowledge: if min(T ) is the minimum allowed value for the T data type, x ≥ min(T ) can be suppressed, but not x ≥ min(T ) + 1, for example.
Results
In this section we will study the impact that each of these two techniques have in the analysis of the meta-search engine composition discussed in [17] with the same 7 test cases. We will use each of them separately and in combination. Filtering unused variables will be considered as a separate variant on the basic comparability analysis technique, and analysed as such. Table 1 on the preceding page summarises the impact of each possible combination into the size of Daikon's inputs, the computational resources (time and space) required for their analysis, and the length of the invariant list produced by Daikon. Results will be analyzed in the following subsections.
The maximum memory used at some point by the preprocessor Perl scripts remains approximately the same at 193MiB for every entry in the table. The test environment consisted of a machine fitted with a dual-core Intel Core Duo T2250 CPU, with 1GiB of DDR2 533MHz RAM and a 80GB 5400rpm HDD. The base system used was a standard GNU/Linux Ubuntu 8.04.1 distribution installation, with its 2.6.24-19-generic default kernel. The active processes during the test suite were mainly those created by the components of Takuan: the Sun 6.0 JRE (with a maximum JVM heap size of 800 MiB), Apache Ant 1.7.0, Perl 5.8.8, Daikon 4.3.4, ActiveBPEL 4.1 and BPELUnit 1.0. During its execution there were no other processes consuming significant CPU time, memory space, or disk throughput.
Generation of Comparability Indices
We must take into account that Takuan's comparability analysis is more aggressive than other existing approaches: it will remove program points which do not use any variables. This is done under the assumption that these program points do not introduce any interesting behaviour of their own, and only serve to structure the control flow. This explains the decrease from 64 to 48 program points whenever comparability analysis is activated, and the consequent change in the number of variables.
There is a slight reduction in memory requirements, and running time increases somewhat. The number of variables has not decreased as much as could be expected, but closer examination shows that what has mostly changed is their very nature. While previously we would obtain invariants involving semantically unrelated variables, this time separate invariants on each of these unrelated variables are produced. This results in a better list of invariants which is more informative and easier to understand.
Going back to our meta-search example, if no MSN results included timestamps in any test case, the original version without comparability information would detect that both result.day and result.hour are empty, and that result.day = result.hour. However, the version with comparability information deletes this last invariant, which makes no sense.
Filtering Unused Variables
In WS-BPEL, the concept of a subroutine does not exist, and all collaboration between activities is done through shared variables. This means that variables are usually available in many program points which do not really use them. A simple example is shown in figure 3 on the next page: though y is available to the whole process definition, we would be wasting our time if we checked the values of y at any program point other than where it is written to or read from.
For this reason, the comparability analysis implemented in Takuan can optionally remove all variable fields that each program point does not use. As seen in table 1, this results in a drastic decrease in the number of variables, and consequently in the memory and time requirements and the number of invariants produced. For instance, in the case of matrix slicing, using this option reduces the number of variable fields checked from 14,148 to 1,398, and the number of invariants produced from 27,089 to 2,135.
There are disadvantages to this approach, however. Though no local information is lost in this way (as invariants are generated closest to their source), there could be the case where two or more activities collaborate as an entity that produces a higher-level invariant which is more useful to the end user. For instance, if we only inspected local invariants inside a loop in a function, we would miss the big picture: the function's pre-conditions and post-conditions. Takuan already includes ways to work around this problem manually: a user can ask Takuan to consider a program point and all its nested program points as a single entity. Looking into ways to automate this approach remains as a future work.
Usage of XML Schema Constraints
First of all, we can see that using the constraints encoded in the XML Schema declarations does not modify Daikon's input size. Running time and memory used do not vary much either. What is striking, however, is the considerable reduction in the number of invariants produced while using the matrix slicing mapping scheme: by only using this technique, we have been able to suppress in some cases more than 9,000 invariants. Most of these were comparisons of vector lengths or bounds upon them which were already encoded in the XML Schema declarations.
In contrast, this technique happens to be much less effective when using matrix flattening, as XML Schema maximum vector length constraints tend to be weakened or removed altogether when applying it. This is better explained with a sample composition of a shipping service. With matrix slicing, we knew that each of the n lots acquired from a hypothetical supplier could only have 2 items. With matrix flattening, we can only assert that there cannot be more than 2n items in total. This is a much weaker constraint, and includes no invariants encoded in XML Schema to remove. The few invariants that actually have been removed for this example are due to minimum length constraints. We cannot rule out completely its usage when applying matrix flattening, however: it could still be useful in cases with stricter XML Schema declarations over scalar variables. Further research is needed on this topic using other WS-BPEL compositions.
Related Work
In this section we present some related works. There is a wide variety of topics related to our system, mainly dynamic invariant generation, WS composition testing and test case generation.
An interesting proposal to use dynamically generated likely invariants with Daikon for WS Service Level Agreement (SLA) testing of external WS used is [20] . It collects several invocations to an external WS and their replies to dynamically generate likely invariants. These are used to check whether the SLA still applies to a newer version of the same external WS. Therefore, it constitutes a black-box testing technique. In contrast, our system follows a white-box testing approach, oriented to the generation of the likely invariants of the internal logic of a WS-BPEL composition.
The relation between the test cases used for dynamically generating invariants and the quality of the invariants derived is studied in [21] . Augmenting a test suite with suitable test cases can increase the accuracy of the invariants inferred by our system.
Test cases for a WS-BPEL composition are automatically generated in [22] according to state, transition and all-du-path coverage criteria. We could use them as inputs for Takuan and compare which of them provides more accurate invariants.
Conclusions and Future Work
Takuan is an automated framework for dynamic invariant generation in WS-BPEL compositions. These compositions introduce additional logic on top of the existing individual Web Services, so they need to be tested carefully.
In this paper we have shown two techniques which have been recently implemented into Takuan to attempt to reduce computational costs and improve the usefulness and conciseness of the list of invariants inferred. The first technique is a more aggressive variant of the comparability analysis implemented for other languages such as Java [19] . In addition to making Daikon only compare semantically related variables, it discards uninteresting program points and, optionally, unused variables. The second technique takes advantage of the rich type system used in WS-BPEL, XML Schema, to suppress invariants which are already enforced by its declarations.
These two techniques can be generalised to other languages, as little about them is exclusive to WS-BPEL. Filtering unused variables and uninteresting program points automatically is useful for any language in which variables from outer scopes are used directly only in a few key program points and control flow is highly structured. Similarly, some or all of the constraints enforced by XML Schema can be declared in other languages with rich enough type systems, such as FORTRAN, C/C++ or SQL.
From our quantitative and qualitative analysis, we have found that performing the comparability analysis while only filtering program points does not affect performance as much as expected, but it does improve considerably the quality of the invariants inferred. Likewise, using the information encoded in the XML Schema only presents a minor performance improvement if any, but the number of invariants produced is reduced in some cases over 35%. We will need to profile the code involved in the matter and check whether the overhead imposed by the additional processing counters the performance gains.
Performance is drastically improved when unused variable fields at each program point are filtered, reducing on average the number of variable fields to be checked over 90% and the running time to a third. This last optimisation warrants further study: preliminary results show that no local information of importance is lost, but the "big picture" in the composition might be harder to deduce from the smaller invariants. This can be solved now with some minor manual intervention by the user, but more automated methods are could be studied.
After we deal with these issues, we will validate our findings so far with more complex WS-BPEL process compositions which can include, if necessary, alternative mapping schemes and stricter XML Schema declarations. Once Takuan obtains a satisfying balance between performance and invariant quality, we will focus on the relation between the quality of the invariants generated and the test suite used. We will use as test subjects several WS-BPEL compositions and their specifications and test with several suites according to different coverage criteria how many of the assertions in the original specifications are inferred by Takuan. Further on we will verify whether Takuan can improve the results of other WS-BPEL white-box testing approaches.
