Abstract. Real-Time Maude is a rewriting-logic-based tool supporting the formal specification and analysis of real-time systems. Our tool emphasizes expressiveness and ease of specification over algorithmic decidability of key properties, and provides a spectrum of analysis methods, including symbolic simulation, and unbounded and time-bounded reachability analysis and LTL model checking. Real-Time Maude has proved well suited to analyze both correctness and performance of large and complex real-time systems, including state-of-the-art schedulers, network protocols, and wireless sensor network algorithms.
Introduction
Real-Time Maude is a high-performance tool that extends the rewriting logicbased Maude system [1] to support the formal specification and analysis of realtime systems. The characteristic features of Real-Time Maude are:
-Its specification formalism emphasizes generality and expressiveness, yet is simple and intuitive. -Real-Time Maude is particularly suitable for specifying distributed real-time systems in an object-oriented style, and provides advanced object-oriented features such as inheritance and dynamic object creation and deletion. -It does not build in a fixed communication model; instead, the user has the flexibility to easily define the appropriate communication model. -It supports a range of analysis methods, including symbolic simulation and unbounded and time-bounded reachability analysis and LTL model checking.
Real-Time Maude is particularly useful for specifying and analyzing advanced distributed object-based systems with novel forms of communications and/or complex and unbounded data types. Such systems are typically beyond the pale of timed-automaton-based tools, as well as formal tools and simulation tools that are based on a fixed model of communication. The tool is available at http://www.ifi.uio.no/RealTimeMaude. The paper [2] describes in detail the semantic foundations of our tool. The enhancements in the tool and its applications since our previous tool paper [3] include: (i) development of conditions that guarantee soundness and completeness of Real-Time Maude analysis for many applications (Section 3); (ii) important new applications (Section 4); and (iii) improved support for object-oriented features such as subclasses, attributes, etc., in search and model checking commands.
Specification and Analysis in Real-Time Maude
A Real-Time Maude specification is a tuple (Σ, E, IR, TR), where -(Σ, E) is a theory in membership equational logic [4] , with Σ a signature and E a terminating and confluent set of conditional equations and membership axioms. (Σ, E) specifies the system's state space as an algebraic data type. -IR is a set of conditional instantaneous rewrite rules specifying the system's instantaneous (i.e., zero-time) local transition patterns. -TR is a set of tick rewrite rules which model the time elapse in the system and have the form
where τ is a term denoting the duration of the rule, t and t are terms, and {_} is an operator encapsulating the global state, so that the form of the tick rules ensures that time advances uniformly in all parts of the system. Intuitively, the tick rule says that it takes time σ(τ ) to go from state {σ(t)} to state {σ(t )} for any substitution σ of the variables in t, t , and τ that satisfies the condition cond .
Real-Time Maude is particularly well suited to specify real-time systems in an object-oriented way. The state of a system is then represented by a term that has the structure of a multiset of objects and messages (with delays).
To cover the entire time domain (which can be either discrete or dense), tick rules typically have the form {t} => {t } in time X if X ≤ u ∧ cond, for X a variable not occurring in t. To execute such rules, Real-Time Maude offers a choice of heuristic-based time sampling strategies, so that only some moments in time are visited. The choice of such strategies includes:
-Advancing time by a fixed amount Δ in each application of a tick rule.
-The maximal strategy, that advances time to the next moment when some action must be taken. That is, time is advanced by u time units in the above tick rule. This corresponds to event-driven simulation.
Real-Time Maude offers a spectrum of analysis commands, including:
-Timed rewriting that simulates one behavior of the system, possibly up to a time limit, from an initial state. 
Soundness and Completeness of the Analysis
The behaviors obtained by applying the tick rules according to a time sampling strategy is a subset of all possible behaviors in a system. Therefore, Real-Time Maude search and model checking analyses are sound in the sense that any counterexample to the validity of an invariant or LTL property found by such analysis is a valid counterexample in the system. However, Real-Time Maude analyses are in general incomplete for dense time, since there is no guarantee that the selected time sampling strategy covers all interesting behaviors.
In [5] we investigate under what circumstances maximal time sampling analyses are sound and complete. For object-oriented systems, we give a set of simple and easily checkable conditions for completeness of such analyses. These conditions are satisfied by useful classes of systems encountered in practice, including the large and complex AER/NCA and OGDC case studies mentioned below, that fall outside the class of dense-time systems for which well known decision procedures exist. For such systems, time-bounded search and model checking relative to the maximal time sampling strategy become sound and complete decision procedures for the satisfaction of, respectively, invariants and LTL properties not including the next operator . For discrete time, our results justify using maximal time sampling instead of visiting each time instant, which can drastically reduce the state space to make search and model checking analyses feasible.
Some Real-Time Maude Applications
The following is a sample of advanced Real-Time Maude applications in which the tool has been useful both as a simulation tool and as a model checking tool. Other Real-Time Maude applications include: time-sensitive cryptographic protocols [6] , parts of a multicast protocol developed by IETF [7] , other stateof-the-art wireless sensor network algorithms [8] , and power management algorithms for multimedia systems [9] .
The AER/NCA Active Network Protocol Suite [10] . AER/NCA is a suite of active network protocols that aim to make network multicast scalable, fault-tolerant, and congestion-avoidant. The definition of the protocol mandated that aspects such as the capacity, speed, and propagation delay of each link, as well as the size of the packets, be modeled. Thanks to the ease with which we could experiment with different values of such parameters, we could use RealTime Maude simulation and model checking to discover: (i) all flaws known by the protocol developers that we were not told about; and (ii) non-trivial design errors that were not known by the protocol developers, and that were not found during traditional network simulation and testing.
A Modification of the CASH Scheduling Algorithm [11] . The CASH algorithm is a sophisticated state-of-the-art scheduling algorithm with advanced features for reusing unused execution budgets. Because the number of elements in the queue of unused resources can grow beyond any bound, the CASH algorithm poses challenges to its formal specification and analysis. Using search, we found subtle behaviors in the proposed modification of CASH that lead to missed deadlines. Furthermore, by using a pseudo-random function, we could generate tasks with "random" arrival and execution times, and used rewriting to perform "Monte-Carlo simulations." Extensive such simulation indicated that it is unlikely that the missed deadline could be found by simulation alone.
The OGDC Wireless Sensor Network Algorithm [12] . OGDC is a sophisticated algorithm for wireless sensor networks that tries to maintain sensing coverage of an area for as long as possible. Wireless sensor networks pose many challenges to their modeling and analysis, including novel communication forms (area broadcast with delays for OGDC), treatment of geometrical areas, and the need to analyze both correctness and performance. The OGDC developers used the ns-2 simulator to show that OGDC outperforms other coverage algorithms.
To the best of our knowledge, the Real-Time Maude analysis of OGDC was the first formal analysis of an advanced wireless sensor network algorithm. Using a pseudo-random function to place sensor nodes in pseudo-random locations, we performed a series of simulations of OGDC with up to 800 sensor nodes. The Real-Time Maude simulations gave performance figures quite similar to the ns-2 simulations when we did not consider transmission delays. Since the OGDC developers told us that they probably did not include delays in their simulations, this indicates that the Real-Time Maude simulations provided fairly accurate performance estimates of OGDC. Nevertheless, since the definition of the OGDC algorithm does take transmission delays into account, such delays should be modeled. Real-Time Maude simulations with delays showed that then the performance of OGDC is more than twice as bad as in the ns-2 simulations. We could also point to a flaw in OGDC that explains this difference in performance.
These facts seem to indicate that Real-Time Maude simulations provide more reliable performance estimates for OGDC than the network simulation tool ns-2.
Embedded Car Software. Real-Time Maude has been used by a Japanese research institute to find several time-dependent bugs in embedded car software used by major car makers. The time sampling approach of Real-time Maude was crucial to detect the bugs, which could not be found by the usual model-checking tools employed in industry.
