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L’avvento di Internet ha rivoluzionato totalmente il modo in cui le persone
comunicano e svolgono qualsiasi tipo di attività. Negli ultimi anni, inoltre, si
sta diffondendo sempre più velocemente il paradigma dell’Internet of Things,
il cui scopo è quello di migliorare la vita delle persone facilitando una molti-
tudine di azioni che spaziano tra svariati ambiti, da quello domestico a quello
riguardante imprese ed enti governativi, mediante il connubio tra i dati rac-
colti da sensori e la loro analisi ed elaborazione attraverso Internet. In questo
contesto si sviluppa l’IoT Collaborativo, specializzazione dell’IoT, basato sul
concetto di condivisione e collaborazione delle parti interessate ai fini della
raccolta e dell’elaborazione dei dati. L’attenzione di questa tesi si focalizza
su SenSquare, piattaforma utile per la creazione di servizi personalizzati me-
diante l’uso di dati reperiti da fonti più o meno affidabili e da campagne di
crowdsensing. Il contributo della tesi verterà sull’ampliamento delle funzio-
nalità e sull’ottimizzazione delle performance offerte dalla piattaforma. In
particolare, verrà potenziata l’espressività del linguaggio che questa utilizza
per la creazione di servizi utili ai suoi utenti e verranno introdotte nuove fun-
zionalità ai fini di conferire all’utente un ruolo sempre più centrale all’interno
di essa. In seguito al lavoro di tesi l’utente avrà la possibilità di creare servizi
congeniali alle sue esigenze servendosi di quelli creati in precedenza. Avrà
inoltre la possibilità di eliminare e/o modificare i propri template, oltre a po-
terli eventualmente riparare se non più funzionanti. Allo stesso modo, queste
azioni potranno essere eseguite anche in merito ai servizi stessi. Infine, verrà
modificata l’architettura del modulo incaricato di eseguire la computazione
relativa ai servizi creati dagli utenti, per fare in modo che la loro esecuzione
avvenga in parallelo ai fini di massimizzare l’efficienza e l’affidabilità della
piattaforma.
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Introduzione
L’Internet of Things, termine coniato da Kevin Ashton nel 1999, ma la cui
prima applicazione risale a circa un decennio prima grazie al primo ogget-
to reso smart, un tostapane [13], è l’insieme dei sensori integrati in oggetti
fisici in grado di comunicare tra loro attraverso la rete. Se fino a 20 an-
ni fa, il paradigma IoT era conosciuto solamente dagli addetti ai lavori, al
giorno d’oggi corrisponde a una vera e propria realtà sulla quale molte azien-
de hanno fondato il loro business principale. Con l’avvento del XXI secolo
sono stati compiuti dei veri e propri passi da giganti, basti pensare che si
è arrivati a creare intere città connesse alla rete [5] o auto che si guidano
autonomamente in base ai dati raccolti ininterrottamente dalla moltitudine
di sensori di cui esse sono dotate [3]. Gli esempi sopracitati sono solamen-
te alcune delle innumerevoli applicazioni del paradigma IoT. Quest’ultimo
deve la sua rapida pervasività principalmente all’enorme diffusione di dispo-
sitivi dotati di sensori e alla loro sempre più facile reperibilità da parte dei
normali consumatori. Il lavoro di tesi verterà principalmente su un ramo
specifico dell’IoT, l’Internet of Things Collaborativo, il quale non si limita
al reperimento dei dati da dispositivi dotati di sensori e alla loro analisi ed
elaborazione in ambienti chiusi creando una sorta di “Intranet of Things”,
ma sfrutta la collaborazione di tutte le parti interessate per fornire servizi
sempre più accurati e affidabili. In particolare, verranno apportate modifiche
e migliorie ad una piattaforma già esistente, denominata SenSquare, la quale,
attraverso una moltitudine di dati recuperati da fonti di svariato genere, offre
agli utenti la possibilità di creare i propri servizi personalizzati in merito al
monitoraggio ambientale. La piattaforma permette quindi ai suoi utenti di
creare dei veri e propri modelli personalizzati, detti template, che potranno
poi essere istanziati per dare vita agli effettivi servizi dei quali gli utenti po-
tranno usufruire. Quest’elaborato si articolerà in 6 capitoli. Nel capitolo 1,
attraverso una breve panoramica sull’IoT, nello specifico riguardo l’Internet
of Things Collaborativo e i Middleware IoT, verrà descritto lo stato dell’ar-
te esponendo vantaggi e problemi riscontrati in precedenza al contributo di
questo progetto. In seguito, nel capitolo 2 verrà approfonditamente descritta
la piattaforma oggetto di questa tesi, analizzando inizialmente l’architettu-
ra alla base di essa, spiegando nel dettaglio il funzionamento dei principali
componenti di cui è dotata, per poi illustrare la User Experience median-
te appositi screenshot esplicativi. Nel capitolo 3 invece, verranno descritte
le scelte di progettazione relative alle migliorie e alle modifiche fornite al-
la piattaforma. Ci soffermeremo principalmente sui cambiamenti apportati
alle tabelle del database, sui nuovi Endpoint aggiunti alle già esistenti API
REST e soprattutto sulla rinnovata architettura e sulle nuove potenzialità
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offerte dall’ Instance Executor, ovvero il modulo incaricato dell’esecuzione di
istanze ai fini di creare i servizi finali. Successivamente, nel capitolo 4 si ana-
lizzeranno le scelte implementative relative ai 3 macro-contributi forniti da
questo lavoro di tesi. Verrà quindi spiegato come si è giunti al potenziamento
dell’espressività del linguaggio utilizzato dalla piattaforma per la creazione
di servizi personalizzati e saranno descritte le modifiche apportate ai fini di
rendere l’esperienza utente più completa e performante. Nel capitolo 5 ver-
ranno analizzati i risultati ottenuti, confrontandoli con quelli raggiunti dalla
precedente implementazione, per poi mostrarli attraverso specifiche tabelle
e grafici creati appositamente. Infine, nel capitolo 6, ultimo capitolo della
tesi, sarà lasciato spazio alle conclusioni attraverso un breve riassunto dell’e-
laborato e saranno proposte alcune delle tante idee realizzabili in futuro per





1.1 Internet of Things Collaborativo
L’Internet of Things è un paradigma che prevede la connessione alla rete di
un qualsiasi sistema di dispositivi fisici in grado di ricevere ed inviare da-
ti con l’ausilio di appositi sensori. Oggi questo paradigma rappresenta una
solida realtà dovuta principalmente al notevole incremento che il numero di
dispositivi posseduti da ogni individuo ha subito negli ultimi anni.
Secondo uno studio infatti, nel 2020 esistono più di 50 miliardi di dispositivi
connessi, che corrispondono in media a 6 dispositivi per ogni abitante del
nostro pianeta [7]. Essendo un concetto nato negli ultimi anni, in seguito
al suo enorme successo e alla sua rapidissima pervasività, sono state coniate
diverse definizioni, ma una tra le più esplicative, in quanto mette in evidenza
il rapporto che intercorre fra l’uomo e lo sviluppo tecnologico, è quella data
dall’IoT Council [4]:
“The Internet of Things (IoT) is a vision. It is being built today.
The stakeholders are known, the debate has yet to start. In
hundreds of years our real needs have not changed. We want to
be loved, feel safe, have fun, be relevant in work and friendship,
be able to support our families and somehow play a role however
small in the larger scheme of things. So what will really happen
when things, homes and cities become smart. The result will
probably be an tsunami of what at first looks like very small
steps, small changes. The purpose of council is to follow and
forecast what will happen when smart objects surround us in
smart homes,offices, streets, and cities.“
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Le applicazioni dell’IoT coinvolgono una moltitudine di settori di diversa
portata, come ad esempio le nostre case e le città in cui viviamo, fino ad
interessare grandi imprese ed enti internazionali coinvolti nella raccolta di
una enorme mole di dati. Si sta diffondendo sempre più rapidamente il con-
cetto di Smart Home, la cosiddetta casa smart, nella quale sono presenti
svariati oggetti dotati di specifici sensori e connessi alla rete che lavorano in
sinergia scambiandosi dati e informazioni con l’obiettivo di facilitare la vita
degli occupanti all’interno della propria abitazione, automatizzando azioni
eseguite quotidianamente calibrate sulle loro esigenze e preferenze. Uno dei
tanti esempi è quello dei “Termostati Smart”[15], i quali possono essere pro-
grammati manualmente oppure attraverso sistemi di Machine Learning e di
Intelligenza Artificiale, analizzando e memorizzando le abitudini degli inqui-
lini per poi eseguire specifici task. Un altro scenario nel quale l’applicazione
e l’utilizzo dell’IoT è in rapida ascesa riguarda le città in cui viviamo, deno-
minate Smart City, in quanto attraverso l’utilizzo di appositi sensori si mira
principalmente a rendere la vita del cittadino più sicura, ad esempio attra-
verso il monitoraggio del traffico per la prevenzione di incidenti[1] e il moni-
toraggio delle vibrazioni e delle condizioni generali dei ponti [16]. A causa
della vastità e diversità di scenari che al giorno d’oggi richiedono l’utilizzo del
paradigma IoT, viene prodotta un’enorme mole di dati proveniente da fonti
completamente diverse tra loro che genera insiemi eterogenei di informazioni,
i quali risultano difficili da analizzare e gestire. Questo, unito all’esigenza di
trovare una soluzione ad uno specifico problema il prima possibile piuttosto
che impiegare maggior tempo per cercare di trovare una soluzione che un
giorno possa essere d’aiuto anche ad altri, porta alla nascita delle cosiddet-
te “IoT Island”, delle vere e proprie isole chiuse che rendono impossibile la
comunicazione con l’esterno e di conseguenza l’interoperabilità, creando una
sorta di “Intranet of Things” [8]. La necessità di avere sistemi in grado di
collaborare tra loro, ha portato quindi alla nascita del C-IoT, il cosiddetto
“Internet of Things Collaborativo”, che può essere visto come caso partico-
lare del paradigma IoT, orientato alla comunicazione e all’interoperabilità
tra persone, imprese ed enti governativi. Il C-IoT si serve di “Collective
Awareness Paradigms” (CAPs) [9] per la raccolta di informazioni, i quali
rivoluzionano il concetto di IoT inteso come isole chiuse, in quanto mirano
alla realizzazione di modelli comuni facendo affidamento sulla cooperazione
dei partecipanti, che condividono volentieri i loro dati e collaborano nell’ese-
cuzione di task complessi. Ciò si traduce in uno sforzo irrisorio per il singolo
individuo portando ad ottenere un enorme vantaggio a livello di collettività
e ad un massivo risparmio economico. Due dei paradigmi principali utilizza-
ti da servizi C-IoT per il reperimento dei dati sono il Mobile Crowdsensing
(MCS) e l’impiego di Open Data [9]. Questi ultimi, come si evince dal nome,
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sono dati accessibili a tutti in maniera molto rapida e facilmente compren-
sibili dai calcolatori situati in repository pubbliche. Questi possono essere
scissi in due tipologie: reliable, provenienti da fonti affidabili e certificate,
e non-reliable che comprende tutti i dati ottenuti dagli utenti sotto forma
di campagne di crowdsensing o attraverso altre tecniche di raccolta dati [7].
Il MCS è un paradigma attraverso il quale un certo numero di individui,
denominati “partecipants”, sono incaricati di eseguire dei task coinvolgendo
fenomeni di interesse comune, per reperire i dati ad essi relativi tramite i
propri dispositivi connessi alla rete e dotati di specifici sensori [2]. Il C-IoT
presenta alcuni problemi che nel tradizionale IoT erano solamente di natura
tecnologica, ma che in questo caso diventano di natura sociale in quanto gli
utenti necessitano di essere istruiti all’approccio verso questa nuova realtà
basata sulla cooperazione e successivamente incentivati alla partecipazione.
1.2 Middleware per Servizi IoT
Una tecnologia chiave per la realizzazione di applicativi per l’Internet of
Things è l’IoT middleware [10], un software progettato per fungere da inter-
mediario fra i dispositivi IoT e le rispettive applicazioni.
Nel corso degli anni sono stati implementati molteplici middleware e protocol-
li per dispositivi IoT, tra cui il Bluetooth Low Energy (BLE) e il Constrained
Application Protocol (CoAP) [14].
Possiamo suddividere le esistenti architetture di progettazione di middleware
IoT in tre tipologie. La prima adotta soluzioni service-based e generalmente
utilizza un architettura service oriented (SOA), permettendo ad utenti e svi-
luppatori di utilizzare un ampio range di dispositivi IoT per la creazione di
servizi. La seconda, conosciuta come cloud-based solution, vincola gli utenti
riguardo la tipologia e la quantità di dispositivi IoT utilizzabili, ma allo stesso
tempo permette loro di connettersi, collezionare e successivamente interpreta-
re i dati con facilità attraverso casi d’uso determinati e implementati a priori
dallo sviluppatore. La terza ed ultima si serve dell’actor-based framework,
che utilizza l’architettura “open, plug and play” secondo cui una moltitudine
di dispositivi IoT riutilizzabili vengono distribuiti all’interno della rete.
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L’architettura service-based (figura 1.1) è un middleware ad alte prestazio-
ni ed è generalmente implementata sotto forma di molteplici nodi situati
su potenti gateway posti tra i dispositivi e le corrispondenti applicazioni.
Questa particolare architettura non è predisposta per funzionare su disposi-
tivi con risorse limitate, come smartphone e smartwatch, e non supporta la
comunicazione tra dispositivi.
Figura 1.1: Architettura service-based
Come possiamo osservare nella figura 1.2 i componenti funzionali del midd-
leware nell’architettura cloud-based sono limitati solamente a ciò che è di-
sponibile nel cloud. Tipicamente queste funzionalità vengono implementate
sotto forma di APIs. Di conseguenza i servizi disponibili nel cloud sono acces-
sibili agli utenti tramite un client dedicato oppure attraverso le sopra citate
RESTfull APIs se rese fruibili a terzi.
Figura 1.2: Architettura cloud-based
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L’ architettura actor-based (figura 1.3) è organizzata su tre livelli. Il più
basso, denominato “sensor swarm”, è costituito dai sensori incaricati di ef-
fettuare le misurazioni, il secondo livello è il “cloud services”, mentre il terzo
ed ultimo è detto “mobile access layer”.
Figura 1.3: Architettura actor-based
La differenza sostanziale tra le tre riguarda l’inclinazione dell’architettura a
supportare nuovi dispositivi IoT e al luogo in cui verrà posizionato il midd-
leware. Quello basato su un’architettura service-based è implementato in
server o cloud e fornisce agli utenti semplici strumenti sotto forma di Web
Application attraverso i quali visualizzare e monitorare i dati raccolti. Spes-
so però vengono imposte limitazioni all’utente finale, soprattutto nell’inter-
pretazione dei dati e nell’integrazione dell’applicativo con altre applicazioni,
inoltre non sono pensate per essere estese e/o customizzate in alcun modo.
L’actor-based middleware fornisce la miglior latenza e scalabilità per dispo-
sitivi connessi su larga scala, in quanto può essere posto su uno qualsiasi dei
tre livelli ed i dispositivi IoT eseguono la loro computazione solamente se
necessario. Al contrario dei middleware basati su architetture service-based,
l’utente può estendere le sue funzionalità sviluppando un attore aggiuntivo
o più semplicemente scaricandone uno da una repository centrale dedica-
ta. Entrambe le tipologie sopra citate non necessitano di un particolare
standard, come le RESTful APIs o il BLE per garantire l’interoperabilità
tra i dispositivi, in quanto entrambi implementano un livello di astrazione.
Il middleware cloud-based, a differenza delle altre due tipologie, garantisce
l’interoperabilità tra i dispositivi adottando specifici standard.
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Le applicazioni IoT lavorano tipicamente in ambienti dinamici e incerti, in
quanto per esempio i dispositivi potrebbero spegnersi in seguito all’esauri-
mento della batteria, potrebbero perdere la connessione alla rete, ecc. Il
middleware deve quindi fornire un “service discovery”, che permette di ag-
giungere nuovi servizi quando disponibili e di rimpiazzare dinamicamente
quelli non più funzionanti.
Da quanto detto in precedenza è facile intuire che l’architettura della piatta-
forma oggetto del lavoro di tesi appartiene alla seconda categoria, la cloud-
based architecture, in quanto vi è un nodo centrale, il cloud stesso, in cui
possiamo collocare le API REST. Queste permettono agli utenti, mediante
il client, di interagire con il server per svolgere operazioni CRUD all’interno
della piattaforma o per eseguire la computazione relativa ad uno specifico
servizio istanziato.
In seguito, verranno riportati alcuni esempi di applicativi basati su un’archi-
tettura di tipo cloud-based.
Google Fit
Google Fit è un ecosistema IoT decisamente vasto e personalizzabile [6].
È considerato a tutti gli effetti un middleware IoT implementato mediante
l’utilizzo di un’architettura cloud-based, che offre ai propri utenti la possibi-
lità di tenere traccia dei dati relativi all’attività fisica che praticano oltre a
permettere la possibilità di integrare applicazioni di terze parti ai fini di ga-
rantire un unico nodo centralizzato nel quale avere a disposizione tutti i dati
relativi alla propria forma fisica creando dei veri e propri servizi personalizza-
ti. La piattaforma infatti si serve dei sensori contenuti negli activity tracker
o negli smartphone dei propri utenti per registrare le loro attività quotidiane
e/o sportive consentendo loro di impostare obiettivi personalizzati e di tener
traccia di tutte le attività svolte. L’applicazione quindi aiuta gli utenti a
misurare le proprie prestazioni in moltissimi sport e tra la moltitudine di
funzionalità che essa offre, permette di calcolare la durata dell’attività spor-
tiva, la distanza percorsa, il numero di passi compiuti, la frequenza cardiaca
e il percorso effettuato. Google Fit supporta un vasto numero di dispositivi,
in quanto fornisce supporto nativo per tutti i device IoT che comunicano
mediante il protocollo Bluetooth Low Energy (BLE). Fornisce inoltre un sin-
golo set di API ai produttori di applicazioni e sensori, in quanto necessarie
per archiviare e accedere ai dati delle attività da app, sensori fitness e altri
dispositivi. In conclusione, può essere vista come una piattaforma di C-IoT
in quanto permette agli utenti di scegliere se ed eventualmente con chi con-
dividere i propri dati per svariati scopi.
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Paraimpu
Paraimpu è un social tool ideato per permettere agli utenti di connettere,
condividere e far interagire tra loro oggetti, servizi e dispositivi in modo
da creare applicazioni personalizzate e che rispondano a tutte le esigenze
dei propri utenti [12]. La caratteristica principale di Paraimpu è quella di
connettere “smart object” fisici con ambienti virtuali, servizi Web e social
network permettendo:
• L’interconnessione in maniere semplificata e assistita di oggetti IoT.
• L’interazione di oggetti con social network suscitando in loro reazioni
a stimoli esterni quali sensori ambientali o attività social.
• La condivisione di dati prodotti mediante la pubblicazione di informa-
zioni permettendo il loro riutilizzo da parte di altri utenti.
La piattaforma è inoltre molto aperta e inclusiva in quanto qualsiasi oggetto
capace di comunicare attraverso il protocollo HTTP è potenzialmente in gra-
do di interagire con il sistema. Permette quindi ai propri utenti di comporre
semplici applicazioni IoT mediante l’utilizzo di Javascript. Tutti i sensori e i
servizi di cui è fornita sono rappresentati attraverso API REST per permet-
tere a tutte le parti coinvolte di utilizzare qualsiasi risorsa presente all’interno
della piattaforma, in modo da garantire interoperabilità interna.
IFFT
If This Then That (IFTTT) è un servizio web che permette la creazione
di semplici “catene di condizioni” denominate applet. Un’applet può essere
utilizzata da altri servizi e in base all’azione eseguita all’interno di essi in fase
di attivazione scatena una determinata azione che è una diretta conseguenza
della precedente. Ad esempio, si potrebbe creare un applet che invia una e-
mail quando l’utente utilizza un hashtag in un tweet e che invia invece ad un
cloud una copia di una foto estrapolata dal proprio account Facebook quando
l’utente viene citato(taggato) in essa. Possiamo quindi definire IFTTT come
un Web-Service che aiuta altri Web-Service a interconnettersi e comunicare
tra loro. Utilizzando una metafora, potremmo definirlo come il collante che
tiene uniti tra loro vari servizi web [11].
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I principali attori all’interno del paradigma IFTTT sono:
• Services: sono i blocchi alla base di IFTTT. Ad esempio, descrivono
dati che possono riguardare uno specifico servizio web o anche azioni
controllate da apposite APIs.
• Triggers: corrispondono alla parte “this” del paradigma e sono gli
elementi che avviano un’azione.
• Actions: corrispondono alla parte “that” del paradigma e sono il
risultato di quanto avviato dai trigger.
• Applets: costituiscono l’insieme formato da trigger e action.
• Ingredients: sono i singoli dati resi disponibili da un trigger.
Dalle loro descrizioni possiamo notare che tutte condividono la stessa archi-
tettura della piattaforma oggetto del lavoro di tesi, ma che allo stesso tempo
si differenziano, anche se in modi diversi da essa. La prima infatti, permette
di condividere i dati tra i propri utenti ma al contrario di essa non permette
che questi ultimi si servano in maniera esplicita e a proprio piacimento dei
dati appartenenti agli altri utilizzatori della piattaforma. La seconda invece,
anche se ha un differente campo di applicazione, è molto più simile alla piat-
taforma oggetto di questo progetto, in quanto anch’essa permette ai propri
utenti di utilizzare servizi creati da altri in modo da garantire una migliore
e più performante esperienza utente. Infine, anche la terza è molto simile
alla piattaforma sopracitata, in quanto, allo stesso modo, dà la possibilità ai
propri utenti di creare servizi personalizzati congeniali alle proprie esigenze.
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1.3 Motivazioni e Contributi
Il contributo di questo lavoro di tesi è incentrato sul potenziamento e mi-
glioramento di SenSquare, una piattaforma C-IoT per il Community Based
Monitoring e l’Envirormental Monitoring, che integra fonti di dati eterogenee
e le mette a disposizione dell’utente finale grazie all’impiego di un client facil-
mente accessibile, senza il bisogno di possedere specifici sensori compatibili
con l’architettura o di dover consumare delle APIs [8].
Attraverso la piattaforma l’utente può creare servizi personalizzati a lui uti-
li mediante la tecnica del Visual Programming, servendosi dell’editor visivo
Blockly, uno strumento molto semplice e intuitivo utilizzabile anche da indi-
vidui che non hanno particolari competenze di programmazione.
Per comprendere a pieno il contributo di questa tesi, è necessario fare una
breve panoramica sul processo di creazione e gestione di un servizio perso-
nalizzato da parte dell’utente, di conseguenza faremo riferimento ad alcuni
elementi che compongono l’architettura di SenSquare, come i CustomServi-
ceTemplate e i CustomService, che verranno poi analizzati dettagliatamente
nell’apposita sezione.
Per realizzare il proprio servizio personalizzato, l’utente deve inizialmente
creare un Custom Service Template servendosi dell’editor visivo sopracitato.
Senza entrare troppo in dettaglio, possiamo considerarlo a tutti gli effetti co-
me lo scheletro del servizio finale, un vero è proprio modello predefinito che
successivamente potrà essere istanziato in una determinata area geografica
per dare vita al Custom Service, ovvero all’effettivo servizio.
La gran parte del lavoro di tesi è incentrata sul potenziamento dell’espressi-
vità del linguaggio per la creazione di servizi, in quanto, in seguito al contribu-
to apportato, l’utente avrà la possibilità di riutilizzare template già esistenti
per creare il proprio “template composto”, importandoli mediante due mo-
dalità, sotto forma di Whitebox o Blackbox, che saranno dettagliatamente
esposte nella sezione a loro dedicata. Di conseguenza il servizio non viene
più concepito come una singola istanza di un template, ma come un’istan-
za madre che al suo interno contiene delle istanze figlie che dovranno essere
eseguite singolarmente e successivamente sarà necessario aggregare i risultati
ottenuti per ottenere il valore finale da restituire all’utente.
Questa soluzione trova una perfetta collocazione all’interno della categoria
contenente le applicazioni basate su architettura cloud-based. Nel paragrafo
precedente infatti, possiamo notare una certa corrispondenza con il secondo
esempio fornito, in quanto anche SenSquare, proprio come paraimpu, per-
mette ai propri utenti di utilizzare servizi creati da altri per garantire una
migliore esperienza utente.
Successivamente, si è deciso di rendere la piattaforma ancor più “user-centered”,
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inserendo la possibilità di modificare e rimuovere Template o Servizi già esi-
stenti. Da ciò, è scaturita la necessità di introdurre i concetti di “Broken
Template” e “Broken Instance”, dando di conseguenza la possibilità all’uten-
te proprietario di ripararli cos̀ı da renderli perfettamente funzionanti. Infine,
dato che potenzialmente potrebbero essere presenti servizi molto articolati,
dopo un’ attenta disamina sui dati raccolti riguardo il tempo di esecuzione
degli stessi, è stata rivoluzionata la loro modalità di esecuzione in quanto è
stata implementata una procedura che viene eseguita in parallelo sfruttan-
do i molteplici thread offerti dall’architettura che ospita la piattaforma per




Nel corso degli ultimi anni è stato appurato che la diffusione dell’Internet of
Things ha permesso di incrementare le possibilità di realizzare servizi incen-
trati sulle persone e sull’ambiente nel quale queste vivono. A tal proposito, in
un precedente progetto[8], è stata implementata una piattaforma basata sui
principi del Collaborative Internet of Things (C-IoT) denominata SenSquare,
che si pone l’obiettivo di stimolare l’utente finale a utilizzare, per scopi nobili,
i dati eterogenei presenti in cloud non pienamente utilizzati per la creazio-
ne di servizi finalizzati a migliorare principalmente la vita delle persone e
la salvaguardia ambientale. Si pone quindi come un’efficiente soluzione di
Internet of Things Collaborativo in cui gli utenti collaborano nella raccolta
di dati e nella creazione di servizi condivisi. La piattaforma infatti, offre agli
utenti la possibilità di utilizzare i dati presenti nel proprio database, fornendo
un mezzo con cui definire modelli predefiniti per la creazione e la successiva
istanziazione di servizi personalizzati. Gli elementi principali coinvolti nel
processo di creazione e successivamente di istanziazione ed esecuzione di un
servizio sono i CustomServiceTemplate, i CustomService e i Datastream. I
template possono essere considerati come il codice sorgente del servizio che
si vuole istanziare e i datastream invece sono gli effettivi argomenti passati
al programma al momento dell’esecuzione. Quindi un template non è altro
che un’entità astratta in quanto non dispone né di dati concreti né di un’area
geografica di operatività. Di conseguenza, nel momento in cui se ne istan-
zia uno, gli si dà concretezza scegliendo i datastream da utilizzare e l’area
geografica di operatività. SenSquare prevede che ogni utente possa definire
in maniera semplice i propri template, e allo stesso tempo, che i più esperti
possano sbizzarrirsi nella creazione di programmi complessi. Questo è reso
possibile anche mediante l’utilizzo di apposite strutture, denominate Black-
box e Whitebox, introdotte grazie al contributo di questa tesi per importare
e quindi inglobare template già esistenti nella piattaforma al fine di dare vita
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a template composti.
2.1 Architettura della piattaforma
In questa sezione analizzeremo i componenti principali dell’architettura della
piattaforma mediante un breve excursus per poi soffermarci maggiormente
sugli elementi aggiunti durante lo svolgimento di questo progetto.
Come si può osservare nella figura 2.1 , l’architettura di SenSquare è formata
da 3 macro-aree:
• il client, il quale, mediante l’utilizzo di svariati dispositivi collegati alla
rete e tramite una Web Application, conferisce agli utenti la possibilità
di visualizzare i dati e di interagire con la piattaforma.
• il server, nodo centrale della piattaforma, incaricato della gestione della
comunicazione tra tutte le risorse che garantiscono il corretto funzio-
namento dell’applicativo, tra cui il modulo per la conversione e l’in-
terpretazione dei blocchi per l’editor visuale e i moduli incaricati del
reperimento e della classificazione dei dati.
• il database, incaricato di conservare i dati essenziali per il corretto fun-
zionamento del programma.
Il client costituisce la parte relativa al front-end, mentre sia il server che il
database formano il back-end della piattaforma.
Figura 2.1: Architettura SenSquare
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2.1.1 Back-end
Il server, come già detto, rappresenta il cuore della piattaforma che partecipa
attivamente alla maggior parte dei processi coinvolti durante tutto il ciclo di
vita del programma, ricoprendo quindi una moltitudine di ruoli e offrendo
svariati servizi. Come si nota in figura 2.1, il server funge da intermediario
fra il client e i diversi moduli che compongono il back-end.
Tra essi, è doveroso spiegare dettagliatamente il funzionamento del Data
Retriever e del Data Classifier[7], moduli incaricati rispettivamente del repe-
rimento e della classificazione dei dati.
Il primo viene utilizzato per recuperare periodicamente informazioni da fonti
“statiche”, le quali sono costituite da enti governativi che rendono disponi-
bili le informazioni in repository pubbliche e da applicativi Open Data che
mettono a disposizione di tutti enormi moli di dati (in figura, nel riquadro
viola in alto, possiamo osservare esempi di alcune delle piattaforme Open
Data dalle quali SenSquare reperisce i dati). Oltre alla collezione dei dati,
poiché questi non sempre vengono reperiti da fonti affidabili e di solito non
sono presentati attraverso apposite strutture che permettono di identificarli a
priori, il server ha il compito di classificarli secondo delle regole prestabilite.
Questo è reso possibile dal secondo modulo sopracitato, il Data Classifier,
il quale, attraverso un approccio basato su Natural Language Processing
(NLP), è in grado di identificare e classificare i dati eterogenei reperiti dal
Data Retriever, assegnando ad ognuno di essi un tipo, detto Data Type (pres-
sione, temperatura, PM10, CO2, ecc) e un’unità di misura.
Tra i tanti ruoli ricoperti vi è sicuramente quello più classico e comune di
WebServer, dato che è l’unico punto di accesso per i client attraverso proto-
collo HTTP mediante REST API e in quanto è incaricato di fornire i dati
necessari alla Web Application per permettere l’interazione con gli utenti.
Possiede inoltre il fondamentale compito di ospitare l’Instance Executor, il
modulo che si occupa della computazione relativa alle varie istanze, grazie al
quale si ottengono i risultati restituiti a seguito dell’esecuzione di un servizio
che saranno poi passati al client per permettere all’utente di visualizzarli (La
descrizione di questo particolare componente verrà approfondita nella sezio-
ne dedicata in quanto sono state apportate delle sostanziali modifiche ai fini
del lavoro di tesi). Infine, il server è l’unico componente in grado di comu-
nicare e interagire rispettivamente con il database e il modulo denominato
Blockly Converter il quale ha il compito di convertire il codice generato dal
framework Blockly in uno script in python che sarà poi eseguito dall’Instance
Executor.
Per comprendere in maniera più approfondita il funzionamento di quest’ul-
timo modulo, verranno illustrati in seguito i componenti principali che com-
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pongono un servizio: CustomServiceTemplate(CST) e CustomServi-
ceInstance(CSI).
CustomServiceTemplate
Prima del contributo di questa tesi, avremmo potuto definire i custom ser-
vice template come una combinazione di dati primitivi ottenuta mediante
l’utilizzo di semplici espressioni matematiche, operatori logici e blocchi con-
dizionali (if-then-else). Attraverso la BNF sottostante, possiamo osservare la
rappresentazione della sintassi del linguaggio utilizzato per la composizione
di CSTs.
E := IFTE(C,E ′, E ′) | E ′
E ′ := c | DC | (E ′ + E ′) | (E ′ − E ′) | (E ′ ∗ E ′) | (E ′/E ′)
C := b | C∧C | C∨C | ¬C | E > E | E ≥ E | E < E | E ≤ E | E = E | E 6= E
Dove c è una costante, b un booleano, E identifica l’output generato dal
CST, E’ l’espressione matematica, DC un datastream e IFTE rappresenta il
blocco condizionale if-then-else. Con le modifiche apportate durante il lavoro
di tesi, la definizione di CST assume un’accezione decisamente più complessa
rispetto alla precedente, in quanto, i template possono inglobare CSTs già
esistenti all’interno della piattaforma non limitandosi solamente a contenere
combinazioni di dati primitivi ottenuti attraverso semplici operazioni ma-
tematiche. È stato inoltre aggiunto un nuovo blocco funzione, il quale ha
il compito di contenere template importati sotto forma di blackbox (nella
BNF saranno identificate dalla sigla BBX) o blocchi condizionali per far si
che questi possano essere restituiti in output. Questo è stato necessario in
quanto precedentemente potavano essere restituite solo espressioni semplici
o booleani. In seguito, possiamo osservare la BNF relativa alla nuova conce-
zione di CST:
E := c | DC | (E + E) | (E −E) | (E ∗E) | (E/E) | IFTE(C,E,E) | BBX
C := b | C∧C | C∨C | ¬C | E > E | E ≥ E | E < E | E ≤ E | E = E | E 6= E
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CustomServiceInstance
Possiamo concepire un CSI come il servizio vero e proprio che la piattaforma
fornisce ai propri utenti. Questo è ottenuto mediante la concretizzazione
di un CST, passandogli dei datastream come parametro e attribuendogli
un’opportuna area di operatività identificata dalle coordinate ad essa relative.
Va ricordato infatti, che quest’ultimo non è altro che lo scheletro del servizio
che inizialmente risulta essere un’entità astratta. È opportuno specificare
inoltre che qualsiasi utente può utilizzare ogni CST pubblico presente sulla
piattaforma, anche se questo appartiene ad altri, per la creazione del proprio
servizio personalizzato. Una volta creato, al momento della sua esecuzione,
il CSI viene passato come parametro all’Instance Executor, il quale, come
vedremo nella sezione ad esso relativa, si occuperà della computazione e di
restituirne il risultato. All’interno della piattaforma possono essere creati una
moltitudine di servizi, alcuni molto semplici come ad esempio un servizio che
calcola la temperatura minima in una determinata zona o il tasso di PM10
presente nell’aria, ma che, grazie anche alle modifiche apportate con questo
lavoro di tesi, possono raggiungere livelli di complessità non banali.
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2.1.2 Front-end
La porzione relativa al front-end del progetto, attraverso una Web Appli-
cation, garantisce agli utenti di interfacciarsi con la piattaforma per visua-
lizzare i dati e/o creare ed eseguire servizi personalizzati. Di seguito, per
comprendere appieno le modalità di utilizzo di SenSquare e per presentare
le nuove funzionalità della piattaforma introdotte ai fini di questa tesi, verrà
brevemente illustrata la user experience (UX).
1. Se l’utente accede per la prima volta alla piattaforma dovrà registrarsi
attraverso l’apposito form (figura 2.2), altrimenti dovrà semplicemente
effettuare il login.
Figura 2.2: Schermata di registrazione
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2. In seguito l’utente si ritroverà nella schermata contenente tutti i servizi
relativi ad un’opportuna area geografica (figura 2.3 ), reperita attraver-
so i servizi di localizzazione in seguito alla richiesta da parte del client
di ottenere la posizione dell’utente o ad un luogo inserito manualmente.
Qui inoltre, l’utente potrà effettuare un click sulla card relativa ad un
servizio istanziato per accedere alla pagina ad esso dedicata.
Figura 2.3: Schermata relativa ai servizi presenti nella piattaforma
3. All’interno della pagina di dettaglio di uno specifico servizio (figura 2.4),
l’utente potrà visualizzarne i dettagli attraverso un grafico e la lista spe-
cifica degli ultimi risultati calcolati per ogni datastream, oltre a poter
individuare le precise coordinate di operatività dell’istanza attraverso
un’apposita mappa e i valori risultanti dalla sua esecuzione. Inoltre
sarà eventualmente in grado di modificare o eliminare definitivamente
l’istanza del servizio in questione.
Figura 2.4: Schermata relativa ad uno specifico servizio
25
Capitolo 2 – SenSquare
4. Cliccando sul pulsante di modifica si potranno cambiare le coordina-
te relative all’area geografica di operatività dell’istanza e modificare
i valori dei datastream selezionandone dei nuovi tra quelli disponibili
(figura 2.5).
Figura 2.5: Schermata relativa alla modifica di uno specifico servizio
5. L’utente successivamente potrebbe decidere di spostarsi nella sezione
template (figura 2.6) mediante la sidebar di cui la Web App è dotata,
nella quale, oltre a poter visualizzare l’elenco di tutti i template presenti
all’interno della piattaforma, potrà eseguire due azioni: cliccare sulla
card relativa ad un template per accedere alla pagina di dettaglio di
quest’ultimo o cliccando sull’apposito pulsante potrà accedere all’editor
visivo attraverso cui creare il proprio template personalizzato.
Figura 2.6: Schermata relativa ai template presenti nella piattaforma
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6. Nella pagina relativa allo specifico template (figura 2.7) l’utente potrà
visualizzarne la sua rappresentazione attraverso il framework di Google
Blockly, creare un servizio a partire da esso istanziandolo o eventual-
mente potrà procedere alla modifica o alla definitiva eliminazione dello
stesso.
Figura 2.7: Schermata relativa ad uno specifico template
7. Nella schermata di creazione del template (figura 2.8) invece, l’utente
potrà creare il suo template personale attraverso l’editor visuale so-
pracitato e, premendo sull’apposito pulsante, importare altri template
già presenti all’interno della piattaforma attraverso due modalità di cui
discuteremo in seguito.
Figura 2.8: Schermata relativa alla creazione di un template
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8. Infine, l’utente potrà creare un servizio a partire da uno dei template
(figura 2.9) presenti nella piattaforme specificandone un nome e una
breve descrizione e definendo le coordinate dell’area geografica di ope-
ratività, oltre a selezionare tra quelli disponibili i datastream necessari
a garantire la corretta esecuzione del servizio da parte dell’Instance
Executor.




In questa sezione non verranno trattati aspetti riguardanti l’implementazione
già esistente della piattaforma, ma verranno analizzate solamente le principali
scelte di progettazione in merito alle nuove funzionalità introdotte in questa
tesi. Precisamente analizzeremo le modifiche apportate alle strutture dati
presenti nel database, gli endopint delle APIs aggiunti per garantire il corretto
funzionamento delle nuove features e le modifiche apportate al concetto di
Istanza e di conseguenza alla rinnovata architettura dell’Instance Executor.
3.1 Database
Il database è uno dei componenti principali dell’architettura di SenSquare.
La sua presenza infatti è fondamentale per il corretto funzionamento del
programma, in quanto contiene molteplici tabelle che fanno riferimento ad
una moltitudine di dati imprescindibili ai fini dell’utilizzo della piattaforma.
Si è scelto di mantenere il database usato sin dalla nascita dell’applicazione,
ovvero MySQL, e di modificare solamente le strutture dati coinvolte nel lavoro
di tesi. MySQL è un Relational Database Management System (RDBMS),
ovvero un database basato sul modello relazionale e che quindi presenta i
dati sotto forma di relazioni mediante l’utilizzo di tabelle costituite a loro
volta da righe e colonne.
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In seguito verranno quindi elencate e analizzate le strutture dati che hanno
ricevuto delle modifiche durante lo svolgimento del progetto.
• Customservice: è la tabella del database (figura 3.1) che contiene
informazioni relative all’istanziazione dei CustomServiceTemplate, che
non sono altro che i veri e propri servizi dei quali gli utenti possono usu-
fruire utilizzando la piattaforma. Come in tutte le tabelle del database
è presente un campo univoco che contiene l’ID del servizio istanzia-
to e che svolge il compito di chiave primaria ai fini dell’identificazione
dello stesso. Successivamente vi è un campo contenente l’ID associa-
to all’utente che ha istanziato il servizio, che è l’identificatore univoco
di quest’ultimo nella tabella che contiene informazioni relative a tutti
gli utenti registrati alla piattaforma. In seguito possiamo osservare tre
campi che identificano l’area geografica di operatività, ovvero deploy-
ment center lat, deployment center lon e deployment center radius che
indicano rispettivamente la latitudine, la longitude e il centro del raggio
dell’area geografica in cui il servizio è attivo. Possiamo inoltre notare
la presenza di alcune informazioni relative al CustomServiceTemplate
istanziato quali il suo ID presente nella riga denominata template ID.
Nel campo json args sono presenti informazioni aggiuntive in formato
JSON relative al tipo dei datastream utilizzati dal servizio e alla mo-
dalità di misurazione relativa ad ognuno di essi, in base al fatto che
l’utente abbia richiesto il minimo, il massimo, la media o una speci-
fica misurazione. In questo lavoro di tesi è stato aggiunto il campo
sub instance args che contiene il tipo e lo specifico id dei datastream
che richiedono misurazioni specifiche, contenuti in tutte le istanze fi-
glie dell’istanza madre (spiegheremo approfonditamente questa nuova
concezione di istanza nella sezione dedicata all’Instance Executor). A
completare la tabella, troviamo due campi contenenti le informazioni
primarie relative al servizio, quali il titolo e una breve descrizione.
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Figura 3.1: Tabella relativa ai Custom Services (le chiavi primarie sono
evidenziate in grassetto e i campi aggiunti sono sottolineati)
• CustomServiceTemplate: è la tabella del database (figura 3.2) che
contiene informazioni relative a uno specifico template creato da uno
specifico utente. Di conseguenza, proprio come per la tabella custom-
service sopra descritta, sono presenti due campi identificativi, uno che
identifica il template attribuendogli un ID univoco e l’altro che allo
stesso modo identifica l’utente che lo ha creato. In seguito possiamo
notare la presenza di alcuni campi relativi alla struttura e al codice
prodotto dal template, in quanto il campo xml template contiene la
rappresentazione attraverso il metalinguaggio XML del template gene-
rato mediante l’editor visivo fornito dal framework Blockly e il campo
python code che ne contiene la corrispondente rappresentazione tradot-
ta in codice python, che sarà poi passato all’Instance Executor ai fini
dell’esecuzione del servizio. Vi è inoltre il campo share with others che
contiene un booleano che indica se il template in questione è condiviso
con gli altri utenti oppure se questo è stato reso privato dal suo creato-
re. Anche la tabella customservicetemplate proprio come la precedente
contiene informazioni basilari come il titolo e una breve descrizione del
template, oltre ad avere anch’essa la colonna json args nella quale sono
elencati i datastreams e la loro modalità di misurazione utilizzati dal
template.
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Infine è stata aggiunta una colonna denominata used templates neces-
saria ai fini di identificare tutti i template già esistenti importati sotto
forma di Blackboxes in fase di creazione.
Figura 3.2: Tabella relativa ai Custom Service Templates (le chiavi primarie
sono evidenziate in grassetto e i campi aggiunti sono sottolineati)
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3.2 REST API
Le API REST sono una scelta implementativa molto importante intrapresa
dall’autore della prima implementazione di SenSquare in quanto permettono
al back-end di non preoccuparsi di dati superflui e di computazioni costose
che inficerebbero solamente sulle performance della piattaforma, poiché non
sono altro che un insieme di URI invocabili dai client mediante appositi me-
todi del protocollo HTTP.
Dato che uno dei punti sui cui si è incentrato il lavoro di tesi è stato quello
di rendere la piattaforma ancor più “user-centered”, introducendo la pos-
sibilità di eliminare o modificare i template e i servizi istanzianti presenti
sulla piattaforma, è stato necessario implementare dei metodi appartenenti
al back-end attraverso i quali modificare e eliminare template e/o servizi.
Di seguito verranno illustrati solamente gli URI e quindi gli End Point intro-
dotti in questa tesi.
TEMPLATES
1. Update Template:
PATCH: api/v1/user/templates/<template id>/<data> recu-
pera il template da modificare attraverso il template id passato come
parametro e successivamente verranno rimpiazzati nel database sola-
mente i parametri ottenuti dal campo data, anch’esso passato come
parametro.
2. Delete template:
DELETE: api/v1/user/templates/<template id>/<participant id>
recupera il template da eliminare definitivamente attraverso il tem-
plate id passato come parametro e successivamente controlla se que-
sto appartiene all’utente che ha effettuato la richiesta confrontando
l’id dell’utente che ha create il template reperito dal database con il
participant id passato come parametro
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INSTANCES
1. Get Instances by Instantiated Template:
GET: api/v1/instances/<template id>
recupera tutte i servizi che sono stati istanziati a partire dal template
indicato dal parametro template id
2. Update Instance:
PATCH: api/v1/instances/<instance id>/<args>/<template id>
recupera l’istanza da modificare attraverso l’instance id passato come
parametro e successivamente verranno rimpiazzati nel database sola-
mente i parametri contenuti nel campo args, anch’esso passato come
parametro
3. Delete Instance:
DELETE: api/v1/instances/<instance id>/<participant id> re-
cupera il servizio da eliminare definitivamente attraverso l’instance id
passato come parametro e successivamente controlla se questo è sta-
to creato dall’utente che ha effettuato la richiesta confrontando l’id
dell’utente che ha istanziato il template reperito dal database con il
participant id passato come parametro
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3.3 Instance Executor
L’ Instance Executor è il modulo incaricato di eseguire la computazione as-
sociata ad una specifica istanza di un servizio, in modo da poter mostrare
all’utente il risultato da esso restituito. La computazione viene eseguita com-
pilando in bytecode il codice python per poi interpretarlo al fine di ottenere
l’effettivo valore restituito dal servizio in questione. Questo processo, prima
del contributo apportato da questa tesi, consisteva nel calcolare operazioni
elementari su diversi dati reperiti dal server attraverso apposite query al da-
tabase.
Per ogni datastream presente all’interno del template istanziato, potrebbero
essere necessarie fino a 4 tipologie differenti di misurazioni: massimo, minimo,
media aritmetica e valore corrispondente ad un datastream specifico. Possia-
mo quindi raggruppare le differenti tipologie di misurazioni sopra elencate in
2 macro-categorie. Vi è il caso in cui venga richiesto uno specifico valore di
un datastream, oppure quello in cui è necessario calcolare un valore all’inter-
no di un range di misurazione che può corrispondere appunto al massimo, al
minimo o alla media matematica dei valori presenti nell’intervallo di tempo
considerato. Di conseguenza, nei precedenti lavori di tesi relativi a questo
progetto, sono state implementate due classi all’interno del server per gestire
rispettivamente le due situazioni: SpecificDataStream e MaxMinAvgOfDa-
taStream. Le due classi sono molto simili tra loro, in quanto si differenziano
solamente per la diversa modalità che utilizzano per il reperimento dei dati
dal database. La prima effettua una query al database filtrando la tabella
delle misurazioni con l’id dello specifico datastream considerato, mentre la
seconda colleziona i dati filtrando le misurazioni in base alle coordinate geo-
grafiche ad esse relative e al tipo di sensore che le ha effettuate. In realtà, vi
è anche una terza classe che si occupa di effettuare la computazione per tutti
i giorni specificati nell’intervallo di tempo e successivamente di aggregare i
valori ottenuti attraverso opportune operazioni aritmetiche ai fini di ottenere
il risultato finale da passare al server, in modo che questo possa, a sua volta,
inviarlo al client che avrà il compito di mostrarlo all’utente.
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Come già detto nelle precedenti sezioni dell’elaborato, dopo un’attenta ana-
lisi ed un accurato studio, è stato rivoluzionato il concetto di istanza, in
quanto in precedenza non era possibile aggregare template già esistenti sulla
piattaforma in fase di creazione di un nuovo template personalizzato. Per-
tanto durante il lavoro di tesi da me svolto, è stata aggiunta la possibilità di
importare template già esistenti sotto forma di Whitebox o Blackbox. In
questa frangente ci soffermeremo sulla seconda modalità per poi descrivere
la prima e le differenze tra di esse nella sezione relativa alle scelte implemen-
tative e all’effettiva implementazione dei vari moduli realizzata durante lo
svolgimento del progetto.
Quando l’utente decide di importare un template sotto forma di BlackBox,
questo risulta essere una vera e propria “scatola nera” agli occhi della piat-
taforma. Infatti, nel momento dell’istanziazione di un template, prima di
effettuare la computazione relativa ad essa, il sistema controlla se il template
da istanziare contiene blackbox, esaminando il codice python da esso prodot-
to, e in base al risultato di questo controllo agisce di conseguenza.
Se il template non contiene blackbox, l’istanza verrà trattata come un nor-
male servizio e di conseguenza verrà eseguita la computazione mediante il
procedimento sopradescritto. Altrimenti, se il template contiene una o più
blackbox, queste verranno trattate come servizi indipendenti che si è scelto
di denominare sotto-istanze o meglio istanze-figlie, che avranno in comune
tra loro e con l’istanza madre solamente l’area geografica di operatività. Di
conseguenza l’esecuzione dell’istanza viene scissa in N computazioni indipen-
denti (con N che indica il numero di sotto-istanze presenti all’interno del
servizio), le quali verranno eseguite parallelamente in multithreading e suc-
cessivamente verranno aggregati i risultati ottenuti da ognuna di esse per
comporre quello che sarà il valore effettivo calcolato dal servizio che verrà
mostrato mediante la Web Application all’utente finale.
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Nello snippet sottostante possiamo osservare la presenza di blackbox all’in-
terno dello script in python corrispondente al template da istanziare, dalla
parola chiave “template” affiancata dall’id numerico corrispondente alla blac-
kbox importata. Di conseguenza per ogni sotto-istanza, il sistema reperirà
dal database le informazioni necessarie tra cui il codice python ad essa rela-
tiva ed eseguirà ricorsivamente il procedimento sopra esplicato. Al termine
verrà calcolato il valore restituito dall’istanza madre, che verrà poi aggregato
con tutti i risultati ottenuti dalle istanze-figlie, cos̀ı da ottenere il valore che
sarà poi restituito al client.
1 import sys
2
3 var_PM10_MAX = float(sys.argv [1])
4 var_COPR_DSID = float(sys.argv [2])
5
6 if (var_PM10_MAX) * (var_COPR_DSID) > 42:
7 print (0)
8 else:
9 print (((( template23) + (( template24) + (template12))) + ((
template13) + (template16))))
Codice 3.1: Codice python relativo ad un template contenente blackbox
3.4 Introduzione ai concetti di Whitebox e
Blackbox
In questo paragrafo, come accennato in precedenza, verranno presentati bre-
vemente i concetti di whitebox e blackbox (che saranno poi ampiamente
descritti all’interno del capitolo relativo all’implementazione) introdotti al-
l’interno della piattaforma durante questo lavoro di tesi e in seguito verranno
analizzate le problematiche che sono scaturite dal loro impiego. Come già
detto, durante lo svolgimento di questo progetto, tra le tante modifiche e
migliorie apportate alla piattaforma, è stata introdotta una funzionalità che,
in fase di creazione di un nuovo template, permette all’utente di riutilizzare
template già esistenti, creati in precedenza da lui o da altri utenti, semplice-
mente importandoli all’interno dell’editor di creazione, scegliendo tra le due
modalità disponibili. L’utente infatti può decidere di importare un templa-
te già esistente sotto forma di Whitebox o Blackbox. Questi due concetti,
nonostante abbiano lo stesso scopo, ovvero quello di permettere all’utente
di riutilizzare un CST presente nella piattaforma, inserendolo all’interno del
template in fase di creazione, sono estremamente differenti l’uno dall’altro.
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La prima modalità permette all’utente di acquisire una vera e propria copia
del template importato all’interno del proprio editor di creazione di un nuovo
template. Qui, in seguito, oltre a poterlo utilizzare nella sua interezza, sarà
possibile modificare e/o estrapolare solamente una parte di quest’ultimo pri-
ma di porlo nella posizione desiderata.
Quindi, ricapitolando, una whitebox non è altro che una copia del template
originale che, una volta inserita all’interno dell’editor, si comporta esatta-
mente come se fosse interna al template stesso e non come un componente
esterno ad esso.
Un template importato sotto forma di blackbox è totalmente differente dal
precedente. Infatti, come si evince dal nome, il template si presenta come
una vera e propria “scatola nera”, della quale l’utente ne conosce la struttura,
poiché ha avuto modo di osservarla nella finestra in cui scegliere il template
da importare, ma che non può in nessun modo modificare in quanto all’in-
terno dell’editor di creazione si presenta come un unico blocco denominato
con il titolo del template stesso. Le blackbox, al contrario delle whitebox,
vengono trattate come componenti esterni al template in quanto in fase di
esecuzione di un servizio istanziato a partire da un template che le contie-
ne, come già spiegato nella sezione dedicata all’Instance Executor, vengono
considerate come istanze indipendenti da quella principale. Queste possono
essere considerate solamente dei marker all’interno del template contenito-
re, in quanto indicano all’Instance Executor i template importati e la loro
posizione all’interno di essi, dato che, come spiegato nella sezione dedicata,
quest’ultimo sarà incaricato di reperire tutte le informazioni relative ad ogni
blackbox per poi eseguirne la computazione. Di conseguenza possiamo os-
servare come le whitebox non portano a nessun tipo di problema in quanto
una volta importate, vengono considerate a tutti gli effetti parte integrante
del template che le contiene.
Le blackbox invece, essendo considerate istanze indipendenti, hanno portato
alla modifica del concetto di istanza con la conseguente modifica del modu-
lo incaricato di eseguire la computazione ad esse relative, ovvero l’Instance
Executor.
In seguito all’introduzione di questi due nuovi concetti, come già visto nel
capitolo 2 , è stato necessario introdurre una nuova BNF relativa al lin-
guaggio utilizzato dalla piattaforma per la creazione e l’esecuzione di servizi
personalizzati. Adesso infatti, un Custom Service Template risulta avere
una struttura più complessa rispetto alla precedente, in quanto i template
possono inglobare più CSTs al proprio interno.
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In basso possiamo osservare la rinnovata BNF:
E := c | DC | (E + E) | (E −E) | (E ∗E) | (E/E) | IFTE(C,E,E) | BBX
C := b | C∧C | C∨C | ¬C | E > E | E ≥ E | E < E | E ≤ E | E = E | E 6= E
dove E rappresenta l’espressione relativa al template, C una condizione lo-
gica, DC i datastream ad esso assegnati,BBX una blackbox,“c” e “b” infine
rappresentano rispettivamente costanti e booleani.
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4.1 Potenziamento dell’espressività del linguag-
gio per la creazione di servizi
Uno degli obbiettivi principali del lavoro svolto ai fini di questa tesi riguarda
il potenziamento dell’espressività del linguaggio adoperato dalla piattaforma
per la creazione di servizi nell’ambito del monitoraggio ambientale. Prima di
esporre e spiegare nel dettaglio i miglioramenti apportati, analizzeremo me-
diante un breve excursus le possibilità relative alla creazione di un template
che la piattaforma offriva nella versione precedente al mio contributo.
In quest’ultima infatti, la creazione di un template avveniva solamente me-
diante l’aggregazione attraverso semplici operazioni logiche e/o aritmetiche
di dati grezzi relativi alle misurazioni presenti nel database. Da ciò si evince
che potevano essere creati template più o meno complessi (come quello in
figura 4.1) che però si limitavano all’utilizzo dei dati primitivi presenti nel
database, non potendo in nessun modo usufruire della moltitudine di tem-
plate creati da altri utenti ai fini di creare servizi composti partendo da quelli
esistenti.
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Figura 4.1: Template generico implementazione precedente
Un caso d’uso che mette fortemente in risalto questo problema, o meglio
questa limitazione, si verificava quando un utente voleva creare un template
che calcolasse la medesima cosa di uno già esistente aggiungendovi un de-
terminato valore. Per esempio infatti, il template in figura 4.2 restituisce il
massimo valore di PM10 presente nell’aria in una determinata zona. Dalla
descrizione della precedente implementazione possiamo ben osservare che se
l’utente ad esempio, avesse voluto creare un template che ritornasse la quan-
tità ottenuta dalla somma del massimo valore di PM10 e il massimo valore
di CO2 presente in una determinata zona, avrebbe dovuto creare da zero il
suo template non potendo in nessuna maniera utilizzare quello già esistente.
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Figura 4.2: Template che restituisce il massimo valore di PM10 in una
determinata zona
In seguito al contributo di questa tesi e grazie all’ampliamento delle possi-
bilità offerte dal linguaggio utilizzato da SenSquare, si è ovviato a questa
limitazione offrendo all’utente la possibilità di importare template già esi-
stenti nella piattaforma. Infatti, premendo sul pulsante “importa” situato
nell’editor visivo che permette la creazione di un nuovo template, si apre una
nuova finestra contenente tutti i template presenti all’interno della piatta-
forma. Qui, l’utente ne può visualizzare un’anteprima premendo sulla card
contenente il titolo relativo ad esso (figura 4.3).
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Figura 4.3: Antemprima template da importare
In figura 4.3, in alto a sinistra, di fianco al titolo, possiamo notare la presenza
dei due pulsanti che permettono di importare il template all’interno dell’edi-
tor attraverso le due omonime modalità. L’utente infatti potrà scegliere di
utilizzare il template da lui selezionato sotto forma di Whitebox o di Blac-
kbox. In seguito faremo una panoramica su entrambe le modalità per poi
metterle a confronto, evidenziandone le differenze e le relative implicazioni
sul concetto di istanza.
4.1.1 Whitebox
La prima modalità di importazione di un template nel processo di creazio-
ne di un “Template Composto” è la cosiddetta Whitebox Import. Una
whitebox non è altro che una vera e propria copia del template selezionato,
la cui rappresentazione in blocchi (ottenuta dal framework Blockly) viene
inserita all’interno dell’editor di creazione (figura 4.4(a)), dando all’utente la
possibilità di posizionare il template in qualunque parte del proprio progetto
e persino di modificare la whitebox appena importata se necessario.
Per esempio, possiamo osservare in figura come il template venga posto all’
interno di una somma algebrica (figura 4.4(b)) attraverso un nuovo compo-
nente introdotto nella toolbox dell’editor,denominato blocco funzione, che
funge come una sorta di adattatore per blocchi logici e come vedremo in
seguito anche per inglobare una blackbox.
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(a) (b)
Figura 4.4: Whitebox import
Oltre alla sua rappresentazione visiva, analizzeremo anche il meccanismo di
creazione e di interpretazione del codice python di un template contenente
una o più whitebox. Come si evince dallo snippet sottostante (codice 4.1),
per ogni whitebox importata e posta nell’apposito blocco sopracitato, nello
script verrà creato un metodo identificato dalla dicitura “def” propria del
linguaggio di programmazione python, che ha il compito di definire la fun-
zione e dal nome di questa che inizierà con la keyword “getOutput” seguita
da un id univoco generato automaticamente dal sistema. Nel caso in cui la
whitebox non necessiti del blocco ausiliario, verrà trattata esattamente come
se fossero dei blocchi aggiunti dall’utente normalmente all’interno dell’editor
e quindi esattamente come accadeva nella precedente implementazione. In
seguito, nel codice verranno dichiarate le variabili contenute al suo interno,
insieme a quelle eventualmente già presenti nel template e infine verrà invo-




3 def getOutputZqWizPtI ():





9 var_NO2A_DSID = float(sys.argv [1])
10 var_PM10_MAX = float(sys.argv [2])
11 var_COPR_DSID = float(sys.argv [3])
12
13 print ((( getOutputZqWizPtI ()) + (var_NO2A_DSID)))
Codice 4.1: Script python relativo ad un template contentente whitebox
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Per quanto riguarda l’impatto che le whitebox hanno sul concetto di istanza,
possiamo affermare che, al contrario delle blackbox, come vedremo in segui-
to, non vanno ad intaccare la normale esecuzione di un servizio, in quanto
nel momento in cui un template contenente una o più whitebox viene istan-
ziato, questo è considerato come un unico servizio, con l’unica differenza che
durante il processo di esecuzione da parte dell’Instance Executor verranno
eseguiti anche tutti i metodi generati dall’importazione di queste ultime.
4.1.2 Blackbox
La seconda modalità di importazione di un template nel processo di crea-
zione di un “Template Composto” è la cosiddetta Blackbox Import. Una
blackbox, come suggerito dal nome stesso, può essere considerata una vera e
propria “scatola nera”, ovvero un blocco che contiene tutte le informazioni
relative al template importato ma che, al contrario delle whitebox, non per-
mette all’utente di modificare in alcun modo la sua struttura originale. Nel
momento in cui viene cliccato l’omonimo pulsante nella finestra in cui viene
visualizzata l’anteprima del template da importare, verrà inserito nell’editor
di creazione un nuovo blocco (figura 4.5(a)), introdotto nella piattaforma in
seguito al contributo da me apportato, che svolge il compito di identificare il
template importato sotto forma di blackbox e permette all’utente di dispor-
lo a suo piacimento all’interno del programma attraverso il blocco funzione
presentato nel paragrafo relativo alle whitebox (figura 4.5(b)).
(a) (b)
Figura 4.5: Blacbox import
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Come già fatto per le whitebox, analizzeremo il meccanismo di creazione e
interpretazione del codice python anche per quanto riguarda template com-
posti contenenti blackbox. Possiamo osservare come nello snippet sottostante
(codice 4.2) per ogni blackbox importata verrà creata una nuova variabile il
cui nome inizia con la keyword “template” seguita dal suo id univoco repe-
rito direttamente dal database, che sarà posta nel punto corrispondente alla





4 var_COPR_DSID = float(sys.argv [1])
5 var_NO2A_MAX = float(sys.argv [2])
6
7 if (var_NO2A_MAX) >= 5 and (var_NO2A_MAX) <= 10:
8 print ((( template23) + (var_COPR_DSID)))
9 else:
10 print ((( var_NO2A_MAX) + (template13)))
Codice 4.2: Script python relativo ad un template contentente blackbox
A differenza di ciò che accadeva con template composti contenenti whitebox,
in questo caso non verranno dichiarate all’interno dello script le variabili
utilizzate dalle blackbox, in quanto queste, come già spiegato nella sezione
dedicata, verranno considerate come istanze-figlie e di conseguenza saranno
a tutti gli effetti istanze indipendenti le cui variabili verranno reperite al mo-
mento dell’esecuzione dall’Instance Executor dal database mediante l’utilizzo
di opportune query.
Pertanto come ampiamente discusso nella sezione relativa alla modalità di
esecuzione dei servizi, utilizzando blackbox, si va a stravolgere il concetto di
istanza cos̀ı com’era inteso precedentemente al lavoro di tesi.
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4.1.3 Template composti ottenuti mediante aggrega-
zione di blackbox e whitebox
Come abbiamo avuto modo di osservare nelle sezioni precedenti, le due mo-
dalità descritte si basano su concetti estremamente diversi e che a loro volta
hanno un impatto differente sul concetto di istanza. Nonostante la loro diver-
sità, questi possono essere utilizzati contemporaneamente e più di una volta
nella finestra di creazione di un nuovo template con il fine di permettere
all’utente una maggiore personalizzazione, conferendo al linguaggio una più
potente espressività. Possiamo osservare in figura 4.6 un esempio di template
composto con un grado di complessità notevole data la presenza di diversi
template importati sotto forma di whitebox, e soprattutto considerando il
notevole numero di blackbox inglobate. Inoltre, nello snippet in basso (codi-
ce 4.3) possiamo notare come il codice python relativo al template composto
sia ottenuto dalla combinazione delle due tecniche di generazione descritte
nelle sezioni riguardanti le due modalità di importazione.
Figura 4.6: Esempio template complesso contenente svariate whitebox e
blackbox
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1 import sys
2
3 def getOutputjwcebYNDqogp ():
4 if (var_NO2A_DSID) > 5:
5 return ((10 + (var_PM10_MAX)))
6 else:
7 return ((20 + (var_PM10_MAX)))
8
9 def getOutputZqWizPtI ():





15 var_PM10_MAX = float(sys.argv [1])
16 var_COPR_DSID = float(sys.argv [2])
17 var_NO2A_DSID = float(sys.argv [3])
18 var_NOXO_DSID = float(sys.argv [4])
19
20 if (var_PM10_MAX) + (var_COPR_DSID) <= 20:
21 print ((( var_NO2A_DSID) + (( template153) + (1 + (template13)
))))
22 elif (var_PM10_MAX) * (var_COPR_DSID) > 20 and (var_PM10_MAX)
* (var_COPR_DSID) <= 42:
23 print (((( template184) + (var_NOXO_DSID)) + (template25)))
24 else:
25 if (var_PM10_MAX) * (var_COPR_DSID) == 50:
26 print ((( template16) + (getOutputjwcebYNDqogp ())))
27 else:
28 print ((( template16) + (getOutputZqWizPtI ())))
Codice 4.3: Script python relativo ad un template complesso
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4.2 Miglioramenti apportati ai concetti di Tem-
plate e Istanza
Come anticipato precedentemente, un ulteriore contributo apportato durante
il lavoro di tesi consiste nel rendere la piattaforma ancor più “user-centered”.
Di conseguenza sono state introdotte alcune funzionalità aggiuntive con il fine
di garantire agli utenti un ruolo ancora più centrale nel processo di creazione
ed esecuzione di un servizio.
4.2.1 Template
Innanzitutto, è stata introdotta la possibilità di eliminare un template creato
in precedenza da parte dell’utente proprietario premendo il pulsante identi-
ficato dall’icona di un cestino come in figura 4.7. Da questo si evince che
verrà effettuato un controllo incrociato tra l’utente che ha effettuato la ri-
chiesta e il proprietario del template e, se questi corrispondono, si procederà
alla definitiva eliminazione di quest’ultimo dalla piattaforma. In seguito si
è scelto di conferire all’utente la possibilità di modificare un template da lui
precedentemente creato. Proprio come per l’eliminazione, per procedere alla
modifica, basterà premere il corrispondente pulsante identificato dall’icona
di una matita (figura 4.7).
Figura 4.7: Schermata dettaglio Template
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Inoltre, è stato implementato un metodo booleano attraverso il quale, pri-
ma di rendere effettive le modifiche apportate dall’utente viene controllato
ricorsivamente per tutte le blackbox importante, se queste o quelle inglobate
all’interno di esse (considerando tutti i livelli di annidamento) utilizzano il
template che si sta modificando. Praticamente, si crea un grafo contenente
tutti i template coinvolti e, attraverso una visita in ampiezza, si controlla
se al suo interno è presente almeno un riferimento a quello che l’utente sta
cercando di modificare. Se il metodo in questione, al termine della sua ese-
cuzione, ritorna “False”, si procederà a salvare le modifiche all’interno del
database. Viceversa, se il valore di ritorno corrisponde a “True”, l’utente
verrà notificato dal sistema potendo cos̀ı effettuare le dovute modifiche per
rendere legittimi i cambiamenti ad esso apportati.
Nella figura 4.8 possiamo vedere due semplici template che per comodità,
ai fini dell’esempio, denomineremo rispettivamente TemplateA e TemplateB.
Il primo (figura 4.8(a)) calcola semplicemente il massimo valore di umidità
presente nell’aria in una determinata zona. Il secondo invece (figura 4.8(b)),
utilizza il templateA sotto forma di blackbox in modo da ritornare la somma
del valore calcolato da questo e della massima misurazione di ozono in una
specifica località.
(a) (b)
Figura 4.8: Templates di esempio
Per mostrare l’effettivo funzionamento del metodo sopradescritto, considere-
remo il caso in cui un utente stia modificando il templateA importando la
blackbox corrispondente al templateB come in figura 4.9. Nel momento in
cui l’utente andrà a confermare le modifiche, verrà notificato un errore dovu-
to alla presenza di un template che causa un ciclo infinito. Di conseguenza
potrà scegliere di tornare indietro ed effettuare ulteriori modifiche per risol-
vere il problema o di uscire dall’editor e tornare alla pagina di dettaglio del
proprio template.
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Figura 4.9: Esempio errata modifica
4.2.2 Instance
Cos̀ı come per i template, si è deciso di dare la possibilità agli utenti finali
di eliminare definitivamente e/o modificare anche servizi istanziati in prece-
denza. Pertanto è stata introdotta la possibilità di eliminare un servizio da
parte dell’utente che lo ha istanziato.
Quindi, con la stessa modalità utilizzata per l’eliminazione di un template,
verrà effettuato un controllo incrociato e se positivo si potrà procedere alla
sua definitiva eliminazione attraverso l’apposito pulsante (figura 4.10).
Data la possibilità di modificare i template, è sorta l’esigenza di permettere
all’utente di aggiornare anche un servizio già istanziato, in quanto potrebbero
essere state effettuate modifiche rilevanti al template che ne influenzerebbero
il corretto funzionamento.
Per esempio, l’utente potrebbe decidere di modificare il template aggiungen-
do una misurazione relativa ad uno specifico datastream, la quale porterebbe
alla “rottura” del servizio, in quanto la scelta dei datastream specifici avviene
in fase di istanziazione. Di conseguenza, attraverso le migliorie apportate,
l’utente sarà in grado, premendo sul pulsante di modifica (figura 4.10), di
includere i datastream mancanti oltre a poter cambiare l’area geografica di
operatività della propria istanza.
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Figura 4.10: Schermata Istanza Generica
4.2.3 Broken Template e Broken Instance
Come brevemente accennato in precedenza, data l’introduzione delle fun-
zionalità di modifica ed eliminazione di template e istanze, si è presentata
l’esigenza di introdurre il concetto di template e istanze “rotte”, denomina-
ti rispettivamente “Broken Template” e “Broken Instance”, poiché la
definitiva eliminazione di template e/o le modifiche apportate ad alcuni di
essi avrebbero potuto causare malfunzionamenti di vario genere a tutta la
piattaforma.
Partiamo con il dare una definizione di “Broken Template”: un template
si trova nello stato “broken” se al suo interno contiene blackbox relative a
template non più presenti sulla piattaforma. Naturalmente, proprio come av-
viene per il controllo che precede la modifica di un template, anche in questo
caso vengono considerati tutti i livelli di annidamento, non limitandosi quindi
alle blackbox contenute dal template in questione, ma effettuando l’ispezione
in maniera ricorsiva su di esse.
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Quando un template si trova in questo stato è caratterizzato dalla presenza
di un triangolo rosso all’interno della schermata ad esso relativa. L’utente
potrà quindi posizionarvici sopra il puntatore del mouse per far si che ap-
paia un messaggio contenente l’errore riscontrato e l’opportuna procedura
per correggerlo. Oltre ad esso, apparirà anche un pulsante con la dicitura
“ripara”, attraverso il quale si verrà reindirizzati all’editor di modifica in cui
attuare i cambiamenti illustrati nel messaggio precedente (figura 4.11).
Figura 4.11: Broken Template
Cos̀ı come per i template, anche i servizi potranno trovarsi nello stato “bro-
ken”. Un’istanza infatti si trova in questo stato se contiene uno o più template
ai quali sono stati aggiunti datastream specifici, diversi da quelli selezionati
dall’utente che ha inizializzato il servizio in fase di istanziazione. Di con-
seguenza, nella schermata relativa al servizio, l’utente visualizzerà l’ormai
noto triangolo rosso, attraverso il quale riuscirà a visualizzare il messaggio
di errore e la procedura da attuare per risolverlo (figura 4.12).
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Figura 4.12: Broken Instance
Premendo sul pulsante “ripara”, si aprirà un dialog (figura 4.13) contenente
tutte le rispettive misurazioni corrispondenti ai datastream mancanti. Qui
l’utente potrà selezionare quelli da aggiungere al servizio e una volta confer-
mato, se ha soddisfatto tutte le richieste contenute nel messaggio di errore,
visualizzerà l’istanza aggiornata e perfettamente funzionante.
Figura 4.13: Dialog contenente datastream da aggiungere
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4.2.4 Migliorie apportate alla struttura a blocchi dei
template
Per il corretto funzionamento delle migliorie apportate e discusse nelle se-
zioni precedenti, è stato necessario intervenire anche sull’implementazione e
sulla struttura a blocchi utilizzata all’interno della piattaforma. Innanzitut-
to, dato il cambiamento apportato alla struttura di un generico template,
avendo aggiunto la possibilità di importare whitebox e blackbox, è sorta l’e-
sigenza di modificare il parser che ha il compito di convertire il codice XML
corrispondente ad un template nella relativa rappresentazione in blocchi e
viceversa, adattandolo alla nuova implementazione. Successivamente, per
poter utilizzare i nuovi template importati e per offrire una maggiore espres-
sività al linguaggio, è stato introdotto un blocco funzione che non è altro che
un contenitore di blocchi condizionali (if-then-else) e di blackbox. Questo
ha il compito di inglobare i blocchi sopra citati e di immagazzinare tutte
le informazioni relative ad essi in modo da passarle al chiamante. Infine,
data la presenza di blackbox, è stato implementato un apposito blocco per
la loro rappresentazione visiva che eredita tutte le informazioni del template
importato, ma che non permette in nessun modo all’utente di modificarne il
contenuto. In figura 4.14 possiamo vedere un esempio di come i nuovi blocchi
si presentano all’interno dell’editor visivo per la creazione di nuovi template.
Figura 4.14: Blocchi aggiunti
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4.3 Esecuzione parallela di servizi
In seguito alle migliorie apportate e all’introduzione di nuove funzionalità al-
l’interno della piattaforma, gli utenti possono creare template articolati con
strutture che potrebbero raggiungere una complessità notevole. Di conse-
guenza, esaminando i dati raccolti relativi al tempo di esecuzione di istanze
più o meno complesse, è nata l’esigenza di rivoluzionare la modalità con cui
la computazione relativa ai servizi veniva eseguita per ottimizzare al massimo
la velocità di esecuzione.
Infatti, come si può osservare nella tabella sottostante (figura 4.15(a)) con
l’implementazione in sequenziale, sulla base di 100 misurazioni effettuate, il
tempo medio di esecuzione di un servizio istanziato a partire da un template
contenente solamente una blackbox, corrisponde a circa 17 secondi. Confron-
tando la tabella in figura 4.15(b) relativa ad un servizio istanziato a partire
da un template contenente 4 blackbox con quella precedente, possiamo no-
tare come il tempo di esecuzione di un servizio è direttamente proporzionale
al numero di blackbox che il template di partenza ingloba al suo interno.
(a) (b)
Figura 4.15: Dati relativi al tempo di esecuzione di 100 istanze di test con
implementazione sequenziale
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Di conseguenza, come già detto, è stata implementato un nuovo metodo al-
l’interno dell’Instance Executor che si occupa dell’esecuzione di istanze figlie
di un servizio in parallelo. Nell’implementazione precedente le sotto-istanze
venivano eseguite su un unico thread. Invece nella nuova è stato utilizzato
il modulo “concurrent.futures” del linguaggio python per permettere l’ese-
cuzione di ogni istanza-figlia su uno specifico thread mediante uno specifico
ThreadPoolExecutor, in modo da abbattere drasticamente i tempi di esecu-
zione.
Infatti nella figure 4.16(a) e 4.16(b) possiamo notare come, in seguito al com-
pimento delle modifiche sopradescritte, il tempo di esecuzione di un servizio
il cui template di partenza conteneva una blackbox sia passato da una media
di circa 17 secondi ad una di circa 2,5 secondi. Osservando la figura relativa
al tempo di esecuzione del servizio istanziato a partire dal template conte-
nente 4 blackbox, possiamo inoltre notare che il miglioramento in percentuale
ottenuto cresce all’aumentare del numero di blackbox importate all’interno
del template. Il reale miglioramento ottenuto, verrà analizzato nello specifico
nella successiva sezione dedicata ai risultati ottenuti in seguito al contributo
di questa tesi.
(a) (b)





In questo paragrafo verranno analizzati i risultati ottenuti, relativi ai tre pun-
ti principali introdotti nella sezione 1.3 , in seguito alle migliorie apportate
dal lavoro di tesi.
Il potenziamento dell’espressività del linguaggio utilizzato dalla piattaforma
per la creazione di servizi ha portato diverse migliorie all’esperienza utente.
Questa risulta essere molto più fluida e meno macchinosa, grazie alla possi-
bilità di riutilizzare template già esistenti.
L’utente infatti non è costretto a creare ogni volta il proprio template da
zero, ma può usare questi ultimi come base di partenza o semplicemente per
aggiungere funzionalità al proprio servizio in maniera rapida e sicura. Inoltre,
la decisione di aver introdotto due modalità tra cui scegliere per importare i
template già esistenti porta ad un notevole vantaggio in merito alla stabilità e
alla correttezza del servizio. Infatti, attraverso l’utilizzo delle blackbox, non
si va a compromettere in alcun modo il suo corretto funzionamento, poiché
per definizione, questa struttura non permette la modifica del template im-
portato.
Di conseguenza possiamo notare come un utente meno esperto, soprattutto
se non ancora pratico della piattaforma, potrebbe scegliere, per lo meno al-
l’inizio, di utilizzare solamente questo metodo di importazione per evitare di
incorrere in errori dovuti alla sua inesperienza e per avere allo stesso tempo
un servizio perfettamente funzionante. Inoltre, per garantire una corretta
gestione della piattaforma, è stata introdotta la possibilità di eliminare defi-
nitivamente template e servizi che non servono più.
Un altro notevole risultato è stato ottenuto in seguito all’introduzione dei
concetti di “broken instance” e “broken template”, in quanto questi evitano
che la piattaforma subisca dei crash quando rileva anomalie e contempora-
neamente permettono la segnalazione agli utenti di eventuali errori per far si
che vengano corretti.
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Infine, con la scelta implementativa di eseguire in parallelo e in multithread
le computazioni relative a istanze-figlie, durante l’esecuzione di servizi otte-
nuti mediante l’istanziazione di template composti, ha portato ad abbattere
notevolmente il tempo di esecuzione degli stessi, velocizzando in maniera
sostanziale la piattaforma. Nel grafico in figura 5.1, creato mediante uno
script python scritto appositamente per questa tesi, possiamo notare come il
tempo di esecuzione, oltre ad essere notevolmente diminuito, sia inversamen-
te proporzionale al numero di blackbox, e quindi al numero di sotto-istanze
eseguite dal servizio considerato. Il risultato ottenuto dalla nuova implemen-
tazione, fa si che la piattaforma sia sempre fluida e performante e che le sue
performance migliorino all’aumentare della complessità d’esecuzione di una
computazione. Nel grafico sopracitato, è stato considerato lo stesso template
per tutte le prove, contenente però un diverso numero di blackbox corrispon-
denti allo stesso servizio. In seguito, sono state effettuate 100 misurazioni
per ognuno di essi con entrambe le modalità di esecuzione (sequenziale e
multithread). Possiamo osservare che nel caso del template contenente sola-
mente una istanza figlia è stato ottenuto un decremento percentuale relativo
al tempo di esecuzione pari al 85,36%. Il notevole risultato ottenuto si evince,
come già detto, dal fatto che all’aumentare del numero di blackbox ingloba-
te da un servizio, il decremento percentuale cresca. Infatti, considerando le
misurazioni relative al servizio contenente 4 istanze figlie, possiamo osservare
come il decremento percentuale corrisponda al 94,95%.





In questo elaborato, è stato inizialmente introdotto il paradigma Internet of
Things mediante l’ausilio di alcune delle tante definizioni ad esso attribuibili.
Inoltre, sono stati esplorati alcuni campi di applicazione dell’IoT relativi a
Smart Home, Smart Citiy e al monitoraggio ambientale. In seguito, sono
state presentate le principali caratteristiche di una particolare applicazione
dell’IoT, il cosiddetto Internet of Things Collaborativo (C-IoT), che è il con-
cetto alla base di SenSquare, la piattaforma su cui si incentra questo lavoro di
tesi. È stata quindi descritta la piattaforma, facendo una breve panoramica
sulla sua architettura e definendo le funzionalità che offre agli utenti. Dopo
una prima parte introduttiva si entra nel vivo del lavoro svolto, in quan-
to vengono illustrate le scelte di progettazione e di implementazione delle
modifiche e migliorie apportate. A tal proposito, inizialmente, prima di pro-
cedere al potenziamento dell’espressività del linguaggio utilizzato all’interno
della piattaforma per la creazione di servizi, è stato necessario riadattare la
struttura con la quale erano concepiti i template alla base dei servizi e di
conseguenza modificare il parser incaricato della traduzione e dell’interpreta-
zione di questi ultimi. Una volta portata a termine questa prima fase, sono
state introdotte le due strutture fondamentali alla base della nuova concezio-
ne di template, ovvero le Blackbox e le Whitebox. In seguito, è stata studiata
e implementata una soluzione al secondo grande problema presente in prece-
denza all’interno della piattaforma, cioè l’impossibilità da parte dell’utente di
modificare o eliminare un template/servizio. Per finire, in seguito ai miglio-
ramenti apportati, è nata l’esigenza di rendere il processo di esecuzione dei
servizi più rapido e quindi è stato implementato un meccanismo che sfrutta
il parallelismo e la moltitudine di thread offerti dall’architettura che ospita
la piattaforma, in modo da abbattere enormemente il tempo necessario alla
computazione. Infine, dato il rapido sviluppo del paradigma IoT, più nello
specifico di quello C-IoT, è facile notare come ci siano innumerevoli scenari
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da approfondire e svariate migliori da apportare alla piattaforma. Ad esem-
pio, in futuro si potrebbero sfruttare algoritmi di intelligenza artificiale e di
machine learning per suggerire agli utenti quali template creare in modo da
garantire la creazione di servizi realmente utili ai fini di migliorare il loro stile
di vita. In conclusione possiamo affermare che il lavoro di tesi ha contribuito
ad accrescere le potenzialità, già ingenti, di SenSquare, concentrandosi prin-
cipalmente sulle esigenze degli utenti finali per migliorare la loro esperienza
di utilizzo della piattaforma.
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