Abstract. In software systems the coding errors are unavoidable due to the frequent source changes, the tight deadlines and the inaccurate specifications. Therefore, it is important to have tools that help us in finding these errors. One way of supporting bug prediction is to analyze the characteristics of the previous errors and identify the unknown ones based on these characteristics. This paper aims to characterize the known coding errors.
Introduction
The characterization of source code defects is a popular research area these days. Programmers tend to make mistakes despite the assistance provided by the development environments, and also errors may occur due to the frequent changes and not appropriate specifications, therefore, it is important to get more tools to help the automatic detection of errors. For automatic recognition of defects, it is required to characterize the known ones.
One possible way of characterization is to try retrieving useful information from defective code parts. This requires the knowledge whether a given source code contains bugs or not. Defective sections of code can be characterized in different aspects after locating them. During the software development cycle, programmers use a wide variety of tools, including bug tracking, task management, and version control systems. There are numerous commercial and open source software systems available for these purposes. Furthermore, different web services are built to meet these needs. The most popular ones like SourceForge, Bitbucket, Google Code and GitHub fulfill the above mentioned functionalities. They usually provide more services, such as source code hosting and user management. Different APIs make it possible to retrieve various data properties, thus can be used as data sources. For example, they can be used to examine the behavior or the co-operation of users or even to analyze the source code itself. Since most of these services include bug tracking, it raises the idea to use this information in the characterization of source code defects [16] . To do this, the bug reports managed by these source code hosting providers must be connected to the appropriate source code parts [14] . A common practice in version control systems is to describe the changes in a comment belonging to a commit and often provide an ID for the associated bug report which the commit is supposed to fix [10] . This can be used to identify the faulty versions of the source code. Processing diff files can help us to obtain the code sections affected by the bug [15] . We can use textual similarity between faulty code parts [2], if we have such a database. We can also use static source code metrics [5] , for which we only need one tool that is able to produce them. For the sake of completeness, other information extracted from the services can be involved in a database, such as user statistics.
To build a database containing useful bug characterization information, we have chosen GitHub since it has several regularly maintained projects and also a well defined API that makes it possible to integrate an automatic data retrieval mechanism in our own project. We selected 13 Java projects, which are suitable for such examination and serve as a base for creating a bug database with different characterizations. We have taken into consideration all reported bugs stored in the bug tracking system. With attached diff files we located the affected source parts. For the characterization we used static source code metrics and some other ones we defined based on the set of data retrieved from GitHub. The set of these metrics describe the projects from many aspects that can be a good starting point to execute different bug prediction techniques (e.g building models for prediction).
Related Work
Many approaches have been presented dealing with bug characterization and localization. Zhou et al. published a study describing BugLocator [16] , a tool that detects the relevant source code files that need to be changed in order to fix a bug. BugLocator uses textual similarities (between initial bug report and the source code) in order to rank potential fault-prone files. Prior information about former bug reports is stored in a bug database. Ranking is based on the idea that descriptions with high similarity assume that the related files are highly similar too. A similar ranking is done by Rebug-Detector [12] a tool made by
