Path following di un veicolo sottomarino glider con ali idrodinamiche attuate e indipendenti by GELUARDI, STEFANO
Università di Pisa
Laurea Specialistica Ingegneria dell’Automazione
Path following di un veicolo sottomarino glider con
ali idrodinamiche attuate e indipendenti
Relatore: Prof. Andrea Caiti
Correlatore: Dott. Ing. Vincenzo Calabrò
Candidato: Stefano Geluardi
Anno accademico 2011/2012
contenuti
In questa tesi è sviluppato un sistema di controllo per il Veicolo Autonomo
Ibrido (VAI) Underwater Wave-Glider. Tale veicolo possiede un ballast tank
posizionato nella parte anteriore del corpo e due ali idrodinamiche au-
tonome posizionate simmetricamente nella parte posteriore. L’approccio
utilizzato per realizzare il controllo si basa su un nuovo metodo di path-
following descritto nell’articolo “Principles of Guidance-Based Path Following
in 2D and 3D” di Morten Breivik e Thor I. Fossen della Norwegian University
of Science and Technology (NTNU)[6]. La strategia di controllo utilizzata è di
tipo switching e consente l’inseguimento di tipiche traiettorie di gliding in
3D. L’algoritmo di controllo ricavato è stato, infine, validato da simulazioni
numeriche effettuate tramite MATLAB Simulink® e i risultati sono mostrati
nel Capitolo 5 del presente lavoro di tesi.
abstract
In this thesis we developed a control for Autonomous Hybrid Vehicle (VAI)
Underwater Wave-Glider. This vehicle has a ballast tank located in the front
part of the body and two indipendent hydrodynamic wings that are placed
in the back of the hull. The approach used for achieving control, is based on
the new path-following method illustrated by Morten Breivik and Thor I.
Fossen of the Norwegian University of Science and Technology (NTNU) in
their article "Principles of Guidance-Based Path Following in 2D and 3D"[6].
A switching control strategy is employed to track typical 3D trajectories.
Finally, the algorithm control is validated through numerical simulations
realised with MATLAB Simulink® whose results are reported in Chapter 5
of this thesis.
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1I N T R O D U Z I O N E A L L A R O B O T I C A M A R I N A
1.1 cenni storici
La storia dei veicoli sottomarini risale, con ogni probabilità, a Leonardo
Da Vinci il quale, nel Codice Atlantico, scritto tra il 1480 e il 1518, lavorò
all’idea di realizzare una macchina militare subacquea. Tale progetto venne
abbandonato successivamente perchè considerato, da Leonardo stesso,
troppo pericoloso. Il primo uomo a percorrere un breve tratto in immersione
fu l’olandese Cornelius van Drebbel che tra il 1620 e il 1626 mise a punto
un battello subacqueo con il quale percorse, immerso a una profondità
di 3-4 metri, un breve tratto del Tamigi alla presenza del re Giacomo I
d’Inghilterra. Dalla fine del 1800 e soprattutto durante la seconda guerra
mondiale vennero largamente usati i sottomarini.
Figure 1: Esempio ROV
I primi veicoli subacquei, in senso moderno, sono apparsi, invece, nell’ambito
della robotica marina e hanno trovato applicazione, negli ultimi decenni,
soprattutto nel campo dell’esplorazione marina ed in quello militare. Tali
veicoli vengono, di norma, classificati in due categorie:
• i ROV (Remotely Operated Vehicle) sono robot usati in applicazioni
sottomarine e necessitano di un collegamento, generalmente via cavo,
con un operatore.
• gli AUV (Autonomous Underwater Vehicle) sono veicoli che operano
in acqua e che sono in grado di portare a termine delle missioni in
maniera autonoma. Si distinguono dai ROV per il fatto che non hanno
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bisogno di essere collegati via cavo ad un pilota umano. Permettono,
quindi, di far risparmiare il costo totale di una missione, non necessi-
tando di una nave attrezzata e di personale qualificato per la guida a
distanza del robot. [1]
1.2 auv e glider
Il lavoro sviluppato in questa tesi è motivato dal crescente uso, negli ultimi
anni, degli Autonomous Underwater Vehicles nel campo della ricerca subac-
quea, dovuto a due elementi fondamentali legati alle missioni in ambito
sottomarino: obiettivi sempre più ambiziosi e durate temporali sempre
maggiori. Dalla fine del secolo scorso gli studi sul cambiamento climatico
e sul conseguente aumento del livello del mare, legato al riscaldamento
globale, hanno accresciuto l’interesse per il comportamento degli oceani.
Fino a non molto tempo fa, l’esplorazione dei fondali e l’acquisizione di dati
in mare veniva effettuata attraverso strumenti trainati da navi o montati su
di esse. Queste ultime, però, possono effettuare missioni limitate nel tempo
e dal costo parecchio elevato. Per cercare di far fronte a questi limiti sono
stati realizzati, negli ultimi decenni, dei robot subacquei in grado di fare
campionamenti di dati in mare, attraverso missioni di lunga durata (anche
mesi). Tutto ciò in maniera totalmente autonoma abbattendo, pertanto, i
costi totali e non necessitando, come detto prima, di una nave attrezzata e
di personale qualificato per la guida a distanza dei robot.
In questo contesto si è inserito lo sviluppo e l’impiego di veicoli a basso
consumo energetico, i GLIDER. Questi sono veicoli sottomarini autonomi
privi di propulsione, progettati per condurre missioni molto lunghe, mini-
mizzando il consumo energetico a discapito di un’elevata manovrabilità.
Si muovono in acqua modificando il proprio peso e dunque la propria
densità che risulta, pertanto, maggiore o minore di quella del liquido in
cui sono immersi. Tale variazione di peso viene determinata variando la
quantità d’acqua in dei serbatoi interni (ballast tanks) e permettendo, quindi,
di generare delle forze sul GLIDER che può muoversi, di conseguenza, in
senso verticale, scendendo verso il fondale marino o salendo in superficie.
Poiché, come detto, i GLIDER non usano propulsori di alcun genere,
essi sono veicoli molto efficienti in termini di consumo energetico. Inoltre,
operando in maniera autonoma, possono essere programmati per seguire
un percorso desiderato e, risalendo in superficie, possono, altresì, verificare
la loro posizione attuale, usando il GPS, e aggiornare la direzione del
percorso che stanno seguendo. Infine, in base al software caricato a bordo,
sono in grado di comunicare con un eventuale controllo remoto o ottenere
la posizione di eventuali GLIDER vicini.
Il vantaggio di usare piattaforme più piccole è legato, inoltre, al fatto di
avere una struttura scalabile: più GLIDER possono contemporaneamente
campionare, individualmente, dati dello stesso fenomeno e, comunicando
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Figure 2: Forze gravitazionali e idrodinamiche che agiscono sul GLIDER
tra di essi, possono effettuare dei confronti per generare una rete di infor-
mazioni incrociate.
Figure 3: Esempio GLIDER
Un’altra applicazione del GLIDER si è avuta in campo militare. Le dimen-
sioni ridotte e la quasi assenza di rumore consentono ai GLIDER di essere
difficilmente individuabili e, dunque, adatti a missioni di ricognizione e di
controllo.
Già nel 1889 Henry Stommel aveva pubblicato un articolo di fantascienza
nel Journal Oceanography in cui descriveva una flotta di GLIDER in grado di
campionare continuamente l’oceano in una data vicina, il 2021. Prendendo
spunto da questa idea, negli ultimi decenni, è nato il progetto AOSN
(Autonomous Ocean Sampling Network) della ONR (United States Office of Naval
Research) che ha portato allo sviluppo di tre tipi di Underwater GLIDER: lo
Slocum, lo Spray e il Seaglider. Il principio di funzionamento di questi tre
veicoli si basa sul cambiamento del galleggiamento e sulla ridistribuzione
della massa interna. La combinazione di questi due principi permette di
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muovere il veicolo in alto e in basso, di modificarne l’assetto e di controllare
la direzione della velocità.[5][10]
Il veicolo presentato in questo lavoro di tesi non prevede ridistribuzioni di
masse interne, bensì l’utilizzo di un ballast tank, situato nella parte anteriore,
grazie al quale poter variare la posizione longitudinale del baricentro
del veicolo, imbarcando o espellendo acqua, e di due ali idrodinamiche
indipendenti, capaci di generare moti di rollio, beccheggio e imbardata.
1.2.1 Principi base del moto del VAI
Si presentano, di seguito, i principi base del moto del Veicolo Autonomo
Ibrido (VAI) Underwater Wave-Glider, studiato nel presente documento.
• Il concetto del galleggiamento è piuttosto semplice e si basa sul principio
di Archimede il quale afferma che un corpo immerso in un fluido riceve una
spinta dal basso verso l’alto uguale al peso del volume del liquido spostato dal
corpo stesso:
FB = ρfVfg=mfg (1.1)
dove ρf rappresenta la densità, Vf il volume e mf la massa del fluido
spostato mentre g è l’accelerazione di gravità. In aria questa forza
è trascurabile ma in un fluido denso, come l’acqua, essa determina
un’influenza non indifferente sul corpo, opponendosi, in maniera sig-
nificativa, alla forza di gravità. Quando la densità del corpo immerso
eguaglia quella del liquido che lo circonda, la forza peso mbg è total-
mente compensata dalla forza di galleggiamentomfg e il corpo si trova
nel così detto galleggiamento neutro. Gli altri due stati possibili sono il
galleggiamento positivo (mfg >mbg) e quello negativo (mfg <mbg).
Per ottenere un moto verticale basta cambiare, quindi, la massa del
corpo variando, in tal modo, la densità di questo rispetto al liquido nel
quale è immerso. Ciò può essere effettuato pompando, attraverso un
pistone, il liquido, in cui è immerso il corpo, all’interno di un ballast
tank o da questo all’esterno del veicolo. Per avere un moto orizzontale
si possono combinare una serie di movimenti verticali in su e giù come
mostrato in Figura 4. Chiaramente la ballast deve essere decentrata
Figure 4: Moto orizzontale GLIDER
rispetto al baricentro. Nel caso presentato è stata collocata nella parte
anteriore del veicolo.
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• Il secondo principio base, nel moto del GLIDER presentato, si basa
sulla forza esterna di portanza (lift), perpendicolare alla forza di attrito
(drag). Tali forze idrodinamiche si generano per la pressione che il
fluido esercita sul corpo in movimento, in particolar modo sulle ali, e
sono proporzionali alla velocità di questo. In particolare, la forza di lift
Figure 5: Forze di Lift e Drag esercitate sull’ala del GLIDER
consente di pilotare il veicolo nel fluido determinando moti di rollio,
beccheggio e imbardata (roll,pitch,yaw).
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1.3 presentazione dei capitoli
Di seguito viene presentato il lavoro di tesi, suddiviso in sei capitoli, il
primo dei quali è stato dedicato all’introduzione sulla robotica marina.
• Nel Capitolo 2 vengono presentate le equazioni differenziali ordinarie
(ODE) che descrivono il modello matematico del Veicolo Autonomo
Ibrido (VAI) Underwater Wave-Glider, le caratteristiche del veicolo, le
approssimazioni effettuate, e le problematiche di controllo.
• Nel Capitolo 3 viene descritto, nel dettaglio, l’approccio utilizzato per
realizzare il controllo del veicolo, basato su di un metodo innovativo
di path-following ideato da Morten Breivik e Thor I. Fossen.
• Nel Capitolo 4 si presenta l’applicazione del controllo, descritto nel
Capitolo 3, al Veicolo Autonomo Ibrido (VAI) Underwater Wave-Glider. Si
presta particolare attenzione al problema di ottimizzazione, usato per
il controllo delle ali, e all’importanza dello switching control tramite il
quale si garantisce l’inseguimento di una traiettoria con errore a regime
nullo e si ottiene un risparmio, in termini energetici, eliminando il
chattering sull’attuazione della ballast. Vengono, inoltre, discusse le
caratterizzazioni degli attuatori (ballast tank e ali idrodinamiche) per il
moto di gliding.
• Nel Capitolo 5 vengono presentati i risultati sperimentali di alcune
prove di path following, ottenuti dalle varie simulazioni effettuate uti-
lizzando il programma MATLAB Simulink®, con considerazioni sugli
andamenti temporali degli attuatori e sull’inseguimento dei riferimenti.
• Il Capitolo 6 è dedicato alle conclusioni e ai possibili studi futuri.
2I N T R O D U Z I O N E A L V E I C O L O VA I
In questo capitolo viene presentato il modello, descritto da equazioni dif-
ferenziali ordinarie (ODE), del Veicolo Autonomo Ibrido (VAI) Underwater
Wave-Glider, prestando particolare attenzione agli elementi funzionali inno-
vativi e analizzando, nel dettaglio, le caratteristiche degli attuatori utilizzati.
2.1 concetti base dell’underwater wave-glider
Il VAI nasce dalla collaborazione della Marina Militare di Genova con
l’Università di Pisa allo scopo di realizzare un veicolo subacqueo au-
tonomo a risparmio energetico, in grado di assorbire l’energia proveniente
dall’ambiente esterno per ricaricare le batterie a bordo [4]. Negli ultimi anni
sono stati realizzati nel mondo diversi sistemi subacquei a energia rinnov-
abile: Il Pelamis Wave Power[9] è un ottimo esempio di sistema in grado di
convertire l’energia delle onde in potenza elettrica attraverso il movimento
relativo delle sue parti. La stessa idea è stata applicata nelle barche e nei
veicoli marini autonomi. La barca Suntory Mermaid II[2] ha raggiunto le
coste delle Hawaii partendo dal Giappone dopo 108 giorni di navigazione,
viaggiando per 6400 km. Tale veicolo marino è stato alimentato attraverso
l’uso di pannelli solari, per garantire il funzionamento dell’elettronica di
bordo, e di un sistema di pinne con molle capace di convertire l’energia
potenziale delle onde direttamente in propulsione longitudinale. Un altro
esempio, parecchio noto, è il veicolo autonomo Wave Glider (WG)[7][11]
capace di portare a termine un viaggio di 4000 km dalle Hawaii a San Diego,
California, in soli 82 giorni. Anche in questo caso l’elettronica di bordo
è stata alimentata tramite pannelli solari, mentre la propulsione è stata
ottenuta attraverso un sistema multiplo di ali sommerse, collegate alla parte
del veicolo in superficie tramite un cavo.
L’idea del VAI è nata dalla possibilità di combinare gli interessanti e
innovativi risultati presenti nei tre sistemi sopra menzionati, allo scopo
di realizzare un singolo AUV ibrido caratterizzato dalla lunga autonomia
di un WG, unito alla capacità di esplorazione e navigazione tipici degli
AUV e dei GLIDER. Il veicolo sarebbe quindi dotato di pannelli solari
per ricaricare le batterie, quando risale in superficie, e di una geometria
variabile dipendente sia dallo specifico task che dal livello di carica delle
batterie stesse. Come rappresentato in Figura 8, il link che collega l’ala al
corpo del veicolo può cambiare posizione determinando due configurazioni
possibili: Wave Glider Mode e AUV/Glider Mode.
Al contrario del WG, descritto prima, l’UWG non userebbe cavi per per-
mettere il collegamento tra la parte flottante in superficie e le ali totalmente
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Figure 6: Esempio Wave Glider
Figure 7: Diagramma tecnologia del Wave Glider
immerse nel fluido, ma sfrutterebbe un link rigido, tra l’ala e il corpo, per
generare un’oscillazione lungo la direzione verticale causata dall’energia
potenziale delle onde. Tale energia potrebbe essere convertita in elettrica,
tramite ad esempio l’utilizzo di giunti magnetici, e immagazzinata all’inter-
no delle batterie del veicolo. Chiaramente, per simmetria, il veicolo avrebbe
un link flottante e un’ala in entrambi i lati.
Il passaggio alla configurazione AUV/Glider Mode avverrebbe riportan-
do il link mobile in posizione parallela all’asse del corpo.
Nella presente tesi viene studiato il veicolo quando si trova in quest’ultima
configurazione, con lo scopo di realizzare un path following in 3D.
Si presenta, di seguito, la trattazione delle equazioni del modello che
descrive il comportamento dinamico del veicolo quando si trova nella
configurazione AUV/Glider Mode.
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Figure 8: Configurazioni operative UWG
2.2 modellistica del veicolo tramite equazioni differenziali or-
dinarie (ode)
Il modello di veicolo considerato[3] ha massa m(t) dipendente dal tempo e
centro di massa (CoG) in posizione variabile rg(t) . Da qui in poi l’apice b
in un generico vettore v indicherà che le componenti di v sono espresse nel
sistema di riferimento del corpo del veicolo (body reference frame {b}), mentre
con l’apice n si indicherà il sistema di riferimento di navigazione (navigation
reference frame {n}). Si indicano, di sequito, le equazioni di posizione e
velocità del centro di massa
rbg(t) =
Λ+Υ(t)
m(t)
, r˙bg(t) =
Υ˙(t)
m(t)
−
m˙(t)
m(t)
rbg(t) (2.1)
dove Λ e Υ(t) rappresentano, rispettivamente, il contributo statico e dina-
mico del moto del centro di massa.
La velocità vg del CoG rispetto ad un punto arbitrario O vale
vbg ≈ vbo +ωb ∧ rbg, vng ≈ Rnbvbg = Rnb
(
vbo +ω
b ∧ rbg
)
(2.2)
dove ωb rappresenta la velocità angolare del corpo rigido nel sistema di
riferimento {b}.
Inoltre, si evidenzia che, nella precedente equazione, il termine r˙bg non è
riportato in quanto cinematicamente trascurabile rispetto alla velocità vbo.
Tuttavia, il contributo di r˙bg verrà preso in considerazione successivamente,
nel calcolo delle forze generate dalle variazioni di massa del veicolo.
La matrice Rnb , invece, mappa un vettore espresso nel sistema di riferi-
mento {b}, nel medesimo vettore espresso nel riferimento {n}.
Differenziando rispetto al tempo la quantità di moto
m(t)Rnb(t)v
b
g(t) (2.3)
espressa nel sistema di riferimento {n}, considerato inerziale, si ottiene:
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Fbo =
[
mI |−mS
(
rbg
)]( v˙bo
ω˙b
)
+[
mS
(
ωb
)
|−mS
(
ωb
)
S
(
rbg
)]( vbo
ωb
)
+
[
mS
(
ωb
)
| vbo − S
(
rbg
)
ωb
]( r˙bg
m˙
) (2.4)
dove Fbo rappresenta la forza esterna, applicata sul punto O, ed espressa
nel sistema di riferimento {b}. L’operatore S(·) restituisce una matrice
antisimmetrica che verifica la seguente relazione per il prodotto vettoriale:
a× b= S(a)b=−S(b)a.
In maniera analoga, per il momento della quantità di moto
Rnb (t)
(
Ioω
b (t) +mrbg (t)∧
(
rbg (t)∧ω
b (t)
))
(2.5)
si ottiene la seguente equazione:
Mbo =
[
mS(rbg) | Is −mS
2
(
rbg
)]( v˙bo
ω˙b
)
+[
mS
(
rbg
)
S
(
ωb
)
| S
(
ωb
)(
Is −mS
2
(
rbg
))]( vbo
ωb
)
+
[
mS
(
rbg
)
S
(
ωb
)
| S
(
rbg
)
vbo − S
2
(
rbg
)
ωb
]( r˙bg
m˙
) (2.6)
essendo Mo il momento esterno equivalente sul punto O.
Il vettore
((
r˙bg
)T ,m˙T)T si può, inoltre, espicitare rispetto ai contributi della
massa variabile εb (t).
m(t) =ms + εb (t) , Υ(t) = εb (t)rbb (t) (2.7)
dove ms è la massa statica, rbb è la posizione della ballast (nel sistema di
riferimento del corpo) e εb (t) è la massa d’acqua all’interno del ballast tank.
Ne consegue che m˙= ε˙b, r˙bg =
rbb
m ε˙b e in forma matriciale si avrà, pertanto:(
r˙bg
m˙
)
=
[
1
m (rb − rg)
1
]
ε˙b (2.8)
Elaborando le precedenti equazioni, si ottiene il seguente modello di sei
dimensioni per il corpo rigido (rigid body, pedice rb).
Mrb (εb) v˙+Crb (v,εb)v+ T (v,εb) ε˙b = τ (2.9)
2.3 parametri numerici vai 17
nel quale il vettore v=
(
vbo,ωb
)
e τ=
(
FbTo ,MbTo
)T .
Aggiungendo, infine, gli effetti idrodinamici, le forze apparenti e l’equa-
zione cinematica, si ottiene il modello in forma standard:
{
η˙= J(η)v
M(εb) v˙+C(v,εb)v+D(v)v+ g(η,εb) + T (v,εb) ε˙b = τ
(2.10)
dove con g(η,εb) si indica il contributo delle forze di gravità e di gal-
leggiamento, mentre il termine D(v)v rappresenta l’attrito idrodinamico.
Infine, i termini M(εb) =Mrb (εb) +MA, C(εb) = Crb (εb) +CA includono
gli effetti delle masse aggiunte.
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Si riportano, di seguito i parametri numerici per il dimensionamento fisico
del veicolo e degli attuatori considerati:
Parametri caratteristici del VAI per il moto di Gliding sottomarino
Lunghezza 2 m
Veicolo
Diametro 0.15 m
Peso statico ms 23.65 kg
Posizione CoG statico (Λ/ms)x −0.02 m
Posizione CoG statico (Λ/ms)y 0 m
Posizione CoG statico (Λ/ms)z 0.1 m
Capacità max εb 1 kg
Ballast Tank
Rate max | ε˙b | 0.1 kg/s
Posizione
(
rbb
)
x
0.9 m
Posizione
(
rbb
)
y
0 m
Posizione
(
rbb
)
z
0.1 m
Larghezza 0.25 m
Ali idrodinamiche
Lunghezza 0.10 m
Posizione
(
rbω
)
x
−0.8 m
Posizione
(
rbω
)
y
0.2/− 0.2 m
Posizione
(
rbω
)
z
0 m
Tabella 1: Parametri numerici del VAI
2.4 caratterizzazione degli attuatori per il moto di gliding
Come detto nel Capitolo 1, il veicolo presentato è un glider in cui l’at-
tuazione è determinata attraverso l’utilizzo di un ballast tank e di due ali
idrodinamiche. Si analizzano di seguito le caratteristiche di tali attuatori e
l’effetto del loro utilizzo sulla dinamica del veicolo.
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2.4.1 CARATTERIZZAZIONE DEL BALLAST TANK
La forza di galleggiamento del veicolo varia linearmente con la quantità
d’acqua imbarcata nel ballast tank. La posizione di quest’ultimo all’interno
del veicolo è stata scelta in modo da avere una simmetria nel comportamen-
to di galleggiamento. Scegliendo la posizione
(
rbb
)
, indicata in Tabella 1, si
è verificato, attraverso varie simulazioni, che per valori di massa εb > 0.5 kg
il veicolo diventa negativo al galleggiamento (la forza di gravità è maggiore
di quella di galleggiamento), mentre per εb < 0.5 kg il veicolo è positivo (la
forza di gravità è minore di quella di galleggiamento) come mostrato in
Figura 9.
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Figure 9: Differenziale gravità-galleggiamento rispetto alla massa d’acqua contenuta nel
serbatoio
Inoltre, introducendo una certa massa d’acqua εb (t) in
(
rbb
)
, si determina
uno spostamento del CoG del veicolo, descritto dal vettore
(
rbb (t)
)
.
In Figura 10 è mostrato che il CoG si posiziona davanti o dietro al centro
geometrico del veicolo, di qualche centimetro. Tutto ciò genera un cambia-
mento dell’angolo di pitch di equilibrio del moto del veicolo come mostrato
in Figura 11.
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Figure 10: La variazione della posizione longitudinale del centro di massa dell’intero
veicolo dipende linearmente dalla massa d’acqua contenuta nel serbatoio
0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8 0.9 1−15
−10
−5
0
5
10
15
E
q
u
il
ib
ri
um
 P
it
ch
 A
ng
le
 [
de
g]
Water contained in the ballast tank [kg]
Figure 11: In assenza di ali idrodinamiche, l’angolo di pitch d’equilibrio varia linearmente
rispetto alla massa d’acqua contenuta nel serbatoio
2.4.2 CARATTERIZZAZIONE DELLE ALI IDRODINAMICHE
Per permettere il moto di gliding sottomarino, l’utilizzo delle superfici alari
idrodinamiche è determinante.
Per il veicolo sono stati considerati dei profili alari NACA009. In Figura
12 vengono rappresentate le seguenti grandezze fisiche:
• l’angolo di attacco (angle of attack) (α+β) dell’ala idrodinamica, ovvero
l’angolo tra la direzione longitudinale dell’ala e la direzione della sua
velocità vω.
• Le forze di portanza (lift) L(α+β) e di attrito (drag) D(α+β), intro-
dotte dalle ali idrodinamiche. L’andamento di tali forze, al variare
dell’angolo di attacco, sono riportate nelle Figure 13 e 14. Malgrado
gli andamenti di tali forze siano, rispettivamente, lineare e quadratico,
il modulo della forza di lift, generato da un’ala idrodinamica, è di
circa un ordine di grandezza maggiore rispetto al modulo della forza
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Figure 12: Sistema di riferimento sull’ala idrodinamica, angolo di attacco, lift e drag
di drag. Le formule di approssimazione, utilizzate per il calcolo delle
forze (lift, drag) agenti sulle ali, sono rispettivamente:
Lω =
1
2
ρV2SCL (2.11)
Dω =
1
2
ρV2SCD (2.12)
dove ρ è la densità dell’acqua, V la velocità dell’ala immersa nel
fluido, S è la superficie dell’ala, mentre il termine C(·) è il coefficiente
adimensionale di forza che dipende dal numero di Mach (M), dal
numero di Reynolds (Re), dall’angolo di attacco delle ali α e dalla forma
delle ali.
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Figure 13: Forza di portanza generata dalla superficie idrodinamica al variare dell’angolo
di attacco
2.4.3 VARIAZIONI DELLE CONDIZIONI DI EQUILIBRIO IN PRESENZA DI ALI IDRO-
DINAMICHE
Con l’introduzione delle ali idrodinamiche posizionate nella parte posterio-
re
(
rbω
)
, le condizioni d’equilibrio cambiano, come ampiamente illustrato
nelle figure successive. Si noti che per quantità d’acqua εb nell’intervallo
[0.4, 0.6] kg, la velocità d’avanzamento è praticamente nulla, a differenza
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Figure 14: Forza di attrito generata dalla superficie idrodinamica al variare dell’angolo di
attacco
della velocità verticale. In tali condizioni, dunque, il veicolo può effettuare
immersioni ed emersioni puramente verticali.
Al contrario, per valori di massa d’acqua imbarcata εb esterni al suddetto
intervallo, il veicolo può raggiungere notevoli velocità di avanzamento,
effettuando, quindi, il cosiddetto moto di gliding. La presenza delle ali
idrodinamiche rende, pertanto, possibile l’avanzamento ad alta efficienza
energetica.
Inoltre, la medesima attuazione delle ali introduce momenti aggiuntivi
lungo l’asse di pitch, mentre il loro impiego differenziale, introduce dei
momenti lungo gli assi di roll e di yaw.
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Figure 15: Angolo di pitch d’equilibrio del veicolo al variare dell’acqua contenuta nel
ballast tank
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Figure 16: Angolo di pitch di equilibrio della velocità del veicolo al variare della massa
d’acqua contenuta nel ballast tank
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Figure 17: Velocità longitudinale d’equilibrio al variare dell’acqua contenuta nel ballast
tank
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Figure 18: Velocità d’avanzamento d’equilibrio al variare dell’acqua contenuta nel ballast
tank
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Figure 19: Velocità verticale d’equilibrio al variare dell’acqua contenuta nel ballast tank
2.5 conclusioni del capitolo
In questo capitolo sono stati presentati i concetti base del Veicolo Autonomo
Ibrido (VAI), è stato proposto un modello dinamico con equazioni diffe-
renziali ordinarie (ODE) e sono stati elencati i parametri fisici del veicolo
in esame. Infine, sono state analizzate le caratteristiche fondamentali degli
attuatori utilizzati (ballast tank e ali idrodinamiche).

3PAT H F O L L O W I N G I N T R O D U Z I O N E A D U N N U O V O
M E T O D O
L’approccio utilizzato per realizzare il controllo del veicolo, presentato in
questa tesi, è basato su di un metodo innovativo di path-following ideato da
Morten Breivik e Thor I. Fossen e descritto nel loro articolo “Principles of
Guidance-Based Path Following in 2D and 3D”[6]. La particolarità del metodo
consiste nello sviluppare delle leggi di controllo su di un generico modello
ideale, che prescinde dallo specifico modello dinamico in esame. Dunque
il problema viene suddiviso in due sottoproblemi: il primo, astratto e di
tipo geometrico, prevede l’inseguimento, da parte di un punto del veicolo
(actual particle), di una traiettoria desiderata. Il secondo, invece di tipo
dinamico, prevede la realizzazione della legge di controllo che garantisce,
tramite gli attuatori del veicolo, di inseguire la velocità desiderata, stabilita
nel problema geometrico. Questa strategia è propria del problema del
path-following (PF) che, contrariamente al trajectory-tracking (TT), non ha
limitazioni di tipo temporale che possono compromettere la capacità di
assicurare l’inseguimento del path desiderato.
Come detto precedentemente, con actual particle si definisce la posizione
variabile del sistema attuale, il cui obiettivo è quello di convergere al path
desiderato. Si definisce, altresì, path particle la posizione variabile di un
punto della traiettoria vincolato a muoversi su di essa. Il criterio di PF
utilizzato prevede, dunque, che la actual particle si muova cercando di
convergere sulla path particle, mentre quest’ultima viene dinamicamente
associata alla prima scegliendo, di volta in volta, il punto della traiettoria a
distanza minima, in norma, dalla actual particle ed evitando, in tal modo,
di perdere il legame con quest’ultima che potrebbe divergere, così come
avviene del TT.
3.1 presupposti
Per la corretta implementazione del metodo di PF proposto si assumono
vere le seguenti ipotesi:
1. Il path geometrico desiderato è regolarmente parametrizzato.
2. La velocità della actual particle è inferiormente limitata e non negativa
per definizione.
3. Le variabili di controllo sono positive e superiormente limitate
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3.2 principi di controllo in 3d
In tale sezione viene descritto, nel dettaglio, il principio di controllo, nel
caso di sistema in tre dimensioni, che verrà applicato al Veicolo Autonomo
Ibrido (VAI) Underwater Wave-Glider.
Si definiscono di seguito la posizione e la velocità della actual particle p =
[x, y, z]T ∈ R3 e p˙ = [x˙, y˙, z˙]T ∈ R3, rispettivamente. Il modulo del vettore
velocità è definito come U = |p˙|2 = (p˙T p˙)
1
2 mentre l’orientamento è dato da
due variabili angolari:
χ= arctan
(
y˙
x˙
)
(3.1)
definito angolo di azimuth, e l’angolo di elevazione:
ν= arctan
(
−z˙√
x˙2 + y˙2
)
(3.2)
Ne consegue che per la actual particle avremo Ud ,χd,νd mentre per la path
particle Up ,χp,νp . Come detto precedentemente il path geometrico deve
essere parametrizzato da una variabile scalare pi ∈ R per cui la posizione
della path particle è definita come pp(pi) ∈ R3. Ne consegue che, per un
determinato pi, si definisce un sistema di riferimento locale con origine
pp(pi) definito PATH frame (P). Per arrivare a P sono necessarie due rotazioni
consecutive elementari (usando gli angoli di Eulero). La prima rotazione
positiva rispetto all’asse z del frame inerziale (I) è di un angolo:
χp(pi) = arctan
(
y ′(pi)
x ′(pi)
)
(3.3)
dove è stata utilizzata la notazione x ′(pi) = dxp(pi)dpi (pi).
La rotazione è rappresentata dalla matrice
Rp.z(χp) =
 cos(χp) −sin(χp) 0sin(χp) cos(χp) 0
0 0 1
 (3.4)
dove Rp.z(χp) ∈ SO(3). La seconda rotazione è fatta rispetto all’asse y del
frame intermedio, ottenuto dalla prima rotazione, di un angolo pari a:
νp(pi) = arctan
 −z ′p(pi)√
x ′p(pi)2 + y ′p(pi)2
 (3.5)
Tale rotazione è espressa dalla matrice
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Rp.y(νp) =
 cos(νp) 0 sin(νp)0 1 0
−sin(νp) 0 cos(νp)
 (3.6)
dove Rp.y(νp) ∈ SO(3).
Per cui la rotazione globale, che si ottiene dalla composizione delle due
rotazioni, vale:
Rp = Rp.z(χp)Rp.y(νp) (3.7)
dove Rp(νp) ∈ SO(3). Ne consegue che il vettore di errore tra p e pp(pi),
espresso nel frame P, è dato da:
ε= RTp(p− pp(pi)) (3.8)
dove ε= [s,e,h]T ∈R3 e rappresenta il vettore degli errori rispetto al frame
P rispettivamente lungo gli assi x,y,z.
Derivando il vettore errore ε rispetto al tempo si ottiene:
ε˙= R˙T (p− pp(pi)) + R
T (p˙− p˙p(pi)) (3.9)
dove
R˙p = RpSp (3.10)
con
Sp =
 0 −χ˙pcosνp ν˙pχ˙pcosνp 0 χ˙psinνp
−ν˙p −χ˙psinνp 0
 (3.11)
matrice skew-symmetric: Sp =−STp.
Analogamente si definiscono modulo e velocità della particella ideale
(ideal particle) che rappresenta la posizione desiderata della actual particle:
p˙= p˙dv = Rdvvdv (3.12)
dove Rdv ∈ SO(3) e rappresenta la rotazione dal sistema di riferimento
inerziale (I) al frame legato alla ideal particle in cui l’asse x è parallelo alla
velocità di questa (DESIRED VELOCITY frame DV). Per cui il vettore ve-
locità vdv = [Ud,0,0]T rappresenta la velocità desiderata, rispetto al sistema
inerziale, espressa nel sistema di riferimento DV.
La matrice Rdv può essere definita dal prodotto di due matrici:
Rdv = RpRr (3.13)
dove:
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Rr = Rr,z(χr)Rr,y(νr) (3.14)
e Rp definita precedentemente. Rr definisce la rotazione intermedia dal
sistema di riferimento P a quello DV e, chiaramente, viene presa in con-
siderazione allo scopo di garantire che il vettore d’errore ε tenda a zero
risolvendo, pertanto, il problema di path following.
Definiamo quindi:
p˙p = Rpvp (3.15)
dove vp = [Up,0,0]T ∈ R3 e rappresenta la velocità della path particle
rispetto al sistema inerziale (I) espressa nel sistema di riferimento P.
Per cui, sostituendo i risultati ottenuti nella 3.9 si ha:
ε˙= (RpSp)
T (p− pp) + R
T
p(Rdvvdv − Rpvp) = S
T
pε+ Rrvdv − vp (3.16)
Si definisce adesso la Funzione di Lyapunov del Controllo definita positiva e
non limitata radialmente:
Vε =
1
2
εTε=
1
2
(s2 + e2 + h2) (3.17)
e derivando rispetto al tempo lungo le traiettorie di ε si ottiene:
V˙ε = ε
T ε˙= εT (STpε+ Rrvdv − vp) = ε
T (Rrvdv − vp) (3.18)
poiché la Sp è, come detto precedentemente, skew-symmetric e pertanto il
termine εTSTpε= 0. Da ulteriori calcoli si ottiene:
V˙ε = s(Udcosχrcosνr −Up) + eUdsinχrcosνr − hUdsinνr (3.19)
Si sceglie, a questo punto, Up pari a:
Up =Udcosχrcosυr + γs (3.20)
dove γ > 0 rappresenta un parametro di guadagno costante nella legge
di controllo.
Poiché pi è la variabile scalare con cui è stato parametrizzato il path
geometrico, è necessario trovare un legame tra tale variabile e la Up in
modo da implementare la 3.20. Utilizzando la relazione cinematica fornita
dalla 3.15 si ottiene che:
p˙i=
Udcosχrcosνr + γs√
x ′2p + y ′2p + z ′2p
(3.21)
Sostituendo, pertanto, la Up definita precedentemente, ne deriva che:
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Figure 20: Le relazioni geometriche tra tutti i parametri e le variabili utilizzate per realiz-
zare il metodo di controllo in 3D proposto, µ= 1.
V˙ε =−γs
2 + eUdsinχrcosνr − hUdsinνr (3.22)
A questo punto una scelta per χr , che abbia un significato fisico, potrebbe
essere la seguente:
χr(e) = arctan
(
−
e
∆e
)
(3.23)
con ∆e variabile di controllo che soddisfa il presupposto 3. e che può,
dunque, essere utilizzata per garantire la convergenza lungo il piano x-z di
p.
Il significato fisico di tale variabile, e di tutti i parametri presentati in
questo capitolo, può essere interpretato attraverso la Figura esplicativa
Figura 20.
L’angolo νr potrebbe, invece, essere scelto come:
νr(h) = arctan
(
h
∆h
)
(3.24)
dove ∆h è anch’essa una variabile di controllo che soddisfa il presupposto
3. ed è usata per garantire la convergenza lungo il piano x-y di p.
Di conseguenza, sfruttando le relazioni trigonometriche presenti in Figura
20, la derivata della Funzione di Lyapunov del Controllo diventa:
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V˙ε =−γs
2 −Ud
cosνr e2√
e2 +∆2e
+
h2√
h2 +∆2h
 (3.25)
che è definita negativa se vengono soddisfatti i presupposti 2. e 3.
Elaborando i risultati ottenuti, si ottiene che l’intero sistema dinamico,
che consiste nella ideal particle e nella path particle, può essere rappresentato
dagli stati ε e pi.
Esprimendo ∆h come:
∆h = µ
√
e2 +∆2e (3.26)
con µ > 0, possiamo riscrivere la 3.25 nel seguente modo:
V˙ε =−γs
2 −Ud
[
µe2 + h2√
µ2(e2 +∆2e) + h
2
]
(3.27)
essendo:
cosνr =
µ
√
e2 +∆2e√
µ2(e2 +∆2e) + h
2
(3.28)
e avendo sostituito a ∆h l’espressione definita sopra.
Scegliendo, dunque, la velocità desiderata della ideal particle come:
Ud = κ
√
µ2(e2 +∆2e) + h
2 (3.29)
dove κ > 0 è un parametro di guadagno costante, si ottiene:
V˙ε =−γs
2 − µκe2 − κh2 (3.30)
A questo punto si possono enunciare i seguenti:
• Enunciato 1: Il vettore ε di errore è reso uniformemente globalmente
asintoticamente e localmente esponenzialmente stabile sotto i presup-
posti 1. e 3. se pi, χr e νr soddisfano le relazioni precedenti.
• Enunciato 2: Il vettore ε di errore è reso uniformemente globalmente
esponenzialmente stabile sotto i presupposti 1. e 3. se pi,χr,νr e Ud
soddisfano le relazioni precedenti.
Si omettono, per semplicità di trattazione, le dimostrazioni, presenti, tut-
tavia, in[6].
Dopo aver stabilito le leggi di controllo, si vuole ridefinire la Rdv, che è
stata precedentemente ottenuta dalla composizione di quattro rotazioni, e
che adesso si vuole costruire utilizzando solo due rotazioni elementari. La
prima rotazione positiva viene considerata rispetto all’asse z del sistema
inerziale (I) di un angolo desiderato χd. La seconda, invece, è considerata
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rispetto all’asse y del frame intermedio, ottenuto dalla prima rotazione, di
un angolo desiderato νd:
Rdv = Rdv,z(χd)Rdv,y(νd) (3.31)
con Rdv,ze Rdv,y entrambi ∈ SO(3). Chiaramente la composizione delle
rotazioni che generano la Rdv nelle due espressioni precedentemente ot-
tenute, mappano lo stesso vettore velocità vdv nel frame inerziale. Quindi,
eguagliando la prima colonna (che rappresenta la rotazione rispetto all’asse
x) delle due espressioni 3.13 e 3.31 si ottengono:
χd = arctan
( cosχpsinχrcosνr
−sinχpsinχrcosνr
−sinνpsinνrsinχp
−sinνpsinνrcosχp
+sinχpcosχrcosνpcosνr
+cosχpcosχrcosνpcosνr
) (3.32)
e
νd = arcsin(sinνpcosνrcosχr + cosνpsinνr) (3.33)
che rappresentano gli angoli di orientazione che il vettore velocità della
actual particle deve possedere per assicurare la convergenza al path geomet-
rico.
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3.3 conclusioni del capitolo
In questo capitolo è stato presentato l’approccio utilizzato per realizzare
il controllo del veicolo VAI. Dopo aver esposto il metodo innovativo di
path-following ideato da Morten Breivik e Thor I. Fossen e descritto nel
loro articolo “Principles of Guidance-Based Path Following in 2D and 3D”[6],
sono stati elencati i presupposti sui quali si basa tale metodo. Infine, è
stata illustrata una trattazione matematica completa, nella quale sono state
omesse, per semplicità, le dimostrazioni degli ultimi due enunciati.
4I M P L E M E N TA Z I O N E D E L C O N T R O L L O D E L V E I C O L O
In questo capitolo viene presentata l’applicazione del metodo di controllo,
esposto nel Capitolo 3, al Veicolo Autonomo Ibrido (VAI) Underwater Wave-
Glider il cui modello dinamico è stato ampiamente discusso nel Capitolo
2.
Come già accennato, gli attuatori del sistema in esame sono rappresentati
da un ballast tank e da due ali autonome idrodinamiche. Il controllo real-
izzato, dunque, agirà sugli attuatori per determinare l’inseguimento dei
riferimenti presi in considerazione e risolvere, di conseguenza, il problema
di path-following.
Si presentano, di seguito, i blocchi strutturali del sistema il cui schema è
riportato nella figura seguente.
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Figure 21: Schema a blocchi del sistema controllato
4.1 blocco dynamics
Il blocco Dynamics implementa l’intero modello dinamico del veicolo. Esso
riceve in ingresso il vettore delle variabili di stato e le azioni di controllo,
generate dal blocco control, e restituisce, in uscita, l’aggiornamento delle
variabili di stato. Viene, dunque, implementato il seguente sistema di
equazioni cinematico-dinamiche:
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
η˙= J(η)v
ε˙b = uε
M(εb) v˙+C(v,εb)v+D(v)v+ g(η,εb) + T (v,εb) ε˙b = τ
(4.1)
in cui è stata aggiunta l’equazione del controllo del ballast tank alla (2.10).
Le variabili di stato comprendono, pertanto, il vettore velocità v, espresso
nel sistema di riferimento locale (Body frame), il vettore della posizione
del baricentro e dell’assetto del veicolo η, espresso rispetto al sisterma di
riferimento inerziale (Intertial frame), e il parametro fisico εb che rappresenta
la quantità di acqua presente nel ballast tank.
4.2 blocco reference
Il blocco reference implementa il primo sottoproblema del metodo di path-
following, proposto nel capitolo precedente, che prevede l’inseguimento,
da parte di un punto del veicolo, di una traiettoria desiderata. Tale blocco,
pertanto, riceve in ingresso la velocità nel sistema di riferimento locale
(Body frame) e calcola la velocità desiderata sempre nel Body frame. Quindi
determina il vettore degli errori angolari tra le due velocità. Tali valori
vengono poi passati al blocco control che li utilizza per generare le azioni di
controllo sulle ali e sulla ballast, permettendo l’inseguimento della traiettoria
da parte del veicolo. All’interno del blocco reference si eseguono, nell’ordine,
le operazioni descritte di seguito.
Viene calcolata la variazione del parametro scalare pi con cui è stato
parametrizzato il path geometrico. E’, pertanto, implementata la relazione
p˙i=
Udcosχrcosνr + γs√
x ′2p + y ′2p + z ′2p
(4.2)
presentata nel Capitolo 3. Sono, quindi, aggiornati la posizione della path
particle pp(pi) e gli angoli χp e υp della sua velocità p˙p(pi):
χp(pi) = arctan
(
y ′(pi)
x ′(pi)
)
(4.3)
νp(pi) = arctan
 −z ′p(pi)√
x ′p(pi)2 + y ′p(pi)2
 (4.4)
A questo punto vengono calcolati gli angoli di riferimento
χr(e) = arctan
(
−
e
∆e
)
(4.5)
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νr(h) = arctan
(
h
∆h
)
(4.6)
e il vettore di errore tra p e pp(pi), espresso nel path frame (P)
ε= RTp(p− pp(pi)) (4.7)
dove ε= [s,e,h]T ∈R3. Tale vettore è utile per il calcolo del modulo della
velocità della ideal particle che, come visto nel capitolo precedente, influenza
quella della path particle.
Si procede, dunque, al calcolo degli angoli della velocità della ideal particle
χd = arctan
( cosχpsinχrcosνr
−sinχpsinχrcosνr
−sinνpsinνrsinχp
−sinνpsinνrcosχp
+sinχpcosχrcosνpcosνr
+cosχpcosχrcosνpcosνr
) (4.8)
e
νd = arcsin(sinνpcosνrcosχr + cosνpsinνr) (4.9)
Dopo aver riportato, tramite gli angoli calcolati sopra, i vettori velocità
della actual particle e della ideal particle nel body frame si calcolano i rispettivi
angoli di yaw χbd e χ
b
g e di pitch υbd e υ
b
g sempre nel body frame.
Infine, vengono utilizzati gli angoli desiderati e quelli attuali per calco-
lare la matrice di rotazione dell’errore di orientazione del vettore velocità,
espressa in terna locale:
Rerr =
(
Rz
(
χbg
)
Ry
(
νbg
))T
Rz
(
χbd
)
Ry
(
νbd
)
(4.10)
dove con Rz
(
χbg
)
è stata indicata la matrice di rotazione attorno all’asse
z dell’angolo di yaw della velocità del veicolo, Ry
(
νbg
)
è la matrice di
rotazione attorno all’asse y dell’angolo di pitch della velocità del veicolo,
Rz
(
χbd
)
rappresenta la matrice di rotazione attorno all’asse z dell’angolo
di yaw della velocità della ideal particle e Ry
(
νbd
)
è la matrice di rotazione
attorno all’asse y dell’angolo di pitch della velocità della ideal particle. Tutte
le velocità, come detto, sono espresse rispetto al body frame.
Da tale matrice si determinano gli errori degli angoli di yaw χ˜ e di pitch
ν˜ che vengono dati in ingresso al blocco control insieme al loro integrale
temporale.
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4.3 blocco control
Il blocco Control implementa il secondo sottoproblema di path-following, di
tipo dinamico, che prevede la realizzazione della legge di controllo con la
quale poter garantire l’inseguimento del path desiderato. Il blocco, pertanto,
riceve in ingresso gli errori degli angoli di yaw χ˜ e di pitch ν˜ e il loro integrale
temporale e calcola il vettore delle forze generalizzate τ, che viene passato
in ingresso al blocco Dynamics insieme all’azione di controllo sulla ballast.
E’ stato implementato uno switching control allo scopo di minimizzare il
chattering dell’attuatore della ballast vicino al punto di equilibrio. Per fare
ciò, quando il veicolo è “abbastanza vicino” alla traiettoria, si disattiva il
controllo sul ballast tank garantendo l’inseguimento del path attraverso il
solo uso indipendente delle ali. Questo consente, inoltre, di ottenere un
risparmio non indifferente dal punto di vista energetico. Simultaneamente
alla disattivazione del controllo sulla ballast, viene inserito un termine
integrativo, nell’azione di controllo sulle ali, allo scopo di garantire un
errore a regime nullo nell’inseguimento della traiettoria specificata.
Di seguito si presenta la sintesi delle leggi di controllo delle ali e del
ballast tank.
Partendo dalle approssimazioni delle forze idrodinamiche di lift e drag,
che l’acqua imprime sulle ali a causa della loro velocità relativa rispetto al
fluido,
Lω =
1
2
ρV2SCL (4.11)
Dω =
1
2
ρV2SCD (4.12)
si considera la seguente relazione fisica non lineare:
τ= B(β,α,V)α (4.13)
nella quale τ ∈ R6 è il vettore delle forze generalizzate, α = (α1,α2)T è
il vettore degli angoli d’attacco delle ali, B(·) è una funzione non lineare
dipendente dal vettore dei moduli delle velocità delle ali V ∈R2, dal vettore
degli angoli d’attacco delle ali α e dal vettore β = (β1,β2)
T che contiene
gli angoli di pitch delle velocità delle ali rispetto all’asse x del body frame.
Da tale relazione, estraendo la terza e la sesta componente e trascurando i
termini legati alla forza di drag, poichè come visto di un ordine di grandezza
inferiori a quelli di dovuti al lift, si ottiene:
τ= B(β,α,V)α (4.14)
con B ∈R2x2 e τ= (τ3,τ6)T .
A questo punto si calcolano le due componenti corrispondenti del vettore
delle forze generalizzate desiderato al quale viene aggiunto il termine
integrativo quando il veicolo è “abbastanza vicino” alla traiettoria:
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τdes(η˜, v˜) =
{
Kp(ν˜, χ˜)> se
∥∥(η˜>, v˜>)∥∥6 e¯
Kp(ν˜, χ˜)> +Ki
∫
(ν˜(t), χ˜(t))>dt altrimenti
(4.15)
con Kp,Ki ∈R2x2 rispettivamente guadagno proporzionale e guadagno
integrativo, i cui valori sono stati assegnati tramite una serie di simulazioni
numeriche, e e¯ ∈R+ è una soglia prefissata. Il vettore τdes è quindi scelto
in modo che le due componenti siano rispettivamente proporzionali agli
errori angolari, di pitch ν˜ e di yaw χ˜, definiti prima.
Imponendo, quindi, che τ = τdes si procede al calcolo degli angoli di
attacco delle ali α risolvendo un problema di ottimizzazione online. Partendo
dal problema non lineare proposto in [8]e, trascurando il termine che tiene
conto delle singolarità legate ai valori singolari della matrice B(β,α,V),
poiché essa non è mai singolare nelle condizioni di lavoro considerate, si
ottiene il seguente problema non lineare.
min
α,s
(
sTQs+ (α−α0)
TΩ(α−α0)
)
soggetto ai seguenti vincoli:
s= τdes −B(β,α,V)α
αmin 6 α6 αmax
∆αmin 6 α−α0 6 ∆αmax
dove αmin,αmax,,∆αmin,∆αmax rappresentano i limiti fisici degli attuatori
delle ali.
Da tale problema si ricava un problema QP linearizzando il precedente
rispetto al punto operativo α= α0 +∆α:
min
∆α,s
{
∆αTWα∆α+ s
TWss+ q
TWqq
}
soggetto ai seguenti vincoli:
s= τdes −B(β,α,V)α0 −
[∇(B(β,α,V)α)]
α=α0
(∆α)
q= S(τdes)B(β,α,V)α0 +
[∇(S(τdes)B(β,α,V)α)]α=α0 (∆α)
αmin 6 α0 +∆α6 αmax
∆αmin 6 ∆α6 ∆αmax
In questa formulazione s,q ∈ R2 sono variabili di slack. La variabile s
è fondamentale perché se la forza generalizzata desiderata τdes non am-
mettesse una soluzione 4α∗ ammissibile, ovvero si verificasse la seguente
condizione:
s= τdes −B(β,α∗,V)α∗ 6= 0 (4.16)
con α∗=α0+4α∗, la forza risultante generalizzata B(β,α∗,V)α∗ potrebbe
differire arbitrariamente in termini di ampiezza. Per tale motivo, nella fun-
zione obiettivo da minimizzare, è presente il termine quadratico sTWss. In
questo modo si fa fronte al problema legato all’ampiezza ma non viene
considerata la possibile divergenza assiale tra la forza risultante e quella
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desiderata. Per evitare tale problema è stata considerata un’ulteriore vari-
abile (slack) di ottimizzazione q ∈R e la linearizzazione del seguente vin-
colo:
q= S(τdes)B(β,α,V)α (4.17)
in cui l’operatore S(·) permette di calcolare il prodotto vettoriale. La
nuova funzione obiettivo è stata, quindi, modificata aggiungendo un nuovo
termine quadratico qTWqq. Inoltre, con la condizione Ws >Wq, che vuol
dire che la matrice Ws −Wq > 0 è definita positiva, la minimizzazione
della nuova funzione obiettivo “forza” la soluzione 4α∗ ad appartenere al
seguente insieme:
4α∗ ∈ {4αi ∈A : B(β,α,V)α= κτdes} ,κ ∈R,A⊆R2 (4.18)
che rappresenta l’insieme delle soluzioni che forniscono dei vettori scalati
e allineati al vettore delle forze generalizzate desiderato. In pratica, con
l’aggiunta dell’ultimo vincolo si forza la soluzione a seguire la “direzione
del controllo”.
Si riportano nella tabella seguente i valori numerici dei parametri utilizzati
nel problema di ottimo cosiderato.
Parametri di simulazione
Setup Attuatori (αmin,αmax) (−15o,15o)
(4αmin,∆αmax) (−5o,5o)
Wα 20I2x2
QP setup Ws I2x2
Wq 1e
−2
Riferimento τdes Kp (ν˜, χ˜)
T +Ki
(∫
ν˜(t)dt,
∫
χ˜(t)dt
)T
Table 2: QP Setup
Risolto il problema QP e aggiornati i valori degli angoli di attacco delle ali,
si procede al calcolo delle forze idrodinamiche (lift, drag) agenti su di esse.
Tali forze vengono, dunque, espresse rispetto al body frame e, giustapposte ai
momenti che esse generano rispetto al baricentro del corpo, permettono di
ottenere il vettore delle azioni idrodinamiche τ che determinano il controllo
del veicolo. Tale vettore viene, infatti, restituito in uscita dal blocco control e
dato in ingresso al sistema dinamico, come detto precedentemente.
La legge di controllo sul ballast tank è realizzata grazie alla conoscenza
del rapporto tra la quantità d’acqua presente nella ballast e l’angolo di
pitch del vettore velocità del veicolo. Da questo, infatti, viene ricavato il
valore desiderato della quantità di acqua e viene, quindi, implementata la
seguente legge:
uε(η˜, v˜, ε˜) =
{
0.1sat(Kεε˜) se
∥∥(η˜>, ν˜>)∥∥6 e¯
0 altrimenti
(4.19)
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Dove Kε > 0 e Kε ∈ R, e¯ ∈R+ è una soglia stabilita a priori.
Il calcolo della relazione tra l’acqua contenuta nel ballast tank e l’angolo di
pitch della velocità del veicolo è stata ottenuta sperimentalmente effettuando
una serie di simulazioni con angolo delle ali nullo e contenuto d’acqua
nella ballast costante. Il risultato è raffigurato nella figura sottostante.
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Figure 22: Angolo di pitch di equilibrio della velocità del veicolo al variare della massa
d’acqua contenuta nel ballast tank
Quindi, per ogni angolo di pitch desiderato (Equilibrium Glide Angle), la
quantità di acqua del ballast tank viene modificata per permettere l’inseguimento
di tale angolo.
A questo punto è interessante ossevare che le azioni di controllo, dovute
al ballast tank e alle due ali, sono del tutto indipendenti. Infatti, l’azione del
ballast tank sul veicolo, per l’inseguimento del riferimento dell’angolo di
pitch, è di gran lunga superiore a quella dovuta alle ali la cui attuazione,
pertanto, determina solo una correzione della traiettoria. Per l’inseguimento
del riferimento dell’angolo di yaw, al contrario, le ali hanno un ruolo
determinante grazie al controllo differenziale che consente di generare
movimenti di roll, e di yaw appunto.
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4.4 conclusioni del capitolo
In questo capitolo è stata presentata l’applicazione del metodo di controllo,
esposto nel capitolo 3, al Veicolo Autonomo Ibrido (VAI) Underwater Wave-
Glider. Dopo aver descritto il modello del sistema, sono stati spiegati in
dettaglio i vari blocchi di questo e le formule ad essi associati. Si è posta
particolare attenzione al modo con cui è stato implementato il controllo
del ballast tank e delle ali che, come affermato più volte, rappresentano gli
attuatori del sistema. Nel capitolo successivo saranno illustrati i risultati di
alcune simulazioni per le quali verrà evidenziato il comportamento degli
attuatori, l’inseguimento dei riferimenti e delle traiettorie proposte.
5R I S U LTAT I S P E R I M E N TA L I
In questo capitolo si presentano i risultati di alcune prove sperimentali
effettuate tramite MATLAB Simulink® sul Veicolo Autonomo Ibrido (VAI)
Underwater Wave-Glider raffigurato nella Figura sottostante. Lo schema
Simulink ed il codice utilizzati sono riportati rispettivamente nelle Appendici
A e B.
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Figure 23: Veicolo Autonomo Ibrido (VAI) Underwater Wave-Glider
I parametri scelti per il veicolo e quelli per il controllo sono riportati
nelle tabelle dei capitoli precedenti. Si analizzano varie traiettorie prestando
particolare attenzione all’inseguimento dei riferimenti e ai limiti degli
attuatori del veicolo.
5.1 traiettoria elicoidale
Si riporta di seguito la prova di path following con traiettoria elicodale
di raggio 40m e pendenza di pi6 rad. Il vettore dello stato iniziale vale η0 =
(0,70,−20,0,0,0)T (unità di misura [m] e [rad]) e υ0= (0.05,0,0,0,0,0)
T (unità
di misura [m/s] e [rad/s]). Il vettore di errore di posizione iniziale è
η˜0 = (0,30,−20,0,0,0)
T . Il valore iniziale di acqua all’interno del ballast tank
è εb = 0.5kg. I guadagni di controllo degli attuatori del ballast tank e delle
ali valgono
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42 risultati sperimentali
Kε = 1, Kp =
[
−6 0
0 3
]
, Ki =
[
−0.02 0
0 0.01
]
rispettivamente. La durata della simulazione è di 1500s e l’algoritmo di
integrazione numerica utilizato è l’ODE5 con fixed-step e Sample-Time pari a
0.03s.
Si riportano di seguito i risultati ottenuti dalla simulazione:
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Si può notare come il CoG del veicolo si avvicina alla traiettoria in maniera
abbastanza delicata e la norma dell’errore di posizione tende a zero.
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L’introduzione del termine integrativo, nella legge di controllo delle
ali, garantisce che il path following abbia errore a regime nullo come testi-
moniano le figure che rappresentano l’andamento temporale degli errori
angolari.
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Inoltre, essendo la traiettoria destrorsa, si ha che l’ala destra compie un
lavoro di poco maggiore di quella sinistra.
La condizione di switching che, come detto più volte, corrisponde ad
essere “abbastanza vicini” alla traiettoria, è stata considerata verificando
che:
| υd − υp |< 0.2rad e ‖ ε ‖< 2m.
Superata tale soglia, l’attuazione sul ballast tank viene disattivata otte-
nendo un grande vantaggio dal punto di vista energetico, in quanto la
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traiettoria del veicolo viene corretta tramite l’utilizzo delle sole ali idrodi-
namiche.
5.2 traiettoria elicoidale (senza switching control)
A parità di parametri e di condizioni iniziali si analizzano, adesso, i risultati
delle simulazioni senza lo switching control per evidenziare i benefici che
esso introduce nel controllo.
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Come si può notare, introducendo il contributo integrativo al controllo
delle ali, necessario per garantire un errore a regime nullo, si ottiene un
chattering legato all’attuatore della ballast che può essere eliminato solo
disattivando questa, quando si entra all’interno della soglia di switch.
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Tale comportamento è ragionevole in quanto, come già precedentemente
accennato, l’attuazione del ballast tank ha un’influenza molto maggiore,
nell’inseguimento del riferimento dell’angolo di pitch, rispetto a quella
delle ali. Per tale motivo, nell’intorno di un punto d’equilibrio, si crea un
comportamento indesiderato, eliminato appunto tramite lo switching control.
L’introduzione di quest’ultimo garantisce buone performance anche nel
path following di traiettorie cosinusoidali, come è chiaro nei risultati dalla
simulazione riportata di seguito.
5.3 traiettoria cosinusoidale
La traiettoria cosinusoidale considerata ha un’ampiezza pari a 20m e una
pulsazione di 1Hz. Il vettore dello stato iniziale vale η0=(0,30,350,0,0,0)
T (unità
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di misura [m] e [rad]) e υ0 = (0.05,0,0,0,0,0)
T (unità di misura [m/s] e
[rad/s]). Il vettore di errore di posizione iniziale è η˜0 = (0,50,−50,0,0,0)
T .
Il valore iniziale di acqua all’interno del ballast tank è εb = 0.5kg. I guadagni
di controllo degli attuatori del ballast tank e delle ali sono gli stessi con-
siderati per la traiettoria elicoidale. La durata della simulazione è di 1500s
e l’algoritmo di integrazione numerica utilizato è l’ODE5 con fixed-step e
Sample-Time pari a 0.03s.
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5.4 traiettoria elicoidale (con disturbo esterno)
Nell’ultima simulazione sono considerate le stesse condizioni della prima
simulazione (traiettoria elicoidale) con l’aggiunta, all’equazione dinamica
del sistema, di un termine di disturbo, che tiene conto delle correnti presenti
nell’ambiente sottomarino. L’entità di tale disturbo è valutata pari a un
decimo delle forze idrodinamiche presenti nel sistema e al vettore ad esso
associato, considerato rispetto al sistema di riferimento inerziale, è asseg-
nato un valore costante pari a τdist = (0.1,0,0.2,0,0,0)T . Per garantire delle
prestazioni soddisfacenti sono di poco aumentati i guadagni di controllo
degli attuatori delle ali:
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Kp =
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]
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−0.04 0
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]
Di seguito si riportano i risultati ottenuti.
?50
0
50
100
?50
0
50
?300
?200
?100
0
100
 
y [ m ]
Path following
x [ m ]
 
?z
 [ m
 ]
Actual
Desired
0 500 1000 15000
5
10
15
20
25
30
35
40
Time [ s ]
||?|
| [ 
m 
]
Position error
Si può notare come la forza di disturbo, agente sul veicolo, induce gli at-
tuatori delle ali a variare il loro valore d’equilibrio per inseguire i riferimenti
angolari, garantendo l’inseguimento della traiettoria e mantenendo l’errore
di posizione piccolo in norma. Per piccoli disturbi, dunque, il controllo
sembra reagire in maniera abbastanza robusta.
0 500 1000 15000
0.1
0.2
0.3
0.4
0.5
0.6
0.7
0.8
0.9
Time [ s ]
? b
 [ k
g ]
Ballast tank
0 500 1000 1500?80
?60
?40
?20
0
20
40
60
Time [ s ]
?  
[ d
eg
 ]
Left wing
0 500 1000 1500?80
?60
?40
?20
0
20
40
60
80
Time [ s ]
?  
[ d
eg
 ]
Right wing
52
5.5 conclusioni del capitolo 53
0 500 1000 1500?60
?40
?20
0
20
40
60
Time [ s ]
? ?
 ? d
  [ 
de
g ]
Pitch angle error
0 500 1000 1500?150
?100
?50
0
50
100
150
Time [ s ]
? ?
 ? d
  [ 
de
g ]
Yaw angle error
5.5 conclusioni del capitolo
In questo capitolo sono stati presentati i risultati sperimentali ottenuti da
varie simulazioni, effettuate utilizzando il programma MATLAB Simulink®,
di alcune prove di path following con considerazioni sugli andamenti tempo-
rali degli attuatori e sull’inseguimento dei riferimenti. Sono stati mostrati
i benefici introdotti dallo switching control rispetto agli effetti di chattering
determinati dall’attuazione della ballast in prossimità dell’equilibrio. Infine,
è stata testata la robustezza del controllo in presenza di disturbi ambientali
agenti sul veicolo.

6C O N C L U S I O N I
In questa tesi è stato sviluppato un sistema di controllo per il Veicolo
Autonomo Ibrido (VAI) Underwater Wave-Glider. Delle due modalità di
funzionamento (Wave Glider Mode e AUV/Glider Mode), proprie del veicolo,
si è considerata quella AUV/Glider con lo scopo di garantire l’inseguimento
di tipiche traiettorie di gliding 3D. Lo studio effettuato ha quindi permesso
di verificare la possibilità di controllare un Wave Glider tramite l’utilizzo
di due ali idrodinamiche autonome e variando la posizione del centro di
massa, attraverso l’introduzione (espulsione) di acqua in (da) un ballast tank.
Dopo una breve introduzione sulla robotica marina (Capitolo 1), si è passati
alla presentazione del veicolo analizzandone le peculiarità attuatuative:
un ballast tank, situato nella parte anteriore del corpo del veicolo, e due
ali idrodinamiche collocate, simmetricamente, nella parte posteriore. Il
modello matematico, descritto da equazioni differenziali ordinarie (ODE),
è stato presentato nel Capitolo 2 insieme alle caratteristiche fondamentali
degli attuatori utilizzati. Si è passati, dunque, (Capitolo 3) alla descrizione
del metodo di path-following, presentato in[6], in cui il problema viene
scomposto in due sottoproblemi: il primo, astratto e di tipo geometrico, che
prevede l’inseguimento, da parte di un punto del veicolo, di una traiettoria
desiderata. Il secondo, invece di tipo dinamico, che prevede la realizzazione
della legge di controllo che garantisce, tramite gli attuatori del veicolo,
di inseguire la velocità desiderata stabilita nel problema geometrico. Nel
Capitolo 4 è stato, quindi, applicato, al veicolo in esame, il metodo di
path-following considerato. Si è posta particolare attenzione alla decisione
di utilizzare uno switching control allo scopo di garantire un errore di
posizione a regime nullo e l’eliminazione dell’effetto di chattering presente
nell’attuazione del ballast tank in prossimità dell’equilibrio. Infine, (Capitolo
5) sono stati mostrati i risultati di alcune simulazioni numeriche, effettuate
nell’ambiente MATLAB Simulink®, che hanno confermato l’efficacia del
controllo realizzato attraverso il path-following di alcune traiettorie in 3D.
Le simulazioni hanno, inotre, permesso di verificare il comportamento del
veicolo in presenza di disturbi provenienti dall’ambiente esterno, mostrando
una buona risposta del controllo.
6.1 sviluppi futuri
Nello studio effettuato sono state considerate traiettorie ammissibili, e
quindi compatibili con i limiti cinematici e dinamici del veicolo, partendo
dai limiti imposti dall’angolo di glide d’equilibrio al variare dell’acqua
contenuta nel ballast tank. Tuttavia, con l’introduzione delle ali e la possibili-
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tà di effettuare traiettorie complesse in 3D, sarebbe interessante calcolare
la nuova regione ammissibile contenente tutte le traiettorie che possono
essere seguite dall’Underwater Wave-Glider. Uno studio approfondito di ciò
garantirebbe una consocenza completa dei limiti imposti da questo tipo
di veicolo che, essendo privo di propulsori, ha una limitata manovrabilità,
come già accennato.
Un altro studio futuro è legato all’assegnazione di parametri fisici reali,
che tengono conto anche dell’altra modalità di funzionamento (Wave Glider
Mode), tramite i quali poter realizzare un propotipo di Underwater Wave-
Glider.
Infine, sarebbe necessario lo sviluppo di un controllo capace di gestire il
passaggio da una modalità ad un’altra, in base alle condizioni in cui si trova
il veicolo. Le transizioni, verso la navigazione di superficie, avverrebbero
nel caso in cui il veicolo esprimesse la necessità di comunicare con una
stazione esterna o in caso di batterie scariche. Il passaggio alla modalità
AUV/Glider si avrebbe in caso di situazioni critiche presenti in superficie o
per condurre una survey in profondità.
AB L O C C H I S I M U L I N K
Figure 24: Schema a blocchi realizzato in MATLAB Simulink
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Figure 25: Dynamical System block in MATLAB Simulink
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Figure 26: System Reference block in MATLAB Simulink
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BM AT L A B F I L E S
b.1 setting simulation parameters
GliderSim.m
1 clear
2 close all;
3 clc
4 %Dichiarazione variabili globali
5 global conf; %variabile di configurazione del modello fisico del veicolo
6 %Variabili di controllo
7 global mu pMU;
8 global Delta0;
9 global k;
10 global gamma;
11 global K KI err nud nup nur chip chid chir
12 global aleft aright alpha
13 %Inizializzazione di variabili globali
14 err = [0;0;0];
15 aleft = 0;
16 aright = 0;
17 nud = 0;
18 nur = 0;
19 nup = 0;
20 chip = 0;
21 alpha = 0;
22 chid = 0;
23 chir = 0;
24
25 % Gravita’ e galleggiamento
26 conf.environment.gravity = 9.8;
27 conf.environment.water_density = 1025;
28
29 % Geometria approssimata del veicolo
30 conf.geometry.ellipsoid.a = 1.0;
31 conf.geometry.ellipsoid.b = 0.075;
32
33 conf.geometry.ellipsoid.volume = 4/3*(pi*...
34 conf.geometry.ellipsoid.a*...
35 conf.geometry.ellipsoid.b^2);
36
37 % Setting del Ballast tank
38 conf.rb.r_b = [0.9 0 0.1]’;
39 [conf.control.ballast.theta1,conf.control.ballast.theta2] = BallastPitchApproxMap();
40 conf.control.ballast.controlgain = 1; %Variabile di controllo della Ballast
41 conf.ballast.sat = 1; % [Kg]
42 conf.ballast.rate= 0.1;% [Kg/s] %Variabile di velocita’ della variazione di acqua
nel Ballast tank
43
44 % Setting del corpo rigido
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45 conf.rb.m = conf.environment.water_density*conf.geometry.ellipsoid.volume - conf
.ballast.sat*0.5; %Massa del veicolo
46 conf.rb.inertia = MomentOfInertia(conf.rb.m,conf.geometry.ellipsoid.a,conf.geometry.
ellipsoid.b); %Inerzia del veicolo
47 conf.rb.r_cg = [-0.02 0 0.1]’; %Posizione del centro di massa
48 conf.rb.r_cob = [ 0.00 0 0 ]’; %Posizione del centro di galleggiamento
49 % Idrodinamica del veicolo
50 conf.hydro.added_masses = AddedMass(conf.rb.m,conf.geometry.ellipsoid.a,conf.geometry
.ellipsoid.b);
51 conf.hydro.damping.linear = DragOfEllipsoid(conf.geometry.ellipsoid.a,conf.geometry.
ellipsoid.b,conf.environment.water_density);
52
53 % Setting delle ali
54 conf.wing.position.left = [ -0.8, -0.2, 0]’; %Posizione ala sinistra
55 conf.wing.position.right = [ -0.8, 0.2, 0]’; %Posizione ala destra
56
57 %Dimensionamento ala
58 conf.wing.length = 0.25;
59 conf.wing.width = 0.1;
60 conf.wing.surface = conf.wing.length*conf.wing.width;
61
62 % Variabile di normalizzazione del quaternione
63 conf.simulation.quat.gamma= 0.01;
64
65 % Inizializzazione variabili di cotrollo
66 K = [-3,0;0,3];
67 KI = [0,0;0,0];
68 pMU = dynammu();
69 mu = 1;
70 gamma = 10;
71 Delta0 = 4;
72 k = 1;
73
74 %Velocita’ iniziale
75 v0sim = roty(0*pi/180)’*[.05;0.0;0.0];
76
77 conf.simulation.init.v0 = [v0sim; zeros(3,1)]’;
78
79 % Inizializzazione angoli di Roll,Pitch,Yaw
80 conf.simulation.init.q0 = angle2quat(...
81 0*pi/180,...
82 0*pi/180,...
83 0*pi/180);
84
85 % Inizializzazione posizione iniziale e Ballast
86 conf.simulation.init.eta0 = [0;70;-20];
87 % conf.simulation.init.eta0 = [0;-30;350];
88 % conf.simulation.init.eta0 = [0;30;-20];
89 conf.simulation.init.eb0 = 0.5;
90
91 %vettore di stato iniziale
92 X0 = [ conf.simulation.init.v0’ ;conf.simulation.init.eb0];
93 Y0 = [ conf.simulation.init.eta0;conf.simulation.init.q0’]; 
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b.2 dynamical system block
AddedMass.m
1 function [M] = AddedMass(m, a, b)
2 %La funzione AddedMass calcola le masse aggiunte del sistema
3
4 c = b;
5 rho = m/( 4/3*(pi*a*b*c));
6 fprintf(’Density of the body= %f [Kg/m^3]\n’,rho);
7 ecc = 1-(b/a)^2;
8 fprintf(’Eccentricity= %f\n’,ecc);
9 alpha0 = (2*(1-ecc^2))/(ecc^3)*(...
10 1/2*log((1+ecc)/(1-ecc))-ecc);
11 fprintf(’Alpha0= %f\n’,alpha0);
12 beta0 = (1/(ecc^2)) - (1-ecc^2)/(2*ecc^3)*log((1+ecc)/(1-ecc));
13 fprintf(’Beta0= %f\n’,beta0);
14 M.Xu_d = -alpha0/(2-alpha0)*m;
15 M.Yv_d = -beta0/(2-beta0)*m;
16 M.Zw_d = M.Yv_d;
17 M.Kp_d = 0;
18 M.Nr_d = -1/5*(...
19 ((b^2-a^2)^2*(alpha0-beta0))/(2*(b^2-a^2)+(b^2+a^2)*(beta0-alpha0))*...
20 m);
21 M.Mq_d = M.Nr_d;
22 M.Ma = -diag([M.Xu_d, M.Yv_d, M.Zw_d, M.Kp_d, M.Mq_d, M.Nr_d]);
23 fprintf(’Added Mass= \n’);
24 disp(M.Ma)
25 end 
MomentOfInertia.m
1 function [I] = MomentOfInertia(m, a, b)
2 %la funzione MomentOfInertia calcola i momenti d’inerzia del sistema
3 c = b;
4 rho = m/( 4/3*(pi*a*b*c));
5 fprintf(’Density of the body= %f [Kg/m^3]\n’,rho);
6 I.Ixx=m*(b^2+c^2)/5;
7 I.Iyy=m*(c^2+a^2)/5;
8 I.Izz=m*(a^2+b^2)/5;
9 fprintf(’Moment Of Inertia= \n’);
10 I.I = diag([I.Ixx I.Iyy I.Izz]);
11 disp(I.I)
12 end 
DragOfEllipsoid.m
1 function [D] = DragOfEllipsoid(a, b, rho_water)
2 %La funzione DragOfEllipsoid calcola la matrice di attrito idrodinamico facente parte
della dinamica del sistema
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3 % Densita’ dell’acqua
4 % rho_water = 1025;
5
6 c = b;
7 fprintf(’A=%f\nB=%f\nC=%f\n’,a,b,c);
8 % Cx = 0.020;
9 % Cy = 2;
10 %
11 % D.Fx = 1/2*rho_water*Cx
12
13 mu = 1.05*10^-3 * rho_water;
14 fprintf(’Water Viscosity= %f [m^2/s]\n’,mu);
15 ecc = 1-(b/a)^2;
16 fprintf(’Eccentricity= %f\n’,ecc);
17 L = log((1+ecc)/(1-ecc));
18 D.Fx = 16*pi *mu*a *ecc^3*( (1+ecc^2)*L - 2*ecc )^-1;
19 D.Fy = 32*pi *mu*a *ecc^3*( (3*ecc^2 -1)*L + 2*ecc )^-1;
20 D.Mx = 32/3*pi*mu*a^3*ecc^3*( (1-ecc^2)*( (1+ecc^2)*L -2*ecc)^-1);
21 D.Mz = D.Mx/(1-ecc^2);
22 D.My = D.Mx/(1-ecc^2);
23
24
25 D.D = diag([ D.Fx; D.Fy; D.Fy; D.Mx; D.My; D.Mz]);
26 fprintf(’Linear Drag D= \n’);
27 disp(D.D)
28
29 end 
BallastPitchApproxMap.m
1 function [p1,p2] = BallastPitchApproxMap()
2 close all
3 clc
4 %Calcolo del polinomio interpolante i valori della massa d’acqua del ballast tank
5 %in funzione dell’angolo di pitch della velocita’ del veicolo
6
7 %per angoli positivi
8 eps_b1 = [0,0.05,0.053,0.055,0.057,0.1,0.13,0.15,0.17,0.2,0.23,...
9 0.25,0.27,0.3,0.33,0.35,0.37,0.4,0.43,0.45]’;
10 glideangle1 = [27.5650,27.2179,27.2030,27.1935,27.1843,27.0674,27.0867,27.1519,...
11 27.2636,27.5297,27.9335,28.2936,28.7402,29.6078,30.7850,...
12 31.8028,33.0753,35.6866,39.7628,44.1063]’;
13
14 %per angoli negativi
15 eps_b2 = [0.55,0.6,0.65,0.67,0.7,0.73,0.75,0.77,0.8,0.83,0.85,0.87,0.9]’;
16 glideangle2 = [-43.9917,-35.4775,-31.5241,-30.4814,-29.2667,-28.3586,-27.8859,...
17 -27.4937,-27.0436,-26.7247,-26.5738,-26.4723,-26.3904]’;
18
19 % plot(eps_b2,glideangle2)
20 % plot(eps_b1,glideangle1);
21 p1 = polyfit(glideangle1,eps_b1,3);
22 p2 = polyfit(glideangle2,eps_b2,3);
23 end 
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Dynamic.m
1 function [ X_dot ] = Dynamic(in)
2 %DYNAMIC calcola il modello dinamico del sistema
3 global conf
4
5 % q e’ il quaternione legato all’assetto del veicolo:
6 q = in(4:7);
7
8 % V e’ il vettore velocita’ espresso nel body frame:
9 V = in(8:13);
10
11 % Calcolo della matrice di Rotazione dal frame NED al frame BODY
12 Rn_b = quat_2_dcm(q);
13
14 % Quantita’ di acqua presente nel ballast tank[Kg]
15 eps_b = in(14);
16
17 % Controllo dovuto all’attuazione delle ali(wings)
18 TAU = in(15:20);
19
20 % Variazione della Quantita’ di acqua presente nel ballast tank
21 DOT_EPS_B = in(21);
22
23 % Calcolo della massa istantanea del veicolo
24 m = conf.rb.m + eps_b;
25 gamma_eps = eps_b*conf.rb.r_b;
26 r_cg = (conf.rb.m*conf.rb.r_cg + gamma_eps)/m;
27
28 % Calcolo delle matrici del modello dinamico
29 [M_rb, C_rb, T_rb] = RigidBody(m, r_cg, conf.rb.inertia.I, V);
30 Q_rb = BallastSystem(m, conf.rb.r_b, r_cg);
31 [Ma, Ca, D] = Hydrodynamics(conf.hydro.added_masses.Ma, conf.hydro.damping.linear.D, V
);
32 G = GravBuyo(Rn_b, m, r_cg, conf.rb.r_cob, ...
33 conf.environment.gravity, conf.environment.water_density,...
34 conf.geometry.ellipsoid.volume);
35
36 % Contributi dovuti alle masse aggiunte
37 M = M_rb + Ma;
38 C = C_rb + Ca;
39 T = T_rb*Q_rb;
40
41 % %calcolo di un’eventuale corrente di disturbo
42 Taudist = [Rn_b’,zeros(3);zeros(3),Rn_b’]*[0;0;0;0;0;0];
43 % Taudist = [Rn_b’,zeros(3);zeros(3),Rn_b’]*[0.1;0;0.2;0;0;0];
44
45 % Aggiornamento della dinamica del sistema
46 V_DOT = M\(TAU+Taudist-G-C*V-D*V-T*DOT_EPS_B);
47 X_dot = [V_DOT;DOT_EPS_B;Rn_b(1:3)’;Rn_b(4:6)’;Rn_b(7:9)’];%6,1
48 end
49
50 % Dinamica del sottosistema Ballast
51 function [ Q_rb ] = BallastSystem(m, r_b , r_cg)
52 Q_rb = [ 1/m*(r_b-r_cg); 1];
53 end
54
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55 % Modello corpo rigido
56 function [M_rb, C_rb, T_rb] = RigidBody(m,r_cg,Io,V)
57 v = V(1:3);
58 w = V(4:6);
59 M_rb = [ m*eye(3), -m*skew(r_cg);m*skew(r_cg),Io-m*skew(r_cg)^2]; %6x6
60 C_rb = [m*skew(w), -m*skew(w)*skew(r_cg); m*skew(r_cg)*skew(w), skew(w)*(Io-m*skew(r_
cg)^2)];
61 T_rb = [m*skew(w), v-skew(r_cg)*w; m*skew(r_cg)*skew(w), skew(r_cg)*v-skew(r_cg)^2*w];
62 end
63
64 %Modello idrodinamico
65 function [ Ma, Ca, D] = Hydrodynamics(M_a,D_lin,v)
66 Ma = M_a;
67 v1 = v(1:3); v2 = v(4:6);
68 A11 = Ma(1:3,1:3); A12 = Ma(1:3,4:6);
69 A21 = Ma(4:6,1:3); A22 = Ma(4:6,4:6);
70 Ca = [ zeros(3,3) , -skew(A11*v1+A12*v2);
71 -skew(A11*v1+A12*v2) , -skew(A21*v1+A22*v2)];
72 D = D_lin;
73 end
74
75 %Forza peso e forza di galleggiamento
76 function g = GravBuyo(Rn_b, m, r_cg, r_cb, gravity, waterdensity, volume)
77 fg = [0;0;m*gravity];
78 fb = -[0;0;waterdensity*gravity*volume];
79 g = -[ Rn_b\(fg+fb); skew(r_cg)*(Rn_b\fg)+skew(r_cb)*(Rn_b\fb)];
80 end
81
82 %Calcolo matrice di rotazione
83 function R = quat_2_dcm(q)
84 eta = q(1);
85 epsilon = q(2:4);
86 R = eye(3) + 2*eta*skew(epsilon)+2*skew(epsilon)^2;
87 end 
Dynamic2.m
1 function [ out ] = Dynamic2( in )
2 %DYNAMIC2 calcola posizione e orientamento del veicolo in coordinate NED
3
4 global conf;
5
6 %q e’ il quaternione legato all’assetto del veicolo:
7 q = in(4:7);
8 %V e’ la velocita’ nel Body frame:
9 V = in(8:13);
10
11 %Quantita’ di acqua presente nel ballast tank[Kg]
12 eps_b = in(14);
13
14 % Aggiornamento della cinematica del sistema
15 [ETA_DOT,Q_DOT] = KineUpdate(q, V, conf.simulation.quat.gamma);
16
17 out = [ETA_DOT;Q_DOT;V;eps_b];
18
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19 end
20
21 % Funzioni cinematiche
22 function [eta_dot,q_dot] = KineUpdate(q, V, gamma_quat)
23 v = V(1:3);
24 w = V(4:6);
25 eta_dot = quat_2_dcm(q)*v;
26 q_dot = quat_T(q)*w - gamma_quat/2*(1-q’*q);
27 end
28
29 function R = quat_2_dcm(q)
30 eta = q(1);
31 epsilon = q(2:4);
32 R = eye(3) + 2*eta*skew(epsilon) + 2*skew(epsilon)^2;
33 end
34
35 function [ T ] = quat_T(q)
36 eta = q(1);
37 epsilon = q(2:4);
38 T = 0.5*[-epsilon’;eta*eye(3)+skew(epsilon)];
39 end 
b.3 system reference block
dp.m
1 function [ d_p ] = dp( in )
2
3 %dpi calcola la derivata del parametro scalare pigreco con cui e’ stato parametrizzato
il path geometrico
4
5 global gamma;
6
7 dxp = in(1);
8 dyp = in(2);
9 dzp = in(3);
10 chir = in(4);
11 nur = in(5);
12 s = in(6);
13 %velocita’ della ideal particle
14 Ud = in(7);
15 %velocita’ della path particle
16 Up = [dxp;dyp;dzp];
17 num = Ud*cos(chir)*cos(nur)+gamma*s;
18 den = norm(Up);
19 d_p = num/den;
20 end 
dynammu.m
1 function [pMU] = dynammu()
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2
3 close all
4 clc
5 %relazione tra il parametro mu e l’angolo di pitch del vettore velocita’
6 %della path particle
7 pitch = [26.5623,45];
8 mu = [10,2];
9
10 pMU = polyfit(pitch,mu,1);
11 end 
chip_nup.m
1 function [out] = chip_nup(p)
2
3 %chip_nup calcola la traiettoria e gli angoli chip e nup della velocita’ della path
particle
4 global nup chip
5
6 % traiettoria spirale destrorsa
7 R = 40; a = 1;
8
9 x = R*sin(a*p);
10 y = R*cos(a*p);
11 z = 30*p;
12
13 dxdp = (R*a)*cos(a*p);
14 dydp = (-R*a)*sin(a*p);
15 dzdp = 30;
16
17 % % traiettoria spirale sinistrorsa
18 % R = 40; a = 1;
19 %
20 % x = R*cos(a*p);
21 % y = R*sin(a*p);
22 % z = -30*p;
23 %
24 % dxdp = -(R*a)*sin(a*p);
25 % dydp = (R*a)*cos(a*p);
26 % dzdp = -30;
27
28 %traiettoria cosinusoidale
29 % R = 20; a = 1;
30 %
31 % x = 30*p;
32 % y = R*cos(a*p);
33 % z = -25*p+300;
34 %
35 % dxdp = 30;
36 % dydp = -(R*a)*sin(a*p);
37 % dzdp = -25;
38 %
39 % traiettoria rettilinea
40 % x = 5*p;
41 % y = 0;
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42 % z = 4*p ;
43 % dxdp = 5;
44 % dydp = 0;
45 % dzdp = 4;
46 %
47 %angoli di pitch(nup)e di yaw(chip) della velocita’ della path particle
48 chip = atan2(dydp,dxdp);
49 nup = atan2(-dzdp,sqrt(dxdp^2+dydp^2));
50
51 out = [x;y;z;dxdp;dydp;dzdp;chip;nup];
52
53 end 
chir_nur.m
1 function [ out ] = chir_nur(in)
2 %chir_nur calcola gli angoli di riferimanto chir,nur e il vettore errore
3 %(err) che rappresenta le distanze rispetto al path frame (P)
4 %tra la posizione assoluta della ideal particle e quella della path particle
5
6 global nur chir
7 global err;
8 global mu pMU;
9 global Delta0;
10 global k;
11 u = in(1);
12 v = in(2);
13 w = in(3);
14
15 %velocita’ del veicolo nel frame body
16 Ug = sqrt(u^2+v^2+w^2);
17 beta = atan2(v,u);%yaw
18 alpha = atan2(-w,sqrt(u^2+v^2));%pitch
19 %posizione Cog del veicolo
20 x = in(7);
21 y = in(8);
22 z = in(9);
23 %posizione della path particle
24 xp = in(10);
25 yp = in(11);
26 zp = in(12);
27 %orientamento del vettore velocita’ della path particle
28 chip = in(13);
29 nup = in(14);
30
31 %calcolo del vettore di errore tra la ideal particle e la path particle
32 R_chip = rotz(chip);
33 R_nup = roty(nup);
34 Rp = R_chip*R_nup;
35 %posizione robot
36 posg = [x;y;z];
37 %posizione traccia
38 pp = [xp;yp;zp];
39 err = Rp’*(posg-pp);
40 s = err(1);
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41 e = err(2);
42 h = err(3);
43 eps = norm(err);
44 %aggiornamento del parametro di controllo mu in funzione dell’angolo nup del
45 %vettore velocita’ della path particle
46 muref = polyval(pMU,abs(nup*180/pi));
47
48 if muref > 10
49 muref = 10;
50 elseif muref < 1
51 muref = 1;
52 end
53 mu = muref;
54
55 %calcolo parametri di controllo e angoli di riferimento
56 Delta_e = Ug*Delta0/sqrt(e^2+Delta0^2);
57 Delta_h = mu*sqrt(e^2+Delta_e^2);
58 chir = atan2(-e,Delta_e);
59 nur = atan2(h,Delta_h);
60
61 Ud = k*sqrt(mu^2*(e^2+Delta_e^2)+h^2);%velocita’ desiderata del veicolo
62
63 out = [chir;nur;s;Ud;Ug;beta;alpha;eps];
64
65 end 
chid_nud.m
1 function [out] = chid_nud(in)
2 %La funzione chid_nud calcola gli angoli desiderati di pitch(nud) e yaw(chid) della
velocita’ della ideal particle
3
4 global nud alpha chid
5
6 q = in(1:4);
7 chip = in(5);
8 nup = in(6);
9 chir = in(7);
10 nur = in(8);
11 Ud = in(10);
12 beta = in(12);%yaw veicolo
13 alpha = in(13);%pitch veicolo
14
15 %i due angoli vengono estratti dalla matrice di rotazione ottenuta dalla composizioni
di rotazioni semplici degli angoli chip,nup,chir,nur
16 Rdv = (rotz(chip)*roty(nup)*rotz(chir)*roty(nur))’;
17 [chid,nud,~] = dcm2angle(Rdv);
18
19 %componenti della velocita’ desiderata in NED
20 Udz = -Ud*sin(nud);
21 Udx = Ud*cos(nud)*cos(chid);
22 Udy = Ud*cos(nud)*sin(chid);
23
24 %calcolo la velocita’ desiderata nel frame body
25 Ud = [Udx;Udy;Udz];
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26 Ud_b = quat_2_dcm(q)\Ud;
27
28 %calcolo gli angoli di velocita’ desiderati nel frame body
29 chid_b = atan2(Ud_b(2),Ud_b(1));
30 nud_b = atan2(-Ud_b(3),sqrt(Ud_b(1)^2+Ud_b(2)^2));
31
32 %Matrice di rotazione dell’errore di orientazione del vettore velocita’
33 %espressa in terna locale (frame body)
34 Rerr = ((rotz(beta)*roty(alpha))’*rotz(chid_b)*roty(nud_b))’;
35
36 %vettore errore degli angoli di yaw e di pitch
37 [yawer,pitcher,~] = dcm2angle(Rerr);
38 out = [pitcher;yawer;chid_b;nud_b;beta;alpha];
39
40 end
41
42 function R = quat_2_dcm(q)
43 eta = q(1);
44 epsilon = q(2:4);
45 R = eye(3) + 2*eta*skew(epsilon)+2*skew(epsilon)^2;
46 end 
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controllo.m
1 function [out] = controllo(in)
2 %la funzione controllo calcola le azioni di controllo su ali idrodinamiche
3 %e ballast tank
4
5 global K KI nud nup err
6 global conf
7 global aleft aright Betal Betar
8
9 %Velocita’ nel Body frame
10 V = in(1:6);
11 v = in(1:3);%componenti di traslazione
12 w = in(4:6);%componenti di rotazione
13 eps_b = in(7);
14
15 %errori angolari e loro integrale
16 pitcher = in(8);
17 yawer = in(9);
18 pitcheri = in(10);
19 yaweri = in(11);
20
21 %switching control
22 if(abs(nud-nup)<0.2 && norm(err(3))<2)
23 KI = [-0.02,0;0,0.02];
24 end
25
26 %tau desiderata
27 TAUd = K*[pitcher;yawer]+KI*[pitcheri;yaweri];
28
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29 %Risoluzione Problema QP
30 CLa = 0.1117;
31 S = conf.wing.surface; %superficie ala
32 rho = conf.environment.water_density; %densita’ acqua
33 Vwl = v + skew(w)*conf.wing.position.left; %Velocita’ ala sinistra nel Body frame
34 Vwingl = norm(Vwl);
35 if (Vwingl < 0.01)
36 Betal = 0;
37 else
38 Betal = atan2(-Vwl(3),sqrt(Vwl(1)^2+Vwl(2)^2));% angolo tra la velocita’ dell’
ala sinistra e il corpo
39 end
40 Vwr = v + skew(w)*conf.wing.position.right; %Velocita’ ala destra nel Body frame
41 Vwingr = norm(Vwr);
42 if (Vwingr < 0.01)
43 Betar = 0;
44 else
45 Betar = atan2(-Vwr(3),sqrt(Vwr(1)^2+Vwr(2)^2)); % angolo tra la velocita’ dell’
ala destra e il corpo
46 end
47
48 cALPHA = [CLa;CLa]*S*180/pi;
49 Vw = [Vwingl;Vwingr]; %norma velocita’ viste dalle ali
50 r1 = conf.wing.position.left; % posizione ala sinistra
51 r2 = conf.wing.position.right;% posizione ala destra
52 BETA = [Betal;Betar];
53
54 % angolo di orientazione delle ali al passo precedente (k)
55 ALPHAk = [Betal-aleft;Betar-aright];
56
57 % vincoli ampiezza e variazione angoli delle ali
58 lb_alpha = [-15;-15]*pi/180;
59 ub_alpha = [15;15]*pi/180;
60 lb_dalpha = -2*[1;1]*pi/180;
61 ub_dalpha = 2*[1;1]*pi/180;
62
63 % Calcolo delle matrici dei vincoli
64 [A_eq, b_eq, A_ineq, b_ineq] = o4_QP_Wings_i12(Vw, cALPHA, ALPHAk, BETA, r1,r2,rho,
TAUd, lb_alpha,ub_alpha, lb_dalpha, ub_dalpha);
65
66 % Calcolo delle matrici dei pesi della funz. obiettivo
67 Hs = 1*eye(2);
68 Hd = 20*eye(2);
69 H = blkdiag(Hd,Hs,1e-2);
70 f = zeros(1,5);
71
72 % Risoluzione del problema di ottimo x_opt = [delta_1 delta_2 s1 s2 q]
73 % delta_i e’ la variazione dell’angolo i-esimo
74 % s_i quanto non si e’ riuscito ad attuare rispetto all’asse i
75 % q tiene conto del disallineamento vettoriale
76 opts = optimset(’Algorithm’,’interior-point’,’LargeScale’,’off’,’Display’,’off’);
77 x_sol = quadprog(H,f,A_ineq,b_ineq,A_eq,b_eq,[],[],[],opts);
78
79 % Aggiornamento angolo di orientazione ali
80 ALPHAk = (ALPHAk + x_sol(1:2));%in radianti
81 aleft = Betal - ALPHAk(1);
82 aright = Betar - ALPHAk(2);
83
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84 % Calcolo delle forze ala sinistra
85 [ Rb_vleft,Rb_wleft, V_left, Alpha_left,Sideslip_l ] = WingReferenceFrame(V,conf.wing.
position.left,aleft);
86 [Fl,Fs, Fd] = Naca009(V_left, Alpha_left,Sideslip_l,conf.wing.surface, conf.
environment.water_density);
87 Fw_left = [ -Fd;Fs;Fl];
88 Fw_left_b = Rb_vleft*Fw_left;
89
90 % Calcolo delle forze ala destra
91 [ Rb_nuright,Rb_wright, V_right, Alpha_right,Sideslip_r ] = WingReferenceFrame(V,conf.
wing.position.right,aright);
92 [Fl,Fs, Fd] = Naca009(V_right, Alpha_right,Sideslip_r, conf.wing.surface, conf.
environment.water_density);
93 Fw_right = [ -Fd;Fs;Fl];
94 Fw_right_b = Rb_nuright*Fw_right;
95
96 % effetto sul corpo delle tau generate dalle ali
97 TAU_wings = [Fw_left_b+Fw_right_b; +skew(conf.wing.position.left)*Fw_left_b + skew(
conf.wing.position.right)*Fw_right_b];
98
99 %Controllo feedback del ballast tank con switching control
100 PitchRef = nud*180/pi;
101
102 if(abs(nud-nup)>0.2 || norm(err(3))>2)
103 if(nud > 0)
104 if(PitchRef < 27.07)
105 PitchRef = 27.07;
106 elseif(PitchRef > 44.11)
107 PitchRef = 44.11;
108 end
109 eps_b_ref = polyval(conf.control.ballast.theta1,PitchRef);
110 elseif (nud < 0)
111 if(PitchRef < -43.99)
112 PitchRef = -43.99;
113 elseif(PitchRef > -26.39)
114 PitchRef = -26.39;
115 end
116 eps_b_ref = polyval(conf.control.ballast.theta2,PitchRef);
117 else
118 eps_b_ref = 0;
119 end
120 %Calcolo azione di controllo sul ballast tank
121 TAU_ballast = conf.control.ballast.controlgain*(eps_b_ref-eps_b);
122 TAU_ballast = sign(TAU_ballast)*min([abs(TAU_ballast),conf.ballast.rate]);
123 else
124 TAU_ballast = 0;
125 end
126
127 TAU = [TAU_wings;TAU_ballast];
128
129 out = [TAU;Rb_wleft(1,:)’;Rb_wleft(2,:)’;Rb_wleft(3,:)’;Rb_wright(1,:)’;Rb_wright(2,:)
’;Rb_wright(3,:)’;aleft;aright;Alpha_left;Alpha_right];
130
131 end
132
133 % Sistema ala (wing)
134 function [Rb_v, Rb_w,Vwing, Alpha,sideslip ] = WingReferenceFrame(V,wing_pos,alpha)
135 v = V(1:3); w = V(4:6);
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136 Vw = v + skew(w)*wing_pos;
137 Vwing = norm(Vw);
138 if (Vwing < 0.1)
139 sideslip = 0;
140 Beta = 0;
141 Rb_v = eye(3);
142 else
143 sideslip = atan2(Vw(2),Vw(1));
144 Beta = atan2(-Vw(3),sqrt(Vw(1)^2+Vw(2)^2));
145 Rb_v = rotz(sideslip)*roty(Beta);
146 end
147 Rb_w = roty(alpha);
148 Rw_v = Rb_w’*roty(Beta);
149 [~,p,~] = dcm2angle(Rw_v’);
150 Alpha = p;%angolo d’attacco delle ali alfa+beta
151 end
152
153 %Calcolo forze idrodinamiche agenti sull’ala
154 function [Fl,Fs, Fd] = Naca009(V, alpha,Sideslip, S,rho)
155 CLa = 0.1117;
156 CD0 = 0.0090;
157 CDq = 0.0122;
158 Cs = -0.37;
159 Cs_s = Cs*Sideslip*180/pi;
160 vnorm=norm(V);
161 CL_alpha = CLa*alpha*180/pi;
162 Fl = 1/2*CL_alpha*S*rho*vnorm^2;
163 CD_alpha = CL_alpha.^2*CDq + CD0;
164 Fd = 1/2*CD_alpha*S*rho*vnorm^2;
165 Fs = 1/2*Cs_s*S*rho*vnorm^2;
166 if abs(alpha*180/pi)>75
167 Fl=0;
168 end
169 end 
o4_QP_Wings_i12.m
1 %#emf
2 %#codegen
3 %Symbolic Matlab-EMF Code
4 %[A_eq, b_eq, A_ineq, b_ineq] = QP_Wings(params)
5
6 function [OUTPUT_1,OUTPUT_2,OUTPUT_3,OUTPUT_4] = o4_QP_Wings_i12(INPUT_1,INPUT_2,INPUT
_3,INPUT_4,INPUT_5,INPUT_6,INPUT_7,INPUT_8,INPUT_9,INPUT_10,INPUT_11,INPUT_12)
7
8 %Checking input dimension
9 if(size(INPUT_1,1)~=2 || size(INPUT_1,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.1 should be 2x1)’); end
10 if(size(INPUT_2,1)~=2 || size(INPUT_2,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.2 should be 2x1)’); end
11 if(size(INPUT_3,1)~=2 || size(INPUT_3,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.3 should be 2x1)’); end
12 if(size(INPUT_4,1)~=2 || size(INPUT_4,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.4 should be 2x1)’); end
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13 if(size(INPUT_5,1)~=3 || size(INPUT_5,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.5 should be 3x1)’); end
14 if(size(INPUT_6,1)~=3 || size(INPUT_6,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.6 should be 3x1)’); end
15 if(size(INPUT_7,1)~=1 || size(INPUT_7,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.7 should be 1x1)’); end
16 if(size(INPUT_8,1)~=2 || size(INPUT_8,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.8 should be 2x1)’); end
17 if(size(INPUT_9,1)~=2 || size(INPUT_9,2)~=1),error(’o4_QP_Wings_i12 invalid dimension
(input n.9 should be 2x1)’); end
18 if(size(INPUT_10,1)~=2 || size(INPUT_10,2)~=1),error(’o4_QP_Wings_i12 invalid
dimension (input n.10 should be 2x1)’); end
19 if(size(INPUT_11,1)~=2 || size(INPUT_11,2)~=1),error(’o4_QP_Wings_i12 invalid
dimension (input n.11 should be 2x1)’); end
20 if(size(INPUT_12,1)~=2 || size(INPUT_12,2)~=1),error(’o4_QP_Wings_i12 invalid
dimension (input n.12 should be 2x1)’); end
21
22 %Getting Input Variables
23 Ca_1=INPUT_2(1,1);
24 beta_k1=INPUT_4(1,1);
25 rho=INPUT_7(1,1);
26 v_1=INPUT_1(1,1);
27 Ca_2=INPUT_2(2,1);
28 beta_k2=INPUT_4(2,1);
29 v_2=INPUT_1(2,1);
30 rp1_y=INPUT_5(2,1);
31 rp2_y=INPUT_6(2,1);
32 tau_d_yaw=INPUT_8(2,1);
33 tau_d_heave=INPUT_8(1,1);
34 alpha_k1=INPUT_3(1,1);
35 alpha_k2=INPUT_3(2,1);
36 lb_alpha_1=INPUT_9(1,1);
37 lb_alpha_2=INPUT_9(2,1);
38 lb_dalpha_1=INPUT_11(1,1);
39 lb_dalpha_2=INPUT_11(2,1);
40 ub_alpha_1=INPUT_10(1,1);
41 ub_alpha_2=INPUT_10(2,1);
42 ub_dalpha_1=INPUT_12(1,1);
43 ub_dalpha_2=INPUT_12(2,1);
44
45 %Computing output n.1
46 OUTPUT_1 = zeros(3,5);
47 OUTPUT_1(1,1)=(Ca_1*rho*v_1^2*cos(beta_k1))/2;
48 OUTPUT_1(1,2)=(Ca_2*rho*v_2^2*cos(beta_k2))/2;
49 OUTPUT_1(1,3)=1;
50 OUTPUT_1(2,1)=-(Ca_1*rho*rp1_y*v_1^2*sin(beta_k1))/2;
51 OUTPUT_1(2,2)=-(Ca_2*rho*rp2_y*v_2^2*sin(beta_k2))/2;
52 OUTPUT_1(2,4)=1;
53 OUTPUT_1(3,1)=(Ca_1*rho*v_1^2*(tau_d_yaw*cos(beta_k1) + rp1_y*tau_d_heave*sin(beta_k1)
))/2;
54 OUTPUT_1(3,2)=(Ca_2*rho*v_2^2*(tau_d_yaw*cos(beta_k2) + rp2_y*tau_d_heave*sin(beta_k2)
))/2;
55 OUTPUT_1(3,5)=1;
56 %Computing output n.2
57 OUTPUT_2 = zeros(3,1);
58 OUTPUT_2(1,1)=-(Ca_1*alpha_k1*rho*cos(beta_k1)*v_1^2)/2 - (Ca_2*alpha_k2*rho*cos(beta_
k2)*v_2^2)/2 + tau_d_heave;
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59 OUTPUT_2(2,1)=(Ca_1*alpha_k1*rho*rp1_y*sin(beta_k1)*v_1^2)/2 + (Ca_2*alpha_k2*rho*rp2_
y*sin(beta_k2)*v_2^2)/2 + tau_d_yaw;
60 OUTPUT_2(3,1)=(rho*(-Ca_1*alpha_k1*tau_d_yaw*v_1^2*cos(beta_k1) - Ca_2*alpha_k2*tau_d_
yaw*v_2^2*cos(beta_k2) - Ca_1*alpha_k1*rp1_y*tau_d_heave*v_1^2*sin(beta_k1) - Ca
_2*alpha_k2*rp2_y*tau_d_heave*v_2^2*sin(beta_k2)))/2;
61 %Computing output n.3
62 OUTPUT_3 = zeros(8,5);
63 OUTPUT_3(1,1)=-1;
64 OUTPUT_3(2,2)=-1;
65 OUTPUT_3(3,1)=-1;
66 OUTPUT_3(4,2)=-1;
67 OUTPUT_3(5,1)=1;
68 OUTPUT_3(6,2)=1;
69 OUTPUT_3(7,1)=1;
70 OUTPUT_3(8,2)=1;
71 %Computing output n.4
72 OUTPUT_4 = zeros(8,1);
73 OUTPUT_4(1,1)=alpha_k1 - lb_alpha_1;
74 OUTPUT_4(2,1)=alpha_k2 - lb_alpha_2;
75 OUTPUT_4(3,1)=-lb_dalpha_1;
76 OUTPUT_4(4,1)=-lb_dalpha_2;
77 OUTPUT_4(5,1)=ub_alpha_1 - alpha_k1;
78 OUTPUT_4(6,1)=ub_alpha_2 - alpha_k2;
79 OUTPUT_4(7,1)=ub_dalpha_1;
80 OUTPUT_4(8,1)=ub_dalpha_2;
81
82 end 
b.5 simulation plot
plot_traiettoria.m
1 %Realizzazione dei plot per l’analisi del path following e delle prestazioni del
controllo
2 %path following
3 %plot trajectory
4 figure
5 x = eta.signals.values(:,2);
6 y = eta.signals.values(:,1);
7 z = -eta.signals.values(:,3);
8 plot3(x,y,z,’-’,’LineWidth’,2);
9 grid on;
10 hold on;
11
12 %plot reference
13 x = rif.signals.values(:,2);
14 y = rif.signals.values(:,1);
15 z = -rif.signals.values(:,3);
16 plot3(x,y,z,’r’,’LineWidth’,2);
17 hold off;
18 grid on;
19 xlabel(’y [ m ]’,’fontsize’,12,’fontweight’,’b’)
20 ylabel(’x [ m ]’,’fontsize’,12,’fontweight’,’b’)
21 zlabel(’-z [ m ]’,’fontsize’,12,’fontweight’,’b’)
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22 title(’Path following’,’fontsize’,12,’fontweight’,’b’)
23
24 figure
25 %andamento e prestazione degli attuatori
26 %plot andamento ballast
27 % subplot(3,1,1)
28 plot(tsim.signals.values(:,1),eps_b.signals.values(:,:),’LineWidth’,2);
29 xlabel(’Time [ s ]’,’fontsize’,12,’fontweight’,’b’)
30 ylabel(’\epsilon_{b} [ kg ]’,’fontsize’,12,’fontweight’,’b’)
31 grid on;
32 title(’Ballast tank’,’fontsize’,12,’fontweight’,’b’)
33
34 %plot andamento ala sinistra
35 % subplot(3,1,2)
36 figure
37 plot(tsim.signals.values(:,1),aleft.signals.values(:,:)*120/pi,’LineWidth’,2);
38 xlabel(’Time [ s ]’,’fontsize’,12,’fontweight’,’b’)
39 ylabel(’\alpha [ deg ]’,’fontsize’,12,’fontweight’,’b’)
40 grid on;
41 title(’Left wing’,’fontsize’,12,’fontweight’,’b’)
42
43 %plot andamento ala destra
44 % subplot(3,1,3)
45 figure
46 plot(tsim.signals.values(:,1),aright.signals.values(:,:)*120/pi,’LineWidth’,2);
47 xlabel(’Time [ s ]’,’fontsize’,12,’fontweight’,’b’)
48 ylabel(’\alpha [ deg ]’,’fontsize’,12,’fontweight’,’b’)
49 grid on;
50 title(’Right wing’,’fontsize’,12,’fontweight’,’b’)
51
52 figure
53 plot(tsim.signals.values(:,1),eps.signals.values(:,1),’LineWidth’,2);
54 xlabel(’Time [ s ]’,’fontsize’,12,’fontweight’,’b’)
55 ylabel(’||\epsilon|| [ m ]’,’fontsize’,12,’fontweight’,’b’)
56 grid on;
57 title(’Position error’,’fontsize’,12,’fontweight’,’b’)
58
59 %differenza pitch
60 Theta = chid_nud_beta_alpha.signals.values(:,2)*120/pi - chid_nud_beta_alpha.signals.
values(:,4)*120/pi;
61 Psi = chid_nud_beta_alpha.signals.values(:,1)*120/pi - chid_nud_beta_alpha.signals.
values(:,3)*120/pi;
62 for i=1:size(Psi)
63 if(abs(Psi(i))>340)
64 Psi(i) = 0;
65 end
66 end
67 figure
68 % subplot(2,1,1);
69 %plot pitch angle
70 plot(tsim.signals.values(:,:),Theta,’LineWidth’,1.5);
71 xlabel(’Time [ s ]’,’fontsize’,12,’fontweight’,’b’)
72 ylabel(’\nu - \nu_{d} [ deg ]’,’fontsize’,12,’fontweight’,’b’)
73 grid on
74 title(’Pitch angle error’,’fontsize’,12,’fontweight’,’b’)
75
76 % subplot(2,1,2);
77 %differenza yaw
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78 figure
79 plot(tsim.signals.values(:,:),Psi,’LineWidth’,1.5);
80 xlabel(’Time [ s ]’,’fontsize’,12,’fontweight’,’b’)
81 ylabel(’\chi - \chi_{d} [ deg ]’,’fontsize’,12,’fontweight’,’b’);
82 grid on
83 title(’Yaw angle error’,’fontsize’,12,’fontweight’,’b’) 
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DrawReferenceFrame.m
1 function DrawReferenceFrame(Pt,Rn_b,a,colorScale)
2 %La funzione DrawReferenceFrame stampa il frame del corpo e delle ali
3 if nargin<3
4 a = 1;
5 end
6 if nargin<4
7 colorScale=1;
8 end
9 Pn = [ Pt(2); Pt(1); -Pt(3) ];
10 selector = eye(3);
11 for i=1:3
12 Ex = Rn_b*selector(:,i);
13 Ex = Ex./norm(Ex)*1.2*a;
14 Exm= [Ex(2); Ex(1); -Ex(3)];
15 line(Pn(1)+[0, Exm(1)],Pn(2)+[0, Exm(2)],Pn(3)+[0, Exm(3)],’Color’,colorScale*
selector(i,:),’LineWidth’,1.5);
16 end
17
18 end 
DrawBody.m
1 function DrawBody(a,b,Pt,Rn_b)
2 [x, y, z] = ellipsoid(0,0,0,a,b,b);
3 Pn = [ Pt(2); Pt(1); -Pt(3) ];
4 Rn_m = rotx(pi);
5 X = x; Y=y; Z=z;
6 for i=1:size(X,1)
7 for j=1:size(X,2)
8 pb = [X(i,j);Y(i,j);Z(i,j)];
9 pm = Rn_m’*Rn_b*pb;
10 X(i,j)=pm(2)+Pn(1);
11 Y(i,j)=-pm(1)+Pn(2);
12 Z(i,j)=-pm(3)+Pn(3);
13 end
14 end
15 surf(X, Y, Z,’FaceColor’,[1 1 0],’EdgeColor’,[1 1 0]), hold on;
16 % DrawReferenceFrame(Pn,Rn_b,a);
17 % hold off;
18 end 
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DrawWing.m
1 function DrawWing(conf, type, eta, R, Color)
2 %La funzione DrawWing genera il plot delle ali del veicolo
3 if nargin<1
4 conf.wing.position.left = [ -0.8, -0.2, 0]’;
5 conf.wing.position.right = [ -0.8, 0.2, 0]’;
6 conf.wing.length = 0.25;
7 conf.wing.width = 0.1;
8
9 wing.type = ’r’;
10 wing.eta = 0*[-0.5;0.2;0];
11 wing.Rot = roty(45/180*pi);
12 wing.color = [1 1 0];
13
14 else
15 % fprintf(’Type = %c Pos=[%2.2f,%2.2f,%2.2f]\n’,type, eta(1),eta(2),eta(3));
16 wing.color = Color;
17 wing.Rot = R;
18 wing.type = type;
19 wing.eta = eta;
20 end
21
22 wing.length = conf.wing.length;
23 wing.width = conf.wing.width;
24 wing.height = conf.wing.width/2;
25 wing.offset = [ 0; 0; 0];
26
27 DrawWingObject(wing)
28
29 return
30 end
31
32 function [] = DrawWingObject(wing)
33
34 if wing.type==’r’
35 Vertex = [ 0.6 0 0; 0.5 0 -0.1; 0.5 0 0.1; -0.4 0 0 ; 0.4 1 0
; -0.4 1 0 ];
36 else
37 Vertex = [ 0.6 0 0; 0.5 0 -0.1; 0.5 0 0.1; -0.4 0 0 ; 0.4 -1 0
; -0.4 -1 0 ];
38 end
39
40
41
42 % figure
43 % C = [ 1 4; 2 4; 3 4; 4 5];
44 X = [Vertex(:,1)*wing.width, Vertex(:,2)*wing.length, Vertex(:,3)*wing.height];
45 X = (wing.Rot*X’)’;
46 X = X + kron(ones(size(X,1),1),wing.eta’);
47 X = X - kron(ones(size(X,1),1),wing.offset’);
48 X = [X(:,2), X(:,1), -X(:,3)];
49 plot3(wing.eta(2)-wing.offset(2),wing.eta(1)-wing.offset(1),-wing.eta(3)+wing.offset
(3),’k*’), hold on;
50 % Compute the convex hull.
51 C = convhulln(X);
52 % Plot the convex hull.
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53 hold on
54 for i = 1:size(C,1)
55 j = C(i,[1 2 3 1]);
56 patch(X(j,1),X(j,2),X(j,3),wing.color,’FaceAlpha’,1,’EdgeColor’,0.5*wing.color);
57 end
58 end 
Make_video.m
1 %Realizzazione del video in 3D che consente di visualizzare l’andamento del veicolo
rispetto al path geometrico da inseguire
2 close all
3 clc
4 siz = size(tsim.signals.values);
5 fname = sprintf(’./Movies/%s.avi’,datestr(now, ’mm_dd_yyyy-HH_MM_SS’));
6 fprintf(’Creating movie: %s\n’,’prova_elicoidale.avi’);
7 scrsz = get(0,’ScreenSize’);
8 hf = figure(’Position’,[1 scrsz(4)/2 scrsz(3)/1.4,scrsz(4)]);
9 aviobj = avifile(’prova_elicoidale.avi’,’compression’,’None’);
10
11 j = 1;
12 for i=2:12:siz(1);%viene scelta la velocita’ del video
13
14 domain = (1*(-j:1:j));
15
16 %segnali geometrici che perrmettono il plotting
17 t = tsim.signals.values(i);
18 appRn_b = Rn_bapp(:,:,i);
19 Rn_b = [appRn_b(1:3)’;appRn_b(4:6)’;appRn_b(7:9)’]’;
20 Eta = eta.signals.values(i,:)’;
21
22 appRb_wr = Rb_wright(:,:,i);
23 appRb_wl = Rb_wleft(:,:,i);
24 Rb_wr = [appRb_wr(1:3)’;appRb_wr(4:6)’;appRb_wr(7:9)’];
25 Rb_wl = [appRb_wl(1:3)’;appRb_wl(4:6)’;appRb_wl(7:9)’];
26
27 domain_x = Eta(1)+domain;
28 domain_y = Eta(2)+domain;
29 domain_z = -Eta(3)+domain;
30
31 h1 = subplot(2,2,1);
32 ax=get(h1,’Position’);
33 ax(4)=ax(4)+0.09;
34 ax(2)=ax(2)-0.05;
35 set(h1,’Position’,ax);
36
37 %plot del veicolo(corpo e ali) e dei frame
38 hold off;
39 DrawBody(conf.geometry.ellipsoid.a,...
40 conf.geometry.ellipsoid.b,...
41 Eta,Rn_b), hold on;
42 DrawReferenceFrame(Eta,Rn_b);
43 DrawWing(conf,’l’, Eta+Rn_b*(diag([1 1 1])*conf.wing.position.left),Rn_b*Rb_wl
, [1 1 0])
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44 DrawWing(conf,’r’, Eta+Rn_b*(diag([1 1 1])*conf.wing.position.right),Rn_b*Rb_wr,
[1 1 0])
45 DrawReferenceFrame(Eta+Rn_b*(conf.wing.position.right+[0;0.1;0]),Rn_b*Rb_wr,0.2);
46 DrawReferenceFrame(Eta+Rn_b*(conf.wing.position.left-[0;0.1;0]),Rn_b*Rb_wl,0.2);
47
48 %plot della traiettoria da seguire
49 x = rif.signals.values(:,2);
50 y = rif.signals.values(:,1);
51 z = -rif.signals.values(:,3);
52 plot3(x,y,z,’r’,’LineWidth’, 2.5);
53 hold on
54 title(sprintf(’ETA(%2.2f,%2.2f,%2.2f)’,Eta(1),Eta(2),Eta(3)));
55 zlim(minmax(domain_z));
56 xlim(minmax(domain_y));
57 ylim(minmax(domain_x));
58 view(-40,20);
59 axis (’vis3d’)
60
61 xlabel(’East’);
62 ylabel(’North’);
63 zlabel(’-Down’);
64
65 %visuale da lontano
66
67 h3 = subplot(2,2,3);
68 ax=get(h3,’Position’);
69 ax(4)=ax(4)+0.09;
70 ax(2)=ax(2)-0.04;
71 set(h3,’Position’,ax);
72
73 %plot del veicolo(corpo e ali) e dei frame
74 hold off;
75
76 DrawBody(conf.geometry.ellipsoid.a,...
77 conf.geometry.ellipsoid.b,...
78 Eta,Rn_b), hold on;
79 DrawReferenceFrame(Eta,Rn_b);
80 DrawWing(conf,’l’, Eta+Rn_b*(diag([1 1 1])*conf.wing.position.left),Rn_b*Rb_wl
, [1 1 0])
81 DrawWing(conf,’r’, Eta+Rn_b*(diag([1 1 1])*conf.wing.position.right),Rn_b*Rb_wr,
[1 1 0])
82 DrawReferenceFrame(Eta+Rn_b*(conf.wing.position.right+[0;0.1;0]),Rn_b*Rb_wr,0.2);
83 DrawReferenceFrame(Eta+Rn_b*(conf.wing.position.left-[0;0.1;0]),Rn_b*Rb_wl,0.2);
84
85 %plot della traiettoria da seguire
86 domain2 = (1*(-80:1:70));
87 domain1 = (1*(-30:1:40));
88 domain3 = (1*(-70:1:30));
89
90 domain_x = domain1;
91 domain_y = domain2;
92 domain_z = domain3;
93 x = rif.signals.values(:,2);
94 y = rif.signals.values(:,1);
95 z = -rif.signals.values(:,3);
96 plot3(x,y,z,’r’,’LineWidth’, 2.5);
97
98 zlim(minmax(domain_z));
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99 xlim(minmax(domain_y));
100 ylim(minmax(domain_x));
101
102 view(-40,20);
103
104 xlabel(’East’);
105 ylabel(’North’);
106 zlabel(’-Down’);
107 axis (’vis3d’)
108
109 %visuale piano verticale
110
111 h2 = subplot(2,2,2);
112 ax=get(h2,’Position’);
113 ax(4)=ax(4)+0.05;
114 ax(2)=ax(2)-0.01;
115 set(h2,’Position’,ax);
116
117 %plot del veicolo(corpo e ali) e dei frame
118
119 hold off;
120
121 DrawBody(conf.geometry.ellipsoid.a,...
122 conf.geometry.ellipsoid.b,...
123 Eta,Rn_b), hold on;
124 DrawReferenceFrame(Eta,Rn_b);
125 DrawWing(conf,’l’, Eta+Rn_b*(diag([1 1 1])*conf.wing.position.left),Rn_b*Rb_wl
, [1 1 0])
126 DrawWing(conf,’r’, Eta+Rn_b*(diag([1 1 1])*conf.wing.position.right),Rn_b*Rb_wr,
[1 1 0])
127 DrawReferenceFrame(Eta+Rn_b*(conf.wing.position.right+[0;0.1;0]),Rn_b*Rb_wr,0.2);
128 DrawReferenceFrame(Eta+Rn_b*(conf.wing.position.left-[0;0.1;0]),Rn_b*Rb_wl,0.2);
129
130 %plot della traiettoria da seguire
131 domain1 = (1*(-6:3:6));
132 domain2 = (1*(-6:3:6));
133 domain3 = (1*(-6:3:6));
134
135 domain_x = Eta(1)+domain1;
136 domain_y = Eta(2)+domain2;
137 domain_z = -Eta(3)+domain3;
138 x = rif.signals.values(:,2);
139 y = rif.signals.values(:,1);
140 z = -rif.signals.values(:,3);
141 plot3(x,y,z,’r’,’LineWidth’, 2.5);
142 title(sprintf(’Piano verticale’));
143
144 zlim(minmax(domain_z));
145 xlim(minmax(domain_y));
146 ylim(minmax(domain_x));
147
148 view(0,0);
149
150 xlabel(’East’);
151 ylabel(’North’);
152 zlabel(’-Down’);
153 axis (’vis3d’)
154
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155 %visuale dall’alto
156 h4 = subplot(2,2,4);
157 ax=get(h4,’Position’);
158 ax(4)=ax(4)+0.05;
159 ax(2)=ax(2)-0.02;
160 set(h4,’Position’,ax);
161
162 %plot del veicolo(corpo e ali) e dei frame
163
164 hold off;
165
166 DrawBody(conf.geometry.ellipsoid.a,...
167 conf.geometry.ellipsoid.b,...
168 Eta,Rn_b), hold on;
169 DrawReferenceFrame(Eta,Rn_b);
170 DrawWing(conf,’l’, Eta+Rn_b*(diag([1 1 1])*conf.wing.position.left),Rn_b*Rb_wl
, [1 1 0])
171 DrawWing(conf,’r’, Eta+Rn_b*(diag([1 1 1])*conf.wing.position.right),Rn_b*Rb_wr,
[1 1 0])
172 DrawReferenceFrame(Eta+Rn_b*(conf.wing.position.right+[0;0.1;0]),Rn_b*Rb_wr,0.2);
173 DrawReferenceFrame(Eta+Rn_b*(conf.wing.position.left-[0;0.1;0]),Rn_b*Rb_wl,0.2);
174
175 %plot della traiettoria da seguire
176 domain1 = (1*(-6:3:6));
177 domain2 = (1*(-6:3:6));
178 domain3 = (1*(-6:3:6));
179
180 domain_x = Eta(1)+domain1;
181 domain_y = Eta(2)+domain2;
182 domain_z = -Eta(3)+domain3;
183 x = rif.signals.values(:,2);
184 y = rif.signals.values(:,1);
185 z = -rif.signals.values(:,3);
186 plot3(x,y,z,’r’,’LineWidth’, 2.5);
187 title(sprintf(’Piano orizzontale’));
188
189 zlim(minmax(domain_z));
190 xlim(minmax(domain_y));
191 ylim(minmax(domain_x));
192 view(0,90);
193 xlabel(’East’);
194 ylabel(’North’);
195 zlabel(’-Down’);
196 axis (’vis3d’)
197 aviobj = addframe(aviobj,getframe(hf));
198 end
199 close(hf); %closes the handle to invisible figure
200 aviobj = close(aviobj); %closes the AVI file
201 fprintf(’Saving movie: %s\n’,fname); 
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