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Prezentowana w artykule idea polega na wirtualnej integracji 
rozproszonych heterogenicznych zasobów bazodanowych 
w scentralizowan, jednorodn, spójn i pozbawion fragmentacji 
oraz nadmiarowoci cało tworzc wirtualne repozytorium 
zapewniajce pewne powszechne funkcjonalnoci i usługi, włczajc 
w to infrastruktur zaufania (bezpieczestwo, prywatno, 
licencjonowanie, płatnoci, itp.), Web Services, rozproszone 
transakcje, zarzdzanie procesami (workflow management), itd. 
Opisane poniej metody integracji skupiaj si włanie na 
najpopularniejszych zasobach relacyjnych, do których zostaje 
umoliwiony w pełni przezroczysty dostp poprzez niezwykle 
elastyczny obiektowy jzyk zapyta. Opracowane specjalnie do tego 
celu mechanizmy optymalizacyjne stanowi kombinacj 









Liczba dostpnych obecnie ródeł danych jest ogromna. Wiele z nich jest 
dostpne poprzez Internet, jakkolwiek mog one nie by publiczne lub oferowa 
dostp ograniczony jedynie do cile okrelonej grupy uytkowników. Takie 
zasoby charakteryzuj si rozproszeniem, niejednorodnoci, fragmentacj 
i nadmiarowoci. Bezdyskusyjnym faktem jest, e zdecydowana wikszo tych 
ródeł stanowi bardzo dobrze znane, ale take obcione licznymi wadami, 
bazy relacyjne. Pomimo wielu rónorodnych projektów (zarówno akademickich, 
jak i przemysłowych), realizujcych na polu składowania i przetwarzania 
danych mniej lub bardziej zaawansowane koncepcje obiektowoci, mało 
prawdopodobna wydaje si rychła migracja z silnie zakorzenionego paradygmatu 
relacyjnego do znacznie lepiej dopasowanego do realnego wiata podejcia 
obiektowego. Przyczyny takiego zjawiska s bardzo róne, poczynajc od czysto 
ekonomicznych (niewyobraalnie due koszty przeniesienia danych 
i przeszkolenia kadr), poprzez zwykły ludzi „lk przed nieznanym”, koczc na 
zupełnie racjonalnym braku zaufania do (zazwyczaj) wci eksperymentalnych 
baz obiektowych (kwestie wydajnoci, niezawodnoci, wsparcia i utrzymania 
rozwiza). Jednak współczesne systemy s pisane w obiektowych jzykach 
projektowania, a powszechnie znane zjawisko niedopasowania impedancji daje 
o sobie zna na kadym kroku, wymagajc wprowadzania rónorodnych obej, 
uproszcze czy ogranicze koncepcyjno-implementacyjnych. 
Prezentowana w artykule idea polega na wirtualnej integracji takich 
zasobów w scentralizowan, jednorodn, spójn i pozbawion fragmentacji oraz 
nadmiarowoci cało tworzc wirtualne repozytorium zapewniajce pewne 
powszechne funkcjonalnoci i usługi, włczajc w to infrastruktur zaufania 
(bezpieczestwo, prywatno, licencjonowanie, płatnoci, itp.), Web Services, 
rozproszone transakcje, zarzdzanie procesami (workflow management) itd. 
Opisane poniej metody integracji skupiaj si włanie na najpopularniejszych 
zasobach relacyjnych, do których zostaje umoliwiony w pełni przezroczysty 
dostp poprzez niezwykle elastyczny obiektowy jzyk zapyta. Opracowane 
specjalnie do tego celu mechanizmy optymalizacyjne stanowi kombinacj 
dedykowanych technik obiektowych z niezwykle wydajnymi optymalizatorami 
relacyjnymi. 
Opisane prace zostały skoncentrowana na nowatorskim podejciu wzgldem 
integracji heterogenicznych zasobów relacyjnych do rozproszonego obiektowego 
systemu bazodanowego. Zasoby te musz by dostpne dla globalnych 
uytkowników poprzez globalny model obiektowy i obiektowy jzyk zapyta, 
tak aby ci uytkownicy nie byli w aden sposób wiadomi faktycznego modelu 
i składu zasobu. Opracowany i zaimplementowany proces integracji jest 
całkowicie przezroczysty i umoliwia dwukierunkow wymian danych, 
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tj. odpytywanie zasobu relacyjnego (pobieranie danych zgodnych z kryteriami 
zapyta) i aktualizacj danych relacyjnych. Ponadto, znajdujce si tu nad 
zasobem relacyjnym struktury obiektowe (utworzone bezporednio w oparciu 
o ten zasób) mog zosta bezproblemowo przekształcane i filtrowane (poprzez 
kaskadowo nabudowane aktualizowalne perspektywy obiektowe) w taki sposób, 
aby odpowiadały modelowi biznesowemu i ogólnemu schematowi, którego cz 
maj stanowi. Poza aspektami przezroczystoci, najwikszy wysiłek został 
powicony procedurom wydajnej optymalizacji zapyta umoliwiajcej 
działanie natywnych optymalizatorów zasobu relacyjnego. Te funkcjonalnoci 
zostały osignite poprzez wyspecjalizowany moduł stanowicy osłon 
obiektowo-relacyjn, nazywany dalej w skrócie osłon. 
Zrealizowane prototypowe rozwizanie zostało oparte o podejcie stosowe 
do jzyków zapyta i baz danych (SBA, Stack-Based Approach), wynikajce 
z niego jzyk zapyta (SBQL, Stack-Based Query Lanuage) oraz aktualizowalne 
obiektowe perspektywy, interfejs JDBC, protokół TCP/IP oraz jzyk SQL. 
Implementacja została wykonana w jzyku JavaTM. Prace zostały 
przeprowadzone jako cz projektu eGov-Bus (Advanced eGovernment 
Information Service Bus) wspieranego przez Wspólnot Europejsk w ramach 
priorytetu „Information Society Technologies” Szóstego Programu Ramowego 
(nr kontraktu: FP6-IST-4-026727-STP). 
 
2. STAN WIEDZY I PRACE POKREWNE 
  
Sztuka budowania obiektowych osłon do relacyjnych baz danych rozwijana 
jest od około 15 lat – pierwsze publikacje z tej dziedziny pojawiły si u schyłku 
lat osiemdziesitych ubiegłego wieku i były powicone bazom federacyjnym. 
Niezmiennym celem podobnych technologii jest połczenie silnie osadzonej 
w przemyle i podwiadomoci teorii relacyjnej (podstawy zostały zapre-
zentowane przez Codda prawie 40 lat temu [1]) ze znacznie młodsz teori 
obiektowych baz danych – okrelenie obiektowego systemu bazodanowego 
zostało po raz pierwszy uyte niemale 20 lat póniej w słynnym „manifecie 
obiektowoci” [2] (aczkolwiek prace zostały rozpoczte ponad 10 lat wczeniej). 
Motywacj dla budowania osłon jest redukcja technicznych i kulturowych 
rónic pomidzy tradycyjnymi bazami relacyjnymi, a nowymi technologiami 
opartymi o paradygmat obiektowy, włczajc w to metodologie analizy 
i projektowania (np. oparte na UML), obiektowe jzyki programowania (np. 
C++, Java, C#), obiektowe rozwizania poredniczce (np. oparte na CORBA), 
obiektowo-relacyjne i czysto obiektowe bazy danych. Wszelkiego rodzaju 
rónice i rozbienoci midzy wiatem relacyjnym i obiektowym (zarówno na 
poziomie modelu danych, jak i jzyków zapyta i jzyków programowania) 
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okrelane s czsto mianem niedopasowania impedancji. W ostatnich latach 
potrzeba budowania osłon pojawiła si take w technologiach webowych 
opartych na zasobach XML/RDF. Pomimo olbrzymiej presji na zastosowanie 
technologii zwizanych z XML oraz obiektowoci, ludzie (szeroko rozumiany 
przemysł) s wci zadowoleni z baz relacyjnych, w zwizku z czym istnieje 
niewielkie prawdopodobiestwo, e nastpi masowa migracja rynku w stron 
innych paradygmatów składowania i przetwarzania danych – koszt oraz czas 
konieczne dla przeprowadzenia takiego procesu s nieprzewidywalnie due. 
Wykorzystana koncepcja mediatorów i osłon została po raz pierwszy 
sformułowana przez Wiederholda [3] jako zbiór wskazówek dla rozwijanych 
w przyszłoci systemów przetwarzania informacji. Jej inspiracj stał si 
powszechny wzrost zapotrzebowania na informacje zainicjalizowany przez 
rozwój Internetu i łcz szerokopasmowych. Zjawisko zapotrzebowania było 
(i wci jest) ograniczane przez niewydajne, pofragmentowane, niejednorodne 
i rozproszone ródła danych. Podstawow ide było zapewnienie systemom 
decyzyjnym elastycznych infrastruktur (okrelonych poprzez pojcia mediatorów 
i osłon) zdolnych do pobierania kompletnej informacji bez uczestnictwa 
człowieka. Mediator został zdefiniowany jako autonomiczne oprogramowanie 
potrafice przetwarza dane z podlegajcego mu ródła danych zgodnie 
z ogólnymi wymogami systemu. Poniewa mediatory były postrzegane jako 
niezalene od zasobu, były one wyposaone w osłony – kolejne moduły 
w przeroczysty sposób poredniczce pomidzy zasobem, a mediatorem. Innym 
bardzo wanym postulatem była niedostpno mediatorów poprzez przyjazny 
uytkownikowi jzyk – dla zapewnienia wydajnoci i niezawodnoci mediacji 
wewntrzne procesy miały by realizowane przez jzyk zorientowany na 
komunikacj. Interfejs przyjazny uytkownikowi miał by wyeksponowany na 
zewntrz, gdzie działaj aplikacje klienckie najwyszego poziomu. Koncepcja 
rozproszonej mediacji doczekała si szeregu implementacji, z których 
najwaniejsze to Pegasus (1993) [4], Amos (1994) [5] i Amos II (rozwijany od 
roku 2002) [6] oraz DISCO (1997) [7]. 
Istnieje take szereg odmiennych technologii majcych na celu uzyskanie 
obiektowego dostpu do danych relacyjnych i przetwarzanie tych danych 
w obiektowy sposób. Do tego rodzaju rozwiza nale ORM/DAO, 
perspektywy XML kryjce dane relacyjne oraz wykorzystanie RDF. Ich uycie 
w pracach nad osłon nie było jednak brane pod uwag, poniewa załoenia 
i funkcjonalnoci nie s zgodne z załoeniami projektu. 
W wirtualnym repozytorium, którego cz stanowi opisywana osłona, 
proces mediacji oparty został o aktualizowane perspektywy obiektowe [8] oparte 
na koncepcji podejcia stosowego (SBA) [9]. 
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3. KONCEPCJA INTEGRACJI OBIEKTOWO- 
    RELACYJNEJ 
  
W kolejnych sekcjach omówione zostały architektura i działanie 
wirtualnego repozytorium (w którego najniszych warstwach działa osłona) oraz 
opracowane i zaimplementowane metody integracji i optymalizacji. Na samym 
kocu umieszczony został przykład takiego procesu zrealizowany w oparciu 
o prosty schemat relacyjny. 
 
3.1. Wirtualne repozytorium 
  
Rys. 1 przedstawia ogóln architektur wirtualnego repozytorium z jego 
podstawowymi elementami funkcjonalnymi. W ogólnym przypadku zasobami 
integrowanymi przez repozytorium mog by dowolne dane i usługi, jednak dla 


























Rys. 1. Ogólna architektura wirtualnego repozytorium 
 
Wirtualne repozytorium udostpnia globalnym klientom wymagane 
funkcjonalnoci, np. uwierzytelnianie i bezpieczestwo oraz mechanizmy 
komunikacyjne. Jest ono take odpowiedzialne za integracj i zarzdzanie 
danymi wirtualnymi oraz prezentacj tych danych zgodnie ze schematem 
globalnym. Zbiór osłon (zaznaczonych na czerwono) poredniczy midzy 
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repozytorium i zasobami. Podstawowe funkcjonalnoci osłon (zaznaczone na 
niebiesko) odnosz si do:  
• Zapewnienia komunikacji i transportu (zarówno pomidzy osłon 
i wirtualnym repozytorium, jak i pomidzy osłon i zasobem); 
• Umoliwienia (w najlepszym przypadku – zautomatyzowanego) odczytu 
schematu relacyjnego; 
• Mapowania schematu relacyjnego na model obiektowy; 
• Analizy i przetwarzania obiektowych zapyta tak aby odpowiednie wyniki 
zostały zwrócone z zasobów relacyjnych. 
Umieszczony poniej rys. 2 przedstawia nieco inny widok repozytorium – 
wskazane zostały poszczególne warstwy modelu danych pojawiajce si podczas 
integracji i mapowania schematów. Perspektywy kontrybucyjne przedstawiaj 
schematy relacyjne jako proste modele AS0 zdefiniowane w SBA. Stanowi one 
cz schematu globalnego zdefiniowanego i zarzdzanego przez administratora 
(projektanta) repozytorium, co oznacza e musz one by zgodne z nazwami 
I strukturami zdefiniowanymi w schemacie integracyjnym. Sam schemat 
integracyjny jest odpowiedzialny za łczenie schematów lokalnych (zgodnie ze 
znanymi regułami fragmentacji i ontologiami) w schemat globalny udostpniany 
uytkownikom globalnym, który jest jedynym schematem widocznym i 
dostpnym na zewntrz repozytorium. W najprostszym przypadku schemat 
integracyjny moe zosta wyeksponowany jako schemat globalny, z załoenia 
jednak jest on dalej modyfikowany, aby zgadzał si z wymogami repozytorium. 
W najbardziej ogólnym przypadku moe pojawi si dowolna liczba schematów 
globalnych, które spełniaj wymagania klientów i udostpniaj tylko te dane, do 
których maj uprawnienia. Wszystkie schematy, a w szczególnoci mapowania i 
transformacje zachodzce pomidzy nimi, wyraone s za pomoc 
aktualizowalnych perspektyw obiektowych (schematom integracyjnym i 
globalnym odpowiadaj globalne perspektywy wirtualnego repozytorium). 
 














































Rys. 2. Integracja schematów w wirtualnym repozytorium 
 
3.2. Przetwarzanie zapyta i metody optymalizacyjne 
  
Poza mapowaniem i translacj schematów (tak aby zasoby relacyjne stały 
si dostpne w wirtualnym repozytorium), osłona jest odpowiedzialna za 
przetwarzanie zapyta. Schemat tego procesu jest przedstawiony na rys. 3, 
gdzie modele schematów zaznaczone kolorem jasnozielonym odpowiadaj 
poziomom na rys. 2 powyej. 
Globalne zapytanie ad hoc (odnoszce si do schematu globalnego) 
pochodzce od jednego z globalnych klientów jest w standardowy sposób 
parsowane i poddawane kontroli typologicznej, czego efektem jest zewntrzne 
drzewo składni (wci odnoszce si do schematu globalnego). Na tym drzewie 
wykonywane jest makropodstawienie definicji perspektyw (odpowiadajcych 
schematom globalnym, integracyjnym i kontrybucyjnym przedstawionym 
na rys. 2) oraz stosowane s procedury modyfikacji zapyta. Na tym etapie 
pojawi si olbrzymie wewntrzne drzewo składni SBQL odnoszce si do 
obiektów podstawowych, tj. tych, które s bezporednio eksponowane przez 
osłon. Nastpnie stosowane s optymalizatory przepisujce SBQL współ-
działajce z optymalizatorem wewntrznej osłony. Przepisywacz osłony 
analizuje drzewo składni w celu znalezienia wyrae odpowiadajcych nazwom 
„relacyjnym” (dotyczcym relacyjnych tabel i kolumn). Procedura analizy oparta 
jest na informacji o schemacie relacyjnym, metabazie oraz sygnaturach wyrae 
nadanych podczas kontroli typologicznej. 
 




























Rys. 3. Integracja schematów w wirtualnym repozytorium 
 
Jeeli nazwy „relacyjne” zostaj znalezione, zawierajce je podzapytania 
SBQL s zamieniane na odpowiednie wyraenia dynamicznego SQL (execute 
immediately), które bd ewaluowane w osłanianym zasobie. Zgodnie 
z podejciem naiwnym, kada nazwa podpowiadajca relacyjnej tabeli powinna 
zosta zastpiona przez proste zapytanie SQL select * from tabela. W ten sposób 
pobrane zostaj wszystkie rekordy, natomiast właciwa ewaluacja zapytania 
wykonywana jest przez wirtualne repozytorium. To podejcie jest zawsze 
poprawne i wiarygodne, jednak skrajnie niewydajne, poniewa wprowadza 
niepodane transport i materializacj danych. W zwizku z tym pojawia si 
silna potrzeba optymalizacji, tak aby główny ciar ewaluacji zapyta 
przeniesiony został w dół na osłaniane bazy relacyjne, gdzie maj moliwo 
działania bardzo skuteczne optymalizatory relacyjne (pomimo e s one 
przezroczyste, mona z duym prawdopodobiestwem załoy kiedy zadziałaj – 
na przykład podczas ewaluacji złcze, selekcji po kolumnach indekso- 
wanych itp.). 
 
Podejcie naiwne a optymalizacja 
 
Jak zostało wspomniane, podejcie naiwne moe zosta zastosowane 
zawsze, jednak nie pozwala na działanie optymalizatorów relacyjnych. 
Wyraenia SBQL pojawiajce si w wyniku transformacji (optymalizacji) 
drzewa składni powinny by dalej analizowane przez osłon wewntrzn, aby 
mogły zosta znalezione jak najwiksze podzapytania (wzorce) transformowalne 
do optymalizowalnego SQL . Cele optymalizacji osłony s nastpujce:  
• Redukcja iloci pobieranych i materializowanych danych (w najbardziej 
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korzystnym przypadku istnieje moliwo pobrania jedynie podanych 
rezultatów); 
• Minimalizacja przetwarzania po stronie wirtualnego repozytorium 
(w najbardziej korzystnym przypadku wyniki zgadzaj si dokładnie 
z intencj oryginalnego zapytania). 
Optymalizacja osłony jest wyzwaniem znacznie powaniejszym ni proste 
przepisywanie zastosowane w podejciu naiwnym. Przede wszystkim wiele 
operatorów i wyrae SBQL nie posiada odpowiedników relacyjnych 
(np. groupas), w przypadku wielu innych semantyka jest róna w obydwu 
jzykach zapyta (np. operator przypisania w SBQL nie jest makroskopowy). 
W zwizku z powyszym podstawow czynnoci jest wyizolowanie zbioru 
operatorów SBQL transformowalnych do SQL. Zgodnie z załoeniami, 
optymalizator osłony powinien stara si znale moliwie najwiksze 
podzapytanie, które moe by wyraone w równowanym SQL. Dlatego 
załoona została nastpujca kolejno przeszukiwania:  
• funkcje agregacyjne, 
• złczenia, 
• selekcje, 
• nazwy odpowiadajce tabelom relacyjnym. 
Taka kolejno wynika z moliwych form złoonych wyrae i ich 
argumentów (wyrae wewntrznych). Przykładowo, funkcja agregacyjna moe 
by ewaluowana na złczeniach lub selekcjach, same złczenia mog zawiera 
warunki selekcji, itp. W przypadku funkcji agregacyjnych, selekcji i nazw tabel 
istnieje dodatkowa szansa na optymalizacj, poniewa mog zosta ustalone 




Prezentowany abstrakcyjny (niezaleny od implementacji) przykład 
opiera si na prostym schemacie relacyjnym (rys. 4). Przedstawiona baza 
medyczna zawiera dane pacjentów (tabela patientR) oraz lekarzy (doctorR) – 
„R” zostało dodane do nazw dla podkrelenia ich „relacyjnego” pochodzenia 
i zwikszenia czytelnoci przykładu. Kady pacjent jest leczony przez 
jakiego lekarza, która to zaleno jest odzwierciedlona przez 
zwizek klucza podstawowego i obcego na kolumnach doctorR.id i 
patientR.doctor_id. Poza indeksami wynikajcymi z istnienia kluczy 
podstawowych, w schemacie zostały zdefiniowane nieunikatowe wtórne indeksy 
na kolumnach patientR.surname i doctorR.surname. 
 















Rys. 4. Schemat relacyjny dla przykładu koncepcyjnego 
 
Ten schemat relacyjny jest importowany przez osłon i w oparciu o niego 
tworzone s podstawowe obiekty odpowiadajce relacyjnym tabelom i 
kolumnom – tabela jest odzwierciedlona jako obiekt złoony z podobiektami 
odpowiadajcymi kolumnom oraz ich prymitywnym typom danych. 
Zastosowano tu mapowanie jeden-do-jednego, włcznie z zachowaniem nazw 
relacyjnych wzgldem tworzonego schematu obiektowego. Powstajcy w ten 
sposób prosty schemat obiektowy jest ju gotowy do odpytywania, jednak wci 
nie odzwierciedla relacyjnych zwizków i wizów integralnoci, dlatego w 
kolejnym kroku zostaje pokryty aktualizowanymi perspektywami obiektowymi. 
Kocowa forma została przedstawiona na rys. 5 – zwizek kluczy podstawowych 
i obcych jest odzwierciedlony przez wirtualny wskanik isTreatedBy. 
Poniej znajduje si zredukowany kod perspektyw uytych przy definicji 
schematu. Dla uproszczenia nie zostały zdefiniowane procedury aktualizacji 













Rys. 5. Schemat obiektowy dla przykładu koncepcyjnego 
 
view DoctorDef { 
 virtual objects Doctor: record {d: doctorR;}[0..*] { 
  return (doctorR) as d;  
 }  
 /* on_retrieve pominite dla Doctor */ 
 } 
 view idDef { 
  virtual objects id: record {_id: doctorR.id;} {  
   return d.id as _id;  
  } 
  on_retrieve: integer {  
   return deref(_id);  
  } 
 } 
 view nameDef { 
  virtual objects name: record {_name: doctorR.name;} {  
   return d.name as _name;  
  } 
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  on_retrieve: string {  
   return deref(_name);  
  } 
 } 
 view surnameDef { 
  virtual objects surname: record {_surname: doctorR.surname;} {  
   return d.surname as _surname;  
  } 
  on_retrieve: string {  
   return deref(_surname);  
  } 
 } 
 view salaryDef { 
  virtual objects salary: record {_salary: doctorR.salary;} {  
   return d.salary as _salary;  
  } 
  on_retrieve: real {  
   return deref(_salary);  
  } 
 } 
 view specialtyDef { 
  virtual objects specialty: record {_specialty: doctorR.specialty;} {  
   return d.specialty as _specialty;  
  } 
  on_retrieve: string {  
   return deref(_specialty);  




view PatientDef { 
 virtual objects Patient: record {p: patientR;}[0..*] { 
  return (patientR) as p;  
 }  
 /* on_retrieve pominiete dla Patient */ 
 } 
 view idDef { 
  virtual objects id: record {_id: patientR.id;} {  
   return p.id as _id;  
  } 
  on_retrieve: integer {  
   return deref(_id);  
  } 
 } 
 view nameDef { 
  virtual objects name: record {_name: patientR.name;} {  
   return p.name as _name;  
  } 
  on_retrieve: string {  
   return deref(_name);  
  } 
 } 
 view surnameDef { 
  virtual objects surname: record {_surname: patientR.surname;} {  
   return p.surname as _surname;  
  } 
  on_retrieve: string {  
   return deref(_surname);  
  } 
 } 
 view isTreatedByDef { 
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  virtual objects isTreatedBy: record {_isTreatedBy: 
patientR.doctor_id;} {  
   return p.doctor_id as _isTreatedBy;  
  } 
  on_retrieve: integer {  
   return deref(_isTreatedBy);  
  } 
  on_navigate: Doctor { 
   return Doctor where id = _isTreatedBy; 
  } 
 } 
} 
Przykładowe zapytanie, które moe zosta zadane dla takiego schematu to 
“zwró nazwiska lekarzy leczcych pacjentów o nazwisku Smith, których pensja 
jest równa minimalnej pensji kardiologa”. Posta zapytania w SBQL: 
((Patient where surname = "Smith").isTreatedBy.Doctor as doc where 
doc.salary = min((Doctor where specialty = 
"cardiology").salary)).doc.surname; 
Pierwszym krokiem przekształce jest wprowadzenie jawnych dereferencji 
w miejscach, gdzie jest to konieczne: 
(((((((Patient where (deref(surname) = "Smith")) . isTreatedBy) . Doctor)) 
as doc where (deref((doc . salary)) = min(deref(((Doctor where 
(deref(specialty) = "cardiology")) . salary))))) . doc) . surname); 
Nastpnie, wywołania deref zamieniane s (makropodstawienie) na odpowiednie 
definicje on_retrieve i on_navigate odpowiednio dla wirtualnych obiektów 
i wirtualnych wskaników. Wywołania perspektyw s podstawiane zapytaniami 
z definicji worków (sacks). Ten krok pozwala na zastosowanie modyfikacji 
zapyta, poniewa definicje perspektyw składaj si z pojedynczego zapytania: 
((((((((patientR) as p where ((((p . surname)) as _surname . 
deref(_surname)) = "Smith")) . ((p . doctor_id)) as _isTreatedBy) . 
((doctorR) as d where ((((d . id)) as _id . deref(_id)) = 
deref(_isTreatedBy))))) as doc where (((doc . ((d . salary)) as _salary) . 
deref(_salary)) = min(((((doctorR) as d where ((((d . specialty)) as 
_specialty . deref(_specialty)) = "cardiology")) . ((d . salary)) as 
_salary) . deref(_salary))))) . doc) . ((d . surname)) as _surname); 
Teraz usuwane zostaj (gdzie jest to moliwe) nazwy pomocnicze (p, d, 
_surname, _isTreatedBy, _id, _salary. _specialty) – dziki modyfikacji zapyta 
definicje makropodstawione w poprzednim kroku stanowi regularn cz 
zapytania i przekształcenia składniowe s poprawne: 
((((((doctorR where (deref(id) = ((patientR where (deref(surname) = 
"Smith")) . deref(doctor_id))))) as doc where ((doc . deref(salary)) = 
min(((doctorR where (deref(specialty) = "cardiology")) . deref(salary))))) 
. doc) . surname)) as _surname; 
W kolejnym kroku stosowana jest optymalizacja SBQL – w prezentowanym 
przykładzie mog zosta znalezione dwa niezalene podzapytania (dla 
znalezienia minimalnej pensji kardiologa i pacjentów o nazwisku Smith). 
Podzapytania te zostaj „wycignite” przed zapytanie i zastpione 
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pomocniczymi nazwami aux0 i aux1: 
(((((min(((doctorR where (deref(specialty) = "cardiology")) . 
deref(salary)))) as aux0 . ((((((patientR where (deref(surname) = "Smith")) 
. deref(doctor_id))) as aux1 . (doctorR where (deref(id) = aux1)))) as doc 
where ((doc . deref(salary)) = aux0))) . doc) . surname)) as _surname; 
Na tej postaci zapytania wykonywane s przez osłon analiza i optymalizacja. 
W oparciu o dostpne informacje o modelu relacyjnym mog zosta utworzone 
nastpujce zapytania SQL wywoływane przez execute immediately: 
exec_immediately("select min(salary) from doctorR where specialty = 
'cardiology'") as aux0 . exec_immediately("select doctor_id from patientR 
where surname = 'Smith'") as aux1 . exec_immediately("select surname from 
doctorR where salary = '" + aux0 + "' and id = '" + aux1 + "'") as 
_surname; 
Kade z nich zostanie wykonane przez baz relacyjn z wykorzystaniem 
odpowiednich indeksów. Przetwarzanie w wirtualnym repozytorium ograniczone 
zostanie do zmagazynowania czstkowych wyników z dwóch pierwszych 
zapyta SQL, które zostan wrzucone na stos w celu sparametryzowania 





Opracowana i zaimplementowana procedura importu schematów rela-
cyjnych pozwala na generyczn, zautomatyzowan i całkowicie przezroczyst 
integracj dowolnej liczby spadkowych baz relacyjnych do struktur 
wirtualnego repozytorium. Schematy relacyjne s przedstawiane, udost- 
pniane i przetwarzane nieodrónialnie od rzeczywistych danych obiekto- 
wych. Importowany schemat jest przykrywany aktualizowanymi obiektowymi 
perspektywami zdefiniowanymi w jzyku SBQL, który wykorzystywany jest 
do zarzdzania i konserwacji wirtualnego repozytorium, a take jako interfejs 
dla klientów globalnych. Dziki temu osłaniane bazy relacyjne s 
przetwarzane przeroczycie jak dowolne inne zasoby wirtualnego 
repozytorium. Faktyczne odrónienie od prawdziwych danych obiektowych ma 
miejsce dopiero na poziomie osłony, poniej perspektyw kontrybucyjnych – 
aden wyszy element wirtualnego repozytorium nie jest „wiadom” 
rzeczywistego charakteru odpytywanego zasobu. 
Osłona, poredniczc pomidzy wirtualnym repozytorium a baz relacyjn, 
przeprowadza analiz zapyta SQBL pod ktem znalezienia nazw relacyjnych 
i zawierajcych je podzapyta. Wyszukane zostaj moliwie najwiksze 
podzapytania, które s zastpowane odpowiednimi wyraeniami SBQL 
przekierowujcymi napisy zapyta SQL do odpowiednich osłon i baz 
relacyjnych. Wyniki otrzymywane z zasobu s przekształcane do postaci 
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obiektów i przekazywane na stosy, dziki czemu mog by dalej przetwarzane 
jak inne dane (lub zwrócone bezporednio do uytkownika). Optymalizator 
przepisujcy osłony przeprowadza take transformacje pozwalajce na 
wykonywanie imperatywnych konstrukcji SBQL – aktualizacj danych 
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PRZEZROCZYSTA INTEGRACJA ZASOBÓW 





The presented idea aims to virtually integrate distributed heterogeneous 
database resources into a centralised consistent and non-fragmented and non-
redundant whole creating a virtual repository. The repository provides common 
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functionalities and services, including trust infrastructure (like security, privacy, 
licensing, payments), Web Services, distributed transactions, workflow 
management, etc. The described integration methods focus on the most popular 
and commonly used relational resources. Such resources become fully 
transparently accessible with an extremely flexible object-oriented query 
language. The dedicated optimisation mechanisms are a combination of object-
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