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abstract
The biological deoxyribonucleic acid (DNA) strand has been increasingly seen as a promising computing
unit.AnewalgorithmisformulatedinthispapertodesignanyDNABooleanoperatorwithmolecularbea-
cons (MBs) as its input. Boolean operators realized using the proposed design methodology is presented.
The developed operators adopt a uniform representation for logical 0 and 1 for any Boolean operator. The
Boolean operators designed in this work employ only a hybridization operation at each stage. Further,
this paper for the ﬁrst time brings out the realization of a binary adder and subtractor using molecular
beacons.SimulationresultsoftheDNA-basedbinaryadderandsubtractoraregiventovalidatethedesign.
© 2009 Elsevier Ireland Ltd. All rights reserved.
1. Introduction
Ever since Adleman (1994) has published a paper on molecular
computationforsolvingHamiltonianpathproblem(HPP),attempts
are being made to utilize DNA manipulations for solving computa-
tionally difﬁcult problems. Several models of computation using
DNA have been proposed earlier and they are Turing machine
(Rothemund, 1996), Sticker model (Roweis et al., 1998), Splicing
systems (Erk, 1999), Surface-based computing (Wang et al., 1999;
Liu et al., 2000; Su and Smith, 2004) and Boolean circuits (Ogihara
and Ray, 1998, 1999).
The inherent parallelism in DNA was utilized before by many
researchers in constructing Boolean operators. Amos and Dunne
(1997) described the simulation of a bounded fan-in Boolean cir-
cuit with NAND gate, which takes time proportional to the depth
of the circuit for computation. Ogihara and Ray (1998), proposed
a bounded fan-in Boolean circuit functioning in O(1)-time com-
plexity. Ogihara and Ray (1999) also proposed the building of
DNA-based Boolean circuits for a semi-unbounded fan-in Boolean
circuit.Subsequently,Erk(1999),developedanabstractDNAmodel
for simulating Boolean circuits by ﬁnite splicing systems. The main
drawback of this model is that the rules need to be altered with the
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complexity of the Boolean circuit. Mulawka et al. (1999) proposed
another simulation of the NAND gate using the Fok I enzymes of
nucleaseclassII.AhrabianandNowzari-Dalini(2004)andAhrabian
etal.(2005)proposedadifferentconstructionofNANDgateandthe
sameauthorspresentedaDNAalgorithmforsolvinganunbounded
fan-inBooleancircuitinO(1)-timecomplexity.Liuetal.(2005)pre-
sented a theoretical model of the NAND gate through the induced
hairpin formation. Jianzhong et al. (2006) suggested reusable logic
gates for AND and OR functions using MB.
The major demerit of the previous models is that they employ
many different types of bio-operations like annealing, ligation,
polymerase chain reaction, gel electrophoresis and cleavage. Amos
(2005) in his book has stated that it is difﬁcult to ensure 100% lig-
ation and hence strands that should have been restricted escape
into the next stage and thereby resulting in errors in computa-
tion. Further, the above papers were proposed for simulating few
gates only and they do not maintain the uniformity in representing
logical 0 and 1, either. The previous authors had also tried simu-
lating stratiﬁed Boolean circuits which required the gates to be of
the same type at each stage (i.e. either AND or OR gate). Further-
more, in earlier implementations, after obtaining the outputs, the
strands employed cannot be reused and they have to be necessar-
ily reconstructed for subsequent use. It should also be noted that
a unique generalized algorithm for designing any combinational
logic operators has not been formulated in the above articles. In
this context, the authors of this work (Zoraida et al., 2008) had ear-
lier proposed a generalized algorithm for constructing logic gates.
Theproposedrealizationofalogicoperatorisattemptedwithonlya
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Fig. 1. Hybridization of the MB with the target.
single bio-operation, namely hybridization at each stage. However,
the algorithm does not address the realization of combinational
logic operators and this paper proposes a generalized algorithm for
constructing both logic operators and combinational logic opera-
tors such as adders and subtractors using DNA with MB as inputs.
The proposed model has uniform representation for logical 0 and 1
throughout. MBs are employed, so that the bio-operations are reli-
able.MBsalsohaveextremelyhighselectivityandabilitytoidentify
single base-pair mismatch (Fang et al., 1999). The DNA sequence
which acts as gate strand is made immobilized onto a surface. In
the proposed method, reusability is achieved by a denaturing oper-
ation followed by a wash, which leaves back the strands on the
surface for subsequent operations.
2. Preliminaries
2.1. Molecular Beacon
Molecular beacons are single-stranded oligonucleotide
hybridization probes that possess a stem and a loop struc-
ture. The loop has a complementary probe sequence of a target
sequence. The stem is formed by annealing with the comple-
mentary sequence present in either side of the probe sequence.
A ﬂuorophore and a quencher are linked to the two ends of
the stem. The two moieties are kept in close proximity to each
other by the stem, enabling ﬂuorescence of the ﬂuorophore to
be quenched through energy transfer and at this point the MB is
“dark”. When the MB encounters its target DNA molecule, it under-
goes a spontaneous conformational reorganization that forces the
stem apart so that the ﬂuorophore and quencher moves away. So
there is a transition from “dark” to ﬂuorescence “bright” in MB.
This is known as ﬂuorescence resonance energy transfer (FRET).
Molecular recognition speciﬁcity is one of the major advantages of
MB. They are highly target-speciﬁc to the extent that they ignore
target sequences that differ even by a single nucleotide. Since
4-(dimethylaminoazo) benzene-4-carboxylic acid (DABCYL) can
serve as a universal quencher for many ﬂuorophores, a MB is
generally synthesized using DABCYL-controlled pore glass (CPG)
as the starting material. Different ﬂuorescent dye molecules can be
covalently linked to the 5 -end to report ﬂuorescence at different
wavelengths (Tyagi and Kramer, 1996). The hybridization of the
MB with the target is shown in Fig. 1.
2.2. Blocker
The hybridization of a MB to the target strand is necessary for
implementing combinational binary operators. However, in certain
location of the target sequence, hybridization should be prevented
and hence, a DNA sequence is needed as a blocker. In this paper, the
assignedblockersequenceis“GGGGGG”.Thesequenceassignedfor
each input strand should be different from the blocker sequence.
The blocker is denoted by a circle and an “X” through it in the
subsequent ﬁgures.
3. Proposed Algorithm for Realization of Boolean Operators
It is well known that each binary Boolean variable I can take two
values I=0 and I=1. In this work they are denoted as I0 and I1.A
Fig. 2. Colored pattern representation of the strand.
two-input logic gate has their inputs denoted as I1 and I2. A unique
DNA strand is taken to represent I0
1 and I0
2 (logic 0) and another
unique strand is chosen to represent I1
1 and I1
2 (logic 1). The respec-
tive complements of the chosen strands are represented as I0
1, I0
2,
I1
1 and I1
2. Thus, only four DNA strands are required for a two-input
gate. A multiple pattern representation instead of representing the
actualstrandsforI0
1,I0
2,I1
1,I1
2,I0
1,I0
2,I1
1 andI1
2 isfollowedinthispaper
for visualizing the realization. Fig. 2 shows the patterns and logical
inputs and their complements.
A general form of truth table of a two-input gate is shown in
Table 1, where I1 and I2 are the inputs and R1 to R4 are the outputs
of the gate.
In the proposed design algorithm, the rows having their out-
put Ri =1(i=1–4) are considered initially. Among these rows, the
ﬁrst row having Ri =1 is taken and its I1 and I2 values are stored
in an array. Subsequently, the next row with Ri =1 is consid-
ered and its I1 value is compared with the last value stored in
the array. If I1 value is the same as the last value in the array,
I2 of the row presently considered is added to the array. Oth-
erwise, “*” followed by both the values I1 and I2 of the present
row is added to the array. The above process is repeated for
the remaining rows having their Ri value as 1. After scanning
all the rows with Ri =1 in the truth table, the elements in the
array are replaced by their corresponding complementary strands
which were assigned at the start of the process. The symbol “*” is
replaced by the blocker sequence. Consequently, the desired strand
which performs the operation of the required Boolean circuit is
obtained.
The above process is described as a unique proce-
dure “Strand construct” for designing the required strands.
“Strand construct” is the procedure with the following input
parameters: (a) truth table of the desired Boolean circuit with the
Boolean inputs Ii, i=1 , 2,..., n and Ri, i=1 to 2 n as the Boolean
outputs, (b) the number of inputs to the Boolean operator – n,
which is assigned to the variable in no, (c) start and ﬁnish variables
help to scan the truth table in either of the direction, i.e. top to
bottom or bottom to top, by assigning values 1 or 2n, respec-
tively, (d) variable step val is assigned with −1, if start takes 2n
(when scanned from bottom to top), otherwise step val is given a
value 1.
Table 1
Truth table for two-input gates.
I1 I2 Ri
00R1
01R2
10R3
11R4148 B.S.E. Zoraida et al. / BioSystems 97 (2009) 146–153
The pseudocode for the procedure is given below:
The ﬁnal output corresponding to the required DNA strand
will be in the array “strand padd”. It is evident that the array
will have values 0, 1 or “*”. The required strand is then synthe-
sized by replacing the values 0s and 1s in “strand padd” with the
assignedcomplementarystrandand“*”isreplacedwiththeblocker
sequence. Thus, the desired DNA strand for the Boolean circuit is
obtained.
The utility of the design algorithm is illustrated with few exam-
ples in the following section.
4. Realization of Logic Gates
4.1. Case 1
Consider the truth table of the EX-OR gate in Table 2.
The second row has the R2 value as 1 and hence (0, 1) is added
to the array. The last value in the array is 1 which is compared
with the I1 (=1) value of the third row which has R3 (=1). As the
values are same, I2 (=0) is added to the array and now the array
has (0, 1, 0). In this case, fourth row is not compared because R4
(=0). After replacing the 0s and 1s of the array with corresponding
complementary strands, the gate strand for EX-OR gate is obtained
as shown in Fig. 3.
4.2. Case 2
Consider the truth table of the EX-NOR gate in Table 3.
Since the ﬁrst row has R1 value as 1, (0,0) is stored in the array.
The last value in the array which is 0 is compared with I1 (=1) value
of the fourth row which has R4 =1. Since the values are not the
same, “*” is added and this is followed by I1 and I2 values of the
fourth row. Now, the array has (0,0,*,1,1). After replacing the 0s and
1swiththecorrespondingcomplementarystrandsand“*”withthe
blocker sequence, the required EX-NOR gate strand is obtained as
in Fig. 4.
The developed procedure “Strand construct” can be used to gen-
erate DNA strand for any logic gate. It should be noted that, the
input parameters, start and ﬁnish take the value 1 and 4 for all gates
except OR gate. In the case of OR gate, the parameter start gets 4
and ﬁnish gets 1.
Table 2
Truth table of the EX-OR gate.
I1 I2 R
000
011
101
110
Fig. 3. Gate strand for EX-OR gate.
Table 3
Truth table of the EX-NOR gate.
I1 I2 R
001
010
100
111
Fig. 4. Gate strand for EX-NOR gate.B.S.E. Zoraida et al. / BioSystems 97 (2009) 146–153 149
Table 4
Gate strands for logic gates.
Gate Mathematical representation Sequence of strands which acts as gate strand
OR R(I1,I 2) =

1, ifI1 / = I2
I1, otherwise
AND R(I1,I 2) =

I1, ifI1 = I2
0, otherwise
NAND R(I1,I 2) =

¬I1, ifI1 = I2
1, otherwise
NOR R(I1,I 2) =

¬I1, ifI1 = I2
0, otherwise
EX-OR R(I1,I 2) =

0, ifI1 = I2
1, otherwise
EX-NOR R(I1,I 2) =

1, ifI1 = I2
0, otherwise
NOT R(I1)=¬I1
BUFFER R(I1)=I1
Fig. 5. MB inputs of gates.
4.3. Inputs of the Logic Gates
Gate strand that has been obtained from executing the above
procedure “Strand construct” will be ﬁxed on the surface at the
3 end (Liu et al., 2000). The inputs for these gates are the MBs. The
loopportionoftheMBhastwosequencesrepresentingtheinputsof
the gate I1 and I2. The two sequences are the assigned input strands
for the input variable of the logic gate. The designated MB inputs
of a gate having inputs I1 and I2 (shown in Fig. 2) are presented in
Fig. 5. Changes that occurred after introducing the MBs will rep-
resent the output of the gate. In this simulation, the ﬂuorescence
always represents 1 and the dark represents 0.
As a matter of fact, logical operators such as NOT and BUFFER
gates have only a single input and a single output. Correspond-
ingly, in DNA realization, the loop portion of the MB has only one
sequence, i.e. the input I1 (where I1 can be either I0
1 or I1
1)o ft h e
operator. The DNA strands for various logic gates obtained using
the procedure “Strand construct” proposed in Section 3 are given
in Table 4. In addition to the construction of logic gates, the pro-
posed procedure “Strand construct” can be employed to construct
anycombinationallogicoperators.Thedesignofadderandsubtrac-
tor using the proposed procedure is presented in the next section.
5. Development of Arithmetic Operators
Arithmetic operators using DNA are constructed by giving the
truth table as input to the “Strand construct” procedure. The strand
producedbytheprocedurewillbetherequiredarithmeticoperator.
The inputs for the obtained operator are the MBs, where the loop
portions of the MBs have the corresponding DNA sequences. The
arithmetic operator strand obtained is then ﬁxed on a surface and
the input MBs are given to the surface. If a MB has any complement
Table 5
Truth table of half adder.
I1 I2 Sum Carry
000 0
011 0
101 0
110 1
sequence present in the arithmetic strand it gets hybridized and
it gives a ﬂuorescent light. The ﬂuorescent light indicates a logical
“1”; otherwise, it is logical “0”. The realization and simulation of
adders and subtractors are as follows:
5.1. Half Adder Realization
Half adder adds two single-bit binary digits to produce two bits
as output, one bit for the Sum and other bit for the Carry. The truth
table of the half adder is given in Table 5. This can be realized
using the XOR and AND gate strands obtained using the procedure
“Strand construct”. The half adder strand for an 1-bit adder is given
in Fig. 6. The inputs for half adder are two MBs with the same input
sequences,oneforthesumstrandandtheotherforthecarrystrand.
In this case, the loop portion of the MB has the two sequences I1
and I2.
Fig. 6. Half adder strand for one-bit.150 B.S.E. Zoraida et al. / BioSystems 97 (2009) 146–153
Fig. 7. Strands for one-bit full adder.
5.2. Full Adder Realization
Full adder adds three single-bit binary digits to produce two
bits as output, one for the sum and the other for the carry. In
the construction of adder and carry strand, the proposed method
assigns only one strand to represent logical 0 for I0
1, I0
2, and I0
3
and another strand to represent logical 1 for I1
1, I1
2, and I1
3. The
respective complements of the chosen strand are I0
1, I0
2, I0
3, I1
1, I1
2,
and I1
3. The sum strand and carry strand are obtained from the
“Strand construct” procedure separately. The input parameters for
the procedure “Strand construct” (given in Section 3) to generate
the sum strand are (a) the truth table of the full adder having the
Boolean inputs Ii, i=1–3 and the output sum Si, i=1–8, (b) 1 is
assigned to start and (c) 8 is assigned to ﬁnish. Similarly, to gen-
erate the carry strand the input parameters are (a) Boolean inputs
Ij, j=1–3 and the output carry Ci, i=1–8, (b) start is assigned 8 and
(c) ﬁnish is assigned 1 and 3 is assigned to in no for constructing
both the above strands. The sum and carry strands obtained by
the procedure “Strand construct” for single-bit binary full adder are
shown in Fig. 7. These strands also require a single bio-operation
hybridization to get the sum and the carry. The truth table for the
fulladderisgiveninTable6.Theinputsforthefulladderstrandsare
two MBs representing same input, one for the sum and the other
for the carry strand. In this example, the loop portion of the MB
has three sequences I1, I2, I3 representing the three-digit inputs,
whereas for a two input truth table such as a two-input logic gates,
the loop has only two sequences I1 and I2.It is evident that in silico
as shown in Fig. 8, two EX-OR gates are required for producing the
Table 6
Truth table of full adder.
iI 1 I2 I3 Sum (Si) Carry (Ci)
10000 0
20011 0
30101 0
40110 1
51001 0
61010 1
71100 1
81111 1
Fig. 8. Full adder circuit employing silicon gates.
Sum. Similarly, an EX-OR gate, two AND gates and one OR gate are
necessary for producing the Carry. Thus, Ci output is obtained by
the Boolean operation ((Ai ⊕Bi)·Ci−1)+(Ai·Bi) in digital implemen-
tation. On the other hand, a single DNA strand shown in Fig. 7 is
sufﬁcient to give the required output Ci. The inherent parallelism
exhibited by DNA computing has thus been successfully exploited
in the proposed design methodology. It can be seen that in this
approach only two DNA strands are required for implementing 1-
bit full adder as shown in Fig. 7 as compared to ﬁve logic gates
(Fig. 8) for the implementation of the same operator in silico.
5.3. Realization of Four-Bit Carry Ripple Adder
The four-bit carry ripple DNA adder is shown in Fig. 9 with two
four-bitbinarynumbers,A3,A2,A1,A0 andB3,B2,B1,B0 asitsinputs.
Evidently, one half adder for the least signiﬁcant bit and three full
adders for the remaining binary bits are needed to add these two
four-bit binary numbers. Here again, the input to the half and full
adder are the MBs. At each stage, two sets of inputs are given one
for the carry and the other for the sum strand. The half adder input
MB has two sequences A0 and B0 in the loop, while the full adder
input MB has three sequences Ai, Bi, Ci−1; i=1–3, where Ci−1 is the
carry from the previous bit. The half adder and full adder strands
are ﬁxed on the surface initially. Then, inputs to the least signiﬁcant
bitaregiven.Thesumisrecordedandtheoutputofthecarrystrand
is given to the input MBs of the next bit. The ﬂuorescent light repre-
sents logical 1 and dark represents logical 0 in this realization also.
The process is repeated until the most signiﬁcant bit is reached.
5.4. Simulation of Four-Bit Carry Ripple Adder
Let the two numbers A and B take the binary numbers 0110 and
1111, respectively. The half adder and full adder Boolean operator
strands are ﬁxed on the surface. The two MBs having the input
sequence A0, B0 (0,1) in the loop, corresponding to the sum and
carry strands are given as inputs to the stage-1. One of the two MBs
get attached to the sum strand and gives a ﬂuorescent light repre-
senting logical 1 (since the complement sequence (¯ 0, ¯ 1) is present
in the sum strand). The other MB cannot get attached to the carry
strand and does not give a ﬂuorescent light representing logical
0 (since complement sequence (¯ 0, ¯ 1) is not present in the carry
strand). This logical 0 (C0) from the carry strand of stage-1 is given
as carry to stage-2. Therefore, for stage-2 the inputs are two MBs
having the input sequence A1, B1, C0 (1,1,0) in the loop. The process
is repeated for the remaining stages. Table 7 gives the four cycles
corresponding to the four stages of the adder.
In the proposed design, logical 0 and 1 will be sensed by light
sensors based on photoreceptive polypeptides (Pieroni et al., 2001;
Ferguson et al., 1996). After sensing the state of the previous stage,
appropriateMBwillbechosenasinputtothenextstagebymolecu-
larmotors.Thepossibilityofmanufacturingsuchmolecularmotors
fueled by light and chemical energy has been attempted earlier
(Schalley et al., 2001). A detailed description of the mechanicalB.S.E. Zoraida et al. / BioSystems 97 (2009) 146–153 151
Fig. 9. Four-bit carry ripple DNA adder.
Table 7
Progress cycle for adder.
Cycle number Input MBs Carry Sum
First Two MB (A0
0,B 1
0). 0 1
Second Two MB (A1
1,B 1
1,C0
0). 1 0
Third Two MB (A1
2,B 1
2,C1
1). 1 1
Fourth Two MB (A0
3,B 1
3,C1
2)1 0
arrangement for propagation of logical state from one stage to
another is beyond the scope of the present work.
5.5. Half Subtractor Realization
Half subtractor subtracts two binary digits and gives two bits
as output, one is the difference bit and the other is the borrow bit.
The truth table of the half subtractor is given in Table 8. Following
through the design procedure of “Strand construct” described ear-
lier, the XOR and Borrow strands are obtained as shown in Fig. 10.
The inputs for half subtractor are two similar MBs, one for the dif-
ference and the other for borrow. The loop portion of the MB has
the two sequences I1 and I2.
5.6. Full Subtractor Realization
Subtraction between two bits is carried out by taking into
account the borrow from the previous stage. A full subtractor
Table 8
Truth table of half subtractor.
I1 I2 Difference (D) Borrow (W)
000 0
011 1
101 0
110 0
Fig. 10. Strands for one-bit half subtractor.
has three inputs and two outputs. The three inputs, I1, I2 and I3
denote the minuend, subtrahend, and previous borrow, respec-
tively. The two outputs, D and W, represent the difference and
borrow, respectively. In order to generate the difference strand, the
“Strand construct”proceduretakesthefollowinginputs(a)thetruth
table of the full subtractor having the Boolean inputs Ij, j=1–3 and
the output difference Di, i=1–8, (b) start takes the value 1 and (c)
ﬁnish takes 8. Similarly, for the borrow strand, the truth table of
the full subtractor shown in Table 9 has been employed again, with
inputs (a) Ij, j=1–3 and the output borrow Wi, i=1–8, (b) start gets
1 and (c) ﬁnish gets 8. In constructing both the strands, in no is
Table 9
Truth table of the full subtractor.
iI 1 I2 I3 Difference (D) Borrow (W)
10000 0
20011 1
30101 1
40110 1
51001 0
61010 0
71100 0
81111 1152 B.S.E. Zoraida et al. / BioSystems 97 (2009) 146–153
assigned 3 and the full subtractor’s difference and borrow strand
are obtained as shown in Fig. 11. Thus, the strands obtained by the
procedure “Strand construct” for difference and borrow for single-
bit binary digit employ single bio-operation, “hybridization”. As in
the case of full adder, the inherent parallelism of DNA computing is
taken advantage of in the design of full subtractor also. Here again,
the ﬂuorescent represents logical 1 and dark represents logical 0.
5.7. Realization of Four-Bit Borrow Ripple Subtractor
Subtraction of 2 four-bit binary numbers A3, A2, A1, A0 and B3,
B2, B1, B0 requires one half subtractor for the least signiﬁcant bit
and three full subtractors for the remaining binary bits. The input
MB of the half subtractor has two sequences A0 and B0 in the loop,
while the full subtractor input MB has three sequences Ai, Bi, Wi−1;
i=1–3, in the loop, where Wi−1 is the borrow from the previous
bit. The half subtractor and full subtractor strands are ﬁxed on the
surface initially. The difference is recorded and the output of the
borrowstrandisgiventotheinputMBsofthenextbit.Theprocessis
repeateduntilthemostsigniﬁcantbitisreachedasshowninFig.12.
The DNA realization of a four-bit borrow ripple DNA subtractor is
shown in Fig. 13.
5.8. Simulation of four-Bit Borrow Ripple Subtractor
The operation of the subtractor is illustrated with two numbers
A=1010 and B=0111 taken as input. Four cycles are required for its
Fig. 11. Strands for one-bit full subtractor.
Fig. 12. Four-bit borrow ripple subtractor.
Fig. 13. Four-bit borrow ripple DNA subtractor.B.S.E. Zoraida et al. / BioSystems 97 (2009) 146–153 153
Table 10
Progress cycle for subtractor.
Cycle number Input MB Borrow (W) Difference (D)
First Two MB (A0
0,B 1
0)1 1
Second Two MB (A1
1,B 1
1,W1
0)1 1
Third Two MB (A0
2,B 1
2,W1
1)1 0
Fourth MB (A1
3,B 0
3,W1
2)0 0
operation since there are four bits. As explained in Section 5.4, the
process is carried out in each stage. Table 10 gives the four cycles
corresponding to the four stages of the subtractor for the above
input.
6. Conclusion
A Boolean circuit model using molecular beacons has been
established. A unique generalized algorithm for forming any DNA-
based combinational Boolean operator is formulated in this paper.
The proposed algorithm for the design of a DNA Boolean operator
hasthesameapplicationasthatofKarnaugh’smapindigitalcircuit
design in silico. The developed design algorithm gives DNA strands
for Boolean operators that can be easily implemented using molec-
ular beacons. Compared to earlier models, the present work needs
only one bio-operation to complete the computation at each stage.
Further, Boolean operators obtained using the proposed method is
reusable and reliable. Furthermore, the realization of one-bit full
adder and one-bit full subtractor circuits in silico requires at least
ﬁvelogicgates(Fig.8).Ontheotherhand,ithasbeenbroughtoutin
this paper that only two DNA strands are sufﬁcient for implement-
ing the same. Thus, the inherent parallelism in DNA computing has
been effectively exploited in the proposed design algorithm. The
proposeddesignmaintainsuniformityinrepresentinglogical1and
logical 0 for any Boolean operator. The proposed algorithm can be
employedtodesignarithmeticoperatorsandsimplelogicoperators
fortrafﬁccontrolsignaling,elevatoroperation,etc.Nonetheless,the
number of inputs to the logic operators is limited by the number of
DNA sequence that can be made available in the loop of the MB.
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