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Abstract
The title of this thesis is testing tool Simco to Eclipse plugin transition. Simco is framework,
parts of which were created by Tomá² Kubí£ek and Mat¥j Prokop as a part of their Master's
thesis at the University of West Bohemia in Pilsen in 2011. This thesis aims to look into
basic principles of component-based software engineering, introduces creating plugins for the
development enviroment Eclipse as well as in this enviroment. The result of this thesis is the
user friendly plugin integrated in Eclipse IDE and linked with framework Simco.
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1 ÚVOD
1 Úvod
Podle TIOBE indexu, který je m¥°ítkem oblíbenosti programovacích jazyk·, je aktuáln¥ nej-
pouºívan¥j²ím programovacím jazykem jazyk C a na druhém míst¥ je jazyk Java. Tyto dva
programovací jazyky se drºí stabiln¥ v pop°edí déle neº deset let a v prvenství popularity se
jiº n¥kolikrát prost°ídaly. Programovací jazyk Java má na trhu d·leºité zastoupení. Pro vývoj
Java program· existuje velké mnoºství vývojových prost°edí zdarma, ale existují i placená °e-
²ení. Podle n¥kterých zdroj· aº 70 procent Java vývojá°· pouºívá jako své primární vývojové
prost°edí Eclipse IDE. Eclipse vznikl ve spole£nosti IBM. V roce 2004 se od spole£nosti odd¥lil
a vznikla nezisková nadace Eclipse Foundation, která nyní Eclipse IDE vyvíjí. Své popularit¥
vd¥£í jak své nezávislosti, která nap°íklad p°ílákala Google, aby zvolil toto IDE pro vývoj
aplikací pro Android za°ízení, tak své exibilní architektu°e. V²e je zaloºeno na mechanismu
plugin·, které Eclipse IDE umoº¬ují mimo jiné pracovat s jinými programovacími jazyky.
Cílem této práce je vytvo°it Eclipse plugin pro nástroj Simco. Simco je testovací nástroj,
jehoº £ásti byly vytvo°eny Tomá²em Kabí£kem a Mat¥jem Prokopem a popsány v jejich diplo-
mových pracích na Kated°e informatky a výpo£etní techniky Západo£eské univerzity v Plzni
v roce 2011. Hlavním tématem této práce je problematika plugin·, jejich struktura a moºnosti
jejich vývoje pro a v prost°edí Eclipse.
D·leºitým aspektem pro úsp¥²ný p°evod Simco, aby fungoval jako Eclipse plugin, je porozu-
m¥ní tomuto nástroji. Simco nástroj je zaloºený na principech komponentového programování
a slouºí pro simula£ní testování komponent·. Proto se tato práce zabývá také problematikou
komponentového programování a zvlá²t¥ komponentového frameworku Spring DM
V první £ásti se práce v¥nuje vývojovému prost°edí Eclipse, dále Eclipse plugin·m, jejich
vytvo°ení v tomto prost°edí a jejich strukturou. Dal²í £ást pojednává o základních principech
komponetového programování a o testovacím nástroji Simco. Realiza£ní £ást obsahuje analýzu
moºností °e²ení a implementaci pluginu vyvíjeného v rámci této diplomové práce.
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2 Eclipse
Eclipse je populární vývojové prost°edí neboli IDE (Integrated Development Enviroment),
které je p°edev²ím ur£ené pro programování v jazyce Java, v kterém je samotné i vytvo°eno.
Eclipse je otev°ený software a zaloºen na losoi komponent, coº umoº¬uje jeho snadné roz-
²í°ení (podrobn¥ji dal²í £ásti). Eclipse poskytuje vývojá°·m velkém mnoºství nástroj· pro
kompilaci, spou²t¥ní a lad¥ní program·, sdílení kódu a mnoho dal²ího. Existuje mnoho verzí
vývojového prost°edí Eclipse, které jsou ur£eny pro r·zné programovací jazyky a technologie.
[1]
2.1 Základní koncepce
Po instalaci jakékoliv verze Eclipse je zobrazena uvítací stránka (Welcome), která má za úkol
p°edstavit uºivateli vývojové prost°edí viz obrázek 1. Graka uvítací stránky je v kaºdé verzi
jiná, ale vºdy zde lze najít odkazy na jednoduché p°íklady a pr·vodce. [1]
Obrázek 1  Ukázka uvítací stránky Eclipse verze Juno (Welcome)
2.1.1 Editor
Editor slouºí k úpravám soubor·, nap°. editor Java t°íd £i HTML editor. V jednom moment¥
m·ºe být spu²t¥no více editor·, av²ak pouze jeden m·ºe být aktivní. [1]
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2.1.2 View
Pohledy slouºí jako podpora pro editory. Poskytují r·zné moºnosti prohlíºení, zobrazování
informací, otevírání soubor· a orientace ve workbench viz 2.1.4. Pohled £asto mívá své menu,
které ovliv¬uje pouze tento pohled.[1]
2.1.3 Perspective
Perspektiva slu£uje a zobrazuje editory (Editor) a pohledy (View). Dále také ur£uje poloºky
menu a nástrojových li²t. Uºivatel si m·ºe nakongurovat perspektivu p°esn¥ tak, jak mu to
vyhovuje. V rámci jedné instance workbench (viz 2.1.4) m·ºe být v jednom moment¥ zapnuta
pouze jedna perspektiva. [1]
2.1.4 Workbench
Pracovní plochou (Workbench) v Eclipse m·ºeme nazvat ve²keré uºivatelské rozhraní. M·ºe
být spu²t¥no více instancí workbench najednou. Workbench se p°edev²ím skládá z jedné nebo
více perspektiv (Perspective), které se skládají z editor· (Editor) a pohled· (Views). [1] Dále
v okn¥ workbench nalezneme menu a nástrojovou li²tu viz obr. 2
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Obrázek 2  Okno Workbench
2.2 Eclipse RCP
Eclipse RCP (Rich Client Platform) je exibilní platforma, která poskytuje programátor·m
moºnosti ji vyuºít k tvorb¥ r·znorodých aplikací. Jinak °e£eno Eclipse není jednotný mono-
litický program. Jeho základem je jádro, které je obklopeno malými funk£ními bloky. Tyto
komponenty jsou nejmen²í instalovatelnou sou£ástí Eclipse RCP. [2]
2.3 Eclipse architektura
Jak bylo zmín¥no, Eclipse obsahuje samostatné softwarové komponenty. Na Eclipse IDE m·-
ºeme pohlíºet jako na Eclipse aplikaci s d·razem na podporu vývoje softwaru. Nyní budou
stru£n¥ popsány nejd·leºit¥j²í £ásti Eclipse architektury zobrazené na obrázku 3.
OSGi je specikace, která popisuje modulární p°ístup k Java aplikacím viz 6.4. Equinox
je jedna z implementací OSGi a je pouºívána na platform¥ Eclipse. Equinox runtime posky-
tuje pot°ebný framework1 pro spu²t¥ní modulární Eclipse aplikace. SWT (Standard Widget
1Obecn¥ je framework nebo také vývojová platforma skute£ná nebo konceptuální struktura slouºící jako
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Toolkit) je knihovna komponent poskytující gracké prvky pro standardní uºivatelské rozhraní
pouºívané vývojovým prost°edím Eclipse.
JFace je nadstavbou SWT a poskytuje rozhraní pro práci s komplexn¥j²ími prvky SWT.
Workbench poskytuje framework pro aplikaci a odpovídá za zobrazení v²ech sou£ástí uºivatel-
ského rozhraní.
Nejaktuáln¥j²í verze Eclipse 4 má o trochu jiný programovací model neº star²í verze Eclipse
3.x. Eclipse 4 v²ak poskytuje kompatibilní vrstvu (3.x Compatibility Layer), která mapuje 3.x
API (Application Program Interface)2 na 4.0 API. Takºe komponenty zaloºené na 3.x mohou
b¥ºet na Eclipse 4 beze zm¥n. Eclipse aplikace, které nejsou primárn¥ pouºívány jako nástroj
pro vývoj software se nazývají Eclipse RCP aplikace. Eclipse RCP 4 aplikace obvykle pouºívá
základní komponenty platformy Eclipse a p°idává dal²í jednotlivé komponenty. [2]
Obrázek 3  Architektura Eclipse [2]
podpora nebo pr·vodce pro budování n¥£eho, co roz²i°uje strukturu v n¥co uºiteného. V po£íta£ových systémech
je framework sou£ástí vrstvené struktury ur£ující jaké programy mohou nebo by m¥ly být vytvo°eny a jak se
vzájemn¥ propojují. Zdroj: http://whatis.techtarget.com/denition/framework
2API je sada rutin, protokol· a nástroj· pro vytvá°ení softwarových aplikací. Dobré API usnad¬uje vy-
tvo°it program prost°ednictvím v²ech stavebních blok·. Programátor je pak poskládá dohromady. Zdroj:
http://www.webopedia.com/TERM/A/API.html
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3 Pluginy a Eclipse
Tato kapitola popisuje vnit°ní strukturu vývojového prost°edí Eclipse a p°edev²ím se zam¥°uje
na strukturu plugin· v Eclipse.
3.1 Plugin
Plugin (ozna£ován také plug-in) nebo také zásuvný modul je hardware nebo software, který p°i-
dává specický prvek nebo sluºbu do rozsáhlej²í aplikace. Jinak °e£eno roz²i°uje její funk£nost.
Modul obvykle poskytují speciální aplika£ní rozhraní zvané API (Application Programming In-
terface), které umoº¬uje její snadné roz²í°ení. Nová komponenta je tedy p°ipojena ( anglicky:
plugged in) do existujícího systému. [1]
3.2 Platforma Eclipse
V p°edcházejí £ásti jsme zmínili komponenty nebo také funk£ní bloky, které se nazývají plu-
giny. Obdobná softwarová komponenta v OSGi se nazývá bundle. Tyto pluginy jsou nejmen²í
instalovatelnou sou£ástí Eclipse RCP. Platforma Eclipse (Eclipse platform) je strukturovaný
koncept zaloºený na pluginech. [2, 1]
3.2.1 Architektura platformy Eclipse
Platforma obsahuje n¥kolik strukturovaných subsystém·, které jsou sloºeny ze sady plugin·
implementující n¥jakou úst°ední funkci. N¥které pluginy p°idávají viditelné vlastnosti platform¥
díky systému roz²í°ení (system extensions). Ostatní nabízejí knihovny t°íd, které mohou být
pouºity k provedení roz²í°ení systému. Eclipse SDK (Software Development Kid)3 zahrnuje
základní platformu a dva hlavní nástroje, které jsou vyuºitelné pro vývoj plugin· viz obrázek
4. Tyto nástroje jsou nejen uºite£né, ale také ukazují výborný p°íklad toho, jakým zp·sobem
lze nové nástroje p°idat do platformy.
3Programový balí£ek, který umoº¬uje programátorovi vývoj aplikací pro konkrétní platformu. Ty-
picky SDK obsahuje jedno nebo více rozhraní API, programovací nástroje a dokumentaci. Zdroj:
http://www.webopedia.com/TERM/S/SDK.html
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Obrázek 4  Architektura Platformy Eclipse [1]
Platform Runtime Platforma Runtime Core implementuje Runtime Engine, který nastar-
tuje základ platformy a dynamicky najde a spustí pluginy. Platforma udrºuje evidenci nainsta-
lovaných plugin· a jejich funk£nost, kterou poskytují. Obecným cílem Platform Runtime je,
ºe uºivatel by nem¥l ztrácet dostupnou pam¥t nebo výkon kv·li plugin·m, které jsou naista-
lovány, ale nejsou vyuºívány. Plugin m·ºe být nainstalován a p°idán do registru, ale nebude
aktivován, dokud funkce jím poskytované nebudou vyºádány uºivatelem. Platforma Runtime
je implementována tak, aby pouºívala OSGi model sluºeb.[1]
Workbench UI Workbench implementuje plugin Workbench UI, denuje mnoho extensions
points a tím umoº¬uje jiným plugin·m roz²i°ovat a vytvá°et menu, nástrojové li²ty, dialogy a
pr·vodce apod. ásti Workbench SWT a JFace jsou popsané v podkapitole 2.3. [1]
Workspace Workspace je centrální prostor pro uºivatelská data. Resource plugin poskytuje
API pro vytvá°ení, navigaci, manipulaci se zdroji ve workspace. Workbench vyuºívá t¥chto
API k zaji²t¥ní této funk£nosti uºivateli. Workspace obsahuje soubor zdroj·. Pokud ná² plugin
vyºaduje Resource plugin, tak tento Resource plugin je spu²t¥n d°íve neº ná² plugin a zdroje
z workspace jsou nám k dispozici. Z pohledu uºivatele existují t°i r·zné typy zdroj·: projekty
(Project), adresá°e (Folder) a soubory (File). Projekt je kolekce libovolného po£tu adresá°· a
soubor·. Adresá°e a soubory p°edstavují odpovídající entity v souborovém systému. Workspace
je organizován do stromové struktury, kde projekty jsou uzly nejvy²²í úrovn¥, a adresá°e a
soubory pod nimi. [1]
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Team Support Team pluginy umoº¬ují jiným plugin·m denovat a registrovat implemen-
taci pro týmové programování, p°ístup do úloºi²t¥, správu kongurace úloºi²t¥ a verzování.
Eclipse SDK obsahuje také podporu pro CVS klienta. [1]
Debug Support Debug pluginy usnad¬ují dal²ím plugin·m implementovat prost°edí pro
lad¥ní (Debuger). [1]
Help System Help pluginy denují roz²i°ující místa (extensions points), které mohou pouºít
jiné pluginy s cílem roz²í°it nápov¥du nebo jinou dokumentaci. [1]
Java Development tools (JDT) Java Development Tools roz²i°ují platformu workbench
tím, ºe poskytují specializované funkce pro editaci, prohlíºení, sestavování, lad¥ní a spou²t¥ní
Java kódu. [1]
Plug-in Development Environment (PDE) Plugin Development Environment nabízí
nástroje pro automatické vytvá°ení, manipulaci, lad¥ní and sestavování plugin·. [1]
3.2.2 Kongura£ní soubory
Eclipse plugin charakterizují dva kongura£ní soubory, které se také nazývají plugin manifest.
 MANIFEST.MF - Obsahuje OSGi kongura£ní informace.
 plugin.xml - Obsahuje informace o Eclipse mechanismu roz²í°ování (Extension mecha-
nism)
Eclipse plugin pouºívá soubor MANIFEST.MF k denici svého API. íká nap°íklad jaké Java ba-
lí£ky (Packages) mohou být pouºity jinými pluginy, denuje své závislosti na jiných pluginech,
apod.
Soubor plugin.xml poskytuje moºnosti k denování roz²i°ujících míst (extension point)
a roz²í°ení (Extension). Extension point denuje rozhraní, které m·ºe být vyuºito ostatními
plugin pro jeho roz²í°ení. Extensions p°idávají funk£nost k t¥mto rozhraním. Funk£nost m·ºe
být p°idána ve form¥ zdrojového kódu jako knihovna, roz²í°ení platformy nebo dokumentace.
[2]
3.2.3 Instalace
Aktuální verzí Eclipse je Juno. Pro vývoj plugin· existuje speciální balí£ek.
 Eclipse Juno 4.2 for RCP and RAP Developers
 Ke staºení na http://www.eclipse.org/downloads
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4 Ukázka jednoduchého pluginu
Tato kapitola se v¥nuje více samotnému vývoji plugin· v Eclipse. Abychom mohli popsat
strukturu Eclipse pluginu lépe, ukáºeme si nejd°íve krok po kroku, jak vytvo°it jednoduchý
Eclipse plugin, jakým zp·sobem ho nainstalovat, spustit a ladit v prost°edí Eclipse.
4.1 Vytvo°ení projektu
1. K tvorb¥ plugin· nabízí vývojové prost°edí perspektivu PDE, tedy p°epneme na Plug-in
Development perspective.
Obrázek 5  Otev°ení perspektivy PDE
2. V menu File, zvolíme New > Project ke spu²t¥ní pr·vodce (Wizard) New Project.
V tomto okn¥ nalezneme adresá° Plug-in Development a zvolíme Plug-in Project. Po-
tvrdíme tla£ítkem Next.
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Obrázek 6  Okno New Project
3. V okn¥ Plug-in project nastavíme jméno projektu, nap°. cz.example.myplugin
Obrázek 7  Okno Plug-in project
4. V okn¥ Content pr·vodce nastaví jméno projektu jako id pluginu. Pr·vodce také gene-
ruje plug-in class pro plugin. Výchozí hodnoty jsou pro ná² plugin dostate£né, informace
potvrdíme tla£ítkem Next.
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Obrázek 8  Okno Content
5. V následujícím okn¥ Templates m·ºeme zvolit z mnoha typ· ²ablon, které budou au-
tomaticky vygenerovány. Vybereme Plug-in with a view a stiskneme tla£ítko Next.
Obrázek 9  Okno Templates
6. V posledním okn¥ Main View Settings v²e odzna£íme, abychom co nejvíce zjednodu-
²ili vygenerovaný plug-in manifest soubor. M·ºeme zm¥nit názvy t°íd a pro dokon£ení
klikneme na Finish.
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Obrázek 10  Okno Main View Settings
4.2 Orientace v PDE
Ná² projekt je automaticky otev°en na první stránce Overview. Dole vidíme, ºe je zde dev¥t
r·zných záloºek viz obrázek 11.
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Obrázek 11  Okno Overview
Overview zobrazuje souhrn dat z MANIFEST.MF a umoº¬uje jejich úpravu. Také je moºné
úpravu d¥lat p°ímo p°epnutím na záloºku MANIFEST.MF.
Dependencies udávají závislosti pluginu na jiné pluginy v systému.
Runtime denuje knihovny, které jsou nutné p°i spu²t¥ní (pomáhá k urychlení doby na£ítání).
Extensions ukazuje, jakým zp·sobem tento plugin roz²i°uje svojí funk£nost poskytovanou
jinými, které jsou jiº v systému zavedeny (deklarovaný extension org.eclipse.ui vyu-
ºívající extension point org.eclipse.ui.views).
Extensions Point umoº¬uje denici míst roz²í°ení, tj. denuje jakým zp·sobem mohou jiné
pluginy vyuºít tento pro své roz²í°ení. Ná² plugin neumoº¬uje ºádné roz²í°ení.
Build kongurace sestavení, které knihovny budou pouºity. Upravuje soubor build.properties.
MANIFEST.MF zobrazuje soubor MANIFEST.MF, který denuje OSGi kongura£ní infor-
mace.
plugin.xml zobrazuje stejnojmený soubor, který denuje aspekty roz²í°ování pluginu.
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build.properties soubor kongurace sestavení.
V pohledu Package Explorer vidíme v²e, co vygeneroval pr·vodce New Plug-in Project viz
obr. 12
Obrázek 12  Obsah ukázkového pluginu
4.2.1 Aktivátor (Activator) nebo Plug-in t°ída (Class)
Zaji²´uje kontrolu ºivotního cyklu pluginu. Eclipse systém automaticky vytvá°í vºdy jen jednu
aktivní instanci této t°ídy.
4.2.2 View Class
Vygenerovaný kód pro jednoduchý pohled (View) plugin.
4.3 Sestavování programu (Building)
K sestavování programu m·ºeme pouºít pr·vodce Eclipse nebo Eclipse podporu pro Apache
Ant skript. Apache Ant je Java knihovna a nástroj vyuºívající p°íkazového °ádku, jehoº po-
sláním je °ídit postupy sestavování softwarových aplikací. Hlavní pouºítí Ant je k sestavování
Java aplikací. Ant poskytuje celou °adu úkol· pro kompilaci, sestavení, testování a spou²t¥ní
Java aplikací. Ant v²ak m·ºe být efektivn¥ vyuºíván k sestavování nap°íklad C nebo C++
aplikací. Obecn¥ platí, ºe m·ºe být pouºit jako pilot pro kaºdý typ procesu, kterýlze popsat
cíli (Target) a úkoly (Tasks). [4]
4.3.1 Pr·vodce Eclipse
1. V menu File zvolíme Export zde adresá° Plug-in Development a v n¥m poloºku
Deployable plug-ins and fragments.
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Obrázek 13  Okno Export
2. Vybereme plugin, který chceme exportovat a zvolíme adresá° (Directory), nebo archiv
(Archive)
Obrázek 14  Okno Export, záloºka Destination
3. Ve stejném okn¥, jako v p°edchozím bodu v záloºce Options, m·ºeme provést n¥ko-
lik nastavení, nap°. m·ºeme uloºit Ant skript nebo zahrnout zdrojové kódy do archivu
pluginu.
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Obrázek 15  Okno Export, záloºka Options
4.4 Instalace pluginu
1. Aplikace Eclipse musí být vypnutá.
2. Soubor s p°íponou .jar p°esuneme do ad°esá°e .../Eclipse/Plugins.
4.5 Spu²t¥ní pluginu
1. Námi vytvo°ený plugin zprost°edkovává pohled (View). Z hlavního menu zvolíme Win-
dow > Show View > Other...
Obrázek 16  Menu Window > Show View > Other..
2. V následujícím okn¥ Show View nalezneme ná² plugin a spustíme ho. Pokud jsme postu-
povali podle zmín¥ného návodu, bude se Myplugin view nacházet v adresá°i Sample
Category.
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Obrázek 17  Dialogové okno Show View
4.6 Lad¥ní pluginu
B¥hem vývoje pluginu ho m·ºeme spou²t¥t tak, ºe p°epneme do záloºky Overview viz 4.2 a
klikneme na Launch an Eclipse Application. Dal²í moºností je p°ístup z hlavního menu
Run > Run. Vºdy je v²ak dobré vytvo°it si konguraci pro spu²t¥ní (Run conguration),
zvlá²t¥ pokud máme ve workspace Eclipse více projekt·.
4.6.1 Vytvo°ení kongurace
Pro vytvo°ení kongurace pro spu²t¥ní vybereme Run z hlavního menu a poté Run con-
gurations. Klikneme pravým tla£ítkem na poloºku Eclipse Application a zvolíme New.
Pojmenujeme na²í konguraci, obvykle volíme stejný název jako název projektu. M·ºeme v²ak
mít více kongurací pro jeden projekt. Nyní p°ejdeme na záloºku Plug-ins a zvolíme v první
°ádce Launch with: plug-ins selected below only a z Workspace plugin· ozna£íme pouze
ten ná². Tímto krokem jsme zajistili, ºe budeme spou²t¥t a testovat pouze ná² plugin z celého
Workspace.
Obrázek 18  Okno Run Conguration
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4.6.2 Debuger
Lad¥ní pluginu je stejné jako lad¥ní jakékoliv Java aplikace. Hlavn¥ vyuºíváme vytvá°ení Bre-
akpoints (bod p°eru²ení vykonávání po£íta£ového programu) ve zdrojovém textu programu a
dal²í moºnosti perspektivy Debug. Analogicky, jako jsme vytvá°eli konguraci pro spu²t¥ní,
m·ºeme vytvo°it konguraci pro lad¥ní (Debug).
4.7 Odinstalace pluginu
1. Zav°eme plugin.
2. Vypneme Eclipse.
3. Smaºeme .jar soubor z ad°esá°e .../Eclipse/Plugins.
4. Znovu zapneme Eclipse. Pokud vysko£í chybové hlá²ení, ná² plugin nebyl vypnut p°i
vypínání Eclipse.
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5 Struktura pluginu
Sturkturu pluginu rozbereme na pluginu, který jsme vytvo°ili v p°edchozí kapitole. Podíváme
se na jeho d·leºité £ásti podrobn¥ji.
5.1 Strukturní propojení
Chování kaºdého pluginu je ur£eno v kódu, ale závislosti a sluºby pluginu jsou deklarovány
v MANIFEST.MF a plugin.xml, viz obr. 19. Díky této struktu°e pouºívá Eclipse tzv. lazy
activation policy. Tento mechanismus zaji²´uje aktivaci plugin· po na£tení jeho první t°ídy.
To umoº¬uje systému aktivovat pluginy lín¥, tedy aº ve chvíli, kdy jsou pot°ebné. Pouºíváním
tohoto modelu lze docílit b¥hu nemej²ího po£tu aktivních plugin·. [5]
Obrázek 19  Ukázka deklarace nového roz²í°ení se zvýrazn¥nými referencemi mezi pluginy
(inspirace obrázkem z [3])
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5.2 Plugin manifest
Jak bylo jiº vý²e zmín¥no plugin manifest obsahuje dva kongura£ní soubory MANIFEST.MF a
plugin.xml. Nyní rozebereme jejich obsah.
5.2.1 Deklarace pluginu
Uvnit° kaºdého MANIFEST.MF jsou OSGi kongura£ní informace.
1 Manifest Ver s i on : 1 . 0
2 Bundle Mani f e s tVer s i on : 2
3 Bundle Name: Myplugin
4 Bundle SymbolicName: cz . example . myplugin ; s i n g l e t o n :=true
5 Bundle Ver s i on : 1 . 0 . 0 . q u a l i f i e r
6 Bundle Act i va t o r : cz . example . myplugin . Act ivator
7 Require Bundle: org . e c l i p s e . ui ,
8 org . e c l i p s e . core . runtime
9 Bundle Act i v a t i onPo l i c y : l a zy
10 Bundle RequiredExecutionEnvironment: JavaSE 1.6
Výpis 1  Ukázka souboru MANIFEST.MF
Manifest-Version Verze manifestu.
Bundle-ManifestVersion Bundle-ManifestVersion indetikátor denuje, jakými pravi-
dly dané specikace se bundle bude °ídit. Výchozím nastavením jsou to pravidla specikace 1.
[6]
Bundle-Name Hlavi£ka Bundle-Name denuje jméno bundlu. Toto jméno by m¥lo být krátké
a dob°e £itelné. [6]
Bundle-SymbolicName Bundle-SymbolicName je indetikátor, který je ur£en k jedno-
zna£né indetikaci pluginu. Pouºívají se stejné konvence jako pro Java balí£ky (packages),
v na²em p°ípad¥ cz.example.myplugin. [3]
Bundle-Version Kaºdý plugin ur£uje svojí verzi pomocí t°í £ísel odd¥lených te£kami. První
£íslo udává hlavní £íslo verze (major version number), druhé £íslo vedlej²í (minoritní) verze
(minor version number) a poslední £íslo ukazuje úrove¬ sluºby (service level). Také je moºné
zadat volitelný kvalikátor, který má alfanumerické znaky. P°i spu²t¥ní, v p°ípad¥, ºe existují
dva pluginy se stejným identikátorem (Bundle-SymbolicName), Eclipse zvolí ten nejnov¥j²í
porovnáním hlavního £ísla verze, pak vedlej²ího £ísla verze, úrovní sluºeb a pokud existuje,
kvalikátorem. [3]
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Bundle-Activator Plugin m·ºe voliteln¥ specikovat plugin aktivátor. V na²em p°ípad¥ je
to t°ída Activator.
Bundle-ActivationPolicy V na²em p°ípad¥ nastaveno na lazy (líný). To znamená, ºe plu-
gin bude aktivován, pokud je na£tena jedna z jeho t°íd. Dal²í moºností je tzv. eager activation.
Ta je pouºita, pokud identikátor Bundle-ActivationPolicy není aplikován.
Bundle-RequiredExecutionEnviroment Pot°ebné prost°edí pro spu²t¥ní. V na²em p°í-
pad¥ je to Java Standart Edition verze 1.6.
5.2.2 Závilosti (Dependencies)
Plugin zavád¥£ (loader) instancí odd¥luje zavad¥£ t°íd (class loader) pro kaºdý na£ítaný plu-
gin. Pouºívá deklaraci manifestu Require-Bundle k ur£ení, které dal²í pluginy budou tomuto
viditelné b¥hem spu²t¥ní. Kdyº je zavád¥£ p°ipraven na£íst plugin, prohledá deklaraci Require-
Bundle a najde v²echny pot°ebné pluginy. Pokud poºadovaný plugin není k dispozici, pak za-
vad¥£ vyvolá vyjimku a nena£te závislý plugin. Pokud lze plugin spustit bez poºadovaného,
potom tento plugin m·ºe být ozna£en jako volitelný (optional) v deklaraci manifestu. [3]
1 Require Bundle: org . e c l i p s e . core . runtime ; r e s o l u t i o n :=opt i ona l
5.2.3 Roz²í°ení a místa roz²í°ení (Extensions a extensions points)
Plugin deklaruje místa roz²í°ení tak, aby ostatní mohly roz²í°it funk£nost p·vodního pluginu.
Tento mechanismu zaji²´uje vrstvu odd¥lení, aby p·vodní plugin nemusel v¥d¥t o existenci
roz²i°ujícího v dob¥ sestavování p·vodního. Pluginy deklarují roz²i°ující body v rámci svého
plugin manifestu, jako je nap°íklad roz²i°ující bod pohled· (views extension point) deklarován
v org.eclipse.ui plugin:
1 <extens ion point
2 id="views "
3 name="%ExtPoint . views "
4 schema="schema/views . exsd"/>
Výpis 2  Ukázka deklarace extension-point
V nápov¥d¥ Eclipse je tento popis:
Tento roz²i°ující bod je pouºíván k denování dal²ích pohled· pro workbench.
Pohled je vizuální komponenta v rámci pracovní plochy, která se obvykle pouºívá
k navigaci v hierarchii informací. [3, 1]
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Ostatní pluginy deklarují roz²í°ení (extension) k p·vodní funk£nosti aktuálního podobn¥ jako
ná² vytvo°ený plugin. V tomto p°ípad¥ Myplugin denuje kategorii pohled· s názvem Sample
Category a t°ídu cz.example.myplugin.views.MypluginView jako nový typ pohledu. Celou
deklaraci vidíme v kongura£ním souboru plugin.xml.
1 <extens i on
2 po int="org . e c l i p s e . u i . v iews ">
3 <category
4 name="Sample Category"
5 id=" cz . example . myplugin">
6 </ category>
7 <view
8 name="Myplugin View"
9 icon=" i con s / sample . g i f "
10 category=" cz . example . myplugin"
11 c l a s s=" cz . example . myplugin . views . MypluginView"
12 id=" cz . example . myplugin . views . MypluginView">
13 </view>
14 </ extens i on>
Výpis 3  Ukázka souboru plugin.xml
Kaºdý typ roz²i°ujícího bodu m·ºe vyºadovat r·zné typy atribut·, které denují roz²í°ení.
Typicky mají ID atributy podobnou formu jako identikátor pluginu. ID kategorie poskytuje
zp·sob, jak jednozna£n¥ identikovat kategorii pro Myplugin View. Tento p°ístup umoº¬uje
Eclipse na£íst informace o roz²í°ení deklarovaných v r·zných pluginech bez na£tení celých
t¥chto plugin· a tak sníºit mnoºství £asu a pam¥ti pot°ebné pro fungování. [3]
5.2.4 Aktiva£ní t°ída (Activator class)
Výchozí nastavení aktiva£ní t°ídy poskytuje metody pro p°ístup ke statickým zdroj·m v rámci
pluginu a pro p°ístup a incializaci specických p°edvoleb pluginu. Nastavení aktivátoru není
povinné, ale pokud je specikován v manifestu pluginu, je aktivátor první t°ídou informovanou
o na£tení a poslední t°ídou informovanou o chystaném ukon£ení pluginu.
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6 Komponentové programování
V této kapitole budeme nejd°íve mluvit o komponentovém programování a poté o frameworku
Spring DM, který umoº¬uje dynamický komponentový návrh. Abychom lépe pochopili, jak
Spring DM funguje, podíváme ses na jeho sou£ásti - Spring a OSGi. Nakonec popí²eme ele-
mentární £ásti Simco frameworku, který je zaloºený na Spring DM a ur£ený pro simula£ní
testování komponent.
6.1 Základní my²lenky
Hlavní my²lenkou komponentového programování (Component-Based Software Engineering
CBSE nebo také Component-Based Development CBD) je vytvá°ení co nejmen²ích samostat-
ných segment·. Snahou je, aby komponenty byly tzv. black boxes, neboli £erné sk°ínky, tzn.,
aby jejich implementace byla skrytá. Pro dal²í vyuºití komponenty je k dispozici pouze rozhraní
(interface), které popisuje funkcionalitu komponenty tedy dostupné metody.
6.2 Základní pojmy
Denice softwarové komponenty podle [7]
Komponenta je
 nepr·hledná (skrytá) implementace funkcionality
 vyuºívána t°etí stranou (third-party)
 odpovídá komponentovému modelu
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Obrázek 20  Schéma komponentov¥ orientovaného návrhu [7]
Následující text popisuje jednotlivé o£íslované £ásti schématu zobrazeného na obrázku 20.
Komponenta (1) je softwarová implementace, která m·ºe být spu²t¥na na fyzickém nebo logic-
kém za°ízení. Komponenta implementuje jedno nebo více rozhraní (2). Dále umoº¬uje spojení
komponent, které nazýváme kontraktem (contract) (3). Kontrakt vyjad°uje skute£nost, kdy
jedna komponenta vyuºívá druhou pomocí rozhraní. Tyto povinnosti kontraktu zaji²´ují, ºe se
nezávisle vytvo°ené komponenty °ídí takovými pravidly, které jim umoºní komunikovat a být
nasazeny do standardních b¥hových prost°edí (run-time environment) (4). Komponentový sys-
tém je zaloºen na n¥kolika r·zných komponentových typech, kde kaºdý typ zaujímá speciální
roli (5) a je popsán rozhraním (2). Komponentový model (6) je soubor komponentových typ·,
jejich rozhraní a specikace p°ípustných moºností interakce mezi komponentovými typy. Kom-
ponentový rámec (dále framework) (7) poskytuje r·zné sluºby (8) na podporu a dodrºování
komponentového modelu. [7]
D·leºitými pojmy v této problematice tedy jsou komponentový model a komponentový
framework. Komponentový model zavádí konstruk£ní omezení na vývojá°e komponent a kom-
ponentový framework navíc vynucuje dodrºování t¥chto omezení k poskytování uºite£ných
sluºeb.
6.3 Spring framework
Neº si ukáºeme komponentový model Spring DM, je nutné pochopit základní koncepci fra-
meworku Spring. Na stránkách o tomto frameworku se m·ºeme do£íst:
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Spring Framework is a Java platform that provides comprehensive infrastructure
support for developing Java applications. Spring handles the infrastructure so you
can focus on your application. [8]
Tedy Spring framework je Java platforma, která poskytuje komplexní infrastrukturu podporu-
jící vývoj Java aplikací. Spring zaji²´uje tuto infrastrukturu, takºe vývojá° se m·ºe soust°edit
na aplikaci. Spring je p°edev²ím zam¥°en na vývoj a provoz podnikových a informa£ních sys-
tému (Java Enterprise Edition, neboli JEE aplikací). Je to modulární systém, coº umoº¬uje
pouºít pouze ty £ásti, které uºivatel pot°ebuje. Moduly se skládají ze t°íd a metod a jsou
zachyceny na obrázku 21. Více informací o konkrétní funkcionalit¥ modul· se m·ºete do£íst
zde. [8] Pro nás d·leºitou vlastností jsou objekty, které jsou tvo°eny frameworkem tzv. beany
(beans)4. Z pohledu komponentového programování je bean komponenta, která implementuje
alespo¬ jedno rozhraní. Beany jsou popsané v kongura£ním XML souboru Springu.
Obrázek 21  Obecné schéma Spring frameworku [8]
6.3.1 Dependency injection
D·leºitou vlastností Spring frameworku je dependency injection. Ur£uje, jakým zp·sobem se
vytvá°ejí, kongurují a propojují jednotlivé komponenty. Systém, který se o to stará, se nazývá
lightweight container (lehký kontejner) nebo IoC container (protoºe toto jádro je postaveno
na návrhovém vzoru Inversion of control). Odpov¥dnost za vytvo°ení a provázání je p°esunuta
4Více o Java Beans se do£tete zde http://www.earchiv.cz/axxxk160/a706k162.php3
31
6.4 OSGi (Open Services Getaway initiative) 6 KOMPONENTOVÉ PROGRAMOVÁNÍ
z aplikace na framework. Vývojá° nevytvá°í reference na jiné komponenenty programov¥, ale
reference jsou vkládány na základ¥ XML kongura£ního souboru za b¥hu programu. V ter-
minologii Springu je kontejner zmi¬ován jako application context (aplika£ní kontext) nebo jen
context. Dependency injection je jednoduchý, ale pom¥rn¥ výkonný model. Umoº¬uje psát lépe
testovatelný a mén¥ propojený kód. [9]
6.4 OSGi (Open Services Getaway initiative)
OSGi je modulární systém pro Javu, který poskytuje dynamický komponentový model. Apli-
kace demodulované do podoby komponent mohou být instalovány, spu²t¥ny, zastaveny, aktua-
lizovány a odinstalovány bez nutnosti zastavit JVM (Java Virtual Machine). Jiº jsme zmínili,
ºe komponenty se v OSGi nazývají bundly. V kapitole 5.2.1 jsme rozebírali jednotlivé £ásti v
manifest souboru MANIFEST.MF.
Nyní popí²eme vrstvy zobrazené na obrázku 22.
 Bundles - Bundly jsou komponenty vytvo°ené programátory.
 Services - Vrstva sluºeb bundly dynamicky propojuje poskytováním modelu publish-
nd-bind (voln¥ p°eloºeno zve°ejni-najdi-propoj).
 Life-Cycle - API ºivotního cyklu bundl·.
 Modules - Vrstva denuje, jak m·ºe bundle importovat a exportovat kód.
 Security - Tato vrstva zaji²´uje bezpe£nostní aspekty.
 Execution Enviroment - Denuje, jaké metody a t°ídy budou k dispozici v dané plat-
form¥. [10]
Obrázek 22  Architektura OSGi [10]
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6.4.1 ivotní cyklus bundlu
Vrstva Life-Cycle popisuje stavy, kterými m·ºe procházet bundle obrázek 23.
 installed - Bundle byl úsp¥²n¥ nainstalován.
 resolved - Bundle do tohoto stavu p°echází, pokud jsou v²echny závislosti uvedené v
MANIFEST.MF uspokojeny.
 starting - Bundle je spou²t¥n.
 active - Bundle je aktivní (b¥ºí).
 stopping - Bundle se zastavuje.
 uninstalled - Bundle byl odinstalován a není jiº k dipozici.
Obrázek 23  ivotní cyklus bundlu
6.4.2 Implementace OSGi
Existuje n¥kolik roz²í°ených, na sob¥ nezávislých a voln¥ pouºitelných (open source) imple-
mentací:
 Equinox - Equinox je nejroz²í°en¥j²í a pro nás nejd·leºit¥j²í implementací OSGi, protoºe
je sou£ástí vývojového prost°edí Eclipse.
 Apache Felix - Apache Felix je vyvíjen Apache Software Foundation. Men²í a kompaktní
implementace OSGi.
 Knopfersh - Knopfersh je populární framework vyvíjen rmou Makewave.
 Concierge - Tato implementace je zvlá²t¥ vhodná pro mobilní telefony nebo embedded
systémy.5.
5Více o embedded systémech http://www..muni.cz/usr/jkucera/pv109/2005/xmrstik.htm
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6.5 Spring Dynamic Modules
Spring DM je dynamický komponentový model vyuºívající moºností Spring frameworku a
OSGi. Cílem technologie je spolupráce Spring a OSGi jednoduchým zp·sobem.
Samotný Spring framework má n¥kolik nevýhod. Tyto nevýhody se projevují p°edev²ím p°i
vývoji velkých a sloºitých aplikací. Musí být nakongurováno velké mnoºství bean· a takové
mnoºství se t¥ºko udrºuje. Navíc Spring trpí nedostatkem modularity a neposkytuje ºádnou
skute£nou podporu, jak ji zlep²it. Nap°íklad zde není ºádný zp·sob, jak omezit viditelnost
bean·. Není ºádoucí, aby kaºdý bean byl vid¥t v kontextu celé aplikace.
Na druhé stran¥ OSGi neposkytuje ºádnou podporu vzor· nebo nástroj· v návrhu a im-
plementaci bundl·. Volba správného návrhu je ponechána na vývojá°i. Pouºitím Spring fra-
meworku vyuºijeme moºností dependency injection a jiných princip·.
Ob¥ technlogie se tedy vhodn¥ vzájemn¥ dopl¬ují. Abychom v aplikaci mohli vyuºít Spring
DM, musíme ud¥lat úpravy v OSGi souboru MANIFEST.MF a navíc je²t¥ p°ibudou kongura£ní
soubory Springu. P°echod od OSGi bundlu ke Spring DM bundlu bude vypadat následovn¥:
 V adresá°i bundlu META-INF p°ibyde adresá° spring a uvnit° n¥ho kongura£ní XML
soubory, z nichº Spring vytvo°í aplika£ní kontext.
 V souboru META-INF/MANIFEST.MF musí být importovány pot°ebné Spring bundly.
Obrázek 24  Ukázka struktury Spring DM bundlu
B¥ºný OSGi bundle pouºívá aktiva£ní t°ídu Activator s metody start(BundleContext
context) a stop(BundleContext). Av²ak p°i vyuºití moºností Springu tato t°ída jiº není
nutná, protoºe se o aktivaci postará Spring DM, pouze je nutné správn¥ nadenovat inicia-
liza£ní metodu v kongura£ním XML souboru. Dal²í nespornou výhodou je fakt, ºe v tomto
kongura£ním souboru m·ºeme nadeklarovat, které sluºby OSGi bundle pot°ebuje a které po-
skytuje. To v²e pouze za pouºití namespace osgi, které dává i dal²í moºnosti k nastavení.
[9]
6.5.1 Blueprint
Na základ¥ Spring DM modelu, OSGi aliance p°edstavila Blueprint kontejner. Samotný Spring
DM vyºaduje OSGi 4.0 framework. Blueprint kontejner je sou£ástí specikace OSGi 4.2 a
po£ítá s tím ve svém API. Zm¥ny oproti Spring DM jsou p°edev²ím v XML kongura£ním
souboru, více naleznete zde[11].
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6.6 Simco
Simco je framework vytvo°ený studenty Západo£eské univerzity v Plzni pro simula£ní testování
komponent. Jádro bylo vytvo°eno Tomá²em Kabí£kem [12] a gracké rozhraní Mat¥jem Proko-
pem [13]. V tomto frameworku nejsou testovány modely komponent, ale komponenty samotné.
Název Simco vzniknul zkrácením anglického spojení SIMulation of COmponent. Aplikace, která
je na tento framework napojena, je nazývána Simco aplikace. Simco je zaloºeno na zmi¬ovaném
komponentovém frameworku Spring DM.
6.6.1 Jádro
Jádro Simca umoº¬uje kontrolu nad celou Simco aplikací. Princip celého fungování spo£ívá v
tom, ºe kaºdý krok, který se v Simco aplikaci provede (a´ uº se zavolá metoda n¥které kompo-
nenty, nebo se provede návrat z volané metody), bude spojen s událostí v Simco frameworku.
Tyto události musí být vkládány do kalendá°e, kde budou v²echny uloºeny a kde dochází k
manipulaci s nimi. ádná akce se v Simco aplikaci neprovede, dokud není Simco frameworkem
vyvolána p°íslu²ná událost. Ke kaºdé události je p°i°azen podprogram, který se provede p°i
spu²t¥ní dané události. Pouºívá se princip diskrétní událostní simulace. [12]
Jádro Simco frameworku se tedy skládá z n¥kolika základních objekt·:
 komponenty - testované aplikace (Spring DM bundly),
 událost - objekt reprezentuje událost simulace b¥hu Simco aplikace,
 kalendá° - obsahuje události, které se budou postupn¥ zpracovávat, a tím zaji²´uje kont-
rolu nad b¥hem celé Simco aplikace,
 simulace - objekt manipulující s celou simulací.
Komponenty Simco pracuje s n¥kolika typy komponent:
 simulované (SIMULATION) - b¥h t¥chto komponent je pouze nasimulovaný,
 reálné (REAL) - tyto komponenty provádí reálný výpo£et,
 prost°edníky (INTERMIDIATE)- prost°edník reálné komponenty,
 framework (FRAMEWORK)- implementace Simco frameworku.
B¥h simulované komponenty není zaloºen na reálném výpo£tu, ale pouze simuluje reálný sys-
tém, který by komponenta p°edstavovala. Hodnoty, které simulovaná komponenta vrací, a doba
výpo£tu jsou uloºeny v kongura£ním souboru XML.
Reálné komponenty provádí reálný výpo£et. Tyto komponenty nesmí v¥d¥t o Simco fra-
meworku, aby mohly být kdekoliv pouºitelné bez jakýkoliv vnit°ních zm¥nit. Dal²í komponen-
tou je tedy INTERMIDIATE, která zaji²´uje komunikaci mezi reálnou komponentou a simulova-
nou.
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Posledním typem komponenty je komponenta FRAMEWORK, která obsahuje implementaci
Simco frameworku. [12]
Události Kaºdá událost bude p°irazena k n¥jaké £innosti Simco aplikace. Pokud probíhá
komunikace, Simco framework ji zachytí, vytvo°í událost a vloºí jí do kalendá°e. Vloºená událost
m·ºe zp·sobit výskyt dal²ích událostí. [12]
Typy událostí:
 REAL_CALL - Reálná metoda komunikuje s n¥kterou z jiných komponent Simco aplikace.
 REAL_RETURN - Návrat z volané metody reálné komponenty.
 SIMULATION_CALL - Simula£ní metoda komunikuje s n¥kterou z jiných komponent Simco
aplikace.
 SIMULATION_RETURN - Návrat z volané metody simula£ní komponenty.
 REGULAR - Jedná se o událost vyskytující se v pravidelných intervalech.
 CASUAL - Jedná se o událost, u které bude moºno nadenovat, s jakou pravd¥podobností
se bude vyskytovat.
Implementace Celý systém dodrºuje zásady komponentového programování - komponenty
jsou black box, tedy nev¥dí, jakou funk£nost implementují, ale vidí, co ostatní poskytují a
obvykle sami n¥co poskytují. Jádro se skládá ze £ty° Spring DM bundl·:
 framework.scheduler
 bundle, který zaji²´uje implementaci diskrétní událostní simulace.
 zaji²´uje funk£nost kalendá°e, b¥hu simulace a ukládání historie jejího pr·b¥hu.
 framework.core
 bundle, který obstarává komunikaci vn¥j²ích modul· s jádrem Simco frameworku.
 obsahuje v²echny funkce pot°ebné pro ovládání a vizualizaci £innosti Simco fra-
meworku - na n¥j je napojeno uºivatelské rozhraní viz kapitola6.6.2.
 framework.simco
 bundle, který zprost°edkovová spojení Simco frameworku se Simco aplikací.
 funk£nosti vyuºívají Simco aplikace, které jsou p°ímo napojeny na Simco framework,
tedy komponenty SIMULATION a INTERMEDIATE.
 framework.extension
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 bundle, který poskytuje data ostatním bundl·m.
 obstarává práci s XML soubory a obsahuje datové t°ídy, které vyuºívá zbytek Simco
frameworku.[12]
Propojení jednotlivých komponent je znázorn¥no na UML diagramu na obrázku 25.
Obrázek 25  UML komponentový diagram Simco frameworku [12]
Kongura£ní XML soubor scéná°e Tento kongura£ní soubor je d·leºitou sou£ástí celého
Simco frameworku. Vytvá°í postup celého pr·b¥hu simulace, proto se mu °íká scéná° (scenario).
Ve scéná°i je moºno nadenovat:
 seznam komponent Simco aplikace a jejich vlastnosti,
 události typu CASUAL a REGULAR,
 ostatní nastavení Simco aplikace a Simco frameworku.
Ko°enový element XML souboru má název simCoScenario. Seznam komponent Simco apli-
kace je denován v elementu components. Jednu komponentu denuje element component,
který má atribut type. Tento atribut m·ºe mít hodnoty SIMULATION, REAL, INTERMEDIATE,
FRAMEWORK  podle toho, o jakou komponentu se jedná. Element komponent má dále vno°ené
prvky symbolicName a settingsFile. SymbolicName ur£uje jedine£né jméno komponenty
(shodné s OSGi atributem symbolicName) a settingsFile ur£uje cestu ke kongura£nímu
XML souboru dané komponenty. [12]
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1 <component type="REAL">
2 <symbolicName>NameOfComponent</symbolicName>
3 <s e t t i n g s F i l e>D:\pathToComponent\ xmlFi le . xml</ s e t t i n g s F i l e>
4 </component>
Výpis 4  Denice komponenty v kongura£ním XML scéná°i
Dále je moºno nadenovat události typu REGULAR a CASUAL. Tím lze do jisté míry ur£it,
jak se bude Simco aplikace chovat. U t¥chto událostí se denuje p°edev²ím to, jak £asto se
mají provád¥t, a jaké parametry má mít metoda, kterou daná událost volá. V²echny udá-
losti se ve scéná°i denují v elementu events. Analogicky k denici komponent je jedna kon-
krétní událost denovaná v elementu event, který má atribut type s hodnotou bu¤ REGULAR,
nebo CASUAL, podle typu události. Oba typy událostí mají element source, serviceName,
methodName, methodParameters a eventDetail. Kaºdá událost p°edstavuje volání n¥které
OSGi sluºby. Element source ur£uje, která komponenta má volání provést. Hodnota elementu
je symbolicName dané komponenty. Musí se jednat o simula£ní komponentu. Vlákno této si-
mula£ní komponenty volání provede. Element serviceName ur£uje jméno rozhraní, p°es které
je volaná sluºba registrována. MethodName denuje jméno volané metody dané sluºby a v ele-
mentu methodParameters jsou nadenovány parametry volané metody.
Jediné, £ím se oba typy událostí li²í, je element eventDetails. V n¥m je nadenováno,
jak £asto se má daná událost opakovat. U události typu REGULAR se pouze nastaví perioda
opakování události. Denice REGULAR události je ve výpisu 5. Událost v tomto výpisu se bude
opakovat po deseti krocích, respektive za deset jednotek simula£ního £asu (coº v p°ípad¥, ºe
na n¥jaký £as není naplánovaná ºádná událost, neznamená deset krok·). [13]
1 <event type="REGULAR">
2 <source>NameOfComponent</ source>
3 <serviceName>simco . app l i c a t i o n . NameOfComponent . InterfaceOfComponent</
serviceName>
4 <methodName>setMethod</methodName>
5 <methodParameters>
6 <parameter dataType=" java . lang . I n t eg e r " value="12" />
7 <parameter dataType=" java . lang . I n t eg e r " value="12" />
8 <parameter dataType=" java . lang . I n t eg e r " value="12" />
9 </methodParameters>
10 <even tDe ta i l s>
11 <d e t a i l key=" per iod " va l="10" />
12 </ even tDe ta i l s>
13 </ event>
Výpis 5  Ukázka denice události REGULAR v kongura£ním XML scéná°i
Událost typu CASUAL p°edstavuje v¥t²í moºnosti ohledn¥ denice výskytu. Pouºívá se zde
náhodná veli£ina generovaná s exponenciálním (exponencial) nebo gaussovským (gauss)
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pravd¥podobnostním rozd¥lením. U exponenciálního rozd¥lení sta£í v elementu eventDetails
zadat st°ední hodnotu (mean), u gaussovského rozd¥lení je nutno zadat krom¥ st°ední hodnoty
také sm¥rodatnou odchylku (standardDeviation). [12]
Kongura£ní XML soubor komponenty Tyto XML soubory obsahují nastavení dané
komponenty. Lze v nich nadenovat, jak dlouho bude trvat simulace výpo£tu jednotlivých me-
tod OSGi sluºeb dané komponenty a jaké hodnoty mají dané metody vracet. Denují se v nich
také t°ídy, které komponenta obsahuje. Sta£í denovat pouze t°ídy implementující rozhraní,
p°es které je registrována n¥která OSGi sluºba dané komponenty.
Tyto soubory musí být k dispozici ke kaºdé reálné a simula£ní komponent¥ Simco apli-
kace. Ko°enový element tohoto kongura£ního souboru má název componentSettings. De-
nice t°íd se provádí v elementu classes, kde kaºdou t°ídu reprezentuje element class.
V²echny moºnosti denice kongura£ního souboru komponenty jsou vid¥t ve výpise 6. Ele-
ment calculationTime ur£uje, jak dlouho má metoda simulovat výsledek, a return ur£uje,
jakou hodnotu má metoda vracet. [12]
1 <componentSett ings name="NameOfCompoment">
2 <c l a s s e s>
3 <c l a s s name="simco . app l i c a t i o n . simco .NameOfCompoment . NameOfClass">
4 <methodSett ings>
5 <method name="getMethod">
6 <ca lcu lat ionTime value="3" />
7 <return dataType=" java . lang . I n t eg e r " value="8" />
8 </method>
9 </methodSett ings>
10 </ c l a s s>
11 </ c l a s s e s>
12 </ componentSett ings>
Výpis 6  Ukázka kongura£ního XML souboru komponenty
6.6.2 Gracké rozhraní
Gracké rozhraní zabyvající se vizualizací komponent je implementováno jako dal²í Spring DM
bundle framework.gui a je napojeno na jádro aplikace, jak je vid¥t na obrázku 25. Jednotlivé
balíky tohoto bundlu jsou znázorn¥ny na obrázku 27. K vizualizaci komponent vyuºívá toto
gracké prost°edí knihovnu Zest. Zest je sada vizualiza£ních nástroj· obsahujících komponenty
vytvo°ené pro IDE Eclipse. Tato knihovna vyuºívá rozmís´ovací algoritmus objekt· Spring
layout. Tento algoritmus je podrobn¥ji popsán v [13].
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Obrázek 26  Balíky gracké komponenty frameworku Simco [13]
Napojení na Simco jádro Funkce pro nastavení a ovládání simulace jsou poskytovány
simula£ním jádrem skrze OSGi sluºbu, které je denována prost°ednictvím rozhraní s názvem
ICore. Prost°ednictvím tohoto rozhraní je moºné nastavovat simula£ní scéná°, ve kterém jsou
uloºeny informace o simulovaných komponentách a p°eddenovaných událostech. Jsou zde
funkce pro ovládání simulace, tj. pro její spu²t¥ní, zastavení a krokování. [13]
ásti uºivatelského rozhraní Uºivatelské prost°edí je tvo°eno jedním hlavním oknem,
které je logicky rozd¥leno na ²est £ástí. Rozd¥lení hlavního okna na jednotlivé £ásti je zachyceno
na obrázku 27.
První ozna£enou £ástí na obrázku je hlavní menu, které zprost°edkovává funkce poskytované
prost°edím. Jednotlivé funkce jsou popisovány dále. ástí ozna£enou £íslem 2 je nástrojový pa-
nel obsahující tla£ítka pro ovládání stavu simulace. Pod £íslem 3 je stavový panel zobrazující
informace o aktuálním stavu simulace. ástí £íslo 4 je kreslící plátno, na které jsou zobrazovány
simulované komponenty, jejich rozhraní a vazby mezi nimi. Pod £íslem 5 se skrývá panel se
dv¥ma záloºkami. Záloºka Vybraný objekt slouºí k zobrazování informací o vybraném objektu
na kreslícím plátn¥. Záloºka Zobrazení slouºí k nastavení stylu zobrazení objekt· na kreslí-
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cím plátn¥. Poslední, ²estou £ástí je kalendá° událostí, který zobrazuje události probíhající v
simulaci. [13]
Obrázek 27  Hlavní okno grackého prost°edí Simco [13]
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7 Analýza
Protoºe aplikace, kterou budeme tvo°it, je Eclipse plugin pro framework Simco, budeme jí
nazývat Simco plugin (dále jen plugin). V této kapitole budou popsány poºadavky na tento
plugin. Dále budou nastín¥ny moºnosti °e²ení poºadavk·.
7.1 Specikace poºadavk· na aplikaci
Na²ím úkolem je provést takové zm¥ny ve frameworku Simco, aby jsme mohli vytvo°it plu-
gin, který s ním umoºní snadn¥j²í práci tj. vytvo°it celou aplikaci uºivatelsky p°ív¥tiv¥j²í a
lehce integrovatelnou do Eclipse. Vzhledem k tomu, ºe celý framework je komplexní a dob°e
fungující, budeme se snaºit, aby zásahy do programového kódu jednotlivých bundl· byly co
nejmen²í. Budeme se soust°edit na p°ínosy, které m·ºeme získat s propojením platformy Eclipse
a frameworku Simco.
7.1.1 Import komponent
Jist¥ uºite£ným vylep²ením je moºnost importu komponent, které Simco testuje. Momentální
situace je taková, ºe pokud chce uºivatel importovat komponenty do Eclipse, musí je importovat
jednu po druhé. Simco plugin by toto generování m¥l zajistit hromadn¥.
7.1.2 Generování kongura£ního XML souboru scéná°e
Kongurace XML scéná°e se skládá z n¥kolika £ástí a jeho strukturu jsme popsali v kapitole
6.6.1. Nás bude zajímat p°edev²ím jeho první £ást, která nese informaci o názvu komponenty,
jejím typu a cest¥ ke kongura£nímu XML souboru komponenty. Pokud nám uºivatel p°i
importu komponent denuje, která komponenta reprezentuje jaký typ, máme v²echny pot°ebné
informace, abychom tento XML soubor vygenerovali.
7.1.3 Generování kostry kongura£ního XML souboru komponenty
Kaºdá z reálných a simulovaných testovaných komponent v Simco frameworku obsahuje XML
kongura£ní soubor, který obsahuje r·zné nastavení dané komponenty. U kaºdého kongu-
ra£ního souboru je vºdy nutné uvést t°ídu (t°ídy) implementující rozhraní, p°es které je re-
gistrována n¥která OSGi sluºba dané komponenty. Bylo by vhodné umoºnit generovat kostru
takového souboru.
7.1.4 Spou²t¥ní frameworku Simco
Momentální jedinou moºností, jak zprovoznit celé Simco a spustit ho i se soubory, které mají být
testovány, je importovat jednotlivé bundly do workspace Eclipse a samoz°ejm¥ splnit v²echny
závislosti. Uºivatel si tímto krokem vytvo°í ve workspace zm¥´ n¥kolika r·zných projekt·.
Vzhledem k faktu, ºe z uºivatelského hlediska v programovém kódu frameworku není pot°eba
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nic m¥nit, bylo by vhodné, aby jednotlivé bundly nebyly ve workspace, ale byly uºivateli skryté
(sou£ástí platformy Eclipse). Dal²ím moºným vylep²ením m·ºe být vytvo°ení kongurace p°i
spu²t¥ní, kde si uºivatel vybere kongura£ní XML scéná°, který se následn¥ v Simco spustí.
Nyní Simco p°i spou²t¥ní pouze na£ítá kongura£ní soubor, který nastavuje p°edev²ím vzhled
aplikace - velikost písma, barvy, jazykovou lokalizaci, apod.
7.1.5 Gracké prost°edí
D·leºitou sou£ástí z uºivatelského hlediska je gracké rozhraní umoº¬ující práci s framewor-
kem Simco. Zde se nabízí moºnost umístit hlavní okno Simca do prostoru okna editoru Eclipse.
Editor v Eclipse, má speciální vlasnost, ºe musí být navázán na n¥jaký typ souboru. V na²em
p°ípad¥ m·ºeme navázat gracké prost°edí na XML soubory. Zárove¬ ale nechceme ztratit
moºnost tyto XML soubory prohlíºet a editovat. Mohli bychom tedy vytvo°it multi editor,
kde by jedna ze záloºek zobrazovala GUI a dal²í umoº¬ovala nativní zobrazení a editaci XML.
Gracké prost°edí je naprogramováno s vyuºitím prvk· z knihoven Swing. Výhodou Swingu
je rozsáhlé spektrum pouºitelných komponent, pokrývající poºadavky na prakticky jakékoli
uºivatelské rozhraní. Swing je nezávislý na platform¥ a díky tomu vzhled swing aplikací je na
v²ech platformách stejný. Naopak gracké prost°edí Eclipse pouºívá prvky z knihovny SWT.
SWT je jako Swing naprogramován v jazyce Java, ale zárove¬ vyuºívá nativní knihovny ope-
ra£ních systém·. SWT je díky tomu rychlej²í, ale poskytuje mén¥ komponent a vzhled aplikace
se m¥ní v závislosti na opera£ním systému, na n¥mº b¥ºí. Pokud bychom tedy cht¥li GUI Simco
integrovat do editoru v Eclipse, museli bychom programový kód aplikace p°epsat a nemáme
zaru£eno, ºe se nám poda°í pro kaºdou komponentu ze Swing knihovny najít odpovídající kom-
ponentu z knihovny SWT. Pro ilustraci problému uvádím tabulku (1), která ukazuje n¥které
komponety Swingu a jejich ekvivalenty v SWT.
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Tabulka 1  Komponenty Swing a jejich ekvivalenty v SWT [14]
7.2 Moºnosti °e²ení
Rozbereme moºnosti, které nám nabízí samotný Eclipse a vývoj plugin· pro implementaci
daných poºadavk·. Úkolem je integrovat ve²kerou funk£nost do Eclipse tak, aby ji uºivatel
nalezl na míst¥, kde ji o£ekává, a vyuºíval ji jemu v tomto prost°edí obvyklým zp·sobem.
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7.2.1 Import komponent
Budeme p°edpokládat, ºe komponenty budou v jednom adresá°i a budou jiº p°ipravené. P°i-
praveností je my²leno, ºe se bude jednat o jiº hotové projekty (komponenty) p°ichystané pro
Simco. Nabízí se hned n¥kolik moºností, jak uchovat komponenty pohromad¥:
 Projekt s komponenty
 Working set s komponenty
 Workspace s komponenty
Projekt s komponenty Na první pohled se m·ºe zdát toto °e²ení jako správné. Ve stro-
mové struktu°u bychom mohli procházet komponenty a d¥lat p°ípadné úpravy. V²e by bylo
pohromad¥ v jednom projektu. Toto °e²ení nebude fungovat, protoºe Eclipse neumoº¬uje vy-
tvo°it projekt s podprojekty. Mohli bychom sice v souborovém systému projekty p°ekopírovat
do adresá°e projektu ve workspace, a dokonce bychom mohli tyto soubory libovoln¥ procházet
a m¥nit, av²ak nebudeme schopni projekty spustit. Toto °e²ení je tedy nevhodné.
WorkingSet s komponenty Dal²ím nabízejícím se °e²ení je vytvo°ení working setu. Wor-
king sety pod sebou zdrºují libovolný po£et element·. Elementy mohou být r·zné datové sou-
bory, ale typicky jsou to projekty. Working set slouºí pouze jen pro p°ehlednost ve workspace
(obrázek 28), který obsahuje v¥t²í mnoºství element·, ale v adresá°ové struktu°e opera£ního
systému se nic nezm¥ní. O£ividn¥ je vhodné zdruºovat projekty, kterém spolu n¥jakým zp·so-
bem souvisí. Tento p°edpoklad spl¬ují i komponenty, které budeme importovat.
Obrázek 28  Ukázka zobrazení workspace s working sety v Eclipse
Workspace s komponenty Také je zde moºnost vytvo°it nový workspace a do n¥j p°enést
komponenty. Z pohledu Eclipse není problématické pouºívat více workspace a p°epínat mezi
nimi. P°i testování komponent nebudeme pot°ebovat jiné projekty, neº komponenty samotné.
Vlastní workspace tedy skýtá výhodu nejen logického odd¥lení, jako v p°ípad¥ working set·,
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ale i odd¥lení fyzického, tedy na úrovni souborového systému. Nesnáze a citelné zpomalení
prost°edí Eclipse, které je zapln¥no v¥t²ím mnoºstvím projekt·, je dal²í fakt, který nás utvrzuje
ve správnosti pouºití odd¥leného workspace. Proto budeme implementovat toto °e²ení.
7.2.2 Generování XML soubor·
Generování obou kongura£ních XML soubor· (scéná°, nastavení komponenty) zajistíme stej-
ným zp·sobem. Eclipse k vytvá°ení ve²kerých zdroj· (projekt·, soubor· apod.) pouºívá tzv.
wizardy. Wizard je pr·vodce pomáhající uºivateli nastavit v²echny pot°ebné informace. Bu-
deme se drºet zaºitých konvencí Eclipse a ke generování XML soubor· pouºijeme wizardy.
7.2.3 Simco projekt
Abychom odli²ili spou²t¥ní frameworku od ostatních aplikací a umoºnili zvlá²tní konguraci,
p°ed spu²t¥ním bude vhodné vytvo°it nový typ projektu. U tohoto projektu budeme moci
vytvo°it vlastní spou²t¥cí konguraci (run conguration). Vytvá°ení projektu budeme také
realizovat speciálním wizardem. B¥hem tvorby tohoto projektu m·ºeme navíc uºivateli umoºnit
import komponent do Eclipse a vygenerování kostry XML scéná°e.
7.2.4 Integrace do grackého prost°edí Eclipse
Eclipse je rozmanité vývojové prost°edí a nabízí se n¥kolik moºností, kam umístit ovládací
prvky vytvá°eného pluginu (viz obrázek 29):
 poloºka hlavního menu,
 dialogové okno,
 £ást nástrojové li²ty.
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Obrázek 29  Moºnosti gracké integrace Simco pluginu do Eclipse
Poloºka hlavního menu V²echny funk£nosti pluginu by mohly být dostupné pod jednou
poloºkou hlavního menu. Kdyº se v²ak podíváme na stávající poloºky menu, zjistíme, ºe se
týkají celého prost°edí Eclipse a kongurování jeho obecných funk£ností. Vytvo°ení poloºky
hlavního menu pro jeden specický plugin, jako je Simco plugin, by bylo z hlediska grackého
rozhraní Eclipse nelogické.
Dialogové okno Pro plugin bychom mohli vytvo°it dialogové okno, které by bylo vyvoláváno
po n¥jaké akci. Takovou akcí by mohlo být nap°. tla£ítko v nástrojové li²t¥. Na obrázku 29
vidíme ukázku dialogového okna Preferences (Nastavení). Dialogová okna v prost°edí Eclipse
nabízí v¥t²inou bohaté moºnosti nastavení, coº u na²eho pluginu nebude pot°eba. Navíc tyto
funkce nejsou dostupné p°ímo, uºivatel by musel nejd°íve n¥jakou akcí otev°ít dialogové okno
a poté provést dal²í akci pro spu²t¥ní n¥které z funkcí pluginu.
ást nástrojové li²ty Poloºky v nástrojové li²t¥ (toolbar) se shlukují do v¥t²ích £ástí, které
spolu souvisejí. P°íkladem je souhrn poloºek Launch (Spu²t¥ní) z obrázku 29, který shlukuje
poloºky nejen na b¥ºné spu²t¥ní aplikace, ale také na spou²t¥ní v ladícím módu (Debug),
apod. Simco plugin by tedy mohl být £ástí nástrojové li²ty. Velkou výhodou je jeho jednoduchá
uºivatelská dostupnost.
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Navíc, pokud plugin není pouºíván, lze p°íslu²nou nástrojovou li²tu jednodu²e skrýt postu-
pemWindow > Customize Perspective, p°echodem na záloºku Toolbar visibility a zde
zru²ením výb¥ru poloºky, která nemá být v dané perspektiv¥ vid¥t.
7.2.5 Shrnutí
Budeme implementovat plugin, který bude mít vlastní typ projektu a umoºní importovat kom-
ponenty p°ipravené pro Simco framework. Dále bude umoºn¥no generovat kostry XML kon-
gura£ních soubor· díky wizard·m. Ve²kerá funk£nost bude dostupná z nástrojové li²ty Eclipse,
krom¥ spou²t¥cí kongurace, která bude p°ístupná v dialogovém okn¥ Run congurations, jak
je uºivatel Eclipse prost°edí zvyklý.
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8 Implementace
Z p°edcházející analýzy jsou jasné hlavní prvky aplikace, které budeme implementovat. V této
kapitole popí²eme samotnou implementaci Simco pluginu.
8.1 Struktura aplikace
Aplika£ní kód programu je rozd¥len do n¥kolika balík· viz tabulka 2. Strukturu aplikace tvo°í
nejen programový kód, ale d·leºitou sou£ástí jsou soubory plugin manifestu.
Balík Základní funk£nost
simcoplugin
Obsahuje aktiva£ní
t°ídu pluginu.
simcoplugin.handlers
Obsahuje handlery obsluhující
commandy aplikace.
simcoplugin.launcher
Launcher pro
Simco projekt.
simcoplugin.natures
Nature Simco
projektu.
simcoplugin.projects
Podpora pro importování
projekt· do workspace.
simcoplugin.tabs
Záloºky Run congurations pro
Simco projekt.
simcoplugin.wizards
Implementace v²ech wizard· a
jejich stránek.
simcoplugin.generationXML
Generování kongura£ního
XML souboru.
Tabulka 2  Rozd¥lení aplikace do balík· s jejich základní funk£ností
8.2 Soubory plugin manifestu
V následujícím textu si popí²eme a ukáºeme zajímavé £ásti souboru plugin.xml, který roz²i°uje
funk£nosti, jejichº chování je naprogramováno v programovém kódu. Kaºdý popis obsahuje i
ukázku, ke které se text vztahuje. V¥t²ina element· obsahuje atribut id, který reprezentuje
jedine£ný identikátor elementu, a name který p°edstavuje jeho jméno.
8.2.1 Kongura£ní soubory
V pluginu pracujeme se dv¥ma typy XML soubor·. Abychom tyto XML soubory odli²ili od
jiných, denujeme jejich content-type (typ obsahu).
Vyuºijeme tedy extension point org.eclipse.core.contenttype.contenTypes a vytvo°íme
nový content type, jehoº základ bude vycházet z org.eclipse.core.runtime.xml, který de-
nujeme atributem base-type. Také nastavíme p°íponu souboru v atributu file-extesions
na xml. Kdyº máme nadenovaný content-type, musíme ur£it, které soubory jsou tímto typem
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ur£eny. Musíme je odli²it od jiných XML soubor·. K tomu poslouºí element describer a t°ída
org.eclipse.core.runtime.content.XMLRootElementContentDescriber2, která slouºí k
detekci nejvy²²ích elementu XML dokumentu. Elementem parameter nadenujeme hodnotu
ko°enového elementu na componentSettings. Stejným zp·sobem realizujeme content type pro
XML soubor scéná°e, pouze zm¥níme hodnotu ko°enového adresá°e na simCoScenario.
1 <extens i on
2 id=" s imcoplug in . contenttype "
3 po int="org . e c l i p s e . core . contenttype . contentTypes ">
4 <content type
5 base type="org . e c l i p s e . core . runtime . xml"
6 f i l e  ex t en s i on s="xml"
7 id=" s imcoplug in . contenttype . compSettings "
8 name="Component S e t t i n g s XML"
9 p r i o r i t y="normal">
10 <de s c r i b e r
11 c l a s s="org . e c l i p s e . core . runtime . content .
XMLRootElementContentDescriber2">
12 <parameter
13 name="element "
14 value=" componentSett ings ">
15 </parameter>
16 </ de s c r i b e r>
17 </content type>
18 </ extens i on>
Výpis 7  Denice content type
8.2.2 Simco projekt
Vytvo°íme typ projektu pluginu, který pojmenujeme Simco projekt. Pro práci s novým typem
projektu musíme denovat project nature Simco projektu roz²í°ením
org.eclipse.core.resources.natures. Project nature formuluje charakter projektu. V ele-
mentu run nastavíme t°ídu simcoplugin.natures.ProjectNature, kde je uloºeno ID Simco
projektu. Dále roz²í°ením org.eclipse.ui.ide.projectNatureImages v elementu image atri-
butu icon nastavíme cestu k ikon¥ reprezentující Simco projekt v Eclipse a nastavením natureID
tuto ikonu propojíme se Simco projektem.
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1 <extens i on
2 id=" s imcoplug in . pro jec tNature "
3 po int="org . e c l i p s e . core . r e s ou r c e s . natures ">
4 <runtime>
5 <run
6 c l a s s=" s imcoplug in . natures . ProjectNature ">
7 </run>
8 </runtime>
9 </ extens i on>
10 <extens i on
11 id=" s imcoplug in . projectNatureImage "
12 po int="org . e c l i p s e . u i . i de . pro jectNatureImages ">
13 <image
14 icon=" i con s /Component . i c o "
15 id=" s imcoplug in . natureImage"
16 natureId=" s imcoplug in . pro j ec tNature ">
17 </image>
18 </ extens i on>
Výpis 8  Denice project nature
8.2.3 Pr·vodci (Wizards)
Uºitím extension point org.eclipse.ui.newWizards nejd°íve vytvo°íme novou kategorii wi-
zard·, coº umoºní sjednotnit p°ístup k nim z prost°edí Eclipse. Poté vytvo°íme samotné wi-
zardy. V ukázce 9 je denován wizard, který vytvá°í nový (Simco) projekt, (proto je atribut
project nastaven na true) jehoº implementace je umíst¥na ve t°íd¥
simcoplugin.wizards.SimcoProjectNewWizard. Dále je nastavena cesta k ikon¥ wizardu v
atributu icon a ikona u popisu funkce wizardu v atributu descriptionImage. Podobným
zp·sobem vytvo°íme i wizardy pro generování kongura£ních XML soubor· a za°adíme je do
stejné kategorie nastavením atributu category na simcoplugin.category.wizards.
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1 <extens i on
2 id=" s imcoplug in . wizards "
3 po int="org . e c l i p s e . u i . newWizards">
4 <category
5 id=" s imcoplug in . category . wizards "
6 name="Simco Wizards">
7 </ category>
8 <wizard
9 category=" s imcoplug in . category . wizards "
10 c l a s s=" s imcoplug in . wizards . SimcoProjectNewWizard"
11 desc r ip t i on Image=" i con s /About . i c o "
12 icon=" i con s /Component . i c o "
13 id=" s imcoplug in . wizard . new . simco"
14 name="Simco Pro j e c t "
15 p r o j e c t=" true ">
16 </wizard>
17 </ extens i on>
Výpis 9  Denice wizardu
8.2.4 P°íkazy a jejich obslouºení (Commands and handlers)
Pro n¥které úkony nepot°ebujeme vytvá°et wizard, ale chceme pouze provést jednorázovou
akci. Takovou pot°ebnou akcí v Simco plugin je nap°íklad p°epnutí do jiného workspace a v
terminologii eclipse plugin· se tato akce jmenuje command (p°íkaz). P°íkaz vytvo°íme roz²í-
°ením org.eclipse.ui.commands, abychom mohli nastavit vlastní chování commandu. Mu-
síme je²t¥ vyrobit handler (manipulátor) roz²í°ením org.eclipse.ui.handlers. V elementu
handler nastavíme atribut commandId na id commandu v na²em p°ípad¥
simcoplugin.commands.workspaceCommand, £ímº propojíme command s handlerem. Dále v
handleru v atributu class nastavíme t°ídu, která bude implementovat chování commandu -
simcoplugin.handlers.SwitchWorkspaceHandler. Protoºe máme v aplikaci více command·,
vytvo°ili jsme podobn¥ jako u wizard· jejich kategorii simcoplugin.commands.category de-
novanou v elementu command atributem category.
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1 <extens i on
2 id=" s imcoplug in . commands"
3 po int="org . e c l i p s e . u i . commands">
4 <category
5 id=" s imcoplug in . commands . category "
6 name="Simco Commands">
7 </ category>
8 <command
9 categoryId=" s imcoplug in . commands . category "
10 d e s c r i p t i o n="Refresh workspaces p r o j e c t s "
11 id=" s imcoplug in . commands . workspaceCommand"
12 name="Refresh Command">
13 </command>
14 </ extens i on>
15 <extens i on
16 id=" s imcoplug in . hand le r s "
17 po int="org . e c l i p s e . u i . hand le r s ">
18 <handler
19 c l a s s=" s imcoplug in . hand le r s . SwitchWorkspaceHandler"
20 commandId=" s imcoplug in . commands . workspaceCommand">
21 </handler>
22 </ extens i on>
Výpis 10  Denice commandu s handlerem
Uºivateli dáme je²t¥ moºnost daný command spustit klávesovou kombinací. K tomu slouºí
binding (svazek), vyuºijeme tedy extension point org.eclipse.ui.bindings. V elementu
key nastavíme d·leºité atributy.
 ContextId je indekátor kontextu, ve kterém je binding aktivní. Nastavíme kontext na
org.eclipse.ui.contexts.window, to znamená, ºe binding bude aktivní v kaºdém
hlavním Eclipse okn¥.
 SchemeId je indekátor schématu, kdy je binding aktivní. Nastavíme schéma na
org.eclipse.ui.defaultAcceleratorConfiguration, to znamená, ºe binding bude
aktivní, pokud bude nastaveno výchozí schéma. Pokud bychom vytvo°ili vlastní schéma,
binding by byl aktivní, jen ve chvíli, kdy by bylo toto schéma pouºito (moºno m¥nit v
nastavení Eclipse a v poloºce Keys).
 Sequence p°edstavuje klávesovou sekvenci. Nastavíme na M1+M3+5. M zna£í modi-
kátor nezávislý na platform¥. Na opera£ním systému Windows tato kombinace zna£í
ctrl+alt+5.6
6Podrobn¥j²í informace o v²ech moºnostech nastavení sekvencí naleznete v nápov¥d¥ Eclipse pro extension
point org.eclipse.ui.bindings.
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1 <extens i on
2 id=" s imcoplug in . b ind ings "
3 po int="org . e c l i p s e . u i . b ind ings ">
4 <key
5 commandId=" s imcoplug in . commands . workspaceCommand"
6 context Id="org . e c l i p s e . u i . context s . window"
7 schemeId="org . e c l i p s e . u i . d e f au l tAc c e l e r a t o rCon f i gu r a t i on "
8 sequence="M1+M3+5">
9 </key>
10 </ extens i on>
Výpis 11  Denice bindingu
Na obrázku 30 je znázorn¥no propojení commandu pro zm¥nu workspace s následujícími
vlastnostmi a £ástmi:
 command p°irazen ke kategorii (category) simcoplugin.commands.category,
 binding s nakongurovanou kombinací CTRL+ALT+5,
 handler simcoplugin.handelrsSwitchWorkspaceHandler, který implementuje cho-
vání commandu.
V kapitole 8.2.6 zasadíme vytvo°ený command do nástrojové li²ty Eclipse.
Obrázek 30  Propojení commandu s handlerem, bindingem a toolbarem
8.2.5 Kongurace spou²t¥ní (Run congurations) Simco projekt
Podobn¥ jako jsme vytvo°ili content type pro soubor vytvo°íme nový launch conguration type
(typ kongurace spu²t¥ní) pro plugin. Roz²í°íme
org.eclipse.debug.core.launchConfigurationTypes a delegujeme spu²t¥ní na launcher
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(spou²t¥£) implementovaný ve t°íd¥ simcoplugin.launcher.Launcher. Mód je nastaven na
run, tedy implementovaný launcher umoº¬uje spu²t¥ní projektu. Dal²í moºností je debug pro
lad¥ní.
Roz²í°ením org.eclipse.debug.ui.launchConfigurationTypeImages p°i°adíme vytvo-
°enému kongura£nímu typy ikonu, která se bude zobrazovat v konguraci.
1 <extens i on
2 id=" s imcoplug in . launchConf igurat ionType "
3 po int="org . e c l i p s e . debug . core . launchConf igurat ionTypes ">
4 <launchConf igurat ionType
5 de l e ga t e=" s imcoplug in . launcher . Launcher"
6 delegateName="Simco Pro j e c t Launcher"
7 id=" s imcoplug in . launchConf igurat ionType "
8 modes="run"
9 name="Simco Pro j e c t "
10 pub l i c=" true ">
11 </ launchConf igurat ionType>
12 </ extens i on>
Výpis 12  Denice launcheru
8.2.6 Nástrojová li²ta (Toolbar)
Nyní vytvo°ené wizardy a commandy zp°ístupníme uºivateli v toolbaru (nástrojové li²t¥). K
tomu vyuºijeme extension point org.eclipse.ui.menus a p°idáme element menuContribution,
kde denujeme nový toolbar. Umíst¥ní toolbaru je dáno atributem locationURI zde:
toolbar:org.eclipse.ui.main.toolbar.To znamená, ºe se toolbar bude zobrazovat v hlavní
nástrojové li²t¥ Eclipse workbench. V ukázce je vytvo°en toolbar s jedním tla£ítkem napojeným
na command, který jsme vytvo°ili v kapitole 8.2.4. Styl tla£ítka je nastaven v atributu style,
icona v atributu icon a tooltip (nápov¥da po umíst¥ní kurzoru my²i nad prvek) v atributu
tooltip. Podobným zp·sobem se tla£ítko napojí i na wizard. V elementu command p°ibyde ele-
ment parameter s atributy name s hodnotou newWizardId a atributem value, jehoº hodnota
bude id wizardu. Výsledný vzhled Simco nástrojové li²ty je na obrázku 31.
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1 <extens i on
2 po int="org . e c l i p s e . u i . menus">
3 <menuContribution
4 locat ionURI=" t o o l b a r : o r g . e c l i p s e . u i . main . t oo lba r ? a f t e r=add i t i on s "
>
5 <too lba r
6 id=" s imcoplug in . t oo lba r "
7 l a b e l="Simco Toolbar Commands">
8 <command
9 commandId=" s imcoplug in . commands . workspaceCommand"
10 icon=" i con s /Raise . i c o "
11 l a b e l="Switch Workspace"
12 s t y l e="push"
13 t o o l t i p="Switch Workspace">
14 </command>
15 </ extens i on>
Výpis 13  Denice toolbaru
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Obrázek 31  Nástrojová li²ta Simco pluginu
8.2.7 Manifest.mf
Po p°e£tení kapitoly 5.2.1 je obsah samotného manifestu je o£ekávatelný. Je zde p°edev²ím
vý£et v²ech závislostí, které plugin pot°ebuje ke svému spu²t¥ní. Plugin se tedy v·bec nespustí
a nezobrazí v toolbaru Eclipse, pokud nebudou k dispozici bundly Simco frameworku.
8.3 Balíky
V této kapitole projdeme v²echny balíky aplikace a popí²eme d·leºité funk£nosti jejich t°íd,
nejvýznamn¥j²í metody a n¥které °e²ené problémy.
8.3.1 simcoplugin
Obsahuje pouze aktiva£ní t°ídu, jejíº metody jsou prost°edím Eclipse volány p°i startu a ukon-
£ení pluginu. Také umoº¬uje p°ístup ke grackým ikonám.
57
8.3 Balíky 8 IMPLEMENTACE
8.3.2 simcoplugin.handlers
Obsahuje dv¥ t°ídy, které ob¥ d¥dí od AbstractHandler z balíku org.eclipse.core.commands,
která implementuje rozhraní IHandler. Ob¥ t°ídy implementují metodu execute, která pro-
vede vykonání commandu.
P°epnutí workspace SwitchWorkspaceHandler je handler pro command
simcoplugin.commands.workspace. V metod¥ execute vyvolá dialogové okno pro p°epnutí
workspace vyuºitím interní t°ídy Eclipse OpenWorkspaceAction.
Obrázek 32  Dialogové okno pro p°epnutí workspace
Refresh projekt· Handler pro command simcoplugin.commands.refreshCommand. Pro-
jde v²echny projekty v adresá°i workspace a importuje je do pracovního prostoru Eclipse. Tato
funk£nost je nutná, protoºe po p°ekopírování do adresá°e workspace projekty nejsou vid¥t ve
vývojovém prost°edí Eclipse, dokud se takto neimportují. Tato funkce je vytvo°ená jako com-
mand, aby byla dostupná v toolbaru aplikace, protoºe m·ºe být uºite£ná nejen pro Simco
plugin, ale i v jiných p°ípadech.
8.3.3 simcoplugin.natures
Zde je pouze t°ída ProjectNature, která implementuje rozhraní IProjectNature a umoº¬uje
vytvo°it nový typ projektu. ID nature tohoto Simco projektu je simcoplugin.projectNature.
8.3.4 simcoplugin.projects
V tomto balíku jsou t°ídy zaji²´ující import projekt· do workspace.
Import komponent D·leºitou t°ídou je SimcoProjectSupport. Metody této t°ídy jsou
volány po dokon£ení wizardu pro import projekt· do workspace a vytvo°ení Simco projektu.
Metoda createProject nejd°íve vytvo°í bázi projektu, a poté je mu p°i°azeno project nature z
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t°ídy ProjectNature. Metoda copyProjectsToWorkspace p°ekopíruje adresá°e do workspace,
nastaví cesty k t¥mto soubor· a vyvolá command simcoplugin.commands.refreshCommand
zaji²´ující obnovení projekt· tak, aby byly viditelné ve workspace Eclipse. Samotné kopírování
adresá°· do workspace zaji²´uje t°ída CopyProjects. Dále je zde metoda addToProjectXMLfile,
která hledá XML soubor nastavení komponenty v ko°enovém adresá°i projektu. Pokud tako-
výto projekt není k dispozici, existují dv¥ moºnosti. Komponenta je jiného typu neº reálná £i
simulovaná a nebo nebyl vytvo°en tento soubor. První p°ípad lze vy°e²it manuálním nastave-
ním komponenty, a to upravením XML souboru scéná°e. Druhý p°ípad lze vy°e²it vytvo°ením
kostry XML souboru komponenty pomocí p°ipraveného wizardu a dopsáním pot°ebných na-
stavení.
8.3.5 simcoplugin.tabs
Tento balík obsahuje t°ídy, které vytvá°ejí podporu pro záloºky Run congurations Simco
projektu.
Skupina záloºek run congurations Kaºdá Run conguration má svojí skupinu záloºek.
Testované komponenty a framework Simco pot°ebují ke spu²t¥ní OSGi, proto t°ída
SimcoLaunchGroup d¥dí od OSGiLauncherTabGroup, p°ebírá záloºky z této skupiny a p°idává
záloºku SimcoProjectTab vytvo°enou v rámci Simco pluginu.
Záloºka Simco projektu T°ída reprezentující novou záloºku se jmenuje SimcoProjectTab
d¥dí od t°ídy AbstractLaunchConfigurationTab a p°ekrývá n¥které její metody. Tato záloºka,
zobrazuje v²echny validn¥ vytvo°ené simula£ní scéná°e pro Simco framework. Tyto scéná°e
mají vlastní content type a nacházejí se v Simco projektu. Proto se nejd°íve projdou pouze
projekty s nature Simco projektu a vyberou se jen ty z content type Simco scenario. Data o
kaºdém XML scéná°i jsou uloºeny ve t°íd¥ XMLFileData. Uºivatel m·ºe zvolit pouze jeden z
nabízených scéná°·, av²ak tla£ítka nemohou být obsahem tabulek (v tomto p°ípad¥ by se hodily
p°epínací tla£ítka) ani jiné SWT komponenty. K zobrazení dat je pouºita JFace komponenta
CheckboxTableViewer, která poskytuje za²krtávací tla£ítka. Moºnost ozn£ení pouze jednoho
z nich je o²et°ena programov¥ v listeneru.
V záloºce Simco Project Tab vzniknul problém s uloºením kongurace. Kongurace záloºek
musí být uloºena, aby mohla být p°í²t¥ vyvolána v nezm¥n¥ném nastavení. Kongurace po-
uºívá rozhraní ILaunchConfigurationWorkingCopy, které poskytuje metodu setAtributte
pro nastavení (uloºení) atribut· záloºky s omezenými moºnosti uchovávání objektových typ·.
Pro na²e ú£ely, kdy pot°ebujeme uchovat identikátor °ádku a p°íznak výb¥ru, vyuºíváme
mapu, kde klí£em je identikátor °ádku a hodnota true nebo false. B¥ºn¥ bychom pouºili
pro klí£ integer a pro hodnotu boolean, ale zde máme k dispozici pro ob¥ hodnoty pouze
string. Proto p°i uloºení musí dojít k p°etypování a p°i inicializaci taktéº. Celá akce uloºení je
provedena v metod¥ performApply, která se provede po stisknutí tla£ítka Apply. Incializace
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uloºené kongurace je implementována v metod¥ initializeFrom, která se spou²tí p°i ote-
v°ení této spou²t¥cí kongurace. P°i prvním vytvo°ení kongurace je automaticky za²krtnut
první scéná° ze seznamu.
8.3.6 simcoplugin.launcher
Zde je implementována akce po spu²t¥ní Run conguration.
Spu²t¥ní Akce po spu²t¥ní, tedy po stisku tla£ítka Run v Simco spou²t¥cí konguraci, obsta-
rává t°ída Launcher. Tato t°ída d¥dí od OSGiLaunchConfigurationDelegate, protoºe spu²t¥ní
samotného Simco frameworku zaji²´uje OSGi. P°esto v²ak p°ekrývá metodu launch, kde získá z
atributu spou²t¥cí kongurace cestu ke zvolenému scéná°i. Nastavení této cesty zaji²´uje t°ída
XMLConfig, která uloºí tuto cestu do souboru pathToScenario do kongura£ního adresá°e
simco.config, odkud ho poté Simco framework na£te.
8.3.7 simcoplugin.wizards
Zde jsou umíst¥ny wizardy a jejich jednotlivé stránky, dále také t°ídy podporující jejich funkce.
Jsou zde implementovány t°i wizardy:
 wizard pro vytvo°ení kostry XML kongura£ního souboru komponenty,
 wizard pro vytvo°ení kostry XML kongura£ního souboru scéná°e,
 wizard pro vytvo°ení nového Simco projektu.
Vytvo°ení kostry XML kongura£ního souboru komponenty Hlavní t°ídou wizardu
ComponentSettingsFileNewWizard, jemuº zaji²´uje podporu t°ída SimcoProjectNewFile.
SimcoProjectNewFile, je abstraktní t°ída d¥dící od Wizard a implementující rozhraní
INewWizard, která poskytuje metody vykonané p°i incializaci a b¥hem ukon£ení wizardu vy-
tvá°ejícího nový soubor. Jedinou stránkou wizardu je CompSettingsFileNewPage d¥dící od
WizardNewFileCreationPage. V metod¥ getInitialContents jsou XML elementy kostry,
která je obsahem nov¥ vytvo°eného souboru.
Vytvo°ení kostry XML kongura£ního souboru scéná°e Analogicky jako v p°edchozím
p°ípad¥ je vytvo°ena podpora pro kostru XML kongura£ního souboru scéná°e. Hlavní t°ídou
tohoto wizardu je ScenarioFileNewWizard a jeho stránkou ScenarioFileNewPage.
Vytvo°ení nového Simco projektu Hlavní t°ídou tohoto wizardu je
SimcoProjectNewWizard, která nastavuje v²echny stránky wizardu. Kontroluje, jestli je moºné
wizard, jiº ukon£it a provádí akci p°i jeho uko£ení. Tyto akce jsou p°edev²ím importování
komponent a vytvo°ení scéná°e, které zaji²´ují metody t°ídy SimcoProjectSupport.
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První stránkou wizardu je SimcoProjectNewProjectPage, která d¥dí od WizardPage. Tato
t°ída zaji²´uje zadání jména nového projektu. Navíc je zde p°idáno pole pro zadání názvu
kongura£ního XML souboru scéná°e, a také prohlíºe£ pro ur£ení adresá°e, ze kterého se budou
importovat projekty do workspace.
Druhou stránkou wizardu je SimcoProjectCompSettingsTypePage, která d¥dí od abs-
traktní t°ídy WizardPage a pouºívá komponetu JFace CheckboxTableViewer k zobrazení jed-
notlivých importovaných komponent. Uºivatel ozna£í ty, které jsou simulované a ostatní jsou
povaºované za reálné. Souhrnné informace o projektech jsou ve t°íd¥ Projects a informace o
jednotlivých projektech pro generování simula£ního scéná°e jsou ve t°íd¥ ProjectData. Jed-
ním z problém· °e²ených v této stránce bylo, jakým zp·sobem zobrazit data. V²echny stránky
wizardu jsou vytvo°eny p°i spu²t¥ním wizardu, av²ak tato druhá stránka wizardu je závislá
na datech (adresá° z projekty), které jsou zadány v první stránce. Tento problém byl vy°e²en
pouºitím zmín¥né JFace komponety, kdy je moºné vytvo°it komponentu, ale vstupní data na-
stavit pozd¥ji. Data se nastaví v metod¥ setVisible, kde se kontroluje, jestli je tato stránka
jiº aktivní. Pokud ano, uºivatel musel úsp¥²n¥ projít stránkou první a data o projektech jsou
k dispozici.
Obrázek 33  Ukázka druhé stránky wizardu Simco projekt
8.3.8 simcoplugin.generationXML
Zde je t°ída XMLFile starající se o generování XML kongura£ního souboru scéná°e na základ¥
dat uloºených ve t°íd¥ ProjectData.
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8.4 Zm¥ny v Simco frameworku
V samotném Simco frameworku do²lo k n¥kolika men²ím zm¥nám, které jsou popsány v násle-
dujících podkapitolách.
8.4.1 P°echod k nov¥j²í verzi OSGi
Nejd°íve byla odstran¥na chyba, která vznikla p°echodem k nov¥j²í verzi Eclipse a OSGi.
Simco framework byl vyvinut v Eclipse Europa (verze 3.3.2) a OSGi Realease 4 verze 4.1. Zde
byl pro t°ídu Event pouze jeden konstruktor skládající se z objekt· String a Dictionary.
Od OSGi Realease 4 verze 4.2 a Eclipse Galileo (verze 3.5)má t°ída Event dva konstruktory.
K p·vodnímu navíc p°ibyl konstruktor String a Map. Ve frameworku Simco, konkrétn¥ji v
projektu framework.scheduler, je pouºíván konstruktor String a druhým parametrem je
Hashtable. Vzhledem k tomu, ºe Hashtable d¥dí od Dictionary a zárove¬ implementuje roz-
hraní Map, vznikla zde dvojzna£nost, kde není z°ejmé, který konstruktor pouºít. Tento problém
byl vy°e²en implicitní konverzí na Map. Tyto zm¥ny byly realizovány v t°ídách EventsInvoker
a SimcoSimulation v projektu framework.scheduler a jsou okomentovány v programovém
kódu.
8.4.2 Zm¥na kongura£ních cest
Kongura£ní soubory byly umíst¥ny vºdy v ko°enovém adresá°i daného projektu. Po p°echodu
instalujeme jar soubory Simco tak, ºe je umístíme do adresá°e Eclipse/plugins. Byl vytvo°en
adresá° simco.config, který je ve stejném adresá°i jako jar soubory frameworku. Do tohoto
adresá°e se p°esunou ve²keré kongura£ní soubory Simco. V kódu Simco tedy musely být
zm¥n¥ny tyto cesty. V programovém kódu jsou tyto místa ozna£ená a p·vodní p°ístup je
zakomentován. Zm¥ny prob¥hly v projektu framework.core a ve t°íd¥ CoreImpl a v projektu
framework.gui ve t°íd¥ Configuration.
8.4.3 Na£tení simula£ního scéná°e
D°íve se na£ítal simula£ní scéná° pouze p°es menu grackého prost°edí a byl to první krok
realizovaný uºivatelem. Simco plugin p°enesl tuto volbu p°i vytvá°ení do prost°edí Eclipse,
kde si uºivatel vytvo°í svojí spou²t¥cí konguraci, a zde nastaví simula£ní scéná°. Cesta ke
zvolenému scéná°i je nastavena do kongura£ního adresá°e simco.config, odkud si ho gracké
rozhraní Simco frameworku na£ítá p°i spu²t¥ní. V samotném programovém kódu byla p°idána
metoda readPathToScenarioFile ve t°íd¥ GuiMainFrame, která na£te cestu ke scéná°i. Tato
cesta je p°edána metod¥ setScenario ve t°íd¥ FileActionsListener, která p°edá scéná°
jádru frameworku. Tyto akce jsou provedeny po vykreslení hlavního okna aplikace v metod¥
startWindow. V²echny zmín¥né zm¥ny byly provedeny v projektu framework.gui.
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8.5 Prost°edí
Aplikace byla vyvíjena a testována s pouºitím následjících nástroj· a prost°edí:
 Java verze 1.7,
 Windows 7 Professional 32-bit,
 Eclipse for RCP and RAP Developers verze 4.2.1.
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9 Testování
Aplikace nemá ºádné speciální poºadavky na hardwarové vybavení po£íta£e. V²echny kroky
pot°ebné k instalaci a spu²t¥ní Simco pluginu a Simco frameworku naleznete v p°íloze A. V této
kapitole popí²eme testování naimplementovaného pluginu v jednotlivých krocích, které uºivatel
projde p°i jeho pouºití, abychom otestovali funk£nost celého °e²ení a jeho provázanost se Simco
frameworkem. Pro testování pouºijeme speciální aplikaci vyvinutou v rámci diplomové práce
[12]. Zde o ní naleznete také podrobn¥j²í informace. Pro na²e ú£ely posta£í znalost faktu o
tom, ºe se skládá ze softwarových komponent, které jsou p°ipravené jako projekty a m·ºeme
je jednodu²e importovat.
Scéná° testování krok po kroku:
1. Spu²t¥ní vývojového prost°edí Eclipse s p°edinstalovaným Simco frameworkem a Simco
pluginem a spln¥nými v²emi pot°ebnými závislostmi.
2. Pouºití tla£ítka na p°epnutí workspace.
(a) Nastavena cesta k novému workspace a potvrzení jeho otev°ení tla£ítkem OK.
Aktuální stav workbench Eclipse se uloºí a zav°e. Poté se znovu otev°e jiº v novém
workspace.
3. Pouºití tla£ítka na vytvo°ení Simco projektu. Otev°e se wizard nového Simco projektu.
4. První stránka wizardu nového Simco projektu.
(a) Nastavení názvu nového projektu.
(b) Nastavení jména simula£ního scéná°e.
(c) Zvolení adresá°e v souborovém systému, který obsahuje komponenty testovací apli-
kace.
(d) Stisk tla£ítka Next.
5. Druhá stránka wizardu nového Simco projektu.
(a) Výb¥r simula£ních komponent.
(b) Po stisku tla£ítka Finish se vytvo°í nový Simco projekt ve workspace a v n¥m
XML kongura£ní soubor scéná°e.
6. Úprava XML simula£ního scéná°e v editoru Eclipse.
7. P°echod do dialogového okna Run congurations.
(a) Vytvo°ení spou²t¥cí kongurace s nastavením v²ech bundl· testovací aplikace v zá-
loºce Bundles.
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Obrázek 34  GUI Simco s vykreslenými komponenty denovanými ve scéná°i
(b) Za²krtnutím simula£ního scéná°e v záloºce Simco Project Tab.
(c) Uloºení vytvo°ené kongurace stisknutím tla£ítka Apply.
(d) Spu²t¥ní kongurace tla£ítkem Run.
8. Otev°eno gracké prost°edí Simco frameworku s na£teným scéná°em a vykreslení deno-
vaných komponent viz obrázek 34.
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10 Záv¥r
Tato práce se zabývá návrhem a realizací p°evedení testovacího nástroje Simco do Eclipse
pluginu. V pr·b¥hu realizace práce byly nejprve zkoumány postupy implementace pluginu do
Eclipse s vyuºítím nástroj·, které toto prost°edí pro vývoj plugin· poskytuje. Po prozkoumání
a analýze Simco bylo rozhodnuto, ºe se funkcionalita pluginu soust°edí p°edev²ím na p°ínosy
propojení nástroje Simco a vývojového prost°edí Eclipse. Uskute£né zm¥ny v samotném ná-
stroji Simco byly minimální.
Celý plugin byl zasazen do Eclipse IDE tak, aby práce s ním byla z uºivatelského hlediska
intuitivní. V²echny uºivatelské prvky pluginu jsou umíst¥ny na místech, kde by je uºivatel to-
hoto vývojového prost°edí o£ekával. Ve²keré komponenty frameworku Simco byly integrovány
do Eclipse, takºe se uºivatel m·ºe soust°edit pouze na samotné testované komponenty a vy-
tvá°ení kongura£ních XML soubor·, pro které plugin také zaji²´uje podporu. Implementace
byla otestována spu²t¥ním testovací aplikace s p°ipraveným simula£ním scéná°em.
V²echny body zadání byly spln¥ny. Nabízejí se zde moºnosti roz²í°ení aplikace. Jedním z
moºných vylep²ení je nap°íklad automatické ozna£ení testovaných komponent denovaných v
simula£ním scéná°i v záloºce bundles spou²t¥cí kongurace, aby uºivatel tuto akci nemusel
provád¥t manuáln¥.
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P°ílohy
A Uºivatelská p°íru£ka
Instalace
Prvním krokem je po°ízení vývojového prost°edí Eclipse. Níºe popsaný byl otestován a m¥l
by bezproblém· fungovat na v²ech verzích Eclipse Juno. V²echny pot°ebné soubory, v£etn¥
vývojového prost°edí Eclipse, jsou k dispozici na p°iloºeném CD.
1. P°ekopírování v²ech knihoven z adresá°e Aplikace/knihovny do adresá°e
Eclipse/Plugins.
2. P°ekopírování jar soubor· frameworku Simco a adresá°e simco.config z adresá°e
Aplikace/simco do adresá°e Eclipse/Plugin.
3. P°ekopírování Simco pluginu z adresá°e Aplikace/simco plugin do adresá°e
Eclipse/Plugins.
4. Spu²t¥ní Eclipse.
Ovládání
Ovládání programu ukáºeme na postupu, který uºivatel prochází p°i importu a spu²t¥ní apli-
kace. Pokud v²echny kroky instalace prob¥hly úsp¥²n¥, bude po spu²t¥ní Eclipse na hlavní
nástrojové li²t¥ toolbar Simco pluginu, který je zobrazen na obrázku 35.
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Obrázek 35  Toolbar Simco pluginu
Popis tla£ítek (a klávesová kombinace) z obrázku 35 zleva:
 tla£ítko pro p°epnutí workspace (CTRL+ALT+1),
 tla£ítko pro vytvo°ení nového Simco projektu (CTRL+ALT+2),
 tla£ítko pro vytvo°ení kostry XML kongura£ního souboru komponenty (CTRL+ALT+3),
 tla£ítko pro vytvo°ení kostry XML kongura£ního souboru scéná°e (CTRL+ALT+4),
 tla£ítko pro import v²ech projekt· z workspace, aby byly viditelné v Eclipse (CTRL+ALT+5).
Pokud máme n¥jaké projekty ve workspace je lep²í p°epnout do jiného £istého workspace.
Tuto akci provedeme stisknutím prvního tla£ítka a nastavením workspace viz obrázek 36.
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Obrázek 36  Zm¥na workspace
Dal²í krokem bude vytvo°ení nového projektu. Stisknutím druhého tla£ítka nástrojové li²ty
Simco pluginu se zobrazí první stránka pr·vodce viz obrázek 37. Zde je pot°eba nastavit jméno
projektu, název kongura£ního souboru scéná°e, a také cestu k adresá°i, který obsahuje pro-
jekty, které se budou importovat. Jméno projektu nesmí být shodné s ºádným názvem im-
portovaného projektu, protoºe by zde vznikla kolize. Jestli je n¥jaký název projektu shodný
s tím, který vytvá°íte, lze to snadno zjistit z druhé stránky pr·vodce, kde je seznam v²ech
importovaných komponent i s jejich názvy, není tedy problém se o krok vrátit a název nového
projektu zm¥nit.
Obrázek 37  Nový Simco projekt - první stránka pr·vodce
Na druhé stránce wizardu je nutné za²krtnout ty projekty, které p°edstavují simulované
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komponenty ostatní budou automaticky nastaveny jako reálné.
Obrázek 38  Nový Simco projekt - druhá stránka pr·vodce
Po stisknutí tla£ítka Finish prob¥hne nejd°íve vytvá°ení scéná°e, hledání kongura£ních
soubor· komponent. Uºivatel je upozorn¥n na komponenty, kterým tento soubor chybí. Tyto
komponenty jsou pravd¥podobn¥ jiného typu nebo jim tento soubor nebyl vytvo°en.
Obrázek 39  Projekty, kterým chybí kongura£ní soubor
Po potvrzení p°edchozího informa£ního dialogu, prob¥hne import, který p°i v¥t²ím mnoºství
komponent m·ºe trvat n¥kolik sekund. Po£kejte tedy na informa£ní dialogové okno s hlá²ením,
ºe import prob¥hl.
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Obrázek 40  Import prob¥hl úsp¥²n¥
Ve workspace je vytvo°en nový Simco projekt obsahující vygenerovanou £ást simula£ního
scéná°e a importované projekty.
Obrázek 41  Workspace se Simco projektem
Dal²ím krokem m·ºe být vytvo°ení nového kongura£ního souboru komponenty. Pouºijeme
t°etí tla£ítko nástrojové li²ty Simco pluginu. Zvolíme název XML souboru a umístíme ho do
ko°enového adresá°e projektu pro který tento soubor vytvá°íme. Vygeneruje se kostra, kterou
m·ºeme libovoln¥ upravit.
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Obrázek 42  Stránka pr·vodce pro vytvo°ení kongura£ního souboru komponenty
Podobn¥ vytvo°íme nový simula£ní scéná°e pouºitím £tvrtého tla£ítka zleva nástrojové li²ty
Simco pluginu. Nový scéná° je nutné umístit do Simco projektu, aby byl viditelný v Run
congurations.
Poslední tla£ítko nástrojové li²ty Simco pluginu slouºí pro import v²ech projekt·, které se
nacházejí ve workspace, ale nejsou viditelné v Eclipse. Jeho funkcionalita je vyuºita p°i importu
komponent. Toto tla£ítko se m·ºe hodit nap°íklad pokud uºivatel smaºe projekt, ale neozna£í
jeho smazaní jako nezvratné. Projekt z·stane ve workspace a tímto tla£ítkem se jednodu²e
importuje zp¥t do Eclipse.
Po editaci a konguraci XML souboru scéná°e spustíme testování. Pro testovací aplikaci
Simco, kterou lze nalézt na p°iloºeném kompaktním disku, je p°iraven simula£ní scéná°, který
m·ºete importovat do Simco projektu a pouze pozm¥nit cesty k jednotlivým kongura£ním
soubor·m komponent. P°ed spu²t¥ním je nutné nejd°íve vytvo°it Run conguration pro Simco
projekt. Ve workspace je vytvo°en pouze jeden scéná°, takºe tento scéná° bude automaticky
ozna£en v záloºce Simco project. Pokud existuje více scéná°· v Simco projektu (projektech)
budou zde v²echny zobrazeny.
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Obrázek 43  Simco project tab - Run conguration
V záloºce bundles se nastavují bundly, které se budou spou²t¥t. Implicitn¥ jsou ozna£eny
v²echny bundly ve workspace i v platform¥ Eclipse. Není vhodné spou²t¥t v²echny bundly,
kdyº velké mnoºství z nich k b¥hu nepot°ebujeme. Necháme v²ak vyberné v²echny bundly
ve workspace, protoºe tam máme jen testované komponenty a bundle Simco projektu se zde
nezobrazuje. Odzna£íme polí£ko Target Platform, £ímº se zde odzna£í v²echny bundly a stisk-
neme tla£ítko Add Required Bundles v pravé £ásti dialogového okna. V¥t²ina pot°ebných
bundl· se nám automaticky ozna£í. Existuje v²ak n¥kolik, které musíme ozna£it ru£n¥. P°i
jejich hledání si m·ºeme pomoci zadáváním jejich jmen do ltrovací textového pole (type lter
text). Ozna£íme tyto bundly:
 framework.core,
 framework.gui,
 org.eclipse.zest.layouts,
 org.springframework.osgi.extender,
 org.springframework.osgi.catalina.osgi.
Konguraci uloºíme tla£ítkem Apply a spustíme tla£ítkem Run. Nic by nem¥lo bránit ke
spu²t¥ní testovacích výpis· do konzole Eclipse a po chvíli se spustí i hlavní okno Simco fra-
meworku s vykreslenými komponenty podle nastaveného simula£ního scéná°e.
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B Obsah kompaktního disku
P°iloºený kompaktní disk obsahuje tyto adresá°e
 Aplikace
 GPS
* komponenty testovací aplikace
* scenario.xml - p°ipravený simula£ní scéná° pro testovací aplikaci (nutné p°e-
nastavit cesty k projekt·)
 knihovny
* knihovny pot°ebné ke spu²t¥ní aplikace - knihovny log4j, spring frameworku a
zest
 simco framework
* jar soubory frameworku simco - obsahuje i zdrojové texty program·
* adresá° simco.cong obsahující soubor configuration.xml s vychozím na-
stavením pro gracké rozhraní simco
 simco plugin
* jar soubor simco pluginu - obsahuje také zdrojový kód pluginu a javadoc do-
kumentaci
 Eclipse
 Eclipse for RCP and RAP developers verze 4.2.1. (Juno), ve kterém byla aplikace
vyvíjena a testována
 Text
 text diplomové práce ve formátu PDF
 adresá° Lyx - obsahující zdrojové soubory textu (.lyx) psaného v programu LYX
verze 2.0.5.
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