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(hydla program) H ::= (D. j P.)¤
(de¯nition) D ::= Pname(
¡!
X )fPg j Cname(¡!X ) <=>C
(program) P ::= MS j Pname(¡!E )
(module set) MS ::= M j MS,MS j MS <<MS
(module) M ::= C
(constraint) C ::= E relop E j Cname(¡!E )
j C /\C j C \/C j C =>C j []C
(expression) E ::=通常の式 j E' j E-
3.2.1 名前
HydLaでは，以下の名前を扱う．




定義名 (Pname, Cname) ユーザ定義されたプログラムおよび制約に命名するた
めの名前である．定義名は引数をとることができる．制約を表す定義名は，
最終引数として暗黙の時刻引数をもつ．






















































INIT <=> ht = 10 /\ v = 0.
FALL <=> [](ht' = v /\ v' = -10).
BOUNCE <=> [](ht- = 0 => v = -(4/5)*v-).
INIT , FALL << BOUNCE.
関数変数 htと vを用い，htがボールの位置（高さ），vがボールの移動速度を
表す．1{3行目において INIT，FALL，BOUNCEという 3つの制約を定義している．
INITは関数 htと vの時刻 0における初期値，FALLは時刻 0以降に成り立つべき
(always演算子 [])，ボールの空中での移動を表す微分方程式 (ht'で htの導関数
を表す)，BOUNCEはボールが床に到達した際の vの離散変化を記述した含意規則に
























幅 0の閉区間と開区間の列を考える (t1 = 0; t2; t3 2 R)．
[t1; t1]; (t1; t2); [t2; t2]; (t2; t3); [t3; t3]; : : :
連続変化 (例: 空中でのボールの移動) を，となりあう閉区間と開区間を結合した
区間上の連続微分可能な関数 ~xi : [ti; ti+1)! Rn とする (i 2 N)．離散変化 (例: 床
での速度変化) を，各閉区間の時刻における，左側の関数の左極限値からその時刻























ms((MS1 ¿ MS2)) = ordered(ms(MS1);ms(MS2))
parallel(X ;Y) = X [ Y [ fx [ y j x 2 X ; y 2 Yg








例えば，プログラム 3.1の，位置を表す変数 htが 9 · ht · 11のうちのどれか
























含まれているものとする．x 2 F¤である xに対して，x+ 2 F¤により xより大き
い最小の浮動小数点数を，x¡ 2 F¤により xより小さい最大の浮動小数点数を表
す．機械区間 [lF ; uF ](lF ; uF 2 F¤; lF · uF )は実数の集合 fr 2 R j lF · r · uFg
を表す．また，1を用いた開機械区間または半開機械区間はそれぞれ以下を表す．
(¡1;1) = fr 2 Rg
[lF ;1) = fr 2 R j lF · rg
(¡1; uF ] = fr 2 R j r · uFg
I¤により機械区間の集合を表す．機械区間 I = [lF ; uF ] 2 I¤について，lb(I) = lF
は I の下限を，ub(I) = uF は上限を，w(I) = lF ¡ uF は幅を表す．
浮動小数点数で表現できない可能性のある上限または下限を持つ数学的な区間
[l; u]に対して，計算機上では機械区間 [lF ; uF ](lF ; uF 2 F¤; lF · l; u · uF )で表現
する．ただし，lF は l以下の最も大きい浮動小数点数，uF は u以上の最も小さい
浮動小数点数である．以降，本論文では区間という表現はすべて機械区間を指す．
ある変数 xが取りうる値の範囲が区間 [l; u]であるとき，式
x = [l; u]
4.2 区間演算 13
を xに関する区間制約という．区間制約は以下の 2本（または 1本）の不等式と等
価であり，また求解の結果以下の不等式が得られるような式も合わせて本論文で
は区間制約と呼ぶ．
l · x; x · u
4.2 区間演算
区間 I1; : : : ; In 2 I¤ の組 (I1; : : : ; In)を n次元の boxという．fw(Ii)g1·i·n 中
の最大値を boxの精度という．box B の第 i要素を Bi と表す．boxの集合 B =
fB1; : : : ; Bngについて，¤Bにより各 boxの和B1 [ ¢ ¢ ¢ [Bnを表す．
関数 f : Rm ! Rnに対して，関数 F : I¤;m ! I¤;nが条件
8I12I¤ ¢ ¢ ¢ 8Im2I¤ 8r12I1 ¢ ¢ ¢ 8rm2Im
8i2f1; : : : ; ng (fi(r1; : : : ; rm) 2 Fi(I1; : : : ; Im))
を満たすとき，F を fの区間拡張という．例として，実数に対する四則演算f+;¡g
の区間拡張を考える．2つの区間 I1; I2に対して四則演算 f+;¡gの区間拡張は
I1 + I2 = [lb(I1) + lb(I2); ub(I1) + ub(I2)] (4.1)













² 非線形制約 f(¡!x ) ² 0 (f は連続関数Rn ! R，² 2 f=;·;¸g)
² n変数の組 x
² 各変数のとりうる範囲を格納した box D0
4.3 区間演算に基づく非線形制約求解系 14
² 精度 ² 2 F¤
を受け取り，以下の条件を満たす boxの集合Dを出力する:
² D0中の非線形制約の解はいずれかのD 2 Dに含まれる
² 各D 2 Dの精度は ²以下
² 各 (I1; : : : ; In) 2 Dについて，Ii µ D0;i
(1 · i · n)
² 各D 2 Dは入力の制約に関してBox-Consistent
BranchAndPruneアルゴリズムの概要を以下に示す．Prune は Box-Consistentで
あるようにD0を削減する処理，BranchはD0を 2つのbox D1; D2に分割する処理
である．詳細は文献 [10]を参照されたい．本論文ではこのBranchAndPruneアル
Input: 非線形制約 f，変数の組 x，box D0，精度 ²
Output: f の解の区間包囲D
1: D := Prune(f; x;D0)
2: if D = :; then
3: if w(D) · ²) then
4: return D
5: else
6: (D1; D2) := Branch(D)











最後に，Box-Consistencyについて述べる．ある box D = (I1; : : : ; In)が制約の
4.3 区間演算に基づく非線形制約求解系 15
区間拡張 F (¡!X )に関してBox-Consistentであるとは，
8i2f1; : : : ; ng (
Ii = [l; u]
^ F (I1; : : : ; [l; l+] ; : : : ; In)












例として，プログラム 3.1の初期位置 (ht)を ht = 8から ht = 12まで 0:4ずつ変
化させた場合のそれぞれの解軌道を図 5.1に示す．図 5.1において緑太線は ht = 8
図 5.1: 初期位置を変化させたそれぞれの解軌道













HydLaBPSimulateはHydLaプログラムP，シミュレーション時間 st 2 Rお
よび boxの精度 p 2 Rを入力とし，プログラムの到達可能範囲を包囲するbox集合
T を出力する．各離散変化，連続変化の制約についてbox-consistentである boxを
計算することで，時刻の経過に伴う区間幅の増大をある程度抑え，T が包囲する範























5.2 離散変化処理 PointPhase 18
Input: HydLaプログラム P，シミュレーション時間 st 2 R，boxの精度 p 2 R
Output: P の到達可能範囲を包囲する box集合 T
1: T := ;
2: P を制約モジュール集合の集合MSSへ変換
3: t0 := [0; 0]
4: D0 := ;
5: SP := f(t0; D0)g
6: SI := ;
7: while SP 6= ; do
8: for all S 2 SP do
9: (S 0; T 0) :=PointPhase(MSS; S; p)
10: SI := SI [ S 0
11: T := T [ T 0
12: for all S 2 SI do
13: (S 0; T 0) :=IntervalPhase(MSS; S; p; st)
14: SP := SP [ S 0





囲から xi(ti)の区間包囲を計算する処理である．ただし時刻 0においては x1(t1)の
区間包囲を計算する．PointPhaseを図 5.3に示す．
PointPhaseは制約モジュール集合の集合MSS，離散変化開始時のステート











5.2 離散変化処理 PointPhase 19
Input: 制約モジュール集合の集合MSS，ステート S = (t0; D0)，boxの精度 p
Output: 離散変化後のステート集合と解の区間包囲 (S 0; T 0)
1: MSSの極大集合Mを計算
2: for all MS 2M do
3: MS 中の常微分方程式を変換，変数表 xを得る
4: xを元にD0を更新
5: S 0 :=PointPhaseSub(MS ; x; S; p)
6: if S 0 = ; then
7: MSS n fMSgからMを再計算
8: T 0 := S 0








f[](ht- = 0 => v = -4/5*v-);
[](ht = ht0+ v0*t - 1/2*10*t
2









を取りうる．ただし，時刻を表す変数 tのみ [0; 0]を取りうる．よってD0 = ;の
場合，(xの個数)¡1だけ (¡1;1) を D0 へ挿入する．さらに [0; 0]を挿入する．
D0 = ;の場合，D0内の区間はすべて各変数の左極限値を表している．そのため，
やはり (xの個数)¡1だけ (¡1;1)をD0へ挿入する．さらに [0; 0]を挿入する．
5.2 離散変化処理 PointPhase 20
5.2.2 PointPhaseSub
PointPhaseSubは制約モジュール集合MS 2MSS，変数表 x，ステートSお
よび boxの精度 pを入力とし，MS による離散変化後のステート集合を出力する．
出力が ;であった場合はMSがSに関して矛盾することを表す．PointPhaseSub
を図 5.4に示す．









² CheckEntailmentにより，3値 ftrue; false; unknowngの保守的判定をお
こなう
² trueである範囲をすべて含むような box Dtと falseである範囲をすべて含む
ような box Df を求め，それぞれについて次のステートを計算する
ことで対応する．このうち，CheckEntailmentについては次節で述べる．後者
については 16{20行目でおこなっている．含意条件 gまたはその否定 :gを制約
に含めて Solveを適用することで，true である範囲をすべて含むような box Dt











5.2 離散変化処理 PointPhase 21
Input: 制約モジュール集合MS，変数表 x，ステート S = (t0; D0)，boxの精度 p
Output: 離散変化後のステート集合 S 0
1: expanded := true
2: while expanded = true do
3: C := ;
4: T := MS 中のTell制約
5: if ¤Solve(C; x;D0; p) = ; then
6: return ;
7: A := MS 中のAsk制約
8: expanded := false
9: for all g => c 2 A do
10: if CheckEntailment(g; C; x;D0) = true then
11: MS := MSn fg => cg [ fcg
12: expanded := true
13: else if CheckEntailment(g; C; x;D0) = false then
14: MS := MSn fg => cg
15: else if CheckEntailment(g; C; x;D0) = unknown then
16: Dt := ¤Solve(C [ fgg; x;D0; p)
17: MS t := MSn fg => cg [ fcg
18: Df := ¤Solve(C [ f:gg; x;D0; p)
19: MS f := MSn fg => cg
20: return PointPhaseSub(MS t; x; (t0; Dt); p)[
PointPhaseSub(MS f ; x; (t0; Df ); p)
21: return f(t;¤Solve(C; x;D0; p))g
図 5.4: PointPhaseSub
5.2.3 CheckEntailment
CheckEntailmentは box Dのもとで制約（集合）C が制約 gを含意するか






5.3 連続変化処理 IntervalPhase 22
Input: 制約 g，制約（集合）C, 変数表 x，box D，
Output: 含意関係 e 2 ftrue; false; unknowng
1: if ¤Solve(C [ fgg; x;D; p) = ; then
2: return false






























5.3 連続変化処理 IntervalPhase 23
Input: 制約モジュール集合の集合MSS，ステート S = (t0; D0)，boxの精度 p，
シミュレーション時間 st
Output: 次の離散変化直前のステート集合と軌道の区間包囲 (S 0; T 0)
1: MSSの極大集合Mを計算
2: for all MS 2M do
3: MS 中の常微分方程式を変換，変数表 xを得る
4: xを元にD0を更新
5: expanded := true
6: while expanded = true do
7: C := ;
8: T := MS 中のTell制約
9: if ¤Solve(C; x;D0; p) = ; then
10: MSS n fMSgからMを再計算，2行目へ戻る
11: A := MS 中のAsk制約
12: expanded := false
13: for all g => c 2 A do
14: if CheckEntailment(g; C; x;D0) = true then
15: MS := MSn fg => cg [ fcg
16: expanded := true
17: else if CheckEntailment(g; C; x;D0) = false then
18: MS := MSn fg => cg
19: S 0 :=FindNextState(MS ; S; x; C; p)
20: S 0内の時刻の最大値を元にD0の時刻区間を更新
21: T 0 :=Solve(C; x;D0; p)
















Input: 制約モジュール集合MS，ステート S = (t0; D0)，変数表 x，制約（集合）
C，boxの精度 p
Output: 次の離散変化が起きる直前のステート集合
1: A := MS 中のAsk制約
2: S := ;
3: grt := false
4: while grt = false ^ A 6= ; do
5: for all g => c 2 A do
6: S 0 := ;（時刻は無限大に大きいとみなす）
7: if CheckEntailment(g; C; x;D0) = true then
8: (sS 00; grt 0) :=GSolve(C [ f:gg; x;D0; p)
9: else if CheckEntailment(g; C; x;D0) = false then
10: (sS 00; grt 0) :=GSolve(C [ fgg; x;D0; p)
11: if S 00の時刻の最小値< S 0の時刻の最小値 then
12: S 0 := S 00
13: grt := grt 0
14: S := S [ S 0
15: if grt = false then




















































HydLaSimulatorはプログラムのパーザー (Parse Tree Generator)，半順序構造
から制約モジュール集合の集合を生成する制約階層ソルバ (Constraint Hierarchy
Solver)，時刻 0からのシミュレーションフレームワークであるForward Simulator，
制約求解手法を隠蔽したソルバである仮想制約ソルバ (Virtual Constraint Solver)
からなる．BPSimulatorは Forward Simulatorのフレームワークに則ったシミュ
レータという位置づけで，約 2500行からなる．また，HydLaBPSimulateの制








































応する 2つの関数 point phaseと interaval phaseを持つ．また，PointPhaseSub
に対応する do point phaseを持ち，高田賢士郎氏が設計，共同で実装した Virtu-
alConstraintSolver内に CheckEntailmentに対応する check entailment，Find-
NextStateに対応する integrateを持つ．本節では，実装において工夫を要した



































{{y[t] -> -5 t + t v0 + y0, v[t] -> -10 t + v0}}
この表記も簡略されており，シンボルを明示すると
List[List[Rule[y[t],
Plus[Times[-5, Power[t, 2]], Times[t, v0], y0]],











² 区間構造体 rp interval
² box構造体 rp box
² 変数・定数構造体 rp variable,rp constant
² 式構造体 rp constraint
² 問題構造体 rp problem
² 求解クラス rp bpsolver
が挙げられる．変数の取りうる値（例えば (¡1;1)）を変数構造体に設定し，変
数，定数，式の配列から問題を生成する．生成した問題を求解クラスへ入力し，関










rp problemで保持する rp constraintの配列は式の論理積を意味しており，論理和は











具体例として，プログラム 3.1の初期位置に不確実性を持たせ，9 · ht · 11と
したプログラムの最初の integrateの計算結果をもとに説明する．最初の integrate
ではプログラム中の含意条件 ht- = 0を満たすような，次の式を満たすステート
(box)を計算する．なお，最初の 2式は連続変化の初期ステートを式に変換したも
のである．
9 · ht0 · 11
v0 = 0
ht = ht0 + v0t¡ 5t2
v = v0 ¡ 10t
ht = 0
精度を 0.1として計算した結果，次の 2つの boxを得ることができる．
t = [1.355261854357877 , 1.428571428571429]
ht0 = [9 , 10]
v0 = 0
ht = 0
v = [-14 , -13.28156617270719]
t = [1.428571428571428 , 1.498298354528788]
ht0 = [10 , 11]
v0 = 0
ht = 0
v = [-14.68332387438212 , -14]
このプログラムにおいて初期値を表す変数は ht0と v0 の 2つで，2つの boxの和








まず，プログラム 3.1の実行結果を図 7.1に示す．シミュレーション時間は 6，精
度は 0.5とした．また，同じプログラムについて，シミュレーション時間を 6，精
度を 0.1としたものを図 7.2に示す．図 7.1は約 220の boxが，図 7.2は約 1030の
boxが描かれている．自明なことであるが，精度が小さい，すなわち高いほうがよ
り詳細で正確な包囲を計算していることがわかる．
次に，初期位置に不確実性を持たせ，9 · ht · 11としたプログラムの実行結果









DROP <=> [](f- = 10 => f=0).





ト条件 aを示しており，常に 9 · a · 10であることを表している．このように，
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INIT <=> f=0 /\ 9<=a /\ a<=10.
INCREASE <=> [](f'=3 /\ a'=0 /\ a=a-).
DROP <=> [](f- = a => f=0).






プログラム 7.3: 天井と床で跳ね返るボール（初期位置 11 · ht · 12）
INIT <=> 11<=ht /\ ht <=12 /\ v=10.
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図 7.2: プログラム 3.1の実行結果（精度 0.1）
FALL <=> [](ht' = v /\ v' = -10 /\ ht = ht -).
BOUNCE <=> [](ht- = 0 => v = -(4/5) * v-).
CEIL <=> [](ht- = 15 => v = -(4/5) * v-).
INIT , FALL << (BOUNCE /\ CEIL).
天井に衝突する初期位置と衝突しない初期位置を含むものプログラムの初期位




プログラム 7.4: 天井と床で跳ね返るボール（初期位置 9 · ht · 11）
INIT <=> 9<=ht /\ ht <=11 /\ v=10.
FALL <=> [](ht' = v /\ v' = -10 /\ ht = ht -).
BOUNCE <=> [](ht- = 0 => v = -(4/5) * v-).
CEIL <=> [](ht- = 15 => v = -(4/5) * v-).
INIT , FALL << (BOUNCE /\ CEIL).
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図 7.3: プログラム 3.1に不確実性を持たせたプログラムの実行結果 (精度 0.1)
図を見ればわかるように，到達可能範囲は包囲されているが，あまり意味をなさ
ない包囲が計算されている．boxの計算量が多すぎるため，5秒で計算を打ち切っ
ている．これは，含意条件 ht- = 15を満たすようなステートを計算する処理にお
いて，ht- · 15から ht- = 15を満たしたステートと，そこからさらに時刻が進












図 7.4: プログラム 7.1の実行結果（精度 0.5）
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図 7.5: プログラム 7.2の実行結果（精度 0.5）
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図 7.6: プログラム 7.3の実行結果（精度 0.5）
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