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This opening section of the thesis compendium outlines briefly the domain, overall 
drivers, and the motives of the research (Sect. 1.1). The quest for agility in product 
development in general and agile software development in particular is reasoned, 
leading to the specific research questions of the thesis (Sect. 1.2). The focus and scope 
of the work are then refined (Sect. 1.3). The research steps (papers) are introduced, 
highlighting the key results (Sect. 1.4). Finally, the structure of this thesis summary is 
explained (Sect. 1.5). 
1.1 Motivation  
Many modern intelligent electronic devices and equipment include more and more 
software-based functionality. For example digital cameras, mobile phones, and home-
entertainment equipment are typically such products – just to name a few. 
Furthermore, embedded software can increasingly be found in such products as 
automotive and even white goods (e.g., microwave ovens). The role of embedded 
software in future European automotive industry value creation is for instance 
expected to almost double (up to 35%) by the year 2015 (TNO/IDATE 2005; 
Tuormaa 2009). 
In addition to such mass market consumer products (business-to-customer), many 
systems products (business-to-business) are software-intensive. For example 3G 
telecommunications, digital TV broadcasting, and broadband Internet networks rely 
heavily on complex software-based components. 
New product development (NPD) companies make their business by creating and 
manufacturing those products. Notably, because of the embedded nature, many such 
companies do not necessarily appear as software-intensive organizations. 
The competitive environment of many NPD companies is nowadays dynamic and 
often increasingly turbulent (Doz and Kosonen 2008). The sources of uncertainties 
and turbulence can be manifold and intertwined, stemming from such factors as for 
example 





· organization  
· social and environmental factors 
 
Such turbulence factors affect the embedded software development functions of the 
company either directly or indirectly. Consequently, the software development faces 
not only the inherent product complexities and embedded software engineering 
technical difficulties, but also the many external business-related disturbances. The 
2 
 
unpredictable and dynamic nature of the current competitive environments of many 
NPD organizations characterized above calls for new models of software product 
development.  
Agile software development has been advocated as a prominent solution for many 
such software production problems; see for example (Highsmith and Cockburn 2001; 
ITEA 2004; Boehm and Turner 2005). Agility has also been applied in other 
disciplines facing similar business problems like manufacturing. 
 In general, agility is a capability of an organization (entity) relative to its 
environment. There is no one generally agreed definition of agility, but the essential 
characteristics are proficiency at change and responsiveness under unpredictable 
environmental conditions. As such a broad concept, agility is not unique to NPD or 
software development. We elaborate and scrutinize the concepts of agility in detail in 
Sect. 2.2.2, but for the purposes of this investigation we follow the generic definition 
by Conboy and Fitzgerald (2004): 
· “the continual readiness of an entity to rapidly or inherently, proactively or 
reactively, embrace change, through high quality, simplistic, economical 
components and relationships with its environment” 
 
Software process improvement (SPI) is the overall activity of developing the 
software production capabilities of the organization. This entails in general setting the 
strategic goals and target levels, evaluating the current capabilities with respect to the 
targets, and executing improvement activities accordingly. In particular in large 
companies the improvements could range from software engineering technical items 
up to organizational issues, relating to process improvement and organizational 
development in general. In turbulent NPD environments the improvement activities 
should continuously be adjusted with the current strategic goal alignments and 
environmental factors, which are often subject to even disruptive changes. 
This thesis investigates embedded software product development (in devices) and 
its software process improvement with respect to agility in large-scale industrial NPD 
organizational context. Agile software development on the one hand and flexible 
NPD on the other have been active research topics for some years now, and there 
appears to be even more growing interests to adopt them in the industry because of 
the fundamental changes taking place in many competitive environments. This work 
is primarily initiated at the software (project) team level, but it is subsequently 
extended towards the enterprise level organizational capabilities, and even to the 
business milieu.  
1.2 Research Problem 
There can be many possible, not always obvious software process improvement issues 
in any large NPD organization. The nature and weighting of the different problems 
and improvement areas vary across different companies depending for example their 
current contextual factors, strategic choices, and historical background (Abrahamsson 
2002; Börjesson 2006; Fugetta 2000; Humphrey et al. 2007; Liu et al. 2006; Ojala 
2006; Taramaa et al. 1998). Consequently, conceptualization and more systematic 
framing of the problem space are needed. 
3 
 
Agile software development models offer several prospective solutions to many 
software production problems. However, so far agile software development has been 
investigated mostly at a small-scale team level, but it is not well understood how it 
really works when integrated into large-scale NPD organizational context. 
Following that line of thinking leads to the overall goal of this research to gain 
deeper, holistic understanding of primarily embedded software development agility 
and its consequent SPI potential in large-scale NPD environments. Traditionally, 
those areas have been investigated separately in different disciplines, and they are not 
well understood in combination. Hence, we formulate the principal research problem 
as follows: 
 
How can agile software development be utilized in large-scale NPD context?  
 
This is a complex multi-issue problem. We approach the compound problem with 
the following research questions and viewpoints: 
1. What are the typical problems of large-scale NPD embedded software projects?  
2. What problems and goals does agile software development address? 
3. How can typical large-scale NPD problems be tackled with agile software 
development methods? 
 
From an industrial NPD organization point of view, this research problem setting 
addresses the following organizational development goals: 
(i)  recognizing and understanding embedded software project team problem areas 
and consequently process improvement items specifically with respect to agility 
(ii) understanding the relationships with the surrounding NPD organizational context 
(iii) distilling the impacts up to the NPD enterprise level 
 
The fundamental question of why to contemplate agility improvement stems from 
the industrial background of this particular research environment as described in Sect. 
3.2. The environment has many such characteristics, which are often advocated as the 
“home ground” for agile software development (major uncertainties in new products, 
high productivity/time-to-market pressures, and yet high product quality 
expectations). 
However, the product development case environment also has many such elements, 
which are often mentioned as less favorable for agile software development models: 
· large, complex product systems 
· embedded software development (mission-critical and partially real time)  
· large, even globally distributed development teams and program structures  
 
It is not clear how beneficial software development agility really is in such 
industrial NPD environments, and whether other improvement areas would bring 
more advantages. Indeed, like stated above, a general aim of this research work is to 
understand the NPD environmental and situational factors favoring or possibly 
contradicting agile software product development. Such holistic understanding would 
make it possible to exploit agile software development appropriately in order to gain 
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competitive advantages, and also to realize areas for additional improvement needs in 
context. 
Recapping, the research problem set above can be decomposed and framed like 
shown in Table 1. The Goal-Question-Metric template aggregates the essence of this 
entire research effort (Kujala 2007). 
Table 1. GQM-oriented framing of the research problem 
Element This Research  
Analyze:  (how) agile software development 
In order to: understand, rationalize, exploit (SPI) 
With respect to: benefits/costs, applicability 
From perspective of: embedded software teams 
In the context of: case NPD organization 
Because: competitive environment (needs, drivers) 
 
1.3 Research Scoping  
This research work is conducted in a large industrial product development 
organization context as defined in Sect. 3.2. The scope of the empirical research is 
thus limited to one particular industrial organization setting. This constrains the field 
of industry to one sector of telecommunications, and within that sector into a single – 
though a major one – company only. Furthermore, inside this particular large 
company environment only certain product development units/projects are covered. 
Large (more than 100 employees) industrial product development organizations are 
by nature structured into smaller work units in one way or another (Trott 2005; Ulrich 
and Eppinger 2000). The primary scope of this research stems from the software team 
level, but it is subsequently expanded towards the larger-scale NPD organizational 
levels (see Fig. 1). In particular with large complex systems products, there are 
usually multiple different software teams and also concurrent development projects 
(multiproject programs). Furthermore, with embedded software development, it is 
generally necessary to consider also the related hardware and product systems 









































Fig. 1. Organizational leveling of the research questions 
In practice, such a large multidisciplinary research problem space cannot be 
covered completely in detail in one investigation. Many sectors of this problem space 
are distinct fields of research on their owns. In particular, the following areas are 
beyond the focal scope of this thesis: 
· embedded software engineering (design) technology (e.g., CASE) and tools 
· other NPD disciplines than electronics (e.g., industrial design, mechatronics) 
· product innovation (e.g., UCD, open sourcing) 
· general large-scale organizational management (e.g., financing, communications, 
subcontracting, multisite structures) 
· organizational culture (ideology) and dynamics (behavior, ecosystems), people and 
social factors (e.g., wellbeing, motivation, rewarding) 
 
In general, the intention of this thesis work is not to provide particular case-specific 
evidence of how beneficial agile software development can be nor how exactly in 
practice it can be implemented (deployed) in real-life organizations. The practical 
realization of the changes and improvements is thus mostly outside the scope. The 
research design (Chapter 3) takes this intentional scoping into account. We discuss the 
impacts of these practical constraints and limitations in Chapter 5.  
1.4 Overview of the Thesis 
The conclusions of this research work derive from the longitudinal stream of process 
improvement studies reported in the research papers I-VI (see pp. vii). The stream 
follows the decomposed research questions (1-3) and viewpoints stated in Sect. 1.2. 
We began by exploring the overall problem space of embedded software product 
development (Research Paper I). This investigation resulted in problem and 
uncertainty profiles of individual software project teams.  
Based on the project problem profiling, certain problem areas calling for new 
solutions were selected for further studies. One of the reflections is that knowledge 
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management is an intrinsic part of embedded software product development, although 
the formal term ‘knowledge management’ is not always underlined. We therefore 
focused first on the problems of managing knowledge and information at the software 
team level (Research Paper II). This work produced certain practical tools to address 
the information and knowledge management needs of embedded software product 
development projects. 
The problem-based project management perspective and the specific but partial 
solutions with the knowledge management area (Research Paper II) led to the insight 
that also more comprehensive and overarching project steering solutions would be 
needed in uncertain environments. This line of thinking brought up the idea that a 
fundamental part of software product development and project management is the 
life-cycle model. There are many different software development process models 
proposed over the past few years. In general, each software process model addresses 
certain decision (problem) areas of software projects, and the project organization 
must select an appropriate model in the particular project context. Our next research 
question was therefore to compare and contrast systematically certain software 
process models with respect to how they address certain key areas of embedded 
software product development (Research Paper III). This work is partially based on 
the knowledge gained with the project problem profiles (Research Paper I). 
Those problem-based investigations brought up the question of whether agile 
software development models could be an effective solution path. We therefore 
developed the software process comparison (Research Paper III) further to focus more 
on agile software process models (Research Paper IV). We discovered that agile 
software process models address certain problem areas more effectively than the 
compared traditional models. This is in particular under uncertain development 
conditions when the project steering tactics are based on frequent adjustments and 
feedback-driven development cycles. On the other hand many larger-scale 
organizational areas are beyond the scope of the current agile software development 
models. Consequently, we directed the research work towards those concerns, and 
delved into NPD agility in more general. 
An important part of process improvement (SPI) efforts is not only to develop 
point solutions but also to understand the cost/benefit factors of improving the 
organizational capabilities and requisite enabling factors. For instance efficient 
knowledge management (Research Paper II) is typically one of the key enablers of 
building such capabilities. Consequently, there is a need to analyze the realizable 
benefits and associated costs of agile software development solutions. We therefore 
examined next certain general cost models of agility in respect of software product 
development (Research Paper V). The findings and observations indicate that agile 
software development should be matched with the overall NPD performance goals of 
the organization in terms of the cost-effectiveness and agility. System-level value 
stream mapping is one way of doing this in practice. 
Finally, by understanding the needs and drivers of agility (Research Paper I-III) 
and the insights gained with the solutions (Research Paper IV) coupled with the cost 
analysis (Research Paper V), it becomes obvious that in large organization 
environments it is not enough to work at the software project team level alone. A 
more comprehensive agile perspective is thus needed up to the NPD enterprise level 
to realize the full benefits at the team level (Research Paper VI). 
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In summary, by synthesizing the different findings of all the research steps and 
inferring the conclusions, the main contribution of this thesis is the realization that in 
large-scale industrial NPD context beneficial agile software development requires a 
holistic view considering not only the software engineering function, but also the 
related product engineering functions together with the overall business model of the 
organization. Notably there is an intentional cross-discipline perspective (even 
“boundary spanning”) here. 
While agile software development has been investigated actively over the past few 
years independently mostly at team-level, the cross-functional combination with the 
NPD discipline is to our knowledge an under-researched area. This thesis attempts to 
fill that gap. 
1.5 Structure of the Summary 
The rest of this thesis compendium is structured as follows. Following this 
introductory Chapter 1, Chapter 2 surveys the previous published work highlighting 
the knowledge gaps. This grounding begins with an overview of contemporary new 
product development concepts in general, and modern flexible NPD models in 
particular. The role of software production within the NPD context is then scoped. 
Agility in NPD and agile software development are defined. This exploration justifies 
the research problem, and rationalizes the research aims of the thesis.  
Chapter 3 explains the research design. The constructive research approach is 
explained with the connections to the industrial case environment. The research rigor 
and criteria are set. 
Next, Chapter 4 presents the detailed results and findings of the research. The 
presentation is organized following the research questions, and the individual research 
papers I-VI are linked accordingly. The main research problem can be answered by 
combining and synthesizing all the stepwise results. 
The results section is followed by analysis discussion in Chapter 5 further 
elaborating the answer to the research problem. The related research literature and the 
targeted knowledge gaps are contrasted. The overall research work of the thesis is 
then scrutinized, and the quality is assessed. Moreover, certain inferred implications 
and recommendations are presented. Due to the interdisciplinary nature of the 
research problem, the implications are also manifold considering both theory and 
practice. 
Finally, Chapter 6 summarizes the contributions of the thesis. The research work 




2 Theoretical Framing and Foundations 
This literature-based background section reviews the key concepts of the thesis 
research field and surveys the prior published research work. Based on that 
exploration, the knowledge gaps can be highlighted and the research questions of the 
thesis set in Sect. 1.2 can be put into appropriate context and grounded to the 
knowledge base. 
The review begins with a general overview of software-intensive NPD in (large-
scale) organizational context (Sect. 2.1). There are many related business competence 
knowledge areas (e.g., marketing) and disciplines. It is important to realize the overall 
positioning and interdependencies, although most of them are beyond the scope of 
this thesis. The basic NPD concepts are then explored in more detail. Typical NPD 
project success factors are surveyed. The conventional models have evolved towards 
modern flexible NPD processes for uncertain and turbulent conditions. Finally, 
software development in this NPD context is characterized. 
Following the development of general flexible NPD models, agility is featured 
(Sect. 2.2). The concepts and principles are first reviewed generally in different 
disciplines. NPD agility can then be reasoned. This is continued with the overall 
approaches to develop agile capabilities in (large-scale) organizational environments, 
taking into account typical obstacles observed in practice. 
Agile software development as currently known and typically practiced is then 
examined (Sect. 2.3). The linkage to NPD is established. Organizational adoption of 
agile software development methods is discussed.   
Finally, the research rationale of the thesis is shown based on the above ground-
work (Sect. 2.4). The new research is connected to the prior scholarship and research 
streams.  
2.1 Flexible Software-Intensive New Product Development 
In order to be able to realize the nature of the software development problem space in 
large-scale NPD context, it is first necessary to understand the basic technology-
independent principles and concepts of new product creation (Sect. 2.1.1). On that 
basis it can then be seen, which factors are typical keys to successful NPD projects in 
traditional business environments. However, many modern competitive environments 
are much more uncertain, requiring more advanced NPD models (Sect. 2.1.2). 
Following that groundwork, the nature and problems of embedded software 
development in the modern NPD environments can be comprehended (Sect. 2.1.3). 
2.1.1 Overview of NPD Competence Area 
It is first instructive to view new product development in the total business 
competence knowledge space (2.1.1.1). The traditional basic NPD process models are 




2.1.1.1 Knowledge Space 
This primary field of study of this research is software engineering. However, in 
particular in large NPD organizational context, there are several other related 
disciplines.  
Industrial product development can be defined as the commercial exploitation of 
market needs and opportunities with new products utilizing the available 
technological possibilities (Krisnan and Ulrich 2001). It is important to understand in 
general how embedded software development relates to them in order to be able to 
achieve comprehensive competitive advantage improvements. Notably in some cases 
the main focus the improvement actions should actually be set outside the software 
development function.  
It is therefore essential to understand the nature of the product development 
(including software) and the related discipline functions in the organizational context, 
such as business and strategy management, collaboration, and innovation (Nambisan 
2003; TEKES 2006). Those competences4 together make up the organizational 
capabilities providing competitive advantages for the NPD organizational entity. 
However, it is not generally agreed what all areas comprise business competence, and 
the definitions vary (Näsi and Neilimo 2006). The competitive advantages and the 
required capabilities are relative to the particular competitive environment of the 
organization or unit (Chakravarthy 1997). 
There are several general schemes to organize this body of knowledge. For 
instance Day (1994) develops a framework of market-oriented organizational 
processes. He views the NPD function as a spanning process like illustrated in Fig. 2. 
The key point is to see market-orientation as the total focus of the entire organization, 
and the role of the NPD function in the network of the interrelated functions. 
However, this overall model needs to be refined for the purposes of this thesis in 
order to understand the intrinsic factors and interdependencies of software-intensive 
NPD. 
                                                        
4  The terminology of competencies and capabilities is not clear-cut in the extant literature. The 
terms are sometimes used interchangeably. In this thesis, the term ‘competence’ is defined to 
mean the know-how of conducting different functional operations. Consequently, the term 
‘capability’ means here the ability to utilize the competencies. This aligns with the recent 
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Fig. 2. NPD competence positioning (Day 1994) 
In general, products and their development can be examined from different 
perspectives, such as marketing, organizations, engineering design, and operations 
management (Krisnan and Ulrich 2001). The NPD process area can further be 
categorized in different ways varying in scope and primary viewpoints. Software 
engineering can then be regarded as one technical discipline in the NPD context.  
Notably the different bodies of knowledge are currently not clear-cut, but they are 
partially overlapping and intertwined. For example, the software engineering 
discipline utilizes general project management knowledge. In the general-purpose 
project management knowledge and practices software development is a particular 
application area technical element, and new product development is a management 
specialization (PMBOK 2004 / Ch. 1.4). 
2.1.1.2 Basic Models 
The basic purpose of industrial product development is to create either completely 
new products, or enhance and improve the existing ones (Smith and Reinertsen 1998; 
Trott 2005; Ulrich and Eppinger 2000; Wheelwright and Clark 1992). Nowadays 
product development offerings are increasingly often combinations of tangible 
components coupled with various intangibles providing ‘total solutions’.  
Product creation process models are intended to guide the development of such 
new products. They are in particular for coordination and steering purposes. Fig. 3 
illustrates a traditional, sequential product development process model (Ulrich and 
Eppinger 2000). In this system development management model view the product 
software construction is a part of the detailed product design, together with the 
hardware engineering and other technology-dependent activities. Typically they 























Fig. 3. Basic general-purpose new product development process model 
There are different types of product development projects. Typically the following 
four generic types are distinguished (Wheelwright and Clark 1992): 
· research and advanced development 
· radical breakthroughs 
· platform (next generation) development 
· derivatives (enhancements and improvements; e.g., cost reduction versions) 
 
Considering new products, it is important to realize that the ‘newness’ is relative to 
the particular NPD company and the competitive environment. From that point of 
view, product developments can be (Trott 2005; Ulrich and Eppinger 2000): 
· new-to-the-world (fundamentally new products) 
· new-to-the-firm (new product lines, platforms) 
· additions to the existing product lines (derivatives of existing product platforms) 
· incremental improvements and revisions to the existing products (e.g., cost 
reductions) 
 
Basically the product and project types follow from the company strategy. 
Typically in large NPD organizations there are multiple development projects of 
different types active concurrently, depending on the company product portfolio and 
future strategic intents (Benko and McFarlan 2003; Davis 2002). Some companies 
make strategic choices of avoiding new-to-the-world developments (disruptive 
innovations) requiring risky, possibly heavy investments for years until profits can be 
gained (Deloitte 2007). Depending on the product portfolio, different types of 
uncertainties and risks involved must be taken into account at different stages (Davis 
2002). All this calls for proactive NPD strategies balancing the short-term business 
pressures and long-term growth paths (Kotler et al. 1996; Nakano 2007; Scinta 2008). 
Overall, it is illuminating to understand how the basic role of organizational NPD 
(R&D) has evolved over the years in general starting from separate corporate research 
laboratories towards cross-functional integration of marketing, manufacturing, and 
eventually networking across different organizations (Augier and Teece 2007; 
Nambisan 2003; Nobelius 2004). However, in many cases it is still sensible to 
distinguish between pure research-oriented activities and efficient execution of 
commercial product development efforts.  
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2.1.1.3 Success Factors 
In order to analyze comprehensively how successful software development can be 
realized in NPD contexts, it is first necessary to understand the overall success factors 
of NPD operations. This contextual perspective makes it then possible to see the 
possibilities of agile software development models in NPD organizations.  
In general, determining successful NPD efforts is non-trivial. Basically, successful 
new product development comprises the following (Trott 2005): 
· developing right products at the right time (product innovation management) 
· developing the products right (product development process) 
 
Product development performance can be measured from multiple viewpoints 
typically in terms of product quality, development cost and development time 
(Mäkelä 2008). Such performance indicators are for instance product technical 
performance, innovativeness, cost (design and production), service level, lead time, 
and market “fit” (attractiveness) (Krisnan and Ulrich 2001). 
In commercial industrial NPD contexts the ultimate success is usually defined in 
terms of financial performance (Brown and Eisenhardt 1995; McGrath 2004). Fig. 4 
illustrates the type typical overall cost structure of NPD projects (Ulrich and Eppinger 
2000; Chillarege 2002; Porter 1993). The future sales determine the overall financial 
success in the long run, which in some NPD cases can only be seen after several years 
(NPV). A typical traditional measure of NPD financial performance is the share of 
profits and sales accounted for products introduced within the last (5) years (Kotler et 














Fig. 4. Basic NPD return-of-investments flow 
However, with more complex NPD product and project portfolios, the combined 
financial performance figures are not always so straightforward to analyze (Benko 
and McFarlan 2003; Davis 2002). For instance there may be market and technology 
probing projects and next-generation platform developments, where the overall 
success effects for the entire NPD company in the long rung is more difficult to 
amortize. Many NPD companies operating under fierce business conditions attempt 
thus to shorten the new product development cycles (“time-to-cash”).  
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It is also important to realize that success can be measured at different levels of a 
large NPD organization. Success at the product development project level does not 
necessarily result in long-term business success at the company level. All and all this 
is about value engineering (Lindstedt and Burenius 2003; Raivio et al. 2006). 
Ultimately this leads to the question of how ‘success’ is defined, and what makes a 
high-performance company (Atkinson 1999; Kirby 2005). 
Over the years there have been numerous research investigations about the success 
and failures of NPD efforts. A seminal, yet still much applicable summary of the 
published NPD success factor research is the one by Brown and Eisenhardt (1995). 
Regarding the research problem of this thesis, the most insightful part of the survey is 
its proposition for an integrated model of different factors affecting the business 
performance of the NPD organization as a whole – in particular the NPD process 
performance (lead-time, productivity), NPD team process, and the product fit with the 
market needs.  
More recently for instance Ernst (2002) compiles an extensive survey of empirical 
research results of NPD success factors. They use five main categories – notably 
including organizational and cultural factors: 
· NPD process 
· organizational aspects of NPD 
· cultural aspects 
· role and commitment of senior management  
· NPD strategy 
 
Table 25 (Appendix) presents a literature summary of typical NPD success/failure 
influencing factors in different industries (including the surveys discussed above). 
Notably the studies conducted by Cooper and Kleinschmidt over the years are 
instrumental here. While there are no straightforward answers to what is a ‘right’ 
product or an ideal product development process model, certain key success factors 
have been advocated frequently time and again by many different studies. Those 
include in particular (early) customer involvement and market sensing, collaborative 
cross-functional teamwork, adaptive situational processes, trust-based project 
leadership (culture), and supportive senior management commitment. 
As a conclusion, it is important to realize that, in general, successful new product 
developments require typically combined efforts of many different parties in large 
organizations (“total-company effort”) (Kotler et al. 1996). The different factors stem 
from many sources of the NPD process, technology, and organization. In particular, 
the co-operative interplay between the marketing/sales and R&D functions is one of 
the common keys to success (Day 1994; Souder and Moenaert 1992). However, often 
people factors are underlined as the single most fundamental source of advantage 
(Cohan and Unger 2006; Liker 2004; Takeuchi and Nonaka 1986).    
McGrath (2004) sees that the main focus of NPD management (“mega-trend”) has 
evolved over the past decades from basic successful product development project 
management to time-to-market reduction, and more recently to overall R&D 
productivity emphasis. However, it is important to realize that this is context-
dependent, and in large NPD organizations different product development projects 
may have different performance drivers over the product life-cycles (Chillarege 2002; 
Tyrväinen et al. 2004). Often there is a subtle balance between short-term 
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productivity gains and the long-term success of the product development (Mintzberg 
2007). Organizational R&D capability investments create potentially future earnings 
(Nakano 2007). 
It is beyond the scope of this thesis to analyze all NPD success influencing factors. 
Furthermore, currently there is no common agreement on what all factors are really 
influential, and the theoretical frame working is diverse. However, for the purposes of 
this research work, it is necessary to realize how the software product development 
function interrelates to the overall NPD success, in particular with respect to 
flexibility (Sect. 2.1.2) and agility (Sect. 2.2). 
2.1.2 Flexible NPD Concepts 
New product development is inherently uncertain in many modern competitive 
environments (2.1.2.1). In such cases more flexibility is needed for successful project 
conduct, and the basic NPD process models need usually to be replaced by more 
flexible ones (2.1.2.2). 
2.1.2.1 Uncertainty 
The very nature of NPD entails uncertainties and risks. The two main categories of 
uncertainty are usually the product and/or process technology and market risks. While 
technical uncertainties can often be managed to a large extent with conventional 
engineering management techniques, business risks are often much more subtle to be 
coped with successfully, requiring multidisciplinary techniques and cross-functional 
knowledge (e.g., weak signal interpretation). This is particularly relevant in modern 
turbulent business environments, where market uncertainties are often more 
dominating failure factors than technical risks (Smith and Reinertsen 1998). 
In general, a turbulent competitive environment is characterized by high 
complexity and high change rate (Chakravarthy 1997). For instance MacCormack et 
al. (2001) define uncertain and dynamic product development environments as such 
in which market and technology evolutions are unpredictable and happen rapidly. In 
general, such uncertainties stem from the following main areas: 
· What product to develop (concept, features) in order to maximize the current 
market/customer value and development investments? 
· How to design and implement it accordingly (technology, processes, people)? 
· environmental circumstances (organization internal and external competitive 
environment) 
 
It is furthermore possible to distinguish between the degree of uncertainty ranging 
from small variations to foreseen and unforeseen uncertainty, and even to chaos (De 
Meyer et al. 2002). Different types of uncertainties call for different types of product 
development project management tactics – possibly even questioning the very 
purpose of the project (Atkinson et al. 2006). Traditional project risk management 
techniques must then be extended towards more intrinsic project uncertainty 
management (Charette 1996; Smith 2007). Discovery-driven planning acknowledges 
the premise that in uncertain business environments the planning assumptions are 
often not stable, and they must be systematically stated and revisited throughout the 
execution while new information and feedback is received (McGrath and MacMillan 
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1995). This is one of the key premises in flexible and agile software development 
models. 
Notably the degree of uncertainty varies typically between the different areas of the 
product creation (for example, high market uncertainty but low technical uncertainty). 
It is therefore important to understand the uncertainty profile of the specific NPD 
project context, and how it evolves over the life-cycle (Chillarege 2002; Davis 2002; 
Little 2005; Royce 2005). Moreover, different elements of large, complex products 
face often different types and levels of uncertainties over time. 
Most of those sources of uncertainties, trends (e.g., globalization) and changes in 
industrial NPD environments have actually been anticipated already for some decade 
ago (Wind and Mahajan 1997). In particular it has been recognized that there is a 
growing need for new NPD approaches to cope with discontinuous changes and 
uncertainties in many competitive environments (Eisenhardt and Brown 1998; Iansiti 
1995; Smith 2007). 
2.1.2.2 Flexibility 
The traditional basic NPD process model described in Sect. 2.1.1.2 is relatively well 
understood in stable, predictable environments. However, under turbulent conditions 
with considerable uncertainties and frequent, even disruptive changes, the basic 
sequential planning and execution premises are often not so successful, and more 
flexible ways of conducting the NPD work are needed. 
Currently there is no one standardized definition of ‘flexibility’ in NPD. It can be 
addressed from different perspectives and at different levels. Consequently there is no 
one agreed measure of NPD flexibility. For instance Upton (1994) characterizes 
flexibility (in manufacturing) in abstract terms as the ‘ability to change or react with 
little penalty in time, effect, cost or performance’. Likewise, Smith (2008) underlines 
the ability to make (even late) changes without excessive ‘disruptions’. One possible 
general formulation of flexibility in NPD is to define it in terms of the cost and time 
of making (late) changes and/or corrective actions (Verganti 1999). One proposed 
metric is the (incremental) economic cost of modifying the product (Krisnan and 
Ulrich 2001). 
In general, flexibility in NPD can be realized in multiple dimensions and at 
different levels including flexible products (both design and use), flexible NPD 
project and process models, organizational flexibility, and even the company strategic 
flexibility. For example product platforms and mass customization are typical ways of 
enabling flexibility with a variety of product combinations (Anderson 1997; Männistö 
2000). This thesis focuses on the product creation processes in general. 
It is important to realize what creates the flexibility enabling internal process 
capabilities, and how those capabilities are utilized externally for competitive 
advantages (Upton 1994). The basic constraint of flexibility in the traditional 
sequential NPD process (Fig. 3) stems from the early product concept definition, 
which is not supposed to be changed during the downstream development (Iansiti 
1995). The “fuzzy” front-end has often been pointed out as one of the main root-
causes of NPD project problems and failures due to uncompetitive/inappropriate 
product concept or feature selection and/or slow start of the actual design work 
(Nobelius and Trygg 2002; Rautiainen et al. 1999; Smith and Reinertsen 1998). 
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The principal solution to such inflexibility of the traditional sequential product 
concept freezing followed by the fixed implementation and market introduction is to 
allow the product definition (concept) to evolve concurrently with the actual product 
implementation like illustrated in Fig. 5 (Iansiti 1995). Further and more current 
information can thus be incorporated. It is then possible to define the responsiveness 
of the NPD process as the time delay (Development Lead Time) between the market 
introduction and the last moment of accepting changes (Concept Freeze).  
The key difficulty with such overlapping is in general the increased complexity of 
managing the work, since the incoming new information of the initial product 
definition may affect the work already done and the subsequent planning. The product 
development functions should then be prepared for accommodating changes in 





























Fig. 5. Flexible product development process principles (Iansiti 1995) 
The choice between a basically linear and more flexible concurrent NPD process 
models should typically be strategy-based following the environment-specific drivers 
for flexibility (Treacy and Wiersema 1995). Usually it is not reasonable to attempt to 
strive for maximum flexibility in all dimensions (Thomke and Reinertsen 1998). 
Identifying early the critical project uncertainties and preparing how to handle those 
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criticalities with reaction capabilities guide necessary planned flexibilities (Verganti 
1999). The competitive environment moderates the needs for flexibility in different 
areas. It is thus important to understand, where and when the NPD organization needs 
in particular 
· predictable and straightforward project execution (operational efficiency) and/or 
· abilities to accommodate new midcourse information and make changes. 
 
NPD process acceleration has got considerable attention over the past years 
(Eisenhardt and Brown 1998; MacCormack et al. 2001; McGrath 2004; Rauscher and 
Smith 1995; Smith and Reinertsen 1998). Product development speed is coupled with 
flexibility in many interrelated ways (Smith and Reinertsen 1998). Fast product 
development cycle times make it possible to adapt more quickly to customer/market 
changes and technological developments. Moreover, if the product development lead 
time is short enough, there may be less needs for making changes altogether during 
the development period. 
There are two general principles of accelerating product development: compression 
models (c.f., Fig. 5) and experiential models (Nambisan and Wilemon 2000). Often in 
stable, predictable environments compression models are suitable while in uncertain 
environments flexible experiential models are more effective (Eisenhardt and Tabrizi 
1995). This is also one of the key premises in agile software development. However, 
in addition several organizational and environmental factors affect the effectiveness 
of the acceleration methods and their suitability.  
Another dimension of flexibility is at the NPD management level. The NPD 
flexibility can be increased by maintaining a balanced project portfolio supporting 
both the current business strategy setting as well as anticipated future strategic 
scenarios (Raynor and Leroux 2004). The latter perspective is in particular important 
in turbulent competitive environments (Brown and Eisenhardt 1998; Chakravarthy 
1997; Johnson et al. 2006). 
NPD flexibility can also be viewed from the overall organizational perspective. 
The flexibility of the NPD is interrelated with other strategic flexibilities in large 
organizations. It is therefore important to understand the effects of the NPD flexibility 
across the entire value chain (network) of the company – even extending beyond the 
company boundaries (Goldman et al. 1995; Raivio et al. 2006; Worley and Lawler 
2006). For instance supply chain flexibility is often closely connected to it (Kaipia 
2007; Vehtari 2006).  
The research stream of firm strategic dynamic capabilities has got growing 
interests during the past few years (Mäkelä 2008; Wang and Ahmed 2007). The 
works by Sanchez are foundational here (Sanchez 1995; Sanchez and Mahoney 
1996). According to their view, high resource flexibility allows to utilize the product 
development resources for alternative purposes with rapid and low-cost reorientation, 
while high coordination flexibility makes it possible to take an advantage of such 
flexible resources. However, they do not prescribe how to realize such organizational 
advantages in practice.   
Haeckel (1999) advocates likewise a model of an adaptive enterprise based on 
dynamic sense-and-respond capabilities. Again, there is no prescription for 
implementing such a conceptual model in reality, though. Worley and Lawler (2006) 
emphasize the people factors in such organizational capabilities. 
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Notably in large NPD organizations the flexible organization view can be 
considered as a hierarchical pattern with internal customers (Haeckel 1999). There 
may then be some more stable internal subfunctions where less adaptation is needed 
although the organization as a system is flexible (Sanchez and Mahoney 1996). 
Table 26 (Appendix) summarizes various literature suggestions and findings about 
flexible NPD (including the ones discussed above). Interestingly, one of the early, 
highly influential and often-cited investigations of rapid and flexible new product 
development was published already some 20 years ago by Takeuchi and Nonaka 
(1986). This is because the investigation addressed technology-independent elements 
of NPD organization and management. Consequently, they are still valid to a large 
extent. However, the recent development of many IT-based solutions (e.g., virtual 
prototyping) has made it possible to achieve fundamentally more flexibility in many 
phases of the NPD process, though (Nambisan 2003). 
It is beyond the scope of this thesis to elaborate all those factors more extensively. 
The concluding point is to realize that, in general, flexibility and speed in NPD 
depend on many interrelated factors. Usually no single element or “best practice” is a 
key solution, but mutually enforcing different organizational, process, technology, 
and people factors are typically combined and balanced. 
2.1.3 Software-Intensive NPD 
Software development is an increasingly important part of the creation of many 
modern new products (2.1.3.1). In such product environments embedded software 
engineering is typically a core competence for successful product creation (2.1.3.2).  
2.1.3.1 Product Creation and Software Development 
Software development relates to new product development at different levels 
depending on the role of the software in the products. In general, the outputs of 
industrial software production can be categorized as pure software products (stand-
alone), customized software, and embedded software (Hietala et al. 2004). However, 
it is useful to realize how much software development is done in different industrial 
organizations in addition to specialized software product companies (Tyrväinen et al. 
2004). In particular, embedded software production (in devices but also increasingly 
in services5) is a major activity for instance in the telecommunications industry. 
Consequently, software engineering can be one of the component disciplines of the 
larger product creation process (see Fig. 3), or the entire NPD process is about 
software production.  
Basically all that is said about NPD processes in Sect. 2.1.1 and Sect. 2.1.2 applies 
to software product development as well, but the intrinsic factors of software put 
weight on specific process key areas. However, such technology-independent factors 
as early customer involvement and systematic product architecture design are keys to 
success (MacCormack 2001).  
In practice many industrial software product development set-ups may be even 
much more complicated. A complex software-intensive new product is typically 
                                                        




created as a series of embedded software and hardware releases. For example, large 
telecommunications system products may be under development for several years. 
Such a continuous development streaming stretches the traditional concept of 
software projects (Koskela and Howell 2002; Levine 2005). For instance the 
following additional technical and organizational factors are typically involved in 
large-scale software-intensive NPD organizations: 
· different (even asynchronous) development time-schedules for the product 
software and hardware parts (e.g., hardware development started first without 
related software development) 
· externally furnished components (software and hardware) 
· product software and/or hardware configurations compatibility constraints  
· legacy systems and components 
· software and hardware platform developments 
· multiple parallel product lines (product portfolio) 
· existing customer bases and product installations 
 
Software product development productivity is a general strategic concern in many 
current industrial sectors in general (Baskerville et al. 2006). At the same time the 
complexity of software-intensive product development is often increasing in many 
dimensions (ARTEMIS 2006; ITEA 2004; ITID 2008; Nidiffer and Dolan 2005; 
Rauscher and Smith 1995). Those factors introduce new challenges for success. The 
key issue is to realize the role of the software development in the total product 
development value chain over time (Raivio et al. 2006). In particular, there are often 
extensive needs to transfer knowledge both spatially and temporally (Büchel 2007). 
Over the years there have numerous research investigations about general software 
product development project success/failure factors and risks. However, the NPD 
context is much more sparsely studied. 
One of the seminal investigations of large-scale industrial software product 
development problems (including embedded software) was conducted by Curtis et al. 
(1988) already in late 1980s. A key conclusion was that large software development 
problems are much about learning, communication, and negotiation between different 
stakeholders with different knowledge domains. Interestingly, they stem from 
organizational dynamics and management structures, which have not fundamentally 
changed since the time of that field study. 
Table 2 summarizes typical software-intensive NPD success factors discussed 
above. In addition, what is known about software project successes and failures in 
general is also relevant here – see for example Smith (2001), Sommerville (2001). It 
is beyond the scope of this thesis to cover all such factors in more detail, however. 
Sufficient to conclude that the NPD context brings the business dimension into 
specific consideration.    
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Table 2. Representative software NPD success/failure factor findings (chronological order) 
Publication Influencing Factors Success Criteria 
(Curtis et al. 
1988) 
NEGATIVE: 
· thin spread of application domain knowledge  
· fluctuating and conflicting requirements  
· communication bottlenecks and breakdowns 
POSITIVE: 
· exceptional designers (system-level thinkers 
with good communication and coordination 
skills) 
· managing learning (in particular when major 
changes in the application area, technology) 
· not formalizing (requirements) specifications 
until the major uncertainties have been reduced; 
negotiation and coordination processes for 
resolving requirements conflicts 
· organizational communication channels 
between the customers and developers, and 
between successive project teams; informal 
communication networks 





· early release of the evolving product to 
customers 
· frequent (daily) incorporation of new software 
code (new information) and rapid feedback on 
design changes 
· project teams with broad-based experience of 
developing multiple projects 
· investments in the product architecture design 
product quality (reliability, 
technical performance, 
breadth of functionality) 






· time-to-market compression demands 
· ambiguous and fluid requirements 
· changing environment  
· insufficient programmer productivity 
· lack of design time and experience 
POSITIVE: 
· concurrent development with frequent releases 
· customer involvement and prototyping 
· structured architecture  
· efficient tools and reusable components 
· tailored methodology with right team expertise 
quality, cost, and 
development speed balanced 
 
Section 2.1.2 explores flexible NPD in general. The same principles can to a 
considerable extent be applied also for the software parts of products, with the 
additional inherent flexibility of software. Notably for that reason many modern 
product designs allocate more and more functionality into the embedded software 
components (Tuormaa 2009). This increases the overall flexibility of the product 
system design, but puts even more emphasis on the flexibility requirements in the 
software development (Turner 2007). Two key points are then the last change to the 
architecture (conceptual changes), and the last change at the module level (feature 
changes) (MacCormack and Verganti 2003). 
Most of the currently advocated approaches and practices for flexible software 
product development have actually been known for years (Larman and Basili 2003). 
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However, the current trends in many competitive environments and organizational 
business models (e.g., networked product development) on one hand, and the modern 
software development and IT tool advancements on the other have recently made 
them more and more attractive (McGrath 2004). Every NPD organization should 
nowadays consider the influence of Internet to their business and products on the one 
hand (e.g., Open Innovation), and the fundamental nature of software development 
enabled by even global networking (e.g., Global Software Development) on the other 
(Baskerville et al. 2006; Yourdon 2002). 
Table 3 highlights the key literature viewpoints and findings of flexibility in 
software new product development. It is typically achieved essentially with the same 
basic principles as in NPD processes in general (c.f., Table 26, Appendix). 
Table 3. Representative approaches to flexible software NPD (chronological order) 
Publication Approaches Potential Benefits 




· evolutionary systems development 
and delivery in short (even 1 week) 
and small (some 2% of the total 
budget) value-based increments 
· continuous learning and adjustment 
of the goals according to the current 
needs and feedback on delivered 
increments 
Focuses on current most valuable 
delivery goals; rapid adjustments with 
constant feedback; no excessive budget 
overruns (visibility)  
 
Assumes quantifiable systems goals, 
expecting good systems engineering 




· swift strategic decisions 
· small product teams, authorized to 
make decisions for their products 
· leveraging external resources to 
compensate in-house capabilities 
(e.g., beta-testers, open source)  
Closely following and even influencing 
the customer expectations and market 
trends; Maintaining “small-company” 
flexibility and creativity in large scale; 
Balancing internal resource bottlenecks 
with external resources. 
lack of coordination between different 







· investments in architectural design 
· earlier feedback on product 
performance from the market  
ORGANIZATION: 
· development teams with greater 
amounts of “generational” (system-
level) experience 
 
Closer match with the evolving 
requirements; Dedicated architecture 
work can maximize the product 
performance and support flexibility. 
 
Overlapping: Need to start detailed 
design before the product architecture 
is completed; Need to start integrating 






· analyzing the sources and levels of 
project context-specific uncertainty 
(new design work and markets) 
· matching the development process 
model (practices supporting 
flexibility) accordingly to address 
the uncertainties (contingent view)  
Investments in architectural design, and 
early technical and market feedback are 
associated with better performance of 
projects facing high uncertainties. 
The cost of increasing the flexibility 
(e.g., developing a highly modular 
product architecture) should be 
weighed against the potential gains of 
such options. Building the flexible 
capabilities may require significant 
long-term efforts (proaction). 
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Publication Approaches Potential Benefits 




· defining explicit flexibility 
requirements for certain parts of the 
software system to accommodate 
future information and/or late 
changes 
 
Allows the software development to 
proceed with incomplete and unstable 
information. 
Requires careful architectural design 
decisions identifying the critical 
flexible parts. May lead to trade-offs 
and compromises with other product 





· flexible development models 
(incremental, evolutionary, agile) 
Promote continuous dialogue between 
the customers and the software 
developers. 
Requires competent clients. 
(Subramaniam 
and Hunt 2006) 
TECHNOLOGY, PROCESS: 
· avoiding making premature 
irreversible commitments to new 
technologies (in case of 
uncertainties) 
Keeps change options open.  
May delay development decisions 
unnecessarily. Requires understanding 
of the technology development 
maturity.   
 
Overall, interdisciplinary organizational studies of NPD software development are 
still dispersed. There is no clear research stream, and the publications are diverse 
(Glass et al. 2004). However, recently the concept of firm dynamic capabilities has 
gained considerable attention also in the software development context (Aramand 
2006; Kivelä 2007; Mathiassen and Vainio 2007; Mäkelä 2008). 
2.1.3.2 Embedded Software 
A fundamental characteristic of embedded system product development is its 
multidisciplinary nature. Software engineering is then one of the component 
disciplines, while systems engineering brings the different elements together as a 
complete product design (Leppälä et al. 2005). In principle, it is about integrating 
software computing models, the target hardware execution limits, and the system 
environment constraints (e.g., response time) into a coherent realization (Henzinger 
and Sifakis 2006). 
Such industrial embedded software new product development entails certain 
inherent difficulties compared to other software production categories (Sect. 2.1.3.1). 
They stem typically from the complicated dependencies with the environment and the 
target hardware: 
· The customers (users) do not usually perceive the software part as a such, but they 
action with the combined hardware/software product. Consequently, the customer 
requirements do not necessarily address the software directly. 
· With business products (B2B) and deeply embedded systems there may be 
different levels of  users/customers (B2B2C). The software solutions may not be 
equally visible at every level – if at all (e.g., telecommunications network systems). 
· There may be critical non-functional system requirements pertaining for example 
real-time performance and reliability. 
· The technical requirements for the software include often a complex set of 
interfaces to external systems and to (proprietary) hardware devices. The external 
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system requirements may be defined by international technical standards (which 
could be subject to change or still under development). 
· The software implementation is often constrained by the target hardware resource 
limitations (e.g., processing power). 
· The target hardware platform may consist of various computing, peripheral, and 
interface units often realized as a distributed system. 
· The software testing in the target hardware environment may be complicated, 
requiring special-purpose laboratory set-ups, auxiliary measurement devices, etc. 
· The software part may have to support in addition to the actual customer 
functionality various internal hardware testing functions for instance for field 
testing and hardware manufacturing purposes.  
· If the target hardware is under concurrent development with the embedded 
software parts, the software development may have to be started with incomplete 
hardware specifications, and the early testing phases may have to be done with 
prototype hardware. 
· It is not unusual that some target hardware design defects are discovered late, 
requiring additional software workarounds. 
 
A recent European investigation indicates that there appears to be considerable 
gaps between the theoretical research advancements of embedded software 
engineering and the industrial practice in many sectors (Graaf et al. 2003). The key to 
industrial embedded software NPD success is to be able to develop such technically 
complex and large products with high business productivity and quality (Sifakis 2007; 
Solingen 2002). One of the key challenges is then to develop flexible software 
process models integrated with the systems and hardware engineering design flows 
(ITEA 2004; ITID 2008; Rauscher and Smith 1995).  
A long-term vision is to have systematic end-to-end product development 
processes and tools for complex software-intensive and embedded systems taking into 
account industrial business drivers and constraints (ARTEMIS 2006). Sufficient to 
conclude here that embedded software development expands the software engineering 
technical dimension while the NPD context (Sect. 2.1.3.1) emphasizes the business 
dimension. 
2.2 Agility in Product Development 
In order to fully understand the role and effects of agile software development (Sect. 
2.3) in large-scale NPD context, it is first necessary to comprehend the general 
principles and foundations of agility (Sect. 2.2.1). This grounding then makes it 
possible to reason agile capabilities in NPD (Sect. 2.2.2). Furthermore, the key 
enablers and tactics for developing such necessary agile capabilities can be devised 
(Sect. 2.2.3). 
2.2.1 Concepts and Definitions 
Currently there is no unified definition of ‘agility’ in product development. Different 
authors use it in varying – sometimes even confusingly – in different scopes and 
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depths. In general, it is an attribute which can be linked to organizational entities 
ranging from individuals to entire enterprises. For example Goldman et al. (1995) 
view it from an enterprise-level perspective comprising marketing, production, 
(product) design, organization, management, and people.  
Table 27 (Appendix) presents a representative set of different general definitions of 
agility used in the literature of various disciplines over the years. The essence of 
agility is that in turbulent competitive environments there are many unpredictable 
changes taking place often and dynamically, and thus traditional forecast-based 
planning and strategy assumptions do no longer hold (Doz and Kosonen 2008). 
Agility is seen as a viable way of competing successfully in such new environments. 
The ultimate business goal can be attributed to profitability and adaptability 
requirements (Dove 2004). 
It is not in the interests of this thesis to propose a new definition of agility. Like 
stated in Sect. 1.1, we adopt as a working definition the one by Conboy and Fitzgerald 
(2004) because of its wide-ranging interdisciplinary yet software-oriented nature; see 
Table 27 (Appendix). It also aligns with the scoping of this research (Sect. 1.3). 
That said, this thesis maintains the view that agility is a system capability of an 
organizational entity relative to its competitive environment. Fig. 6 illustrates this 
view. It is an inferred synthesis based on the different formulations and definitions of 
agility summarized in Table 27 (Appendix). Here an entity may be the entire (virtual) 





















Fig. 6. Agility viewed as an organizational capability 
Notably this is an open dynamic system. In general, agility can thus be 
decomposed into the following dimensions with respect to the interface between the 
unit and its environment (Ismail et al. 2006): 
· responsiveness (reacting appropriately to the changes) 
· proaction (preparing for future changes, possibly also influencing them) 




Agility is fundamentally about dealing with uncertainties and learning over time. A 
Learning Organization is proficient at adapting to its changing environment. It is 
therefore important for the organization (unit) to understand the potential sources of 
uncertainties and changes (drivers) in its competitive environment. The needs for 
external agility and the appropriate internal management style tactics thus vary (De 
Meyer et al. 2002).   
Ideally, the offerings of an agile NPD organization are constantly competitive and 
timely responses to market/customer changes, utilizing – whenever feasible – the 
latest technological opportunities. This is typically achieved with adaptive, 
customizable products realized by modular architectures and platforms. In addition, 
they are created profitably with dynamically configured production set-ups, leading to 
sustainable competitive advantages for the company even under disruptive 
circumstances (Suikki 2007). However, not all changes require always immediate 
responses, and sometimes no response may be a sensible choice (Lovén 2006). An 
agile company may furthermore create and adapt its offerings proactively, thus 
initiating itself desirable changes to the environment (Goldman et al. 1995; Highsmith 
2002). Both product and process innovations are thus important (Lyytinen and Rose 
2006).  
In this respect, product development flexibility – as discussed in Sect. 2.1.2 – can 
be interpreted as one enabler for agility. Oosterhout et al. (2006) distinguish between 
flexibility and agility based on how predictable the changes are and how well the 
responses can be predetermined. That is, flexibility alone may not be enough for 
comprehensive agility. 
Agility is often related to leanness because of their mutual goal-settings. The 
essence of Lean Thinking is to continuously optimize the production value flow by 
eliminating “wastes” and maintaining high quality (Liker 2004). The lean ideas have 
subsequently been adopted further to product development and even to software 
production (Mascitelli 2006; Poppendieck and Poppendieck 2004).  
However, again, the conceptualization and terminology are not uniform and 
harmonized here, and some authors consider ‘lean’ as a prerequisite for agility, whilst 
other interpret it in a broader sense with a wider scope (Katayama and Bennett 1999; 
Narasimhan et al. 2006; Ward 2007). There are even some propositions to define 
‘leagility’ as the composite concept (Naylor et al. 1999; Hoque et al. 2008). ‘Lean’ 
(with a capital initial) is also used in a wider sense as a general organizational 
improvement technique (Phillips 2008).  
On the other hand for instance Haeckel (1999) sees that agility is not enough in 
highly unpredictable environments, but organizational ‘adaptation’ is needed. Upton 
(1994) views flexibility as the main concept with robustness and agility as its features. 
Tsourveloudis et al. (1999) define (manufacturing) flexibility as the production 
function-level attribute, while agility is a company-level capability of the whole 
enterprise. Such corporate agility is the net-effect of all business processes, and 
usually in practice both adaptive flexibility and routine efficiency is needed in an 
appropriate balance in different process areas (Miers 2007). In that perspective 
efficient product development could enhance company-level agility. 
In principle, this is a matter of how ‘agility’ (and ‘lean’) is defined and scoped. 
This thesis maintains the view that agility is the highest-level umbrella concept, and 
flexibility, adaptation and leanness are constituent elements of comprehensive, 
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external agility. Depending on the level and nature of the uncertainties, more adaptive 
(flexible) or streamlined (lean) internal capabilities are apt in order for the 
organization (entity) to stay competitive. This is furthermore subject to change over 
time, depending on the dynamics (turbulence) of the competitive environment. Agile 
software development can be mapped to this spectrum (Sect. 2.3.1). 
2.2.2 Agile Capabilities  
Agility is not unique to either NPD or software development. The origins of most of 
the current agility concepts trace back to early 1990s manufacturing field (Preiss 
2005). At that time the traditional mass production business models were realized to 
become uncompetitive in many sectors particularly in the USA. There was a need to 
rethink the whole production system, and agility was devised to be the next 
competitive edge in the new competitive environments. The key driver with flexible 
manufacturing systems (FMS) and other related production means is that in many 
industries facing unpredictable changes in product demands and customer needs the 
traditional mass production mechanisms are no longer competitive enough, and more 
adaptive production is needed. 
Table 4 presents a concise literature overview of the general meaning and 
objectives of agility in different business competence areas (Sect. 2.1.1.1). Although 
the general goal is the same (sustainable profitable business in changing competitive 
environments), the different areas address it from different points of view and in 
different scopes. They are also partially overlapping.      
Table 4. Agility in different business competence areas 
Area Meaning / Objectives  
Strategic Agility Strategic sensitivity (awareness and attention), leadership unity 
(collective commitment), and resource fluidity (reconfiguration) 
working as an integrated real-time system; Agility = Sensitivity ´ 
Unity ´ Fluidity (Doz and Kosonen 2008); 
Business Agility Constant reconfiguration of strategies and processes and examination 
of their market positioning while external conditions continually 
change (Gould 1997); Quickly implement new business models and 
value delivery systems (HP 2003); Being able to swiftly change 
businesses and business processes beyond the normal level of 
flexibility to effectively manage unpredictable external and internal 
changes (Oosterhout et al. 2006); Capability to adjust the coordination 
of resources and mechanism with smooth dexterity in response to 
change and to maintain performance (Caswell and Nigam 2005) 
Enterprise Agility Capabilities to thrive and prosper in a changing, nonlinear, uncertain 
and unpredictable business environment (Kidd 1997); Accurate timely 
awareness that changes should be made, effective prioritization among 
competing changes and response-alternatives, abilities to change 
business processes and to customize operational responses in real time 
(Dove 2004); Adaptive enterprise (Haeckel 1999; HP 2003); Ability of 
firms to sense environmental change and respond readily (Overby, 
Bharadwaj and Sambamurthy 2006) 
Agile Organization Adaptive (re)configuration of resources, structures, and routines to 
address unpredictable changes and opportunities in the environment; 
Nonlinear interaction with self-organization (decentralized control) 
and coevolution (Atkinson and Moffat 2005); 
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Area Meaning / Objectives  
Agile Workforce Responsiveness to changing customer needs and market conditions 
(intelligence), speed of developing and acquiring new skills and 
competencies, effectiveness of cross-functional cooperation and 
moving between projects (collaboration), culture (empowerment), IS 
(IT support) (Breu et al. 2001); All employees meet (can interact with) 
customers (Goldman et al. 1995); Agile leaders; 
IT Agility Efficient and flexible IT services for dealing with changes and 
supporting organizational reconfigurations; New systems can quickly 
be implemented, critical systems changed, or the IT infrastructure 
restructured to provide new strategic and tactical capabilities or to 
respond to changing market and competitive conditions (Skaistis 
2006); Enabler for Business Agility (Crawford et al. 2003); 
Agile Manufacturing Rapid and low-cost production of customized and high quality 
products in varying lot sizes by combining the efficiency of lean 
production with operational flexibility whilst delivering customized 
solutions at the cost of mass-production (Adeleye and Yusuf 2006);  
Production model that enables firms to react deliberately, effectively 
and in a coordinated manner to changes in the environment (Vázquez-
Bustelo and Avella 2006); Efficiently changes operating states in 
response to uncertain and changing demands (Narasimhan et al. 2006); 
Agile Supply Chains Responding rapidly to changes in demand, both in terms of product 
volume and variety (Christopher 2000); Coping with irregular 
(unpredictable) demand patterns in volatile markets; Ability to sense 
and respond quickly, predictably, with high quality, easily adapting to 
changes in demand (Hofman and Cecere 2005); 
 
Notably the concept of agility is currently not exactly or uniformly defined in all 
those fields. For instance the literature of Agile Manufacturing proposes many 
different definitions varying in scope from the actual production functions up to 
enterprise-level virtual manufacturing networks (Yusuf et al. 1999). Overby et al. 
(2006) conceptualize enterprise agility in terms of the environmental sensing and 
responding capabilities of the entire organization. 
Furthermore, agility-oriented principles have generally speaking been addressed in 
different disciplines and business competence areas without using the term ‘agility’ 
explicitly. For instance Kotler (1994) characterizes Marketing as “the process by 
which an organization relates creatively, productively, and profitably to the 
marketplace”. This is essentially in line with the definitions in Table 27 (Appendix) 
and Table 4, and concerns the NPD functions, too. 
Following that line of holistic systems thinking, ultimately the entire value-creation 
network of the company – including the NPD function with software development – 
can be viewed with respect to agility. Considering the conceptual system view in Fig. 
6, the NPD functions contribute to both the sensing and responding capabilities of the 
organization. For example Krisnan and Ulrich (2001) have recognized the product 
development supply chains thinking. Such systemic viewing should cover not only 
the organizational structures and processes but also – and often even more 
importantly – the people (workforce) involved (Atwater and Pittman 2008).  
2.2.3 Agility Improvement  
In search for applicable improvement approaches, the range of currently proposed 
agility measurements in different disciplines are reviewed (2.2.3.1), along with some 
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more complex analysis tools (2.2.3.2). The current state of practice in introducing and 
improving agile product development capabilities is then overviewed (2.2.3.3). 
2.2.3.1 Metrics 
Because of the diversity of the ways agility is defined and scoped, there is no unified 
direct measurement of agility. However, it is typically attributed with the response 
times and the economic cost of making changes. Referring to Fig. 6, the former is an 
external metric observable at the customer interface while the latter is an internal 
metric related to the agile capabilities. The ultimate (indirect) measure is then the 
competitive business result achieved in the long run. 
Zsifkovits and Engelhardt-Nowitzki (2007) survey and compare different 
conceptual views of agility and measurement frameworks. For instance with supply 
chains measurements a general problem is that the traditional metrics defined in the 
past for stable environments are not necessarily representative in new turbulent 
environments. In software development there is currently a similar problem of 
determining the expressive power of conventional software engineering metrics with 
agile software development models (Sect. 2.3). Some more business-oriented, macro-
level metrics have thus been proposed (Hartmann and Dymond 2006). 
There are various propositions for agility metrics like presented in Table 5. They 
are currently under debating, and no single measurement is commonly used. Typically 
the proposed indices are aggregates. Again, much depends on the way agility is 
defined in the first place. Notably there is currently no specific agreed measure on 
agility in NPD. 
Table 5. Agility measurement approaches (alphabetical order) 
Publication Field, Scope Approach / Principles 
(Caswell and 
Nigam 2005) 
IT  Operational system change model calculus: 
· (minimum) cost in time, money, and other resources of 
making changes  
(Conboy and 
Fitzgerald 2004) 
IS  Implementing changes: 
· # of changes implemented vs. costs (€) 
(Dove et al. 
1996) 
Enterprise Change-proficiency: 
· cost, time, robustness, scope 
(Hofman and 
Cecere 2005) 
Supply chains · speed and predictability 
· ease (of responding) 
· quality (supplier, manufacturing, product) 







· time, range, ease (Agility Index) 
 
 
(Ismail et al. 
2006) 
Manufacturing Agility Strategic Framework: 
· agility capability indicators 
· environmental turbulence indicators 
(James 2005) Manufacturing · cost of change 
· time to change 
· stability of change 
· scope of change 
· frequency of change 
(Lin et al. 2006) Manufacturing · Agility Index 
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Publication Field, Scope Approach / Principles 
(Oosterhout et 
al. 2006) 
Enterprise, IT Agility Gap Ratio: 
· probability of business change 
· difficulty to achieve business change (beyond the 





Enterprise Enterprise Agility Score (indirect aggregate function): 
· Sensing score (ability to sense environmental changes) 
· Responding score (ability to respond to the changes) 
· alignment level between different sensing and 
responding areas 
(Tsourveloudis 
et al. 1999) 
Manufacturing Fuzzy-set based aggregate: 
· production (time and cost of unanticipated changes) 
· market (external customer service and marketing 
feedback) 
· people (training, motivation; Agile Workforce) 
· information (capturing, managing, sharing) 
 
For example Turkulainen (2008) has recently investigated similar measurement 
questions in manufacturing plants − in particular the relationship between 
organizational integration and the performance. Her submission is that performance is 
a multidimensional measure (e.g., on-time new product launch, product 
innovativeness), and in the manufacturing context a reasonable scale is comparative 
(to the competition in the industry) rather than a one-dimensional absolute value. 
2.2.3.2 Analysis Models 
It is not obvious how exactly the different dimensions and levels of agility illustrated 
in Sect. 2.2.2 are related to each other. This is partially an open research question. In 
particular, it is not clear how much and under what specific circumstances they each 
contribute to the business success of a large NPD company (Mäkelä 2008). 
In theory, different organizations (units) can provide similar responses with very 
different internal costs. The essence of total-company agility is the ability to sustain a 
reasonable balance between the responsiveness and the associated costs under 
changing (even turbulent) circumstances. For example Conboy and Fitzgerald (2004) 
propose a general cost-based model of agile capability like illustrated in Fig. 7. A 
proactive organization which is well-prepared is able to implement more changes 
and/or at a lower cost during the same time than a less-prepared, reactive one. The 
organization can utilize new learning to become continuously more capable (prepared 
for future changes). If the organization initiates the changes by itself (creation), the 














Fig. 7. Cost modeling agility dimensions (Conboy and Fitzgerald 2004) 
In traditional NPD models (Sect. 2.1.1.2) the premise is to first create the product 
concept, design it, and then realize the chosen product design basically avoiding 
(major) changes during the realization phase (c.f., Fig. 3). The reasoning here is that 
in many product development areas the cost of changing the product design after 
certain commitment points (e.g., hardware technology selection) increases drastically, 
making it infeasible to realize major (late) changes. 
Flexible NPD models (Sect. 2.1.2) on the contrary have a different basic 
assumption to accept uncertainties, avoiding early (premature) design commitments, 
and consequently making even late design changes throughout the product creation 
(c.f., Fig. 5). Depending on the product technologies, there are various ways to 
accomplish this, but in particular software-intensive systems have the advantage of 
potentially low cost of making the product changes with software thereby keeping the 
cost-level nearly uniform until the product release time (Thomke and Reinertsen 
1998). Ideally, the cost of making even major changes remains flat throughout the 
product development time period (robustness). However, the traditional sequential 
NPD models (Fig. 3)  strive to lock the product design early, consequently making 
changes later more costly. The flexible NPD models attempt to avoid this (Fig. 5). 
Fig. 8 illustrates this overall characterization (Boehm and Turner 2004; Glazer et al. 













Fig. 8. Characteristic cost-of-change curves of different NPD approaches 
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In general, there are many possible ways to achieve the flatter slopes of the cost-
change curve. Like discussed in Sect. 2.1.2.2, flexibility in NPD requires typically 
dedicated investments (e.g., in product architectures, extra capacity, options). Agility 
is from that point of view a strategic NPD capability investment. Consequently, the 
return-of-investment should be balanced and amortized over a longer period of time 
for sustainable competitive advantages. For example reducing the “technical dept” of 
an aging product design may require additional midstream work but decrease the cost 
of future changes.  
Also more formal cost calculus approaches have been proposed (Caswell and 
Nigam 2005). A general problem is the lack of (published) quantitative evidence of 
actual cost of change values and formulas in different disciplines (Smith 2008).  
On the whole, care should be taken not to oversimplify complex product 
development systems with idealized models such as in Fig. 7 and Fig. 8. In particular, 
the underlying cost dynamics are in practice hardly ever fully continuous throughout 
the entire product life-cycle. For example, there may be certain major architectural 
decision points which limit the future change space radically. Such discontinuations 
could make the ideal models only piecewise valid. Moreover, disruptive changes in 
the competitive and technological environments can make the proactive preparations 
and current learning partially obsolete, thus again increasing the costs (Fig. 7). 
Overall, this is about investment appraisals and evaluation. In principle, there is a 
risk of over/under-investing to agility (Overby, Bharadwaj and Sambamurthy 2006; 
Mirakaj 2008). Currently there is no one universal technique used for such purposes 
in IS/IT development. The evaluations can be approached from multiple different 
points of view, such as (Irani and Love 2002): 
· economic ratios and discounting 
· strategic (alignment of the investments with the business goals) 
· analytic (e.g., value analysis) 
· integrated (multi-criteria) 
 
A parallel discipline here is the investment evaluation of agile/flexible 
manufacturing systems and supply chains (Heikkilä and Ketokivi 2005; Naik and 
Chakravarty 1992; Raafat 2002; Vehtari 2006). For example Turkulainen (2008) takes 
the viewpoint that integration benefits (in manufacturing) should not be taken for 
granted since there are in general cost/benefit trade-offs. The positive effects of 
integration are according to her findings not uniform in all performance dimensions.  
The strategic viewpoint is the key concern considering the benefits and costs for 
developing the agile capabilities in the NPD functions. We expect the same ideas to 
be applicable with respect to agility in the NPD software production context. 
In sum, different organizations may choose and are able to respond to changes in 
different ways depending on their agile capabilities. There is a need for guiding such 
strategic and tactical decisions in industrial NPD organizations. Current published 
work lacks such guidance, and more multidisciplinary research is needed in 




2.2.3.3 Capability Development 
Overall, the agile improvement is subject to organizational change management in 
general. Depending on the market circumstances in one hand, and the competitive 
position and current capabilities of the organization on the other hand, different 
companies (organization units) may choose to conduct a radical transition to agility or 
to implement incremental changes. 
Following Schein’s (1999) generic change model, the fundamental driving 
questions should be answered first: 
· Why do we need agility? How agile should we be? 
· What is our current state, respectively? 
 
The gap between the current agile capabilities state and the desired strategic goal 
state should then be addressed. An important part is to revisit and iterate this process 
frequently. A fully agile organization is proficient at continuously reorganizing and 
reconfiguring itself (Dove 2004). 
One way of making this process more specific is to conduct systematic agility 
assessments. Such assessments could help realizing the actual needs for agility, and to 
evaluate the existing agile capabilities. Improvement actions can then be focused 
accordingly.  
Several different assessment approaches have been proposed in different 
disciplines like surveyed in Table 9. Again, they vary considerably in scope and 
depth. Assessing agile software development is discussed in Sect. 2.3.3.  
Table 6. Agility assessment approaches (chronological order) 
Publication Field, Scope Approach / Principles 





· Agile Enterprise Reference Model 
(Sharifi and 
Zhang 1999) 





ISD · Agility Assessment Framework 
(Lin et al. 2006) Manufacturing, 
supply chains 
· Agility Index 
 
The agility metrics (Table 5) are related to these assessments. In particular, it is 
important to understand whether to assess/measure the effects of agility (business 
outcomes) or the capabilities that enable agility, c.f., Fig. 6. 
Currently there is no one uniform way (framework) of agility improvement. Table 
30 (Appendix) presents a literature overview of different approaches to improving 
agility in different disciplines. Like the definitions of agility (Table 27), they vary 
considerably in scope and focus. It is important to realize how agile capabilities and 
their development range from discipline-specific aspects to generic organizational 
ones (Table 4). 
In all, there is a fundamental question of why, where and when an organization 
(entity) should strive for agility improvements (agility drivers). One should also 
determine how “much” agility is really necessary (Lyytinen and Rose 2004; Sharifi 
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and Zhang 1999; Tsourveloudis et al. 1999). Those strategic questions can be 
reasoned in structural and temporal dimensions. 
The organizational structure levels can range from individual persons (workforce 
agility) up to the entire company, and possibly even further to inter-enterprise leveling 
(enterprise agility; c.f., Fig. 1 and Fig. 6). The temporal dimension factors stem for 
instance from the life-cycle phase of the product portfolio, technology development, 
marketing strategy and market positioning, and also the company (unit) business stage 
(start-up vs. established)  (Kotler et al. 1996 / Ch. 13; Levine 2005; Chillarege 2002; 
Tyrväinen et al. 2004).  
Once the organization (unit) has recognized and understood its current agility 
drivers and needs, it can plan appropriate improvement actions – if necessary. In 
principle, this means creating and developing the enabling capabilities and removing 
the possible obstacles and impediments (if any for the time being). This results in 
building the agile capabilities (resources, assets, structures, processes, values) like 
depicted in Fig. 6.  
Johnson et al. (2006) suggest that certain levels of threshold capabilities are 
necessary in any competitive environment just to be able to maintain reasonable 
business. Like with strategic development in general, there are different possible 
strategic change approaches to agile transition and improvement: adaptation, 
reconstruction, evolution, and revolution. The two general transformation strategies 
applied in practice are top-down and bottom-up approaches (Day 1994). None has 
been shown to be superior so far. Much depends on the historical background of the 
company (organization unit) and its current context-specific needs and capabilities. 
Middle managers may play key roles in large organizations (Ferrarini 2008). When 
agility contradicts with the prevailing fundamental assumptions and values of the 
organizational culture, a deep paradigm shift may be required to transform the 
organization profoundly (Levine 2005; Northover et al. 2007; Schein 1999). 
Finally, it is fundamental to realize that agility is in principle not a static property. 
Any organization could also to some extent lose its current agility for example due to 
unnoticed, gradual shifts in the competitive environment, or reduce it unintentionally 
as negative side-effects of internal actions (like restructurings). Thus, it needs 
constant attention and contextual adjusting – sometimes even rebuilding (Doz and 
Kosonen 2008). This resonates with the organizational dynamic capability views 
(Eisenhardt and Jeffrey 2000). 
2.3 Agile Software Development 
Agile software development is basically a software engineering discipline-specific 
implementation of the general-purpose agile NPD capabilities discussed in Sect. 2.2. 
It follows certain key principles and values (Sect. 2.3.1). They can be realized with 
various different agile software methods (Sect. 2.3.2). Like with organizational agility 
improvement in general, adopting them requires typically dedicated improvement 





There is no uniform definition of ‘agile software development’, but the Agile 
Manifesto (2001) is the de facto outlining of the key emphasis. A less-cited, more 
business competence oriented characterization is the Declaration of Interdependence 
(Agile DOI 2005). 
The Agile Manifesto outlines certain overall values and principles of agile software 
development, but it is not an exact definition (Conboy and Fitzgerald 2004). For 
instance Anderson (2004) characterizes agile software development methods simply 
as “more profitable” than traditional software process models. Highsmith (2004) 
defines agility in terms of responding to and creating changes while balancing 
flexibility and stability.  
Table 7 summarizes how ‘agile software development’ is typically outlined in the 
relevant literature. Essentially, they align with the more general definitions of agility 
(Sect. 2.2.1) summarized in Table 27 (Appendix).  








Being effective and maneuverable; Use of light-but-sufficient rules of project 
behavior and the use of human and communication-oriented rules 
(Highsmith 
2002) 
Ability to both create and respond to change in order to profit in a turbulent 
business environment  
(Anderson 
2004) 
Ability to expedite 
(Larman 2004) Rapid and flexible response to change 
(Schuh 2005) Building software by empowering and trusting people, acknowledging change as a 




Discovery and adoption of multiple types of ISD innovations through garnering and 
utilizing agile sense and respond capabilities 
(Subramaniam 
and Hunt 2006) 
Uses feedback to make constant adjustments in a highly collaborative environment 
(Ambler 2007) Iterative and incremental (evolutionary) approach to software development which 
is performed in a highly collaborative manner by self-organizing teams with "just 
enough" ceremony that produces high quality software in a cost effective and timely 
manner which meets the changing needs of its stakeholders; 
(IEEE 2007) Capability to accommodate uncertain or changing needs up to a late stage of the 
development ( until the start of the last iterative development cycle of the release) 
Wikipedia 
(2007) 
Conceptual framework for software engineering that promotes development 
iterations throughout the life-cycle of the project; 
 
Notably some definitions emphasize the ends without specifying the means. It is 
important to distinguish between the organizational goals (ends) of the software 
production and the means (e.g., agile software development methods) to achieve them 
(Fitzgerald, Russo and O’Kane 2003). This resonates with the general 
characterization of agile capabilities in product development outlined in Sect. 2.2.1 as 
a spectrum of flexibility and efficiency. 
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2.3.2 Agile Software Development Methods 
The background and intentions of commonplace agile software development methods 
is highlighted (2.3.2.1). They share similar basic working principles and targets 
(2.3.2.2). Current publicly available empirical information about utilizing them is 
surveyed (2.3.2.3). 
2.3.2.1 Origins and Scoping 
Currently there is a range of what can be called agile software development methods, 
for example eXtreme Programming (XP), Scrum, Feature-Driven Development 
(FDD), Adaptive Software Development (ASD), and Dynamic Systems Development 
Method (DSDM) (Abrahamsson et al. 2002; Boehm and Turner 2004; Cohen, 
Lindvall and Costa 2004). In addition to those general-purpose methods, there are 
also various in-house developments and more product-specific models, such as 
Mobile-D (Dagnino 2002; VTT 2008). 
Notably most of the methods have actually originated prior to the publication of 
the Agile Manifesto, and the term ‘agility’ was attached to them subsequently (2001). 
For instance the DSDM method dates back to the early 1990s with some later agile 
practices support. In general, the origins of the current agile software development 
models can be traced to late 1980s and early ‘90s. The different methods 
philosophically joined by the Agile Manifesto have evolved from multiple different 
paths like illustrated by Abrahamsson et al. (2003). For example Scrum was 
influenced by the New Product Development Game ideas of Takeuchi and Nonaka 
(1986) (Sutherland 2001). 
The different agile software development models can be compared from many 
points of view, such as:  
· What is their level of concern (individual vs. enterprise) (Boehm and Turner 
2004)? 
· What are their prescriptive project characteristics, and to what extent do they 
support key project activities (development, management, communication, 
decision-making) (Cohen, Lindvall and Costa 2004)? 
· What is their life-cycle scope (Abrahamsson et al. 2002)? 
· How much formalism (“ceremony”) do they define (Larman 2004)? 
· To what extent do they support the key characteristics of self-organizing, 
explorative work (Schwaber 2001)? 
· What project problems does each method tackle (subject of Research Paper IV)? 
· How discerning are they about the project environment (Schuh 2005)? 
· What requisite skills and competencies do they expect (Turner and Boehm 2003)? 
· What is their overall “degree of agility” (in terms of flexibility, speed, leanness, 
learning, responsiveness) (Qumer and Henderson-Sellers 2008)? 
· What are their value stream cost structures (Anderson 2004)? 
· How do they compare and contrast with NPD process models (Vainio et al. 2005)? 
 
Those various comparison viewpoints are also keys to agility improvement 
strategies (Sect. 2.3.3). However, there is a general problem of how to compare and 
select between different methods in practice since there are currently no uniform 
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frameworks (Cohen, Lindvall and Costa 2004). Moreover, even the basic meaning of 
‘agile’ in software development methods has evolved over the years in diverse ways.  
Notably, like with the general concepts of agility (Sect. 2.2.1), the terminology is 
not uniformly agreed here. In particular, some authors distinguish between ‘methods’ 
and ‘methodologies’ while other ones use only the term method (Cockburn 2002; 
Henderson-Sellers and Serour 2005; Larman 2004). In general, methodologies can be 
interpreted to encompass methods. In addition, software life-cycle models are then 
parts of them. However, this thesis uses the terms ‘method’ and ‘process model’ for 
simplicity to avoid taxonomic misconceptions and to descope philosophical and social 
elements (ideology) of the research like set in Sect. 1.3. 
2.3.2.2 Premises and Focuses 
Overall, the basic premise of current agile software development models is that a 
small, co-located self-organizing team working closely together with the customer(s) 
can create a high-value product cost-effectively with frequent increments and short 
iterations. Skilled and apt people are keys to this.  
Typically, the following benefits are then advocated (Highsmith 2007; Schwaber 
2007): 
· increased customer satisfaction 
· reduced time-to-market (better “time-to-benefit”) 
· increased quality 
· improved project portfolio and product management (project types, features) 
· improved product development investment management (control and flexibility) 
· reduced “waste” (increased efficiency, productivity, development cost) 
· better predictability (visibility) 
· better risk management (risk reduction) 
· better workforce morale (developer satisfaction, well-being)   
 
There is a growing body of empirical support for those advantages (Table 28), but 
the statistical rigor is still uneven to be fully conclusive (Sect. 2.3.2.3). Nevertheless, 
in general, these elements match well with the typical problems of turbulent software 
product development environments (Baskerville et al. 2006): 
· time-to-market pressures 
· productivity demands 
· fluid and ambiguous product requirements 
· changing environment 
 
A key principle of the agile software development models is that they expect 
uncertainties and consequently changes throughout the product development life-
cycle. That is, the traditional forecast-based batch project planning is replaced with 
continuous feedback-based value-driven planning cycles (Nerur and Balijepally 2007; 
Poppendieck and Poppendieck 2004; Sidky 2007). With appropriate self-management 
of versatile workforce, this should result in making the product development more 
adaptive.  
Working under such embraced uncertainties, agile software development models 
base their risk management essentially on confronting the uncertainty areas early and 
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as frequently as necessary in order to understand and thus reduce the uncertainties as 
soon as new information is learned (“fail fast”). Such continuous uncertainty (risk) 
management is an intrinsic part of agile software development (Leishman 2001). 
Table 8 summarizes the general approaches to address different uncertainty areas with 
agile software development models. 
Table 8. Uncertainty management approaches in agile software development 
Uncertainty Area Agile Software Development Approaches 
Product · close customer involvement (customer-driven development) 
· incremental delivery 
· periodic reprioritization of the product features 
· assessing the current business value after each development cycle 
· encouraging and supporting creativity and emergent innovation 
Process, technology · short iterations providing rapid and frequent feedback 
· continuous and early product integration and test activities 
· learning and adapting designs and work practices accordingly 
· teamwork (empowerment, self-organization, collaboration and 
communication) 
· skill-based staffing 
Environment · dynamic replanning and reorganization 
· networking 
 
Aligning with the general characterization of agile product development capability 
spectrum discussed in Sect. 2.2.1, in addition to being responsive to changes, agile 
software development models emphasize efficient and effective work. This is 
facilitated for example by team self-management (quick decision-making) and 
efficient information / knowledge sharing (preferably face-to-face). High (or 
negotiable, “good enough”) product quality is also an inherent part. That is 
incorporated for instance with development practices (e.g., continuous integration and 
testing) as well as with people-centric tactics (such as group accountability and 
responsibility of the team deliveries). They rely heavily on skilled and flexible 
workforce. 
Fig. 9 illustrates how the key elements of ideal agile software development 
outlined above show with respect to the traditional project management “Iron 
Triangle”. In general, the schedule and cost dimensions are fixed (by iterations), 
whilst the scope (functionality) is variable. A key control dimension is thus the time 
of changing the different attributes (e.g., functionality). Time-planning (“rhythms”, 
“takt”) is fundamental to this. In dynamic market environments the weighting and 
balancing of the different parameters are often subject to change (Levine 2005). 
However, there is lack of comprehensive management models for steering that in 
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Fig. 9. Key management attributes of agile software development 
With respect to the basic general new product development investment model 
shown in Fig. 4, agile software development models strive to compress the scale 
(“time-to-cash”) with short iterations and incremental delivery. The aim is thus to 
drive the customer value up soon while bringing the risks down promptly 
(Guckenheimer and Perez 2006). Overall, such mode of operation is supposed to 
maximize the right value delivery and minimize the risks of false investments. In 
many current fast-paced competitive environments the market windows are often 
emergent, and the product life-cycles get shorter. This compression and opportunistic 
concentration means, notably, that the underlying traditional assumption of a linear 
time-scale in Fig. 4 may no longer be fully applicable. Then again, the theory base is 
not fully developed (e.g., value analysis), and the empirical support is limited. 
Notably, basically none of those principal ideas of agile software development is 
fundamentally new in itself. The key point here is their weighting and combined 
interplay. A fundamental trait is the emphasis on “soft” project management tactics 
for example with respect to the project goals and stakeholder expectations (Crawford 
and Pollack 2004). Agile software development models emphasize people factors and 
sustainability. ‘Above-average’ self-organization, collaboration and learning 
capabilities are thus necessary. Generalists are preferred to specialists. 
In all, consequently, it is important to see the underlying − even implicit and 
unstated − working assumptions behind the principles of different agile software 
methods (Glazer et al. 2008; Leishman 2001; Levine 2005; Nerur and Balijepally 
2007; Turk, France and Rumpe 2005; Turner 2007). In particular, there are certain 
situations and software project conditions which may make some assumptions invalid 
and thus limit the applicability, such as reliance on tacit knowledge sharing and 
limited documentation with large project teams and complex systems products. The 
project may need to prioritize for example predictability, flexibility, or visibility 
(Ambler 1998). 
It is also important to realize that the key elements of agile software development 
are in principle technology-independent – i.e., they could be applied to ‘non-software’ 
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products (subsystems) as well (Smith 2008). Consequently, the same basic ideas 
apply for agility in NPD in general (Sect. 2.2.2). 
The latter viewpoint is especially relevant for this thesis work. It is important to see 
how the current agile software development models scope and focus in general with 
respect to the generic NPD process (Fig. 3). In particular, much of the larger-scope 
organizational activities (like marketing and production) are reduced to the role of the 
Customer (product feature planning, acceptance testing). That is, agile software 
development models mostly concentrate on the actual product construction at hand, 
making simplifying assumptions about the product life-cycle front-end and product 
commercialization activities – like (Kotler 1994):  
· Is the product technically and commercially sound enough?  
· Do the product sales satisfy the company objectives?  
· Should we modify or enhance the mature product?  
 
Overall, it is enlightening to position agile software development into a larger 
context. There are many considerable parallels between agile software development 
and agility in other fields as discussed in Sect. 2.2.2 (c.f., Table 4). Much of this can 
be explained by understanding the historical progress path of lightweight, agile 
software development approaches as a countermeasure to rigid, heavyweight 
organizational process development problems in large-scale contexts (Glazer et al. 
2008). 
In general, current agile software development models concentrate mostly at the 
single-team level and do not comprehensively address wider organizational 
dimensions (other projects/products, management hierarchies) or longer-term 
temporal dimension of product life-cycles (Overby et al. 2006; Chillarege 2002). The 
coverage varies significantly following the historical development paths and the 
chosen (or emerged) focus of the different methods (Abrahamsson et al. 2003).  
In contrast, for example lean product development emphasizes more enterprise 
level elements (Liker 2004; Morgan and Liker 2006; Ward 2007). Agile software 
development methods are mostly limited to the micro-context of software product 
design and delivery (exploitation) whereas higher-level innovation capabilities are 
needed during explorative phases (such as new base technology adoption) (Lyytinen 
and Rose 2006). Not surprisingly, the latest trends in agile software development seek 
for such combinations and extensions in larger scale for instance by synthesizing 
general Agile and Lean principles discussed in Sect. 2.2.1 (Benefield 2008; 
Highsmith 2005; Leffingwell 2007). 
2.3.2.3 Empirical Evidence 
Current published empirical evidence of agile software development is uneven. The 
scope and level in these works range from small teams to large-scale enterprise agility 
issues, but this is not always obvious due to the conceptual disparity (c.f., Table 7). 
Furthermore, the dimensions of analysis span from pure software engineering 
technical disciplines to more general management and organizational studies – again 
often without clearly stating so. All this causes the prior research to be scattered 
across a large knowledge space with diverging goals and sometimes even confusingly 
varying degrees of rigor and empirical support.  
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There are certain inherent difficulties in collecting and analyzing empirical 
evidence of agile software development: 
· Many of the interrelationships between the key software project attributes (Fig. 9) 
are not fully understood even in traditional software engineering economics. Agile 
software development models stretch them further. 
· Some aspects (e.g., cultural, teamwork, and people factors) require new 
measurement approaches beyond traditional software engineering metrics (e.g., 
behavioral sciences, organizational dynamics). 
· The long-term effects of agile software development in complex large-scale 
product development set-ups (e.g., product lines, legacy platform) are not yet 
clearly visible in many organizations.  
 
Nevertheless, under right conditions, there have been favorable results of applying 
agile software development models like summarized in Table 28 (Appendix). So far 
the reported findings are most often about the XP and Scrum methods and practices. 
Typical benefits mentioned are better time-to-market targeting, increased 
productivity, and higher quality. In addition, certain organizational improvements – 
such as better developer motivation – are highlighted. A frequently mentioned trait is 
that the basic agile software models and practices have been adapted and combined in 
industrial settings (typically XP with Scrum). Notably the published results in large-
scale organizations are still scarce. 
Embedded software product development has certain additional intrinsic 
complications compared to pure software product development like discussed in Sect. 
2.1.3.2. Agile software development methods have nevertheless been successfully 
applied also in embedded software development environments (ITEA-AGILE 2007b; 
Manhart and Schneider 2004; Ronkainen and Abrahamsson 2003; Salo and 
Abrahamsson 2008). One constraint with deeply embedded systems development is 
that there may not be any direct user interface for getting immediate visible customer 
feedback (Turk, France and Rumpe 2005). 
However, overall, it is not clear how much and under what circumstances each 
element discussed above really contributes to the advocated benefits of using agile 
software development models. A general problem is that there is still lack of 
systematic body of statistically sound (quantitative) research evidence, and many of 
the results are anecdotal in nature (Abrahamsson 2006; Dybå and Dingsøyr 2008; 
Turk, France and Rumpe 2005). In addition, it is not obvious what exactly to measure, 
since for instance social factors (e.g., higher motivation and job satisfaction) may be 
difficult to specify objectively. Qualitative measures may be more appropriate. 
2.3.3 Agile Adoption 
Currently many industrial organizations are contemplating agile software 
development and agile capability improvements in general (Schwaber 2005; Version 
One 2008). This overall strategic move is often referred to as Agile Adoption / Agile 
Transformation. 
In particular in large product development organizations, there are many obstacles 
to overcome in order to be able to implement and take full advantage of the agile 
software process models. Table 29 (Appendix) illustrates typical issues faced in 
practice. Notably in large organizations the problems are often related to the 
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integration of the agile software development teams with the rest of the organization, 
product/project portfolio management, and organizational governance – i.e., the areas 
that the current agile software development models do not comprehensively address 
like concluded in Sect. 2.3.2. Limitations with large-scale product development 
infrastructure and tools may be serious practical obstacles. 
These are often key considerations for successful agile adoption and 
improvements. Sidky (2007) suggests that if there are major impediments, the 
organization should first correct them before proceeding with the adoption. However, 
in typical industrial environments such an ideal is often not fully achievable soon 
enough, but the adoption process should nevertheless be advanced. The key is to 
openly recognize the situational, often path-dependent problem factors and attempt to 
overcome them gradually possibly with multiple simultaneous approaches and partial 
solutions. 
There are some ‘readiness’ assessments to examine the starting point of the 
organization (project) in order to determine the current abilities to adopt effectively 
agile software development. For example the DSDM process model has such 
accompanying Suitability Risk List questionnaires (DSDM 2004).  
Following the initialization, there comes the need to assess the current status and 
progress of the adoption. However, currently there are no standardized agile 
assessment models publicly available (Pikkarainen and Mäntyniemi 2006). In fact, the 
very idea of assessing (measuring) agility is somewhat controversial and under 
debate, and some authors even doubt the need. In particular, there has been much 
debate about how the CMM models and agile software development are related – if 
they should be at all (e.g., Kane and Ornburn 2002; Pikkarainen 2008; Turner 2007). 
Recent developments approach them as complementary rather than conflicting, in 
particular for large organizations (Dutton and McCabe 2006; Glazer et al. 2008). 
Nevertheless, the agility metrics (Table 5) are related to these assessments. In 
particular, it is important to understand whether to assess/measure the effects of 
agility (business outcomes) or the capabilities that enable agility, c.f., Fig. 6 (Lappo 
and Andrew 2004). 
Table 9. Agile software development assessment approaches (chronological order) 





Agile Home Ground: 
· project size (# of personnel) 
· product criticality (impact of software failures) 
· development dynamism (requirements change rate) 
· personnel (skills, competence, experience) 
· culture (favoring order vs. emergency) 
(DSDM 2004) Software process, 
organization 





· organization-specific agile goals attainment (process, 
organization and people, tools, software design and 
quality) 
· relative performance measurement (benchmarking)  




· degree of implementing the Agile Manifesto values 
(individuals over processes, working software over 
documentation, customer over contract, change over 
plan)   
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Publication Field, Scope Approach / Principles 





Level of implementation of certain key agile practices: 
· customer involvement and collaboration 
· software development process (e.g., iterative plans) 
· quality and testing (e.g., automated testing) 
· engineering management (e.g., effectiveness, value vs. 
efficiency) 






Software process CMMI applied for assessing agile software development: 
· evaluating the strengths and weaknesses of the current 
(agile) processes in order to plan improvements 
· mapping CMMI goals to agile practices 
· finding suitable agile practices 
(Sidky 2007) Software process, 
organization 
Agile Measurement Index: 
· embracing change to deliver customer value 
· planning and delivery of software frequently 
· human-centric 
· technical excellence 
· customer collaboration 
 
Currently there is no one uniform way (framework) of agile software development 
improvement. Table 30 (Appendix) presents a literature overview of different 
approaches applied. Like the definitions of agility (Table 7), they vary considerably in 
scope and focus. It is important to realize how agile capabilities and their 
development range from software-specific aspects to generic organizational ones.  
The agile capabilities of the company are a combination of the different elementary 
organizational components. Consequently, different software product development 
teams may have to contribute to this in different ways. In particular, not all the teams 
may need to be equally agile depending for example on their local product type 
characteristics.  
In general, the fundamental high-level agile principles should guide the lower-level 
practices. A proactive NPD organization may for example choose to build a 
framework of software process fragments to be quickly configured and tailored for 
specific project instances. Software method tailoring can be positioned at project 
(micro-level), organization (macro-level) and even industry levels (Fitzgerald, Russo 
and O’Kane 2003; Henderson-Sellers and Serour 2005). Notably the agile software 
development models themselves can be utilized for the improvement (Salo 2007). 
Like with strategic development in general, there are different possible strategic 
change approaches to agile transition and improvement (Sect. 2.2.3.3). However, 
remarkably, in industrial practice many agile software development initiatives have 
emerged from the team level in individual software projects (Mar 2006a). Often the 
starting point has been in their practical problems with the existing development 
processes and practices, which are or have become unsatisfactory under new 
competitive and technological circumstances. 
In particular in large organizations such a bottom-up team level development must 
nevertheless be eventually supported by the surrounding organization, and therefore a 
top-down strategy is also necessary for example to ensure management support and 
organizational alignment. A hybrid model combining both top-down and emergent 
bottom-up approaches is thus often a working strategy in practice (van 
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Schoonenderwoert 2007). Human-centric approaches (emergent strategies) are 
increasingly advocated. However, profound organizational changes necessitate 
usually more top-down actioning (Highsmith 2002 / Ch. 16). 
2.4 Summary of Knowledge Gaps and Research Needs 
Sect. 2.1-2.3 establish the conceptual background and survey the key literature of this 
research field. The following concludes this groundwork by first recapping the 
software-intensive NPD context problem space (Sect. 2.4.1). It then summarizes the 
prior interdisciplinary agility-oriented research streams while pinpointing the main 
knowledge gaps and research needs. Having done this, it is possible to put the agile 
software development research problem of this thesis into the relevant context and 
rationalize the research questions (Sect. 2.4.2). 
2.4.1 Problem Space 
The general problems of software-intensive new product development in current 
competitive environments are summarized (2.4.1.1). They introduce a range of 
research issues for agile software development (2.4.1.2). 
2.4.1.1 NPD Problems 
Over the years there have been various investigations of the software-intensive NPD 
problem space. There are many field studies of project success/failure factors – even 
“challenged” and “troubled” projects – and NPD performance. Some factors, such as 
uncertain and unstable product requirements, market entry strategies and 
technological dependencies, are addressed more often than others, but there is no 
general agreement and mature understanding of all the related factors and their 
interdependencies. In particular their interplay within organizational dynamics is not 
well understood (Brown and Eisenhardt 1995; ITID 2008; Kotler et al. 1996; Levine 
2005; Mäkelä 2008; Trott 2005).  
One viewpoint of the NPD problem space is to consider it as a net of decisions to 
be made. Krisnan and Ulrich (2001) survey the empirical NPD literature from that 
point of view. As a conclusion, they call for cross-functional research to address in 
particular product development supply chains. This mirrors to Fig. 2. 
This viewpoint is also one of the key premises in our research, considering large-
scale NPD organizations and their software production. In an industrial company 
environment this is further complicated for instance by the business model 
considerations (Suikki 2007). It is necessary to master such multidomain knowledge 
to a certain extent in order to be able to improve the integrated software development 
function in the organizational problem context.  
Moreover, many real-life problematic situations do not always link neatly into any 
one prescribed conceptual knowledge maps, but there are interdependencies and 
cause-effect-symptom chains (Brown at al. 2000). In turbulent environments the time-
dependencies and rapid, even disruptive changes of the problem space create 
additional complexity. The new business model and strategy development suggest 
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even radically different approaches for the future competitive NPD enterprises 
(Chakavarthy 1997; Doz and Kosonen 2008; Mäkelä 2008). 
With respect to academic research NPD is still a relatively young and immature 
field. An inherent source of research problems is its multidisciplinary nature. Current 
active NPD research topics include uncertainty management, value chain analysis, 
and innovation processes (ITEA 2004; Kahn et al. 2003). For the purposes of this 
thesis work, the following research threads are of particular relevance: 
· NPD project success/failure factors 
· NPD process flexibility and acceleration (“next-generation” NPD process models) 
· organizational models of successful NPD 
 
Due to the multidisciplinary nature and relative immaturity, the NPD research is 
subject to methodological concerns about the research rigor of the field studies (Ernst 
2002). For instance the lack of common measures of NPD success and single-
informant bias are fundamental scientific threats for generalizing the results, although 
most observations appear to be intuitively right in practice. 
2.4.1.2 Research Needs 
Overall, a critical analysis of the related prior work reviewed in Sect. 2.1-2.3 reveals 
the current nascent state of the agile software development field. The lack of rigorous 
conceptual base and uniform common definitions has led to a proliferation of diverse 
practical approaches and theoretical studies. This is understandable given the mainly 
practitioner-based origins of agile software development.  
There is a need for comprehensive, systematic context-specific understanding of 
the NPD problem space in general, and the role of agile software development in the 
improvement in particular. Current generic knowledge frameworks on the one hand 
and miscellaneous case studies on the other do not provide such directly applicable 
pragmatic aids for the practitioners. Moreover, the conceptual theory-building 
requires further interdisciplinary understanding. 
In summary of the survey and discussion in Sect. 2.3, what is currently known and 
have been experienced about agile software development is in general as follows: 
· Agile software development models aim to tackle many of the typical software 
project problems faced in practice in turbulent business environments. 
· Agile software development methods have successfully been applied to a variety of 
different software development types ranging from pure software products to 
embedded systems in many application domains. However, it is not well 
understood, which software types are the most suitable ones (“sweet spots”), and 
furthermore, if there are any particular product development types which may 
disfavor agile software models. 
· There is a diverse body of empirical evidence of both successes and obstacles 
observed in practice in various environments. 
· However, it is not clear how much and under what circumstances agile software 




· The long-term effects of agile software development are yet to be seen due to the 
mostly nascent state of the development. Many large-scale systems have very long 
lifecycle times (up to ten years). 
· There are many areas in particular in large NPD organizations, which are currently 
not fully (if at all) addressed by the current models. Specifically, large-scale 
product management, engineering management, and organizational development 
require additional measures. 
· Traditional organizational software process improvement methods may not be 
effective enough in rapidly changing, fast-cycled product development 
environments. 
· The human-centric value-based philosophy of agile software development (Agile 
Manifesto) may require fundamental paradigm shifts in traditionally structured and 
managed organizations. Other disciplines – such as organizational development 
(OD) – address such issues. 
 
Following the development characteristics and success/problem factors presented 
in Sect. 2.3, the current research trends in agile software development focus on the 
following key topics and areas in particular summarized in Table 10. 
Table 10. Agile software development research areas 
Area Publications  Relevance for This Thesis 
large-scale agile 
software development – 
also distributed, even 
globally 
(Kähkönen 2004; Lindvall et al. 
2004; Leffingwell 2007; 
McMahon 2002; McMahon 
2005) 
· integrating (accommodating) agile 
software development teams in 
large-scale organizations 
specific application 
areas (e.g., mobile and 
automotive embedded 
software development) 
(Dagnino 2002; Fitzgerald, et 
al. 2006; Greene 2004; Khan 
and Balbo 2005; Manhart and 
Schneider 2004; Pyhäjärvi 
2006; Salo and Abrahamsson 
2008; Vanhanen et al. 2003; 
Wils et al. 2006; Välimäki and 
Kääriäinen 2008) 
· embedded systems domain (in 
particular, telecommunications) 
cost/benefit analysis of 
agile software 
development (e.g., in 
terms of productivity, 
quality, product 
maintainability), metrics 
(Anderson 2004; Hartmann and 
Dymond 2006; Heikkilä and 
Holmström 2005; Itkonen et al. 
2005; Lyytinen and Rose 2004) 
· agile software engineering 
economics 
organizational models 
for agile software 
product development 
(agile frameworks) 
(Ambler and Kroll 2007; 
Dagnino 2001; Highsmith 2005; 
IEEE 2007; Karlström and 
Runeson 2006; Kivelä 2007; 
Mäkelä 2008; Wallin et al. 
2002) 




Area Publications  Relevance for This Thesis 
transforming traditional 
software development 
organizations into agility 
(agile adoption) 
(Ågerfalk and Fitzgerald 2006; 
Benefield 2008; Boehm and 
Turner 2005; Börjesson 2006; 
Ceschi et al. 2005; Dutton and 
McCabe 2006; Hansson et al. 
2006; Highsmith 2007; Mar 
2006a; Pikkarainen and 
Mäntyniemi 2006; Pyhäjärvi 
2006; Salo 2007; Sidky 2007) 
· NPD organizational development 
cultural aspects, values, 





(Aramand 2006; Cockburn 
2007; Coplien 2004; Levine 
2005) 
· large-scale organizational enablers 
of agile capabilities 
· strategic agility  
 
In all, from the critical research point of view, there have so far been only 
provisional conceptualization and preliminary theory-building, mostly basing 
incrementally on existing mature constructs and disciplines. However, more 
systematic research is needed to first capture the current developments, and then to 
advance to potentially relevant multidisciplinary areas (e.g., economics, 
organizational science). More empirical support is necessary accordingly. 
Dybå and Dingsøyr (2008) have recently conducted an extensive literature survey 
on empirical studies of agile software development. They conclude that there is in the 
one hand a clear need for more empirical studies about the benefits and limitations of 
agile software development, but on the other hand also the research methods should 
be strengthened. Overall, Dybå and Dingsøyr call for more research on management-
oriented aspects of agile software development as well as more extensive 
investigations about how and when it is beneficial to adopt agile software 
development methods in practice. 
Moreover, Dingsøyr et al. (2008) outline a roadmap for future research (up to 
2015) of agile software development based on a current state analysis. They find the 
following major gaps and needs in the current research and knowledge in order to 
comprehensively understand agile software development: 
· more empirical studies with rigorous research methodologies following more 
established field paradigms (in particular information systems research) 
· analyzing experienced teams and (large) organizations in complex industrial real-
life settings  
· taking more into account related business competence areas (like management 
science and organizational development)  
 
This thesis attempts to address to some extent all those three key areas by working 
in a large-scale, established industrial organization developing complex systems 
products. The research work links software development with the NPD field. 
Empirical support of the underlying theories is desirable accordingly. This thesis 
builds mostly on combining the prior empirical evidence about flexible software-
intensive NPD on the one hand (Table 25, 26), and what is has so far been 
experienced in agile software development and its adoption on the other hand (Table 
28, 29). However, while the NPD field evidence is more mature recorded over a long 
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period of time, the empirical software development research is much more limited. 
Considering the empirical support of the underlying work of the thesis, there is not 
much prior integrative evidence linking NPD and software development together. 
Multidisciplinary studies are rare. 
2.4.2 Positioning the Thesis Research 
The research problem is put into the relevant scientific context (2.4.2.1). This makes it 
possible to rationalize the specific research questions of the thesis (2.4.2.2). 
2.4.2.1 Connections 
The main research problem of this thesis (Sect. 1.2) is by nature multidisciplinary. 
Consequently, the key idea is to investigate the question from different perspectives, 
looking for and combining applicable knowledge and solutions from related 
disciplines and research fields. However, the main focus areas are project 
management and software engineering. Table 11 outlines this bridging.  
Table 11. Software-intensive NPD research cross-connections 
Field Key Questions, Knowledge Areas 
Computer Science (CS) fundamentals of software technology (discipline) 
Software Engineering (SE) How to construct software (products) economically? 
Information Systems (IS) How to develop software systems (IT)?  
Project Management (PM) How to organize and govern the software development and 
engineering work efficiently (time-cost-features)? 
Operations Management (OM) How to produce and deliver the (software) products effectively? 
Product Development (PD) How to conduct successful NPD in general? 
Organization Design (OD) How to structure high-performance PD organizations? 
Organization Theory (OT) How to improve PD organizations? 
Marketing product (features) offerings 
Business Strategy Development How to achieve firm performance goals with NPD? 
 
In order to be able to comprehensively address the research problem of this thesis, 
a wider range of NPD disciplines and business competence areas are of certain 
relevance in conjunction with the actual software product development functions. 
There are two main research threads here. The primary discipline of this thesis 
research is software engineering (management). Agile software development is 
essentially an extension to the traditional software engineering by emphasizing, 
augmenting and reshaping certain key areas. The second main thread is NPD, which 
is the host discipline in this thesis research context. The traditional NPD models have 
subsequently been revised toward more flexible product creation.  
In addition, there is a range of other potentially related business competence areas 
and disciplines like discussed in Sect. 2.1. However, it is not possible to cover all such 
areas within the scope of this thesis work, and most of them are excluded here like 
defined in Sect. 1.3. 
A fundamental insight here is to understand how the concepts of agility and 
flexibility are realized in different disciplines. Furthermore, what is more profound is 
to see, that the level and scope of different research streams vary considerably – 
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sometimes even in unclearly defined and confusing ways. In particular, the 
dimensioning can vary from individual (software) teams up to entire enterprises.   
Again, most of this goes beyond the scope of this thesis research focusing on the 
software team level. However, it is important to realize that such connections and 
dimensions do exist, and they offer potentially further research avenues.  
2.4.2.2 Rationale 
The profound tenet of this research work is that software development agility in 
conjunction to NPD should be approached with a multidisciplinary perspective. Such 
cross-functional thinking is not totally unusual, but to the best of our knowledge not 
much research results have this far been published accordingly (Table 10).  
Some authors have pointed out the need and potential for such interdisciplinary 
research (Mäkelä 2008; Nambisan 2003; Rauscher and Smith 1995; Smith 2007). In 
general, the links and possible interdependencies between the different areas shown in 
Table 11 and possibly also with other business competence areas (Sect. 2.1.1.1) are 
currently not comprehensively understood. The cross-functional linkages and 
connections offer thus potentially innovative solution possibilities. 
A few research publications make an explicit connection between software 
development and NPD. For instance Nambisan and Wilemon (2000) compare and 
contrast prevailing software development and NPD. For example Boehm and Turner 
(2005) underline the integrated systems engineering perspective. Aramand (2006) 
calls in general for more cross-disciplinary research between strategic management 
and software product development.  
Some authors have recently made agility-oriented connections between software 
development, NPD and other related disciplines. For instance Larman (2004) 
underscores that software production is by nature closer to new product development 
than predictable mass production. Smith (2008) proposes enhancing NPD models 
with agile software development principles, and Turner (2007) sees equal possibilities 
in the traditional systems engineering processes. Vainio et al. (2005) compare and 
contrast general-purpose NPD process models with commonly used (agile) IS 
software development methods. Cockburn (2007) parallels agile software 
development with agile manufacturing principles.  
In sum, there is lack of knowledge and deeper understanding of embedded 
software product development in NPD context in particular under the new, changing 
competitive circumstances facing many large industrial organizations today 
(Abrahamsson 2007). Large-scale agility is still an immature area in practice, and 
specifically the benefits and costs of agile software development in such large 
organizational settings is not yet well understood. Furthermore, the way agile 
software development can be realized requires further investigations (Table 29). 
In all, the general NPD research directions coupled with the above approaching 
establish the rational basis for this research. This thesis maintains that in order to be 
able to comprehensively develop the strategic capabilities of the embedded software 
production functions, it is necessary to consider the wider organizational context and 
the competitive environment. The essence is to realize how agile software 
development capabilities can support the NPD strategy, which in turn should align 
with the overall business strategy of the company.  
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That line of reasoning leads to the research questions of this thesis about how agile 
software development can be utilized in large-scale NPD context as defined in Sect. 
1.2. Table 12 recaps the research needs and knowledge gaps identified in Sect. 2.1-
2.3, and links the research questions of the thesis to address them.  
Table 12. Research needs and questions 
Research Needs, Knowledge Gaps Research Questions (Sect. 1.2) 
understanding the essential NPD problems 
affecting embedded software projects in 
turbulent competitive environments (Sect. 2.1) 
1. What are the typical problems of large-scale 
NPD embedded software projects?  
rationalizing agile software development 
capabilities accordingly (Sect. 2.2, 2.3) 
2. What problems and goals does agile software 
development address? 
integrating agile software project teams into 
larger NPD organizational context (Sect. 2.3, 
2.4) 
3. How can typical large-scale NPD problems be 
tackled with agile software development methods? 
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3 Research Design 
There is no one specific research method, which is completely perfect in this 
pragmatic research setting. All in all this thesis work follows the design scientific 
approach with the researcher as a participatory observer. Those principles are 
characterized (Sect. 3.1). 
The empirical research case environment is described in Sect. 3.2. The particular 
industrial organization context is rich in potential research issues, but there are also 
many practical constraints. The nascent and interdisciplinary nature of the research 
field calls for mixed research designs. 
The actual realization of the overall research work is then described (Sect. 3.3). 
The organizational connections are shown. 
Last, the general quality criteria for the research design are defined (Sect. 3.4). 
Both the relevance and rigor aspects are important in this kind of an industrial 
research work. 
3.1 Research Methods 
Software engineering is an applied discipline. Consequently software engineering 
(information systems) research often uses multidisciplinary research methods 
(Mingers 2001). Fig. 10 presents a general-purpose taxonomy of all research methods 
(Järvinen 2004).  
 
Innovations 









Fig. 10. Taxonomy of research methods after Järvinen (2004) 
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Like described in Sect. 3.2, this research work has been conducted in a large-scale 
industrial product development organization software process improvement context. 
With respect to the classification scheme in Fig. 10, the work is thus primarily about 
constructing and evaluating innovations (artifacts). In addition, there are also some 
empirical explanatory elements involved in order to be able to understand the 
underlying fundamentals stemming from the real-life observations.   
The constructive part of this research is about Design Science (van Aken 2004; 
Hevner et al. 2004). The business environment sets the needs for the research 
questions, thus ensuring their relevance. The purpose of the research is to create 
innovative solutions (design artifacts, foundations, methodologies) for those problems 
based on the existing body of knowledge – both organizational local as well as more 
general scientific knowledge of the discipline, ensuring scientific rigor.  
Action Research is an increasingly typical method of conducting design-scientific 
research in software engineering (information systems) (Avison et al. 1999; Susman 
and Evered 1978). The iterative change/improvement cycle is repeated until a 
satisfactory and feasible solution is reached for meeting the organizational needs. 
Depending on the nature of the design artifacts, different evaluation methods may be 
appropriate (Hevner et al. 2004). Action research is often coupled with case studies. 
Qualitative data analysis (descriptions, illustrations and interpretation) is typical in 
such cases (Eisenhardt 1989). 
Action research and case studies are becoming more and more commonplace in 
software engineering research, since the current research problems address 
increasingly managerial and organizational questions (Myers 2007). In such practice-
oriented organizational research settings it is often necessary to understand not only 
software engineering (information systems) technical disciplines, but also (large-
scale) organizational dynamics, people factors, and even social sciences to some 
extent (Jankovic 2005; Raelin 1997; Schön 1983).  
Overall, the core principles of the action research approach can be summarized as 
follows (Routio 2007): 
· The starting point should be in the current actual state of the activity, not just in 
theoretical assumptions. 
· The problematic situation should be reflected from a wider point of view in order 
to be able to recognize more general patterns with respect to the uniqueness of the 
situation and consequently potential existing solutions. 
· The original situation could be abstracted into a suitable theoretical model as a 
reference base of the changes.   
  
This kind of a participatory, collaborative design (clinical research) is increasingly 
commonplace with research-in-industry settings. Ideally, there is a continuous 
interplay between the researcher and the target community with shared goals 
(Kiviniemi 1999). Recently for instance Börjesson (2006) and Suikki (2007) have 
applied similar research approaches in comparable industrial organizations.  
Dybå and Dingsøyr (2008) argue that agile software development is still such an 
immature and unchartered (nascent) research area that exploratory qualitative studies 
are needed in the field research. Action research is in their opinion a particularly 
suitable approach in this context. Flexible case studies are in general appropriate 
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research approaches in such emerging research areas with potentially novel insights 
(Eisenhardt 1989). 
These elements serve well the objectives of this thesis research work in the case 
organization environment (Sect. 3.2.2). The first steps of this research address 
general, more mature problem areas while the later ones focus on the specific, 
currently nascent issues of agile software development. Consequently, this research 
design is adjusted accordingly in terms of leaning to existing theoretical constructs 
and utilizing empirical data. The analysis is mostly qualitative. The fundamental 
nature of action research supports such adjustments and focusing during the research 
work (Heikkinen and Jyrkämä 1999). 
The actual usage of the selected research methods discussed above varies during 
this research work to some extent in the different phases and steps. They are defined 
in described in detail in the individual Research Papers and summarized in Ch. 4. In 
all, it is important to realize the state of the prior research in order to be able to fit the 
research design appropriately in each phase (Edmondson and McManus 2007). 
3.2 Research Environment  
To begin with, it is necessary to understand the key characteristics and trends of the 
industry sector and the competitive environment (Sect. 3.2.1). The specific case 
organization key attributes can then be contextualized (Sect. 3.2.2), and the research 
constraints underscored (Sect. 3.2.3). 
3.2.1 Case Industry Characteristics 
The empirical background of this research work resides at certain business units of a 
telecommunications equipment vendor company in Finland over a period of several 
years between 2000-2007. It is beyond the scope of this presentation to describe the 
telecommunications business sector and product development industry in detail, but 
there are two noticeable global developments worth highlighting during the period of 
this research: 
· the rise and rapid fall of the so-called “dot-coms” around year 2000 (Levine 2005) 
· the huge expenditure of telecommunications operators for the 3G networks licenses 
in the early 2000s 
 
At the time of this research the global developments in the telecommunications 
field indicate in particular the following trends in the competitive environment: 
· The business sector is in general gradually recovering from those downturns (Ante 
2007)6. 
· There are some new entering equipment vendors with aggressive business models 
challenging the incumbents. 
· The vendors as well as the operator customers are driven by strict business 
objectives of profitability and cost-effectiveness. The business models must be 
                                                        
6  Interestingly enough, as of this writing (in fall 2008) the global economic turmoil is again 
causing stagnation in the telecommunications markets. 
53 
 
directed accordingly, affecting for example the product development 
portfolio/feature strategies.  
· There is no one predominant network technology, but a range of different 
technologies combined with certain new ones emerging (e.g., WiMAX). This 
implies that large-scale equipment vendors may decide to include very different 
product types and platforms in their NPD portfolios at the same time. 
· The telecommunications industry continues to be a significant developer of 
embedded software-intensive products (TNO/IDATE 2005). 
 
Those overall business milieu trends have affected also this particular research case 
environment, causing considerable external turbulence, and consequently driving the 
needs during the research period. At the time of this thesis research work the 
organizational interests towards agile software development grew significantly due to 
those overall telecommunications business environment drivers (Vodde 2006; Vilkki 
2007; Tanskanen 2008). This general movement also motivated the research setting of 
this thesis (Sect. 1.2). 
3.2.2 Case Environment 
This thesis research work has been conducted in an industrial telecommunications 
product development context like typified in Sect. 3.2.1. The work concentrates on 
one particular business unit of the larger organization. This particular case 
environment can be characterized as follows in Table 13 (at the time of this research). 
For confidentiality reasons only the overall scale is shown.  
Table 13. Key characteristics of the industrial case environment (orders of magnitude) 
ATTRIBUTE Company Case Business Unit 
Field · telecommunications 
(equipment and services) 
· network element product 
embedded software (and 
hardware) development 
· network element management 
systems (workstation software) 
Size of organization: 
· # of people 
· # of business units 
· # of sites 
· # of projects 
 
· 10000 (worldwide) 
· 10 







Typical project size: 
· # of people 
· # of sites 
· # of teams 
· team (persons) 
· duration (months) 






Typical product size, 
complexity: 
· LOC 
· # of subsystems 
· software domains 












The case software product development environment has in addition to the overall 
industry-specific characteristics described in Sect. 3.2.1 the following particular 
complexities and drivers: 
· hyper competition in the business environment (e.g., cost reduction needs) 
· new market/customer needs (volatile and emerging product requirements) 
· high product reliability requirements (even mission-critical) 
· interdependencies to proprietary target hardware engineering and manufacturing 
 
Within this case environment, the author has worked as a full-time Quality and 
Process Development Specialist in association with various embedded software 
product development projects. This insider position has made it possible to work in 
close contact with the practitioners of the software product development. In addition, 
there has been full access to all the relevant knowledge sources in the case 
environment (within the overall company confidentiality limits). 
3.2.3 Strategic Concerns 
In the particular type of the industrial environment described in Sect. 3.2.1-3.2.2, the 
research strategy must consider not only the academic relevance and rigor, but also 
the case organization current needs and constraints. In particular, it is usually 
necessary to focus on a narrow set of essential improvement items (“burning issues”) 
even though there often are many more potential topic areas and possible future needs 
(Hinkin et al. 2007). The key is to be able to recognize those problem areas, which are 
really caused by some local impediments (e.g., lack of resources, inappropriate tools), 
and the more fundamental ones with possibly enterprise-wide strategic significance.  
In general, research and improvement in this kind of industrial environments is 
typically characterized and constrained by many practical factors (Kettunen 2000; 
Börjesson 2006; Lassenius 2006; Suikki 2007): 
· There has to be an appropriate alignment and balance with the business objectives 
and the research objectives. 
· The research work should be integrated to the business operations in order not to 
hinder the daily software production work.  
· The relevant expertise is not necessarily evenly spread and available in the 
organization.  
· New improvement changes must typically be aligned with the existing 
organizational process assets and legacy systems and tools. 
· The life-cycle phase of the products under development drives the needs for 
improvements over time.  
· In large organizations there are usually many stakeholders, each with possibly 
varying needs and priorities. Furthermore, the needs and priorities could be subject 
to change over time.  
· It is not unusual that restructurings and other organizational factors affect the 
research and improvement plans even radically during the course of the execution 
– in particular if the time period spans over several years. 
 
In all, this kind of an industrial environment brings both opportunities and 
obstacles to conduct successful research. The relevance of the selected research 
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problems is usually straightforward to verify, and the research can be kept aligned 
with the current needs of the business environment. On the other hand, there might be 
practical problems to achieve high quality (rigor) of the research work. The research 
methods must be selected and adjusted accordingly. 
3.3 Research Process 
The research work is embedded into the organizational process development and 
improvement activities (Sect. 3.3.1). The cyclic research process comprises a 
longitudinal sequence of phases and steps conducted over several years (Sect. 3.3.2). 
3.3.1 Interconnections 
Like stated in Sect. 1.2, this research work focuses on product development process 
improvement problems in a case organization (Sect. 3.2.2). The main driver is to help 
the organization in its daily work following the philosophy of action research 
(Heikkinen and Jyrkämä 1999). 
The research process joins the organizational software development and 
improvement activities. The research cycle augments the organizational improvement 
cycle, which is typically focused on short-term project-specific issues. The aim of the 
longer-term research cycle having a more generic focus is to support the 
organizational activities by extending the organizational knowledge base (learning). 
The external research publications and this compendium are ultimately targeted to 
increase the academic body of knowledge, which is in general one external source of 
organizational SPI references. 
This is what can be called professional researcher-centered approach (Routio 
2007). In this approach the researcher is assumed to be an (insider) domain expert 
capable of identifying and understanding the key problems of the affected 
practitioners, but the researcher is expected to conduct the actual studies mostly 
independently. The resulting improvement plans should then take into account also 
the organizational constraints about what can be changed in practice. 
There are also some ethnographic research aspects in here. With respect to 
organizational learning, this approach could be characterized in a way as problem-
based learning (Delaney et al. 2003). 
3.3.2 Realization 
This thesis work comprises six distinct research steps reported in the research papers 
I-VI, see pp. vii. We have repeated the action research cycle, but for each iteration 
have opened up new successive research viewpoints and propositions in order to gain 
deeper understanding and shaping of the research problem like depicted in Fig. 11. 
The research questions 1-3 (Sect. 1.2) phase the research.  In particular, the starting 
point is no specific a priori theory, but the concepts emerge during the research 
(Eisenhardt 1989). However, a key is to reconstruct and reflect the organizational 
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Fig. 11. Spiral model of the thesis research following Routio (2007) 
In addition, while advancing, we have gradually shifted the hierarchical level (see 
Fig. 1) from the initial team level towards more organizational issues following the 
research goals (i-iii) stated in Sect. 1.2. This bottom-up progressing emerges from the 
increasing knowledge in the research spiral (Fig. 11). 
Fig. 12 depicts the overall research flow. The research phases link the research 
steps focusing on the consequent research questions (c.f., Fig. 11). Altogether they 
seek to answer the research problem by addressing the identified research needs and 
knowledge gaps summarized in Table 12. 
With respect to the general Action Research methodology (Sect. 3.1), the research 






· practical experiences 
· early insights 














· research step design 
· execution 
· reporting (Research Paper) 
· next steps planning 
 
FOCUSING 




















ANALYSIS AND CONCLUSIONS 
· All results incorporated. 
· cross-phase inferences 
· overall implications 







· Software Engineering 




· cross-step conclusions 
· research problem shaping 
 
References: 
· flexibility, agility in R&D 
· agile software methods 
 
References: 
· Agile software 
development 













Overall, this research work does not formally join to any particular larger research 
program. The case organization has a permanent SPI group, and the author has been a 
full-time member of it. The research activity has been an integral part of that ongoing 
daily work. However, some of the publications have been reported in the ITEA-
AGILE program (ITEA-AGILE 2007a). 
Taking into account the overall industrial case environment (Sect. 3.2), this kind of 
an investigation begins hardly ever from scratch in a large organization with a long 
history. For example in this case the author has gained prior knowledge and 
experiences already in another business unit in the case organization (Kettunen 2000). 
The initial ideas of this research stream really originate from the early 2000s 
(Kettunen 2001).  
Furthermore, this investigation is partially open-ended. More work (iterations) 
could possibly have been done for each one of the phases and individual research 
steps. The path chosen here is context-dependent relative to the organizational 
environment, following a prominent research thread at the time of the investigation. 
That is what pragmatic action research is in essence (Heikkinen and Jyrkämä 1999). 
Consequently, this thesis concludes the work up to the point scoped in Sect. 1.3. The 
impacts of these choices are considered in Sect. 5.3.4.  
The author has subsequently continued the agility-oriented research elsewhere 
(Kettunen 2009; Kettunen and Laanti 2008). We discuss this further work in Sect. 6.2. 
3.4 Research Scrutiny and Evaluation Criteria 
This kind of research-in-industry work is subject to the commonly underlined rigor-
relevance dilemma (Glass 1994). That is, we should focus the research effort on 
relevant questions from the organizational business point of view, but also conduct 
scientifically valid and reliable research work from the academic point of view. There 
should be a win-win setup (Benbasat and Zmud 1999; Hinkin et al. 2007).  
Hevner et al. (2004) suggest certain general guidelines for good design-scientific 
information systems research. Table 14 shows how we attempt to satisfy them in this 
research work. 
Table 14. Guidelines for design-scientific information systems research  
Guidelines (Hevner et al. 2004) Addressing in This Research 
Design-science research must produce a 
viable artifact. 
The aim is to include empirical sections in every research 
paper for the practitioners. The resulting research papers I-
IV present actionable artifacts (worksheets), which can 
readily be deployed in daily software production projects. 
The modeling propositions in the research papers V and 
VI remain more tentative, requiring some further 
refinements, but their feasibility is nevertheless 
demonstrated with practical industrial examples.       
The purpose is to develop solutions to 
important and relevant business 
problems (research relevance). 
The research questions are extracted from the daily 
operational work of the software production in the host 
organization. Hence, they stem from the “burning” issues 
for the practitioners, and should consequently be relevant 
from the business point of view. 
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Guidelines (Hevner et al. 2004) Addressing in This Research 
The utility, quality, and efficacy of the 
artifacts must be rigorously 
demonstrated. 
Descriptive evaluation methods (scenarios) are used 
tentatively. 
The research must produce clear and 
verifiable contributions (artifacts, 
foundations and/or methodologies). 
All the research papers I-VI make practice-oriented 
propositions. 
The construction and evaluation methods 
of the artifacts applied must be rigorous 
(research rigor). 
The practical propositions are grounded to the relevant 
research literature surveyed in the research papers. 
The artifact solution is created by 
utilizing the available means while 
satisfying the laws in the problem 
environment. 
The research work is closely connected to the 
organizational environment. 
The results must be presented effectively 
for both technology-oriented as well as 
management-oriented audiences. 
The research work is published in peer-reviewed journals 
and conference proceedings. Some company-internal 
presentations of the publications are organized for the 
more practitioner-oriented audience.   
 
The Reflective Practitioner mode of research (reflection-in-action) entails certain 
inherent threats (Heiskanen and Newman 1997): 
· The researcher should pay attention to the unique situation at hand.  
· The researcher must avoid getting too “native”.  
· All informants should be treated equally.  
· The practitioners may have stakes in the process, thus biasing the neutrality. 
· The research reporting should take into account the breadth of observations, and 
data recording scrutiny. 
 
This thesis research work is prone to the risk of the researcher getting too “native” 
due to the author being a full-time employee of the company rather than an 
independent external academic researcher. However, this risk is lessened by the 
organizational position in the separate SPI organization not directly responsible for 
the daily project operations of the software production.    
The quality of the empirical observations is a valid concern here because of the 
limited data size and mostly qualitative type. This is why a broad range of prior 
literature is surveyed extensively including some most recent (2008) publications in 
Ch. 2. That is in general recommended to compensate the limited number of cases in 
typical theory-building studies (Eisenhardt 1989). 
Descriptive evaluation methods are in general not recommended as the sole 
method of evaluation of design-scientific artifacts, if other methods are feasible 
(Hevner et al. 2004). We must therefore pay special attention to the following (van 
Aken 2004): 
· What can be learnt from this experience for other context (generalization)? 
· On which observations and which logical reasoning are the recommendations 
based (justification)?  
 
Benbasat and Zmud (1999) stress that relevant (IS) research should be interesting, 
applicable, current, and reported in an accessible way: 
· Does the research address problems that are of concern to the professionals? 
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· Does the research produce the knowledge and offer prescriptions that can be 
utilized by practitioners? 
· Does the research focus on current technologies and business issues? 
· Are the research articles understandable (even enjoyable) to the professionals? 
 
In general, there is no universal agreement on the criteria of successful action 
research (Huttunen, Kakkori and Heikkinen 1999). In particular, normal validity and 
reliability tests may not be most appropriate. The pragmatic evaluation viewpoint is to 
consider how much the research really helped the organization to improve its 
working. 
We evaluate our research results and inferences against these criteria and 





This section presents the main results and findings of the individual research papers I-
VI (pp. vii). The items are grouped and combined here according to the research 
questions 1-3 set in Sect. 1.2. The presentation follows the logical flow of the research 
stream illustrated in Fig. 12. Each subsection (4.1, 4.2, 4.3) begins with a rationale. 
This bridging integrates the sections together into a chain of cross-section result steps 
and consequent needs for the subsequent research steps like overviewed in Sect. 1.4. 
To begin with, the problem space of large-scale NPD embedded software projects 
is examined (Sect. 4.1). Typical problem and uncertainty factors are recognized by 
developing systematic means to characterize the contextual project problem space. 
Next, the problem space is examined by developing certain recognized key problem 
areas in more detail. Some practical constructs for this are proposed. 
Following that line of thinking suggests considering agile solutions for typical 
software project team problems (Sect. 4.2). This experimentation allows realizing 
how and when agile software development can be realized efficiently at the software 
team level. 
The team-level agility is then developed towards larger-scale organizational 
capabilities by integrating agile software project teams into NPD enterprise context 
(Sect. 4.3). This connection makes it possible to draw wider conclusions about the 
main research problem of the thesis. 
Finally, Sect. 4.4 summarizes the research steps, tabularizing the developed 
artefacts and the resulting findings. It then integrates the results together, making it 
possible to answer the main research problem of the thesis. 
 
4.1 Typical Problems of Large-Scale NPD Software Projects 
Industrial non-trivial software projects tend to face many types of problems 
throughout the project life-cycle. Some problems stem from the project external 
environment and may be beyond direct control, while additional problems may be 
endogenous.  
An important first step is therefore to be able to recognize such context-specific 
uncertainties and problem sources (Sect. 4.1.1). Once recognized and analyzed, it is 
possible to look for alternative solutions to the current and anticipated future project 
problem areas (Sect. 4.1.2, 4.1.3). By focusing on the particular context-specific 
uncertainty and problem areas, the project manager can conduct and steer the project 
rationally with appropriate means, even under considerable trouble conditions beyond 
her immediate control.  
It is not in the scope of this thesis work to investigate each software development 
problem area in detail. Instead, the idea is to take a macro-level look, and thereby 
cover a wider range of essential NPD project uncertainty and problem classes. This 
scoping and focusing allows linking the possibilities offered by agile software 
development models to the wider NPD context. 
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4.1.1 Project Problems / Uncertainties 
The purpose of Research Paper I (“Troubleshooting Large-Scale New Product 
Development Embedded Software Projects”) is to address the following specific 
questions:   
· How to recognize the typical problems of large-scale NPD embedded software 
projects? 
· How to assess the feasibility and achievability (“health”) of such projects? 
 
This paper proposes focused aids for identifying and evaluating the typical NPD 
problem factors. The investigation is first grounded to the existing literature of well-
known software project failure factors observed in various industrial and academic 
environments over the years. Over the years there have been published many such 
typical software project problem factor classifications (Boehm 1991; Brooks 1995; 
Brown et al. 2000; Curtis et al. 1988; Fairley and Willshire 2003; May et al. 1998; 
McConnell 1996; McConnell 1998; Ropponen and Lyytinen 2000; Royce 1998; 
Schmidt et al. 2001; Smith 2001). 
This study focuses on the specific problem areas of embedded software 
development projects. For that purpose it is important to understand the contextual 
factors and interdependencies between the actual software engineering and other 
related functions.  
Many problems and uncertainties stem from the software project external reasons 
and dependencies. It is furthermore important to realize the dynamics involved – i.e., 
how often and radically each source may change (turbulence), and how predictable 
the changes could be. That depends typically on many contextual factors in non-trivial 
and often interdependent ways (cause-effect relationships). Each embedded software 
team is then one element in a complex network thus facing both internal and external 
turbulence factors stemming in particular from the following: 
· product/project portfolio management (concurrent product programs) 
· product systems engineering (product evolution) 
 
Based on the above general characterization of the overall problem space, this 
paper proposes a tool called ‘Project Problem Profiler’ for recognizing and evaluating 
software project problem factors in a systematic and comprehensive way. The Profiler 
is basically a database of typical problem factors and their likely impacts. It is based 
on the literature survey coupled with certain practical industrial experiences.  
Table 15 illustrates the overall structure of the resulting Profiler matrix7. The 
matrix has two main parts (indicated by the thick vertical separator line).  
                                                        
7 A tool implementation is available in http://old-www.cwi.nl/events/2006/profes/program.html  
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The left-hand side part of the matrix is basically a constant directory of typical 
software project problem factors, with a special emphasis on NPD embedded software 
projects. The rightmost part of the matrix is variable. It consists of the following two 
fields: 
· Project STATUS:  
- This value is the current evaluation of the project status with respect to the 
problem items (No problem / Minor issue / Concern / Serious!). This field is 
intended to be filled in by the user. 
· Project INDEX:  
- The project’s profile is indicated as a numeric value for each problem item. It is 
calculated based on the fields Typical IMPACT and Project STATUS. This index 
can be used to plot graphical profiles of the current project situation (illustrated 
in Research Paper I). 
 
For the Typical NPD Embedded SW field the matrix highlights the following six 
NPD special concerns (c.f., Table 15): 
· new market with uncertain needs 
· developing wrong software functions (functions that are not needed or are wrongly 
specified) 
· unrealistic schedules, budgets (time and budget estimated incorrectly) 
· inter-component or inter-group dependencies 
· real-time performance shortfalls 
· straining computer science capabilities (lacking technical solutions and computing 
power) 
 
We have conducted some empirical case study experiments with the Profiler. The 
experiments were done by asking the case project (quality) managers to evaluate their 
project problem situation by using the Profiler matrix. The figures in Table 16 shows 
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a summary of the findings indicating the number of actual problem items detected 
(see Research Paper I for the case details). 
Table 16. NPD project problem profiling case studies (Research Paper I) 
Project 
Case 




(out of 23) 
# of Problem 
Items assessed 
as ‘Serious!’ 
# of ‘NPD 
special 
concern’ items 
(out of 6) 
1 Terminal software 
platform subsystem, 
new features;  
Project ending. 
8 2 2 
2 Network element 
software, completely 
new product;  
Project completed. 
17 5 6 
 
In these cases concerning typical NPD-related problems 5 common problem items 
(out of 23) were identified. For confidentiality reasons the actual problem profile 
values cannot be shown here, though. 
The general conclusions of these case studies were that the Profiler matrix captured 
critical problem areas of the case study NPD projects. None of the project cases 
identified any such significant problems that were not covered by the matrix. 
However, it is not possible to say, if the matrix approach highlighted such problem 
areas which had not yet been seen by the project manager.  
4.1.2 Managing Information Uncertainty 
The explorative study of the overall NPD software development problem space 
described in Sect. 4.1.1 suggests that many of such problem sources are essentially 
about information and knowledge management (‘NPD special concern’ in Table 15). 
The embedded software teams must acquire and combine information from various 
internal and external sources. Each source of information may introduce uncertainties 
in terms of completeness, maturity and volatility. 
Following that line of thinking, Research Paper II (“Managing Embedded Software 
Project Team Knowledge”) addresses the following questions to investigate 
systematic methods for capturing and managing embedded software project team 
knowledge / information: 
· What are the key sources of information for the embedded software project team in 
such environments?  
· What kind of information is needed from those different sources?  
· When is each piece of information needed relative to the product life-cycle?   
 
To begin with, it is important to take a holistic view of the overall knowledge space 
of the product development project environment. We can start characterizing the 
knowledge base and information streams of an embedded software project team by 
65 
 
modeling the software development process workflow. One of the key points is to 
take the system and hardware engineering interdependencies into account.  
The software development team must have a general understanding of the related 
systems and hardware engineering processes for instance to be able to deal with the 
hardware/software interface specifications. Ideally, there is a mutual codesign 
network with intense knowledge sharing between all the related disciplines. This is 
particularly important with concurrent engineering in turbulent environments with 
uncertain, incomplete and volatile design information. 
This information flow and knowledge sharing modeling can be further developed 
to address the software project team outputs in particular for the other related project 
teams and subsequent projects (e.g., future product releases). Typically in large, 
established organizations much accumulated knowledge is encoded explicitly, but – 
notably – also implicitly in the various structures, processes, routines, and different 
tools. Often in practice some design knowledge remains outside the formal 
documentation (e.g., private notes) and even undocumented. Interpersonal networks 
are then important for sharing tacit knowledge. New personal experiences and skills 
(organizational knowledge assets) have also been accumulated in the project team. 
Research Paper II proposes two constructs to address the information flow and 
knowledge sharing problems discussed above. These methods have been developed 
based on empirical experiences in industrial embedded software production for 
telecommunications network equipment. 
The first Proposition helps identifying and consequently providing the necessary 
knowledge of the project team. It is essentially a systematic matrix of key software 
development knowledge areas following the modeling ideas.  
Fig. 13 is an outline excerpt of this table. Each process area is accompanied by a 
set of questions concerning the related knowledge elements. The basic idea is to 
answer the questions from the viewpoint of each member of the project team.  
Overall this method is most useful during the early phases of the project. Project 
staffing and teaming can be more systematically knowledge-based. It can also be 
utilized more generally for organizational process improvement purposes by 
identifying possible gaps in competencies, incomplete information assets, and other 





The following is a list of software product development process areas based on ISO/IEC 15504 Reference Model.
The accompanying questions (in italics) are supposed to help identifying the practical information needs on those areas.





Customer-Supplier Process Cat (CUS):
Acquisition
Supply
Who are our customers (external and internal)?
Requirements Elicitation
What do the customers really want from us?
Who is responsible for the elicitation of the customer requirements?
Operation
Engineering Process Cat (ENG):
System Requirements Analysis and Design
Where do I get my system requirements?
How do I know the software architecture (and system design)?
Software Requirements Analysis
Which items (documents) comprise my software requirements package?
How are the requirements managed (changes)?
Software Design
What design methods and tools do I use?
How do I change the component / subsystem external interfaces?
Where can I find the hardware data sheets (if any)?
Software Construction
What compilers etc. tools do I use?
What implementation rules do I have to obey (e.g., coding standards)?
Software Integration
What kind of integration and testing should I do?
Software Testing
Where do I get the target test hardware?
System Integration and Testing
How do I interface with the SW integration and system I&V?
System and Software Maintenance
What software platform dependencies do I have to follow?
Support Process Cat (SUP):
Documentation
How do I manage (e.g., version) my documents?
For each question, answer considering the actual needs of that person:
- n/a: No need to know.
- YES: Need to know. WHEN is the knowledge needed then? 
 
Fig. 13. Embedded software project knowledge planning template (Research Paper II) 
The second Proposition helps using the knowledge during the software project life-
cycle by eliminating or at least reducing communication gaps and missing 
information flows. It is based on well-known ideas of responsibility charts for project 
planning in general by defining the key producers and consumers of the key 
information and mapping them together as a chart.  
Fig. 14 illustrates such a project knowledge sharing chart. With this tabular method 
it is possible to visualize the knowledge item dependencies of each member of the 
project team.  
 
Software Project Internal Software Project External
Knowledge Items \ Actors P. Kettunen (PM) N.N. (Designer) (System Specifier) (Hardware Manager) (Quality Manager)
Previous projects history User n/a n/a n/a Provider
Software Specification A Author Reader n/a n/a n/a
System Specification B Reader n/a Responsible Contributor n/a
Hardware Data Sheet n/a Reader Reviewer Responsible n/a
ASIC hardware behaviour n/a User n/a Provider n/a
Standard Operating Procedure Reader Reader n/a n/a Responsible
User's Guide n/a Author n/a Reviewer Reviewer
Test process experience Provider User n/a n/a n/a
 
Fig. 14. Embedded software project knowledge sharing chart (Research Paper II) 
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We have used certain real-life historical records to assess the proposed constructs 
and methods retrospectively in order to evaluate how the ideas could tackle similar 
situations in the future. Table 17 summarizes that inferencing (see Research Paper II 
for details). It suggests that the propositions could probably have helped to avoid 
many of those problems at least within this particular NPD context. 
Table 17. History data based evaluation of the propositions (Research Paper II) 
Case 
# 
Problem Observations Construct Reflections 
1 · underspecified system requirements 
· lack of hardware behavior knowledge 
· Proposition 2 
· Proposition 1 
2 · unclear, changing requirements 
· architectural complexities 
· testing 
· multisite organizations, 
communication 
· Proposition 2 
· (Proposition 2) 
· (see Research Paper II) 
· Proposition 2 
3 · project scoping 
· product release planning 
· Proposition 1 
· NONE! 
 
Overall, this investigation points to the following fundamental knowledge-related 
factors affecting NPD embedded software production and possibly causing major 
problems unless taken comprehensively into account even at a software team level: 
· overall knowledge-intensiveness, including tacit knowledge and implicit assets 
· team-level perspective (e.g. how well a project team masters the relevant 
knowledge, project team experience) 
· people factors (e.g., skills, experience, interpersonal networking) 
· organizational interdependencies (e.g., multiproject, product management) 
· competitive environment changes (market and technology) 
4.1.3 Tactics for Selecting the Software Process Model  
The constructive exploration of the NPD software development problem space 
presented in Sect. 4.1.1 and 4.1.2 suggests that there is a need for systematic and 
holistic means to manage project uncertainties and different sources of potential 
problems. A major part of such a framework and a macro-level solution area of 
software project management is the choice of the overall project life-cycle model. 
This calls for systematic comparisons of different life-cycle model alternatives.  
Research Paper III (“How to Steer an Embedded Software Project: Tactics for 
Selecting the Software Process Model”) addresses this question with the following 
specific setting: 
· How can the project manager avoid typical project problems by selecting an 
appropriate software process model, based on the project situational factors? 
 
Many research investigations and software engineering guidebooks compare and 
contrast different software process models. Those different investigations use various 
different comparison viewpoints, such as suitability for different development types 
(size, criticality, and project’s priorities), efficacy of managing different software 
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risks (uncertainty), and the level of prescription vs. situational adaptation. In addition, 
there are various multidimensional classification approaches (like “home ground” 
profiles). 
In Research Paper III we propose a quasi-formal comparison based on distilling 
features of different project problem factors. We have composed a comparison matrix 
of well-known software process models with typical project problem issues like 
explored in Sect. 4.1.1 and 4.1.2 as the comparison points. Table 18 shows the 
structure. 
Table 18. Software process model comparison / selection matrix structure (Research Paper III) 
 Software Process Model 
Project problem, risk, failure factor How does this process model prevent that 
particular problem from happening, or helps 
mitigating it (in the context of large embedded 
software projects)? 
 
The matrix includes the following software development process models: 
Waterfall, Incremental development, Spiral model, Rational Unified Process (RUP), 
FDD, ASD, and XP. The idea is to cover a wide range of models, both traditional and 
modern ones. In contrast, there is an extreme case of ad hoc “hacking”. 
As the comparison points the matrix covers some 50 problem items (rows) grouped 
according to the project life cycle: project initiation, execution, completion. Fig. 15 




Plan/Specification-driven Models Evolutionary Models
Project Problems, Failure Factors Waterfall (serial development) Incremental development models Spiral model (risk-driven iteration)
Project Initiation:
Unclear project objectives (lack of a project 
mission)
Waterfall model does not tackle 
especially this problem. You should stay 
on the specification phase, until your 
project objectives are clarified.
Can start working on the known 
increments, and clarify the rest later. 
Note! May arise other problems later, if 
project is not well defined or if the 
definition changes much later. Rule of 
thumb is: 80% of the requirements 
should be known in the beginning. Make 
a project priority chart, and plan the 
increments accordingly. Sometimes the 
priorities must be changed during the 
project.
…
Overplanning / underplanning (e.g., "glass 
case" plan)
If you can do the planning reasonably 
well up-front, there is less overhead 
than with the iterative / incremental 
models. However, in the case of major 
uncertainties it is difficult to plan the 
project fully in advance. You must really 
proceed with the development to 
understand it better for realistic 
planning. 
… …
Lack of resources (people) … … …
 
Fig. 15. Software process model comparison / selection matrix excerpt (Research Paper III) 
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The matrix includes in addition a key point section of each process model’s home 
ground, drawbacks, and typical pitfalls. Table 19 is the outline of that part. 
Table 19. Software process model selection matrix structure (cont) (Research Paper III) 
 Software process model 




Scope Coverage of the model (project life-cycle activities) 
Nature Methodological characteristics 
Advantages Key benefits 
Constraints Limitations and disadvantages, prerequisites 
Cautions! Significant risks and pitfalls 
Notes Miscellaneous remarks 
EMBEDDED SYSTEMS Particular considerations for embedded software projects 
 
Research Paper III presents some industrial problem-based descriptive case studies 
to demonstrate the feasibility of the comparison matrix in practical settings. They 
illustrate how the matrix can be used to address typical project problem scenarios – 
such as incomplete product requirements. 
The outcome of this comparison is not any particular process model 
recommendation, but the idea is that the project manager can use the matrix to support 
his/her own selection of the particular process model. The matrix contains distilled 
advice about the selected process models in a concise form.  
This comparison study highlights how the focal points and underlying assumptions 
of different software development process models vary. Notably no one process 
model is optimal in all problem situations, whilst for certain problem areas several 
feasible choices could be possible. On the other hand, a mismatch often leads to 
ineffective project steering and could even create additional problems.  
4.2 Agile Solutions for Typical Software Project Team Problems 
The cross-step conclusions in Sect. 4.1 suggest that agile software product 
development could potentially be a beneficial solution for many typical problems of 
embedded software projects, in particular: 
· product requirements volatility and uncertainties (features) 
· tight project schedules (time-to-market) 
· extensive and rich knowledge / information sharing needs (communication) 
 
Following the problem-driven software process model comparisons discussed in 
Sect. 4.1.3, it is thus logical to investigate further agile software development models 
and how they address different project problems (Sect. 4.2.1). It is in particular 
important to see how the focus areas of different agile software process models match 
with the practical NPD project problem areas (Sect. 4.1.1-4.1.2). 
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When agile software development models tackle the relevant project problem 
issues, it is in addition important to understand their overall effects in the NPD value-
creation network. Cost factoring is therefore a key consideration for justifying their 
applicability and benefits (Sect. 4.2.2). 
4.2.1 Responding to Problems with Agile Software Process Models 
Research Paper IV continues the investigation of software process models as project 
problem solvers discussed in Sect. 4.1.3 (Research Paper III) by focusing more on 
agile software development models. The research question is thus as follows: 
· How do different agile software process models respond to different project 
problems faced in turbulent environments (if at all)? 
 
The following agile software development models are included: XP, Scrum, FDD, 
and ASD. Although RUP is generally not advocated as a pure agile software process 
model, it is possible to use it in a lightweight way, and we include that as well here. 
The purpose of this investigation is not to be an all-encompassing study of every 
agile-oriented development model but more like an overview exploration. 
The composition of the comparison matrix is similar to the one in Fig. 18  
(Research Paper III). The order of the process models (columns) in our matrix follows 
Boehm’s (2002) spectrum. Fig. 16 illustrates it. 
Since all agile methodologies advocate at least some of the same common 
principles (Sect. 2.3), we have included one column into our matrix reflecting, how 
each project problem could in general be tackled (see column “Related AGILE 
PRINCIPLES” in Fig. 16). However, this reflection is basically for reference 
purposes only, since those agile principles have been formulated in a very general 
way. Notably current agile software process models do not explicitly address 
embedded software development. 
 
Software Process Models
Project Problems, Failure Factors Related AGILE PRINCIPLES RUP (Rational Unified Process) FDD (Feature-Driven Development)
Project Initiation:
Unclear project objectives (lack of a project 
mission)
4. Business people and developers must work 
together daily throughout the project.
The Inception phase produces the 
project's Vision document defining the 
objectives (scope and constraints). The 
phase completes with a Lifecycle 
Objective (LCO) milestone, which 
criteria include a stakeholder agreement 
on the scope and the main requirements 
(features).
FDD does not cover the project initiation 
phase nor the customer requirements 
elicitation. However, a part of the 
Domain (Object) Model development is 
to understand, what the system is 
supposed to do. The model and the 
Features List are recommended to be 
agreed with the customers 
(stakeholders). With FDD, staged 
delivery is often recommended, thus the 
known/specified features can be 
made/shipped first.
Overplanning / underplanning (e.g., "glass 
case" plan)
10. Simplicity - the art of maximizing the 
amount of work not done - is essential.
There are two types of plans: a coarse-
grained Phase Plan, and a more 
detailed Iteration Plan (for the current 
iteration). Excessive planning beyond 
the current horizon is not favored. The 
plans have evolving levels of detail. 
Generally, no work should be done 
outside the iteration plans. 
…
Lack of resources (people) 5. Build projects around motivated individuals. 
Give them the environment and support they 
need, and trust them to get the job done.
… …
 
Fig. 16. Agile software process model comparison matrix excerpt (Research Paper IV) 
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Research Paper IV presents some descriptive case studies to test the feasibility of 
the comparison matrix in practical problem situations. They illustrate how different 
agile software development models address certain typical product development 
scenarios requiring agile capabilities.  
The comparison matrix suggests that many typical problem areas tend to be 
addressed by all the agile models: e.g., over/under-planning and unstable (volatile) 
requirements, continuous requirements changes. On the other hand, there are certain 
project problem areas that none of the selected agile software process models tackle 
especially well, such as lack of resources (people). Overall, the matrix approach 
points out how the problem space focus of agile methods is to some extent distinct 
from the problem space of traditional software process models examined in Research 
Paper III (Sect. 4.1.3). 
One of the case examples in Research Paper IV (Case #3) indicates in addition that 
at least in larger projects following one particular method (XP) strictly as defined can 
be very challenging. None of the analyzed models are free from at least some limiting 
constraints.   
As a conclusion, this systematic comparative study suggests that although agile 
software development models address many critical NPD project problems, the 
benefits are not self-evident and not necessarily realizable without some investments 
and trade-offs. This line of reasoning leads to the next research question to conduct 
systemic cost/benefit analysis of agile software development capabilities. 
4.2.2 Cost-Based Justification of Agile Software Development 
In Sect. 4.2.1, many possibilities for solving typical software project problems with 
agile software development models are recognized. However, it is not enough to 
provide effective solutions, but they must also be efficient to realize in practice. Cost 
factors (software engineering economics) are therefore important additional 
considerations of agile software development. In particular in many modern global 
business environments productivity and cost-effectiveness factors are often key 
considerations. 
Agility cost factors have been investigated specifically in conjunction with 
manufacturing and supply chains (Sect. 2.2.3). This insight leads to the question of 
their suitability for software development in Research Paper V: 
· Are general agile cost models applicable to software development? 
 
Considering product development value streaming in terms of the following 
general equation (Eq. 1), agility strives to increase the quality and service factors by 
meeting the current customer requirements by being flexible to customer demands 
and market changes. Furthermore, the cost and lead time factors can potentially be 
decreased by improving the overall productivity of the product development 
workflows (lean). A key feature of the agile software methods is that they attempt to 
keep the cost of fast design iterations low, thus striving for increasing the numerator 










In general, agility requires investments. Agile response capabilities entail the 
following cost factors:  
1. Building the reaction capabilities (e.g., software product platforms) in advance 
anticipating future changes 
2. Utilizing those capabilities to rapidly implement the responses to the actually 
realized changes 
 
Heikkilä and Holmström (2005) present a general cost model of an Efficiency 
Frontier. The point is that, up to the efficiency frontier, there is room for improving 
both the agility and cost-effectiveness of the current production system. Investments 
in agility could pay off in the future as the company is able to sustain profitability 
under changing conditions.  
Research Paper V examines those generic modeling ideas with a descriptive case 
study example. The example illustrates that it is possible to quantify the costs and 
benefits of agile NPD software development, with exact questions to assess when 
preparing investments. 
The case is about new product variants development, which is typically done with 
concurrent engineering of the new hardware and the embedded software functionality 
(Fig. 17, see Research Paper V for more details). A less-agile product development 
organization is not prepared for such emergent new variant needs, and consequently 
reacts to the customer needs as they come (Fig. 17(a)). This causes time-to-market 
delays, leading to poor responsiveness as well as lower productivity. In contrast, in a 
more agile organization, the need for different product variants is proactively 
anticipated from the beginning (Fig. 17(b)). A larger initial investment to proaction 
pays off in the long run due to the resulting better responsiveness and shorter time-to-
market. However, this depends on the future business cases over time (ROI). 
 
 





























Fig. 17. Agility cost modeling example case (Research Paper V) 
Research Paper V concludes that certain agile manufacturing / supply chain cost 
models can be successfully applied also in software development. This is because 
many agile manufacturing concepts have essentially been applied in some form in 
agile software development (e.g., lean thinking). 
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However, in large-scale software development the cost model of agility should 
incorporate the business model of the company (unit) as well (like the product variant 
offering in the case example above). A larger NPD organization should compose a 
value stream map of the whole product creation network, where the embedded 
software production function is one element of the NPD value stream. In large 
product development projects the net change cost (e.g., of swapping product features) 
often increases non-linearly during the development, as it is not just one team 
affected, but there are typically many interdependent teams. This is also influenced by 
product architectural choices (e.g., product line platforms). In general, each 
irreversible decision made during the product creation limits the future flexibility, and 
commits to certain costs. 
4.3 Agile Software Project Teams within NPD Enterprise Context  
The results and findings presented in Sect. 4.2.1 suggest that agile software 
development models address many key concerns of typical NPD embedded software 
projects. In addition the economic factors of agile software development are 
manageable like investigated in Sect. 4.2.2. 
However, the findings also reveal the fact that complete realization of many of 
those potentially beneficial solutions at the software team level depends on the 
surrounding organizational environment and the integration between the software 
team(s) and the rest of the NPD value network. This insight leads to the next research 
need to investigate how agile software teams can work effectively in the larger 
organizational system context in order to contribute positively to the total 
performance of the NPD organization. 
Research Paper VI addresses those issues of integrating agile software 
development teams into larger scale organization environment. Specifically, it sets the 
following questions: 
· How does software project agility relate to NPD enterprise agility?  
· What are the implications for SPI? 
 
The research approach is to build a software project team agility extension 
framework by connecting agile software product development projects explicitly into 
the NPD enterprise context. The starting point is therefore an individual team and its 
agility related key interfaces (business customers / markets, organizational resourcing 
and governance).  
The next logical step is to put the model of an individual software team into the 
larger organizational context considering the NPD and enterprise layers together with 
the competitive (business/technology) environment of the organization. Notably the 
project team may not have direct connections to the business customer(s), and there 
are typically other organizational stakeholders. Furthermore, the software project 
team may have additional interdependencies both internally (e.g., with the hardware 
development projects) and externally (e.g., subcontractors). The problem is, then, how 
the teams can nevertheless be agile. 
Fig. 18 illustrates those considerations with the Scrum method. The basic process 
model has to be connected with the rest of the NPD organization (linking the inflows 
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and outflows indicated by the dangling arrows in Fig. 18). This may introduce 
additional contextual interdependencies for example to process the interim increment 
releases.  
 



























Fig. 18. Organizational extensions with Scrum (Research Paper VI) 
The key is thus to understand and agree on the interfaces and constraining factors 
between the project team and the rest of the NPD organization. Some of the major 
considerations are then for example the following: 
· What are the customer interface and the distance between the customer(s) and the 
project team? 
· Who makes the business decisions about the product features, and the development 
schedule and resources (governance)? 
· What is the required level of project progress visibility (e.g., milestones)? 
 
Depending on the sources and level of uncertainties, different levels of flexibilities 
are required for achieving agility. Agile software teams must therefore have 
appropriate latitudes in the organizational context in multiple steering dimensions like 
depicted in Fig. 19. The more business (market) and technology uncertainty there is, 
the more flexible the product concept and development approaches should be to 
accommodate the volatility and changes. However, the project complexity and 















Fig. 19. Project agility dimensions (Research Paper VI) 
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Combining the enterprise model with the software project agility steering model 
(Fig. 19) produces a synthesis view of the overall NPD enterprise agility. The agility 
of the NPD organization is the aggregate of the product development projects. The 
NPD function as a whole exploits its agility by combining the different projects. For 
example, there may be multiple concurrent release projects each developing new 
features for the same product based on both known (reactive) and anticipated 
(proactive) market needs.  
Finally, at the enterprise level the entire NPD organization is just one part of the 
agility capabilities considering the whole space of business competence (c.f., Fig. 2). 
For instance different marketing strategies may choose to leverage the NPD 
capabilities in different ways over time for achieving firm external agility (e.g., 
selecting the current and new product features to release).  
Research Paper VI evaluates this modeling approach with a descriptive case in 
industrial NPD. The key success point is to realize the positioning and the external 
connections of the software development projects in the enterprise NPD value stream. 
An agile organization realizes the sources and nature of project uncertainty (Fig. 19), 
and takes proactive measures accordingly. The software project’s external 
connections are then managed systematically (Fig. 18).  
The main conclusion of the findings in Research Paper VI is that NPD company-
specific strategic choices influence profoundly the agility of the related software 
projects (for example the way they interface with the customers). This may then put 
totally different requirements for the different product development projects within 
the company. The agility of the individual software projects should not be developed 
in isolation. The project teams can then realize their positioning in the NPD 
organization and in its value network, and what business effects they are expected to 
bring at the enterprise (business unit) level. At the project team level the specific 
uncertainties and organizational constraints guide then the appropriate choices for 
situational, flexible software project management tactics. 
4.4 Synthesis 
The research steps presented in Sect. 4.1-4.3 form a consecutive research thread 
summarized in Sect. 4.4.1. Each step addressed certain specific aspects of the main 
research problem, and opened up next research cycles. Altogether, the combined and 
integrated results answer the overall research problem of the thesis (Sect. 4.4.2). 
4.4.1 Research Cycles 
Following the research questions (Sect. 1.2), Table 20 is a concise summary of the 
research cycles included in this thesis. The development artefacts described in detail 
in Sect. 4.1-4.3 and originally in the corresponding research papers (pp. vii) are 
tabularized here. 









What are the typical problems of large-scale NPD embedded software projects? (Sect. 4.1) 
I “Troubleshooting large-
scale New Product 
Development embedded 
software projects” 
Project problems / uncertainties:  
How to recognize the typical problems of 
large-scale NPD embedded software 
projects?   
Problem/uncertainty 
profiling matrix  
 
II “Managing embedded 
software project team 
knowledge” 
 
Managing information uncertainty: 
What are the key sources of information 
for the embedded software project team in 
such environments? What kind of 
information is needed from those different 
sources? When is each piece of 
information needed relative to the 
product life-cycle?   
Systematic methods for 
capturing and managing 
embedded software project 
team knowledge / 
information    
 
III “How to steer an 
embedded software 
project: tactics for 
selecting the software 
process model” 
Managing and avoiding different project 
problems with software process models: 
How can the project manager avoid 
typical project problems by selecting an 
appropriate software process model, 




What problems and goals does agile software development address? (Sect. 4.2) 
IV “How to steer an 
embedded software 
project: tactics for 
selecting agile software 
process models” 
Responding to different project problems 
with agile software process models: 
How do different agile software process 
models respond to different project 
problems faced in turbulent environments 
(if at all)? 
Agile software process 
model comparison/selection 
matrix 
V “Cost Modeling Agile 
Software Development” 
Cost-based evaluation and justification of 
agile software development: 
Are general agile cost models applicable 
to software development?  
 
Interdisciplinary application 
of agility cost theory 
considering NPD reaction 
and proaction capabilities 
(value creation effects vs. 
investments) 
How can typical large-scale NPD problems be tackled with agile software development 
methods? (Sect. 4.3) 
VI “Extending Software 
Project Agility with New 
Product Development 
Enterprise Agility” 
Extending software project team agility 
within larger scale organization context: 
How does software project agility relate 
to NPD enterprise agility? What are the 
implications for SPI?  
Software agility extension 
framework taking into 




4.4.2 Compound Results 
Altogether this stepwise research and the results and findings presented in Sect. 4.1-
4.3 and summarized in Sect. 4.4.1 provide progressively deeper understanding of 
software production agility in large-scale NPD environments like depicted in Fig. 11. 
As a conclusion, the results and findings of this research work can be aggregated as 
follows: 
· In large-scale NPD organizations, the typical problems of embedded software 
projects stem in general on multiple different dimensions from both the external 
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competitive environment (business and technology uncertainties) as well as 
organization internal reasons (e.g., multiproject interdependencies) (Sect. 4.1). 
· Agile software development models address many of those key problem areas, and 
the associated software engineering economic relationships are in principle 
manageable (Sect. 4.2). 
· However, in large NPD organizations it is in general not enough to pursuit agility 
at the individual software team level alone, but the surrounding organizational 
context has to be taken into account in order to integrate such project teams 
effectively for gaining comprehensive, enterprise-level performance benefits of 
agile software product development (Sect. 4.3). In large organizations there are 
often complex interdependencies between different projects, teams, and functions. 
 
Following the main research flow in Fig. 12, based on this new knowledge it is 
possible to answer the main research problem of the thesis about how agile software 
development can be utilized in large-scale NPD context: 
· To begin with, it is essential to understand the nature of the key project problem 
areas (e.g., uncertainty, productivity) and the intended purpose and coverage of the 
suggested solutions offered by agile software development models. Often there is a 
range of apparently different goals and problem issues, but the respective success 
factors and root causes may actually lead to the same focal sources. If they map 
clearly to the specific areas covered and emphasized by the agile software 
development models, there are potentially immediate advantages. This perspective 
is studied in detail in Research Paper IV (Sect. 4.2.1). 
· However, it is not obvious how the (agile) software product development 
capabilities relate to the NPD performance, and finally to the business 
performance. Research Paper V (Sect. 4.2.2) shows that there are certain 
possibilities to capture such effects with known modeling techniques. The key 
intrinsic characteristics of software production (Sect. 2.1.3) should nevertheless be 
taken into account. 
· It is important to see how the agile development in software production joins the 
overall NPD process improvement and even more general organizational 
development. The agility of the individual software projects should not be 
developed in isolation (Research Paper VI, Sect. 4.3). The relevant goals, problems 
and potential solutions should be analyzed in a holistic way taken into account the 
environment of the organization (team, unit). The project teams can then realize 
their positioning in the NPD organization and in its value network, and what 
business effects they are expected to bring at the enterprise (business unit) level. 
Often the NPD front-end, product creation, and also possibly also technology 
development activities are iterated even concurrently in large, complex projects 
facing different levels of uncertainties in different product areas and life-cycle 
phases. At the project team level the specific uncertainties and organizational 
constraints guide then the appropriate choices for situational, flexible software 




Having presented the research results in Ch. 4 answering the research questions, this 
section elaborates the addressing of the research problem (Sect. 5.1). Moreover, the 
research can now be compared against the related literature (Sect. 5.2), and also 
evaluated considering the overall research quality (Sect. 5.3). Based on the results, the 
insights make it furthermore possible to suggest implications in Sect. 5.4.  
5.1 Answering the Research Problem and Goals 
In order to elaborate the answer to the research problem (Sect. 4.4), the question can 
be viewed from two different perspectives:   
1. Problem-based: The problem-based perspective emerges from first sensing and 
understanding the software development (project) contextual problem and 
uncertainty space (Research Question 1, Sect. 4.1). Such a problem profile can then 
be analyzed with respect to the specific solutions addressed by agile software 
development models (Research Question 2, Sect. 4.2). Not all software product 
development problem areas are covered equally by different agile software process 
models (Sect. 4.2.1). If a distinct correspondence is found, the selected agile 
solutions could be worth applying – subject to cost assessment (Sect. 4.2.2). This is 
often path-dependent. Finally, when the agile solutions are found to be suitable and 
feasible at the software team level, it should be ensured that they fit into the 
organizational context (Research Question 3, Sect. 4.3). This may require 
additional measures and extensions, which may in turn call for reassessing the cost 
factors, and even reconsidering the feasibility of the solutions. The consequent 
NPD performance effects and ultimately the firm business value gains should be 
considered. 
2. Effects-based: The effects-based perspective begins in contrast with the potential 
benefits provided by agile software development teams, and how those benefits can 
be exploited for the overall NPD performance (Research Question 3, Sect. 4.3). 
The starting point is thus an outside-in view of agile software development teams. 
For instance, if the product development time-to-market goals are the key 
performance drivers in the NPD organization, the software development teams can 
be assessed from that particular point of view. It is then possible to realize how 
agile software development solutions (Research Question 2, Sect. 4.2) could 
support that goal. Consequently, it is also important to make it sure that the teams 
are in practice capable of achieving such results by providing the necessary 
enabling conditions and removing any possible impediments in the organization 
context (Research Question 1, Sect. 4.1).  
 
Notably the research workflow of this thesis has followed the former view (i.e., 
top-down). However, it is possible to see it also the other way around (the latter view) 
by unwinding the research cycle depicted in Fig. 11. Moreover, the research papers I-
VI can be positioned inside-out starting from the software team scope, and expanding 
79 
 
towards the larger-scale NPD organization scope. Another viewpoint is to take on 
outside-in lens by approaching the individual software teams from the NPD 
organization scope. These two views are also reflected in Fig. 1. 
Concluding, the answers and contributions altogether strive for satisfying the 
general goals (i-iii) stated in Sect. 1.2 for this research effort by chartering and 
conceptualizing the project problem space, and examining situational project 
management with the software process model perspective – focusing on agile 
software development models specifically (i). Furthermore, agile software 
development teams have been put into the larger organizational context and analyzed 
considering overall NPD objectives and value-chain relationships (ii). In addition, this 
impact analysis leads to certain recommendations presented in Sect. 5.4 (iii).  
5.2 Comparing and Contrasting Related Work 
Over the years, the prior investigations have recognized general NPD success factors 
(Table 25) on the other hand, and typical risks of software projects on the other hand 
(Table 2). Many special concerns of embedded software development have also been 
known for a long time. Different NPD and software process models have been 
compared in general terms, including flexibility (Table 26, Table 3). 
In contrast, this thesis research combines and elaborates that knowledge by 
approaching software development projects from a wider, systems-thinking 
perspective in the NPD context. Based on this large-scale organizational view, the 
findings discover that the most critical product development project management 
problems stem from not so much within the single project itself, but from the 
technical and organizational connections and interdependencies over time (Sect. 
4.1.1). 
Due to those contextual and situational factors, the embedded software project 
teams face many external, often uncontrollable sources of uncertainties (e.g., volatile 
new product requirements, unstable target hardware interfaces), and various 
interdisciplinary heterogeneous knowledge spaces (Sect. 4.1.2). Under such 
circumstances a major part of successful project steering tactics is to use appropriate 
software process models to manage the driving criticalities, and moreover to avoid 
further problems caused by inappropriate process models (Sect. 4.1.3).  
However, less is known about newer, flexible models of software and product 
development in such dynamic, uncertain environments. This is where agile software 
development models address distinct needs (Sect. 2.3.2.2, Table 8). What has been 
missing or has been considerably less-systematically covered is their integration with 
larger-scale NPD processes and their interplay in the organizational context.  
This thesis recognizes and addresses that cross-functional, interdisciplinary 
research gap. There are currently incompleteness and even confusion with the 
concepts, definitions, and terminology of agility as related to software development 
(Sect. 2.3.1). Consequently, there are no standardized, comparable measurements 
(Table 5, Table 9). This research work clarifies the conceptual base and different 
definitions used not only in software development but within the larger NPD context 
including other interrelated business competence areas and disciplines (Table 4).  
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This examination makes it possible to position the current agile software 
development models in the larger systems context in NPD organizations. Their 
focusing and scope can then be understood in particular regarding their often implicit 
but strong working assumptions and coverages (Sect. 4.2.1). Furthermore, this more 
rigorous conceptualization allows more formal reasoning about their benefits and 
associated costs (Sect. 4.2.2). 
Currently many industrial organizations are considering agile software 
development in their NPD functions (Table 28). In larger organizations this leads to 
the issues of integrating and scaling up the software team-level developments with the 
rest of the product development and operations (Table 29). However, there are no 
widely-agreed frameworks for such agile adoption, and many organizations have 
devised various proprietary approaches (Table 30).  
This thesis acknowledges that much of such organizational development is 
inherently context-specific due to the different strategic goals, competitive 
environments, and historical paths of the organizations. Nevertheless, we also argue 
that despite the firm-specific characteristics there are many common higher-level 
patterns that can be abstracted and therefore adopted in different organizations. For 
instance the external interconnections of embedded software project teams are often 
basically similar in apparently different NPD environments (Sect. 4.3). 
Related to the overall conceptualization of agility and agile software development 
discussed above, such abstractions are currently not widely recognized in the NPD 
software production. This thesis work advances that line of progressing.  
5.3 Evaluation  
Like stated in the research design (Sect. 3.4), it is important to scrutinize the research 
work both in terms of the industrial relevance (Sect. 5.3.1) as well as scientific 
validity and rigor (Sect. 5.3.2). This evaluation makes it also possible to reason about 
the generalizability of the results (Sect. 5.3.3), taking into account the specific 
constraints and limitations imposed by the organizational environment of this thesis 
work (Sect. 5.3.4).  
5.3.1 Relevance  
The research relevance is of particular importance in this kind of an industrial 
research effort (Benbasat and Zmud 1999). It is important to convince that the 
research question is significant for the organization(s) and/or theory, and to 
demonstrate that the existing research either does not address the research question at 
all, or does so inadequately (Eisenhardt and Graebner 2007). Moreover, the 
(management) research should be innovative, challenging established theories even 
counterintuitively (Bartunek et al. 2006). 
The real world organizational drivers and interests for the research problem of this 
thesis are described in Sect. 3.2. That justifies the topical relevance of the research in 
the case organization context. Furthermore, agile software development is of 
considerable topical relevance in the industry in more general; see for example 
(Schwaber 2005; Gottesman and Takas 2007). There are also many recognized open 
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avenues for further academic research in this field (Dingsøyr et al. 2008; Dybå and 
Dingsøyr 2008). 
The theoretical background and prior research are reviewed in Ch. 2. The 
consequent research needs are summarized in Sect. 2.4. In particular, the cross-
functional synthesis of general-purpose NPD research and agile software product 
development models is inadequately covered, suggesting open research questions. 
Stemming from the practical industrial context, this research work has consciously 
strived for addressing “real world” problems suggesting usable pragmatic solutions 
propositions and inferences. Consequently, there are also many relevant practical 
implications as discussed in Sect. 5.4.2. 
The interdisciplinary, explorative approach of the research is not necessarily totally 
groundbreaking, but it is nevertheless a fresh – if not counterintuitive – choice, not 
often taken in the existing research literature of the field. This research path has 
certainly opened up many possibilities for further relevant work like outlined in Sect. 
6.2. 
5.3.2 Rigor and Validity 
The overall research work plan is first appraised (5.3.2.1). The research realization is 
then evaluated against scientific soundness (5.3.2.2) and methodological fitness 
criteria (5.3.2.3). Finally, the presentation of the research papers and this summary 
altogether is judged (5.3.2.4). 
5.3.2.1 Design Rationale 
This research work is constructive with some supporting empirical evidence like 
described in Ch. 4. Eisenhardt and Graebner set the following general criteria for 
sound empirical research (Eisenhardt and Graebner 2007): 
· Begins with strong grounding in related literature. 
· Identifies a research gap. 
· Proposes research questions that address the gap. 
 
The related literature is reviewed extensively in Ch. 2. Based on that, the research 
and knowledge gaps are highlighted in Sect. 2.4. This leads to the research problem 
and the research questions stated in Sect. 1.2. 
Eisenhardt and Graebner (2007) require furthermore a justification of why the 
research problem is better addressed by theory-building rather than theory-testing. 
Like discussed in Sect. 3.2, the starting point and contextual drivers for this research 
work originated at the software team level. The primary aims have been in pragmatic 
proposition-building for real-life SPI problems. Moreover, since the field of software 
product development in general and agile software development models in particular 
is mostly in a nascent state, possibly applicable theories are still merely emerging. 
Therefore, this research thread is closer to theory-building than theory-testing. 
5.3.2.2 Soundness 
Dybå and Dingsøyr (2008) have composed a rigorous overall qualification criterion 
while surveying published empirical research of agile software development. Table 21 
assesses this thesis research work against that criterion. 
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Table 21. Evaluating the soundness of the research work 
Criteria (Dybå and Dingsøyr 2008) Addressing in This Research 
Is the paper based on research (or is it merely a 
“lessons learned” report based on expert 
opinion)? 
Although the research work is grounded to 
industrial practice, the guiding ambition has been 
to follow sound academic research conduct from 
the beginning – subject to practical time and 
resource constraints, though. The research steps 
are published in peer-reviewed journals and 
conference proceedings rather than in less-formal 
practitioner magazines.  
Is there a clear statement of the aims of the 
research? 
The aims of the research are defined in Sect. 1.2. 
There are both academic research objectives as 
well as practical industrial goals. 
Is there an adequate description of the context in 
which the research was carried out? 
The context of the research work is described in 
Sect. 3.2, presenting the industrial case 
environment. 
Was the research design appropriate to address 
the aims of the research? 
According to Eisenhardt and Graebner inductive 
theory-building research using cases answers 
particularly well research questions that addresses 
“how” and “why” in unexplored research areas 
(Eisenhardt and Graebner 2007).  
Was the recruitment strategy appropriate to the 
aims of the research? 
The selection of the participants and cases has 
been limited by the organizational constraints of 
the research environment. The descriptive cases – 
although limited in number and scope – are 
expected to be representative in this particular 
industrial context, however.     
Was there a control group with which to compare 
treatments? 
There was none. The usefulness of the 
propositions remains thus mostly for further 
studies. In general, the relative empirical 
importance of the proposed constructs is not a 
primary concern in theory-building research.   
Was the data collected in a way that addressed 
the research issue? 
The data collection procedures have been 
described in the individual Research Papers (Ch. 
4). All in all, the empirical data used is limited to 
certain descriptive cases (see Sect. 5.3.4).  
Was the data analysis sufficiently rigorous? The data analysis procedures have been described 
in the individual Research Papers (Ch. 4). Due to 
the descriptive nature of the supporting data, the 
rigor is not considered to be a serious threat for 
this thesis research (see Sect. 5.3.4).  
Has the relationship between researcher and 
participants been considered to an adequate 
degree? 
The relationship is defined in Sect. 3.2.2. This 
consideration is taken into account like described 
in Sect. 3.4.  
Is there a clear statement of findings? The findings are presented in detail by the 
separate Research Papers. Ch. 4 summarizes the 
key items. 
Is the study of value for research or practice? Like stated in Sect. 3.2, this research effort is by 
nature practice-oriented due to its industrial 
context. However, there is a deliberate ambition 
to conduct the work in a scientifically rigorous 
manner. Arguably, not all the publications are in 
top-tier research forums, though. The ultimate 





Table 21 indicates that the weakest areas of this research work are in the empirical 
data collection and analysis. However, the role of empirical data is not critical in this 
research process due to the exploratory nature of the research in a nascent field with 
not much prior established theory.  
5.3.2.3 Methodological Fit 
Edmondson and McManus (2007) define ‘methodological fit’ as a coherent alignment 
between the research question, related prior research, research design, and the 
contribution aims of the new research. They suggest an overall framework for 
selecting appropriate research methods based on the maturity level of the research 
area (at the time of the study) like presented in Table 22. Inconsistencies (“misfits”) 
are likely to lead to difficulties and less compelling results.  
Table 22. Methodologically fit new research designs (after (Edmondson and McManus 2007)) 
State of Prior 
Research  
TYPICAL New Research Design COMMON Flaws, 
Threats with Evidence 
MATURE · focused research questions 
· relying on existing constructs and theories 
· quantitative data, statistical data analysis 
· SUPPORTED THEORY 
· “reinventing” obvious and 
well-known findings 
·  qualitative evidence used 
unevenly    
INTERMEDIATE · proposed relationships between old and new 
constructs 
· some new constructs 
· both qualitative and quantitative data 
(hybrid) 
· PROVISIONAL THEORY 
· lack of supporting 
qualitative data for 
convincing new constructs 
· quantitative data missed for 
even preliminary 
hypothesis testing 
NASCENT · inquiry about an interesting phenomenon 
· new constructs 
· qualitative data, initially open-ended 
· SUGGESTIVE THEORY 
· quantitative data used with 
uncertain relationships on 
the unknown phenomenon 
· “fishing expeditions” with 
qualitative data 
 
Table 23 evaluates this thesis research work against the general recommendations 
given in Table 22. Notably the scale for the state of the prior research is a continuum, 
merely suggesting the broadbrush archetype. 
Table 23. Evaluating the methodological fitness of this research design 
Research Step / Question  
(Paper)  
(Ch. 4) 




1. What are the typical problems of large-scale NPD embedded software projects? 
I “Troubleshooting large-scale 
New Product Development 
embedded software projects” 
MATURE · mostly recombining and rejoining prior 
constructs and findings  
· some quantitative evidence for 
demonstrating the proposed artefacts 
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Research Step / Question  
(Paper)  
(Ch. 4) 




II “Managing embedded 
software project team 
knowledge” 
INTERMEDIATE · primarily relying on existing theories 
· some new constructs proposed, linked to 
well-known ones 
· some retrospective (qualitative) evidence for 
demonstrating the efficacy of the proposed 
new constructs 
III “How to steer an embedded 
software project: tactics for 
selecting the software process 
model” 
INTERMEDIATE · combining existing models with a new lens 
· no new theory-building, some new 
constructs 
· no quantitative evidence 
· some descriptive evidence for provisional 
demonstration of  the proposed constructs 
2. How can agile software development benefit? 
IV “How to steer an embedded 
software project: tactics for 





· Like III. 
 
V “Cost Modeling Agile 
Software Development” 
NASCENT · applying existing theories from a different 
discipline 
· some provisional quantitative data used for 
illustrative purposes (scenarios) 
3. How to realize agile software development in large-scale NPD context? 
VI “Extending Software 
Project Agility with New 
Product Development 
Enterprise Agility” 
NASCENT · expanding existing constructs 
· new contextual viewpoints 
· some provisional qualitative data for 
demonstrating the enhanced constructs and 
viewpoints 
 
Contrasting to the general guidelines in Table 22, the evaluation in Table 23 
suggests that there are no major methodological flaws in the research design of this 
thesis work. Notably case studies are advocated in general for explanatory and 
illustrative purposes when the boundaries between the phenomenon under study and 
the real-life context are not clear (Yin 1994). Edmondson and McManus (2007) 
propose an iterative research design model (including developing the research 
question) in particular for nascent research areas. This has essentially been the 
situation with the present research problem.  
One area requiring further strengthening in this research is the uneven empirical 
evidence, in particular lack of quantitative data for statistical analysis. However, like 
underlined in Table 22, premature utilization of quantitative data for drawing firm 
conclusions can be a threat in nascent research areas. The emphasis of this research 
work has so far been in provisional understanding of the phenomenon.  
5.3.2.4 Presentation 
The presentation of empirical research should be understandable and even enjoyable 
to the professionals (Benbasat and Zmud 1999). Eisenhardt and Graebner (2007) 
instruct to rationalize the format of the theory-building presentation with the 
following guidelines:  
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· developing the emergent theory in sections, each supported by empirical evidence 
· demonstrating each part of the theory by evidence (from at least some of the cases) 
· complementing the selective story descriptions with rich presentation of evidence 
· summarizing the evidence for each theoretical construct 
· visual theory summary 
 
In this compendium, following the research path illustrated in Fig. 11, the findings 
are presented in consequent research steps in Ch. 4. Each step (Research Paper) 
presents certain supporting evidence accordingly, demonstrating the propositions and 
constructs with (descriptive) cases. However, because of the limited availability of 
current empirical data, the case evidence is not extensively tabulated. This limits also 
the theoretical argumentation of the constructs (see Sect. 5.3.4). Nevertheless, Fig. 12 
presents some visual summarizing of the overall concept building and positioning. 
5.3.3 Generalization 
Stemming from the industrial context of the research environment described in Sect. 
3.2, the generalization of the results and inferences of this research work are 
constrained by the following two major factors: 
· The research work has been conducted in one particular product line scope within 
this one particular company. Because of the large size and diversity of the 
particular case organization, the results of this research cannot be argued to be fully 
representative even in this one particular organization. 
· limited empirical data even within this particular local scope 
 
However, recent studies by for example Börjesson (2006) and Suikki (2007) 
suggest that the research problem setting and the findings are not extraordinary at 
least within this field of industry. This suggests that the key results and inferences of 
this thesis research are more generally applicable at least to some extent. 
Considering the limited empirical data availability in this research, there is an issue 
of how the theory can generalize if the cases are not representative (Eisenhardt and 
Graebner 2007). In general, theory building from multiple cases produces more 
generalizable and testable theory than single-case research (Yin 1994). However, like 
defined in Sect. 1.2, the overarching goal of this research is to propose new 
framework constructs for systematic understanding, and not to attempt to build 
comprehensive, testable theories due to the nascent nature of the research field. The 
lack of extensive, multiple-case study data is therefore not considered to be a serious 
threat in the present state of this research work. Indeed, generalizability is not 
necessarily limited by single-case designs (Flyvbjerg 2006; Lee and Baskerville 
2003). 
5.3.4 Limitations 
In this thesis research work, the biggest obstacle has been to collect sufficient 
empirical evidence for evaluating the propositions. Having more independent 
empirical evidence (both quantitative and qualitative) would strengthen the individual 
cases. This remains largely tentative, suggesting future studies (Sect. 6.2). However, 
in general, inductive theory-building research using case studies does not address well 
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the questions of “how often” and “how many”, nor the questions about the relative 
empirical importance of the proposed constructs (Eisenhardt and Graebner 2007).  
Overall, it is important to understand that all the topics investigated in these 
particular research steps are major research areas as such. For example, knowledge 
management (Sect. 4.1.2) has become ever more significant due to the growing 
complexity of many software-intensive products as well as more complex 
organizational setups (e.g., distributed development, outsourcing). The individual 
constructs and propositions presented in Sect. 4.1-4.3 are thus not necessarily 
comprehensive solutions to all those specific areas, and more alternatives could 
possibly have been explored – like discussed in the respective research papers. 
However, for the purposes of this thesis research, their key value is in the synthesis 
(Sect. 4.4) with respect to the main research problem. 
Virtually in any industrial organization environment in practice, the need of 
collecting rigorous validation data over a longer period of time tends to require some 
balancing due to limited resourcing. The key is then to make this clear for all the 
parties (researchers and practitioners), and to assess the research findings accordingly 
(Lee and Baskerville 2003).  
Another practical constraint of this research realization is that the action research 
has mostly been limited to planning the improvements and giving recommendations, 
but not much implementing the practical changes. That is, the author has been acting 
more like a professional normative researcher than an intercepting change agent. This 
is by and large due to the non-managerial role of the author during the research 
period, i.e., the author has been working merely in a participatory observer role 
making recommendations but not really controlling the organizational course of the 
actions (Järvinen 2004). Consequently, the proposed constructs and inferences are 
mostly conceptual and the validation remains partially speculative. However, by and 
large the research goals (Sect. 1.2) are attained, although the longer-term impacts and 
effects in the case organization remain to be confirmed.  
The validation is also limited to a single case organization context (Sect. 3.2). Like 
scoped in Sect. 1.3, this thesis work does not specifically intent to provide substantial 
evidence of how beneficial agile software development can be or how exactly it can 
be implemented (deployed) in large-scale organizations. Moreover, the purpose of the 
research was not to benchmark different companies. However, public research 
literature suggests similar results in other comparable organizations (e.g., (Börjesson 
2006)). 
Conclusively, the research scoping leaves many potentially significant areas open 
for further investigations. For instance collaboration and interactions between people 
in teams (team dynamics) are frequently underlined as some of the key factors in agile 
software development. Also many large-scale organization social elements (e.g., self-
organization, culture changes) remain for further study (Sect. 6.2). The research 
thread approaches to that direction, but the present research questions do not cover 
those areas.  
Finally, an overarching difficulty with this kind of a multi-issue research journey is 
in maintaining a consistent progressive research thread over the years. However, such 
narrow, situational and context-based emergence of research questions is intrinsic 
with action research in general (Susman and Evered 1978). Furthermore, changes and 
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even organizational jolts in the industrial case environment have had to be taken into 
consideration during this long-lasting research period. 
5.4 Inferences and Implications 
This thesis research has progressed towards getting deeper understanding of the 
problems and prospective solutions of agile software development in industrial real-
life settings. The results and findings as aggregated in Sect. 4.4.2 imply 
multidisciplinary concerns both for the academic inquiry (Sect. 5.4.1) and in 
particular for the practitioners in industrial NPD organizations (Sect. 5.4.2). While the 
propositions and constructs built in this thesis are mostly provisional, a set of 
practice-oriented recommendations can be suggested. 
5.4.1 Theoretical Inferences 
For rational inferring, it is important to first understand the positioning of agile 
software development in the overall NPD problem space (Sect. 5.4.1.1). This makes it 
possible to see the potential impacts (Sect. 5.4.1.2), and target the organizational 
changes (Sect. 5.4.1.3).  
5.4.1.1 Positioning Agile Software Development 
Conceptually, this thesis maintains the following overall standpoint with agile 
software development in NPD context: 
· Software projects have certain stated and possibly also implicit objectives 
(organizational goal space).  
· In practice, there are typically many problems and obstacles hindering or even 
preventing the projects from reaching those goals (situational problem space).  
· On the other hand, there is a range of potential solution alternatives for solving or 
mitigating the problems (solution space). Different solutions (e.g., process models) 
support achieving different project goals. There are some known solutions / 
remedies for most of practical project problems. 
· Agile software development is a subset of this space. Agile software development 
models advance a subset of the goal-settings in certain project environments, 
providing solutions for a subset of the problems while avoiding some problems. 
 
Moreover, it is fundamental to understand how software project management in 
NPD – and indeed the whole mode of operation – should dynamically be adjusted 
according to the level of uncertainties and changes of the organizational environment 
(Collyer 2008; Crawford and Pollack 2004; De Meyer et al. 2002). The appropriate 
choice of flexible project management tactics depends much on the level of 
uncertainties. Agile software development models address much of the most uncertain 
side (Nerur and Balijepally 2007).  
Agile software development can thus be seen as one contributing element of the 
overall capabilities of the flexible NPD functions of the company (c.f., Fig. 6). In this 
respect, it can be regarded as a strategic option.  
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5.4.1.2 Effects of Agile Software Development 
The externally visible strategic agility of the company is a total effect of all the agile 
capabilities. Consequently, the NPD organization can express agility externally even 
without using agile software development models internally. 
Taking a holistic view of the entire NPD value-creation network and the company 
performance entails integrating the company strategy goals, the software production 
system, and the resulting performance effects. The following theory-building 
questions should then be considered: 
· What are the business goals and the operational performance targets of the NPD 
company, what are their interrelationships? 
· How does the software production system support them? 
· What are the key contributing elements of the software production system, and 
what are their effects? In particular, what is the impact of agile software 
development on each of them?  
 
It is not obvious how much for instance the overall NPD productivity can be 
improved with agile software development models. For example Mäkelä (2008) 
studies the question of how the management of the software process and that of 
general product development operations interact to effect software product 
development performance, and subsequently firm performance, and how the firm 
strategy and dynamic capabilities – including agile software development – influence 
this. They suggest that the performance relations are indirect. Nevertheless, even 
coarse-grained analytical reasoning, such as for example with the Value-Price-Cost 
(VPC) framework, can provide valuable insights about the main directions of the 
improvements (Hoopes et al. 2003). Vehtari (2006) investigates in a similar vein, how 
manufacturing capabilities and performance change in different phases of business 
life cycles, and how manufacturing could provide competitive advantages. 
Concluding, in theory, agile software development should thus be seen as one 
moderator in the total value-creation network of the NPD company. The effects 
should consequently be modelled from the global systems perspective, rather than just 
in the micro-context of isolated project teams.  
5.4.1.3 NPD Organizational Development 
Many companies are nowadays contemplating agile software development and its 
potential benefits in particular for time-to-market and productivity gains (Schwaber 
2005). A strategic fit should be gained between the overall business goals, software 
product development goals, and the operations of the software production system 
(Heikkilä and Ketokivi 2005). The software product development competence can 
then be viewed from strategic, organizational, and technological points of view.  In 
high-velocity competitive environments the key strategic organizational elements are 
frequent environment scanning and consequent adaptation (Brown and Eisenhardt 
1998). The same traits should be mapped down to the agile software development 
projects (Nerur and Balijepally 2007).   
Agility can thus be considered as a strategic capability, i.e. what Johnson et al. 
(2006) define as “adequacy and suitability of the resources and competences of an 
organization for it to survive and prosper”. Agile software development can then be 
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considered from two different strategic points of view within NPD organization 
context (c.f., Fig. 6): 
· Competition-driven view: required agility of the software production function 
(outside-in) 
· Resource view: software production agility as an enabling capability (inside-out) 
 
The former depends much on the business network (both competitors and partners) 
of the company (Oosterhout et al. 2006). The latter view includes the dynamic 
capability of reconfiguring the software development resources in new ways, and 
using time as a source of competitive advantages (Santalainen 2005). Notably NPD is 
a first-order dynamic capability, but it is possible to deal with changes without 
explicit dynamic capabilities (‘ad hoc problem-solving’) (Winter 2003). Investments 
to dynamic capabilities may not even pay off in some cases unless the environment 
drives frequent changes. 
The agile software development capabilities spread over multiple dimensions in the 
organizational context. Hence, agile capability development should be considered in 
different mutually interdependent dimensions, in particular: 
· people / organization (management) 
· technology / product (software) 
· process (engineering) 
 
Current agile software development models alone cannot necessarily provide 
effective external agility in otherwise non-agile organization context. This implies 
that software engineering may not be the primary area of concern in all cases in 
particular in larger organization business competence. Other typical key development 
areas are strategy development, marketing and organizational design (OD), and 
competence development (HRD). There are then theoretical linkages to other 
reference disciplines, such as information systems (IT), production and operations 
management, organization theory (OT), and also general business management (e.g., 
financing and accounting) (Nambisan 2003; Nerur and Balijepally 2007). 
Considering the total space of agile realization in (large) organizations, 
interestingly, agile software development models address to some extent both 
traditional structural and process areas as well as more intangible people (HR) 
development and cultural elements. However, they are mostly silent about (large-
scale) organizational development aspects (e.g., organizational learning, extended 
enterprise). For instance Dehoff and Loehr (2007) emphasize the role of the less-
visible organizational and cultural bases. 
5.4.2 Managerial Implications 
By combining the results and findings of the research work (Sect. 4.4.2) and the 
theoretical implications discussed in Sect. 5.4.1, we infer the following practice-
oriented recommendations. They relate to strategic (Sect. 5.4.2.1), tactical (Sect. 
5.4.2.2), and operational (Sect. 5.4.2.3) concerns of the software production. 
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5.4.2.1 Strategic Goal-Orientation 
In all, the NPD company should first make clear strategic choices about how much 
agility (e.g., in terms of responsiveness) and on which areas it strives for (for example 
considering the product variety). Such decisions concern not just the R&D strategy 
but also the business and marketing strategies (Tyrväinen et al. 2004).  
When agility is recognized to be a critical success factor (CSF), the strategic 
impacts should be analyzed throughout the organization. Contextual assessments with 
appropriate measurements, taking into account the competitive environment 
situational factors (agility drivers), could be devised to guide this (c.f., Table 5 and 
Table 9). This may then put totally different requirements for the different product 
development projects within the company.  
5.4.2.2 Agile Capability Development 
To begin with, it is important to understand the key strategic goals (e.g., productivity), 
and the intents and coverage of the suggested solutions (software construction, project 
management, organizational factors) offered by agile software development models 
(Sect. 2.3.2.2). If and when agile software development is deemed to be the 
appropriate solution considering the context-specific problems and goals of the 
organization (unit), strategic agile capability development can be approached from 
multiple different points of view. While bottom-up emergence from the individual 
software teams can create the foundations, larger organizations typically need in 
addition more top-down cross-functional coordination, enabling supports, and 
executive sponsorship to succeed profoundly.  
Agile software development capabilities could become strategic assets for 
sustainable competitive advantages. The capability development strategy should 
support it (Lecklin 2002). Indeed, for example Näsi and Neilimo (2006) underline that 
systems thinking is the key to strategic business competence development.  
5.4.2.3 Complementary Organizational Improvements 
Expanding the team-level perspective of this research work (Sect. 4.3), other 
(organizational) improvement approaches such as CMMi or Lean Thinking could be 
combined with agile software development models to address those larger-scale 
organizational areas, which are beyond the scope of current the software models (c.f., 
Table 30). However, care should be taken not to pursuit divergent or even conflicting 
goals (Ngwenyama and Nielsen 2003; Paulk 1996). The key is to understand the goals 
on the one hand, and the underlying assumptions and means on the other hand. 
Different approaches may use different means towards the same ends. The cost 
factors may differ significantly (ROI).  
On the whole, the performance dimensions may span the entire business 
competence space of the organization such as along the outcome lines of the Baldrige 
framework (Baldrige 2008). Ultimately all the improvements – agile or otherwise – 




This final section brings together the entire research work of the thesis. It concludes 
this compendium while bringing up some potential avenues for future work. 
The contributions of the thesis (Sect. 6.1) build on the results and findings of the 
individual research papers presented in Ch. 4. Following the research design in Fig. 
11, several ideas of future research have emerged during this thesis research process. 
These are outlined in Sect. 6.2. 
6.1 Key Contributions 
Like illustrated in Fig. 11, the overarching aim of this research work is to develop 
deeper understanding of agile software product development advantages and 
limitations in large-scale NPD organization environments. The main contribution of 
this thesis is such a holistic, capability-oriented realization of what agile software 
development entails in large-scale NPD context. Coupled with the organizational 
business and NPD process competence, agile software product development models 
can – within supporting organizational and environmental conditions – provide 
competitive benefits in particular in turbulent business environments. 
This understanding builds on the stepwise research and development summarized 
in Table 24. The research steps contribute to this overall knowledge by introducing 
new constructs and propositions emerging from the selected embedded software team 
improvement viewpoints.  
Table 24. Research contributions by research steps 




1. What are the typical problems of large-scale NPD embedded software projects? 
I “Troubleshooting large-scale 
New Product Development 
embedded software projects” 
Project problems / uncertainties: 
· problem/uncertainty profiling matrix  
II “Managing embedded 
software project team 
knowledge” 
Managing information uncertainty: 
· systematic methods for capturing and managing embedded 
software project team knowledge / information    
III “How to steer an embedded 
software project: tactics for 
selecting the software process 
model” 
Managing and avoiding different project problems with software 
process models: 
· process model comparison/selection matrix 
 
2. What problems and goals does agile software development address?  
IV “How to steer an embedded 
software project: tactics for 
selecting agile software 
process models” 
Responding to different project problems with agile software process 
models: 
· agile software process model comparison/selection matrix 
 
V “Cost Modeling Agile 
Software Development” 
Cost-based evaluation and justification of agile software 
development: 
· interdisciplinary application of agility cost theory 
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3. How can typical large-scale NPD problems be tackled with agile software development 
methods?  
VI “Extending Software 
Project Agility with New 
Product Development 
Enterprise Agility” 
Extending software project team agility within larger scale 
organization context: 
· software agility extension framework 
 
In large-scale NPD environments, there are typically a host of different 
uncertainties and consequently potential project problems (Research Question 1). The 
key to comprehensive agility-based improvement is then to realize the competitive 
drivers and critical improvement needs of the entire NPD value network, and how 
agile software development teams contribute in it (Research Question 2). Beneficial 
agile software development requires a holistic view considering not only the 
embedded software engineering function, but the entire product development value-
creation chain within the overall business model of the organization. In particular in 
large organizations, software production cannot necessarily be improved effectively 
within the software development function and software engineering discipline alone 
(Research Question 3). 
The essential contribution of this thesis work is the overall synthesis of those 
research cycles (Table 24), putting agile software development into wider 
organizational context (Sect. 4.4.2). This inferring includes disentangling the current 
agile software method assumptions, focus areas, and scoping. They have considerable 
limitations and incomplete coverage for large-scale NPD environments. However, 
their benefits in terms of flexibility and software product development value creation 
are achievable by understanding and consequently complementing them with other 
(software) process improvements (SPI) and organizational development (OD) 
approaches.  
Scaling up agile software development is currently an active research topic in 
general, and this thesis contributes to that from the NPD perspective, although the 
starting point is at the software team level. The novelty here is to be able to step out 
and see above the organizational “box”, and thus realize how the external outcomes of 
the integrated software development teams contribute to the NPD offerings and 
responses of the organization. It is important to realize how agility affects at the 
different organizational levels (Fig. 1). This is fundamentally about how agility in 
software production can support the NPD and ultimately the business strategy of the 
firm. 
A methodological contribution of this research is the holistic conceptual framing 
and partitioning of the problem space of software development agility in the NPD 
context. In such a complex interdisciplinary problem domain, one of the key research 
issues is to capture the essential research questions, and to understand their 
interrelationships in the context. This discovery is a contribution, too, indicating that 
comprehensive understanding and consequent agility-based improvements in large-
scale NPD requires complementary, spanning viewpoints. With this respect, the 
research thread and consequent inferring (Sect. 5.1) can be considered as emergent 
provisional theory-building. In alignment, the background review part of the thesis 
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has provided provisional clarification of the currently confusing terminology and 
incomplete conceptualization of agility in NPD and software production (Sect. 2.2).  
Concluding, one can contemplate whether the overall contribution of this thesis 
makes a striking difference in the research field or not (Barley 2006). This remains 
mostly for further studies to determine, but for instance Mäkelä (2008) emphasizes 
that the combination of software production and new product development in general 
is a fresh viewpoint, opening up new research avenues. 
6.2 Future Research 
Like noted in Sect. 3.3.2, more work could have been done with most of the research 
steps. There are several specific further work areas recognized during the research 
studies. The Research Papers I-VI discuss them in detail. In addition, notably, the 
excluded areas of this research effort set in Sect. 1.3 (e.g., cultural and human 
resource aspects) are potential areas for fruitful further research. 
All in all, this exploratory thesis research work has brought up perhaps more 
further questions than definite answers. Consequently, it opens up new research 
avenues, and sets pointers for future research. The following outlines certain key 
ideas for further work: 
1. Considering NPD improvement in general and agile adoption in particular, the 
following elements are important to understand: drivers, goals and needs, and 
means. Also the enablers and potential impediments are concerns for implementing 
the changes (deployment). While there are no universal answers to all these major 
questions, we hypothesize that there are common characteristics facing many NPD 
software development organizations in particular within the same competitive 
environments. Therefore, a profiling model including a database of for example 
typical impediments like surveyed in Table 29 could be composed in order to guide 
(although not prescribe) the improvement work (Sect. 2.3.3). 
2. Like discussed in Sect. 2.2.2, agility is not unique to software development. In fact, 
many of the origins and principles can be traced to manufacturing developments in 
the early 1990s (Preiss 2005). This leads to an idea of investigating more 
systematically the similarities and differences of software production and agile 
manufacturing in order to understand the possibilities for cross-functional learning 
(Gunasekaran 1998; Gore 2008). Can strategic software production capabilities be 
treated like manufacturing capabilities (Vehtari 2006)? Moreover, does the 
inherent flexibility of software enable even more strategic agility since there are 
fewer constraints than with physical manufacturing systems? We have tentatively 
addressed this research avenue elsewhere (Kettunen 2009). 
3. Supply chain agility is currently an active research area (Christopher 2000; 
Hofman and Cecere 2005; Zsifkovits and Engelhardt-Nowitzki 2007; Naylor et al. 
1999). There are new flexibility requirements faced in many markets (Collin 2003; 
Collin and Lorenzin 2006; Kaipia 2007). The trend is towards more holistic 
approaching of entire demand-supply networks and total value-chain management. 
The question is then how all this recent development relates – if at all – to software 
production. Furthermore, how do the software product development functions link 
to the total demand-supply network of a NPD company, even crossing internal 
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(site) and external company boundaries? New modeling approaches are needed 
here (Agarwal et al. 2007). Indeed, there are some propositions to explicate 
software supply chains (Oberhauser and Schmidt 2007; Underseth 2007).  
 
Finally, there is a general problem with the lack of common definitions of agile 
software development concepts – and NPD agility in more general. This leads to 
misconceptions and even confusion in practice, and makes scientific work 
troublesome for instance due to lack of common comparable metrics. It is important 
to realize this for example when reviewing the related literature. There is even some 
skepticism about the whole concept of distinguishingly ‘agile’ software development 
(post-agilism); see for example (Ågerfalk and Fitzgerald 2006; Levine 2005; 
Northover et al. 2007).  
This thesis advocates the scientific approach followed in Sect. 2.2, i.e., that one 
must first define the concept rigorously in relation to the existing literature, and only 
after then judge the uniqueness and the need for specific new terms (Näsi and Neilimo 
2006). This in turn makes it possible to define valid comparable performance metrics, 
for instance. 
Having defined the concepts and terminology in a rigorous way, it is possible to 
link agile software development and agility in general into the larger context. In 
particular, business competence is the key macroconcept here. Strategic systems 
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Table 25. Representative NPD success/failure factor findings (alphabetical order) 
Publication Influencing Factors Success Criteria 
(Akgün, Lynn 
and Byrne 2004) 
POSITIVE: 
· clear, stable, and supported project visioning 
based on understanding the customer needs and 
goals 
· executive management support 
· process profiency (execution, tracking) 
· teamwork (unified goal, joint responsibility, 
knowledge sharing, experienced people) 
· documentation systems (rich and efficient 
information  processing) 
· communication (balanced formal and informal) 
· project deadline setting (ambitious yet doable) 
meeting (or exceeding) 
project cost, profit, technical 




· efficient product development team external 
interactions in the organizational context 
(boundary management): coordination, 
information sharing 





· parallel developmentof new alternative design 
options with fall-back solutions 
risk reduction, shorter 
release cycle-times  
(Barczak 1995) POSITIVE: 
· right mix of NPD strategy, organization, 
process 
· fit between the firm NPD strategic goals and 
the capabilities (skills, resources) 
· functional R&D teams (for new-to-market 
products) 
· cross-functional project teams 
· product champions 
· market activities (idea generation, screening) 
NPD performance: 
· % of sales spent on R&D 
· % of profits and sales 
accounted for products 
introduced within the last 
5 years 
· perceived profit, sales 
and market share goals 
· overall satisfaction with 
firms’ NPD efforts 
(Brown and 
Eisenhardt 1995) 
· R&D management: commitment, control 
· project lead: vision, power, skills 
· project team: composition, work allocation, 
team process 
· customers: involvement  
· suppliers: involvement 
· process performance (leadtime, productivity) 
· product effectiveness (fit with market needs, 
firm capabilities) 
financial performance 








· entrepreneurial leadership (hiring and 
motivating people with both technical and 
business skills) 
· open technology (using the fastest and most 
effective sources to satisfy the customer needs) 
· boundary-free product development (cross-
functional teams, rapid prototyping, fast 
feedback) 
· disciplined resource allocation (systematic 
analysis, terminating projects that are unlikely 
to succeed) 
more profitable, faster 
growth, better stock market 






1. a high-quality new product process 
2. a defined new product strategy for the business 
unit 
3. adequate resources of people and money 
4. R&D spending for new product development 
5. high-quality new product teams 
6. senior management commitment 
7. an innovative climate and culture 
8. the use of cross-functional project teams 
9. senior management accountability 
Profitability: How profitable 
the business’s total new 




Impact that the total new 
product efforts have on the 
business (percentages of 
sales by new products, 
impact of new products on 
sales and profits)  
(Cooper 2006) POSITIVE: 
· holistic (effective cross-functional teams) 
· lean, scalable and adaptive process 
· customer focused 
· heavy front-end homework before development 
begins 
· metrics, accountable teams, profit/loss reporting 
for continuous learning 
· spiral development (loops with users 
throughout development) 
· focus and portfolio management 
Productivity: output (new 
product sales, profits) vs. 
input (research and 





· setting “stretch” new product goals 
New-to-world product 
introductions 
(Ernst 2002) POSITIVE: 
· NPD process (formal or informal): quality of 
the planning before beginning the actual 
development (preparatory work); continuous 
evaluation of the projects; all process steps 
aligned with the market requirements; customer 
integration (possibly);  
· Organization: dedicated project organization, 
people specifically assigned to the NPD team, 
cross-functional project teams with 
interfunctional communication and co-
operation, strong project leader, substantial 
autonomy for the NPD team, team having the 
responsibility for the whole NPD process  
· Senior management recognition of the value of 
new products: e.g., resource allocation  
· Organizational culture and NPD strategy: 
champions, strategic framework, long-term 
thrust  
Following the surveyed 
publications; 
 
Advocates profitability as 




Publication Influencing Factors Success Criteria 
(ITID 2008) POSITIVE: 
· appropriate resource allocation following the 
product development plan 
· effective, tailored software design 
methodologies  
· viewpoint analysis of product functionality 
allocation, specification for different disciplines 
· clear and comprehensive evaluation (testing) 
· key project elements planned up-front 
· prompt processing of critical risks and 
problems 
· project management with necessary authorities 
until the finish 
NEGATIVE: 
· product (hardware) development started 
without the software developers participating 
· product schedule set without clear software 
requirements 
· software requirements not clearly allocated  
· software development started without sufficient 
requirements or concept design 
· ignorance in upstream processes 
· organizational boundaries (“bureaucracy”) 
between functional departments 
product functionality, 
quality, cost, resources and 
development lead time 
achieved as expected (or 
exceeded)  
 
(Kotler et al. 
1996) 
POSITIVE: 
· a unique superior product (new features, high 
quality) offering clearly better value 
· well-defined product concept considering the 
target market and value-offering benefits (prior 
to actual development) 
· New product meets the market needs better than 
the existing ones.  
· market attractiveness   
· technological and marketing synergy 
· quality of execution in all stages 
· effective organizational structures for new 
product innovation and realization  
· top management commitment to new products 
(e.g., resource allocation) 
· investment in people (hiring, development) 
· open and rich information/knowledge sharing 
across the organization 
· entrepreneurial company culture (“climate”) 
NEGATIVE: 
· market size overestimated 
· new product not clearly better than the ones 
already available in the marketplace 
· incorrect market positioning, pricing 
· higher than budgeted product development cost 
· unexpected competitor responses 




Publication Influencing Factors Success Criteria 
(Liker 2004) POSITIVE: 
· cross-functional product development teams 
with strong, visionary leaders (Chief Engineer) 
· co-location with visual management tools (“war 
room”) 
· concurrent engineering of product designs and 
production (manufacturing) processes 
achieving “stretch” new 






· resourcing for software growth 
· knowledge spread (application domain and 
software engineering management) 
· sound software engineering economics 
(scheduling) 
· appropriate progress measures (# of 
components completed vs. LOC) 
· hardware/software codevelopment (no “silos”) 
· early user feedback (prototyping) 
· effective reviewing throughout the development  
· understanding the project objectives and scope 
· flexible design (independent modules) 
· change cost trade-offs (hardware vs. software) 
NEGATIVE: 
· incomplete integration of software engineering 
functions with the other disciplines 
· accumulating (late) changes to software (vs. 
hardware; poor time-money-features trade-offs) 
· underestimated learning curves (new personnel) 
time-to-market (embedded 
software development time 
acceleration) 
(Trott 2005) NEGATIVE: 
· The product offers nothing new or no improved performance. 
· inadequate budget to develop ideas or market the product 
· poor market research, positioning, misunderstanding consumer needs 
· lack of top management support 
· Did not involve customer. 
· exceptional factors such as government decision 
· market too small, either forecasting error with sales of insufficient demand 
· poor match with company capabilities 
· inadequate support from channel (supply chain) 
· Competitive response was strong and competitors were able to move quickly to 
face the challenge of the new product. 
· internal organizational problems, often associated with poor communication 
· poor return on investment forcing company to abandon project 




· clear business vision driving the new product releases 
· managerial experience in organizational scaling 
· leveraging external resources to complement in-house capabilities 
NEGATIVE: 
· underestimating the time needed to change the customer behavior 
· revolutionary business strategies stretching the technological capabilities 
· lack of long-term systematic strategy planning 




Table 26. Representative approaches to flexible NPD (chronological order) 
Publication Approaches Potential Benefits  




· built-in instability (broad goals with 
considerable freedom to realize) 
· overlapping development phases 
(rhythms and synchronization) 
ORGANIZATION: 
· self-organizing project teams 
(autonomy, self-transcendence, 
cross-functional fertilization) 
· “subtle” control (enough controls to 
prevent instability while not 
impairing creativity) 
· “multilearning” (new information 
across multiple levels and functions) 
· organizational transfer of learning 
(to new projects and other units) 
Enable a fast and flexible dynamic 
process for new development when 
combined; Support organizational 
transformations.  
Requires an appropriate mind-setting 
and organizational culture of shared 
responsibility of the outcomes. An 
intensive process may be more difficult 
to manage. Finding the right rhythms 
for the different development cycles 




· multiple design iterations allowing 
adjustments 
· extensive testing providing early 
feedback 
· frequent milestones for assessing the 
progress and current circumstances 
· powerful project leader maintaining 
a disciplining vision 
ORGANIZATION: 
· multifunctional teams 
experiential strategy supporting quick 
learning and understanding the 
uncertainties, guiding vision;  
Need to really understand the project 
uncertainties. Avoid “chaotic” 
processes while allowing adaptation. 
Organizational processes must be 
aligned. 
(Iansiti 1995) PROCESS: 
· overlapping product concept 
development and implementation 
(iterative) 
· system-focused 
Need to really understand the project 
uncertainties. Avoid “chaotic” 
processes while allowing adaptation. 
Organizational processes must be 
aligned. 
Requires new skills, management 
processes and engineering 
methodologies. 
(Sanchez 1995) ORGANIZATION: 
· resource flexibility 
· coordination flexibility 
· modular organizations 
PROCESS: 
· IT tools for rapid designing, testing, 
and prototyping with efficient 
market information acquisition and 
knowledge sharing (even inter-
organizational) 
· modular product designs 
(standardized interfaces) 
· concurrent product creation   
real-time exploitation of technological 
and market opportunities, dynamic 
efficiency in (re)deploying resources, 
diversification through competence 
leveraging (networking), flexibility in 
strategic decision making (options);  
achievement of dynamic balance in 
turbulent environments 
Need to identify and acquire necessary 
flexible resources. Requires non-
traditional coordination mechanisms, 





· modular organizations based on 
modular product architectures 
Allows concurrent and possibly 
networked development of loosely 




Publication Approaches Potential Benefits  
  Costs and Problems 
· embedded coordination structures 
 





· Time Pacing: setting the right 
(natural) rhythms for change (e.g., 
product releases) and synchronizing 
those rhythms both with external 
influences and with the internal 
capabilities 
staying aligned with the markets and 
technology developments, even 
influencing the pace of  the 
competition;  
Need to be proactive. Must avoid too 




· incremental innovation 
 
earlier and more reliable feedback from 
customers and technology, shorter 
planning horizon and lower technical 
complexity; earlier profits 
increased cost of making more 
(interim) releases, overloading the 
upstream channel and even customers; 





· management processes to increase 
flexibility: progressive product 
concept and requirements locking 
(piecewise commitment), alternative 
designs (set-based), rapid systematic 
tradeoff decisions, considering 
design interdependencies while 
organizing the work  
· product architecture solutions: 
modularity, isolating volatility, low 
coupling 
TECHNOLOGY: 
· adopting inherently flexible 
technologies allowing low cost 
design iterations 
Requires new skills, management 
processes and engineering 
methodologies. 
Investing in flexibility on the areas 
where it is most beneficial (economic 
trade-off). 
(Verganti 1999) PROCESS: 
· anticipation capabilities: systemic 
project learning, teamworking and 
communication, proaction (e.g., 
early prototyping) 
· reaction capabilities: flexible 
resources and design technologies, 
intense communication for 
accelerated problem solving, 
overlapping activities, redundancies 
(alternative designs), flexible 
product technologies and modular 
architectures 
Planned flexibility, i.e., the 
combination of the anticipation and 
reaction, makes it possible to postpone 
design decisions about critical 
uncertainties in a managed way.  
The early phase of the product 
development must be capable of 
anticipating the critical uncertainties 
and preparing the reaction capabilities 
accordingly. The realization of such 
capabilities may require radically new 
competence, organizational routines, 




· adaptation of the front-end activities 
according to the project-specific 
needs and circumstances   
· different alternative Front End 
“routes” 
Focusing and prioritizing the activities 
on the current most important ones 
taking into account the overall 
(company) situation. 
Requires careful assessment of the 
situational factors. Skilled Front End 
teams expected. There may be a risk of 
neclecting important activities. 
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Publication Approaches Potential Benefits  
  Costs and Problems 
(McGrath 2004) ORGANIZATION: 
· integrated enterprise-wide 
product/project/resource 
management 
· large, complex product development 
programs managed as many small 
(independent yet synchronized) 
projects 
· collaborative product development 
PROCESS: 




· IT-based knowledge sharing and 
real-time collaboration 
Enables dynamic (real-time) allocation 
and control of the projects/products and 
resources based on current needs and 
competences. Promotes efficient and 
effective knowledge sharing across 
functions and disciplines. 
Requires enterprise-level holistic 
thinking (culture) and efficient 





· set-based design approach during 
the front-end phase (concurrent) 
· standardized (lower-level) activities 
and skill sets 
Exploring prospective design 
alternatives early prior to committing to 
the solution. Standardization enables 
efficient higher-level flexibility (e.g., 
staff allocation). 
Managing the (concurrent) set-based 
exploration requires firm leading for 
converging and conflict resolution 
(Chief Engineer); Standardization 
should be based on thorough 
understanding of what can really be 
standardized and when it is best to 




· rapid product release cycle 
 
Provides faster market feedback about 
new products thus reducing the need 
for accurate long-range forecasting. 
Accelerates innovation. 
Requires comprehensive understanding 
of the market dynamics. The product 
development chain must be prepared to 





· financial tools for justifying long-
term investments to build future 
competitive capabilities (e.g., with 
new disruptive technologies) 
· new strategy processes integrating 
uncertainty management and 
financial performance (e.g., 
discovery-driven planning) 
Future competitive capabilities are 
available when the current capabilities 
become obsolete (even disruptively). 
Hard to predict future needs in 
turbulent environments with rapid 
changes; Short-term business goals 
may lead to underinvestments to new 
capability options. May require 
completely revisiting the current 
company strategy assumptions. 
(Smith 2008) · anticipating changes based on 
continuous customer monitoring 
· uncertainty-driven specification 
· encapsulating change-prone product 
components (with modularity) 
· experimentation 
· exploration of the design space (set-
based design) 
Accommodating change by reducing 
the cost of making changes throughout 
the product development process. 
Enhancing the ability to change, thus 
encouraging new product innovation. 
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Publication Approaches Potential Benefits  
  Costs and Problems 
· strong (small, co-located) eams  
· deferred commitments (last 
responsible moment decisions) 
· rolling-wave planning, loose-tight 
planning 
· intrinsic risk management 
· reconfigurable high-level processes 
(with standardized lower-level) 
Allowing more flexibility introduces 
some costs (monetary or otherwise), 
making it necessary to be able to 
identify and anticipate the projects and 
product areas of most likely changes. 
There may contradicting organizational 
goals (e.g., co-located teams vs. 
outsourcing). 
 
Table 27. Definitions of agility (chronological order) 
Publication Definition / Characterization 
(Goldman et al. 
1995) 
Comprehensive response to the business challenges of profiting from rapidly 
changing, continually fragmenting, global markets for high-quality, high-
performance, customer-configured goods and services;  
Processes that support the creation, production, and distribution of goods and 
services be centered on the customer-perceived value of products 




Capability to survive and prosper in a competitive environment of continuous and 
unpredictable change by reacting quickly and effectively to changing markets, 
driven by customer-designed products and services 
(Katayama and 
Bennett 1999) 
Cope with demand volatility by allowing changes to be made in an economically 
viable and timely manner; Abilities for meeting widely varied customer 
requirements in terms of price, specification, quality, quantity and delivery 
(Sharifi and 
Zhang 1999) 
Ability to cope with unexpected changes, to survive unprecedented threats of 
business environment, and to take advantage of changes as opportunities 
(Tsourveloudis 
et al. 1999) 
Ability of an enterprise to operate profitably in a rapidly changing and continuously 
fragmenting global market environment by producing high-quality, high-
performance, customer-configured goods and services 
(Yusuf et al. 
1999) 
Successful exploration of competitive bases (speed, flexibility, innovation 
proactivity, quality and profitability) through the integration of reconfigurable 
resources and best practices in a knowledge-rich environment to provide customer-
driven products and services in a fast changing market environments 
(Christopher 
2000) 
Ability of an organization to respond rapidly to changes in demand, both in terms 
of volume and variety; A business-wide capability that embraces organizational 




Ability to adapt to changing situations appropriately, quickly and effectively; Early 




Continual readiness of an entity to rapidly or inherently, proactively or reactively, 
embrace change, through high quality, simplistic, economical components and 
relationships with its environment 
(Dove 2004) Ability of an organization to adapt proficiently (thrive) in a continuously changing, 
unpredictable business environment; Characteristic quality of nimbleness, ability to 
remain viable in a changing environment; Proficiency at change; Having a 
controlled response ability to deal effectively with things that are beyond control – 
whether internal or external, whether opportunity or necessity;  
(Caswell and 
Nigam 2005) 
Ability to smooth and dexterous performance in response to the unexpected 
(Adeleye and 
Yusuf 2006) 
Systematic response to pressures imposed by the highest levels of market instability 




Publication Definition / Characterization 
(Ismail et al. 
2006) 
Ability to respond to, and create new windows of opportunity in a turbulent market 
environment driven by individual (bespoke) customer requirements cost effectively 
and rapidly 
(Lovén 2006) Ability of a system to adapt itself to rapid and unexpected changes that are good 
(SAS-050 2006) Ability to be robust (maintaining effectiveness), flexible (employing multiple ways 
of succeeding), responsive (reacting to changes in a timely way), innovative, 
resilient (recovering from perturbations), and adaptive (changing work processes 
and the organization); Characterized by quickness, lightness, ease of movement, 
nimble; 
(Baldrige 2008) Capacity for rapid change and flexibility; Ability to adapt quickly, flexibly, and 
effectively to changing requirements (depending on the nature of the organization’s 
strategy and markets);  
 
Table 28. Empirical evidence of applying agile software development (chronological order)  
Publication Method(s)  Results, Findings 
 Application Area  
(Aoyama 
1998a) 
Agile Software Process (ASP): 
· time-boxed incremental delivery, 
iterative design 
· concurrent distributed 
development 
· people-centered modular process 
architecture (macroprocesses / 
microprocesses) with network-
centric just-in-time information 
management  
· faster development cycle-times 
· increased flexibility to plan changes 
· higher quality  
· higher productivity 





Agile Development in Evolutionary 
Prototyping Technique (ADEPT): 
· incorporating selected practices 
from XP, Scrum, and DSDM 
methods 
· incremental and iterative 
development model 
· emergent plans and design 
· feature-driven 
· intense customer involvement 
In large organizations with established 
“traditional” development models, there 
may be small-team projects with 
evolutionary requirements and volatile 
technology, favoring agile development 
practices. 
Technology development of “alpha” 





XP and other typical agile practices · The most widely adopted practice is the 
measuring of progress by working 
software code. 
· low adaptation of agile testing practices 
Telecommunication software 




Publication Method(s)  Results, Findings 
 Application Area  
 
 
 (possibly due to lack of education) 
· A technically competent project 
manager (understanding the product 
architecture design) is a success factor. 
· Skilled, stable project teams can 
successfully work on tacit knowledge. 
· Focusing on working software (frequent 
delivery and instant customer feedback) 
increases the developer satisfaction. 
· Methodology (XP) not fully and 
systematically adopted. Process patterns 
could help. 
(Dagnino et al. 
2004) 
Evolutionary with agile practices 
(ADEPT) vs. “traditional” 
incremental (IDM) 
· degreased documentation time  
· increased customer satisfaction 
· ability to incorporate (late) requirements 
changes with smaller impacts 
· ability to deliver business value earlier 
and added value more often  
· higher risk awareness and proactive risk 
management reducing the impacts 
Technology development projects in 
an industrial NPD organization 
(product prototypes) 
(Lindvall et al. 
2004) 
XP applied  · more flexibility and speed in 
implementing change requests (agility) 
· improvements in customer satisfaction, 
product quality, productivity, cost 
· increased developer satisfaction 
· Even safety-critical software can be 
developed with agile methods. 
· Agile methods and practices could 
influence and be combined with other 
(traditional) software process 
approaches (hybrid). 








XP, FDD, Scrum  
vs. “heavyweight” methodologies 
· decrease in costs 
· increase in quality 
· shorter delivery schedule 
· inherently user-centric design 
· long-term maintenance improved by 
acceptance test suites 
· For high-level development (large 
complex systems with multiple 
organizations) more in favor of 
“heavyweight” methodologies. 
Customer collaboration is the key 
advantage of agile development models. 
Web systems development (low, 





XP and Scrum combined · increase in quality (reduced defect 
density) 
· delivery ahead of schedule 
· better developer motivation  
· Certain XP, Scrum practices were not 
used following conscious project-
specific considerations. The 
complementary combination of the XP 
and Scrum practices is applicable.  
Industrial network processor 
microcode software development 
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Publication Method(s)  Results, Findings 




with traditional gate-based NPD 
management models 
· The product quality increases, the 
schedule shortens, and the software 
developers have better controllability. 
· The intense communication and 
collaboration of agile development 
models clarify the customer needs, 
highlight the problems early, and thus 
help reducing the project risks. 
· The interfaces between the agile teams 
and the surrounding organization and 
other (non-agile) teams must be clearly 
defined (mapping the documents and 
other software artefacts with the 
governance and quality models, 
synchronizing the timing differences). A 
clearly defined customer interface (role) 
is a key success factor. 
· The line-management may have to 
rethink its attitudes towards software 
project control (e.g., change 
management, confronting problems 
early, micro/macro planning needs). 
· All and all it is feasible and beneficial to 
combine and augment agile software 
development with a gate-based 
management model.  
 




various · Frequent, short iterations makes it 
possible to begin with coarse-grained 
initial estimates, which are 
incrementally made more accurate. 
· experience-based expert estimation 
preferred to formal estimation models 
· fixed-price project budgets applicable 
with some agreed variable dimension 
· Weak customer/user relationships, lack 
of past project data, and overreliance to 
personal memories may make accurate 
estimation more difficult.  
Cost estimation practices in agile 
software projects (case study of four 
different industrial organizations) 
(Syed-Abdullah 
et al. 2006) 
XP  
vs. design-based methodology 
· Agile teams experience a higher level of 
well-being (anxiety, depression, 
enthusiasm) compared to the design-
based teams in unpredictable projects: 
Ability to proceed with only partial 
requirements, frequent testing and 
feedback, pair programming, constant 
communication and other teamwork-
supporting practices contribute. 
· The number of XP practices adopted is 
associated with a higher level of work 
related well-being experienced. 
 
Projects of different levels of 
stability (student projects with 
external industrial clients)  
(Vodde 2006) Scrum (primarily) · People mostly (very) satisfied with the 
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Publication Method(s)  Results, Findings 
 Application Area  
Telecommunications systems agile 
software product development 
piloting in a large company 
environment (projects ranging from 
small to very large ones) 
new agile, iterative development mode. 
· Only a minority would like to return to 
the old way of working. 
· A majority see agile, iterative 
development (very) important in the 
future.     
(Wils et al. 
2006) 
XP practices application aimed for 
shortening the development cycle 
times and coping with changing 
requirements: 
· software development phase 
· target hardware embedding phase 
· final product certification phase 
· Certain general agile principles must be 
refined: The software creates value only 
when certified in the final product 
operation context; Much information 
must be documented explicitly with 
formal traceability.  
· The basic software development phase 
can utilize all agile practices. 
· The hardware embedding phase 
introduces additional constraints for 
coordinating the different functions. 
· Agile practices are not especially 
beneficial in the formal certification 
phase, and some practices (e.g., 
refactoring) may be even 
counterproductive. 
Mission-critical avionics software 
development (embedded) with 
regulatory certification requirements 
(Abrahamsson 
2007) 
New agile method development 
trials 
· significant cost-savings 
· high employee satisfaction 
· higher quality (less defects) 
Critical success factors (for embedded 
software development): 
· appropriate adaptation of the methods 
and practices 
· fit-for-purpose tools 
various industrial (embedded) 




Scrum/XP practices · enhanced organizational innovation 
(knowledge creation) with agile 
software development practices new product concept creation 
(Sutherland et 
al. 2007) 
Scrum (applied for distributed and 
outsourced teams) 
· high productivity (comparable to 
collocated teams) 
· higher quality 
Critical success factors (for distribution and 
outsourcing): 
· set of teams integrated (Integrated 
Scrum) 
· shared global build repository 
· common tracking and reporting tool 
· daily meetings (geographic 
transparency) 
· highly skilled outsourced teams 
large complex library data 
management system (platform) 
development 
(Chow and Cao 
2008) 
XP and Scrum mostly Critical success factors (in terms of quality, 
scope, time, cost): 
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Publication Method(s)  Results, Findings 
 Application Area  
a survey of some 100 projects · correct delivery strategy (regular, most 
important features first) 
· proper use of agile software engineering 
techniques (e.g., integration testing) 
· strong team capability (competence, 
motivation, knowledgeable managers 
with adaptive management style, 
technical training) 
(Laanti 2008) Scrum scaled up · better visibility and continuous steering 
with hierarchical backlogs 
· increased productivity and quality 
perceived by the developers 





Agile Product-Enhancement Process 
(APEP): 
· agile (iterative) practices for the 
front-end phase (new features) 
· traditional (incremental) 
production phase 
· Agile practices in new feature 
development enhance quick and 
adaptable delivery of business value. 
· Agile team accountability improves 
productivity, but requires a different 
mindset than in the traditional culture. 
· An executable model (prototype) 
facilitates smooth transition to the 
formal software production phase. 




XP and Scrum · XP practices applied more often than 
Scrum (54% vs. 27%) 
· ~90% of the respondents using XP 
practices considers them useful (vs. 77% 
using Scrum practices). 
· not all practices applied systematically 
(e.g., TDD in only 18% cases)  
a survey of some 35 industrial 
projects applying (or considering) 




Scrum (scaled up) · faster delivery (4.5 times) 





Scrum (distributed) · clearer visibility of the project status 
· better management of product features 
· improved team communication 
· stronger commitment to the project 
goals 
automation systems development 
(Version One 
2008) 
Scrum (primarily), Scrum/XP hybrid · increased productivity 
· accelerated time-to-market 
· reduced software defects 
· reduced costs 
a global survey of various software 
organizations using agile software 
methods 
 
Table 29. Typical barriers and impediments of agile software development (chronological 
order) 
Publication Factors 
(Aoyama 1998a) · May require fundamental rethinking of the entire software development 
function in the organization including management techniques. 
· Necessitates efficient tooling to support for instance timely information 
sharing in particular in dispersed environments. 




(Constantine 2001) · Relies on highly skilled, disciplined, and motivated developers. 
· Requires exceptionally good management and leadership skills. 
· Iterative development with small increments may not applicable with every 
product/project type. 
· scaling tightly coordinated teamwork 
· integrating advanced user-interface design techniques requiring complex 
modeling (UCD) 
(Chillarege 2002) · predictability  
· scalability, distributed development 
· multiproduct integration 
(Turk, France and 
Rumpe 2002) 
· distributed (even) global software development (face-to-face communication 
vs. documentation) 
· subcontracted (outsourced) software development (fixed contracts) 
· building reusable and generalized solutions 
· managing large development teams (management-in-the-large) 
· managing large software products (complexity and size requiring systematic 
architectural design, possibly not feasible to implement in increments, long-
lasting maintenance needs) 
· developing safety-critical software (formal quality control) 
(Wallin, Ekdahl, 
and Larsson 2002) 
· mismatches between organizational business decision models and technical 
software development life-cycle models (timing and necessary information 
for decision-making points) 
(DSDM 2003) · existing organizational culture (resistance to change) 
· organizational hierarchy (restrictive management practices) 
· current roles and responsibilities incompatible with new or changed ones 
· existing process enforcement mechanisms 
· outside influences and restrictions (e.g., external customer requiring other 




EMBEDDED SOFTWARE DEVELOPMENT:  
· system architectural performance requirements, refactoring risks (e.g., timing 
subtleties) 
· gradually more rigidity and documented formalism needs 
· complex (and possibly expensive) target test environments   




· lack of knowledge about new agile practices (difficult to deploy without 
relevant education and experience) 
· ad hoc (emergent) adoption neglecting some key practices 
· difficulties in implementing fully new methodologies in large organizations 
(Glass 2004) · large projects requiring more formalities than smaller ones 
· application domain differences (e.g., business applications vs. engineering 
systems) 
· differences in project/product criticality levels 
· project innovation-level variation (unprecedented) 
(Kähkönen 2004) · multiteam collaboration and coordination (in large organizations) 
(Lindvall et al. 
2004) 
· integrating agile software development with existing organizational process 
definitions and quality systems (e.g., Change Control Boards) 
· interfacing agile software teams with dependent (non-agile) teams  
· Agile software development models may require cultural changes in large 
established organizations with traditionally defined operating models and 
structures. 
(Skowronski 2004) · Agile software development models may not support well research-oriented 
(analytic) problem-solving development tasks. 






· integrating agile and “traditional” software development teams following 
different life-cycle models (in large organizations) 
· up-front planning, milestone, and predictability requirements of the 
“traditional” governance models (vs. experimentation and exploration of agile 
process models) 
· formal requirements engineering and systems engineering needs 
· new progress measurement models (activities and cost vs. business value) 
· collocation and other intensive communication needs of agile teams 
· new skill needs of  software developers and team leaders, project manager 
roles 
· legacy systems development and maintenance 
· external maturity and quality systems assessments  
(Ceschi et al. 2005) · lack of general understanding of agile software development (superficial 
knowledge) 
· company internal inertia and customer resistance to adopt totally new 
concepts 
· large geographically separated teams 
(Henderson-Sellers 
and Serour 2005) 
· lack of practitioner participation in selecting and adapting the project’s 
method (method ownership) 
(Highsmith 2005) ORGANIZATION: 
· governance models not aligned with agile software development teams 
(Itkonen et al. 
2005) 
PROCESS (QA): 
· Quality Assurance (QA) activities possibly seen unnecessary and 
unproductive 
· testing time limited by time-boxing 
· complete (formal) specifications not necessarily available for testing 
· independent testers with specific testing skills not necessarily used 
· relying heavily on automated tests, developers concentrating on constructive 
QA 
· few QA practices on the iteration time horizon, hardly any on the release time 
horizon in the current agile software development models 
(Karlström and 
Runeson 2005) 
· market-driven (even global) product development and evolution 
considerations 
· supporting the customer interface role at different levels and areas in large 
organizations (marketing, product management, program management, etc.) 
· changing ongoing development projects under daily delivery time pressures 
(Khan and Balbo 
2005) 
· risks of low planning, lack of project structure 
· complexity of large-scale high-level development 
(McInerney and 
Maurer 2005) 




(Nerur et al. 2005) ORGANIZATION: 
· culture and mindsets (e.g., decision-making, information filtering, 
negotiations) 
· management style (from command-and-control to leading-and-collaboration) 
· organizational forms (supporting co-operative self-organization) 
· customer relationships (commitment, trust, proximity, knowledge-sharing) 
· knowledge management (tacit) 
· effective teamworking (trust-based social co-operation) 
· competence and skill levels (above “average”) 
· reward systems (teamwork result-orientation) 
PROCESS: 
· life-cycle model supporting iterative feature-driven development (people-
centric vs. process-centric) 
· appropriate method selection (no unified approach)  
· managing large-scale projects 
TECHNOLOGY: 
· tools and techniques supporting rapid change cycles and tacit knowledge 
· training new software development skills (e.g., refactoring) 
(Turk, France and 
Rumpe 2005) 
ORGANIZATION: 
· distributed development environments 
· subcontracting (fixed contracts) 
· large teams 
PROCESS: 
· building reusable artifacts (generalized solutions) 
· safety-critical software 
· large, complex software 
(Schuh 2005) ORGANIZATION: 
· large distributed project teams 
· imposed waterfall-style planning, control, progress measurements  
· unavailability of collaborative customers (representative) 
· “pretending” to be agile (either because of masquerading or misconceptions) 
· not willing to invest in learning and deploying new practices, tools (e.g., test 
automation) 
PROCESS: 
· imposed (heavyweight) processes, tools 
· fixed project cost and scope 
· legacy input documentation 
· not really understanding (or ignoring) the underlying premises and goals 
PEOPLE: 
· some individuals not willing to change their ways of working 
· not establishing a communicative (talkative), collaborative team culture 
(Cognizant 2006) · global distributed (offshore) development 
· projects with a tight budget and schedule (cost control) 
· projects that require a high level of process adherence (e.g., regulations) 




· finding a suitable context-specific palette between different general-purpose 
agile methods and practices (method engineering) 
· complementing the selected method(s) according to the project-specific needs 
(e.g., documentation requirements) 
· taking into account the product technology specialties (e.g., target hardware 
manufacturing in case of embedded software development)  
(Hansson et al. 
2006) 







· rigid organizational milestone management models (e.g., Stage Gate) 
· conflicting organizational governance and engineering attitudes and 
expectations 
· lack of management support for introducing new methodologies 
(Mar 2006b) PEOPLE: 
· overly specialized (restricting) skill-sets 
· lack of ownership (result-orientation) in teams 
· dysfunctional teams with specialists (e.g., architects) 
· senior management not clearly supporting agile development 
PROCESS: 
· no single customer can be identified (barriers between the business functions 
and the product development, many different stakeholders). 
· management mandates to combine agile software development with 
(incompatible) traditional models and practices (e.g., reporting) 
· incomplete realization of key practices and roles (e.g., Scrum Master) 
TECHNOLOGY: 
· weak SCM and software build systems 
· neglecting QA issues 
· ineffective tools, organizational mandatory tool selection 
ORGANIZATION: 
· friction between different interdependent teams (large organization) 
· lack of understanding of governing agile software development (e.g., metrics) 
· cultural incompatibilities (e.g., fixed job roles, reward systems)  
(Pyhäjärvi 2006) · coordinating multiple component teams in product line development set-ups 
· long-term planning of multiple (concurrent) releases of multiple products of a 
product line 
· leaving room for free-form innovation in a timeboxed cyclic development 
mode  
(Ramesh et al. 
2006) 
· communication need vs. communication impedance 
· fixed vs. evolving quality requirements 
· people vs. process-oriented control 
· formal vs. informal agreements 
· lack of team cohesion 
(Syed-Abdullah et 
al. 2006) 
· Learning a new methodology during the project may increase the (initial) 
anxiety level. 
(Tate 2006) · lack of understanding of what is valuable to the customers and why 
· lack of understanding of the economics of the markets 
· conflicting multiproject and product portfolio management 
· Teams don’t pay attention to their software development process.  
(Bosch 2007) · regulatory requirements (medical devices) 
· waterfall-based organizational tradition 
(Highsmith 2007) · applying an incoherent subset of mutually enforcing agile practices  
(Nerur and 
Balijepally 2007) 
· organizational fostering: learning, teamwork, self-organization, empowerment   
(Sutherland et al. 
2007) 
· large, distributed, outsourced teams developing complex systems (e.g., 
synchronizing the work, effective communication) 
(Vodde 2006, 
2007) 
· lack of resources for supporting all projects adopting new agile development 
models 
· Some (legacy) tools do not support well agile iterative development. 
· Certain existing company-wide metrics may give wrong indicators with agile 
development models (e.g., progress and performance measurements).     
(Wils et al. 2006) · software project external constraints (e.g., regulatory standards) and 






· certification requirements 
· hardware dependencies 
· cultural barriers 
· lack of fit-for-purpose tools 
(Coplien 2007) · not really understanding the problems that agile software development 
addresses 
· neglecting necessary planning 
· overhead of overly granular unit testing  
· procedural testing as a design tool, leading  to hierarchical procedural designs 
· overemphasis on customer-centricity (vs.  task- and context-centricity)    
· narrow focusing on a single customer ( instead of planning many customers / 
larger markets) 
· ignoring larger-scale adaptation capabilities 
(Gottesman and 
Takas 2007) 
· lack of executive support and lead for organizational change management 
· immature company culture, geographical diversity 
· inadequate enterprise-level tools and infrastructure 
· integrating large-scale organizational functions (e.g., governance, quality 
management) with agile software development functions 
· dependencies with non-agile third parties 
(IEEE 2007) PROCESS: 
· not responding appropriately to customer priorities and needs  
· production-level quality code not being demonstrated / delivered on a regular 
basis 
· supplier not communicating with the customer frequently 
· lack of reflection and process improvement 
· limited (or no) commitment to automating tasks to improve productivity and 
agility 
· too much documentation or heavyweight processes  
ORGANIZATION: 
· lack of commitment to meeting promised deadlines 
· unwillingness of the customer to share decision-making power with the 
supplier in the matter of negotiating the builds/iterations 
· The customer cannot identify relevant stakeholders, who actively participate. 
· isolating the onsite customer representative from his or her normal social 
circle 
· lack of group cohesion  
· lack of trust in the relationship  





· relating agile teams to the larger organization (bottom-up agile 
implementation)  
· removing impediments arising from outside the software development team 
(Leffingwell 2007) PROCESS: 
· apparent impediments of the software development methods (small team size, 
customer integration, collocation, emerging architecture design, informal 
requirements analysis and documented specifications, culture and physical 
environment) 
ORGANIZATION: 
· process and project management organizations 
· existing formalized policies and procedures 
· corporate culture 
· fixed schedule, fixed functionality mandates 
· friction between developer departments and user/customer proxy teams 
· people organized by discipline rather than product line 




(Sidky 2007) ORGANIZATION: 
· Adopting agile software development does not add value (inappropriate need 
for agility). 
· lack of executive support (buy-in to change to agile software development) 
· lack of sufficient funding for the adoption 
PROCESS: 






· interconnecting agile software development teams with the rest of the 
organization (e.g., understanding the production rate of the agile teams) 
· shifting from the team level up to enterprise-level agility (e.g., lean portfolio 
management) 
(Schwaber 2007) · organizing large projects and complex product architectures 
· functional / matrix / project organization conflicts (even “silos”) 
· diverse skill requirements of the developers (more generalists than specialists) 
· self-management of teams, new roles of project managers 
· new software development tool requirements (e.g., fast builds, frequent 
testing) 
· possibly changes needed outside the actual software development function 
· lack of buy-in from team members, business customers, line management, or 
other key stakeholders 
· large-scale organizational change efforts (“Agile transformation”) 
(Tabaka 2007) · lack of full stakeholder involvement and consensus (including multiple 
business customers) 
· lack of true team self-management authority and decision-making power 
· weak organizational culture for continuous learning (e.g., ignoring 
roadblocks) 
(Turner 2007) · traditional hardware-oriented systems engineering processes and mindsets 
(lack of codevelopment) 
(Vilkki 2007) · contradicting needs and assumptions in organizational process development 
(common standardized processes vs. team level tailored processes) 
· lack of human factors considerations (e.g., innovation)  
(Aramand 2008) · not necessarily producing competitive products for the overall marketplace 
(average customers vs. lead customers)  




· complex organizations 
· complicated integration on agile software teams with the surrounding 
organization 
· risk of insufficient software architectural design work 
(Glazer et al. 2008) · weak organizational change management capabilities 
· (perceived) conflicting organizational process improvement goals and 
stakeholder interests 
· mismatching audit requirements 
(Hoda, Noble and 
Marshall 2008) 
· lack of customer buy-in (awareness) 
(Laanti 2008) · integrating team-level work (synchronizing requirements and architectural 
decisions) with the higher levels (product programs)  
· assigning product owners (in large organizations) 
· conflicting interests in short- and long-term organizational planning (e.g., 
resource allocations) 
(Nies 2008) · accelerating the verification and validation feedback loops (test automation) 








· full agile transition may take several years (in large organizations) 




· weak feedback loops (organizational learning) 
· lack of trust 
· addressing wrong problems (unclear goals) 
· weak Product Owners (Scrum) 
· failure to adapt the basic methods according to the situational and 
organizational needs 




· lack of business collaboration (product owners) 
· organizational change barriers (e.g., testing responsibilities) 
· weak value feedback loops (e.g., product ownerships) 
· lack of infrastructure investments (e.g., increasing real-time visibility) 
· incomplete integration with the other parts of the organization (flow rates) 
(Välimäki and 
Kääriäinen 2008) 
· overcoming/reducing communication problems 
· enforcing tool-supported global common processes 
· knowledge-sharing (transfer) between different sites 
· ensuring common project visibility (shared view) 
(Version One 
2008) 
· ability to change organizational culture 
· general resistance to change 
· personnel with the necessary Agile experience 
 
Table 30. Agility improvement / transition approaches (chronological order) 
Publication Field, Scope Approach / Principles 
(Upton 1994) Manufacturing 
(flexibility) 
· dimensions (what needs to change and adapt) 
· time horizon (operational-tactical-strategic) 
· elements (range, uniformity, mobility) 





· enriching the customer 
· cooperating to enhance competitiveness 
· mastering change and uncertainty 
· leveraging people and information 
(Kotler 1994; 
Kotler et al. 1996) 
Marketing 
(management) 
· market-oriented total-company value-delivery system 




Publication Field, Scope Approach / Principles 
(Paulk 1996) Software process, 
organization 
Building organizational capabilities by effective SPI: 
· understanding the business context of SPI 
· both managerial and technical skills involved in SPI 
· working relationship with the customer / end-user 
(open communication, integrity, customer 
expectations) 
· converging “as is” and “should be” processes 
· balancing design-intensive creativity and disciplined 
work 
· keeping the processes “simple” in rapidly changing 
environments 
· using incremental or evolutionary life cycle models 
(risk management) 
· empowering the most crucial asset: people  
· internal commitment process  
· developing skills (in particular management training) 
· management sponsorship and (top-down) coordination 
for SPI activities 
(Dove et al.1996; 
Dove 2004) 
Enterprise · knowledge management 
· value propositioning 
· response ability (system response architecture, change 
management, culture of reactive and proactive change 
proficiency) 
(Dove 1997) Enterprise · business continuation requirements (profitability, 
adaptability) 
· transformation strategies (e.g., TQM) 
· operating strategies (e.g., leanness) 
(Haeckel 1999) Organizational 
design 
· sensing and responding to external signals (open 
system) 
· organizational context (purpose and governing 
principles, adaptive structure) 
· coordination of capabilities (commitment management) 
(Kauppinen 1999) Enterprise · vision-based strategic development and management of 
agility capabilities 
· integrating strategic, operational, and team levels 
(Sharifi and Zhang 
1999) 
Manufacturing Total-company agility conceptual model and development 
methodology: 
· agility drivers 
· agility needs (strategic intent to become agile) 
· agile capabilities, enablers/providers for 
responsiveness, competency, flexibility, speed 
· change effects at different levels (current operations, 













Strategic Competence Management:  
· knowledge management 
· intellectual capital management,  
· competence-based strategic management,  
· learning organization 
(Leishman 2001) Software process · adopting appropriate methodologies based on how 
“extreme” (rapid, uncertain) the projects really are 
· accompanying CMM with agile methods  
(Atkinson 2002) Organizational 
design (military) 
· self-synchronization 
· shared situation awareness 
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Publication Field, Scope Approach / Principles 
(Chillarege 2002) Software process 
(business) 
Process management: 
· adoptation following the product life-cycle stage 
· component development of larger, mature products 
(Gunasekaran and 
Yusuf 2002) 
Manufacturing · strategic planning and objectives (virtual enterprise, 
alliances, core competencies) 
· market focus (range of markets, products range) 
· flexible technologies 





Organizational traits development: 
· effective collaboration (value networks, ‘ecosystem’) 
· outside-in view (relationships) 
· responsiveness, coordination and options (continuous 
selective sense and respond, alignment) 
· efficient intra-enterprise operation (enabler)  
(DSDM 2003) Software process · DSDM incremental development process applied to 
introducing and/or improving the DSDM software 
development process itself 
(HP 2003) IT, business 
processes 
1. Profile, prioritize, and plan agility improvements. 
2. Architect and build an adaptive enterprise that enables 
business agility. 
3. Manage and measure agility results.  
(Anderson 2004) Software process, 
organization 
· Theory of Constraints 











· flexible staffing and funding models 
· collaborative, shared development of IT (possibly 
Open Source)  
· flexible IT architectures (allowing cross-functional 
application integration) 
· smaller IT projects delivering benefits quickly 
· rapid new solution deployment (measured in  weeks 
rather than years)  
· Agile transition is most often incremental (rather than 
in one radical step), remaking the IT organization. 
(Kähkönen 2004) Software process, 
organization 
· facilitated collaborative cross-team workshops 





· quantifiable benefit/cost assessment of implementing 
agility (value-stream mapping) 
(Levinson 2004) IT organization · close collaboration between the business people (users) 
and the developers 
· training agile staff 
· building an agile architecture 
· agile software development methodologies, selected 
according to the project-specific needs and constraints 
· selecting agile vendors 
· budgeting for agility (business’s total technology costs, 
internal profit-loss dynamics, cost transparency) 
(Liker 2004) Enterprise Lean Thinking applied to product development: 
· product development process value streaming 
· long-term continuous improvement 
· total-quality culture, starting from the top management 
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Lean Thinking applied to software production: 
· eliminating “wastes” (e.g., unnecessary waiting) 
(Prewitt 2004) IT organization · a company-wide standard software base  
· central control and accountability for IT costs  
· repeatable processes for project management  
· a flexible software architecture  
· a standardized development platform  
· a fluid balance of payroll employees, contract 
employees, and outside consultants and outsourcers  
· a flat organizational hierarchy  
· flexible, short-term provider contracts  
· flexible, quickly deployable teams (such as SWAT)  
· an optimal balance of flexible versus fixed IT operating 
costs 
(Aydin et al. 2005) Software process, 
organization 
Agile method adaptation (DSDM): 
· forms: static (prescribed tailoring, conceptual) vs. 
dynamic (during the project, empirical process 
innovation) 
· perspectives: engineering vs. socio-organizational 
· taking into account the project characteristics and 
situational context factors (Extended Suitability and 
Risk List) 
· possibly also modifying the project context (preventive 
and corrective management measures for enabling the 
suitability of the method)  
· coaches 
(Boehm 2005) Software process, 
organization 
· hybrid agile and plan-driven methods 
· value-based software engineering (VBSE) 
(Schuh 2005) Software process, 
organization 
· making the project environment amenable to agile 
software teams 
· gradually adopting individual practices (vs. immediate 
full method transition), even personally 
· dynamically discontinuing unsuitable methods and 
rejecting unnecessary practices 
· tackling the hardest project problems first (vs. the 
easiest ones) 
· keeping a “low profile” with new agile teams (initially) 
(Henderson-Sellers 
and Serour 2005) 
Software process, 
organization 
· method engineering (both project-level and 
organizational) based on configurable method 
fragments (OPF) 
· incremental adoption with “small-win” pilot projects 
· continuous method evolution supporting organizational 
maturity growth and environmental changes 
(Levine 2005) Software process, 
organization 
· agile software development as a part of larger 
organizational transformations  
· multidisciplinary (e.g., organizational development, 






· management and organization (e.g., management style, 
organizational culture) 
· people (customer relationships, competences, teaming) 
· process (e.g., selecting appropriate people-centric agile 
methods, scaling large projects) 
· technology (tools and techniques, new skills) 
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Publication Field, Scope Approach / Principles 
(Royce 2005) Software process Balancing ranges: 
· scope management (user needs vs. design assets) 
· process control (creativity vs. rigor) 
· progress tracking (experimentation vs. production) 
· quality control (abstract vs. tangible, testing) 
(Börjesson 2006) NPD software 
process, organization 





Agile / Lean CMMI: 
· CMMI model mapping to agile/lean development 
practices with a valuation approach 




Software process · XP and Scrum combined by using a subset of selected 
practices (rather than a full method) 
· bottom-up (“grassroots”) adoption strategy 
· CMM used in parallel (top-down approach). 
(Hansson et al. 
2006) 
Software process · realizing how much agile-oriented practices are already 
used (albeit informally) in the organization 
· combining agile and “traditional” practices 
(Ismail et al. 2006) Manufacturing Agility Road Map (strategy-driven): 
· turbulence assessment 
· agility focus selection (product, process, people, 
operation, organization) 
· Agility Capability Indicators 
· agility tools 
(Lovén 2006) NPD software 
process, organization 
· acquiring new technology competence outside (vs. in-
house development) 
· rapid process change (vs. incremental improvement) 




Organization · ISD process innovation (including agile methods) 
· different types and needs of agility (exploration and 
exploitation) 
(Oosterhout et al. 
2006) 
Enterprise, IT Business Agility: 
· business networks 
· change factors requiring agility (external and internal) 
· Gap analysis: required vs. current agility (difficulty to 
cope with the required business change) 





Enterprise IT capability as an enabler: 
· ability to sense IT-based environmental changes 
· IT-enabled responses 







CMMI applied for agile software development: 
· finding suitable agile practices 
· understanding the connections between agile software 
models (practices) and organizational CMMI goals  
(Tate 2006) Software process · continual refinement of the product and project 
practices 
· a working product at all times 
· continual investment in and emphasis on design 
· valuing defect prevention over defect detection 
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Publication Field, Scope Approach / Principles 
(Vázquez-Bustelo 
and Avella 2006) 
Manufacturing · human resources 
· value chain integration 
· concurrent engineering 
· advanced technologies 
· knowledge management 
(Vehtari 2006) Manufacturing · dynamic manufacturing capabilities 
· How do the manufacturing capabilities support the 





· project-specific emergence, no centralized control 
· no company-wide unified agile methodology enforced 
· organizational support and “coaching”, sharing of 
experiences and lessons learned (communities) 




Lean principles applied to software development 
governance: 
· mission and principles (e.g., business-driven project 
porfolio and pipeline management) 
· organization (HR policies, stakeholder involvement) 
· development processes (iterative, risk-driven; 
situational adaptation and continuous improvement) 
· measurement (real-time project monitoring of value 
delivered, quality, and cost) 
· roles and responsibilities (self-organizing teams with 
appropriate software architecture allocations) 
· policies and standards (leveraging flexible, reusable, 
high-value corporate assets) 
(Bosch 2007) Software process, 
organization 
· commitment to organizational change (e.g., 
overcoming waterfall-based process tradition) 
· focused and dedicated resources (teams) for 
establishing the new/changed development model 
· enough time for settling the model (min. 6 months) 
· adapting existing organizational assets (e.g., quality 
standards) when appropriate and useful 
· educating all organizational stakeholders for the 
new/changed mode of operation 
(Capgemini 2007) IT, business 
processes 
· investing in improving the capabilities of the IT staff 
· improving processes that bring business and IT 
together 
· embracing a service-oriented business culture 




· total focus on the customer value across the product 
development organization 
· investing in long-term competence development 
(people, in particular Chief Engineers) 
· aligning and coordinating all product development 
projects/programs for achieving common value goals 
· emphasizing knowledge processes (creation, learning) 





· enterprise-level (lean) transformation view (vs. team-
level focus) 
(Highsmith 2007) Software process, 
organization 
development 
Agile Transition (key areas): 
· agile vision (including expected benefits) 
· organizational roll-out strategy 
· agile method/practice selection strategy 
· (methodology) support strategy 
· integration strategy 
· software development environments 
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Publication Field, Scope Approach / Principles 
(IEEE 2007) Software process · customer-developer interfaces (external or internal): 
collaboration and communication, contracts, 
requirements, planning, iterative lifecycle, 
documentation, testing, delivery; 









· bottom-up adoption extended gradually towards the 
larger product development organization (innovation 
management, knowledge-creating company) 
· Software Product Development Manifesto (guiding 
principles based on core-agile values) 
(Leffingwell 2007) Software process, 
software engineering 
management 
· Define/Build/Test component teams 
· two levels of planning and tracking 
· mastering the iteration 
· smaller, more frequent releases 
· concurrent testing 
· continuous integration 
· regular reflection and adaptation 
(Oiva 2007) Organization 
development 
(strategic agility) 
· strategy-focused capability management model  
· P-CMM extended 
(Salo 2007) Software teams, 
organization 
· SPI process 
(Sidky 2007) Software projects, 
organization 
Agile Adoption Framework:  
· Agile Measurement Index  
· 4-Stage Process for Agile Adoption: 
1. Identification of discontinuing factors 
2. Project-level assessment 
3. Organizational readiness assessment 
4. Reconciliation 
· Agile Coach 
· pre/post-adoption assessments 
(Smith 2007) Organizational 
design (NPD) 
· top-down and bottom-up changes combined 
· iterative organizational change 
· situational selection of new method (tool) 
implementation order and grouping 
· ambitious yet realizable change goals 
· demonstrating visible success early (e.g., pilots) 
(Turner 2007) Organizational 
software process 
development 
· “agile-friendly” organizational process assets in other 
disciplines supporting software development 




· organizational level definition of common concepts, 
principles, and organization interfaces 
· team (project) level selection of local implementation 
tactics and practices 





· investing in talented people proficient at change 
· learning-oriented reward systems supporting changes 
· flexible, reconfigurable organization structures with 
wide exposure to external environment inputs 
· decentralized decision-making with extensive 
information sharing and visibility 
· shared leadership 
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Publication Field, Scope Approach / Principles 
(Miers 2007) Organizational 
process development 
Business Process Management: 
· developing a spectrum of process capabilities ranging 
adaptation (flexibility) and standardization (efficiency) 
· empowering people (knowledge workers) to adjust the 
processes based on actual situations 
· continuous, long-term process improvement culture 
· Business Process Maturity Model 
(Aramand 2008) NPD software 
process 
· Dynamic Design Capabilities: adaptive to changes in 
markets/needs and creative in superior value delivery 
for sustainable competitive advantage 
· involvement of lead users/customers 
· review of similar product designs 
· changing, modifying and combining software 
development techniques and methods during the new 
product development based on learning  
(Doz and Kosonen 
2008) 
Enterprise · current state analysis (momentum vs. stagnation/crisis) 
· strategic goal analysis (repositioning vs. reaffirming) 
· environment analysis (nature and speed of change) 
· holistic, systematic capability development 
· sequencing of complementary capabilities 
(Glazer et al. 2008) Organizational 
process development 
(large-scale) 
· utilizing the CMMI framework model for overall 
organizational deployment and continous improvement 
(Kanter 2008) Organizational 
design (large-scale, 
even global) 
· common shared company values 
· open-ended standardization allowing quick but 
coherent local decision-making 
· governance system based on empowerment (guidance) 
(Laanti 2008) Software projects, 
organization (large-
scale) 
· scaling up Scrum-based software development with 
program management structures and hierarchical 
backlogs (including practical tool support) 
Agile Policy: 
· agreement on organization-wide principles and criteria 
for implementing the proprietary program management 
model based on the Agile Manifesto values 
(Mäkelä 2008) Organizational 
software process 
development 
· strategy-driven software process selection (strategy-
first approach) 
· software engineering capabilities 
· absorptive capacity 
· social capital and integration mechanisms 
(Phillips 2008) Organizational 
software process 
development 
· combining agile software methods with other quality 






Agile Software Solution Framework: 
· selective adoption of agile software development 
processes and practices based on their business value 
· method engineering for composing situational process 
models consisting of agile process fragments 
Agile Adoption and Improvement Model: 
· Level 1: speed, flexibility, responsiveness 
· Level 2: communication-oriented (collaborative) 
· Level 3: executable artifacts (minimal documentation) 
· Level 4: people-oriented 
· Level 5: learning (organization) 
· Level 6: lean production, keeping agile 
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· combining agile software development teams with 





Software projects · likely that embedded software development requires 
context-specific adaptations of current general-purpose 






Enterprise Agile Adoption: 
· scaling from (pilot) teams to programs with cross-team, 
cross-program steering and synchronization practices 
and tools (“whole program” view) 
· applying Lean principles (pull, flow) 
·  selecting and perfecting agile practices while scaling 
up (innovation) 




· constructing a new, hybrid process model for a faster 
release cycle based on known R&D problems, 
suggested solutions, and selected agile method 
practices (XP, Scrum) 
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