Hayaku : maximiser le pouvoir d'expression du concepteur et l'efficacité de rendu de scènes graphiques interactives by Tissoires, Benjamin et al.
Hayaku : maximiser le pouvoir d’expression du
concepteur et l’efficacite´ de rendu de sce`nes graphiques
interactives
Benjamin Tissoires, Jean-Luc Vinot, Ste´phane Conversy
To cite this version:
Benjamin Tissoires, Jean-Luc Vinot, Ste´phane Conversy. Hayaku : maximiser le pouvoir
d’expression du concepteur et l’efficacite´ de rendu de sce`nes graphiques interactives. IHM
2009, 21e`me Confe´rence Francophone sur l’Interaction Homme-Machine, Oct 2009, Grenoble,
France. pp 325-328, 2009, <10.1145/1629826.1629878>. <hal-01022264>
HAL Id: hal-01022264
https://hal-enac.archives-ouvertes.fr/hal-01022264
Submitted on 8 Sep 2014
HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.
L’archive ouverte pluridisciplinaire HAL, est
destine´e au de´poˆt et a` la diffusion de documents
scientifiques de niveau recherche, publie´s ou non,
e´manant des e´tablissements d’enseignement et de
recherche franc¸ais ou e´trangers, des laboratoires
publics ou prive´s.
Hayaku : Maximiser le pouvoir d’expression du




1 DSNA DTI R&D











3 Universite´ de Toulouse, IRIT
118 Route de Narbonne,
31062 Toulouse CEDEX 9,
France
RESUME
Les concepteurs d’outils de de´veloppement d’interfaces
hautement interactives doivent souvent faire un compro-
mis entre efﬁcacite´ du moteur de rendu et puissance
d’expression offerte au designer graphique. Aﬁn d’e´limi-
ner ce compromis, nous proposons une me´thode instru-
mente´e de conception d’applications hautement interac-
tives base´e sur l’emploi d’e´diteurs graphiques, d’un en-
semble de langages de description conceptuelle, graphi-
que et comportementale, et d’une toolkit, Hayaku, qui
encapsule un compilateur graphique. Hayaku permet de
maximiser les performances de l’application de´veloppe´e,
ce qui d’une part autorise un rendu plus ﬁable graˆce a` des
techniques de rendu approprie´es, et d’autre part autorise le
designer a employer la palette entie`re des outils d’e´dition
mis a` sa disposition. La ve´racite´ du rendu, la ﬁnesse de
controˆle, la richesse d’expression, et l’efﬁcacite´ de mise
en oeuvre des outils permettent au concepteur d’explorer
efﬁcacement de nouvelles repre´sentations graphiques dy-
namiques facilement controˆlables depuis l’application ﬁ-
nale.
MOTS CLES : Architecture logicielle, Boıˆtes a` outils
d’IHM, Compilation graphique.
ABSTRACT
Designing a general toolkit for interactive software im-
plies to make a choice between the speed of the renderer
and the power of expression of the user. We propose an in-
strumented method to concieve interactive software based
on the use of graphical editors, conceptual languages and
a toolkit, Hayaku, that encapsulates a graphical compiler.
Hayaku allows to maximize the graphical performances of
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the application, thus authorizing to have a better graphical
renderer, and authorizing the user to use all of his edi-
tor tools. The truth of the graphics, the control easyness,
the power of expression and the efﬁciency of the use of
the designer’s tools allows the conceptor to efﬁciently ex-
plore new dynamic graphical representations that are easy
to control.
CATEGORIES AND SUBJECT DESCRIPTORS: H5.2
[Information Interfaces]: User Interfaces; D2.11 [Soft-
ware Engineering]: Software Architectures.
GENERAL TERMS: Design.
KEYWORDS: GUI architectures, GUI toolkits, Graphi-
cal compiler.
INTRODUCTION
Les concepteurs d’outils de de´veloppement d’interfaces
hautement interactives doivent souvent faire un compro-
mis entre efﬁcacite´ du moteur de rendu et puissance
d’expression offerte au designer graphique. Ainsi, les
boıˆtes a` outils WIMP classiques (GTK, Qt, Swing) sont
performantes en terme de rendu visuel, mais elles ne per-
mettent pas au designer graphique de modiﬁer ﬁnement
le visuel des e´le´ments graphiques ou encore de modi-
ﬁer leur comportement. Intuikit[3], introduit un certain
degre´ d’expressivite´ pour le designer graphique qui peut
alors cre´er plus librement les composants de la sce`ne vi-
suelle. Cependant, la toolkit repose essentiellement sur
des changements d’e´tats et impose un ensemble limite´
de comportements lors des transitions entre ces e´tats.
MaggLite[4] utilise des graphes de sce`nes combine´s a` des
ﬂots de donne´es ge´rant les entre´es. Si ces deux dernie`res
toolkits apportent un plus grand pouvoir d’expression,
l’application ﬁnale est pe´nalise´e par l’efﬁcacite´ d’un mo-
teur de rendu graphique peu optimisable.
Aﬁn d’e´liminer le compromis entre richesse de descrip-
tion et efﬁcacite´ du rendu, nous proposons une me´thode
instrumente´e de conception d’applications hautement in-
teractives base´e sur l’emploi d’e´diteurs graphiques, d’un
ensemble de langages de description conceptuelle, graphi-
que et comportementale, et d’une toolkit, Hayaku, qui en-
capsule un compilateur graphique[6]. A l’instar des outils
Intuikit ou MaggLite, cette me´thode permet en premier
lieu de renforcer l’implication du designer graphique dans
le processus de de´veloppement de l’application interac-
tive. De plus, graˆce a` l’utilisation du compilateur gra-
phique, Hayaku permet de maximiser les performances
de l’application de´veloppe´e, ce qui d’une part autorise un
rendu plus ﬁable graˆce a` des techniques approprie´es, et
d’autre part autorise le designer a employer pleinement
ses outils d’e´dition. Apre`s la description des diffe´rents
e´le´ments de Hayaku, nous pre´sentons la re´alisation d’une
application interactive re´alise´e avec cette me´thode.
DESCRIPTION DE HAYAKU
Hayaku repose sur le principe de la compilation de sce`nes
graphiques[6] qui consiste a` re´utiliser les concepts de
compilation dans le domaine du graphisme. Ainsi, les
personnes en charge de concevoir et de programmer
l’application interactive s’abstraient du moteur de rendu,
de meˆme qu’un programmeur actuel ne travaille plus en
assembleur. Pour inte´grer ce compilateur dans une boıˆte
a` outil graphique de haut niveau, il faut inte´grer plusieurs
e´le´ments (voir Figure 1).
Figure 1 : Le sche´ma de principe de la toolkit.
Le langage de description des e´le´ments graphiques.
Aﬁn de be´ne´ﬁcier des connaissances et outils des de-
signers graphiques, nous nous sommes base´s sur le lan-
gage vectoriel graphique SVG (Scalable Vector Graph-
ics), qui dispose d’un ensemble de primitives graphiques
complet, et qui est reconnu et manipulable par ces out-
ils. Ceci garanti que le designer conservera son pouvoir
d’expression.
Le langage d’abstraction de la sce`ne. Le langage
d’abstraction de la sce`ne, ou langage conceptuel, per-
met de de´crire une interface entre la partie graphique de
l’application, et sa partie comportementale (e´quivalent au
COG de [1]). La description de ce langage utilise la
syntaxe JSON (JavaScript Object Notation) 1, un langage
minimaliste spe´cialise´ dans la description d’entite´s.
1IETF RFC 4627
La sce`ne. La construction de la sce`ne utilise le langage
d’abstraction, en instanciant les diffe´rents objets la com-
posant. Le langage utilise´ pour cette taˆche utilise aussi la
syntaxe JSON.
La jonction de ces pre´ce´dents langages. Les connec-
tions (les traits qui relient le mode`le au SVG sur la Fig-
ure 1) sont la “glue” qui permet au compilateur de com-
prendre comment relier les difffe´rentes variables ou objets
aux e´le´ments graphiques.
Ge´ne´ration de Code
Une fois que tous ces e´le´ments sont fournis, le compila-
teur graphique ge´ne`re le code ﬁnal correspondant. Nous
rappelons ici les diffe´rentes e´tapes[6]. Tout d’abord, le
compilateur convertit le graphisme exprime´ en SVG en
un ﬁchier C contenant des appels OpenGL. Cette e´tape
se traduit par une suite de transformations entre plusieurs
langages interme´diaires. Le ﬁchier C est ensuite compile´
par un compilateur C. En plus du code C de rendu graphi-
que, le compilateur graphique ge´ne`re une description du
ﬂot de donne´es[7]. Celle-ci permet de re´percuter les mod-
iﬁcations du mode`le lors de l’exe´cution de l’application
vers le code C ge´ne´re´. En effet, les parame`tres des appels
OpenGL qui sont susceptibles d’eˆtre modiﬁe´s au cours de
l’exe´cution du programme de´pendent du ﬂot de donne´es.
Ainsi, si la couleur d’un objet est susceptible d’eˆtre mod-
iﬁe´e, les parame`tres du glColor associe´ pointent vers les
variables re´fe´rentes aux couleurs. Une modiﬁcation du
contenu de ces variables se re´percute directement sur le
rendu visuel. Ce ﬂot de donne´es est e´crit dans un ﬁchier
C qui est a` son tour compile´ par gcc. Puisque ces deux
ﬁchiers sont compile´s par un compilateur C, le code sera
exe´cute´ en mode “natif”, sans interpre´tation, ce qui max-
imisera les performances de l’application.
L’exe´cutable
L’application en elle-meˆme consiste en un petit exe´cutable
comprenant une boucle de rendu et d’attente des entre´es,
et qui charge dynamiquement les deux ﬁchiers de rendu et
de ﬂot de donne´es. La gestion du moteur d’exe´cution a e´te´
revue depuis [6]. La pre´ce´dente version de l’exe´cutable
devait ge´rer des listes de pointeurs de fonctions. Cette
gestion imposait un risque de surcouˆt important si trop
de code mort e´tait introduit. C’est pourquoi un compi-
lateur “juste-a`-temps” avait e´te´ imple´mente´. La nouvelle
version du run-time s’est conside´rablement amoindri aﬁn
d’augmenter les performances de rendu. La gestion de
l’exe´cutable ne consiste plus qu’a` appeler des fonctions
ge´ne´re´es en C par la partie statique du compilateur gra-
phique. Ge´ne´rer le code mort e´tant maintenant moins
couˆteux en termes de performances, le compilateur “juste-
a`-temps”, et donc le surcouˆt introduit, a pu eˆtre supprime´.
La phase de compilation de la sce`ne graphique est trans-
parente pour l’utilisateur. Lorsque l’utilisateur lance
l’application, le compilateur graphique ve´riﬁe en premier
lieu s’il y a eu des modiﬁcations concernant les e´le´ments
graphiques depuis la dernie`re compilation en comparant
les dates de modiﬁaction des diffe´rents ﬁchiers. Si mod-
iﬁcations il y a eu, le compilateur ne recompile que
les ﬁchiers modiﬁe´s. Une fois ces ﬁchiers recompile´s,
l’exe´cutable les charge et peut lancer la boucle de rendu
et d’attente des entre´es.
E´criture du Code du Comportement
Pour rendre l’application interactive, il reste a` fournir le
comportement graphique a` la couche pre´sentation. En
concevant Hayaku, nous n’avons pas souhaite´ contraindre
les utilisateurs avec un langage particulier. Pour cela, nous
utilisons un langage existant, a` savoir Python, mais nous
exportons aussi une interface vers l’exte´rieur a` l’aide du
bus logiciel Ivy[2]. De ce fait, le comportement peut eˆtre
exprime´ dans n’importe quel langage supporte´ par Ivy.
Pour modiﬁer le rendu visuel de l’application, le designer
utilise directement les variables de´clare´es dans le mode`le.
Il peut donc ge´rer comme il le souhaite sa sce`ne. Pour
ge´rer les e´ve`nements, il peut s’abonner aux modiﬁcations
de n’importe quelle variable.
UN TEST D’USAGE
Nous avons expe´rimente´ la re´alisation d’une applica-
tion test par un designer graphique utilisant Hayaku aﬁn
d’illustrer la me´thode propose´e.
Figure 2 : L’application test clavier en mode “expanding
keyboard”.
Description de l’application test
L’application choisie consiste a` re´aliser un clavier logi-
ciel de 40 touches redimensionnable (cf Figure 2). Pour
offrir un jeu de caracte`res e´tendu, 2 touches de fonction
permettent de permuter les touches en modes capitale et
minuscule (avec accentuations), ou en mode nume´rique.
Un afﬁcheur permet de visualiser le texte saisie. Enﬁn,
le clavier inte`gre une fonction “expanding keyboard”[5]
pour les afﬁchages de faible re´solution.
Le design graphique du clavier test (type 2D1/2) utilise
une description uniquement vectorielle des composants,
pour garantir une meilleure qualite´ au redimensionnement
et met en oeuvre des capacite´s graphiques “riches” :
de´grade´s, transparence, antialiasing, ombres porte´es...
Concernant les interactions, des feedbacks visuels accom-
pagnent les e´ve´nements du curseur associe´s aux objets de
repre´sentation des touches, et sont graphiquement re´alise´s
par la modiﬁcation des proprie´te´s SVG des composants.
Les E´tapes de la Re´alisation
Figure 3 : Le ﬁchier SVG de description des e´le´ments
graphiques du clavier, re´alise´ avec Inkscape.
Le travail d’e´laboration graphique a e´te´ re´alise´ avec Ink-
scape (cf Figure 3). Dans un premier ﬁchier SVG,
le designer a cre´e´ tout d’abord une touche du clavier
par couches graphiques superpose´es. 8 calques sont
de´ﬁnis dont un calque lumie`re active´ lors de l’appui
de touche (e´ve´nement curseur Press) et un groupe de
calques pour re´aliser l’ombre porte´e. Ces calques sont
nomme´s et groupe´s en un unique composant SVG. Pour
tester la composition globale, les touches sont ensuite du-
plique´es, organise´es et modiﬁe´es pour ge´ne´rer une ma-
quette de principe du clavier. La cre´ation visuelle de
la zone supe´rieure, incluant l’afﬁcheur texte, une touche
“backspace” et un fond de´grade´, comple`te cette maquette.
Pour passer a` l’imple´mentation logicielle, 3 exemples
diffe´rencie´s des touches : char key, func key et enter key,
ainsi que les blocs de´crivant l’afﬁcheur etl’arrie`re plan
sont sauvegarde´s dans un nouveau ﬁchier SVG. Pour fa-
ciliter l’utilisation des composants touches et leurs trans-
formations ge´ome´triques, les groupes ont e´te´ positionne´s
aux coordonne´es (0,0). Ces composants graphiques SVG
nomme´s correspondent aux mode`les et aux classes objet
(Python) ge´rant la partie comportementale de l’application.
Une super classe Key a e´te´ de´ﬁnie pour prendre en charge
les proprie´te´s et me´thodes communes aux touches. L’un
des aspects les plus inte´ressants du travail re´alise´ ici par le
designer, et rendu accessible par la toolkit, a e´te´ de penser
les objets SVG formant chaque composant en inte´grant
le comportement graphique a` mettre en oeuvre durant
l’interaction. Ce comportement a e´te´ de´ﬁni en ciblant les
proprie´te´s graphiques a` connecter au travers des ﬁchiers
mode`les, en spe´ciﬁant leur type et leur adressage dans la
sce`ne SVG, et en de´crivant l’e´volution de leurs valeurs :
pre´-de´ﬁnie, relative a` d’autres parame`tres (semblable aux
contraintes de Garnet [7]) ou calcule´e par me´thodes.
La description relative est particulie`rement efﬁcace pour
adapter automatiquement l’ensemble des e´le´ments graphi-
ques a` un changement de taille de la touche lors de l’effet
ﬁsh-eye.
La description JSON de la sce`ne (ensemble des com-
posants graphiques de l’interface) a e´te´ juge´ “fastidieuse”
et a rendu ne´cessaire l’e´criture d’un script Python ge´ne´rant
cette description. L’e´criture du ﬁchier principal python,
regroupant l’ensemble des classes et me´thodes et la sec-
tion main de cre´ation de l’application, a e´te´ re´alise´
en s’inspirant de la structure d’un autre ﬁchier exemple.
L’ajout des “connexions” permet de construire facilement
des comportements complexes de l’application comme le
couplage entre redimensionnement de la feneˆtre et trans-
formation ge´ome´trique du clavier, ou la fonction “ﬁsheye”
(expanding keyboard) des touches...
RE´SULTATS ET DISCUSSION
Le premier point remarquable de la toolkit, du point de
vue de l’utilisateur, est la ﬁabilite´ du rendu. La toolkit
utilisant un compilateur graphique, le code de rendu ﬁnal
ne souffre pas de compromis entre rapidite´ et puissance
d’expression. Le rendu graphique de l’application inter-
active est ainsi tre`s proche du rendu statique produit par
un e´diteur vectoriel comme Inkscape ou Illustrator. Graˆce
a` l’utilisation de SVG et du compilateur graphique, le pou-
voir d’expression du designer graphique n’est potentielle-
ment pas limite´. Le designer a ainsi beaucoup appre´cie´
la puissance de description du mode`le, a` savoir la possi-
bilite´ de pouvoir acce´der a` toutes les proprie´te´s graphi-
ques de tous les objets et de de´crire les variables et leurs
transformations, ce qui lui permet de controˆler ﬁnement
le comportement graphique de ses objets d’interface. Les
entre´es-sorties de Hayaku ont e´te´ simpliﬁe´es par le fait de
tout conside´rer comme un ﬂot de donne´es, ce qui sim-
pliﬁe la gestion des entre´es-sorties pour le concepteur.
L’utilisation du compilateur graphique permet en outre
d’obtenir une vitesse de rendu e´leve´e (60 images par sec-
ondes sur une carte graphique d’entre´e de gamme et 125
i.p.s. sur une carte graphique haut de gamme de 2008
pour les 325 objets graphiques de la sce`ne, sans compter
les textes dont le rendu est entie`rement vectoriel). Enﬁn,
le de´veloppement de la partie ge´rant le comportement de
l’application est facilite´ puisque le compilateur graphique
ne recompile que si il y a eu des changements dans la par-
tie graphique.
Cependant, si le compilateur graphique et la boıˆte a` outils
associe´e permettent de faciliter l’e´criture d’une applica-
tion hautement interactive, il existe encore des proble`mes :
tout d’abord, l’e´criture a` la main des ﬁchiers sources
concernant la description abstraite des e´le´ments graphi-
ques est fastidieuse. L’inte´grite´ et la cohe´rence entre
les diffe´rents ﬁchiers doit eˆtre traite´e a` la main et in-
troduit actuellement une lourdeur sur le de´veloppement
de l’application. Ensuite, le compilateur dans sa version
actuelle ne supporte qu’un nombre limite´ de formes gra-
phiques (de l’ordre de quelques milliers) duˆ a` une mau-
vaise gestion de la me´moire dans les phases interme´diaires
de compilation. Enﬁn, le code ﬁnal n’est toujours pas ex-
portable dans une autre application. Le ﬂot de donne´es
est en effet dissocie´ du code du rendu ge´ne´re´ et contient
l’ensemble monolithique de toutes les donne´es.
Aﬁn de re´soudre les proble`mes pre´ce´dents, nous pensons
orienter nos travaux dans les directions suivantes. Tout
d’abord, du point de vue utilisateur, un e´diteur pour les
ﬁchiers JSON qui garantirait la cohe´rence des ﬁchiers
semble absolument ne´cessaire. Du point de vue du moteur
de rendu, une granularite´ plus ﬁne du controˆle de la com-
pilation graphique (certaines parties du code ge´ne´re´ n’ont
pas besoin d’eˆtre recompile´es, comme les polices de car-
acte`res par exemple) est ne´cessaire. Cela permettra de pal-
lier au proble`me de la gestion me´moire des compilations
interme´diaires. Enﬁn, la version actuelle du compilateur
graphique ne peut pas cre´er des objets dynamiquement.
Une solution serait d’instancier dynamiquement des ob-
jets de´ja` compile´s.
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