Gestión de una clínica (versión 0.2) by Ponce de León Amador, Pedro José & Rizo, David
Práctica 2
Programación orientada a objetos
Gestión de una clínica
(versión 0.2)
Pedro J. Ponce de León
David Rizo
Departamento de Lenguajes y Sistemas Informáticos
Universidad de Alicante
Este enunciado está bajo licencia Creative Commons
Reconocimiento-No comercial-Compartir bajo la misma licencia 3.0, España
1. Introducción
Esta práctica tiene como objetivo introducir el uso de la herencia, las clases abstractas y el en-
lace dinámico. Para ello, en esta segunda versión de nuestra aplicación de gestión de una clínica,
vamos a añadir nueva funcionalidad que consiste en:
Obtener diferentes listados de personas que están en la clínica, ya sean médicos o pacien-
tes.
Ofrecer la posibilidad de gestionar diferentes tipos de menús de comida que se asignan a
los pacientes o que eligen los médicos.
Variar la política de asignación de pacientes a médicos. Distinguiremos entre médicos ti-
tulares e interinos, con la posibilidad de indicar una carga máxima de pacientes para los
primeros.
2. Diagrama de clases
En el diagrama de clases adjunto a este enunciado (dividido en dos subdiagramas, para ma-
yor claridad), se destacan en negrita las nuevas clases y relaciones que se han añadido al modelo,
así como nuevos métodos a añadir a las clases de la versión 0.1. Las clases Habitacion, Cama, Fe-
cha, Diagnostico y Tratamiento no sufren ninguna alteración, como tampoco sus relaciones con
otras clases. Las clases Clinica y Especialidad sufren modificaciones en su interfaz y/o implemen-
tación. Las clases Medico y Paciente heredan ahora de una misma clase base, la clase Persona, la
cual se relaciona conClinica mediante una agregación. Además, aparecen dos nuevas clases deri-
vadas de Medico: Titular e Interino. Aparece una nueva jerarquía de clases, Menu, MenuCompleto
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y MenuSinSal. Es importante notar que las clases Persona, Medico y Menu son clases abstractas,
con al menos un método abstracto (indicado en cursiva) en su interfaz.
A continuación se describen las nuevas clases y métodos no triviales introducidos.
2.1. La jerarquía de clases de Persona
En la clase Persona se han encapsulado propiedades comunes a médicos y pacientes. Co-
mo novedad, ahora los médicos también tienen su SIP (número de la seguridad social), lo cual
permite, en ciertos casos, trabajar de manera uniforme con pacientes y médicos. Por ejemplo,
la selección de menús diarios se realiza de la misma forma tanto para pacientes como para mé-
dicos. No obstante, como se verá, los pacientes tendrán ciertas restricciones a la hora de elegir
determinados tipos de ménú, en función de su último diagnóstico.
El principal motivo de distinguir a nivel de clases entre médicos interinos y médicos titulares
es que la nueva política de asignación de pacientes de la clínica estipula que los médicos titulares
no podrán soportar una carga de pacientes que supere un máximo establecido (que puede ser
diferente para cada médico). No así los médicos interinos, a los cuales se les puede asignar cual-
quier número de pacientes. El orden de asignación de pacientes sigue siendo lexicográfico, segun
el nombre y apellidos del médico.
2.1.1. Persona
Persona es una clase abstracta. Su destructor debe definirse como método virtual.
operator< Devuelve cierto cuando el SIP de esta persona es menor lexicográficamente que el
de la persona dada, o falso en caso contrario.
operator== Devuelve cierto cuando el SIP de esta persona es igual al de la persona dada, o falso
en caso contrario.1
elegirMenu Este método abstracto asigna un menú diario a una persona. Al implementarlo en
las clases derivadas, llamará al método factoríaMenu::createMenu(), encargado de crear un objeto
del tipo de menú seleccionado mediante el argumento cual. Los valores válidos para este argu-
mento son Completo y Sin sal. El método devuelve el valor cierto si ha sido posible asignar
el menu elegido a la persona o falso en caso contrario.
toString Devuelve una cadena que contiene el número SIP y el nombre y apellidos de una per-
sona. Si, por ejemplo, la persona tiene el número de SIP 1234 y se llama Juan Cominos, la ca-
dena devuelta será1234;Juan Cominos, es decir, ambas propiedades separadas por un punto
y coma.
2.1.2. Medico
El constructor sobrecargado de esta clase ha sido modificado con respecto a la versión 0.1,
para que acepte como nuevo argumento el número SIP del médico. Como la clase es abstracta,
su destructor debe declararse virtual.
getCargaMaxima Es un método abstracto que devuelve el número máximo de pacientes que se
le pueden asignar a un médico.
1Nota: En la versión 0.1 estos operadores estaban en Paciente
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elegirMenu Los médicos pueden elegir cualquier menú de entre los tipos de menú disponibles.
En caso de que el tipo de menú solicitado no exista y no se pueda aisgnar al médico, el método
devolverá falso. Si el tipo de menú es correcto, se lo asignará al médico y devolverá cierto.
puedeAtenderMasPacientes Este método abstracto devuelve cierto si el médico puede atender
más pacientes y falso en caso contrario.
2.1.3. Interino
getCargaMaxima Devuelve siempre el valor INT_MAX, definido en el fichero de cabecera del
sistema limits.h.
puedeAtenderMasPacientes Devuelve siempre cierto.
toString Devuelve una cadena con información sobre el médico interino, incluyendo su nú-
mero de SIP, nombre y apellidos, la palabra INTERINO y su carga actual de pacientes, todo ello
separado por puntos y comas. Por ejemplo, para el médico interino Luis Pisi, con SIP 5678
y una carga actual de un paciente, la cadena devuelta por el método sería
5678;Luis Pisi;INTERINO;1 pacientes
(sin salto de línea al final). Si el interino no tiene pacientes asignados, el último campo será
0 pacientes
2.1.4. Titular
El constructor sobrecargado de Titular incluye un argumento opcional maxCarga, que indica
cual es el número máximo de pacientes que puede atender este médico simultáneamente. debe
ser un número no negativo.
getCargaMaxima Devuelve el número máximo de pacientes que puede atender este médico
simultáneamente.
puedeAtenderMasPacientes Devuelve cierto si el médico no ha alcanzado su carga máxima de
pacientes permitida. Devolverá falso en caso contrario.
toString Devuelve una cadena con información sobre el médico titular, incluyendo su número
de SIP, nombre y apellidos, la palabra TITULAR, su carga actual de pacientes y su carga máxima.
Por ejemplo, para el médico titular Antonio Carne, con SIP 6789, una carga actual de dos
paciente y carga máxima de tres, la cadena devuelta por el método sería
6789;Antonio Carne;TITULAR;2 pacientes (max. 3)
(sin salto de línea al final).
2.1.5. Paciente
elegirMenu Asigna un menú diario a un paciente, sólo en caso de que el tipo de menú exista
y sea compatible con el último diagnóstico del paciente (véase el método esCompatible() para
los distintos tipos de menú). En ese caso el método devuelve cierto, o falso en caso contrario. En
particular, a un paciente no se le podrá asignar un menú hasta que sea diagnosticado.
Práctica 2 de Programación orientada a objetos
4 DLSI- UA
toString Este método devuelve una cadena con el mismo formato que se obtiene con el opera-
dor de sálida de Paciente, pero sin salto de línea al final. Por ejemplo, sea el paciente Luis Martinez
Perez, con SIP nº 1234567, nacido el 3 de Junio de 1986, que ha sido diagnosticado leve. Se devol-
verá la siguiente cadena:
1234567;Luis Martinez Perez;M;3/6/1986;22;Leve
(sin salto de línea al final).
2.2. La jerarquía de menús
Existen dos tipos diferentes de menús con primero y segundo plato: el menú completo y el
menú sin sal. Cada tipo de menú es compatible únicamente con determinados tipos de diagnós-
tico.
2.2.1. Menu
Un menú consta de primer y segundo plato. Al ser una clase abstracta, el destructor debe ser
virtual. En esta versión de la aplicación no existen menús compatibles con un diagnóstico de tipo
muy grave.
createMenu Este es un método factoría, encargado de crear objetos de una determinada jerar-
quía ’por encargo’. Dependiendo de si el valor del argumento cual es Completo o Sin sal,
crea un objeto de tipo MenuCompleto o MenuSinSal, respectivamente y devuelve un puntero a
este nuevo objeto. Si el tipo de menú indicado no es conocido, devuelve NULL.
toString Devuelve una cadena con el nombre del primer y segundo plato. Por ejemplo, un menú
con Sopa de primero y Pollo al ajillo de segundo, producirá la siguiente cadena:
Sopa + Pollo al ajillo
donde ambos plato están separados por el signo + rodeado de espacios.
esCompatible Este método abstracto devolverá cierto si el menú actual es compatible con el
diagnóstico dado y falso en caso contrario. En particular, devolverá siempre falso si su argumento
es NULL.
clonar Este método abstracto devuelve un puntero a un objeto (MenuCompleto o MenuSinSal)
que es copia del objeto al que se le envía el mensaje. Permite realizar una copia de un objeto de
clase derivada al que se hace referencia mediante un puntero (o referencia) a la clase base (Menu).
2.2.2. MenuCompleto
toString Emite la misma cadena que el método Menu::toString, pero precedida de la subcadena
"Menu completo: " (con un espacio tras los dos puntos).
esCompatible Un menú completo es compatible únicamente con un diagnóstico de alta.
clonar Véase Menu::clonar().
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2.2.3. MenuSinSal
toString Emite la misma cadena que el método Menu::toString, pero precedida de la subcadena
"Menu sin sal: " (con un espacio tras los dos puntos).
esCompatible Un menú sin sal es compatible con un diagnóstico leve, grave o de alta.
clonar Véase Menu::clonar().
2.3. Modificaciones en otras clases
2.3.1. Clinica
addEspecialidad(especialidad : string, jefeEspecialidad : const Medico&) : bool Esta versión
sobrecargada del método addEspecialidad crea la nueva especialidad y la añade a la clínica, al
tiempo que añade al jefe de especialidad a la lista de personas de la clínica. Esta operación sólo
se realiza si la especialidad no existía previamente y el médico es nuevo en la clínica. En este caso
el método devuelve cierto. Devolverá falso en caso contrario.
listadoPersonas Imprime, en el flujo de salida, un listado de personas que están en la clínica
(médicos o pacientes) en el orden en el que han sido añadidos al sistema mediante los métodos
Clinica::addEspecialidad(especialidad : string, jefeEspecialidad : constMedico&),Clinica::addMedico()
y Clinica::ingresarPaciente(). Estos son los únicos métodos que se invocarán (por ejemplo, desde
main.cc) para añadir personas a una clínica. El formato de salida para cada tipo de persona es el
del método toString correspondiente. si el segundo argumento es cierto, además, para cada per-
sona, se imprimirá el menú que tiene asignado, si procede. A continuación se muestra un ejemplo
de la salida producida por este método:
1234;Luis Hueso;TITULAR;0 pacientes (max. 10)
7890;Juan Cura;INTERINO;1 pacientes
12345;Ana Enferma;M;10/10/1970;38;MuyGrave
23456;Juana Loca;M;10/10/1970;38;Alta;Menu Completo: Sopa boba + Pollo al ajillo
34567;Pepe Malo;H;10/10/1970;38;
45678;Antonio Mareado;H;10/10/1970;38;Leve;Menu sin sal: Sopa boba + Pollo al ajillo
donde las únicas personas con menú asignado son Juana Loca y Antonio Mareado.
listadoPacientes Imprime, en el flujo de salida, un listado de pacientes que están en la clínica,
en el orden en el que han sido añadidos al sistema mediante el métodoClinica::ingresarPaciente().
Este es el único método que se invocará (por ejemplo, desde main.cc) para añadir pacientes a una
clínica. A continuación se muestra un ejemplo de la salida producida por este método:
12345;Ana Enferma;M;10/10/1970;38;MuyGrave
34567;Pepe Malo;H;10/10/1970;38;
45678;Antonio Mareado;H;10/10/1970;38;Leve
ingresarPaciente Ingresa un paciente en una especialidad dada y lo añade a la lista de personas
de la clínica. Esta operación sólo se realiza en caso de que la especialidad indicada exista y el
paciente no haya sido ingresado previamente. En ese caso el método devuelve cierto. Devolverá
falso en caso contrario.
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darAlta Da de alta a un paciente de la especialidad donde está ingresado. Si se le ha dado el
alta correctamente, se elimina de la lista de personas de la clínica y se devuelve cierto. En caso
contrario, devuelve falso.
addMedico Añade el médico a la especialidad indicada y a la lista de personas de la clínica,
comprobando previamente que la especialidad existe y el médico es nuevo en la clínica. En este
caso el método devuelve cierto. En caso contrario devuelve falso.
Especialidad
Las únicas modificaciones a realizar en esta clase están relacionadas con el cambio en la polí-
tica de asignación de pacientes a médicos. Esto afecta a los métod os asignarMedico e ingresaPa-
ciente.
asignarMedico Se mantiene el mismo algoritmo de asignación de pacientes que en la versión
0.1 de la aplicación, pero teniendo en cuenta que puede haber médicos que no pueden atender
más pacientes. En caso de que sea posible asignar médico, el método devolverá cierto. Devolverá
falso en caso contrario.
ingresarPaciente Al existir ahora la posibilidad de que no se pueda asignar un médico de la es-
pecialidad al paciente, el ingreso con éxito consistirá en asignar con éxito tanto una habitación
como un médico al paciente. En ese caso el método devolverá cierto. En caso de que no se pue-
da asignar un médico y una habitación, el método devolverá falso, sin ingresar al paciente (sin
asignarle habitación ni médico).
3. El programa principal
Adjunto al autocorrector tienes un programa principal de ejemplo (fichero main.cc).
4. Documentación
Debéis incluir en los ficheros fuente todos los comentarios necesarios en formato Doxygen.
Estos comentarios deben estar en su versión corta y detallada, y deben definirse para:
Ficheros debe incluir nombre y dni de los autores.
Clases propósito de la clase: 3 líneas
Operaciones 1 línea para funciones triviales, y 2 líneas + parámetros entrada, parámetros de sa-
lida y funciones dependientes para operaciones más complejas.
Atributos propósito de cada uno de ellos: 1 línea
5. Estructura de directorios
La práctica debe ir organizada en tres directorios:
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include contiene los ficherosCama.h, Clinica.h, Diagnostico.h, Especialidad.h,
Fecha.h, Habitacion.h, Interino.h, Medico.h, Menu.h, MenuCompleto.h,
MenuSinSal.h, Paciente.h, Persona.h, Titular.h, Tratamiento.h
lib contiene los ficherosCama.cc, Clinica.cc, Diagnostico.cc, Especialidad.cc,
Fecha.cc, Habitacion.cc, Interino.cc, Medico.cc, Menu.cc, MenuCompleto.cc,
MenuSinSal.cc, Paciente.cc, Persona.cc, Titular.cc Tratamiento.cc
src contiene el fichero main.cc
Además, al ejecutar la herramienta Doxygen se generará un cuarto directorio html que con-
tendrá la documentación en html.
6. Normas de evaluación
Para poder evaluar la práctica con las pruebas que acompañan a este enunciado, se debe im-
plementar en el lenguaje C++. Se recomienda desarrollarla en un sistema operativo GNU/Linux,
utilizando el compilador de C++ de GNU (g++).
Las pruebas unitarias que se pueden encontrar en el autocorrector de esta práctica sólo com-
prueban una pequeña parte de los casos. El alumno deberá completar estas pruebas con las ne-
cesarias para evaluar exhaustivamente la práctica, diseñando casos de prueba para todos los mé-
todos a implementar.
7. Requisitos mínimos para obtener una evaluación positiva
Los requisitos mínimos para evaluar la práctica son los mismos que en la práctica anterior.
8. Hoja de ruta
Adjunta a este enunciado tienes una hoja de ruta con consejos para planificar la implementa-
ción de esta práctica.
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