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Opravite pregled ključnih funkcionalnosti programskih zastavic, identifici-
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Naslov: Uporaba dinamičnih programskih zastavic za obvladovanje funkci-
onalnosti oblačne storitve
Avtor: Luka Galjot
V današnjem času si razvijalci spletnih storitev želijo preprosteǰsi način raz-
vijanja in testiranja novih funkcionalnosti v svojih produktih. To dinamične
programske zastavice tudi omogočajo. Z njihovo uporabo lahko razvoj stori-
tve lažje obvladujemo in določimo, kdaj bo določena funkcionalnost prešla v
končno uporabo. V diplomskem delu smo proučili koncept programskih za-
stavic. Predstavili smo nekaj obstoječih ogrodij za upravljanje z zastavicami.
Nato smo v sklopu naloge razvili novo storitev za upravljanje z zastavicami,
ki odjemalcem zagotavlja dostop do nastavitev za aplikacijo. Kot odjemalca
te storitve smo razvili preprosto mobilno aplikacijo, ki glede na prejete na-
stavitve spreminja svoje obnašanje.
Ključne besede: programske zastavice, mikrostoritve, spletne storitve, di-
namične nastavitve, sprotna integracija, sprotno uvajanje.

Abstract
Title: Use of dynamic feature flags for managing features of cloud services
Author: Luka Galjot
In today’s world developers of web services strive to simplify their workflow
of developing and testing new functionalities in their products. Feature flags
allow this. Its use allows developers to easily manage and define when a
specific feature comes to production stage. In this thesis we have studied the
concepts of feature flags. We have described some commercial solutions for
managing features and feature flags in web services and other products. We
have then for the purpose of the thesis developed a new service which allows
clients to request a set of feature settings. As a client we have developed
simple mobile app which behaves according to the received settings.
Keywords: feature flags, microservices, web services, dynamic configura-





V diplomskem delu se želimo bolje spoznati z upravljanjem različic in izda-
janjem novih funkcionalnosti pri razvoju programske opreme s pomočjo pro-
gramskih zastavic. Običajno so to preprosti pogojni stavki, katerih odločitev
o nadaljnji poti izvajanja je določena naknadno med izvajanjem. Uporaba in
koncept programskih zastavic sta preprosta, vendar na to temo ni bilo veliko
empiričnih študij. V potek dela so jih uvedli razvijalci sami, zato je večina
gradiv na to temo iz konferenc in spletnih blogov. Rezultati diplomskega dela
bodo koristili razvijalcem spletnih storitev in produktov, povezanih v splet,
da bodo lahko lažje razumeli, zakaj uporaba programskih zastavic zmanǰsa
potreben čas pri vključevanju novih funkcionalnosti v produkt.
1.2 Cilji
Cilj diplomskega dela je raziskati področje obvladovanja funkcionalnosti.
Raziskali in določili bomo razlike med programskimi zastavicami in nastavi-
tvami oziroma konfiguracijami ter proučili, kako uporaba posameznega kon-
cepta vpliva na razvoj programske opreme v sistemih za nadzorovanje različic.
Pregledali bomo obstoječo ponudbo storitev za upravljanje zastavic. Zadnji
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cilj je razviti storitev, ki omogoča upravljanje s programskimi zastavicami,
in mobilno aplikacijo, ki to storitev uporablja za svoje delovanje.
1.3 Struktura diplomskega dela
V 2. poglavju se bomo poglobili v pomen obvladovanja funkcionalnosti, opi-
sali razlike med programskimi zastavicami in nastavitvami ter našteli možne
načine uporabe programskih zastavic. V 3. poglavju bomo pogledali, kako
poteka razvoj funkcionalnosti na ločenih vejah in razvoj z uporabo le ene
veje. V 4. poglavju bomo pregledali ponudbo obstoječih orodij in storitev
za upravljanje zastavic. V 5. poglavju bomo predstavili načrt arhitekture la-





Funkcionalnost je zaključen del aplikacije, ki opravlja svojo nalogo. Aplika-
cija je sestavljena iz več med seboj povezanih in sodelujočih funkcionalnosti,
ki dajejo celoti uporabnost. Za nadzor katere izmed teh funkcionalnosti so
aktivne in na voljo za uporabo, programerji po navadi uporabijo preproste
pogojne stavke. Pogoj je lahko statično določen, lahko se določi v konfigu-
racijski datoteki ali pa se njegova vrednost pridobi prek programskega klica.
Na ta način lahko dinamično določimo obnašanje izdelka.
2.2 Razlike med programskimi zastavicami in
nastavitvami
V virih [19], v katerih smo povzemali informacije, programske zastavice poi-
menujejo tudi Feature Flags, Feature Toggles, Feature Flippers, Feature Bits
ali Feature Switches.
Programske zastavice so vzorec programiranja, kjer s pogojnim stavkom
določimo pot izvajanja predela programske kode v času izvajanja. Odločitev,
ki določi pot, je ponavadi pridobljena iz zunanjega sistema. V praksi se
zastavice uporabljajo za sodelovanje pri razvoju na isti veji, testiranju v
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produkciji in sprotnem uvajanju novih različic.
Nastavitve so vzorec programiranja, kjer z vrednostmi, ki jih določimo,
izberemo dele programske kode, ki naj bo vključena v končni izdelek ali pa
določimo vrednosti, ki se uporabijo pri izvajanju programa. Najbolj znano
uporabo teh nastavitev lahko najdemo v izvorni kodi jedra Linux, kjer z
datoteko določimo, katere funkcionalnosti naj se prevedejo v končni izdelek.
Koncepta programskih zastavic in nastavitev sta si zelo podobna, zato je
razlikovanje med njima oteženo. Najlažje ju razlikujemo po namenih upo-
rabe. Poleg tega ju pestijo podobni problemi, ki so k sreči rešljivi s podobnimi
pristopi.
2.3 Kategorije programskih zastavic
Za razvrstitev zastavic v kategorije smo si pomagali s članki [6, 14, 10]. Za-
stavice delimo po njihovi uporabi, življenjski dobi in dinamiki spreminjanja.
2.3.1 Zastavice za upravljanje s funkcionalnostmi med
razvojem
Zastavice za upravljanje s funkcionalnostmi med razvojem (angl. Release
Toggles) omogočajo razvoj na enotni veji. To pomeni, da razvijalci sodelu-
jejo pri razvoju na isti veji v sistemu za nadzor različic in da med svojim
delom objavljajo nedokončane bloke kode, ki se ne smejo izvajati. Pre-
prečitev izvajanja teh delov lahko dosežemo s programskimi zastavicami.
S preprečitvijo izvajanja omogočimo, da latentna koda ne vpliva na ostale
razvijalce in da lahko izdelek kljub nekaterim nedokončanim delom izdajo v
produkcijo. Lahko se zgodi, da se ta koda ne bo nikoli izvajala in jo bodo
nekoč odstranili.
Zastavice za upravljanje s funkcionalnostmi med razvojem so po naravi
kratkožive in statične. Prisotne naj bi bile le toliko, kolikor časa razvijalci
potrebujejo, da se nova funkcionalnost razvije in vpelje v produkcijo. To
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naj bi bilo okoli teden ali dva. Statične so zato, ker je njihova naloga, da
nedokončana koda ostane neaktivna, dokler ni pripravljena na uporabo.
2.3.2 Zastavice za testiranje
Zastavice za testiranje (angl. Experiment Toggles) se uporabijo takrat, ko
je treba izvesti analizo vpliva in priljubljenosti nove funkcionalnosti. Upo-
rabnike razdelimo v dve ali več skupin in nato bo sistem glede na skupino,
v kateri je uporabnik, njegovo zahtevo poslal po točno določeni poti v kodi.
Nato z zbiranjem podatkov analiziramo uporabnikov odziv na spremembo.
Zastavice za testiranje so zelo dinamične, saj je lahko vsaka zahteva od
drugega uporabnika in bo tako usmerjena drugače kot od preǰsnjega. So
kratkožive, saj jih potrebujemo le toliko časa, da pridobimo rezultat raz-
iskave. Če bi bile dlje živeče, bi lahko imeli probleme z verodostojnostjo
podatkov, saj bi jih lahko izničili s spremembami v sistemu.
2.3.3 Zastavice za upravljanje s funkcionalnostmi v pro-
dukciji
Zastavice za upravljanje s funkcionalnostmi v produkciji (angl. Ops Toggles)
se uporabljajo za funkcionalnosti, za katere ne vemo, kako se bodo obnašale
pod velikim navalom uporabnikov. Za primerjavo z zastavicami za upra-
vljanje s funkcionalnostmi med razvojem so bolj dolgožive in manj statične.
Ponavadi so v uporabi, dokler za novo funkcionalnost ne pridobimo popol-
nega zaupanja v njeno pravilno delovanje. Nekatere izmed zastavic pa so
tudi dolgožive, saj se lahko uporabljajo kot stikala za izklop v sili (angl.
kill switch). S temi stikali lahko ob povečani obremenitvi sistema izklopimo
določene nepomembne funkcionalnosti, da lahko preostale normalno delujejo.
2.3.4 Zastavice za individualno določanje
Zastavice za individualno določanje (angl. Permission Toggles) se upora-
bljajo takrat, ko želimo točno določenim osebam spremeniti oziroma obo-
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gatiti izkušnjo uporabe našega izdelka. Tako na primer uporabnikom, ki
plačujejo za naš izdelek, omogočimo več ali pa napredneǰse funkcionalnosti.
Lahko pa tudi določenim razvijalcem omogočimo predogled funkcionalnosti,
ki še niso dovolj dobro testirane za uporabo v produkciji. Te zastavice so
ponavadi dlje časa živeče in zelo dinamične. V primerjavi z zastavicami za
testiranje tu določimo specifične uporabnike, tam pa jih določimo naključno.
2.3.5 Zastavice za razvijalce
Zastavice za razvijalce (angl. Development Toggles) se uporabljajo med ra-
zvojem za testiranje in razhroščevanje pravkar razvite programske kode. So
kratkoživeče in dokaj statične.
2.4 Uporaba programskih zastavic
V preǰsnjem podpoglavju smo opisali kategorije programskih zastavic, v tem
pa jih bomo podrobneje opisali in podali primere uporabe.
Namen programskih zastavic se lahko med razvojem in izdajanjem končne
različice produkta spreminja. Programske zastavice med razvojem na skupni
veji preprečujejo, da bi se nedokončani deli programske kode izvajali in pov-
zročali ostalim programerjem težave. Med pripravo na izdajo končne različice
izdelka se lahko uporabljajo za testiranja funkcionalnosti. V končni različici
izdelka pa se lahko uporabijo za omogočanje in onemogočanje določene funk-
cionalnosti, kjer pa zastavica postane del nastavitev.
2.4.1 Skrivanje nedokončane kode
Koncept skrivanja nedokončane kode se uporablja med razvojem in tudi v
končnih različicah izdelkov. Med razvojem je treba nedokončane funkcio-
nalnosti onemogočiti, saj bi lahko nedokončana koda negativno vplivala na
ostale razvijalce, ki hkrati razvijajo na isti veji. V podjetjih, kjer je v uveljavi
pristop sprotne integracije in sprotnega uvajanja (angl. Continuous Integra-
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tion and Continuous Deployment (CI/CD)), razvijajo izdelke na enotni veji,
zato je ta pristop za njih še posebej pogost. Več o njem bomo govorili v
poglavju 3.1.
2.4.2 Testiranje med uporabniki
Programske zastavice nam omogočajo, da uporabnikom produkta pripravimo
personaliziran profil vrednosti pravil zastavic. Tako ima lahko vsak uporab-
nik drugačne vrednosti ali pa oblikujemo skupine uporabnikov z enakimi
vrednostmi.
Ta možnost se uporablja za testiranje v produkciji in jo imenujemo te-
stiranje A/B. Uporabimo jo takrat, ko nismo popolnoma prepričani, katera
oblika spremembe bo najbolj priljubljena pri uporabnikih. Z uporabo pro-
gramskih zastavic lahko naključno izbranemu manǰsemu delu uporabnikov
omogočimo novo oziroma spremenimo obstoječo funkcionalnost. Določimo
lahko več skupin uporabnikov, ki imajo vsak drugačno delovanje. Cilj testi-
ranja je določiti, katera različica produkta se bolje obnaša. To lahko merimo
na tehnični (odzivni časi, čas nalaganja stran ipd.) ali pa na poslovni ravni
(prodani produkti, konverzija uporabnikov ipd.) [17].
Poleg uporabe programskih zastavic moramo uporabiti tudi dodatna orodja,
s katerimi zbiramo telemetrijo uporabe produkta, in na podlagi teh podat-
kov razberemo, v katero smer naj v nadaljevanju razvijamo naš produkt. V
članku, kjer so govorili o sprotnem uvajanju, je podan primer [13], kjer Net-
flix eksperimentira z novimi funkcionalnostmi. V svojem produktu spreminja
lokacijo novih funkcionalnosti in beleži čas lebdenja nad njimi. Če ugotovijo,
da kljub različnim lokacijam funkcionalnost ni pogosto uporabljena, jo one-
mogočijo in odstranijo.
V članku [16], kjer so izvedli anketo o neprestanem testiranju, so ugotovili,
da 36 % anketirancev uporablja programske zastavice za testiranje, 30 % pa
uporablja testiranje na osnovi preusmeritev prometa. 52 % je dejalo, da
testov ne izvajajo. Pomembna stvar, ki so jo izpostavili anketiranci, je da
pogosto nimajo dovolj uporabnikov, da bi lahko izvedli kakovostne teste.
8 Luka Galjot
Nekaj jih je tudi odgovorilo, da je neizvajanje testov poslovna odločitev.
Vzroki so lahko premalo znanja, investiranje v arhitekturo se ne izplača ali
pa omejujoče regulatorne politike.
2.4.3 Zgodnji predogled
Zgodnji predogled (angl. canary release) je tehnika izdajanja nove funkci-
onalnosti le določenemu deležu uporabnikov. Z drugim imenom mu lahko
pravimo tudi postopno ali inkrementalno uvajanje [15].
Ponavadi je delež prvih uporabnikov nove funkcionalnosti sestavljen iz
zelo majhne skupine naključno izbranih uporabnikov. Odločimo se lahko
tudi, da novo funkcionalnost omogočimo le razvijalcem ali določenim upo-
rabnikom glede na njihov profil in demografske lastnosti.
Nato v primeru, da se niso pojavile nove napake ali preobremenitve sis-
tema med delovanjem, delež uporabnikov povečujemo. Med vsako spre-
membo deleža mora preteči nekaj časa, da smo sposobni zaznati šibkosti
našega sistema. Med uvajanjem funkcionalnosti lahko tudi spremljamo obre-
menitve sistema z naraščajočim številom uporabnikov na novi funkcionalno-
sti.
Pri zgodnjem predogledu ni potrebno, da se omejimo na dve skupini upo-
rabnikov. Uvajamo lahko več funkcionalnosti hkrati. S tem načinom uvedbe
nove različice se zgodi, da imamo v produkciji več različic našega produkta.
Tako moramo biti ob odkrivanju in reševanju napak pozorni, na kateri sku-
pini uporabnikov se te zgodijo.
2.4.4 Stikalo za izklop v sili
Stikala za izklop v sili so dolgo živeče programske zastavice, ki omogočajo
operaterjem sistema, da varno onemogočijo določene dele produkta oziroma
funkcionalnosti. Spremembe lahko izvedemo zelo hitro brez posega v kodo
aplikacije.
Izvedemo jih lahko v primeru napačnega delovanja, preobremenjenosti
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strežnika, da preprečimo poslovno škodo ali marketinške kampanje, ki so se
iztekle.
Primer uporabe je podal Pete Hodgson v svojem članku o program-
skih zastavicah [6]. Proizvajalci produktov se velikokrat odločajo za hkratni
začetek prodaje na različnih mestih. Lastniki spletnih trgovin lahko zato ob
določenem času pričakujejo povečan naval kupcev in obremenitev strežnikov.
Zato lahko za tisti čas izklopimo priporočilni sistem trgovine, ki na prvi strani
generira personaliziran seznam izdelkov in je strojno zahtevno opravilo, ter
kupcem omogočimo tekoč potek prodaje izdelkov.
2.4.5 Administratorske in premium pravice
V produkt lahko vključimo tudi funkcionalnosti, za katere ne želimo, da jih
vidijo vsi uporabniki. Do njih dostop dovolimo le tistim, ki so zanj upravičeni.
Tako lahko v produktu omogočimo razvijalcem, da si ogledajo oziroma spre-
menijo določene nastavitve. Prav tako lahko s programskimi zastavicami
omogočimo funkcionalnosti le uporabnikom, ki so zanje plačali. Na tak način
lahko uvedemo plačljiv model uporabe.
2.5 Pasti uporabe programskih zastavic
Na prvi pogled pri uporabi programskih zastavic ne opazimo slabih lastno-
sti. Vendar pa se lahko po pretečenem času in obsežni rabi pokažejo hude
pomanjkljivosti, ki lahko vplivajo na nadaljnji razvoj našega produkta.
Problemi nastajajo zaradi nepopolne politike upravljanja z zastarelimi
zastavicami. Zastavica postane zastarela takrat, ko njena vrednost ostane
nespremenjena nekaj časa, razen če je njen namen biti stikalo za izklop v sili.
Vsaka nova zastavica v izvorno kodo doda pogojni stavek, ki poveča kom-
pleksnost kode in zmanǰsa njeno razumljivost. Pot izvajanja razdeli na dve ali
več smeri, odvisno od tipa zastavice in njene implementacije. Ko zastavice ne
potrebujemo več, poti v kodi, ki se ne izvajajo več, postanejo latentna koda.
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Ta po nepotrebnem povečuje obsežnost projekta in zmanǰsuje razumljivost
kode.
Vemo, da vsaka zastavica doda dve ali več smeri izvajanja kode. Tako je
treba izvesti dvakrat ali večkrat več testov možnih različic naše aplikacije za
vsako dodano zastavico. Iz tega sledi, da s številom zastavic, število testov
raste eksponentno. K sreči so med seboj funkcionalnosti ločene in se njihove
implementacije ne prepletajo. Tako lahko določenih kombinacij ne testiramo,
saj smo lahko prepričani, da med njimi ne bo prǐslo do konfliktov.
V podjetjih se zaposleni premikajo med projekti, odhajajo drugam in
prihajajo novi. Ko odide tisti, ki je napisal določeno funkcionalnost, odide
tudi podrobno razumevanje implementacije te funkcionalnosti. V primeru
hrošča v tej funkcionalnosti mora novo zaposleni najprej razvozlati, kaj rešuje
in kje se hrošč pojavlja. Šele nato ga lahko začne popravljati. Če k temu
dodamo še pogojne stavke zaradi programskih zastavic, je potrebno tudi
razumevanje dveh ali več različnih smeri izvajanja kode in kateri uporabniki
so ob kateri vrednosti zastavice občutili probleme.
V podjetju, ki uporablja programske zastavice za upravljanje s funkcio-
nalnostmi, je zelo pomembno, da ima definirane dobre politike glede ravnanja
z zastavicami. Zastavicam lahko določimo namembnost in glede nanjo nato
določimo življenjsko dobo. V primeru, da je bila zastavica uporabljena za
razvoj nove funkcionalnosti, naj zastavica živi le toliko časa, dokler razvoj ni
zaključen in zanesljivost njene implementacije ni zadostna. Nato jo je treba
skupaj s staro kodo odstraniti. V redkeǰsih primerih namembnost zastavice
spremenimo in zastavica postane dolgo živeča, saj lahko upravlja določene
funkcionalnosti, ki so strojno zahtevne ali poslovno pomembne. V primerih,
da gre kaj narobe, lahko to funkcionalnost onemogočimo, ne da bi vplivali
na preostali sistem in povzročali poslovno škodo.
V članku [14] so raziskovali uporabo programskih zastavic v odprtoko-
dni različici brskalnika Chromium. Ugotovili so, da je polovica zastavic v
njem starih v povprečju 12 izdaj oziroma leto in pol. V tem odprtokodnem
projektu uporabljajo razpredelnico [9], kjer so napisane vse zastavice, njen
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lastnik, njeno trenutno stanje, z njo povezani hrošči in opombe.
V blogu [18] je Doug Seven na kratko opisal zgodbo o amerǐskem fi-
nančnem podjetju Knight Capital Group in njegovem spodrsljaju pri upo-
rabi programskih zastavic, ki je privedel do bankrota podjetja. Leta 2012 so
razvijalci v podjetju posodobili njihov avtomatski, hitri algoritmični usmer-
jevalnik, ki je po nesreči ponovno uporabil osem let staro programsko zasta-
vico. Njena aktivacija je v sistemu povzročila napačno delovanje. Razvijalci
so napako ugotovili v dveh minutah, vendar niso imeli stikala za izklop v
sili. Napako jim je uspelo popraviti šele po 45 minutah. Ta je podjetje stala




Za zapis tega poglavja smo si pomagali z zapisom Steva Neelyja in Steva
Stolta [12], ki sta opisala, kakšen je bil prehod njunega podjetja iz razvoja v
ciklih do razvoja s sprotno integracijo in sprotnim uvajanjem.
3.1 Razvoj s pomočjo vej v repozitoriju
Pri klasičnem razvoju programske opreme, kjer imamo določene razvojne
cikle, delo načrtujemo tako, da v času cikla novo funkcionalnost zasnujemo,
implementiramo, testiramo in združimo v glavno kodo. To pomeni, da imamo
od osmih tednov cikla sedem tednov časa za zasnovo in implementacijo, nato
pa zadnji teden testiramo in združujemo izdelek v obliko, ki je primerna za
izdajo končnim uporabnikom.
3.1.1 Implementacija nove funkcionalnosti
Za implementacijo se ustvari nova veja, na kateri se implementira nova funk-
cionalnost ali popravek, ki se v začetku razvoja loči od glavne. V času razvoja
razvijalec nanjo shranjuje spremembe. Ko konča razvoj, jo združi nazaj v
glavno vejo. Tu pa lahko nastanejo problemi. Če je razvoj na ločeni veji tra-
jal zelo dolgo časa, se lahko zgodi, da sta veja nove funkcionalnosti in glavna
veja zelo različni. Pri združevanju bo lahko povzročenih veliko konfliktov,
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ki jih bo treba razrešiti. Zaradi tega lahko nastanejo tudi novi hrošči, ki ne
bodo takoj opazni.
3.1.2 Uvajanje nove različice
Po končanem združevanju vej novih funkcionalnosti v glavno vejo nas čaka
uvajanje nove različice. Repozitorije za hranjenje izvorne kode programske
opreme uporabljamo za pomoč pri sledenju sprememb oziroma različic iz-
vorne kode. Ko po načrtu implementiramo vse zahtevane funkcionalnosti,
izdamo novo različico produkta. Izdajo nove različice v repozitorijih opra-
vimo tako, da na glavni veji označimo zadnjo uveljavitev (angl. commit) z
značko (angl. tag) z imenom te različice in naredimo novo vejo z enakim ime-
nom. Nekateri projekti poleg tega ob koncu ustvarijo uveljavitev z inkremen-
tacijo različice v izvorni kodi in poimenovanjem uveljavitve z novo različico.
Na ta način je zgodovini sprememb glavne veje označena izdaja nove različice
in ustvarjena ločena veja te različice olaǰsa prehode med različicami.
Po končanem združevanju vej moramo sistem v celoti testirati. S tem
se ukvarjajo razvijalci in ljudje, katerih naloga je zagotavljati kakovost pro-
dukta. V tem času uporabljajo produkt na različne načine, ki jih razvijalci
mogoče niso predvideli in bi lahko vplivali na stabilnost sistema, ter popra-
vljajo najdene hrošče. Po končanem testiranju je čas za uvedbo nove različice.
Zaradi velikih sprememb izvorne kode je možnost, da bodo nastali hrošči, ki
jih med razvojem in testiranjem nismo opazili. Zato je potrebno, da je v času
uvajanja nove različice prisotnih več ljudi, ki spremljajo zagon in delovanje.
Tako lahko lažje in hitreje odkrijejo ter odpravijo napake. V primeru, da je
postopek ročen, lahko to privede do različnih človeških napak.
3.1.3 Prednosti in slabosti
V času implementacije je razvoj na ločeni veji preprosteǰsi od razvijanja na
skupni veji, saj ni treba poskrbeti za implementacijo programskih zastavic.
Vendar dlje časa kot živi veja, večje postanejo razlike med njo in glavno vejo.
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Večje kot so razlike, več truda in časa je treba vložiti, da razrešimo konflikte
in združimo veji. Pri združevanju moramo biti še posebej pozorni, da ne
ustvarimo novih hroščev [8].
Pri uvajanju nove različice aplikacije moramo biti pozorni na potek uva-
janja v produkcijo, saj lahko ročna opravila povzročijo nepredvidene napake.
3.2 Razvoj s sprotno integracijo in sprotnim
uvajanjem (CI/CD)
Cilj razvoja s sprotno integracijo in uvajanjem (angl. Continuous Integration
and Deployment – CI/CD) je izdajanje novih različic izdelka, kadar želimo.
Prehod na to obliko je težak, vendar se obrestuje, saj lahko lažje tekmujemo
z drugimi podjetji. Zmožnost, da lahko izdamo, kadarkoli želimo, pomeni, da
lahko ob najdenem hrošču tega popravimo in v nekaj urah izdamo popravek.
Pogoj za tako hitro izdajanje je avtomatizacija procesa testiranja, integracije
in uvajanja izdelka. Čas, potreben za te tri korake, je tudi dolžina intervala,
v katerem lahko napravimo novo izdajo.
3.2.1 Implementacija nove različice
Da lahko po želji izdamo novo različico, potrebujemo izvorno kodo, ki je
vedno pripravljena na izdajo. Da je koda vedno pripravljena, poskrbimo z
avtomatskimi testi, ki se poženejo, ko želimo integrirati novo kodo v obstoječ
izdelek. Pomembno je, da ti testi pokrijejo vse primere uporabe.
Da pospešimo dostavljanje novih funkcionalnosti, spremenimo način ra-
zvoja novih funkcionalnosti. Če smo prej za vsako novo funkcionalnost ustva-
rili novo vejo, bomo sedaj razvijali na enotni veji. Zaradi sodelovanja več
razvijalcev se v izdelku pojavljajo deli kode, ki še niso dokončani. Da jih
onemogočimo, uporabimo programske zastavice. S tem ustvarimo izdelek,
katerega deli so skriti pred ostalimi in ne vplivajo na ostale. Za upravljanje
teh zastavic potrebujemo sistem, s katerim lahko različnim uporabnikom in
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skupinam uporabnikov določimo posebne vrednosti.
Ob izdaji nove različice v nasprotju z razvojem na ločenih vejah ne upora-
bljamo značk in ločenih vej za ločevanje različic naše izvorne kode, saj se koda
neprestano nadgrajuje in so izdane funkcionalnosti odvisne od konfiguracije
sistema za upravljanje s programskimi zastavicami.
3.2.2 Uvajanje nove različice
Za kar se da hitro uvajanje je treba čim bolj avtomatizirati celoten pro-
ces. Z avtomatizacijo odpravimo možne napake, ki lahko nastanejo zaradi
ročnega poganjanja skript in ukazov. Za testiranje uporabimo orodja, ki
nam omogočajo, da preizkusimo delovanje posameznih modulov, funkcional-
nosti in uporabnǐskega vmesnika aplikacije. Če pred avtomatskim uvajanjem
poženemo teste, lahko določimo, da se nova različica ne uvede, če vsi testi ne
vrnejo pozitivnega rezultata. Programska oprema za testiranje, uvajanje in
spremljanje aplikacije je lahko lastnega razvoja, lahko pa izberemo nekatere
že obstoječe produkte. Načrtovanje in ustvarjanje testov je zelo pomembno
opravilo, saj so testi potrdilo, da naša aplikacija deluje in z njo ne bo težav.
Zato je pomembno, da so testi, ki jih ustvarimo, celoviti in pokrijejo čim večji
del funkcionalnosti izvorne kode.
Pete Hodgson je v spletnem seminarju [7] v odgovoru na vprašanje glede
uporabe programskih zastavic v mobilnih napravah dejal, da so zastavice v
njih mogoče še bolj pomembne kot pa drugje, saj imamo pri uvajanju različic
manj nadzora kot pa pri drugih produktih. To pa zato, ker nove različice uva-
jamo skozi tržnici App Store in Play Store. V njih smo prepuščeni njihovemu
procesu izdajanja posodobitev končnim uporabnikom in nad njim nimamo
vpliva. Izdajanje nove različice traja nekaj ur, en dan ali dva. Medtem ko
lahko spletne strani novo funkcionalnost uvedejo v nekaj minutah in jo v
primeru napake tudi enako hitro umaknejo. Zato je še bolj pomembno, da v
mobilnih aplikacijah uporabljamo programske zastavice in z njimi nadzoru-
jemo izdajanje novih funkcionalnosti.
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3.2.3 Prednosti in slabosti
Uporaba CI/CD nam poenostavi procese od načrtovanja nove funkcionalnosti
do uvajanja nove različice aplikacije, saj je njen namen, da ga čim bolj av-
tomatiziramo in se izognemo ročnemu delu ter z njim povezanim napakam.
Avtomatizacija zahteva orodja in procese, ki jih je treba implementirati v
obstoječi proces. Prav tako se določenim zaposlenim v podjetju spremeni
vloga, ki jo opravljajo. To spremembo opisujejo kot bolečo, vendar se na
koncu izplača.
Uporaba programskih zastavic razvijalcem omogoča, da lažje in hitreje
prispevajo novo izvorno kodo v obstoječ izdelek. Poskrbeti morajo, da je
nedokončana koda zavarovana z zastavico, tako da drugim razvijalcem ne bo
povzročala težav. Uporaba enotne veje pomeni, da vzporedno sodelujemo z
ostalimi razvijalci. Tako ta veja ne more zastarati kot pri uporabi ločenih
vej za nove funkcionalnosti.
Za uvedbo programskih zastavic je potrebno nekaj več dela in pozornosti.
Poleg integracije sistema za upravljanje z zastavicami je treba uvesti pravilnik
o uporabi zastavic, da preprečimo njihovo kopičenje. Če nam ne uspe pravilno
uvesti sistema, nas lahko čakajo težave. Slabosti zastavic se ne pokažejo
takoj. Potrebno je nekaj časa, da se zastavice nakopičijo ali pa kateri od
razvijalcev zamenja projekt oziroma službo. Na ta način naša izvorna koda
postane precej kompleksneǰsa in težje razumljiva.
V članku [19] so avtorji raziskovali vpliv uporabe programskih zastavic na
trud pri združevanju vej. Trud so definirali s skupnim številom dodanih in iz-
brisanih vrstic kode pri združevanju vej pred začetkom uporabe programskih
zastavic in po njej ter vrednost normalizirali na sto uveljavitev. Ugotovili
so, da v njihovem vzorcu obstaja statistično pomembna razlika v trudu in
sicer, da sta se mediana in povprečno število dodanih in izbrisanih vrstic na
posamezno združevanje znižala za od 80 do 90 %. V raziskavi so tudi opazili,
da je kar nekaj projektov po uvedbi programskih zastavic prešlo na razvoj
na enotni veji.
V članku [11] so raziskovali, kako prepoznati programske zastavice v odpr-
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tokodnih projektih. Poleg tega so analizirali zastavice v najdenih projektih.
Ugotovili so, da je verjetnost, da ostane zastavica v projektu pol leta okoli
65-odstotna, eno leto 55-odstotna, tri leta 35-odstotna in se po šestih letih




V tem poglavju bomo med seboj primerjali produkte, ki nam zagotavljajo
implementacijo programskih zastavic v naše aplikacije in ponujajo njihovo
upravljanje. Med njimi bomo iskali bistvene razlike, kot so grafični vmesnik,
število podprtih programskih jezikov, integracija zunanjih storitev in druge
lastnosti, ki jih ločijo od konkurence.
4.1 O oblačnih storitvah
Preden bomo primerjali ogrodja za upravljanje s programskimi zastavicami,
moramo pojasniti, kaj so ta ogrodja. So del oblačne storitve, ki nam jo po-
nudnik da v najem in nam je na voljo prek interneta. Ustvarjene so, da nam
ponudijo preprost dostop do aplikacij in virov podatkov, ne da bi potrebo-
vali lokalno infrastrukturo. Oblačne storitve upravljajo njihovi ponudniki.
Ponudijo nam jih na njihovih strežnikih [5].
Oblačne storitve delimo na tri vrste. Poglavitna razlika med njimi je,
koliko storitve obvladujemo mi in koliko je obvladuje ponudnik.
Programska oprema kot storitev (angl. Software as as Service –
SaaS) je najbolj razširjen tip oblačnih storitev. Uporabnik ni vključen v
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obvladovanje storitve in ni odgovoren za posodobitve programske in strojne
opreme.
Infrastruktura kot storitev (ang. Infrastructure as a Service – IaaS)
so storitve, ki omogočajo gostovanje drugim oblačnim storitvam. Ponudijo
infrastrukturo, ki jo potrebujejo te storitve za delovanje, in odpravijo potrebo
po fizičnih podatkovnih centrov. Uporabnik je zadolžen za obvladovanje
operacijskega sistema, podatkovne shrambe in aplikacij.
Platforma kot storitev (ang. Platform as a Service – PaaS) so storitve,
ki omogočajo drugim spletnim storitvam gostovanje njihovih oblačnih stori-
tev. Storitve PaaS ponudijo na voljo shrambo, operacijski sistem in izvajalno
okolje, ne da bi bilo morali naročniki upravljati elemente infrastrukture nižje
ravni. Uporabnik je zadolžen za obvladovanje lastne aplikacije in podatkovne
shrambe.
4.1.1 Oblačne storitve za upravljanje programskih za-
stavic
Oblačne storitve za upravljanje programskih zastavic so tipa SaaS, ker upo-
rabnik ni udeležen pri upravljanju platforme. Storitve so sestavljene iz zale-
dnega sistema, ki je njihovo glavno jedro, in vmesnikov, ki ta zaledni sistem
nadzorujejo in upravljajo.
Zaledni sistem teh oblačnih storitev hrani vrednosti programskih zasta-
vic in vsebuje poslovno logiko za njihovo nadzorovanje. Vsebuje več različnih
modulov, ki spreminjajo njihove vrednosti in poskrbijo za različne načine uve-
ljavljanja novih vrednosti. Nekateri izmed teh načinov so zgodnji predogled,
testi A/B in drugi, o katerih smo govorili v 2. poglavju. Njegovo delova-
nje nadzorujemo prek upravljavske plošče v obliki spletne strani in vmesnika
API.
Upravljavska plošča je spletna aplikacija, ki komunicira z zalednim siste-
mom. Prek nje ustvarjamo okolja in aplikacije, pod katere lahko združujemo
več programskih zastavic, nadzorujemo uvajanje sprememb oziroma pravil
programskih zastavic in nam omogočajo pregled nad odzivom uporabnikov
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na storjene spremembe. Prek spletnega vmesnika ustvarjamo tudi avtentika-
cijske ključe za uporabo v knjižnicah SDK. Z njimi naše aplikacije avtentici-
ramo in povežemo na zaledni sistem oblačne storitve. Nekatere od oblačnih
storitev nam omogočajo tudi integracijo tretjih ponudnikov v njihovo stori-
tev.
Storitve uporabniku ponudijo upravljavsko ploščo, kjer nadzoruje pro-
gramske zastavice v svojih aplikacijah, in knjižnice SDK za integracijo v
svoje aplikacije. Nekatere izmed storitev ponudijo vmesnik API, s katerim
nam omogočijo alternativni način za upravljanje zalednega sistema. Prek
vmesnika API lahko integriramo oblačno storitev v lastne sisteme in avto-
matiziramo upravljanje programskih zastavic v naših produktih.
Knjižnica SDK je zaključen paket programske kode, da lahko lastno apli-
kacijo vključimo na določeno platformo. Knjižnice za implementacijo pro-
gramskih zastavic vključujejo vmesnike, s katerimi si olaǰsamo povezovanje
na oblačno storitev in pridobivanje vrednosti programskih zastavic.
Oblačne storitve za upravljanje s programskimi zastavicami niso name-
njene le razvijalcem posameznih aplikacij. Z razširitvijo spletnih vmesnikov
z dodatnimi zmožnostmi ustvarjajo dodano vrednost tudi za ostale kadre v
podjetju, da vidijo odziv uporabnikov na nadgradnje njihovega produkta.
4.2 Primerjava ogrodij
Produkte za upravljanje z izdajami in funkcionalnostmi smo iskali po sple-
tnem iskalniku Google Search in na spletni strani https://featureflags.
io. Opozorili bi, da sledečo spletno stran ureja podjetje, katerega storitve
smo primerjali z ostalo ponudbo. Zato je treba njihove trditve dodobra pre-
veriti.
Kriteriji izbire produktov so bili:
 ponuja oblačno gostovanje spletnega vmesnika in zalednega dela,
 ponuja knjižnice za integracije v več različnih jezikov.
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Najprej bomo vsakega od izbranih produktov opisali, podali prednosti in
slabosti, nato pa s skupno tabelo prikazali razlike med njimi.
4.2.1 Optimizely
Optimizely je oblačna storitev, ki ponuja knjižnice za širok nabor plat-
form. Podprte platforme so Android, C#, Go, Java, JavaScript, JavaScript
(Node.js), iOS, Objetive-C, PHP, React / React Native, Ruby in Swift. Upra-
vljanje z zastavicami je omogočeno na spletni nadzorni plošči ali prek vme-
snika API.
V ponujenih knjižnicah sta na voljo tudi analitika in zajemanje podat-
kov. Tako da lahko z izvajanjem eksperimentov tudi zajemamo obnašanje
uporabnikov aplikacije. Omogočajo izvajanje testov A/B, postopno uvajanje,
uvajanje določene skupine uporabnikov, podporo različnim okoljem aplika-
cije in uvajanje na različnih platformah hkrati. V aplikacijo lahko dodamo
dodatne metrike, ki jih lahko nato vidimo v nadzorni plošči.
Podprti podatkovni tipi programskih zastavic so logične vrednosti, bese-
dilo, cela števila in decimalna števila.
Ne ponujajo integracije z zunanjimi storitvami.
Na voljo imajo tudi mikrostoritev Optimizely Agent, ki zagotavlja omrežju
mikrostoritev, da je knjižnica nameščena le na eni mikrostoritvi, ostale pa jo
kličejo. S tem se le ena mikrostoritev povezuje z oblačno storitvijo ponudnika
Optimizely. Z njo omogočimo tudi uporabo drugih programskih jezikov, ki
v ostalih knjižnicah niso podprti. Slabost te implementacije je nekaj večja
latenca, saj vrednost pridobimo v milisekundah, namesto v mikrosekundah.
Na voljo je brezplačna uporaba njihove storitve za upravljanje s pro-




Podobno kot Optimizely je LaunchDarkly oblačna storitev, ki ponuja knjižnice
za zaledni in čelni del aplikacije. Za čelni del imajo na voljo knjižnice
za Android, C/C++, Electron, Flutter, Gatsby, iOS, JavaScript, NodeJS,
React/React Native, Roku, Swift in Xamarin. Za zaledni del so na voljo
knjižnice za APEX (Salesforce), C/C++, .NET (C#), Erlang, Go, Haskell,
Java, Lua, Node.js, PHP, Python in Ruby.
Za upravljanje s storitvijo je na voljo spletna nadzorna plošča, kjer lahko
urejamo zastavice, ustvarjamo teste in spremljamo analitiko. Njihova ana-
litika je manj napredna, saj spremlja le uporabo in spremembe zastavic.
Interakcija s storitvijo je možna tudi preko vmesnika API. Omogoča spremi-
njanje stanja zastavic, integracijo v lastne storitve in ustvarjanje pravil glede
na lastne zbirke podatkov.
Podprti podatkovni tipi so logične vrednosti, števila, besedilo ter objekti
in tabele JSON.
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povezanih storitev. S temi integracijami lahko spremembe pravil in napake
v aplikaciji postavimo v kontekst s preostalimi informacijami, ki so na voljo
v drugih storitvah.
Nimajo možnosti brezplačne uporabe njihove platforme, lahko pa upora-
bimo 30-dnevni preizkus.
4.2.3 Split
Split je oblačna storitev za upravljanje s programskimi zastavicami in po-
nuja knjižnice za več priljubljenih programskih jezikov, nadzorno ploščo in
vmesnik API. Za čelni del ponujajo knjižnice za Android, iOS, JavaScript,
React in Redux. Za zaledni del pa knjižnice za Go, Java, .NET, Node.js,
PHP, Python in Ruby.
Na voljo imajo nadzorno ploščo, kjer lahko upravljamo uvajanje novih
različic, ustvarjanje zastavic in pravil, izvajanje eksperimentov in analizo
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metrik. Na voljo je tudi vmesnik API, vendar ima manj zmožnosti kot pa
nadzorna plošča. V nadzorni plošči na primer dobimo obvestila o težavah v
aplikaciji, če se zgodi, da je sistem pod obremenitvijo ali se pojavijo napake,
povezane s programskimi zastavicami.
Pohvalijo se lahko z integracijo z več orodji zunanjih razvijalcev. Trenutno
omogočajo integracijo s 14 storitvami. V primerjavi s storitvijo LaunchDar-
kly ne omogočajo integracije z repozitoriji za deljenje izvorne kode.
Podprti podatkovni tip je logična vrednost, kjer ima zastavica možni vre-
dnosti v obliki besedila ”on”in ”off”.
Ponujajo brezplačno možnost uporabe brez omejitve števila zastavic, ven-
dar brez dostopa do vmesnika API, integracij zunanjih storitev in naprednih
varnostnih storitev.
4.2.4 ConfigCat
ConfigCat je preprosteǰsa oblačna storitev za upravljanje s programskimi
zastavicami. Podpira aplikacije s knjižnicami za .NET, Deno, Elixir, Java,
Kotlin (Android), Swift (iOS), Node.js, JavaScript, PHP (Laravel), Angu-
lar, React, React Native, NuxtJS, Python, Go in Ruby. Za upravljanje s
storitvijo sta na voljo nadzorna plošča in vmesnik API.
V nadzorni plošči nam je na voljo vmesnik za upravljanje z zastavicami,
pravili, okolji, nadzorom nad sodelovanjem različnih razvijalcev. Na voljo je
tudi ciljno upravljanje z zastavicami. Spremembe lahko določimo glede na
uporabnikovo regijo, elektronski naslov ali plačljive naročniname. Podpirajo
postopno uvajanje in eksperimente A/B. Podprti podatkovni tipi program-
skih zastavic so logične vrednosti, besedilo, cela in decimalna števila.
Trenutno omogočajo integracijo s sedmimi storitvami zunanjih ponudni-
kov. Ti so Slack, CircleCI, DataDog, Github, Zapier, Jira Software in Trello.
Ponujajo brezplačno možnost uporabe njihove storitve, ki je na voljo za
manǰse preizkusne projekte z desetimi zastavicami.
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4.2.5 Rollout.io – CloudBees Feature Flags
CloudBees Feature Flags je oblačna storitev, s katero lahko upravljamo funk-
cionalnosti aplikacije. Za čelni del aplikacij imamo na voljo knjižnice je-
zike/platforme JavaScript, React Native, Typescript, iOS in Android. Za
zaledni del pa Java, .NET (C#), Node.js, JavaScript, Go, Ruby, Python,
Typescript, PHP, C/C++.
Za upravljanje z njihovo storitvijo imamo na voljo nadzorno ploščo in
vmesnik API.
Njihova storitev omogoča postopno uvajanje funkcionalnosti, eksperimente
na podlagi pravil, analitiko uporabe zastavic, več okolij in zbiranje dnevnǐskih
poročil.
Podprti podatkovni tipi so logične vrednosti, besedilo, cela in decimalna
števila ter tipi, ki jih sami razvijemo v svoji aplikaciji. Na voljo je integracija
z Google Analytics, MixPanel, New Relic, Segment in Jira.
4.2.6 Unleash Hosted
Unleash Hosted je plačljiva različica odprtokodne rešitve Unleash za upravlja-
nje s funkcionalnostmi. Razlika od osnovne odprtokodne rešitve je gostovanje
storitve in uporabnǐska podpora. Na voljo imajo uradne knjižnice za Javo,
Node.js, Go, Ruby, Python in .NET Core. Poleg tega pa lahko uporabimo
v skupnosti razvite knjižnice za Rust, Kotlin, Dart, PHP, Elixir, Laravel,
Coljure in NestJS (Node.js).
Za upravljanje z njihovo storitvijo imajo na voljo nadzorno ploščo in vme-
snik API. Vmesnik API je na voljo le v plačljivi različici storitve.
Edini podprti podatkovni tip je logična vrednost.
Ne podpirajo integracije z rešitvami zunanjih razvijalcev.
Unleash Hosted ima na voljo en mesec brezplačne uporabe, nato pa




V tem poglavju bomo v tabelarični obliki prikazali razlike med storitvami, ki
smo jih v preteklem podpoglavju opisali.
4.3.1 Podpora storitev čelnim ogrodjem za gradnjo apli-
kacij
V tabeli 4.1 lahko vidimo, da vse storitve ponujajo knjižnice SDK za najbolj
popularna čelna ogrodja, med katera sodijo Android, iOS, React in Java-
Script, medtem ko ima storitev Launch Darkly naǰsiršo podporo. Za razliko
od ostalih ponuja knjižnice za Electron, Flutter, Gatsby, Redux, Roku in
Xamarin. Večje pomanjkljivosti storitve Unleash vidimo pri podpori čelnih
ogrodij, ki se uporabljajo za razvoj naprednih spletnih strani. Za podporo
teh ogrodij je poskrbela skupnost in razvila več prosto dostopnih knjižnic.



















































ConfigCat * * * * * * *
LaunchDarkly * * * * * * * * * * ! *
Optimizely * * * * * * *
Rollout.io * * * * * * *
Split * * * * * * * * *
Unleash * ! ! ! ! ! !
Tabela 4.1: Tabelarična primerjava podpore storitev glede na podporo čelnim





































ConfigCat * * * * * * * *
LaunchDarkly * * * * * * * * * *
Optimizely * * * * * * *
Rollout.io * * * * * * * *
Split * * * * * * *
Unleash ** * * * * ** * *
Tabela 4.2: Tabelarična primerjava podpore storitev ogrodjem za gradnjo
zalednih aplikacij
4.3.2 Podpora storitev ogrodjem/jezikom za gradnjo
zalednih aplikacij
Primerjava med storitvami glede na podporo ogrodjem oziroma jezikom za
gradnjo zalednih aplikacij je prikazana v tabeli 4.2. Vse storitve ponujajo
integracijo za ogrodja oziroma jezike Go, Java, .NET (C#), Node.js, PHP,
Python in Ruby. LaunchDarkly in Rollout.io za razliko od ostalih podpirata
tudi jezik C/C++. ConfigCat, LaunchDarkly in Unleash podpirajo ogrodje
Elixir, ki teče na jeziku Erlang. LaunchDarkly je edini, ki podpira programski
jezik Lua.
4.3.3 Podprta integracija zunanjih storitev
Primerjava med storitvami glede na podporo integracije zunanjih storitev je
prikazana v tabeli 4.3 in tabeli 4.4. Opazimo lahko, da integracijo ponujajo















































































































Visual Studio Code *
Webhooks * *
Zapier *
Tabela 4.4: Tabelarična primerjava podpore zunanjih storitev med storitvami
4.4 Povzetek primerjave
Za vsako od primerjanih storitev bi po našem mnenju našli uporabnike. Con-
figCat bi opisali kot najbolj preprosto, saj omogoča tisto bistvo programskih
zastavic, ki jih zajemamo v tej diplomskem delu. Poleg tega pa omogoča inte-
gracijo z nekaj zunanjimi storitvami. Če bi si želeli storitev postaviti na lastni
infrastrukturi, bi predlagali uporabo storitve Unleash, ki je odprtokodna,
in ima na voljo tudi nekaj v skupnosti razvitih knjižnic za ogrodja in jezike,
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ki uradno niso podprti. Če ǐsčemo storitev, ki bi podpirala čim širšo pod-
poro za najrazličneǰse platforme in integracijo z več zunanjimi storitvami, bi
priporočali LaunchDarkly. V storitvah Optimizely, Rollout.io in Split
dobimo celovit paket upravljanja s programskimi zastavicami in izvajanja
testov ter zbiranja podatkov. Storitev Split je druga po vrsti glede na število




Cilj diplomskega dela je razviti alternativo oblačnim storitvam, predsta-
vljenim v preǰsnjem poglavju. Storitev bo prav tako ponujala zaledni del,
knjižnico SDK in upravljavsko ploščo ter vmesnik API za upravljanje.
5.1 Zahteve in cilji lastne implementacije
Cilj lastne rešitve je razviti storitev, ki omogoča razvijalcem, da v svoje
produkte vključijo programske zastavice in z njimi upravljajo. Za implemen-
tacijo odjemalske aplikacije moramo razviti knjižnico SDK, za katero mora
storitev izpostaviti vmesnik REST API. Uporabnikom moramo omogočiti
upravljanje z zastavicami prek spletnega vmesnika.
Storitev naj bo razdeljena v več komponent: jedrno mikrostoritev
za zaledni sistem, spletni vmesnik za nadzorovanje zalednega sistema in
knjižnico SDK, ki bo omogočala integracijo aplikacij v storitev.
Storitev mora omogočati ločevanje zastavic po aplikacijah. Omogočiti
moramo dodajanje zastavic in aplikacij v spletnem vmesniku in vmesniku
API. Zastavica mora vsebovati ime, opis, privzeto vrednost in datum traja-
nja, ki določi življenjsko dobo. V storitvi hranimo tudi končne uporabnike
aplikacij, ki se ločujejo po naključni identifikacijski vrednosti UUID. Končni




Storitev mora omogočati dodajanje pravil. Pravilo je načrt, prek ka-
terega določimo, kako se uporabnikom nastavi določena vrednost zastavice.
Dodamo lahko pravila, kjer je vsem uporabnikom določena enaka vrednost za-
stavice, izvajanje testov A/B ali določanje vrednosti vsakemu uporabniku po-
sebej. Vsako pravilo ima določeno vrednost zastavice. Storitev naj omogoča
uporabo postopnega uveljavljanja vrednosti zastavic.
Zaledni sistem naj bo osnova naše storitve. V njem naj bo implementi-
rana poslovna logika za upravljanje s programskimi zastavicami. Vključuje
naj tudi storitev za postopno uvajanje pravil. Za njegovo upravljanje naj
izpostavi vmesnik REST API.
Del storitve je tudi spletna stran. Zgrajena naj bo kot SPA (angl. Single
page application) in naj omogoča dodajanje ter pregled aplikacij, pregled
in dodajanje zastavic v posamezni aplikaciji, pregled uveljavljenih pravil in
ustvarjanje novih. Vmesnik za dodajanje pravil naj omogoča izbiranje med
načrti uveljavljanja pravil, ki so implementirani v storitvi.
Del implementacije naj bo tudi knjižnica SDK za Android, napisana v
Javi. To naj bo modul, ki se preko vmesnika REST API povezuje na našo
storitev. To knjižnico nato vključimo v testno mobilno aplikacijo, ki naj
prikaže sposobnosti uporabe programskih zastavic v oddaljenem sistemu.
5.2 Jedrna mikrostoritev
Jedrna mikrostoritev skrbi za izvajanje poslovne logike in hranjenje vredno-
sti. Slika arhitekture je prikazana na sliki 5.1. Glavne funkcionalnosti mi-
krostoritve so:
 izpostavlja vmesnik API REST, ki ga uporabljata spletni vmesnik in
odjemalci;
 vsebuje poslovno logiko za upravljanje s programskimi zastavicami;
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Slika 5.1: Shema arhitekture naše mikrostoritve
 vsebuje razred s storitvijo, ki asinhrono izvaja postopno uvajanje novih
pravil (zgodnji predogled);
 se povezuje na podatkovno bazo, kjer hranimo podatke.
5.3 Spletni vmesnik
Spletni vmesnik je komponenta storitve, ki omogoča interakcijo z jedrno mi-
krostoritvijo prek grafičnega vmesnika. Povezana sta prek vmesnika REST
API. Vmesnik prikazuje trenutno konfiguracijo in omogoča upravljanje s pro-
gramskimi zastavicami.
5.3.1 Pogled aplikacij
V tem pogledu nam vmesnik omogoča ogled vseh aplikacij, kreiranje nove
aplikacije in ogled podrobnosti ter zastavic aplikacije. Prikazan je na sliki
5.2.
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Slika 5.2: Na voljo je seznam vseh aplikacij in gumb za dodajanje nove
5.3.2 Pogled ustvarjanja aplikacije
V pogledu ustvarjanja aplikacije nam vmesnik omogoča dodajanje nove apli-
kacije v storitev. Za ustvaritev nove aplikacije potrebujemo le njeno ime.
Zastavice ustvarimo kasneje. Videz vmesnika je prikazan na sliki 5.3.
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Slika 5.3: Pogled z vmesnikom za dodajanje nove aplikacije
5.3.3 Pogled podrobnosti o aplikaciji
V pogledu podrobnosti o aplikaciji vidimo seznam vseh trenutno aktivnih
zastavic, seznam trenutno izvajajočih postopnih izdaj pravil in informacij o
aplikaciji. Izberemo lahko dodajanje nove zastavice ali brisanje aplikacije.
Ob kliku na zastavico odpremo pogled o podrobnostih zastavice in vredno-
stih pravil, ki so določene uporabnikom. Vsaki zastavici v seznamu lahko
spremenimo pravilo. Videz je prikazan na sliki 5.4.
36 Luka Galjot
Slika 5.4: Pogled podrobnosti o aplikaciji. Vidimo tudi seznam zastavic in
hitra dejanja ustvarjanja pravila ter brisanja zastavice
5.3.4 Pogled ustvarjanja zastavice
V pogledu ustvarjanja zastavice nam vmesnik omogoča dodajanje nove zasta-
vice v storitev. Vnesti moramo njeno ime in opis. Če vnesemo že obstoječe
ime, nas bo stran nato obvestila o napaki in ne bo dovolila nadaljevanja.
Nato izberemo tip zastavice, privzeto vrednost in določimo življenjsko dobo
zastavice. Zastavica po poteku tega časa ne bo izginila, le na nadzorni plošči
se bo prikazalo opozorilo, da je čas za odstranitev zastavice. Videz vmesnika
prikazuje na slika 5.5.
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Slika 5.5: Pogled z vmesnikom za dodajanje nove zastavice
5.3.5 Pogled ustvarjanja pravila
Pogled ustvarjanja pravila je najbolj kompleksen del spletnega vmesnika.
Omogoča, da ustvarimo novo pravilo. V njem najprej določimo tip pravila.
Nato se glede na izbrano pravilo prikaže njemu specifičen vmesnik za vnos
podatkov. Na sliki 5.6 je prikazan vmesnik za vnos tipa pravila testiranje
A/B, na sliki 5.7 pa za vnos tipa postopnega uvajanja.
V primeru, da izberemo tip pravila Splošno, vmesnik pokaže vnosno
polje, kjer lahko vnesemo le vrednost zastavice.
V primeru, da izberemo tip pravila Testiranje A/B, vmesnik pokaže
drsnik na katerem preprosto vidimo velikosti skupin. Pod njim se za vsako
skupino pokaže v vrstici dve vnosni polji, v katerih lahko določimo velikost
skupine v odstotkih in vrednosti zastavice te skupine. Če je zastavica tipa
INT, je možno dodati več skupin. Da lahko uveljavimo pravilo, moramo
poskrbeti, da se deleži skupin seštejejo v 100 odstotkov.
V primeru, da izberemo tip pravila Individualno, vmesnik prikaže vno-
sno polje za določitev vrednosti pravila, in spustno polje, kjer lahko izberemo
uporabnika.
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V primeru, da izberemo tip pravila Postopna izdaja, vmesnik prikaže
vnosna polja, kjer določimo, koliko časa naj preteče med posameznimi spre-
membami. Nato izberemo na koliko stopenj naj se razdeli izdajanje nove
vrednosti zastavice, in nazadnje vpǐsemo želeno vrednost, ki naj se določi
vsem uporabnikom aplikacije.
Vnesene podatke preverimo, da preprečimo nepravilno delovanje, nato pa
jih pošljemo mikrostoritvi.
Dodajanje pravila povzroči, da mikrostoritev pridobi uporabnike aplika-
cije, katerih se sprememba dotika, in jim spremeni vrednost pravila za to
zastavico.
Slika 5.6: Pogled ustvarjanja novega pravila tipa testiranja A/B
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Slika 5.7: Pogled ustvarjanja pravila postopnega uvajanja nove vrednosti
zastavice
5.4 Testna aplikacija
Odjemalno aplikacijo smo napisali, da bi demonstrirali razvito rešitev in upo-
rabo programskih zastavic v aplikacijah, ki jih uporabljajo končni uporabniki.
Tem naj ne bi bilo treba skrbeti o učinkih razvite rešitve na aplikacijo, saj
naj bi bila vključitev zastavic za njih neopazna.
V izvorni kodi odjemalske aplikacije so napisani pogojni stavki, kjer glede
na ime zastavice zahtevamo vrednost pravila.
Aplikacija uporablja razvito knjižnico SDK. Vsak odjemalec ima shranjen
enolični identifikator aplikacije, s katerim lahko od mikrostoritve zahteva
podatke. Knjižnica SDK periodično pošilja zahteve na strežnik in posodablja
vrednosti pravil zastavic.
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Slika 5.8: Vmesnik prikazuje seznam zastavic glede na vrednost zastavice
ui type. Vrednosti zastavic lahko spreminjamo.
5.4.1 Uporabnǐski vmesnik
Pogled Domov nam omogoča pregled trenutno aktivnih zastavic. Na tem
pogledu je uporabljena zastavica ui type, ki omogoča spreminjanje oblike
vmesnika med navadnim in dvostolpčnim seznamom. Če je vrednost zasta-
vice nastavljena na 0, je prikazan običajen seznam, v primeru vrednosti 1 pa
dvostolpčni seznam. Sprememba je prikazana na sliki 5.8a in sliki 5.8b.
Pogled Plus je poseben, saj ga lahko vidijo le uporabniki, ki imajo pri
zastavici plus content nastavljeno vrednost 1. Ostalim je gumb v navigacijski
vrstici skrit. Spremembe v vmesniku so vidne na sliki 5.9a in sliki 5.9b.
Pogled Info na sliki 5.9c predstavi aplikacijo, avtorja in njen namen. Na
dnu je gumb, ki nam omogoča, da ročno zahtevamo pridobitev posodobljenih






(c) Informacije o aplika-
ciji
Slika 5.9: Prvi dve sliki prikazujeta nadzorovanje pogleda Plus, tretja pa
pogled z informacijami o aplikaciji.





V tem poglavju bomo na kratko predstavili tehnologije, ki smo jih uporabili
pri razvoju naše rešitve.
6.1.1 KumuluzEE
KumuluzEE je ogrodje za razvoj mikrostoritev Java EE. Njegova uporaba
olaǰsa zagon mikrostoritve, saj nam ni treba uporabljati aplikacijskega strežnika.
Uporabljamo ga za razvoj jedrne mikrostoritve [3].
6.1.2 Angular 9.0
Angular je ogrodje, ki nam omogoča razvoj čelnega dela SPA aplikacije. Za
razvoj uporabljamo skriptni jezik TypeScript, ki se nato prevede v Java-
Script. Uporabljamo ga, da zgradimo spletni vmesnik naše storitve.
6.1.3 PostgreSQL
PostgreSQL je odprtokodna različica relacijske podatkovne baze SQL. Za in-
terakcijo z njo v naši mikrostoritvi uporabljamo Java Persistence API (JPA),
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ki omogoča hranjenje, dostopanje in upravljanje objektov Java v relacijskih
bazah [20].
6.1.4 Android
Za testiranje razvite storitve smo napisali mobilno aplikacijo za operacijski
sistem Android. Aplikacije lahko spǐsemo v programskem jeziku Java 8 ali
Kotlin, mi smo uporabili Javo. Uporabili smo ga zaradi dobrega poznavanja
ustvarjanja mobilnih aplikacij za platformo Android.
6.1.5 Docker
Programsko opremo Docker uporabljamo za izvajanje virtualiziranih vsebni-
kov, v katerih je na voljo vse treba za poganjanje podatkovne baze in jedrne
mikrostoritve. Njegova uporaba nam olaǰsa poganjanje aplikacij, saj nam ni
potrebno poskrbeti za izvajalno okolje. Slike definiramo v datotekah Docker-
file [4].
6.1.6 Node.js
Node.js je izvajalno okolje za skriptni jezik JavaScript. Programsko opremo
Node.js uporabljamo za poganjanje spletnega vmesnika Angular.
6.2 Organizacija kode
Programska koda diplomskega dela je prosto dostopna na platformi GitHub.
Storitev je razdeljena na tri repozitorije:
 jedrna mikrostoritev: https://github.com/LGaljo/feature-flags-
microservice,
 čelni del: https://github.com/LGaljo/feature-flags-web,
 odjemalska aplikacija: https://github.com/LGaljo/feature-flags-
mobile-demo.
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Programska koda je izdana pod BSD Licence 2.0, ki jo lahko v posame-
znem repozitoriju najdemo v datoteki pod imenom LICENSE.
Projekt jedrne mikrostoritve je organiziran kot projekt Maven, v katerem
so moduli persistence, services in api.
Projekt čelnega dela je organiziran z datoteko package.json, ki je ustvar-
jena z uporabo upravitelja paketov npm. Ta datoteka hrani osnovne informa-
cije o projektu in o uporabljenih paketih, ki so potrebni za zagon aplikacije
Angular [2].
Projekt odjemalske aplikacije je organiziran kot projekt Gradle.
6.3 Jedrna mikrostoritev
6.3.1 Moduli
Jedrna mikrostoritev je ločena v module persistence, services in api.
Modul api zagotavlja, da so določena vrata odprta in mikrostoritev na
njih posluša zahteve REST. Mikrostoritev na zahteve posluša na vratih 8081.
Osnovna pot naslova URL pa je /v1/. Nato razdelimo posamezne klice na
različne vire. Tako so osnovni naslovi URL /v1/admin, /v1/applications,
/v1/user, /v1/flags, /v1/rules in /v1/rollout.
Modul services nam zagotavlja izvajanje poslovne logike storitve. Nje-
gova naloga je, da nam zagotavlja shranjevanje, dodajanje in upravljanje z
objekti in ostalimi nalogami.
Modul persistence nam s pomočjo Java Persistence API zagotavlja pre-
slikavo med objekti Java in podatki v podatkovni bazi PostgreSQL.
6.3.2 Podatkovni model
Podatkovni model storitve je relativno majhen. Vsebuje pet tabel. Vsaka ta-
bela v bazi ima nekaj skupnih osnovnih atributov. Ti so enolični identifikator
id, oznaka izbrisa deleted, čas kreiranja objekta created at in čas zadnje
46 Luka Galjot























































Slika 6.1: Grafični prikaz podatkovnega modela naše storitve
Tabele v podatkovni bazi so sledeče:
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 Aplikacija (applications), katere namen je, da zastavice ločuje med
različnimi aplikacijami v projektu. Vsebuje atribut imena aplikacije
name.
 Zastavica (flags), katere namen je, da hrani privzete podatke o pra-
vilu. Vsebuje atribut tujega ključa iz tabele Aplikacije in atribute pri-
vzete vrednosti zastavice defaultValue, ime name, opis description
in podatkovni tip zastavice dataType.
 Končni uporabnik (end users) se uporablja, da lahko shranimo od-
jemalce storitve in med njimi ločujemo. Atributi tabele so enolični
identifikator z imenom client in tuji ključ tabele aplikacije.
 Pravilo (rules) se uporablja za določanje vrednosti zastavice določenemu
uporabniku določene aplikacije. Tako vsebuje tuje ključe iz tabel Končni
uporabnik, Zastavica in Aplikacija. Vsebuje tudi atribute vrednosti
pravila value in datum poteka expirationDate.
 Postopna izdaja (gradual rollout) se uporablja za shranjevanje podat-
kov o postopnih izdajah, ki jih izvaja storitev. Vsebuje tuje ključe apli-
kacije in zastavice. Vsebuje atribute zaključenost completed, inter-
vala, nove vrednosti newvalue, število korakov izdaje numofsteps,
časovno enoto timeunit in naključni enolični identifikator uuid.
6.3.3 Vmesnik REST API
Vmesnik REST API predstavlja vir podatkov za spletni vmesnik in aplika-
cije. Viri se nahajajo v paketu api. Delimo jih na šest različnih razredov:
AdminResource, ApplicationResource, EndUserResource, FlagResource, Ro-
ulloutResource in RuleResource. Vmesnik se nahaja na naslovu /v1/.
AdminResource implementira naslednje vire na naslovu /v1/admin in
se uporablja le za lažje testiranje aplikacije:
 POST: Pot /clear omogoča, da počistimo vnose v bazi. Baza je po
tem klicu popolnoma prazna.
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 POST: Pot /seed omogoča, da napolnimo prazno podatkovno bazo s
predhodno generiranimi podatki in ustvarimo okolje za delovanje te-
stne odjemalske aplikacije. Ustvarimo aplikacije, njihove zastavice in
uporabnike ter njihova pravila.
ApplicationResource implementira naslednje vire na naslovu /v1/application:
 POST: Pot / omogoča, da ustvarimo novo aplikacijo. V telesu zahteve
moramo poslati objekt JSON
{'name': 'novo ime aplikacije'}.
Nato storitev ustvari novo aplikacijo in vrne njen objekt.
 GET: Pot / omogoča, da pridobimo seznam vseh aplikacij v storitve.
Uporabljamo jo za prikaz seznama na spletnem vmesniku.
 GET: Pot /{id} omogoča, da pridobimo podatke o specifični aplikaciji.
V naslovu URL moramo namesto {id} zapisati identifikacijsko številko
aplikacije.
 DELETE: Pot /{id} omogoča, da izbrǐsemo aplikacijo. V naslovu
URL moramo namesto {id} zapisati identifikacijsko številko aplikacije.
Poleg izbrisa objekta aplikacije, izbrǐsemo tudi njene zastavice in pra-
vila.
FlagResource implementira naslednje vire na naslovu /v1/flags:
 POST: Pot / omogoča, da aplikaciji ustvarimo zastavice. V telesu
zahteve moramo poslati objekt JSON, ki predstavlja seznam zastavic.
Vsaka zastavica mora imeti parametre appId (int), defaultValue (int),
name (string), description (string) in dataType (enum DataType oz.
vrednost BOOL ali INT) in expirationDate (UTC). Primer objekta, ki
ga pošljemo, je prikazan v izseku programske kode 6.1.
 GET: Pot / omogoča, da pridobimo zastavice za določeno aplikacijo. V
parametrih zahteve moramo vključiti identifikacijsko številko aplikacije
app id.
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 GET: Pot /{id} omogoča, da pridobimo podatke o specifični zastavici.
V naslovu URL moramo namesto {id} vključiti identifikacijsko številko
zastavice.
 DELETE: Pot /{id} omogoča, da izbrǐsemo zastavico. V naslovu
URL moramo namesto {id} zapisati identifikacijsko številko zastavice.










Programska koda 6.1: Primer objekta JSON za ustvarjanje zastavice
RuleResource implementira naslednje vire na naslovu /v1/rules:
 POST: Pot / omogoča, da ustvarimo novo pravilo za določeno zasta-
vico in aplikacijo. V parametrih zahteve moramo vključiti identifika-
cijski številki zastavice flag id in aplikacije app id. V telesu zahteve
pa vključimo objekt JSON, katerega je treba pravilno zgraditi glede na
tip pravila. Vanj moramo vedno vključiti tip pravila ruleType (enum),
katerega dovoljene vrednosti so GENERAL, AB TESTING in INDI-
VIDUAL, dataType (enum), katerega dovoljene vrednosti so BOOL in
INT, in tabela shares, ki vsebuje objekte z atributoma share (int) in
value (int).
Če nastavimo vrednost atributa ruleType na GENERAL, potem
moramo v objekt JSON dodati le en vnos v tabeli shares. Primer
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objekta, ki ga pošljemo, je prikazan v izseku programske kode 6.2.
Če nastavimo vrednost na AB TESTING, potem v tabeli shares
dodamo poljubno število objektov, katerih seštevek deležev se mora
sešteti v 100. Primer objekta, ki ga pošljemo, je prikazan v izseku
programske kode 6.3.
Če nastavimo vrednost na INDIVIDUAL, potem v tabelo shares
vstavimo en vnos in dodamo atribut user, ki je uporabnikova identifi-
kacijsko številka. Primer objekta, ki ga pošljemo, je prikazan v izseku
programske kode 6.4.
 GET: Pot / omogoča, da pridobimo pravila za določenega uporabnika.
V parametrih zahteve je treba dodati vrednost client id, ki je enolična
vrednost določenega uporabnika. Ta klic uporabljajo odjemalci za pre-
jemanje pravil.
 GET: Pot /flag omogoča, da pridobimo seznam pravil za specifično





















7 "share": 50, "value": 1
8 },
9 {
10 "share": 20, "value": 2
11 },
12 {
















Programska koda 6.4: Objekt JSON za ustvarjanje pravila INDIVIDUAL
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RolloutResource implementira naslednje vire na naslovu /v1/rollout:
 POST: Pot / omogoča, da ustvarimo novo postopno izdajo. V te-
lesu zahteve moramo podati objekt, ki mora vsebovati atribute appId
(long), flagId (long), interval (int), ki opisuje časovno razliko med sto-
pnjami izdaje, newValue (int), ki določa, novo vrednost zastavice, nu-
mOfStep (int), ki določa v koliko korakih naj se izvede izdaja, in time-
Unit (enum), ki predstavlja časovni razred intervala, katerega veljavne
vrednosti so SECONDS, MINUTES, HOURS in DAYS.
 GET: Pot / omogoča, da pridobimo trenutno aktivne postopne izdaje.
Če v parametrih zahteve podamo enolično vrednost aplikacije, bomo
dobili le trenutno aktivne izdaje za izbrano aplikacijo.
 GET: Pot /{id} omogoča, da pridobimo katerokoli postopno izdajo,
tudi končane. V naslovu URL namesto {id} podamo identifikacijsko
številko postopne izdaje.
EndUserResource implementira naslednje vire na naslovu /v1/user:
 POST: Pot / omogoča, da se odjemalec registrira na storitev. V
parametrih zahteve moramo dodati vrednost client id, ki predstavlja
enolično vrednost odjemalca in jo odjemalec ustvari sam, in app name,
ki predstavlja ime aplikacije.
 GET: / Omogoča, da pridobimo seznam uporabnikov določene aplika-
cije. V parametrih zahteve je treba dodati vrednost app id, ki predsta-
vlja enolični identifikator aplikacije.
 DELETE: Pot /{id} omogoča, da izbrǐsemo uporabnika. V naslovu
URL moramo namesto {id} zapisati identifikacijsko številko uporab-
nika. Poleg izbrisa objekta uporabnika izbrǐsemo tudi njegova pravila.
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6.4 Testna aplikacija
Mobilna aplikacija je ustvarjena za predstavitev rešitve za mobilni operacijski
sistem Android. Na voljo imamo tri različne poglede, med katerimi izbiramo
v spodnji navigacijski vrstici. Vanjo je vključena razvita knjižnica SDK za
upravljanje s programskimi zastavicami.
Ob prvem zagonu aplikacija ustvari in shrani enolični identifikator ter se
z njim poleg enoličnega imena aplikacije prek vmesnika API REST predstavi
storitvi in jo seznani o novem odjemalcu. Po sprejetem odzivu lahko pošljemo
storitvi zahtevo po posodobljenih pravilih za naše zastavice. Da pridobimo
pravila, moramo v zahtevo vključiti enolični identifikator naprave. Storitev
nato vrne seznam prilagojenih vrednosti pravil za odjemalca. Ob prvem klicu
bodo to privzete vrednosti. Po prvi inicializaciji aplikacije nastavimo alarm,
ki na določen interval ta klic ponavlja. Vrednosti se nato vpǐsejo v spomin
odjemalca in so na voljo za pridobivanje.
V paketu odjemalne aplikacije je datoteka feature-flags.json oblike JSON,
ki hrani privzete vrednosti zastavic. Prebere se ob vsakem zagonu aplikacije
in v primeru manjkajočih pravil v pomnilniku te posodobi. Ker se vredno-
sti pravil neprestano spreminjajo, se shranijo v shrambo SharedPreferences
(podatkovna baza po principu ključ – vrednost), da se spremembe obdržijo
med zagoni aplikacije.
6.4.1 Knjižnica SDK za upravljanje s programskimi
zastavicami
Mobilna aplikacija, ki so jo napisali za primer odjemalca naše storitve, vse-
buje knjižnico SDK, ki je v projekt vključena kot modul Gradle. Tako smo
omogočili hitro ponovno uporabo v drugih aplikacijah. V programski kodi
6.5 je prikazan izsek, kjer uporabljamo metodo za pridobivanje vrednosti
določene zastavice. V programski kodi 6.6 je prikazanih nekaj izsekov, kjer
prikazujemo, katere metode izpostavljamo v uporabo.
Med delovanjem modul pridobiva vrednosti pravil iz podatkovnega tipa
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1 // Najprej pridobimo vrednost zastavice
2 Integer decision = FeatureFlagsModule.isEnabled("plus_content", 0);
3
4 // V primeru, da vrednost ni 1, iz spodnje navigacijske
5 // vrstice odstranim gumb za prikaz plus strani
6 if (decision != 1) {
7 navView.getMenu().removeItem(R.id.navigation_plus);
8 }
Programska koda 6.5: Praktični prikaz uporabe programske zastavice v kodi
HashMap (slovar z enoličnimi ključi in vrednostmi poljubnega tipa).
6.5 Evalvacija in možne izbolǰsave
Ustvarili smo sposobno storitev za upravljanje s programskimi zastavicami
v obliki mikrostoritve. Našo storitev lahko uporabnikom ponudimo kot sto-
ritev SaaS, saj jim damo na voljo upravljavski vmesnik in knjižnico SDK,
medtem ko zaledni sistem gostujemo v oblaku, kjer je skalabilen. Razvili
smo knjižnico SDK, ki smo jo testirali s testno aplikacijo na platformi An-
droid. V naši storitvi smo implementirali več različnih načinov uveljavljanja
sprememb vrednosti programskih zastavic. Vrednost zastavice lahko spreme-
nimo vsem uporabnikom, le enemu, jih razdelimo v več skupin in posamezni
skupini nastavimo drugačno vrednost ali pa ustvarimo postopno uveljavlja-
nje sprememb, kjer se po stopnjah v določenem časovnem obdobju vsem
uporabnikom spremeni vrednost.
Kljub vsem prednostim nas od komercialnih produktov loči še nekaj po-
membnih stvari, zaradi katerih naša storitev ni priporočljiva za produkcijsko
uporabo.
Trenutno zastavice ločujemo le med aplikacije. V aplikacije bi lahko do-
dali še okolja, da bi lahko zastavice delili na različne skupine znotraj apli-
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kacije. Tako bi lahko ločili zastavice na produkcijsko in razvojno okolje ter
razvijalcem olaǰsali ločevanje med njimi.
V storitvi je trenutno podprt podatkovni tip zastavic le številska vrednost.
Dodali bi lahko še logične vrednosti in besedila. Da bi dodali to funkcional-
nost, bi bilo treba v aplikaciji ponovno napisati del, ki iz podatkovno bazo
bere in vanjo shranjuje vrednosti zastavic.
Potek veljavnosti zastavic je implementiran na način, da upravljavce le
opozarja na pretečeno življenjsko dobo. Drugega vpliva na delovanje trenutno
ni. To funkcionalnost bi lahko tudi nadalje razširili.
Trenutno razširjena uporaba naše storitve ni priporočljiva, saj nismo po-
skrbeli za varnost. Do spletnega vmesnika in vmesnika REST API ima do-
stop vsak. Tu bi lahko implementirali prijavo s storitvijo Keycloak in uvedbo
žetonov API.
Glede na funkcionalnosti naše oblačne storitve je ta predvsem namenjena
razvijalcem, saj z omejenimi možnostmi spremljanja uporabnikov ne pred-
stavlja dodane vrednosti ostalim vlogam v podjetju. Omogočamo izvajanje
testov A/B, vendar za zbiranje podatkov moramo v odjemalskih aplikacijah
vključiti ogrodja za zbiranje analitičnih podatkov.
Skalabilnost naše rešitve med njeno implementacijo ni bila visoka priori-
teta, zato nekateri deli mikrostoritve niso implementirani optimalno. Da bi
poskrbeli za vǐsjo skalabilnost, bi bilo treba v ločeno mikrostoritev zapakirati
funkcionalnost postopnega uvajanja.
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1 public class FeatureFlagsModule {
2 // Pravila hranimo v slovarju, kjer so ključi imena zastavic
3 private static HashMap<String, RuleDto> features;
4
5 // Omogočamo pridobivanje vseh zastavic




10 // Pridobi vrednost določenega pravila
11 public static Integer isEnabled(String name) {
12 if (!features.containsKey(name)) {





18 // Pridobi vrednost določenjega pravila,
19 // ob manjkajoči zastavici vrni privzeto vrednost
20 public static Integer isEnabled(String name, Integer defaultValue) {






27 // Omogočamo začasno spremembo vrednosti zastavice
28 public void setFeatureFlagValue(String name, RuleDto rule) {
29 if (features == null) {









V diplomskem delu smo obravnavali področje programskih zastavic in ob-
vladovanje funkcionalnosti pri razvoju. Razvili smo storitev, ki omogoča
upravljanje s programskimi zastavicami, spletni vmesnik za upravljanje naše
storitve, knjižnico SDK in preprost odjemalec, ki prikazuje implementacijo
programskih zastavic v aplikacijo.
V drugem poglavju smo se posvetili osnovnim konceptom o tem, kaj je
funkcionalnost in kako se razlikujejo programske zastavice od nastavitev.
Ugotovili smo, da so programske zastavice bolj dinamične od nastavitev, saj
odločitev o poteku kode pridobijo iz zunanjih sistemov. Nato smo razde-
lili programske zastavice v različne kategorije glede na njihovo dinamičnost
in dolgoživost. V naslednjem podpoglavju smo govorili o različnih načinih
uporabe programskih zastavic, kot so skrivanje nedokončane kode, testiranje
med uporabniki, zgodnji predogled in stikalo za izklop v sili. Opazimo, da so
zastavice izjemno priročno orodje, ki nam ne pomaga le pri razvoju, ampak
tudi pri nadzorovanju aplikacije v produkciji in za učenje o naših uporabni-
kih. Kljub vsem tem pozitivnim lastnostim ne moremo mimo pasti, ki jih
predstavljajo stare in dolgo živeče programske zastavice. Ugotovili smo, da
povečujejo kompleksnost in zmanǰsujejo razumevanje kode. Zato je treba
skupaj z uvedbo programskih zastavic postaviti tudi pravilnike, ki določajo,




V tretjem poglavju smo predstavili razvoj s pomočjo vej v repozitoriju
in razvoj s sprotno integracijo in uvajanjem. Ugotovili smo, da je za kon-
kurenčnost na današnjem hitro spreminjajočem se trgu potrebno pogosto
izdajanje novih različic. Zato nam razvoj s pomočjo vej pri tem predstavlja
oviro, saj ne omogoča hitrega združevanja vej. Podjetja se zato usmerjajo v
čim bolj avtomatizirane procese integracije in uvajanja novih različic. Pro-
gramske zastavice omogočajo, da nedelujoče in nedokončane dele izvorne
kode onemogočimo in kljub njim izdamo novo različico. Razložili smo tudi,
da pri razvoju s programskimi zastavicami ne uporabljamo ločenih vej za
ločevanje različic programske kode, saj zaradi neprestanega nadgrajevanja
izvorne kode in odvisnosti funkcionalnosti aplikacije od konfiguracije v siste-
mih za upravljanje programskih zastavic to ni smiselno.
V četrtem poglavju smo predstavili definicijo oblačnih storitev za upra-
vljanje s programskimi zastavicami in se posvetili pregledu komercialnih sto-
ritev, ki ponujajo upravljanje s programskimi zastavicami in pomoč pri uva-
janju novih različic. Ponudba je raznolika, saj je med produkti veliko raz-
lik. Nekateri ponujajo zelo napredne storitve, drugi le bolj osnovne. Na eni
strani Optimizely ni ponujal integracije z zunanjimi storitvami, vendar pa po-
nuja mikrostoritev, ki jo uvedemo v lastno okolje in tako zmanǰsamo število
povezav na strežnike ponudnika. LaunchDarkly se lahko pohvali z najbolj
razširjenim naborom integracije zunanjih storitev. Izpostavili bi še Unleash,
saj so odprtokoden projekt in omogočajo lastno postavitev, ponujajo pa tudi
plačljivo gostovanje. V primerjavi s preostalimi storitvami Unleash in Split
ponujata le logične vrednosti zastavic.
V petem poglavju smo opisali zahteve, ki smo si jih postavili za razvoj
lastne storitve. Predstavili smo zasnovano arhitekturo in njen podatkovni
model. Prikazali smo videz in delovanje spletnega vmesnika ter mobilnega
odjemalca.
V šestem poglavju smo najprej predstavili uporabljene tehnologije, nato
pa navedli, kako je naša koda organizirana. Opisali smo še module in po-
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datkovni model v zalednem sistemu. Predstavili smo tudi vmesnik REST
API našega zalednega sistema. V podpoglavju, ki je opisovalo odjemalca,
smo dodali še nekaj izsekov izvorne kode, ki prikazuje uporabo programskih
zastavic v odjemalcu. Na koncu smo opisali, s čim bi še lahko nadgradili
našo storitev, da bi bila lahko bolj konkurenčna komercialnim.
V diplomskem delu smo ugotovili, da je koncept programskih zastavic
zelo pomemben za podjetja, ki želijo biti konkurenčna na trgu in se prilago-
diti potrebam njihovih uporabnikov. Njihova implementacija v produkt ni
težavna, vendar je treba spremeniti precej drugih procesov v podjetju. Na
podlagi ugotovitev sklepamo, da je uvedba programskih zastavic smiselna in
pripomore k nadaljnji rasti naših produktov.
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