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Sound Localization is very useful for many real world applications,                   
ranging from the military, to the fall detection of the elderly, to                       
field biology. However, the purpose of our design was mainly a                     
proof of concept. In this paper, we show the methods and                     
algorithm we used to find a direction of arrival of a basic 1khz                         
continuous sine wave. Our results show how a direction of sound                     
can be calculated to a difficult yet condensed algorithm that was                     
originally designed to triangulate cellular devices using cell               
towers. We have concluded that our margins of error have come                     
from the quality of microphones we had, which were extremely                   
sensitive to ambient noise. To improve what we have done, a                     
higher budget would allow the purchase of professional               






























































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































#define BDAC_HALF_AVDD      0x1000 









#define FILT_ENABLED      0x0008 
#define FILT_DISABLED      0x0000 
#define PGAG_GAIN_16      0x0004 
#define PGAG_GAIN_8  0x0000 





#define ENBIASN_ENABLED      0x0001 
#define ENBIASB_DISABLED    0x0000 
  
// Reference register constants 
#define EXTREF_EXT  0x0080 
#define EXTREF_INT  0x0000 
#define EXBUFA_EXT  0x0040 
#define EXBUFA_INT  0x0000 
#define EXBUFB_EXT  0x0020 
#define EXBUFB_INT  0x0000 
#define EXBUFC_EXT  0x0010 
#define EXBUFC_INT  0x0000 
#define EXBUFD_EXT  0x0008 
#define EXBUFD_INT  0x0000 
#define EXBUFDAC_EXT    0x0004 
#define EXBUFDAC_INT    0x0000 
#define EXBUFDACH_EXT  0x0002 
#define EXBUFDACH_INT  0x0000 
#define EXBUFDACL_EXT  0x0001 
#define EXBUFDACL_INT  0x0000 
  
/** 
 * @defgroup MAX11043_Typedefs 
 * @brief    MAX11043 Typedefs used for MAX11043 device driver for initialization 
purposes 
 * @{ 
 */ 
  
/** 
 * @} MAX11043_Typedefs 
 */ 
  
/** 
 * @defgroup MAX11043_Functions 
 * @brief    MAX11043 Functions 
 * @{ 
 */ 
  
/** 
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 * @brief  Write to MAX11043 register   
 * @param  *SPIx: Pointer to SPIx peripheral you will use, where x is between 1 to 6 
 * @param  GPIOx: GPIOx PORT used for MAX11043 SPI chip select 
 * @param  GPIO_Pin: GPIO pin used for MAX11043 SPI chip select 
 * @param  *addr: Address of register to write to 
 * @param  *dataOut: Pointer to array with data to send over SPI 
 * @param  count: Number of bytes to send over SPI 
 * @retval None 
 */ 
void MAX11043_writeReg(SPI_TypeDef* SPIx, GPIO_TypeDef* GPIOx, uint16_t 
CS_Pin, uint8_t addr, uint8_t* dataOut, uint32_t count); 
  
/** 
 * @brief  Read from MAX11043 register 
 * @param  *SPIx: Pointer to SPIx peripheral you will use, where x is between 1 to 6 
 * @param  GPIOx: GPIOx PORT used for MAX11043 SPI chip select 
 * @param  GPIO_Pin: GPIO pin used for MAX11043 SPI chip select 
 * @param  *addr: Address of register to write to 
 * @param  *dataIn: Pointer to array to to save incoming data 
 * @param  count: Number of bytes to send over SPI 
 * @retval None 
 */ 
void MAX11043_readReg(SPI_TypeDef* SPIx, GPIO_TypeDef* GPIOx, uint16_t 
CS_Pin, uint8_t addr, uint8_t* dataIn, uint32_t count); 
  
/** 
 * @brief  Initializes the MAX11043 ADC 
 * @param  *SPIx: Pointer to SPIx peripheral you will use, where x is between 1 to 6 
 * @param  GPIOx: GPIOx PORT used for MAX11043 SPI chip select 
 * @param  GPIO_Pin: GPIO pin used for MAX11043 SPI chip select 
 * @retval boolean to check if initialization was sucessful 
 */ 
bool MAX11043_init(SPI_TypeDef* SPIx, GPIO_TypeDef* GPIOx, uint16_t CS_Pin); 
 
/* C++ detection */ 
#ifdef __cplusplus 
} 
#endif 
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Appendix D: Drawings and Notes 
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