Finite State Machine in electronic design. Examples by Balbi, Gabriele
A little reminder of VHDL…
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VHDL: Basic Concepts
• VHDL stands for “VHSIC (very high‐speed integrated circuit) 
hardware description language”
• It was originally sponsored by the U.S. Department of Defense 
and later transferred to the IEEE (Institute of Electrical and 
Electronics Engineers). The language is formally defined by IEEE 
Standard 1076. The standard was ratified in 1987 (referred to as 
VHDL 87), and revised several times. 
• VHDL is intended for describing and modeling a digital system 
at various levels and is an extremely complex language
Courtesy of Davide Falchieri 2014
VHDL: entity
The entity declaration essentially outlines the I/O signals of the circuit
Signal-name1, signal-name2, . . . : mode data-type;
The mode term can be in or out, which indicates that the corresponding 
signals flow “into” or “out of” of the circuit. It can also be inout, for 
bidirectional signals.
i0
i1
eq
Input Output
Inout
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VHDL: architecture
The architecture body describes the operation of the circuit. VHDL allows multiple
bodies associated with an entity.
The main description, encompassed between begin and end, contains three
concurrent statements. Unlike a program in C language, in which the statements
are executed sequentially, concurrent statements are like circuit parts that operate in
parallel. The signal on the left-hand side of a statement can be considered as the
output of that part and the expression specifies the circuit function and
corresponding input signals. The order of the concurrent statements is clearly
irrelevant and the statements can be rearranged arbitrarily.
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VHDL: process
To facilitate system modeling, VHDL contains a number of sequential statements,
which are executed in sequence. Since their behavior is different from that of a
normal concurrent circuit model, these statements are encapsulated inside a process.
A process itself is a concurrent statement. It can be thought of as a black box whose
behavior is described by sequential statements.
When a signal is assigned multiple times inside a process, only the last
assignment takes effect.
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VHDL: Sequential & Concurrent Statements
Execution of
assignments:
• Sequential
• Concurrent
Sequential Statements
- Executed sequentially
- Successive statements can override
the effects of previous ones
- Significant order of the assignment
Concurrent Statements
- Active continuously
- No matter of the statement order
- Good to model parallel circuits
Process 
A
Sequential
Statements
Process 
B
Sequential
Statements
Process 
C
Sequential
Statements
processes run parallel
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VHDL: Sequential & Concurrent Statements
c <= a + b;
d <= a & b(3 downto 0);
Process 
run0
Sequential
Statements
Process 
run1
Sequential
Statements
processes and 
concurrent statements
run parallel
Courtesy of Davide Falchieri 2014
OPEN 
ISE  XILINX
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Webpack edition:
https://www.xilinx.com/support/download/index.html/content/xilinx/en/downloadNav/design‐tools.html 
• Software tool suite for firmware 
• Design (ISE Project Navigator : main inerface)
• Implementation  (XST, PAR : synthesis and physical implementation command line 
programs)
• Simulation (ISIM for vhdl/verilog test benches with waveform display)
• Debug (Chipscope Logic Analyzer & Virtual I/O)
The WebPack Edition is free and fully functional for cheaper devices like the 
Spartan3 series.
Our first project
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ISE (XILINX)
SINTESI 
(XST)
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use ieee.numeric_std.all;
‐‐library UNISIM;
‐‐use UNISIM.VComponents.all;
entity top is
Port ( 
CLK_50M      : in  std_logic;
ROT_A        : in  std_logic;
ROT_B        : in  std_logic;
ROT_CENTER   : in  std_logic;
SW           : in  std_logic_vector (3 downto 0);
LED          : out  std_logic_vector (7 downto 0)
);
end top;
architecture Behavioral of top is
….
…
…
VHDL
top.vhd
top.ngc
TRANSLATE 
(ngdbuild)
top.ngd top_map.ncd
MAPPING
(map)
Place & Route
(par)
top.ncd
top.bit
Bitgen
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ISE (XILINX)
SINTESI 
(XST)
library IEEE;
use IEEE.STD_LOGIC_1164.ALL;
use ieee.numeric_std.all;
‐‐library UNISIM;
‐‐use UNISIM.VComponents.all;
entity top is
Port ( 
CLK_50M      : in  std_logic;
ROT_A        : in  std_logic;
ROT_B        : in  std_logic;
ROT_CENTER   : in  std_logic;
SW           : in  std_logic_vector (3 downto 0);
LED          : out  std_logic_vector (7 downto 0)
);
end top;
architecture Behavioral of top is
….
…
…
VHDL
Top.vhd
top.ngc
TRANSLATE 
top_cs.ngd top_map.ncd
MAPPING
(map)
Place & Route
(par)
top.ncd
top.bit
bitgen
CORE INSERTER
attribute keep: string;
attribute keep of busUT: signal is "true";
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ChipScope Definition and Connection file
60
Logic Analyzer
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Xilinx Spartan 3AN Starter Kit
http://www.xilinx.com/products/boards‐and‐kits/hw‐spar3an‐sk‐uni‐g.html
http://www.xilinx.com/products/boards/s3astarter/reference_designs.htm
Available Peripherals
• RS‐232 (serial)
• Buttons & Switiches
• Rotary Encoder
• PS2 keyboard/mouse
• LCD Display
• VGA port
• Stereo jack
• ADC / DAC
• DDR2
• Ethernet
• PicoBlaze 8‐bit soft 
microcontroller
• Pmod connectors
50 MHz Clock
JTAG
Demo Functional Description
• Control LEDs with different behaviors:
1. Single LED ON, shift the on‐led rotating the 
knob. Push the knob to invert the LEDs 
state.
2. All LEDs ON, control the LEDs brightness 
with the knob.
• Choose between the two behaviors with the 
switches 
Demo Functional Description
• Control LEDs with different behaviors:
1. Single LED ON, shift the on‐led rotating the 
knob. Push the knob to invert the LEDs 
state.
2. All LEDs ON, control the LEDs brightness 
with the knob.
• Choose between the two behaviors with the 
switches 
Behind the knob: a Rotary Encoder
Camshaft: 
~ ms!
1. Register signal A for a delayed copy of A
Rotation Decoder
1. Evaluate A rising edges to 
detect rotary events 
2. Evaluate B at rotary event to 
detect rotation direction
A
B
A
A’
clk
A
A’
AA’ Edge Type
10 Rising
01 Falling
1. Register signal A for a delayed copy of A
2. Check B status
Rotation Decoder
1. Evaluate A rising edges to 
detect rotary events 
2. Evaluate B at rotary event to 
detect rotation direction
A
B
A
A’
clk
A
A’
AA’ Edge Type
10 Rising
01 Falling
B Turn Direction
1 Left
0 Right
Shift Register
Data In
Clock
Q1
Q2
Q3
Q4
VHDL snippet
Schematic
Waveforms
Bi‐directional Shift Register
VHDL snippet
PWM modulator
Trick: Human eye cannot perceive light flickering 
at rates above ~50 Hz: Flicker Fusion Threshold.
Faster ON/OFF flickers are averaged out (eye’s 
low‐pass filter) 
Ruling parameter: Duty Cycle (% ON/OFF time)
(no matter which frequency above F.F.T.)
1. 8‐bit counter @50MHz (cycle at 50M/256 = 195,3125 kHz) 
2. If counter < Th LED = ON  ;     else     LED = OFF
3. Vary the threshold level (0‐255) with the knob.
Adjustable threshold
=255*Duty Cycle
Counter 0‐255
Modulated LED Signal
Output Multiplexer (MUX)
VHDL snippet
8
8
8
led_sr
led_pwm
4
sw
led_drive
DemoOrig
• Open Project…
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72
LED 
SHIFT OUTPUT
INPUT
ROT
DETECT
PWM
generator
TOP.VHD
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entity top is
Port ( 
CLK_50M      : in  std_logic;
ROT_A        : in  std_logic;
ROT_B        : in  std_logic;
ROT_CENTER   : in  std_logic;
SW           : in  std_logic_vector (3 downto 0);
LED          : out  std_logic_vector (7 downto 0)
);
end top;
………
###############################################################
# Rotary Knob (ROT)
###############################################################
NET "ROT_CENTER"    LOC = "R13"  | IOSTANDARD = LVCMOS33 | PULLDOWN
NET "ROT_A"         LOC = "T13"  | IOSTANDARD = LVCMOS33 | PULLUP ;
NET "ROT_B"         LOC = "R14"  | IOSTANDARD = LVCMOS33 | PULLUP ;
###############################################################
# Mechanical Switches (SW)
###############################################################
NET "SW<0>"         LOC = "V8"   | IOSTANDARD = LVCMOS33 ;
NET "SW<1>"         LOC = "U10"  | IOSTANDARD = LVCMOS33 ;
NET "SW<2>"         LOC = "U8"   | IOSTANDARD = LVCMOS33 ;
NET "SW<3>"         LOC = "T9"   | IOSTANDARD = LVCMOS33 ;
…………
TOP LEVEL
From UCF file
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‐‐ registering inputs
process(CLK_50M) 
begin
if rising_edge(CLK_50M) then
rot_a_in <= ROT_A;     
rot_b_in <= ROT_B; 
rot_center_in <= ROT_CENTER; 
sw_in <= SW; 
end if;
end process;
Concurrent processes
‐‐ LED output driver MUX
process(CLK_50M) 
begin
if rising_edge(CLK_50M) then
LED <= led_out;
case sw_in is
when "0000" => 
if rot_center_in = '0' then
led_out <= led_sr;
else
led_out <= not led_sr;
end if;
when x"F"   =>
led_out <= led_pwm;
when others=>
led_out <= LED_DEFAULT;
end case;
end if;
end process;
‐‐ rotation decoder ‐‐NO DEBOUNCE FILTER
process(CLK_50M) 
begin
if rising_edge(CLK_50M) then
rot_a_in_q <= rot_a_in;      
if rot_a_in = '1' and rot_a_in_q = '0' then
rot_event <= '1';
rot_left <= rot_b_in;
else
rot_event <= '0';
end if;
end if;
end process;INPUT
OUTPUT
ROTATION DETECTION
A
B
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‐‐ LED shift registers
process(CLK_50M)
begin
if rising_edge(CLK_50M) then
if rot_event = '1' then 
if rot_left = '1' then
led_sr <= led_sr(6 downto 0) & 
led_sr(7);
else
led_sr <= led_sr(0) & led_sr(7 
downto 1);        
end if;
end if;
end if;
end process;
Concurrent Processes
‐‐ PWM modulator
process(CLK_50M) 
variable counter : natural range 0 to 
255:=0;
begin
if rising_edge(CLK_50M) then
‐‐ threshold adjust
if rot_event = '1' then
if rot_left = '1' then
duty_cycle <= duty_cycle ‐1;
else
duty_cycle <= duty_cycle + 1;
end if;
end if;  
‐‐threshold discriminator
if counter < duty_cycle then
led_pwm <= x"FF";
else
led_pwm <= x"00";
end if;
‐‐ counter increment (sawtooth wave)
if counter < 255 then
counter := counter +1;
else
counter := 0;
end if;
end if;
end process;
LED SHIFT REG 
PWM & SAWTOOTH Wave
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Mealy vs. Moore Styles
Mealy  state‐machine determines the output values based on both the current state state as well as the inputs to the state‐
machine, whereas Moore determines its outputs solely on the state.  
One-hot vs. Binary Encoding
There are several encoding methods for state‐machine design however the two most popular for FPGA or CPLD design are 
binary and one‐hot. 
Safe vs. Fast 
When coding a state‐machine, there are two generally conflicting goals that must be understood, safe vs. fast.  A safe state‐
machine implementation  claims more logic resources.
An abstract sequential machine that can be in one of a finite number of user‐defined states
Finite State-Machines FSM
Moore style state‐machines implement better for FPGAs and Mealy implement best for  CPLDs.
example: FSM
Courtesy of Davide Falchieri 2014
FSM
Courtesy of Davide Falchieri 2014
FSM
Courtesy of Davide Falchieri 2014
FSM
DEMO_debounce_Knob
• Open Project…
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How to eliminate the switch chatter
• This is a achieved by detecting only the first change of the signal and ignoring all subsequent activity on the 
same signal until the other switch also changes state. Flip‐flops provide the ‘memory’ for this function.
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rotary_q1 
Set (‘1’) when A is High and B is High Reset 
(‘0’) when A is Low and B is Low. 
Remember current state in all other cases
rotary_q2
Set (‘1’) when A is Low and B is High Reset
(‘0’) when A is High and B is Low. 
Remember current state in all other cases
Filter the bounce out with a FSM
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rotary_q1 
Set (‘1’) when A is High and B is High 
(‘0’) when A is Low and B is Low. 
Remember current state in all other cases
rotary_q2
Set (‘1’) when A is Low and B is High
(‘0’) when A is High and B is Low. 
Remember current state in all other cases
RESET
HOLD_q
SET
CLEAR
DEMO_lock_Combination
• Open Project…
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FSM
IDLE
S1
S2
S3
S4
S5
sWON
sError
Left or right 
rotation?
Output signal vittoria_i
ad «1» solo nello stato 
sWON e LED7=‘1’
vittoria_i<=‘0’
vittoria_i<=‘1’
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Left or right 
rotation?
Left or right 
rotation?
Left or right 
rotation?
Left or right 
rotation?
Left or right 
rotation?
FSM
type state_type is (s1,idle, s2, s3, s4, s5, sWon, sError); 
signal state, next_state : state_type; 
SYNC_PROC: process (rot_event)
begin
if rot_center_in = '1' then         
state <= idle;
LED(7) <= '0';
elsif (rising_edge (rot_event)) then
state <= next_state;
LED(7) <= vittoria_i;
end if;        
end process;
‐‐MOORE State‐Machine ‐ Outputs based on state only
OUTPUT_DECODE: process (state)
begin
if state = sWon then
vittoria_i <= '1';
else
vittoria_i <= '0';
end if;
end process;
NEXT_STATE_DECODE: process (state, rot_left)
begin
next_state <= state;
case (state) is
when sError =>
next_state <= idle;
when sWon =>
next_state <= sWon;
when idle =>
……….
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Token File
#File version
@FILE_VERSION=1.0.0
#Default token value
@DEFAULT_TOKEN=ERROR
#Explicit token values
IDLE=001\b
S1=000\b
S2=110\b
S3=111\b
S4=101\b
S5=100\b
sWON=011\b
sERROR=010\b
Code from top.SYR
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DEMO P2Sb
• Open Project…
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P2S
PROCESS
Serial Out
Parallel in 32 bits
DEMO P2Sb
88
DEBOUNCE
KNOB center
PATTERN
GENERATOR
parallel out 32b
FIFO 
P2S
PROCESS
Serial Out
start
Read_enable
EMPTY_flag
RANDOM
Address
generator
Pulse Enable
Generator
4 «enables»
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DEBOUNCE
KNOB center
process (stateB)
begin
case stateB is
when idle =>
rot_center_edge <='0';
when edge =>
rot_center_edge <='1';
when veto_state =>
rot_center_edge <='0';
end case;
end process;
A little snippet…
VETO
EDGE
IDLE
During vetoing
every new 
variations on the 
button
IGNORED
Send out  a  ‘1’ on 
rot_center_edge
Start on button
pressed
A single port Rom  memory filled
with several predefined patterns
32 words X 32 bits
RANDOM
Address
generator
RING COUNTER
PATTERN
GENERATOR parallel out 32b
Pulse Enable
Generator
4 pulses = 4 words from PG 
Start from KNOB Process
(rot_center_edge)
Pulse Enable
Generator
ENABLE OUT<=‘1’
IDLE
ADD0
ADD1ADD2
ADD3
process (stateA)
begin
case stateA is
when idle =>
en_rd <='0';
when add0 =>
en_rd <='1';
when add1 =>
en_rd <='1';
when add2 =>
en_rd <='1';
when add3 =>
en_rd <='1';
end case;
end process;
Enable_ROM output
ENABLE OUT<=‘1’
ENABLE OUT<=‘1’
ENABLE OUT<=‘1’
ENABLE OUT<=‘0’
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P2S
PROCESS
Serial Out
FIFO 
WR & RD clocks 
are independent
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P2S
PROCESS
Serial Out
Load 32 bits from 
FIFO
IDLE
PRELOAD
PSHIFTS29
S30
Read_enable to 
FIFO
#bits serialized <29
NO EVENT
Event detected
S31
SHIFT
No patterns to be 
transmitted
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ISIM simulator
(no license req)
Powerful debug,
GDB‐like,
TCL environment
HOMEWORK
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Playing with FSMs
Courtesy of Davide Falchieri 2014
Design a FSM (FSM1) that generates a repetitive sequence 11101  with pauses of a 1 ms.
Link the FSM1 output to a new FSM (FSM2)  that generates an acknowledge
(pattern_ack) with a width of 5 clks.
BACKUP
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Documentation
Vhdl
• VLSI Testing: Digital and Mixed Analogue/digital Techniques  Stanley Leonard 
Hurs
• http://opencores.org/
Chipscope
• http://www.xilinx.com/support/documentation/sw_manuals/xilinx14_4/chipscop
e_pro_sw_cores_ug029.pdf
ISIM:
• https://www.xilinx.com/support/documentation/sw_manuals/xilinx14_7/plugin_i
sm.pdf
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