Abstract-A global vulnerability is a set of vulnerabilities in one or several nodes of an ICT infrastructure. These vulnerabilities enable some attacks that may be sequentialized so that the privileges that each attack requires are acquired through the previous ones. Current vulnerability scanners cannot discover global vulnerabilities because they analyze each node in isolation, without correlating the vulnerabilities in the same or in distinct nodes. To discover global vulnerabilities, an analysis has to correlate node vulnerabilities according to the architecture and the topology of the infrastructure. After defining a formal analysis to discover global vulnerabilities and the corresponding attack sequences, we present GVScan, a tool to automate the analysis based upon a classification of vulnerabilities. A first application of GVScan to a real infrastructure is described together with an evaluation of its accuracy.
I. INTRODUCTION
To evaluate the security of an ICT infrastructure, we need to discover all its vulnerabilities and the attacks they enable. Currently, this analysis is supported by several tools that scan, e.g. analyze, a node to discover its local vulnerabilities and the elementary attacks they enable. However, these tools may miss some attacks because they do not correlate the vulnerabilities of distinct infrastructure nodes. Hence, they neglect that an intelligent threat agent may discover and implement a complex attack, e.g. a sequence of elementary attacks enabled by distinct local vulnerabilities in one or several nodes. A complex attack results in a privilege escalation where an agent uses the privileges acquired through an attack in the sequence to implement the following ones till acquiring all the privileges of interest. By properly exploiting interactions among nodes, an agent that owns some privileges on a node can implement a complex attack to acquire further privileges on a distinct node. A complex attack is enabled by a global vulnerability, i.e. by a set of local correlated vulnerabilities. Each distinct elementary attack in the complex one is enabled by a subset of the vulnerabilities in the global one. This paper presents a formal analysis to correlate local, distinct vulnerabilities in one or several nodes based upon a formal classification of vulnerabilities. Then, it describes GVScan, the tool that automates this analysis to discover global vulnerabilities of an ICT infrastructure starting from the output of the scanning of each node. The paper is organized as follows. Sect. 2 briefly reviews related works. Sect. 3 defines the problem of interest and how it may be decomposed into the classification of vulnerabilities and the description of the logical infrastructure topology. Sect. 4 and 5 present the proposed solutions to the problems identified in Sect. 3. Sect. 6 introduces GVScan, its main features and its outputs. Then, it presents two case studies to evaluate the accuracy and the completeness of the output of GVScan. Finally, Sect. 7 draws some conclusions and outlines future developments.
II. RELATED WORKS Some works have already introduced and discussed correlated vulnerabilities without defining or developing tools to automate the correlation. As an example, [1] shows a classification schema focused on Tex based on a context free grammar. The taxonomy in [2] is focused on a series of use case events and it is less general than the one we propose. [3] shows an analysis to deduce information on vulnerabilities to build attack graphs, but it does not define a tool. [4] introduces a classification of vulnerabilities based on a system that maps each vulnerability into just one class. [5] shows a theoretical approach to analyze complex attacks involving distinct nodes of an infrastructure and it is focused on the compromised level of a node. The resulting approach is rather efficient, but it does not enumerate all complex attacks. [6] defines a language to model cyber-attack scenarios composed by several steps. It uses dictionaries and predicates. [7] defines a run time algorithm to detect stepping stones.
The discovery of global vulnerability is strongly related to attack graphs and attack trees that formally represent how a complex attack can be decomposed into simpler ones [8] , [9] , [10] , [11] and [12] . These structures support a security assessment in terms of attacks, vulnerabilities and privileges. Some proposals exist to automatically build attack graphs but none of them can be integrated with a standard vulnerability scanner [13] , [14] and [15] .
III. THE PROBLEM In the following, a threat agent, or simply agent, is a potential source of attacks. We consider intelligent agents that can predict the effects of their attacks and minimize their efforts to reach their target, i.e. a set of privileges.
A local vulnerability is a fault in the design, implementation or usage of a software or hardware module that enables at least one elementary attack against the corresponding node. An elementary attack is atomic and it consists of some actions that an agent may execute to acquire some privileges, the attack postcondition. To execute these actions an agent needs some privileges, the attack precondition. As described in the following, we propose to define both the pre and the postcondition through a classification of vulnerabilities. Throughout this paper, we consider the worst case where each attack always succeeds.
An agent implements a complex attack by sequentially executing some elementary attacks. In this way, the agent exploits the privileges acquired through the first i attacks in the sequence to implement the i+1th attack. Even if a sequence may be partially ordered, we assume that it is completely ordered and denote as global vulnerability the smallest set of local vulnerabilities enabling any elementary attack in the sequence. In an IT infrastructure, the local vulnerabilities in a global one may affect distinct nodes and a complex attack can exploit logical interconnections among nodes to attack a node from another one.
A. Correlated vulnerabilities
For the sake of brevity, we use the following functions: 1) P re and P ost: map an attack into, respectively, its pre and postcondition, 2) Comp: maps a node and a subset of privileges into a boolean that it is true if and only if an agent that owns all the privileges in the subset on the node modules fully controls of it. We will say that an agent can exploit a vulnerability v if the agent owns all the privileges to implement at least one attack enabled by v. In the same way, v enables an agent to obtain a set of privileges P v if P v is included in the postcondition of at least one attack enabled by v.
A complex attack is a sequence a 1 ...a k of elementary attacks where the privileges in the precondition of any a j , 2 ≤ j ≤ k, are acquired through a 1 , ..., a j−1 , the previous attacks. We assume that the precondition of a complex attack is the one of its first attack. A complex attack grants to an agent each privilege in the postcondition of any of its elementary attacks. The assumption that each agent minimizes the efforts to achieve a set of rights implies that each attack in the complex one strictly increases the agent privileges. Furthermore, an intelligent agent executes a complex attack a 1 ...a k only to obtain some privileges in P ost(a k ) that do not belong to P ost(a j ) for any j ∈ 1..k − 1.
Given a subset Sv of local vulnerabilities in one or more nodes, its vulnerabilities are correlated if some of the elementary attacks they enable can be sequentialized into at least one complex attack Ac that is not enabled by any proper subset of Sv. Sv is the global vulnerability that enables Ac. As discussed in the following, the correlation depends on both the attacks that the vulnerabilities enable and the possible communication among nodes. Obviously, the same global vulnerability can enable distinct complex attacks, i.e. several sequences that differ at least in one elementary attack. Since any global vulnerability is a subset of local vulnerabilities, if the overall number of vulnerabilities in the various infrastructure nodes is m, then the number of global vulnerabilities is bounded by 2 m − 1, the number of not empty subsets of local vulnerabilities.
In the following, we say that an agent can exploit a global vulnerability v g if the agent owns the privileges to execute at least one of the complex attacks that v g enables, i.e. the agent owns the privileges in the precondition of the first attack of at least one of the corresponding sequences. In a similar way, v g grants a set of privileges P v if P v is a subset of the postcondition of at least one of the complex attacks enabled by v g .
If all the vulnerabilities it includes enable attacks against the same node, then a global vulnerability can be discovered by a local correlation that only considers the vulnerabilities of one node. This correlation only depends upon the attacks these vulnerabilities enable because their pre and postconditions determine whether a vulnerability grants the privileges to exploit another one. To simplify the discovery of global vulnerabilities, we decompose a complex attack into a sequence of simpler, e.g. shorter, complex attacks and the other way around. The corresponding sequences of elementary attacks partition the sequence of the original complex attack. The conditions to compose complex attacks are similar to those for elementary ones: the precondition of each complex attack in the sequence should be included in the union of the postconditions of the previous attacks.
We consider, as an example, an agent aiming to control a node n that is affected by v 1 and v 2 , two vulnerabilities that enable respectively, a 1 and a 2 , two elementary attacks. If a 1 is successful, the agent can remotely connect to n, while a 2 grants to the agent the right to execute arbitrary code with user privileges. The pre and postconditions of these attacks are: 1) P re(a 1 ) = the capability to communicate with n, 2) P ost(a 1 ) = p 1 = a local access to n through a remote connection, 3) P re(a 2 ) = a local access to n, 4) P ost(a 2 ) = p 2 = the capability to execute arbitrary code with user privileges. v 1 and v 2 are correlated because the precondition of a 2 is included in the postcondition of a 1 . The complex attack a 1 a 2 grants the privileges p 1 and p 2 , i.e. of executing remotely arbitrary code with user privileges, but this does not result in the compromise of n i . This simple example also shows that the ability to communicate with a node is fundamental to exploit its vulnerabilities.
B. Vulnerabilities classification
The classification that supports the correlation of vulnerabilities defines a set of categories where two vulnerabilities belong to the same category if and only if they enable attacks that require and grant the same privileges. In other words, (a) every set of privileges that enable to exploit one vulnerability, enables to exploit the other one as well, (b) both vulnerabilities grant the same privileges. To simplify the description we introduce a classification function Class that maps a local vulnerability v into a category Class (v) . We use this function to map each vulnerability into, respectively, the privileges it requires and those it grants.
We are interested in the automatic classification of the vulnerabilities returned by a standard vulnerability scanning of each infrastructure node. The main problem this poses is that the scanner report is conceived to be used by humans rather than by other tools. Furthermore, some information is useless for the correlation, such as the one about the version of each module. As a consequence, there is not a standard format for the vulnerability descriptions that are informal and often ambiguous. Hence, the steps to automatically classify vulnerabilities are the following: 1) focus on the information in the report useful for the correlation, 2) define a reference description of each vulnerability that the scanner can discover, 3) deduce the category of a vulnerability from its reference description.
C. Correlation and communication
A complex attack may involve distinct nodes of an infrastructure because an agent that controls a node n can exploit the vulnerabilities in those nodes n can communicate with. This implies that the correlation should also consider a complex attack where an agent acquires the privileges of interest on a destination node even if initially the agent can only exploit vulnerabilities in another node, the source one. The path from the source node to the destination one may include other nodes, the intermediate ones, used as stepping stones [7] to attack other nodes. In general, a complex attack that involves k distinct nodes may be decomposed into k − 1 simpler complex attacks. Each of them is launched from a distinct node either to control another one or to acquire some privileges on it. In the following, we assume that a threat agent can attack a node n j from a node n i only if the agent controls n i and if n i can communicate with n j . The complex Figure 1 . Example of complex attack in a network attack in Fig.1 enables an agent that controls n 1 to acquire some privileges on n 3 . Since n 1 cannot directly communicate with n 3 , the agent needs to control an intermediate node n int that can communicate with n 3 and such that n 1 can communicate with n int . In the example, n int is n 2 . Then, we can decompose the sequence of the resulting complex attack into two sequences, S1 and S2. The agent launches the attacks in S1 from n 1 to exploit the vulnerabilities in n 2 to compromise and control it. Then, the agent launches from n 2 the attacks in S2, to acquire the privileges of interest on n 3 . In this way, the agent acquires the privileges on n 3 by composing two complex attacks. The first one is to control n 2 and it is followed by the one that exploits the control of n 2 to acquire the privileges of interest on n 3 . In the example in Fig. 1 , the agent implements a first complex attack to n 2 , because n 1 cannot directly communicate with n 3 to exploit its vulnerabilities. Instead, n 2 can do that. The agent can implement the second complex attack only after controlling n 1 . This complex attack exploits some vulnerabilities in n 2 to control it. The nodes n 1 , n 2 and n 3 define the path of the overall complex attack. The corresponding sequence is the juxtaposition of the attack sequences involving the three nodes. In the example, the precondition of both the path and the sequence S1 is the one of the first attack. The postcondition of S1 is the control of n 2 . The precondition of S2 is the control of n 2 and the postcondition includes the privileges of interest on n 3 . The postcondition of S1 is the union of all postcondition of its attacks and it includes the precondition of S2, i.e. the precondition of its first attack.
To determine the precondition of a complex attack involving several nodes, we introduce the function P riv(n i , n j ) that returns the vulnerabilities of n j that an agent controlling n i can exploit. P riv(n i , n j ) abstracts the logical topology of the infrastructure because it depends upon the nodes n i can communicate with. In turn, the logical topology depends upon the physical one, the routing policy and the filtering mechanisms of the infrastructure. For example, a flat network has no filtering mechanism because all the nodes can freely communicate. In this network, for any n i , P riv(n i , n j ) always returns all the vulnerabilities of n j .
In the following, for the sake of brevity, we will neglect complex attacks that exploit vulnerabilities to subvert the filtering mechanisms and extend the logical topology.
D. The general problem
In the most general case, the sequence of elementary attacks in a complex one where n s is the source node and the target is a distinct node n d may be partitioned into an initial sequence, a final one and some intermediate sequences.
The initial sequence starts from n s and results in the control of a distinct node n t . This sequence may include attacks to control n s if the agent does not already control it. The final sequence grants to the agent the privileges of interest on n d starting from the control of a distinct node n j . Each intermediate sequence, if any, grants to the agent the control of a node n d int starting from the one of a distinct node n s int. Furthermore, these intermediate sequences can be ordered into a sequence int where the node controlled by the i − th sequence is the starting one of the i + 1 − th sequence. The sequence of the complex attack that grants the privileges of interest on n d starting from some privileges on n s is built by prefixing and postponing to int, respectively, the initial sequence and the final one. If the logical topology includes a direct connection between n s and n d , then int is empty and the final sequence immediately follows the initial one that may be empty as well.
To discover any sequence of a complex attack, the correlation of local vulnerabilities should consider all the cases previously described, i.e. all the sequences that include 1) a final sequence only, 2) both an initial sequence and a final one, 3) an initial sequence, followed by one or more intermediate sequences and a final one. In the worst case the complexity of correlation is polynomial. This happens in a flat network where each n node has v vulnerabilities belonging to c distinct categories. The complexity of classification is n · v. The number of operations to identify any initial sequence between any pair of nodes is nc 3 because the correlation of the local vulnerabilities of each node requires at most c 2 operations. However, these operations may be executed only once as they depend upon the classification only. Then, the correlation among vulnerabilities of distinct nodes requires n · c operations. Also these operations may be implemented only once. After identifying the intermediate sequences that involve a pair of nodes, we compute all the sequences that can be composed starting from the initial sequences. This corresponds to the transitive closure of a square boolean matrix A where A [i, j] is true, if and only if an agent that controls n i can attack n j . This has a complexity n 3 log n because it has to compute the power 2 m of A where m is the logarithm ceiling of n. Finally, the algorithm computes all the final sequences for each node to be composed with the intermediate sequences previously computed. The resulting complexity is n · c and so the overall complexity to discover the existence of an attack path in the network is:
that is polynomial in the number of nodes and vulnerabilities.
IV. VULNERABILITIES CLASSIFICATION Our solution adopts an abstract view of vulnerabilities that are correlated only after their classification in terms of the privileges each vulnerability requires and those it grants. In this way, the correlation checks the privileges that a low number of classes require and grant rather than those of each vulnerability.
As previously mentioned, distinct scanning tools can be applied to distinct infrastructure nodes. To achieve independence from the adopted scanner, the proposed classification deduces the information to classify a vulnerability from a standard description. We choose the CVE [16] description (http:// cve.mitre.org) as our reference model and we classify a vulnerability by searching some patterns in the corresponding CVE description. Each pattern consists of predefined terms and phrases and the category depends upon the patterns that a description matches. Even if CVE descriptions are not fully formal, they define the effect of an attack by combining a small number of predefined keywords. Hence, in general, the same keywords describe vulnerabilities that enable attacks that require and grant the same privileges. These keywords define the patterns to drive the classification. To minimize misclassification, the classification is context sensitive because the class of a vulnerability also depends upon the ordering of the patterns in the description.
Since some descriptions may not contain any of the specified patterns, this approach cannot guarantee that all the vulnerabilities are classified. This forces the user to manually classify some vulnerabilities.
To define the privileges an agent needs to control a node and launch attacks from it, we distinguish three privilege classes: 1) they enable the full control of a node, 2) they enable the full control of a node only if paired with privileges acquired through distinct attacks, 3) they cannot enable the full control of a node. In turn, each class is partitioned into several subclasses according to the privileges that each vulnerability grants. Each subclass may be associated with other subclasses. The intended meaning of a set of associated subclasses is that an agent has to exploit one vulnerability in each subclass to control a node.
In the actual version of the classification, class 1) only contains one subclass:
1 Remote code execution with admin privileges or Man In The Middle It results in remote code execution with admin privileges or in host access through man-in-the-middle attacks, rogue certificates, cryptographic attacks and brute-force attacks. The second class contains the following subclasses:
2 Local Privileges Escalation They allow a user to elevate his privileges. They can be exploited using a user account on a host. This subclass is associated with "Remote to local" and "User login guessable" or Remote code execution with user privileges. 3 Remote code execution with user privileges They result in remote code execution with user account privileges. This subclass is associated with "Admin login guessable" or Local Privileges Escalation.
Admin login guessable
They allow an attacker to gain sysadmin credentials through sniffing, brute-force or default password attacks. This subclass is associated with "Remote to local". 5 User login guessable Like 4 category, but they only permit to gain user credentials. This subclass is associated with "Remote to local" and "Local Privileges Escalation".
6 Remote to local They result in the creation of a denied connection to a host. For example, they allow to add arbitrary routes in a router or in a firewall. This category is associated with "Admin login guessable" or "User login guessable" and "Local Privileges Escalation". Finally, the third class contains the following subclass:
7 Minor Vulnerabilities They make it possible to discover information, violate integrity or confidentiality constraints, identify users and system administrator, enable an attacker to stop a service temporary or permanently. 8 Further output
They include all the information useless to correlate the vulnerabilities but that support the definition of, among other, the topology of the interconnection network and of node interactions.
The knowledge of the sets of associated subclasses supports an efficient implementation of Comp, see Sect. III, to discover whether the attacks enabled result in the control of a node.
To ensure that any vulnerability is assigned to exactly one subclass so that distinct subclasses and classes are disjoint, first of all we introduce at most two set of patterns for each subclass. These patterns are concurrently matched against the description of a vulnerability because this simplifies both the patterns and their number. However, even the adoption of two patterns cannot assure that a vulnerability is mapped into just one subclass, because several CVE descriptions use similar phrases. To avoid any ambiguity, we pair some classes with further keywords that cannot appear in the CVE description.
To handle those cases where we cannot deduce whether the vulnerable application is executed with administrator or user privileges, a subclass may be paired with a further set of patterns to be searched in the CVE description. Some examples are the subclasses 1,2,3.
Hence, each subclass is paired with a name, at most four keyword sets and, eventually, some associated subclasses. The patterns of distinct subclass are searched in a fixed order in a CVE description to guarantee that a vulnerability is mapped into the subclass corresponding to the most dangerous privileges that an agent may acquire. Table I shows, for each subclass, the number of patterns and of associated subclass, and the privilege class that an agent may obtain.
A. An example
To exemplify the classification, we consider the vulnerability identified as CVE 2012-4595 that is described as follows: Table I. SUBCLASS PROPERTIES This vulnerability is mapped into the subclass "Remote code execution with admin privileges or Man In The Middle" because this is the first subclass paired with patterns that match the phrases "bypass authentication" and "remote attackers" while they do not match "sensitive information". The first two patterns are defined by the regular expressions: 1) "bypass.*(authentication|CRLvalidation)\ŝ ensitive.*information", 2) "remote attackers?". Table I does not define a third set of patterns to be searched in subclass 1 and this subclass is not associated with other ones to control a node.
V. THE PROPOSED SOLUTION
In the following, we describe our approach to define GVScan, the tool described in the next section. In particular, at first we consider the description of the logical topology. To discover any global vulnerability, this description is merged with the one about the vulnerability subclasses returned by an automatic or manual scanning of the nodes,
A. Physical and Logical topology
The logical topology is described by enumerating the subnets in the physical one. For each node in these subnets, the user defines: 1) name, 2) network device IP addresses, 3) number of network interfaces, 4) any routing among these interfaces, 5) node privileges on its connection. For each node, the user lists known open ports, the active protocols it can support and, eventually, network filtering mechanisms. For this purpose, we introduce a set D of quadruples <source, destination, port, protocol> where source and destination are network interfaces to describe the logical topology and to compute P riv. Each quadruple specifies that its source interface can reach its destination one using the corresponding port and protocol.
The information on the physical topology supports the discovery of connections among node interfaces and of privileges paired with each interface that are automatically inserted into D. As previously said, also some scanner outputs support the user when defining this information. As an example, the information in the subclass Further Output may be used to determine the logical topology of the connections. Lastly, we can configure the routing between node interfaces to represent nodes connected to several subnets such as a router or a firewall. To describe filtering mechanisms the user removes some tuples from D.
As previously said, the definition of P riv depends upon D. In fact, P riv(n i , n j ) is true if n i can exploit a vulnerability of n j but this implies that n i and n j are the two first elements of a tuple in D. The knowledge of the logical topology and of P riv supports the computation of the attack surface of a node n i e.g. of all the attacks enabled by the local vulnerabilities of n i that an agent can implement from another node. This surface allows a complex attack to propagate between nodes because it includes the first attack of each sequence that results in the control of n i starting from the control of a distinct node n j such that P riv(n j , n i ) holds. To discover how this sequence can be extended, we consider the postconditions of the attacks in the surface. It is worth noticing that if a local vulnerability v does not enable an attack in the node surface, then patching v does not increase the overall security because no agent can exploit v from another node.
B. Correlation
After defining the logical topology, the connection privileges, and having classified the vulnerabilities of each node, the correlation begins and it considers all the vulnerabilities but those in the "Further Output" subclass. At first, the correlation builds three set of sequences: intermediate, partial and final. Each sequence is defined by a triple <source, vulnerability, destination> where source and destination are distinct nodes and vulnerability includes any vulnerability exploited by the attacks of the sequence. The next step discovers the complex attacks against the infrastructure by composing these sequences. For each node, this step considers the tuples in D to discover the nodes it is logically connected to. For each connected node, the correlation discovers any node vulnerability that can be exploited through the connection. Then, the correlation considers the subclass of each of these vulnerabilities to determine if it enables to control the node. In this case, it adds the sequence to the intermediate set. Instead, if other vulnerabilities has to be exploited to control the node, the sequence is inserted into the intermediate set only if exists a set of related subclasses. Otherwise, the sequence is inserted into the partial set. If the control of the node cannot be reached, the sequence is added to the final set because it cannot be used to launch other attacks from the node.
C. An example
Consider an infrastructure where a node n 1 is logically connected to n 2 , n 3 and n 4 while n 5 and n 6 are connected, respectively, to n 2 and n 3 and to n 2 and n 5 . We want to discover all the complex attacks starting from n 1 and involving some other nodes if the nodes are affected by the following vulnerabilities:
-n 2 has an exploitable vulnerability u n2,1 that results in a full node control, -n 3 has two exploitable and associated vulnerabilities u n3,1 and u n3,2 . If both are exploited, n 3 is controlled, -a vulnerability u n4,1 in n 4 cannot result in the control of n 4 , -n 5 has two vulnerabilities, u n5,1 and u n5,2 that can be exploited by, respectively, n 2 and n 3 . If both are exploited, n 5 is controlled, -n 2 and n 5 can exploit u n6,1 in n 6 .
These are the attack sequences starting from n 1 : 
VI. GVSCAN
After presenting the overall structure of GVScan, the global vulnerability scanner we have developed, we discuss the accuracy of its classification and the number of vulnerabilities that are not classified. Lastly, we show a first application of GVScan to a real infrastructure.
A. The architecture of GVScan
GVScan can analyze an ICT infrastructure with any logical topology. The user can supply a configuration file that specifies subnets, their connections, the network routing, and that defines, for each node interface, the connection privileges.
Another configuration file defines the classification patterns for each subclass.
The current version deduces the node vulnerabilities either from a Nessus report or a MySQL vulnerability database. The latter simplifies the adoption of distinct scanners. The user can insert, eliminate or edit some vulnerability for any node as well as specify open and active USB ports on the node that an agent may exploit.
After loading the scanner reports, GVScan classifies the vulnerabilities that have not been classified yet. The CVE database can be accessed either via web or locally and the user is informed if the local version is out-of-date. Since the amount of data to be retrieved is rather large, the classification of each vulnerability is implemented by a distinct thread to exploit all available cores.
After the classification, GVScan computes the local correlations of the vulnerabilities in each node. Then, it considers the attack surfaces of each node and composes the output of local correlations to discover global vulnerabilities. The user can bound the length of an attack sequence or the number of stepping stones to neglect those sequences that will be implemented with a neglectable probability.
The output of the correlation is shown both in a graphical and in a textual way. Also local vulnerabilities that cannot be exploited to control another node may be visualized.
The user can store the network topology, the vulnerabilities of each subnet, and the output of the correlation in a MySQL database. In this way, only newly discovered vulnerabilities have to be correlated and the user has to provide only once the information on the network topology. Fig. 2 shows how GVScan computes global vulnerabilities. As already said, GVScan classifies each vulnerability only the first time it appears in a scanner report.
B. Missed or erroneous classification
The first experiments were focused on testing the efficacy of the automatic classification. Since GVScan correlates vulnerabilities according to their classification, erroneous classifications may result in both false positives and false negatives, i.e. a global vulnerability that does not exist is signaled or a real one is missed. For example, if a local vulnerability that allows an agent to execute remote code with administrator privileges is classified as Minor Vulnerabilities the correlation will miss some sequences starting at the vulnerable nodes and one or more false negatives occur. On the other hand, if GVScan classifies an information disclosure vulnerability as Remote code execution with admin privileges or Man In The Middle subclass, then a false positive occurs because the global vulnerability that is signaled does not exist. Our case studies have globally classified a significant percentage of the vulnerabilities in the CVE database and we have Table II. PERCENTAGE OF CLASSIFIED VULNERABILITIES vulnerabilities that cannot be automatically classified is acceptable. Furthermore, this value is affected by the low accuracy in the early years where the percentage is slightly higher than 20%. This is due to incomplete or rather informal CVE descriptions typical of those years. As shown in Table II the number of vulnerabilities GVScan cannot classify decreases and it is close to 4% in the last years. The CVE description of most of these vulnerabilities are extremely specific and they cannot be generalized in an easy way. Defining patterns for these descriptions would result in an over-fitting of the classification and in a lower overall accuracy.
C. The case study
We applied GVScan to an experimental IT infrastructure [17] , a supervision and control system in a thermoelectric plant for electric power production. The infrastructure backbone includes a switch and some firewalls managing communications between the switch and three subnets: the intranet network, the process network and the control one. The perimeter of each subnet is defined by a firewall that also acts as a router. While the switch and the firewall filter communications among subnets, each subnet is flat as any two of its nodes can interact. The business processes of the organization use the intranet network that interfaces the nodes located in an external production plant with access privileges to some control network nodes. This subnet has 6 nodes, its main components are a Windows Domain and two VPN Clients that remotely access the process network. The process network includes 17 nodes that run SCADA servers and clients that act as the supervision and control system of the electric power production process. Some nodes are redundant for safety reasons. Lastly, the 7 nodes in the control network simulate the electric power production plant through proper hydraulic circuits and PLC systems.
The input of GVScan is the output of the Nessus scan of each node. According to these reports, each sub-network is affected by about 900 local vulnerabilities, so that the whole infrastructure is affected by about 2700 local vulnerabilities. The overall number of distinct local vulnerabilities is approximately 1000. In the intranet network, the Windows domain server is the node with the largest number of vulnerabilities, 61. In the process network, the node with the largest number of vulnerabilities, 634, is the ASC server. Finally, the control network nodes with the largest number of vulnerabilities, 10, are the PLCs.
GVScan has not classified only three local vulnerabilities. By manually checking the classification, we have verified that all the vulnerabilities have been correctly classified. A 1,8Ghz quad core system analyzes about 29000 correlations in 4 minutes. A system with 16 cores requires 30 seconds only. GVScan has signaled 50 global vulnerabilities that enable 12 complex attacks from the intranet network and 38 from the process one that result in the control of at least one control network node. We have manually implemented the analysis and verified that neither false positive nor false negative global vulnerabilities have occurred.
VII. CONCLUSION AND FUTURE WORKS
This work has described the specification and the development of GVScan, a tool to automate the discovery of global vulnerabilities in an IT infrastructure. The information it returns is essential to assess the infrastructure security, because vulnerabilities in distinct nodes that are not critical in isolation can generate infrastructure wide global vulnerabilities that support unexpected and dangerous complex attacks. GVScan classifies vulnerabilities in a few classes to reduce the complexity of correlation that, in the worst case, is polynomial in the number of nodes. We experimentally verified that in a network with about one-hundred of nodes, the correlation requests a few minutes and returns complete and accurate results.
Future versions will consider vulnerability reports from distinct scanners. GVScan may be easily customized to develop further versions for different application scenarios because its behavior is driven through configuration files. In particular, we are currently developing a version that builds an attack graph to describe all the complex attacks against an infrastructure and discover which elementary attacks they share. This information can be used to automatically select countermeasures to deploy.
