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Abstract: Este artigo destina-se a apresentar a linguagem Reativa S´ıncrona
RS como ferramenta para o desenvolvimento de software para robo´tica, tanto
industrial como mo´vel, criando um mais alto n´ıvel de abstrac¸a˜o no desenvolvimento
de programas. A linguagem RS tem caracter´ısticas que facilitam bastante o
desenvolvimento e manutenc¸a˜o de programas deste tipo, visto que e´ uma linguagem
reativa, simples, paralela e distribu´ıda, e de tempo real, caracter´ısticas estas que
sa˜o importantes para o desenvolvimento deste tipo de programas.
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1. INTRODUC¸A˜O
Atualmente, a programac¸a˜o de roboˆs e´ realizada
a baixo n´ıvel, em linguagens estruturadas im-
perativas ou ate´ mesmo em co´digo ﬁnal. As-
sim sendo, esta tarefa torna-se demorada e dis-
pendiosa, sendo, portanto, pouco lucrativa.
Pretende-se, com este trabalho, apresentar uma
linguagem de mais alto n´ıvel, com um cara´ter
declarativo, para o desenvolvimento de sistemas
robo´ticos. Com esta soluc¸a˜o, o desenvolvimento
de programas torna-se facilitado, melhorando-se
o tempo/esforc¸o de programac¸a˜o, uma vez que a
programac¸a˜o e´ feita em uma linguagem de n´ıvel
mais alto.
A linguagem utilizada e´ a linguagem Reativa
S´incrona (Toscani, 1993), que sera´ referida como
RS. Esta linguagem foi destinada, inicialmente,
a` programac¸a˜o de nu´cleos reativos, a parte cen-
tral e mais dif´icil de um sistema reativo 2 . Tais
1 Bolsista CNPq - Brasil
2 Sistema reativo e´ um tipo de sistema que interage forte-
mente com um ambiente, devendo ser capaz de responder a
est´ımulos externos que chegam numa ordem desconhecida,
nu´cleos sa˜o responsa´veis por toda a lo´gica de
um sistema reativo, manipulando os sinais de en-
trada, realizando as reac¸o˜es e gerando os sinais de
sa´idas. A partir de um programa escrito em RS,
e´ gerado um autoˆmato ﬁnito correspondente, isto
e´, que descreve formalmente, atrave´s de estados
e transic¸o˜es de estado com ac¸o˜es associadas, a
semaˆntica do sistema especiﬁcado por este pro-
grama.
Em (Arnold, 1998) e em (Piola, 1998) foi veriﬁ-
cado que a linguagem RS se adequava muito bem
para o desenvolvimento de sistemas robo´ticos,
sejam eles industriais ou mo´veis, melhorarando
bastante a tarefa de programac¸a˜o. Os sistemas
robo´ticos possuem caracter´ısticas bastante semel-
hantes as dos sistemas reativos.
A linguagem RS constitui uma notac¸a˜o ade-
quada para representar o comportamento de
nu´cleos reativos, e consequentemente de sistemas
robo´ticos, pois um programa e´ uma especiﬁcac¸a˜o
quase direta das transformac¸o˜es internas e das
continuamente. Exemplos: controladores de processos in-
dustriais, interfaces, v´ıdeo-games, etc...
emisso˜es de sinais que devem acontecer para cada
est´imulo poss´ivel.
Para atingir o objetivo, o artigo esta´ organizado
em duas grandes sec¸o˜es, ale´m desta e da con-
clusa˜o: na sec¸a˜o 2, introduz-se a linguagem RS,
apresentando uma ide´ia geral da sua sintaxe e das
caracter´ısticas que a individualizam e a tornam
adequada para o ﬁm em vista; na sec¸a˜o 3 mostra-
se a utilizac¸a˜o da RS na programac¸a˜o de roboˆs,
atrave´s da apresentac¸a˜o de dois estudos de caso
concretos e completos, um aplica-se a um roboˆ
industrial e outro a um roboˆ mo´vel.
2. LINGUAGEM RS
A linguagem RS pode ser vista como uma lin-
guagem para a programac¸a˜o de nu´cleos reativos.
Um programa RS e´ formado por um conjunto
de declarac¸o˜es que especiﬁcam sinais e varia´veis
compartilhadas, e por um conjunto de regras de
reac¸a˜o. As varia´veis compartilhadas sa˜o especiﬁ-
cadas atrave´s da declarac¸a˜o var e os sinais sa˜o
declarados como input, output ou signal, con-
soante sejam de entrada, de sa´ida ou internos, re-
spectivamente. As regras de reac¸a˜o permitem de-
screver o comportamento de um sistema reativo.
A regra realizara´ uma etapa do funcionamento do
sistema somente quando a condic¸a˜o de disparo,
desta mesma regra, for verdadeira.
2.1 A sintaxe
Pode-se dividir um programa RS em duas partes:
a parte declarativa, onde se encontram todas as
declarac¸o˜es dos sinais que podera˜o interagir com o
sistema reativo; e a parte funcional, onde podemos
encontrar as regras de reac¸a˜o que determinam o
comportamento do sistema. Na ﬁgura (1), a parte
declarativa de RS estende-se ate´ a declarac¸a˜o
initially. A partir deste ponto, especiﬁca-se a parte
funcional.
A estrutura de uma regra de reac¸a˜o e´ a seguinte:
s_ext#[s_int] ===> [ac¸~ao]
Um sinal externo seguido de um sinal interno entre
[ e ], separados pelo caracter #. Note que nem um
dos sinais e´ obrigato´rio, mas pelo menos um deles
deve estar presente. Logo apo´s, encontra-se uma
seta, a qual separa a condic¸a˜o de disparo e as ac¸o˜es
da regra. Uma condic¸a˜o de disparo e´ verdadeira
quando todos os sinais de disparo da mesma esta˜o
ligados.
As ac¸o˜es de uma regra de reac¸a˜o podem ser de
va´rios tipos. Destacamos os dois principais. Os
comandos emit e up. O comando emit conte´m
um sinal de sa´ida externo entre pareˆnteses, o qual
sera´ emitido ao ambiente externo. O comando up
module M : [
input : I,
output : O,
signal : S,
var : V ,
initially : C,
R
].
Onde: I = [i1; i2; ...; im]; m-1,
e´ a lista de sinais de entrada;
O = [o1; o2; ...; on]; n-0,
e´ a lista de sinais de saı´da;
S = [s1; s2; ...; sp]; p-0,
e´ a lista de sinais internos;
V = [v1; v2; ...; vq]; q-0,
e´ a lista de varia´veis;
C = [c1; c2; ...; ct]; t-1,
e´ a lista de comandos de inicializac¸~ao;
R = r1; r2; ...; ru; u-1,
e´ a lista de regras de reac¸~ao.
Fig. 1. Forma geral de um programa RS.
conte´m, entre pareˆnteses, um sinal interno, o qual
e´ ligado quando a regra em questa˜o e´ executada.
As declarac¸o˜es devem aparecer obrigatoriamente
na ordem mostrada na ﬁgura 1. A lista input na˜o
pode ser vazia, pois na˜o faz sentido um programa
reativo que na˜o possa ser estimulado. Os sinais
externos (input e output) e os sinais internos (sig-
nal) podem ser puros ou valorados; no segundo
caso eles possuem campos capazes de armazenar
valores arbitra´rios. Por convenc¸a˜o, os nomes dos
campos iniciam com letra maiu´scula. As varia´veis
do programa assumem valores nume´ricos apenas
e seus nomes iniciam com letra minu´scula. A
declarac¸a˜o initially permite atribuir valores ini-
ciais a varia´veis e especiﬁcar sinais internos que
devam estar ligados no in´icio da execuc¸a˜o (isto e´,
antes da primeira reac¸a˜o do programa).
2.2 Caracteri´sticas da Linguagem RS
A Linguagem RS adota a hipo´tese de sincronismo,
isto e´, ela assume que toda e qualquer reac¸a˜o e´
executada em tempo zero. Portanto, os sinais de
sa´ida sa˜o s´incronos com os sinais de entrada, e
o tempo somente se passa durante a atividade
do ambiente externo. Essa suposic¸a˜o simpliﬁca a
semaˆntica da linguagem e permite que os progra-
mas RS sejam compilados para autoˆmatos ﬁnitos.
Esta linguagem tem como caracter´isticas: caixas
de regras, mo´dulos e os sinais. As caixas de regras
e os mo´dulos permitem estruturar os programas.
Os sinais, em RS sa˜o utilizados para comunicac¸a˜o
com o exterior e para sincronizac¸a˜o interna. Um
programa RS trabalha com varia´veis cla´ssicas, que
P -> M+
M -> C+ | R+
C -> R+
R -> s_ext#[s_int] ===> [ac¸~ao]
Fig. 2. Grama´tica de um programa RS.
sa˜o compartilhadas a n´ıvel de mo´dulo. Os sinais
podem ser divididos em treˆs conjuntos:
• Sinais de entrada: sa˜o sinais de comu-
nicac¸a˜o que o programa recebe do ambiente
externo e sa˜o os u´nicos que podem des-
encadear reac¸o˜es. Sa˜o especiﬁcados com a
declarac¸a˜o input.
• Sinais de saı´da: sa˜o enviados ao ambi-
ente externo para indicar os resultados das
reac¸o˜es. Sa˜o especiﬁcados com a declarac¸a˜o
output.
• Sinais internos: sa˜o usados para sincronizac¸a˜o
e comunicac¸a˜o interna de processos. Ainda
sa˜o subdivididos em:
· Tempora´rios: sa˜o declarados com t signal
e esta˜o sempre desligados no in´ıcio de
uma reac¸a˜o; sa˜o usados para comu-
nicac¸a˜o interna durante o desenvolvi-
mento de uma reac¸a˜o e desligados auto-
maticamente ao ﬁnal desta.
· Permanentes: permanecem no estado em
que se encontram ate´ que sejam explici-
tamente alterados (podem passar ligados
de uma reac¸a˜o para outra). Sa˜o declara-
dos com a primitiva p signal.
Um programa RS e´ composto por um conjunto
de mo´dulos, onde cada mo´dulo e´ composto por
um conjunto de caixas de regras, e cada caixa e´
composta por um conjunto de regras de reac¸a˜o,
conforme demonstrado na ﬁgura (2). Apesar de
ter estes treˆs n´iveis hiera´rquicos, cada programa
fonte RS pode ser composto por somente um sim-
ples conjunto de regras de reac¸a˜o. As caixas per-
mitem agrupar regras, logicamente relacionadas,
em unidades sinta´ticas pro´prias para ﬁns de
ativac¸a˜o e desativac¸a˜o (Librelotto, 2001).
A linguagem RS incorpora tambe´m construc¸o˜es
para o tratamento de excec¸o˜es. Situac¸o˜es de
excec¸a˜o sa˜o originadas por condic¸o˜es especiais que
causam mudanc¸as bruscas no estado do sistema
reativo. Essas condic¸o˜es podem ser sinalizadas do
exterior ou serem detectadas (e sinalizadas) inter-
namente. Sempre que uma condic¸a˜o de excec¸a˜o e´
sinalizada, o programa sofre uma mudanc¸a brusca
de estado assim caracterizada:
• Os mo´dulos envolvidos na situac¸a˜o de excec¸a˜o
sofrem um reset, isto e´, para cada mo´dulo,
todos os sinais internos sa˜o desligados e todas
as caixas de regras sa˜o desativadas.
• Para cada mo´dulo envolvido, um novo estado
e´ deﬁnido pela regra de excec¸a˜o correspon-
dente a` condic¸a˜o que foi sinalizada.
Para representar as poss´iveis condic¸o˜es de excec¸a˜o
sa˜o utilizados os eventos de excec¸a˜o. Um evento
de excec¸a˜o, tal como um sinal normal, pode ser
puro ou ser constitu´ido por campos capazes de
conduzir informac¸o˜es arbitra´rias. Os eventos sa˜o
deﬁnidos na declarac¸a˜o on exception do mo´dulo.
A cada evento corresponde uma regra, a qual
deﬁne o tratamento da condic¸a˜o de excec¸a˜o as-
sociada ao evento. Para sinalizar (levantar) uma
condic¸a˜o de excec¸a˜o durante uma reac¸a˜o, utiliza-
se o comando raise, o qual especiﬁca um evento
declarado no bloco on exception. Por exemplo,
raise(error(X;Y)) sinaliza a condic¸a˜o de excec¸a˜o
error e passa os paraˆmetros X e Y para o trata-
mento dessa exceca˜o. A linguagem permite que
os eventos de excec¸a˜o sinalizados em um mo´dulo
se propaguem para os outros mo´dulos (todos os
mecanismos para esta propagac¸a˜o esta˜o descritos
em (Toscani, 1993)).
2.3 Compilac¸a˜o e Execuc¸a˜o de RS
O compilador RS foi escrito em Prolog; ele traduz
os programas fontes para um conjunto de tabelas
que descrevem uma ma´quina de estados similar a`
Ma´quina de Mealy (Hopcroft and Hullman, 1979).
Como o co´digo objeto na˜o e´ um ﬁcheiro exe-
cuta´vel, o sistema necessita de um interpretador
para a execuc¸a˜o do autoˆmato. Ale´m do nu´cleo
reativo de controle, uma aplicac¸a˜o reativa requer
uma implementac¸a˜o de uma interface I/O (para
receber os sinais de entrada e para informar os
sinais de sa´ida) e um conjunto de procedimentos,
para manipular os dados da aplicac¸a˜o.
Como ocorre com Esterel (Berry and Gonthier,
1992), Lustre (Halbwachs, 1993) e outras lingua-
gens s´incronas, RS na˜o e´ uma linguagem auto-
suﬁciente; a interface I/O e os componentes de
manipulac¸a˜o de dados devem ser providos por
uma linguagem hospedeira, ou por um ambiente
de execuc¸a˜o.
A execuc¸a˜o de um programa RS e´ composta de
uma sequeˆncia de passos, onde cada passo consiste
de uma execuc¸a˜o paralela de todas as regras que
possuem a condic¸a˜o de disparo verdadeira. A
primeira ac¸a˜o de um passo e´ uma ac¸a˜o impl´icita,
que desliga todos os sinais contidos nas regras de
disparo que foram disparadas. Como a execuc¸a˜o
de uma regra pode ligar sinais, isso origina uma
sequeˆncia de novos passos, que somente termina
quando o conjunto de sinais ligados na˜o sa˜o o
suﬁciente para disparar uma regra de reac¸a˜o.
Nessas situac¸o˜es, o programa espera ate´ que um
novo sinal externo seja provido pelo ambiente, o
que pode iniciar uma nova reac¸a˜o (uma sequeˆncia
de passos) (Toscani, 1996).
module mouse:
[input :[click,tick],
output:[single, double],
signal:[awaitClick,awaitAny],
var :[count],
initially: [up(awaitClick)],
tick#[awaitClick]===>[up(awaitClick)],
click#[awaitClick]===>[count:=2,
up(awaitAny)],
tick#[awaitAny]===>case [
count>0 ---> [count:=count1,
up(awaitAny)],
else ---> [emit(single),
up(awaitClick)] ],
click#[awaitAny]===>[emit(double),
up(awaitClick)]
].
Fig. 3. Programa RS para o rato.
AUTOMATON:
init - [1,*,go_to(1)]
1 tick [2,*,go_to(1)]
1 click [3,*,go_to(2)]
2 tick [[4 - 1,*,go_to(2)],
[4 - 2,*,go_to(1)] ]
2 click [5,*,go_to(1)]
Fig. 4. Autoˆmato gerado para o rato.
RULES:
Module mouse:
1. [ ] ===> [ ]
2. [ ] ===> [ ]
3. [ ] ===> [count:=2]
4. Case:
4-1. [ ]{count>0} ---> [count:=count1]
4-2. [ ]{else} ---> [emit(single)]
5. [ ] ===> [emit(double)]
Fig. 5. Regras para o autoˆmato da ﬁgura 4.
2.4 Exemplo
O exemplo da ﬁgura (3) e´ um controlador para um
rato de uma u´nica tecla. Os sinais de entrada sa˜o:
click (carga da tecla) e tick (sinal de um relo´gio).
O programa emite o sinal double quando recebe
dois clicks simultaˆneos e o sinal single quando
recebe um u´nico click. Dois clicks sa˜o considerados
simultaˆneos quando ocorrem separados por menos
de 3 unidades de tempo.
Inicialmente e´ ligado o sinal awaitClick. Logo,
podem ser disparadas apenas as duas primeiras
regras do programa. Esta situac¸a˜o permanece ate´
o programa ser estimulado por um click, que faz
o contador igual a 2 e liga o sinal awaitAny. A
partir da´i, treˆs ticks consecutivos fazem emitir o
sinal single e um click faz emitir o sinal double.
Depois da emissa˜o de um sinal, o programa volta
ao estado no qual so´ as duas primeiras regras
podem disparar.
O autoˆmato RS gerado pelo compilador e´ ap-
resentado em duas partes: o autoˆmato propria-
mente dito e as ac¸o˜es a serem executadas por este
autoˆmato. Na representac¸a˜o do autoˆmato (ﬁgura
(4)), cada linha tem 3 componentes: um nu´mero
de estado n, um sinal de entrada s e uma lista
(a´rvore) da qual se obte´m a sequ¨eˆncia de ac¸o˜es
a executar quando, no estado n, ocorrer o sinal
s. Na lista, as ac¸o˜es sa˜o indicadas por nu´meros
que identiﬁcam regras de execuc¸a˜o, as quais sa˜o
mostradas logo apo´s o autoˆmato (as ac¸o˜es esta˜o
no lado direito dessas regras). Os asteriscos sepa-
ram os trechos correspondentes aos passos de ex-
ecuc¸o˜es referidos anteriormente e toda sequ¨eˆncia
termina com go to(k), onde k e´ o pro´ximo estado
do autoˆmato.
No estado init sa˜o executadas as ac¸o˜es de inicial-
izac¸a˜o do programa (a declarac¸a˜o initially origina
uma regra de execuc¸a˜o extra). Estas ac¸o˜es iniciais
sa˜o executadas antes do autoˆmato ser colocado em
funcionamento (portanto, o estado inicial real do
autoˆmato e´ o estado 1).
As regras de execuc¸a˜o (encontradas no arquivo
de regras, descrito na ﬁgura (5)) sa˜o uma sim-
pliﬁcac¸a˜o das regras do programa. Nelas desa-
parecem as refereˆncias aos sinais puros (que na˜o
conduzem informac¸a˜o). As informac¸o˜es de sin-
cronizac¸a˜o dos sinais sa˜o usadas em tempo de
compilac¸a˜o, para sequencializar as ac¸o˜es do pro-
grama, e na˜o sa˜o mais necessa´rias em tempo de
execuc¸a˜o. Conve´m observar que, neste exemplo,
as regras 1 e 2 na˜o teˆm ac¸o˜es para executar;
elas poderiam ser eliminadas, desde que fossem
eliminadas as refereˆncias a elas, no autoˆmato.
Nas regras condicionais, as va´rias opc¸o˜es apare-
cem de forma expl´icita. Para cada opc¸a˜o e´ listado
o lado esquerdo da regra, seguido da condic¸a˜o de
execuc¸a˜o entre chaves, seguido (apo´s a seta sim-
ples) da lista de ac¸o˜es. A transic¸a˜o mais complexa
do autoˆmato acontece quando, estando no estado
2, ele recebe o sinal tick. Neste caso: se a primeira
condic¸a˜o da regra 4 e´ verdadeira, enta˜o executa
as ac¸o˜es da regra 4–1 e continua no estado 2;
caso contra´rio, se a segunda condic¸a˜o da regra 4
e´ verdadeira, enta˜o executa as ac¸o˜es da regra 4–2
e vai para o estado 1.
3. PROGRAMAC¸A˜O DE ROBOˆS EM RS
Para utilizar a linguagem RS no desenvolvimento
de sistemas robo´ticos, e´ preciso:
• identiﬁcar quais dos sensores existentes no
roboˆ sera˜o necessa´rios para realizar determi-
nada tarefa e deﬁn´ı-los como sinais internos
do programa RS;
• especiﬁcar um sinal de entrada especial para
dar in´ıcio a execuc¸a˜o do autoˆmato, e con-
sequentemente do programa a ser executado
pelo roboˆ. Este sinal corresponde ao estado
pronto do roboˆ, que corresponde ao estado
em que o mesmo se encontra ligado e com o
programa a ser executado em sua memo´ria;
• identiﬁcar que func¸o˜es devera˜o ser execu-
tadas pelo roboˆ para realizar determinada
tarefa corretamente e deﬁn´ı-las como sinais
de sa´ıda, que sera˜o enviados para o ambiente
externo atrave´s do comando emit. Os sinais
de sa´ıda podera˜o conter paraˆmetros que se-
jam necessa´rios para executar determinada
func¸a˜o.
Se for necessa´rio especiﬁcar pontos por onde o
roboˆ devera´ passar, o programador RS na˜o pre-
cisa se preocupar com os mesmos, apenas assume
que eles ja´ existem, preocupando-se apenas com
a lo´gica do sistema. Os pontos podem ser grava-
dos antes ou depois de feito um programa RS
utilizando-se, por exemplo, de um teach box.
3.1 Exemplo de programa RS para controlar um
roboˆ industrial
Um exemplo de programa constru´ıdo em RS e
utilizado, na pra´tica, em um roboˆ Nachi SC15F
pode ser visto na ﬁgura (6) (Piola, 1998).
Este exemplo apenas controla o roboˆ de forma
que o mesmo execute dez ciclos passando por treˆs
pontos, P1, P2 e P3. No momento em que o roboˆ
se dirige para o ponto P2, o mesmo sofrera´ um
deslocamento determinado pela distaˆncia de X, Y,
Z. Apo´s passar por P2 e enquanto se dirige para
P3, o mesmo sofrera´ novamente um deslocamento
de forma a retornar as coordenadas iniciais.
Se, durante a execuc¸a˜o deste programa, o sensor
sensor for acionado, o roboˆ assumira´ outro com-
portamento, durante apenas um ciclo, devendo
passar pelos pontos P4, P5 e P6.
Quando compilado, este programa RS ira´ gerar
um autoˆmato, cujas caracter´ı´isticas ja´ foram de-
scritas na sec¸a˜o 2.4. Em (Piola, 1998) foi de-
senvolvido um tradutor capaz de, a partir do
autoˆmato gerado pelo compilador de RS criar o
programa a ser executado no roboˆ Nachi SC15F. O
programa gerado por este tradutor pode ser visto
na ﬁgura (7).
Este tradutor tornou poss´ıvel a utilizac¸a˜o da
linguagem RS no desenvolvimento de programas
para o roboˆ Nachi SC15F. Com isto, tornou o
desenvolvimento de programas mais simples e
ra´pido, visto que as linguagens dos roboˆs sa˜o
espec´ıﬁcas para os mesmos, tornando sua pro-
gramac¸a˜o imperativa e dependente do mesmo,
sendo desta forma, de um n´ıvel mais baixo.
Atrave´s da linguagem RS foi poss´ıvel abstrair-
rs_prog nr_0001:
[input: [inicio, sensor],
output: [ir(P), fim, ferramenta(C),
usar(B), deslocar(D,X,Y,Z)],
module mov:
[ input: [inicio, sensor],
output: [ir(P), fim, ferramenta(C),
usar(B), deslocar(D,X,Y,Z)],
t_signal: [],
p_signal: [t1, t2, t3, t4, t5],
var: [count1],
initially: [activate(rules),
emit(usar(1)),
emit(ferramenta(0)),
count1:=0, up(t1)],
inicio#[t1]===>case
[count1=10--->[count1:=0,
emit(fim),up(t1)],
else--->[count1:=count1+1,
emit(ir(p1)),up(t2)],
[t2]===>[emit(ir(p2)),
emit(deslocar(0,0,0,100)),
up(t3)],
[t3]===>[emit(ir(p3)),
emit(deslocar(0,0,0,0)),
up(t1)],
sensor#[t1]===>[emit(ir(p4)),up(t4)],
[t4]===>[emit(ir(p5)),up(t5)],
[t5]===>[emit(ir(p6)),up(t1)],
]
].
Fig. 6. Programa RS para controlar o roboˆ.
10 USE 1
20 TOOL 0
30 V1%=0
40 *S1
41 JMPI 4, I1
50 IF V1%=10 THEN *L2X1 ELSE *L2X2
60 *L2X1
70 V1%=0
80 END
90 GOTO *S1
100 *L2X2
110 V1%=V1%+1
120 MOVE P,P1,T=3
130 MOVE P,P2,T=3
140 SHIFTA 0,0,0,100
150 MOVE P,P3,T=3
160 SHIFTA 0,0,0,0
170 GOTO *S1
180 MOVE P,P4,T=3
190 MOVE P,P5,T=3
200 MOVE P,P6,T=3
210 GOTO *S1
Fig. 7. Programa gerado para o roboˆ.
se das caracter´ısticas do roboˆ, tornando sua pro-
gramac¸a˜o declarativa e, desta forma, de mais alto
n´ıvel.
3.2 Exemplo de programa RS para controlar um
roboˆ mo´vel
Outro exemplo de programa constru´ido em RS
e´ para simular o controle de um ve´iculo mo´vel,
chamado To´ (Correˆa, 1992), o qual deve vaguear,
evitando obsta´culos. Caso ocorra o aparecimento
de algum objeto mo´vel de interesse, o To´ deve
segu´i-lo. Quando o objeto sai do seu alcance,
o To´ volta novamente a vaguear. O ve´iculo e´
composto de 3 sensores de raios infravermelhos,
sendo 2 frontais e um traseiro, e dois motores.
Os movimentos poss´iveis para os motores sa˜o:
esquerda, direita e reto, para o motor de direc¸a˜o, e
frente, tra´s e parado, para o motor de movimento.
Para implementar este programa, foi necessa´rio
fazer uma extensa˜o na linguagem RS de forma
que fosse poss´ivel decompor este sistema segundo
uma modelagem baseada em comportamentos, no
caso a Arquitetura de Subsunc¸a˜o (Brooks, 1986).
Com esta extensa˜o, tornou-se poss´ivel implemen-
tar qualquer sistema em RS segundo esta forma de
modelagem. Para isto, foram adicionados na lin-
guagem RS os mecanismos de controle: inibidores
e supressores (Arnold, 1998).
Os inibidores possuem a sintaxe descrita abaixo:
<sinal1> inhibit <sinal2> for <tempo>.
onde sinal1 corresponde ao sinal dominante;
sinal2 corresponde ao sinal inibido; e tempo cor-
responde ao per´ıodo de tempo em que o inibidor
permanece ativo. Desta forma, enquanto o sinal
dominante estiver presente, o mo´dulo em questa˜o
na˜o emitira´ o sinal inibido.
Os supressores possuem a sintaxe semelhante a
dos inibidores:
<sinal1> supress <sinal2> for <tempo>.
onde sinal1 corresponde ao sinal dominante;
sinal2 ao sinal suprimido; e tempo ao per´ıodo
de tempo em que o supressor permanece ativo.
Desta forma, enquanto o sinal dominante estiver
presente, este sera´ o sinal emitido pelo mo´dulo. Se
na˜o houver sinal dominante, o outro sinal podera´
ser emitido.
Aplicando a modelagem baseada na Arquite-
tura de Subsunc¸a˜o no desenvolvimento do To´,
o programa e´ decomposto em mo´dulos conforme
mostrado na ﬁgura (8), sendo necessa´rio, pos-
teriormente, desenvolver cada um dos mo´dulos
separadamente. Somente apo´s terminados todos
os testes individuais, os mo´dulos seriam unidos
|---------|
|->| Fugir |-|
| |---------| |
| |
| |---------| V
|->| Seguir |---|
| |---------| |
| |
| |---------| V
Sensores--|->| Vaguear |----->Atuadores
|---------|
Fig. 8. Decomposic¸a˜o do To´ baseada na Arquite-
tura de Subsunc¸a˜o.
module vaguear:
[input : [tick],
output: [v_andar(X), v_virar(Y)],
t_signal: [next1(N)], p_signal: [],
var : [],
initially: [random_init(7),
activate(rules)],
on_exception: [],
tick ===> [random(N), up(next1(N))],
#[next1(N)] ===> case
[N <= 25 --->[emit(v_andar(frente)),
emit(v_virar(esq))],
N <= 50 --->[emit(v_andar(frente)),
emit(v_virar(dir))],
else --->[emit(v_andar(frente)),
emit(v_virar(desl))] ]
].
Fig. 9. Mo´dulo RS responsa´vel pelo comporta-
mento vaguear.
utilizando-se dos mecanismos inibidores e/ou su-
pressores, compondo, desta forma, o sistema ﬁnal.
Em uma versa˜o anterior, apresentada em (Arnold
and Toscani, 1998), os mecanismos de cont-
role eram implementados pelo pro´prio progra-
mador, durante o desenvolvimento do sistema.
Com esta nova extensa˜o, o programador na˜o
precisa se preocupar, em tempo de desenvolvi-
mento, com estes mecanismos. O mesmo deve de-
senvolver cada mo´dulo separadamente e, quando
terminar, comec¸a-se a fase de ligac¸a˜o destes
mo´dulos, atrave´s destes mecanismos. Isto torna
os mo´dulos independentes uns dos outros (caixas
pretas), sendo cada um responsa´vel apenas por
seu comportamento espec´iﬁco e com sua respec-
tiva emissa˜o de sinais, o que facilita a construc¸a˜o
de sistemas mais complexos.
O mo´dulo apresentado na ﬁgura (9), responsa´vel
por fazer o To´ caminhar aleatoriamente, recebe
como entrada apenas o sinal de clock tick, e
emite dois sinais de sa´ida, v andar e v virar, que
sera˜o emitidos para o ambiente externo. Quando o
sinal tick for recebido, sera´ ativado um sinal tem-
pora´rio next1, que ira´ conduzir um nu´mero inteiro
aleato´rio N. Este sinal tempora´rio e´ responsa´vel
module seguir:
[input : [sIV(E, D, T, S, D1, D2)],
output: [s_andar(X), s_virar(Y)],
t_signal: [], p_signal: [], var: [],
initially: [activate(rules)],
on_exception: [],
sIV(E, D, T, S, D1, D2) ===> case
[S=1 & D1=1--->[emit(s_andar(frente)),
emit(s_virar(desl))],
S=1 & D2=0--->[emit(s_andar(frente)),
emit(s_virar(esq))],
S=1 & D2=1--->[emit(s_andar(frente)),
emit(s_virar(dir))],
else ---> [] ]
].
Fig. 10. Mo´dulo RS responsa´vel pelo comporta-
mento seguir.
module fugir:
[input :[sIV(E, D, T, S, D1, D2)],
output:[f_andar(X), f_virar(Y)],
t_signal: [], p_signal: [], var: [],
initially: [activate(rules)],
on_exception: [],
sIV(E,D,T,S,D1,D2) ===> case
[E=1& D=0& T=0--->[emit(f_andar(tras)),
emit(f_virar(esq))],
E=0& D=1& T=0--->[emit(f_andar(tras)),
emit(f_virar(dir))],
E=1& D=1& T=0--->[emit(f_andar(tras)),
emit(f_virar(desl))],
E=0& D=0& T=1--->[emit(f_andar(frente)),
emit(f_virar(desl))],
else ---> [] ]
].
Fig. 11. Mo´dulo RS responsa´vel pelo comporta-
mento fugir.
environment:-subsumption.
f_andar supress s_andar for 5.
f_virar supress s_virar for 5.
s_andar supress v_andar for 3.
s_virar supress v_virar for 3.
Fig. 12. Mo´dulo RS responsa´vel pelo comporta-
mento fugir.
por disparar a regra que controla a direc¸a˜o e o
sentido a ser tomado pelo ve´iculo, sendo emitido
os sinais de sa´ida. Este mo´dulo conte´m somente a
programac¸a˜o do seu pro´prio comportamento, na˜o
precisando ativar nenhum mecanismo de controle,
pois este e´ o comportamento ba´sico do ve´iculo. As
sa´idas deste mo´dulo podera˜o vir a ser suprimidas
por algum outro mo´dulo, mas isto ﬁca sob respon-
sabilidade do ambiente de execuc¸a˜o.
O mo´dulo apresentado na ﬁgura (11) e´ responsa´vel
pelo comportamento de fuga do ve´iculo mo´vel,
fazendo com que o mesmo evite obsta´culos. Este
mo´dulo recebe como entrada apenas o sinal ex-
terno sIV, pore´m emite dois sinais de sa´ida di-
retamente para a camada de interface com o
ambiente externo, f andar e f virar, responsa´veis
pelo acionamento dos motores de movimento e de
direc¸a˜o, respectivamente. Desta maneira, quando
algum dos sensores E, D ou T estiver ligado, sera˜o
emitidos comandos para evitar os obsta´culos, jun-
tamente com comandos para suprimir os sinais
que possam vir a ser emitidos pelo mo´dulo seguir,
por um determinado tempo, no caso 5 unidades de
tempo. O ambiente de execuc¸a˜o sera´ responsa´vel
pelo correto funcionamento dos mecanismos de
controle.
No mo´dulo apresentado na ﬁgura (10), responsa´vel
por fazer o To´ perseguir algum objeto de inter-
esse, recebe como entrada apenas o sinal externo
sIV, como na versa˜o anterior. No entanto, emite
dois sinais de sa´ida, s andar e s virar. Quando o
paraˆmetro S, que indica a intensidade dos sen-
sores dianteiros, valer 1, sera´ disparada a regra
que decide a direc¸a˜o e o sentido a ser tomado
pelo To´ para perseguir o objeto. A perseguic¸a˜o
e´ dirigida pelos valores dos paraˆmetros D1 e D2.
Ale´m dos comandos para perseguir o objeto, sa˜o
emitidos comandos para suprimir os sinais que
possam vir a ser emitidos pelo mo´dulo vaguear,
por um determinado tempo, no caso 3.
A ﬁgura (12) conte´m as declarac¸o˜es para o ambi-
ente de execuc¸a˜o e devem ser inclu´idas no ﬁnal
do programa. Esta parte especiﬁca as ligac¸o˜es
entre os diversos mo´dulos atrave´s dos mecanismos
de controle. Inicialmente e´ declarado o tipo de
ambiente de execuc¸a˜o que sera´ utilizado. O tipo de
ambiente usado nesta extensa˜o e´ chamado de sub-
sumption. Este ambiente implementa os mecanis-
mos de controle e deve ser declarado sempre que
for utilizada esta extensa˜o. Nas linhas seguintes,
sa˜o declarados os supressores, indicando o sinal
que ira´ suprimir, o sinal que sera´ suprimido, e o
intervalo de tempo em que cada supressor per-
manecera´ ativo. Neste exemplo, o sinal f andar ira´
suprimir o sinal s andar por um per´iodo de tempo
5; o sinal f virar ira´ suprimir o sinal s virar por um
per´iodo de tempo 5; o sinal s andar ira´ suprimir o
sinal v andar por um per´iodo de tempo 3; o sinal
s virar ira´ suprimir o sinal v virar por um per´iodo
de tempo 3.
Desenvolvendo sistemas para ve´iculos mo´veis desta
forma, as principais caracter´isticas da Arquitetura
de Subsunc¸a˜o que sa˜o a modularidade, simpli-
cidade, independeˆncia e robustez, sa˜o incorpo-
radas ao sistema, uma vez que cada mo´dulo e´
responsa´vel apenas por um comportamento, o que
o faz com eﬁcieˆncia e seguranc¸a.
4. CONCLUSA˜O
Este artigo teve como objetivo apresentar a lin-
guagem RS aplicada a` programac¸a˜o de sistemas
robo´ticos, sejam eles mo´veis ou industriais. O uso
desta linguagem apresenta uma se´rie de vanta-
gens, que podem ser resumidas em uma u´nica
frase: a criac¸a˜o de um n´ıvel mais alto de abstrac¸a˜o
para a programac¸a˜o de roboˆs.
Este n´ıvel de abstrac¸a˜o mais alto torna o desen-
volvimento de sistemas facilitado, mais ra´pido, se-
guro, modular, podendo ate´ mesmo tornar os pro-
gramas porta´veis entre roboˆs diferentes, desde que
os mesmos utilizem, como entrada, o autoˆmato
gerado pela linguagem RS.
Um estudo mais aprofundado esta´ sendo realizado
a respeito das caracter´ısticas requeridas de uma
linguagem para ﬁns robo´ticos, principalmente in-
dustriais, a ﬁm de realizar uma extensa˜o da lin-
guagem RS para torna´-la uma linguagem geral
para o desenvolvimento de sistemas deste tipo,
tornando a tarefa de programac¸a˜o mais simples
e escondendo do usua´rio detalhes espec´ıﬁcos do
roboˆ. Isto facilitaria bastante a tarefa de pro-
gramac¸a˜o dos roboˆs industriais, pois haveria um
aumento da portabilidade, da reusabilidade e,
desta forma, do tempo de vida dos programas,
ja´ que os mesmos poderiam permanecer va´lidos
quando ocorresse a troca de equipamentos.
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