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1. VADAS 
MS Navision – verslo valdymo sistema, skirta stambiam ir vidutiniam verslui. Šioje 
sistemoje pagrindins verslo ir apskaitos funkcijos yra jau sukurtos, taiau sistema yra lengvai 
pritaikoma konkreios mons poreikiams. Adaptuojant galima keisti standartines verslo 
funkcijas dl mons veiklos specifikos, taip pat diegti naujas. Retai monei tinka standartinis 
verslo valdymo funkcij paketas. Todl kuriant ir diegiant sistem yra pereinama per visus tokios 
programins rangos krimo etapus: analiz	, projektavim, programavim, ir testavim.  
 
 
 
1 pav. MSBS Navision siloma sistemos krimo eiga 
 
1 pav. yra pavaizduota visa projekto eiga. Analizs etape sistema yra specifikuojama 
natralia kalba. Paruošiamas funkcinis reikalavim dokumentas (FRD). Projektavimo etape 
paruošiama sistemos programos architektra, sudaromas verslo modelis. Tam tikslui yra 
naudojama UML (Unified Modeling Language) notacija. Verslo valdymo sistem diegimo 
praktikoje UML realiai naudojama tik procesams aprašyti. Formals metodai praktikoje 
nenaudojami. Dl to, kad dažniausiai yra pritaikoma vienas ar kitas prototipas, likusi dalis 
specifikacijos yra paliekama žodinj formoj. Tokiu bdu sistema lieka pilnai neapibržta. 
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Programuojant kyla daug neaiškum. Programuotojas turi pats interpretuoti slyg, tuo galbt 
pakenkdamas bendram sistemos darnumui. Dažnai tik programavimo etape bna pastebimos 
logins sistemos klaidos. Visa tai slygoja išaugusias pradžioj numatytas verslo valdymo 
sistemos išlaidas bei diegimo laik.  Siekiant to išvengti reikia tiksliau specifikuoti sistem. 
Norint tai padaryti reikt taikyti formalius specifikavimo metodus. 
Egzistuoja daug formali specifikavimo kalb, pvz., VDM, Z, B, OCL. Konkreiai šiam 
darbui bus pasirinkta Z (tariasi Zet) kalba.   
Taiau specifikuoti sistem vien Z kalba nra tikslinga. Nes šis formalus metodas negali 
grafiškai parodyti proces eigos. Taip pat UML leidžia grafiškai pavaizduoti daugel sistemos 
savybi bei bsen. O grafiškas žymjimas yra daug lengviau suprantamas. Taigi visiškai atmesti 
UML negalima.  
MSBS Navision krjai silo visai nenaudoti formali metod. Jie silo dažniau 
komunikuoti; projektui priskirti bent vien patyrusi konsultant, kuris galt spr	sti neaiškumus 
bei nesutarimus. Taiau praktika rodo, kad Lietuvoje retas konsultantas gali padti spr	sti tokias 
problemas. Taigi geriausia bt iš karto paruošti kuo tikslesn	 verslo valdymo sistemos ar jos 
priedo specifikacij, kad vliau bt išvengta nereikaling laiko ir resurs snaud.  
Šio  darbo tikslas yra palyginti UML ir Z specifikavimo kalbas. Ištirti j teorin pagrind. 
Išsiaiškinti j pranašumus ir silpnsias vietas. Pagrindiniai palyginimo kriterijai bus aiškumas ir 
tikslumas, bei realaus praktinio panaudojimo galimybs. Taip pat palyginti verslo funkcij 
realizavim MSBS Navision terpje, remiantis skirtingomis specifikacijomis. 
rodyti formali 
metod naud, siekiant kuo tiksliau ir aiškiau aprašyti verslo valdymo sistem modelius.   
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2. VERSLO VALDYMO SISTEM SPECIFIKAVIMO METOD ANALIZ	 
 
 
 
 
2 pav. Analizs eiga  
MSBS Navision rekomenduojama metodologija silo analizs etape identifikuoti kliento 
verslo funkcijas ir jas aprašyti paprasta kalba. Žemiau yra pateikta pavyzdins mons ilgalaikio 
turto apskaitos tekstin specifikacija: 
Ilgalaikis turtas 
Reikalavimas: kaupti pagrindin	 ilgalaikio turto informacij. 
IT kortel 
Sprendimas: 
Visa pagrindin  informacija susijusi su ilgalaikiu turtu Navision Attain turi registruoti IT 
kortelje.  
Reikalavimas: 
IT kortels istorija 
Sprendimas: 
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Navision Attain matyti ilgalaikio turto kortels istorija (kokie veiksmai buvo atlikti su 
IT). IT sigijimo, nusidvjimo, perkainavimo istorija atsispinds DK ir IT žurnaluose. IT 
perdavimo istorijai peržirti bus programuojamas atskiras sprendimas.  
Reikalavimas: 
IT nusidvjimo snaud paskirstymas 
Sprendimas: 
Galimyb Navision Attain IT nusidvjimo snaudas paskirstyti pagal skirtingus 
padalinius procentais arba rankiniu bdu. 
 
Reikalavimas: 
Galimyb keisti nusidvjimo normatyvus 
Sprendimas: 
Navision Attain galimyb keisti nusidvjimo normatyvus (normos keitimas, kur laik 
nudvjus turt taikant kit norm).  
Reikalavimas: 
Galimyb skaiiuoti nusidvjim pagal IT grupes 
Sprendimas: 
Navision Attain nusidvjimo skaiiavimo galimyb ne tik pagal registravimo grupes, bet 
ir pogrupius. 
 
Stambesnius procesus galima atvaizduoti grafiškai naudojant UML notacij. Smulkesn 
specifikacija yra nukeliama  projektavim. Taiau projekto kaina turi bti paskelbiama jau 
analizs etape. Todl teoriškai analitikas turi sivaizduoti visas projekto darbo snaudas. Vien iš 
tekstins specifikacijos tai padaryti yra be galo sunku, todl dažnai apsirinkama. Ribojant 
snaudas netgi projektavimo etape nra sukuriamas visiškai aiškus ir tikslus bsim funkcij 
algoritmas. Esant tokioms slygoms klientai dažnai keiia reikalavimus ir tuo paiu kenkia ne tik 
projekto skmingam gyvendinimui, bet ir patys sau. Prarandama nustatyta tvarka. Kol 
informacija susisteminama ir pasiekia programuotojus, kliento noras gali   pasikeisti. Taigi 
siekiant to išvengti reikt svarbesnes specifikacijos dalis kiek galima detaliau ir tiksliau aprašyti. 
Nors verslo valdymo sistema ir nereikalauja kritinio saugumo, bet formalizuojant tekstines 
specifikacijas bt galima išvengti daug iki šiol atsirandani nesklandum. Svarbiausia sistemos 
dalis paprastai daugiausia ir kainuoja. Taigi j pastoviai modifikuojant ir kaitaliojant, po truput 
prarandamas numatytas projekto valdymas. Sudarius formali specifikacij, bt galima 
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patikrinti sistemos veikim ankstyvose jos krimo stadijose, realiai vertinti kaštus, gyvendinimo 
galimybes (1). 
Konkreiu atveju yra pasirinkta formalaus specifikavimo  “Z” kalba. Ji sukurta remiantis 
aibi teorija ir predikat logika. Matematiniai duomen tipai puikiai tinka aprašyti duomenims 
sistemoje, o predikat logika yra naudojama nusakyti operacijoms, vykdomoms su tais 
duomenimis. “Z” kalba nespecifikuoja, “kaip” turi bti padaryta sistema, bet “kas” turi bti 
padaryta (1). Stambs procesai gali bti skaidomi  mažesnes funkcijas, kurios savo ruožtu  dar 
smulkesnes. Taigi yra palaikoma ir struktrin schema. Funkcijos gali bti verifikuojamos. 
MSBS Navision nesilo sprendim nuo nulio. Klientui susipažinti yra pateikiamas verslo 
valdymo funkcij paketo prototipas. Aplink j klientas „lipdo” savo pageidavimus ir vizijas. 
Todl reikalinga formaliai specifikuoti jau paruoštas verslo valdymo funkcijas taip pat kaip ir 
naujas. Formaliai specifikavus jau suprogramuotas VVS funkcijas, bt galima daug lengviau ir 
greiiau atlikti kliento pageidaujamas modifikacijas. Taip pat bt iš karto matoma, ar naujos 
funkcijos nepersikirs su senomis funkcine ir darnumo prasmmis.  
 Konkreiam atvejui tirti yra pasirinkta MSBS Navision “Ilgalaikio Turto” funkcin sritis. 

vertinus MSBS Navision “Ilgalaikio Turto” srities silomas jau suprogramuotas verslo valdymo 
funkcijas ir iš anksiau pateiktos pavyzdins mons ilgalaikio turto apkaitos neformali 
specifikacij yra matoma, kad naujas funkcionalumas yra: “IT mokesio paskaiiavimas”, “IT 
sigijimo sumos paskaiiavimas”, “IT informacijos keitimas (nenusižengiant bendram sistemos 
darnumui), “Keitimo informacijos kaupimas”. Visa kita yra padaroma jau papildant 
egzistuojanias funkcijas ir duomen modelius. Taigi norit gerai ir greitai specifikuoti papildym, 
ir ypa jei jis yra sudtingas, reikia turti jau formaliai specifikuot standart. Formali standarto 
specifikacija  bt naudojama diegiant vis nauj sistem. Taigi formalios standarto specifikacijos 
snaudos bt vienkartins.  
Šiuo atveju reikia specifikuoti MSBS Navision “Ilgalaikio Turto” funkcin	 srit, t. y., 
koks duomen modelis yra pasirinktas  ilgalaikio turto informacijai saugoti. Taip pat reikia 
formaliai specifikuoti IT apskaitos funkcijas: registravim iš žurnal  didžij knyg, 
registravim iš žurnal  ilgalaikio turto knyg, nusidvjimo skaiiavim. Kliento reikalavimus 
specifikuoti atsižvelgiat  jau sudaryt ilgalaikio turto funkcins srities specifikacij.  
Standartins MSBS Navision verslo valdymo funkcijos yra suskirstytos  tokias funkcines 
sritis:  „Didžioji knyga”, „Ilgalaikis turtas”, „Pirkimai”, „Pardavimai” ir kt.  
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3 pav. MSBS Navision pagrindinis meniu 
 
Kiekviena sritis turi specifines funkcijas. Siekiant išlaikyti vientisum sistemoje vis 
funkcini srii meniu ir struktra yra panašios. Pvz., visose srityse yra ataskait, periodins 
veiklos bei nustatym skyriai.  
Navision sistemoje visi duomenys yra saugomi Navision duomen bazje, kurios 
duomen struktra yra panaši  kit reliacini duomen bazi. Funkcionalumas yra realizuojamas 
specifiniais objektais.  Yra penki objekt tipai: 
Lentels (kuriose ir saugomi duomenys), formos (vartotojo grafin ssaja), ataskaitos, 
duomenlaids (skirtos duomen importui ir eksportui iš/ sistem), kodiniai (vairs papildomi 
program tekstai). 
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4 pav. Objekt redakotrius 
 
Visa apskaita realizuojama per žurnalus, t. y.  visas apskaitos knygas informacija 
anksiau ar vliau patenka registruojant konkreios apskaitos srities žurnal. Sakykim vartotojas 
užpild pardavimo sskait faktr ir j registruoja. Informacija neina tiesiai  pirkjo ir didžij 
knygas. Iš ties programa performuoja informacij  pardavim žurnal ir tik tada j registruoja. 
Sekanioj schemoj yra parodyta “Pardavim “ srities principin veikimo schema. Kiekvienas 
struktrinis elementas yra lentel. Taigi registruojant, realiai informacija yra imama tik iš žurnal 
lenteli. Knyg lentelse informacija neredaguojama. Klaidos taisomos registruojant atvirkšius 
rašus.  
 11 
 
5 pav. Registravimo strukra 
Formuojant ataskaitas informacija yra imama iš lenteli atitinkamai j apdorojus. Galima 
uždti registravimo datos rž arba registravimo grups filtr. Bet informacija gali bti 
atvaizduojama ir naudojant formas.  
Funkcionalumas  yra suprogramuotas ketvirtos kartos iš dalies objektine programavimo 
kalba C/AL ir specialiomis objekt savybmis (properties). Pvz., naudojant savybi nustatym, 
yra nustatomi sryšiai tarp lenteli, ar laukas vartotojo gali bti redaguojamas ir pan. 
Fundamentaliosios duomen bazi funkcijos yra jau sukurtos. Pvz., jei pirminis raktas lentelje 
yra ID , tai norint išgauti eilut	 iš lentels, kurios ID = ‘ABC123’, užtenka panaudoti funkcij 
„lentel.GET(‘ABC123’)” ir objekte ‘lentel’, kuris yra rašo (lentels eilut) tipas, mes tursime 
tos eiluts informacij iš duomen bazs. Duomen sinchronizacija nereikia rpintis, nes ji jau 
yra sistemiškai diegta.  
 
Kaip jau minta ankstesniuose skyriuose, dažniausiai Navison programin ranga yra 
specifikuojama UML kalba. Taiau konkretesni veiksmai, atliekami su duomenimis, nra visiškai 
specifikuojami.  Galima naudoti ir UML bsen diagram, taiau jai verifikuoti kol kas nra 
slyg. Taip pat galima naudoti ir OCL (object constraint language), taiau ji nra pilnai 
 12 
apibržta ir nra nusakyta jos sintaks. OCL neturi kol kas jokio automatinio verifikavimo 
rankio. Viena iš UML rši yra klasi diagrama. Ji patogi nusakyti lenteli reliacinius ryšius, 
atributus bei operacijas. 
 
 
 
 
6 pav. UML klasi diagramos pavyzdys 
 
Paveiksle Nr. 6 yra klasi diagrama, nusakanti supaprastint bankininkysts model. Šioje 
diagramoje yra beveik visi UML klasi diagramoj naudojami elementai: klass, asociacijos ir 
paveldjimas. 
Klas yra aib objekt, kurie naudoja tuos paius atributus, operacijas, sryšius ir 
semantik. Klas turi vard, atributus ir operacijas. Paveiksle Nr.3 yra klas vardu „Account”. Ši 
klas turi du atributus „number”, kurio tipas „NUMBER”, ir „balance”, kurio tipas yra R (reali 
skaii aib). Su šiais atributais naudojami keturiose operacijose: „credit”, „debit”, „getNumber”, 
„getBalance”.  
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Nusakyti ryšiams tarp objekt UML diagramose naudojamos asociacijos. Asociacija yra 
struktrinis sryšis nusakantis kaip klass sveikauja tarpusavyje. Paveiksle Nr. 3 yra matoma 
daug asociacij pavyzdži. „Bank” klas turi sryšius su „AccountCollection” ir 
„ClientCollection” klasmis.  
Paveldjimas yra sryšis tarp bendresns klass ir labiau nusakytos klass. Pavyzdys: 
Klas „Account” yra superklas, o klas „Saving” yra subklas.  
 
Pav. 7. yra parodyta kaip atrodo klass “Account” specifikuota Z kalba. 
   
7 pav. Z pavyzdys 
  
Reikia pastebti, kad asociacija „owner” yra jau kaip klass atributas. Taip pat parodyta 
objekto inicializacijos operacija „Init”.  
Z galima specifikuoti tuos paius specifikacijos elementus kaip ir UML klasi diagrama. 
Taip pat Z turi pranašum prieš UML formalizmo prasme. Z yra pilnai formalizuota, kai UML -
ne. Taiau grafins specifikacijos nra btina atsisakyti. Šiuo metu yra keli automatizuoti CASE 
rankiai (RoZe), kurie padeda UML klasi diagramas automatiškai sutransliuoti  Object-Z 
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specifikacijas. Taiau Object-Z kalbai kol kas nra sukurta pakankamai galingo verifikavimo 
rankio. Nra btina tiksliai specifikuoti kiekvien operacij, nes jos paprastai lengvai aprašomos 
ir suprantamos žodžiu, o atsisakius, UML mes negaltume pavaizduoti tos operacijos be vidini 
jos veiksm. Galima daryti prielaid, kad UML kalba ir Z gerai papildo viena kit.  
Todl palyginimui darbe naudosime Z ir UML specifikavimo kalbas. 
2.1. Specifikavimas UML 
UML (unified modeling language) yra modeliavimo kalba, kuri dabartiniame išvystymo 
lygyje, apibržia žymjimus ir meta-modeliavim.  UML nra vien tik specifikacij žymen 
identifikavimas bei j standartizavimas. UML taip pat apima daugel kit srii, kurios pagrinde 
nra objektiškai orientuotos technologijos krj tyrim sritys: 
 kaip modeliavimo kalboje identifikuoti ir panaudoti šablonus 
 kaip panaudoti stereotip koncepcijas išpleiant ir adaptuojant kalb 
 kaip užtikrinti tiksl perjim nuo specifikacijos iki implementuotos sistemos. 
Viena iš UML pagrindini savybi yra bti nepriklausomai nuo pasirinktos konkreiu 
atveju programavimo kalbos ar terps. Ja galima nesunkiai aprašyti vairius krimo metodus. 
Kaip bebt, UML supratimas nereiškia vien tik žymen ar j prasms mokymsi. Tai yra 
modernus objektiškai orientuoto modeliavimo supratimas. 
UML palaiko sekanias diagramas: 
 panaudojimo atvej diagramas (use case diagrams) 
 klasi diagramas (class diagrams) 
 elgsenos diagramas (behavioral diagrams) 
 bsen diagramas (statechart diagrams) 
 veiklos diagramas (activity diagrams) 
 tarpininkavimo diagramas (interaction diagrams) 
 sek diagramas (sequence diagrams) 
 bendradarbiavimo diagramas(collaboration diagrams) 
 sistemos krimo diagramas (implementation diagrams) 
 sistemos komponent diagramas (component diagrams) 
 sistemos išsidstymo diagramas (deployment diagrams) 
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2.1.1. Klasi diagramos 
Klasi diagrama yra rankis, leidžiantis parodyti sistemos klases ir sryšius tarp j. UML 
silo tok klass žymjim. Pav. nr. 8 viršutinje skiltyje yra klass pavadinimas. Viduriniojoje 
jos atributai. Žemiausioje skiltyje yra klass metodai. 
 
 
 
 
 
 
 
8 pav. UML klas 
 
Klasi diagrama apibržia sistemos objekt tipus ir vairius statinius ryšius tarp j. Klasi 
diagrama parodo klasi statinin	 sistemos klasi struktr. 
 
2.1.2. Sryšiai  
 Klasi diagramos yra sudarytos iš klasi ir sryši tarp j. Egzistuoja vairi sryši rši. 
Tai asociacijos, paveldjimo, priklausomybs, agregacijos, apibendrinimas ir kt.     
 
2.1.3. Asociacijos 
 Asociacija yra semantinis ryšys tarp dviej klasi, kuris sujungia dvi klases kai jos turi 
asociacij. Asociacija dažnai yra dvipusis ryšys tarp dviej klasi, kas reiškia, kad abi klass turi 
tak viena kitai. Pav. Nr. 9 parodytas asociacijos pavyzdys: 
 
 
 
 
 
9 pav. Asociacija 
 
Klass pavadinimas 
Atributai 
Metodai 
Žmogus Kompiuteris 
Naudoja 
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2.1.4. Agregacija 
 Agregacija yra situacinis ryšys, kai vienas sistemos objektas turi savyje kelis kitus 
sistemos objektus. T. y. kai objektas gali bti suskaidomas  dar kelis sistemos objektus, kurie 
savo ruožtu turi savo kitas asociacijas. Pav. Nr. 10 parodytas agregacijos pavyzdys: 
 
 
 
 
 
 
 
 
 
 
10 pav. Agregacija 
 
2.1.5. Paveldjimas 
Kartais klass turi sutampani atribut bei metod. Pav. Nr. 11 parodytos dvi panašios klass. 
 
 
 
 
 
 
 
 
 
11 pav. Dvi panašios klass 
 
Viešbutis nuomoja ir tvarko ir poilsio kambarius, ir darbo kambarius. Objekt duomenys 
ir metodai yra beveik vienodi. Taiau yra ir skirtum. Poilsio kambaryje yra valomos lovos, o 
Kompiuteris 
Monitorius Pel 
Poilsio kambarys 
Kambario plotas 
Apšviestumas 
Kaina 
Lov skaiius 
Išnuomoti 
Valyti lovas 
Tvarkyti 
Darbo kambarys 
Kambario plotas 
Apšviestumas 
Kaina 
Stal skaiius 
Išnuomoti 
Valyti stalus 
Tvarkyti 
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darbo – stalai. Siekiant išvengti pasikartojamumo naudojamas paveldjimo ryšys tarp klasi. Yra 
sukuriama viena bendra klas, kuri apima bendrus keli klasi atributus bei metodus. Toliau yra 
taikoma hierarchin struktra. Bendroji klas yra tvin, o anksiau mintos dvi klass tampa 
vaikais. Pav. Nr. 12 yra parodyta klasi paveldjimo hierarchija ankstesniam panaši klasi 
atvejui: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
12 pav. Paveldjimas 
 
 
Duomenys ir metodai kurie yra bendri poilsio ir darbo kambariui yra iškeliami  atskir bendr 
klas	 „Kambarys“. Metodai ir atributai kurie skiriasi, lieka atskirose klasse. Klas „Kambarys“ 
yra vadinama superklase, o „Poilsio kambarys“ ir „Darbo kambarys“ subklasmis. Rodykl Pav. 
Nr. 12 rodo paveldjim.  
 
2.1.6. Apibendrinimas 
Apibendrinimas yra sryšis tarp apibendrinaniosios klass ir atskir specifini klasi. 
Konkreti specifin klas, vadinama subklase, paveldi visk iš apibendrinaniosios (superklass). 
Ir atributus, ir metodus. Pav. Nr. 13 parodyta superklas„Transporto priemon“ ir subklass 
„Mašina“, „Motociklas“, „Kateris“. 
Kambarys 
Kambario plotas 
Apšviestumas 
Kaina 
Išnuomoti 
Tvarkyti 
Poilsio kambarys 
Lov skaiius 
Valyti lovas 
Darbo kambarys 
Stal skaiius 
Valyti stalus 
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13 pav. Apibendrinimas 
 
2.1.7. Priklausomybs 
Priklausomybs sryšis yra semantinis sryšis tarp dviej modelini element. Vienas iš 
j yra nepriklausomas, kai kitas – priklausomas. Pokytis nepriklausomam elemente iššaukia 
pokyius priklausomam elemente. Modelio elementas gali bti klas, paketas, ar panaudojimo 
atvejis ir kt.  
Priklausomybs gali egzistuoti dl daugelio priežasi. Keletas iš j: 
 viena klas siunia pranešim kitai 
 klas turi kit klas	 kaip duomenis 
 klas laiko kit klas	 taip parametr savo metodui 
Pav. Nr. 14 yra parodyta „friend“ tipo priklausomyb, kuri reiškia, kad elementas A turi 
piln prijim prie elemento B vidini duomen. 
 
 
 
 
14 pav. Priklausomyb 
 
Praktikoje, dideliuose projektuose, yra priimta naudoti kuo mažiau priklausomybi. Jeigu 
egzistuoja priklausomyb tarp skirtinguose paketuose esani klasi, tai ir tarp paket turi bti 
priklausomyb. 
 
Transporto priemon 
Mašina Motociklas Kateris 
A B 
<<friend>> 
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2.1.8. Panaudojimo atvej diagramos 
Perjimas nuo reikalavim aprašymo prie reikalavim specifikacijos yra dažnai 
pasikartojantis procesas. Šiam procesui palengvinti yra naudojamos panaudojimo atvej 
diagramos. Kuriant panaudojimo atvej diagramas yra nustatoma kaip klientas dirbs su sistema 
vienu ar kitu atveju. Tai padeda identifikuoti objektus, operacijas bei objekt klases, kurie bus 
naudojami analizs procese.  
Panaudojimo atvejo modelis UML yra aprašomas kaip Panaudojimo atvejo diagrama. 
Vienas panaudojimo atvejo modelis gali bti suskaidomas  kelias panaudojimo atvej diagramas. 
Panaudojimo atvejo diagrama vaizduoja sistemos modelio elementus kaip aktorius (kurie veikia 
diagramoje) ir pasilytas operacijas, kurios buvo identifikuotos panaudojimo atvej analizs 
metu. Panaudojimo atvejai yra atvaizduojami kaip elipss apibržtoje sistemoje. Jie turi sryšius 
su aktoriais kurie veikia sistemoje. Pav. Nr. 15 yra parodytas panaudojimo atvejo pavyzdys: 
 
 
15 pav. Panaudojimo atvej diagrama 
 
2.1.9. Sveikos diagramos 
 Sveikos diagramos yra modeliai, kurie nusako kaip bendradarbiauja grup objekt 
elgsenos prasme. Sveikos diagrama apima vieno panaudojimo atvejo elgsenas. Diagrama parodo 
kaip  objektai bendrauja pranešimais konkreiame panaudojimo atvejyje. Sveikavimo diagrama 
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yra skirta objekt bendradarbiavimo  analizei.  Yra dvi ršys sveikos diagram: sek diagrama, 
bei bendradarbiavimo diagrama. 
 
2.1.10. Sek diagramos 
 Sek diagramos taip pat yra vadinamos pranešim eiliškumo diagramomis. Sek 
diagramos parodo dinamin bendradarbiavim tarp grups objekt. Sveika tarp konkrei 
objekt yra parodoma tam tikram sistemos vykdymo eigos vietoje. Objektai ia vaizduojami kaip 
vertikalios linijos su pavadinimais. Laiko ašis yra iš viršaus žemyn. Diagrama parodo kaip 
keiiasi objektai pranešimais laike. Pranešimai yra vaizduojami kaip rodykls siejanios objektus 
laike. Pav. Nr. 16 yra pavaizduota sek diagrama: 
 
16 pav. Sek diagrama 
 
2.1.11. Bendradarbiavimo diagrama 
Bendradarbiavimo diagrama parodo dinamin bendradarbiavim tarp objekt. Ji yra 
piešiama kaip objekt diagrama kartu su sryšiais tarp j. Pranešim rodykls  parodo pranešim 
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sraut tarp objekt. Rodykli antrašts identifikuoja pranešimus. Pranešimai taip pat gali bti 
numeruojami eils tvarka. Pav. Nr. 17 yra parodytas bendradarbiavimo diagramos pavyzdys: 
	
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17 pav. Bendradarbiavimo diagrama 
 
2.1.12. Bsen diagrama 
Bsen diagrama apibržia konkretaus objekto bsenas ir kaip jos keiiasi, kai juos 
palieia tam tikri vykiai. Paprastai bsen diagrama vaizduoja klass apraš. Bsen diagramos 
yra paišomos klasms, kurioms bna tiksliai nustatytos bsenos  kurias ji gali patekti. Pav. Nr. 
18 yra bsen diagramos pavyzdys: 
 22 
 
18 pav. Bsen diagrama 
 
2.1.13. Komponent diagrama 
Komponent diagrama parodo programinio kodo komponent architektr. Komponentas 
gali bti išeities teksto komponentas arba sutransliuoto kodo komponentas. Komponentas turi 
savyje informacij apie klases iš kuri jis yra sudarytas, o tai leidžia iš loginio lygio pereiti prie 
komponentinio sistemos vaizdavimo lygio. Yra parodomos priklausomybs tarp komponent, 
kurios apsprendžia kaip komponentai sveikauja tarpusavy.  
 
2.1.14. Sistemos išsidstymo diagrama 
 Sistemos išsidstymo diagrama parodo ryšius tarp programins rangos komponent ir 
aparatros komponent. Programos komponentai yra vaizduojami aparatros komponent viduje, 
siekiant parodyti, kuriuose taškuose veiks tam tikros programos. Išoriniai sryšiai vaizduoja kaip 
sveikauja programos aparatriniame lygyje. Pav. Nr. 19 yra parodytas sistemos išsidstymo 
diagramos pavyzdys: 
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19 pav. Sistemos išsidstymo diagrama 
 
 
2.2. FORMALIOS SPECIFIKACIJOS 
Rašant formalias specifikacijas yra naudojamas matematinis žymjimas, siekiant aprašyti 
tikslias sistemos savybes. Jomis nesiekiama apibržti bdo kaip pasiekti tas sistemos savybes. 
Formalios specifikacijos aiškina k sistema turi daryti, o ne kaip sistema turi bti padaryta. Ši 
abstrakcija daro formalias specifikacijas naudingas sistemos krimo procese, nes ji leidžia 
atsakyti  abstrakius klausimus, nesigilinant  bsimo išeities teksto detales. Taip pat užkerta 
keli vairioms interpretacijoms, kurios neišvengiamai kyla sistem specifikavus paprasta žodine 
kalba. Neformali sistemos specifikacija gali turti savyje prieštaravim, dviprasmiškum, 
neaiškum, nepiln tvirtinim bei sumaišyt abstrakcijos lygi (mixed levels of abstraction). 
Formali specifikacija gali tarnauti kaip vieningas atspirties taškas žmonms, kurie 
nagrinja užsakovo poreikius. Taip pat tiems, kurie kuria sistem, j testuoja bei rašo vartotojo 
instrukcijas. Kadangi specifikacija yra nepriklausoma nuo programavimo kalbos, ji gali bti 
užbaigta ankstyvose projekto stadijose. Ji gali bti keiiama ir vlesniuose etapuose, jei pvz., 
kliento norai keiiasi arba projekto komanda, sigilinusi  specifikacij, nusprendžia atsisakyti ar 
pridti nauj savybi.  
Formalios specifikacijos kalba paprastai susideda iš trij pagrindini komponeni : 
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 sintakss , kuri apibržia specifin žymjim kurio pagalba specifikacija yra 
atvaizduojama 
 
 semantikos, kuri padeda apibržti objekt visum, kuri bus naudojama aprašant 
sistem 
 
 
 aibs ryši (set of relation) , kuri apibržia taisykls, parodanias kokie objektai 
tenkina specifikacij. 
 
Formalios specifikacijos sintaksin sritis (syntactic domain) dažnai pagrsta sintakse 
paveldta iš standartins aibi teorijos ir remiasi skaiiavimais (calculus). 
Formalios specifikacijos semantin sritis (semantic domain) parodo kaip kalba atvaizduoja 
sistemos reikalavimus. Pavyzdžiui programavimo kalba turi formali semantik, kuri leidžia 
programuotojui nurodyti algoritmus transformavimui vedimo srauto  išvedimo sraut. Formali 
gramatika gali bti panaudojama aprašant programavimo kalbos sintaks	, bet programavimo 
kalba nra gera specifikavimo kalba, nes ji gali atvaizduoti tik apskaiiuojamas funkcijas. 
Specifikavimo kalbos semantin sfera turi bti platesn, ji turi bti pajgi išreikšti panašias 
idjas: “Kiekvienam x begalinj aibj A, egzistuoja toks y begalinj aibj B, kad ir x, ir y 
tenkinama savyb P.”  Kitos specifikavimo kalbos paprastai naudoja semantik, kurios pagalba 
specifikuojamos sistemos elgsenos. Pavyzdžiui sintaks ir semantika gali bti išvystyta tam, kad 
specifikuoti bsenas ir bsen perjimus, vykius ir j efektus bsen perjimui. 
 
2.2.1. Z kalba 
Z kalba yra turbt plaiausiai skmingai naudojama formali kalba. Ypa dideliuose 
sudtinguose projektuose. Specifikuotojas turi bti ypa matematiškai tikslus, kad rezultate 
gautsi kuo mažiau dviprasmybi, prieštar bei neaiškum. Z kalba parašyta specifikacija leidžia 
sistemos krjui bet kuriuo metu vertinti specifikacijos teisingum. Z specifikacij 
panaudojimas dažnai sumažindavo sistem krimo kaštus.  
Z kalba turi griežtai apibržt semantik, todl kiekviena atskira kalbos konstrukcija turi 
tiksliai apibržt interpretacij. Z naudoja aib	 integruot matematini duomen tip, siekiant 
apibržti sistemoje naudojamus duomenis. Šie duomen tipai nra orientuoti  specifin	 
programavimo kalb. Jie reikalingi matematinms taisyklms nusakyti, kurios savo ruožtu, 
apibržia sistemos savybes ir jos veikim. Vienareikšmiška interpretacija padeda sistemos 
krjams bendrauti. Leidžia išvengti nenumatyt atvej. 
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Z specifikacija susideda iš schem. Kiekviena schema susideda iš kintamj deklaravimo 
(aprašymo) ir predikat, kurie apibržia t kintamj galimas reikšmes. Z yra labai lanksti 
specifikacija, nes schemos leidžia lanksiai aprašyti vairius objektus. Taip pat statinius bei 
dinaminius sistemos aspektus.   
Statiniai sistemos aspektai: 
 Bsenos, kurias sistema gali turti 
 Bsen invariantiniai sryšiai, kurie turi bti apibržti, kai sistema iš vienos 
bsenos pereina  kit. 
Dinaminiai sistemos aspektai: 
 Sistemoje vykdomos operacijos 
 Sryšiai tarp operacij duomen ir rezultat. 
 Bsenos pokyiai, kurie gali vykti arba jiems gali bti leista vykti. 
Bsenos invariantas yra formuluot, kuri apibržia sistemos bsenos teisingum, prieš ir 
po kiekvienos operacijos vykdym. Tai padaroma detaliai ir tiksliai apibržiant duomenis 
schemos deklaravimo srityje bei predikat srityje. Abstraktus duomen tipas yra aib reikšmi, 
su kuriomis duomen tipas gali turti operacijas.  
Z specifikacijos turi kelet rši schem. Tai bsen, operatori schemos, bei 
aksiomatiniai aprašai. 
Daugiau informacijos apie Z galima rasti J.M. Spivey knygoje (1). 
 
 
2.2.1.1. Aksiomatiniai aprašai 
 Globals kintamieji Z specifikacijoje yra aprašomi paragrafuose, pavadintuose 
aksiomatiniais aprašais. Šiuose aprašuose deklaruoti globalus kintamieji galioja visai tolesnei 
specifikacijai.  
 
 
 Deklaracija 
 
 Predikatai 
 
 
 26 
Kintamj vardai virš horizontalios linijos turi bti n karto nepanaudoti iki šios 
deklaracijos. Aksiomatiniai aprašai taip pat gali bti panaudojami nusakyti konstantoms. 
Sakykime, kad maksimalus automobili skaiius max_cars negali bti didesnis už 50. Tada Z 
specifikacijoj ši konstanta bt aprašoma sekaniai: 
 
 
 
Aksiomatiniai aprašai taip pat gali bti naudojami nusakyti funkcijoms išreikštoms Z 
kalba. Pvz., jei iroot(a) yra kvadratin šaknis iš a, tai kvadratins šaknies traukimo funkcija gali 
bti atvaizduojama Z specifikacijoje sekaniai: 
 
 
 
 
2.2.1.2. Bsen schemos 
Bsen schemos apibržia kintamuosius ir ryšius tarp j. Kiekvien kart kai kintamasis 
pakeiia reikšm	 yra laikoma, kad kintamasis pakeit bsen. Sryšiai tarp kintamj yra 
aprašomi predikatais. Šie predikatai, kitaip sistemos invariantai, apibržia kiekvien teising 
sistemos bsen. Schema turi sekant žymjim: 
 
 
 
 
 
 
 
Schemos pavadinimas 
Kintamj deklaracijos 
Predikatai 
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Pavyzdys: 
 
 
 
Schemos pavadinimas – Car1Schema. Kintamieji sell_cars, white_cars, red_cars turi vien 
bendr tip CARS. Šis tipas reiškia vis galim automobili aib	. Po viduriniosios linijos eina 
predikatai : #sell_carsmax_cars  ir sell_cars = white_cars  red_cars. Pirmasis predikatas 
teigia, kad sell_cars (parduot automobili kiekis) negali bti didesnis už max_cars (maksimalus 
automobili skaiius). Simbolis „#” reiškia sell_cars aibs kardinalum. Antrasis teigia, kad aib 
sell_cars yra aibi white_cars ir red_cars sjunga. 
 Pradin sistemos bsena yra apibržiama tokia schema: 
 
 
Apostrofai prie kintamj reiškia, kad sistemos bsena yra keiiama. 
 
2.2.1.3. Operacij schemos 
Operacij schem modelis nurodo, kaip keiiasi sistemos bsena po konkreios operacijos. 
Išankstins slygos apibržia apribojimus operacijoms. Toliau yra nusakomos slygos  sistemos 
bsenai po operacijos. Operacijos schemos btini atributai: 
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 Visi kintamieji, kuriems operacija turi takos turi bti deklaruoti 
 Kintamieji, su kuriais operacija daro veiksmus yra žymimi kintamojo vardu ir gale 
simboliu „?“. Pvz., sell_cars? 
 Rezultato kintamieji yra žymimi kintamojo vardu ir gal simboliu „!“. Pvz., sell_cars! 
 Bsenos schemos kintamieji yra traukiami  deklaracijos skyri ir pažymimi simboliais 
„“ arba „“. Simbolis „“ parodo, kad bsenos schemos kintamieji gali keisti savo 
reikšmes po operacijos. Simbolis „“ parodo, kad bsenos schemos kintamieji nekeis 
savo reikšmi operacijos rezultate. 
 Pranešimai gali bti aprašomi naudojant laisvuosius duomen tipus. Pvz., 
RESPONSE::=car_removed | new_car_added. 
 
Pabandykime formaliai specifikuoti operacij, kai perkama raudona mašina (red_card ) 
salonui (showroom). Po operacijos ši mašina bus prijungta prie aibs kit raudon mašin. Taigi 
kokie turi bti veiksmai norit atlikti ši operacij? Prieš perkant mašin turi bti patikrinta ar ji 
nra jau nupirkta, t. y. ar ji nra jau mašin kolekcijoje. Jei mašina nra nupirkta, tai j galima 
pirkti ir prijungti prie kit raudon mašin aibs. Kintamaso red_cars reikšm bus atnaujinta. 
Nauja raudona mašina bus prijungta prie kit raudon mašin aibs. Kintamasis schema 
Car1Schema parodo žemiau nurodytoje operacijos schemoje PurchaseRedCar , kad jos 
kintamj bsena gali keistis šioje operacij schemoje: 
 
 
  
 Predikatas redcar?sell_cars teigia išankstin	 slyg, kad perkamoji mašina negali bti 
parduodam mašin aibje. 
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 Predikatas red_cars‘=red_cars{redcar?} nurodo rezultato slyg,  kad nauja raudona 
mašina yra prijungiama prie jau esani raudon mašin aibs. 
 Paskutinis predikatas suteikia reikšm	 pranešimui, kad nauja mašina nupirkta skmingai 
 
2.2.1.4. Verifikavimas 
  
Prieš pereinant  projektavimo bei programavimo etapus Z specifikacijos gali bti 
validuojamos ir verifikuojamos. Kiekvienam sistemos krimo etape galima patikrinti rezultatus, 
ar jie atitinka ankstesnj fazj numatytas užduotis. Tai yra verifikavimas.  
Verifikavimas apima tokias sritis kaip patikrinim  ar specifikacija pilnai nusako 
trokštamas sistemos savybes, ar priešingai, viskas ko nebtina sistemai yra atmesta. Vienas iš 
stiprij formali metod pusi yra tai, kad jos remiasi matematiniu pagrindu, kas suteikia 
galimyb	 verifikuoti ir patikrinti specifikuot sistem. Sistemos specifikacijos vientisumo bei 
suderinamumo faktoriai yra sekantys: 
 Globali apibrži suderinamumas 
 Sistemos bsen suderinamumas 
 Operacij suderinamumas 
Z specifikacija yra suderinta, jei joje nra logikos klaid ir gali bti realizuojama kaip 
matematinis objektas. 
 
2.2.1.4.1. Verifikavimo metodai 
Egzistuoja keletas specifikacij verifikavimo bd: 
 Krimo grups peržira. Specifikacija parašyta vieno žmogaus ar j grups yra 
peržirima kit asmen, kurie turi atitinkam kvalifikacij ir žinias. Grups 
peržira gali nustatyti klaidingai vartojamus specifikavimo kalbos niuansus, taip 
pat gali pastebti neatitikim su numatyta sistema. Grups peržira užtikrina, kad 
specifikacija bus aiški, prasminga  ir patogi naudojimui projekto krimo nariams. 
 Tip ir sintakss tikrinimas. Z specifikavimo kalba turi griežtai nusakyt sintaks	, 
taigi specifikacijos krjas gali naudoti automatizuotus rankius, kurie tiksliai 
sutikrina tipus ir sintaks	, bei automatiškai randa klaidas. Pvz. CaDiZ. 
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 Specifikacijos korektiškumo pagrindimas. Šis pagrindimas leidžia surasti 
konfliktines specifikacijos vietas bei nustatyti specifikuot veiksm skirtumus. 
2.2.1.4.2. Globali apibržim verifikavimas 
Sakykime, kad turime aksiomatin aprašym:  
 
 
Ši schema gali bti perrašoma horizontaliai: GlobaliosDeklaracijos | GlobalsPredikatai. Taigi 
turi bti paskelbta, kad   GlobaliosDeklaracijos 	 GlobalsPredikatai, kas reiškia, jog 
egzistuoja tokios GlobaliosDeklaracijos reikšms, kad tenkina predikat GlobalsPredikatai. 
Pavyzdžiui, imkime sekant (klaiding) aksiomatin apraš: 
 
 
 
Šis aprašas yra klaidingas todl, kad tenkina dvi slygas: kai sign 0 = -1 ir kai sign 0 = 1. O sign 
juk yra (pilna) funkcija. Ji gali turti tik vien reikšm	. Norint verifikuoti š atvej, sekanti 
teorema gali bti paskelbta: 
 
 
 
Eliminuojama „<“ ir „>“: 
 
 
 
GlobaliosDeklaracijos 
GlobalsPredikatai 
 31 
Pagal 
 savybes: 
 
 
 
Iš aukšiau išplaukia, kad: 
 
 
 
Reiškia:  
 
 
 
Taigi šis predikatas yra prieštara, kadangi sign:
 
 yra su juo nesuderinama. 
 
2.2.1.4.3. Bsenos modeli verifikavimas 
Gali bti vykdomas ir bsenos modelio patikrinimas, ar jis logiškai teisingas. Patikrinimas gali 
bti išreikštas kaip teorema, kuri turi sekani form: 
    Bsena‘ 	 PradinBsenosSchema 
 
Kuri gali bti išplsta : 
     Bsena‘;vestis? 	 PradinBsenosSchema 
jeigu yra vesties duomen inicializavimo schemoje PradinBsenosSchema. 
 
Ši teorema skelbia, kad egzistuoja bendro modelio bsena (ir vestys schemoje 
PradinBsenosSchema), kuri tenkina inicializavimo bsenos apraš. 
rodant ši teorem yra tuo 
paiu rodomas suderinamumas tarp Bsena ir PradinBsenosSchema. T. y. Bsena predikatai 
nra išvedami iki false reikšms.  
 
2.2.1.4.4. Operacij verifikavimas 
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Operacijai kuri aprašoma OperacijosDeklaracijos | OperacijosPredikatai, suderinamumo teorema 
atrodo sekaniai: 
 
    OperacijosDeklaracijos 	 OperacijosPredikatai 
Prieš-slyg patikrinimas leidžia nustatyti operacijos login teisingum. Jeigu operacija yra 
logiškai neteisinga, tai prieš-slygos turs reikšm	 false. Klaidingos prieš-slygos dažniausiai 
reiškia operacijos aprašo klaid. Kaip pavyzdys, žemiau yra rodyta operacija Exchange. 
 
 
 
Suderinamumo teorema šiai operacijai bus: 
 
 
Sukeliame schem deklaracijas ir predikatus: 
 
 
Vieno taško taisykl taikoma x‘ ir y‘: 
 
 
Pagal 
 savybes: 
 
 
Iš ankstesns išraiškos išplaukia, kad: 
 
 
Rezultatas: 
 
 
Tai reiškia, kad šis predikatas nesiderina su bsenos schema Schema1. 
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2.2.1.5. VALIDAVIMAS  
 Specifikacija gali bti teisinga ir neturti savyje prieštaraujani teigini, bet tai dar 
nereiškia, kad tiksliai apibdina užsakovo sistemos vizij. Kitais žodžiais tariant, specifikacija 
gali bti pakankama, kad sukurti teising nekonfliktuojani tarpusavio srityse sistem, taiau ji 
gali neatitikti vis pradžioje užsakyt reikalavim. 
 Neegzistuoja rodym, kurie patvirtint teising natralios kalbos formalizavim. 
Nemanomas yra formalus perjimas nuo neformalios kalbos prie formalios kalbos. Formals 
metodai gali rodyti, kad sukurta sistema atitinka specifikacij, bet jais negalima pasikliauti 
kalbant apie tai, kad jie pilnai aprpia kliento sivaizdavim apie sistem.  
 Priešingai nei sistemos suderinamumas, validumas negali bti griežtai rodomas, kadangi 
šiam procesui reikalingas užsakovas, sistemos srities analiz bei reikalavimai sistemai. 
 Tinkamumo vertinimai gali bti vidiniai ir išoriniai: 
 Vidiniai vertinimai gali bti vykdomi pai specifikuotoj, kad padidinti j 
supratim ar specifikacija yra tinkama. Pvz., Gali bti patikrinamos bsenos 
operatori savybs. Tikrinimo rezultate turi bti prieita išvados, kad specifikacija 
atitinka reikalavimus. 
 Išoriniai vertinimai turt bti inicijuojami kliento. Turi bti parodoma, kad 
bsenos modelis yra tam tikros realybs abstrakcija, o operacijos nusako 
funkcionalum, kurio klientui ir reikia. 
Specifikacij validavimo bdai apima peržiras, prototip konstravim ir netgi 
specifikacijos virtual vykdym su tam tikrais automatizuotais rankiais. Teisingas specifikacijos 
validavimas reiškia, kad: 
 bus gauta nauda iš vis teigiam formalaus specifikavimo savybi 
 formali specifikacija bus visomis prasmmis teisinga 
Jeigu sistemos reikalavimai yra aišks ir formali specifikacija yra struktriškai gerai 
sudaryta, tada yra manomas validavimas vien peržirint sistem. 
 
2.3. Apibendrintas palyginimas: Z ir UML  
Kad specifikuoti duomenis ir operacijas, Z kalba naudoja matematines koncepcijas, 
pagrinde aibi teorij. Tai leidžia pagrsti sistem suderinamumo prasme ir operacij bei bsen 
loginio teisingumo prasme. Taip pat leidžia verifikuoti pai specifikacij. Sistemos statini 
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bsen bei operacij specifikacija yra griežta ir neturi dviprasmybi. Pagrindinis bdas rašyti Z 
specifikacijas yra statini bsen identifikavimas ir operacij j pokyiams aprašymas.  
UML yra pagrsta grafiniu žymjimu, apimant plat srities problem  spektr. Grafinis 
žymjimas bei modeliavimas yra gera priemon kovojant prieš sistemos aprašymo sudtingum. 
Šiuo atveju UML ypa gerai tinka. Diagramini struktr analiz jau rod esanti gera 
komunikavimo priemon nepatyrusiems sistem krime žmonms, netgi po to kai sistema bna 
formaliai specifikuota. Nors UML žymenys yra intuityvs ir lengvai suprantami vartotojams, 
jiems vis tiek trksta pilnumo bei tikslumo. 
Nei Z, nei UML nra specifikavimo metodai. Jie yra specifikavimo kalbos.  
Z apjungimas su grafiniu žymjimu galt bti vienas iš sprendim, siekiant visiems 
suprantamos ir aiškios specifikacijos. UML kalboje nra  lengva patikrinti duomen 
suderinamum kaip Z.  
 
2.4. C/SIDE programavimo terp 
Siekiant sitikinti sistemos formalizavimo prasmingumu, reikia išnagrinti MSBS 
Navision programavimo terp	 C/SIDE (client server intergrated development environment). 
Išnagrinjus terps savybes, bus galima patikrinti ar formalios specifikacijos lemia tik sistemos 
supratim, ar ir pagreitina programavim.  
C/SIDE – tai kliento serverio integruota programins rangos vystymo terp. Ji kažkiek 
panaši  Visual Basic. Daugel sistemos savybi galima implementuoti nerašant kodo. T. y. 
galima sakyti jog tai grafin programavimo terp. Ši grafin terp palaiko eil	 redaktori:  
lenteli redakotrius, form redaktorius, ataskait redaktorius, duomenlaidži redaktorius, kodini 
redaktorius. 
 
2.4.1.  Lenteli redaktorius 
Lenteli redaktorius yra skirtas lentelms redaguoti. Juo galima nustatyti lentels atribut 
savybes, užprogramuoti vedam reikšmi tikrinim ir t. t. Pav. Nr. 20 yra parodyta lenteli 
grafinio redaktoriaus išvaizda: 
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20 pav. Lenteli redaktorius 
 
Lentels lauko savybs yra nustatinjamos atskirame lauko  savybi (properties) lange. Jos 
apsprendžia ar laukas yra redaguojamas, kokie sryšiai j sieja su kitos lentels lauku ir kt. Pav. 
Nr. 21 yra parodytas lauko savybi nustatymo lango dalis: 
 
 
21 pav. Lauko savybi nustatymo langas 
 
Taip pat lenteli redaktorius leidžia programuoti vadinamuose trigeriuose (triggers), kuriuose 
užprogramuotas kodas yra vykdomas atsitikus tam tikram vykiui. Programuojama yra C/AL 
kalba, kuri yra panaši  Paskal. Tai kad C/SIDE naudoja trigerius parodo, kad šioje terpje 
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programuojamos funkcijos yra iškvieiamos arba kit funkcij, arba vyki kuriuos slygoja 
vartotojas. Žemiau parodytame pav. Nr. 22 yra pateiktas langas, kuriame yra programuojama, 
vykus tam tikram vykiui kodas: 
 
 
22 pav. Trigeri programavimo terp 
 
2.4.2.  Form redaktorius 
 Form redaktorius yra skirtas redaguoti formoms per kurias vartotojas valdo sistemos 
duomenis. Form laukai taip pat kaip ir lenteli laukai turi savo savybes ir situacij kodo  
iškvietimo trigerius. Formos bna keleto rši: lentelins formos (vienas duomen rašas 
rodomas vienoj eilutj), kortelins formos (vienas rašas rodomas per vis ekran), užklaus 
formos (jose vartotojas nustato parametrus pvz., ataskaitai). Pav. Nr. 23 yra pateiktas kortelins 
formos redagavimo bsenoje pavyzdys: 
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23 pav. Form redaktorius 
2.4.3.  Ataskait redaktorius 
Ataskait redaktorius yra skirtas redaguoti ataskaitoms. Ataskait redaktorius leidžia kurti 
ataskaitas grafinio modeliavimo bdu. Duomenys ataskaitoje yra organizuojami duomen lygi 
hierarchijos pagalba. Ataskaitoje taip pat yra trigeriai kaip ir kituose sistemos objektuose, kurie 
leidžia formuojant ataskait tam tikroje vietoje atlikti laikinus duomen pakeitimus, kaupti 
sumas, keisti lenteles ir t. t. Pav. Nr.24 ir pav. Nr. 25 yra ataskaitos redaktoriaus pavyzdys: 
 
 
24 pav. Ataskaitos redaktoriaus langas (duomen hierarchija) 
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25 pav. Ataskait redaktoriaus langas (sekcij redagavimas) 
 
2.4.4.  Duomenlaidži redaktorius 
 Duomenlaids yra skirtos duomenims iš sistemos eksportuoti ir importuoti. 
Duomenlaidži redaktorius leidžia panašiai kaip ir ataskait redaktorius nustatyti norim 
duomen hierarchij, bei suprogramuoti duomen pokyius importuojant juos ar eksportuojant. 
Pvz., galima suprogramuoti, kad rašo lauko reikšm, kuri yra „false“ bt konvertuojama  
reikšm	 „0“.  Taip pat redaktorius leidžia nurodyti, kurie rašo laukai bus eksportuojami ar 
importuojami. Pav. Nr. 26 parodytas duomenlaidži redaktorius: 
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26 pav. Duomenlaids redaktorius 
 
2.4.5.  Kodini redaktorius 
 Kodiniai yra skirti didels apimties funkcijoms rašyti ir saugoti. Kodiniai turi tik vien 
triger „On Run“, kuris suveikia, jei kodinys yra paleidžiamas nenurodant funkcijos. Kodini 
redaktorius yra  paprasiausias tekstinis redaktorius, kuris leidžia skirstyti funkcijas  atskirus 
kodo segmentus. Kodinio redaktoriaus pavyzdys yra pav. nr. 27.  
 
 
27 pav. Kodini redaktorius 
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3. SPECIFIKAVIMAS IR REALIZAVIMAS C/SIDE TERP	JE 
 Šiame skyriuje bus išnagrinti teoriniai specifikacij rašymo aspektai Z ir UML kalbomis 
bei j realizacija C/SIDE terpje. Taip pat bus nustatyti pagrindiniai skirtumai tarp ši 
specifikavimo kalb. Skyriuje bus nagrinjami šie specifikacij aspektai: 
 UML klass (schemos, atvaizduojanios klases Z kalboje)  
 Sryšiai (kitaip vadinamos ssajomis): 
 „vienas su vienu“ sryšis 
 „vienas su daug“ ir „daug su vienu“ sryšiai 
 „daug su daug“ sryšio problemos sprendimas 
Specifikacijos bus realizuotos C/SIDE terpje. Palyginimui yra paimta keletas pavyzdži. 
Dl ribotos darbo apimties nemanoma panagrinti vis manom skirtumu bei panašum tarp Z 
ir UML. Pagrindinis tikslas yra principialiai palyginti specifikavimo eig, kuri vienaip ar kitaip 
turt takos realizuojant algoritmus.  
Realizuojant specifikacijas  kod retai reikia formalizuoti vis sistem, kadangi daugelis 
dalyk gali bti intuityviai suprantami. Pernelyg didel formali specifikacija gali pati tapti našta, 
nes nepatyrusiems krjams j yra sunku skaityti, bei suvokti. Taigi formalizuoti galima tik 
sudting algoritm arba sistemos dal, kuri sunkiai pasiduoda aprašoma žodžiu.  
Prieš pradedant specifikavimo bd palyginim reikia susipažinti su tam tikrais terminais 
naudosimais lyginime: 
 klasi diagrama apibržia sistemos objekto tipus, bei varius sryšius tarp jj 
 klasi invariantas yra slyga, kuri turi bti tenkinama, kai objektas yra statinj 
bsenoj 
 bsenos schema apibržia kintamuosius ir sryšius tarp j 
 abstraktus duomen tipas apibržia kintamj priklausomybes aibei bei veiksm 
su jomis struktr. 
3.1. Klass  
 Kiekviena UML klas yra realizuojama kaip lentel C/SIDE terpje. Lentels 
pavadinimas tampa lentels vardu. Lentels atributai tampa lentels laukais. Klass metodai gali 
bti realizuojamai kaip lentels funkcijos, nes C/Side terpje lentels gali turti savo funkcijas. 
Pav. Nr. 28 yra parodytas klass „knyga“ pavyzdys. Specifikacija aprašo, kad knyga turi numer, 
ISBN numer, pavadinim bei autori. 
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28 pav. Klass specifikacijos pavyzdys 
 
 Z specifikacijoje atitikmuo gali bti sugrupuoti  objektus duomen tip aprašai. Pirminis 
raktas turi bti kintamasis, kurio tipas yra susietas su kitu kintamj tipais injekciniu ryšiu ir j 
domainai yra vienodi. Sekanioj schemoj yra parodytas objekto pavyzdys, kuri galima realizuoti 
kaip lentel	: 
  book_details                                 
has_ISBN:book_nos  ISBN_nos 
has_title:book_nos  titles 
has_author:book_nos  author_names 
                
dom has_ISBN = dom has_title = dom has_author 
                                         
 
Pav. Nr. 29 yra parodyta realizacija C/Side terpje. Sryši tipas apsprendžia duomen 
susietum  vien objekt t. y. lentel	.  
 
Book 
Book_nos 
ISBN_nos 
title 
author 
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29 pav. Klass realizacija C/Side 
Palyginimas: 
 UML klas ir bsenos schema Z kalboje gali bti realizuojama kaip lentel 
 UML kalboje klasje aprašytas atributas tampa lauku lentelje. Z kalboje statiniai 
kintamieji jei jie aprašomi bijekciniais sryšio tipais gali bti apjungiami  vien 
lentel	 C/Side terpje. 
 
3.3. Z bsen invariantai ir UML klasi invariantai 
 UML klass invariantai turi bti tenkinami viso proceso vykdymo metu. Slygos ir 
invariantai yra aprašomi klasje ir turi bti tenkinami vis susijusi klasi. Jeigu jie bna pažeisti 
sistemos vykdymo metu, yra iššaukiamas nenumatytas atvejis. Šis nenumatytas atvejis gali  bti 
apdorojamas kaip pranešimas apie klaid, jei programuotojas j numat. Jeigu nra 
implementuotas nenumatyt atvej valdymo mechanizmas, programa stringa.  
 Panašiai ir Z. Bsenos invariantas turi bti tenkinamas ir prieš operacij ir po jos. Ši 
slyga turi bti tenkinama ir tolesniuose sistemos vystymo etapuose. To užtikrinimui yra 
sukuriama funkcija, kuri rezultate pateikia reikšm	 „true“, jei invariantas tenkinamas ir „false“, 
jei netenkinamas. 
 Palyginimas: 
 Z kalboje bsenos invariantas yra realizuojamas kaip funkcija, kuri parodo, ar 
operacija nepažeid sistemos suderinamumo 
 UML kalboje klass invariantas yra aprašomas kaip klass dalis ir jis turi bti 
tenkinamas vis likusi sistemos klasi. 
 
3.4. Asociacijos (sryšiai) 
UML klasi diagramos apima klases ir sryšius tarp j. Sryšiai egzistuoja vair tip. Tai 
asociacijos, apibendrinimai, paveldjimo, priklausomybs, tobulinimo. Dažniausiai yra 
naudojama asociacija , žymima vientisa linija. Kardinalumas yra ržis, kuris nustato objekt 
kiek, kurie yra susij	.  Šie ržiai gali bti vairs. Gali bti nulis su vienu (0 .. 1), nulis su daug 
(0 .. *), vienas su penkiolika (1 .. 15) ir t. t. Taip pat galima išreikšti sekas pvz., (1, 4, 6, 8 .. 12). 
Jeigu daugialypiškumas nra specifikuotas, tada laikoma, kad ržis yra (1 .. 1). 
Daugialypiškumas yra vaizduojamas asociacijos linijos gale, kur pažymimi ržiai.  
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Z specifikavimo kalboje sryšiai yra modeliuojami kaip matematiniai ryšiai ar funkcijos 
tarp esybi tip. Nepriklausomas sryšis Z kalboje yra modeliuojamas aibs priklausymu, kuris 
apibržiamas predikatu. Pavyzdžiui, šioms deklaracijoms : 
voters :  VOTER  
constituents :  CONSTITUENT 
is_registered_with : VOTER  CONSTITUENT 
esantis sryšis reiškia, kad  
 dom is_registered_with  voters 
Taigi potencialus rinkjas (voter) gali ir nebti registruotas kaip tikras rinkjas.  
 
3.4.1. Sryšis „vienas su vienu“ 
 Imkime sekant pavyzd. Egzistuoja kelios mokyklos (school). Mokykloje yra tam tikras 
kiekis mokytoj (teacher). Kiekvienos mokyklos, kažkuris iš mokytoj yra direktorius 
(principal).  Yra du mokytojai, kurie nra jokios mokyklos direktoriai. UML klasi diagrama yra 
parodyta pav. nr. 30. Sryšis „vienas su vienu“ pavadintas „yra mokyklos direktorius“ (is 
principal of ).   
 
30 pav. Sryšio „vienas su vienu“ klasi diagrama 
 
Specifikacija Z kalboje parodyta sekaniose schemose: 
Pagrindiniai tipai yra [TEACHER_ID, SCHOOL_NAME] 
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** Pastaba. Nors kintamasis has_principal  turt iš tikrj bti pilna injekcija (kiekviena 
mokykla (schools) turi direktori (is_principal_of)), bet šiuo atveju žymsime daline injekcija. 
Nes aib vis funkcij iš vienos aibs  kit aib	 yra poaibis vis dalini funkcij aibs. Z kalboje 
sryšis vienas su vienu gali bti modeliuojamas kaip dalin injekcija „“. Papildomas predikatas 
apibržia santyk kaip atvirkštin (). 
 Realizuojant š sryš C/SIDE galima pastebti, kad „viens su vienu“ yra atskiras atvejis 
sryšio „vienas su daug“. Taigi šio atvejo realizacijos C/Side nenagrinsim.  
 Palyginimas.: 
 Z specifikacijoj ryšys „vienas su vienu“ gali bti modeliuojamas kaip kaip dalin 
injekcija. Papildomas predikatas apjungia injekcijas  abipus „vienas su vienu“ 
sryš. UML specifikacijoje sryšis „vienas su vienu“ yra vaizduojamas kaip pav. 
nr. 30.  
 Konkreiu atveju UML specifikacija yra aiškesn, nes visos sistemos savybs 
matomos iš karto pažirjus  diagram. Z kalboje reikia nagrinti kintamuosius ir 
ssajas tarp j.  
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 Z ir UML kalboje verifikavimas atliekamas atitinkamai aksiomatiniais aprašais ir 
instancijavimu.  
 
3.4.2. Sryšis „Vienas su daug“ 
 Imkime sekant pavyzd. Yra keletas mokykl (schools). Kiekviena mokykla turi kelet 
mokytoj (teacher). Mokytojas gali dirbti tik vienoje mokykloje. Žemiau esanioje 
specifikacijoje yra matyti, kad  papildomas predikatas yra prieš tai esanio inversija „~“, kuris 
reprezentuoja sryš „vienas su daug“. Alternatyvus bdas Z kalboje specifikuoti sryš „vienas 
su daug“ yra dalin funkcija, kuri parodo ryši tarp keli objekt aibi. 
 
 Pagrindiniai tipai yra [TEACHER_ID, SCHOOL_NAME] 
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31 pav.  UML klasi diagrama (sryšis „vienas su daug“) 
 
Pav. Nr. 31 yra parodyta UML klasi diagrama su sryšio „vienas su daug“ atveju. 
Sryšis employment (dirba) apibržia santyk tarp mokyklos (school) ir mokytojo (teacher). 
Viena mokykla gali turti daug mokytoj, bet mokytojas gali dirbti tik vienoje mokykloje arba 
bti bedarbis.  
Sryšio realizacija C/SIDE terpje vykdoma sekaniu bdu. Klas, kuri yra toje 
asociacijos pusj, kur nurodytas kardinalumas „*” yra realizuojama kaip lentel, o jos siejamojo 
lauko su kita lentele savybse yra nurodomas ryšys  kit lentel	. Pav. Nr. 32 iliustruoja sryšio 
realizavim C/SIDE.  
 
 
32 pav. Laukelyje “TableRelation” nurodomas sryšis 
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Palyginimas: 
 Z specifikacijoje sryšis „vienas su daug“ (employs) yra indikuojamas ryšiu „“. Šio 
ryšio inversija yra ryšys „daug su vienu“ (works_in). Žirti  predikat employs = 
works_in~. 
 Alternatyvus sryšio „vienas su daug“ specifikavimo modelis yra employs = 
SCHOOLTEACHER. UML notacijoje tai žymima asociacija (1 .. *). 
 Z kalboje sryšis „daug su vienu“ dar gali bti modeliuojamas  kaip dalin surjekcija, 
arba dalin funkcija. UML kalboje šis sryšis žymimas kaip asociacija (* .. 1).  
 
UML ir Z specifikacijose sistemos suderinamumas yra verifikuojamas atitinkamai 
instancijavimu bei aksiomatini apraš rodymais. Realizuojant programin kod ir Z, ir UML 
specifikacijos aprašo daugmaž vienodai sistemos detali. Taigi modeliuojant duomen objektus 
galima teigti, kad UML kalba šiuo atveju yra pranašesn už Z. Taiau nereikia pamiršti, kad Z 
specifikacija leidžia tiksl sistemos verifikavim. 
 
3.5. UML ir Z palyginimas  
Darant išvadas galima pažymti, kad realizacijos prasme C/SIDE terpje UML 
specifikacija yra vaizdingesn,  aiškesn bei lengviau skaitoma. Taiau Z specifikacija gali 
pateikti daugiau detali apie specifin	 srit, kas savo ruožtu lemia tikslesn	 realizacij. . Z 
specifikacij galima tobulinti iki tol, kol praktiškai visos jos operacijos galt bti tiesiai 
perkeliamos  programin kod. Taiau tada specifikacija tapt per daug sudtinga skaityti. 
Teoriniais samprotavimais remiantis, galima teigti, , kad ir UML, ir Z specifikacijos turi 
pakankam aiškumo lyg. Tik sistemos modeliai yra vaizduojami skirtingais bdais. 
 
3.6. IŠVADOS 
 
 Šiame darbo skyriuje buvo palyginti vairs Z ir UML specifikavimo kalb aspektai. 
Išnagrintas teorinis formali bei neformali kalb pagrindas. Susipažinta su neformalia 
specifikavimo kalba UML bei formalia kalba Z. Buvo ištirta kaip skiriasi skirting specifikacij 
realizavimas  C/SIDE programavimo terp	. Atlikus teorin tyrim buvo prieita prie išvad, kad 
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kiekviena kalba atskirai (UML ir Z) turi ir privalum, ir trkum. Palyginimui žirti  lentel	 nr. 
1. 
Lentel nr. 1 Z ir UML kalb palyginimas 
 Z UML 
Stipriosios puss 1. Matematiškai tiksli.  
2. Gali sumažinti 
specifikacijos klaidas. 
3. Gali sumažinti projekto 
kaštus, bei realizacijos 
klaidas. 
4. Leidžia korektiškumo 
patikrinim. 
5. Draudžia 
dviprasmybes. 
 
1. Lengvai suprantama 
klient. 
2.  Daug tikslesn nei 
kitos neformalios 
specifikacijos.  
3. Daug krj jas 
naudoja.  
4. Specifikacija yra 
grafin, todl lengviau 
suprantama. 
5.  Gera komunikavimo 
priemon tarp 
nepatyrusi diegj.  
Silpnosios puss 1. Sunkiai išmokstama 
2. Sudtinga naudoti 
3. Dažnai specifikacija 
sunkiai suprantama 
klientams 
4. Formals metodai 
patys savaime yra 
sunkiau išmokstami ir 
naudojami nei 
realizacijos terp 
1. Specifikacija nra 
griežtai tiksli. 
2.  Proces bei duomen 
suderinamum yra 
sunku patikrinti. 
 
Darant tolesnes išvadas, galima pasakyti, kad Z specifikacija naudingesn yra programinio kodo 
krjui. T. y. Z specifikacijos tinka aprašyti sistemos funkcijoms, kuri realizacijos vieta yra 
kodiniuose. Taiau negalima atmesti teiginio, kad stambiam abstrakcijos lygyje galima naudingai 
specifikuoti Z kalboje tam tikras sistemos bsenas. Proces bei duomen modeli projektavimui 
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ir specifikavimui geriau naudoti UML. Dar geriau bt, jei teisingai kombinuojant šias dvi  
kalbas bt galima pasiekti ir aiški, ir detali sistemos specifikacij.   
 
4. PRAKTINIS TYRIMAS: „ILGALAIKIO TURTO APSKAITA“ 
SISTEMOS SPECIFIKACIJ TYRIMAS 
 Praktiniam tyrimui atlikti pasirinkta „Ilgalaikio turto apskaitos“ sistema. Sistemos 
duomen modelis specifikuojamas UML ir Z kalbomis. Palyginama skirting specifikacij 
realizacijos  C/SIDE terp	. Palyginamas duomen modelio aiškumas, suprantamumas. 
Padaromos išvados. Praktins išvados palyginamos su teorinmis. Pateikiamos  rekomendacijos. 
UML specifikacijos yra pateiktos priede (žr. 2 pried ). 
 
4.1. Sistemos reikalavimai 
 
monei reikalinga ilgalaikio turto apskaitos sistema. Kiekvienas ilgalaikis turtas turi 
atsaking asmen. Ilgalaikis turtas skirstomas pagal grupes, pogrupius ir vietas. Ilgalaikio turto 
istorija yra kaupiama. Kaupiant informacij yra btina nurodyti šaltin, kuris parodo istorijos 
rašo kilm	.  
vedinjant nauj ilgalaik turt reikia tikrinti ar jis nra jau apskaitomas. Trinant iš 
apskaitos ilgalaik turt, reikia tikrinti ar jis neturi istorijos raš. Trinant ar šalinant grupes, 
pogrupius ir vietas tikrinti ar nra jiems priskirt ilgalaiki turt. Ilgalaikis turtas gali bti 
apdraudžiamas. Sistema realizuojama MSBS Navision terpje. 
terpinjant rašus reikia tikrinti, 
kad kai vedamas sigijimo tipo rašas tam ilgalaikiui turtui sistemoje nebt raš. Kai 
vedinjamas nuvertjimo rašas reikia stebti, kad bt tam ilgalaikiui turtui sigijimo rašas.  
 
4.2. Duomen objekt modelis 
Pradžioje specifikuojant sistem yra svarbu nustatyti sistemos duomen model. Konkreiu 
atvej atskiri sistemos objektai bus: Ilgalaikis turtas, Ilgalaikio turto pogrupis, Ilgalaikio turto 
grup, ilgalaikio turto vieta, ilgalaikio turto istorijos rašas ir kt. Pav. nr. 33 yra pateikta UML 
klasi diagrama sistemos duomen modeliui. Ilgalaikio turto grup gali  turti daug ilgalaikio 
turto vienet. Taigi šiuo atveju yra vaizduojama asociacija (1 .. *). Analogiškai pogrupiui, bei 
vietai. Ilgalaikis turtas gali turti daug istorijos raš, todl asociacijos kardinalumai yra 
vaizduojami atvirkšiai ilgalaikio turto atžvilgiu nei IT vieneto ir pvz., grups.   
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Location
Code : Code10
Name : Text30
Address : Text30
City : Text30
Use As In-Transit : Boolean
Phone No. : Text30
Employee
No. : Code20
First Name : Text30
Last Name : text30
Job Title : text30
Address : text30
Birth Date : Date
Phone No. : Text30
FA Class
Code : Code10
Name : Text30
FA SubClass
Code : Code10
Name : Text30
Fixed Asset
Code : Code20
Description : Text30
Location Code : Code10
FA Class Code : Code10
FA SubClass Code : Code10
Global Dimension 1 Code : Code10
Vendor No. : Code20
Main Asset/Component : Integer
Budgeted Asset : Boolean
Warranty Date : date
Responsible Employee : Code20
Serial No. : Text30
Blocked : Boolean
Maintenance Vendor No. : Code20
FA Posting Group : Code10
1
1..n
+Code
+Location Code
1
1..n
+No.
+Responsible Employee
1
1..n
+Code
+FA Class Code
1
1..n
+Code
+FA Subclass Code
Source Code
Code : Code10
Description : Text30
FA Ledger Entry
Entry No. : Integer
FA No. : Code20
FA Posting Date : Date
Document Type : Integer
Document Date : Date
Document No. : Code20
Description : Text30
Depreciation Book Code : Code10
Source Code : Code10
Amount : decimal
Debit Amount : decimal
Credit Amount : decimal
Quantity : decimal
FA Subclass No. : Code10
Global Dimension 1 Code : Code10
FA Class Code : Code10
1
1..n
+No.
+FA No.
1
1..n
+Code
+Source Code
FA Register
No. : Integer
From Entry No. : Integer
To Entry No. : Integer
Creation Date : Date
Source Code : Code10
From Maintenance Entry No. : Integer
To Maintenance Entry No. : Integer
 
33 pav.  Ilgalaikio turto duomen modelio UML klasi diagrama 
 
Sistemos duomen modelio Z specifikacija yra pateikta žemiau esanioje ištraukoje iš priedo nr. 
1.  
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Pradžioje yra apibržiami sistemos abstrakts tipai.  
[FA_NOS, EMPL_NOS, LOC_NOS, SUBC_NOS, C_NOS, LEDGER_NOS] 
 
[NAME, JOB, ADDRESS, DATE, DESCR] 
 
Sekanioje schemoje yra specifikuoti sistemos objekt  sryšiai. UML kalboje tai bt 
asociacijos.  
  Rel_Schema                                  
employee:  EMPL_NOS 
fa:  FA_NOS 
loc:  LOC_NOS 
subclass:  SUBC_NOS 
class:  C_NOS 
ledger:  LEDGER_NOS 
rel_fa_empl: FA_NOS  EMPL_NOS 
rel_fa_loc: FA_NOS  LOC_NOS 
rel_fa_subclass: FA_NOS  SUBC_NOS 
rel_fa_class: FA_NOS  C_NOS 
rel_fa_ledger: FA_NOS  LEDGER_NOS 
rel_empl_fa: EMPL_NOS  FA_NOS 
rel_loc_fa: LOC_NOS  FA_NOS 
rel_subclass_fa: SUBC_NOS  FA_NOS 
rel_class_fa: C_NOS  FA_NOS 
rel_ledger_fa: LEDGER_NOS  FA_NOS 
                
dom rel_fa_empl = fa 
dom rel_fa_loc = fa 
dom rel_fa_subclass = fa 
dom rel_fa_class = fa 
dom rel_fa_ledger = fa 
ran rel_fa_empl = employee 
ran rel_fa_loc = loc 
ran rel_fa_subclass = subclass 
ran rel_fa_class = class 
ran rel_fa_ledger = ledger 
rel_empl_fa = rel_fa_empl ~ 
rel_loc_fa = rel_fa_loc ~ 
rel_subclass_fa = rel_fa_subclass ~ 
rel_class_fa = rel_fa_class ~ 
rel_ledger_fa = rel_fa_ledger ~ 
                                        

 52 
Schemoje Employee_Schema aprašomas UML klass Employee atitikmuo. T .y. darbuotojas ir jo 
atributai.  
 
  Employee_Schema                               
Rel_Schema 
e_name, e_name': EMPL_NOS  NAME 
e_job: EMPL_NOS  JOB 
e_address: EMPL_NOS  ADDRESS 
e_birth: EMPL_NOS  DATE 
                
dom e_name = employee 
dom e_job = employee 
dom e_address = employee 
dom e_birth = employee 
                                         
 
Apibržiamas tipas BOOL, kuris gali turti „true” arba „false” reikšmes. 
 
BOOL ::TRUE FALSE 
 
Schemoje Fa_Schema apibržtas ilgalaikio turto objektas ir su juo susij	 atributai. 
  Fa_Schema                                  
Rel_Schema 
fa_descr: FA_NOS  DESCR 
fa_blocked: FA_NOS  BOOL 
fa_insured: FA_NOS  BOOL 
fa_war_date: FA_NOS  DATE 
                
dom fa_descr = fa 
dom fa_blocked = fa 
dom fa_insured = fa 
dom fa_war_date = fa 
 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Schema Fa_Ledger_Schema aprašo ilgalaikio turto istorijos rašo objekto atributus ir 
sryš su paiu objektu.  
  Fa_Ledger_Schema                               
Rel_Schema 
Posting_Date: LEDGER_NOS  DATE 
Doc_No: LEDGER_NOS  DOCNO 
Doc_Date: LEDGER_NOS  DATE 
Entry_Descr: LEDGER_NOS  DESCR 
Quantity: LEDGER_NOS   
Amount: LEDGER_NOS  
 
EntryType: LEDGER_NOS  ENTRYTYPE 
                
dom Doc_No = ledger 
dom Doc_Date = ledger 
dom Posting_Date = ledger 
dom Entry_Descr = ledger 
dom Quantity = ledger 
dom Amount = ledger 
                                         
 
Iš pavyzdžio matome, kad Z specifikacija didels apimties ir sunkiai skaitoma. 
Specifikuojant reikia apibržti kiekvien abstrakt duomen tip bei sryš su paiu objektu. 
Akivaizdu, kad realizuojant duomen model  MSBS NAVISION C/SIDE terp	 UML 
specifikacija yra tinkamesn, nes yra lengviau skaitoma ir suprantama. Taiau Z specifikacijoje 
apibržti duomen model yra btina, kadangi jie vliau naudojami apibržiant vairias 
operacijas, kurios savo ruožtu gali bti verifikuojamos. Duomen modelio realizacija yra 
pateikiama priede nr. 3. 
 
4.3. OPERACIJOS 
 Operacijos UML kalboje gali bti specifikuojamos vairiomis diagramomis. Tai gali bti 
sek diagrama, bendradarbiavimo diagrama, bsen diagrama ir kt. 
vairs diagram pavyzdžiai 
yra pateikti 2 skyriuje. Kadangi specifikacijos, projektuojant MSBS Navision verslo funkcijas, 
dažniausiai yra pateikiamos UML diagramomis, tai praktiniame tyrime atskirai j detaliau 
nenagrinsim. Užduoties UML specifikacijos yra 2 priede. Žemiau pateiktame pavyzdyje yra Z 
kalba specifikuota nusidvjimo rašo terpimo operacija.: 
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 add_depr_entry                                
Fa_Ledger_Schema 
a_ledger?: LEDGER_NOS 
a_fa?: FA_NOS 
a_Posting_Date?: DATE 
a_Doc_No?: DOCNO 
a_Doc_Date?: DATE 
a_Entry_Descr?: DESCR 
a_Quantity?:  
a_Amount?: 
 
a_EntryType?: ENTRYTYPE 
                
x: LEDGER_NOS 	x = rel_fa_ledger a_fa? 
ledger' = ledger  a_ledger?
Posting_Date' = Posting_Date  a_ledger?  a_Posting_Date?
Doc_No' = Doc_No  a_ledger?  a_Doc_No?
Doc_Date' = Doc_Date  a_ledger?  a_Doc_Date?
Entry_Descr' = Entry_Descr  a_ledger?  a_Entry_Descr?
Quantity' = Quantity  a_ledger?  a_Quantity?
Amount' = Amount  a_ledger?  a_Amount?
EntryType' = EntryType  a_ledger?  a_EntryType?
                                        
 
Specifikacija nusako kaip rašas yra terpiamas  raš aib	, su jam priklausaniais 
atributais. Predikatas x: LEDGER_NOS 	x = rel_fa_ledger a_fa? reiškia, kad terpiant raš  
istorijos raš aib	, turi bti nors vienas atitinkamo ilgalaikio turto rašas. Predikatas 
Fa_Ledger_Schema parodo, kad raš sistemos bsena apibržta pradžioje gali bti keiiama. 
T. y. gali atsirasti sistemoje papildomas rašas. Siekiant specifikacij padaryti tikslesn	 galima 
aprašyti klaid pranešim bsenas, kurios yra tenkinamos, kai operacija nepavyksta. Pvz.,  
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 Depreciation_Check                              
Fa_Ledger_Schema 
error!: MESSAGE 
a_fa?: FA_NOS 
                
 x: LEDGER_NOS 	x   rel_fa_ledger a_fa? 
error! = Acquisition_Must_Exsist 
                                         
Depreciation_Check schema apibržia bsen, kai vykdant operacij add_depr_entry 
vyksta klaida. Tada gaunamas pranešimas apie klaid. T. y. vykdant operacij nra tenkinami 
schemos add_depr_entry prieš-slygos, apibržiamos predikatu x: LEDGER_NOS 	x = 
rel_fa_ledger a_fa?. Operacijos ir pranešim schemos yra apjungiamos  vien sekaniu bdu: 
 
InsertEntry!   add_depr_entry " Depreciation_Check   
 
Schema InsertEntry visada privalo turti login	 reikšm	 „true“.  
4.4.  Verifikavimas 
Operacij schemos gali bti verifikuojamos. Naudojantis Z/Eves rank galima generuoti 
teoremas, kuriuos gali bti rodomos Z/Eves skript pagalba. Pav. Nr. 34. yra parodyta Z/Eves 
sugeneruota pavyzdin teorema add_Fa$declarationPart: 
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34. pav. Z/Eves sugeneruota teorema add_Fa$declarationPart 
 

vairi operacij realizacij C/SIDE terpje pavyzdžiai yra pateikti priede nr. 3. 
Operacijas galima specifikuoti Z kalboje vairiais detalumo lygiais. Nuo labai abstraki 
struktr iki beveik programinio kodo lygio. Be to šis iteracinis procesas gali bti 
verifikuojamas.  C/Side terps atžvilgiu nra btinas labai detalus operacij specifikavimas, nes 
gal gale pats programinis kodas gaunasi aiškesnis už specifikacij. UML specifikavimo kalba 
taip pat užtikrina vairius detalumo lygius. Taiau UML specifikacij tikslinimo proceso 
nemanoma verifikuoti. 
4.5. Formali metod panaudojimo galimybs 
Siekiant  specifikacij tobulinim bei detalizavim nešti tikslumo, galima kombinuotai 
naudoti Z specifikacijas. T. y.  nra btina kiekvien proces pilnai ir detaliai formalizuoti. 
Užtenka formalizuoti tam tikras sudtingas situacijas arba vietas, kur UML specifikacija pati 
savaime sunkiai užtikrina suderinamum. Taip pat Z specifikacijas galima panaudoti 
detalizuojant UML diagramas. T.y. bt galima abstraki UML specifikacij sutransliuoti  Z. Ir 
joje verifikuojant pereiti prie detalesnio sistemos modelio. Po to galima vl konvertuoti  UML. 
Tokiu atveju bt užtikrinamas tikslus UML specifikacijos detalizavimas. Šiam procesui 
nereikt daug žmoni išmanani Z specifikavimo kalb, kuri yra sunkiai skaitoma ir 
išmokstama. Praktikoje yra keli automatizuoti rankiai, tokie kaip „Roze“, kurie transliuoja UML 
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specifikacijas  Z kalba, taiau jie nra pilnai ištestuoti, apima ne visus manomus sistemos 
modeliavimo elementus ir t. t.  
Tam tikram abstraktumo lygyje Z specifikacija gali pakankamai aiškiai ir tiksliai aprašyti 
sistemos bsenas, kad jas galt skaityti vidutiniškai patyr	s programuotojas. Kai kuriais atvejais 
Z kalbos struktra galt netgi padti sivaizduoti, kur kokiam vykio trigeryje turi bti vykdoma 
funkcija, kokios slygos apriboja funkcij ir t. t. Pvz.,  Duomenlaids trigeriai: „ON BEFORE 
EXPORT“, „ON AFTER EXPORT“. Galima bt Z kalboje aprašyti slygas, kurios turi bti 
tenkinamos šiuose trigeriuose.  
Baigiant praktins dalies aprašym galima konstatuoti, kad UML yra tikrai patogus 
rankis sistemos objektiniam modeliui bei stambioms operacijoms aprašyti. Z specifikacija yra 
naudinga sistemos modelio derinimo ir tikslinimo iteraciniame procese, bei specifikuojant tam 
tikras atskiras sistemos modelio vietas, kurios negali bti vaizduojamos grafiškai, arba kur šis 
vaizdavimas sukelt dviprasmybi. Pilnas formalus verslo valdymo funkcij specifikavimas nra 
btinas. Formals metodai labiau tinka specifikuoti, pvz., kritinms sistemoms.   
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5. IŠVADOS 
1. Abejomis specifikavimo kalbomis (UML ir Z) galima specifikuoti verslo valdymo 
sistemas, realizuojamas MSBS Navision terpje.  
2. UML kalba yra intuityvesn, vaizdingesn, lengviau suprantama ir išmokstama. Jos 
pagrindinis trkumas yra tai, kad nra galimybs tiksliai ir vienareikšmiškai verifikuoti 
sistemos modelio. Negalima užtikrinti iteracinio specifikacijos detalizavo proceso 
suderinamumo.   
3. Z specifikacija yra žymiai sunkiau skaitoma bei išmokstama nei UML. Z specifikacij 
galima tiksliai verifikuoti. Panaudojant formalius metodus yra manoma užtikrinti 
suderinamum, pereinant nuo abstraktaus specifikavimo lygio iki detalaus. Kuriant verslo 
valdymo sistemas MSBS Navision terpje, tikslinga formalizuoti ir verifikuoti tik dal 
funkcij, kuri neformalus aprašymas gali sukelti dviprasmybi. Vienareikšmiška formali 
specifikacija gali padti spr	sti ginus tarp užsakovo ir rangovo.  
4. Pilna pradins sistemos formali specifikacija leist patikrinti, ar sistemos papildymas yra 
suderinamas su paia pradine sistema. Tai galima padaryti verifikuojant apjungtas 
formalias specifikacijas. Taiau pilnas sistemos specifikavimas reikalauja daug laiko ir 
resurs. Tikslinga Z kalba specifikuoti tas sistemos vietas, kurios realizuojamos 
nenaudojant objektinio programavimo.  
5. Siekiant specifikacij padaryti aiški ir tiksli, galima kombinuotai naudoti UML ir Z 
specifikavimo kalbas.  
6. Tobulinant ir  detalizuojant UML specifikacijas galima panaudoti formalius metodus. 
Taip bt užtikrinama skirting abstrakcijos lygi specifikacij suderinamumas.  
7. Šio tyrimo rezultat patikimumas nra didelis. Praktiniam ir teoriniam tyrime nebuvo 
išanalizuoti visi formali bei neformali specifikacij taikymo aspektai. Reikt atlikti 
tyrim bent keliuose stambiuose projektuose, kad bt galima tiksliai vardinti formali 
metod panaudojimo naud, kuriant verslo valdymo sistemas MSBS Navision terpje.  
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7. PRIEDAI 
1. PRIEDAS. Ilgalaikio turto apskaitos sistemos Z specifikacija 
 
[FA_NOS, EMPL_NOS, LOC_NOS, SUBC_NOS, C_NOS, LEDGER_NOS] 
 
[NAME, JOB, ADDRESS, DATE, DESCR] 
  Rel_Schema                                  
employee:  EMPL_NOS 
fa:  FA_NOS 
loc:  LOC_NOS 
subclass:  SUBC_NOS 
class:  C_NOS 
ledger:  LEDGER_NOS 
rel_fa_empl: FA_NOS  EMPL_NOS 
rel_fa_loc: FA_NOS  LOC_NOS 
rel_fa_subclass: FA_NOS  SUBC_NOS 
rel_fa_class: FA_NOS  C_NOS 
rel_fa_ledger: FA_NOS  LEDGER_NOS 
rel_empl_fa: EMPL_NOS  FA_NOS 
rel_loc_fa: LOC_NOS  FA_NOS 
rel_subclass_fa: SUBC_NOS  FA_NOS 
rel_class_fa: C_NOS  FA_NOS 
rel_ledger_fa: LEDGER_NOS  FA_NOS 
                
dom rel_fa_empl = fa 
dom rel_fa_loc = fa 
dom rel_fa_subclass = fa 
dom rel_fa_class = fa 
dom rel_fa_ledger = fa 
ran rel_fa_empl = employee 
ran rel_fa_loc = loc 
ran rel_fa_subclass = subclass 
ran rel_fa_class = class 
ran rel_fa_ledger = ledger 
rel_empl_fa = rel_fa_empl ~ 
rel_loc_fa = rel_fa_loc ~ 
rel_subclass_fa = rel_fa_subclass ~ 
rel_class_fa = rel_fa_class ~ 
rel_ledger_fa = rel_fa_ledger ~ 
                                        
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 Employee_Schema                               
Rel_Schema 
e_name, e_name': EMPL_NOS  NAME 
e_job: EMPL_NOS  JOB 
e_address: EMPL_NOS  ADDRESS 
e_birth: EMPL_NOS  DATE 
                
dom e_name = employee 
dom e_job = employee 
dom e_address = employee 
dom e_birth = employee 
                                        
 
  AddEmployee                                 
Employee_Schema 
a_employee?: EMPL_NOS 
a_name?: NAME 
a_job?: JOB 
a_address?: ADDRESS 
a_birth?: DATE 
                
a_employee?  employee 
employee' = employee  a_employee?
e_name' = e_name  a_employee?  a_name?
e_job' = e_job  a_employee?  a_job?
e_address' = e_address  a_employee?  a_address?
e_birth' = e_birth  a_employee?  a_birth?
                                        
 
  remove_employee                               
Employee_Schema 
rem_employee?: EMPL_NOS 
                
rel_empl_fa = # 
rem_employee? $ employee 
employee' = employee \ rem_employee?
e_name' = rem_employee? % e_name 
e_job' = rem_employee? % e_job 
e_address' = rem_employee? % e_address 
e_birth' = rem_employee? % e_birth 
                                        
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BOOL ::TRUE FALSE 
 
  Fa_Schema                                  
Rel_Schema 
fa_descr: FA_NOS  DESCR 
fa_blocked: FA_NOS  BOOL 
fa_insured: FA_NOS  BOOL 
fa_war_date: FA_NOS  DATE 
                
dom fa_descr = fa 
dom fa_blocked = fa 
dom fa_insured = fa 
dom fa_war_date = fa 
                                        
 
  add_Fa                                    
Fa_Schema 
a_fa?: FA_NOS 
a_descr?: DESCR 
                
a_fa?  fa 
fa' = fa  a_fa?
fa_descr' = fa_descr  a_fa?  a_descr?
fa_blocked' = 
fa_insured' = 
fa_war_date = 
                                        
 
  remove_fa                                  
Fa_Schema 
r_fa?: FA_NOS 
                
r_fa? $ fa 
 x: FA_NOS 	x  dom rel_fa_ledger 
fa' = fa \ r_fa?
fa_blocked' = r_fa? % fa_blocked 
fa_descr' = r_fa? % fa_descr 
fa_insured' = r_fa? % fa_insured 
fa_war_date' = r_fa? % fa_war_date 
                                        
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 Fa_Change_descr                               
Fa_Schema 
fa_descr?: DESCR 
fa?: FA_NOS 
                
fa_descr' = fa_descr & fa?  fa_descr?
                                        


ENTRYTYPE ::Acquisition Depreciation 
[DOCNO] 
 
 
  Fa_Ledger_Schema                               
Rel_Schema 
Posting_Date: LEDGER_NOS  DATE 
Doc_No: LEDGER_NOS  DOCNO 
Doc_Date: LEDGER_NOS  DATE 
Entry_Descr: LEDGER_NOS  DESCR 
Quantity: LEDGER_NOS   
Amount: LEDGER_NOS  
 
EntryType: LEDGER_NOS  ENTRYTYPE 
                
dom Doc_No = ledger 
dom Doc_Date = ledger 
dom Posting_Date = ledger 
dom Entry_Descr = ledger 
dom Quantity = ledger 
dom Amount = ledger 
                                        
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
  add_acquisition_entry                            
Fa_Ledger_Schema 
a_ledger?: LEDGER_NOS 
a_fa?: FA_NOS 
a_Posting_Date?: DATE 
a_Doc_No?: DOCNO 
a_Doc_Date?: DATE 
a_Entry_Descr?: DESCR 
a_Quantity?:  
a_Amount?: 
 
a_EntryType?: ENTRYTYPE 
                
 x: LEDGER_NOS 	x   rel_fa_ledger a_fa? 
ledger' = ledger  a_ledger?
Posting_Date' = Posting_Date  a_ledger?  a_Posting_Date?
Doc_No' = Doc_No  a_ledger?  a_Doc_No?
Doc_Date' = Doc_Date  a_ledger?  a_Doc_Date?
Entry_Descr' = Entry_Descr  a_ledger?  a_Entry_Descr?
Quantity' = Quantity  a_ledger?  a_Quantity?
Amount' = Amount  a_ledger?  a_Amount?
EntryType' = EntryType  a_ledger?  a_EntryType?
                                        
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 add_depr_entry                                
Fa_Ledger_Schema 
a_ledger?: LEDGER_NOS 
a_fa?: FA_NOS 
a_Posting_Date?: DATE 
a_Doc_No?: DOCNO 
a_Doc_Date?: DATE 
a_Entry_Descr?: DESCR 
a_Quantity?:  
a_Amount?: 
 
a_EntryType?: ENTRYTYPE 
                
x: LEDGER_NOS 	x = rel_fa_ledger a_fa? 
ledger' = ledger  a_ledger?
Posting_Date' = Posting_Date  a_ledger?  a_Posting_Date?
Doc_No' = Doc_No  a_ledger?  a_Doc_No?
Doc_Date' = Doc_Date  a_ledger?  a_Doc_Date?
Entry_Descr' = Entry_Descr  a_ledger?  a_Entry_Descr?
Quantity' = Quantity  a_ledger?  a_Quantity?
Amount' = Amount  a_ledger?  a_Amount?
EntryType' = EntryType  a_ledger?  a_EntryType?
                                        
 
MESSAGE ::Acquisition_Already_Exists Acquisition_Must_Exsist Success 
  Acquistion_check                               
Fa_Ledger_Schema 
error!: MESSAGE 
a_ledger?: LEDGER_NOS 
a_fa?: FA_NOS 
                
x: LEDGER_NOS 	x = rel_fa_ledger a_fa? 
error! = Acquisition_Already_Exists 
                                        
  Depreciation_Check                              
Fa_Ledger_Schema 
error!: MESSAGE 
a_fa?: FA_NOS 
                
 x: LEDGER_NOS 	x   rel_fa_ledger a_fa? 
error! = Acquisition_Must_Exsist 
                                        
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InsertEntry!
  add_depr_entry " Depreciation_Check
  ' add_acquisition_entry " Acquistion_check 
 
2. PRIEDAS. Ilgalaikio turto UML specifikacijos 
 
1 pav. Panaudojimo atvej diagrama 
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2 pav. Bsen diagrama 
 
 68 
 
Location
Code : Code10
Name : Text30
Address : Text30
City : Text30
Use As In-Transit : Boolean
Phone No. : Text30
Employee
No. : Code20
First Name : Text30
Last Name : text30
Job Title : text30
Address : text30
Birth Date : Date
Phone No. : Text30
FA Class
Code : Code10
Name : Text30
FA SubClass
Code : Code10
Name : Text30
Fixed Asset
Code : Code20
Description : Text30
Location Code : Code10
FA Class Code : Code10
FA SubClass Code : Code10
Global Dimension 1 Code : Code10
Vendor No. : Code20
Main Asset/Component : Integer
Budgeted Asset : Boolean
Warranty Date : date
Responsible Employee : Code20
Serial No. : Text30
Blocked : Boolean
Maintenance Vendor No. : Code20
FA Posting Group : Code10
1
1..n
+Code
+Location Code
1
1..n
+No.
+Responsible Employee
1
1..n
+Code
+FA Class Code
1
1..n
+Code
+FA Subclass Code
Source Code
Code : Code10
Description : Text30
FA Ledger Entry
Entry No. : Integer
FA No. : Code20
FA Posting Date : Date
Document Type : Integer
Document Date : Date
Document No. : Code20
Description : Text30
Depreciation Book Code : Code10
Source Code : Code10
Amount : decimal
Debit Amount : decimal
Credit Amount : decimal
Quantity : decimal
FA Subclass No. : Code10
Global Dimension 1 Code : Code10
FA Class Code : Code10
1
1..n
+No.
+FA No.
1
1..n
+Code
+Source Code
FA Register
No. : Integer
From Entry No. : Integer
To Entry No. : Integer
Creation Date : Date
Source Code : Code10
From Maintenance Entry No. : Integer
To Maintenance Entry No. : Integer
 
3 pav. Klasi diagrama 
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4. pav. Sistemos komponent diagrama 
 
 
3. PRIEDAS 
Ilgalaikio turto sistemos realizacija 
 
1 pav. Ilgalaikio turto kortel 
