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Resumen
En las zonas donde ha acontecido un desastre, los equipos de bu´squeda y rescate re-
curren, cada vez con mayor frecuencia, a las herramientas y te´cnicas que la tecnolog´ıa
moderna les brinda. La robo´tica ahora forma parte de estos equipos como un miembro
ma´s, ya que con unidades robo´ticas pueden barrer la zona por aire de forma auto´noma,
acceder a zonas de dif´ıcil acceso o con peligro de derrumbe e incluso remover escombros u
obsta´culos entre otras tareas.
Los terrenos por los que tienen que avanzar los robots de rescate son irregulares y
con distintas condiciones de agarre, e´sto hace que la gran mayor´ıa de robots mo´viles
convencionales queden excluidos en este tipo de situaciones. Para lograr superar estos
terrenos se ha tomado la naturaleza como inspiracio´n resultando en robots bio-inspirados,
es decir, robots cuyo medio de locomocio´n se asemeja al de animales como aran˜as.
Dentro de los robots bio-inspirados se encuentra el RHex, modelo de robot hexa´podo
cuyas patas tienen forma de letra C. El RHex es de los robots ma´s ra´pidos y polivalentes
en terrenos accidentados. El ROBCIB de la Escuela Te´cnica Superior de Ingenieros Indus-
triales esta´ desarrollando su propio robot hexa´podo basado en el RHex. Este trabajo fin de
grado se enmarca dentro del desarrollo de este robot hexa´podo, abarcando desde la crea-
cio´n del modelo de simulacio´n hasta la implementacio´n de modos de marcha, que queda
integrado dentro del proyecto de plan nacional Proteccio´n Robotizada de Infraestructuras
Cr´ıticas.
Para el desarrollo de todo el proyecto se ha utilizado el sistema operativo de robots
ROS junto a sus herramientas. ROS ofrece un framework de desarrollo espec´ıfico para
este tipo de trabajo, tanto para implementar el control del robot como para el modelo
de simulacio´n. Adema´s, ROS goza de una comunidad consolidada de desarrolladores y de
material de libre uso de buena calidad que cubren necesidades ya resueltas.
Desde un primer momento se busco´ formar parte de la comunidad de desarrolladores de
ROS en intentar enriquecerla.
Este TFG comenzo´ cuando el disen˜o meca´nico del robot estaba terminado, pero au´n
necesitaba implantar el control y un modelo de simulacio´n sobre el que poder trabajar,
por tanto estos dos fueron los principales objetivos a cubrir.
En primer lugar se creo´ un modelo de simulacio´n del robot desarrollado. Se trato´ de
un modelo simplificado, es decir, u´nicamente estar´ıan presentes las partes ma´s significati-
vas del robot. El resto de partes estructurales que no intervienen de forma directa en el
movimiento so´lo se tienen en cuenta en la masa e inercia.
V
RESUMEN
Como motor de simulacio´n se utilizo´ Gazebo, una de las herramientas asociadas a ROS
que permite la creacio´n de entornos y simulacio´n de robots con motor de f´ısicas.
Figura 1: Modelo en Gazebo del robot.
Una vez que el modelo estaba operativo en la simulacio´n, se busco´ dotarle de control.
El sistema de control se desarrollo´ sobre ROS haciendo uso del paquete ros control. Este
paquete busca simplificar y estandarizar la manera en la que se controlan los robots que
implementan ROS, se basa en dos elementos: las interfaces de hardware, que son abstrac-
ciones software de los sensores y actuadores reales y los controladores que regulan cada
actuador.
Se adapto´ ros control al hexa´podo del ROBCIB. Debido a la versatilidad del robot, se
decidio´ hacer uso de las herramientas del paquete e incluir dos controladores para cada
pata, uno de posicio´n y otro de velocidad. Los controladores pueden cambiarse en tiempo
real durante la ejecucio´n sin latencia.
Gazebo y ros control se asocian dentro del entorno de ROS. A ros control le resulta
indiferente el sistema a controlar siempre que sea coherente con los actuadores declarados.
Por tanto, el mismo sistema de control desarrollado para el robot, puede ser aplicado en
el modelo de simulacio´n.
El sistema de control hace que el robot pueda comandarse mediante mensajes y servicios
de ROS. Sin embargo, para realizar una accio´n sencilla, el nu´mero de mensajes y servicios
a coordinar es desproporcionado e inco´modo a la hora de programar en lenguaje de alto
nivel. Con el fin de simplificar el comandado de acciones se creo´ un paquete de ROS que
implementa un nodo que coordina, env´ıa y recibe la informacio´n necesaria para el control
del robot, este nodo recibe el nombre de interfaz de control.
La interfaz de control se comanda a su vez mediante un servicio sencillo en el que se
especifica el tipo de control, posicio´n o velocidad, y el valor de la consigna. Un servicio de
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RESUMEN
ROS sigue resultando tosco y, sobre todo, poco natural a la hora de programar en C++
una consigna de movimiento. Para simplificar au´n ma´s el comandado se ha desarrollado.
una librer´ıa dentro del mismo paquete, la librer´ıa CLeg que implementa la clase del mismo
nombre que pretende simular un objeto de pata C del robot.
De esta manera, instanciando objetos de la clase CLeg y mediante llamadas a me´todos
del mismo puede comandarse el robot desde co´digo C++.
Figura 2: Esquema de funcionamiento de la interfaz de control.
El siguiente objetivo fue dotar de movimiento coordinado al robot, esto es, implementar
modos de marcha ba´sicos al mismo. Sin embargo, antes de poder mover al robot de forma
coherente se necesita saber las caracter´ısticas de su movimiento, por este motivo, se estudio´
su modelo cinema´tico.
Por u´ltimo, cuando el robot pose´ıa la capacidad de ser controlado de forma sencilla y
se conoc´ıa su cinema´tica, se implementaron los modos de marcha ma´s caracter´ısticos del
mismo: la onda completa y el tr´ıpode alterno.
Para plantear e implementar los modos de marcha se compararon distintas metodolog´ıas
y entre ellas se escogio´ las ma´quinas de estado. E´stas nos ofrecen mayor flexibilidad a la
hora de realizar cambios e incluir procesos de respuesta ante error entre otras.
Al final de la memoria, se presentan la planificacio´n y presupuesto del trabajo, as´ı como
las conclusiones y l´ıneas de investigacio´n futuras relacionadas con el mismo.
Como logro adicional, con el contenido de este trabajo fin de grado se ha realizado
una publicacio´n que sera´ expuesta en las Jornadas de Automa´tica 2017 con el t´ıtulo:
Estructura de control en ROS y modos de marcha basados en ma´quinas de estados de un
robot hexa´podo.
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RESUMEN
Co´digos UNESCO
[330419] - ROBO´TICA
[120326] - SIMULACIO´N
[120323] - LENGUAJES DE PROGRAMACIO´N
[331102] - INGENIERI´A DE CONTROL
[330412] - DISPOSITIVOS DE CONTROL
[120702] - SISTEMAS DE CONTROL
Palabras clave
ROS, sistemas operativos, robo´tica, modelo de simulacio´n, control, interfaz de control,
librer´ıa, modos de marcha, ma´quinas de estado.
VIII Rau´l Cebolla Arroyo 13069
I´ndice general
Agradecimientos III
Resumen V
Lista de figuras XIII
Lista de tablas XV
1. Introduccio´n 1
1.1. Motivacio´n. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.2. Objetivos. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.3. Aportaciones. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.4. Estructura de la memoria. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
2. Estado del arte 3
2.1. Robots USAR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2.2. Caracteristicas y requerimientos de las tareas de busqueda y rescate . . . . 4
2.2.1. Desastres naturales . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
2.2.2. Desastres causados por el hombre . . . . . . . . . . . . . . . . . . . . 5
2.2.3. Patro´n general de actividades durante la fase de respuesta . . . . . . 6
2.3. Tipos de robots USAR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.3.1. Clasificacio´n segu´n el medio . . . . . . . . . . . . . . . . . . . . . . . 8
2.3.2. Clasificacio´n segu´n taman˜o . . . . . . . . . . . . . . . . . . . . . . . 9
2.4. Tareas de robots USAR . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.5. Sistemas de locomocio´n de UGVs . . . . . . . . . . . . . . . . . . . . . . . . 11
2.5.1. Clasificacio´n de medios de locomocio´n . . . . . . . . . . . . . . . . . 11
2.5.2. Robots bioinspirados . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
2.5.3. Modos de marcha de hexa´podos . . . . . . . . . . . . . . . . . . . . 14
2.6. RHex . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
2.6.1. Modelos de RHex . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
2.7. Justificacio´n y eleccio´n del robot . . . . . . . . . . . . . . . . . . . . . . . . 17
3. Modelado del RHex 19
3.1. Necesidad del modelo de simulacio´n . . . . . . . . . . . . . . . . . . . . . . 19
3.1.1. Motivacio´n. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
3.2. Modelos en ROS. Gazebo y URDF. . . . . . . . . . . . . . . . . . . . . . . . 21
3.2.1. Sistema Operativo Robo´tico ROS. . . . . . . . . . . . . . . . . . . . 21
3.2.2. Descripcio´n de robots en ROS. URDF. . . . . . . . . . . . . . . . . . 22
3.2.3. Gazebo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
3.3. Modelo simplificado del robot RHex. . . . . . . . . . . . . . . . . . . . . . . 25
IX
I´NDICE GENERAL
3.3.1. Cuerpo Base . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
3.3.2. Patas en C . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
3.3.3. Sensores . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
3.3.4. Conjunto . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
3.4. Modelo en URDF del RHex. . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.4.1. Componentes estructurales. . . . . . . . . . . . . . . . . . . . . . . . 32
3.4.2. Sensores. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
4. Control basado en sistemas operativos de robots ROS 39
4.1. ROS. Estructura funcional. . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
4.1.1. Procesos en ROS. Nodos. . . . . . . . . . . . . . . . . . . . . . . . . 40
4.1.2. Mensajes. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
4.1.3. Servicios. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
4.1.4. El maestro de ROS. . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
4.2. Control de actuadores en ROS. Paquete ros control. . . . . . . . . . . . . . 44
4.2.1. Interfaces de hardware. . . . . . . . . . . . . . . . . . . . . . . . . . 44
4.2.2. Controladores. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
4.2.3. Controller interface. . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
4.2.4. Transmisiones y l´ımites. . . . . . . . . . . . . . . . . . . . . . . . . . 46
4.2.5. Bucle de control. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
4.3. Relacio´n ros control, simulacio´n y controladores reales. . . . . . . . . . . . . 48
4.4. Estructuracio´n de ros control en el RHex . . . . . . . . . . . . . . . . . . . 50
4.4.1. Controladores RHex . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
4.4.2. Transmisiones. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
4.4.3. Comandado y estado de los actuadores. . . . . . . . . . . . . . . . . 54
4.5. Interfaz y librer´ıa de control del RHex . . . . . . . . . . . . . . . . . . . . . 57
4.5.1. Interfaz de control del RHex. Paquete rhex controller interface. . . . 57
4.5.2. Librer´ıa de control c leg. . . . . . . . . . . . . . . . . . . . . . . . . . 60
5. Cinematica y modos de marcha del RHex. 63
5.1. Hipo´tesis y consideraciones . . . . . . . . . . . . . . . . . . . . . . . . . . . 63
5.2. Caracter´ısticas geome´tricas. . . . . . . . . . . . . . . . . . . . . . . . . . . . 64
5.3. Cinema´tica de una pata . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 68
5.3.1. Cicloide . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 68
5.3.2. Pivotamiento en apertura. . . . . . . . . . . . . . . . . . . . . . . . . 69
5.3.3. Posicionamiento. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 70
5.3.4. Modelo matema´tico de una pata . . . . . . . . . . . . . . . . . . . . 71
5.4. Modelo cinema´tico de los modos de marcha . . . . . . . . . . . . . . . . . . 74
5.4.1. Onda completa . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 74
5.4.2. Tr´ıpode alterno . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 75
6. Implantacio´n de la cinema´tica del RHex. Control basado en ma´quinas
de estado. 79
6.1. Planteamiento. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 79
6.2. Ma´quinas de estado. Tipos. . . . . . . . . . . . . . . . . . . . . . . . . . . . 81
6.2.1. Ma´quina de Mealy . . . . . . . . . . . . . . . . . . . . . . . . . . . . 82
6.2.2. Ma´quina de Moore . . . . . . . . . . . . . . . . . . . . . . . . . . . . 83
6.2.3. Comparacio´n de metodolog´ıas. . . . . . . . . . . . . . . . . . . . . . 83
6.3. Modos de marcha en ma´quinas de estado. . . . . . . . . . . . . . . . . . . . 84
6.3.1. Tipo de ma´quina de estado. . . . . . . . . . . . . . . . . . . . . . . . 84
X Rau´l Cebolla Arroyo 13069
I´NDICE GENERAL
6.3.2. Estados. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 84
6.3.3. Variables entrada/salida. . . . . . . . . . . . . . . . . . . . . . . . . 85
6.3.4. Transiciones. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 85
6.4. Implementacio´n de los modos de marcha del RHex como ma´quinas de estado. 86
6.4.1. Onda completa. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86
6.4.2. Tr´ıpode alterno. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 87
7. Planificacio´n y presupuesto. 91
7.1. Planificacio´n. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 91
7.1.1. Estructura de descomposicio´n del proyecto. . . . . . . . . . . . . . . 91
7.1.2. Planificacio´n temporal. Diagrama de GANTT. . . . . . . . . . . . . 93
7.2. Presupuesto. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 95
7.2.1. Recursos materiales. . . . . . . . . . . . . . . . . . . . . . . . . . . . 95
7.2.2. Recursos humanos. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 95
7.2.3. Recursos informa´ticos. . . . . . . . . . . . . . . . . . . . . . . . . . . 95
8. Conclusiones y l´ıneas futuras. 97
8.1. Conclusiones. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 97
8.2. L´ıneas futuras. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 98
8.3. Impacto ambiental, econo´mico y social. . . . . . . . . . . . . . . . . . . . . 98
A. Co´digos del paquete rhex controller interface 101
Escuela Te´cnica Superior de Ingenieros Industriales (UPM) XI
I´NDICE GENERAL
XII Rau´l Cebolla Arroyo 13069
I´ndice de figuras
1. Modelo en Gazebo del robot. . . . . . . . . . . . . . . . . . . . . . . . . . . VI
2. Esquema de funcionamiento de la interfaz de control. . . . . . . . . . . . . . VII
2.1. Robots y personal de busqueda y rescate . . . . . . . . . . . . . . . . . . . . 3
2.2. Diferentes formas de locomocio´n de robots. . . . . . . . . . . . . . . . . . . 4
2.3. Percepcion del terremoto en Italia en 2016. Fuente: [23] . . . . . . . . . . . 5
2.4. Fases de respuesta ante desastre. . . . . . . . . . . . . . . . . . . . . . . . . 6
2.5. Tabla con diferentes desastres ocurridos y el nu´mero, tipo y e´xito de robots
empleados. Fuente: [29] . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.6. Robots en diferentes medios . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.7. Clasificacio´n segu´n taman˜o de UAVs . . . . . . . . . . . . . . . . . . . . . . 9
2.8. Ejemplo de tareas de un robot de exploracio´n. [10] . . . . . . . . . . . . . . 12
2.9. Diferentes medios de locomocio´n de robots . . . . . . . . . . . . . . . . . . . 13
2.10. Modo de marcha tr´ıpode alterno . . . . . . . . . . . . . . . . . . . . . . . . 14
2.11. Modo de marcha b´ıpeda del robot RHex. Fuente: [25] . . . . . . . . . . . . 15
2.12. Modelos de robot RHex . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.1. Simulaciones de robots en distintos entornos de desarrollo. . . . . . . . . . . 19
3.2. Logo de ROS. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
3.3. Servidor de para´metros y robot description. . . . . . . . . . . . . . . . . . . 22
3.4. Descripcio´n esquema´tica en links y joints.[26] . . . . . . . . . . . . . . . . . 23
3.5. Logo de Gazebo. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
3.6. Representacio´n en Autodesk Inventor del cuerpo base. . . . . . . . . . . . . 26
3.7. Representacio´n en Autodesk Inventor de la pata en C. . . . . . . . . . . . . 27
3.8. Sistemas de referencia de las patas. . . . . . . . . . . . . . . . . . . . . . . . 28
3.9. Numeracio´n de las patas. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
3.10. Numeracio´n de las patas. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.11. Modelo del RHex en Gazebo. . . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.12. Arquitectura en URDF del RHex. . . . . . . . . . . . . . . . . . . . . . . . 35
3.13. Informacio´n captada por el Hokuyo ante un obsta´culo. . . . . . . . . . . . . 37
4.1. Estructura funcional de ROS. Fuente: [6] . . . . . . . . . . . . . . . . . . . . 39
4.2. Mensajes en ROS. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
4.3. Ejemplo de mensaje en ROS . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
4.4. Relacio´n entre servidor y mensajes. . . . . . . . . . . . . . . . . . . . . . . . 42
4.5. Ejemplo de servicio en ROS . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
4.6. Gestion de mensajes. Fuente: [6] . . . . . . . . . . . . . . . . . . . . . . . . 43
4.7. Prototipo de RobotHW . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
4.8. Diagrama de ros control. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
4.9. Plugin de ros control para Gazebo. . . . . . . . . . . . . . . . . . . . . . . . 48
XIII
I´NDICE DE FIGURAS
4.10. Relacio´n entre ros control y Gazebo. . . . . . . . . . . . . . . . . . . . . . . 49
4.11. Estructura mensaje joint state.msg . . . . . . . . . . . . . . . . . . . . . . . 51
4.12. joint state controller en YAML . . . . . . . . . . . . . . . . . . . . . . . . . 52
4.13. Ejemplo de position controller en YAML . . . . . . . . . . . . . . . . . . . . 52
4.14. Ejemplo de velocity controller en YAML . . . . . . . . . . . . . . . . . . . . 52
4.15. Lista de para´metros cargados con el archivo YAML. . . . . . . . . . . . . . 53
4.16. Ejemplo de velocity controller en YAML . . . . . . . . . . . . . . . . . . . . 54
4.17. Estructura servicio /switch controllers . . . . . . . . . . . . . . . . . . . . . 55
4.18. Diagrama de funcionamiento del rhex controller interface. . . . . . . . . . . 58
4.19. Ejemplo de lanzamiento de rhex controller interface . . . . . . . . . . . . . 58
4.20. Estructura servicio /c leg command. . . . . . . . . . . . . . . . . . . . . . . 59
4.21. Prototipos de me´todos pu´blicos de c leg . . . . . . . . . . . . . . . . . . . . 60
5.1. Geometr´ıa y referencia de la pata. . . . . . . . . . . . . . . . . . . . . . . . 64
5.2. A´ngulo de aterrizaje mı´nimo. . . . . . . . . . . . . . . . . . . . . . . . . . . 66
5.3. A´ngulo de despegue ma´ximo. . . . . . . . . . . . . . . . . . . . . . . . . . . 67
5.4. Familia de cicloides. Fuente: [30] . . . . . . . . . . . . . . . . . . . . . . . . 69
5.5. Movimiento de pivotamiento. . . . . . . . . . . . . . . . . . . . . . . . . . . 70
5.6. Trayectoria en onda completa de una pata. . . . . . . . . . . . . . . . . . . 73
5.7. Evolucio´n temporal de las componentes de la trayectoria de una pata. . . . 73
5.8. Evolucio´n del modo de marcha onda completa. . . . . . . . . . . . . . . . . 74
5.9. Tr´ıpodes del robot. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 75
5.10. Evolucio´n del modo de marcha tr´ıpode alterno. . . . . . . . . . . . . . . . . 76
5.11. Fases ae´rea y terrestres del tr´ıpode alterno. . . . . . . . . . . . . . . . . . . 77
6.1. Ejemplo de flujograma de un proceso. . . . . . . . . . . . . . . . . . . . . . 80
6.2. Esquema de un diagrama de estados. . . . . . . . . . . . . . . . . . . . . . . 81
6.3. Ma´quina de Mealy. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 82
6.4. Ma´quina de Moore. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 83
6.5. Diagrama de estados de la onda completa. . . . . . . . . . . . . . . . . . . . 86
6.6. Diagrama de estados alternativa de la onda completa. . . . . . . . . . . . . 87
6.7. Diagrama de estados del tr´ıpode alterno. . . . . . . . . . . . . . . . . . . . . 88
7.1. Estructura de descomposicio´n del proyecto. . . . . . . . . . . . . . . . . . . 92
7.2. Presupuesto del proyecto. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 96
XIV Rau´l Cebolla Arroyo 13069
I´ndice de cuadros
2.1. Tabla comparativa rendimiento distintos robots hexa´podos. Fuente: [32] . . 16
3.1. Posiciones de las patas. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
XV
I´NDICE DE CUADROS
XVI Rau´l Cebolla Arroyo 13069
Cap´ıtulo 1
Introduccio´n
1.1. Motivacio´n.
Cuando vidas humanas esta´n en riesgo por causa de un desastre, el tiempo de reaccio´n
y rescate de las v´ıctimas resulta crucial. Los equipos de bu´squeda y rescate se enzarzan
en una carrera contra el tiempo en la que, desgraciadamente, no salen victoriosos en
demasiadas ocasiones, una sola v´ıctima es demasiado. La robo´tica es un poderoso aliado
de estos equipos, sin embargo, debido a escombros y otro tipo de obsta´culos, su uso au´n
es limitado.
Los terrenos irregulares t´ıpicos de un desastre son incompatibles con la mayor´ıa de
robots convencionales. Por tanto, la creacio´n de robots capaces de superar superficies
accidentadas y con malas condiciones de agarre, se vuelve uno de los retos de la ingenier´ıa
moderna.
Con este trabajo se busca superar parcialmente esta barrera dotando de capacidad
de movimiento a un robot hexa´podo, mediante modos de marcha que le permita alcanzar
zonas donde otros robots mo´viles no lo consiguen. Adema´s, se necesita de una herramienta
de simulacio´n sobre la que se pueda experimentar y desarrollar nuevas marchas.
1.2. Objetivos.
En el desarrollo del TFG se ha distinguido entre objetivos generales y espec´ıficos. Los
objetivos generales son los siguientes:
Obtencio´n del modelo de simulacio´n del robot.
Implementacio´n de los modos de marcha de onda completa y tr´ıpode alterno.
Con el fin u´ltimo de lograr los objetivos generales, se especificaron una serie de objetivos
espec´ıficos a lo largo del trabajo, e´stos son:
Comprensio´n del entorno de ROS y su arquitectura ba´sica.
Descripcio´n de robots en ROS.
Modelado de robots y de entornos en Gazebo.
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Adaptacio´n de los paquetes de control de ROS al robot.
Desarrollo de herramientas de comandado.
Estudio de la cinema´tica y modos de marcha del robot.
Planteamiento y ejecucio´n de modos de marcha en ROS.
1.3. Aportaciones.
Una vez terminado el trabajo se considera la consecucio´n de los objetivos planteados
en el apartado anterior. Las aportaciones logradas en este camino se pueden enumerar
como sigue:
Entorno de simulacio´n: se ha conseguido un soporte software que permite la
simulacio´n del robot en diferentes entornos y condiciones de traccio´n.
Control de posicio´n y velocidad de cada uno de los actuadores: cada una
de las patas en C puede ser comandada con o´rdenes de posicio´n o de velocidad en
cualquier momento de la ejecucio´n.
Herramientas software para el comandado del robot: se proporciona de una
infraestructura software que controla y gestiona el tra´fico de informacio´n necesario
para el control. Para simplificar el uso de e´sta, se ha programado una librer´ıa en
consecuencia.
Ana´lisis de los modos de marcha: se ha realizado un estudio exhaustivo sobre
los modos de marcha que puede desempen˜ar el robot hexa´podo.
Capacidad de movimiento segu´n los modos de marcha de onda completa
y tr´ıpode alterno.
Publicacio´n en las Jornadas de Automa´tica 2017: se ha publicado un art´ıculo
con t´ıtulo: Estructura de control en ROS y modos de marcha basados en ma´quinas de
estados de un robot hexa´podo. Valorado positivamente por los revisores del evento.
1.4. Estructura de la memoria.
La memoria se estructura en 8 cap´ıtulos, incluyendo este mismo que se considera el
primero, y un anexo.
En el cap´ıtulo 2 se recoge el estado del arte actual del tema donde se realiza un estudio
de los robots de bu´squeda y rescate y de los argumentos usados en la eleccio´n del tipo de
robot. Es seguido por el cap´ıtulo 3 que expone todas las consideraciones y proceso en la
creacio´n de la herramienta de simulacio´n. A continuacio´n, el cap´ıtulo 4 explica los detalles
necesarios de los paquetes de control de ROS y de co´mo se ha adaptado el paquete a e´ste
caso. El cap´ıtulo 5 estudia la cinema´tica de las patas en C, empezando con una sola pata
y terminando con las 6 que conforman el sistema. Por otro lado, el cap´ıtulo 6 recoge el
planteamiento y proceso con el que se han implementado los modos de marcha conociendo
la cinema´tica de los mismos. Los cap´ıtulos 7 expone la planificacio´n y presupuesto del
TFG, as´ı como el 8 lo hace con las conclusiones y l´ıneas futuras. Se an˜ade un anexo
adicional do´nde se recoge el co´digo desarrollado en el sistema de control.
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Cap´ıtulo 2
Estado del arte
2.1. Robots USAR
El termino USAR son las siglas de Urban Search And Rescue, rescate y bu´squeda urbana
en castellano. Este engloba aquellas tareas cuyo fin es la localizacio´n de personas u objetos
en situaciones donde el acceso y la maniobrabilidad es reducida, principalmente rescate de
personas en lugares donde ha ocurrido un accidente o desastre.
Al principio, este termino se empleaba solo para denominar a aquellos equipos de per-
sonas dedicadas a esta labor, sin embargo el termino ha ido derivando hasta el punto en el
que el equipo empleado con el mismo fin, y en muchas ocasiones por estos mismos equipos,
son conocidos con el mismo sobrenombre. De esta situacio´n provienen los robots USAR,
robo´tica dedicada a la bu´squeda y rescate [27].
(a) (b)
Figura 2.1: Robots y personal de busqueda y rescate
El robot de bu´squeda y rescate debera´ ser, entre otros aspectos, un robot capaz de lidiar
con diferentes terrenos, no solo en forma sino que tambie´n en materiales y texturas, esto
causa que los medios de locomocio´n convencionales no puedan ser utilizados en la mayor´ıa
de aplicaciones. Por tanto, no es extran˜o encontrar soluciones altamente inspiradas en
la biolog´ıa, buscando simular el comportamiento de animales como puedan ser aran˜as,
gusanos o reptiles.
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(a) Robot hexa´podo (b) Robot gusano
(c) RHex (d) Robot cuadrupedo
Figura 2.2: Diferentes formas de locomocio´n de robots.
2.2. Caracteristicas y requerimientos de las tareas de bus-
queda y rescate
Aunque existen mu´ltiples formas de clasificar y analizar desastres, nos acogeremos a la
recogida en el handbook of robotics de [29] cuyo punto de vista esta ı´ntimamente ligado a
la robo´tica. Segu´n esta clasificacio´n, distinguimos entre:
Desastres naturales.
Desastres causados por el hombre.
2.2.1. Desastres naturales
Dentro de los desastres naturales enmarcamos aquellos causados por terremotos, erup-
ciones volca´nicas, tsunamis, huracanes o cualquier feno´meno en el que la mano del hombre
no este´ involucrada de forma directa.
El principal reto al que se enfrentan los equipos USAR en estas situaciones es la gran
cantidad de terreno a examinar. Estos equipos suelen encontrarse con extensiones con un
radio de hasta 200 Km desde el epicentro en los que el tiempo apremia para encontrar
supervivientes de la cata´strofe.
Generalmente los principales focos de bu´squeda suelen ser edificios e infraestructuras
como canales en los que la probabilidad de que hubiera una persona en el momento del
accidente es elevada. En estos terrenos, aunque existen robo´tica especializada para explo-
racio´n en tierra, se suele recurrir a unidades caninas especializadas para realizar barridos
de localizacio´n, de esta forma queda reservado el uso de la robo´tica para aquellas situa-
ciones en las que el acceso del propio personal de bu´squeda es imposible por cuestiones de
espacio o peligroso por peligro, por ejemplo, de derrumbe.
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BUSQUEDA Y RESCATE
Figura 2.3: Percepcion del terremoto en Italia en 2016. Fuente: [23]
Es comu´n el uso de UAVs1 para el reconocimiento ra´pido de grandes extensiones de
terreno, y por tanto centrar los esfuerzos en aquellas zonas donde el peligro o el dan˜o es
mayor.
Segu´n lo dicho en los pa´rrafos anteriores, los robots de rescate deben ser capaces de sor-
tear terrenos de diferentes formas y condiciones de deslizamiento como derrumbes en los
que la forma superficial es totalmente aleatoria y en funcio´n de la tarea que deba desem-
pen˜ar, debera´ estar equipado con diferentes tecnolog´ıas que estudiaremos en apartados
posteriores.
2.2.2. Desastres causados por el hombre
Al contrario de lo que ocurr´ıa en el apartado anterior, en las causas de estos accidentes
participa de manera directa el ser humano. Estos desastres suelen ser accidentes indus-
triales, nucleares o atentados terroristas.
En estos accidentes, el principal problema es el acceso a determinadas zonas que como
se explicaba en el apartado anterior, han quedado inalcanzables bien por problemas de
espacio o bien por riesgo del propio personal. Es frecuente el uso de robots que realicen el
apuntalamiento de zonas previamente al paso del personal y equipos de rescate evitando
as´ı el peligro de derrumbe.
Por tanto, se requieren de robots con una alta capacidad de maniobrabilidad, capaces de
alcanzar o examinar pequen˜os recovecos as´ı como el paso de terrenos abruptos e irregulares.
Adema´s, es frecuente el uso de manipuladores que sean capaces de remover algu´n obsta´culo
o algu´n elemento del terreno que sea de intere´s, como pueda ser retirar cierto residuo
radioactivo y su sellado o la toma de muestras a analizar en un laboratorio.
1Unmanned Air Vehicles
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2.2.3. Patro´n general de actividades durante la fase de respuesta
En este apartado se listara´n los pasos que ocurren durante las operaciones de rescate
realizadas por los equipos de respuesta. Estas actividades son de gran intere´s para conocer
el uso de distintos tipos de robots durante las diferentes fases de respuesta. Este listado
por su gran intere´s ha sido tomado de [29].
Fases de respuesta ante desastre:
1. El equipo es advertido de la presencia de personas en el lugar del accidente, bien por
informacio´n de familiares, amigos o allegados o bien por la informacio´n recabada de
est´ımulos como pueda ser las sen˜ales que pueda aportar una unidad canina.
2. El personal de rescate estudia el terreno buscando cualquier agente que pueda su-
poner un peligro.
3. Se planea la operacio´n de rescate.
4. Equipo de bu´squeda y reconocimiento hacen un examen mas exhaustivo de la situa-
cion y se valora la atencio´n medica necesaria para el herido.
5. Se procede a retirar escombros y cualquier obsta´culo que impida el acceso al herido.
6. Se aplican los primeros auxilios y todo aquel tratamiento que requiera ser realizado
in situ.
7. Traslado de la victima al hospital mas cercano.
8. En caso de que las operaciones se prolonguen, el personal de rescate debe informar
constantemente de la situacio´n y el encargado, debera´ planear de nuevo las acciones
en funcio´n de los cambios que puedan ocurrir como cambios de turno.
Figura 2.4: Fases de respuesta ante desastre.
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BUSQUEDA Y RESCATE
Figura 2.5: Tabla con diferentes desastres ocurridos y el nu´mero, tipo y e´xito de robots
empleados. Fuente: [29]
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2.3. Tipos de robots USAR
Los robots empleados en tareas de bu´squeda y rescate admiten distintas clasificaciones,
principalmente los distinguiremos por el medio en el que actu´an y el taman˜o o portabilidad
de los mismos [27]. Estos dos aspectos son cruciales a la hora de decidir cual robot emplear
en cada situacio´n.
2.3.1. Clasificacio´n segu´n el medio
Si atendemos al medio en el que se desenvuelven distinguimos entre:
Robots terrestres, que suelen tomar el nombre de UGVs2.
Robots ae´reos o UAVs.
Robots marinos:
• Robots marinos de superficie o USVs3.
• Robots submarinos o UUV4.
(a) PROGENOX UGV (b) PENGUIN B UAV
(c) C-ENDURO USV (d) REMUS-100 UUV
Figura 2.6: Robots en diferentes medios
Es frecuente el uso combinado de robots que se desplacen por diferentes medios, como
por ejemplo, las misiones combinadas de UGVs y UAVs en las que el ae´reo se encarga de
explorar el terreno e informar al UGV de los posibles obsta´culos que se puede encontrar,
de esta forma es capaz de planificar la ruta a tomar de una manera ma´s eficaz.
2Unmanned Ground Vehicles
3Unmanned Surface Vehicles
4Unmanned Underwater Vehicle
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2.3.2. Clasificacio´n segu´n taman˜o
A la hora de desplegar un robot de rescate es imprescindible conocer los medios necesa-
rios para realizarlo, esto es, los recursos necesarios de transporte del robot hasta la zona.
Segun esta capacidad de los robots para poder ser transportados seguimos la clasificacio´n
recogida en [29] que distingue entre man-portable, man-packable y maxi :
Figura 2.7: Clasificacio´n segu´n taman˜o de UAVs
Man-portable : Un robot se considera como man-portable cuando es capaz de ser
transportado por un solo hombre en una o dos mochilas o bolsas preparadas para
su transporte. Son robots de ra´pido despliegue y se suelen emplear en las primeras
horas de un rescate para realizar una valoracio´n inicial del desastre y localizar las
primeras victimas o lugares mas afectados.
Man-packable : Un robot se puede considerar como man-packable cuando se puede
transportar por dos personas o mediante el uso de algu´n pequen˜o veh´ıculo terrestre.
Este tipo de robots son empleados cuando se requiere que desempen˜e una funcio´n es-
pecifica sobre terreno, como pueda ser el desarme de un explosivo o retirar escombros
que dificulten el acceso a una parte accidentada.
Maxi : Son robots de mayor taman˜o, su despliegue se realiza mediante veh´ıculos
terrestres de gran taman˜o o mediante grandes dispositivos creados espec´ıficamente
para el mismo, adema´s suelen requerir de operaciones log´ısticas especiales. Su uso
es ma´s restringido.
2.4. Tareas de robots USAR
En apartados anteriores ya se han citado ciertas funciones que pueden desempen˜ar
los robots de bu´squeda y rescate como apuntalar zonas en peligro de derrumbe, retirar
escombros u obsta´culos, reconocer terreno, etc. Las tareas que pueden realizar no pueden
numerarse y aun a d´ıa de hoy se siguen descubriendo nuevas aplicaciones y nuevos tipos de
robots que aumentan las posibilidades. En las siguientes l´ıneas, se expondra´n aplicaciones
t´ıpicas de la robo´tica USAR ma´s representativas pero no u´nicas, siguiendo los puntos que
recogen [29][27][30].
Las tareas ma´s representativas a las que la robo´tica USAR da servicio son las siguientes:
Bu´squeda:Robots ae´reos tipo UAV pueden abarcar grandes distancias en poco tiem-
po haciendo barridos perio´dicos en situaciones de rescate. Se emplean en la localiza-
cio´n de focos de incendios forestales y en la bu´squeda de personas perdidas en zonas
Escuela Te´cnica Superior de Ingenieros Industriales (UPM) 9
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de montan˜a. Sin embargo no solo se usan robots ae´reos, la robotica terrestre tambie´n
juega un papel importante en zonas donde el espacio ae´reo es reducido como puedan
ser tu´neles, parkings o derrumbes. Estos pueden meterse por recovecos inalcanzables
por el personal de bu´squeda e incluso accionar algu´n mando o llave de control.
Reconocimiento y mapeo: La misma autonomı´a de los UAVs en las operaciones
de bu´squeda puede ser aprovechada para valorar situaciones de peligro como riesgos
de avalancha o la existencia de material peligroso o de fa´cil combustio´n. De la misma
manera, se emplean por los equipos de rescate para obtener informacio´n actualizada
del terreno de actuacio´n y mapear a tiempo real la situacio´n del desastre, tomando
consecuentemente las decisiones sobre una mayor cantidad de informacio´n. El re-
conocimiento es realizable tambie´n en interiores, siendo de gran utilidad pequen˜os
robots capaces de examinar rejillas de ventilacio´n o pequen˜os huecos en aquellas
amenazadas por un ataque terrorista.
Eliminacio´n de escombros y obsta´culos: Una o varias unidades robotizadas
especializadas pueden ser utilizadas para retirar obsta´culos o escombros a distancia
en zonas que supongan un riesgo para los integrantes de los equipos de rescate,
como pueda ser el riesgo de derrumbe en un edificio. Otra utilidad consiste en la
eliminacio´n de aquellos agentes que interfieran en el paso de equipos mas sofisticados,
como pueda ser en un canal, tuber´ıa o sistema de alcantarillado, el robot acceder´ıa
al interior de estos, explorando y retirando aquellos elementos indeseables para el
paso de personal, equipos o incluso el paso de otros robots.
Inspeccio´n estructural: Antes de acceder a una zona cuya integridad es descono-
cida de antemano para las unidades USAR se puede enviar una expedicio´n de un
robot o incluso una flota para valorar el estado de regiones cerradas o incluso ob-
teniendo un mejor a´ngulo con el mismo fin, previniendo de esta manera accidentes.
Una tarea posterior a esta, que se expondra´ en mayor profundidad en otro punto, es
el apuntalamiento de zonas peligrosas.
Evaluacio´n e intervencio´n medica sobre terreno: En caso de que se detecte
una v´ıctima del desastre y su situacio´n impida el acceso de personal me´dico al sitio
en el que se encuentra, las unidades de visio´n del robot pueden ser empleadas por
estos me´dicos para realizar una primera valoracio´n con la mayor celeridad posible. Si
se encuentra una herida o alguna situacio´n de peligro del afectado cuyo tratamiento
interesa que sea lo antes posible, puede realizarse pequen˜as intervenciones me´dicas
a distancia, de esta manera se pueden cortar hemorragias y prevenir amputaciones
actuando antes de que exista espacio material para que acceda personal sanitario,
incluso puede suministrarse ciertos medicamentos y l´ıquidos a estas personas heridas.
Extraccio´n y evacuacio´n de heridos: Una vez que se ha tomado contacto y se
es consciente de la existencia de una v´ıctima, tras la evaluacio´n y los primeros trata-
mientos me´dicos, si se encontrara atrapado entre, por ejemplo, escombros o mallados
meta´licos hay que liberarlo de esta situacio´n aplicando te´cnicas de extricacio´n me´di-
ca para su posterior evacuacio´n y traslado al hospital ma´s cercano. Durante estas
situaciones no solo se puede emplear la robo´tica para corte y eliminacio´n de escom-
bros que aprisionen al herido sino que fundamentalmente se emplea para mantener
un suministro constante del material requerido por el me´dico y personal implicado.
Comunicaciones: Es comu´n que en situaciones de desastres naturales como te-
rremotos o tsunamis las infraestructuras de telecomunicaciones se vean gravemente
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afectadas hasta el punto de quedarse incomunicadas en su totalidad. Se pueden em-
plear veh´ıculos no tripulados con antenas repetidoras que creen un a´rea temporal
que permita a los equipos de intervencio´n estar comunicados entre ellos. Esta ta-
rea puede realizarse bien con robots terrestres, sin embargo, u´ltimamente se esta´n
desarrollando con e´xito flotas de robot ae´reos tipo UAVs en enjambre que aportan
cobertura de internet temporal en una zona. Estos enjambres funcionan como una
red interconectada de robots que pueden estar controlados por una unidad central
que coordina los movimientos de cada uno de los elementos del enjambre.
Sustitucio´n de personal: En algunos casos, robots pueden tomar la funcio´n de
alguno de los miembros del personal del rescate, de tal manera que un miembro
queda libre para labores ma´s complejas que un robot no puede llevar al cabo. Estas
tareas suelen ser fundamentalmente de soporte log´ıstico, en el que un operario, desde
fuera de la zona de accio´n, comanda el suministro del material necesario mediante
una unidad robotizada, anticipa´ndose a las necesidades y ganando tiempo.
Prevencio´n de derrumbes: Como ya se viene comentando en apartados y puntos
anteriores, es muy frecuente el aseguramiento de material y escombros inestables
que supongan un peligro de derrumbe. Tras una evaluacio´n previa de la situacio´n,
se mandan unidades especializadas teleoperadas o auto´nomas, segu´n el caso, que
aseguren este material potencialmente peligroso, manteniendo as´ı la integridad del
personal de rescate.
Sistema de soporte log´ıstico: Robots terrestres y ae´reos pueden crear con faci-
lidad una infraestructura log´ıstica temporal en las zonas de desastre, manteniendo
a los equipos con reservas suficientes de los suministros que requieran con mayor
eficacia que si se prescindiera de estos.
Accionamiento a distancia: Robots equipados con los manipuladores adecuados
pueden accionar mandos o cerrar llaves. Esto es de especial intere´s en aquellos edifi-
cios accidentados en los que se encuentren dan˜ados el sistema ele´ctrico o el sistema
de gas, de tal forma que si se requiriera se puede enviar una misio´n de exploracio´n ro-
botizada para encontrar las llaves de paso de gas, el panel de control o el interruptor
general de potencia para cortar el suministro y asegurar el sistema.
2.5. Sistemas de locomocio´n de UGVs
2.5.1. Clasificacio´n de medios de locomocio´n
Aunque la forma mas comu´n de locomocio´n para UGVs son las ruedas, si el terreno
es muy abrupto o irregular hace que estas no sean el recurso ma´s indicado para emplear.
En el caso estudiado hasta ahora, los robots de bu´squeda y rescate, se han desarrollado
me´todos de locomocio´n alternativos como patas u orugas que consiguen salvar este tipo
de terreno.
Generalmente la forma de locomocio´n se suele realizar de forma especifica para la apli-
cacio´n, por lo que cuesta encontrar dos modelos de robots con el mismo sistema de lo-
comocio´n o abstraer un tipo de sistema. Sin embargo, algunos modelos han recurrido a
la misma combinacio´n de elementos o medios, estos son [30]: ruedas articuladas, ruedas y
patas independientes, orugas articuladas, bioinspiradas y patas.
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Figura 2.8: Ejemplo de tareas de un robot de exploracio´n. [10]
Siguiendo esto, la clasificacio´n que resulta es la siguiente:
Ruedas articuladas: el sistema de locomocio´n se compone por ruedas situadas en
el extremo de una cadena cinema´tica formada por eslabones unidas por articulacio-
nes, gozando por tanto de dos o ma´s grados de libertad. Ejemplos de este tipo de
sistema lo encontramos en robots como el recientemente publicado Handle de Boston
Dynamics [11] o el robot SRR (Sample Return Rover de JPL [21].
Ruedas y patas independientes: en este caso el robot dispone de un nu´mero
determinado de articulaciones con ruedas y de forma totalmente independiente ar-
ticulaciones que actu´an de forma similar a como lo har´ıan patas animales. El robot
ALDURO [9] es un claro ejemplo de este sistema.
Orugas independientes: el robot emplea un sistema de orugas similar al que
puedan emplear algunos veh´ıculos militares, el robot Soryu [29] recurre a este sistema
de locomocio´n.
Bioinspiradas y patas: u´ltimamente se tiende a imitar el movimiento de diferentes
animales como sistemas de locomocio´n. Dentro de este campo, el movimiento ma´s
imitado es de las patas como pueda hacer el robot Wildcat de Boston Dynamics [5]
que pretende asemejarse a un guepardo con gran e´xito. Este tipo es de gran intere´s
y lo analizaremos con mayor profundidad en secciones posteriores.
2.5.2. Robots bioinspirados
Ingenieros y personal te´cnico asociado al campo de la ciberne´tica y la robo´tica llevan
desde hace un tiempo inspira´ndose del mundo animal para desarrollar soluciones ante los
problemas que se les presenta.
Estudian y analizan los movimientos de huesos y articulaciones de diferentes animales
para adaptarlos de forma meca´nica y asimilarlos como medio de locomocio´n para robots.
De esta manera se consigue que escalen muros imitando reptiles[18], alcancen grandes
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(a) Robot Handle de Boston Dynamics (b) Robot ALDURO [9].
(c) Robot Soryu (d) Robot Cheetah de Boston Dynamics
Figura 2.9: Diferentes medios de locomocio´n de robots
velocidades como los guepardos [11] o que puedan recorrer casi cualquier terreno como
una aran˜a[28].
Dentro del campo de los UGVs de bu´squeda y rescate es de gran intere´s que el robot
pueda superar cualquier tipo de terreno. En un desastre, los terrenos en los que hay que
ejercer las tareas de bu´squeda y rescate siempre presentan diferentes irregularidades de
nivel, diferentes condiciones de adherencia, etc. Es muy dif´ıcil disen˜ar un robot para una
tarea especifica pues nunca se presentan las mismas condiciones.
Los hexa´podos se caracterizan por su gran adaptabilidad y estabilidad. Sus seis patas
permiten desplazarse por terrenos con muchos obsta´culos y desniveles e incluso adaptar
una postura estable en este tipo de terreno. Estas dos caracter´ısticas son de gran intere´s
para los robots USAR pues cubren pra´cticamente los requisitos que hemos listado para
estos.
Los principales estudios y proyectos que se han basado en hexa´podos han centrado su
atencio´n en cucarachas, escarabajos e insectos palo pues son los que han obtenido unos
mejores resultados, de estos estudios han resultado robots como el DIGbot[33] , capaz de
escalar paredes verticales [18] o el LAURON y todos sus modelos posteriores [15].
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2.5.3. Modos de marcha de hexa´podos
Como ya se ha mencionado en apartados superiores, el principal foco de atencio´n de los
expertos se centra en los modos de movimiento biolo´gico para poder adaptarlos a sistemas
de locomocio´n para robots. Para los hexa´podos se han estudiado varios modos de marcha
t´ıpicos que desempen˜an y se expondra´n a continuacio´n [12]. Sin embargo, una vez que se
ha adaptado la locomocio´n de forma meca´nica, hay cabida para modos de marcha nunca
vistos que aprovechan las virtudes del mismo.
Los principales modos de marcha que se pueden observar en hexapodos vivos son [27] :
Tr´ıpode alterno: en este modo de marcha, dos conjuntos sime´tricos de tres patas
actu´an de forma secuencial para dar lugar al movimiento (ver figura 2.10) [15].
Cuadru´pedo: se alterna el movimiento de 4 de las patas para realizar el movimiento
de avance [20].
Movimiento de arrastre: mientras que 5 de las patas se encuentran en contacto
con el suelo, la restante es encargada de realizar el esfuerzo necesario para arrastrar
el cuerpo entero.
Maniobras de enderezamiento: el ser consigue ponerse de pie desde una situacio´n
accidentada, este difiere mucho dependiendo de la configuracio´n de las patas [31] [17].
Subida de escaleras u obsta´culos: se superan pequen˜os obsta´culos mediante
pequen˜os movimientos de escalada [24] [2] [16].
Figura 2.10: Modo de marcha tr´ıpode alterno
Aunque la mayor parte de los modos de marcha que se adaptan a sistemas meca´nicos
son tomados de los propios animales o insectos, no son los u´nicos. Una vez adaptado, el
mismo sistema puede desempen˜ar marchas con las que originariamente no se pensaba, este
es el caso de la marcha b´ıpeda [25] del robot RHex, robot hexa´podo que se analizara´ con
ma´s detalle posteriormente.
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(a) (b)
Figura 2.11: Modo de marcha b´ıpeda del robot RHex. Fuente: [25]
2.6. RHex
El RHex es un robot hexa´podo desarrollado en sus primeras versiones mediante fiancia-
cion del DARPA por las universidades [35]:
The University of Michigan, Ann Arbor, MI
McGill University, Montreal, Canada
Carnegie Mellon University, Pittsburgh, PA
University of California, Berkeley, CA
Princeton University, Princeton, NJ
Cornell University, Ithaca, NY
Se trata de uno de los robots hexa´podos ma´s importantes que existen debido a su
portabilidad y versatilidad a la hora de superar diferentes terrenos con una velocidad
considerable.
El robot se caracteriza principalmente por su medio de locomocio´n formado por patas
en forma de C. Consta de 6 extremidades con patas flexibles con un solo grado de libertad,
de giro con eje de giro paralelo al suelo, con un solo actuador por extremidad [32] [27].
Como se puede observar en la tabla 2.1 extra´ıda de [32] el robot RHex es considerable-
mente ma´s rapido en relacion a su taman˜o que otros robots hexa´podos similares. Esto,
unido a su gran capacidad para atravesar multitud de terrenos e incluso realizar acciones
complejas como pueda ser dar saltos, subir escaleras [24] o incluso andar de forma b´ıpeda
[25], hace que sea un robot con un gran potencial como equipo de bu´squeda y rescate.
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Robot L(m) M(kg) V(m/s) V/L
CW Robot II 0.5 1 0.083 0.16
Dante II 3 770 0.017 0.006
Atilla 0.36 2.5 0.03 0.083
Genghis 0.39 1.8 0.038 0.097
ASV 5 3200 1.1 0.22
Boadicea 0.5 4.9 0.11 0.22
Sprawlita 0.17 0.27 0.42 2.5
RHex 0.53 7 0.55 1.04
Cuadro 2.1: Tabla comparativa rendimiento distintos robots hexa´podos. Fuente: [32]
2.6.1. Modelos de RHex
Con el paso de los an˜os, diferentes grupos de investigacio´n han desarrollado la idea
original del RHex orientando sus esfuerzos hacia diferentes utilidades y usos.
Los principales modelos de RHex desarrollados hasta la fecha son [27][30] [22]:
RHex: el primero de la familia. Es el resultado de la investigacio´n de las universi-
dades citadas en el apartado superior con la financiacio´n del DARPA.
X-RHex: fue el primer robot de esta familia pensado para llevar carga. Su disen˜o
es ma´s robusto para operar en terrenos exteriores [8] [13].
XRL: Versio´n modificada del X-RHex que aligera el peso para operaciones ma´s
a´giles y reparte la carga que puede llevar en compartimentos.
EduBot: robot con fines educativos utilizado en la universidad de Pennsylvania.
SandBot: robot que deriva de EduBot, modificado para estudiar el comportamiento
de las patas como medio de locomocio´n en arena. Fue desarrollado por Georgia Tech.
Desert RHex: modificacio´n del RHex original para estudiar el comportamiento de
e´ste tipo de robot en terrenos dese´rticos.
Rugged RHex: se trata de la unica versio´n comercial del RHex, ha sido disen˜ado y
desarrollado por Boston Dynamics. Se trata de un robot orientado a las operaciones
de campo militares, capaz de desenvolverse por un numero mayor de terrenos ya que
se encuentra sellado a polvo y agua con una proteccio´n IP67 [4].
En la figura 2.12 podemos observar los distintos modelos de RHex mencionados.
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(a) RHex (b) X-RHex (c) XRL (d) EduBot
(e) SandBot (f) Desert RHex (g) Rugged RHex
Figura 2.12: Modelos de robot RHex
2.7. Justificacio´n y eleccio´n del robot
En este ultimo apartado del estado del arte se dara´n a conocer los criterios utiliza-
dos para escoger un modelo de robot al que disen˜ar el sistema de control, as´ı como los
argumentos que sustentan tal eleccio´n.
Con tal fin se comparara´ el robot RHex frente otros hexa´podos como el LAURON V[1]
[34] [7] [3] en los siguientes aspectos:
Agilidad y velocidad: en el cuadro comparativo 2.1 se puede observar que el RHex
ocupa el segundo lugar en la relacio´n entre velocidad y taman˜o. El robot LAURON
por el contrario es ma´s lento, llegando a los 0,22m/s [34] de velocidad punta, menor
que los 0,55m/s del RHex.
Versatilidad de modos de marcha: el nu´mero de articulaciones por pata es
mayor la del LAURON con 4 frente a 1 sola del RHex. Sin embargo, el RHex puede
adoptar modos de marcha muy distintos entre si, como caminar de forma b´ıpeda o
dar pequen˜os saltos, mientras que otros hexa´podos, como el LAURON, centran sus
modos de marcha en superar obsta´culos de distinto tipo, como rampas o escaleras
de distinta pendiente.
Taman˜o: el robot RHex es ma´s pequen˜o que el LAURON, no solo en planta con
0.57m x 0.39m frente a 0.9m x 0.8m, sino que en altura resulta muy inferior con
0.1m frente a 0.61m del LAURON en su posicio´n inferior.
El robot RHex resulta ser ma´s a´gil, ra´pido, versa´til y pequen˜o que el LAURON. De la
misma forma, estas conclusiones se podr´ıan aplicar tambie´n a un gran nu´mero de robots
hexa´podos. Resulta de especial intere´s su desarrollo y los desaf´ıos que ofrece. Por tanto,
como sujeto de trabajo se escoge la versio´n del RHex desarrollada por el ROBCIB de la
ETSII-UPM.
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Cap´ıtulo 3
Modelado del RHex
3.1. Necesidad del modelo de simulacio´n
Un modelo de simulacio´n se puede definir como una representacio´n de un sistema real
que pretende imitar el comportamiento de una o varias de sus propiedades y caracter´ısticas
ante situaciones o escenarios que se puedan dar en la realidad.
De esta manera, se pueden probar modificaciones o nuevos sistemas previamente al
desembolso en los equipos y tomar decisiones de disen˜o ante los resultados obtenidos de
la simulacio´n.
Los modelos de simulacio´n son ampliamente empleados en robo´tica con distintos fi-
nes, entre ellos encontramos las pruebas de nuevos modos de marcha o coordinacio´n de
movimientos y el seguimiento de movimientos del robot real y su coherencia con el modelo.
(a) V-REP (b) Gazebo
Figura 3.1: Simulaciones de robots en distintos entornos de desarrollo.
A d´ıa de hoy, cualquier proyecto robo´tico necesita de un entorno de simulacio´n para
el correcto desarrollo de este. Entre las principales funciones que aporta el entorno de
simulacio´n al desarrollo encontramos:
Comprobacio´n del correcto funcionamiento: en primera instancia se comprue-
ba mediante simulacio´n que lo programado y lo planificado se corresponden y por
tanto no existen errores de planteamiento y/o de programacio´n.
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Seguimiento del robot: ciertos entornos permiten ejecutar la misma tarea de
forma paralela al robot f´ısico real, de esta manera se pueden encontrar errores de
disen˜o bien del robot o del modelo as´ı como analizar la evolucio´n temporal de los
mismos y su coherencia. Con esta te´cnica se pueden encontrar errores como falta de
potencia de un actuador o que se bloquee al cabo de un tiempo en ejecucio´n.
Evolucio´n paralela Hardware/Software: una herramienta de este tipo permite
separar en dos ramas distintas el desarrollo del hardware y sofware para que evolu-
cionen de forma paralela en el mismo tiempo.
Todo esto podr´ıa darse con equipos e instrumentos reales en vez de la herramienta
software. Sin embargo, la herramienta de simulacio´n sofware es mucho mas barata y ra´pida
por razones obvias, si se probara directamente el sistema de control sobre los equipos reales
puede que un fallo los inutilice resultando en un nuevo desembolso en equipos cuyo coste
suele ser considerable.
3.1.1. Motivacio´n.
Una vez expuesta la situacio´n de distintos simuladores, se procede a argumentar el
desarrollo de un modelo de simulacio´n para el robot RHex desarrollado en el DISAM de
la ETSII.
En primera instancia hay que remarcar que el robot que esta´ siendo desarrollado parte
de cero, esto es que el disen˜o es propio del laboratorio. Esto hace que cualquier modelo
realizado previamente puede no representar a este RHex con la exactitud necesaria, con
esto necesitar´ıamos de base el modelo de simulacio´n.
Durante la implementacio´n de los modos de marcha y del control mediante el sistema
operativo de robots, el robot au´n no se encontraba montado y para poder comprobar
que los avances se hubieran realizado correctamente, se necesitaba de esta herramienta de
simulacio´n.
Esta herramienta no solo encuentra su utilidad durante estas etapas de desarrollo sino
que se ha construido teniendo en mente su uso en futuros trabajos finales de grado o de
ma´ster, que busquen implementar nuevos modos de marcha para el RHex. Como se argu-
mento´ en cap´ıtulos anteriores, el RHex aventaja a otros modelos en su gran versatilidad,
los modos de marcha que es capaz de adaptar son muy variados y au´n hay margen para
que aparezcan nuevos. Por tanto, y con el objeto de mantener la integridad del equipo,
este modelo de simulacio´n podra´ servir como un primer paso de prueba con el fin de
implementar estos modos de marcha. Adema´s, en este trabajo se implementara´n los mo-
dos de marcha ba´sicos ma´s caracter´ısticos de este robot que se desarrollara´ en cap´ıtulos
posteriores.
En base a lo argumentado en pa´rrafos superiores, se considera necesario como primer
paso para implementar el sistema de modos de marcha del robot RHex la creacio´n de
un modelo de simulacio´n ad-hoc. Como plataforma base tomaremos ROS1 junto a sus
herramientas incorporadas y el motor f´ısico y simulacio´n de Gazebo.
1Robot Operating System
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3.2. Modelos en ROS. Gazebo y URDF.
Se utilizara´ ROS como principal plataforma de desarrollo, no solo para el modelo de
simulacio´n sino que para el sistema completo que implementa el movimiento y los modos
de marcha.
3.2.1. Sistema Operativo Robo´tico ROS.
ROS, cuyas siglas provienen del ingle´s Robot Operating System, es un sistema operativo
principalmente usado en robo´tica. Su filosof´ıa es que cualquier elemento desarrollado sobre
ROS pueda ser trasladado a otro robot con solo unas pequen˜as modificaciones[6][26].
Figura 3.2: Logo de ROS.
Se trata de un sistema operativo cuyo uso esta´ muy extendido y goza de una comunidad
muy activa que sirve de soporte al mismo. Adema´s se puede encontrar grandes cantidades
de sofware open source que gestionan gran cantidad de elementos hardware o que imple-
mentan diferentes te´cnicas, por eso todo lo desarrollado durante el trabajo final de grado
se recogera´ en paquetes que la comunidad pueda implementar en sus programas.
ROS puede ser ejecutado en terminales con capacidad de procesamiento relativamente
pequen˜a como pueda ser una Raspberry PI 3, por tanto puede ser incorporada de forma
integra en el robot sin necesidad de que el procesamiento se lleve de manera remota en un
ordenador externo.
Esta comunidad consolidada, el soporte frecuente que percibe ROS y su rendimiento
incluso en computadores de pequen˜as prestaciones, junto a la experiencia que se tiene en
el laboratorio por el desarrollo de proyectos anteriores, han sido la base de los argumentos
con los que se ha decidido que el sistema operativo a emplear sea ROS.
Adema´s, como se vera´ en apartados posteriores, existe una estrecha relacio´n entre el
modelo de simulacio´n desarrollado con herramientas de ROS y el hardware real, de tal
manera que con los mismos mensajes se pueda controlar la simulacio´n y el robot real sin
grandes cambios o incluso gobernar ambos al mismo tiempo.
A partir de este punto se considerara´ que se conocen los conceptos ba´sicos de ROS as´ı
como la estructura de archivos y arquitectura.
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3.2.2. Descripcio´n de robots en ROS. URDF.
Una vez que se ha lanzado el maestro de ROS, existe un para´metro en el servidor de
para´metros que contiene un archivo con la descripcio´n esquema´tica del robot sobre el que se
esta´ ejecutando el sistema operativo, este para´metro recibe el nombre de robot description
y alberga un archivo de descripcio´n con extensio´n URDF.
Figura 3.3: Servidor de para´metros y robot description.
Este para´metro es utilizado por multitud de paquetes y funcionalidades, entre ellas RViz
y Gazebo, dos programas clave que en apartados posteriores explicaremos su funcionalidad
y la relacio´n que mantienen entre ellas.
Archivos de descripcio´n URFD.
La OSRF2, creadores de ROS, ideo´ un meta lenguaje basado en marcas, derivado de
XML3, que busca definir la estructura ba´sica de un robot como si fuera una cadena ci-
nema´tica de eslabones o partes r´ıgidas unidas por enlaces que fijan los grados de libertad
que tiene un eslabo´n respecto al anterior. Este lenguaje fue el Unified Robot Description
File o por sus siglas en ingle´s URDF.
Se busco´ que el URDF fuera definido como un esta´ndar de descripciones esquema´ticas
de robots como es el caso. Sin embargo, aunque su uso es muy extendido, sobre todo en
aplicaciones basadas en ROS, su exito fuera de este ambito es relativo, existiendo otros
me´todos como el SDF4 empleado por Gazebo.
El URDF describe al robot como una cadena cinema´tica de links (eslabones) relaciona-
das entre s´ı por joints (enlaces).
Los links constituyen las partes r´ıgidas del robot, dentro de estas marcas o etiquetas se
define la forma, masa, inercia, forma de colisio´n y origen del centro de coordenadas de este
entre otros argumentos. De forma gene´rica puede tomar la forma de geometr´ıas sencillas
como prismas de base rectangular, cilindros o esferas. Sin embargo, para geometr´ıas ma´s
complejas, se puede acompan˜ar con un fichero STL generado por un programa CAD que
defina la forma que quiera el usuario.
2Open Source Robotics Foundation
3Extensible Markup Language
4Simulation Description Format
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Figura 3.4: Descripcio´n esquema´tica en links y joints.[26]
Los joints relacionan dos links, se define un link padre y otro hijo de tal forma que queda
fijado cual de ellos se mueve respecto del otro. Estos definen los grados de libertad que
tienen mediante el tipo que sea, los tipos que se contemplan son los siguientes:
Revolucio´n: eje de revolucio´n entre dos determinados a´ngulos l´ımite.
Continuo: igual que el de revolucio´n pero sin a´ngulos l´ımite, se emplea para ruedas
donde no puede haber un l´ımite de giro.
Prisma´tico: grado de libertad linear en una direccio´n.
Fijado: sin grados de libertad, los eslabones quedan fijados en las posiciones relativas
especificadas.
Flotante: 6 grados de libertad entre eslabones.
Planar: 2 grados de libertad lineales que permiten un movimiento planar entre esla-
bones.
Entre otros, el joint define en la marca origin la posicio´n relativa entre los eslabones
situando el origen del sistema de referencia del eslabo´n hijo con respecto al sistema de
referencia del eslabo´n padre.
Ante archivos de descripcio´n grandes, con muchos eslabones, enlaces y para´metros que
se tienen que incluir en cada uno de los argumentos, se ha desarrollado otra herramienta
que permite crear archivos de descripcio´n URDF en distintos ficheros, con definicio´n de
macros y variables globales, XACRO.
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XACRO se presenta como una herramienta para mejorar la progranacio´n de un URDF,
de esta manera, de uno o un conjunto de archivos .xacro, mediante un programa de ROS
que actu´a como un compilador de xacro, se transforman en un u´nico URDF. En estas
lineas no se va a entrar en detalle sobre como funciona XACRO sino que se busca una
nocio´n sobre este pues los URDF que nos conciernen se han trabajado realmente sobre
XACRO.
Es pra´ctica habitual que en el archivo de lanzamiento se compile el archivo XACRO y
el URDF obtenido sea el que se suba al servidor de para´metros.
3.2.3. Gazebo
El motor f´ısico y el mundo de simulacio´n que se empleara´ sera´ Gazebo. Este, aunque no
pertenece a ROS, ha estado fuertemente vinculado con e´l desde pra´cticamente el inicio y
por tanto presenta una gran compatibilidad.
Figura 3.5: Logo de Gazebo.
En Gazebo sera´ donde se ejecuten las simulaciones de los modos de marcha en posteriores
apartados y donde se pondra´n a prueba otras caracter´ısticas como los sensores que se
incorporara´n.
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3.3. Modelo simplificado del robot RHex.
En este apartado se desarrollara´ como se ha considerado el modelo del RHex, sus sim-
plificaciones y los elementos finales que lo componen.
Se trata de un modelo simplificado, esto es, la forma del modelo no corresponde exacta-
mente a la forma real final que tendr´ıa el robot, adema´s falta por representar multitud de
piezas que aunque presentes en el sistema, no intervienen en absoluto en la dina´mica del
robot. Entre estos elementos omitidos se encuentran componentes estructurales internos
del robot, electro´nica, los bloques de los motores y las reductoras entre otros. Estos com-
ponentes no se encuentran en forma, sin embargo, se han tenido en cuenta para la inercia
y peso del robot.
Una vez que se ha remarcado el porque´ de un modelo simplificado, se describen como
se han planteado las distintas partes del robot.
Las partes que forman el modelo simplificado planteado son las siguientes:
Cuerpo Base: prisma de base rectangular que cumplira´ las funciones del cuerpo
del robot, a la hora de obtener su masa e inercia, hay que tener en cuenta no so´lo la
de la carcasa sino que tambie´n la de todos los elementos omitidos que afectan. Las
dimensiones externas son las propias del disen˜o del robot.
Patas en C: 6 patas en forma de C. Estas patas son la sen˜a de identidad del robot
y por tanto uno de los puntos clave a la hora de representar el RHex.
Sensores: bloques que representara´n la posicio´n de un sensor. En primera instancia
estos se representara´n sin inercia ni masa y con dimensiones mı´nimas. Esto se hace
para dotar al modelo de un modo de captar el entorno, pues realmente el peso e
inercia de los mismos son considerados dentro del cuerpo base.
En los siguientes subapartados se abordara´ co´mo se han considerado las propiedades
de cada una de las partes, su posicio´n y cantidad. El traslado de estas ideas a URDF y
Gazebo se especificara´ en apartados posteriores.
Las propiedades de masa, inercia y otras han sido tomadas de programas de disen˜o
CAD, en este caso Autodesk Inventor, a partir de los planos originales del RHex que se
han generado. Ante la falta de la toma directa de estas medidas, sera´ au´n ma´s necesario
validar el modelo de simulacio´n.
3.3.1. Cuerpo Base
El cuerpo base estara´ representado por un prisma de base rectangular cuyas dimen-
siones sera´n de 600 x 40 0x 50 mm. En la figura 3.6 se representan las dimensiones de la
pieza en la herramienta CAD de Autodesk Inventor.
Debido a como se ha creado la pieza CAD, el origen del sistema de referencia se ha
colocado en una de las caras laterales, en la figura 3.6 se representa por un punto amarillo.
Cuando se incorpore la pieza al modelo se cambiara´ este origen por el centro geome´trico
de la pieza, por tanto, y con el objeto de simplificar la notacio´n, a partir de ahora se
considerara´ que el sistema de referencia se posiciona en el centro geome´trico de la pieza.
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La direccio´n y sentido de los ejes del sistema de referencia sera´:
Eje X: Paralelo a la cara lateral larga del cuerpo (600mm) y sentido positivo de
avance del robot.
Eje Y: Resultado del producto vectorial del eje X con el eje Z.
Eje Z: Direccio´n perpendicular a la cara de mayor a´rea (600x400mm2) y sentido
positivo en puntos que se alejan del suelo.
Figura 3.6: Representacio´n en Autodesk Inventor del cuerpo base.
Recordamos que el cuerpo base es una simplificacio´n que tiene en cuenta, tanto el chasis
como una aproximacio´n del resto de componentes ya montados en el robot. Aunque estos
no este´n presentes de forma directa en el modelo, s´ı se tiene en cuenta sus caracter´ısticas
de inercia.
Una vez establecida las caracter´ısticas de forma, se procede a definir sus propiedades.
La masa del conjunto (en Kg) considerada en el cuerpo base es la siguiente:
masacuerpo base = 5,771 Kg (3.1)
Cuyo centro de masas se encuentra, respecto al sistema de referencia fijado, en:
centro de masas =
[
0 1,417 0
]
mm (3.2)
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Por otro lado, hay que tener en cuenta la inercia del conjunto, en este caso, obtenido
mediante CAD, el tensor de inercia5 del cuerpo base es:
[I] =
 117325,409 0 00 320415,187 0
0 0 207161,695
 kg mm2 (3.3)
Con esto, queda definido el cuerpo base con las propiedades necesarias para incorporarlo
a un modelo de simulacio´n.
3.3.2. Patas en C
Pieza ma´s caracter´ıstica del RHex, la representacio´n en el modelo se acerca notablemente
a su verdadero aspecto real en el robot. No hay mucha simplificacio´n en su representacio´n
y por tanto sus caracter´ısticas se esperan que sean muy cercanas a las reales.
Su forma es simple, se trata de una corona cil´ındrica parcial de 2 mm de espesor, 100
mm de radio exterior y 50 mm de altura del cilindro a la que se le ha suprimido una
apertura igual a 120o de tal forma que asemeja a la letra C del abecedario. En la figura
3.7 se puede ver su representacio´n en Autodesk Inventor de la misma forma que se hac´ıa
con el cuerpo base.
Figura 3.7: Representacio´n en Autodesk Inventor de la pata en C.
5El tensor de inercia es, por definicio´n, un tensor sime´trico, por lo que se podr´ıan haber omitido los
te´rminos correspondientes.
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En este caso el centro del sistema de referencia se mantendra´ donde se encuentra en un
inicio, en la figura 3.7 se representa por un punto amarillo. So´lo se cambiara´ el punto de
origen del sistema de referencia en aquellas patas que correspondan al lado derecho del
robot, en este caso el punto se desplazara´ de forma sime´trica siguiendo la generatriz de la
superficie cil´ındrica exterior.
La direccio´n y sentido de los ejes del sistema de referencia en este caso sera´:
Eje X: Direccio´n tangente a la circunferencia exterior en el punto de origen del
sistema y sentido positivo en el sentido de avance del robot (hacia la apertura).
Eje Y: Direccio´n paralela a las generatrices de la superficie cil´ındrica exterior y
sentido positivo hacia la corona cil´ındrica.
Eje Z: Resultante del producto vectorial de los otros dos.
Figura 3.8: Sistemas de referencia de las patas.
En la figura 3.8 se representan los sistemas de referencia de las patas de cada uno de
los lados, en rojo el eje X, en verde el eje Y y en azul el eje Z.
Las patas van a estar compuestas de pla´stico, PVC, por tanto se espera que sean ligeras
y en efecto su masa es:
masapata en C = 0,057 Kg (3.4)
Cuyo centro de masas estara´ posicionado, respecto al sistema de referencia establecido,
en:
centro de masas =
[ −42,539 25 −108,743 ]mm (3.5)
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Al igual que en el apartado anterior, se necesita del tensor de inercia, que en este caso
responde a:
[I] =
 1038,176 −218,168 59,956−218,168 273,753 153,627
59,956 153,627 1217,746
 kg mm2 (3.6)
Con el tensor de inercia de las patas, se tienen todos los datos necesarios para la elabo-
racio´n del modelo del RHex.
Falta mencionar que el modelo planteado funciona mediante so´lidos r´ıgidos y por tanto
las patas, aunque en la realidad presenten flexibilidad, en la simulacio´n sera´n r´ıgidas.
Este sera´ un factor a tener en cuenta, pues puede afectar de forma cr´ıtica a la validez del
modelo. A d´ıa de hoy no existe ningu´n simulador que bajo ROS admita elementos flexibles
o deformaciones, por este motivo se ha tenido que modelar como tal.
3.3.3. Sensores
Como ya se ha mencionado anteriormente, los sensores se tienen en cuenta dentro del
cuerpo base en su masa e inercia, por tanto sus dimensiones sera´n mı´nimas y se consideran
que carecen de intere´s, salvo su mencio´n dentro de estas pa´ginas.
3.3.4. Conjunto
Una vez definidas las propiedades meca´nicas y de forma de las partes que componen el
robot, falta por especificar sus relaciones y co´mo se forma el conjunto.
Se empezara´ por el nu´mero de partes de cada una de ellas, junto con los sensores:
1 Cuerpo Base
6 Patas en C
1 La´ser Hokuyo
1 IMU
La unidad de mediad inercial se posicionara´ en el centro de masas del cuerpo base
mientras que el hokuyo sobre este en posiciones fijas.
Las patas se colocara´n tres de ellas en cada lado, una tras la otra. La pata central de
cada lado se colocara´ ligeramente separada del cuerpo central para asegurar que en el giro
de las mismas no se obstruyen unas a otras y pueden girar con total libertad. En el modelo
no habra´ ningu´n elemento presencial que una las patas al cuerpo, por tanto, podra´ parecer
que floten sobre este aunque se deben mover de forma solidaria al cuerpo.
Por convenio, se ha escogido que las patas sigan la numeracio´n de la figura 3.9.
Por otro lado falta posicionar las patas, para posicionar las patas. Para posicionar las
patas tenemos la tabla 3.1. Se ha tomado como sistema de referencia el del cuerpo base.
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Figura 3.9: Numeracio´n de las patas.
Nu´mero de pata X [mm] Y [mm]
1 -235 233
2 -235 -233
3 0 289
4 0 -289
5 235 233
6 235 -233
Cuadro 3.1: Posiciones de las patas.
Es necesario tener en cuenta que el origen del sistema de referencia de cada una de las
patas posicionadas en la parte derecha segu´n el sentido de avance normal del robot o patas
pares tiene que ser cambiado para que las patas no colisionen a la hora de hacer el modelo.
Cada una de las patas debera´ tener un solo grado de libertad de revolucio´n respecto al
eje Y del sistema de referencia de las patas.
30 Rau´l Cebolla Arroyo 13069
3.4. MODELO EN URDF DEL RHEX.
3.4. Modelo en URDF del RHex.
El contenido de este apartado versara´ sobre la implementacio´n del modelo simplificado
del apartado anterior en las herramientas descritas al principio del cap´ıtulo, ROS y Gazebo.
La forma en la que se define un robot en ROS es mediante el archivo de descripcio´n
URDF tal y como se ha descrito en el apartado 3.2. URDF consiste de un archivo en for-
mato derivado de XML por lo que su estructura esta´ basada en marcas que principalmente
sera´n enlaces o joints y eslabones o links.
Cabe mencionar que se ha empleado XACRO para mejorar la limpieza del co´digo de
descripcio´n, mediante este se ha sido capaz de separar en distintos archivos la descripcio´n
por tipo de pieza, como pueda ser la pata en C y el cuerpo base. Todos estos archivos
contienen macros de XACRO que son utilizadas de forma similar a como se har´ıa con
una variable en un lenguaje de programacio´n al uso. Recogiendo la forma final, existe un
archivo que da forma al robot haciendo uso de estas macros.
ROS organiza sus funcionalidades en paquetes, siendo la divisio´n fundamental. En fu-
turos apartados se aclarara´ que, de la misma manera, se ha creado un paquete de ROS
espec´ıficamente para esa utilidad. Este caso no es distinto, y se ha creado el paquete
rhex description que contiene los archivos de descripcio´n XACRO y URDF que estamos
tratando.
Figura 3.10: Numeracio´n de las patas.
En la figura 3.10 se puede ver la estructura de archivos del paquete rhex description que
servira´ como referencia cuando se desarrollen los componentes estructurales y los sensores
del modelo.
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Se han distinguido dos tipos de archivos: unos que definen macros de XACRO como
base.xacro o pata c.xacro y el principal, rhex.urdf.xacro que unifica y emplea las macros
del resto de archivos.
3.4.1. Componentes estructurales.
En este apartado se define co´mo se ha traducido el modelo planteado en la seccio´n 3.3
en links y joints de URDF.
En primera instancia se distingue el cuerpo central como la pieza principal del modelo
ya que debido a la particularidad del modelo, el resto de piezas se relacionan de manera
directa con este. Una vez indicado esto, entre el resto de piezas se distinguen entre las
patas y los sensores.
Antes de comenzar a definir las relaciones, hay que mencionar la funcio´n de un elemento
necesario pero desconocido hasta ahora, el base footprint, elemento puramente presencial,
sin masa ni dimensiones, que sirve de anclaje del cuerpo al mundo de Gazebo, estara´ unido
al base link por una joint fija (fixed).
Para normalizar la descripcio´n, es buena costumbre nombrar a la pieza base o principal
como base link, en este caso se trata de la parte a la que se hab´ıa denotado como cuerpo
base, por tanto, en este apartado nos referiremos como base link al cuerpo base.
Siguiendo las condiciones marcadas en el punto 3.3, el base link tiene la siguiente defi-
nicio´n en URDF:
< l i n k name=” b a s e l i n k ”>
< i n e r t i a l>
<o r i g i n xyz=”${0/1 e3} 0 ${1.417/1000} ” rpy=”${ pi /2} 0 ${ pi /2}”/>
<mass value=” 5.771 ”/>
< i n e r t i a ixx=” ${207161.695/(1 e6 ) }”
ixy=”${0}” iyy=” ${117325.409/(1 e6 ) }”
ix z=”${0}” iy z=”${0}” i z z=
” ${320415.187/(1 e6 ) }”/>
</ i n e r t i a l>
<v i s u a l>
<o r i g i n xyz=”${−300/1e3} 0 0” rpy=”${ pi /2} 0 ${ pi /2}”/>
<geometry>
<mesh f i l ename=” package : // r h e x d e s c r i p t i o n /meshes/ ca ja . s t l ”
s c a l e=” 0 .001 0 .001 0 .001 ”/>
</geometry>
<mate r i a l name=” b a s e l i n k m a t e r i a l ”>
<c o l o r rgba=” ${51/255} ${102/255} ${0/255} 1”/>
</ mate r i a l>
</ v i s u a l>
<c o l l i s i o n>
<o r i g i n xyz=”${−300/1e3} 0 0” rpy=”${ pi /2} 0 ${ pi /2}”/>
<geometry>
<mesh f i l ename=” package : // r h e x d e s c r i p t i o n /meshes/ ca ja . s t l ”
s c a l e=” 0 .001 0 .001 0 .001 ”/>
</geometry>
</ c o l l i s i o n>
</ l i n k>
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Se trata de una traduccio´n directa de lo especificado, por lo que no se va a entrar de
nuevo en detalles de datos.
Una vez que se obtiene el base link, se pasa a definir el resto de links que se enlazan a
este. Como u´nicamente var´ıan los datos y se mantiene la forma, se omitira´ la definicio´n
de los links de las patas y los sensores.
La unio´n de las patas con el cuerpo base es similar a la unio´n de una rueda, se trata de
un grado de libertad sin l´ımite de giro, por tanto, segu´n los te´rminos de URDF el tipo de
unio´n debera´ ser tipo continuous y el eje de giro el Y con sentido positivo. Para una pata
gene´rica, el joint sera´:
< j o i n t name=”${name} t o ${ p a r e n t l i n k } j o i n t ” type=” cont inuous ”>
<x a c r o : i n s e r t b l o c k name=” o r i g i n ”/>
<parent l i n k=”${ p a r e n t l i n k }”/>
<c h i l d l i n k=”${name} p a t a c l i n k ”/>
<a x i s xyz=”0 −1 0”/>
< l i m i t e f f o r t=”${motor max e f for t }” v e l o c i t y=”${motor max rev}”/>
</ j o i n t>
La unio´n con el cuerpo de los sensores carece de intere´s por ser fija como ya se ha dicho
en anteriores ocasiones.
Definidos todos los links y los joints que los relacionan, es posible unir todos estos y
conformar el archivo URDF final que dara´ forma al robot RHex. En la figura 3.12 se
presenta la arquitectura del robot definida en URDF y ya interpretada por ROS una vez
compilada por XACRO.
Dentro del simulador, se creara´ el mundo ma´s simple posible como punto de partida y
en caso de que sea necesario la inclusio´n de algu´n obsta´culo sera´ realizado en el momento
y adecuadamente para el tipo de prueba que lo requiera.
Ahora ya es posible lanzar el robot de simulacio´n en Gazebo, con el URDF definido
siguiendo los pasos enunciados hasta el momento se deber´ıa obtener un modelo de simu-
lacio´n como el de la figura 3.11.
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3.4.2. Sensores.
Al igual que se hace con los elementos estructurales, en este apartado se ha limitado a
traducir los requerimientos del apartado 3.3 para que pueda ser interpretado por ROS y
Gazebo.
Como el mundo de simulacio´n es de Gazebo, el funcionamiento de los sensores en el
modelo de simulacio´n esta´ directamente relacionado con e´l. Este funcionamiento se de-
fine por plugins de Gazebo ya definidos anteriormente por otros usuarios, en este caso
se limitaremos a su uso tal y como se ha previsto por los desarrolladores sin entrar a
modificaciones.
Para recapitular el modelo presenta dos tipos de sensores:
Una unidad de medida inercial (IMU).
Un sensor la´ser tipo Hokuyo.
Cada uno de los sensores tendra´ su respectivo plugin que determine su comportamiento.
Para ver lo interpretado por el robot por cada sensor es necesario utilizar RViz, herra-
mienta de ROS que permite analizar la informacio´n que le llega al robot de una manera
visual. En la figura 3.13 se puede ver como se transforma en una nube de puntos lo sufi-
cientemente precisa en RViz el obsta´culo interpuesto ante el modelo en Gazebo.
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(a)
(b)
Figura 3.13: Informacio´n captada por el Hokuyo ante un obsta´culo.
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Cap´ıtulo 4
Control basado en sistemas
operativos de robots ROS
Durante el transcurso de este cap´ıtulo se hara´ de una descripcio´n de los paquetes de ROS
empleados en el control del RHex, as´ı como los paquetes y funcionalidades desarrollados
con el mismo propo´sito.
Se comenzara´ con un breve resumen sobre co´mo trata ROS la ejecucio´n de mu´ltiples
programas y sus comunicaciones, siguiendo con los paquetes de control de ROS para
terminar con la estructura de paquetes hecha espec´ıficamente para el robot junto a una
explicacio´n de los an˜adidos.
4.1. ROS. Estructura funcional.
Antes de entrar en co´mo funciona el sistema de control de cada una de las patas del
robot RHex es necesario sentar las bases sobre co´mo se ejecutan los diferentes programas
en ROS y co´mo se relacionan entre ellos [6] [19].
Figura 4.1: Estructura funcional de ROS. Fuente: [6]
Los principales agentes que intervienen en cualquier sistema con ROS son los siguientes:
Maestro: tambien conocido como ROS master o ROS core, es el nu´cleo del sistema
operativo y la ma´xima autoridad. Gestiona los diferentes programas que se esta´
ejecutando y controla el tra´fico de informacio´n que comparten los mismos entre
otras funciones.
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Servidor de para´metros: lugar donde se almacenan campos con informacio´n de
cara´cter general y que en principio podr´ıa necesitar cualquier programa, un campo
del servidor de para´metros es el robot description de la cual hablamos en el cap´ıtulo
anterior.
Nodos: nombre que reciben los distintos programas individuales que se ejecutan en
el entorno del sistema operativo.
ROS permite la comunicacio´n entre sus distintos programas mediante dos v´ıas princi-
pales:
Mensajes: un nodo publica la informacio´n sin esperar una respuesta.
Servicios: un nodo pide a otro nodo que gestione la informacio´n que le manda.
En los siguientes puntos se explicara´n con mayor profundidad estos aspectos.
4.1.1. Procesos en ROS. Nodos.
Los distintos procesos que se ejecutan en ROS reciben el nombre de nodos.
En el entorno de ROS podemos definir como nodo a la unidad mı´nima funcional que
ejecuta un proceso independiente con funciones perfectamente definidas.
Generalmente, los nodos ejecutables se organizan en paquetes. Un paquete puede tener
uno o ma´s nodos, sin embargo, de forma general los paquetes suelen tener un solo nodo.
La cantidad de competencias que debe asumir un nodo puede ser motivo de debate.
Estas no deben ser excesivamente generales como el movimiento del robot ni demasiado
espec´ıficas como suma de dos nu´meros, sin embargo, los nodos se acercan ma´s a una
tarea espec´ıfica antes que a la generalidad, por ejemplo, un nodo puede asumir la tarea
de transformar unas coordenadas en el sistema de referencia a otras coordenadas en el
extremo del robot, incorporando el modelo cinema´tico.
Los nodos pueden publicar informacio´n que necesiten otros o puede hacer peticiones a
otros nodos mediante servicios. En puntos posteriores se entrara´ con mayor profundidad
en co´mo funcionan estos mensajes y servicios, sus particularidades y a´mbito de uso.
4.1.2. Mensajes.
Cuando existe informacio´n que maneja un nodo y puede ser necesitada por otros se
recurre a los mensajes. En un mensaje, el nodo que publica la informacio´n no espera una
respuesta del mismo mensaje.
Los mensajes son organizados por temas o topics, de esta manera distintos nodos pueden
publicar informacio´n sobre el mismo tema o pueden suscribirse al tema para recibir la
informacio´n.
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Figura 4.2: Mensajes en ROS.
El tipo del mensaje se corresponde con el tipo de informacio´n que se env´ıa. ROS de
forma nativa incorpora tipos de mensaje esta´ndar en el paquete std msgs, estos mensajes
se relacionan con los tipos ba´sicos de variables: float, double, bool, string, etc. Sin embargo,
un usuario puede definir un tipo de mensaje nuevo hecho de acuerdo a sus necesidades o
las del paquete, por tanto es comu´n encontrar paquetes que incorporan nuevos tipos de
mensajes.
Un tipo de mensaje se conforma por campos cuyos tipos de variable pertenecen a los
esta´ndar de ROS o incluso otros tipos de mensaje.
#Ejemplo de mensaje en ROS
s t r i n g nombre
in t64 suma
Figura 4.3: Ejemplo de mensaje en ROS
Hay que distinguir entre tipo y topic, un mismo topic se basa sobre un u´nico tipo de
mensaje, por otro lado, el mismo tipo de mensaje puede ser utilizado en distintos topics.
La entidad que controla el tra´fico de mensajes es el maestro de ROS, en puntos poste-
riores se profundizara´ en el funcionamiento.
Para que un nodo pueda publicar en un tema, este debe avisar al maestro que quiere
publicar en el tema. De forma sime´trica, si un nodo quiere recibir la informacio´n de un
nodo, este debe suscribirse indicando tal intencio´n al maestro.
Los nodos suscriptores gestionan la recepcio´n de informacio´n mediante callbacks. Deben
comprobar de forma recurrente si hay nueva informacio´n del tema y en tal caso, tratan el
mensaje mediante un callback fijado.
4.1.3. Servicios.
Al contrario de lo que ocurre en un mensaje, en un servicio un nodo cliente emite una
peticio´n a un nodo servidor esperando una respuesta de este.
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La existencia de un servicio establece una relacio´n Cliente - Servidor muy t´ıpica en
aplicaciones informa´ticas. Un servicio es dado por un u´nico servidor que puede tener
mu´ltiples clientes. Esto es completamente diferente a los mensajes, donde mu´ltiples nodos
pueden publicar sobre un tema.
Figura 4.4: Relacio´n entre servidor y mensajes.
Los servicios se emplean cuando bien se quiere la informacio´n en ese momento o bien
porque se necesita seguridad de que otro nodo realiza una tarea. Como se ha explicado,
la relacio´n entre nodos con un servicio es mucho ma´s intima pero tambie´n puede ser ma´s
cara y lenta a nivel computacional.
La informacio´n que constituye un mensaje consta de dos partes perfectamente diferen-
ciadas:
Peticio´n o request : variables que el cliente pide que el servidor trate.
Respuesta o response : informacio´n que el servidor devuelve al cliente con la in-
formacio´n que le paso´ en primera instancia.
En el ejemplo de la figura 4.5, un nodo servidor suma dos nu´meros que se pasan por el
cliente.
Cuando ocurre una llamada al servidor por un cliente, el primero interrumpe la ejecu-
cio´n normal de su proceso para atender esta peticio´n. Este proceso es similar a la gestio´n
de interrupciones de un microcontrolador. Por otro lado, cuando el cliente llama al servi-
dor, bloquea su ejecucio´n hasta que obtiene una respuesta. Este comportamiento hay que
tenerlo en cuenta cuando se programan nuevos nodos que hagan uso de estos servicios.
Los tipos de variable de los campos de un servicio son los mismos que un mensaje. Sin
embargo, no existen tipos de servicios predefinidos en ROS pues carece de sentido.
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#Ejemplo de s e r v i c i o en ROS
#Request
in t64 sum 1
int64 sum 2
− − −
#Response
in t64 ans
Figura 4.5: Ejemplo de servicio en ROS
4.1.4. El maestro de ROS.
Durante la ejecucio´n normal de ROS, la ma´xima autoridad se centra en el maestro de
ROS.
Este maestro es esencial y no se puede ejecutar ningu´n nodo en ROS sin antes inicia-
lizar el nu´cleo. En cualquier archivo de lanzamiento se inicializa el nu´cleo sin tener que
especificarlo entre sus l´ıneas.
Lleva el control de todos los nodos que inician su ejecucio´n o la terminan, gestionando
los recursos entre ellos y dirigiendo el tra´fico de informacio´n entre estos. Es este tra´fico de
informacio´n donde nos vamos a centrar durante este apartado.
Cada vez que un nodo quiere publicar o suscribirse a un topic, se debe advertir al
maestro, este, una vez consciente de la existencia de tal tema, es el que gestiona los
mensajes enviados. El proceso de gestio´n se hace en los siguientes pasos:
1. El maestro recoge la informacio´n emitida por el publisher.
2. Se comprueba quien es suscriptor de ese mensaje.
3. El maestro redirige el mensaje a estos suscriptores.
Figura 4.6: Gestion de mensajes. Fuente: [6]
El nu´cleo no interviene de una manera tan directa en los servicios debido a la naturaleza
de los mismos ya que de forma general el cliente es conocedor del servidor y viceversa.
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Una vez inicializado el nu´cleo se pueden utilizar comandos de linea para conocer la
lista de nodos, mensajes y servidores existente, ademas de igual forma se podra´n publicar
mensajes o llamar a servicios de manera directa. Generalmente esto u´ltimo tiene como
objetivo la depuracio´n de co´digo o la deteccio´n de errores.
El servidor de para´metros se inicializa siempre junto al ROS core y no es necesario
inicializarlo de manera independiente.
4.2. Control de actuadores en ROS. Paquete ros control.
Con lo visto hasta ahora se puede concebir la forma de implementar los diferentes modos
de marcha o sistemas de navegacio´n. Sin embargo queda muy separado del hardware y
actuadores reales del robot, falta un nexo entre estas partes, el control de los actuadores.
La figura 4.8 de [26] describe mediante un diagrama de bloques el flujo de informacio´n
de ros control y servira´ de referencia en numerosas ocasiones.
El paquete de ros control pretende unificar la forma del sistema de control de todos los
robots que usen ROS. Aunque su uso no es obligatorio, si es muy recomendable su uso
por su consistencia y la gran cantidad de software desarrollado basa´ndose en el mismo.
Dentro del entorno de ros control distinguimos dos partes principales:
Interfaces de Hardware: Se encargan de gestionar la informacio´n leyendo el sensor
y escribiendo en el actuador as´ı como cargar, descargar y cambiar controladores
mediante el gestor de controladores.
Controladores: constituyen una unidad de control por s´ı misma, no es diferente al
concepto de controlador de la teor´ıa de sistemas.
Entre otras partes secundarias podemos encontrar las transmisiones y los limites de las
uniones.
4.2.1. Interfaces de hardware.
La interfaces de hardware, como su nombre indican sirven de unio´n entre los contro-
ladores y el harware real del robot. Tienen que saber en que´ posiciones de memoria se
encuentran las variables que almacenan la posicio´n, velocidad o esfuerzo captados por los
sensores as´ı como las referencias de las mismas en cada momentos.
Es el encargado de leer los sensores y escribir en los actuadores durante el bucle de
control.
Su estructura de mensajes esta´ estandarizada por los creadores de ros control para dar
coherencia al paquete.
En un robot real su implementacio´n en C++ se realiza mediante una clase que derive
de hardware interface::RobotHW del mismo paquete tal y como se ve en 4.7.
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c l a s s MyRobot : pub l i c ha rdwar e in t e r f a c e : : RobotHW{
ha rdwar e in t e r f a c e : : J o i n t S t a t e I n t e r f a c e j n t s t a t e i n t e r f a c e ;
ha rdwar e in t e r f a c e : : P o s i t i o n J o i n t I n t e r f a c e j n t p o s i n t e r f a c e ;
double cmd [ 2 ] ;
double pos [ 2 ] ;
double ve l [ 2 ] ;
double e f f [ 2 ] ;
pub l i c :
MyRobot ( ) ; //Setup Robot
//Talk to HW
void read ( ) ;
void wr i t e ( ) ;
//Reimplement on ly i f needed
v i r t u a l bool checkForConf l i c t ( ) const ;
} ;
Figura 4.7: Prototipo de RobotHW
Siguiendo la estructura de 4.7 se puede implementar la interfaz de hardware de cualquier
robot.
En puntos posteriores se describira´ como implementar esto en un nodo.
4.2.2. Controladores.
Los controladores en ros control son concebidos de la misma manera como lo hace la
teor´ıa de sistemas.
El mismo paquete incluye una serie de controladores basados en esfuerzos que implemen-
tan los reguladores cla´sicos PID mediante un bucle de realimentacio´n. Estos controladores
reciben el nombre de EffortControllers y entre estos se disponen de:
joint effort controller 1
joint position controller 2
joint velocity controller 3
De forma general se suelen implementar estos controladores dado que suele ser suficiente
su calidad. En el caso de controles ma´s sofisticados se puede crear un controlador espec´ıfico
desde cero sin gran complicacio´n extra.
La forma en la que se puede incorporar un nuevo controlador es mediante una librer´ıa
de ROS que implemente una clase que derive de uno de las interfaces de controlador que
tiene por defecto el paquete.
1Para control de fuerza.
2Para control de posicio´n.
3Para control de velocidad.
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Ros Control permite de manera fa´cil cambiar de controlador en tiempo real, de esta
forma es posible tener varios tipos de controladores para un solo actuador, aunque so´lo
uno puede estar activo en cada momento.
4.2.3. Controller interface.
Para facilitar la carga, descarga y gestio´n en general de los controladores, el paquete de
ros control incorpora de forma nativa el gestor de controladores o controller manager.
Permite, activar, desactivar y cambiar el controlador en funcionamiento en tiempo real,
mediante este se puede usar controladores de distinto tipo en un solo actuador.
Su papel, aunque sencillo, constituira´ un pilar clave en el control del RHex.
4.2.4. Transmisiones y l´ımites.
En el caso de que se necesite de funciones extra tanto para acceder como actuar sobre
una unio´n controlada, ros control incorpora el concepto de transmisiones.
La transmisio´n se incorpora a nuestro modelo del robot en el URDF y establece carac-
ter´ısticas como la reduccio´n meca´nica o el par ma´ximo que se puede aplicar.
Al igual que con otros elementos del paquete se puede crear una transmisio´n ad-hoc
para cada robot de una forma parecida a como se har´ıa con un controlador.
Adicionalmente, las transmisiones incorporan la capacidad de implementar saturaciones
en la sen˜al que se aplica sobre el actuador, de esta forma, aunque el controlador aporte
un valor de entrada superior al l´ımite, no se superara´ protegiendo el equipo.
4.2.5. Bucle de control.
Generalmente, el bucle de control de un robot as´ı como el hardware interface y el con-
troller manager se incorporan en un nodo con el nombre del robot, en este caso rhex. Suele
ser uno de los nodos principales o al menos de los ma´s cercanos al hardware real.
De esta forma el bucle de control del nodo principal se descompone en los siguientes
pasos:
1. Lectura de los sensores de cada una de las uniones controladas.
2. Se aplican las condiciones de transmisio´n del actuador a la informacio´n de estado de
la unio´n.
3. Se ejecuta un ciclo de las funciones del regulador.
4. Se comprueba si se ha saturado la sen˜al de salida y se limita en tal caso.
5. Aplicacio´n de las condiciones de transmisio´n.
6. Escritura en el actuador.
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4.3. Relacio´n ros control, simulacio´n y controladores reales.
Uno de los principales argumentos para escoger ROS por encima de otros sistemas
operativos fue la relacio´n estrecha que mantienen sus sistemas de control con la simulacio´n
y la implementacio´n con los controladores reales. En la figura 4.10 se muestra un diagrama
con el flujo de informacio´n de todos los agentes.
La clave de esta relacio´n esta´ en el paquete ros control, para los sistemas de control
basados en este paquete, les resulta transparente el robot que esta´n controlando, es decir,
que con el mismo control puede controlarse a la vez la simulacio´n y los actuadores reales.
Este control de simulacio´n y controladores reales puede hacerse de forma simulta´nea
o no. De esta forma, los sistemas de control permiten desarrollarse de forma paralela al
hardware real del robot, testearlos en simulacio´n y decidir de acuerdo a estos datos.
Tal y como se ha descrito el funcionamiento de los controladores en el paquete, es
necesario saber como se pueden incorporar los controladores en la simulaciones realizadas
en gazebo.
Los creadores de ros control crearon un plugin de gazebo, que una vez incorporado en el
URDF del robot, se puede emplear cualquier controlador por defecto de ros control, esto
sera´ incorporado en nuestro robot, aunque se detallara´ ma´s adelante.
De esta forma, incluyendo en el URDF, las l´ıneas de la figura 4.9 podemos controlar el
modelo como si fuera un robot real.
<gazebo>
<p lug in name=” g a z e b o r o s c o n t r o l ” f i l ename=” l i b g a z e b o r o s c o n t r o l . so ”>
<robotNamespace>/MYROBOT</robotNamespace>
</ p lug in>
</ gazebo>
Figura 4.9: Plugin de ros control para Gazebo.
Los para´metros de los controladores se cargara´n mediante un archivo YALM, que con-
tiene datos que se pueden cargar en el servidor de para´metros y una vez cargados llamar
al nodo controller spawner pasando como argumentos el nombre de los controladores para
cargarlos.
Una vez definido esto, se empezara´ a explicar como definir la estructura de control de
nuestro robot.
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4.4. Estructuracio´n de ros control en el RHex
Antes de comenzar con el desarrollo de ros control en el RHex hay que establecer que
el desarrollo se ha hecho sobre el modelo de simulacio´n. Esto significa que el hardware
interface no se ha completado pero s´ı se ha dejado la estructura primaria que deber´ıa
seguir.
Dado que se ha desarrollado sobre el modelo de simulacio´n, la interaccio´n con el hardware
interface viene dada por el plugin de ros control para Gazebo.
4.4.1. Controladores RHex
Vistas las principales ventajas del RHex como son su gran versatilidad a la hora de
superar terrenos accidentados y la gran variedad de modos de marcha que se pueden im-
plementar, se ha decidido que el control desarrollado permita tanto el control por posicio´n
como por velocidad de cada una de las patas por separado.
El controlador de cada una de las patas debera´ poder ser cambiado en cualquier punto
de la ejecucio´n en tiempo real, tal y como permite ros control.
Por tanto, para resumir, cada pata dispone de los siguientes controladores:
Controlador de posicio´n: pata position controller
Controlador de velocidad: pata velocity controller
Adema´s, se dispone de un u´nico controlador que publica de forma perio´dica mediante el
mensaje /rhex/joint states el estado de cada una de las patas. Cuando se habla de estado
de las patas nos referimos a la posicio´n, velocidad y esfuerzo en unidades del sistema
internacional. Este mensaje pertenece al paquete de ros control y es muy importante saber
acceder al mismo dado que sera´ necesario para conocer la posicio´n o velocidad e interactuar
en los modos de marcha.
En el co´digo de la figura 4.11 se tiene la definicio´n del mensaje de las /joint state. Es
necesario destacar dos aspectos del mismo: so´lo existe un topic por robot controlado y
las posiciones, velocidades y esfuerzos de cada uno de los actuadores se encuentran en un
array donde cada posicio´n corresponde a un actuador.
El resto de controladores corresponden a los controladores de posicio´n y velocidad de
cada una de las patas. Estos controladores sera´n del tipo effort controller de ros control,
estos, cumplen con los requerimientos necesarios por lo que aseguran su correcto funciona-
miento. Los controladores que incluye ros control siguen una estructura PID y por tanto
debera´n ajustarse cada una de las acciones proporcional, derivativa e integral.
Para inicializar cada uno de los controladores es necesario establecer una serie de para´me-
tros en el servidor antes de hacer la llamada al controller spawner. Estos para´metros var´ıan
segu´n el controlador, a continuacio´n se especifican los que se aplican al caso.
El joint state controller so´lo necesita de un para´metro, la frecuencia de publicacio´n del
mensaje en Hz.
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# This i s a message that ho lds data to d e s c r i b e the s t a t e o f a s e t o f torque
c o n t r o l l e d j o i n t s .
#
# The s t a t e o f each j o i n t ( r e v o l u t e or p r i smat i c ) i s de f i ned by :
# ∗ the p o s i t i o n o f the j o i n t ( rad or m) ,
# ∗ the v e l o c i t y o f the j o i n t ( rad/ s or m/ s ) and
# ∗ the e f f o r t that i s app l i ed in the j o i n t (Nm or N) .
#
# Each j o i n t i s un ique ly i d e n t i f i e d by i t s name
# The header s p e c i f i e s the time at which the j o i n t s t a t e s were recorded . Al l
the j o i n t s t a t e s
# in one message have to be recorded at the same time .
#
# This message c o n s i s t s o f a mu l t ip l e arrays , one for each part o f the j o i n t
s t a t e .
# The goa l i s to make each o f the f i e l d s op t i ona l . When e . g . your j o i n t s
have no
# e f f o r t a s s o c i a t e d with them , you can l eave the e f f o r t array empty .
#
# Al l a r rays in t h i s message should have the same s i z e , or be empty .
# This i s the only way to unique ly a s s o c i a t e the j o i n t name with the c o r r e c t
# s t a t e s .
Header header
s t r i n g [ ] name
f l o a t 6 4 [ ] p o s i t i o n
f l o a t 6 4 [ ] v e l o c i t y
f l o a t 6 4 [ ] e f f o r t
Figura 4.11: Estructura mensaje joint state.msg
Por otro lado, los controladores, tanto de posicio´n como de velocidad, necesitan de 2
para´metros:
El nombre de la unio´n que esta´ controlada.
Los valores de las constantes proporcional (P), derivativa (D) e integral (I).
Los valores de cada una de las constantes ha sido ajustado mediante me´todos eur´ısticos.
Observando el comportamiento de las patas con distintos valores se ha determinado lo
siguiente:
Con accio´n proporcional el intervalo de establecimiento es menor de 1 segundo en
el aire, suficiente para las condiciones del robot, por tanto no requiere de accio´n
derivativa.
La accio´n derivativa, hace aumentar mucho la sobreoscilacio´n, descarta´ndose total-
mente su uso.
Se ha an˜adido una accio´n integral mı´nima para asegurar que el sistema sea robusto
ante perturbaciones de bloqueo. Especialmente u´til cuando la pata necesita alzar el
robot desde el suelo.
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Siguiendo estas conclusiones y mediante procedimientos eur´ısticos, los valores de cada
una de las constantes es el siguiente:
Parametros PID ≡ P = 10 ; I = 0,2 ; D = 0 (4.1)
Para cargar una serie de para´metros de una sola vez en el servidor de ROS, se realiza
mediante la creacio´n de un archivo YAML que permite definir los para´metros y cumplir
tal propo´sito. El archivo YAML sera´ cargado en el archivo de lanzamiento del paquete de
control del robot.
La primera l´ınea del archivo hace referencia al espacio de nombres que se quiere usar
para los para´metros, en nuestro caso emplearemos rhex como espacio de nombres.
De esta forma se definira´n todos los para´metros de todos los controladores usando este
tipo de archivo YAML en ROS durante el lanzamiento.
En la figura 4.12 se puede observar co´mo se define el joint state controller en el archivo
de configuracio´n, junto a la definicio´n del espacio de nombres.
rhex :
# Publ i sh a l l j o i n t s t a t e s −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
j o i n t s t a t e c o n t r o l l e r :
type : j o i n t s t a t e c o n t r o l l e r / J o i n t S t a t e C o n t r o l l e r
p u b l i s h r a t e : 50
Figura 4.12: joint state controller en YAML
De la misma forma se tiene en la figura 4.13 para el position controller de una de las
patas.
# Pos i t i on C o n t r o l l e r s −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
p a t a 1 p o s i t i o n c o n t r o l l e r :
type : e f f o r t c o n t r o l l e r s / J o i n t P o s i t i o n C o n t r o l l e r
j o i n t : p a t a 1 t o b a s e l i n k j o i n t
pid : {p : 10 . 0 , i : 0 . 02 , d : 0 .0}
Figura 4.13: Ejemplo de position controller en YAML
Y en la figura 4.14 el del velocity controller de una de las patas.
# Veloc i ty C o n t r o l l e r s −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
p a t a 1 v e l o c i t y c o n t r o l l e r :
type : e f f o r t c o n t r o l l e r s / J o i n t V e l o c i t y C o n t r o l l e r
j o i n t : p a t a 1 t o b a s e l i n k j o i n t
pid : {p : 10 . 0 , i : 0 . 02 , d : 0 .0}
Figura 4.14: Ejemplo de velocity controller en YAML
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Una vez cargado, este archivo en ROS se habra´n establecido correctamente los para´me-
tros necesarios en el servidor. Si se emplea en la l´ınea de comandos la herramienta para
el servidor de para´metros de ROS, en la lista deben aparecer tal y como se han definido
junto a alguno adicional que no es empleado para este ejemplo, como muestra la figura
4.15.
Figura 4.15: Lista de para´metros cargados con el archivo YAML.
Como u´ltima consideracio´n falta decir que el valor de los para´metros esta´n sujetos a
cambios e incluso se puede considerar el cambio de estos valores en funcionamiento. El
principal motivo que puede dar a este cambio en el robot real sera´n las posibles incohe-
rencias entre el modelo y el robot real. Sin embargo, su reajuste deber´ıa realizarse por
eur´ıstica de la misma forma que se ha hecho con la simulacio´n sin excesiva complicacio´n.
En el anexo de este cap´ıtulo se tiene, entre otros, el codigo completo del archivo YAML
que hemos estado tratando.
4.4.2. Transmisiones.
Segu´n lo especificado en la seccio´n 4.2 es necesario an˜adir en el URDF una serie de
nuevos elementos conocidos como transmisiones para poder emplear las caracter´ısticas de
ros control.
Los u´nicos para´metros que se necesitan son las limitaciones y la reduccio´n que tiene el
motor. Segu´n los motores reales que van a ser instalados en el robot, estas caracter´ısticas
son:
Reduccion = 529/16 (4.2)
Limite par = 3,75 Nm (4.3)
Limite rev = 1256,637 rad/s (4.4)
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Las transmisiones siguen la misma sintaxis que los URDF y los para´metros a completar
se referencian en la wiki de ROS y de ros control. En la figura 4.16 se muestra un ejemplo
de una, tal y como se incorpora en los archivos XACRO del proyecto.
<t r ansmi s s i on name=”${name} t r a n s m i s s i o n ”>
<type>t r a n s m i s s i o n i n t e r f a c e / SimpleTransmiss ion</ type>
< j o i n t name=”${name} t o ${ p a r e n t l i n k } j o i n t ”>
<hardware Inte r face>ha rdwar e in t e r f a c e / E f f o r t J o i n t I n t e r f a c e</
hardware Inte r face>
</ j o i n t>
<actuator name=”${name} motor ”>
<mechanicalReduction>${motor reduct ion }</ mechanicalReduction>
<hardware Inte r face>E f f o r t J o i n t I n t e r f a c e</ hardware Inte r face>
</ actuator>
</ t ransmi s s i on>
Figura 4.16: Ejemplo de velocity controller en YAML
4.4.3. Comandado y estado de los actuadores.
Falta por conocer co´mo se controla cada una de las patas ahora que disponen de un
sistema de control que lo permite.
Una vez que se esta´n ejecutando sobre ROS el hardware interface y los controladores, se
han establecido una serie de topics y servicios que permiten el comandado de cada una de
las uniones controladas, conocer el estado en el que se encuentra, cambiar controladores,
etc. En este punto se explicara´ que´ topics y servicios son de mayor intere´s para implementar
modos de marcha.
Gestio´n de controladores.
El comandado de cada uno de los actuadores dependera´ del controlador que en ese
momento se encuentre activo.
Para realizar acciones relacionadas con la gestio´n de controladores es necesario atender
a los servicios del controller manager inicializado en el hardware interface. Estos servicios,
para el robot son:
/rhex/controller manager/list controllers: Devuelve una lista de los controla-
dores y su estado (en ejecucio´n o parado).
/rhex/controller manager/load controller : carga un controlador.
/rhex/controller manager/unload controller : detiene y quita un controlador.
/rhex/controller manager/switch controller : cambia el tipo controlador de
una interfaz de hardware. Para un actuador y dos controladores cargados del mismo,
cambia el activo al que se desee.
Dentro de estos servicios, el ma´s destacado es el de switch controller, en la figura 4.17 se
muestra la definicio´n del servicio segu´n explica la API. Es necesario tener esto de referencia
para apartados posteriores.
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# The Swi tchContro l l e r s e r v i c e a l l ows you stop a number o f c o n t r o l l e r s
# and s t a r t a number o f c o n t r o l l e r s , a l l in one s i n g l e t imestep o f the
# cont ro l l e r manage r c o n t r o l loop .
# To switch c o n t r o l l e r s , s p e c i f y
# ∗ the l i s t o f c o n t r o l l e r names to s ta r t ,
# ∗ the l i s t o f c o n t r o l l e r names to stop , and
# ∗ the s t r i c t n e s s (BEST EFFORT or STRICT)
# ∗ STRICT means that sw i t ch ing w i l l f a i l i f anything goes wrong ( an
i n v a l i d
# c o n t r o l l e r name , a c o n t r o l l e r that f a i l e d to s ta r t , e t c . )
# ∗ BEST EFFORT means that even when something goes wrong with on
c o n t r o l l e r ,
# the s e r v i c e w i l l s t i l l t ry to s t a r t / stop the remaining c o n t r o l l e r s
# The return value ”ok” i n d i c a t e s i f the c o n t r o l l e r s were switched
# s u c c e s s f u l l y or not . The meaning o f s u c c e s s depends on the
# s p e c i f i e d s t r i c t n e s s .
s t r i n g [ ] s t a r t c o n t r o l l e r s
s t r i n g [ ] s t o p c o n t r o l l e r s
in t32 s t r i c t n e s s
in t32 BEST EFFORT=1
int32 STRICT=2
−−−
bool ok
Figura 4.17: Estructura servicio /switch controllers
Estos son solo los comandos ma´s importantes y los que se van a emplear durante el resto
del trabajo del controller manager.
Como se ha afirmado antes, se puede cambiar el valor de las constantes de control de los
PID durante el funcionamiento normal del robot, este cambio se realiza por otro servicio
que depende del controlador activo, en el caso de la la pata 1, se tendra´:
/rhex/pata1 position controller/set parameters
/rhex/pata1 velocity controller/set parameters
Comandado.
Ahora se detallara´n los mensajes y servicios que informan sobre el estado y permiten
dar comandos a los actuadores.
El topic /rhex/joint states detalla el estado de cada una de las uniones. Este ya ha sido
definido en el apartado 4.4.1. Sera´ necesario para conocer el estado en la marcha.
Por u´ltimo, es necesario saber co´mo comandar cada controlador, el comandado se realiza
por mensajes esta´ndar de ROS, en este caso tipo float, donde se publica la referencia de
posicio´n o velocidad en unidades del sistema internacional.
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El mensaje de comandado, depende del controlador activo, sin embargo, independiente-
mente del que sea, se necesita que se publique de forma perio´dica para que no aparezcan
fallos. Puede ocurrir que durante el transcurso de un modo de marcha se ejecute algu-
na funcio´n que pare el controlador por un instante, cuando se para un controlador en
ros control por convenio se pierde el valor de referencia, por eso se necesita que se publi-
que constantemente.
Estos mensajes, dependiendo del tipo de controlador son:
/rhex/pata1 position controller/command
/rhex/pata1 velocity controller/command
Estos mensajes pertenecen a uno de los tipos esta´ndar de ROS por lo que no sera´
necesario definir su estructura ya que es conocida.
Todos los ejemplos han sido realizados para la pata numero 1 segu´n la numeracio´n
estipulada, estos ejemplos son extrapolables a cualquier otra pata cambiando el nu´mero
por el de la pata que se desea controlar.
Con esto, se completa toda la informacio´n necesaria para controlar el robot del proyecto.
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4.5. Interfaz y librer´ıa de control del RHex
Hasta el punto anterior, ya se ha explicado todo lo necesario para poder actuar sobre el
robot, y con ello definir modos de marcha y navegar. Sin embargo, la cantidad de infor-
macio´n a manejar puede resultar abrumadora, teniendo esto en mente se penso´ simplificar
este control de alguna manera.
La solucio´n encontrada paso´ por la creacio´n de un nuevo nodo que organizase toda
la informacio´n necesaria y la organizara en los mensajes pertinentes, este nodo, ser´ıa
comandado a su vez por un u´nico servicio.
Sin embargo, esto parece insuficiente si se siguen programando nuevos modos de marcha
o movimientos, la escritura de ese servicio y lectura de los estados ocupa muchas l´ıneas
de co´digo, que terminan siendo acciones recurrentes, por tanto, adicionalmente, el nuevo
nodo se acompan˜a de una librer´ıa en C++ que facilita au´n mas su uso. Esta librer´ıa ha
sido creada desde cero y de forma espec´ıfica para este proyecto como parte del TFG.
Este nuevo trabajo se creo´ en el paquete rhex controller interface, que incorpora el nodo
con el mismo nombre y la librer´ıa.
4.5.1. Interfaz de control del RHex. Paquete rhex controller interface.
El paquete rhex controller interface incorpora una interfaz de control que actu´a como
una nueva capa que simplifica al usuario el control del robot.
Por tanto, los objetivos que se han definido con este nuevo paquete son los siguientes:
1. Simplificar el control del robot.
2. Asegurar que todos los mensajes necesarios de control queden cubiertos.
3. Prevenir fallos antes de comandar.
4. Publicar los mensajes de comando de forma perio´dica.
5. Mejorar la limpieza de co´digo.
Siguiendo estas metas, el nodo realiza las siguientes funciones:
Toma en cuenta que´ tipo de control esta´ activo, cambia mediante el servicio /s-
witch controller el controlador si es necesario.
Comprueba que el valor del comando es coherente y publica de forma perio´dica el
mensaje /command del tipo que se necesite, bien sea de posicio´n o de velocidad.
Estas funciones vienen descritas en forma de diagrama en la figura 4.18. En esta figura,
el rhex controller interface esta´ siendo controlado por una maquina de estados que se
empleara´ para implementar los modos de marcha, pero esto se vera´ ma´s adelante.
El nu´mero de nodos que se deben lanzar es igual al nu´mero de patas, en este caso 6
rhex controller interface sera´n activados.
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Figura 4.18: Diagrama de funcionamiento del rhex controller interface.
Dado que existe uno de estos nodos por pata se necesita distinguir a que´ pata hace de
interfaz. Por esto, el lanzamiento requiere de un argumento que en este caso sera´: pata +
nu´mero de la pata a controlar. En el co´digo de la figura 4.19 se muestra un ejemplo de
llamada desde un archivo launch, en este ejemplo se llama a la interfaz de la primera pata.
<node pkg=” r h e x c o n t r o l l e r i n t e r f a c e ” type=” r h e x c o n t r o l l e r i n t e r f a c e ” name=
” p a t a 1 c o n t r o l l e r i n t e r f a c e ” args=” pata1 ”/>
Figura 4.19: Ejemplo de lanzamiento de rhex controller interface
El nodo publica de forma perio´dica el mensaje con el comando. La frecuencia de publi-
cacio´n que se ha establecido en 10 Hz y son dos las razones que motivan esta decisio´n, una
es que cuanto menor sea la frecuencia de publicacio´n, tambie´n lo es la carga computacional
asociada, la otra es que por debajo de frecuencias a 2 Hz el comportamiento es erra´tico en
los cambios o no se producen con la suficiente rapidez. Esto, ha motivado que equilibrando
ambos factores, 10 Hz ofrezca un buen comportamiento.
Una vez que se ha definido el funcionamiento, hay que detallar co´mo se controla esta
interfaz. La respuesta a esto es mediante un servicio.
Los motivos que por la que se ha escogido un servicio por encima de un mensaje son por
la propia naturaleza de lo que se busca. Como se explico´ en apartados anteriores, donde
se detallaba el funcionamiento de ROS, los mensajes y los servicios, se definio´ que estos
u´ltimos, actu´an como una peticio´n, un agente externo hace una peticio´n al servidor de
que haga algo y este le responde, un mensaje no tiene ese cara´cter, adema´s puede resultar
erra´tico dado que puede que el mensaje no llegue, perdiendo la nocio´n del estado en el
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que se encuentra. Todo esto, hace que un servicio encaje mejor como peticio´n de que un
actuador se comporte de cierta manera.
Por tanto, se creo´ un servicio ad-hoc para el gobierno de este nuevo nodo, este servicio
recibe el nombre de /c leg command. Este servicio, necesita dos argumentos:
El valor de la nueva referencia en unidades del sistema internacional, esto es [rad]
para posicio´n y [rad/s] para velocidad.
Si es valor es de posicio´n o de velocidad.
La respuesta del servidor sera´ si se ha podido realizar el cambio o no.
#Command s e r v i c e for RHex C−Leg .
#This s e r v i c e sends an reques t for changing the cur rent r e f e r e n c e command
and the kind o f c o n t r o l that i s be ing used .
#The arguments d e s c r i p t i o n i s the f o l l o w i n g :
# value : The value o f the command given . Depending on the type o f c o n t r o l
i t s un i t s vary :
# p o s i t i o n : [ rad ]
# v e l o c i t y : [ rad/ s ]
# p o s i t i o n c o n t r o l : i f true , the command given w i l l be proce s sed as a
p o s i t i o n value , o the rwi se w i l l be proce s sed
# as f a l s e .
# t rue : p o s i t i o n c o n t r o l .
# f a l s e : v e l o c i t y c o n t r o l .
f l o a t 6 4 value
bool p o s i t i o n c o n t r o l
−−−
bool ok
Figura 4.20: Estructura servicio /c leg command.
En la figura 4.20 se muestra la estructura codificada como servicio en ROS. Como se
puede puede observar, los campos coinciden, so´lo es necesario apuntar que la distincio´n
entre comando de velocidad y de posicio´n se realiza mediante un campo booleano que si
es afirmativo indica que el control es de posicio´n.
Con esto, queda demostrado que se simplifica mucho el comandado del robot, ahora con
una sola llamada a un servicio, se puede indicar a una pata co´mo debe moverse o si debe
cambiar de tipo de control.
Aunque se ha mejorado en sencillez y limpieza, au´n puede mejorarse ma´s y con tal fin
se desarrollo´ la biblioteca c leg.
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4.5.2. Librer´ıa de control c leg.
Con el objetivo de mejorar la limpieza del co´digo en C++ de nodos que hagan uso del
rhex controller interface se desarrollo´ la librer´ıa c leg.
Esta librer´ıa implementa la definicio´n de la clase CLeg. Esta clase pretende acercar el
usuario al control del robot, de manera que sea ma´s intuitivo tener 6 variables tipo CLeg
que implementen cada una de las patas. Por tanto, toda la librer´ıa se ha desarrollado en
torno a esta idea.
Para declarar una variable del tipo CLeg se necesitan 2 argumentos ya que no tiene
constructor por defecto:
El nu´mero de pata
El NodeHandle del nodo que hace uso de la librer´ıa.
El primer argumento es claro, necesita saber a que´ pata hace referencia. Por otro lado,
el node handle es necesario para avisar al maestro de ROS de que es un cliente, necesario
para llevar al cabo la llamada al servicio /c leg command.
El prototipo de este constructor es el siguiente:
CLeg(unsigned int numero pata , ro s : : NodeHandle &n) ;
Con esta clase se consigue que el servicio creado antes, el /c leg command, tambie´n sea
transparente al usuario y por tanto, ma´s sencillo de usar.
Los me´todos pu´blicos que permite la clase esta´n enfocados a comandar, tanto en po-
sicio´n, como en velocidad, y a conocer el estado de la pata. Estos me´todos, tienen los
prototipos recogidos en la figura 4.21.
//Metodo que a c t u a l i z a e l e s tado de l a s patas
void ac tua l i z a rEs tado ( ) ;
//Metodos GET
f loat getPos ( ) ;
f loat getVel ( ) ;
f loat g e t E f f ( ) ;
bool getEstContro l ( ) ;
//Metodos que mandan l o s comandos de v e l o c i dad y pos i c i on
void s e t P o s i t i o n ( f loat value ) ;
void s e t V e l o c i t y ( f loat value ) ;
Figura 4.21: Prototipos de me´todos pu´blicos de c leg
A continuacio´n se dara´ una breve descripcio´n de uso de estos me´todos, para que sirva
de referencia cuando se empleen en el futuro.
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Los me´todos pu´blicos de la clase CLeg realizan las siguientes tareas:
actualizarEstado(): recoge el u´ltimo mensaje de /rhex/joint state y actualiza los
campos del objeto de posicio´n, velocidad y esfuerzo.
getPos(): actualiza el estado y devuelve la posicio´n de la pata en [rad].
getVel(): actualiza el estado y devuelve la velocidad de la pata en [rad/s].
getEff(): actualiza el estado y devuelve el esfuerzo de la pata en [Nm].
getEstControl(): devuelve TRUE si el control es de posicio´n y FALSE en caso
contrario.
setPosition(float value): comanda el valor value como posicio´n. Comprueba si el
control es ya de posicio´n, si no, lo cambia y comienza a publicar de forma perio´dica
el mensaje de comando.
setVelocity(float value): comanda el valor value como velocidad. Comprueba si el
control es ya de velocidad, si no, lo cambia y comienza a publicar de forma perio´dica
el mensaje de comando.
Con esto se han dado unas nociones generales de uso de la biblioteca, presentando sus
ventajas frente al comandado sin la interfaz de control.
Todo el co´digo del paquete estara´ incluido en un anexo al final del trabajo si se quiere
profundizar ma´s en el co´digo desarrollado. Entre este co´digo se podra´ encontrar el nodo
de rhex controller interface, junto al co´digo completo de la librer´ıa que se ha tratado en
este u´ltimo punto.
Una vez que se han explicado las herramientas necesarias para hacer que el robot se
mueva, se puede empezar a plantear los modos de marcha. Sin embargo, antes de mover
el robot es necesario saber las nociones cinema´ticas del mismo, esto se abordara´ en el
siguiente cap´ıtulo.
Escuela Te´cnica Superior de Ingenieros Industriales (UPM) 61
CAPI´TULO 4. CONTROL BASADO EN SISTEMAS OPERATIVOS DE ROBOTS
ROS
62 Rau´l Cebolla Arroyo 13069
Cap´ıtulo 5
Cinematica y modos de marcha
del RHex.
Durante el transcurso de este cap´ıtulo se describe el modelo cinema´tico del robot desa-
rrollado junto a sus particularidades y caracter´ısticas geome´tricas especiales. Es necesario
conocer el modelo cinema´tico para poder implementar en el sistema y en ROS los dife-
rentes modos de marcha, como se explicara´ en cap´ıtulos posteriores. Para e´ste ana´lisis se
utilizara´n como base: [27] [30] [15].
El objetivo es, por tanto, la obtencio´n de un modelo matema´tico que permita analizar
y predecir el comportamiento del robot en sus distintos modos de marcha.
5.1. Hipo´tesis y consideraciones
Antes de comenzar a describir el procedimiento con el que se obtiene el modelo cinema´ti-
co del hexa´podo, es necesario establecer una serie de consideraciones e hipo´tesis que se
han tomado.
Para formular el modelo cinema´tico se han asumido las siguientes hipo´tesis:
So´lidos r´ıgidos: todos los elementos que intervienen en la obtencio´n del modelo se
consideran como so´lidos r´ıgidos. En el modelo cinema´tico no se considera la capacidad
ela´stica de la pata.
Movimiento plano: los movimientos analizados son planos respecto al plano per-
pendicular al suelo y que contiene la direccio´n de avance, es decir, el plano sagital.
Superficie de avance plana: la superficie por la que se desplaza el robot es un
plano sin irregularidades ni inclinacio´n. En el caso de modos de marcha que permitan
subir escaleras se especificara´ en su caso.
Superficie de rodadura cil´ındrica: la superficie de las patas, tanto la cara interior
como la cara exterior se consideran superficies cil´ındricas. En este caso, la pata se
considera como una sola superficie, sin embargo los resultados obtenidos no difieren
si se considera el espesor de la pata.
Rodadura sin deslizamiento: en los movimientos de rodadura de la pata no existe
deslizamiento, cuando la pata llegue al punto de apertura veremos que pivota sobre
el u´ltimo punto de apoyo.
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En el caso de que se tome alguna consideracio´n adicional, se especificara´ de forma previa
al desarrollo pertinente.
5.2. Caracter´ısticas geome´tricas.
Como paso previo al desarrollo del modelo es necesario especificar ciertas caracter´ısticas
geome´tricas de disen˜o de la pata.
La pata presenta una forma de corona cil´ındrica a la que se le ha eliminado un sector,
adapta por tanto una forma similar a una letra C.
En el ana´lisis no se tiene en cuenta el espesor de la pata por lo que se trata como una
u´nica superficie.
En los siguientes apartados se utilizara´ una nomenclatura propia para cada para´metro
de la pata durante todo el desarrollo. A continuacio´n se especifica cada para´metro, en la
figura 5.1 se tiene una representacio´n gra´fica de cada uno.
Figura 5.1: Geometr´ıa y referencia de la pata.
Los para´metros de disen˜o independientes de la pata son los siguientes:
R: Radio de la pata
α: Apertura de la pata
Estos dos para´metros son los u´nicos que son independientes, es decir, no derivan ni
dependen de otros y fueron el punto de partida en el disen˜o. El resto de para´metros
derivan de estos dos.
Los para´metros derivados son:
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Puntos:
Punto O: Es el punto de origen del sistema de referencia de la pata y el de anclaje
con el chasis. Tambie´n es uno de los puntos de la apertura de la pata.
Punto P : Punto diametralmente opuesto al punto O, es el punto de contacto con el
suelo cuando la pata se encuentra con el a´ngulo de posicio´n en 0.
Punto B: El punto restante de apertura de la pata.
Punto C: Centro geome´trico de la circunferencia completa del perfil de la pata (no
presente en la figura).
A´ngulos:
θ: Angulo de posicio´n, recibe este nombre al ser el que controla mediante el sistema
de control. Es el a´ngulo que forma el segmento OP con la vertical.
ϕ: Angulo de rodadura: angulo que gira la pata durante el movimiento de rodadura.
Coinciden en su valor por geometr´ıa, por lo que no se le hara´ mencio´n con frecuencia.
β: Angulo que forma el segmento A con el segmento OP .
Segmentos:
A: Segmento que forma los extremos de la apertura O y A.
Tanto el a´ngulo de posicio´n como de rodadura tendra´n valores positivos segu´n sentido
horario y valor nulo cuando el punto P es el de contacto con el suelo, como la figura
izquierda de 5.1.
Los a´ngulos de posicio´n y de rodadura se utilizara´n como variables de posicio´n del
robot. Sin embargo, el a´ngulo β y el segmento A son datos geome´tricos. Como son va-
riables derivadas, se procede al ca´lculo de la expresio´n que lo relacione con las variables
independientes.
Para obtener β y A se estudia el tria´ngulo ÔBC. Como los segmentos CB y CO tienen
la misma longitud, el radio, se trata de un tria´ngulo iso´sceles, este a su vez puede dividirse
en dos tria´ngulos recta´ngulos por la bisectriz de α. De estos, se obtiene directamente que:
sin
(α
2
)
=
A
2
R
Por tanto tenemos una expresio´n para obtener A:
A = 2R sin
(α
2
)
(5.1)
Del mismo triangulo se obtiene fa´cilmente que:
cos (β) =
A
2
R
⇒ cos (β) = R sin
(
α
2
)
R
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Que directamente se obtiene una expresio´n para obtener el a´ngulo β:
β = arc cos
[
sin
(α
2
)]
(5.2)
El movimiento de la pata, esta´ condicionado no solo por la forma de la misma sino que
tambie´n por la geometr´ıa del chasis que cuando se encuentra apoyado sobre el suelo, limita
el a´ngulo de posicio´n ma´ximo en el que la pata toma contacto con el suelo o lo pierde.
Se necesita definir dos nuevos conceptos:
A´ngulo de aterrizaje θt: a´ngulo en el que la pata toma contacto con el suelo
cuando el chasis se apoya sobre el mismo.
A´ngulo de despegue θa: a´ngulo en el que la pata pierde contacto con el suelo
cuando el chasis se apoya sobre el mismo.
Se estudiara´ el a´ngulo de aterrizaje mı´nimo θmint y el a´ngulo de despegue ma´ximo θ
max
a
ya que se necesitara´n para definir l´ımites en el movimiento.
A´ngulo de aterrizaje mı´nimo
Se estudiara´ el caso en el que la pata acaba de tomar contacto con el suelo, estando
con el chasis apoyado en el suelo.
Figura 5.2: A´ngulo de aterrizaje mı´nimo.
Segu´n la figura 5.2, el a´ngulo de aterrizaje mı´nimo sera´:
θmint = −
[pi
2
+ δ
]
(5.3)
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Se simplifica, por tanto, al ca´lculo de δ por geometr´ıa de la figura 5.2.
De esta forma, se puede obtener directamente que:
sin (δ) =
R− h/2
R
=⇒ δ = arcsin
(
R− h/2
R
)
Donde h es la altura del chasis.
Sustituyendo en la ecuacio´n 5.3 obtenemos la relacio´n deseada:
θmint = −
[
pi
2
+ arcsin
(
R− h/2
R
)]
(5.4)
A´ngulo despegue ma´ximo.
Se estudiara´ ahora el caso en la pata deja de tener contacto con el suelo cuando el chasis
esta´ apoyado sobre el mismo.
Figura 5.3: A´ngulo de despegue ma´ximo.
Segu´n la figura 5.3 se obtiene que:
θmaxa = β + δ (5.5)
De la misma forma con la que se procede en el aterrizaje, por geometr´ıa tenemos que:
cos (δ) =
h/2
A
=⇒ δ = arc cos
(
h/2
A
)
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Sustituyendo en la ecuacio´n 5.5 se obtiene la ecuacio´n deseada:
θmaxa = β + arc cos
(
h/2
A
)
(5.6)
Con esto quedan definidas las caracter´ısticas geome´tricas necesarias para el ana´lisis del
modelo cinema´tico.
5.3. Cinema´tica de una pata
Como paso previo al estudio de modos de marcha de seis patas se necesita el estudio
del movimiento de una u´nica pata.
Se estudia la trayectoria del punto de anclaje de la pata con el chasis, ya que con esta
se obtiene la posicio´n y velocidad del robot completo al coincidir con la del chasis. El
movimiento que describe una pata por si sola recibe el nombre de onda completa y se
compone por tres tipos de trayectorias:
Cicloide: Movimiento que describe el punto de anclaje cuando la pata se encuentra
en rodadura pura.
Pivotamiento en apertura: la apertura de la pata hace que pivote sobre el u´ltimo
punto de rodadura.
Posicionamiento: cuando la pata alcanza el a´ngulo de despegue ma´ximo el chasis
se apoya en el suelo mientras que la pata pierde traccio´n con el suelo hasta que
vuelve al punto donde comienza el trocoide.
En los siguientes apartados se analiza cada uno de los movimientos.
5.3.1. Cicloide
Se define como trocoide a la trayectoria seguida por uno de los puntos que conforma un
c´ırculo en un movimiento de rodadura pura por una superficie plana.
Existen 3 tipos de trayectorias de cicloide segu´n el punto:
Cicloide ordinario o trocoide: el punto se encuentra en la circunferencia de rodadura.
Cicloide acortado o hipocicloide: el punto se encuentra en circunferencias interiores
a la de rodadura.
Cicloide alargado o epicicloide: el punto se encuentra en circunferencias exteriores a
la de rodadura.
En este caso, se estudiara´ una cicloide ordinaria, ya que el punto de anclaje pertenece
a la superficie de rodadura.
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Figura 5.4: Familia de cicloides. Fuente: [30]
Por geometr´ıa se puede obtener las ecuaciones parame´tricas de una cicloide ordinaria,
comenzando por el punto de rodadura son las siguientes:
r¯cicloide ≡
{
rx = R [θ − sin (θ)] + x0
ry = R [1− cos (θ)] (5.7)
En el caso en el que se quiera analizar como punto inicial hay que desplazar rx para que
sea nulo en el valor de ese a´ngulo, se obtiene:
r¯cicloide ≡
{
rx = R [(θ − θ0)− (sin (θ)− sin (θ0))] + x0
ry = R [1− cos (θ)] (5.8)
Con lo que queda descrito el movimiento del cicloide ordinario.
5.3.2. Pivotamiento en apertura.
Cuando pasa a ser el punto de rodadura el punto B, tal y como se muestra en la figura
derecha 5.1, el punto de anclaje O no puede seguir la cicloide. Como se ha supuesto que no
existe deslizamiento en el contacto de la pata con la superficie de apoyo, la pata pivotara´
sobre el punto de apoyo B causando que el punto de anclaje siga una trayectoria circular.
En la figura 5.5 se presenta la geometr´ıa del problema.
Siguiendo lo planteado en la figura 5.5 se obtiene por geometr´ıa que la trayectoria en
ecuaciones parame´tricas responde a 5.9:
r¯pivotamiento ≡
{
rx = A [sin (θ − β)− sin (θpiv − β)] + x0
ry = A cos (θ − β) (5.9)
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Figura 5.5: Movimiento de pivotamiento.
Donde θpiv es el a´ngulo de posicio´n donde comienza el pivotamiento, e´ste esta´ represen-
tado en la figura 5.5, de nuevo, por geometr´ıa:
pi = θpiv + α
Por tanto:
θpiv = pi − α (5.10)
Con esto queda descrito la trayectoria de pivotamiento de la pata.
5.3.3. Posicionamiento.
Para valores superiores de θmaxa del a´ngulo de posicio´n, la pata pierde el contacto con
el suelo y con ello la traccio´n, sin embargo, es necesario considerar el tiempo empleado en
e´sta posicio´n por ciclo.
Por ello, el punto de anclaje no var´ıa su posicio´n en ninguna de sus componentes durante
esta fase.
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5.3.4. Modelo matema´tico de una pata
Una vez definidas las trayectorias que componen el movimiento se especifica el orden,
las particularidades y los l´ımites de dominio de cada tipo.
Para comenzar se necesita saber los l´ımites del a´ngulo de posicio´n en los que es va´lida
cada una de las trayectorias. Estos limites se pueden obtener de la definicio´n aportada en
cada uno de los apartados anteriores.
Cicloide
El punto de anclaje O sigue una cicloide ordinaria en todos los instantes donde el
movimiento de la pata sea de rodadura pura con la superficie de apoyo, esto es desde el
primer instante donde toma contacto con el suelo hasta el punto donde pasa a pivotar
sobre el punto B.
Por tanto el dominio del a´ngulo de posicio´n donde sigue una cicloide es:
Cicloide ≡ ∀θ ∈ [θmint , θpiv) (5.11)
Al tomar las referencias del a´ngulo de posicio´n y de rodadura se ha establecido que
estos coinciden y por tanto se aplica el a´ngulo de posicio´n como variable independiente
de cada tipo de trayectoria. Por el mismo motivo, a la hora de valorar la cicloide, el
a´ngulo de posicio´n referencia el punto P , sin embargo, se necesita que sea para el punto O
segu´n las ecuaciones parame´tricas que se han obtenido. Se corrige desplazando pi al estar
diametralmente opuestos.
La trayectoria de cicloide de una de las patas es:
r¯cicloide ≡
{
rx = R
[(
θ − θmint
)− (sin (θ + pi)− sin (θmint + pi))]+ n dciclo
ry = R [1− cos (θ + pi)] (5.12)
Donde n es el nu´mero de ciclos completados y dciclo la distancia recorrida en un ciclo.
La distancia recorrida en trayectoria cicloide en un ciclo es:
dcicloide = R
[(
θpiv − θmint
)− (sin (θpiv + pi)− sin (θmint + pi))] (5.13)
Pivotamiento
El movimiento de pivotamiento respecto al punto B comienza cuando e´ste es el u´ltimo
punto de rodadura y termina cuando el chasis se encuentra totalmente sobre el suelo, e´sto
es en el a´ngulo de despegue ma´ximo.
El dominio de la trayectoria de pivotamiento respecto a la apertura sera´:
Pivotamiento ≡ ∀θ ∈ [θpiv, θmaxa ) (5.14)
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De la misma forma que antes, las ecuaciones parame´tricas particularizadas del movi-
miento de pivotamiento responden a:
r¯pivotamiento ≡
{
rx = A [sin (θ − β)− sin (θpiv − β)] + dcicloide + n dciclo
ry = A cos (θ − β) (5.15)
Por tanto la distancia recorrida segu´n la direccio´n de desplazamiento del robot en el
movimiento de pirvotamiento es:
dpiv = A [sin (θ
max
a − β)− sin (θpiv − β)] (5.16)
Con esto podemos definir el valor del desplazamiento en cada ciclo:
dciclo = dcicloide + dpiv (5.17)
Posicionamiento
Este tipo de movimiento de la pata se da en todas aquellas posiciones donde la pata no
tiene contacto con el suelo, esto es desde el a´ngulo de despegue ma´ximo al de aterrizaje
mı´nimo.
Siguiendo esto:
Posicionamiento ≡ ∀θ ∈ [θmaxa , θmint + 2pi) (5.18)
Durante el movimiento de posicionamiento, el chasis permanece inmo´vil, por tanto, las
ecuaciones parame´tricas en este caso son:
r¯posicionamiento ≡
{
rx = (n+ 1) dciclo
ry = h/2
(5.19)
Se considera que se ha completado un ciclo cuando:
θ > θmint + 2pi
Con esto queda completo el dominio de cada tipo de trayectoria en el modo de onda
completa de una sola pata, as´ı como las ecuaciones parame´tricas espec´ıficas de cada una
de las patas.
En las figuras 5.6 y 5.7 se presentan la trayectoria en el plano XY de una pata, as´ı como
la evolucio´n temporal de cada componente. En estas se puede comprobar co´mo repercute
la parada en el posicionamiento en la evolucio´n temporal.
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Figura 5.6: Trayectoria en onda completa de una pata.
Figura 5.7: Evolucio´n temporal de las componentes de la trayectoria de una pata.
Escuela Te´cnica Superior de Ingenieros Industriales (UPM) 73
CAPI´TULO 5. CINEMATICA Y MODOS DE MARCHA DEL RHEX.
5.4. Modelo cinema´tico de los modos de marcha
Una vez que se ha especificado la trayectoria que sigue una pata sola en las mismas
condiciones de trabajo, se estudiara´ las peculiaridades y variaciones en el paso a las 6
patas que incorpora el hexa´podo.
La mayor parte de los modos de marcha que este tipo de robot puede implementar
interviene la cinema´tica de una de las patas y se basan en combinar diferentes tramos de
la misma. En este caso, todos los modos de marcha implementados seguira´n la cinema´tica
de una de las patas.
Es comu´n que el modo de marcha pueda ser analizado por pares de patas, es decir,
tomando dos patas que comparten el eje de rotacio´n como son 1-2, 3-4 y 5-6, se puede
describir completamente el modo de marcha. En el resto de pares se repite el mismo modelo
y cumplen la funcio´n de repartir el par que se debe ejercer as´ı como de dotar estabilidad
a la base.
En este apartado se analizara´n los modos de marcha ma´s caracter´ısticos:
Onda completa: modo de marcha que emula la onda completa de una sola pata
para el robot completo.
Tr´ıpode alterno: modo de marcha que divide las patas en dos conjuntos que reciben
el nombre de tr´ıpodes que alternan las fases ae´reas y terrestres de cada uno.
5.4.1. Onda completa
En el modo de marcha de onda completa, las seis patas del robot realizan de forma
coordinada la misma trayectoria que hace una sola pata. El par se reparte entre las 6
patas de tal forma que pueda levantar el peso total del robot y el chasis se mantenga
siempre paralelo respecto a la superficie de apoyo.
Figura 5.8: Evolucio´n del modo de marcha onda completa.
La posicio´n inicial de este modo de marcha es con el chasis apoyado totalmente en la
superficie de desplazamiento y con las patas en una posicio´n inicial igual a la definida
como de aterrizaje mı´nimo. Este angulo inicial aporta una mayor continuidad en el primer
ciclo que si empezase con las patas en una posicio´n erguida como es la posicio´n nula segu´n
el sistema de referencia.
Las fases expuestas en el apartado 5.3 se pueden abstraer en 2: una fase terrestre y
otra ae´rea. La fase terrestre contiene la cicloide y el pivotamiento, mientras que la ae´rea
u´nicamente consiste en el posicionamiento.
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En la figura 5.8 se expone una representacio´n esquema´tica de como una pareja de patas
ejecuta un ciclo de movimiento.
Es fundamental que las patas se muevan al mismo ritmo, un ligero cambio puede ocasio-
nar desequilibrios en el robot. Por tanto, es necesario incluir alguna fase de sincronizacio´n
a la hora de su implementacio´n.
5.4.2. Tr´ıpode alterno
El tr´ıpode alterno constituye la principal forma de movimiento para robots hexa´podos
basados en el RHex. Esto es as´ı debido ya que el chasis del robot mantiene una altura con
un rizado menor y aprovecha de una forma ma´s eficaz las diferentes fases de la cinema´tica
de una pata.
El tr´ıpode alterno busca tomar ventaja de la configuracio´n de las patas estableciendo
dos sistemas de apoyos perfectamente estables cuando se encuentra erguido, estos son los
dos tr´ıpodes de la figura 5.9.
Figura 5.9: Tr´ıpodes del robot.
Los tr´ıpodes considerados son:
Tr´ıpode 1: Patas 1-4-5
Tr´ıpode 2: Patas 2-3-6
El robot puede sostenerse sobre cada uno de los tr´ıpodes de forma independiente. Cada
tr´ıpode ejecuta un ciclo coordinado de movimiento en onda completa pero un tr´ıpode lo
hace desfasado desfasado, de esta manera cuando este toma contacto con la tierra releva
al adelantado, alternando los ciclos de movimiento.
En este modo de marcha se considera que el punto de partida es con el robot totalmente
erguido sobre sus patas, es decir en posicio´n nula. En caso de estar apoyado sobre el chasis,
hay que incluir un movimiento que lo levante ya que es necesario para facilitar el primer
posicionamiento.
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El tr´ıpode alterno puede descomponerse a su vez en una serie de fases que se representan
en la figura 5.10.
Figura 5.10: Evolucio´n del modo de marcha tr´ıpode alterno.
La evolucio´n del tr´ıpode alterno toma los siguientes pasos:
1. Fase inicial: el robot se posiciona erguido sobre sus patas, posicio´n nula.
2. Posicionamiento: el robot se posiciona para ejecutar el primer semiciclo de avance,
un tr´ıpode debe posicionarse en el a´ngulo de aterrizaje y el restante en el de despegue
considerado.
3. Semiciclo de avance 1: el tr´ıpode 1 ejecuta la fase terrestre de avance y el tr´ıpode 2
la fase ae´rea de posicionamiento.
4. Posicionamiento: cuando el tr´ıpode 1 alcanza el a´ngulo de despegue y el tr´ıpode 2 el
de aterrizaje se intercambian los roles.
5. Semiciclo de avance 2: el tr´ıpode 2 ejecuta la fase terrestre de avance y el tr´ıpode 1
la fase ae´rea de posicionamiento.
6. Posicionamiento: cuando el tr´ıpode 2 alcanza el a´ngulo de despegue y el tr´ıpode 1
el de aterrizaje se ha completado un ciclo de movimiento y se vuelve a repetir sin
pasar por la fase inicial.
Una variable de e´ste movimiento es el a´ngulo de apertura γ de la fase terrestre, en
funcio´n del a´ngulo de aterrizaje y despegue puede variar el rizado de la altura as´ı como la
forma de la trayectoria.
Si la diferencia entre despegue y aterrizaje es notable, puede ocurrir que la trayectoria
de la fase terrestre entre en la zona de pivotamiento descrita en la cinema´tica de una pata.
En esta fase, se acelera la ca´ıda del chasis, pudiendo causar un mayor rizado en la altura.
La trayectoria de un punto del chasis en el tr´ıpode alterno responde a segmentos de la
de onda completa sin llegar a tocar la superficie de apoyo.
De forma general se considera que el a´ngulo de apertura se reparte de forma sime´trica
respecto al valor nulo, esto es, el a´ngulo de despegue y aterrizaje coinciden en valor abso-
luto. En la figura 5.11 se distingue entre los valores de θ de cada fase, as´ı como los a´ngulos
de despegue y aterrizaje.
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Figura 5.11: Fases ae´rea y terrestres del tr´ıpode alterno.
La velocidad de giro en la fase ae´rea y la fase terrestre no coinciden, sin embargo, s´ı que
se puede relacionar en base a la condicio´n de que cuando un tr´ıpode alcanza el a´ngulo de
despegue, el otro tr´ıpode debe estar preparado para alternar la fase.
Segu´n e´sto, debe durar el mismo tiempo tanto la fase ae´rea como la terrestre, es decir:
taerea = tterrestre (5.20)
Como la velocidad de giro se puede considerar constante en la misma fase:
taerea = tterrestre =⇒ 4θaerea
ωaerea
=
4θterrestre
ωterrestre
Tal y como se ha definido, la variacio´n de a´ngulo en la fase terrestre es el a´ngulo de
apertura γ y en la fase ae´rea el resto del ciclo.
4θterrestre = γ
4θaerea = 2pi − γ
}
⇒ 2pi − γ
ωaerea
=
γ
ωterrestre
Sustituyendo se obtiene la relacio´n entre velocidades angulares deseada:
ωaerea
ωterrestre
=
2pi − γ
γ
(5.21)
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Cap´ıtulo 6
Implantacio´n de la cinema´tica del
RHex. Control basado en
ma´quinas de estado.
Existen multitud de metodolog´ıas distintas con las que se puede traducir el modelo
cinema´tico matema´tico de un modo de marcha a un algoritmo que se pueda implementar
en co´digo. Lo tradicional y ma´s comu´n es recurrir a los flujogramas, sin embargo durante
el transcurso de este cap´ıtulo se expone una metodolog´ıa alternativa que en el estudio del
estado del arte no se ha encontrado precedentes.
En los anteriores cap´ıtulos se ha descrito el control en ROS, co´mo se puede comandar
cada uno de los actuadores y la cinema´tica y modos de marcha del robot hexa´podo. En este
momento se conocen todos los distintos aspectos necesarios para implementar los modos
de marcha.
6.1. Planteamiento.
Una vez que el robot puede recibir consignas de movimiento de forma individual en cada
uno de sus actuadores, ha llegado el momento de coordinar estos para dotarle de capacidad
de traslacio´n fluida en distintos terrenos. Cuando existe una coordinacio´n espec´ıfica de los
motores que hace que el robot avance sobre el terreno se dice que adopta un modo de
marcha.
Con este fin se plantean diferentes me´todos para implementar los distintos modos de
marcha que se han estudiado en el sistema de control.
En el desarrollo del sistema de control y la interfaz de control del robot se ha buscado
una mayor facilidad de comandado del robot, de tal forma que el planteamiento de los
modos de marcha requiera de conocimientos mı´nimos de la arquitectura de control del
robot. Con el mismo motivo, se quiere dotar de una forma esta´ndar de describir modos de
marcha en el hexa´podo, acompan˜ando las herramientas software ya descritas.
Tradicionalmente se ha recurrido al flujograma como metodolog´ıa para implementar este
tipo de problemas. El flujograma permite desarrollar un proceso lo´gico do´nde la traduccio´n
a lenguaje de alto nivel o pseudoco´digo es pra´cticamente directa.
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El flujograma o diagrama de flujo se puede definir como una metodolog´ıa que permite
definir una actividad o un proceso de forma gra´fica. En e´l se secuencian las sentencias o
instrucciones del proceso desde el inicio del proceso hasta el fin del mismo. Esta secuencia-
cio´n puede tomar distintos caminos de forma condicional segu´n las variables del proceso.
Tal y como se ha definido recuerda al planteamiento de cualquier programa informa´tico,
y es que es en la informa´tica do´nde el flujograma encuentra su principal usuario.
Figura 6.1: Ejemplo de flujograma de un proceso.
Sin embargo, si el nu´mero de instrucciones a ejecutar es considerable o se tiene multitud
de condiciones lo´gicas que gobiernan el proceso, el flujograma resulta de dif´ıcil manejo.
Como me´todo alternativo se ha considerado otra te´cnica, ma´s propia en el disen˜o de
sistemas digitales, que permita estandarizar el planteamiento de los modos de marcha.
Esta te´cnica es la ma´quina de estados.
En los siguientes apartados se analizara´ y comparara´ la ma´quina de estados en este
a´mbito frente al flujograma.
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6.2. Ma´quinas de estado. Tipos.
Una ma´quina de estados finitos o auto´mata finito puede definirse como un modelo de
computacio´n en el que desde un estado inicial, el sistema evoluciona segu´n funciones de
transicio´n a otros estados cambiando el valor de sen˜ales de salida en todo el proceso.
La representacio´n gra´fica de una maquina de estados recibe el nombre de diagrama de
estados. En e´l los diferentes estados se representan como nodos y las transiciones como
flechas que los relacionan. Sobre cada transicio´n debe especificarse una condicio´n o funcio´n
de transicio´n. En la figura 6.2 se tiene un ejemplo sencillo de diagrama de estados.
Figura 6.2: Esquema de un diagrama de estados.
Como ya se ha especificado, en una ma´quina de estados distinguimos 4 elementos prin-
cipales:
Estados.
Transiciones: posibles cambios desde el estado activo a otros.
Funciones de transicio´n: condiciones que dictan si se da la transicio´n a la que se
asocia.
Sen˜ales de entrada/salida: valor de las sen˜ales que hacen evolucionar la ma´quina de
estados (sen˜ales de entrada) y de las que su valor lo establece la propia ma´quina
(sen˜ales de salida).
Generalmente los diferentes estados se nombran cada uno por una letra o una palabra
de tal forma que sea fa´cilmente identificables.
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Las transiciones se producen por cambios en las sen˜ales o variables de entrada dependien-
do del estado activo. Un estado activo puede evolucionar so´lo a otros estados predefinidos y
un estado puede no alcanzar otro directamente. Las funciones o condiciones de transicio´n
determinan si un estado puede evolucionar mediante esa transicio´n a otro predefinido,
matema´ticamente:
Estadofuturo = f (Estadoactivo, xi) (6.1)
Existen multitud de clasificaciones distintas de las ma´quinas de estado. Sin embargo,
en el a´mbito que se van a usar es de especial intere´s la clasificacio´n segu´n la relacio´n entre
entrada y salida, segu´n esto distinguimos dos tipos de ma´quinas:
Ma´quinas de Mealy
Ma´quinas de Moore
Aunque esta clasificacio´n es propia del disen˜o de sistemas electro´nicos digitales, se ex-
trapolara´ para el problema planteado.
6.2.1. Ma´quina de Mealy
En la ma´quina Mealy el valor de las salidas es funcio´n del estado en el que se encuentra
y del valor de las sen˜ales de entrada. E´sto suele expresarse matema´ticamente de la siguiente
forma:
yi = f (Estado, xi) (6.2)
Donde yi es la variable de salida xi la de entrada.
Figura 6.3: Ma´quina de Mealy.
En este tipo de ma´quinas, el valor de la salida es susceptible de cambiar en cualquier
momento del proceso, esto hace que sea ma´s cr´ıtica, es decir, las funciones que determinan
el valor de las salidas resultan de mayor complejidad.
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6.2.2. Ma´quina de Moore
Al contrario de lo que ocurre con las ma´quinas de estado tipo Mealy, en las ma´quinas
tipo Moore el valor de las variables de salida dependen u´nicamente del estado en el que se
encuentra. De forma matema´tica se define como:
yi = f (Estado) (6.3)
Figura 6.4: Ma´quina de Moore.
Por definicio´n, las ma´quinas tipo Moore no cambian el valor de su salida si no ha
cambiado su estado, esto hace que sistemas implementados por ma´quinas de este tipo
sean menos susceptibles de errores por incoherencia en las sen˜ales.
6.2.3. Comparacio´n de metodolog´ıas.
Una vez vistos las diferentes te´cnicas planteadas, se realiza una comparacio´n entre las
mismas con el fin de esclarecer y argumentar cual de ellas se empleara´ en el desarrollo.
Consecuentemente se analizara´ y comparara´ el flujograma y la ma´quina de estados en
los siguientes aspectos:
Escalabilidad: si el nu´mero de variables en el proceso es considerable, el flujograma
se vuelve complejo y dif´ıcil de manejar. Sin embargo, un mismo nu´mero de estados
puede gestionar una cantidad mayor de variables sin sufrir cambios sustanciales en
el planteamiento.
Flexibilidad: aunque el flujograma constituye un planteamiento que se acerca ma´s
a co´mo se programar´ıa en un lenguaje de alto nivel, es un me´todo relativamente
r´ıgido, ya que si se requiere cambiar alguna parte o an˜adir una nueva funcionalidad
se necesita alterar gran parte del mismo. Esto no pasa con la ma´quina de estados, se
puede cambiar o an˜adir un estado, manteniendo el resto con mı´nimas modificaciones,
enfocadas sobre todo a las transiciones a este estado nuevo.
Reaccio´n ante errores: es consecuencia directa de la flexibilidad. Por definicio´n
una ma´quina de estados tiene un estado inicial con el que comienza, e´ste puede
ser usado para secuencias de entrada no previstas, de la misma manera se puede
proponer una ruta de error con la que evoluciona la FSM1.
1Finite State Machine
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Interpretacio´n y traduccio´n a lenguaje de alto nivel: en este aspecto el flu-
jograma toma ventaja ya que para su construccio´n emplea recursos propios de estos
lenguajes como son los saltos condicionales o bucles, de esta forma se interpreta
mucho mejor. Por otro lado la ma´quina de estados tambie´n se interpreta de forma
fa´cil, sin embargo, su traduccio´n a co´digo es sensiblemente ma´s complejo, al no estar
enfocado a e´ste, hay que buscar estrategias para implementar el mismo desarrollo.
La ma´quina de estados permite una mayor flexibilidad para an˜adir complementos y
rutinas de reaccio´n ante errores. E´sto ha causado que se escoja la ma´quina de estados
como metodolog´ıa para los modos de marcha. Adema´s, en el estudio del estado del arte
no se han encontrado precedentes de modos de marcha implementados de e´sta manera,
pudiendo abrir camino hacia nuevas l´ıneas de investigacio´n.
6.3. Modos de marcha en ma´quinas de estado.
Una vez que se ha justificado el uso de ma´quinas de estado y se ha realizado una
introduccio´n a las mismas, se describe en este apartado co´mo se han adaptado al problema
planteado de las ma´quinas de estado.
Los modos de marcha se implementara´n mediante nodos de ROS, cada nodo debe im-
plementar un modo de marcha distinto haciendo uso de la librer´ıa CLeg para mandar los
comandos pertinentes.
Es necesario aclarar que la ma´quina de estados se va a implementar sobre lenguaje C++
por lo que surgira´n ciertas limitaciones a la hora del planteamiento que se detallara´n en
el momento de su aparicio´n.
6.3.1. Tipo de ma´quina de estado.
Aunque el tipo de ma´quina de estado puede variar si el desarrollador as´ı lo desea, se
recomienda el uso de ma´quinas tipo Moore debido a las limitaciones que surgen de usar
un lenguaje de programacio´n.
Dado que no es un sistema electro´nico digital, en el nodo es necesario un bucle que evalu´e
de forma perio´dica las variables de entrada y las condiciones de transicio´n de la misma
forma, no pueden variarse las sen˜ales de salida de forma as´ıncrona real como requiere una
ma´quina tipo Mealy.
6.3.2. Estados.
El estado debera´ estar presente como variable global del nodo, ya que se usa C++ como
lenguaje de desarrollo, se empleara´ el tipo enumeracio´n para esta variable.
Se creara´ una enumeracio´n con un numero de posibilidades igual al nu´mero de estados y
cuyos nombres guarden coherencia con los mismos. De esta manera, el cambio de estado se
traduce en el cambio del dato de la variable instanciada de la enumeracio´n creada ah-hoc
en el modo de marcha.
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6.3.3. Variables entrada/salida.
Al ser el movimiento del robot el objetivo principal, las variables del modo de marcha
sera´n posiciones y velocidades.
En este apartado se alude a aquellas variables propias de la ma´quina de estados que le
permite evolucionar, por tanto quedan excluidas aquellas variables geome´tricas propias de
algunos modos de marcha como el tr´ıpode alterno y el a´ngulo γ de apertura.
Variables de entrada.
Fundamentalmente en un modo de marcha del robot hexa´podo del ROBCIB se basa
en la posicio´n o el paso por la misma para saber si el robot ha pasado de un estado
considerado al siguiente.
Por tanto las variables de entrada sera´n las posiciones y velocidades de las patas, todas
se obtendra´n del mensaje /rhex/joint states como se ha explicado en cap´ıtulos anteriores.
La librer´ıa CLeg implementa un me´todo que permite conocer el estado de cada actuador
por lo que no es necesario recoger el mensaje directamente.
Variables de salida.
Bajo el mismo razonamiento que con las variables de entrada, las variables de salida
sera´n las consignas y comandos que se mandan al robot para que realice el movimiento de
cada una de las patas.
Por tanto, las variables de salida sera´n consignas de posicio´n y velocidad a los nodos
/rhex controller interface de cada una de las patas y gestionados por la librer´ıa CLeg que
los simplifica a llamadas a dos me´todos, uno para posicio´n y otro para velocidad como se
desarrollo´ en el cap´ıtulo pertinente.
6.3.4. Transiciones.
Las condiciones de transicio´n sera´n combinaciones de la posicio´n o velocidad de cada
una de las patas o la llamada de un servicio que pare la marcha. Por ejemplo, en el tr´ıpode
alterno, la primera transicio´n para comenzar la marcha es el posicionamiento del tr´ıpode
1 en posicio´n de aterrizaje y el tr´ıpode 2 en posicio´n de despegue.
Como ya se ha comentado anteriormente, el bucle principal del nodo debe comprobar
de forma perio´dica las condiciones de transicio´n.
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6.4. Implementacio´n de los modos de marcha del RHex co-
mo ma´quinas de estado.
En el cap´ıtulo anterior se ha descrito la cinema´tica del robot, as´ı como dos de los modos
de marcha ma´s significativos del robot como son el tr´ıpode alterno y la onda completa. Una
vez se ha alcanzado e´ste punto del cap´ıtulo, cuando se ha desarrollado co´mo se implementa
en co´digo las ma´quinas de estado y en que´ consisten, se es capaz de entender el enlace
entre estos dos.
En el transcurso de este apartado se expone co´mo se implementa un modo de marcha
segu´n la metodolog´ıa de la ma´quina de estados.
Al igual que se hizo en el cap´ıtulo anterior, nos limitaremos a los modos de marcha de
onda completa y tr´ıpode alterno.
En las ma´quinas siguientes, se han considerado 2 sen˜ales que no se han especificado,
e´stas son la sen˜al de inicio que arranca el movimiento y la sen˜al de parada. Estas dos
sen˜ales deben ser tratadas por un mismo servicio del nodo que lo active y desactive.
6.4.1. Onda completa.
El modo de marcha de onda completa toma la cinema´tica de una sola pata del hexa´podo
y la aplica para lograr el avance. De esta forma todas las patas giran al mismo tiempo
desde la misma posicio´n inicial de tal manera que el chasis traza una trayectoria similar a
la dada en el cap´ıtulo anterior.
Siguiendo esta descripcio´n, el movimiento de avance se realiza de la misma manera
siempre y por tanto so´lo distinguimos dos estados:
Reposo: el robot se encuentra en la posicio´n de reposo a la espera de la sen˜al de
avance.
Mov T: o movimiento terrestre, se comanda el giro de las patas a la misma veloci-
dad.
Figura 6.5: Diagrama de estados de la onda completa.
En este modo de marcha, el estado de reposo coincide con el robot apoyado sobre su
chasis y las patas en la posicio´n de aterrizaje ma´ximo.
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MA´QUINAS DE ESTADO.
Las transiciones entre estados tienen como condicio´n u´nicamente las sen˜ales de activa-
cio´n del servicio del nodo.
Se puede plantear de forma alternativa, otra ma´quina de estados basa´ndose en la misma
coordinacio´n que sea ma´s ra´pida acortando el tiempo sin traccio´n. Para esto, hay que
distinguir cua´ndo se encuentra en el aire y aumentar la velocidad en proporcio´n.
De esta manera, se debe incluir un nuevo estado, MOV A, que se identifique con la fase
ae´rea a mayor velocidad. En la figura 6.6 se presenta el diagrama de estados alternativo.
Figura 6.6: Diagrama de estados alternativa de la onda completa.
Este me´todo alternativo es un ejemplo claro de la flexibilidad de las ma´quinas de estado.
Simplemente an˜adiendo 3 transiciones, hemos mejorado el comportamiento sin alterar en
absoluto la ma´quina anterior.
Ahora se tienen 2 transiciones entre los estados de movimiento, e´stas tienen como con-
dicio´n el paso por la posicio´n de despegue para pasar a la fase ae´rea y el paso por la de
aterrizaje para la fase terrestre.
Para salvaguardar el sincronismo de las patas se hace uso de la capacidad para comandar
en posicio´n y el cambio de controlador. Si una pata pasa por la posicio´n final de la fase
antes que el resto, se comanda a posicio´n a esa referencia y que espere al resto. E´sta te´cnica
se utiliza tambie´n en el tr´ıpode alterno.
6.4.2. Tr´ıpode alterno.
El modo de marcha del tr´ıpode alterno hace que el robot avance alternando las fases de
traccio´n y ae´rea de dos conjuntos de 3 patas estables de forma independiente que reciben
el nombre de tr´ıpodes.
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Con el tr´ıpode alterno se consigue un avance ma´s eficaz y un menor rizado de la altura
del chasis, lo que lo convierte en el modo de marcha por excelencia de e´ste tipo de robot.
Segu´n lo especificado en cap´ıtulos anteriores y la descripcio´n de e´ste, se pueden distinguir
4 estados:
Reposo: el robot se encuentra en la posicio´n de reposo a la espera de la sen˜al de
avance.
Pos: o posicionamiento previo al primer semiciclo de avance.
Mov 1: o movimiento causado por el tr´ıpode 1. En este estado, el robot avanza por
el tr´ıpode 1, de esta manera el tr´ıpode 1 esta´ en fase terrestre y el tr´ıpode 2 en fase
ae´rea.
Mov 2: o movimiento causado por el tr´ıpode 2. De forma sime´trica, el tr´ıpode 2 es
ahora el que realiza la fase terrestre y el 1 la ae´rea.
Figura 6.7: Diagrama de estados del tr´ıpode alterno.
El estado de reposo en este modo de marcha es con el robot perfectamente erguido sobre
sus patas, esto es, a posicio´n nula. De esta manera, se necesita de un estado intermedio
entre el reposo y el primer movimiento de avance, el posicionamiento, durante el posicio-
namiento se comanda el primer tr´ıpode a la posicio´n de aterrizaje y el segundo a la de
despegue.
De forma parecida a co´mo se resuelve en el modo de onda completa, las transiciones
entre estados coinciden con el paso por una posicio´n determinada de cada uno de los
tr´ıpodes, por lo que se recurre a la misma te´cnica de cambiar el tipo de control en caso de
que una de las patas llegue antes a su posicio´n.
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MA´QUINAS DE ESTADO.
Este modo de marcha presenta como para´metros adicionales el a´ngulo de apertura γ
y la velocidad angular terrestre ya que la ae´rea se puede obtener mediante la relacio´n
establecida en el apartado anterior.
Con esto se concluye la implementacio´n de los modos de marcha mediante ma´quinas de
estado del robot.
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Cap´ıtulo 7
Planificacio´n y presupuesto.
7.1. Planificacio´n.
7.1.1. Estructura de descomposicio´n del proyecto.
Con el fin de organizar y planificar el TFG, se ha realizado la estructura de descompo-
sicio´n del proyecto siguiendo las fases principales que e´ste debe seguir ma´s la direccio´n o
gestio´n del proyecto. De tal forma, se han distinguido los siguientes bloques principales:
Gestio´n del proyecto.
Formacio´n.
Estado del arte.
Modelo de simulacio´n.
Sistema de control.
Modos de marcha.
La EDP1 profundiza hasta 3 niveles terminando siempre en un bloque de trabajo con
un entregable definido asociado. Cada nivel sigue un co´digo de colores siendo:
Nivel 1: Azul
Nivel 2: Verde
Nivel 3: Morado
En la figura 7.1 se puede ver la EDP planteada para este trabajo.
1Estructura de Descomposicio´n del Proyecto
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7.1.2. Planificacio´n temporal. Diagrama de GANTT.
Para organizar y repartir recursos y esfuerzo durante el transcurso del proyecto, se
ha hecho un diagrama de GANTT. Antes de ver el propio diagrama se especificara´n las
condiciones iniciales de fechas de inicio, entrega, paradas, etc.
El inicio del TFG coincidio´ con el propio inicio del curso 2016/2017, por otro lado, el
trabajo sera´ entregado en la convocatoria de Julio del 2017, de esta forma:
Fecha inicio: 6/9/2016
Fecha final: 21/7/2017
El trabajo pudo empezar con el propio inicio del curso debido a que los primeros con-
tactos con los tutores se realizaron a mediados del mes de Julio de 2016. Sin embargo,
dado que no se dieron avances en el mismo, no se ha considerado ese periodo de tiempo.
En relacio´n a este proyecto, se planificaron dos paradas principales con motivo de la
celebracio´n de las convocatorias de exa´menes ordinarios de Enero y Mayo del mismo curso:
Parada por vacaciones de Navidad y exa´menes de Enero: Del 12/12/2016 al 3/2/2017
Parada por exa´menes de Mayo: Del 15/5/17 al 9/6/17
Durante las vacaciones de semana santa se ha planeado comenzar con la redaccio´n de
la memoria, por tanto no se considera como parada.
La duracio´n total del TFG ha sido de 229 d´ıas sin contar sa´bados y domingos, de los
cuales 171 d´ıas se han dedicado al trabajo con una media de 2.6 horas/d´ıa. El nu´mero de
horas totales dedicadas al trabajo son:
horasTFG = 171dias ∗ 2,6horas/dia = 444,6horas
Este calculo de horas totales se empleara´ en la obtencio´n de costes por recursos humanos.
La relacio´n de horas por cada credito europeo ECTS es de entre 25 y 30 horas por cada
cre´dito, tomando 30 horas por cre´dito ECTS, si el trabajo fin de grado se valora con 12
cre´ditos resulta en una dedicacio´n esperada de 360 horas. Comparadas con las horas de
trabajo dedicadas se han superado en 84.6 horas.
El diagrama de GANTT del proyecto puede encontrarse al final de este subapartado.
Microsoft Porject ha sido el programa utilizado para la obtencio´n del diagrama de
GANTT.
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ID Task 
Mode
Task Name Start Finish Duration Predecessors
1 Trabajo Fin de Grado Tue 06/09/16 Fri 21/07/17 229 days
2 Estudio del estado del arte Tue 06/09/16 Mon 03/10/16 20 days
3 Requerimientos de tareas de búsqueda y 
rescate
Tue 06/09/16 Fri 09/09/16 4 days
4 Robots de búsqueda y rescate Mon 12/09/16 Wed 14/09/16 3 days 3
5 Sistemas de locomoción de UGVs Thu 15/09/16 Mon 19/09/16 3 days 4
6 Robots bio-inspirados Tue 20/09/16 Wed 21/09/16 2 days 5
7 Robot Rhex Fri 23/09/16 Mon 03/10/16 7 days 6
8 Formacion Wed 21/09/16 Fri 07/04/17 143 days
9 Estudio y tutoriales de ROS Wed 21/09/16 Mon 12/12/16 59 days
10 Tutoriales de URDF Fri 03/02/17 Fri 10/02/17 6 days 9
11 Tutoriales de Gazebo Thu 16/02/17 Fri 24/02/17 7 days 10
12 Estudio de ros_control Mon 20/03/17 Fri 07/04/17 15 days 16;17
13 Diseño del modelo de simulación Mon 27/02/17 Sat 01/04/17 25 days
14 Abstraccion y esquematización del robot Mon 27/02/17 Wed 01/03/17 3 days 11
15 Programación URDF del chasis Thu 02/03/17 Fri 10/03/17 7 days 14
16 Programación URDF de las patas Mon 13/03/17 Fri 17/03/17 5 days 15
17 Programación URDF de los sensores Tue 14/03/17 Wed 15/03/17 2 days 14
18 Plugins de Gazebo Thu 23/03/17 Fri 24/03/17 2 days 16;17
19 Programación URDF de transmisiones Fri 31/03/17 Sat 01/04/17 2 days 18
20 Adaptación del paquete ros_control Thu 20/04/17 Tue 25/04/17 4 days
21 Selección de controladores Thu 20/04/17 Fri 21/04/17 2 days 12;19
22 Parametrización de controladores de 
posición
Mon 24/04/17 Mon 24/04/17 1 day 21
23 Parametrización de controladores de 
velocidad
Tue 25/04/17 Tue 25/04/17 1 day 21
24 Interfaz de control Thu 27/04/17 Mon 08/05/17 8 days
25 Creación del nodo Thu 27/04/17 Tue 02/05/17 4 days 23;22
26 Programación de la librería de control Wed 03/05/17 Mon 08/05/17 4 days 25
27 Estudio del modelo cinemático Tue 09/05/17 Thu 11/05/17 3 days
28 Modelo cinemático de una pata Tue 09/05/17 Tue 09/05/17 1 day
29 Modelo cinemático completo Wed 10/05/17 Thu 11/05/17 2 days 28
30 Implantación de los modos de marcha Fri 12/05/17 Wed 14/06/17 24 days
31 Parametrización de los modos de marcha Fri 12/05/17 Mon 15/05/17 2 days 29
32 Implementación del modo de onda 
completa
Mon 12/06/17 Mon 12/06/17 1 day 24;31
33 Implementación del modo trípode alterno Tue 13/06/17 Wed 14/06/17 2 days 24;31
34 Redacción de la memoria Thu 13/04/17 Fri 14/07/17 67 days
35 Capítulo 2: Estado del arte Thu 13/04/17 Sun 16/04/17 3 days 2
36 Capítulo 3: Modelado del robot Wed 14/06/17 Mon 19/06/17 4 days 35
37 Capítulo 4: Control en ROS Thu 22/06/17 Mon 26/06/17 3 days 36
38 Capítulo 5: Cinemática Fri 30/06/17 Tue 04/07/17 3 days 37
39 Capítulo 6: Implantación de modos de 
marcha
Fri 07/07/17 Tue 11/07/17 3 days 38
40 Conclusiones y líneas futuras Wed 12/07/17 Thu 13/07/17 2 days 39
41 Planificación y presupuesto Fri 14/07/17 Fri 14/07/17 1 day 40
42 Revisión de la memoria Mon 17/07/17 Thu 20/07/17 4 days 34
43 Entrega de la memoria Fri 21/07/17 Fri 21/07/17 1 day 42
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Task
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7.2. PRESUPUESTO.
7.2. Presupuesto.
A continuacio´n se presenta un presupuesto estimado del coste asociado a la elaboracio´n
del proyecto junto a su justificacio´n.
Se ha considerado que se han empleado recursos humanos, materiales e informa´ticos.
El presupuesto se ha considerado como si fuera dado por una empresa en activo, por
tanto, el presupuesto incorpora los impuestos al valor an˜adido pertinentes. E´ste puede
verse en la figura 7.2 al final del cap´ıtulo.
7.2.1. Recursos materiales.
Dentro de los recursos materiales se han tenido en cuenta los elementos constructivos
y acturadores del robot real directamente relacionados con el propio TFG. Por eso, en
el apartado de robot so´lo podemos encontrar los motores, una Raspberry como unidad
central de procesamiento y la fuente de potencia.
Se han incluido tambie´n los gastos de papeler´ıa por la impresio´n y encuadernacio´n de
esta memoria.
7.2.2. Recursos humanos.
Para el ca´lculo de los costes por recursos humanos se ha tomado como horas trabajadas
las estimadas en la planificacio´n temporal: 444.6 horas. Adema´s se ha considerado que el
trabajo de los tutores ha supuesto un 20 % de esas horas, alcanzando las 88.92 horas.
Como coste por hora se ha establecido 19.9 euros/hora tomando datos del coste medio
del sector industrial durante el primer trimestre de 2017 segu´n datos del INE [14]. Estos
costes incluyen seguridad social, constituye el coste total por persona.
Se ha considerado de la misma forma que el coste de los tutores es un 60 % mayor. Esto
se ha realizado estimando la evolucio´n salarial por reconocimientos y antigu¨edad, de forma
orientativa.
7.2.3. Recursos informa´ticos.
En este tipo de recursos se ha contabilizado el uso del equipo informa´tico empleado
en el transcurso del trabajo. Se considera que un equipo se ha amortizado a los 5 an˜os,
siguiendo esta condicio´n se han obtenido los valores amortizados del valor total de cada
uno de los equipos.
El software utilizado no ha supuesto coste alguno al tratarse bien de licencias de co´digo
abierto o licencias acade´micas de la propia universidad.
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Figura 7.2: Presupuesto del proyecto.
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Cap´ıtulo 8
Conclusiones y l´ıneas futuras.
8.1. Conclusiones.
Entre los robots de bu´squeda y rescate, la configuracio´n u´nica del RHex con patas en
C le permite avanzar por terreno accidentado a mayor velocidad que la mayor´ıa de sus
competidores en este campo. Dado a sus caracter´ısticas sobresalientes se decidio´ desarrollar
una versio´n del mismo en el ROBCIB de la ETSII-UPM, el cual ha sido la base de este
trabajo.
El sistema operativo ROS se erige como eje vertebrador del TFG. La gran cantidad de
contenido y recursos, junto a la portabilidad de los paquetes o la capacidad para poder
ser ejecutado en sistemas de medio rendimiento han hecho que se sobreponga al resto de
opciones.
El proyecto requer´ıa una herramienta en la que poder probar los modos de marcha y
distintas configuraciones sin dan˜ar el equipo, es decir, un modelo de simulacio´n. El modelo
realizado es simplificado, es decir, mediante un trabajo de abstraccio´n se ha reducido el
robot a las u´nicas piezas que intervienen en su movimiento. Estas piezas resultaron ser una
simplificacio´n del chasis y las seis patas en C, el resto de piezas se tuvieron en cuenta para el
ca´lculo de propiedades como la inercia o la masa. El modelo se describio´ en formato URDF,
de esta manera Gazebo puede actuar como motor de f´ısicas y entorno de simulacio´n.
Para el comandado de cada uno de los actuadores se ha recurrido al paquete de ros control.
Debido a los terrenos que puede surcar el robot, se considero´ de especial intere´s que se
pueda cambiar el tipo de control durante la ejecucio´n, por este motivo se implementaron
dos tipo de controladores por pata: un controlador de posicio´n y otro de velocidad. Es-
te cambio resulta realmente efectivo en operaciones de resincronizacio´n de la marcha, es
decir, rectificar uno o varios actuadores desfasados.
En el sistema de control resultante es necesario coordinar multitud de mensajes y ser-
vicios para controlar cada una de las patas. Para simplificar el comandado se desarrollo´ el
paquete rhex controller interface, en e´ste se implementa una interfaz de control que coor-
dina el tra´fico de informacio´n necesaria, siendo controlado a su vez por un u´nico servicio
que especifica el tipo de control y el valor del comando. Como los servicios de ROS resultan
poco naturales para controlar las patas, se creo´ de forma adicional la librer´ıa CLeg en el
mismo paquete. Aprovechando las ventajas de C++, se implementa la clase pata C, con
simples llamadas a sus me´todos se comanda cada pata y se conoce su estado. Esta librer´ıa,
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que hace uso a su vez de la interfaz de control, constituye una forma notablemente ma´s
natural que los servicios de ROS, facilitando la programacio´n de los modos de marcha.
Una vez que se tuvo la capacidad de comandar los actuadores se pudo implementar los
modos de marcha. Se analizaron y compararon distintas metodolog´ıas, en concreto: los
flujogramas y las ma´quinas de estado. Aunque en un primer ana´lisis, el flujograma es ma´s
cercano a co´mo se programar´ıa en lenguaje de alto nivel, la ma´quina de estados aporta una
mayor flexibilidad para modificaciones o cambios y se adaptan mejor a procesos c´ıclicos
como lo son los modos de marcha. Siguiendo el planteamiento de las ma´quinas de estado,
se implementaron los modos de marcha de onda completa y el tr´ıpode alterno.
El desarrollo de este trabajo ha sido reconocido por los revisores de las Jornadas de
Automa´tica 2017, aceptando y valorando positivamente la publicacio´n escrita a partir
de este TFG con t´ıtulo: Estructura de control en ROS y modos de marcha basados en
ma´quinas de estados de un robot hexa´podo.
8.2. L´ıneas futuras.
Siguiendo la l´ınea de este TFG surgen nuevas l´ıneas de estudio, e´stas son:
Implementacio´n de nuevos modos de marcha: en este trabajo se han imple-
mentado los modos de marcha de onda completa y tr´ıpode alterno. Sin embargo,
existen multitud de marchas que puede adaptar como la onda parcial o tetra´poda
que se pueden implementar. El robot RHex se ha mostrado capaz de dar pequen˜os
saltos o caminar de forma b´ıpeda.
Estudio y optimizacio´n de modos de marcha: como se ha visto en el cap´ıtulo
del ana´lisis cinema´tico, el tr´ıpode alterno var´ıa la forma de su trayectoria en funcio´n
del a´ngulo de apertura. Con esto en mente, se puede estudiar el valor o´ptimo de los
para´metros caracter´ısticos de cada modo de marcha para diferentes situaciones de
agarre o pendiente.
Gestor de modos de marcha: avanzando en el sistema de control se puede im-
plementar un gestor software que permita la coordinacio´n de los modos de marcha
para que puedan ser cambiados en tiempo real.
Interfaz gra´fica de usuario para comandado: una vez que el robot puede eje-
cutar distintos modos de marcha se puede crear una interfaz de usuario que permita
la teleoperacio´n del mismo.
8.3. Impacto ambiental, econo´mico y social.
En este apartado se pretende analizar el posible impacto ambiental, econo´mico y social
consecuente del trabajo.
En varias ocasiones a lo largo de la memoria se ha expresado la gran importancia de
este tipo de robots en tareas de bu´squeda y rescate. El beneficio social es evidente, sin
embargo, del mismo surgen otras aplicaciones que son igualmente ventajosas pero menos
evidentes. Este tipo de locomocio´n tan polivalente puede ser aplicada a robo´tica de servicio
o de vigilancia y que con ello puedan superar obsta´culos comunes como escaleras.
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8.3. IMPACTO AMBIENTAL, ECONO´MICO Y SOCIAL.
A d´ıa de hoy, este tipo de tecnolog´ıa resulta un desembolso considerable por gobiernos
y agencias para sus equipos de rescate. Puede resultar en un cierto desequilibrio en las
oportunidades entre equipos homo´logos de distintos pa´ıses.
El impacto ambiental directo causado por proyectos eminentemente software como e´ste
es pra´cticamente nulo.
Escuela Te´cnica Superior de Ingenieros Industriales (UPM) 99
CAPI´TULO 8. CONCLUSIONES Y LI´NEAS FUTURAS.
100 Rau´l Cebolla Arroyo 13069
Anexo A
Co´digos del paquete
rhex controller interface
Nodo rhex controller interface
1 #include "ros/ros.h"
2 #include "std_msgs/Bool.h"
3 #include "std_msgs/Float64.h"
4 #include "controller_manager_msgs/SwitchController.h"
5 #include "controller_manager_msgs/LoadController.h"
6 #include <string >
7 #include "rhex_controller_interface/CLegCommand.h"
8
9 using namespace std;
10
11 // ----------------------------------------------------------
12 // Global variables
13 // ----------------------------------------------------------
14
15 //Node’s services
16 ros:: ServiceServer c_leg_command_server;
17
18 //Node’s client to the swapping service
19 ros:: ServiceClient swap_controller_client;
20 ros:: ServiceClient load_controller_client;
21
22 //The joint ’s name must be passed by an argument to the node otherwise
the node throws an error , thus ends
23 // execution
24 string jointName;
25
26 //Node’s publisher about the position controller command
27 ros:: Publisher position_controller_command_pub;
28
29 //Node’s publisher about the velocity controller command
30 ros:: Publisher velocity_controller_command_pub;
31
32 // Fields containing the current command being sent to each controller
33 float position_command_value = 0;
34 float velocity_command_value = 0;
35 bool position_control = true;
36
37 // ----------------------------------------------------------
38 // Callback functions
101
ANEXO A. CO´DIGOS DEL PAQUETE RHEX CONTROLLER INTERFACE
39 // ----------------------------------------------------------
40
41 // Callback for Command over C-Leg service
42 bool newCommandServiceCallback (rhex_controller_interface :: CLegCommand ::
Request &req ,
43 rhex_controller_interface :: CLegCommand ::
Response &res){
44
45 //Swaps the controller by the service of the controller_manager
46 //Sets the service msg to be requested
47 controller_manager_msgs :: SwitchController switch_controller_srv;
48
49 if(req.position_control){
50 //The command belongs to the position control type
51 position_command_value = req.value;
52 }else{
53 velocity_command_value = req.value;
54 }
55
56 //If the velocity controller is switched for the position controller
57 if (req.position_control && (! position_control)){
58
59 // Constructs the switch controller service call
60 switch_controller_srv.request.start_controllers = {jointName
+ "_position_controller"};
61 switch_controller_srv.request.stop_controllers = {jointName
+ "_velocity_controller"};
62 switch_controller_srv.request.strictness = 2;
63
64 // Calling to the service
65 swap_controller_client.call(switch_controller_srv);
66
67 // Informs whether the swap has been carried out successfully
68 if (switch_controller_srv.response.ok){
69 ROS_INFO("Controllers swapped successfully");
70 res.ok = true;
71 position_control = true;
72 }else{
73 ROS_ERROR("Couldn ’t swap controllers");
74 res.ok = false;
75 }
76
77 return true;
78 }
79
80 //If the position controller is switched for the velocity controller
81 if ((! req.position_control) && (position_control)){
82
83 // Constructs the switch controller service call
84 switch_controller_srv.request.start_controllers = {jointName
+ "_velocity_controller"};
85 switch_controller_srv.request.stop_controllers = {jointName
+ "_position_controller"};
86 switch_controller_srv.request.strictness = 2;
87
88 // Calling to the service
89 swap_controller_client.call(switch_controller_srv);
90
91 // Informs whether the swap has been carried out successfully
92 if (switch_controller_srv.response.ok){
93 ROS_INFO("Controllers swapped successfully");
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94 res.ok = true;
95 position_control = false;
96 }else{
97 ROS_ERROR("Couldn ’t swap controllers");
98 res.ok = false;
99 }
100
101 return true;
102 }
103
104 //If there ’s no need in changing the controllers , the answer is true
.
105 res.ok = true;
106
107 //End of callback
108 return true;
109 }
110
111 // ----------------------------------------------------------
112 // Other functions
113 // ----------------------------------------------------------
114
115 // Advertise the position and velocity topics towards each controller
116 void advertisePublishers(ros:: NodeHandle &nh){
117 //In the following lines the publisher are advertise
118
119 //The publisers are:
120 // - Position command publisher
121 // - Velocity command publisher
122 position_controller_command_pub = nh.advertise <std_msgs ::Float64 >("/
rhex/" + jointName + "_position_controller/command", 1000);
123 velocity_controller_command_pub = nh.advertise <std_msgs ::Float64 >("/
rhex/" + jointName + "_velocity_controller/command", 1000);
124 }
125
126 // Publish the messages needed
127 void publishCommands (){
128
129 // Message sent as command
130 std_msgs :: Float64 command_msg;
131
132 // Depending on the control type , the position or the velocity command
are published
133 if (position_control){
134 command_msg.data = position_command_value;
135 position_controller_command_pub.publish(command_msg);
136 }else{
137 command_msg.data = velocity_command_value;
138 velocity_controller_command_pub.publish(command_msg);
139 }
140
141 return;
142
143 }
144
145 // Advertise the node’s services
146 void advertiseServices(ros:: NodeHandle &nh){
147 //In the following lines , the nodes ’s services are going to be
published
148
149 //The sole server is the c_leg_command_srv
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150 c_leg_command_server = nh.advertiseService("/rhex/" + jointName + "
_controller_interface/c_leg_command", newCommandServiceCallback);
151
152 return;
153
154 }
155
156 // Advertise the node’s clients
157 void advertiseClients(ros:: NodeHandle &nh){
158 swap_controller_client = nh.serviceClient <controller_manager_msgs ::
SwitchController >("/rhex/controller_manager/switch_controller");
159 load_controller_client = nh.serviceClient <controller_manager_msgs ::
LoadController >("/rhex/controller_manager/load_controller");
160
161 return;
162 }
163
164 // ----------------------------------------------------------
165 //main function
166 // ----------------------------------------------------------
167
168 int main(int argc , char **argv)
169 {
170
171 // ----------------------------------------------------------------
172 //ROS and node’s configuration
173 // ----------------------------------------------------------------
174
175 // Set up ROS.
176 ros::init(argc , argv , "rhex_controller_interface");
177
178 // Instantiation of the node handle
179 ros:: NodeHandle nh;
180
181 // ----------------------------------------------------------------
182 //Rate controller
183 // ----------------------------------------------------------------
184
185 //Each loop should be executed each 0.1 sec
186 ros::Rate rate_loop (10);
187
188 // ----------------------------------------------------------------
189 // Messages and services
190 // ----------------------------------------------------------------
191
192 //Load controller service
193 controller_manager_msgs :: LoadController load_controller_srv;
194
195 // ----------------------------------------------------------------
196 //Node’s main process
197 // ----------------------------------------------------------------
198
199 //Check whether it is a suitable name for the joint , if so, sets the
joint ’s name , subscribes to the command topic ,
200 //sets the node’s clients and advertises the service command.
201 if (!argc){
202 ROS_ERROR("No leg name given , node will not start");
203 return 0;
204 }else{
205 jointName = argv [1];
206 advertiseClients(nh);
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207 advertisePublishers(nh);
208 advertiseServices(nh);
209 }
210
211 // service message for loading the velocity controller is built
during this code segment
212 // string name
213 // ---
214 //bool ok
215 load_controller_srv.request.name = jointName + "_velocity_controller
";
216
217 // Calling the service for loading the position controller for the
joint
218 // Informs whether the controller was successfully loaded or not
219 load_controller_client.call(load_controller_srv);
220 if (load_controller_srv.response.ok){
221 string info = load_controller_srv.request.name + " loaded
successfully";
222 ROS_INFO(info.c_str ());
223 }else{
224 string error = "Couldn ’t load " + load_controller_srv.request.
name;
225 ROS_ERROR(error.c_str());
226 }
227
228
229 // ---------------------------------------------------------------
230 // Main node loop
231 // ---------------------------------------------------------------
232
233 while (ros::ok()){
234 // Depending on the controller set , the command for each
controller is sent
235 publishCommands ();
236
237 //Spins for messages and services
238 ros:: spinOnce ();
239
240 //Sleep until the next loop
241 rate_loop.sleep();
242 }
243
244 return 0;
245 }
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Cabecera librer´ıa c leg.h
1 #ifndef CLEG_H
2 #define CLEG_H
3
4 // ====================================================================
5 // Autor: Raul Cebolla Arroyo
6 // Matricula: 13069
7 // Archivo: CLeg.h
8 // Descripcion: Archivo de cabezera para describir la funcionalidad de
una pata c de
9 // un robot rhex y asi establecer su funcionalidad
10 // ====================================================================
11
12
13 // ----------------------------------------------------------
14 // Includes
15 // ----------------------------------------------------------
16
17 #include "ros/ros.h"
18 #include "std_msgs/Float64.h"
19 #include "std_msgs/Bool.h"
20 #include "sensor_msgs/JointState.h"
21 #include "string"
22
23 // ----------------------------------------------------------
24 // Definicion de macros
25 // ----------------------------------------------------------
26
27 #ifndef PI
28 #define PI 3.14159265359
29 #endif
30
31 // ----------------------------------------------------------
32 // Clase pata C
33 // ----------------------------------------------------------
34
35 class CLeg{
36
37 // ----------------------------------------------------------
38 // Variables miembro de la clase
39 // ----------------------------------------------------------
40
41 //Campo con el numero de la pata que representa
42 unsigned int num_pata;
43
44 //Campo con el nombre de la pata
45 std:: string nom;
46
47 // Variables de estado de posicion , velocidad y par
48 float pos; // Posicion [rad]
49 float vel; // Velocidad [rad/s]
50 float eff; //Par [Nm]
51
52 // Variables de referencia de posicion y velocidad
53 float pos_ref; // Posicion [rad]
54 float vel_ref; // Velocidad [rad/s]
55
56 // Estado del controlador
57 // True -> Posicion
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58 // False -> Velocidad
59 bool control_posicion;
60
61 //-- ROS --//
62
63 //Node handle
64 ros:: NodeHandle *nh;
65
66 //-- Publishers --//
67
68 //None
69
70 //-- Subscribers --//
71
72 //Joint state subscriber
73 ros:: Subscriber joint_state_subs;
74
75 //-- Service Clients --//
76
77 // Controller interface for each c-leg client
78 ros:: ServiceClient controller_interface_command_client;
79
80 // ----------------------------------------------------------
81 // Metodos privados de la clase
82 // ----------------------------------------------------------
83
84 // Metodo que inicializan los clientes
85 void inicControllerInterfaceClient ();
86
87 // Metodos que inicializan los subscriber
88 void inicJointStateSub ();
89
90 // Metodo que actualiza los campos correspondientes a las variables
de estado de la junta
91 void parseJointState(const sensor_msgs :: JointState &message);
92
93 // Metodo que envia una request de comando hacia el controller
interface
94 bool requestCommand (float value , bool position_command);
95
96 public:
97
98 // ----------------------------------------------------------
99 // Constructor de la clase
100 // ----------------------------------------------------------
101
102 // Constructor por defecto -- no hay
103 //CLeg();
104
105 // Constructor de la clase
106 CLeg(unsigned int numero_pata , ros:: NodeHandle &n);
107
108 // ----------------------------------------------------------
109 // Metodos publicos
110 // ----------------------------------------------------------
111
112 // Metodo que actualiza el estado de las patas
113 void actualizarEstado ();
114
115 // Metodos GET
116 float getPos ();
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117 float getVel ();
118 float getEff ();
119 bool getEstControl ();
120
121 // Metodos que mandan los comandos de velocidad y posicion
122 void setPosition(float value);
123 void setVelocity(float value);
124
125 };
126
127 #endif // CLEG_H
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Co´digo fuente librer´ıa c leg.h
1 // ===============================================================
2 // Autor: Raul Cebolla Arroyo
3 // Matricula: 13069
4 // Archivo: c_leg.h
5 // Descripcion: Archivo de cabezera para describir la funcionalidad de
una pata c de
6 // un robot rhex y asi establecer su funcionalidad
7 // ===============================================================
8
9 // ----------------------------------------------------------
10 // Includes
11 // ----------------------------------------------------------
12
13 #include "c_leg/c_leg.h"
14 #include <math.h>
15 #include "rhex_controller_interface/CLegCommand.h"
16
17 // ----------------------------------------------------------
18 // Definicion de macros
19 // ----------------------------------------------------------
20
21 // ----------------------------------------------------------
22 // Clase pata C
23 // ----------------------------------------------------------
24
25 // ----------------------------------------------------------
26 // Metodos privados de la clase
27 // ----------------------------------------------------------
28
29 // Metodo que inicializan los clientes
30 void CLeg:: inicControllerInterfaceClient (){
31 controller_interface_command_client = nh->serviceClient <
rhex_controller_interface :: CLegCommand >("/rhex/" + nom + "
_controller_interface/c_leg_command");
32 return;
33 }
34
35 // Metodos que inicializan los subscriber
36 void CLeg:: inicJointStateSub (){
37 // Inicializacion de los subscriber
38 joint_state_subs = nh ->subscribe("/rhex/joint_states", 1, &CLeg::
parseJointState , this);
39 return;
40 }
41
42 // Metodo que actualiza los campos correspondientes a las variables de
estado de la junta
43 void CLeg:: parseJointState(const sensor_msgs :: JointState &message){
44 double msg_pos = message.position[num_pata -1];
45 if (msg_pos > 0){
46 pos = msg_pos - std:: trunc(msg_pos /(2*PI))*(2*PI);
47 }else{
48 pos = msg_pos + std::fabs(std:: trunc(msg_pos /(2*PI))*(2*PI));
49 }
50 vel = message.velocity[num_pata -1];
51 eff = message.effort[num_pata -1];
52 return;
53 }
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54
55 // Metodo que envia una request de comando hacia el controller interface
56 bool CLeg:: requestCommand (float value , bool position_command){
57
58 // Servicio para commandar una pata
59 rhex_controller_interface :: CLegCommand command;
60
61 //Se distingue si el comando es de posicion o de velocidad
62 if(position_command){
63 command.request.position_control = true;
64 }else{
65 command.request.position_control = false;
66 }
67
68 //Se completa el resto del comando
69 command.request.value = value;
70
71 //Se envia el comando
72 controller_interface_command_client.call(command);
73
74 //Se comprueba si ha existido algun tipo de problema en la llamada
75 if (command.response.ok){
76 return true;
77 }else{
78 return false;
79 }
80
81 }
82
83 // ----------------------------------------------------------
84 // Constructor de la clase
85 // ----------------------------------------------------------
86
87 // Constructor por defecto -- no hay
88 //CLeg();
89
90 // Constructor de la clase
91 CLeg::CLeg(unsigned int numero_pata , ros:: NodeHandle &n){
92
93 //Se asigna el handler del nodo
94 nh = &n;
95
96 // Asignacion del numero de pata y el nombre en consecuencia
97 num_pata = numero_pata;
98 nom = "pata" + std:: to_string(num_pata);
99
100 // Inicializacion de los clientes
101 inicControllerInterfaceClient ();
102
103 // Inicializacion de subscribers
104 inicJointStateSub ();
105
106 //El control de posicion se inicia por defecto
107 control_posicion = true;
108
109 ros:: spinOnce ();
110
111 return;
112 }
113
114 // ----------------------------------------------------------
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115 // Metodos publicos
116 // ----------------------------------------------------------
117
118 // Metodo que actualiza el estado de las patas
119 void CLeg:: actualizarEstado (){
120 ros:: spinOnce ();
121 return;
122 }
123
124 // Metodos GET
125 float CLeg:: getPos (){
126 ros:: spinOnce ();
127 return pos;
128 }
129
130 float CLeg:: getVel (){
131 ros:: spinOnce ();
132 return vel;
133 }
134
135 float CLeg:: getEff (){
136 ros:: spinOnce ();
137 return eff;
138 }
139
140 bool CLeg:: getEstControl (){
141 return control_posicion;
142 }
143
144 // Metodos que mandan los comandos de velocidad y posicion
145 void CLeg:: setPosition(float value){
146 if(requestCommand(value , true)){
147 ROS_INFO("Leg %d commanded adequately", num_pata);
148 }else{
149 ROS_ERROR("Could not command leg %d properly", num_pata);
150 }
151 }
152
153 void CLeg:: setVelocity(float value){
154 if(requestCommand(value , false)){
155 ROS_INFO("Leg %d commanded adequately", num_pata);
156 }else{
157 ROS_ERROR("Could not command leg %d properly", num_pata);
158 }
159 }
Escuela Te´cnica Superior de Ingenieros Industriales (UPM) 111
ANEXO A. CO´DIGOS DEL PAQUETE RHEX CONTROLLER INTERFACE
112 Rau´l Cebolla Arroyo 13069
Bibliograf´ıa
[1] A. Roennau, G. Heppner, M. N., and Dillmann, R. Lauron v: A versatile
six-legged walking robotwith advanced maneuverability.
[2] Campbell, D., and Buehler, M. Stair descent in the simple hexapod ‘rhex’.
Ambulatory Robotics Laboratory, Centre for Intelligent Machines, McGill University
(s.f.).
[3] Celaya, E., and Albarral, J. L. Implementation of a hierarchical walk controller
for the lauron iii hexapod robot. Institut de Robo`tica i Informa`tica Industrial UPC-
CSIC (sf).
[4] Dynamics, B. RHex Datasheet, 1.0 ed. Boston Dynamics.
[5] Dynamics, B. Wildcat robot. https://www.bostondynamics.com/wildcat. Consul-
tado el 8 de Junio de 2017.
[6] Enrique Fernandez, Luis Sanchez Crespo, A. M. A. M. Learning ROS for
Robotics Programming. PACKT, 2015.
[7] FZI. Fzi lauron webpage. http://www.fzi.de/en/forschung/projekt-details/lauron/.
Consultado el 12 de Julio de 2017.
[8] Galloway, K. C., Haynes, G. C., Ilhan, B. D., Johnson, A. M., Knopf,
R., Lynch, G., Plotnick, B., White, M., and Koditschek, D. E. X-rhex:
A highly mobile hexapedal robot for sensorimotor tasks. Tech. rep., University of
Pennsylvania, 2010.
[9] GERMANN, D., HILLER, M., and SCHRAMM, D. Design and control of the
quadruped walking robot alduro. ISARC (2005).
[10] Gonzalez, J. Robot modular serpiente para bu´squeda y rescate en zonas catastro´fi-
cas. http://www.iearobotics.com/blog/author/obijuan/. Consultado el 8 de Junio de
2017.
[11] Guizzo, E., and Ackerman, E. Automatonroboticshumanoid robots bos-
ton dynamics officially unveils its wheel-leg robot: ”best of both worlds”.
http://spectrum.ieee.org/automaton/robotics/humanoids/boston-dynamics-handle-
robot, 2017. Consultado el 23 de Abril de 2017.
[12] Haynes, G. C., and Koditschek, D. E. On the comparative analysis of locomotory
systems with vertical travel. In International Symposium on Experimental Robotics
(Delhi, India, December 2010).
113
BIBLIOGRAFI´A
[13] Haynes, G. C., Pusey, J., Knopf, R., Johnson, A. M., and Koditschek,
D. E. Laboratory on legs: an architecture for adjustable morphology with legged
robots. In Unmanned Systems Technology XIV (2012), R. E. Karlsen, D. W. Gage,
C. M. Shoemaker, and G. R. Gerhart, Eds., vol. 8387, SPIE, p. 83870W.
[14] INE. Datos de coste laboral en el sector industrial.
http://www.ine.es/jaxiT3/Datos.htm?t=11219. Consultado el 13/7/2017.
[15] Jesus Tordesillas Torres, Jorge De Leon Rivas, J. D. C. A. B. Modelo
cinematico de un robot hexapodo con c-legs. ETSII - UPM (2016).
[16] Johnson, A. M., Hale, M. T., Haynes, G. C., and Koditschek, D. E. Auto-
nomous legged hill and stairwell ascent. In IEEE International Workshop on Safety,
Security, & Rescue Robotics, SSRR (November 2011), pp. 134–142.
[17] Johnson, A. M., Haynes, G. C., and Koditschek, D. E. Standing self-
manipulation for a legged robot. In Proceedings of the IEEE/RSJ Intl. Conference
on Intelligent Robots and Systems (Algarve, Portugal, October 2012), pp. 272–279.
[18] Jonathan E.Clark, Daniel I. Goldman, P.-C. L. G. L. T. S. C. H. K. R.
J. F., and Koditscheck, D. Design of a bio-inspired dynamical vertical climbing
robot. University of California at Berkeley (2007).
[19] Joseph, L. Mastering ROS for Robotics Programming. PACKT, 2015.
[20] Junmin Li, Jinge Wang, S. X. Y. K. Z., and Tang, H. Gait planning and
stability control of a quadruped robot. School of Mechanical Engineering, Xihua
University, No. 999 Jinzhou Road, Jinniu District, Chengdu, Sichuan, China Advan-
ced Robotics and Intelligent Systems Laboratory, School of Engineering, University of
Guelph, Guelph, ON, Canada N1G 2W1 (2016).
[21] Karl Iagnemmaa, Adam Rzepniewskia, S. D. P. P. T. H. P. S. Mobile robot
kinematic reconfigurability for rough-terrai. Department of Mechanical Engineering
Massachusetts Institute of Technology Cambridge Science and Technology Develop-
ment Section Jet Propulsion Laboratory California Institute of Technology (s.f.).
[22] Kodlab. The rhex hexapedal robot. http://kodlab.seas.upenn.edu/RHex/Home.
Consultado el 24 de Abril de 2017.
[23] MELGUIZO, S. Un devastador terremoto sacude el centro de italia y causa cente-
nares de muertos. EL MUNDO (2016).
[24] Moore, E. Z. Leg design and stair climbing control for the rhex robotic hexapod.
Master’s thesis, Department of Mechanical Engineering McGill University, 2002.
[25] Neville, N., and Buehler, M. Towards bipedal running of a six-legged robot.
Ambulatory Robotics Laboratory Centre for Intelligent Machines, McGill University
(s.f.).
[26] OSRF. Ros wiki. http://wiki.ros.org/.
[27] Rivas, J. D. L. Definicio´n y ana´lisis de los modos de marcha de un robot hexa´po-
do para tareas de bu´squeda y rescate. Master’s thesis, Escuela tecnica superior de
ingenieros industriales - Universidad politecnica de Madrid, 2015.
114 Rau´l Cebolla Arroyo 13069
BIBLIOGRAFI´A
[28] SHAPIRO, A. Design and control of an autonomous spider-like robot for motion
in 2d tunnels environments. Master’s thesis, ISRAEL INSTITUTE OF TECHNO-
LOGY, 2003.
[29] Siciliano, B., and Khatib, O., Eds. Handbook of robotics. Springer International
Publishing, 2016.
[30] Torres, J. T. Disen˜o y simulacio´n del sistema de locomocio´n de un robot hexa´po-
do para tareas de bu´squeda y rescate. Master’s thesis, Escuela tecnica superior de
ingenieros industriales - Universidad politecnica de Madrid, 2016.
[31] Uluc Saranli, A. A. R., and Koditschek, D. E. Model-based dynamic self-
righting maneuvers for a hexapedal robot. Robotics Institute, Carnegie Mellon Uni-
versity Department of Electrical Engineering and Computer Science The University
of Michigan (2004).
[32] Uluc Saranli, M. B., and Koditschek, D. E. Rhex - a simple and highly
mobile hexapod robot. Department of Electrical Engineering and Computer Science
The University of Michigan and Center for Intelligent Machines McGill University
Montreal (2001).
[33] western reserve university, C. Digbot.
http://biorobots.case.edu/projects/climbing-robots/digbot/. Consultado el 8
de Junio de 2017.
[34] Wikipedia. Pa´gina de wikipedia de lauron.
https://en.wikipedia.org/wiki/LAURON. Consultado el 12 de Julio de 2017.
[35] Wikipedia. Rhex. https://en.wikipedia.org/wiki/Rhex. Consultado el 24 de Abril
de 2017.
Escuela Te´cnica Superior de Ingenieros Industriales (UPM) 115
