Software development processes are collaborative in nature. Neglecting the key role of end-users leads to software unlikely to satisfy their needs. This collaboration becomes specially important when creating Domain-Specific Modeling Languages (DSMLs), which are (modeling) languages specifically designed to carry out the tasks of a particular domain. While end-users are actually the experts of the domain for which a DSML is developed, their participation in the DSML specification process is still rather limited nowadays. In this paper, we propose a more community-aware language development process by enabling the active participation of all community members (both developers and end-users of the DSML) from the very beginning. Our proposal is based on a DSML itself, called Collaboro, which allows representing change proposals on the DSML design and discussing (and tracing back) possible solutions, comments and decisions arisen during the collaboration. Collaboro also incorporates a metric-based recommender system to help community members to define high-quality notations for the DSMLs. We also show how Collaboro can be used at the model-level to facilitate the collaborative specification of software models.
their support for asynchronous collaboration is still limited, specially when it comes to the traceability 45 and justification of modeling decisions. 46 Existing project management tools such as Trac 1 or Jira 2 provide the environments required to develop collaboratively software systems. These tools enable the end-user participation during the process, thus Abstract Syntax (a) normally used to define the abstract syntax. The concrete syntax defines a notation (textual, graphical or 96 hybrid) for the concepts in the abstract syntax, and a translational approach is normally used to provide 
Solution
Conveyor should include a new float attribute called "capacity" representing the supported weight. The notation will include, between parenthesis, the keyword "Cap." followed by the attribute value and the keyword ".kg" Agreement:
REJECTED

Change Proposal
It is necessary to represent the capacity of the conveyors Agreement: 
Solution
Conveyor should include a new int attribute called "capacity" representing the supported pieces. The notation will include, between parenthesis, the keyword "Cap." followed by the attribute value and the keyword "pcs" (2015a) expressions) to discover the rationale behind the elements of the language (e.g., the argumentation 179 provided for its acceptance).
180
To illustrate our approach, the development of the Baggage Claim DSML mentioned above could have 181 been the result of the imaginary collaboration scenario depicted in Figure 3 . After developers completed a 182 first version of the language, the collaboration begins with a community member detecting the need of 183 expressing the capacity of the conveyors. Since now we are still in the definition phase, the community 184 has the chance to discuss the best way to adapt the language to support this new information. The member 185 that identified the problem would create a change proposal with that aim, and if the change is deemed 186 as important by the community, other members could propose a solution/s to adapt the language. As an 187 example, Figure 3 graphically depicts a possible collaboration scenario assuming a small community a DSML for modeling the collaborations that arise in a community working towards the development of a 206 DSML for that community. In the next sections, we will describe how Collaboro makes the collaboration 207 feasible by:
208
• Enabling the discussion about DSML elements,
209
• providing the metaclasses for representing collaborations and giving support to the decision-making 210 process,
211
• providing a metric-based recommender that can help to develop high-quality DSMLs.
212
Representing the Elements of a DSML 213 To be able to discuss about changes on the DSML to-be, we must be able to represent both its abstract 214 syntax (i.e., the concepts of the DSML) and its concrete syntax (the notation to represent those concepts) 215 elements. Additionally, to improve the understanding of how changes in its definition affect the DSML, 216 we provide a mechanism to automatically render DSML examples using the concrete syntax notation 217 under development.
218
Abstract Syntax
219
The abstract syntax of a DSML is commonly defined by means of a metamodel written using a meta-220 modeling language (e.g., MOF Object Management Group (OMG) (2015b) or Ecore Steinberg et al.
221
(2008)). Metamodeling languages normally offer a limited set of concepts to be used when creating DSML 222 metamodels (like types, relationship or hierarchy). A DSML metamodel is then defined as an instantiation 223 of this metamodeling concepts. Figure 4a shows an excerpt of the well-known Ecore metamodeling 224 language, on which we rely to represent the abstract syntax of DSMLs.
225
Concrete Syntax
226
Regarding the concrete syntax, since the notation of a DSML is also domain-specific, to promote the 227 discussion, we need to be able to explicitly represent the notational elements proposed for the language.
228
Thanks to this, community members will have the freedom to create a notation specially adapted to 229 their domain, thus avoiding coupling with other existing notations (e.g., Java-based textual languages or 230 UML-like diagrams). The type of notational elements to represent largely depends on the kind of concrete 231 syntax envisioned (textual or graphical). Nowadays, there are some tool-specific metamodels to represent 232 graphical and textual concrete syntaxes (like the ones included in GMF 4 and Xtext 5 ), or to interchange 233 model-level diagrams Object Management Group (OMG) (2014b). However, a generic metamodel 234 covering both graphical and textual syntaxes (and combination of both) is still missing. Therefore, we 235 contribute in this paper our own metamodel for concrete syntaxes. Figure 4b shows an excerpt of the core 236 elements of this notation metamodel. As can be seen, the metamodel is not exhaustive, but it suffices to 237 discuss about the concrete syntax elements most commonly used in the definition of graphical, textual or 238 hybrid concrete syntaxes. Note that with this metamodel, it is possible to describe how to represent each 239 language concept, thus facilitating keeping track of language notation changes.
240
Concrete syntax elements are classified following the NotationElement hierarchy, which in- specifies the reference to be queried to obtain the set of elements whereas the separator reference 258 indicates the separator between elements.
259
Renderer 260
The current DSML notation specification plus the set of example models for the DSML (expressed 261 as instances of the DSML abstract syntax) can be used to generate concrete visual examples that help 262 community members get a better idea of the language being built. We refer to this generator as renderer. 263 The renderer takes, as inputs: (1) the abstract and (2) concrete syntaxes of the DSML, and (3) the set of 264 example models conforming to the abstract syntax; and returns a set of images representing the example 265 models expressed according to the concrete syntax defined in the notation model (additional technical 266 details about the render process will be given in Section ).
267
We believe the advantages of this approach is twofold. On the one hand, it is a lightweight mechanism 268 to quickly validate the DSML without generating the DSML tooling support. On the other hand, developers shows a textual example and Figure 5b shows the corresponding notation model). Note that AttValue
275
and RefValue metaclass instances are referring to elements from the abstract syntax metamodel. Figure   276 1b shows a possible renderization of a model for such language.
277
Representing the Collaborations
278
The third metamodel required in our process focuses on representing the collaborations that anno-279 tate/modify the DSML elements described before. This collaboration metamodel, which is shown in Part 1 of Figure 7 shows the collaboration model just after End-User 1 makes the request. It includes Figure 11 . Core elements of the recommender engine. concrete syntaxes elements not conforming with the metrics being calculated, thus helping developers to 570 spot the DSML elements not satisfying each metric (if any).
571
Eclipse plugin 572 We have developed an Eclipse plugin implementing the Collaboro process and DSML. The plugin of the tool with all the scripts required to import the legacy data on time), but the private iterations with the AADL-BA developer and his validation and positive feedback helped us a lot to improve Collaboro 678 and learn more about the challenges of using Collaboro as a part of an ongoing language development 679 effort. We are still in contact with this community and we will see if we can complete the test in the future 680 or reach out other similar standardization committees.
Subsets of our proposal can also be linked to: i) specific tools for model versioning (e.g., AMOR repository 11 and Altmanninger et al. (2009) 
