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第 1章 序論
1.1 研究背景
近年、組込み機器の開発では、グローバルな製品展開が行われており、日本では、2018年時点で
品目別輸出額のおよそ 6 割を占める組込み機器が海外に展開されている [1]。グローバルに展開さ
れる機器は、販売先地域の要求に合わせてカスタマイズされる。加えて、市場の要求の変化へ迅速
に対応していくために、これらカスタマイズを行った製品は短期間に繰り返し開発される。
こうした多品種の製品を短納期で開発するための手法として、組込み機器開発の現場ではプロダ
クトライン開発 [2] が導入されている。プロダクトライン開発では、ソフトウェア製品を Domain
Artifactと Application Artifactという 2種類の部品に分け、両部品の組み合わせにより製品を実現
する。Domain Artifact は、製品シリーズに共通の機能を提供するコアの部品であり、この部品を
繰り返し再利用することで開発工数を削減する。Application Artifactは、製品ごとの特徴となる機
能を提供する部品であり、搭載する Application Artifactを変えることで、多品種製品を実現する。
上述のような部品の柔軟な組み合わせや再利用による開発の効率化は、V 字モデルにおける設
計・実装工程に留まり、テスト工程は未着手であった。このため、テストケースの設計と実行に関
してそれぞれ課題があった。
テストケース設計における課題は、テストケースのレビューで誤りを指摘し、改善を促すことが
難しいこと、テストケース設計に工数が掛かることである。
日本を代表する企業 2社の技術者複数名へのヒアリングと観察の結果によると、組込み機器開発
の現場では、テスト設計者が自然言語で記載された仕様書を精読し、各文からテストにおいて機能
に入力するための動作条件・確認する期待動作を抽出することによってテストケースが設計されて
いる。また、自然言語で記載された仕様書にはしばしば記述漏れや曖昧な表現と言った欠陥を含む
ため、テスト設計者は、上記作業の遂行中に、システム仕様書の欠陥の修正・補完も併せて行って
いる。設計されたテストケースは、欠陥の修正・補完内容やテストケースへの変換の誤りを除去す
るために、システム設計者・テスト設計者を交えてレビューされる。一方で、上記テストケースへ
の変換作業、及び欠陥の修正・補完作業は各テスト設計者に閉じた暗黙的な手順で実施されるため、
テスト設計者がどのような根拠でテストケースを出力したのかがわからず、これがテストケースの
レビューによる誤りの修正を困難にしていた。
また、テストケースのレビューでは、テスト設計者が実施した仕様書の欠陥の修正・補完結果も
合わせて検証されるため、このレビューで修正・補完の誤りや仕様書の欠陥が発見された場合、テ
ストケース設計をやり直す必要があり、この手戻りがテストケース設計の工数を大きくしていた。
この結果、ある新規製品の 520ページ程度の仕様書を用いたテストケース設計にはおよそ 700時間、
5
派生製品の 640ページ程度の仕様書を用いたテストケース設計に 255時間もの工数を要していた。
テストケース設計実行における課題は、テストケース実行に工数がかかることである。
近年では、IoT をはじめとした機器間のコミュニケーションを実現するために、ネットワークを
介した通信機能を備える製品が開発されている。組込み機器が備える機能は、ネットワークを介し
て受信したメッセージによって非決定的に起動されるため、機能の実行順序に起因する不具合を除
去するために、機能を実行する順序を入れ替えたテストが必要となる。起こりうる実行順序の数は、
組み合わせる機能の数によって指数関数的に増加する。
テスト工程では、新しい機能の組み合わせの製品が開発される度に、複数の機能を組み合わせ、
かつ複数通りの順序で機能を実行するテストケースを設計し直し、テストを実行している。プロダ
クトライン開発では、個々の製品に比べて規模がより大きく、複雑となる [3] ため、上述のような
派生製品開発の度に要するテストケースの再設計・実行工数が、多品種・短納期の開発の障害と
なっていた。共同研究先のあるビル用空調システムの例では、室外機一台あたりおよそ 30–50機能
ほどが動作している。これら複数機能の組み合わせで行うテストケースの設計には、およそ 500時
間もの工数を要していた。
以上のように、プロダクトライン開発を用いた組込み機器の開発には、テスト工程において、テ
ストケースの設計と実行に課題が存在していた。
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第 2章 プロダクトライン開発を用いた組込み
機器の既存テスト技術
本章では、1.1 節で述べたプロダクトライン開発におけるテストの課題について、適用可能な既
存技術を調査した結果について述べる。
2.1 テストケース設計の支援技術
本研究では、テストケース設計に当たり、自然言語仕様書に含まれる欠陥が暗黙的なプロセスに
よって除去されることをテストケース設計における課題として取り上げる。本節では、これに関連
する技術として、自然言語仕様書の欠陥修正手法、及び自然言語仕様書からのテストケース設計手
法について調査した。以降、その結果について述べる。
自然言語で仕様を書くことによる欠陥の混入を防止するために、自然言語の曖昧さを排して仕様
記述を実現する手法として、Z記法 [4]、VDM++ [5]、B Method [6]といった仕様の形式記述手法
がある。これらは厳密な仕様記述のための記法を提供し、記述した仕様に対する自動検証機能とし
て、それぞれ [7]、 [8]、 [9]が提案されている。
[10] では、自然言語の記述ルールを制限したシナリオの記述手法が提案されている。記述ルー
ルを制限することで、自然言語仕様書に書かれている表層的な表現から、そのシナリオ中で実施さ
れるべきイベントに機械的に置き換えられる。
一方で、これら手法は、既存の自然言語仕様書に対して適用できず、予め仕様書を上記手法で提
案する文法で記述するか、自然言語仕様書を書き直す必要がある。
[11] では、日本語文を論理式に変換する手法を提案している。自然言語で書かれた仕様書では、
仕様書中に含まれる各入力項目や確認項目間の論理関係を記述できないため、論理式として表現す
ることで、論理関係の曖昧さの解消が期待できる。一方 [11]では、述語「Actionする」の知識表現
のための論理式変換手法として提案されているため、例えば「Condition中に Actionする」のよう
な表現においては、「Actionする」は「Condition中に」を項として持つ、という知識を表現するた
めに、「Condition中に」と「Actionする」が一つに併合される。テストでは、「Condition」を機能
の入力項目、「Action する」を機能の確認項目として別々に扱い、入力項目を機能に与えながら、
確認項目を確認する作業を行う。 [11] で変換された論理式をテストケース設計で応用する場合、
変換された論理式から「入力項目」、「確認項目」を改めて取り出す必要となる。
自然言語の仕様書自体から欠陥修正を実現する手法としては、 [12–15] が提案されている。
[12]は、複数通りに解釈できるフレーズを曖昧さと定義し、この曖昧さの検出を行う手法を提案
している。 [12]の手法では、曖昧な用語と共起、及び構文構造のパターンを、それぞれキーワード
検索や正規表現での検索、及び Part-of-Speech (POS) tagに対する正規表現での検索によって曖昧
さを検出する。
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[13] は係り受けと照応の曖昧さを検出する手法を提案している。 [13] では、複数のヒューリス
ティクスによって曖昧さをスコア付けしたベクトルを入力に、機械学習によって与えられた語の曖
昧さを判断する。 [13]の手法では、教師データに複数人の確からしさについての判断を用い、確か
らしさがしきい値を下回るものを曖昧と判断する。しきい値の制御によって曖昧さの検出の厳密さ
を制御することが出来る。
[14] は、Requirement Engineering の文脈で問題となる曖昧さをカテゴリ分けし、カテゴリに応
じた曖昧さを検出する手法を提案している。 [14]では、カテゴリごとの checklist と scenario-based
reading によって曖昧さ検出を行う。カテゴリごとに検討することで、検討漏れの防止に寄与する。
[15]は、自然言語で書かれた仕様から、曖昧さを除去するための修正のガイドラインを提示する。
[15] では、自然言語の仕様中の各操作を、格文法を元に、主体語・対象語などを明らかにした形式
的な内部表現へ変換する。変換された結果に対し、語や action の不足といった欠陥の検出を行う
ルールを適用し、検出結果に基づいてユーザに修正を促す。修正・補完された中間表現を自然言語
の表現に戻し、曖昧さの除去された自然言語の仕様記述を得る。
自然言語仕様書からテストケースを生成する手法としては、 [16–18] が提案されている。
[16] は、本論文での提案手法と同じく、自然言語仕様書からデシジョンテーブル形式のテスト
ケース生成を行う。 [16]では、日本語の仕様文から句を抽出し、句がデシジョンテーブル中の条件
に当たるのか、動作に当たるのかを自動的に判定する。一方で、句の間に存在する論理関係の同定
や、句の真理値割当を求める手法については提案されていない。
[17]では、自然言語文の文法に制限を加えた Controlled Natural Language (CNL) という仕様記
述文から、テストケース生成ツール T-VEC Tabular Modeler (TTM)への入力となる Software Cost
Reduction (SCR) のコードを生成する手法を提案している。 [17]では、文法を制限することで、文
中の条件部分、アクション部分を機械的に抽出可能にしている。また、格文法に基づいて、動詞と
その動詞の項の意味役割、及びその動詞と項の記述文法も定義されており、CNL をパースの結果
では、動詞の各項が持つ意味役割も機械的に解釈している。CNLのパース結果は自動的に SCRへ
変換され TTMによるテストコードの自動生成を実現している。
[17]の手法では、文法を制限しつつも自然言語の表現を用いることで、形式手法について熟練せ
ずに、曖昧さを排除した仕様記述を実現している。一方で、 [17]で提案する仕様記述手法は、自然
言語表現ではあるものの、厳格な文法に基づいて仕様記述を行う必要があるため、既存の製品の仕
様書には直接適用できない。
[18]では、ユースケース記述における各文の actorと actionについて意味ラベルを付与し、Use
Case Description (UCD) モデルとして構築する手法を提案している。プロジェクトごとに専用の
用語を用いられうる actor の表現について、意味ラベルを付与することで、ユーザなのかシステム
を可能にしている。 [18] では、actor に付与された意味ラベルを元に、ユーザが actor の文を実行
ステップ、システムが actor の文を評価ステップとするテストケースのテンプレートへの応用が提
案されている。
[18]は、ユースケース記述を対象としている。ユースケース記述は、ある機能の取りうる入力の
ひとつを一ステップずつ列挙していく文書である。一方、本研究で対象とするシステム仕様書では、
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複数の入力項目や確認項目が一文に統合された形式の文書である。このため、一文から一つの入
力・出力が書かれるということを仮定できず、一文から複数の入力項目の確認項目の抽出、及びそ
の項目間の論理関係の同定といった操作が必要となる。
2.2 テストケース実行の支援技術
本節では、プロダクトライン開発において膨大になる複数の機能を決定的・非決定的に組み合わ
せたテスト実行を支援する技術について調査した結果を述べる。
[19, 20] は、プロダクトライン開発を適用した製品群全体を評価するモデル検査手法を提案して
いる。 [19, 20] では検査対象のモデルに差分機能の有無を組み込んでおり、起こりうる全ての製品
群で所定の評価項目を満たすかを検査する。 [19, 20]は製品の仕様を対象にテストを実施する。
[21]は、Javaで書かれたプログラムについて、プロダクトライン開発に搭載される featureに対
応する変数の有効・無効を切り替え、全プロダクトファミリーに対応するソフトウェアを生成し、
検証する手法を提案している。ソフトウェアが満たすべき仕様は、Java Modeling Language (JML)
を用いて、Java プログラム中にコメントとして記載される。JML では、不変性やメソッドの事前
条件・事後条件が記載でき、生成されたソフトウェアについて、JML で書かれた仕様を満たすか
定理証明器を使って検証する。
[22] は、プロダクトラインにおける feature の組み合わせによる不具合を見つける技術として、
プロダクトラインに含まれる全 featureを備えるひとつの製品を生成し、また、同時に featureの有
効・無効をグローバルな boolean 変数により切り替え可能にする。生成された製品について、モデ
ル検査器により、featureの有効・無効を非決定的に選択し、起こりうる全製品上で safety property
の検証を行う。
非決定的なテスト手順を自動的に網羅することのできるモデル検査の技術を用いて実行テストを
行う技術としては、 [23–26] が提案されている。
[23,24,26] は、ソフトウェアに対する入出力の関係（本統合テスト環境におけるブラックボック
ステスト）によってテスト結果を評価する。一方、ソフトウェアに実装されるメソッドから必ずし
も評価に十分なだけの情報を取得できないことがあり、例えばソフトウェアの内部変数についての
評価は不可能なことがある。
[25]は C/C++のソフトウェアをモデル検査技術によってテストする手法が提案されている。共
有メモリ上の値を状態として保存、復元して探索する。イベントドリブンのシステムに適用し、イ
ベントハンドラを非決定的な順序で呼び出してテストを実施する。テスト結果の成否は、ソース
コード中に埋め込んだアサーションや Boolean関数の戻り値によって判定される。アサーションの
埋め込みのためにソースコードを改変する必要があり、製品ソフトウェア自体をテストできない。
モデル検査技術とシミュレーション技術の融合により組込みシステムの制御ソフトウェアの検
査を行う技術として [27] がある。 [27] は、組込みシステムの制御ソフトウェアのモデル（コント
ローラモデル）の検査のために、SMT ソルバ Yices と Simulink によるシミュレーションを組み合
わせて有界モデル検査を行う。 [27]では、Simulink上で制御対象（プラント）の振る舞いをシミュ
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レーションし、シミュレーション結果として得たプラントのセンサ値をコントローラのモデルに与
える。コントローラモデルは、SysMLから SMTソルバ Yices記述に変換されたものを用い、プラ
ントのセンサ値をもとに順次 Yices 上のセンサ値（コントローラの入力値）を更新しながら設計制
約の検証とプラントに対する制御量を算出する。算出された制御量をもとにプラントのシミュレー
ションを行い、再度コントローラモデルで検証する、ということを繰り返すことで、コントローラ
モデルの検証を行う手法である。
[27] は検設計段階のコントローラのモデルを検証対象とするため、 [27] では、コントローラの
動作モデル自体を実行・検証するが、組込みソフトウェアはテストしない。
非決定的なテスト手順を網羅可能なモデル検査技術を応用し、複数の機能を組み合わせたテスト
ケースの設計を支援する手法も提案されている。 [28–31] では、モデル検査器によってテストケー
スを生成する方法を提案している。これらは、モデル検査器にテスト失敗となるようなモデルを与
えて、テスト失敗時に得られる反例に含まれるテスト実行系列を使って、実装済みソフトウェアの
テストケースを生成する。
[32] は、モデル駆動開発で用いられる Simulink ツールで設計されたモデルを用いたテスト技
法として、Simulink のモデルからテストケースの生成・優先度付けを行う技術を提案している。
signal featureという特徴的な信号の形状（定数値を取るもの、一次導関数の符号が一定のもの、第
二次導関数の符号が一定など）を定義している。signal featureとのユークリッド距離による類似度
によって、出力信号を特徴づけした feature vectorというものを定義し、feature vector同士のユー
クリッド距離 diversity がより大きくなる入力信号の集合を生成することで、多様な信号をテスト
するテストケースの生成を行っている。
テストケースの優先度付けでは、テストをされていない Simulink モデル上のノードをよりカ
バーし、選択済みのテストケースに含まれる出力信号との diversity がより大きくなる出力信号を
含むテストケースを優先的に選択する。これにより、より多くのノードをカバーし、より他のテス
トケースではカバーできないテストケースを優先的に選択可能にしている。
以降では、決定・非決定的なテスト実行を行う対象機能を削減することで、テスト実行にかかる
工数を削減する手法について述べる。
[33, 34] は、プロダクトライン開発における派生製品のモデル同士の差分を元に、モデルの差分
がテストに影響を与えないものを除外し、より少ない数のテストケースを選択する手法を提案して
いる。 [33, 34]では、model slicingという手法を用いることで、派生製品同士のモデルの差分がモ
デル中の特定の要素（状態遷移等）に至る状態や状態遷移を求め、この状態・状態遷移の差分から
テストケースに影響を与えるかを決定し、テストケースの選択を行っている。 [34]では、プロダク
トのファミリー全体の更新についても考慮した、テストケースの選択手法を提案している。
[35]は、プロダクトライン開発において、control-flowと data-flowの解析を行い、特定のテスト
結果に影響を与える featureの組み合わせを求めることで、全ての featureの組み合わせに全てのテ
ストを実行することに比べ、テストを削減する手法を提案している。 [35] の手法では、特定のテ
ストで実行されるコードのうち、ある feature の有効・無効を切り替えることで、別の feature の
control-flowや data-flowが変換する関係にある featureを関連する featureとして取り出す。この関
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連する feature についてのみ、feature の有効・無効の組み合わせをテストすることで、実行される
テストを削減する手法である。feature 間の関連に関する不具合については、 [35] の提案するよう
なホワイトボックスのアプローチと、仕様書に基づいたブラックボックスのアプローチの両面があ
る。ソースコードを元にしたホワイトボックスのアプローチでは、ソースコード上で意図せず起き
てしまった関連を発見できる一方、誤って feature 同士に関連がなくなってしまっているなど、
ソースコード上の問題によって、feature間の関連が見逃されることがある。
2.3 本研究で取り組む課題
テストケース設計では、最終成果物としてテストケースを得ることが目的であるが、従来では、
自然言語仕様書に含まれる欠陥除去に取り組む手法 [12–15] はあるものの、テストケース設計まで
をスコープに含めていなかった。あるいは、自然言語仕様書からのテストケース設計は行うものの、
[16]のように、仕様書に含まれる欠陥にフォーカスしていなかった。 [4–9, 17]では、専用の記述言
語で書かれた仕様書を対象にしてテストケースを生成する（ [4–9]）あるいは検証する（ [17]）手法
のため、既存の自然言語の仕様書を用いたテストケース設計には適用できなかった。
また、テストの実行においては、並列に動作しうる機能のテストを行う手法として、仕様のモデ
ルを対象とする手法 [27]や、ブラックボックスな方法でソフトウェアの行う手法 [23, 24, 26]、製品
のソースコードを改変し、ホワイトボックスな方法でソフトウェアのテストを行う手法 [25] が提
案されている。しかし、組込み機器では、組込み機器のソフトウェアが外部に公開しているメソッ
ドからは評価に十分な情報―――例えば組込みソフトウェアの内部変数―――を得ることができないこ
とがあり、ブラックボックスな手法のみではテストが困難なことがあった。
以上を踏まえ、本研究では次の課題にフォーカスし、これら課題の解決に取り組む。
1. 自然言語で書かれ、かつ欠陥を含む既存のシステム仕様書を用いたテストケース設計を対象に、
テスト設計者が暗黙的なプロセスで欠陥の修正・テストケースへの変換を行うため、結果修正
の誤りがあった場合に、手戻りが大きくなること。
2. 複数機能を衝突させたテストを派生製品の開発の中で繰り返し行うに当たり、テストケースの
設計・実行に工数がかかること。本研究では組込み機器のソフトウェア内部の状態変数を評価
するホワイトボックスなテスト、及びハードウェアを用いたブラックボックスなテストの双方
に掛かる実行工数の課題を対象とする。
2.4 本論文の構成
第 3 章–第 5 章では、図 2.1のような関係にあり、本研究で提案するアプローチをそれぞれ述べ
る。第 3章では、本研究で提案するテストケースの設計プロセスとその支援ツールについて述べ、
第 4章では、部品化した機能ごとのテストケースを組み合わせて決定・非決定的なテストケースの
生成を実現するテストケースリポジトリ、及びテストケースリポジトリから生成されたテストケー
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図 2.1 提案手法の全体像
スを用いて、決定・非決定的なテストを自動評価するテスト環境について述べる。並列動作する機
能の取りうる実行順序は、機能の数が増加するにつれて指数関数的に増加する。構造的に並列に動
作しうる全ての機能を網羅的に実行することは工期の都合上困難となる。第 5章は、並列に動作す
る機能のうち、影響関係にある機能の選択支援を支援することで、起こりうる実行順序を削減する
手法を紹介する。第 6 章にて本研究をまとめる。
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第 3章 テストケース設計プロセスの再定義と
支援ツール
本章では、自然言語で書かれたシステム仕様書から統合テスト環境のテストケースリポジトリの
入力となるテストケースを設計するためプロセスとその支援ツールについて述べる。
システムテストのテストケース設計は、略言すると、自然言語で書かれたシステム仕様書からテ
ストに用いる項目を抜き出して、テストケースの形式へ変換する作業である。ここで、自然言語で
書かれたシステム仕様書は、曖昧な表現や記述漏れといった欠陥を含みうるので、この変換作業に
はしばしばこれら欠陥の修正作業が伴う。従来では、この欠陥の修正・テストケースへの変換作業
は各テスト設計者の頭の中で暗黙的なプロセスとして手作業で実施されており、属人性が高い作業
であった。また、システム仕様書の記述内容を見落としなくテストケースに反映するために、テス
ト設計者は、システム仕様書を一文一文精読しながらテストケースを設計する。このため、システ
ム仕様書から入力項目・確認項目に当たる文を抜き出す作業だけでも、新規製品の 520ページ程度
の仕様書を用いた全 700時間テストケース設計のおよそ 26%、派生製品の 640ページ程度の仕様書
を用いた全 255時間テストケース設計のおよそ 31%もの多くの工数を要していた。
設計されたテストケースは、欠陥の修正やテストケースへの変換結果の誤りを除去するために、
システム設計者・テスト設計者を交えてレビューが実施される。一方で、テストケース中には、入
力されたシステム仕様書を元に、テスト設計者がどのような根拠でそのテストケースを出力したの
かが現れないため、レビューによる誤りの修正が難しかった。
本研究では、以降の節にてそれぞれ詳述する次の項目により上記課題の解決を図った。
1. 複数企業へのヒアリング結果に基づき、システム仕様書からテストケース設計プロセスを再定
義し、プロセス中のステップをアルゴリズム化してテストケース設計の属人性を削減
2. システム仕様書からテストの入力項目・確認項目の抽出と言った、定型的な作業の自動化して
テストケース設計工数を削減
3. テストケースへの変換の中間成果物を用いてシステム仕様を可視化し、システム仕様書の欠陥
のレビューを容易化
3.1 現場で実施されているテストケース設計のヒアリングと課題
テストケース設計プロセスを再定義するに当たり、テストケース設計プロセスに含めるべきス
テップや自動化可能なステップ、及び修正される欠陥の種類について明らかにするために、テレビ
や空調機の組込みシステムの開発を行う企業 2社にテストケース設計業務についてヒアリングと観
察を行い、従来のテストケース設計プロセスをモデル化した。この結果、どちらの企業も次のよう
な手順でテストケース設計を行っていることがわかった。
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1. テストケースの大項目の抽出: システム仕様書の章立てからテストケースの大項目を抽出
する。
2. 機能の条件文・動作文の抽出: システム仕様書をラインマーカでマーキングしながら、一文一
文精読し、「A ならば B する」のような関係にある「ならば」の前件部分（条件文）と後件部
分（動作文）を手作業で抜き出す。
3. テストケースの小項目の設定: 機能の入力項目をテスト入力とし、動作文を確認項目としてテ
ストケースの小項目を設定する。
4. テストケースの小項目の具体化: テスト条件に合致する入力値と、対応する確認項目を求め、
テストケースの小項目を具体化する。
5. テストケースの中項目の作成: テスト手順を簡便化するために、テストケースの小項目まとめ、
テストケースの中項目を設定する。
上記作業中に発見したシステム仕様書の欠陥（記述漏れ・論理誤り）は、システム仕様書の作成者
に問い合わせを行って逐次修正される。テスト設計者が自明と判断するものについては問い合わせ
を行わずに、修正結果が直接テストケースに反映される。
3.2 提案するテストケース設計プロセスの概要
図 3.1 提案するテストケース設計プロセス
本研究では、3.1 節のテストケース設計手順を踏まえ、図 3.1 のようなテストケース設計プロセ
スを定義した [36, 37]。テストケース設計プロセスでは、システム仕様書からテストケースへの変
換作業の属人性の排除と、工数の削減、及び人為的な変換ミスを防止するために、図 3.1のステッ
プ 1–3によって、システム仕様書からテストケースへの定型的な変換作業を自動化する。
自然言語で記述されるシステム仕様書には欠陥が含まれることがあるため、これら欠陥はシステ
ム設計者にフィードバックし是正される必要がある。この修正のために、本テストケース設計プロ
セスでは、テストケースへの変換の中間成果物に対して、システム設計者・テスト設計者を交えて
レビューを実施する。仕様書の欠陥をテストケースの前にレビューすることで、テストケースへ混
入したシステム仕様書の欠陥に伴う手戻りの削減が期待できる。また、テストケースへの変換ス
テップがアルゴリズム化されたことで、従来のテスト設計者毎に暗黙的に実施されていたシステム
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仕様書の欠陥修正・テストケースへの変換プロセスに比べ、変換誤りの所在を明らかにして指摘・
改善が可能となる。本テストケース設計プロセスでは、システム仕様のレビューを容易化するため
に、修正すべき欠陥が明らかになる形式でシステム仕様を可視化する。
以降の節では、提案するテストケース設計プロセスの各ステップについて述べる。
3.3 自然言語仕様書のセミ形式記述化
3.3.1 セミ形式記述の記述方法
/∗ Written in Extended Backus−Naur Format (EBNF) ∗/
statement= expression, “.” ;
expression = “(”, expression, “)”,
[ “<”, p_constraint, { “,”, p_constraint }, “>” ] |
expression, “&”, expression | /∗ and ∗/
expression, “|”, expression | /∗ or ∗/
expression, “−>”, expression | /∗ imply ∗/
“!”, expression | /∗ not ∗/
clause ;
/∗ the operator precedence is “!”> “&”> “|”> “−>” ∗/
clause = verb, “(”, subject, “,”, object,
{ “,”, verb_constraint }, “)”,
[ “<”, p_constraint, { “,”, p_constraint }, “>” ] ;
p_constraint=
[ “!” ] , “O”, “<”, group_name, “>” /∗ One ∗/ |
[ “!” ] , “E”, “<”, group_name, “>” /∗ Exclusive ∗/ |
[ “!” ] , “I”, “<”, group_name, “>” /∗ Inclusive ∗/ |
[ “!” ] , “R”, “<”, direction, “,”,
group_name, “>” /∗ Require ∗/ ;
direction = “s” | “d”; /∗ Source or Destination ∗/
group_name= ident;
verb= ident;
subject = ident;
object = ident;
verb_constraint= ident;
ident = /∗ Japanese and English Letters ∗/;
図 3.2 セミ形式記述の文法
組込み機器開発を行う企業 2社へのヒアリングと観察の結果から、システムテストのテストケー
ス設計では、まず、システム仕様書中の記述から機能の入力項目・確認項目を抜き出す作業が実施
されることがわかった。本小節では、この作業をアルゴリズムとして明確化・自動化することで、
変換誤りの所在を明らかにしたレビューと工数の削減を実現するための、自然言語の仕様文の論理
記述変換手法について述べる。
自然言語で書かれたシステム仕様書は、論理関係を複数通りに解釈可能という曖昧さを含むこと
があり、この結果、入力項目・確認項目間の誤った論理関係解釈のもとで、誤ったテストケースを
設計してしまうことがある。また、日本語で書かれた仕様書では、しばしば主語や対象が省略され
ることがあるが、これら省略語は、日本語仕様文を読む際に、無意識に補って読んでしまうため、
欠落している語の発見が難しく、誤った補完内容がテストケースの誤りを引き起こすことがある。
このため、本研究では、後述のアルゴリズム（3.3.2小節）によりシステム仕様書から入力項目・
確認項目を抽出し、かつ抽出した項目を論理記述することで、抽出工数の削減と、レビューによる
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欠落語の発見の容易化、論理関係の解釈誤りの防止を図る。
本研究で提案するシステム仕様の論理記述は、形式的な仕様記述手法 [15] をテスト設計への活
用のために本研究において拡張したものであり、セミ形式記述と呼ぶ、図 3.2に定義する文法を持
つものである。セミ形式記述では、欠落語の発見の容易化と、論理関係の明確な表現を目的に、1
つ 1つの入力項目・確認項目を命題プリミティブと呼ぶ「関係語（主体語，対象語，制約語）」とい
う形式で表現する（図 3.2 の clause に相当する）。関係語・主体語・対象語・制約語を記述する順
序を決定的にすることで、主体語や対象語が省略や関係語が自動詞のために対象語を持たないなど、
主体語・対象語に該当する語がシステム仕様書に記述されていない箇所を明らかにできる。システ
ム仕様書中に記載のない語は記号にて代替表記を行い、省略により主体語や対象語が不明な場合に
は「?」を用いて代替表記し、対象語を持たない場合には「_」を用いて代替表記する。この代替表
記の記号「?」により、欠落語を含む命題プリミティブを可視化する。
関係語には静的な状態を表現するためのものに「is」を、アクションを表現するためのものに動
詞の終止形を用いて、主体語・対象語・制約語の間の関係を表現する。「is」は、例えば図 3.3 の
「アイドル中に」のように用言を持たず、静的な状態（付帯条件）を表す句に用い、「is（?，_，ア
イドル中）」のように記述する。また、「Aは B だ」、「Aは B である」といった、Aと B の間の静
的な同値関係を表す「……だ」、「……である」といった判定詞についても、「is」を用いて「is（A，
_，B）」のように記述する。
図 3.3 セミ形式記述の例
テストに際しては、関係語・主体語・対象語の 3項目により各入力項目・確認項目で行われる操
作やシステムの状態を表し、続く制約語により入力項目・確認項目のパラメータを列挙する。
命題プリミティブ間の論理関係については、元の自然言語の仕様書にあるような解釈の曖昧さを
排除するために、命題論理の 4つの論理演算子―――Not（記号: 「!」）、And（記号: 「&」）、Or（記
号: 「|」）、Imply（記号: 「−>」）―――を用いて厳密に記述する。加えて、排他関係といった上記論
理演算子での記述の難しい命題1）間の制約を表現するために、原因結果グラフ [38]から図 3.4に示
す 4つの命題間制約―――One（ただ 1つの命題が成り立つ）、Exclusive（多くとも 1つの命題が成り
1） 命題プリミティブ、及び命題プリミティブに Not をつけたもの、And・Or・Imply で結合したものを総称してここ
では命題と呼ぶ。
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図 3.4 セミ形式記述の命題間制約（p_constraint）
立つ）、Inclusive（少なくとも 1 つの命題が成り立つ）、Require（ある命題 A の充足には命題 B の
充足が必要である）―――を採用し、図 3.2の p_constraintの記法で表現する。
入力項目と確認項目の間の論理関係は、自然言語においては「入力項目が成立するならば、確認
項目をもたらす」というように、「ならば（Imply）」に対する前件・後件として記述されることが
技術者へのヒアリングと観察の結果判明したため、セミ形式記述上でも論理演算子 Imply（「−>」）
を使い、図 3.3のように「入力項目 −> 確認項目」と表現する。
図 3.1 1のレビューでは、「?」を持つ命題プリミティブを修正することで、欠落語を含む命題プ
リミティブを修正する。セミ形式記述上では、元の仕様書に記述されていない欠落語は「?」とし
て明示されるので、「?」に当てはまる語をレビューで埋めることで欠落語を補完できる。
3.3.2 セミ形式記述への変換アルゴリズム
本小節では、システム仕様書からテストの入力項目・確認項目を抽出作業の容易化のために、シ
ステム仕様書の文章をセミ形式記述へ変換するアルゴリズム [39] について述べる。
セミ形式記述への変換アルゴリズムの構築にあたっては、セミ形式記述が本研究で新規に提
案する手法であり、機械学習によるアプローチに必要な教師データ（対訳データ）を入手でき
ないため、本研究では、ルールベースのアプローチを採用した。ルールの構築には形態素解
析器 Juman++ [40] （v2.0.0-rc22））及び、日本語構文解析器 KNP [41] （v4.1.93））から得られる
feature [42]のデータ（格 [43]、品詞、係り受けなどを含む文法データ）と並列な係り受け構造の検
出結果を用いる。本論文で提案する日本語の仕様文からセミ形式記述への変換アルゴリズムの概要
は図 3.5である。
図 3.5 セミ形式記述への変換プロセス
2） https://github.com/ku-nlp/jumanpp/releases
3） http://nlp.ist.i.kyoto-u.ac.jp/index.php?KNP
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図 3.5の前処理ステップは、形態素解析の正確さの向上と変換ルールの簡単化のために次のよう
な処理によって、入力された日本語仕様書の記述を統一する。
1. Juman++で未定義語となる文字種の置換（例: 半角カナから全角カナへ置換）
2. 文の終了スタイルの統一（「……すること。」のように「こと」で文を終えるスタイルを「……
する。」のように用言で文を終えるスタイルに統一）
Algorithm 1 日本語文をセミ形式記述へ変換するアルゴリズム
Definition:
• children(b): 文節 bにかかる子文節のリストを返す。
• push(l, e): リスト lに要素 eを追加する。
• pop(l): リスト lから末尾の要素 eを取り除き、eを返す。
• last(l): リスト lの末尾の要素を返す。
• reversed(l): リスト lを逆順にして返す。
• applyF(op, st, sf ): オペレータ opの funcf を st、sf を引数に呼び出す。
• applyS(op, st, sf ): オペレータ opの funcs を st、sf を引数に呼び出す。
• NewSemiElement(b): 文節 bを句・命題へ変換した結果を返す。
• NewOperator(st, sf ): セミ形式記述と文節のペア st = (dt, Bt)と sf = (df , Bf )を結合するためのオペレータを返す。（なお、
dt と df は句・命題、またはセミ形式記述へ変換過程のデータ構造であり、df が dt に係る。Bt とBf はそれぞれ dt と df の変換元
となった文節のリストである）。
Input:
b: 文末文節
Output:
d: 命題（命題プリミティブまたは二項演算オブジェクト）
1: procedure Convert(b)
2: stack ← []
3: C ← children(b)
4: st ← (NewSemiElement(b), [b]) . 文節のセミ形式記述変換ルール
5: sf ← nil
6: while true do
7: if sf = nil then
8: if |C| = 0 then
9: break
10: c← pop(C)
11: sf ← (Convert(c), [c])
12: opsf ← NewOperator(st, sf ) . セミ形式記述結合ルール
13: if |stack| = 0 ∨ opsf is prior to last(stack) then
14: push(stack, (opsf , sf ))
15: sf ← nil
16: continue
17: (oplast, slast)← last(stack)
18: if applyS(oplast, sf , slast) 6= nil then
19: sf ← applyS(oplast, sf , slast) . Conversion 1
20: continue
21: st ← applyF(oplast, st, slast) . Conversion 2
22: sf ← nil
23: for all (op, s) in reversed(stack) do
24: st ← applyF(op, st, s) . Conversion 3
25: return dt of st where st = (dt, Bt)
図 3.5の変換ステップでは、変換ルールを元に Algorithm 1によって日本語の仕様文をセミ形式
記述の仕様文へと変換する。Algorithm 1 では、大きくは次の流れでセミ形式記述への変換を行う。
1. 各文節を再帰的にセミ形式記述に変換する（Algorithm 1の line.4）、
2. 子文節4）から変換されたセミ形式記述と親文節から変換されたセミ形式記述を再帰的に結合す
る（Algorithm 1の Conversion 2–3）
4） 本論文では、文節 cが文節 pに係るとき、pから見た cを子文節、cから見た pを親文節、同じ親文節を持つ子文節同
士を兄弟文節と呼ぶ。
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なお、子文節と親文節のセミ形式記述の結合に際しては、子文節の兄弟文節が Andや Orなどの
論理関係にある場合には、左記論理関係を維持してセミ形式記述変換するために、兄弟文節から変
換されたセミ形式記述同士を先に結合（Algorithm 1 の Conversion 1）し、兄弟文節の結合結果を
親文節から変換されたセミ形式記述と結合させる。
本変換アルゴリズムでは、セミ形式記述への変換ルールの蓄積を容易化するために、日本語の文
節に対する直接の変換手続き（Algorithm 1の Conversion 1–3）を部品化し、Juman++/KNPから
得た構文解析結果のデータを元に変換手続きを定義する部品を選択する（Algorithm 1 の文節のセ
ミ形式記述変換ルール、セミ形式記述結合ルール）構成をとった。これにより、変換手続きを直接
記述することなく、ルールを蓄積していくことによって漸進的に変換の正確さを改善できる。
変換手続きの部品はオペレータと呼び、オペレータは 2つのセミ形式記述を 1つのセミ形式記述
に結合する関数のペア (funcs, funcf ) として変換アルゴリズムに組み込まれている。funcs、funcf
は次の記号を使って定義される関数 funcs : st, sf 7→ sr?と funcs : st, sf 7→ sr?である（「?」のつい
た変数「x?」は、xまたは nilの値を表すものとする）。
•st = (dt, Bt): 結合先のセミ形式記述と文節リストのペア
•sf = (df , Bf ): 結合元のセミ形式記述と文節リストのペア
•sr? = (dr, Br)|nil: dt と df が結合可能なときは結合結果のセミ形式記述と文節リストのペア、
結合不可のときは nil
•Bt、Bf、Br: それぞれ st、sf、sr に対応する文節オブジェクトのリスト
–文節オブジェクト: KNP の構文解析結果のオブジェクト。日本語文中の文節のテキスト
表現に加え、日本語文中で何番目に出現するか、係り受け構造が並列か否か、前述の
feature データといった文法上のデータをプロパティとして有する。以降では文節オブ
ジェクトのことを単に文節と呼ぶ。
•dt, df , dr: セミ形式記述のオブジェクト。句5）、命題、または変換過程のデータ構造（句の二
項関係ペア結合オペレータ等で用いる）に相当する。
–句: 文節か命題を要素として持つリスト
–命題: 次のいずれか
∗命題プリミティブ = (wverb?, wsubj?, wobj?, Wconstraints,neg): wverb、wsubj、wobj はそれ
ぞれ関係語・主体語・対象語の句、Wconstraintsは制約語を表す句のリスト、neg は wverb
が否定表現のときに trueを取る真偽値。
∗二項演算オブジェクト = (biop, dl, dr): biopは二項演算子の種類（「and」、「or」、「imply」）、
dl、dr はそれぞれ二項演算子の左、右オペランドに相当する命題。
–（変換過程のデータ構造は、左記データ構造を用いるオペレータと合わせて説明する）。
変換アルゴリズムは、厳密には日本語文を上記セミ形式記述のオブジェクトへ変換する。上記オ
ブジェクトは、次のように文字列化することで、図 3.2の文法に沿ったテキスト表現と対応づくた
5） 命題プリミティブの各項（関係語・主体語・対象語・制約語）を本論文では句と呼ぶ。
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め、以降ではセミ形式記述のオブジェクトのことも単にセミ形式記述と呼ぶ。
•句:
1. 句の中に含まれる全文節をリスト化し、日本語文中での出現順にソートする。
2. 各文節を日本語文中の表記にしたがって文字列化し、文節同士を結合する。
•命題プリミティブ:
1. 句 wsubj?, wobj?が nilのときは「?」そうでなければ左記の句を文字列化したものを命題プ
リミティブの主体語・対象語に設定する。
2. 句のリスト Wconstraints 中の各要素を文字列化した後、各要素同士をカンマで結合したも
のを制約語に設定する。
3. 句 wverb?が nilのときは「is」を関係語に設定し、そうでなければ
(a) wverbの句の中に含まれる全文節をリスト化し、日本語文中での出現順にソートする。
(b) 最後の文節以外の各文節を日本語文中の表記にしたがって文字列化し、最後の文節の用
言を終止形にする。
(c) 文節同士を結合して関係語に設定する。
4. neg = trueのときは関係語の先頭に「!」を付ける。
•二項演算オブジェクト:
1. dl、dr を文字列化してそれぞれ二項演算子の左オペランド、右オペランドに設定する。
2. dl が二項演算オブジェクト、かつ dl の二項演算子 biopl が biopよりも低優先度のとき、左
オペランドを丸括弧で囲む（ただし二項演算子の優先順位は「and」>「or」>「imply」）。
3. dr が二項演算オブジェクト、かつ dr の二項演算子 biopr が biop よりも低優先度のとき、
右オペランドを丸括弧で囲む。
4. biopを次の対応で文字列化する（「and」: 「&」、「or」: 「|」、「imply」: 「−>」）。
5. 左右ｎ oオペランドの間に biopの文字列を置く。
2つのセミ形式記述を結合する関数 funcs、funcf は、結合する各セミ形式記述を構成する文節の
間にある、次の 2種類の係り受け関係にしたがって、セミ形式記述同士を結合する。
1. 兄弟文節（funcs）: Algorithm 1の Conversion 1に相当する。図 3.6の ¬では、兄弟文節に当
たる「沸騰モード中か」と「給湯 LOCK中に」の間に Orの論理関係があり、この論理関係を
反映した結合を実現する。
2. 親子文節（funcf）: Algorithm 1の Conversion 2、3に相当する。図 3.6の ­では、「押したら」
を命題プリミティブとした「押す（?，?）」の対象語に、「給湯ボタンを」を結合している。
本アルゴリズムで定義したオペレータの一部を以降に挙げる。funcs、funcf に相当する関数は、
それぞれオペレータ名の末尾に「S」、「F」をつけた関数として表記する。任意の入力で nil を返す
関数の定義は、紙面の節約のため省略する。結合の例では、表記を簡潔にするためにオペレータの
引数のうち一部記号のみを記載する。例文中の「/」は、sf、st に相当する部分を区切るための説
明用の記号とし、「/」の前、後からそれぞれ sf、st が構成されるものとする。
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図 3.6 係り受けの構造の例と変換ステップ
句の結合オペレータ: 連体修飾による句の統合と、命題プリミティブの項への挿入を行う。
•アルゴリズム:
Definition:
• insertPhrase(dt, df ): 命題 dt 中の命題プリミティブに句 dcdf を挿入した結果を返す。句の挿入位置（主
体語・対象語・制約語）は、機械的な同定を行うために、 [44]を元に、表層格を元に決定する。 [44]では、主体
を表す格（深層格「動作主」）はガ格が最も頻度が多く、対象を表す格（深層格「対象」）はヲ格が最も頻度が多
いことが示されているため、ガ格の句を主体語に、ヲ格の句を対象語に、それ以外の句を制約語の位置に挿入す
る。判定の誤りはレビューにて修正する。
1: procedure 句の結合オペレータ F(st, sf )
2: if df が句でない then
3: return nil
4: if dt が句 then
5: d←句 ([df , dt]) . 句のインスタンス
6: return (d, Bf ∪ Bt)
7: if dt が命題 then
8: d← insertPhrase(dt, df )
9: return (d, Bf ∪ Bt)
10: return nil
•例 1: 「赤色の/LEDを……」
–入力: df : 赤色の、dt: LED
–出力: dr: 赤色の LED
•例 2: 「再沸騰ボタンを/押す」
–入力: df : 再沸騰ボタンを、dt: 押す（?，?）
–出力: dr: 押す（?，再沸騰ボタン）
命題の結合オペレータ: 命題を二項演算子（And・Or・Imply）で結合する。
•アルゴリズム:
Definition:
• biop: 二項演算子（NewOperatorで設定する）
• join(dt, df , biop): (biop, df , dt)なる二項演算オブジェクトを返す。
1: procedure 命題の結合オペレータ S(st, sf )
2: return 命題の結合オペレータ F(st, sf )
3: procedure 命題の結合オペレータ F(st, sf )
4: if df が命題でない then
5: return nil
6: if dt が句 then
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7: d←句 ([df , dt]) . 句のインスタンス
8: return (d, Bf ∪ Bt)
9: if dt が命題 then
10: d← join(dt, df , biop)
11: return (d, Bf ∪ Bt)
12: return nil
•例:「給湯ボタンを押すか/再沸騰ボタンを押すと、……」
–入力: df : 押す（?，給湯ボタン）、Bf : [給湯ボタンを、押すか]、dt: 押す（?，再沸騰ボ
タン）、Bt: [再沸騰ボタンを、押すと]
–出力: dr: 押す（?，給湯ボタン）| 押す（?，再沸騰ボタン）
句の二項関係ペア結合オペレータ: 句を二項演算子と共にペアにする。
•アルゴリズム:
Definition:
• biop: 二項演算子（NewOperatorで設定する）
1: procedure 句の二項関係ペア結合オペレータ S(st, sf )
2: if df と dt が句 then
3: return {二項演算子: biop、句のペア:(df , dt)}
4: return nil
5: procedure 句の二項関係ペア結合オペレータ F(st, sf )
6: if df と dt が句 then
7: return {二項演算子: biop、句のペア:(df , dt)} . 辞書形式（key:value）のデータ
8: if df が句かつ dt が命題 then
9: d← insertPhrase(dt, df )
10: return (d, Bf ∪ Bt)
11: return nil
•例: 「給湯ボタンか/再沸騰ボタンを……」
–入力: df : 給湯ボタンか、dt: 再沸騰ボタンを
–出力: dr: {二項演算子: “or”、句のペア:（df，dt）}
二項演算子を持つ句のペアの分割挿入オペレータ: 句のペアを命題プリミティブに分割して挿入
する。
•アルゴリズム:
Definition:
• clone(d): 命題 dの複製を返す。
1: procedure 二項演算子を持つ句のペアの分割挿入オペレータ F(st, sf )
2: if dt が句 then
3: d←句 ([df , dt]) . 句のインスタンス
4: return (d, Bf ∪ Bt)
5: if dt が命題 then
6: if df のデータ構造 6= {二項演算子: biop、句のペア:(dfdf , dtdf )} then
7: return nil
8: d′t ← clone(dt)
9: d← insertPhrase(dt, dfdf )
10: d′ ← insertPhrase(d′t dtdf )
11: d′′ ← join(d′, d, biop)
12: return (d”, Bf ∪ Bt)
13: return nil
•例: 「給湯ボタンか再沸騰ボタンを/押す」
–入力: df : {二項演算子: “or”、句のペア:（給湯ボタンか，再沸騰ボタンを）}、dt: 押す
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（?，?）
–出力: dr: 押す（?，給湯ボタン）| 押す（?，再沸騰ボタン）
親文節スキップオペレータ: 親文節との結合をスキップする。（「……場合」や「……とき」等の付
帯的な状況を表現する体言に命題プリミティブが係るとき、命題の結合オペレータにより句と
するのではなく、命題プリミティブとして維持するためのオペレータ）。
•アルゴリズム:
1: procedure 親文節スキップオペレータ F(st, sf )
2: return (dt, Bf ∪ Bt)
•例: 「給湯ボタンを押す/とき、……」
–入力: df : 押す（?，給湯ボタン）、dt: とき
–出力: 押す（?，給湯ボタン）
文節の結合順序を制御するために、オペレータ間には優先順位を設定する。オペレータ間の優先
順位は、アルゴリズム内に静的に設定されており、句の二項関係ペア結合オペレータ > 句の結
合オペレータ > 二項演算子を持つ句のペアの分割挿入オペレータ > 親文節スキップオペレータ
> 命題の結合オペレータである。優先順位に従うオペレータの適用は、Algorithm 1 中では、ま
ず line.13–17で優先順位の高いオペレータを選択し、line.18–21、23–24でそれぞれ選択されたオペ
レータを適用するというように実現されている。
命題の結合オペレータ同士は、文節内の読点の有無によってさらに優先度を付け、読点ない文節
> 読点がある文節とした。これにより、読点によって二項演算子の結合順序が順序付けられた「ba
かつ、bb または bc」のような文を「ba ∧ (bb ∨ bc)」と変換する。
上記オペレータを選択するための変換ルールは、文節のセミ形式記述変換ルールとセミ形式記述
結合ルールの大きくは 2種類のルールで構成する。以下にルールの例を挙げる。
文節のセミ形式記述変換ルール: 1つの文節を句または命題プリミティブへ変換するルールを規定
する。
Input:
• b: 文節
1: procedure NewSemiElement(b)
2: if bが用言 then
3: d← 命題プリミティブ（verb=句（[b]）） . 関係語に句（[b]）を持つ命題プリミティブのインスタンス
4: if bの featureに「否定表現がある」 then
5: (neg of d)← true . 否定の命題プリミティブにする
6: return d
7: if bが「場合」、「時」、「中」のいずれかで終わるか、左記に助詞・句読点がついて終わる then
8: d←命題プリミティブ（constraints=[句（[b]）]）.句（[b]）を制約の先頭に持つ命題プリミティブのインスタ
ンス
9: return 句（[b]） . 句のインスタンス
例:
•文節「ボタンを」は句「ボタンを」に変換される。
•文節「押す」は命題プリミティブ「押す（?，?）」に変換される。
セミ形式記述結合ルール: セミ形式記述同士を結合するためのオペレータを選択するルールを規定
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する。
Definition:
• GetBioperator(st, sf ): セミ形式記述と文節のリストのペア st、sf から二項演算子決定ルールに従う二項演算子
を返す（ただし、st = (dt, Bt)、sf = (df , Bf )、dt, df はセミ形式記述の句・命題、Bt, Bf はそれぞれ dt, df に対
応する文節のリスト）。
Input:
• st, sf : st = (dt, Bt), sf = (df , Bf )。dt, df はセミ形式記述の句・命題、または変換過程のデータ構造、Bt, Bf
はそれぞれ dt, df に対応する文節のリスト
Output:
• op: オペレータ
1: procedure NewOperator(st, sf )
2: if df が命題 then
3: biop← GetBioperator(st, sf )
4: if biop = nil then
5: biop←“and” . デフォルト値。レビュー時に修正する。
6: return 命題の結合オペレータ（biop） . 命題の結合オペレータのインスタンス
7: if df が句 then
8: biop← GetBioperator(st, sf )
9: if biop = nil ∧ Bf の末尾の文節がBt 中の文節と並列な係り受け構造にある then
10: biop←“and” . デフォルト値
11: if biop 6= nil then
12: return 句の二項関係ペア結合オペレータ（biop）
13: return 句の結合オペレータ（）
例: 「赤色の/LEDを……」
•入力: sf :（df : 句「赤色の」、Bf : [赤色の]）、st:（dt: 句「LEDを」、Bt: [LEDを]）
•出力: 句の結合オペレータ
セミ形式記述結合ルール中に定義する二項演算子決定ルールの例を挙げると次である。
二項演算子決定ルール:
1: procedure GetBioperator(st, sf )
2: b← Bf の末尾の文節
3: if bが接続助詞「か」∨bが接続助詞「または」 then
4: return “or”
5: if bが接続助詞「かつ」 then
6: return “and”
7: if bが用言 ∧ last(Bf )の活用形が条件形 then
8: return “imply”
9: if bの末尾が「場合」、「時」、「中」のいずれかで終わるか、左記に助詞・句読点がついて終わる then
10: return “imply”
11: return nil
変換ルールでは、Juman++/KNP より得られる複数の文法データを組み合わせてオペレータの
選択条件を定義する。オペレータの選択条件を厳密な論理関係で表現するために、本研究ではスク
リプト言語 Pythonを用い、KNPの Pythonバインディングである PyKNP6）を用いて図 3.7に示す
ようにルールを記述する。
図 3.7 の new_semi_element(b) が Algorithm 1 の NewSemiElement(b) に 相 当 す る。
new_operator(dt, bt, ds, bs)が NewOperator(st, ss)に相当し、st = (dt, bt)、ss = (ds, bs)
である。b は PyKNP より得られる文節のデータ構造、bt、bs は文節のデータ構造のリストを表
す。文節のデータ構造からは、features という属性から辞書の形式で文法データが取得できる
（line.2）。dpndtypeという属性からは係り受けの構造が取得でき（line.15）、この値が'P'のとき、
6） http://nlp.ist.i.kyoto-u.ac.jp/index.php?PyKNP
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1 def new_semi_element(b) :
2 i f b. features . get ( ’用言 ’ ) :
3 ph = 句 ( [b ] )
4 return 命題プリミティブ (verb=ph)
5 # 以降省略
6
7 def new_operator(dt , bt , dc , bc ) :
8 i f isinstance(dc , 命題 ) :
9 # 二項演算子決定ルール
10 op = get_bioperator(dt , bt ,dc , bc)
11 op = ’and ’ i f not op else op
12 return 命題の結合オペレータ (op)
13 i f isinstance(dc , 句 ) :
14 # 並列な係り受け構造
15 i f bc[−1].dpndtype == ’P’ :
16 # 二項演算子決定ルール
17 op = get_bioperator(dt , bt dc , bc)
18 op = ’and ’ i f not op else op
19 return 句の二項関係ペア結合オペレータ (op)
20 # 以降省略
21
22 def get_bioperator(dt , bt , dc , bc ) :
23 # 句読点を除く末尾の形態素を得る
24 mrph = get_last_mrph(bc[−1])
25 i f (mrph. bunrui == ’接続助詞 ’ and
26 mrph.midasi in ( ’か ’ , ’または ’ ) ) :
27 return ’ or ’
28 # 以降省略
図 3.7 Pythonでの文節のセミ形式記述変換ルールとセミ形式記述結合ルールの記述例
並列な係り受け構造を持つことを示す。get_bioperator(dt, bt, ds, bs)が二項演算子決定ルー
ルに相当する。last_mrph は PyKNP より得られる形態素のデータ構造であり、bunrui という属
性で形態素の分類が得られ、midasiという属性で形態素の見出し語が得られる。
3.4 命題ネットワークによる論理構造の可視化
図 3.8 命題ネットワークの例
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組込み機器開発を行う企業 2社へのヒアリングと観察の結果から、システムテストのテストケー
ス設計では、抽出されたテストの入力項目・確認項目項目は、左記項目間の論理関係に基づいて、
テストで入力・確認する具体値が決定されることがわかっている。この具体値の設定にあたっては、
抽出された入力項目・確認項目間の論理関係をシステム設計者の設計意図どおりに解釈する必要が
ある。一方、自然言語で記述される入力項目・確認項目の論理関係は曖昧で、複数通りの解釈が取
りうるため、提案する変換アルゴリズムにより、可能な解釈のひとつとして機械的に変換したセミ
形式記述が表現する論理関係は、システム設計者の意図する解釈とは異なる可能性がある。また、
セミ形式記述への変換ルールの不足により、変換結果が誤っていることがある。
このため、変換されたセミ形式記述について、入力項目・確認項目間の論理関係の誤りを除去す
るために、左記論理関係に着目したレビューを実施する。ところが、テキストベースで表現される
セミ形式記述では、括弧の対応や論理演算子の結合順位（And の方が Or よりも結合順位が高い、
など）に注意しながら論理関係を解釈しながらレビューを行う必要があり、複雑な論理関係は論理
関係の解釈が困難となる。
本研究では、論理関係の誤りのレビューにあたり、命題間の論理関係の把握を容易化するために、
命題ネットワークと呼ぶセミ形式記述の可視化図式を開発した（図 3.8）。図 3.8では、括弧の対応
や演算子の優先順位などを人手により注意せずとも、階層のある命題間の論理関係を解釈可能にす
るために、論理演算子で結ばれた命題同士を線で結んで表現する。また、連続する And・Or によ
る同時に成立する命題のまとまりや、選択的に成立する命題のまとまりを把握できるように、連続
する And、Orのオペランド（セミ形式記述の文法（図 3.2）における expression）は、二項演算子
として階層を深く表示する代わりに、一つの論理演算子のオペランドとしてまとめて可視化する
（例: 図 3.8の And）。
上記図式表現により、テスト設計者は、数学的な演算子の結合順序を頭の中で組み立てずとも、
命題プリミティブ間の論理関係の解釈を命題プリミティブ間の線の接続から解釈可能にした。
命題ネットワーク上でのレビューにより発見された入力項目・確認項目間の論理関係の誤りを元
のセミ形式記述上で修正することによって、論理関係の誤りの除去されたセミ形式記述を得る。命
題ネットワーク上のレビューでは次に着目して論理関係誤りを修正する。
1. 論理演算子の修正
本節冒頭で述べたとおり、セミ形式記述への変換は、自然言語で書かれた仕様から可能な解釈
のひとつを取り出したものであるため、システム設計者の意図する解釈と異なる場合がある。
この解釈誤りを論理演算子の修正として実施する。
2. 入力項目・確認項目の欠落の補完
自然言語で書かれた仕様では、テストに設定すべき入力項目・確認項目の記述が漏れている場
合がある。命題ネットワーク上のレビューでは、描画されている入力項目・確認項目に着目し
て、十分な命題が記載されているかをレビューし、不足する記述の補完を行う。この不足する
記述の発見支援のために、命題ネットワークは、後述するように複数の命題を統合して描画す
る機能を有する。
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図 3.9 命題プリミティブのマージ結果の例
3. 2文以上にまたがった文の統合
自然言語仕様書からセミ形式記述への変換アルゴリズムは、1 文単位で変換を行うため、2 文
以上にまたがって記述される 1つの仕様（例: 「Aは、Bである。ただし、Cが Dのときに限
る。」）が 2文以上のセミ形式記述に変換されることがある。この 2文以上に分かれている仕様
の統合を行う。
4. 「→」を持たない文の修正
セミ形式記述では、機能の仕様を「入力項目→確認項目」と表現するため、「→」を持たない
文は入力項目・確認項目が明示されていない文を意味する。他の文との統合や入力項目・確認
項目の補完により、Implyの形式のセミ形式記述へと修正する。
セミ形式記述への変換は、ルールベースで行うので、上記の誤りには、元の仕様書と変換ルール
の不足の 2種類がありうる。修正に当たって、元の自然言語仕様書に含まれている論理関係がセミ
形式記述に反映されていない場合（誤変換や欠落している場合）には、変換ルールの問題とし、変
換ルールの正確さの向上のためにルールの追加・修正を行う。
上述までは、単体の機能のテストケースのレビューについて説明をした。加えて、命題ネット
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Algorithm 2 命題プリミティブのマージアルゴリズム
Definition:
T : a set of node types;
T = {Atomic,And,Or, Imply}
n: a node; n = (t, A), t ∈ T
A: the arguments of a node;
A =
{
(s, o, r, C) (t = Atomic)
a set of nodes (t 6= Atomic)
s: subject, o: object, r: relation, C: a set of constraints
Input:
nl: a node; nl = (tl, Al)
nr: a node; nr = (tr, Ar)
Output:
Nm: a set of merged nodes
1: procedure Merge(nl, nr)
2: Anew ← {}
3: merged← false
4: if tl = tr = Atomic then
5: define sl, ol, rl, and Cl where Al = (sl, ol, rl, Cl)
6: define sr, or, rr, and Cr where Ar = (sr, or, rr, Cr)
7: if sl = sr ∧ ol = or ∧ rl = rr then
8: return {(tl, (sl, ol, rl, Cl ∪ Cr)}
9: return {nl, nr} . not merged
10: else if tl = Atomic ∨ tr = Atomic then
11: define tk and Ak where tk ∈ {tl, tr}, Ak ∈ {Al, Ar}, and tk 6= Atomic
12: define nk where nk = (tk, Ak)
13: for all n ∈ Ak do
14: Amerged ←Merge(n, nk)
15: Anew ← Anew ∪ Amerged
16: merged← merged ∨ |Amerged| = 1
17: if merged then
18: return {(tk, Anew)}
19: return {nl, nr} . not merged
20: if tl = tr then . neither tl nor tr is Atomic
21: if ∃n ∈ Ar such that n ∈ Al then
22: return (tl, Al ∪ Ar)
23: return {nl, nr} . not merged
24: for all n ∈ Al do
25: Amerged ←Merge(n, nr)
26: Anew ← Anew ∪ Amerged)
27: merged← merged ∨ |Amerged| = 1
28: if merged then
29: return {(tl, Anew)}
30: return {nl, nr} . not merged
ワークでは、同じ入力項目・確認項目を持つ機能を統合・可視化を行うことで、論理関係の定義漏
れの発見の支援も行う。テストケースの設計においては、機能の組み合わせによる不具合を防止す
るために、共通する入力項目・確認項目を持つ機能を組み合わせて動作させたときに不具合が起き
ないかを確認するために、複数の機能を組み合わせ、同じテストケースでテストを実施する。一方
で、機能の仕様が異なる節に分散して書かれることで、それら機能の間にある論理関係が定義され
ないことがある。複数の機能を組み合わせてテストする際には、それら共通する入力項目・確認項
目を持つ機能を発見し、さらにそれら機能の間の論理的な関係（排他的に動作するのか、同時に動
作しうるのかなど）を定義する必要がある。
本研究では、こうした複数機能を組み合わせたテストケースの設計支援のために、共通する入力
項目・確認項目を持つ機能を統合・可視化することで、共通する入力項目・確認項目を持つにもか
かわらず、機能間の論理関係が未定義となっている機能の発見を支援する。
共通する入力項目・確認項目を保つ機能の統合は、Algorithm 2 のアルゴリズムによって実現す
る。Algorithm 2 では、各入力項目・確認項目に相当する命題プリミティブ「関係語（主体語，対
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象語，制約語）」の同一性を、制約を除く 3語（関係語、主体語、対象語）によって判定して、1つ
の命題プリミティブに統合する。同一性の比較に制約を除くことで、パラメータが違っても、同じ
入力項目・確認項目を持つ機能の抽出を行うことができる。各入力項目・確認項目が取りうるパラ
メータの一覧は統合された命題プリミティブの制約部分から得られる。
統合の結果は、命題ネットワークによって図 3.9に示すように可視化される。図 3.9では、確認
項目「設定する（ポット，ヒータ電源，ON）」が共通している 2つの機能の文が 1つの Implyに統
合され、2 つの入力項目から共通する 1 つの評価項目を生じることを表現している。テスト設計者
は、複数の入力項目・評価項目を持つ統合された Implyを参照し、組み合わせテスト対象の機能群
を収集する。統合の結果として複数の入力項目・確認項目を持つ Implyでは、入力項目・確認項目
同士に論理関係が定義されていない部分が可視化される（図 3.9の「押す（ユーザ，沸騰ボタン）」
と「閉じる（ユーザ，蓋）」の間）。命題ネットワーク上でのレビューにより、この部分の論理関係
を補う―――例えば Or演算子を用いて、「押す（ユーザ，沸騰ボタン）|閉じる（ユーザ，蓋）−>設
定する（ポット，ヒータ電源，ON）& 設定する（ポット，沸騰 LED，ON）」と表現する―――こと
で、論理関係の見落としを補完できる。
統合の元となる機能の文同士は、共通する命題と、差分の命題（一方に含まれて他方に含まれて
いない命題）が存在する。差分の命題は、仕様の違いである場合と、記述漏れによって、一方の命
題にしか記述できていない場合がある。本研究では、命題の記述漏れの発見を促すために、統合し
た命題に含まれる命題プリミティブが、いくつの文が同じ命題プリミティブを持っているかを示す
数値を表示することで、他の命題プリミティブよりも小さな値を持つ命題プリミティブとして差分
の命題プリミティブを可視化する。この数値が 2以上のとき、複数文が共通する命題プリミティブ
を含むことを示し、他の命題プリミティブよりもこの数値が小さい命題プリミティブについて、仕
様の違いであるためか、記述漏れであるためかを検討可能にした。
図 3.9の例では機能 Aの「設定する（ポット，沸騰 LED，ON）」が、機能 Bには存在しないこ
とが統合結果の命題で示されている。共通する命題プリミティブ「設定する（ポット，ヒータ電源，
ON）」と And で結合されているにも関わらず、差分の命題プリミティブとなっている「設定する
（ポット，沸騰 LED，ON）」についてレビューすることで、記述漏れを除去できる。
3.5 セミ形式記述からのデシジョンテーブル生成
図 3.10 セミ形式仕様書をデシジョンテーブルに変換する Data Flow Diagram（DFD）
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システム仕様書から抽出した入力項目・確認項目を用いてテストケースを作成するに当たり、入
力項目・確認項目の組み合わせを見落としてしまうことを防ぐために、本研究では、セミ形式記述
で書かれた仕様から図 3.10 のプロセスによって、デシジョンテーブル [45] 形式のテストケースを
自動生成する。セミ形式記述では、システムの仕様を論理記述するため、論理記述されたシステム
仕様を充足する真理値割当を求めることで取りうる入力項目・確認項目の組み合わせを得ることが
できる。図 3.10 のプロセスでは、セミ形式記述上で機能の仕様を表現する「入力項目 → 確認項
目」という形式の命題について、真理値割当の算出と表形式への整形を行うことでデシジョンテー
ブルを生成する。
真理値割当の算出は、命題論理式を充足する真理値割当を自動算出可能な PyEDA [46]を用いて
実現する（図 3.10の ­）。「入力項目→確認項目」という演算子 Implyを用いて書かれた機能の仕
様の前件部分（入力項目）の真理値割当を条件欄、後件部分（確認項目）の真理値割当を動作欄
として埋めることで、デシジョンテーブルを完成させることができる（®）。得られたデシジョン
テーブルには取りうる入力項目の組み合わせが網羅されるので、漏れのない入力項目の組み合わせ
でテストを実行できる。また、膨大になりがちな入力項目の組み合わせへの対策として、Don’t
Care と呼ぶ、真と偽のいずれの値をとっても論理式全体の真偽に影響しないことを意味する割当
値を使い、テーブルサイズを縮小する。
表 3.1 図 3.6から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3 4 5
条件 is(?, _, 沸騰モード中) F T F F T
is(?, _, 給湯 LOCK中) T - F T -
押す (?, 給湯ボタン) T T - F F
動作 給湯する (?, ?) F F - - -
鳴らす (?, ブザー) T T - - -
表中の記号は、F: 真、T: 偽、-: Don’t Care である。
提案アルゴリズムにより、図 3.6から表 3.1に示すデシジョンテーブルが生成できる。
3.6 セミ形式記述への変換アルゴリズムの評価と考察
3.6.1 評価内容
本節では、本論文で提案する日本語で書かれた仕様書からセミ形式記述への変換アルゴリズム、
及びセミ形式記述からテストケースへの変換アルゴリズムの評価のために、ケーススタディによる
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詳細な変換ステップの評価と、仕様書に変換アルゴリズムを適用した場合の Precision と Recall に
よる定量評価を行う。
3.6.1.1 変換アルゴリズムのケーススタディ
ケーススタディでは、架空の電気ポットの仕様 3文を用いて、次に示す項目を確認する。
1. 変換ルールの追加により変換の正確さを改善できること
2. 「入力項目→確認項目」の形式で記述されたセミ形式記述がデシジョンテーブル形式のテスト
ケースへ自動変換されること
上記項目の確認のために、次に示す架空の電気ポットの 3つの仕様文を対象に変換を実施した。
Sentence A: 入力項目・確認項目を 1つずつ持つ仕様
日本語の仕様文:「給湯ボタンを押したら、お湯を排出する。」
対応するセミ形式の仕様文:「押す（?，給湯ボタン）−> 排出する（?，お湯）．」
Sentence B: 論理関係に曖昧さを含む仕様
日本語の仕様文:「沸騰モード中に給湯ボタンを押すか、再沸騰ボタンを押したら、ブザーを
鳴らしてお湯を排出しない。」
対応するセミ形式の仕様文:「is（?，_，沸騰モード中）&（押す（?，給湯ボタン）|押す（?，
再沸騰ボタン））−> 鳴らす（?，ブザー）& !排出する（?，お湯）．」
Sentence C: ルールを追加しないと不正確な変換がなされる仕様
日本語の仕様文:「給湯ボタンを押すことで、ポットはお湯を排出する。」
対応するセミ形式の仕様文:「押す（?，給湯ボタン）−> 排出する（ポット，お湯）．」
上記機能の仕様を Juman++/KNPにて構文解析を行うと、図 3.11のような係り受け構造となる。
図 3.11 評価用の文の係り受け構造
3.3.2 小節のルールにより、Sentence Aは次のステップで変換される。
1. 「排出する」が用言なので、文節のセミ形式記述変換ルールに従い、命題プリミティブ「排出
する（?，?）」へ変換（Algorithm 1 line.4）
2. 「押したら」が用言なので、文節のセミ形式記述変換ルールに従い、命題プリミティブ「押す
（?，?）」へ変換（Algorithm 1 line.4）
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3. 「押したら」の子文節「給湯ボタンを」が体言なので、文節のセミ形式記述変換ルールに従い、
句「給湯ボタンを」に変換（Algorithm 1 line.4）
4. 「給湯ボタンを」が句なので、セミ形式記述結合ルールに従い、句の結合オペレータを選択
（Algorithm 1 line.12）
5. 句の結合オペレータにより、句「給湯ボタンを」を命題プリミティブ「押す（?，?）」と結合し、
命題プリミティブ「押す（?，給湯ボタン）」を生成（Algorithm 1 line.24）
6. 命題プリミティブ「押す（?，給湯ボタン）」が命題なので、セミ形式記述結合ルールに従い、
命題の結合オペレータを選択（Algorithm 1 line.14）
7. 「お湯を」が体言なので、文節のセミ形式記述変換ルールに従い、句「お湯を」に変換
（Algorithm 1 line.4）
8. 「お湯を」が句なので、セミ形式記述結合ルールに従い、句の結合オペレータを選択
（Algorithm 1 line.12）
9. 命題の結合オペレータよりも句の結合オペレータの方が優先度が高いので、句「お湯を」を命
題プリミティブ「排出する（?，?）」と結合し、命題プリミティブ「排出する（?，お湯）」を
生成（Algorithm 1 line.24）
10. 命題の結合オペレータにより、命題プリミティブ「押す（?，給湯ボタン）」を命題プリミティ
ブ「排出する（?，お湯）」と結合し、命題プリミティブ「押す（?，給湯ボタン）−>排出する
（?，お湯）」を生成（Algorithm 1 line.24）
Algorithm 1に従うと、Sentence B、Sentence Cは、次のように変換される。
Sentence B:「is（?，_，沸騰モード中）&押す（?，給湯ボタン）|押す（?，再沸騰ボタン）−>鳴
らす（?，ブザー）& !排出する（?，お湯）．」
Sentence C:「排出する（ポット，お湯，給湯ボタンを押すことで）．」
Implyの形式で記述されている Sentence A、Sentence Bのセミ形式記述をデシジョンテーブルに
変換した結果を表 3.2、表 3.3に示す。
表 3.2 Sentence Aのセミ形式記述から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2
条件 押す（?，給湯ボタン） T F
動作 排出する（?，お湯） T -
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表 3.3 Sentence Bのセミ形式記述から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3 4 5
条件 is（?，_，沸騰モード中） F T T F T
押す（?，給湯ボタン） - F T - F
押す（?，再沸騰ボタン） T T - F F
動作 鳴らす（?，ブザー） T T T - -
排出する（?，お湯） F F F - -
3.6.1.2 セミ形式記述への変換アルゴリズムの定量評価
定量評価のために、電気ポットの仕様書 [47]の 1章–7章のうち、図表、数式を含む文を除く 98
文を対象にセミ形式記述への変換を実施した。本論文の著者 1名による手作業での変換結果を正解
データとし、変換結果を比較して、命題プリミティブの抽出・論理関係の同定のそれぞれについて、
次の式で定まる Precision（式（3.1））と Recall（式（3.2））を求めた。
Precision = TPTP + FP (3.1)
Recall = TPTP + FN (3.2)
命題プリミティブの抽出結果における TP（True Positive）、FP（False Positive）、FN（False
Negative）は、98文の仕様文をそれぞれ Si（1 ≤ i ≤ 98）とし、変換アルゴリズムによる Siの変換
結果に含まれる命題プリミティブの集合を Pai、人手による Si の変換結果に含まれる命題プリミ
ティブの集合を Pmi として、それぞれ次に当たるものを 1 ≤ i ≤ 98にわたって集計した。
•TP: p ∈ Pai ∧ p ∈ Pmi となる pの数
•FP: p ∈ Pai ∧ p /∈ Pmi となる pの数
•FN: p /∈ Pai ∧ p ∈ Pmi となる pの数
論理関係の同定における TP、FP、FNは、変換アルゴリズムによる Si の変換結果に含まれる論
理演算子（Not・And・Or・Imply）の集合を Oai、人手による Siの変換結果に含まれる論理演算子
の集合を Omi、ある命題 x に含まれる関係語の集合を Wx、x に単項演算子がついているかを表す
関数を has_not(x)、x 6= yなる命題 yとの論理関係（And・Or・Imply）を rx,y で表すとき、それ
ぞれ次に当たるものを 1 ≤ i ≤ 98にわたって集計した。
•TP: 次の項目の合計
– (x ∈ Pai ∧ t ∈ Pmi) ∧ (Wp = Wt ∧ has_not(x) ∧ has_not(t)) を満たす xの数
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– (x, y ∈ Pai ∧ x 6= y) ∧ (t, u ∈ Pmi ∧ t 6= u) ∧ (Wp = Wt ∧Wq = Wu) ∧ (rx,y = rt,u ∧ rx,y ∈
Oai ∧ rt,u ∈ Omi) を満たす rx,y の数
•FP: 次の項目の合計
– (x ∈ Pai ∧ t ∈ Pmi) ∧ (Wp = Wt ∧ has_not(x) ∧ ¬ has_not(t)) を満たす xの数Wp = Wtを
満たす xの数
– (x, y ∈ Pai ∧ x 6= y) ∧ (t, u ∈ Pmi ∧ t 6= u) ∧ (Wp = Wt ∧Wq = Wu) ∧ (rx,y ∈ Oai ∧ rt,u ∈
Omi ∧ rx,y 6= rt,u) ∨ (rx,y ∈ Oai ∧ rt,u /∈ Omi) を満たす rx,y の数
•FN: 次の項目の合計
– (x ∈ Pai ∧ t ∈ Pmi) ∧ (Wp = Wt ∧ ¬ has_not(x) ∧ has_not(t)) を満たす xの数
– (x, y ∈ Pai ∧ x 6= y) ∧ (t, u ∈ Pmi ∧ t 6= u) ∧ (Wp = Wt ∧Wq = Wu) ∧ (rx,y ∈ Oai ∧ rt,u ∈
Omi ∧ rx,y 6= rt,u) ∨ (rx,y /∈ Oai ∧ rt,u ∈ Omi) を満たす rx,y の数
表 3.4 セミ形式記述への変換の Precisionと Recall
TP FP FN Precision Recall
命題プリミティブの抽出 147 65 62 0.69 0.70
論理関係の同定 103 23 26 0.82 0.81
集計の結果、人手での変換結果に含まれる 212 個の命題プリミティブ、128 個の論理演算子につ
いての変換の Precisionと Recallは表 3.4に示す通りとなった。
3.6.2 評価結果の考察
3.6.2.1 変換アルゴリズムのケーススタディの考察
本項では、3.6.1.1 項の評価結果について考察する。
まず、セミ形式記述により元の日本語文中の論理関係の曖昧さが除去されたことを示す。
3.6.1.1 項の Sentence A をテストする際には、機能の入力項目として「給湯ボタンを押す」という
操作を行い、確認結果として「お湯を排出する」ということを確認する必要がある。入力項目・確
認項目をそれぞれ 1 つずつ持つ Sentence A は、論理演算子 Imply を使って、「押す（?，給湯ボタ
ン）−> 排出する（?，お湯）．」のように変換された。変換されたセミ形式記述は、元の仕様文に
ある「給湯ボタンを押す」と「お湯を排出する」という入力項目・確認項目を反映し、それぞれ
Imply の前件・後件に期待通りに記述された。入力項目・確認項目は、Imply の前件・後件を見る
ことで一意に把握できる。
ここから、入力項目・確認項目をそれぞれ 1つずつ持つ最も単純な形式な仕様文がセミ形式記述
で表現でき、論理関係の曖昧さなく Implyの前件・後件から入力項目・確認項目を把握可能なこと
を確認した。
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図 3.12 3.6.1.1 項の Sentence Bの解釈
続いて論理関係に曖昧さを含んだ仕様文である 3.6.1.1 項の Sentence B について考察する。
Sentence Bでは、付帯状況を表す「沸騰モード中」という表現が、「給湯ボタンを押すとき」と「再
沸騰ボタンを押すとき」の両方に制約するのか、あるいは「給湯ボタンを押すとき」のみを制約す
るのかが曖昧になっている。解釈可能な論理関係を命題ネットワークで表現すると、図 3.12 の 2
通り存在する。
解釈 Bからデシジョンテーブルを生成すると、表 3.5になる。解釈 Aから生成された表 3.3の 1
列目のテストケースと表 3.5は 3列目のテストケース（太字部分）は、ともに入力項目の「is（?，
_，沸騰モード中）」が偽であるが、確認項目が異なっている。セミ形式記述では機能を Imply で
表現し、入力項目が成立しないとき（前件偽のとき）の確認項目は真偽が不定であることを示すた
めに don’t careで表現する。Sentence Bの入力項目が不成立の時に確認項目が成立しない場合、解
釈 A の 1 列目では、確認項目が成立することを確認するテストケースとなるが、一方、解釈 B の
3 列目は確認項目が成立しないことを確認するテストケースとなる。解釈 A・解釈 B のいずれか
誤った解釈のもとでテストケースを作成した場合、不具合を見落としてしまう。
図 3.12では、解釈 Aでは「（is（?，_，沸騰モード中）&押す（?，給湯ボタン））」、解釈 Bでは
「（押す（?，給湯ボタン）| 押す（?，再沸騰ボタン））」と異なる命題プリミティブがペアになって
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表 3.5 図 3.12の解釈 Bから生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3 4
条件 is（?，_，沸騰モード中） T T F T
押す（?，給湯ボタン） F T - F
押す（?，再沸騰ボタン） T - - F
動作 鳴らす（?，ブザー） T T - -
排出する（?，_，お湯） F F - -
いることが可視化されており、セミ形式記述上でも解釈ごとに異なる論理関係となっている。ここ
から、セミ形式記述で表現することで論理関係の曖昧さが除去され、一意に解釈できる仕様が記述
されている。このセミ形式記述上で正しい解釈に修正し、テストケースを生成することで、論理関
係の解釈の誤りによって誤ったテストケースを作成することを防げる。
表 3.2、表 3.3のデシジョンテーブルは、3.5 節の方法により自動生成された。これにより、セミ
形式記述上で一意に解釈可能となった機能の仕様から人為的な操作ミスによる誤りの混入なく、テ
ストケースを生成できる。
次に、ルール追加により Sentence C の日本語の仕様文をセミ形式記述へ変換可能となることを
示す。Sentence Cのセミ形式記述への誤変換は、3.3.2 小節のセミ形式記述結合ルール中に、「用言
p+ことで」という表現について、pを命題プリミティブに変換するルールがないために起こった。
「給湯ボタンを」は体言であり、かつ「押す」は用言であるため、両者は文節のセミ形式記述変換
ルールにより、句「給湯ボタンを」と命題プリミティブ「押す（?，?）」となる。句「給湯ボタン
を」はセミ形式記述結合ルールにより句の結合オペレータが選択されることから、句「給湯ボタン
を」と命題プリミティブ「押す（?，?）」の結合の結果までは「押す（?，給湯ボタン）」という命題
プリミティブに変換される。
一方、「押す（?，給湯ボタン）」の親文節「ことで」は体言のため句となっており、ここに命題プ
リミティブの「押す（?，給湯ボタン）」が命題の結合オペレータで結合されることで、「『押す（?，
給湯ボタン）』+『ことで』」の句となってしまう。この句が「ポットはお湯を排出する」の部分か
ら生成された命題プリミティブ「排出する（ポット，お湯）」と結合されて、誤ったセミ形式記述
「排出する（ポット、お湯、給湯ボタンを押すことで）」となってしまう。
上記の誤った変換をルール追加により改善可能なことを示す。「給湯ボタンを押すことで」を、
「押す（?，給湯ボタン）−>」と変換するためには、「用言+ことで」の結合において、次を実現する
ルールが必要となる。
1. 「用言」部分から生成される命題プリミティブ pを維持すること
2. 「ことで」を二項演算子決定ルールで Implyとして解釈すること
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これはセミ形式記述結合ルールとセミ形式記述結合ルールに次のようなルールを追加することで
実現できる。
•追加のセミ形式記述結合ルール:
Definition:
Output:
1: procedure NewOperator(st, sf )
2: if df が命題プリミティブであり、dt が「ことで」という文節から構成される句である then
3: return 親文節スキップオペレータ（）
追加の二項演算子決定ルール:
1: procedure GetBioperator(st, sf )
2: if Bf の末尾の文節が「ことで」である then
3: return “imply”
上記ルール追加により、変換アルゴリズムにより対応可能な表現を拡充できる。ここから、変換
ルールの追加により、漸進的に変換の正確さを改善できることを示した。
以上、ルールベースの変換アルゴリズムにより、日本語の仕様文をセミ形式記述に変換すること
で日本語の仕様文の論理関係の曖昧さを除去できることを示した。また、変換されたセミ形式記述
により、システム仕様からテストケースへの人為的な誤りの混入を防ぐ自動的なテストケース生成
が実現されていることを示した。
3.6.2.2 セミ形式記述への変換アルゴリズムの定量評価の考察
3.6.1.2項の結果について、提案するセミ形式記述への変換アルゴリズムにより、過半数の命題プ
リミティブ・論理関係を正しく変換できた（表 3.4）。本項では以降、変換誤りの原因について考察
する。
自動変換の結果と人手による変換結果を比較すると、次の項目に起因する変換誤りが存在した。
1. 変換ルール・オペレータの不足による誤り
(a) 2文節からなる複合語を 1つの句にまとめるルール・オペレータが存在しない
(b) 論理関係の同定ルールが不足している
2. 論理関係の結合順序の誤り
3. Juman++/KNPによる構文解析結果の誤り
1. の誤りは、本評価時点でのルール・オペレータの不足に基づくものであるため、次のように
ルール・オペレータを追加することで解決できる。
1a. の例は、「システム全体と/して、/以下の/動作仕様を/満たさなければなりません。」とい
う文が、「する（?，?，システム全体と）& 満たす（?，以下の動作仕様）．」と変換されたもので
ある（「/」は文節区切りを表す）。正解データでは、「満たす（?，以下の動作仕様 システム全体
として）．」のように、「として」1まとまりで英単語の「as」に相当する意味を表現した。一方、変
換アルゴリズムの結果では「と」と「して」まとめて複合語として扱うルール・オペレータがない
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ため、「do with a whole system」における「do with」という意味に誤変換された。
この誤りは、次のようなオペレータを変換アルゴリズムに追加することによって解決できる。
1: procedure 複合語結合オペレータ F(st, sf )
2: d←句 ([df , dt]) . 句のインスタンス
3: return (d, Bf ∪ Bt)
本オペレータを命題の結合オペレータよりも高い優先順位に設定することで、「して」と別の命
題を結合する前に、複合語の句として結合できる。
このオペレータの追加により、次のようなルールをセミ形式記述結合ルールの先頭に追加するこ
とで、本例のような複合語に対応できる。
Output:
• op: オペレータ
1: procedure NewOperator(st, sf )
2: if Bf 末尾の文節が「と」で終わる ∧ Bt 先頭の文節が「して」で始まる then
3: return 複合語結合オペレータ（）
1b. の例は、「ロック中は、/給湯ボタンを/押しても/水は出ません。」という文が、「is（?，_，
ロック中）−> 押す（?，給湯ボタン）& !出る（水，?）．」と変換されたものである。正解データと
しては、「is（?，_，ロック中）&押す（?，給湯ボタン）−> !出る（水，?）．」のように、「is（?，_，
ロック中）」と「押す（?，給湯ボタン）」が Implyで結合され、「押す（?，給湯ボタン）」と「!出る
（水，?）」が And で結合されるものであった。これらは、二項演算子決定ルールの不足によるもの
であり、「is（?，_，ロック中）」と「押す（?，給湯ボタン）」が Implyで結合された誤りは、「ロッ
ク中は」のように、「中」を含む文節のみから二項演算子を判断していたことが原因であり、「押す
（?，給湯ボタン）」と「!出る（水，?）」が Andで結合されたものは、「用言連用形 + も」という表
現について Imply と解釈するルールがなく、二項演算子のデフォルト値の And が採用されたこと
が原因である。これらは、次のようなルールを二項演算子決定ルール先頭に追加することで解決で
きる。
1: procedure GetBioperator(st, sf )
2: bf ← Bf の末尾の文節
3: bt ← Bt の末尾の文節
4: if bf が用言 + 副助詞「も」 then
5: return “imply”
6: if bt が用言 + 副助詞「も」∧ bf の末尾が「場合」、「時」、「際」、「中」のいずれかで終わるか、左記に助詞・句読点がつ
いて終わる then
7: return “and”
2.の例は、「温度制御可能な/水位ならば/沸騰状態に/移行し、/ポット内の/水を/加熱します。」
という文が、「（is（?，_，温度制御可能な水位）−>移行する（?，?，沸騰状態に））&加熱する（?，
ポット内の水）．」と変換されたものである。本例は論理演算子の結合順序が誤っており、正解デー
タとしては、「is（?，_，温度制御可能な水位）−>移行する（?，?，沸騰状態に）&加熱する（?，
ポット内の水）．」と変換されるべきものであった。自然言語で書いた文章では論理関係の結合順序
を厳密に定義できないため、変換結果には本例のような解釈の誤りが生じうる。この解消には人手
による意味の解釈が必要なため、命題ネットワーク上でのレビュー時に修正する。
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3. の誤りは、「ユーザが/設定した/タイマの/タイムアウト時、及び/沸騰状態終了時には、/ブ
ザーを/3回/鳴らします。」について、「is（?，_，タイムアウト時）& is（?，_，設定したタイマの
沸騰状態終了時）−>鳴らす（ユーザ，ブザー，3回）．」と変換されたものである。正解データは、
「is（?，_，タイムアウト時）& is（?，_，ユーザが設定したタイマの沸騰状態終了時）−> 鳴らす
（?，ブザー，3回）．」と設定した。「ユーザ」は Juman++/KNPによる構文解析の結果、「鳴らしま
す」に係ると判断されるため、変換アルゴリズムによる変換の結果では、「ユーザ」が誤って「鳴
らす（ユーザ, ブザー, 3回）」の主体語とされてしまった。
本変換アルゴリズムでは、構文解析の結果を元にルールを構築するため、構文解析自体が誤って
いる場合、提案する変換アルゴリズムでは回避ができない。本評価で用いた 98 文の仕様文では、
14 文に構文解析結果の誤りが存在した。構文解析結果の誤りのある文を除くと、命題プリミティ
ブの抽出については Precision 0.80、Recall 0.82、論理関係の同定については Precision 0.82、Recall
0.86 でセミ形式記述への変換が実現された。構文解析の失敗による変換誤りについては変換結果
のレビュー時に手動で修正する。
以上、提案するアルゴリズムにより、従来では暗黙的に行われていた自然言語仕様書から入力項
目・確認項目の抽出、及び論理関係の同定作業をルール化し、明示化可能なことを示した。
3.7 欠陥の検出・指摘とテストケース生成のケーススタディ
3.7.1 方法
本論文で提案するテストケース設計プロセスとツールを用いて、欠陥を取り除いたテストケース
が導出できることを確認する実験を行った。
実験では、現場の技術者から構成される 2チームに、提案するテストケース設計プロセスに沿っ
て、次のような手順でテストケース設計をさせた。
1. 実験の概要説明（15分）
2. 実験対象のシステム仕様書表 3.7の説明（15分）
3. セミ形式化した仕様書表 3.8の欠落部分の補完と仕様書のレビュー（20分）
4. 命題ネットワーク化した仕様書図 3.14 の欠落部分（記述漏れ・論理関係）の補完と仕様書の
レビュー（20分）
現場でのテストケース設計におけるレビューを想定し、実験に参加するチームは経験の豊富な技術
者と経験の浅い技術者で構成した。実験参加者のプロファイルを表 3.6に示す。
テストケース設計プロセスの入力となる仕様書には、実験参加者の製品ドメインの知識の多寡に
よりレビューでの指摘事項が増減することを防ぐために、実験参加者の業務とは異なる製品ドメイ
ンの仕様書を採用した。本実験では、曖昧さを含む仕様書として公開されている話題沸騰ポット第
3版 [48]を元に作成した、表 3.7に示す 9つの要求仕様の文を用いた。
また、修正結果の正答の仕様には、話題沸騰ポット第 3版の曖昧さを修正したものとして公開さ
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表 3.6 実験参加者プロファイル
経験年数
実験参加者名 総業務経験 設計・開発 テスト
Team A A 3 3 0
B 5 2 3
C 19 1 15
D 30 22 5
Team B E 0.5 0.5 0
F 3 0 3
G 3 0 3
H 3.5 3 0.5
I 7 7 0
J 15 15 0
表 3.7 実験用の要求仕様書
No. 仕様文
1 システム全体は、以下の動作仕様を満足する。
2 第 n 水位センサが on の場合で、かつ満水センサが off の場合、ポットは、温度制御がで
きる。
3 それ以外ならば、沸騰ボタン・ヒータは動作しない。
4 蓋が開けられると、ヒータは停止します。
5 ヒータが動作していない時は、沸騰ランプは消灯して、保温ランプは消灯します。
6 保温モードに設定し、かつ 100℃でなかった場合は、一度沸騰させて、設定温度に保つ。
7a ユーザが、ボタンを押すと、ユーザが、ブザーを 1回鳴らします。
7b ユーザが、ボタンを押すと、ポットが、ブザーを 1回鳴らします。
8 沸騰ボタンを 2つの制約下で押すと、ブザーを鳴らさない。
9 ユーザの設定したタイマがタイムアウトし、かつ沸騰状態が終了すると、ブザーを 3 回鳴
らす。
Note: Team A は No. 7a、Team B は No. 7b で実験した。
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れている話題沸騰ポット第 7版の記述を元に、図 3.15の中央部分に示すものを設定した。
3.7.2 結果と考察
Note: 氏名の部分は筆者が黒塗りで加工した。
図 3.13 実験参加者の回答シート
実験の結果、実験参加者それぞれ図 3.13 のようなレビュー結果を得た。以降、本テストケース
設計プロセスの各ステップの結果と考察を述べる。
3.7.2.1 セミ形式記述による記述漏れレビュー支援
表 3.9は、実験参加者によって作成された表 3.8の記述漏れを補完した内容である。
セミ形式記述による記述漏れの補完は、表 3.9の下線部で示すとおり、いずれのチームからも妥
当な補完内容の指摘を得ることができた。表 3.9には誤った補完内容も含まれるものの、レビュー
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表 3.8 表 3.7のセミ形式化された仕様
No. セミ形式化された仕様文
1 満足する（システム，以下の動作仕様）．
2 である（第 n水位センサー，on）&である（満水センサー，off）−>出来る（温度制御，¬）．
3 である（¬，それ以外）−> !動作する（沸騰ボタン・ヒーター，­）．
4 開ける（¬，蓋）−> 停止する（ヒーター，­）．
5 !動作する（ヒーター，¬）−> 消灯する（沸騰ランプ，­）& 消灯する（保温ランプ，®）．
6 設定する（¬，­，保温モードニ）&である（®，100!℃）−>一度沸騰する（¯，°）&保
つ（±，²，設定温度ニ）．
7a 押す（ユーザ，ボタン）−> 1回鳴らす（ユーザ，ブザー）．
7b 押す（ユーザ，ボタン）−> 1回鳴らす（ポット，ブザー）．
8 押す（¬，沸騰ボタン，2つの制約時ニ）−> !鳴らす（­，ブザー）．
9 タイムアウトする（ユーザの設定したタイマー，¬，沸騰状態終了時ニ）−> 3 回鳴らす
（­，ブザー）．
Note: 記述漏れの候補を参照の便宜のために丸数字で置き換えた。実験参加者には丸数字の代わりに「??」と書かれた仕様文についてレ
ビューを実施させた。また、本ケーススタディにおける「である」は、3.3.1小節で述べた「is」に相当し、かつ「である」の対象語は、主体
語が取りうる値（3.3.1 小節の「is」の制約語）に相当する。
表 3.9 表 3.8の補完内容
補完内容
補完箇所 模範解答 Team A Team B
No. 2 ¬ 補完候補なし 補完候補なし、ポット内、水温、水、on 補完候補なし、動作 off→on、沸騰、保温
No. 3 ¬ 第 n水位センサと満水センサの状態 水位センサと満水センサ、(2) の前件否定、第 n 水位センサ on
& 満水センサ off、ユーザ
(2)の前件、第 n水位センサ、満水センサ、温度制御
No. 3 ­ 補完候補なし 補完候補なし、off 補完候補なし、ポット（温度制御）、off
No. 4 ¬ ユーザ ユーザ、人（外部）、ポット ユーザ、ポット、補完候補なし
No. 4 ­ 温度制御 温度制御、動作、off、補完候補なし ポット（温度制御）、動作、沸騰モード、保温モード、off、補完候
補なし
No. 5 ¬ 補完候補なし 補完候補なし、システム、off 補完候補なし、ポット、沸騰モード、保温モード、off
No. 5 ­ 補完候補なし 補完候補なし、システム、off 補完候補なし、ポット、off
No. 5 ® 補完候補なし 補完候補なし、システム、off 補完候補なし、ポット、off
No. 6 ¬ ユーザ ユーザ、人 ユーザ、温度、補完候補なし
No. 6 ­ ポット ポット、システム、補完候補なし ポット、ポット内の水、補完候補なし
No. 6 ® 水温 水温、温度センサ?、システム 水の温度、水温度センサ、ポット内の水、水、どの温度?
No. 6 ¯ ポット ポット、システム、ヒーター、水 ポット、ヒーター、補完候補なし
No. 6 ° 水 水、ヒーター、on 水、ポット内の水、沸騰モード、on、補完候補なし
No. 6 ± ポット ポット、システム、補完候補なし ポット、ヒーター、補完候補なし
No. 6 ² 水 水、温度制御、水温 水、保温モード、補完候補なし
No. 8 ¬ ユーザ ユーザ、システム ユーザ、補完候補なし
No. 8 ­ ポット ポット、システム ポット、補完候補なし
No. 9 ¬ 補完候補なし 補完候補なし、システム?、on 補完候補なし、カウント満了
No. 9 ­ ポット ポット、システム ポット、補完候補なし
Note: 模範解答は、話題沸騰ポット第 7 版の仕様書を元に筆者らが正答として補完したものである。下線部は模範解答に照らして妥当な補
完内容を示す。
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は複数人で実施されること、及びチームとしては正答を導くことができたことを踏まえると、本セ
ミ形式記述上でのレビューにより、記述漏れ（主体・対象漏れ）の補完が可能であると考える。
また、Team Aからは主体・対象の欠落箇所（「??」箇所）に加えて、記載された語に対する誤り
の指摘として、表 3.8の No. 7aの後件（「1回鳴らす（ユーザ，ブザー）」）の「ユーザ」を、「ポッ
ト」か「システム」への修正をすべきという指摘も得られた。本指摘は妥当なものであり、記載済
みの箇所についても誤りが指摘されることを確認した。Team Bでは表 3.8の No. 7bのように是正
版の仕様書で実験したため、記載済みの記述に対する指摘はなかった。
以上により、セミ形式記述の表現上でのレビューにて記述漏れ（主体・対象漏れ）が修正される
ことを示した。
3.7.2.2 命題ネットワークによる論理関係のレビュー支援
図 3.14 実験対象の命題ネットワーク
命題ネットワークを用いたレビューの実験では、表 3.8の記述漏れを表 3.9の模範解答で補完し
た図 3.14を用いた。
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図 3.15 期待する修正版命題ネットワーク
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表 3.10 図 3.14の指摘内容
指摘内容
指摘箇所 Team A Team B
No. 1 -
No. 2 温度制御とは沸騰ボタンとヒーターが動作することなのか?(a2-1)、記載事項が不明
である(a2-2)、満水時は温度制御できないのか?、水位 off かつ満水 on はありえる
のか?、どの n 水位か?、「それ以外」は任意の 1 つでよいのか?、「出来る」に「ふた
閉」という制約を追加せよ、No. 3との間にExclusive制約を追加せよ
温度制御とは具体的にどういうことか?(b2-1)、No. 3との間にOne制約を追加
せよ
No. 3 ランプはどうなっているのか?、温度制御とは沸騰ボタンとヒーターが動作することな
のか?、No. 2との間にExclusive制約を追加せよ
沸騰ボタンが動作しないとはどういうことか?(b3-1)、保温はするのか?(b3-2)、温
度制御はヒータがするのか?、「フタの状態開ける」を追加せよ、No. 2との間にOne
制約を追加せよ
No. 4 停止=動作しない?(a4-1)、 水を出すボタンのロックは?(b4-1)、ユーザが蓋を締めたらヒータは停止したままか、
あるいは動作を始めるのか?
No. 5 停止=動作しない?(a5-1)ランプの点灯条件(a5-2)、 ヒータ動作中のランプ状態は?(b5-1)
No. 6 保温モードへの遷移方法はどのようか?(a6-1)、沸騰条件は何か（100℃に到達、10
0℃で何秒経過 など）?(a6-2)、ポットのモードは保温のみか?、正しくは設定温度が
100℃なのではないか?、制御方式はヒータしかないのか、どのように保つのか?、保
つのは何分か?、
ヒーターを動作させる条件は?(b6-1) 、水位 or 満水センサの情報が必要なのではな
いか?(b6-2)、水がなくても一度沸騰するのか?(b6-3)、2回目以降も沸騰させるな
ら「一度」は不要では ないか?(b6-4)、ランプはどのようになる?(b6-5)、ヒータ
はどのように動作する?、保温モードに設定されるかつ 100 度であるときの動作は?、
いつまで保つのか?
No. 7 どのボタンか?(a7-1)、ボタンを続けて押しているときは?(a7-2)、沸かし中に
は?(a7-3) 、沸騰を開始しないときはブザーは鳴らなくていいのでは?
何のボタンか?(b7-1)
No. 8 ブザー以外の動作が見えない(a8-1)、ブザーを鳴らす際の制約は?(a8-2)、ボタンの
ブザー鳴動中は?、
沸騰ボタン押下時のランプの動作は?(b8-1)、沸騰自体はスタートするのか?(b8-2)
No. 9 ブザー鳴動中のタイムアウトではどちらが優先か?、ヒータが動作しないを追加せよ、
役割がわからない
「沸騰終了」をAndで追加せよ
その他 蓋が開いていても温度制御できる?(ao-1)、ボタンの操作条件などは何か、安全対策
は?、水は何か?、気圧はいくらか?
-
Note: 下線部は、欠陥のある仕様図 3.14 から修正済みの仕様図 3.15 を導く妥当な記述漏れ・論理関係の誤りの指摘である。下線部直後の
番号は図 3.15 の指摘番号と対応する。記号「-」は指摘なしの意である。
図 3.14 に対する実験参加者による記述漏れ、論理関係の誤りの指摘事項は表 3.10 である。
表 3.10 の指摘事項を修正すると、話題沸騰ポット第 7 版を元に設定した正答の仕様のうち、
図 3.15の網掛け部分が導かれる。
次に図 3.15の網掛けを導く表 3.10の指摘事項の例を挙げる。
1. 曖昧な対象: 図 3.15 No. 2’の「沸騰ボタン」を導く指摘
表 3.10の a7-1（「どのボタンか?」）、b7-1（「何のボタンか?」）という指摘に回答するためには、
No. 7 の前件にて、ユーザが押す対象「ボタン」を具体的に示す必要がある。この指摘に対す
る回答「沸騰ボタン」が元の記述「ボタン」の曖昧さを取り除く。
2. 条件の漏れ: 図 3.15 No. 5’の前件を導く指摘
表 3.10の Team Aの指摘 a5-1（「停止=動作しない?」）に対する回答は否であり、動作しない
ときの具体的な条件を示すことで、No. 5’ の条件が補完される。Team B の指摘 b6-1（「ヒー
ターを動作させる条件は?」）で得られる条件を否定することで No. 5’の条件が得られる。また、
Team Bの指摘 b6-2（「水位 or 満水センサの情報が必要なのではないか?」）、b6-3（「水がなく
ても一度沸騰するのか?」）への回答から、No. 5’の条件には水位センサの条件が補完される。
3. 動作の漏れ: 図 3.15 No. 6’の後件を導く指摘
ランプの点灯・消灯は、ポットの状態遷移に伴って起こる。Team Aの指摘 a5-2（「ランプの点
灯条件」）、Team Bの指摘 b5-1（「ヒータ動作中のランプ状態は?」）、b6-5（「ランプはどのよう
になる?」）への回答として、このポットの状態遷移に伴って起こることが判明する。No. 6’は
「アイドル」状態へ遷移するので、この遷移に伴うランプの点灯/消灯状態変化が補完できる。
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また、Team Aの指摘 a6-1（「保温モードへの遷移方法はどのようか?」）へ回答として No. 6’
の前件を求めると、元の仕様図 3.14 No. 6の条件は誤り―――ユーザの操作でポットを保温モー
ドに設定する機能はない―――であることが判明する。正しくは、保温モードは、ポットにより
自動的に遷移する状態の一つであり、この動作を No. 6’の後件に置くと、No. 6’の動作「遷移
する（ポット，ポットの状態，保温行為中）」が補完される。
図 3.15の網掛けに示すとおり、Team A、Team Bのいずれも命題ネットワーク上のレビューで
論理関係の誤りを指摘できた。
以上により、命題ネットワーク上でのレビューにて論理関係の誤り（条件・動作の漏れ）が修正
されることを示した。
3.7.2.3 セミ形式記述からのテストケース生成
話題沸騰ポット第 7 版より作成した図 3.15 中央の仕様からデシジョンテーブルを自動生成する
と、起こりうる真偽の組み合わせを漏れなく含む、次の 8件のテストケースが得られた。7）。
•No. 2’–No. 4’、No. 4”、No. 6’、No. 9’のテストケース:
前件の Andが真の場合がそれぞれ 1件 （計: 6件）
•No. 5’のテストケース:
前件の And が真の場合が 2 件（この 2 件中、前件の Or 条件の 2 つのオペランド（「である
（ポットの状態，保温行為中）」と「である（ポットの状態，沸騰行為中）」）は Exclusive 制約
があるため、どちらか一方のみ真となった。その他の前件の And のオペランドは 2 件中全て
真であった。）
テストケース設計プロセスのステップ 1–3（図 3.1）によって自然言語のシステム仕様書からセ
ミ形式記述へ、セミ形式記述からテストケースへ自動的に変換できることを確認した。
3.8 欠陥の検出・修正のケーススタディとテストケース生成
3.8.1 方法
表 3.11 評価ケーススタディ参加者のプロファイル
経験年数
ID テスト設計及びテスト実行
A 13
B 8
C 4
7） 機能の仕様を示さない図 3.15 No. 1’を除く。また、動作条件が不成立時の動作について規定されていないため、動
作条件が成立する場合のみ集計した。
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3.7節では、テスト設計者のみの参加により、提案するテストケース設計プロセスにしたがって、
仕様書の欠陥を検出・指摘が可能なことを確認した。本ケーススタディでは、ケーススタディ参加
者をテスト設計者・システム設計者が参加するレビューを想定し、提案するテストケース設計プロ
セスの成果物に対して、仕様書欠陥の指摘に加え、欠陥の修正作業まで可能なことを確認する。
本ケーススタディに当たり、表 3.11 のプロファイルを持つテスト技術者 3 名からなるグループ
に、テストケース設計プロセスにしたがってテストケース設計を実施してもらった。
表 3.12 ケーススタディで用いた仕様文
No. 仕様文
1 第 n水位センサが onで、かつ満水センサが offの場合、温度制御が可能になります。
2 それ以外の場合は、沸騰ボタン・ヒータは動作しません。
3 蓋が開けられると、ヒータは停止します。
4 沸騰ボタンは動作しません。
5 ヒータが動作していないときは、沸騰ランプ及び保温ランプは消灯します。
6 保温モードに設定した際、100℃でなかった場合は、必ず一度沸騰させた後、自然に冷やしながら設定温度に保つ
動作をします。
7 タイマは最大 1時間まで設定できます。
8 ユーザからボタン（タイマ・保温設定・沸騰・解除・給湯の 5つ）が押された時、ブザーを 1回鳴らします。
9 しかし、上記 2つの制約時には、沸騰ボタンが押されてもブザーを鳴らさないこととします。
10 ユーザが設定したタイマのタイムアウト時、及び沸騰状態終了時には、ブザーを 3回鳴らします。
表 3.13 セミ形式化した仕様文
No. セミ形式の仕様文
1 is（第 n水位センサ，?，on）& is（満水センサ，?，off）−> なる（温度制御，?，可能に）．
2 is（?，?，それ以外）−> !動作する（沸騰ボタン，?）& !動作する（ヒータ，?）．
3 開ける（?，蓋）−> 停止する（ヒータ，?）．
4 !動作する（沸騰ボタン，?）．
5 !動作している（ヒータ，?）−> 消灯する（?，沸騰ランプ）& 消灯する（?，保温ランプ）．
6 設定する（?，?，保温モードに）& !is（?，?，100℃）−>沸騰する（?，?，必ず一度）&保つ（?，?，設定温度に）．
7 設定できる（タイマ，?，最大 1時間まで）．
8 押す（ユーザ，沸騰ボタン）−> 鳴らす（?，ブザー，1回）．
9 is（?，?，上記 2つの制約時に）& 押す（?，ボタン “タイマ・保温設定・沸騰・解除・給湯の 5つ”）−> !鳴らす
（?，ブザー）．
10 タイムアウトする（ユーザが設定したタイマ，?）& is（?，?，沸騰状態終了時）−> 鳴らす（?，ブザー，3回）．
ケーススタディ対象の仕様には 3.7 節と同様に、ケーススタディ参加者の製品ドメインの知識の
多寡によりレビューでの指摘事項が増減することを防ぐために、ケーススタディ参加者の業務とは
異なる製品ドメインの仕様書を採用した。本ケーススタディでは、曖昧さを含む仕様書として公開
されている話題沸騰ポット第 3版 [48]から表 3.12に示す 10文の仕様文を用いた。
修正内容の検証するにはシステム設計者の参加が必須であるが、本ケーススタディでは、ケース
スタディ参加者がテスト設計者・システム設計者を兼任するとみなして代替し、本テストケース設
計プロセスの成果物上で、欠陥の指摘・修正が可能か、修正結果からテストケースが生成されるか
に着目してケーススタディを実施した。
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3.8.2 ケーススタディ結果と考察
表 3.14 レビューにより省略語が補われたセミ形式記述
No. セミ形式の仕様文
1 is（第 n水位センサ，_，on）& is（満水センサ，_，off）−> なる（温度制御，_，可能に）．
2 is（水位，_，それ以外）−> !動作する（沸騰ボタン，ブザー）& !動作する（ヒータ，ランプ）．
3 開ける（ユーザ，蓋）−> 停止する（ヒータ，ランプ）．
4 !動作する（沸騰ボタン，ランプ）．
5 !動作している（ヒータ，ランプ）−> 消灯する（*，沸騰ランプ）& 消灯する（*，保温ランプ）．
6 設定する（ユーザ，*，保温モードに）& !is（温度センサ，_，100℃）−>沸騰する（ヒータ，水，必ず一度）&
保つ（ヒータ，水温，設定温度に）．
7 設定できる（タイマ，_，最大 1時間まで）．
8 押す（ユーザ，ボタン “タイマ・保温設定・沸騰・解除・給湯の 5つ”）−> 鳴らす（*，ブザー，1回）．
9 is（*，_，上記 2つの制約時に）& 押す（ユーザ，沸騰ボタン）−> !鳴らす（*，ブザー）．
10 タイムアウトする（ユーザが設定したタイマ，_）& is（*，_，沸騰状態終了時）−>鳴らす（*，ブザー，3回）．
上記「*」の記号は、「_」という回答を、本文中での参照のために置き換えたもの。
ケーススタディ参加者によるセミ形式記述の修正の結果は表 3.14 である。ケーススタディ参加
者による補完内容と [48] から曖昧さを取り除いた仕様書として公開されている第 7 版 [48] の仕様
書と比べると、表 3.14 中の下線部分が不適当な補完内容となっていた。下線部分のうち、「*」部
分は、システムに相当する語であり、ケーススタディ参加者は、自明であるとして意図的に補完を
行わなかった。
上記レビューの結果、参加者は「?」で示された 31個の補完候補を全てレビューし、補完作業を
行うことができた。ここから、ケーススタディ参加者は、命題プリミティブの主体・対象・制約が
表現する内容を理解し、修正作業が可能なことを確認した。
表 3.14 の内容を命題ネットワークとして可視化し、論理関係の誤りを修正してもらった。レ
ビューの結果、表 3.14中の 22個ある論理演算子について、31個の論理演算子の追加・削除の修正
が実施された。図 3.16に修正結果の一部を示す。
網掛け部分に示す部分がレビューにて補完された箇所である。図 3.16 の No. 1 は、動作条件の
不足を指摘・補完し、No. 3、4では、動作条件の記述されていない表 3.14の No. 4に適当な動作条
件を議論した結果、No. 3 と同等であると判断され、統合されたものである。No. 5a–No. 5b は、
No. 5（表 3.14の No. 5に相当）の確認項目に記載の沸騰ランプと保温ランプを点灯するための動
作がないことから追加された仕様である。No. 5b は沸騰ランプと保温ランプを点灯するための仕
様として追加されたものであり、No. 5c は No. 5b とは異なるボタンを押したときのランプの点灯
動作を表す仕様である。上記から、命題ネットワークを使って動作条件・確認項目の論理関係がレ
ビューでき、誤りを指摘・修正可能なことが確認された。
レビュー前後のセミ形式記述からデシジョンテーブルを生成すると、表 3.15、表 3.16 に示すも
のが得られた。表 3.16は命題ネットワーク上でのレビューによる修正を受けて、動作条件「is（蓋，
_，open）」を含めたセミ形式記述から自動的に生成された。ここから、セミ形式記述上の動作条
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図 3.16 ケーススタディ参加者により修正された命題ネットワーク
表 3.15 セミ形式記述のレビュー結果（表 3.14）の No. 1から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3
条件 is（第 n水位センサ，_，on） T F T
is（満水センサ，_，off） T - F
動作 なる（温度制御，_，可能に） T - -
表 3.16 命題ネットワークのレビュー結果（図 3.16）の No. 1から生成したデシジョンテーブル
テストケース
前件真 前件偽
命題 1 2 3 4
条件 is（第 n水位センサ，_，on） T F T T
is（満水センサ，_，off） T - F T
is（蓋，_，open） F - - T
動作 なる（温度制御，_，可能に） T - - -
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件・確認項目の修正結果から、人手によるミスなく網羅的な条件組み合わせのテストケース生成が
実現されることを確認した。
以上、提案するテストケース設計プロセスにより、仕様書の欠陥の検出・修正と、テストケース
の自動生成が実現されていることを確認した。
3.9 本章のまとめ
本章では、プロダクトライン開発におけるテストケース設計における課題解決に取り組んだ。
日本を代表する企業 2社の技術者複数名へのヒアリングと観察の結果、従来のテストケース設計
プロセスでは、次の 2つの課題があることがわかった
1. テストケース設計工数が大きい点: 自然言語で書かれたシステム仕様書の欠陥の修正結果とシ
ステム仕様書からテストケースへの変換結果がテストケースのレビューで合わせて検証されて
おり、このレビューで修正・補完の誤りや仕様書の欠陥が発見された場合、テストケース設計
への手戻りが発生し、テストケース設計の工数を大きくしていた。
2. テストケースのレビューで誤りを指摘・改善促すことが難しい点: システム仕様書の欠陥の修
正とテストケースへの変換作業は各テスト設計者の頭の中で暗黙的なプロセスとして手作業で
実施されており、テストケース中には、テスト設計者がどのような根拠でそのテストケースを
出力したのかが現れないため、レビューによる誤りの修正が難しかった。
上記課題を解決するために、本研究では、次を実施した。
1. 複数企業へのヒアリング結果に基づき、システム仕様書からテストケース設計プロセスを再定
義し、プロセス中のステップをアルゴリズム化してテストケース設計の属人性を削減
2. システム仕様書からテストの入力項目・確認項目の抽出と言った、定型的な作業の自動化して
テストケース設計工数を削減
3. テストケースへの変換の中間成果物を用いてシステム仕様を可視化し、システム仕様書の欠陥
のレビューを容易化
提案するテストケース設計プロセスでは、テストケースへの変換に先立ち、予めシステム仕様書
中に含まれる欠陥の修正を実施することで、テストケース設計への手戻りの工数の削減を図る。ま
た、アルゴリズムによる変換作業の自動化により、これまでシステム仕様書から入力項目・確認項
目に当たる文を抜き出す作業に要していた新規製品の 520ページ程度の仕様書を用いた全 700時間
テストケース設計のおよそ 26%、派生製品の 640 ページ程度の仕様書を用いた全 255 時間テスト
ケース設計のおよそ 31%もの工数の削減を見込む。
また、提案するテストケース設計プロセスでは、システム仕様書からテストケースへの変換ス
テップがアルゴリズムとして実現されているため、システム仕様書の欠陥であることが判明すれば、
変換されたテストケースに誤りを、システム仕様書の誤りなのか、変換ルールの誤りなのかを明ら
かにしてレビューできる。これにより、従来のテストケースのレビューの困難さを解決した。
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提案するテストケース設計プロセスのケーススタディでは、システム仕様書から機能の入力項
目・確認項目を抽出する作業が、ルールベースのアルゴリズムとして自動化されることを示した。
また、テストケース設計プロセスのケーススタディでは、可視化されたシステム仕様について、欠
陥の修正が実現され、システム仕様書からテストケースへの変換が実現されることを確認した。
以上結果から、自然言語仕様書からのテストケース設計工数を削減するテストケース設計プロセ
スが実現できたと考える。
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第 4章 モデル検査技術と実行テストを融合し
たテストケース実行環境
プロダクトライン開発では、組合わせにより多品種の製品が実現されている。派生製品開発の度
に、Domain Artifactと Application Artifactの組合わせにおいて既存機能に不具合が起こらないこ
とを確認するテストを実施する。近年の組込み機器には、ネットワークを介した通信機能を搭載す
ることも多いため、メッセージによって非決定的な順序で起動される機能をテストするために、組
み合わせた機能をさらに複数通りの実行順序で実行し、テストを実施する。従来のプロダクトライ
ン開発では、派生製品開発の度に複数機能を組み合わせたテストケースの設計を実施し、しばしば
手動でテストを実施するためテスト実行に工数を要する。
本章では、上記テスト工数削減のために、複数機能を決定的・非決定的な順序で実行するテスト
を、自動的かつ網羅的にテストする統合テスト環境 [49–51] を開発した。
4.1 統合テスト環境概要
図 4.1 統合テスト環境構成
統合テスト環境の構成を図 4.1に示す。統合テスト環境は、下記で構成される。
1. 任意の機能組み合わせで決定・非決定的なテストケースの生成を可能とするテストケースの部
品化（図 4.1の ¬）
2. 非決定的な機能の実行順序の網羅的な実行と複数の評価項目の自動評価（図 4.1の ­）
52
3. 組込みソフトウェアの自動評価を実現するインターフェイス（図 4.1の ®）
1.は、任意の機能の組み合わせでテストを実施可能にするために、機能ごとのテストケースを部
品化し、部品化したテストケースを任意に組み合わせて機能の決定・非決定的な実行順序のテスト
ケースを生成する。テストケースの部品ははシステム仕様書と不具合事例を 2種類の入力を元に作
成する。システム仕様書を入力とするテストケースは機能ごと記述する。これにより、任意の機能
の組み合わせのテストケース生成を可能にする。評価項目には各機能の期待値にあたる機器の状態
や、機器から送信されるべきメッセージを書く。
不具合事例を入力とするテストケースは、不具合を再現するための操作手順をテストケースとし
て記述し、評価項目には不具合が発生しないことを示す機器の状態や、機器から送信されるべき
メッセージ（応答メッセージなど）を書く。
2.は、前段の 1.のテストケースを入力に、モデル検査器 Spin [52]をテストの実行エンジンとし
て組込みソフトウェアを自動評価する。ネトとワークを介した通信機能を有する組込み機器では、
メッセージ受信順序が非決定的なため、メッセージによって起動される機能は、複数の動作順序が
起こり得る。2. では、Spin の機能により、非決定的なテストケースを含むテストケースを起こり
うる全ての順序で自動評価する。
3. は、Spin から組込みソフトウェアを評価するためのインターフェイスである。ゲートウェイ
は、実機–Spin 間の通信を実現し、メッセージ交換を介したブラックボックステストを可能にする。
エミュレータ [53]は、組込みソフトウェアの内部変数を操作・監視する機能を提供することで、ソ
フトウェア内部変数についてのホワイトボックステストを可能にする。
4.2 テストケースの部品化と決定・非決定的なテストの自動実行・
評価
本研究では、モデル検査器 Spin [52]用の記述言語を用いてテストケースの記述を行う。Spinで
は、テスト手順と評価項目の組でテストケースを構成し、Promela という言語でテスト手順を、
Linear Temporal Logic (LTL) [54]という論理式で評価項目を記述する。
Promela上では機能ごとのテスト手順を proctype（プロセスを定義する構文）を用いて記述す
る。Spin では proctype 間の実行順序は非決定的であるとして扱われ、複数の proctype が存在す
る時、proctypeごとのテストケースを起こりうる全ての順序で自動的にテストを実行する。
この仕組を用いることで、機能ごとに記述した Promela のテスト手順を部品として扱い、複
数の機能の Promela のテスト手順を組み合わせて自動的に決定・非決定的なテスト手順を生成
できる。具体的には、機能ごとの Promela テスト手順に含まれる proctype 中の記述を、一つの
proctype に統合した Promela テスト手順を生成することで決定的なテスト手順を生成できる。
また、各機能のテスト手順中の proctype ごと一つの Promela ファイルに統合することで非決定
的なテスト手順を実現できる。
テストの評価項目を記述する LTLは、命題論理に always（（テスト実行中）常に。記号: ）や
eventually（（テスト実行中の）いつか。記号: ♦）、until（（テスト実行中のある時点）まで。記
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号:U）といった時系列的な制約を記述する modal operatorを導入した論理である。modal operator
を用いることで、テスト実行中全体に渡る評価項目、例えば「常にエラー状態 S にならない」は、
「!S」のように書け、ある時点に対する評価項目、例えば「いつか期待状態 S になる」は、「♦S」
のように書ける。また、順序を伴った評価項目、例えば「いつかある状態 Sa になったら、いずれ
状態「Sb」になる」は、「♦Sa−> ♦Sb」のように記述できる。
Spin は、上記 LTL で記述された評価項目を Promela のテスト手順と合わせて受け取ると、起
こりうる全ての実行順序でテストを実行する過程で、評価項目が成り立つことを自動的に評価でき
る。また、LTL 式で書いた評価項目は論理式であるため、任意の評価項目を And で結合すること
で、結合された複数の評価項目を同時に評価できる。
この仕組みを用い、機能ごとの評価項目を And で結合することで、複数の機能を組み合わせた
テストケース上で、各々の機能を同時に評価できる。
本研究では、上記テスト手順・評価項目の記述の仕組みと自動的なテスト実行の仕組みを用いる
ことで、機能ごとにテストケースを独立して記述・部品化と、任意の機能の組み合わせで決定・非
決定的なテストの自動実行・評価を実現する。
4.3 モデル検査技術を用いた実行テストを実現するインターフェイス
本項では、Spin を用いた組込みソフトウェアの実行テストを実現するためのインターフェイス
について述べる。
本研究で開発したインターフェイスは、ゲートウェイとエミュレータからなる。ゲートウェイは、
PC–実機間の通信プロトコルの違いを吸収し、実機間に流れるメッセージを PC で解釈可能にする
ものである。Spin からゲートウェイを介したメッセージ交換を行うことで、Spin から実機上の組
込みソフトウェアの操作を実現した。
実機上の組込みソフトウェアの操作にはメッセージ送信・受信待ちの 2種類を用いる。メッセー
ジ送信・受信待ちのそれぞれのステップは、Promelaが提供する構文 c_code（C言語プログラム
をテストステップとして埋め込む構文）を用いて記述する。テスト実行時に、埋め込まれた C 言
語のテストステップを呼び出すことで、Spin から実機を操作する。テスト結果の判定は実機から
の応答を元に行い、異常な応答を受信したときや期待する応答が受信されないときにテスト失敗を
レポートする。テストケース（Promela）は、例えば次のように記述する。
1 proctype A( int from ; int to) {
2 c_code{
3 send_cmd(”msg” ,
4 PA−>from , PA−>to ) ;
5 wait_for_reply(”msg” ,
6 PA−>to , PA−>from , 1000);
7 }
8 /∗ snip ∗/
9 }
3–4行目にてメッセージ msgをアドレス fromから toに向けて送信するステップ1）が記述されてい
1） 「PA->」は、c_code内で proctype Aの変数を参照する構文。
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る。5–6行目では msgの応答を、アドレス toから fromへ送信されるのを 1000ms待機するステッ
プを記述している。この待機処理により統合テスト環境のテストステップと実機上の組込みソフト
ウェア内の状態変化の同期をとる。待機の上限の 1000msを超過したとき、テストが失敗する。
上述までがメッセージ交換を介して実機上の組込みソフトウェアをブラックボックステストする
機能である。
図 4.2 エミュレータ上の機器構成の例
本研究ではさらに、エミュレータ上の組込み機器ソフトウェアをテスト可能にすることで、機器
のセットアップにかかる工数を削減、及び実機からは評価困難な組込みソフトウェアの内部変数に
対する評価（ホワイトボックステスト）を実現する。エミュレータは、4.6.1 小節のビル用空調シ
ステムのハードウェア制約（CPU のクロック周波数など）やセンサなどの周辺装置の入力を模擬
し、PC 上でビル用空調システムの組込みソフトウェアを動作させるツールである。エミュレータ
は、複数機器の組込みソフトウェアの同時に実行し、エミュレータ上だけ、あるいは実機とエミュ
レータ上の機器との組み合わせで空調システムを再現できる（図 4.2）。
本エミュレータは、エミュレータ上で動作する組込みソフトウェアのメモリやレジスタイメージ
から組込みソフトウェアの状態変数との対応付けを行う機能を有し、この機能を介して組込みソフ
トウェアの状態変数の内容を取得・操作できる。
本研究では、Spin からエミュレータを介して組込みソフトウェアの内部変数の操作・監視する
ことで組込みソフトウェアを自動評価する。エミュレータを介して組込みソフトウェアの内部変数
を評価することで、従来のハードウェアを用いたテストでは実施困難であったテスト―――例えば
LCDなどの UIに表示されない状態や、メッセージから確認できない状態評価―――が可能になる。
エミュレータ上の組込みソフトウェアの操作（メッセージの送信・受信待ち・状態値の設定・取
得）の記述は、機上の組込みソフトウェアへの操作の記述と同様に、c_code により埋め込んだ C
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言語関数により行う。テストケース（Promela）は、例えば次のように記述する。
1 proctype A( int addr) {
2 c_code{
3 set_state (PA−>addr , ”state” ,”val” ) ;
4 }
5 /∗ snip ∗/
6 }
3行目でアドレス addrの機器の状態 stateを値 valに設定するステップを記述している。
4.4 システム仕様書からのテストケース設計支援
図 4.3 システム仕様書からのテストケース設計新ツール
本節では、システム仕様書からテストケースリポジトリにて資産化可能なテストケースの設計支
援ツールについて述べる。システム仕様書からのテストケース設計では、第 3 章で述べたテスト
ケース設計プロセスによりシステム仕様書から変換されたデシジョンテーブルを入力に図 4.3のよ
うなツールでインタラクティブにテストケースリポジトリへ入力可能な Promela 形式のテスト
ケースを生成する。
図 4.3を用いたテストケースの生成は次の手順にて行う。
1. 命題プリミティブから組込みソフトウェアを操作するためのコマンドへの変換
2. コマンドのパラメータの設定
3. テストケースの生成
1.は、図 4.3の左上と左下の領域にて行う。左上の領域では、入力されたデシジョンテーブル中
の命題プリミティブが列挙される。テスト設計者は、左上の領域から命題プリミティブを選択する
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と、左下の領域に選択した命題プリミティブに対応する組込みソフトウェアを操作するためのコマ
ンドの名称が一覧される。
コマンドの名称の一覧にあたり、命題プリミティブとコマンドとの対応付けは、5 つ組
(r, s, o, C,O)をひとつのレコードとして扱うデータベースとして実現されている（ただし、C、r、
s、oはそれぞれ命題プリミティブの制約語のリスト、関係語、主体語、対象語、Oはコマンドのリ
スト。o ∈ Oなる oは、コマンドの名称 n、コマンドのオペコード pからなる 2つ組 (n, p)である）。
オペコードの候補は、データベース上から、r、s、o、C の少なくともひとつが一致するレコード
検索し、見つかったレコードの nを表示する。
本データベースのレコードが不足し、命題プリミティブに対応するオペコードが一覧に表示され
ない場合には、逐次データベースに 5 つ組 (r, s, o, C,O) のレコードをデータベースに追加し、本
ツールがサポート可能な命題プリミティブ・コマンドの対応付けを拡充する。
一覧から必要なオペコードを選択すると、右の領域に選択したオペコードを含むコマンドの送受
信機器・オペランドの編集が可能となる。テスト設計者は、命題プリミティブを参照してコマンド
の送受信機器を設定し、デシジョンテーブルの真理値を参照して、テストで設定するオペランドを
決定し、テストに必要なコマンドのリストを完成させる（2.）。図 4.3のツールは完成したコマンド
のリストに書かれた各コマンドをコマンドの送受信ステップへと置き換えることで、テストケース
リポジトリにて資産化可能なテストケースを生成する（3.）。
図 4.4 初期化手順定義ファイル
テストの実行に際しては、テスト対象の機能を操作するためのテストケースに加えて、予めテス
ト対象の組込みソフトウェアを初期化する手順が必要となる。図 4.3では、組込みソフトウェアの
初期化手順は、図 4.4に示すような形式で、定義し、任意のテストケース生成時に再利用すること
で、テストケースの作成を容易化する。
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図 4.4では、組込みソフトウェアの初期化を行うための送受信コマンドが JSON形式のリストと
して表現されており、リスト内の各要素が初期化用のコマンドに相当する。図 4.3は、リスト内の
要素ごとに初期化コマンドを送信するステップと、応答の受信を待機するステップに変換し、初期
化手順を生成する。上記初期化手順は、テストケース生成時に初期化手順ファイルを読み込み、上
述のコマンドの送受信ステップと合わせてテストケースに埋め込む。
加えて、デシジョンテーブルを元に、テスト実行ユニットによる自動評価を実現するためのテス
トの評価項目を記述する。テストの評価項目は、テスト実行ユニットに搭載された Spin による自
動評価を実現するため、LTLで記述する。
命題論理には時系列の情報がないため、時相論理演算子は、デシジョンテーブル中のセミ
形式記述を意味解釈して設定する。例えば、「受信する（リモコン、電源設定コマンド、室外
機に、ON で）−> 設定する（室外機、電源、ON に）」というようなセミ形式記述について、
「 (c_expris_received(rc, oc, "電源設定 ONコマンド") −> ♦c_exprcompare_state(oc "電
源", "==", "ON"))」という LTL式によって、「室外機（oc）がリモコン（rc）から電源設定を ON
にするコマンド（電源設定 ON コマンド」を受信したら、いつか室外機の電源が ON になるという
事象が常に（必ず）起こる」というテストの評価項目を記述する（なお、c_exprは、オリジナルの
Promelaが持つ任意の C言語コードにより真偽値の評価を行う構文である。compare_stateは、
アドレス oc の機器の組込みソフトウェアの内部変数 state を取得し、状態の値"ON"と一致しない
（!=）かを比較した結果を真偽値で返す関数とし、is_received は、アドレス rc の機器から oc に
送信されたメッセージ"電源設定 ON コマンド"を受信した時に真、そうでない時に偽を返す関数と
する）。
4.5 不具合ログからのテストケース設計支援
市場にて不具合が発生した場合には、その不具合を事例として蓄積し、新機種の開発にて繰り返
し再発がなされていないことを確認する必要がある。本節では、この過去不具合事例のテストケー
スの設計の支援のために、本研究で統合テスト環境の評価対象としたビル用空調システムにおける
不具合発生時の通信ログから、不具合の要因となるコマンドの送信ステップの絞り込みと、テスト
ケースリポジトリにて資産化可能なテストケースの生成を行うツール [55]について述べる。
本支援ツールは、図 4.5に示すものである。右側の領域には、不具合発生時のコマンドの通信ロ
グが表記されている。ログの一行は一つのコマンドに相当し、各コマンドには、コマンドの送信
元・送信先アドレス、及びコマンドのオペコード・オペランドが含まれる。この通信ログ上でテス
トケースに含めるコマンドを絞り込み、絞り込んだコマンドから自動生成されたテストケースを統
合テスト環境により自動実行することで、テストケースの再現に必要な最小限のテストステップを
含むテストケースの設計を支援する。絞り込み支援としては次を実施する。
1. 指定時間内のコマンドのみに絞り込む
2. 指定アドレスの機器に対するコマンドのみに絞り込む
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図 4.5 ログからのテストケース設計支援ツール
絞り込まれた各コマンドを一つのコマンド送信ステップに変換し、かつ 4.4 節と同様の同様の初
期化手順定義ファイルを読み込むことで、テストケースリポジトリにて資産化可能なテストケース
を生成する。
4.6 統合テスト環境の自動テストのケーススタディ
4.6.1 小節に示すビル用空調システムの過去不具合事例を対象に統合テスト環境による自動テス
トを実施し、次の 3つの項目を確認した。
1. 部品化したテストケースから非決定的な手順のテストケースが生成されること（図 4.1の ¬）
2. 非決定的なテスト手順を含むテストケースが起こりうる全ての順序で実行されること
（図 4.1の ­）
3. テスト結果の自動評価が可能なこと
本ケーススタディでは、後工程で不具合が発生した表 4.1の 3件の事例を用いた。テスト対象の
組込みソフトウェアは、本統合テスト環境が網羅的な順序でテストを実行可能なこと、不具合の検
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表 4.1 不具合事例と評価項目
事例 1 事例 2 事例 3
不具合の現象 3 つのメッセージで起動
する機能 F が特定の順
序でしか起動しなかった。
機能 A の後に機能 B を
動作させると、機能 Bに
よる機器状態の変更が反
映されなかった。
機能 C は機器のモード
によって制御対象を異な
る状態に変えた。ここで、
モードの異なる 2つの機
器 D1、D2から機能 Cで
機器 D3 を制御すると、
機器 D3 の状態が不安定
になった。
評価項目（LTL） ♦(S1 = va) ♦(S2 = vb) (S3 6= ve)
意味 （機能 F が）いつか状態
S1 を値 vaにする
（機能 B が）いつか状態
S2 を値 vbにする
（機器 D2 のモードで起
動した機能 C によって）
状態 S3 は値 ve にずっと
変更されない
表 4.2 組込みソフトウェアの不具合の有無
不具合の有無
組込みソフトウェア動作環境 事例 1 事例 2 事例 3
実機 修正済み - -
エミュレータ 修正済み 修正済み 未修正
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出が可能なことを確認するために、表 4.2のように、不具合の修正済みのもの、未修正のものを含
むように設定し、事例 1を実機上の組込みソフトウェアを対象に、事例 1–事例 3をエミュレータ上
の組込みソフトウェアを対象にテストを実施した。
図 4.6 表 4.1の事例 1–3のテストケース
評価に用いるテストケースを図 4.6に示す。テストケースは、図 4.1の ¬の方法により、機器構
成・テストケースの組み合わせによって生成する。エミュレータによる自動テストでは、組込みソ
フトウェアの内部状態を参照し、不具合事例が再発していないことを確認する表 4.1 の最下段の
LTL式を評価項目に設定した。
4.6.1 ケーススタディ対象のビル用空調システム
表 4.3 ビル用空調システムを構成する機器
機種 1年あたりのリリース台数
室内機 約 50台
室外機 約 50台
リモートコントローラ 約 5台
システムコントローラ 約 1–2台
本ケーススタディで評価対象とするビル用空調システムは表 4.3のような複数機器で構成され、
機器間でメッセージ交換を行って、協調動作する。機器間のメッセージ交換はユーザのリモコン操
作や特定の気温・湿度への変化、機器ごとのタイマといった、設計時に順序を決定できない要素が
トリガーとなる。このため、メッセージによって起動される機能の実行順序は非決定的になる。
こうした機能の実行順序に起因する不具合が起こらないことを確認するために、機能の実行順序
を変えたテストを実施している。また同時に、接続機器の組み合わせや接続台数の違いによる不具
合を防ぐために、同じ機能に対するテストでも複数の機器構成で複数回実施している。
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本ビル用空調システムの開発にはプロダクトライン開発が適用されており、ネットワークを介し
たメッセージ交換の機能等が共通化され、コア資産として蓄積されている。回帰テストでは、上述
のコア資産の機能と差分開発の機能の組み合わせのもとで、各機能の期待結果が得られること、異
常状態が起きないことの確認が必要である。この結果、室外機 1 台あたり約 4000 件もの回帰テス
トが必要となる。
4.6.2 自動テスト実行の結果
表 4.4 自動テストの結果
事例 結果 期待結果 テストされた実行順序
事例 1 事例発生せず 事例発生せず 6通り
事例 2 事例発生せず 事例発生せず 2通り
事例 3 事例発生 事例発生 1通り
テストの実行の結果、表 4.4の成否判定結果を得た。
まず、部品化された機能ごとのテストケースから、非決定的な手順のテストケースが生成された
こと（4.6 節の 1.）を確認する。事例 2 のテストケースは、a1 からなる機能 A のテストケースと
b1–b6からなる機能 Bのテストケースを統合することにより生成された。事例 3も同様に部品化さ
れた機能ごとのテストケースよりテストケースが生成された。不具合を含まない組込みソフトウェ
アを対象にテストを行った事例 2 では生成したテストケースを用いて、機能 A と機能 B を非決
定的な順序で実行するテストが実施できた。この結果より、4.6 節の 1. が実現されたことを確認
した。
次に、非決定的なテスト手順を含むテストケースが起こりうる全ての順序で実行されること
（4.6節の 2.）を確認する。表 4.1の事例 1では、統合テスト環境から並列な 3つのメッセージ f2–f4
が送信される（図 4.6）。このとき、起こりうる実行順序は、
3! = 6 [通り]
である。統合テスト環境から送信された f1–f4 の送信順序は、実機・エミュレータ上のいずれの組
込みソフトウェアを対象とした場合においてもこの数と一致する次の 6通りあった。
1. f1 → f2 → f3 → f4
2. f1 → f2 → f4 → f3
3. f1 → f3 → f2 → f4
4. f1 → f3 → f4 → f2
5. f1 → f4 → f2 → f3
6. f1 → f4 → f3 → f2
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上記送信順序から、非決定的な 3 つのメッセージ f2–f4 が起こりうる 6 通り全ての順序で送信され
ることを確認した。
表 4.1 の事例 2 では、機能 A と機能 B が並列に動作し、機能 A には 1 つのメッセージ a1 が、
機能 B には 3 つのメッセージ b1–b3 が統合テスト環境から送信される。機能 A（a1）と機能 B
（b1–b3）をまとめた単位での衝突を行ったため、このとき、起こりうる実行順序は、
(1 + 1)!
1!1! = 2 [通り]
である。エミュレータ上の自動テストにおいて、統合テスト環境から送信された a1 と b1–b3 の送
信順序は、この数と一致する次の 2通りあった。
1. a1 → b1 → b2 → b3
2. b1 → b2 → b3 → a1
上記送信順序から、a1と b1–b3が起こりうる 2通り全ての順序で送信されることを確認した。
上記より、（4.6 節の 2.）が実現されたことを確認した。
続いて、本統合テストにより、テスト結果を自動評価可能なこと（4.6 節の 3.）を確認する。
表 4.1の事例 3では、不具合修正前の組込みソフトウェアをエミュレータ上で動作させてテスト
を実施した。テストの結果、表 4.4に示すとおりテストが失敗し、不具合が検出された。図 4.7は
不具合発生時のシーケンスを可視化したものである。統合テスト環境がエミュレータを介して評価
した組込みソフトウェアの内部変数 sが、不具合である値 v に変化し、その結果 (S3 6= ve)とい
う評価項目に違反し、不具合 S3 = veを検出したことを示している。
上記結果から、統合テスト環境により、テストケースが自動実行・評価され、（4.6節の 3.）が実
現されたことを確認した。
図 4.7 事例 3の実行結果
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4.6.3 テスト結果についての考察
4.6.2 小節の評価結果について考察する。
従来のテストケースは派生製品開発で新規に導入される機能の組み合わせのもとでテストケース
を設計する。4.6.2 小節では、部品化された機能ごとのテストケースを任意に組み合わせて、複数
の機能を非決定的な手順で実行するテストケースが生成されることを示した。本手法により、機能
ごとに作成したテストケースの再利用を実現し、派生製品開発ごとに発生していたテストケースの
作成工数が削減される。
本ケーススタディでは、本統合テスト環境により、評価が困難なテストが自動化されたことも確
認した。事例 1は、メッセージ単位で送信順序を制御しなければテストできないものであった。し
かし、システムテストの段階では、メッセージ単位での制御が不可能であり、手動では評価困難で
あった。また、事例 2、3 は、評価に必要なソフトウェア内部の変数をメッセージから確認できな
いため、従来の統合テスト環境では自動評価できなかった。
本研究では、モデル検査器 Spin と実行テストを融合するインターフェイスの開発により、通信
順序を自動的に網羅的に入れ替えてテストを実施し、またエミュレータを介して組込みソフトウェ
アの内部変数を評価することで従来、ハードウェアが内部変数の確認用インターフェイスを具備す
るかによらずテスト可能なことを示した。
事例 1–3は次の非決定的なテストケースを含む典型的なテストケースであった。
•単体機能のメッセージの送信順序の入れ替え（事例 1）
•複数機能の実行順序の入れ替え（事例 2、3）
派生製品の開発時には、従来機能の単体機能の回帰テストと、新機能と従来機能を組み合わせた回
帰テストが必要となる。手動では困難であったいずれの非決定的な手順のテストも本統合テスト環
境で自動評価することで解決される。
以上より、工期の都合上、手動ではテスト困難であったプロダクトライン開発の回帰テストの課
題を、自動テストによりテスト工数を削減し、解決する統合テスト環境を実現できた。
4.7 エミュレータと統合テスト環境を用いたテストの工数比較
統合テスト環境により、従来の手作業でのテストと比べてテスト工数が削減されることをケース
スタディを通して示す。テスト対象のシステムには、後述の 4.6.1 小節で示すビル用空調システム
を採用した。ケーススタディでは、ビル用空調システムの過去不具合の再発を確認するテストをビ
ル用空調システムの開発・テストに習熟したエンジニアに実施してもらい、テストに必要な作業
の観察と各作業の実行時間を計測した。ケーススタディを行う実験室には、後述する不具合事例
表 4.1の再現に必要なテスト対象機器を相互の接続を行わずに設置し、各機器の動作確認（ログの
モニタやメッセージの仕様書の閲覧）に必要な PCを予め起動した状態で設置してテストを実施し
てもらった。
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統合テスト環境がエミュレータを介して機器の内部変数を自動評価可能なことを示すために、同
じ過去不具合の再発を確認するテストを統合テスト環境でも実施した。
4.7.1 ケーススタディの結果と考察
図 4.8 表 4.1の不具合事例のテスト作業
図 4.8 の上側の手順でテストが実施され、ステップの実行には、ステップ間の矢印に示す時間
がかかることが観察された。また、著者による統合テスト環境によるテストを実施したところ、
図 4.8の下側の手順のような時間がかかることが観察された。
統合テスト環境により、次の 3点でテスト工数が削減される
1. テスト手順書の作成工数（図 4.8②）
2. テストのためのハードウェア準備工数（図 4.8①、③）
3. テストの実行工数（図 4.8⑤）
テスト手順書の作成工数の削減（1.）について、従来のテストシーケンスでは、②の「テスト手
順書の作成」において、テスト対象の機器構成、テスト手順、及びテスト結果の確認手順を文書化
する作業が実施された。本文書には、テスト対象の複数機能を組み合わせた状態でテスト手順が記
載されるため、派生製品開発で新規の機能組み合わせが導入される度に既存の機能を含んでいたと
しても、繰り返しテスト手順を設計し直す工数を要した。
一方、統合テスト環境では、機能ごとに部品化されたテストスクリプトを用いて、自動的に複数
機能を決定的・非決定的に組み合わせたテストスクリプトを生成できるため、手動でテストケース
を再設計し直す必要がない。このため、②では、テストケースを生成するための部品化されたテス
トスクリプトのファイル名の指定のみでテスト手順の設計が代替できるため、その分少ない工数で
遂行できる。初回はテストスクリプト作成の工数が必要となるものの、プロダクトライン開発では
同じ回帰テストを繰り返し実行するので、テストスクリプトを繰り返し再利用することで削減され
る②の工数により、長期的には挽回される。
ハードウェア準備工数の削減（2.）について、③の各機器の動作確認は、接続したハードウェア
が故障なく正常に動作することを確認するステップであり、機器ごとに電源の投入時のログを確認
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する作業が行われた。④のシステム設定は、機器同士を有線ネットワークに接続し、かつソフト
ウェア上で機器の接続設定を行うステップであり、物理配線及び、機器に搭載された専用のイン
ターフェイス上で接続設定を行い、その後に、機器の連携動作の確認作業が行われた。
③及び④の物理配線作業はハードウェアを対象とする従来テスト手法に特有のものであり、本統
合テスト環境にてエミュレータのみで実施するテストでは本工数を削減できる。また、物理配線作
業は接続する機器台数に比例して工数が増加するため、最大機器構成のテストなど機器台数が多い
ほどテスト工数の削減に貢献できる。
また、本ケーススタディで計測した作業時間外にも、従来のテストシーケンスでは、テスト対象
機器のハードウェア自体を実験室に用意するために、対象機器のハードウェアを輸送する①のス
テップが生じる。エミュレータを用いたテストではこれら作業を不要とする結果、このテストス
テップの工数が削減される。
テストの実行工数の削減（3.）について、⑤のテスト実行は、従来手法では、ハードウェアを操
作して機器間の通信を発生させることでテストを実行し、テスト結果については、ハードウェアに
搭載された機器状態を表示するインターフェイス（LCD 表示）及び通信ログから流れたコマンド
のパラメータを確認することによって実施された。対して統合テスト環境では、ハードウェアの操
作を要さず、自動的に通信コマンドを送受信し、かつ送受信されたコマンドから自動的にテストの
成否を評価することで、従来手法よりも工数を削減できる。
上記では、従来のハードウェアを用いた手動でのテストシーケンスと、エミュレータのみを用い
て機器構成を再現して行った統合テスト環境のテストシーケンスについて比較した。本エミュレー
タは、周辺デバイスのメモリ（VRAM など）のモニタなどは行わないため、ソフトウェア内部変
数と LCD 表示の不一致など、ハードウェアの動作自体を評価するためには、エミュレータと機器
のハードウェアを組み合わせたテストが必要となる。この場合、ハードウェアを用いたテストに固
有の作業として、①、③、④での物理配線作業が必要となる。しかし、テスト対象機器と通信する
対向機器はエミュレータで代行できるため、対向機器の輸送・機器の動作確認にかかるテスト工数
は、エミュレータで模擬される機器の台数だけ削減される。また、②にかかる工数は提案手法によ
り削減されるため、テストに必要な機器を全てハードウェアで用意し、手動でテストを実行する従
来のテストシーケンスに比べて、テストの工数は削減される。
以上より、エミュレータを活用した本統合テスト環境により、従来のハードウェアを用いた手動
での回帰テストの工数を削減されることが確認できた。
4.8 本章のまとめ
本章では、決定・非決定的なテストの実行にかかる工数を削減するために、第 3章で設計された
テストケースを用いて自動的なテストの実行・評価するモデル検査技術と実行テストの技術を融合
した統合テスト環境を開発した。統合テスト環境では、複数機能を用いた決定・非決定的なテスト
ケースの設計にかかる工数・実行の両面を削減するために、機能ごとのテストケースを部品とし、
任意の部品組み合わせから決定・非決定的に機能を実行するテストケースを生成することで、決
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定・非決定的に機能を実行するテストケースの設計にかかる工数の削減を実現した。また、生成さ
れた決定・非決定的に機能を実行するテストケースを、モデル検査の技術を活用して自動的に実
行・評価することで、テストの実行・評価にかかる工数の削減を実現した。
さらに、上記テスト実行にかかる工数を、開発の上流工程から下流工程まで一貫して削減するた
めに、次の 2種類のインターフェイスを開発した。
1. ハードウェア実装前の組込みソフトウェアをテストするためのエミュレータ
2. ハードウェア上の組込み機器ソフトウェアをテストするためのゲートウェイ
統合テスト環境について、プロダクトライン開発が適用されているビル用空調機器を対象とした
自動テストのケーススタディを行った。ケーススタディの結果、機能ごとのテストケースの部品を
用いて非決定的な手順で機能を実行するテストケースを生成し、生成されたテストケースを自動的
かつ網羅的な実行順序で実行・評価可能なことを確認した。
また、従来のハードウェアを用いた手動によるテストシーケンスと、統合テスト環境によるテス
トシーケンスを比較したところ、統合テスト環境によるテストの自動実行・評価、及び部品化され
たテストケースの再利用により、テスト実行にかかる工数が削減されることを確認した。
以上、提案する統合テスト環境により、プロダクトライン開発におけるテストの課題である、テ
スト実行にかかる工数の削減が実現できたと考える。
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第 5章 機能・シナリオを衝突させたテストケー
スの設計支援
第 4章では、決定・非決定的な実行順序を網羅的に実行・評価するテスト環境について述べた。
一方、非決定的な実行順序を網羅するテスト（以降順序入れ替えテストと呼ぶ）は取り得る実行順
序の数が並列に動作する機能の数が増えるにつれて式（5.1）のように指数的に増加するため、構
造的に並列に動作しうる全ての機能を対象にして実施することは現実的には困難である。
No =
 Np∑
i=1
Nsi
!
Np∏
i=1
Nsi !
. (5.1)
（No: プロセス Piが Nsi のステップを持つとき（ただし 1 ≤ i ≤ Np））
従来では、機能の実行によるリソースの変更の影響を受けたり・与えたりする可能性のある機能
の組み合わせに限定して順序入れ替えテストのテストケースを設計・実行していたが、左記のよう
な組み合わせはシステム仕様書に明示されることは少なく、テスト設計者が暗黙的に決定していた
ため、テストに漏れが発生しうる課題があった。
本章では上記テスト対象の機能の組み合わせ決定の課題を解決するために、第 3章で得られるセ
ミ形式記述から機能の間にある影響関係・競合関係を抽出し、機能シナリオの実行順序と合わせて
可視化することで、並列に実行させるべき機能・シナリオの選択支援手法について述べる。これに
より、式（5.1）の Nsi や Np を制限することで、起こりうる実行順序の数を削減する手法について
述べる。また可視化した機能・シナリオの実行順序から統合テスト環境で自動テスト可能なテスト
手順に変換するアルゴリズムについても紹介し、本可視化図式で分析した機能・シナリオの自動評
価を可能にする。
5.1 機能の実行順序と影響・競合関係の関係の図式表現
本研究では、機能間の優先順位の違反、機器の状態の不正な変更や、デッドロックといった機能
の並列動作に起因する不具合を起こしうる機能の組み合わせを発見するために、機能が参照・変更
する状態を元に、次の 2種類の機能間の関係を自動的に算出する。
影響関係: 機能 Aが機能 B より先に実行される、あるいは機能 Aと B が並列に実行され、かつ機
能 Aが変更する状態を機能 B が参照するときの、機能 Aと機能 B の関係
競合関係: 機能 Aと機能 B が並列に実行され、かつ機能 C と機能 Dが共通する状態を変更すると
きの、機能 C と機能 Dの関係
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図 5.1 機能間の関係と実行順序の可視化例
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順序入れ替えテスト対象の機能・シナリオの選択を支援するために開発した可視化図式は図 5.1
である。図 5.1では、機能の実行順序と機能間の影響関係 [56]及び機能間の競合関係を可視化する。
なお、機能の実行順序についてはアクティビティ図や BPMN [57] でも表現可能であるが、前述の
ように本可視化図式ではテストする機能・シナリオの選択にあたり、機能が参照・変更する状態や
機能間の影響・競合関係が重要と考えて、特にこれら情報を把握できるように強調して表現した図
式となっている。
3 段組の矩形で 1 つの機能を表現し、上段に参照する状態、中段に機能の内容を表すセミ形式記
述、下段に機能が変更する状態を記述する（なお、図 5.1では、例示する図をシンプルにするため
にセミ形式記述部分を Function Xという形式で記述した）。黒い矢印は機能の実行順序を表し、枝
分かれをする箇所で並列動作が開始され、矢印が交流する箇所で並列動作が終了する。機能の間の
赤い矢印が影響関係であり、影響を与える機能から影響を受ける機能に対して矢印が引かれる。機
能の間の青い線が競合関係を表す。機能の下に引かれている複数機能にまたがる矢印はその期間に
機能が満たすべき制約条件を示しており、LTLで記述する。
機能間に影響・競合関係がない場合は、どの順序で機能を実行しても、お互いの実行が互いに影
響を与えることはないと判断できる。テスト設計者がこの影響・競合関係にない機能がクリティカ
ルな機能でなく、順序を入れ替えたテストが必要ないと判断する時、順序入れ替えテスト対象から
除いたり、非決定的な実行手順を決定的な手順に変更したりする（図 5.1）ことで、式 (5.1) より
Np や Nsi が削減され、順序入れ替えテストのテストケースの数を削減できる。
例えば、図 5.1には、Function Cには影響・競合関係にあるものがない。したがって、Function C
を並列に動作する（非決定的な順序で動作する）記述から決定的な順序での記述へと変形すること
で、起こりうる実行順序は、 (2+3)!2!3! = 10[通り]から
(2+2)!
2!2! = 6[通り]に削減できる。
5.2 機能の実行順序・影響関係の算出
機能の参照・変更される状態を機械的に抽出可能にするために、セミ形式記述を入力に影響・
競合関係の算出を行う。セミ形式記述では、機能の入力項目 C と確認項目 A の間の論理関係を
Imply（「−>」）を使って、C−> Aと表現する。このため、Implyの前件・後件からそれぞれ機能の
実行開始時に参照する状態、機能が実行時に変更する状態を取得できる。セミ形式記述では、参
照・変更される機器の各状態は、命題プリミティブ「関係語（主体語、対象語、制約語）」のうち、
関係語が isでないときは対象語・制約語の部分、関係語が isのときは主体の部分に記載するため、
この部分を機械的に抽出することによって得られる。
抽出した機能の参照・変更する状態、及び機能の実行順序は図 5.2 の定義の YAML ファイルを
用いて、図 5.3のように記述する。機能の実行順序は、システム仕様書には記載されないため、テ
スト設計者が手動で設定する。機能間の影響・競合関係は、設定された機能の実行順序と抽出した
参照する状態・変更する状態を元に、自動的に同定し、実行順序が前後・並列になっている機能の
うち、同じ状態を変更・参照している機能同士（影響関係のある機能）や、同じ変数を変更する機
能同士（競合関係のある機能）を自動的に可視化する。
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図 5.2 順序・影響関係可視化図式の入力ファイルの定義
図 5.3 順序・影響関係可視化図式の入力ファイルの例
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5.3 可視化図式によるテストケース生成
図 5.4 図式からのテストケース生成方法
本節では、本研究で提案する順序・影響関係の図式表現から Promela テストケースを生成する
方法を述べる。テストケース記述言語に Promela を採用することで、統合テスト環境を用いて生
成したテストケースの自動テストも可能にする。
図式からモデル検査用のテストケースを生成する手法には、CDL から生成するもの [58] や、
UML の状態遷移図から生成するもの [59] があるが、本研究における可視化図式は、これら手法が
表現可能な実行順序に加え、機能間の影響・競合関係についても表現することで、テストすべきシ
ナリオの範囲設定にも貢献する。
図式から順序通りの実行と並列な実行を反映したテストケースを生成は、可視化図式を実行順序
の早い順（左）から順番に見ていき、機能のノードか並列な分岐かに応じて次の 2 通りの方法で
Promelaに反映することで実現できる。
•順序通り（分岐していない）ステップの並び:
1. 単一プロセス上にステップを図の順で並べる
•並列な（分岐している）ステップの並び:
1. 分岐の発生箇所で子プロセスを生成する
2. 子プロセスの終了まで falseとなる判定式を、子プロセス生成直後に置く
3. 子プロセスの最終ステップに、プロセス終了の旨を示すフラグを立てる
Promela で実行の順序が保証されているものは、proctype によるプロセスの定義中にあるス
テップのシーケンスのみである。したがって、順序通りの実行が必要なステップについて全て一つ
の proctype に統合する（1）ことで、順序通りのステップの実行を実現する（図 5.4 の proctype
A）。一方、プロセス同士は、統合テスト環境が搭載する Spinによって網羅的な順序で実行される。
上記動作原理に基づき、並列な実行が指定されたステップを別々の proctype に定義することで、
並列なステップの実行を実現する（図 5.4の proctype Bと C）。
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定義を分けたプロセスを、並列にステップを実行すべき箇所にて子プロセスとして同時に生成す
る（1）ことで、任意箇所にてステップを並列にテストできる。2は、生成した子プロセスの実行が
終わる前に子プロセスを生成した元のプロセスが進行することを防ぐためのものである。Spin は
判定式が trueになるまでプロセス中のステップを進行しないので、3が行われる子プロセスの終了
まで、後続処理が並列な処理実行中に先行しない（図 5.4の proctype Aの (bDone && cDone)）。
図 5.4 の下部にある [](StateA == STATE) の部分は、この可視化図式中で満たすべき状態の制
約であり、モデル検査用テストケースへと変換した際に LTL)式として実現され、Spinによる網羅
的なテスト実行中に違反しないか評価される。これにより、どのような順序で機能が動作しても制
約が成立することを確認できる。
5.4 可視化図式を用いたテスト対象シナリオ削減のケーススタディ
図 5.5 評価用可視化図式
本論文で提案する可視化図式を用いてテスト範囲を絞り込むことで、得られるテストケースの数
を削減できることを確認する。方法として、可視化図式上から特定の状態に関連する機能・シナリ
オの調査を試行し、これに関連するシナリオのみに限定したテストケースを作成し、テストされた
実行順序の数を比較する。ここでは評価のために話題沸騰ポット第 7 版 [60] を元に作成した次の
セミ形式記述形式の機能について、図 5.5の左側に 3つのシナリオを可視化した。
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シナリオ A（沸騰ボタンを押して沸騰行為にする）
•!is（モード，_，保温行為）& !is（給湯状態，_，給湯中）&押す（ユーザ，沸騰ボタン）
−> 設定する（ポット，モード，沸騰行為）
シナリオ B（蓋を閉じて沸騰行為をする）:
•開ける（ユーザ，蓋）−> 設定する（ポット，モード，アイドル）
•閉じる（ユーザ，蓋）& is（水量，適正）−> 設定する（ポット，モード，沸騰行為）
シナリオ C（キッチンタイマを使う）:
•押す（ユーザ，タイマボタン）−>加算する（ポット，タイマ，1min） &開始する（ポッ
ト，タイマ）
•検出する（ポット，タイマ，0sec以下）−> 鳴らす（ポット，ブザー）
シナリオ A は、沸騰ボタンを押下することで、ポットの温度制御のモードを沸騰モードに変更
するものである。本評価で使用した [60]の仕様書では、保温行為中で、給湯中でないときに沸騰ボ
タンによる温度制御モードの変更が可能である旨の記載がある。なお、今回の例では、沸騰ボタン
を押すことによるアイドル状態から蓋センサが on になることによる沸騰行為状態への変化は、¬
を実行中に起こる、すなわち記載した可視化図式の範囲内で起こるものとする。
シナリオ B は、ポットの蓋を閉じることで沸騰行為状態になることを確認するシナリオで、
「ポットの蓋を開ける」、「蓋を閉じて沸騰行為にする」ことを順序通りに実行するシナリオである。
なお、今回の例では、蓋を開けるまえにポット中に適正とされるだけの水量が存在するものとする。
また、蓋が閉じることによるアイドル状態から沸騰行為状態への変化は、®を実行中に起こる、す
なわち記載した可視化図式の範囲内で起こるものとする。
シナリオ C は、タイマボタンを押して設定した時間にブザーが鳴ることを確認するシナリオで、
「キッチンタイマの時間の加算」、「キッチンタイマの時間が 0 秒になった際のブザー鳴動」の機能
を順序どおりに実行するシナリオである。本ケーススタディでは「モード」に関係する機能を含む
シナリオのみをテストするようにテスト対象のシナリオの選択を行う。
さらに、モデル検査器用のテストケースへの変換について、本仕様書には具体的な実装について
の記述はないため、可視化図式中の各機能のノード内の各操作の実行は Promela 上では printf
と置き、手動にて変換を実施した。また°のタイマ減算処理についても手動にて実現した。
5.5 ケーススタディの結果
表 5.1 テストされた実行順序の数
テスト範囲 実行順序の数
全体版（図 5.5の左側） 30
範囲限定版（図 5.5の右側） 3
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モードに関連する機能について、影響・競合関係にある機能を含むシナリオのみにテスト対象の
シナリオを制限すると、図 5.5の右側に示す破線の機能のノードがテスト範囲から除外された。テ
スト範囲絞り込み前の図式（図 5.5の左側）、絞り込み後のテスト図式（図 5.5の右側）をそれぞれ
本論文で提案する方法に基づいて Promelaテストケースに変換すると、図 5.6、図 5.7 のような
テスト手順の Promela テストケースが得られる。このテストケースについて、Spin によってテ
ストされた順序入れ替えの数を数えると、表 5.1となった。
1 bool scenarioADone
2 bool scenarioBDone
3 bool scenarioCDone
4 proctype ScenarioA() {
5 d_step {
6 printf(”1\n”)
7 scenarioADone = true
8 }
9 }
10
11 proctype ScenarioB() {
12 printf(”2\n”)
13 d_step {
14 printf(”3\n”)
15 scenarioBDone = true
16 }
17 }
18
19 proctype ScenarioC() {
20 d_step {
21 printf(”4\n”)
22 }
23 d_step {
24 printf(”5\n”)
25 scenarioCDone = true
26 }
27 }
28
29 init {
30 d_step {
31 run ScenarioA () ; run ScenarioB () ; run ScenarioC()
32 }
33 (scenarioADone && scenarioBDone && scenarioCDone)
34 }
図 5.6 図 5.5左側の Promelaテストケース
5.6 考察
本ケーススタディでは、ポットの「モード」を介して影響関係のある機能を含むシナリオについ
てテスト対象のシナリオの選択を試行した。図 5.5 の左側を見ると、「モード」を介して影響関係
にある機能（­→ ¬、­→ ­、®→ ¬）、及び競合関係にある機能（¬→ ­ ¬→ ®）が明示され
ている。テスト設計者は図式に明示された影響・競合関係を元に、テスト対象の機能・シナリオを
選択できる。
従来では、システム仕様書に影響・競合関係について明示されることが少なく、テスト設計者が
暗黙的に影響・競合関係にある機能・シナリオを推測し、テスト対象として選択していた。暗黙的
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1 bool scenarioADone
2 bool scenarioBDone
3 proctype ScenarioA() {
4 d_step {
5 printf(”1\n”)
6 scenarioADone = true
7 }
8 }
9
10 proctype ScenarioB() {
11 printf(”2\n”)
12 d_step {
13 printf(”3\n”)
14 scenarioBDone = true
15 }
16 }
17
18 init {
19 d_step {
20 run ScenarioA () ; run ScenarioB()
21 }
22 (scenarioADone && scenarioBDone)
23 }
図 5.7 図 5.5右側の Promelaテストケース
なプロセスで行われる従来の機能・シナリオの選択方法では、選択対象の機能・シナリオの見落と
しの可能性があり、不具合が後工程に流出することがあった。
本手法では、機能間で共通に参照・変更されている状態を元に、影響・競合関係にある機能・シ
ナリオ全体を可視化したことで、明示された影響・競合関係を根拠に、検討漏れなくテストする機
能・シナリオの選択が可能となった。
次にテスト手順について、表 5.1を見ると、本可視化図式によって優先度付けを行って限定した
テスト範囲について生成したテストケースのほうがテストされた実行順序の数が少なくなっている。
これは、図 5.5中の並列に動く 3つのシナリオからシナリオ Cが除外されたことで順序の入れ替わ
りの候補が減ったことによるものである。
図 5.5の左側の時点では、機能 ¯–°は ¬–®のどの時点でも実行される可能性があるために、こ
れらが ¯–° との前後に実行される場合を実行順序の入れ替えたテストケースに含める必要があっ
た。図 5.5 の右側ではこの入れ替わりの候補である ¯–° が存在していない。ここから、本可視化
図式によるテスト範囲の制限により実行順序の入れ替えの数を削減できることがわかる。
以上、可視化図式上で影響・競合関係を元にしたテスト対象機能・シナリオの選択が可能である
ことを例示した。また、並列に動作しうるシナリオ群から、影響・競合関係にないシナリオを除く
ことで、起こりうる実行順序の数を削減できることを示した。
5.7 本章のまとめ
本章では、並列動作する機能を網羅的な順序で実行するテストについて、2つの課題
1. 状態爆発によってテストの実行が困難なこと
2. システム仕様書中に機能間の影響関係・競合関係が明示されることが少なく、テスト対象の機
能の限定が困難なこと
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に取り組んだ。この課題を解決するために、機能間の影響・競合関係の可視化し、一つのテスト
ケース中で並列に実行すべき機能の限定を支援することで、起こりうる実行順序の数を削減する手
法を提案した。
提案手法では、第 3章のセミ形式記述の仕様から各機能が参照・変更する状態を抽出し、この状
態と、機能の実行順序を元に、影響関係・競合関係にある機能を可視化する図式を開発した。この
可視化図式により、図式上に明示された関係を見ることで、一つのテストケース中で並列に実行す
べき機能を発見可能にした。また、可視化図式に表現された決定・非決定的なテスト手順を第 4章
の統合テスト環境用のテストケースへ変換するアルゴリズムについても紹介した。これにより、テ
スト対象の機能の決定から自動評価までの一貫した支援を実現した。
ケーススタディとして、自然言語で書かれた仕様書から 3種類のシナリオを図式化したところ、
図式上で機能間の影響・競合関係が可視化でき、かつテスト対象の機能の選択が可能なことを確認
した。また、本図式でテスト対象の機能を限定することで起こりうる実行順序の削減に寄与するこ
とを確認した。
以上から、本章で提案する非決定的な実行順序で行うテストの対象機能の選択支援により、状態
爆発を回避し、現実的に実施可能な工期で統合テスト環境による自動評価が可能になると考える。
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第 6章 結論と今後の課題
本研究では、プロダクトライン開発を用いた組込み機器のシステムテストにおける、次の 2つの
課題の解決のために、テストケースの設計からテストの実行までにアプローチした。
1. 自然言語で書かれた欠陥を含むシステム仕様書テストケース設計において、テスト設計者が暗
黙的なプロセスで欠陥の修正・テストケースへの変換を行うため、結果修正の誤りがあった場
合に、手戻りが大きくなること。
2. 複数機能を衝突させたテストを派生製品の開発の中で繰り返し行うに当たり、テストケースの
設計・実行に工数がかかること。
自然言語で書かれたシステム仕様書を元にしたテストケース設計の課題解決のために、本研究で
は、現場のテスト技術者へのヒアリングを元に、テストケース設計プロセスを再定義した。再定義
したテストケース設計プロセスでは、欠陥が含まれる自然言語で書かれたシステム仕様書から、段
階的にテストケースへ変換していき、変換の中間成果物をレビューすることで、欠陥が修正された
システム仕様書を元にテストケースを設計する。中間成果物について明示的なレビューを実施する
ことで、手戻りを小さくするとともに、システム仕様書からテストケースへの自動変換によるテス
トケース設計工数の削減、及びシステム仕様の可視化ツールによるレビューの容易化を図った。
提案するテストケース設計プロセスは、評価の結果、自然言語で書かれた仕様書を入力に、欠陥
の修正を行いながら、最終的にテストケースの生成が可能なことを確認し、実行可能なテストケー
スとして実現できたことを確認した。
プロダクトライン開発を用いた組込み機器における回帰テスト工数が膨大である課題について、
テストケース設計プロセスにより生成されたテストスクリプトを自動評価する統合テスト環境によ
り、解決を試みた。統合テスト環境では、並列に動作しうる機能に対する決定・非決定的な順序で
のテストをモデル検査技術の活用により、自動的・網羅的にテストする。開発した統合テスト環境
では、実機上で動作する組込みソフトウェアに対し、通信順序を網羅的に入れ替えたブラックボッ
クスのテスト、及びエミュレータ上で動作する組込みソフトウェアに対し、機器の内部状態を網羅
的な順序で操作するホワイトボックスなテストの両方の視点でのテストを実現した。これにより、
従来手法では困難であった特に組込みソフトウェアの内部状態を参照しなければ評価不可能なテス
トも可能となり、開発の上流から下流工程までをサポートするテスト環境を実現した。
開発した統合テスト環境の評価として、プロダクトライン開発を用いて開発されているビル用空
調システムの過去不具合事例を統合テスト環境で自動テストした。テストの結果、統合テスト環境
は、複数の機能の並列に動作させることによる非決定的なテスト手順を、ブラックボックス・ホワ
イトボックス両方の視点で自動的に実行可能なことを確認した。また、テストケースリポジトリの
活用により、機能ごとに独立に書かれたテスト手順を組み合わせて非決定的なテスト手順のテスト
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ケースが生成できること、生成するテストケースはテスト実行時の機器構成に合わせて柔軟に書き
換え可能なこと、不具合事例を確認する評価項目を生成するテストケースに埋め込み、自動的に評
価できることを確認した。
この結果から、統合テスト環境により、起こりうる機器構成・機能の実行順序が多いことからテ
スト実行の工数が多くテスト実行が困難であった課題について、自動的なテスト実行により解決さ
れることを確認した。
加えて、複数機能を衝突させたテストにおける状態爆発に対処するために、テスト対象とする機
能を限定し、起こりうるテスト実行の工数を削減する手法として、テストケース設計プロセスの成
果物である形式化された仕様書から機能間の影響関係・競合関係を可視化することによって、テス
ト対象の機能の決定を支援する手法を提案した。提案手法では、並列動作する機能が他のどの機能
の実行に影響を与えるかを明らかにするために、形式化された仕様書から、機能が参照・変更する
状態を抽出し、共通する状態を参照・変更する機能を影響関係（ある機能が変更した状態を別の機
能が参照する関係）と競合関係（ある機能が変更した状態を別の機能も変更する関係）として可視
化するツールを開発した。テスト設計者は可視化されている図式を根拠に、影響・競合関係にある
機能を発見できる。この図式表現により、並列動作する機能の順序を入れ替えたテストにおける、
テスト対象の機能の選択が困難な課題の解決を図った。
また、可視化された図式に対応する Promela 形式のテストケースの生成アルゴリズムについて
も提案し、後述の統合テスト環境にて自動テストを行うことで、機能の実行順序を入れ替えたテス
トの実行自体の困難さの解決にもアプローチした。
機能間の実行順序と影響・競合関係を可視化する図式表現について、自然言語で書かれた仕様書
から作成した 3種類のシナリオを図式化したところ、機能間にある影響・競合関係が可視化できる
こと、この影響・競合関係により、テスト対象の機能の選択が可能なことを確認した。また、本図
式でテスト対象の機能を限定することで起こりうる実行順序が削減されることを確認した。この結
果から、並列動作する機能の順序を入れ替えたテストにおいて、従来困難であったテスト対象の機
能の選択支援が実現でき、テスト対象の機能を限定することで、起こりうる実行順序の削減が実現
されることを確認した。
本研究で提案する以上手法により、プロダクトライン開発を用いた組込み機器におけるテスト
ケースの設計から実行までテストの課題を解決した。これにより、プロダクトライン開発で従来取
り組まれていた設計・実装工程の開発の効率化に、本研究で提案するテスト工程の効率化を加える
ことで、開発工程を効率化可能なプロダクトライン開発が実現可能となったと考える。
今後は、テストケース設計プロセスにおいて、自然言語仕様書からセミ形式記述への変換ルール
の拡充を行い、変換の正確さの向上を図る。
現在、テストケースの設計・実行の一連を支援するテストケース設計プロセスの遂行支援ツール
群、及び統合テスト環境について、実用化に向けたフィージビリティスタディを行っている。現場
のシステムへの適用と現場の技術者からのフィードバックにより、より実践的な環境としてブラッ
シュアップを行っていく。
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