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Abstract
Walking robots are useful in search and rescue applications due to their ability to navigate uneven and
complex terrain.
A hexapod robot has been developed by the Robotics and Agents Research Lab at UCT, however
multiple inadequacies have become evident. This work aims to produce a mathematical model of the
hexapod and using this model, implement an effective control algorithm to achieve a smooth walking
motion and overcome the original flaws.
The mathematical model was integrated with the mechanical structure of the hexapod and controlled
by a micro-controller. This micro-controller allows for a rapid start-up and low power consumption when
compared to previous iterations of the hexapod. Using a path generation algorithm sets of foot positions
and velocities are generated. Generating these points in real time allows for walking in any direction
without any pre-defined foot positions.
To enable attitude control of the hexapod body, an inertial measurement unit was added to the hexapod.
By using a PID controller the IMU pitch and roll data was used to control a height offset of each foot of
the hexapod, allowing for stabilisation of the hexapod body.
An improved wireless remote control was developed to facilitate communication with a host computer.
The remote system has a graphical user interface allowing for walking control and status information
feedback, such as error information and current battery voltage.
Walking tests have shown that the hexapod walks successfully with a smooth tripod gait using the path
generation algorithm. Stabilisation tests have shown that the hexapod is capable of stabilising itself after
a disturbance to its pitch and/or roll in ±2.5 seconds with a steady state error of ±0.001 radians.
This proves that the hexapod robot can be controlled wirelessly while walking in any direction with a
stabilised body. This is beneficial in search and rescue as the hexapod has a high degree of manoeu-
vrability to access areas too dangerous for rescuers to access. With cameras mounted on the stabilised
body, it can be used to locate survivors in a disaster area and assist rescuers in recovering them with
speed.
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Glossary
Anthropomorphism ”The attribution of human traits...to non-human entities” [1].
Attitude The orientation of an object in space (pitch, roll and yaw).
End Effector The manipulator at the end of the last link of a serial chain of links
(i.e. a foot or gripper).
Pitch Rotation around the x-axis.
Roll Rotation around the y-axis.
Yaw Rotation around the z-axis.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Introduction 1
1 Introduction
Robots are becoming more and more useful each day with some of their aims including simplifying and
automating production processes and aiding in every day tasks. In the past wheeled robots have been
most common due to the simplicity of their design and the control system required to operate them.
However they perform poorly on uneven terrain. Legged robots are developed to address this issue.
Legged robots have a superior agility when compared to wheeled robots and allow for navigation over
complex and uneven terrain. A four legged robot is common, however having more legs allows for the
failure of one or more legs while the robot retains the ability to walk, albeit in a crippled state. In the case
of a hexapod, a six legged robot, it has an increased agility which allows it to traverse uneven terrain
and climb over objects [2]. Since it has more legs than needed for simple walking it allows for complex
walking gaits and the failure of up to two legs while retaining the ability to walk. Because hexapods have
redundant legs1, aside from being able to function after losing functionality of some of its legs, it can
re-purpose two of its legs into grippers which allows it to interact with objects while walking.
One such application of this is in search and rescue or disaster management. When a disaster, for
example an earthquake, strikes it is crucial to get to the scene quickly and be able to move around
safely while gathering information about possible survivors and the surroundings. Sending in a search
and rescue team to do this is dangerous for the rescuers and could put more lives at risk. Sending in
an agile robot with necessary sensors such as infrared cameras and global positioning systems (GPS)
allows for search and rescue teams to identify further hazards in the surrounding area as well as locate
any survivors. This allows for targeted rescue efforts which reduces the risk to the rescuers and will
decrease the time needed to find and save people [3].
1Having more legs than required for basic motion
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The work done in this project aims to continue the research and development of the hexapod robot in
the University of Cape Town’s Robotics and Agents Research Lab (RARL) by implementing an effective
control system such that the robot can move with a high degree of agility and precision.
Figure 1.1: Hexapod Robot
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1.1 Problem Statement
The University of Cape Town has developed a hexapod Robot with undergraduate students over several
years [4], [5], [6]. At the start of 2018 it moved by reading in motor positions from a file line by line and
moving each motor to its respective position. This shows no level of control and is simply a ’brute force’
approach to robotic motion. It was controlled by an on-board computer running Windows 7 which led to
a long start-up time (±6 minutes). In search and rescue if the robot being utilised needs a significant
amount of time to start-up then it is losing out on critical time during which it could be saving people.
This previous iteration of the hexapod is referred to as the ’MK1’ hexapod from here on and its structure
is discussed in section 3.
A control system needs to be developed in order to optimize the motion of the robot and allow for more
flexible use. In order to achieve this a mathematical model must be developed to produce relationships
between foot positions and motor angles in order to produce an effective control algorithm.
Once a control algorithm has been developed, robot applications such as search and rescue can be
explored. The hexapod is an agile robot and allows for increased maneuverability in difficult terrain.
A possible application includes mountain rescue. Placing a camera and tracking software aboard the
hexapod will allow for the tracking and locating of persons who may be (for example) lost in a mountain.
Note that this application would need a larger version of the hexapod to be able to climb over large rocks.
Research into robotic manipulators that mimic nature, or more specifically ones which mimic human
motion, is beneficial in the field of prosthetics. The 3-DOF2 anthropomorphic manipulators that make up
the hexapod mimic the joints and motion of a human leg and as such the mathematics involved in this
research could be translated to the field of bio-engineering and prosthetics design.
2Three degrees of freedom.
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1.2 Aims and Objectives
The aim of this project is to gain a deeper understanding about robotics and robot control as well as
learn the fundamental mathematics behind robotic systems and robotic motion. Various mathematical
models of the hexapod’s legs as well as the complete hexapod system is developed. This is done by
determining the kinematics and dynamics of each system. A control system will be developed based on
the mathematical models and refined until an effective control algorithm has been developed such that
the hexapod can walk and move with a high degree of agility and maneuverability.
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1.3 Scope and Limitations
This project includes the development of a mathematical model of the leg and body of the hexapod
robot. The mathematical model includes the inverse and differential kinematics of a single leg. Body
kinematics is used to translate this into a global coordinate system. The dynamics of a single leg, in the
form of the equations of motion, is calculated to allow for the determination of the relationship between
foot forces and motor torques.
The mathematical model is implemented on a micro-controller in C++.
A remote control system is developed to allow the hexapod to be controlled remotely from a host com-
puter. This includes the development of a graphic user interface (GUI) in java for the host computer and
relevant code on the hexapod to communicate with it.
An inertial measurement unit (IMU) will be added to the hexapod to allow for the determination of the
hexapod’s attitude3. A PID4 controller will be developed so that, using the pitch and roll data from the
IMU, the attitude of the hexapod body can be set and maintained over uneven terrain.
Various mechanical changes are made to the hexapod in order to improve its structure and performance.
Printed circuit boards (PCBs) are developed to include all circuitry necessary for the hexapod to operate,
in a small form factor.
This project does not include the development of a battery and power regulation system for the hexapod,
however during 2019 a battery and regulation system with wireless charging was developed for the
hexapod by Sven Weihe, an undergraduate electro-mechanical engineer, during his final year project
[7].
Although multiple gaits are possible with the mathematics and algorithms developed, only the tripod gait
is implemented and tested. Gait selection and gait design is not a focus of this project and as such the
fastest gait [8], the tripod gait, is the one of interest.
3The orientation of the hexapod (pitch, roll and yaw)
4Proportional-Integral-Derivative
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Introduction 6
1.4 Proposed Research Plan
The proposed research plan below was developed at the beginning of the project and as such is written
in future tense.
The project outline includes producing a mathematical model of the hexapod robot. This has begun
by modelling a single leg using inverse kinematics. Gaining the necessary knowledge to complete the
modelling and producing a final model of one leg is expected to be completed by July 2018 after which
the control system development can begin.
The mathematical modelling is done using forward and inverse kinematics to find the position and orien-
tation of the end effector in relation to the joint angles of the motors. Differential kinematics is then used
to determine the velocity and angular velocity of the end effector in relation to the angular velocity of the
joints. A dynamic model of the leg is to be produced to relate the end effector forces to the joint torques.
This produces a model of the leg’s parameters with respect to a local leg coordinate system which can
then be used to achieve a desired motion of the hexapod.
Once the control algorithm of a single leg is completed and tested, the modelling of the robot as a whole
can begin. This includes the body kinematics which translates the mathematical model in the local leg
coordinate system to a model in a global hexapod coordinate system. This way each leg is a complete,
modular unit and once several legs are added together they form a full robotic system.
The finished leg unit with control algorithms tested is planned to be complete by the end of 2018. This
will allow for sufficient time in 2019 to aggregate the legs’ control into a complete control algorithm for
the hexapod.
The control algorithm will be programmed using C++. This is done so that it is capable of running on an
ARM STM micro-controller. Distributed intelligence will be explored. The aim is to have a separate micro-
controller for each leg to process the individual leg kinematics and a master micro-controller processing
the hexapod’s overall motion and handling remote control with the host computer and the processing of
IMU data and communicating with each leg to achieve a desired robot trajectory.
An IMU will be explored and a controller will be developed to allow for attitude control of the hexapod.
Implementing an attitude controller will allow the hexapod to maintain a specific attitude irrespective of
the terrain over which it walks.
Testing of each control algorithm will be done to ensure that they are functioning as expected. This
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will be done by giving the robot a desired trajectory and measuring the accuracy and precision of the
movement. The algorithm will be adjusted until the hexapod is able to walk with a smooth leg motion
while keeping its body stabilised.
1.5 Anticipated Outputs
The outputs of this project include the production of this dissertation which details the research done
and the findings of the project.
A control algorithm is to be developed and software designed around this to allow the hexapod to walk
smoothly with a fixed body attitude while being remotely controlled. This software will be implemented
into the hexapod system and testing will be conducted to verify that the control algorithms functions
effectively.
A GUI is to be developed to run on a host computer which will communicate with the hexapod. This will
be designed to allow for remote control of the hexapod walking and show feedback to the user about the
hexapod’s current state.
The physical hexapod is to be improved and the hexapod robot is the final output of this project.
1.6 Potential Impacts
There is no direct socio-economic impact in the research of a hexapod robot, however the possible
applications of the robot include search and rescue. This robot could be used to save lives in difficult
situations and aid search and rescue workers, such as mountain rescuers, in doing their job. It allows
for rescuers to distance themselves from the dangers associated with search and rescue by sending in
the hexapod to assess the surroundings and locate survivors instead of rescuers going in themselves.
This lowers the risk to human life and well being.
The research into the mathematical modelling of the hexapod’s legs could also be used in prosthetics.
The hexapod legs are made up from joints and links following an anthropomorphic manipulator. This is
the same configuration as the leg of a human and as such the mathematics is transferable.
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2 Background Research
In the current world wheeled robots have dominated locomotion due to their simplicity of design and
ease of control. This allows for the manufacture of cheap, efficient and fast vehicles which are used
daily. In order for a wheeled vehicle to function correctly it must be used on a relatively smooth surface.
Cars for instance, are driven on a paved surface and can only overcome small obstacles, such as speed
bumps and pot holes. If the terrain over which the vehicle must traverse is uneven, railed or tracked
vehicles can be used. Tracked vehicles, such as tanks, have an increased mobility over complex terrain
when compared to wheeled vehicles, however they are still not able to overcome large obstacles. Railed
vehicles, such as trains, must have a permanent rail laid down over the entirety of its path. This limits
its movement to that of the path of the rail only. Even specially designed all-terrain vehicles can only
overcome small obstacles at the cost of a high energy consumption [9]. It is said that over 50% of the
Earth’s ground surface is inaccessible to wheeled vehicles and for this reason legged or walking robots
are a focus of research [10].
2.1 Walking Robots
Autonomous robots are split into two categories, namely mobile robots and manipulation robots [9]. The
focus of this project is on legged mobile robots however the principles and mathematical formulae can
be applied to either type of robotic system.
Legged mobile robots are able to access places a wheeled or tracked robot cannot. They have an high
degree of mobility due to the flexible nature of their motion. Generally, their legs are made up of a
number of links attached to one another with joints where each joint is rotated by an electric motor. By
manipulating the motors one can control the position and orientation of the leg and the end effector5
as well as the velocity, acceleration and end effector forces. This precise motion control allows for the
positioning of legs through a sequence of points in such a way to allow a robot walk over rough or uneven
terrain. It can lift its legs over obstacles and even use its legs to interact with objects.
5The object at the end of the last link of a serial chain (i.e. a foot or gripper)
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Some examples of various different types of walking robots can be seen in figure 2.1 below.
(a) Boston Dynamics Atlas Robot [11] (b) Boston Dynamics Spot Classic Robot [12]
(c) Boston Dynamics RHex Robot [13] (d) Hexapod PhantomX AX Robot [14]
Figure 2.1: Different Walking Robots
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Walking robots have more advantages than simply being able to move over complex terrain. If a (non-
biped) legged robot is designed with more than four legs it is capable of losing the functionality of one or
more of its legs while retaining the ability to walk.
Although walking robots have many advantages over wheeled and tracked robots, they have their dis-
advantages too. One notable disadvantage is their low speed when compared to wheeled robots due
to the complex motion required to propel the robot in a particular direction. Due to the complex motion
required to make a legged robot walk, the control algorithm is inherently complicated. This leads to
longer development times and more computationally intensive control software [10].
The mechanical design of walking robots is often complicated. Multiple links must be joined to one
another through actuators. These links are often made up of complex shapes and curves. Each degree
of freedom in a leg of a walking robot requires its own actuator to move it. This means that a legged robot
needs far more actuators than a wheeled robot would need which leads to a higher power consumption
and higher cost than wheeled robots. This creates an additional problem of developing a high current,
light and mobile power supply which can supply power to the robot while it walks [10].
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2.2 Hexapod Robots
Hexapod robots are mobile legged robots that walk on six legs. Since non-bipedal a robot can be
statically balanced on only three legs and walk with only four legs the hexapod robot has a high degree
of flexibility in terms of the motion it can achieve. If any of the six legs fail, the hexapod can continue
to operate by adjusting its walking motion to account for the missing leg. Furthermore, not all six legs
are needed for stability, this means that while walking legs can be used for other purposes such as
interacting with objects [15].
Hexapod robots generally come in one of two shapes; rectangular or hexagonal. In the rectangular
shape there is a set of three legs on either side of the long edge of the rectangle. The hexagonal shape
hexapod robot has a hexagonal or circular body with the legs distributed around this body evenly. A
comparison between the two shapes can be seen in figure 2.2 below.
(a) Rectangular Hexapod Configuration (b) Hexagonal Hexapod Configuration
Figure 2.2: Hexapod Leg and Body Configurations
It is apparent from the figure above that each design requires different control algorithms to operate and
has varying advantages and disadvantages. For example, the rectangular hexapod performs better than
the hexagonal hexapod while walking forward and backward, however the hexagonal hexapod is better
at turning on the spot and has uniform performance in all directions [16].
The gait of a robot, or animal for that matter, is defined as the cyclic motion pattern that produces
locomotion through contact with the ground. The gait can vary in different ways, such as the timing
between legs, known as the duty factor, the order in which the legs come into contact with the ground,
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the trajectory each leg moves through and more [17].
According to a mathematical analysis of the walking gait of both designs the hexagonal hexapod has
a better turning ability, higher stability margin and larger stride length capabilities than the rectangular
hexapod [16].
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2.2.1 Leg Phases
In order to achieve a walking motion a hexapod robot must lift each foot off the ground, move it through
the air to a new position, place it back on the ground at that position and move it once more to pull the
hexapod in a particular direction.
The motion during the air is called the swing phase and the motion when the foot is touching the ground
is called the support phase.
Support Phase
The support phase of a hexapod’s walking motion consists of the time at which the foot touches the
ground to the point at which it moves off the ground. During this motion the body of the hexapod is
pulled by the leg which propels it in a direction. This is the point at which the load of the hexapod’s body
and cargo is applied to the leg’s links and motors.
Swing Phase
The swing phase of a hexapod’s walking motion consists of the time at which the foot lifts off the ground
to the time at which it touches back down in a new location. This motion must be carefully designed so
that the leg or foot does not come into contact with any other parts of the hexapod, or anything in the
outside world, while moving. It is ideally a single smooth motion and can most easily be described by
either a portion of a sine wave or a polynomial.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Background Research 14
Combined Swing and Support Phase Motion
By combining the above two phases of motion the full motion of the leg is achieved. Figure 2.3 below
shows a leg moving through the swing and support phases during horizontal hexapod motion in the x
direction.
Figure 2.3: Combined Foot Trajectory
It can be seen above that, in this particular path, the stride length is 100mm in the x direction and the step
height is 50mm in the z direction. Note that the z axis is shown from −60mm to −140mm because the
zero point is the body of the hexapod and down is negative. As such to reach the ground if the hexapod
is standing at a height of 140mm above the ground, the leg must move to a z position of −140mm. The
coordinates in the plot above are relative to the center of the hexapod’s body.
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2.2.2 Walking Gaits
The walking motion that a hexapod uses is called a gait. It defines the order in which it moves its legs
and greatly affects both the style and efficiency of walking. The gaits investigated here include the free
gait, the tripod gait, the wave gait and the quadruped gait. A specialised gait to be used when gripping
an object is also investigated.
One cycle of the gait includes both the swing and the support phase and starts and ends with the leg at
the same position. The duty factor of the leg is defined as the fraction of the gait cycle during which the
leg is in the support phase [18].
Free Gait
The free gait is characterized as having no periodic or cyclical pattern. It moves each leg independently
and for this reason it is terrain adaptive. Each leg’s foot hold and swing motion is planned using a flexible
algorithm that takes the ground features and the robots position and orientation into account [19]. It is a
more efficient walking gait than others over complex terrain however it requires more advanced control
and sensors to input data about the robots surroundings. Using knowledge about its environment the
robot is able to determine acceptable positions to place its feet relative to the ground features and by
doing this for all legs walking is achieved.
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Tripod Gait
The tripod gait is characterized as having three legs on the ground in the support phase while the other
three legs are in the air in the swing phase. In each gait cycle the body of the hexapod moves two
strides. The duty factor of this gait is 12 .
This is the fastest hexapod gait of those discussed and as demonstrated in [20] the free gait algorithm
on flat ground spontaneously produces a tripod gait.
The foot fall pattern of the tripod gait can be seen in table 2.1 below.







In the foot fall table above the dark cells represent a leg in the swing phase while a light cell represents
a leg in the support phase.
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Wave Gait
The wave gait is characterized as having five legs in the support phase while one leg is in the swing
phase. The duty factor of this gait is 56 . Having five legs in contact with the ground at a time makes this
gait the most stable, however it is the slowest of the gaits discussed [21]. The foot fall pattern of the
wave gait can be seen in table 2.2 below.







In the foot fall table above the dark cells represent a leg in the swing phase while a light cell represents
a leg in the support phase.
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Hexapod Quadruped Gait
The quadruped gait is characterized as having four legs in the support phase while two legs are in the
swing phase. This gait is a combination of speed and stability as four legs are on the ground at all times.
The duty factor of this gait is 23 [19]. The foot fall pattern of the quadruped gait can be seen in table 2.3
below.







In the foot fall table above the dark cells represent a leg in the swing phase while a light cell represents
a leg in the support phase.
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Gripping Gait
This gripping gait is used when two of the legs are re-purposed as grippers. This turns the hexapod into
a quadruped and thus the gait must be adjusted to that of a quadruped [5]. The quadruped gait used for
hexapods is the crawl gait. This is characterized as having three legs in the support phase while one leg
is in the swing phase. The foot fall pattern of the gripping gait can be seen in table 2.4 below.







In the foot fall table above the dark cells represent a leg in the swing phase while a light cell represents
a leg in the support phase and the red cells represents legs being used as grippers.
Comparison of Gaits
A comparison of the gaits discussed above can be seen in table 2.5 below. Each parameter is given a
rating from 1− 5 so for example a 0 for speed means that it is slow, a 5 for stability means that it is very
stable and a 0 for complexity means that it is simple to implement. Reasons for each value given can be
found in Appendix A.
Table 2.5: Hexapod Gait Comparison









Free N/A 5 5 Any No 5
Tripod 12 4 2 Smooth No 0
Wave 56 0 4 Smooth No 1
Quadruped 23 2 3 Smooth No 2
Gripping 34 1 1 Smooth Yes 3
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2.2.3 Stability Margin
One of the main goals in having a walking robot navigate complex terrain is for the robot to do so quickly
while remaining stable. It is advantageous if the base of the robot remains as horizontal as possible in
order to allow the carrying of a sensor payload (such as cameras) and/or a cargo load. This can only be
done to the point at which the robot remains stable, after which stability will remain the priority so that
the robot does not fall over.
The stability margin of the robot is defined as the shortest distance from the center of mass of the robot
to the lines joining its feet in the support phase. The smallest of these distances is the stability margin
which must remain above a certain value, as defined by the user of the hexapod [22]. The stability
triangle can be seen in the image below where the stability margin is the shortest of green lines (in this
case they are all the same length as the center of mass of the hexapod is in the center of its body).
Figure 2.4: Stability Triangle
The configuration of the robot above assumes that legs 1, 3 and 5 are supporting the robot while the
other 3 legs are off the ground. The blue lines form the stability triangle while the green lines denote the
3 stability margins.
In the robot configuration above there are only 3 feet on the ground therefore the stability polygon is a
triangle, however in other cases any number of feet could be touching the ground therefore increasing
the number of sides of the polygon [22] and the number of stability margin values to compare to find the
lowest one.
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2.3 Biomimicry
Reductive biomimicry is the process of studying and learning from nature and applying its principles to
design and engineering [23]. This can lead to new and exciting products and advances in technology.
The interest in biomimicry here is to do with the configuration of legs and walking motion of insects.
Of particular interest is the common robotic manipulator configuration known as the anthropomorphic
manipulator. This manipulator configuration is based on the human leg. It can be easily made up of
three revolute joints as is the case of the three dynamixel servo motors in each leg of the hexapod.
2.4 Distributed Intelligence
Distributed intelligence is the process where multiple devices work together as one to overcome obsta-
cles and solve problems. If a robotic system requires multiple complex tasks performed at the same time
it can be beneficial to have various different modules accomplishing each task [24]. This decreases the
computational requirements for each module by splitting the load between multiple, separate modules.
In the case of the hexapod, each leg must calculate its own inverse and differential kinematics for every
point it wishes to move to. This is a computationally intensive calculation and if one module has to
calculate the kinematics for all six legs there could be a lag time while moving between points. Although
this lag time may not be significant enough to warrant six different control modules (one for each leg)
at the moment, as the functionality of the hexapod increases and more sensors are added this lag time
may increase further and become an issue.
The use of a different ‘brain‘ for each leg allows for separation of the legs into modules, it does however
introduce a problem with syncing the timing of all of the legs. The Dynamixel motors already fitted on the
hexapod use a function called sync write [25]. This function allows for broadcasting a serial command
to all the motors at once which allows them all to be controlled, in parallel, at precisely the same time.
Separating the legs into different modules means that each module must communicate with one central
controller before communicating with the motors. This adds another level of communication that is
required for the hexapod to operate and could therefore introduce a lag time that may be greater than
when there is not distributed intelligence.
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3 2018 Hexapod Structure (MK1)
The version of the hexapod as it was at the start of 2018, referred to as MK1, was designed as a
symmetrical, circular robot by students at the University of Cape Town’s Robotics and Agents Research
Lab [4], [5], [6]. It is shown in figure 3.1 below.
Figure 3.1: Current UCT Hexapod Robot
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3.1 Body
The body is made from two 3mm thick aluminium plates between which the six horizontal hip motors are
mounted. The top view of the top and bottom plates of the body can be seen below.
(a) Top Plate (b) Bottom Plate
Figure 3.2: Hexapod Body Plates Top View
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3.2 Legs
Each leg is made up of three dynamixel motors connected to one another through a serial chain of 3mm
thick aluminium links. The final, third leg link is a solid aluminium profile. A 3D printed foot is attached
to the end of the third link. This was done so that a force sensitive resistor (FSR) could be mounted into
the foot [4]. By measuring the voltage across the FSR in each foot the controller is able to determine
whether or not the foot was touching a surface. The leg structure can be seen in figure 3.3 below.
Figure 3.3: Hexapod Leg
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3.3 Motors
The motors which are responsible for actuating each joint of the hexapod are Dynamixel RX-28 servo
motors. They have built-in controllers and are controlled using serial communication. Each motor has
a unique ID and is connected to the next motor in series, forming a daisy chain system. When the
controller sends out a command all motors receive that command but only the motor that the command
is meant for will act on it.
Sending commands to each motor allows the setting of motor parameters, such as maximum torque and
temperature limits, and the reading of parameters, such as current load and motor voltage.
To operate the motors the controller sends a goal position and speed to which the motors respond by
moving to said position. A movement command (or in fact any command) can be sent to all motors at
the same time using a function called sync-write [25]. This allows for control of all 18 motors at precisely
the same time which is crucial for a smooth walking motion.
A full list of the control table containing all the registers of the motor can be found in Appendix B.
3.3.1 Serial Communication
Serial communication uses two pins to communicate. A receive pin (RX) and a transmit pin (TX). The
serial module can communicate in two different modes, full duplex and half duplex. Full duplex is a
communication mode whereby the controller can send and receive data at the same time while half du-
plex allows for transmission in only one direction at any given time. The dynamixel motors communicate
using half duplex and as such half duplex mode must be selected when attempting to control the motors.
Communication between the motors and the controller requires that both the motors and the controller
are set to communicate at a defined speed, called the baud rate. The baud rate can range anywhere
from 9,600 to 1,000,000 bits per second [26].
Each motor has a specified identify number (ID) which is referred to when trying to communicate with a
particular motor.
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The dynamixel motors receive various commands from the controller in the form of an instruction packet
and respond to the controller with a status packet. The instruction packet can contain any one of the
following commands [25]:
Figure 3.4: Dynamixel Instructions
The data is transmitted to the motors one byte at a time and the status packet is returned to the controller
after a delay defined by the value of the ’Return Delay Time’ register in the motor. This gives the
controller and circuitry time to switch from write mode to read mode in order to receive the status packet.
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An example instruction and status packet when the controller attempts to read the current internal tem-
perature of a motor with an ID of 1 can be seen below [25]. Note that this extract is from the dynamixel
RX-64 datasheet however the communication is the same for RX-64 motors and RX-28 motors.
Figure 3.5: Dynamixel Example Communication Packets
3.3.2 Control Loop
The dynamixel motors have a built in PID control loop for position control [27]. The clockwise and
counter-clockwise compliance margin and slope of this control loop can be set using registers 26 to
29 of the dynamixel control table. This is done to adjust the pattern of output torque to improve shock
absorption and smooth motion. The compliance margin is the position around the goal position where
the output torque is zero and the compliance slope is the position around the goal position where the
output torque is reduced. The wider the compliance slope the smoother the motion is, however if it is too
wide there will be an error between the commanded position and the actual position of the motor [25].
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3.4 Controller
The controller is a FitPC-2 fanless computer. It allows for the use of a LabVIEW [28] VI running on
Windows 7 to control the hexapod. This was advantageous at the time due to the simplicity of developing
control software in LabVIEW.
Figure 3.6: FitPC 2 Hexapod Controller [29]
The FitPC uses a USB2Dynamixel serial to USB converter to connect with the motors. This devices
converts the USB communication protocol into the RS485 protocol required by the motors to operate. It
can be seen in figure 3.7 below [25].
Figure 3.7: USB2Dynamixel Converter
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3.5 Software
The LabVIEW program facilitated communication between the FitPC and the motors which allowed for
motion. A screenshot of the LabVIEW program can be seen in figure 3.8 below.
Figure 3.8: LabVIEW Control VI
This above LabVIEW [28] VI reads in a file of motor positions and writes them out to the serial port of the
computer in sequence, achieving a walking motion. It allows for the selecting of multiple different gaits
and has the ability to measure and record the torques and temperatures of all motors.
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3.6 Overall Functionality and Capabilities
The MK1 hexapod was capable of walking with various different gaits being read in from a file. By
manipulating the data in the file the body height and step height of the hexapod could be adjusted. The
hexapod could walk forward, backwards, left and right and could turn on the spot.
It had a gripping gait in which it would re-purpose its two front legs to become grippers and adjust the
other four legs to walk only using those four. The gripping legs could clutch objects and move it up and
down and towards itself or further away from itself.
IMU data could be monitored as well as torque, voltage and temperature information of each motor.
It could be controlled through the FitPC using either a keyboard or a joystick.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
2018 Hexapod Structure (MK1) 31
3.7 Observed Problems
During operation of the 2018 hexapod multiple problems were discovered. These problems were de-
tailed so that they can be a focus of this project.
1. The hexapod was controlled by a computer running Windows 7. This computer took a long time
to boot up and often failed to do so correctly. If power to the hexapod was momentarily lost during
operation the computer would have to reboot which would again take up to 6 minutes.
2. The computer did not have a built in fan which made it light, however the LabVIEW VI controlling
the hexapod is computationally intensive and the computer would, on occasion, overheat and
shutdown.
3. The LabVIEW VI is slow and often lost communication with the motors which would cause it to
crash.
4. If constant reading of torques and temperatures (or any other motor data) into the LabVIEW VI is
switched on, the walking smoothness suffers due to delays in communication with the motors.
5. The computer cannot connect to peripheral GPIO devices such as external temperature sensors
and LED lighting without additional circuitry.
6. The vertical hip motors often hit their torque limits and would overload, causing them to shutdown
and the hexapod’s body to fall to the ground.
7. The 3D printed feet broke as the 3D printed layers sheared apart while walking.
8. The wires would get caught in the links as the legs moved and would often get severed and short
circuit.
9. The top and bottom plates had shapes cut out of them which were for appearance and not func-
tional purposes. This meant that mounting new objects to the body of the hexapod is difficult as
there are limited places to drill mounting holes.
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4 Mechanical Design
The goal of this project was to use the current RARL hexapod and develop it further. As such no major
changes were made to the mechanical structure of it, however after observing the 2018 hexapod in
operation various mechanical inadequacies were noted. Alterations to the hexapod’s components were
made to address these problems.
4.1 Body
The top and bottom plates of the hexapod had patterns cut into them which served no purpose other
than aesthetics. When trying to mount new components to the hexapod these cut outs prevented adding
mounting holes for these components.
The top and bottom body plates were remade without patterns or holes in them (aside from those
required for mounting components and air flow). The two plates were laser cut from 3mm aluminium.
Top view drawings of the plates can be seen in the figure below.
(a) Top (b) Bottom
Figure 4.1: Hexapod Body Plates
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4.2 Motors
The vertical hip motors, which held the majority of the weight of the hexapod and had the most torque
applied to them out of all other motors, were inadequate and would often overload under the weight of
the hexapod. The Dynamixel RX-28 motors can produce a maximum torque of 37.7 kgf.cm while the
Dynamixel RX-64 motors can produce a maximum torque of 77.2kgf.cm. This is over double the RX-28.
These RX-64 motors were readily available in RARL at UCT as they had already been sourced for this
hexapod upgrade. For this reason the six vertical hip motors were replaced with RX-64 motors to prevent
overloading under the weight of the hexapod.
The RX-64 motors are slightly wider than the RX-28 motors and as such a larger connector joining the
two sides of the leg’s link was fitted and perspex spacers were laser cut and added to ensure a proper
fit of the motors. The model of the leg with the RX-64 motor mounted can be seen in figure 4.2 below.
Figure 4.2: Hexapod Leg with RX-64 Motor
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4.3 Feet
There is no need for FSR’s in the feet of the hexapod to determine whether or not each foot is touching
the ground. This is because the torque on each motor can be read by the controller. This allows for foot
force determination using the dynamic model of the leg.
Using the motor torques and the dynamic model of the leg is more accurate than using a force sensor at
the tip of each foot as it provides a three-dimensional force measurement. It also removes the need for
GPIO pins being used and long wires to the end of each foot, which have the possibility of being caught
up in the legs as was seen with wiring in the previous design.
This lead to a slight redesign of the foot of each leg. The internal cavity in the foot for the FSR was
removed which aided in strengthening the foot. When 3D printing the modified feet, they were printed
such that the layers are perpendicular to the foot shear force direction. This also helped in preventing
the feet from shearing between layers during operation.
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4.4 Leg Calibration
It was noticed that after replacing the motors of the legs that each leg was not lined up with one another.
If all motors on all legs were set to the zero position not all legs were in precisely the same position. This
was due to slight misalignment when attaching the motor shafts to the leg links.
In order to mechanically align the legs such that they are all in sync, a large perspex protractor was
designed. It was laser cut from 5mm perspex and mounted to each leg one at a time as shown in the
figure below.
Figure 4.3: Hexapod Leg with Calibration Protractor Mounted
It allowed each link of the leg to be positioned onto the motor shaft accurately. The motors shafts are
splined and as such they cannot be mounted to the shafts at any rotation increment. They can only be
mounted in increments of the shaft spines, ±18° on the RX-28 motors and ±12° on the RX-64 motors.
The above protractor ensured that each leg was mounted onto the same spline on each motor, ensuring
that the zero position for each leg is the same.
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4.5 Discussion of Mechanical Design
The replacing of the RX-28 motors with the RX-64 motors allowed for more torque capabilities in the
vertical hip joint of the hexapod. Through use of the hexapod it could be seen that this torque increase
was sufficient to allow the hexapod to walk correctly under its own weight. The feet of the hexapod would
often hook on the surface of the ground and this would cause the torque on the motors to increase,
however the RX-64 motors were capable of continuing to function during this time and the motors did
not overload.
The 3D printed feet were attached to the hexapod and proved to be stronger than the previous ’MK1’
hexapod’s feet. None of the new feet of the hexapod failed mechanically by shearing between layer
during normal operation of the hexapod over the duration of testing in this project.
The legs were successfully aligned with one another and when all legs were set to the same position,
zero radians on all motors, they were all positioned in the same configuration.
It was noticed that when the hexapod was standing still with its weight distributed over all of its legs,
some legs were supporting more of the hexapod’s weight than others. This lead to the conclusion that
even after the mechanical alignment of the legs, they were still not perfectly aligned. This lead to the feet
slipping while walking as they were not making contact with the ground properly. This final misalignment
needed to be fixed.
This was remedied by adding soft silicon padding to the bottom of each foot which aided in adding grip
between the feet and the ground as well as allowing for a more even weight distribution between the
feet. When the hexapod stands each of the pads on the feet compresses slightly so that every foot is
making contact with the ground. This in conjunction with a software offset to each motor (discussed in
the programming section of this report) aided in reducing the slipping of the hexapod’s feet.
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5 Leg Kinematics
In order to control the motion of a legged robot it is important to understand the relationship between
the position and orientation of the leg of the robot and the joint angles which achieve this position. To
do this, solutions to the forward kinematics, which translates the joint angles of the leg to the cartesian
position of the foot tip, and the inverse kinematics, which translates the cartesian position of the foot tip
to the joint angles of the leg, are required [30].
One can find the forward and inverse kinematics of each of the legs of a robot separately and combine
them using body kinematics to produce a full model of the robot or one can find the forward and inverse
kinematics of the robot as a whole, called the parallel kinematics of the robot [22].
It is advantageous, in this case, to consider each leg separately as it allows for the independent use of
each leg and distributed intelligence. It also allows each leg to be thought of as its own module and
the mathematics developed can then be applied to any future 3-DOF anthropomorphic walking robot by
simply developing the body kinematics for the particular leg configuration of that robot.
To control the speed of the foot tip the differential and inverse differential kinematics are required. This
translates the rotational speed of each joint, in rad/s, into the linear speed of the foot tip in m/s and vice
versa.
To develop these solutions one must first understand rigid body motion which uses matrices to both
translate and rotate between coordinate systems.
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Note that the solutions developed in this section are defined relative to a coordinate system attached to
each leg as seen in figure 5.1 below.
Figure 5.1: Hexapod Robot Leg Coordinate System
The coordinate system is fixed to the shaft of the horizontal hip motor with the positive z-axis concentric
to this shaft. The x-axis points in the direction of the next motor in the chain and the y-axis is then
assigned accordingly. The origin of the frame is placed at the bottom surface of the horizontal hip motor.
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5.1 Rigid-Body Motion
In order for a robotic system to be analysed and mathematically modelled, it must first be defined. In
this context, a robot is defined as a series of links joined to one another through rotational or prismatic
joints. It is important to understand the relationship between each link. In a serial, open chain robotic
system, each link is connected to the previous link and the last link acts as an end-effector such as a
gripper or foot. This allows for motion of one link relative to another, producing a desired end-effector
motion. It is said to be open chain because the final link does not interact with the robot itself, but with
external objects such as the ground [31]. Each link can be placed at a position in space and rotated to
a particular orientation. With an appropriate number of links this allows for complete three dimensional
motion.
Rigid-body motion is defined as the process of moving and/or rotating an object while preserving the
distance between points on the object. The motion must be physically possible and as such, reflections
are not included as a reflection would yield a new object [32].
A rotation about a point is represented by an N × N matrix who’s determinate is equal to ±1 and
the following equation holds: ATA = I for matrix A. Any real matrix which satisfies both of the above
conditions is called a special orthogonal matrix, or SO(N) [32]. In the case of a counterclockwise rotation
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In order to produce a three dimensional rotation of a rigid body in the direction of each axis through
one transformation, the above matrices are multiplied together in the order of the desired rotation order.
A commonly used order of rotation in aerospace and engineering is XY Z and is known as Tait–Bryan
Angles [33].





cos(ψ)sin(θ)sin(φ)− cos(φ)sin(ψ) cos(φ)cos(ψ) + sin(θ)sin(φ)sin(ψ) cos(θ)sin(φ)
cos(φ)cos(ψ)sin(θ) + sin(φ)sin(ψ) cos(φ)sin(θ)sin(ψ)− cos(ψ)sin(θ) cos(θ)cos(φ)

(5.4)
The matrix above represents a three dimensional rotation using Euler Angles, φ represents a rotation
angle about the x-axis, θ represents a rotation angle about the y-axis and ψ represents a rotation angle
about the z-axis. These rotations are known as roll, pitch and yaw respectively.
Combining the above three dimensional rotation with a translation in each axis allows us to achieve
complete three dimensional rigid-body transformation. It yields a position vector for the objects position
and a rotation matrix for the objects orientation as seen in the matrix below.
H =

cos(θ)cos(ψ) cos(θ)sin(ψ) −sin(θ) Px
cos(ψ)sin(θ)sin(φ)− cos(φ)sin(ψ) cos(φ)cos(ψ) + sin(θ)sin(φ)sin(ψ) cos(θ)sin(φ) Py
cos(φ)cos(ψ)sin(θ) + sin(φ)sin(ψ) cos(φ)sin(θ)sin(ψ)− cos(ψ)sin(θ) cos(θ)cos(φ) Pz
0 0 0 1

(5.5)
This leads to a rigid body rotation about the x, y and z axis of angles φ, θ and ψ respectively as well as
a simultaneous translation in the x, y and z axis of distances Px, Py and Pz. This matrix is known as a
homogeneous transformation matrix [32].
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5.2 Exponential Coordinates
In the previous sections the rotation matrices are represent in the Euler Angle notation in which a three
dimensional rotation matrix is represented as a product of three rotations. Exponential coordinates are
represented by a single rotation axis (unit vector ω) and an angle of rotation (θ). This exponential notation
comes from linear differential equations [31] and it is useful in describing screw motions.
5.2.1 The Skew Symmetric Matrix
A matrix S is said to be skew symmetric if ST + S = 0 [34]. This leads to the following skew symmetric













The skew symmetric matrix possess many useful properties which will further simplify future calculations
[34].
1. The operator S is linear, i.e. S(αa + βb) = αS(a) + βS(b) for any vectors a and b belonging to R3
and scalars α and β.
2. For any vectors a and p belonging to R3, S(a)p = a × p where a × p denotes the vector cross
product.
3. If R ∈ SO(3) and a, b are vectors in R3 it can be shown that R(a× b) = Ra×Rb. This equation is
not true in general unless R is orthogonal. It says that if we first rotate the vectors a and b using
the rotation transformation R and then form the cross product of the rotated vectors Ra and Rb,
the result is the same as that obtained by first forming the cross product a× b and then rotating to
obtain R(a× b).
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4. For R ∈ SO(3) and a ∈ R3, RS(a)RT = S(Ra) This property follows easily from the previous
equations as follows. Let b ∈ R3 be an arbitrary vector. Then RS(a)RT b = R(a × RT b) = (Ra) ×
(RRT b) = (Ra) × b = S(Ra)b and the result follows. The equation says therefore that the matrix
representation of S(a) in a coordinate frame rotated by R is the same as the skew symmetric
matrix S(Ra) corresponding to the vector a rotated by R.
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5.2.2 Deriving Exponential Coordinates
Starting with the following vector linear differential equation:
ẋ(t) = Ax(t) (5.8)
where x(t) ∈ R, A ∈ Rn×n is a constant and the initial conditions of x(0) = x0 apply.
The solution to equation 5.8 is as follows.
x(t) = eAtx0 (5.9)
Substituting equation 5.9 into 5.8 yields the following solution to the differential equation.
ẋ(t) = AeAtx0 (5.10)
Suppose a vector p is rotated by an angle θ around an axis ω at a constant rate of 1 rad/s. The differential
equation is then given by the following [35].
ṗ = ω̂ × p (5.11)
An alternative way of representing the cross-product between two vectors is by using the skew symmetric







The following is known from property 2 about skew symmetric matrices discussed previously.
p× ω̂ = p[ω̂] (5.13)
For the three dimensional vector ω ∈ R3 and the rotation matrix R ∈ SO(3) the following holds:
R[ω]RT = [Rω] (5.14)
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Leg Kinematics 44
Continuing from equation 5.9, substituting in θ for t and using equation 5.11 the following equation is
developed.
p(θ) = e[ω̂]θp(0) (5.15)
A closed-form solution for e[ω̂]θ can now be found. It can be shown that [ω̂]3 = −[ω̂] for the unit vector ω̂
[31].
Expanding the matrix exponential e[ω̂]θ using the Taylor Series expansion and replacing [ω̂]3 with −[ω̂],
[ω̂]4 with −[ω̂]2 etc, gives the following:
























+ . . .)[ω̂]2
(5.16)
The Taylor Series expansion for sin(θ) and cos(θ) are shown below.






− . . . (5.17)






− . . . (5.18)
Substituting the above expansion of the trigonometric functions into equation 5.16 gives the closed-form
solution of the matrix exponential e[ω̂]θ
e[ω̂]θ = I + sin(θ)[ω̂] + (1− cos(θ))[ω̂]2 (5.19)
The formula above is known as the Rodrigues formula for rotations [36].
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5.3 Screw Motion
Chasles’ Theorem states that every rigid body transformation can be made up of a rotation about an
axis and a translation along that same axis. It is an equivalent transformation as turning a screw and
is therefore known as a screw transformation [37]. The most common method of representing a screw
motion in robotics is by using a homogeneous matrix transformation which is used to describe one
coordinate system with respect to another [38].
The axis described above in Chasles’ Theorem is known as the screw axis. It is a line along which
a translation and about which a rotation is performed with parametrized equation L(t) = p + tn. The
equation for the translation of a point by d units along and rotation of a point by θ about the screw axis
with parameters ω, p is shown below [32].
X
′
= P + e[ω̂]θ(X − P ) + dω̂. (5.20)
This can be equated to the rigid-body homogeneous transformation matrix in equation 5.5 as shown
below.
Rx/y/z =





H = RxRyRz (5.22)
By using the Rodrigues formula (equation 5.19) the above rotation matrix can be solved.
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5.4 Forward Kinematics
Forward kinematics is defining the relationship between the joint angles and the end effector configura-
tion such that the joint angles are given and the coordinates of the end effector can be found [22]. The
forward kinematics of the hexapod robot is to be found using Denavit-Hartenberg parameters due to the
low computational complexity of the solution.
5.4.1 Denavit-Hartenberg Notation
Denavit-Hartenberg (D-H) notation is a system of assigning orthonormal coordinate frames to the joints
in a serial, open chain robotic system [39]. It allows for four parameters to represent the system which
is beneficial as it reduces number required from six which in turn reduces the computational complexity.
By utilizing D-H notation the forward kinematics solution of the robotic system was developed.
Each joint is assigned a coordinate frame by following the steps outlined below [39].
1. Label each joint in the system starting with the base of the robot as a fictitious joint ’0’, following
the serial chain to the end effector labeled joint i.
Figure 5.2: D-H Joint Labels
2. Assign a right handed coordinate system to each joint beginning with the base joint. If the joint is
rotational in nature, align coordinate frame i such the z − axis points in the direction of the joint
axis of joint i + 1 and the x − axis points along the link towards the next joint. Align the y − axis
according to a right-hand coordinate system.
3. Repeat the above steps until you reach the end effector.
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4. Assign the end effector frame such that the z − axis points in the direction of the end effector.
5. Align either the x−axis or y−axis such that it is parallel to the previous coordinate frames x−axis
or y − axis and align the final axis according to a right hand coordinate frame.
Figure 5.3: D-H Coordinate Frames
6. The joint angle θi is the rotation about the z− axis of joint i in a direction which aligns the x− axis
of coordinate frame i− 1 with the x− axis of the previous joint.
7. The twist angle αi is the rotation about the x − axis of coordinate frame i which will position the
z − axis of coordinate frame i parallel to the z − axis of the previous frame.
8. The link length ai is the length along the x− axis of coordinate frame i− 1 to y − z plane of frame
i.
9. The link offset di is the offset along the z − axis of coordinate frame i − 1 to the x − z plane of
frame i.
10. If a joint is rotation then θ is the joint variable and d is constant, if the joint is prismatic then d is the
joint variable and θ is constant.
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Once each joint’s coordinate frame has been assigned and the D-H parameters are found, the homo-
geneous transformation matrices between each frame can be determined. The D-H parameters for the
hexapod are shown in table 5.1 below.
Table 5.1: Hexapod D-H Parameters
Joint ai (mm) di (mm) αi θi
J1 53.17 8.0 90° θ1
J2 101.88 0.0 0 θ2
J3 149.16 0.0 0 θ3
The rotation matrix from frame i to frame i− 1 is given by Ri−1i = UiVi where Ui is the rotation about the








where in the above matrix Sθi represents sin(θi) and Cθi represents cos(θi) respectively.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Leg Kinematics 49







screw displacement about the zi axis through an angle of θi and a distance di and Hi
′
i is the screw
displacement about the xi axis through and angle of αi and a distance ai. This leads to the following
matrix for a transformation between frames.
Hi−1i =

Cθi −SθiCαi SθiSαi Cθiai
Sθi CθiCαi −CθiSαi Sθiai
0 Sαi Cαi di
0 0 0 1

(5.24)
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5.4.2 Forward Kinematics Solutions
By applying the Denavit-Hartenberg notation described above to the hexapod the forward kinematics
solution of the leg was obtained. Note that in the matrices to follow, S1 represents sin(θ1), S23 represents
sin(θ2 + θ3), C1 represents cos(θ1) and C23 represents cos(θ2 + θ3)
Transformation from frame 1 to frame 0.
H01 =

Cθ1 −Sθ1Cα1 Sθ1Sα1 Cθ1a1
Sθ1 Cθ1Cα1 −Cθ1Sα1 Sθ1a1
0 Sα1 Cα1 d1




C1 0 S1 L1xC1
S1 0 −C1 L1xS1
0 1 0 L1z
0 0 0 1

(5.26)
Transformation from frame 2 to frame 1.
H12 =

Cθ2 −Sθ2Cα2 Sθ2Sα2 Cθ2a2
Sθ2 Cθ2Cα2 −Cθ2Sα2 Sθ2a2
0 Sα2 Cα2 d2




C2 −S2 0 L2C2
S2 C2 0 L2S2
0 0 1 0
0 0 0 1

(5.27)
Transformation from frame 3 to frame 2.
H23 =

Cθ3 −Sθ3Cα3 Sθ3Sα3 Cθ3a3
Sθ3 Cθ3Cα3 −Cθ3Sα3 Sθ3a3
0 Sα3 Cα3 d3




C3 −S3 0 L3C3
S3 C3 0 L2S3
0 0 1 0
0 0 0 1

(5.28)
By multiplying each transformation the total forward kinematics solution was found.









C1C23 −C1S23 S1 C1(L1x + L3C23 + L2C2)
S1C23 −S1S23 −C1 S1(L1x + L3C23 + L2C2)
S23 C23 0 L1z + L3S23 + L2S2
0 0 0 1

(5.30)
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5.5 Differential Kinematics
It is necessary to define the relationship between joint velocities and the end effector velocity. This is
done by calculating the Jacobian of the forward kinematics solution, named the manipulator Jacobian
[34]. The manipulator Jacobian is a 6 × n matrix, where n is the number of links in the manipulator,
describing the instantaneous transformation between the n-vector of joint velocities and the 6-vector of
end effector velocities.
The manipulator Jacobian also helps us to understand singular configurations [31]. This is a position at
which the manipulator loses one or more degrees of freedom.
5.5.1 The Derivative of a Rotation Matrix
Suppose that the rotation matrix R(θ) exists and the following is true [34]:
R(θ)R(θ)T = I (5.31)







We define the matrix S = dRdθ R(θ)
T . This leads to ST = [dRdθ R(θ)
T ]T = R(θ)dR
T
dθ which satisfies the
condition of S + ST = 0 for a skew symmetric matrix.
This shows that the derivative of a rotation matrix is simply dRdθ = SR(θ).
This says that the derivative of a rotation matrix is equivalent to the multiplication by a skew symmetric
matrix S.
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5.5.2 Angular Velocity
Following on from the above derivation of the derivative of a rotation matrix assuming that R(t) is a
rotation matrix that varies continuously with time, the time derivative of this function is Ṙ(t) = S(t)R(t).
The properties of the skew symmetric matrix S allows S(t) to be presented as S(ω(t)) where ω(t) is the
angular velocity of system.
Therefore the time derivative ofR(t) is shown to be Ṙ(t) = S(ω(t))R(t) where ω(t) is the angular velocity.
This shows a relationship between angular velocity and the time derivative of the rotation matrix.
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5.5.3 Derivation of the Jacobian
The total Jacobian is a concatenation of the angular velocity and linear velocity Jacobians as shown






Angular velocities can be added to one another if they are expressed relative to the same coordinate
system. Therefore the angular velocity of the end effector relative to the robot base can be determined
by summing the angular velocities of each joint expressed in the base frame.
Assuming the frame and joint numbering convention according to Denavit-Hartenberg Notation the an-
gular velocity expressed in frame i − 1 for link i is ωi−1i = θ̇ik where k is the unit coordinate vector
(0, 0, 1)T .
This leads to the following overall angular velocity of the end effector.





The expression R0i−1k is equivalent to the z-axis of rotation of frame i− 1. Therefore R0i−1k = z0i−1.










Using the homogeneous transformation matrices developed in the forward kinematics of the hexapod
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Linear Velocity












where o0n represents the position of frame n with respect to frame 0.
From our D-H convention T 0n can be expanded as follows.




































To solve equation 5.38 for the i-th column of the Jacobian one holds all joints fixed but joint i and actuates
it at unit velocity. If only joint i is moved while all other joints are held still then oin and o0i−1 are constant
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The first term in equation 5.44 is solved by using the time derivative of a rotation matrix solution of











The second term in equation 5.44 is solved as follows.
Substituting in oi−1i = (aCi, aSi, di)



































The above manipulation was done using the properties of the skew symmetric matrix S.































n − o0i−1) (5.53)
= θ̇iz
0




i−1 × (o0n − o0i−1) (5.55)
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Total Jacobian
Combining the above angular and linear velocity Jacobians leads to the final Jacobian solution for revo-
lute joints as shown in equation 5.56 below.
Ji =
z0i−1 × (o0n − o0i−1)
zi−1
 (5.56)




 = Jθ̇ (5.57)
5.5.4 Differential Kinematics Solutions
By applying the methods derived above, the Jacobian for the hexapod was determined.
J =

−S1(L1x + L2C2 + L3C23) −C1(L2S2 + L3S23) −L3C1S23
C1(L1x + L2C2 + L3C23) −S1(L2S2 + L3S23) −L3S1S23)
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5.6 Inverse Kinematics
Inverse kinematics is the process of finding a relationship between the end effector position and the joint
variables. It is done in the reverse direction to forward kinematics thus yielding joint variables for any
given end effector position.
Inverse kinematics is crucial for robot control however it is complex. A single position of the end effector
may be achievable by multiple different joint variable values (angles or prismatic distances), single joint
variable values or there may be no solution at all [31].
Numerical methods can be used to solve the inverse kinematic problem, however it will only give a single
solution and if there is in fact no solution, the calculation will never converge and the computation will
never complete.
Closed form, algebraic solutions are possible and will yield all possible solutions to the problem including
the ’no solution’ case. This decreases the computational complexity of the kinematics solution and allows
for the smart selection of which solution to use based on given criteria. For the case of the hexapod each
leg is made up from an anthropomorphic manipulator which consists of only three joints. This allows the
inverse kinematics to be found with trigonometry.
Singularities
Singularities occur when the manipulator is in a configuration such that it loses a degree of freedom. For
example, if the hexapod leg is in the configuration shown in figure 5.4 below it will not be able to move
in the x-direction as it is already fully extended.
Figure 5.4: Hexapod Robot in Singularity Configuration
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5.6.1 Inverse Kinematics Solutions
A model of the hexapod leg can be seen in figure 5.5 below. This was used to determine the inverse
kinematics solution of the leg.
The trigonometric function atan2 was used instead of atan so that a full range of angles can be cal-
culated. atan outputs an angle from −90° to 90° while atan2 outputs and angle from −180° to 180°.
Figure 5.5: Hexapod Robot Leg Inverse Kinematics Model
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θ1 = atan2(y, x) (5.59)
θ2 = atan2(z − L1z ,
√
(x− L1xC1)2 + (y − L1xS1)2)− atan2(L3S3, L2 + L3C3) (5.60)
θ3 = atan2(S3, C3) (5.61)
where C3 is found using the rule of cosines [34].
C3 =






The variable S3 is either positive or negative depending on whether the leg is in an ’elbow up’ or ’elbow
down’ position. Elbow up is when the end effector is above the joint J3 while elbow down is when it is
below the joint.
For the hexapod to achieve a walking motion the leg must always be in an elbow down position and
therefore S3 is always negative.
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5.6.2 Inverse Differential Kinematics
The inverse differential kinematics is found by using the inverse of the Jacobian. This is trivial if the
Jacobian is square and non-singular [34].
Ẋ = Jθ̇ (5.64)
J−1Ẋ = J−1Jθ̇ (5.65)
∴ θ̇ = J−1Ẋ (5.66)
If the robotic system does not have exactly six joints then the Jacobian will not be square and therefore
it cannot be inverted. In order to calculate the inverse differential kinematics of a system where the
Jacobian cannot be inverted one must calculate the Moore-Penrose pseudoinverse Jacobian, J+.
Assuming that the robot is not at a singularity, for the Jacobian J ∈ Rm×n, where m is the number
of columns and n is the number of rows, if n > m the inverse Jacobian is calculated using the left
pseudoinverse while if n < m it is calculated using the right pseudoinverse [31].
J+ = (JTJ)−1JT Left Pseudoinverse of the Manipulator Jacobian (5.67)
J+ = JT (JTJ)−1 Right Pseudoinverse of the Manipulator Jacobian (5.68)
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5.6.3 Inverse Differential Kinematics Solutions
JT =

−S1(L1x + L2C2 + L3C23) C1(L1x + L2C2 + L3C23) 0 0 0 1
−C1(L2S2 + L3S23) −S1(L2S2 + L3S23) L2C2 + L3C23 S1 −C1 0
−L3C1S23 −L3S1S23 L3C23 S1 −C1 0
 (5.69)
J+ = (JTJ)−1JT (5.70)
θ̇ = J+Ẋ (5.71)






Note that the matrix J+ is too large to be displayed neatly and for this reason it has not been shown,
however it can be calculated using equation 5.70.
The angular velocity of the foot of the hexapod in relation to the motor angles of the foot are related
through equation 5.34.
The angular velocity around the x−axis is equal to (θ̇2+θ̇3)S1, around the y−axis is equal to−(θ̇2+θ̇3)C1

























żS2 + ẋC1C2 + ẏC2S1
)]
(5.74)
The equation below is used to calculated the angular acceleration of each joint in relation to the angular
acceleration of the end effector. The hexapod motors have built in controllers and as such this accelera-
tion value is not needed to control the hexapod and is therefore not implemented in the hexapod control
system.
θ̈ = J+(Ẍ − dJ
dt
θ̇) (5.75)
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5.7 Implementing Kinematics
The inverse and differential kinematics determined previously was implemented in C++ on the micro-
controller of the hexapod. When a foot XY Z position is given, the inverse kinematics is run to determine
the joint angles required to achieve the commanded foot position. The same process applies to the
speed of the foot. When Ẋ, Ẏ , Ż speeds are given, the inverse differential kinematics is run to determine
the rotational speed of each joint required to achieve the commanded foot velocity.
5.8 Kinematics Testing and Verification
Testing was performed to verify that the position and speed control, implemented on the micro-controller,
responded accurately according to the mathematics detailed previously.
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5.8.1 Position Control
To test the accuracy of the position control of the legs of the hexapod, the leg was commanded to move
to various different points which were marked on paper at known locations. The accuracy of the position
at each point as well as the repeatability for each point was recorded. Images of the test in progress can
be seen in figure 5.6 below.
(a) Position 1 (b) Position 2 (c) Position 3
(d) Position 4 (e) Position 5 (f) Position 6
(g) Position 7 (h) Position 8 (i) Position 9
Figure 5.6: Leg Kinematics Test
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The previous images show the first iteration of the test. The test was repeated and marks were made
on the test sheet at each location the leg moved to. This can be seen in figure 5.7 below.
Figure 5.7: Leg Kinematics Test Results
From the results in the figure above, the accuracy and repeatability of the leg motion was determined.
This was done by calculating the mean error and standard deviation at each point and averaging these
values over all nine points. Note that the error was calculated as the radial distance from the commanded
position to the actual position.
This lead to mean error of 0.99mm and a standard deviation of 0.58mm.
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The vertical position was also tested by moving the foot to a known vertical height and measuring this
distance as in the figure below.
Figure 5.8: Leg Kinematics Vertical Height Test
After multiple tests at different heights were performed, the average error was calculated to be 1.70mm
with a standard deviation of 0.68mm.
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5.8.2 Speed Control
To accurately test the speed control of the hexapod’s leg is a complex problem. One such method, is
to simply move the leg through a path with a known length and record the time it takes from its starting
point to its finishing point. From this time, and the path length, the speed of the foot tip can be calculated.
This test was repeated for multiple different paths, however for simplicity of testing and calculations only
straight line paths were used. The speed of the leg was set using the inverse differential kinematics
calculations and this speed was then verified through this testing.
The table below shows the recorded data for five speed tests over three different path lengths. Note that
path 1 was 160mm in the XYZ direction, path 2 was 80mm in the X direction and path 3 was 30mm in the
Y direction. This was done so that the data is inclusive of the speeds of all motors.
Table 5.2: Hexapod Leg Speed Test Results
Path 1 (s) Path 2 (s) Path 3 (s) Set Speed (mm/s) Calculated Speed (mm/s)
0.31 0.17 N/A 500.0 493.35
1.42 0.69 0.38 100.0 101.43
3.22 1.52 0.57 50.0 51.65
7.83 3.41 1.76 20.0 20.31
17.45 6.19 3.03 10.0 10.66
From the data in the table above the average error on the speed control was calculated to be 2.36mm/s
with a standard deviation of 9.03mm/s.
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5.9 Discussion of Kinematics
The mathematical modelling of the leg of the hexapod robot lead to the development of the forward
kinematics, differential kinematics, inverse kinematics and the inverse differential kinematics solutions.
These equations were successfully implemented in C++ and were able to accurately control both the
position and speed of the foot of the hexapod with a high degree of repeatability.
Position testing was done by moving the leg to multiple known points and recording the actual position
of the foot and comparing this to the commanded position of the foot. Sources of error in the position
and speed control include rounding errors when converting between degrees and radians and rad/s and
rpm. The motors have a large amount of jitter when there is no load present caused by the dynamixel
internal controller. Due to this, during the position test the foot would often shake slightly over a position
point making it difficult to mark its position accurately. This is another source for errors in the position
control and in the tests performed.
The speed control test was performed using a stopwatch and measuring the time taken for the leg to
traverse a known path. This time was then used to calculated the actual speed and this was compared
to the commanded speed to determine the error in speed control. Jitter did not affect this test however
human error with starting and stopping the stopwatch may have produced inaccuracies in the data.
At the high speed of 500mm/s there was little time between starting and stopping the stopwatch and
therefore this data was particularly inaccurate. Path 3 at the speed of 500mm/s was excluded from the
data as it was too fast to be able to measure accurately and thus skewed the data.
Motor backlash was noticed on both tests. Backlash refers to when the output shaft of the motor gearbox
moves without the input shaft turning [40]. This is caused by tolerances in the meshing of the teeth of
the gearbox inside the servo motors. Although the backlash was small it can affect the repeatability of
the testing as different amounts of backlash can occur in one test when compared to another due to
factors such as the motor position at the start of a test, the movement speed and the load during the
test.
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6 Leg Dynamics
The dynamics of the robot define the relationship between the torques exerted by the motors on the
joints of the robot and the forces exerted at the end effector. This is important when trying to specify
a gripping force at the end effector or when trying to determine whether or not the robot has collided
with an obstacle. Using torque feedback from each motor one can determine if the torque spikes (for
example on impact with an object) and, using the dynamics of the system, calculate the force exerted
on the foot of each leg [41].
To develop the dynamic model the Euler-Lagrange equations are used. The difference between the
kinetic and potential energy is calculated as show below. This is known as the Lagrangian, L.
L = K − P (6.1)
where K is the kinetic energy and P is the potential energy of the system.









This equation is the general form of the Euler-Lagrange equation of motion. The variable q represents
the joints variables of the robotic system. For the case of the hexapod, this is the Denavit-Hartenberg
joint variables θi, while τi is the torques at each joint [41].
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6.1 Kinetic Energy
The kinetic energy of a 2D object is defined as 12mv
2 where m is the mass of the object and v is the
velocity. This accounts for linear motion only. The kinetic energy of a rigid body in three dimensional




[mvT v + ωTIω] (6.3)
where v is the linear velocity vector, ω is the angular velocity vector and I is the Inertia Tensor [41].
6.1.1 The Inertia Tensor
The linear and angular velocity vectors are expressed in the inertial or ’global’ coordinate system. It is
therefore important that the inertia tensor is also expressed in the inertial system. An inertia tensor in
the coordinate system of the rigid body, or body coordinate system, can be transformed into the inertial
frame through the following manipulation.
I = RIRT (6.4)
where R is the rotation matrix from the body frame to the inertial frame and I is the inertia tensor in the
body frame.
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Determining the inertia tensor in this way is required because the inertia tensor in the inertial frame is
not constant while the inertia tensor in the body frame is constant. The inertia tensor in the body frame











(y2 + z2)ρ(x, y, z)dxdydz (6.6)
Iyy =
∫∫∫
(x2 + z2)ρ(x, y, z)dxdydz (6.7)
Izz =
∫∫∫
(x2 + y2)ρ(x, y, z)dxdydz (6.8)
Ixy = Iyx = −
∫∫∫
xyρ(x, y, z)dxdydz (6.9)
Ixz = Izx = −
∫∫∫
xzρ(x, y, z)dxdydz (6.10)
Iyz = Izy = −
∫∫∫
yzρ(x, y, z)dxdydz (6.11)
For complicated rigid body shapes the above calculations become increasingly difficult. If an accurate
CAD model of the system is developed one can determine the body inertia matrix of each rigid body link
using Solidworks [42].
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6.1.2 Jacobian Kinetic Energy
In the previous section it was shown that the linear and angular velocities of a point on a rigid body can
be expressed in terms of the Jacobian at that point. Therefore the linear and angular velocity of a point
is:
vi = Jvi(q)q̇ (6.12)
ωi = Jωi(q)q̇ (6.13)
where q is a general variable that is replaced with θ for the hexapod.
Following on from equation 6.3 and including equation 6.4 leads to the following final equation for the
















where mi is the mass of link i, Ii is the inertia matrix of link i in the body frame calculated at the center
of mass of the link and Ri is a rotation matrix from link i to the inertial frame.





where M(q) is known as the inertia matrix [41].
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6.2 Potential Energy
For a rigid body robotic system the only potential energy source is gravity. Assuming that the mass of
the entire rigid body link is acting at the center of mass of the link and that the center of mass of the link
is at the geometric center of the link, the potential energy of the link can be calculated as show below.
P = gT rcimi (6.16)
where g is the gravity vector pointing in the direction of gravity in the inertial frame, rci is a vector giving
the coordinates of the center of mass of the link and mi is the mass of the link [41].
In the above equations it is assumed that the links do not deform. In real world applications this is not
the case, however the potential energy from the elastic deformation of the aluminium links under the
loads the hexapod experiences is assumed to be negligible when compared to the potential energy due
to gravity. This can be proven with an elastic deformation calculation for each link.
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6.3 Equations of Motion
The Euler-Lagrange equations can be further manipulated for the case of robotic systems. This manip-
ulation can only be done if the following conditions are satisfied:
• The kinetic energy is a quadratic function of the joint variable q̇ in the form of equation 6.15.
• The potential energy is independent of q̇.
The Euler-Lagrange equations are then derived as follows [31], [41].
L = K − P = 1
2







mij(q)q̇iq̇j − P(q) (6.19)



























The Christoffel symbols defined above represent the Coriolis and centripetal terms in the dynamics
equation. It is seen from equation 6.21 that the Christoffel symbols are derived from the inertia matrix
M .
Rewriting equation 6.20 in matrix form leads to the common robotics dynamics equation:
Q = M(q)q̈ + C(q, q̇)q̇ +G(q) (6.22)
where Q is the control input torque [44], M is the inertia matrix, C is a matrix of Christoffel symbols
defined as Cij(q, q̇) =
∑n
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6.4 Leg Dynamics Solutions
Using the methods described above the dynamic model of the hexapod’s leg was developed. The inertia
tensors I1, I2 and I3 are those for links 1, 2 and 3 respectively and were determined using Solidworks.
In the equations below the lengths with the notation L...c are lengths to the center of mass of the link.
6.4.1 Mass Inertia Matrix
To find the mass inertia matrix one must start by finding the kinetic energy of the system. This includes
the linear and angular kinetic energies. These are determined using equation 6.14. The Jacobian for
the center of gravity of each link was determined as well as each link’s inertia tensor and rotation matrix.








1 + cos(2θ2 + 2θ3)
) (6.23)
M(1, 2) = 0 (6.24)
M(1, 3) = 0 (6.25)
M(2, 1) = 0 (6.26)










M(3, 1) = 0 (6.29)





M(3, 3) = L3c
2m3 (6.31)
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6.4.2 Christoffel Symbols


















Using MATLab [45] the above equation was used to determine the matrix C.




2m3sin(2θ2 + 2θ3) + 2L3cL1xcm3sin(θ2 + θ3) + L2cL3cm3sin(θ3)









2m3sin(2θ2 + 2θ3) + 2L3cL1xcm3sin(θ2 + θ3)+
2L2cL1xcm2sin(θ2) + 2L2cL1xcm3sin(θ2) + 2L2cL3cm3sin(2θ2 + θ3)
]
(6.34)







+ 2L3cL1xcm3sin(θ2 + θ3) + 2L2cL1xcm2sin(θ2) + 2L2cL1xcm3sin(θ2)
+ 2L2cL3cm3sin(2θ2 + θ3)
] (6.35)




2m3sin(2θ2 + 2θ3) + 2L3cL1xcm3sin(θ2 + θ3)










+ 2L3cL1xcm3sin(θ2 + θ3) + 2L2cL1xcm2sin(θ2) + 2L2cL1xcm3sin(θ2)
+ 2L2cL3cm3sin(2θ2 + θ3)
] (6.37)
C(2, 2) = −L2cL3cm3θ̇3sin(θ3) (6.38)
C(2, 3) = −L2cL3cm3θ̇2sin(θ3)− L2cL3cm3θ̇3sin(θ3) (6.39)
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2m3sin(2θ2 + 2θ3) + 2L3cL1xcm3sin(θ2 + θ3) + L2cL3cm3sin(θ3)
+ L2cL3cm3sin(2θ2 + θ3)
] (6.40)
C(3, 2) = L2cL3cm3θ̇2sin(θ3) (6.41)
C(3, 3) = 0 (6.42)
6.4.3 Gravity Vector
The gravity vector G is determined from the potential energy of the system. This is calculated using the
common potential energy formula P = mgh for the center of gravity of each link.
G(1, 1) = 0 (6.43)
G(2, 1) = L2cgm2cos(θ2) + gm3(L3ccos(θ2 + θ3) + L2cos(θ2)) (6.44)
G(3, 1) = L3cgm3cos(θ2 + θ3) (6.45)
6.4.4 Equation of motion
Using matrices calculated above and the equation below, the total equation of motion for a single leg of
the hexapod was determined.
τ − JTFc = M(θ)θ̈ + C(θ, θ̇) +G(θ) (6.46)
where Fc is the external contact force (ground force) [46]
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6.5 Discussion of Results
The dynamics of a single leg of the hexapod robot was successfully determined using the Euler-
Lagrange equation for robotics. The potential and kinetic energy of each leg link was found using the
mass of each link and the Jacobian of its center of mass. From this the mass inertia matrix was found.
Using the mass inertia matrix the Christoffel Symbols were determined and finally the gravity vector was
calculated.
Using equation 6.46 which includes the friction forces on the foot, the total equation of motion for a leg
of the hexapod was found. The matrices M , C, and G are compared to those of [44] and [30] validating
them.
Note that the final dynamics solution was not implemented on the hexapod. This was due to the slow
read time of the Dynamixel motors. In order to use the dynamics equations effectively the torque value of
each motor needs to be known. The Dynamixel RX series motors do not have a ’sync read’ function and
as such reading the torque value of all motors takes over 1 second (found experimentally); during which
no movement commands can be sent to the motors. This leads to problems with the walking control.
In order to use the dynamics equations the motor torque values must be constantly available. Using
these values and equation 6.46 in conjunction with motor positions, speeds and accelerations the foot
contact force can be found. This contact force can then be used to determine a gripping force for the
legs or used to determine which legs of the hexapod are in contact with the ground.
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7 Body Kinematics
The kinematics of the leg developed previously holds only for a local coordinate frame at joint 1 of each
leg. This is useful for distributed intelligence, however a global coordinate system must be defined in
order to control all of the hexapod’s legs uniformly from a central micro-controller.
This is done by using body kinematics to translate the local leg coordinate system into a global hexapod
coordinate system. The coordinate systems of each leg and the global, central coordinate system of the
hexapod can be seen in figure 7.1 below.
Figure 7.1: Hexapod Robot Coordinate Systems
As seen in the figure above each leg’s coordinate system is to be rotated by increments of 60° to align
with the global coordinate system. It is then translated in the x and y directions to account for the offset
to the center of the hexapod. The z− axis of all coordinate systems are already aligned and as such no
z adjustments are required.
The transformations depend on the clockwise leg rotation relative to leg 1, α, and the body radius of the
hexapod β.
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7.1 Forward Kinematics Transformation
The forward kinematics developed previously solves the XY Z position of the leg in the leg’s coordinate
system given the three θ values of the joints. This XY Z solution must be transformed from the leg’s
coordinate system into the global hexapod body coordinate system.
XG = YLsin(α) + (XL + β)cos(α) (7.1)
YG = YLcos(α)− (XL + β)sin(α) (7.2)
where α is the leg rotation relative to leg 1, β is the hexapod body radius, XG and YG are the global
hexapod coordinates and XL and YL are the local leg coordinates.
7.2 Inverse Kinematics Transformation
The inverse kinematics developed previously solves the θ angles of the leg joints given theXY Z position
of the foot in the leg’s coordinate systems. This XY Z position must be transformed from the hexapod’s
global coordinate system into the leg’s local coordinate system before the inverse kinematics can be
calculated.
XL = XGcos(α)− YGsin(α)− β (7.3)
YL = XGsin(α) + YGcos(α) (7.4)
7.3 Discussion of Results
The body kinematic equations derived above successfully translate the local leg coordinates into a global
body coordinate system and vice versa. These equations are used to provide the user with a global
coordinate system specifying points for each leg to move to with reference to the center of the body of
the hexapod robot.
This allows for simpler control of the legs as each leg’s location is relative to the same, global coordinate
system.
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8 Leg Motion Planning
Leg motion planning has been separated into two sections, namely foot trajectory planning and foot
position planning. Foot trajectory planning consists of planning the path between two points during the
swing and support phases of the leg. Foot position planning is the process of determining where the
hexapod needs to place each foot to achieve a desired motion and maintain stability.
Foot position planning must happen first as the points that this algorithm determines are used in the foot
trajectory planning algorithms.
8.1 Foot Position Planning
The crab angle of the robot is defined as the angle between the direction of the motion of the robot and
the direction of the positive x-axis of the robot [47]. This can be seen in the image below. The angle α
represents the crab angle of the hexapod.
Figure 8.1: Hexapod Coordinate System with Crab Angle
This angle defines the direction in which each leg must move during the support phase in order to propel
the hexapod in that direction.
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The foot position planning takes in various variables which define the foot motion. These variables
include the radial distance from the center of the hexapod to the center of the stride line, the stride
length, the step height, the direction of motion (crab angle) and the pitch and roll of the hexapod which
indicates the slope on which it is walking. A depiction of the hexapod moving forward, i.e. with a crab
angle of zero, showing the strides of each leg to achieve this is shown below.
Figure 8.2: Hexapod Leg Strides
The foot position planning algorithm calculates the starting point, mid point and end point for the trajec-
tory of each foot which the path planning algorithm then uses to generate an array of points representing
the full path of the foot.
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The foot position planning algorithm starts by calculating the start and end height of the foot path from
the pitch and roll of the hexapod. These heights are in comparison to the mid point of the stride which is








(tan(θ)cos(α) + tan(φ)sin(α)) (8.2)
where θ is the pitch of the hexapod, φ is roll of the hexapod, α is the crab angle or direction of motion
and Ss is the stride length.
Using the above start and end point height changes, the full start, mid and end points are calculated as
follows.
Start Point








z = −H + ∆hstart (8.5)
Mid Point
x = Rdcos(RL) (8.6)
y = −Rdsin(RL) (8.7)
z = −H + Sh (8.8)
End Point








z = −H + ∆hend (8.11)
where RL is the rotation of the leg relative to leg one, Rd is the radial distance from the center of the
hexapod to the center of the stride of the leg, H is the body height of the hexapod and Sh is the step
height of the leg.
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8.2 Foot Trajectory Planning
The foot trajectory planning is done on a point to point basis. That is, the foot position planner determines
where the foot must be placed and the foot trajectory planning plots a path between these points that
satisfies initial and final conditions such as via points, velocity and acceleration.
In the case of the hexapod robot, the path planning technique used is that of via points. This is a method
where start and end points are defined as well as any number of points in between the start and end
points in order to achieve a desired smooth path. This allows for setting the step height and shape of
the swing phase. This is beneficial as it allows for the changing of the foot trajectory based on obstacles
in the hexapod’s environment.
Polynomial functions can be used to produce a smooth path between points [34]. The initial and final
configurations, qi and qf respectively, are specified as well as any desired via points, q1,2,3.... In order
to generate the path, various degrees of polynomials can be used. As the degree of the polynomial
increases the smoothness of the path increases and so does the complexity of the calculation.
By specifying the initial position, via positions, final position and velocities a polynomial can be used
to generate the path. A linear path between the points is first plotted as a baseline to show how the
smoothness improves as the degree of the polynomial increases.
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8.2.1 Polynomial Path Generation
The following points were used in the plots below:
qi = 0.2 q̇i = 0 (8.12)
q1 = 0.25 q̇1 = 0 (8.13)
qf = 0.3 q̇f = 0 (8.14)
Note that the plots below are made with two separate polynomial functions to allow the path to go through
the via point. One polynomial from qi to q1 and another polynomial from q1 to qf .
All polynomial coefficients were solved using MATLAB.
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Linear Path
The equation below represents the linear trajectory generation (a polynomial of degree one).
q(t) = a0 + a1 × t (8.15)
q̇(t) = a1 (8.16)
q̈(t) = 0 (8.17)
The variables a0 and a1 are solved using the initial conditions shown above.
a0 =






Using the above equations the following paths were generated in MATLAB.
(a) Position Plot (b) Velocity Plot
(c) Acceleration Plot
Figure 8.3: Linear Trajectory Plot
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Cubic Polynomial
The equation below represents the cubic trajectory generation (a polynomial of degree three).
q(t) = a0 + a1 × t+ a2 × t2 + a3 × t3 (8.19)
q̇(t) = a1 + a2 × t+ a3 × t2 (8.20)
q̈(t) = a2 + a3 × t (8.21)




i − 3qf t2i tf + 3qitit2f − qit3f
(t0 − tf )(t2i − 2titf + t2f )
a1 =
6(qf titf − qititf )
(t0 − tf )(t2i − 2titf + t2f )
(8.22)
a2 = −
3(qf ti − qiti + qf tf − qitf )
(t0 − tf )(t2i − 2titf + t2f )
a3 =
2(qf − qi)
(t0 − tf )(t2i − 2titf + t2f )
(8.23)
Using the above equations the following paths were generated in MATLAB.
(a) Position Plot (b) Velocity Plot
(c) Acceleration Plot
Figure 8.4: Cubic Trajectory Plot
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Quintic Polynomial
The equation below represents the quintic trajectory generation (a polynomial of degree five).
q(t) = a0 + a1 × t+ a2 × t2 + a3 × t3 + a4 × t4 + a5 × t5 (8.24)
q̇(t) = a1 + a2 × t+ a3 × t2 + a4 × t3 + a5 × t4 (8.25)
q̈(t) = a2 + a3 × t+ a4 × t2 + a5 × t3 (8.26)




i − 5qf t4i tf + 10qf t3i t2f − 10qit2i t3f + 5qitit4f − qit5f







f − qit2i t2f )





f + qf t
2
i tf − qitit2f − qit2i tf )





i − qit2i + qf t2f − qit2f + 4qf titf − 4qititf )
(ti − tf )2(t3i − 3t2i tf + 3tit2f − t3f )
(8.30)
a4 =
15(ti + tf )(qf − qi)




(ti − tf )2(t3i − 3t2i tf + 3tit2f − t3f )
(8.32)
Using the above equations the following paths were generated in MATLAB.
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(a) Position Plot (b) Velocity Plot
(c) Acceleration Plot
Figure 8.5: Quintic Trajectory Plot
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8.2.2 Single Sixth Order Polynomial with Via Point
In each of the above polynomial trajectories, two separate polynomials are required to generate the
complete path. The computation is simpler if there is only one equation that takes the via point into
account and generates the full path at once.
According to [48] a single sixth order polynomial is the optimum trajectory as it eliminates spikes in jerk
at the start and end points which occur in lower order polynomials.
The equations for this single sixth order polynomial are shown below [48].
q(t) = a0 + a1 × t+ a2 × t2 + a3 × t3 + a4 × t4 + a5 × t5 + a6 × t6 (8.33)
q̇(t) = a1 + 2a2 × t+ 3a3 × t2 + 4a4 × t3 + 5a5 × t4 + 6a6 × t5 (8.34)
q̈(t) = 2a2 + 6a3 × t+ 12a4 × t2 + 20a5 × t3 + 30a6 × t4 (8.35)
The coefficients a0 to a6 are found using the initial, mid and final point constraints.
a0 = qi a1 = 0 a2 = 0 (8.36)
For the general case of the hexapod, the mid point at the top of the stride is set to occur at t1 =
tf
2 while
















[2(q1 − qi)− (qf − qi)] (8.40)
Using the above equations the following paths were generated in MATLAB.
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(a) Position Plot (b) Velocity Plot
(c) Acceleration Plot
Figure 8.6: Sixth Order Single Trajectory Plot
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8.3 Discussion of Motion Planning
The motion planning algorithm was split into two sections. The foot position planning and the trajectory
generation.
The foot position planning successfully generated starting, mid and end points for the trajectory gener-
ation algorithm to use. These points were generated using the given parameters of the radial distance
from the center of the hexapod to the center of the stride line, the stride length, the step height, the crab
angle and the pitch and roll of the hexapod.
Various different trajectory generation algorithms were explored, namely the cubic polynomial, the quintic
polynomial and a single sixth order polynomial. The cubic and quintic polynomials require two separate
equations to generate the full path of motion through the stride height via point while the single sixth
order polynomial includes this via point in one equation. It is also clearly visible from the plots of the
trajectory of each polynomial that the single sixth order polynomial is the smoothest and does not contain
the acceleration spike or the ’flattening’ of the velocity curve around the zero position that the quintic
polynomial has in figure 8.5. This is mostly due to having one continuous equation as opposed to two
separate equations that have been joined.
For this reason the single sixth order polynomial was selected as the trajectory generation algorithm
for the leg of the hexapod. It was successfully implemented on the hexapod’s micro-controller and
was capable of propelling the hexapod in any given direction (based on the crab angle supplied to the
algorithm).
The path generation algorithms were tested by walking the hexapod using these algorithms and observ-
ing the motion. This is shown during the testing section of this report.
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9 Remote
In order for the hexapod to be useful in the real world it must be able to be remotely controlled. Relevant
data including motion control instructions such as ’walk forward’ and telemetry data must be commu-
nicated back and forth between the controlling device (i.e. a computer) and the hexapod robot. The
wireless communication was achieved using a radio frequency serial module. This module transmits
and receives serial data. Using a defined communication standard for sending and receiving messages
all data can be transmitted to and received from the hexapod robot.
There are a number of different RF modules with varying communication frequencies. Common frequen-
cies include very high frequency (VHF) of 136 − 174Mhz which is best suited for outdoor applications
where there are little to no obstructions between the transmitter and receiver and ultra high frequency
(UHF) 403− 470MHz which is best suited for environments with obstructions [49].
For a robot that has search and rescue applications in mind, UHF is desired so that the communication
will work through obstructions. A common UHF radio module for mobile applications is one that operates
at 433MHz. These modules are low cost and small, making them ideal for the hexapod.
The module selected for use in this project is the RF1100-232 transceiver. This single module allows for
both the transmission and reception of data using a serial (UART) interface.
It allows for point-to-multipoint transmission [50] which is beneficial as it allows the computer to transmit
information to the hexapod and to any other devices fitted with another remote module, for example, the
hexapod charging base discussed later. A number of these modules were readily available in RARL at
UCT.
The module can be seen in figure 9.1 below.
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Figure 9.1: RF1101 Wireless Module [51]
Although these modules are ideal for remote communication they are 5V modules. To communicate with
the micro-controller on the hexapod the 5V was dropped down to 3.3V using a voltage divider. After con-
necting the module through the voltage divider to the micro-controller and connecting a second module
to a computer through a USB-to-serial converter, communication between the devices was achieved.
Unfortunately, data on this module was limited and as such range tests were performed to determine
the range of the module.
The remote is configured with various different settings at start-up to ensure that it is communicating at
the correct baud rate and on the correct channel. The commands to be sent to the module to set each
setting of the module can be seen below [50]. Note that the portion of the command in brackets is what
is changed to select different settings.
Read Module Configuration
0xA6 0x6A
where the module responds with its configuration as below.
0xA6 CHANNEL 0x64 BAUD POWER ID[1] ID[2]
Set Baud Rate
0xA3 0x3A (0x01/0x02/0x03)
where 0x01 is 4800 baud, 0x02 is 9600 baud and 0x03 is 19200 baud.
Set Channel Number
0xA7 0x7A (0x00-0xFF)
where (0x00-0xFF) is the desired channel number of 0 to 255.
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where (0x00,0xFF) is the desired module ID of 0 to 255 sent over 2 bytes.
Set Module Transmit Power
0xAB 0xBA (0x00/0x05/0x07/0x0A)
where (0x00/0x05/0x07/0x0A) is the module power in dbm (e.g. 0x0A is 10dbm).
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A piece of software available at [50], simplified the initial configuration of the module by providing a GUI
to change the module’s settings. However the raw commands are to be used if the micro-controller
needs to change any remote module settings during operation.
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9.1 Remote Test
The remote test entailed testing the range of the remote system and the response to obstacles between
the hexapod and the host computer. This was done by setting the host computer to send a command
to the hexapod every one second while moving the hexapod to multiple different locations and known
distances from the host computer. The hexapod was monitored to see whether or not it received the
data from the host computer at each location.
Table 9.1: Hexapod Remote Range Test
Distance (m) Condition Connection
20 Line of Sight (Outdoors) True
60 Line of Sight (Outdoors) True
100 Line of Sight (Outdoors) True
110 Line of Sight (Outdoors) True
120 Line of Sight (Outdoors) False
20 Line of Sight (Indoors) True
40 Line of Sight (Indoors) True
60 Line of Sight (Indoors) True
70 Line of Sight (Indoors) False
20 Through Building Walls True
40 Through Building Walls True
50 Through Building Walls True
60 Through Building Walls False
10 Through Parked Cars True
20 Through Parked Cars False
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Remote 97
9.2 Discussion of Remote
The remote was successfully implemented and two-way communication was achieved between the
micro-controller and a computer. The voltage divider circuit can be seen in figure 11.7 in a later section.
The results above show that outdoors with line of sight the range of the remote is limited to ±110m and
line of sight indoors the range is limited to ±60m. When the range was tested through building walls and
floors by moving up floors in the building and moving into different rooms in the building the range was
limited to ±50m.
It is noted that large metal obstructions (such as cars) greatly reduce the range and in the case of
multiple cars between the host computer and the hexapod the range was limited to ±10m.
It was found that the remote module would, on occasion, lose its memory of its configuration. For this
reason a function was developed on the hexapod micro-controller which checks the configuration of
the remote module at start-up and if it is not correct it would go through the process of setting each
parameter. It then reads the configuration again to confirm that everything has been set correctly before
continuing.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
IMU Stabilisation 98
10 IMU Stabilisation
Inertial measurement units, or IMUs, are sensors which comprise of accelerometers, gyroscopes, mag-
netometers and microprocessors used to process and collect measurements of the linear and angular
acceleration of the system to which it is connected.
10.1 Accelerometer
An accelerometer is an independent instrument which measures the acceleration of an object in m.s−2
or G-force. They are low power devices and therefore can be powered by a micro-controller. The
measurement range of each accelerometer varies but common values include ±2G,±4G,±8G and
±16G, however they can have a range as high as ±250G [52].
There are two main types of accelerometers: capacitive and piezoelectric.
Capacitive accelerometers output a voltage depending on the distance between internal, charged
plates. As the device is accelerated the distance between these plates varies and from this the ac-
celeration is determined [53].
Piezoelectric accelerometers contain a crystal which produces a voltage when tension or compression
is applied to it. A mass attached to a spring compresses the crystal when it is accelerated and this
produces a voltage from which the acceleration is determined [53].
Accelerometers are cost effective and easy to implement into a system, however they are prone to noise
if not carefully selected and processed.
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10.2 Gyroscope
A gyroscope determines angular velocity using the Coriolis effect. Its output is generally in rad/s2 and
this can be integrated to determine angle of rotation of the gyroscope [54]. Three axis gyroscopes allow
for the determination of the angle in each axis, namely pitch6, roll7 and yaw8. Gyroscopes are prone
to drift and as such are normally fused with an accelerometer to achieve consistent data readings over
time. The yaw cannot be determined using a gyroscope alone and sensor fusion with a magnetometer
is also required.
10.3 Magnetometer
A U-shaped beam made from a ferrous metal with two piezoresistive sensors placed on each end indi-
cate differential strain depending on its orientation with the Earth’s magnetic field [55]. This produces
a varying voltage with varying angular position. Three axis magnetometers allow for angular position
sensing in all directions.
6Rotation around the x-axis
7Rotation around the y-axis
8Rotation around the z-axis
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10.4 The Xsens IMU
An Xsens Motion Tracker MTi-28A33G35 was used as the IMU unit for the hexapod due to its availability
in the Robotics and Agents Research Lab and its precision in determining drift free, three dimensional
orientation as well as calibrated three dimensional linear acceleration, angular acceleration and mag-
netic field data [56]. It was selected over conventional IMU modules such as the MPU-9250 [57] due to
its robust and dust proof case as well as its simple setup using its own software GUI, MT Manager [58].
It has an embedded processor capable of performing necessary sensor fusion and calculating roll, pitch
and yaw in real time using a Kalman Filter. The Xsens Kalman Filter algorithm is known as XKF-3
and uses data from the gyroscopes, accelerometers and magnetometers to compute an optimal three
dimensional orientation estimate with a high degree of accuracy and no drift for static and dynamic
movements [56].
Figure 10.1: XSens IMU
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10.5 Stabilisation
Stabilisation, and pitch and roll control, is important to allow for sensors, such as a camera, to be
mounted onto the hexapod’s body. The pitch and roll of the hexapod can be set to a particular angle and
even while walking on a slope, that angle is maintained. This is beneficial as it allows for the pointing of
a camera in a fixed direction without the need for more motors to move the camera independently.
Note that stabilisation refers to the rejection of a base motion to achieve a stable system. For pitch
and roll this would normally be done using the angular rate as opposed to the angular position as this
produces a control system with a higher bandwidth. The stabilisation implemented on the hexapod does
not take into account the angular rate, simply the angular position of the hexapod’s body.
As such, here the word stabilisation is used to describe the control of the pitch and roll of the hexapod
and the ability to set it to a fixed value (relative to a flat ground) which will not change if the ground
under the hexapod changes. This means that the hexapod does in fact reject a base motion to produce
a stable pitch and roll, however it does so by controlling the pitch and roll angles as opposed to the
angular rate.
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10.5.1 Feedback Control
Feedback control is a control mechanism that uses readings of the output of a control loop to adjust the
input to the loop in order to achieve a desired output. A basic, closed loop feedback control loop can be
seen in figure 10.2 below.
Figure 10.2: Basic Negative Feedback Loop
A feedback loop can be either positive feedback or negative feedback. Positive feedback is used to
increase the size of the error term by summing the input and output values while negative feedback is
used to decrease the error term by subtracting the input and output values. A negative feedback loop is
said to be stable because it sends the error term to a constant value [59].
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10.5.2 PID Control
A proportional-integral-derivative (PID) controller is a commonly used negative feedback controller. It is
comprised of a proportional controller, and integral controller and a derivative controller.
Proportional Controller
The proportional controller depends on the current error in the system. Therefore if the proportional gain
is increased, the error term decreases at a faster rate. The proportional gain is denoted as KP . The
proportional term is given by P = KP × e where e is the error term in the loop.
A high proportional gain leads to a large change in the output for a given change in the input and if the
gain is too high this can lead to the system becoming unstable [59]. If the proportional gain is small
then the output has a small response to a change of the input. If the gain is too low the system may not
respond to a change in input. Increasing this gain reduces the rise time of the loop and aids in reducing
the steady state error.
Integral Controller
The integral controller depends on both the size of the error and the duration of the error. It is the sum
of the instantaneous error over time. The integral controller aids in eliminating the stead state error,




where, as in the proportional controller, e(t) is the error term with respect to time and KI is the integral
gain.
Derivative Controller
The derivative controller depends on the rate of change of the error. It is used to slow the rate of change
of the output of the control loop which in turn increases the stability of the system and reduces the
overshoot. This improves the transient response. The derivative term is given by D = KD
de(t)
dt where
KD is the derivative gain.
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A helpful table describing the effects of increasing each of the above controller gains has on a system is
shown below [59].
Table 10.1: PID Controller Gain Effects
Parameter Rise Time Overshoot Settling Time Steady State Error
KP Decrease Increase Small Increase Decrease
KI Small Decrease Increase Increase Large Decrease
KD Small Decrease Decrease Decrease Minor Change
A common structure of the PID controller is the parallel connection of each of the above controllers as
shown in figure 10.3 below [59].
Figure 10.3: Parallel PID Controller
In order to implement a PID controller on the hexapod robot for pitch and roll control a digital PID
controller is developed. For pitch control the digital PID controller takes in the difference between the
desired pitch (set point) and the actual pitch and outputs a pitch value to which the hexapod must go to
therefore decreasing the error until it is zero.
The proportional controller can be represented mathematically as simply the product of the error term
and the KP gain.
The integral controller is defined as the cumulative sum of the previous error terms multiplied by the
integral gain KI .
The derivative controller is defined as the difference between the current error and the previous error,
multiplied by the derivative gain KD.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
IMU Stabilisation 105
10.5.3 Implementing the PID Controller
The PID controller was developed in C++ so that it can be implemented onto the hexapod’s micro-
controller. It uses a recursive algorithm to determine the proportional, integral and derivative components
of the controller. The equations used in the algorithm are shown below [60].







The error term e(t) is defined as:
e(t) = r − y (10.2)
where r is the controller set point and y is the parameter being controlled (in this case the current pitch
or roll).
This is shown in the form of a control loop block diagram below.
Figure 10.4: Final PID Control Loop Block Diagram
The above block diagram represents the control loop for one attitude angle (e.g. pitch). Two of these
control loops are run in parallel to control both pitch and roll.
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In the C++ algorithm this is implemented as follows:
1. Initialise an integral term precursor i and a previous error term ep to zero.
2. Initialise Kp, Ki, Kd and dt to their respective values. Note that dt is the time between PID
calculations.
3. Calculate the current error at time t, e = r − y.
4. Calculate the proportional term P = Kpe(t).
5. Calculate the cumulative integral term precursor i = i+ edt.
6. Calculate the integral term I = Kii.
7. Calculate the derivative term D = Kd
(e−ep)
dt .
8. Calculate the total PID output u = P + I +D.
9. Update the previous error term ep = e.
10. Repeat steps 3 to 9 on each time interval dt.
This process is executed every 100ms in a timer interrupt and the pitch and roll of the hexapod is
adjusted to the total PID output, u, after each iteration.
Using the desired hexapod pitch and roll output from the above PID controller, a height offset is applied
to each leg of the hexapod in order to set the body attitude. This is done using the equation below.
∆z = x× tan(pitch) + y × tan(roll) (10.3)
where x, y and z are the coordinates of a particular foot of the hexapod.
The above equation for ∆z supplies each foot with a change in z required to set the Hexapod’s pitch and
roll. There are many possible ways for the pitch and roll to be adjusted by moving all 6 legs, however
this equation assumes that each leg must adjust the pitch and roll equally, therefore distributing the load
of each leg equally.
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10.5.4 Tuning the PID Controller
Two PID controllers were developed for the hexapod. One for pitch control and one for roll control. To
start, the roll controller was switched off while the pitch controller was tuned. The tuning was done using
the Ziegler-Nichols method [61].
To do this the integral and derivative gains are set to zero. The proportional gain is then increased from
zero until the system begins to oscillate at a constant amplitude. The gain at this point Ku as well as the
oscillation period, Tu, are then used to set the PID gains for system according to the table below [59].
Note that the Ziegler-Nichols method is designed to be used on linear systems. In the real world the
hexapod is a nonlinear system [41] and as such the Ziegler-Nichols method is used only as a starting
point for tuning. The PID gains were then adjusted from this point until the stability of the system was
optimized.
Table 10.2: Ziegler-Nichols Method
Control Type KP KI KD
Normal PID 0.6Ku 2KPTu
KPTu
8
Some Overshoot 0.33Ku 2KPTu
KPTu
3
No Overshoot 0.2Ku 2KPTu
KPTu
3
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The above process was performed on the hexapod and the graph of pitch and roll over time was
recorded. The graph below shows the pitch and roll of the hexapod over time as the Kp value is in-
creased to the point of oscillation of the hexapod.
Figure 10.5: Hexapod PID Tuning
The graph shows that at a critical Kp value of 1.8 the hexapod begins to oscillate. The oscillations were
focused on to determine the oscillation frequency.
Figure 10.6: Hexapod PID Critical Kp
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In graph 10.6 lines were drawn at the peak amplitude of each oscillation to determine the period. The
period was measured in three different places during the oscillation with the average of these taken. The
final measured period of oscillation was 0.2 seconds.
Using the critical Kp value, Ku, and the period of oscillation Tu in conjunction with table 10.2 the values
for Kp, Ki and Kd were calculated using the normal PID configuration.









Using the above PID gain values the hexapod’s stabilisation was tested and the resulting graph of pitch
and roll is shown below.
Figure 10.7: Hexapod PID Initial Values
It can be seen in the graph above that the control loop with the gain values calculated using the Ziegler-
Nichols method is not stable. The oscillations begin with no disturbance to the hexapod and they never
settle. The hexapod moves back and forth continuously in both pitch and roll. Note that the points at the
beginning and end of the oscillatory portion of the graph is before the PID controller is enabled and after
it is disabled.
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The PID gains were then adjusted manually, using the Ziegler-Nichols values as a starting point, until
the hexapod became stable. The gains were chosen so as to minimize the settling time, the overshoot
and the oscillations. According to table 10.1 in order to decrease the settling time and overshoot the
integral gain must be reduced.
By reducing the integral gain incrementally and testing the response by angling the table that the hexa-
pod was standing on by a known angle of ±0.3 rad a final, acceptable stabilisation was found. A plot of
the hexapod’s pitch and roll over time with these final PID gains can be seen in figure 10.8 below.
Figure 10.8: Final PID Gain Test
Final values for the gains are shown below.
Kp = 1.10 (10.7)
Ki = 2.21 (10.8)
Kd = 0.032 (10.9)
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The same test was performed with the IMU stabilisation switched off and with the controller switched on
with a Kp of 1 and the other gains set to zero to show the effect of the properly tuned controller.
Figure 10.9: PID with Kp = 1, Ki = Kd = 0
Figure 10.9 above shows that without the PID controller and simply a P controller with a gain of 1 the
hexapods pitch and roll oscillates before settling and has a steady state error of ±0.01 rad. Comparing
this to figure 10.8 which is properly tuned for stabilisation shows that the properly tuned PID controller
is effective in reducing, if not eliminating, both steady state error, overshoot and oscillations of the
hexapod’s pitch and roll.
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Figure 10.10 below shows that without any stabilisation the pitch and roll of the hexapod simply matches
that of the slope angle it is standing on, with a steady state error.
Figure 10.10: Stabilisation Switched Off Test
In the case when the IMU stabilisation is switched on and correctly tuned as in figure 10.8 it is clear that
the pitch and roll settles back to zero over time and the steady state error is eliminated.
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10.6 Discussion of IMU
The IMU module was successfully implemented with the hexapod’s micro-controller. Communication
between the devices was achieved and accurate pitch and roll data was read from the IMU by the micro-
controller.
This allowed for the development of a PID controller for pitch and roll which after proper tuning allows for
the setting of pitch and roll values and the stabilisation of the body of the hexapod to said values.
The final PID gain values are shown below.
Kp = 1.10 (10.10)
Ki = 2.21 (10.11)
Kd = 0.032 (10.12)
These values were successfully tuned to achieve minimum overshoot, oscillations and steady state error.
Graphs were plotted of the hexapod with the properly tuned controller, an improperly tuned controller, a
simple P controller and with no controller at all. These graphs were used to verify the functionality of the
properly tuned PID controller.
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11 Circuit Design
The main controller for the hexapod was originally selected to be the STM32F051C6 micro-controller,
however after extensive use it was found that this micro-controller was not powerful enough to control all
elements of the hexapod. It did not have enough flash memory to store the C++ program required. For
this reason the micro-controller was upgraded to the larger STM32F407VGT6.
In order to interface with the motors, IMU and remote additional circuitry was required. Specifically a
circuit to convert from RS485 communication to UART was needed for the motors, conversion circuitry
from RS232 to UART was required for the IMU and a voltage level adjuster was required to interface
with the remote.
The circuits were designed and developed first on a breadboard and later on veroboard for a more
permanent solution. Finally, a printed circuit board was designed and manufactured for the final circuit
for the hexapod.
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11.1 STM32F407VGT6 Core Circuit
The circuit diagram for the core micro-controller components is shown in figure 11.1 below.
Figure 11.1: STM32F407VGT6 Core Circuit Diagram
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The micro-controller requires a voltage of 3.3V to operate and as such a voltage regulator is needed to
produce this. The circuit diagram for the 3.3V regulator is shown in figure 11.2 below. Note that VDD is
the 3.3V output of the regulator.
Figure 11.2: 3.3V Regulator Circuit Diagram
The power component of the micro-controller is shown in the circuit diagram below.
Figure 11.3: STM32F407VGT6 Power Circuit Diagram
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11.2 Motor Communication Circuit
According to the Dynamixel Motors user manual [25] the recommended circuit diagram to communicate
with a UART device is as shown in figure 11.4 below.
Figure 11.4: Recommended RS485 to UART Converter Circuit
This was adjusted slightly to use an integrated circuit that was more easily available. The final circuit
diagram for the motor communication can be seen in figure 11.5 below.
Figure 11.5: Final RS485 to UART Converter Circuit
In the above circuit diagram the nets PB6, PB7 and PD12 connect to the respective pins on the micro-
controller and nets D+ and D- connect to the motors communication pins. Pins PB6 and PB7 are used for
UART communications while pin PD12 is used to switch the LTC1480 chip between transmit-to-motors
and receive-from-motors mode by pulling the pin high or low respectively. The motors are connected in
a daisy chain fashion from one to another.
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11.3 IMU Communication Circuit
The Xsens IMU communicates using RS232 serial protocol which operates from +3V to +15V and -3V
to -15V logic levels [62]. The micro-controller must communicate using UART serial protocol which oper-
ates from 0V to 3.3V logic levels. A conversion circuit is required to allow for successful communication
between these two devices. It is based on the MAX232 integrated circuit and can be seen in the diagram
below.
Figure 11.6: Final RS232 to UART Converter Circuit
In the circuit diagram above the pins PD8 and PD9 are connected to the UART of the micro-controller.
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11.4 Remote Communication Circuit
The remote operates at 5V logic levels and therefore needs a simple voltage divider to lower the output
of the remote to 3.3V. No circuitry is needed on the input to the remote as it recognises 3.3V as logic
level high correctly.
Figure 11.7: Remote Output Voltage Divider Circuit
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11.5 Motor Switch Circuit
The hexapod has been designed in conjunction with wireless charging circuity. During the charging of
the hexapod there cannot be a current draw from the batteries of more than 150mA or the charging circuit
cannot determine the charge level of the batteries. For this reason a switch is needed to disconnect the
motors from the battery during charging.
The switch needs to be capable of withstanding up to 10A of peak current. A relay was investigated
however due to its large size it was dismissed as an option. In order to produce a circuit that is small
enough to fit onto a PCB within the hexapod, MOSFETS were used. Two MOSFETS in parallel were
used to achieve the required current capabilities. The circuit diagram can be seen in figure 11.8 below.
Figure 11.8: Motor Power Switch
In the above circuit the micro-controller controls the switch using GPIO pin PA10 as seen connected to
the driver MOSFET QH.
This circuit was designed by Sven Weihe during his undergraduate thesis working on the hexapod in
2019 [7].
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11.6 Additional Connections
In addition to the above circuits, connectors are included to provide a connection to the charging circuit,
the SWD pins of the micro-controller for programming and GPIO pins to be used for future expansion as
well as the main power input to the control circuit.
11.6.1 Power Input
A three pin power input connector is required to provide the main control board with 5V for power to
the integrated circuits and voltage regulator and 15V for power to the motors. A phoenix connector was
used as it has higher current carrying capabilities than a standard molex. This is needed for the 15V
connection to the motors.
11.6.2 Charging Circuit Connection
A four pin connector was added to GPIO pins on the micro-controller. This is to be connected to the
charge controller for the battery system. These four pins are used to read the state of charging and
determine if charging is complete as well as read the current battery voltage.
11.6.3 Expansion Pins
An expansion header was added connecting to pins PE8 to PE15 on the micro-controller to allow for
future GPIO expansion. Note that these pins do not have access to the ADC or other communication
ports on the micro-controller.
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11.6.4 SWD Programming
A six pin header was added connecting to the following pins on the micro-controller to allow for program-




• BOOT0 (Pin 94)
• NRST (Pin 14)
• GND
A circuit with the ST-Link debugger chip was developed to interface with the SWD pins and a computer.
This circuit diagram can be seen in figure 11.9 below.
Figure 11.9: ST-Link Debugger Circuit [63]
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11.7 Prototype Circuit Board
A prototype circuit board was developed using veroboard. This was done to be able to test each compo-
nent of the circuit before designing the PCB. It was designed such that the STM32F4-Discovery board
could be connected to it. The prototype circuit board can be seen in figure 11.10 below.
(a) Prototype Board without Discovery (b) Prototype Board with Discovery
Figure 11.10: Prototype Circuit Board
In the circuit board above, power is connected to connection 1, the motors are daisy chained onto
connection 2, the remote is connected to connection 3 and the IMU is connected to connection 4.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Circuit Design 124
11.8 Printed Circuit Board Design
A printed circuit board (PCB) with all of the above circuits and connectors was designed using EasyEDA
[64]. The final, full circuit diagram can be seen in the figure below.
Figure 11.11: Final Complete Circuit Diagram
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A rendering of the PCB can be seen in figure 11.12 below.
(a) Top Layer
(b) Bottom Layer
Figure 11.12: PCB Design
The above PCB was designed using components with the SMD-0805 package so that they can be
easily hand soldered in place. Traces that are required to carry higher currents have been exposed so
that solder can be deposited onto them to increase the current carrying capabilities.
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11.9 Completed Circuit Board
The surface mount components were soldered onto the PCB using a solder reflow oven in RARL at UCT.
Larger components were soldered by hand. The final completed board can be seen in the figure below.
(a) Top Layer
(b) Bottom Layer
Figure 11.13: Completed PCB
Extra solder was added to the power tracks for the motors as seen on the left of the bottom layer above.
This was done to increase the current carrying capabilities of the tracks.
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11.10 Discussion of Electrical Design
The main hexapod control PCB was designed based on a successful prototype board. Various features
were added to it that did not exist on the prototype board in order to add functionality and improve
performance.
The STM32 micro-controller can be successfully programmed using the SWD pins supplied on the PCB
and a ST-Link debugger, although programming would have been made easier by the inclusion of a 3.3V
power pin in the SWD header to allow for powering up the micro-controller from the debugger. Without
this pin the board must be powered by a 5V supply through the main power connector, if the batteries
are not connected.
The board can successfully communicate with the motors and control them. The motor power switch
which is used to switch power to the motors on or off using a GPIO pin on the micro-controller worked
correctly in switching the motor power, however when the motor power was switched on, the UART 2
port being used for the remote control failed. If the motors were switched on by placing an external 3.3V
onto the enable pin everything worked as expected. This was strange and the conclusion that was made
was that noise from the motors was causing the micro-controller malfunction. The GPIO pin signal was
viewed on the oscilloscope and no noise was obviously visible however the problem was evident.
A possible solution to this problem was adding a signal diode in series with the GPIO pin of the micro-
controller to prevent any signals from disturbing the pin. However this was not successful.
It was later determined that this motor switch was not needed as the originally designed 15V motor
voltage regulator circuit did not function correctly [7] and a store bought replacement regulator was
fitted. This store bought regulator had a built in enable/disable pin which when interfaced to one of the
GPIO expansion pins on the PCB successfully enabled and disabled power to the motors. The motor
switch chips were therefore removed, as they were no longer necessary, and the PCB was adjusted by
bridging the motor power across where the switches used to be with wire.
With this problem solved, the board functioned correctly and was able to communicate with the motors,
the remote and the IMU at the same time. It successfully read the battery status and voltage and
transmitted this information to the user through the remote which was received by the control GUI and
displayed.
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The board communicated successfully with the charging base, sending battery voltage and charge sta-
tus information as well as commands to start and stop charging to which the charging base responded
correctly [7].
One notable error in the design of the hexapod PCB was the reset button. The polarity of the reset button
was not correct and as such when the button was fitted the micro-controller’s reset pin was constantly
pulled to ground, placing it in an infinite reset loop. This was resolved by simply removing the reset
button from the PCB, however a redesign of the board to correct this would be helpful as it is useful to
be able to reset the micro-controller by pressing this button instead of having to power cycle the whole
hexapod. This problem did not cause any issues with the functionality of the hexapod, however it was
an inconvenience.
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12 Programming the Hexapod and GUI
The hexapod robot was programmed using object orientated C++. This was done so that each compo-
nent of hexapod is a separate class which allowed for modular code design with simple implementation
of functions. It also helped to make the code easier to read, understand and keep track of all functions.
The STM32F4 HAL library [65] was used to program the micro-controller. This allowed for a high level
of abstraction which aided in a faster development time.
12.1 GPIO Pins




PA4 is used as a GPIO output to enable to reading of the current battery voltage. A switch is placed
on the charging PCB which disconnects the battery from the micro-controller ADC when it is not being
used. This was done to limit the power dissipation from the battery. By setting PA4 to high the switch is
turned on and reading of the battery voltage is possible.
Pin 5
PA5 is an analog input to the micro controller’s ADC which is connected to a scaled battery voltage
(using a voltage divider connected to the battery and the switch as mentioned above) from 0V to 3.3V.
This value is used to determine the current battery voltage.
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Pin 6 and 7
PA6 and PA7 are GPIO digital inputs which are used to determine the current status of battery charging.
The table below describes the state of charging relative to the two pin values.
Table 12.1: Battery Charger Status Pins
Battery Status PA6 PA7
Not Charging HIGH HIGH
Fault HIGH LOW
Charging Constant Current LOW HIGH
Charging Constant Voltage LOW LOW
Pin 10
PA10 is used to enable or disable the power to the servo motors. During charging the hexapod must draw
no more than 150ma [66] for the charging circuit to function correctly. If all the motors are connected to
power, even with no load on them, they draw over 1A. For this reason it must be possible to disconnect
the motors from power during charging using a digital switch connected to PA10.
12.1.2 GPIO B
Pins PB6 and PB7 are used as the UART 1 transmit and receive pins. These pins connect to the motors
and allow for communication between the controller and the motors.
12.1.3 GPIO D
Pins PD5 and PD6 are used as the UART 2 transmit and receive pins. These pins connect to the wireless
transceiver and allow for communication between the hexapod, the charging base and the controlling
computer.
Pins PD8 and PD9 are used as the UART 3 transmit and receive pins. These pins connect to the XSens
IMU and allow for the reading of pitch and roll information from the IMU.
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12.1.4 GPIO E
GPIO E has been left as expansion pins for future use. The pins PE8 to PE15 can be used to add future
functionality to the hexapod without the need for developing a new PCB.
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12.2 Implementing Position Control
The position control was implemented by using the inverse kinematics derived previously to calculate
the respective motor angles in radians of each motor on the leg for a defined XYZ foot position. These
values were set to the theta position of the Leg object for each leg.
This position in radians for each motor was then translated into the bits that were to be written to the
motor’s goal position register.
12.2.1 Motor Position Bits Calculation
The conversion of the motor position from −150° to 150°, to 0° to 300° and to then convert this angle into
a 16 bit unsigned integer is shown in equation 12.1 below. Note that this equation is in radians.
θbits = 195.569(θ + 2.618) (12.1)
In the above equation θbits is the position value in byte form and θ is the position value from -2.61799 to
2.61799 radians. The constant 195.569 comes from the fact that 1024 is the highest possible number in a
16 bit unsigned integer. If the maximum angle is 5.23598 radians (300 degrees) then 10245.23598 = 195.569.
This final position value is then rounded down to the nearest integer value and using the following bitwise
operations, converted into an array of 2 bytes.
uint8 t byte1 = (uint16 t) θbits & 0xFF
uint8 t byte2 = (uint16 t) θbits >> 8
where & is a bitwise and function and >> is a bitwise right shift function.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Programming the Hexapod and GUI 133
12.3 Implementing Speed Control
In order to calculate the rotational speed of each motor given a global hexapod XYZ speed the differential
kinematics of the legs was used.
This value is then converted into a 2 byte array using the method shown in the previous section.
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12.4 Implementing Path Generation
The path generation algorithm is based off the maths described in section 8. First the path generation
parameters are defined with default values when the hexapod starts up. This values are shown below.
Radial Distance = 250mm (12.2)
Direction = −10 (12.3)
Stride Length = 50mm (12.4)
Step Height = 50mm (12.5)
Body Height = 140mm (12.6)
Using these parameters the starting, middle and end points of each leg are first calculated and then the
path generation algorithm is run to generate an array of points for each leg.
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12.5 Software Calibrating The Legs
The legs needed to be calibrated so that they were better aligned with one another. This was done by
doing a ’tap test’ with each link of the leg. First the horizontal hip motor was rotated until the torque
on that motor spiked, indicating that it had collided with the hexapod body which is a fixed reference
point. This position at which it collided was recorded. The vertical hip motor was then rotated until the
first leg link came into contact with the top of this motor. This was another fixed reference point. This
position was recorded. The final, third motor in the leg was then rotated until the third link collided with
the second link, another fixed reference point. This position was recorded.
Each of the fixed reference points described above is in the same position for all legs on the hexapod.
After completing this calibration of the first leg, the position values gathered for each motor were defined
as the zero position. From this point the calibration procedure was repeated for each leg and the position
values for all motors were recorded. The difference between each motors position value and the position
value of the first leg’s motors (the zero position) was calculated and this value was used as a software
offset constant to apply in the position control code.
This calibration technique was repeated 10 times and the average offset value for each motor was taken.
These offset values can be seen in table 12.2 below.
Table 12.2: Motor Calibration Offset Constants (rad)
Motor Number Leg 1 Leg 2 Leg 3 Leg 4 Leg 5 Leg 6
Motor 1 0 0 0 0 0 0
Motor 2 0 0.12101 0.10056 0.10567 0.15680 0.02045
Motor 3 0 0.01534 0.00511 0.01363 0.0 0.02556
An alternative to the process above is mounting micro switches and using the press of the micro-switch
as a trigger for the ’tap test’. This was considered however it was deemed to be less accurate than
the method described above. Ensuring that each of the 18 micro-switches required for calibration are
installed in the exact same place on each leg would have been difficult, however the position of links
and motors on each leg is already known to be the same as the parts were all machined to match.
Furthermore, additional programming would have been required on 18 GPIO pins to read the state
of each micro-switch. This makes the micro-switch method more complicated, and potentially more
inaccurate, than the torque spike method above.
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12.6 Implementing IMU Communication
The XSens IMU was first connected to a computer using a USB to serial converter cable. Using the
MT Manager software [58] the IMU was calibrated and setup to output calibrated pitch, roll, yaw and a
timestamp only when it receive a data request command. Without this setup the IMU would constantly
send data to its serial port. This would cause the hexapod’s receive data interrupt to be called constantly
and other processes (such as motor communication and remote control) would not have enough time to
complete correctly.
When the hexapod is ready to receive orientation data from the IMU it sends the ’request data command’
to the IMU. This is command is a 5 byte array and is structured as follows.
0xFA 0x01 0x34 0x00 0xCB
After receiving this command the IMU responds with its data in the following format.
Note that ’[]’ defines how many bytes are used by the parameter, if there is no ’[]’ it can be assumed that
it is 1 byte only. This notation is kept throughout this report.
0xFA 0xFF 0x32 0x33 DATA[36] ROLL[4] PITCH[4] YAW[4] TIMESTAMP[2] CHECKSUM
where DATA[36] is raw accelerometer, gyroscope and magnetometer data.
The micro-controller validates the checksum of the above data and if the checksum is correct the pitch,
roll and yaw values are updated to these new values received from the IMU. If the checksum is not
correct the pitch, roll and yaw are not updated.
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12.7 Implementing Remote Communication
Remote communication between the hexapod, the computer and the charging base is done by sending
various different packets of data between these devices. A breakdown of each of the packets that can
be sent or received by these devices is show below.
12.7.1 Hexapod Status Updates
A handshake is made with the computer in the form of a ping command sent to the computer and an
expected response from the computer. If this ping fails for a set amount of time (default 50 seconds)
the hexapod assumes to have lost connection to its host computer and stops moving to prevent damage
(e.g. uncontrollably walking into danger).
Ping Command from Hexapod to PC
0xFF 0xFA
Ping Response from Computer to Hexapod
0x37 0x37 0x37 0x37 0x37 0x37 0x37 0x37 0x37 0x37
The hexapod also sends its current battery voltage and IMU data to the computer over various intervals
(every 10 seconds for battery voltage and every 0.5 seconds for IMU data by default).
Battery Information from Hexapod to PC
A total of 10 bytes are sent to the PC as the base (which also uses this battery information when it is
transmitted) is expecting to receive 10 bytes.
0xFF 0xF9 STATUS VOLTAGE[4] 0 0 0
where the STATUS is an integer from 0 to 3 representing either not charging, charging constant current,
charging constant voltage or charging fault. The VOLTAGE is a float value represented by 4 bytes.
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IMU Data from Hexapod to PC
A total of 26 bytes of data are sent to the PC.
0xFF 0xFE TIMESTAMP[2] PITCH[4] ROLL[4] YAW[4] SLOPEPITCH[4] SLOPEROLL[4]
where SLOPEPITCH and SLOPEROLL are the pitch and roll angles of the slope the hexapod is currently
on. This is useful as the pitch and roll data will be set to a particular fixed, stabilised angle but the slope
angle could be anything.
12.7.2 Hexapod Control
To control the hexapod, data is sent from the computer GUI containing information such as body height,
walking direction and speed etc. These commands are shown below.
Movement Command
The computer sends 10 bytes of data for movement in the following format.
0x01 DIRECTION TWIST 0x02 SPEED 0x03 HEIGHT 0x04 FUNCTION CHECKSUM
where direction is an integer representing either forward, backwards, left, right, forward-right, forward-
left, backwards-right or backwards-left. Twist is an angle by which the horizontal hip motors are offset
to ’twist’ the body of the hexapod without moving its foot positions. Speed is a percentage value of the
maximum speed. Height is a percentage of a the maximum height. Function is an integer to represent
various functions that the hexapod can perform. These include: stand the hexapod in its default position,
turn clockwise or anti-clockwise by moving its feet, software reset the hexapod, start or stop charging
and lift a leg so that the hexapod can walk onto the charging base.
Note that the hexapod responds to each movement command by sending back the following:
0xFF CHECKSUM
where CHECKSUM is a checksum of the data is received. If the computer GUI does not receive the
correct checksum back after transmitting a movement command then it transmits that command again
until it does receive the correct checksum. This is done so that a movement command does not get
missed due to a momentary loss in communication.
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Toggle Motors Command
0xFF 0xFA TOGGLE 0 0 0 0 0 0 0
where TOGGLE is either 1 or 0 to represent motors enabled or disabled.
Toggle Pitch and Roll Stabilisation
0xFF 0xFB TOGGLE CHANNEL
where TOGGLE is either 1 or 0 to represent enable or disable and CHANNEL is either 1 for pitch, 2 for
roll or 3 for both.
Set PID Gains
Each PID gain is set by sending a separate command as the command to set all together would be
larger than the 10 bytes expected by the hexapod.
0xFF 0xDE CHANNEL GAIN VALUE[4]
where CHANNEL is defined as above, GAIN is either 1 for Kp, 2 for Ki or 3 for Kd and VALUE is four
bytes to represent the float value of the gain.
Toggle Charging
The hexapod receives a command from the PC to either start or stop charging, it then checks its current
battery voltage before choosing to either start or stop charging by sending a command to the charging
base.
If the battery is already fully charged it will not send the start charge command to the base.
0xFF 0xF8 0x37 TOGGLE 0 0 0 0 0 0
where TOGGLE is either 1 or 0 to start or stop charging respectively.
Reset Hexapod
The reset command comes from the movement commands. It sets the direction to 0 so that the hexapod
stops moving and the function to 55 as below.
0x01 0x00 TWIST 0x02 SPEED 0x03 HEIGHT 0x04 0x37 CHECKSUM
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Programming the Hexapod and GUI 140
12.7.3 Charging Base Control
After the hexapod has checked its battery voltage and deems it appropriate to charge it sends the
following command which the base receives.
0xFF 0xF8 TOGGLE 0 0 0 0 0 0 0
where TOGGLE is either 5 for start charging or 6 for stop charging.
During charging the hexapod also checks if it currently is charging versus a boolean that stores whether
or not it currently should be charging. If it should not be charging and it is charging then it sends the
stop charging command to the base until it stops charging. If it is not charging and it should be charging
then it sends the start charging command to the base until it starts charging.
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12.8 Explanation Of The Full Code Process
The flow of the code is explained below. Block diagrams are used where possible but at times block
diagrams were deemed to be too large and therefore explanations were used instead.
12.8.1 Initialisation Code
The code process that is executed once at startup is shown in a block diagram below.
Figure 12.1: Hexapod Initialisation Block Diagram
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12.8.2 Main Loop Code
The following code is executed continuously in a while loop and therefore does not contain the ’END’
block.
Figure 12.2: Hexapod Main Loop Block Diagram
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12.8.3 Timer 2 Interrupt Code
This is the code that is executed in the Timer 2 interrupt function. The code in this interrupt is responsible
for moving the hexapod’s motors goal positions to their respective position during walking. It cycles
through the generated path points for the current direction of motion.
The process of this interrupt can be seen in the block diagram below.
Figure 12.3: Hexapod Timer 2 Interrupt Block Diagram
Note that the interval of this timer is adjusted as the speed of walking changes. The timer interval is
calculated based on the current speed as shown below.
Timer 2 Interval = 600(1.1− S).
where S is the speed percentage from 0 to 1.
This equation was determined experimentally to achieve smooth motion.
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12.8.4 Timer 3 Interrupt Code
This is the code that is executed every 100ms in the Timer 3 interrupt function. The code in this interrupt
has been broken down into different sections with each section running on every nth interrupt. This
essentially allows different code to be run with different timing intervals using only one timer.
This is achieved by using a timer interrupt counter which increments on every interrupt. By comparing
the modulus of this counter to a pre-defined constant a block of code can be run on every nth interrupt.
The longest timed block in this interrupt is run every 10 seconds. This function checks the current
battery voltage of the hexapod by getting the ADC reading from the charging board. This process is
broken down below.
• Set the enable battery voltage read pin to HIGH.
• Begin ADC conversion.
• Poll for ADC conversion (wait until the conversion is complete).
• Set the enable battery voltage read pin to LOW.
• Read the two GPIO status pins from the charging board.
• From the two status pins determine the current state of the batteries.
• Return a charging status enum that contains the battery status and voltage.
• Transmit this information through the remote to the charging base and the computer at which point
the computer displays this information to the user.
The pin connected to the ADC that is used to read the battery voltage is connected through a digital
switch. When the switch is turned on the batteries are connected to the ADC pin (through a voltage
divider to adjust the battery voltage to 0 - 3.3V) and when the switch is turned off the batteries are
disconnected. This was done so that when the hexapod is not powered up the battery is not connected
to the micro-controller and therefore the micro cannot be powered erroneously through this connection.
Albeit a small, if not negligible, this switch also aids in preventing unwanted power consumption caused
by constantly having the battery connected to the micro-controller.
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The next timed block is executed every 5 seconds. This is where the ping command is sent to the
computer and the micro-controller checks if it has received a response. It keeps count of each time it
does not receive a response and if 10 responses are missed in a row it assumes that there is a loss of
communication and stops walking.
The next timed block is executed every 500ms. This sends the current IMU data to the computer.
The next timed block is executed on every interrupt iteration and therefore every 100ms. This block
simply sends the request data command to the IMU so that the IMU can then respond with the orientation
data of the hexapod to keep its current attitude up to date.
12.8.5 UART/DMA Transmit Complete Interrupt Code
This is the code that is executed after every transmission of serial data to either UART 1, 2 or 3.
• Clear the transmission complete interrupt flag
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12.8.6 UART/DMA Receive Complete Interrupt Code
This is the code that is executed every time either UART 2 or 3 has finished receiving serial data.
If the data received came through on UART 1 (the motors) nothing is executed. At the point of completion
of reception the motor control tables in the motor objects will be populated with the latest data from each
motor. As such if this data is to be used anywhere at this point it is already up to date and no further
processing is required.
If the data received came through UART 2 (the remote) the following steps are taken.
• The remote data is processed to extract all movement parameters or functions being commanded
to perform.
• The hexapod’s parameters are updated with these values and any commanded functions are per-
formed.
• New leg paths are computed with the updated movement parameters.
If the data received came through UART 3 (the IMU) the following steps are taken.
• The data is processes to extract the timestamp, pitch, roll and yaw data and convert them each
into their respective float values
• The PID control loop for both pitch and roll is updated with the new IMU data (if the pitch and roll
stabilisation is enabled)
• A limit is applied to the output of the PID controller to prevent the hexapod from angling itself too
much and causing damage (default angle limit is 34 degrees, found through experimentation).
• The hexapods attitude is updated with the output of the PID controller and the new position boolean
is set to true
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12.8.7 UART/DMA Interrupt Handlers
The UART and DMA interrupt handlers are called on the transmission and reception of serial data. They
are called after each byte and not after all data has been received and for this reason they are not used
to process any serial data. They simply acknowledge their respective interrupt to allow the next byte
to be receive. Without these interrupt handlers, and without each one acknowledging its interrupt, the
serial data communication fails after transmitting or receiving one byte and the remaining serial data is
lost.
12.8.8 Systick Interrupt Handler
The Systick handler is responsible for incrementing the system code clock tick counter on each clock
tick. This is its only function and no other code is to be executed within this interrupt handler.
12.9 Extern ”C”
All the interrupt handlers for the STM32F4 are designed to be compiled and executed in C as opposed
to C++. This created a problem of combining the C++ object orientated hexapod control code with the C
code for these handlers. The command ”extern C” is applied around these interrupt handlers which tells
the compiler that any code with the ”extern C” block must be treated as C code and not C++ code [67].
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12.10 Controller Graphic User Interface
A control graphic user interface (GUI) was developed to allow for communication between a computer
and the hexapod. This program was developed using java and Netbeans [68] because Netbeans allows
for fast development of GUIs using its drag and drop GUI builder.
The software was designed to interface with a joystick and the remote transceiver connected to the
computer to allow for position control of the hexapod. The commands that the software can send to the
hexapod are listed below.
1. Move in one of eight directions (forward, left, diagonal etc).
2. Adjust the height of the hexapod (up or down).
3. Adjust the speed of the hexapod (faster or slower).
4. Stand the hexapod in its default, neutral position.
5. Twist the hexapod body either clockwise or counter-clockwise without moving its legs.
6. Turn the body of the hexapod either clockwise or counter-clockwise by moving its legs.
7. Lift a leg of the hexapod and adjust it to the correct height to be able to walk onto the charging
base.
8. Toggle the motors on or off.
9. Toggle the pitch and roll stabilisation on or off.
10. Set the PID parameters of the pitch and roll stabilisation.
11. Software reset the hexapod’s micro-controller.
12. Start or stop charging of the hexapod.
When the hexapod starts up it pings the computer and the computer responds, setting up a connection
with the computer. The hexapod pings the computer continuously during operation and if the computer
does not receive this ping or hexapod does not get a response from the computer, the system warns
the user and the hexapod ceases operation after a timeout. This is to prevent unexpected or undesired
motion of the hexapod.
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The hexapod sends constant data to the computer to show its current state as well as any errors that
have occurred. Battery status information such as the current voltage of the battery and whether or not
the battery is currently charging and the phase of charging the battery is in, whether its constant current
charging or constant voltage charging.
A screenshot of the GUI can be seen in figure 12.4 below.
Figure 12.4: Hexapod Control GUI
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The IMU data is transmitted and plotted in real time. This includes pitch and roll angle of the slope the
hexapod is currently on and the true pitch and roll of the hexapod relative to a flat ground. A screenshot
of a plot of the pitch and roll data can be seen in figure 12.5 below.
Figure 12.5: Hexapod Control GUI Real-time IMU Plot
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12.11 Discussion of Programming
The programming of the hexapod was successfully implemented on the STM32F4 micro-controller using
C++. Functionality was added to allow for remote communication with a control GUI running in java on
a computer. This allowed for the successful monitoring of the hexapod’s state (battery voltage and any
errors that may have occurred).
The C++ program was designed to be object orientated so that it is modular and further improvements
can be easily made either to individual objects or to the control system as a whole.
Links to a GitHub repository containing both the micro-controller code are found in Appendix C.
Included in this repository is a readme containing information on every object and function in the micro-
controller code.
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13 Hexapod Charging Base and Battery System
The hexapod charging base and circuitry was designed by Sven Weihe for his undergraduate thesis [7].
The work in this project included the development of the necessary C++ code to facilitate communication
with this charging base. When the battery of the hexapod is below a certain threshold, and the hexapod
is placed onto the charging base, the hexapod sends a start charging command to the base remotely.
The base then powers up and begins charging the batteries wirelessly.
During the charging process the hexapod monitors the current charging state and battery voltage through
the charging circuit board. The hexapod then transmits this information to the control GUI so that the
user can view the current battery voltage as well as the charging phase which can either be constant
current or constant voltage. This information allows the user to safely charge the hexapod.
The battery system was also developed in Sven’s project. It was made up from six cylindrical 18650
lithium-ion cells in series with one another. This provides a supply voltage of 25.2V.
A switch mode power supply was designed to regulate the battery voltage to the 15V required for the mo-
tors however it did not function as it was intended and eventually a store bought power supply replaced
it on the hexapod.
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More detail about the individual circuits designed for wireless charging and battery management system
can be found in [7]. The wireless charging base can be seen in the figure below.
Figure 13.1: Hexapod Charging Base [7]
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14 Hexapod Testing and Verification
The hexapod with all of its components active was tested to verify that the walking speed and distances
were correct as well as the remote control communication and the IMU stabilisation. Each component
was tested separately at first to verify each one works and then all components were tested as they
operated together.
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14.1 Walking Test
A walking test was performed over flat ground with the IMU pitch and roll stabilisation disabled. This was
done to verify that the hexapod was walking correctly in the direction it was meant to be moving at its
desired speed. Distances were marked out in the Robotics and Agents Research Lab and the hexapod
walked these known distances. Straight lines were added to the track to determine how straight the
hexapod was walking. This test was simply done by observing the hexapod as it walked.
The hexapod can be seen on the test track in figure 14.1 below. This photo was taken at the beginning
of the test path.
Figure 14.1: Hexapod Walking Test Track at Start
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The following figure shows the hexapod at the end of the test track.
Figure 14.2: Hexapod Walking Test Track at End
It can be seen from the figure above that the hexapod drifts slightly off the straight line path due to the
slipping of its feet. If a foot slips the hexapod gets pushed in the direction of that foot by the other feet,
causing it to veer off the track.
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14.1.1 Distance Test
The hexapod counts each leg stride and keeps a record of this value. This is equal to the total distance
that the hexapod has walked since its most recent reset. This value is to be compared to the measured
out distance to determine if the distance control is correct.
Testing was performed in each direction that the hexapod can walk, over varying distances as shown in
the table below.
Table 14.1: Hexapod Walking Distance Test Results (Strides)
Forward Backward Left Right
Commanded
Distance(Strides)
21 20 22 21 20
41 43 41 44 40
64 66 65 63 60
Each stride for this test was set to be 50mm in length. Using this value the number of strides performed
was converted into the distance that the hexapod walked. This was then compared to the distance the
hexapod was expected to walk.
This lead to an average error for each direction as well as each distance as shown below.













50 0 100 50 1000 50
50 150 50 200 2000 112.5
200 300 250 150 3000 225
It can be seen from the results above that during each test the hexapod stepped more times than it
should have over the distance it walked. This was visibly due to the the feet slipping on the floor while
it walked which lead the hexapod to step between two and three steps more than required, on average.
The increase in error as the distance gets larger confirms this because as the distance increases there
is more time for the hexapod to slip and lose steps, adding to the number of steps needed to cover the
distance and therefore increasing the error in steps.
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14.1.2 Speed Test
The speed test was done by walking the hexapod across the track while measuring the time it takes to
reach each marker line. From this information the walking speed of the hexapod can be calculated.
The commanded walking speed is calculated from the known time that one stride will take which will
vary at different speeds.











81.23 70.27 75.07 77.04 73.26
85.94 70.27 79.08 80.45 73.26
75.93 69.91 71.99 71.11 73.26
The above test lead to the determination of the error in hexapod speed control. The average error in
speed was calculated to be 2.43mm/s with a standard deviation of 2.73mm/s.
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14.2 IMU Stabilisation Test
To test the IMU stabilization response, the hexapod was placed on the center of a desk while the desk
was tilted to various angles and the pitch and roll response of the hexapod monitored through the GUI
pitch and roll plot. The plot shows the angle of the slope of the desk as well as the angle of the body of
the hexapod.
The pitch and roll plots for varying slope angles can be seen below.
Figure 14.3: Hexapod Stabilization Pitch Test
In the above plot, the green line shows the true pitch of the slope while the red line shows the pitch of
the hexapod. It can be seen that as the true slope pitch decreases to −0.26 radians, the hexapod pitch
remains near constant at ±0.01 radians. This shows that the pitch control of the hexapod is successfully
keeping the hexapod body stable.
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Figure 14.4: Hexapod Stabilization Roll Test
In the above plot, the orange line shows the true roll of the slope while the blue line shows the roll of the
hexapod. It can be seen that as the true slope roll increase to ±0.24 radians, the hexapod roll remains
near constant at ±0.02 radians. This shows that the roll control of the hexapod is successfully keeping
the hexapod body stable.
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Figure 14.5: Hexapod Stabilization Pitch and Roll Test
The above plot shows that both the pitch and roll of the hexapod are remaining constant at the same time.
In this test, the true slope pitch and roll (green and orange lines respectively) are changed between ±0.2
radians at the same time it can be seen that the hexapod pitch and roll (red and blue lines respectively)
both remain constant at ±0.02 radians.
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Figure 14.6: Hexapod Stabilization Fast Response Pitch and Roll Test
A final stabilization test to verify the speed of the response of the stabilization shows that with fast spikes
in true slope pitch and roll, the hexapod pitch and roll follows these spikes with a significantly reduce
magnitude (±0.1 radians decrease). The hexapod’s pitch and roll is corrected back to zero with some
overshoot.
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14.3 Full Test
A full test was performed to verify that the hexapod walks correctly over uneven terrain while maintaining
a level body. This was done by walking the hexapod over a platform that was tilted such that there was
an uphill side and a downhill side to the test. The hexapod walked over this slope and the IMU data was
captured to confirm that it remained level. The setup for the test can be seen in figure 14.7 below.
The test began with a slope of ±0.1 radians and was repeated a number of times with varying slope
angles. The upper limit of the slope angle of 0.6 radians was selected as it is the software limit of the
stabilisation of the hexapod. This limit was determined experimentally and is set to avoid damage to the
hexapod.
Figure 14.7: Hexapod Full Walking Test
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First the hexapod walked over the slope without any stabilisation to get a base line. The IMU data plot
for this test is shown below.
Figure 14.8: Hexapod Full Walking Test with Stabilisation Off
The stabilisation was then turned on and the test was performed again. The IMU data plot for this test is
shown below.
Figure 14.9: Hexapod Full Walking Test with Stabilisation On
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The plots above show that the stabilisation of the hexapod while walking over uneven terrain functions
correctly although it is not smooth. Figure 14.7 when the hexapod is standing still with stabilisation off
can be compared to figure 14.10 below where stabilisation is switched on.
Figure 14.10: Hexapod with Stabilisation On
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14.4 Discussion of Results
The tests performed above successfully verified the functionality of the hexapod robot. Position and
speed tests were performed to verify the path generation algorithm and these tests showed that the
position control of the hexapod as a whole is accurate to ±6.0% on average while the speed control of
the hexapod is accurate to ±3.3%.
In both of the above tests there was slipping between the feet of the hexapod and ground on which
it walked. This contributed to the errors seen. However during normal operation of the hexapod, the
accuracy of the position and speed of the hexapod isn’t crucial as the hexapod is to be controlled by
a user who can choose to walk the hexapod for longer, if slipping is noticed, in order for it to reach its
destination correctly.
A stabilisation test was performed and various IMU plots were generated. These tests show that the
hexapod stabilises its body using the tuned gains of the PID controller. Without the PID controller turned
on the hexapod’s body is simply parallel to the slope on which it stands however with the stabilisation
turned on the hexapod’s body’s pitch and roll angles are always zero. A software limit on the stabilisation
of 0.6 radians for pitch and roll was implemented to prevent mechanical damage to the hexapod.
A complete stabilised walking test was performed and yielded results that show an improvement of
attitude of the hexapod body while walking over uneven terrain. Its attitude is centered around the zero
line on the plot, however due to the motion of walking, it fluctuates around zero.
Through the repetition of the complete walking tests at varying slope angles it was determined that this
fluctuating motion around the zero line during walking did not increase as the slope increased. This
shows that the walking stabilisation works correctly.
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15 Final Hexapod
The final hexapod can be seen in the figures below. This includes the battery system circuitry and the
wireless charging base designed by [7] in 2019.
The figure below shows the final layout of the circuitry of the hexapod (note that the motor cables are
not plugged into the control PCB so that the circuit boards can be seen more easily).
Figure 15.1: Completed Hexapod Circuit Layout
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The figure below shows the final hexapod with the top plate attached. The hexapod is situated on the
wireless charging base.
Figure 15.2: Completed Hexapod on Charging Base
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The figure below shows the hexapod using the PID stabilisation to keep its body level while standing on
the test slope.
Figure 15.3: Hexapod Stabilised on a Slope
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The figure below shows the hexapod with two of its legs on an object while its other legs remain on the
ground. The PID stabilisation keeps the body of the hexapod level.
Figure 15.4: Hexapod Stabilised on a Box
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15.1 Budget
A detailed budget was kept for each component purchased for the hexapod robot, not including the
wireless charging base and circuitry designed by Sven [7]. This budget can be seen in Appendix D.
The budget shows that a total of R3 710.82 was spent on the hexapod during this project.
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16 Conclusion
The hexapod robot at UCT’s Robotics and Agents Research Lab has been under development for some
time. At the start of 2018 it was controlled using a mobile computer running Windows 7 which led to
it having a slow start-up time and the LabVIEW software running on it would often crash, requiring a
reboot.
The aim of this project was to continue the work on this hexapod and improve its control system such
that it can be used in a search and rescue environment. In search and rescue it is important to be
able to respond quickly to a situation; if the robot that is assisting rescuers needs six minutes to start
up, it is wasting crucial time. For this reason the controller of the hexapod was switched to an STM32
micro-controller.
The control of the hexapod MK1 was simply a brute force method of reading in motor positions from a
file and moving to said positions. This does not allow for the generating or changing of the motion of the
hexapod in real time. In order to generate a real time position control algorithm the mathematical model
of the hexapod is required. The forward and inverse kinematics as well as the differential and inverse
differential kinematics were developed to facilitate this. A dynamic model of the leg of the hexapod was
developed to relate the foot forces to the motor torques, however the dynamics was not implemented on
the final hexapod due to the slow read time of the Dynamixel motors.
The mathematics developed was implemented onto the hexapod and tests were performed to verify the
functionality of it. These tests concluded that the position control of an individual leg was accurate to
1.7mm while the speed control was accurate to 2.4mm/s.
A search and rescue robot must have sensors such as cameras on-board. A camera mounted onto a
robot is only useful if it can be pointed in a particular direction and kept facing that direction. For this
reason a PID controller was developed to stabilise the body of the hexapod using pitch and roll data from
an IMU mounted to the hexapod.
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Leg motion planning algorithms were developed which comprised of both a foot position planner and a
foot trajectory planner. The foot position planner used parameters such as body height and stride length
to determine start, middle and end points for the motion of the foot. These values were passed into the
trajectory planner which uses a single sixth order polynomial to generate the foot path moving through
the start, middle and end points. It was seen that the single sixth order polynomial out performed lower
order polynomials as well as only requiring one equation to represent the full swing phase.
A wireless radio frequency remote control was implemented on the hexapod. This allowed a computer
run GUI to communicate remotely with the hexapod to send it commands such as movement commands
and to receive status information from the hexapod such as battery voltage and IMU pitch and roll data.
Complete hexapod walking tests were performed to verify the leg motion planning algorithms as well as
the PID controller for stabilisation. These test showed that the hexapod walked successfully on a slope
while maintaining a level body, however the body pitch and roll was not smooth. This was due to the
walking motion of the robot.
It is noted that the ”effectiveness” and ”smoothness” of the walking motion is difficult to quantify. The
degree to which the algorithm is effective was judged based on the visual performance increase when
compared to the previous MK1 hexapod. A further study to verify the true effectiveness of the walking
motion is recommended.
It is noted that due to the slow read time of the motors, the hexapod is not able to determine whether or
not its legs are actually touching the ground when they should be. If the micro-controller could read all
motors at the same time then the motor torque information could be used to determine which feet are
on the ground and which are not.
The PID controller adjusts the height of all legs to achieve a desired pitch and roll of the body of the
hexapod, however if a leg is in fact not touching the ground the PID controller does not take this into ac-
count and as such the motion during walking is not always smooth as the PID controller is not functioning
efficiently. Recommendations are later made to remedy this issue.
The hexapod is capable of walking using a path generation algorithm that allows it to be versatile and
modular. The C++ developed code is split into classes which allows for further modularity. The mathe-
matical models developed apply to this hexapod in particular, however they have been determined based
on link length variables and can therefore be applied to any three degree-of-freedom hexapod robot with
a similar anthropomorphic leg configuration.
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The overall motion of the final hexapod is an improvement over the previous MK1 hexapod. Although
the MK1 hexapod had more functionality such as a gripping mode and more gait options it did not have
any degree of autonomy in the control system it used. The final hexapod generates all path points in
real time and this is a significant improvement over the MK1 hexapod.
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17 Recommendations
There are a number of recommendations for future work on the RARL hexapod. These recommenda-
tions are outlined below.
17.1 Gait Study
More work can be done on the hexapod to develop different gait profiles for varying terrain to further
improve its search and rescue capabilities. These can include a gripping gait which will allow the hexa-
pod to interact with objects around it. This can be done without any changes to the current mechanical
structure of the hexapod simply by adding more gait options to the software controlling the hexapod.
17.2 Walking Algorithm Effectiveness
It is difficult to quantify the effectiveness of a walking algorithm, there are a number of parameters that
can be used to judge this such as smoothness, base motion rejection, foot position vs hexapod position
accuracy as well as foot speed vs hexapod speed accuracy.
These criteria are difficult to measure, however the use of a motion capture system to analyse the
foot and hexapod base position while it walks would aid in evaluating the effectiveness of the walking
algorithm and assist in improving it further.
This same motion capture system can be used to provide more accurate and repeatable testing of the
individual foot position and speed to assist in improving the control of each foot.
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17.3 Closed Loop Foot Control
Although the hexapod now calculates foot positions in real time, the control of foot position and speed
is essentially still open loop as there is no position or speed feedback from the foot tip. An investigation
into adding a further control loop to the system to provide position and speed feedback to the controller
could improve the response of the hexapod.
One such way of doing this, however not practical in real world use, is to use a motion capture system
to analyse the position and speed of each foot tip and send this data back to the control loop.
17.4 Closed Loop Hexapod Control
The true body position and speed of the hexapod is not measured, meaning that the body control is also
open. Adding feedback of the body position, velocity and acceleration will further aid in improving the
walking algorithms.
This can be done by using the on-board IMU to determine the horizontal walking acceleration, velocity
and position through integration of the IMU data. Implementing a Global Positioning System and fusing
this data with the IMU data will further add to the accuracy of the hexapod body position control loop.
17.5 Stabilisation Improvement
An improvement of the PID stabilisation may be possible by investigating the performance of adding
an angular rate controller to the stabilisation control loop. This may aid in the rejection of the base
motion during walking and give the hexapod’s body a smoother motion. This would need to be evaluated
experimentally to determine whether or not there is an improvement and if the improvement is significant
enough to warrant the increased control complexity of the system.
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17.6 PID Design
The PID controller was designed using the Ziegler-Nichols tuning method. This is a sufficient starting
point, however an improved PID controller can be implemented by taking a more analytical approach
and linearising the non-linear hexapod model to obtain the transfer function from the commanded pitch
and roll to the actual pitch and roll of the system. This will aid in redesigning the PID control parameters
to improve the response of the system.
17.7 Search and Rescue Sensor Payload
Developing a sensor payload will allow the hexapod to be used in a search and rescue environment.
Such sensors should include a wireless First-Person-View (FPV) camera at a minimum. The inclusion
of an infrared camera will aid in the detection of people in a hazardous environment.
17.8 Independent STM32F4 Remote Control
Controlling the hexapod through a computer can be cumbersome as a laptop is needed at the scene
where the hexapod is to be used. It would be beneficial to have an independent remote control.
One idea for such a remote is to use another STM32F4 (or the smaller STM32F0 would be sufficient)
with buttons and joysticks connected to it to receive user input such as movement commands and other
functions from buttons. This remote could then transmit the commands wirelessly to the hexapod. This
does however have the limitation of it being only one way communication, unless a portable LCD screen
is fitted to it to provide the user feedback.
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17.9 Motor Replacement
The RX28 motors that have not yet been upgraded to the RX64 motors are sufficient for normal use,
however for the use of gripping and manipulating objects around the hexapod it would be beneficial to
have more torque available. Upgrading the rest of the motors on the hexapod, with the necessary, minor
mechanical changes that would be required, will provide the hexapod with the torque it needs.
An alternate, although more expensive, upgrade to the motors is to replace them all with Dynamixel mo-
tors from the MX series. These motors allow for the reading of the control table of all motors through one
serial command called ’bulk read’ [69]. This decreases the time needed to read all motors significantly
and would allow for the constant monitoring of motor positions, torques and temperatures (as well as
any other motor data). This would allow the dynamic model of the leg to be used in real time to control
the motors at precisely the torques required for a desired gripping force.
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17.10 Remove 3D Printed Feet
The 3D printed feet are now sufficient for use, however a better and stronger foot would be one made
from aluminium. The recommendation is to machine a new link three for each leg. One that ends with
a rounded point to act as a foot so that the final leg link and foot are one unit. This will remove the
possibility of feet breaking and the hexapod losing functionality.
A Solidworks rendering of the hexapod leg with the 3D printed foot removed and the new link three can
be seen in the figure below.
Figure 17.1: Hexapod Leg with 3D Printed Foot Removed
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A Hexapod Gait Comparison
The gait comparison table is repeated below and an explanation of the decisions behind each value is
given.
Table A.1: Hexapod Gait Comparison









Free N/A 5 5 Any No 5
Tripod 12 4 2 Smooth No 0
Wave 56 0 4 Smooth No 1
Quadruped 23 2 3 Smooth No 2
Gripping 34 1 1 Smooth Yes 3
The free gait has been shown previously to mimic the tripod gait on flat ground. However on rough
terrain the free gait is capable of optimizing its foot placement and for this reason it is the fastest of all
gaits and the most stable. The control required to dynamically determine foot placements based on the
environment around the hexapod is complex and requires more sensors to determine the layout of the
ground. This is the most complex control of the gaits studied.
The tripod gait has previously been stated to be the fastest gait [20], however it cannot account for rough
terrain and as such, overall, it is not as fast as the free gait. It has only 3 legs on the ground at any time
so it is statically stable but other gaits with more legs on the ground at the same time are more stable.
The tripod gait is simple to control as it is simple the same cycle of motion for each leg offset by a 50%
duty cycle.
The wave gait is the slowest gait as it only moves one leg at a time, however this makes it more stable
than other gaits (except for the free gait which also only moves one leg at a time but each foot position
is optimized).
The quadruped gait is faster than the wave gait as fewer legs are on the ground at the same time,
however this also makes it less stable.
The gripping gait is the least stable as the center of mass of the robot is shifted from its physical center.
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It may be carrying an object that further shifts its center of mass. It only has three legs on the ground at
any one time and it only move one leg at a time making it slow. It it complicated to control as a control
algorithm is needed for both walking and for gripping and moving the object it holds.
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B Dynamixel Motor Control Table
 
RX-64 
3-4. Control Table 
Control Table consists of data regarding the current status and operation, which exists inside of RX-64. 
The user can control RX-64 by changing data of Control Table via Instruction Packet. 
Address
(hexadecimal) Name Description Access
Initial Value
(Hexadecimal)
0 (0X00) Model Number(L) Lowest byte of model number R 64 (0X40)
  1 (0X01) Model Number(H) Highest byte of model number R 0 (0X00)
  2 (0X02) Version of Firmware Information on the version of firmware R -
  3 (0X03) ID ID of Dynamixel RW 1 (0X01)
  4 (0X04) Baud Rate Baud Rate of Dynamixel RW 34 (0X22)
  5 (0X05] Return Delay Time Return Delay Time RW 250 (0XFA)
  6 (0X06) CW Angle Limit(L) Lowest byte of clockwise Angle Limit RW 0 (0X00)
  7 (0X07) CW Angle Limit(H) Highest byte of clockwise Angle Limit RW 0 (0X00)
  8 (0X08) CCW Angle Limit(L) Lowest byte of counterclockwise Angle Limit RW 255 (0XFF)
  9 (0X09) CCW Angle Limit(H) Highest byte of counterclockwise Angle Limit RW 3 (0X03)
11 (0X0B) the Highest Limit Temperature Internal Limit Temperature RW 80 (0X50)
12 (0X0C) the Lowest Limit Voltage Lowest Limit Voltage RW 60 (0X3C)
13 [0X0D) the Highest Limit Voltage Highest Limit Voltage RW 240 (0XF0)
14 (0X0E) Max Torque(L) Lowest byte of Max. Torque RW 255 (0XFF)
15 (0X0F) Max Torque(H) Highest byte of Max. Torque RW 3 (0X03)
16 (0X10) Status Return Level Status Return Level RW 2 (0X02)
17 (0X11) Alarm LED LED for Alarm RW 36 (0X24)
18 (0X12) Alarm Shutdown Shutdown for Alarm RW 36 (0X24)
24 (0X18) Torque Enable Torque On/Off RW 0 (0X00)
25 (0X19) LED LED On/Off RW 0 (0X00)
26 (0X1A) CW Compliance Margin CW Compliance margin RW 0 (0X00)
27 (0X1B) CCW Compliance Margin CCW Compliance margin RW 0 (0X00)
28 (0X1C) CW Compliance Slope CW Compliance slope RW 32 (0X20)
29 (0X1D) CCW Compliance Slope CCW Comliance slope RW 32 (0X20)
30 (0X1E) Goal Position(L) Lowest byte of Goal Position RW -
31 (0X1F) Goal Position(H) Highest byte of Goal Position RW -
32 (0X20) Moving Speed(L) Lowest byte of Moving Speed RW -
33 (0X21) Moving Speed(H) Highest byte of Moving Speed RW -
34 (0X22) Torque Limit(L) Lowest byte of Torque Limit RW ADD14
35 (0X23) Torque Limit(H) Highest byte of Torque Limit RW ADD15
36 (0X24) Present Position(L) Lowest byte of Current Position R -
37 (0X25) Present Position(H) Highest byte of Current Position R -
38 (0X26) Present Speed(L) Lowest byte of Current Speed R -
39 (0X27) Present Speed(H) Highest byte of Current Speed R -
40 (0X28) Present Load(L) Lowest byte of Current Load R -
41 (0X29) Present Load(H) Highest byte of Current Load R -
42 (0X2A) Present Voltage Current Voltage R -
43 (0X2B) Present Temperature Current Temperature R -
44 (0X2C) Registered Instruction Means if Instruction is registered RW 0 (0X00)
46 (0X2E) Moving Means if there is any movement R 0 (0X00)
47 (0X2F) Lock Locking EEPROM RW 0 (0X00)
48 (0X30) Punch(L) Lowest byte of Punch RW 32 (0X20)
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C GitHub Repository and Video Links
The GitHub repository below has the C++ code from the hexapod in the folder ”HexapodControl”. It has
the Java control GUI in the folder ”Hexapod Control GUI”. All MATLAB scripts used to develop and test
the kinematics, dynamics and trajectory generation is found in the folder ”MATLAB”. The Solidworks
model of the final hexapod is found in the ”Solidworks” folder.
As well as the code, the software to program the RF remote modules [50] and a poster of the hexapod
from the 2019 postgraduate research expo is included.
https://github.com/rchristopher/Hexapod-UCT-Masters
The documentation for the C++ hexapod code can be found at:
https://rchristopher.github.io/Hexapod-UCT-Masters
Videos of the hexapod in operation can be found at:
Hexapod Twisting its Body: https://youtu.be/Y7dhTmXj7jc
Hexapod Height Changing: https://youtu.be/q2x5ghlYeB8
Hexapod on Charging Base: https://youtu.be/d-ti27CiAhU
Hexapod Walking at Speed: https://youtu.be/vn0S7XvKXdE
Hexapod Walking on Slope: https://youtu.be/eth4lNTiyJM
Hexapod Walking with Height Changes: https://youtu.be/5solkBVhNds
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D Hexapod Budget
Table D.1: Hexapod Budget
Item Quantity Cost Total Cost
M2x10mm SS cap screws 100 1.67 167.00
Laser Cut Body Plates 1 377.15 377.15
STM32F4-Discovery 3 434.15 1,302.45
PCB Manufacture 1 85.55 85.55
PCB Shipping 0.2 649.00 129.80
Molexs and Inserts N/A N/A 241.07
8MHz Crystal 1 6.28 6.28
3.3V Regulator IC 2 2.57 5.14
LTC1480 4 78.08 312.32
MAX232 4 0.00 0.00
FDS4435 2 8.81 17.62
STM32F4 IC 1 0.00 0.00
Surface Mount Components N/A N/A 55.24
Solder Paste 1 252.00 252.00
Solder Wire 1 240.00 240.00
TOTAL 3 710.82
Multiple components were sourced from the lab and as such are listed with a cost of R0.00.
The molexs and surface mount components were bundled together as the cost of each component is
small.
The shipping cost was slit between others ordering from the same company and as such the shipping
cost towards this project is 15 of the total shipping cost because five PCBs were ordered and only one
was for this project.
Mathematical Modelling and Control System Development
of a Remote Controlled, IMU Stabilised Hexapod Robot
Project Summary 190
E Project Summary
Walking robots are particularly interesting due to their high degree of flexibility and manoeuvrability. They
are able to overcome obstacles which conventional wheeled robots cannot. One such useful application
of this is in the field of search and rescue. Sending a robot into a dangerous environment to search for
people before sending first responders in can aid in pin pointing the exact location of those in need of
help. This decreases the risk to the rescuers involved.
The hexapod robot is a hexagonal, symmetric robot that is made up of six legs with three motors per
leg. Each leg is in an anthropomorphic configuration which allows for position control of each foot in
three dimensions. At the start of 2018 this movement was achieved by moving each motor to a known
position, read in from a text file, at known speeds. This ”brute force” approach to control is problematic
as it is very limited in the motion that can be achieved. Only movements that have been pre-defined with
movement values saved to a file can be made. Pre-defining every motion that the hexapod can possibly
make is time consuming and making slight changes to these motions is difficult. This 2018 hexapod was
controlled by a on-board PC running LabVIEW which responded slowly and often crashed, requiring a
long amount of time to reset itself. In the case of search and rescue, if the robot fails during use and
needs time to restart, it is a waste of crucial, life-saving time.
In order to improve the startup time and reset time of the hexapod the on-board computer was aban-
doned and an STM32F4 micro-controller was used. This controller starts up instantly and requires less
power to run than the PC. The software was coded in embedded C++ on the micro-controller to allow
for leg position control and variable walking motion. This began by determining the kinematics of the leg
of the hexapod and translating each leg’s kinematics into global, body coordinates through body kine-
matics. The inverse kinematics was used to control the position of each leg while the inverse differential
kinematics was used to control the speed.
A path generation algorithm was developed to produce a smooth walking path for each leg by using a
6th order polynomial function with via points. The start point, mid point and end point of the foot path is
defined as well as the walking stride length and step height. Using this information a set of points and
speeds is generated for the leg to move through, producing a smooth walking motion.
The ability to control the pose of the hexapod’s body is beneficial for sensors mounted on it. For example,
if a camera is mounted to the top of the hexapod, to be able to see where the hexapod is going and to
look for people, it is useful to be able to control the angle that the camera points to. By using an inertial
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measurement unit (IMU) the pitch and roll of the hexapod body is measured and with a PID controller
the foot height of each leg is adjusted to set the pose of the hexapod to the desired angle. Keeping the
body of the hexapod level at all times, even if the surface that the hexapod is walking on is not level, is
the most common use of this controller and therefore it is known as IMU stabilization.
A remote control system was developed to allow for communication with the hexapod remotely. This
was done using a radio frequency transceiver that sent and received serial data between the control
computer and the hexapod. A graphic user interface (GUI) was developed to allow for the control of
walking among other things.
Printed circuit boards (PCBs) were made for the main controller to interface with the motors, IMU and
remote. A battery system was developed for the hexapod by Sven Weihe at UCT which included a
wireless charging system. PCBs were made for these components and mounted to the hexapod.
After implementing the different components of the hexapod (motors with walking algorithms, IMU and
remote) various tests were performed to validate the performance of the robot.
Leg position control tests were performed to validate the inverse kinematics and motor control algo-
rithms. These tests proved that the foot can be moved to any global coordinate point, with the reach of
that leg, accurate to 0.993mm.
Walking tests were then performed to verify the walking path algorithms for distance and speed. This
was done by walking the hexapod over a marked out track with markings every one meter and comparing
the actual distance the hexapod walked to the expected distance that the hexapod should have walked
and comparing the time the hexapod took to walk a known distance and the time it was expected to
take. These tests lead to the conclusion that the hexapod walking algorithm was successful and the
distance was accurate to ±130mm. The speed was accurate to 2.43mm/s. Inaccuracies in the walking
are accounted for by slipping of the feet on the ground surface which was observed during the tests.
The IMU was tested by applying various disturbances to the hexapod and viewing the response of the
pitch and roll on a real time plot. This data showed that with the PID controller the hexapod’s pitch and
roll stabilized successfully in ±2.5 seconds after the disturbance with a steady state error of ±0.0005 rad.
These tests showed conclusively that the hexapod’s mechanical and electrical components as well as
the mathematical model and software operated as expected. The hexapod is capable of walking over
uneven terrain while maintaining a level body. It can be controlled remotely and walk smoothly.
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With the recommended addition of sensors such as normal cameras, infrared cameras and a GPS
module to the hexapod it will be able to be used, as desired, in a search and rescue environment.
Further recommended improvements include replacing all RX-28 motors with the larger RX-64 motors
to increase the torque capabilities of each leg.
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