Abstract-Software project management is arguably the most important activity in modern software development projects. In the absence of realistic and objective management, the software development process cannot be managed in an effective way. The authors propose a holistic approach, SysML Point Model, which is based on a common, structured and comprehensive systems engineering modeling language (OMG SysML). Critical to the SysML Point estimation is the Pattern Point Model, a Function Point-like methodology, that produces an estimate of the size of OO (Object-Oriented) development projects using the design patterns found in object interaction modeling from the late OO analysis phase. Two measures are defined (PP1 and PP2) and an initial empirical validation is performed to assess the usefulness and effectiveness of the measures in predicting the development effort of objectoriented systems. The experimental results show that the Pattern Point measure can be effectively used during the OO analysis phase to predict the effort values with a high degree of confidence. The PP2 metric yielded the best results with an aggregate PRED (0.25) = 0.874.
INTRODUCTION
Traditional software effort estimation techniques rely on analytic equations, statistical data fitting, expert judgment or some combination of the three. Although these are continually updated, they are still notoriously inaccurate. This is the case because no two software projects are the same and some of the assumptions made in the estimations are never realized in the actual course of the project, and others are either unaccounted for or are inaccurately estimated. Furthermore, traditional methodologies were not designed for the object-oriented software development paradigm and are thus ill suited for OO projects [1] , [2] .
The authors propose an effort prediction model -the SysML Point Model -for object-oriented development systems that is based on a common, structured and comprehensive modeling language (OMG SysML), which can be built using the CASE tools from which data can be unobtrusively gathered and applied to prediction equations.
The Object Management Group Inc (OMG), established in 1989, is a not-for-profit, open membership, computer industry standards consortium that produces and maintains computer industry specifications for portable, reusable and interoperable enterprise applications in distributed, heterogeneous environments [3] .
II. SYSML POINTS MODEL
OMG SysML [3] is a specification that defines a generalpurpose modeling language for systems engineering applications. It supports the specification, analysis, design, verification and validation of a broad range of complex systems. These systems may include hardware, software, information, processes, personnel, and facilities. SysML is intended to be supported by two evolving interoperability standards: the OMG XMI 2.1 (XML) model interchange standard for UML 2.1 modeling tools and the ISO 10303-233 data interchange standard for systems engineering tools. SysML reuses a subset of UML 2.1 and provides additional extensions needed to address the requirements in the UML for SE RFP. The proposed SysML Point model is composed of four separate estimation models that correspond to the middle tier of the SysML taxonomy (Figure 1) , and is designed to cover the primary phases in a typical object-oriented development effort such as the Unified Process [4] . That is, the requirements gathering, object-oriented analysis (behavioral artifacts) and the object-oriented design (structural artifacts) activities ( Figure 2) , with linkages between the three and a mechanism that allows for the substitution of refined artifacts as they occur in the estimation model. For the usage scenario, while in the requirements gathering phase, a SysML Point practitioner would apply the Function Point methodology [5] in producing a development effort estimate (Figure 3 ). This estimate would be refined in the early and late analysis stages using the Use Case Point [6] and Pattern Point methods respectively. Finally, prior to the commencement of the implementation phase, the Class Point method [7] , which utilizes artifacts from the late design phase, would be applied in generating a further refinement of the estimate. In this work, the authors define and validate the Pattern Points (PP) method of the SysML Point approach. The PP method utilizes artifacts from the late object-oriented analysis phase to produce an effort estimate. Object-oriented analysis (OOA) is concerned with the transformation of software engineering requirements and specifications into a system's object model, which is composed of a population of interacting objects (rather than the functional views or traditional data of systems) [8] . Some of the benefits of OOA include: reusability of the analysis artifacts saving time and costs; maintainability as less analysis effort is required through simplified mapping to the real world, productivity gains through direct mapping to features of Object-Oriented Programming Languages, less complexity in system design, and easier verification by the user [8] .
The Pattern Points (PP) model is an empirical parametric estimation method that uses object interactions and the class structure of object-oriented design patterns to predict development effort in the late analysis phase of an objectoriented project. It relies on a sizing of each of the 23 objectoriented design patterns as defined in the seminal book Design Patterns: Elements of Reusable Object-Oriented Software, 1994 (Gamma et al) [9] . In software engineering, a design pattern is a common reusable solution to a frequently occurring problem in software design. It is a description or template for how to solve a problem and not a finished design that can be transformed directly into code. A design pattern can be used in many different situations. Typically, object-oriented design patterns display relationships and interactions between classes or objects without specifying the final application classes or objects that are involved.
The remaining effort prediction methodologies in the SysML Point model are already in existence. The Function Point method was introduced by Albrecht [5] to measure the size of a data-processing system from the end-user's point of view. It is based on the functional requirements of the system. The Use Case Point model, which is based on use case counts called use case points, is defined in Carol et al [6] . A use case is a description of a system's behavior as it responds to a request that originates from outside of that system. Use cases are refined into object interaction diagrams such as sequence diagrams, and analysis classes in the late analysis stage. Lastly, the Class Point method as defined by Costagliola et al [7] produces an estimate of the effort based on the design/structural artifacts.
Hypothesis. A reliable development effort estimate can be produced using an empirical parametric estimation model, which is based on the object-oriented design patterns that are found in analysis artifacts in an object-oriented development project.
In the next section, the authors review the prior work in this field of study. In Sections IV and V, the Pattern Points model is defined and constructed, which is followed by a report on the empirical validation of the model in Section VI.
III. BACKGROUND
The Function Point [5] method was introduced to measure the size of a data-processing system from the enduser's point of view. It is applicable at multiple stages of a typical development process, starting from the early requirements definition phase. The methodology measures the size of a system by performing a sequence of steps. The first step is the identification of all functions -each function is classified as belonging to one of the following function types: external input (EI), external output (EO), external inquiry (EQ), internal logical file (ILF), and external interface file (EIF). The function point metric is the weighted total of the five aforementioned aspects of the software application.
The attractive features of the Function Point approach have motivated several proposals meant to exploit the main ideas of the method in order to predict the size of objectoriented systems.
A. Object-Oriented Function Point (OOFP) Model
The object oriented function point is an adaptation of the traditional function points to the object-oriented paradigm. The OOFP as proposed by Antoniol et al. [26] follows the function point counting procedure. Inputs, Outputs and Inquiries are all treated in the same way: they are generically called "service requests" and correspond to class methods. The complexity of service requests depends on the number and type of method parameters. Classes within the application boundary correspond to ILFS, while classes outside the application boundary (including libraries) correspond to EIFS. The complexity of ILFs and EIFs depends on the number and type of attributes and associations. Function types contribute to the FPs according to the weights defined by Albrecht [5] . OOFP are based on counts of classes, weighted methods per class and data attributes with adjustments for the depth of the inheritance tree, number of children per class and aggregation.
The OOFP attempts to retrofit the FP model designed for an earlier development paradigm to the OO paradigm. However, the difference between procedural and OO development is very fundamental to make such a transposition completely sufficient [1] , [2] .
B. Use Case Points model
The Use Case Points (UCP) model [6] is used in software and systems engineering to capture the functional requirements of a system. Use cases describe the interaction between a primary actor-the initiator of the interactionand the system itself, represented as a sequence of simple steps. An actor is something or someone existing outside the system under study that takes part in a sequence of activities in dialogue with the system to achieve some goal. Actors may be end users, other systems, or hardware devices. Each use case is a complete series of events or transactions, described from the point of view of the actor [28] .
An estimate of effort based on use cases can be made early in a development project as soon as there is some understanding of the problem domain, system size and architecture. Use case modeling is part of the UML 2.0 and is therefore applicable in the early estimation of an object oriented software development project
The main limitation of the UCP is that it can only be used early on in an object-oriented project. A comprehensive methodology that will be able to produce more accurate estimates as the use cases are further realized into object interaction and design artifacts is useful.
C. Class Point (CP) Model
The Class Point model as defined by Costagliola et al, 2005 [7] , is similar to the OOFP approach in that it attempts to give an estimate of the size metric based on design/structural artifacts. There are two forms of the Class Point metric: CP 1 and CP 2 . The CP 2 metric is produced as a further refinement of the estimate provided by CP 1 , to be specific, it includes the Number of Attributes contained in each class in the estimation. The CP 1 metric can be utilized earlier in the design process when this measure is not available.
The CP estimation is done only on design artifacts and although it provides a mechanism to accommodate for the refinement of the design artifacts, it does not provide a mechanism to make predictions at the earlier phases, nor a bridge or a means of conversion to relate to earlier metrics.
IV. THE PATTERN POINT MODEL
The Pattern Points (PP) model is an empirical parametric estimation method that utilizes UML sequence diagrams (object interactions) to predict development effort in the analysis phase of an object-oriented development project. It relies on a sizing of each of the 23 object oriented design patterns as defined in the seminal book Design Patterns: Elements of Reusable Object-Oriented Software, 1994 (Gamma et al) [9] . Each pattern is sized based on a pattern ranking and an implementation ranking. The pattern ranking metric is a function of the degree of difficulty and the structural complexity of the design pattern; where as the implementation ranking is a function of the ease of applicability of the pattern to the problem type.
The PP model focuses on UML sequence diagrams as the modeling representation for object interactions. At the earliest stages, a practitioner is able to compute a range of estimates for a component size using the Pattern Points of the design patterns that might be used in the implementation of each object interaction. As the interaction model is refined and designers have identified which patterns to use in the construction of each object interaction, a single unadjusted component size estimate can be attained. Size estimates are then adjusted to accommodate for technical and environmental factors such as the lead programmer experience and requirements volatility.
V. THE METHOD
The Pattern Point size estimation process is composed of three main phases, corresponding to analogous phases in the FP approach [5] . There are two size metrics: PP 1 and PP 2 . The former is applicable at the beginning of the analysis phase where a majority of the design constructs have not been formalized, where as the latter takes into account the structural constructs that have been identified in the late analysis phase. Following are the three main steps in estimating the Pattern Point size.
A. Identification and Classification of User Objects
The user objects that form the design patterns are classified into 4 groups. Table 1 shows a default grouping as defined for the objects that comprise the 23 design patterns as defined by Gamma et al [9] . These are default groupings that are based on the type of components in which the design patterns are typically found.
1.
Problem domain type (PDT) -The PDT component contains patterns comprised of objects/classes representing real-world entities in the application domain of the system.
2.
Human interaction type (HIT) -The objects of HIT type are created to accomplish the need for information visualization and human-computer interaction.
3.
Data management type (DMT) -The objects that belong to the DMT component offer functionality for data storage and retrieval.
4.
Task management type (TMT) -TMT objects are responsible for the definition and control of tasks.
B. Evaluation of a Pattern Complexity Level
The second step is to evaluate the complexity level of the design patterns that are found in the object interaction analysis of the system. Two metrics have been formulated which are the Degree of Difficulty (DD) and Structural Complexity (SC), for each of the 23 design patterns as identified by Gamma et al [9] . The former is a function of the # of objects and # of messages identified in each design pattern according to its sequence diagram. For example, the degree of difficulty of the Command pattern in Figure 4 is 7, as there are 4 objects and 3 messages passed between the objects in the diagram. The structural complexity is a function of the # of classes and # of associations that are identified in the structure of the design pattern. For example, the structural complexity of the Abstract Factory design pattern in Figure 5 is 7 because there are 3 classes and 4 associations (concrete classes are not counted). Concrete class implementations of interfaces and abstract classes are more readily available in the late analysis stage and are included the PP 2 metric. Table 1 lists the degree of difficulty and structural complexity of the 23 design patterns identified by Gamma et al [9] and in addition two common object oriented design patterns not listed in [9] that are in blue. These are the Interface pattern and the Filter pattern as defined in [10] . The PP 1 metric is a function of the Degree of Difficulty (DD) and Structural Complexity (SC) of the design pattern, and PP 2 takes the number of The PP 2 metric is applicable at the late analysis early design stages where more of the concrete implementations have been identified. Table 1 is based on an entry mapping of the DD and SC metric in Table 2 . Each design pattern is assigned a complexity level of Low, Average or High depending on the size of the corresponding DD and SC metrics. 
C. Estimating the Total Unadjusted Pattern Point
After estimating the complexity of each of the design patterns found in the object interaction analysis of the system according to Table 2 , we can now compute the Total Unadjusted Pattern Point (TUPP). To achieve this, Table 3 below, as defined in the Class Point estimation [7] is completed for Pattern Point estimation. The entries in the table above express the weighted number of patterns whose typology and complexity level are given by the corresponding row and column, respectively. In summary, the TUPP is computed as the weighted total of the four components of the application: TUPP = ∑∑ w ij × x ij , where x ij is the number of patterns of component type i (problem domain, human interaction, etc.) with complexity level j (low, average, or high), and w ij is the weighting value for type i, and complexity level j.
D. Technical Complexity and Environmental Factor Estimation
The Technical Complexity Factor (TCF) [6] is determined by assigning the degree of influence (ranging from 0 to 5) that 13 general system characteristics have on the application, from the designer's point of view. The estimates given for the degrees of influence are recorded in the Technical factors table illustrated in Table 4 . The sum of the influence degrees related to such general system characteristics forms the Technical Factor (TFactor), which is used to determine the TCF according to the following formula: TCF = 0.6 + (0.01 * TFactor). The Environmental Adjustment Factor (EAF) [6] is determined by factors that represent some characteristics existent at the development environment that could influence the software cost. Each factor from Table 5 
VI. EMPIRICAL VALIDATION
An empirical evaluation was conducted to test the predictive power of the Patter Point measure. The subject of the study was the initial release of the IBM Lotus Quickr software product. This software product was chosen as the subject because of its extensive use of design patterns and the ample documentation on the effort expended per use case that existed. The experimentation on the data from the Quickr 8.0 release has provided initial evidence of the effectiveness of the Pattern Point approach.
A. Applying the Pattern Point Method to Lotus Quickr
As in numerous software development projects, there was incomplete documentation particularly with respect to the artifacts from the analysis phase of the software product i.e. there was little or no documentation of object interaction analyses including sequence diagrams. However, there was sufficient data on the implemented use case scenarios, and also the Java package structure of the code made it easy to identify the design patterns in play e.g., the following package structure identifies that the OperationHandler class file is involved in the mediator design pattern: com.example.mediator.handler.OperationHandler.
To reverse engineer the object interaction artifacts, MaintainJ, which is a tool that uses AspectJ technology to generate runtime UML sequence and class diagrams was employed. In order to calculate the Pattern Point metrics, the following steps where performed:
1. Instrument the Quickr server with entry/exit aspects using MaintainJ. 2. Perform the use case scenario in the application. 
B. The Cross Validation Process
A 8-fold cross-validation approach was used in the empirical validation. Multiple-fold cross validation has been successfully used in the literature [13] - [16] in order to validate cost estimation models. The cross validation process as described below was applied to PP 1 and PP 2 .
To carry out the cross validation process on the 78 selected use cases from the Lotus Quickr, the following steps were performed: 1.
The whole data set was partitioned into eight randomly selected test sets; seven of equal size (10) and the last test set had two less data elements (8) . For each data set, the remaining use cases were analyzed to identify the corresponding training set obtained by removing influential outliers.
2.
An Ordinary Least-Squares (OLS) regression analysis was performed on each training set to derive the effort prediction models. OLS allows the analyst to determine the equation of a line that can be used to predict the development effort in terms of the number of person-days required.
3.
Accuracy was separately calculated for each test set and the resulting values have been aggregated across all 8 test sets.
C. Results
In order to derive the suitability of the effort prediction models, the criteria suggested by Conte et al. [17] [17] , which is confirmed by the aggregate (mean) and median MMRE values for PP 1 and PP 2 in Table 17 , which are both ≤ 0.25.
Another useful measure of accuracy namely, the prediction at level l was assessed. The prediction at level l is defined as PRED (l) = k/N where k is the number of observations whose MRE is less than or equal to l, and N is the total number of observations. According to Conte et The aggregate MMRE and aggregate PRED (0.25) suggests that PP 2 is good for estimating the development effort but PP 1 falls just short at a mean PRED (0.25) value of 0.71. PP 2 exhibits a better performance, thus confirming our intuition that the PC metric may contribute, together with the DD and SC measures, to predict the development effort of object-oriented systems. Nevertheless, the knowledge of the # of Pattern Concrete classes may not be very accurate early in the development process, whereas the DD and SC metrics are usually available earlier than the PC metric. This suggests the use of the PP 1 measure at the beginning of the development process, in order to obtain a preliminary effort estimation, which can be refined by employing PP 2 when the number of Pattern Concrete classes is known. 
VII. CONCLUSION
The object-oriented development paradigm warrants a rethinking of the way estimation models are contrived because of the unique characteristic of the OO paradigm; namely, that the same artifacts are systematically realized and refined. The definition of a common, structured modeling framework like OMG SysML and the availability of the artifacts in the CASE tools present an opportunity for a holistic modeling approach that can leverage these artifacts.
The Pattern Point model provides a system-level size measure using the design patterns from object interaction analyses in the late OOA phase of development. Two measures are defined within the Pattern Point method; these are the PP 1 and PP 2 metrics. PP 1 is useful as a size measure earlier in the project because it does not require the number of pattern concrete (PC) classes metric, which is typically available later in OOA.
The empirical study conducted showed that the Pattern Point measure can be effectively used during the OOA phase to predict the effort values with a high degree of confidence. In particular, the PP 2 measure outperformed PP 1 , supporting the intuition that the PC measure can be profitably exploited in the estimation of system size.
In conclusion, further investigation is needed for assessment of the Pattern Point method. A preliminary empirical evaluation, based on data coming from 78 use cases, developed in the IBM Lotus Quickr 8.0 release prove that a model based on the design patterns from object interaction modeling is effective in estimating size and remaining development effort. However, a multi-project study is desired to assess the possible effects of the Technical Complexity Factors and Environmental Factors in the Pattern Point method.
