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4.8 Bločni diagram kaskadne regulacije hitrosti . . . . . . . . . . . . . 38
4.9 Tok Iq in napetost Vq med krmiljenjem v pozicijskem načinu . . . 40
4.10 Hermitova interpolacija pozicije motorja s časovno periodo točk
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5.2 Primer podatkovniga dela sporočila tipa 1 . . . . . . . . . . . . . 55
5.3 Program Serial Logger za shranjevanje surovih podatkov, prejetih
po serijski komunikaciji . . . . . . . . . . . . . . . . . . . . . . . . 56
5.4 Odziv krmilnika za enotino stopnico v hitrostnem načinu krmilje-
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Seznam uporabljenih simbolov in kratic
V pričujočem zaključnem delu so uporabljene naslednje veličine, simboli in
kratice:






krožna hitrost ω rad/s
navor M Nm
magnetni sklep Ψ Vs
induktivnost L H
moč P W
gostota magnetnega polja B T
Tabela 1: Uporabljene veličine in simboli
xi
xii Seznam uporabljenih simbolov in kratic
Kratica Pomen
PMSM sinhroni motor s trajnimi magneti (ang. permanent magnet
synchronous motor)
BLDC enosmerni brezkrtačni motor (ang. brushless direct current
motor)
BEMF povratna inducirana napetost (ang. back electromotive force)
PWM pulznoširinska modulacija (ang. pulse width modulation)
PI proporiconalno-integracijski (ang. proportional integral)
PID proporcionalno-integracijsko-diferencialni (ang. proportional
integral differential)
DTC direktni nadzor navora (ang. direct torque control)
FOC krmiljenje na osnovi polja (ang. field oriented control)
SVPWM pulznoširinska modulacija z uporabo prostorskih vektorjev
(ang. space vector pusle width modulation)
AOS operacijski sistem Airnamics (ang. Airnamics operating sy-
stem)
CAN ang. controller area network
UART ang. universal asynchronous receiver/transmitter
HAL nivo abstrakcije strojne opreme (ang. hardware abstraction
layer)
QEI ang. quadrature encoder interface
PVT ang. position velocity time
RAM delovni pomnilnik (ang. random access memory)
FIFO ang. first in first out
Tabela 2: Uporabljene kratice
Povzetek
V pričujočem delu je obravnavan razvoj vgrajene programske opreme za krmil-
nik brezkrtačnih enosmernih motorjev, ki mora zagotavljati natančno krmiljenje
pozicije čez širok razpon hitrosti vrtenja rotorja. Krmilnik za določanje pozicije
uporablja zunanji inkrementalni enkoder.
Izmed poznanih krmilnih metod je bila izbrana metoda krmiljenja na osnovi
polja. Predstavljeno je delovanja krmilnega algoritma in implementacija le-tega v
vgrajenem operacijskem sistemu. Algoritem je optimiziran z uporabo aritmetike
s fiksno vejico.
Realizirana programska oprema krmilniku omogoča krmiljenje motorja v treh
načinih obratovanja - krmiljenju hitrosti, krmiljenju pozicije ali krmiljenju hi-
trosti in pozicije hkrati z uporabo točk PVT. Spremljanje delovanja krmilnika in
spreminjanje parametrov je mogoče z uporabo osebnega računalnika in namensko
razvite programske opreme.





The thesis addresses the development of firmware for brushless direct current
motor controller, which has to ensure accurate motor position control across a
wide range of operating speeds. External incremental encoder is used for motor
position measurement.
Field oriented control was selected as the preferred motor control method. The
control algorithm is described and its implementation in the embedded operating
system is presented. The algorithm is optimized using fixed point arithmetics.
The produced controller firmware is capable of controlling the motor in three
operating modes - position control, velocity control, or both position and velocity
control using PVT points. Controller operation analysis and parameter updating
is possible using the developed software running on a personal computer.





Brezkrtačni enosmerni motorji (ang. brushless direct current motors) postajajo
vse bolj popularni in hitro izpodrivajo enosmerne motorje s kračkami (ang. bru-
shed direct current motors). Uporabljajo se v panogah, kot so avtomobilska
industrija, gospodinjski aparati, medicinski pripomočki, potrošnǐski izdelki in
inštrumentacija [3].
V literaturi zasledimo več poimenovanj za isti tip motorja[9]:
• sinhroni motor s trajnimi magneti (ang. permanent magnet synchronous
motor ali PMSM)
• brezkrtačni sinhronski motor s trajnimi magneti (ang. brushless permanent
magnet synchronous motor)
• izmenični brezkrtačni motor (ang. brushless alternating current motor)
• enosmerni brezkrtačni motor (ang. brushless direct current motor ali BLDC
motor)
V tem delu bo za opis tipa motorja uporabljen izraz enosmerni brezkrtačni
motor. Brezkrtačni motorji imajo pred krtačnimi mnogo prednosti[3]:
• bolǰsa karakteristika navora v odvisnosti od hitrosti




• dalǰsa življenska doba
• manǰsi električni in zvočni šum med delovanjem
• dosegajo vǐsje hitrosti vrtenja
• dosegajo večji navor pri istih gabaritih
Čeprav imajo brezkrtačni motorji veliko prednosti pred krtačnimi, pa za svoje
delovanje zahtevajo uporabo krmilnega vezja, ki izvaja komutacijo. K povečanju
uporabe brezkrtačnih motorjev je pripomogel tudi razvoj na področju elektron-
skih vezij in vgrajenih sistemov, saj je mogoče tudi kompleksneǰse načine krmilje-
nja motorjev realizirati z uporabo nizkocenovnih in lahko dobavljivih komponent.
V tem delu se omejimo na ravzoj programske opreme krmilnika, ki za
določanje pozicije motorja uporablja zunanji dajalnik pozicije, v našem primeru
inkrementalni enkoder. Tak krmilnik je uporaben predvsem v sistemih, ki zahte-
vajo zelo natančno krmiljenje pozicije motorja čez velik razpon hitrosti vrtenja.
Približno pozicijo rotorja lahko dobimo tudi z opazovanjem napetostnih in tokov-
nih razmer v motorju, a ta način, še zlasti pri nizkih hitrostih vrtenja, ni dovolj
natančen za precizno krmiljenje pozicije. Pomankljivost krmiljenja z uporabo
zunanjega enkoderja pa je, da je potrebno enkoder dodatno vgraditi na os mo-
torja, kar v nekaterih primerih predstavlja težavo. Priporočena je uporaba takega
motorja, ki ima že vgrajen enkoder, a so taki motorji v večini primerov dragi in
težko dobavljivi.
Programsko opremo bomo razvili za mikrokrmilnik nižjega cenovnega razreda,
tako da bo ceno končnega produkta večinoma narekovala zasnova močnostne sto-
pnje. Programska oprema bo razvita z uporabo vgrajenega operacijskega sistema
in napisana v programskem jeziku C. Krmilni algoritem bo neodvisen od upo-
rabljene močnostne stopnje in konfiguracije motorja. Uporabili bomo algoritem
za regulacijo v orientaciji polja, ki je eden izmed vektorskih krmilnih algoritmov.
Za uporabo različnih motorjev bo potrebno vnesti parametre motorja. Ome-
jimo se tudi na uporabo enosmernih krtačnih motorjev s površinsko nameščenimi
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trajnimi magneti, kjer sta vzdolžna in prečna induktivnost Ld in Lq enaki.
8 Uvod
2 Krmiljenje brezkrtačnih enosmernih
motorjev
2.1 Osnove brezkrtačnih enosmernih motorjev
To podpoglavje se dotakne same zgradbe in delovanja enosmernih brezkrtačnih
motorjev. Obravnavani so samo principi delovanja, ki so potrebni za razločevanje
med posameznimi načini krmiljenja motorja. Podrobneǰsa obravnava delovanja
motorjev ni predmet tega dela.
Enosmerni brezkrtačni motor je sinhronski motor, kar pomeni, da se magnetno
polje rotorja vrti z enako kotno hitrostjo kot generirano magnetno polje statorja.
Motor ponavadi sestoji iz rotorja z vgrajenimi trajnimi magneti in statorja s sta-
torskimi navitji. Večina motorjev ima tri navitja, ki so povezana v topologijo
zvezde [3]. V tem primeru govorimo o treh fazah motorja, kjer faze označimo s
črkami A, B in C. Vsaka faza oziroma navitje sestoji iz dveh polov, ki ju imenu-
jemo polov par, ki ležita na nasprotnih straneh motorja. Če se fazna navitja v
obodu statorja pojavljajo večkrat, pravimo, da ima motor več polovih parov. Na
sliki 2.1 je prikazan motor s tremi polovimi pari.
Od načina navitja statorskih navitij in postavitve trajnih magnetov v rotorju
je odvisna oblika povratne inducirane napetosti BEMF (ang. back electromotive
force). BEMF je lahko sinusne ali trapezne oblike, zato v prvem primeru govo-
rimo o sinusnem tipu motorja, v drugem pa o trapeznem. V literaturi večkrat
zasledimo tudi pojmovanja PMSM (ang. permanent magnet synchronous motor)
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Slika 2.1: Prerez motorja s tremi polovimi pari [1]
za sinusni tip motorja in BLDC (ang. brushless direct curent) za trapezni tip,
vendar je tako pojmovanje pomankljivo in dostikrat zavajajoče.
Na sliki 2.2 sta predstavljeni obliki BEMF za sinusni in trapezni tip motorja.
Inducirana napetost se spreminja v odvisnosti od položaja rotorja Θ, njena am-
plituda pa je odvisna od hitrosti vrtenja rotorja ω. Razmerje med amplitudo
inducirane napetosti in kotno hitrostjo izrazimo s konstanto motorjeve napetosti
(ang. motor voltage constant) Ke.
Slika 2.2: Oblika BEMF sinusnega (levo) in trapeznega (desno) tipa motorja [2]
Če na statorska navitja priključimo napetosti, skozi njih steče tok, zaradi
katerega se okoli njih pojavi magnetno polje. Če magnetni polji rotorja in statorja
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nista vzporedni, na rotor začne delovati navor. Navor je največji takrat, kadar sta
magnetni polji rotorja in statorja med seboj pravokotni. Ker ima večina motorjev
tri statorska navitja, ki so med seboj zamaknjena za 120°, lahko s primernim
vklapljanjem navitij dosežemo delovanje navora v poljubni poziciji rotorja in s
tem njegovo vrtenje.
2.2 Trapezna metoda krmiljenja
Najpogosteǰsi način krmiljenja enosmernih brezkrtačnih motorjev je trapezna me-
toda komutacije. Pri trapezni metodi sta v vsakem trenutku v tokokrog vključeni
točno dve navitji [10], na tretji pa se inducira BEMF, ki je odvisna od jakosti
magnetnega polja rotorja, števila ovojev statorskega navitja in hitrosti vrtenja
rotorja. Metoda je dobila ime po obliki inducirane napetosti, ki se inducira v
navitju, ki ni vključeno v tokokrog, saj se večinoma uporablja za krmiljenje tra-
peznih tipov motorjev. Ker morata biti v vsakem trenutku v tokokrog priključeni
točno dve navitji, imamo šest možnosti priključitev napetosti, zato se metoda
imenuje tudi šest-koračna metoda (ang. six step commutation). Da dosežemo
vrtenje motorja, je potrebno navitja vklapljati v primernem vrstnem redu, hkrati
pa moramo vsaj pribljižno poznati položaj rotorja. To lahko storimo z uporabo
dodatnih senzorjev, ali pa z opazovanjem BEMF navitja, ki ni vključeno v toko-
krog. Slika 2.3 prikazuje potek induciranih medfaznih napetosti in navora motorja
skozi en obrat rotorja.
Trapezna metoda je najbolj razširjena metoda krmiljenja brezkrtačnih motor-
jev zaradi svoje preprostosti in nizke cene realizacije, vendar vsebuje kar nekaj
pomanjkljivosti. Ker tok v določenem trenutku teče samo čez dve navitji, je raz-
vit navor manǰsi kot pri napredneǰsih metodah krmiljenja [10], prav tako pa ima
navor valovito obliko, kar je razvidno na sliki 2.3. Valovita oblika navora poveča
hrup in vibracije, ki obremenjujejo ležaje rotorja in močno skraǰsajo življenjsko
dobo motorja. Prav tako trapezno krmiljenje zaradi diskretnega prehajanja med
orientacijami polja statorja ni primerno za krmiljenje pri majhnih hitrostih.
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Slika 2.3: Oblika BEMF in navora pri krmiljenju s trapezno metodo [3]
2.3 Sinusna metoda krmiljenja
Alternativa trapeznemu krmiljenju je sinusno krmiljenje, ki se večinoma upora-
blja za sinusne tipe brezkrtačnih enosmernih motorjev. Pri sinusnem krmiljenju
se z uporabo pulzno širinske modulacije posamezna statorska navitja vzbuja s
sinusnimi poteki napetosti. Magnetno polje statorja se torej vrti s frekvenco si-
nusne napetosti, s katero vzbujamo navitja. Rotor se tako zaklene na statorsko
magnetno polje in se vrti hkrati s statorskim magnetnim poljem [11]. Motor
krmilimo tako, kot bi krmilili večfazni sinhroni motor. Sposobnost rotorja, da
ostane zaklenjen s statorskim magnetnim poljem, je odvisna od jakosti stator-
skega magnetnega polja in sprememb v navoru bremena. Če je navor prevelik ali
jakost statorskega magnetnega polja premajhna, rotor izgubi sinhronizacijo in se
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ustavi. Problem odpravimo s topologijo, ki je prikazana na sliki 2.4.
Slika 2.4: Sinusno krmiljenje s pozicijskim senzorjem [4]
Z uporabo senzorja pozicije rotorja sinusne signale faznih napetosti fazno za-
mikamo in tako preprečimo, da bi rotor izgubil sinhronizacijo s statorskim ma-
gnetnim poljem. Tokove v navitjih reguliramo s proporcionalno-integralnimi re-
gulatorji, ki so na sliki 2.4 vključeni v blok modulatorja PWM. Z uporabo sinusne
metode se znebimo nihanja proizvedenega navora, kar nam omogoča precizno kr-
miljenje tudi pri nižjih hitrostih vrtenja. Metoda je problematična pri visokih
hitrostih vrtenja. Tam je potrebno slediti sinusnim signalom velikih frekvenc,
za kar pa uporaba regulatorjev PI ni primerna, saj imajo ti omejeno frekvenčno
območje delovanja. Pri velikih hitrostih vrtenja lahko pri sinusnem krmiljenju
pride do izgube sinhronizacije rotorskega in statorskega magnetnega polja. Prav
tako je sinusno krmiljenje računsko zahtevneǰse od trapeznega.
2.4 Vektorsko krmiljenje
Večino slabosti omenjenih metod lahko odpravimo z uporabo ene izmed vektor-
skih metod krmiljenja. Največkrat uporabljeni metodi vektorskega krmiljenja
sta direktni nadzor navora ali DTC (ang. direct troque control) in krmiljenje na
osnovi polja ali FOC (ang. field oriented control). Omenjeni metodi krmiljenja
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sta računsko še zahtevneǰsi od sinusne, a sta z razvojem mikrokrmilnikov postali
dostopni tudi nižjecenovnim krmilnim sistemom. Čeprav je princip delovanja pri
obeh krmilnih metodah različen, je njun cilj enak - učinkovit nadzor nad navorom
in magnetnim sklopom motorja s ciljem natančnega sledenja zahtevane trajek-
torije motorja, ne glede na spreminjanje bremena in zunanje motnje [12]. DTC
omogoča hitreǰse dinamične odzive navora, medtem ko je v ustaljenem stanju
prisotnega več nihanja navora. Prav tako DTC za svoje delovanje ne zahteva da-
jalnika pozicije rotorja, vendar zaradi tega ne omogoča natančnega krmiljenja pri
nizkih hitrostih vrtenja [10]. Zaradi tega je bila za realizacijo krmilnika izbrana
metoda FOC, ki bo podrobneje opisana v naslednjem poglavju.
3 Krmiljenje na osnovi polja
Enačbe, ki opisujejo spreminjanje magnetnega polja statorja v odvisnosti od na-
petosti na statorskih navitjih, so zelo kompleksne in časovno spremenljive, kar
nam onemogoča uporabo preprostih krmilnih regulatorjev PI. Enačbe se močno
poenostavijo, če krmilne veličine transformiramo iz trofaznega stacionarnega sis-
tema v dvofazni sistem, ki se vrti skupaj z rotorjem [8]. To storimo s pomočjo
preprostih geometrijskih transformacij. Za izračun transformacij izmerjene fazne
tokove Ia, Ib in Ic predstavimo kot tokovne vektorje, kot je to predstavljeno na
sliki 3.1.
Slika 3.1: Definicija tokovnih vektorjev
Slika 3.1 prikazuje poenostavljen model trofaznega motorja z enim polovim
15
16 Krmiljenje na osnovi polja
parom. Tokovni vektor posameznega navitja kaže v enako smer, kot magnetno
polje, ki ga povzroči tok skozi navitje, in ima velikost, ki je proporcionalna toku,
ki teče čez navitje. Tokovni vektorji so med seboj zamaknjeni za 120 stopinj.
Prikazani sistem imenujemo trofazni statični sistem abc.
3.1 Clarkova transformacija
S Clarkovo transformacijo izmerjene fazne tokove pretvorimo iz trofaznega
statičnega sistema abc v dvofazni statični sistem α-β, ki ga opǐsemo z dvema
tokovnima vektorjema ~Iα in ~Iβ, ki sta med seboj zamaknjena za 90°.
Z uporabo geometrije, prikazane na sliki 3.2, izpeljemo enačbi (3.1) in (3.2).
Ker želimo, da so amplitude sinusnih signalov v dvofaznem in trofaznem sistemu
enake, desno stran enačbe pomnožimo s faktorjem 2
3
.















(Ib − Ic)) (3.2)
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Ker vemo, da je vsota tokov Ia, Ib in Ic, ki tečjo v motor, enaka 0, enačbi
(3.1) in (3.2) preoblikujemo v njuni končni obliki:




(Ia + 2Ib) (3.4)
3.2 Parkova transformacija
Toke, opisane v dvofaznem stacionarnem α-β sistemu z uporabo Parkove trans-
formacije, transformiramo v dvofazni dinamični sistem d-q. Sistem d-q se vrti
skupaj z rotorjem, tako da je os d vedno poravnana s smerjo magnetnega po-
lja rotorja. Za motorje s površinsko nameščenimi trajnimi magneti velja, da sta
vzdolžna induktivnost Ld in prečna induktivnost Lq enaki in je navor, opisan v




·ΨR · Iq (3.5)
Id predstavlja komponento toka, ki proizvaja magnetno polje, ki je vzporedno
z magnetnim poljem rotorja. V večini primerov želimo, da statorski tok ne vsebuje
komponente toka Id, saj magnetno polje generirajo trajni magneti v rotorju[9].
Tok Iq pa predstavlja komponento toka, ki rezultira v magnetnem polju, ki je
pravokotno na magnetno polje rotorja in povzroči navor. Navor je odvisen od
toka Iq in jakosti rotorskega magnetnega polja. Z vǐsanjem hitrosti vrtenja rotorja
je potrebno za doseganje enakega toka in navora na navitja dovesti vedno vǐsje
napetosti. Pri nazivni hitrosti motorja ω0 je napetost na navitjih enaka nazivni
napetosti motorja Vn. Vǐsanje napetosti bi lahko povzročilo poškodbo motorja.
Če hočemo hitrost motorja še povečati, je potrebno zmanǰsati navor, ki ga motor
proizvaja z obratno odvisnostjo od hitrosti vrtenja rotorja[13]. To dosežemo z
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generiranjem negativne komponente toka Id, ki oslabi magnetno polje rotorja.
Motor tako deluje v območju slabljenja polja oziroma konstante moči, medtem
ko se do nazivne hitrosti nahaja v območju konstantnega navora. Pri slabljenju
polja moramo biti pozorni, da zaradi slabljenja magnetnega polja in povečanja
temperature zaradi vǐsjega statorskega toka ne pride do razmagnetenja trajnih
magnetov v rotorju. Delovanje v obeh področjih predstavlja slika 3.3.
Slika 3.3: Delovanje motorja v območju konstantnega navora in konstantne na-
petosti
Za izračun Parkove transformacije potrebujemo kot θ, ki predstavlja kot med
rotorjem in statorjem, zato je za krmiljenje z uporabo FOC ključno poznava-
nje točne pozicije motorja. Parkova transformacija je prikazana na sliki 3.4,
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izračunamo pa jo po enačbah (3.6) in (3.7).
Slika 3.4: Parkova transformacija [5]
Id = Iβ sin θ + Iα cos θ (3.6)
Iq = Iβ cos θ − Iα sin θ (3.7)
3.3 Inverzna Parkova in Clarkova transformacija
Frekvenca, s katero se izračunana toka Id in Iq spreminjata, ni več odvisna od
frekvence vrtenja motorja in je mnogo nižja, kar nam za njuno regulacijo omogoča
uporabo regulatorjev PI. Brez omenjenih transformacij uporaba regulatorjev PI
ne bi bila mogoča, saj lahko regulator PI optimalno nastavimo samo za določeno
frekvenco, mi pa želimo motor vrteti s poljubno frekvenco, ki jo motor lahko
doseže [5]. Tok Id reguliramo z napetostjo Vd, tok Iq pa z napetostjo Vq. Vrednosti
obeh napetosti dobimo na izhodu tokovnih regulatorjev PI. Dobljeni napetosti
nato z inverzno Parkovo transformacijo iz dinamičnega dvofaznega sistema d-
q ponovno prevedemo v dvofazni statični sistem α-β. Transformacijo opisujeta
enačbi (3.8) in (3.9).
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Vα = Vd cos θ − Vq sin θ (3.8)
Vβ = Vd sin θ + Vq cos θ (3.9)
Posamezne fazne napetosti izračunamo z uporabo inverzne Clarkove transfor-
macije, ki jo opisujejo enačbe (3.10), (3.11) in (3.12).














Vsako navitje motorja krmilimo s pomočjo polovičnega H-mostiča, tako da je
lahko navitje v določenem trenutku le na dveh možnih napetostnih nivojih - na
pozitivni napajalni napetosti VDC ali na napetostnem nivoju 0 V. Taka krmilna
metoda spada med 180° metode [2], za razliko od 120° metod, pri katerih sta
lahko v določenem trenutku tudi obe stikali v H-mostiču izključeni in navitje ni
priključeno na noben napetostni nivo. Shematska predstavitev močnostne stopnje
za krmiljenje faznih napetosti je prikazana na sliki 3.5.
Za generacijo izračunanih faznih napetosti Va, Vb in Vc uporabimo pulzno
širinsko modulacijo PWM (ang. pulse width modulation). S preklapljanjem sti-
kal v polovičnih H-mostičih na navitje v času ene periode PWM za nekaj časa
priključimo napajalno napetost VDC, za preostanek časa pa napetost 0 V. Dolžine
posameznih pulzov izačunamo s pomočjo algoritma SVPWM (ang. space vector
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Slika 3.5: Trije polovični H-mostiči za generiranje faznih napetosti
pulse width modulation), ki pri računanju uporablja prostorske vektorje napeto-
sti. Ker napetosti navitij krmilimo s tremi polovičnimi H-mostiči, lahko z njimi
generiramo 8 različnih napetostnih vektorjev. Vektorji so predstavljeni v tabeli
3.1 in na sliki 3.6.
Napetostni vektor
Stanja stikal Fazne napetosti
Sap San Sbp Sbn Scp Scn Va [V] Vb [V] Vc [V]
~V 0 0 1 0 1 0 1 0 0 0
~V 1 1 0 0 1 0 1 |VDC | 0 0
~V 2 1 0 1 0 0 0 |VDC | |VDC | 0
~V 3 0 1 1 0 0 1 0 |VDC | 0
~V 4 0 1 1 0 1 0 0 |VDC | |VDC |
~V 5 0 1 0 1 1 0 0 0 |VDC |
~V 6 1 0 0 1 1 0 |VDC | 0 |VDC |
~V 7 1 0 1 0 1 0 |VDC | |VDC | |VDC |
Tabela 3.1: Napetostni prostorski vektorji
Vektorji ~V1, ~V2, ~V3, ~V4, ~V5 in ~V6 so aktivni vektorji, vektorja ~V0 in ~V7 pa
ničelna vektorja, saj so takrat vsi priključki tuljav priključeni na isti potencial in
na njih ni nobene napetosti. Na sliki 3.6 so prikazane tudi oblike signalov PWM
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v posameznih sektorjih, ki so označeni s števlikami I, II, III, IV, V in VI.
Slika 3.6: Napetostni prostorski vektorji [6]
Za generacijo poljubnega napetostnega vektorja moramo najprej ugotoviti, v
katerem sektorju se vektor nahaja, nato pa časovno multipleksirati oba aktivna
vektorja, ki se nahajata na robu sektorja in oba ničelna vektorja. Sektor, v ka-
terem se želeni napetostni vektor nahaja, lahko izračunamo na podlagi napetosti
Vα in Vβ. Izračunamo ga lahko tudi z uvedbo dodatnih spremenljivk X, Y in
Z, ki so predstavljene v enačbah (3.13), (3.14) in (3.15) in nam bodo prav tako





















Y < 0 Y > 0
Z < 0 Z ≥ 0 Z < 0 Z ≥ 0
X ≤ 0 X > 0 X ≤ 0 X > 0
Sektor k V IV III VI I II
Tabela 3.2: Določanje sektorja[8]
Razmerje med trajanjem obeh aktivnih vektorjev definira smer vektorja, raz-
merje med trajanjem aktivnih in ničelnih vektorjev pa velikost končnega vektorja.
Poljubni napetostni vektor ~VREF, ki se nahaja v sektorju k, je definiran z enačbo
(3.16), kjer ~Vk in ~Vk+1 predstavljata aktivna vektorja, ~V0 in ~V8 ničelna vektorja,
Ts periodo PWM, Tk, Tk+1 in T0 pa trajanje posameznih vektorjev. Če je peri-
oda Ts dovolj majhna, predvidevamo, da je generirani vektor ~Vref konstanten čez














Primer ene periode signalov PWM za sektor I je prikazan an sliki 3.7.
Ker želimo v eni periodi imeti čim manj preklopov tranzistorjev v polovičnih
H-mostičih, je uporabljena simetrična dvo-robna (ang. dual-edge) modulacija
PWM.































− Tk − Tk+1 (3.19)
Vidimo, da v enačbah (3.17), (3.18) in (3.19) nastopata napetosti Vα in Vβ in
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Slika 3.7: Perioda signalov PWM [7]
ne fazne napetosti Va, Vb in Vc, kar pomeni, da nam inverzne Clarkove transfor-
macije sploh ni potrebno računati, ker je transformacija posredno že vključena v
sam algoritem SVPWM. Za implementacijo modulacije PWM po navadi potre-
bujemo čase, ob katerih se pulz PWM začne (na sliki 3.7 označene z Ta, Tb in
Tc). Z uporabo enačb (3.17), (3.18) in (3.19) za vsak sektor posebaj izračunamo
vrednosti časov vklopa Ta, Tb in Tc. Ugotovimo, da se enake enačbe za izračun
časov pojavljajo v dveh sektorjih hkrati.











Tb = Ta + Z (3.21)
Tc = Tb −X (3.22)









+ Y − Z
)
(3.23)
Tb = Ta + Z (3.24)
Tc = Ta − Y (3.25)











Tb = Tc +X (3.27)
Tc = Ta − Y (3.28)
Predstavljen algoritem SVPWM generira fazne napetosti, ki so podane v

















|~VREF| cos(ωt+ π6 )
2π
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|~VREF| cos(ωt+ π6 )
5π
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Slika 3.8: Potek faznih napetosti
Enačbe (3.32), (3.33) in (3.34) pa prikazujejo medfazne napetosti, ki so, kot
pričakovano, sinusne oblike[7].

















Vca(ωt) = Vc(ωt)− Va(ωt) =
√
3|~VREF| sin(ωt− π) (3.34)
Diagram celotnega poteka ene iteracije algoritma FOC je prikazan na sliki 3.9.
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Slika 3.9: Diagram poteka algoritma FOC
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4 Razvoj programske opreme krmilnika
4.1 Uporabljena strojna in programska oprema
4.1.1 Razvojna plošča
Za razvoj programske opreme krmilnika je bila uporabljena razvojna plošča pod-
jetja NXP - LPCXpresso Motor Control Board rev. B. Razvojna plošča vsebuje
močnostni del za krmiljenje motorja in priključek za procesorsko ploščo LPC1549
LPCXpresso. Močnostni del sestoji iz treh polovičnih H mostičev, v katerih
sta uporabljena dva N-kanalna MOSFET tranzistorja, ki ju krmilimo s pomočjo
namenskega vezja HIP4081AIBZ. Eno vezje HIP4081AIBZ lahko krmili dva po-
lovična H-mostiča. Na razvojni plošči je realizirano tudi merjenje faznih tokov z
uporabo diferencialnega merjenja padca napetosti na merilnih uporih in vezje za
vklop zaščitnega upora pri regenerativnem zaviranju motorja. Za komunikacijo
krmilnika z osebnim računalnikom je bil uporabljen tudi USB-serijski vmesnik
FTDI FT232RL.
4.1.2 Mikrokrmilnik
Krmiljenje motorja je bilo izvedeno z uporabo mikrokrmilnika NXP LPC1549 v 64
pinskem ohǐsju LQFP, ki se nahaja na procesorski plošči LPC1549 LPCXpresso.
Mikrokrmilnik vsebuje jedro ARM Cortex M3 s hitrostjo ure do 70 MHz. Mi-
krokrmilnik vsebuje tudi vso periferijo, ki je potrebna za krmiljenje motorjev -
štiri časovnike, s katerimi generiramo signale PWM, dva 10-kanalna 12-bitna AD-
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pretvornika, QEI vmesnik in komunikacijske enote (UART, CAN). Mikrokrmilnik
ne vsebuje dodatnega koprocesorja za računanje s števili s plavajočo vejico.
4.1.3 Testni motor
Za razvoj je bil uporabljen brezkrtačni enosmerni motor s trajnimi magneti Te-
knic NEMA 23 M-2310P-LN-04K. Motor ima sinusno obliko povratne induci-
rane napetosti, štiri polove pare, vgrajen pa ima tudi že inkrementalni enkoder
z ločljivostjo 4.000 klikov na obrat. Celoten razvojni sistem je prikazan na sliki
4.1.
Slika 4.1: Razvojni sistem
4.1.4 Vgrajen operacijski sistem
Program na mikrokrmilniku teče v okviru vgrajenega operacijskega sistema AOS1.
Operacijski sistem je napisan v programskem jeziku C, v tem jeziku je napisana
1Airnamics Operating System
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tudi aplikacija krmilnika. Za razvoj programske opreme je uporabljeno program-
sko okolje Rowley Crossworks for ARM, ki uporablja GNU C prevajalnik. AOS
podpira predkupno razvrščanje (ang. preemptive scheduling) opravil, ne podpira
pa prioritetnega razvrščanja in zato spada med mehke realnočasovne2 vgrajene
operacijske sisteme. Ker ima v našem primeru samo eno izmed opravil stroge
realnočasne zahteve, smo realnočasnost zagotovili z uporabo prekinitve in pro-
gramskega atoma. AOS podpira dinamično alokacijo pomnilnika brez možnosti
fragmentacije pomnilnika, ima dva nivoja abstrakcije strojne opreme3 s poeno-
tenim načinom dostopanja, kar omogoča hitro prenosljivost programske kode na
druge mikrokrmilnike, ali pa zamenjavo same uporabljene periferne enote (npr.
uporabo CAN namesto UART komunikacije).
4.2 Opis delovanja programa
Program za krmiljenje motorja sestoji iz treh ključnih opravil:
1. krmiljenje navora z uporabo algoritma FOC
2. krmiljenje hitrosti ali pozicije
3. komunikacja z ostalimi napravami
Opravila so našteta po prioriteti izvajanja - opravilo 1 se izvaja s frekvenco
11.7 kHz in ga nobeno drugo opravilo ne sme prekiniti. Opravilo 2 se izvaja s
frekvenco 500 Hz ali 2 kHz (odvisno od načina upravljanja), opravilo 3 pa se mora
izvršiti vsaj v dvakratni periodi opravila 2.
4.2.1 Krmiljenje navora
To opravilo krmili navor motorja z uporabo algoritma FOC. Opravilo je ključnega
pomena za krmiljenje motorja, saj izvaja komutacijo. Če bi se opravilo zaradi
2ang. soft real time
3ang. hardware abstraction layer ali HAL
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kakršnega koli razloga prenehalo izvrševati, bi motor izgubil komutacijo, kar ni
dopustno. Zato ima to opravilo najvǐsjo prioriteto, a ker AOS ne podpira priori-
tetnega razvrščanja, je opravilo implementirano kot prekinitvena rutina. Prekini-
tvena rutina se izvaja kot programski atom, kar realiziramo s prepovedjo ostalih
prekinitev med izvajanjem prekinitvene rutine. Prekinitev je prožena ob končani
AD-pretvorbi, s katero izmerimo fazna tokova, ki sta potrebna za izračun algo-
ritma FOC. Tako sinhroniziramo merjenje tokov in izračun krmilnega algoritma.
AD-pretvorbo proži časovnik, s katerim nastavljamo frekvenco izvajanja algo-
ritma FOC. Slika 4.2 prikazuje časovni vpogled v trajanje in pogostost izvajanja
algoritma FOC. Slika je bila narejena z uporabo logičnega analizatorja.
Slika 4.2: Izvajanje algoritma FOC
Računanje algoritma FOC zasede pribljižno 40 odstotkov procesorskega časa,
ostalih 60 odstodkov pa je na voljo za izajanje ostalih opravil. Kratek čas izva-
janja algoritma FOC je mogoč z uporabo računanja s števili, predstavljenimi v
zapisu s fiksno vejico, ki je natančneje predstavljeno v poglavju 4.3.
Diagram izvajanja prekinitvene rutine je prikazan na sliki 4.3. Funkcije, ki so
predstavljene s štirikotniki, med svojim delovanjem dostopajo do strojne opreme
in so napisane za točno določen mikrokrmilnik. Funkcije v šestkotnikih so neod-
visne od strojne opreme in bi jih lahko uporabili na katerem koli mikrokrmilniku.
Vidimo, da bi za prenos algoritma na drugačno strojno platformo morali spre-
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Slika 4.3: Diagram poteka algoritma FOC
meniti le 6 od 15 funkcij. S funkcijama AosEnableIRQ() in AosDisableIRQ()
realiziramo programski atom. Funkciji vsebujeta zbirnǐski inštrukciji za vklop
oziroma izklop prekinitev. Ker se ves pomnilnik za delovanje krmilnika alocira
dinamično, mora prekinitvena rutina dobiti ročico (ang. handle) oz. kazalec na
podatke o motorju, po kateri med svojim delovanjem dostopa do njih. To storimo
s klicem funkcije GetMotorDataHandle(). Ko smo kazalec dobili, lako izvedemo
meritve, ki so potrebne za izračun algoritma. S funkcijo GetPhaseCurrents()
izmerimo fazna toka Ia in Ib in ju shranimo v zapisu s fiksno vejico Q31. Položaj
rotorja dobimo s klicem funkcije GetTheta(), ki za merjenje kota med izhodǐsčem
in položajem rotorja uporabi periferno enoto QEI4. Uporabljen enkoder v enem
obratu motorja proizvede 4.000 klikov, kar pomeni, da lahko pozicijo rotorja iz-
merimo z ločljivostjo 0.09°.
Slika 4.4 prikazuje delovanje inkrementalnega enkoderja z 28 kliki na obrat
in indeksnim signalom, ki je na sliki označen s črko I. QEI periferna enota iz
zaporedja sprememb signalov A in B ugotovi smer vrtenja, spremembo pozicije
pa iz števila njunih prehodov med stanjema. Ker pa za izvedbo algoritma FOC
potrebujemo absolutno pozicijo rotorja, smo izbrali tak enokoder, ki vsebuje tudi
indeksni signal. Ko se motor zavrti za en obrat, se na indeksnem signalu pojavi
4Quadrature Encoder Interface
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Slika 4.4: Zaporedje signalov inkrementalnega enkoderja
pulz, kot je to prikazano na sliki 4.4. QEI periferna enota tako zazna, kdaj
se je motor nahajal na točno določenem mestu, nadaljnje spreminjanje lokacije
pa spremlja po že opisanem principu. Tako po celem obratu motorja natančno
poznamo absolutni položaj rotorja.
Ker se pri izračunu ene iteracije algoritma FOC pozicija rotorja ne spreminja
in za izračun potrebujemo vrednosti sinusa in cosinusa kota med magnetnim po-
ljem rotorja (oziroma tokovnim vektorjem Id in vektorjem toka Ia), ki je na sliki
3.4 označen s črko θ, lahko vrednosti izračunamo samo enkrat, jih spravimo v
delovni pomnilnik in jih uporabljamo čez celoten potek algoritma. To storimo s
funkcijami GetSinQ31() in GetCosQ31(). Ker ima enkoder ločljivost 4.000 kli-
kov na obrat in ima motor 4 polove pare, potrebujemo le 1000 različnih vrednosti
sinusa (oz. cosinusa). Funkciji sinus in cosinus zato realiziramo s pomočjo vpo-
gledne tabele (ang. lookup table), kjer imamo v pomnilniku FLASH shranjene
vse vrednosti funkcij sinus in cosinus za vse možne kote θ. Ker ima mikrokrmilnik
LPC1549 256 kB flash pomnilnika, nam zasedena 2 kB, kolikor zasedejo vpogle-
dne tabele, ne predstavljata večjega problema, hkrati pa je branje vrednosti iz
tabele neprimerno hitreǰse, kot sprotno računanje trigonometričnih funkcij.
Sledi računanje Clarkove in Parkove transformacije, s katerima dobimo vre-
4.2 Opis delovanja programa 35
dosti tokov Id in Iq v dvoosnem dinamičnem d-q koordinatnem sistemu. Toka
reguliramo z napetostima Vd in Vq, ki ju izračunamo z uporabo regulatorjev PI.
Regulacija PI se izvrši v funkciji PiQ31Run(). Primer regulatorja PI za tok Id je
prikazan na sliki 4.5.
Slika 4.5: Blokovni diagram regulatorja PI
Od želene vrednosti krmiljene veličine odštejemo izmerjeno vrednost in tako
izračunamo napako e(t). Izhodna vrednost je vsota trenutne napake, pomnožene
s konstanto Kp in integrala vseh napak, pomnoženih s konsanto Ki. Diferencialni
člen pri regulaciji toka ni uporabljen, saj lahko že samo z uporabo proporcional-
nega in integralnega člena dosežemo ustrezno hiter odziv in stabilnost, poleg tega
pa je na meritvah toka prisotnega dosti šuma in bi ob uporabi D člena regulator
hitro postal nestabilen.
Slika 4.6 prikazuje diagram poteka funkcije, ki izvršuje regulacijo PI. Ker
imamo opravka z realnim sistemom, vrednost regulirne veličine (v našem primeru
napetosti na motorju), s katero krmilimo regulirano veličino (v našem primeru
tokovi čez navitja), ne more doseči neomejenih vrednosti. Na navitje ne moremo
priključiti večje napetosti, kot jo v vezje dobimo z napajanjem in ne moremo
priključiti nižje napetosti, kot je napetost 0 V. V primeru, ko je vrednost e(t)
in regulatorjevega integralnega člena taka, da je vrednost izračunane regulirne
veličine po absolutni vrednosti večja od vrednosti, ki jo fizično še lahko dosežemo,
je regulator v nasičenju. Takrat začasno prekinemo integracijo, če bi nadaljnja
integracija povečevala absolutno vrednost integratorja. Tako se izognemu inte-
gralskemu pobegu (ang. integral lawindup) [14]. Omeniti pa je potrebno tudi
realizacijo samega integracijskega člena. Matematično sta realizaciji, opisani v
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Slika 4.6: Diagram poteka funkcije PiQ31Run()








Ki · e(τ) · dτ (4.2)
V praksi je drugi način realizacije (najprej množenje s konstanto in nato inte-
griranje) uporabneǰsi, saj se, če med delovanjem motorja spreminjamo konstanto
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Ki, vrednost samega integrala ne spremeni in izhod po spremembi konstante Ki
ostane nespremenjen.
Po samem izračunu napetosti Vd in Vq sledi transfromacija napetosti iz sistema
d-q v sistem α-β z uporabo funkcije InverseParkTransformQ31() in izračun
vrednosti širine pulzov pri uporabi pulzno širinske modulacije z uporabo funkcije
SVPWMQ15(). V tej funkciji je uporabljena 16 bitna aritmetika, saj je računanje
s 16-bitnimi števili v zapisu s fiksno vejico na 32-bitnih procesorjih hitreǰse, kot
računanje s števili, zapisanimi v formatu Q31. Uporaba 16-bitne aritmetike je
upravičena tudi zaradi same pulzno-̌sirinske modulacije. Ura mikrokrmilnika teče
s frekvenco 70 MHz, kar pomeni, da je perioda urinega signala 14.28 ns. Ločljivost
dolžine pulza pri PWM modulaciji je zaradi uporabe bipolarne modulacije dva-
krat večja in znaša 28.56 ns. Če bi pri implementaciji PWM želeli imeti 16 bitni
razpon vrednosti dolžine pulza, bi bila perioda signala PWM 1.87 ms, kar bi po-
menilo, da bi bila frekvenca modulacije 539 Hz, kar pa je občutno premalo za
krmiljenje motorja pri vǐsjih hitrostih. Za frekvenco signala PWM je bila izbrana
frekvenca 35.16 kHz, kar pomeni, da je perioda 28.44 µs. Za izvedbo modula-
cije PWM torej zadostuje že 10-bitna predstavited dolžine pulza. Primer poteka
vrednosti registrov PWM je prikazan na sliki 4.7.
Po končanih izračunih algoritma FOC dobljene periode signalov PWM
vpǐsemo v MATCH RELOAD registre časovnika. Ta funkcionalnost časovnika
nam omogoča, da se nove izračunane vrednosti upoštevajo šele pri naslednji peri-
odi signala in se tako izognemo možnim popačitvam signala, ki bi lahko nastale, če
bi nastavljene vrednosti trajanja pulzov spreminjali med samim izvajanjem peri-
ode. Sledi še brisanje prekinitvenih zastavic s klicem funkcije ClearIrqFlags(),
končanje programskega atoma s klicem AosEnableIrq() in prekinitvena rutina
se zaključi.
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Slika 4.7: Vrednosti registrov PWM med obratovanjem krmilnika
4.2.2 Krmiljenje hitrosti ali pozicije
Ker pri večini primerov uporabe motorjev želimo nadzorovati pozicijo ali hitrost
vrtenja motorja in ker se breme s časom spreminja, samo reguliranje navora ni
zadovoljivo. Zato uporabimo kaskadno regulacijo, kjer dva regulatorja povežemo
serijsko [15]. Regulirana veličina prvega regulatorja je pozicija ali hitrost motorja,
regulirna veličina kvadraturni tok Iq, ki je hkrati tudi regulirana veličina drugega
regulatorja. Bločni diagram kaskadne regulacije hitrosti je prikazan na sliki 4.8.
Slika 4.8: Bločni diagram kaskadne regulacije hitrosti
Za krmiljenje hitrosti ali pozicije smo dodali tudi diferencialni člen, saj nam ta
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deluje prediktivno in izvaja hitre popravke v regulacijski zanki, še preden pogrešek
znatneje naraste [15]. Ker pozicijo in hitrost merimo z uporabo inkrementalnega
enkoderja, kjer je šum pri meritvi majhen, nam diferencialni člen ne poslabša
stabilnosti regulatorja.
Opravilo lahko deluje v enem izmed sledečih načinov:
• krmiljenje hitrosti
• krmiljenje pozicije
• krmiljenje v načinu PVT
• nastavljanje parametrov PI regulatorja toka Id
• nastavljanje parametrov PI regulatorja toka Iq
• nastavljanje parametrov PID regulatorja hitrosti
• nastavljanje parametrov PID regulatorja pozicije
V nadaljevanju poglavja bodo opisani prvi trije načini delovanja, načini za na-
stavljanje parametrov regulatorjev pa bodo opisani v poglavju 5.3. Če krmilnik
krmili pozicijo motorja, je prvi izmed kaskadnih regulatorjev PID-regulator pozi-
cije. Pozicijo izmerimo z uporabo inkrementalnega enkoderja in periferne enote
QEI. Regulacijska zanka se izvaja s frekvenco 2 kHz. Pozicija motorja je shra-
njena kot število klikov inkrementalnega enkoderja od začetka delovanja krmilnika
v 32-bitni predznačeni spremenljivki, ki ima obseg vrednosti od -2.147.483.648 do
2.147.483.647. Pri 4.000 klikih enkoderja na obrat motorja se motor lahko zavrti
za 536.870 obratov v levo ali desno, ne da bi prǐslo do preliva (ang. overflow).
Primer krmiljenja v pozicijskem načinu je prikazan na sliki 4.9. Prikazani so
izmerjena pozicija motorja, tok Iq in napetost Vq.
Če krmilnik krmili hitrost vrtenja motorja, je prvi izmed kaskadnih regula-
torjev PID regulator hitrosti. Hitrost merimo z uporabo zajemanja hitrosti (ang.
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Slika 4.9: Tok Iq in napetost Vq med krmiljenjem v pozicijskem načinu
velocity capture), ki jo omogoča periferna enota QEI. QEI z uporabo časovnika
šteje število klikov enokoderja v določenem časovnem intervalu in iz razmerja
med številom klikov in pretečenim časom izračuna hitrost vrtenja motorja. Hi-
trost predstavimo v obratih motorja na minuto ali RPM5. Tukaj pa moramo
izbrati kompromis med želeno natančnostjo meritve in frekvenco izvajanja me-
ritve. Ker ima enkoder samo 4.000 klikov na obrat, lahko s frekvenco merjenja
500 Hz dosežemo ločljivost samo 7,5 RPM.
4.2.3 Krmiljenje v načinu PVT
Motor pa lahko krmilimo tudi v načinu PVT6, kjer hkrati nadzorujemo tako
hitrost kot pozicijo motorja. Krmiljenje PVT se največkrat uporablja, ko je kr-
milnik uporabljen kot del večjega sistema, ki ga upravlja zunanji nadzorni sistem.
Krmilnik od nadzornega sistema prejema točke PVT, v katerih je zapisano, čez
5ang. Rotations Per Minute
6ang. Position Velocity Time
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koliko časa se mora motor nahajati v določeni poziciji in se takrat vrteti z določeno
hitrostjo. Krmilnik krmili motorjevo pozicijo, zato mora z uporabo interpolacij-
skih algoritmov izračunati vse vmesne pozicije, preko katerih bo z želeno hitrostjo
prǐsel do željene pozicije. Krmiljenje PVT omogoča izvedbo kompleksnih krivulj
gibanja z minimalno uporabo komunikacijskega kanala med krmilnikom in nad-
zornim sistemom.
Za interpolacijo pozicij med dvema točkama PVT uporabimo Hermitovo inter-
polacijo, kjer moramo poleg vredosti funkcije v dveh točkah poznati tudi vrednosti
odvoda funkcije [16]. V našem primeru je funkcija pozicija motorja, njen odvod
pa hitrost motorja. Hermitov polinom p(x), ki opisuje interpolacijo med točkama
x0 in x1, pri čemer sta vrednosti polinoma v točka p(x0) = y0 in p(x1) = y1 in
odvoda polinoma p′(x0) = d0 in p

































Enačba (4.3) je na prvi pogled videti kompleksna in računsko zahtevna, saj
moramo vrednost polinoma p(x) izračunati za vsak časovni korak izvršitve po-
zicijske regulacije PID, ki se v našem primeru izvaja s frekvenco 2 kHz. Vendar
lahko s primerno izbiro začetnih pogojev in shranjevanjem konstantnih členov
enačbe izračun znatno pohitrimo.
Najprej si poglejmo poenostavitve začetnih pogojev. Koordinata točke PVT
x predstavlja čas, vrednost polinoma v točki y = p(x) predstavlja pozicijo in
odvod polinoma v točki d = p′(x) hitrost. Čas lahko zapǐsemo v absolutnem
zapisu, kjer vrednost x koordinate predstavlja pretečen čas od zagona krmilnika,
ali pa v relativnem zapisu, kjer vrednost x koordinate predstavlja pretečen čas
od preǰsnje točke PVT. Pri relativnem zapisu se vsak odsek začne ob času x0 = 0
in konča ob času x1, zato se enačba (4.3) poenostavi v:






























Prav tako lahko v računanje uvedemo sledeče substitucije, pri čemer koordi-
natni sistem za računanje iterpolacije med dvema točkama PVT prestavimo, tako
da se vrednost polinoma p(x) v prvi točki PVT nahaja v izodǐsču koordinatnega
sistema.
p̃(x) = ỹ = y − y0 (4.5)
ỹ0 = 0 (4.6)
ỹ1 = y1 − y0 (4.7)





















Opazimo, da se v enačbi (4.8) nahaja kar nekaj konstant, ki jih lahko
izračunamo samo ob prvem koraku interpolacije in jih spravimo v pomnilnik
za uporabo v vseh naslednjih korakih interpolacije ter tako prihranimo kar nekaj
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Y1 = ỹ1 ·K2 (4.11)
D0 = d0 ·K2 (4.12)
D1 = d1 ·K2 (4.13)
Izračun vrednosti Hermitovega polinoma se tako poenostavi v izraz opisan v
enačbi (4.14).
p(x) = Y1[1 + 2K1(x1 − x)]x2 + D0x(x− x1)2 + D1(x− x1)x2 + y0 (4.14)
Pri izračunu izraza (4.14) je potrebno izvesti 7 operacij seštevanja in 11 ope-
racij množenja. Prav tako je potrebno ob vsaki novi točki PVT izračunati kon-
stante, ki so opisane v enačbah (4.9)-(4.13), za izračun katerih potrebujemo eno
operacijo deljenja in 4 operacije množenja. Pomemben parameter pri pošiljanju
točk PVT je časovna perioda točk PVT x1. Če vrednost x1 izberemo preveliko,
lahko pride do napak pri interpolaciji. Slika 4.10 prikazuje primer, ko je bila za
želeno gibanje motorja izbrana prevelika vrednost časovne periode (30 ms). Vidno
je odstopanje med želenim gibanjem motorja (črna črtkana črta) in potjo motorja,
ki je bila izračunana z uporabo Hermitove interpolacije (modra črta). Slika 4.11
prikazuje primer, pri katerem je bila časovna perioda znižana na 10 ms. Odsto-
panja med želeno in izračunano potjo motorja niso več opazna. Pri izbiri časovne
konstante moramo izbrati kompromis med obremenitvijo komunikacijskega ka-
nala in natančnostjo interpolacije. Časovno konstanto x1 lahko med delovanjem
krmilnika sproti prilagajamo glede na dinamiko željene poti motorja.
Nadzorni sistem lahko krmilniku pošlje več točk PVT, ta pa jih shranjuje v
svojem pomnilniku. Točke so shranjene v povezanem seznamu (ang. linked list).
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Slika 4.10: Hermitova interpolacija pozicije motorja s časovno periodo točk PVT
30 ms.
V seznam se točke vpisujejo in iz njega berejo po principu FIFO7. Komunikacijsko
opravilo, ki točke sprejema, vsako novo točko shrani na konec seznama. Opravilo
za krmiljenje PVT pa vsako novo točko, ki jo mora motor doseči, prebere z
začetka seznama. Število točk, ki jih krmilnik lahko shrani, je omejeno samo
s pomnilnikom RAM mikrokrmilnika. Nadzorni sistem mora poskrbeti, da je v
pomnilniku vedno shranjena vsaj ena PVT točka. Če bi krmilnik dosegel zadnjo
shranjeno točko PVT, v pomnilniku pa ne bi bilo shranjene nove točke PVT,
krmilnik ne bi vedel, kako naj krmili motor. Če je bila hitrost zadnje točke PVT
0, bo krmilnik tudi po tem, ko ne prejema več novih točk PVT, ohranjal pozicijo
zadnje točke PVT. Če se sekvenca točk PVT ne konča z ničelno hitrostjo, krmilnik
ugotovi, da je prǐslo do napake in ustavi celoten krmilni algoritem ter napajanje
motorja.
7ang. First In First Out
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Slika 4.11: Hermitova interpolacija pozicije motorja s časovno periodo točk PVT
10 ms.
4.2.4 Komunikacijsko opravilo
Komunikacijsko opravilo izvaja komunikacijo krmilnika z zunanjim svetom. Opra-
vilo zadolženo za dve ključni nalogi:
• pošilja podatke o delovanju krmilnika na zunanje enote
• sprejema ukaze za delovanje krmilnika od zunanjih enot
Komunikacijska opravila so standardni del operacijskega sistema AOS. Vsa
komunikacijska opravila vsebujejo skupen nabor funkcij, s katerimi jim podatke
posredujemo, ali pa jih iz njih sprejemamo. Funkcije so načrtovane za uporabo v
večopravilnih sistemih8, saj že same zaščitijo podatke za primer, ko bi bilo opra-
vilo prekinjeno med izvajanjem funkcije. Komunikacija med napravami poteka z
uporabo dveh protokolov - nižjenivojskega protokola, ki je predpisan za uporabo
same komunikacijske periferne enote, ter vǐsjenivojskega protokola, ki je definiran
s strani aplikacije. Za primer vodila CAN je nižjenivojski protokol lahko izveden
8V literaturi je za take funkcije uporabljen angleški izraz thread safe.
46 Razvoj programske opreme krmilnika
po specifikaciji CAN 2.0, za vǐsjenivojski protokol pa nato izbran CarKingdom ali
CANOpen. Vsako komunikacijsko opravilo podatke, ki jih krmilnik želi poslati
drugim napravam, z uporabo primernega vǐsjenivojskega protokola enkapsulira v
pakete, ki jih nato pošlje gonilniku za posamezno komunikacijsko periferno enoto.
Gonilniki so nabori poenotenih funkcij, s katerimi na enak način dostopamo do
vseh komunikacijskih perifernih enot. Bločni diagram poteka komunikacije zno-
traj krmilnika je prikazan na sliki 4.12.
Slika 4.12: Bločni diagram poteka komunikacije
Gonilnik s periferno enoto komunicira po registrih periferne enote. Opravilo
z gonilnikom komunicira po standardnih funkcijah IoWrite() in IoRead(). Ker
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sta funkciji enaki za vse gonilnike, moramo kot parameter funkciji podati tudi
ročico gonilnika, ki jo moramo predhodno pridobiti. Opravili za krmiljenje navora
in hitrosti podatke do komunikacijskih opravil pošiljata po funkciji FeSend(),
pri klicu katere moramo kot parameter ponovno podati ročico ustreznega komu-
nikacijskega opravila. Ročice pridobimo s klicem ustreznih sistemskih funkcij.
Prejemanje podatkov iz komunikacijskih opravil je realizirano z uporabo call-
back funkcij. Katero koli opravilo lahko v vsako komunikacijsko opravilo namesti
eno ali več callback funkcij, ki se izvedejo, ko komunikacijsko opravilo uspešno
sprejme nov paket. Komunikacijska opravila so del operacijskega sistema in jih
uporabnik ne more spreminjati, uporaba callback funkcij pa omogoča izvajanje
poljubnih funkcij v komunikacijskem opravilu brez spreminjanja same izvorne
kode opravila. Funkcije se v komunikacijska opravila namestijo med samim izva-
janjem sistema. Vsako opravilo mora znotraj svoje callback funkcije preveriti, če
je prejeto sporočilo namenjeno temu opravilu in ustrezno odreagirati.
4.3 Uporaba aritmetike s fiksno vejico
Za krmiljenje sistema moramo poznati vrednosti veličin, ki opisujejo dogajanje v
sistemu. V našem primeru sta to tok I(t) in napetost V (t), ki ju merimo z upo-
rabo AD-pretvornika. Tok in napetost se spreminjata zvezno, med AD-pretvorbo
pa ju kvantiziramo in shranimo v pomnilnik mikrokrmilnika. Mikrokrmilnik vse-
buje 12-bitni AD-pretvornik, kar pomeni, da lahko izmerjeno vrednost napetosti
ali toka predstavimo z 212 = 4096 različnimi vrednostmi. Merjenje toka je iz-
vedeno tako, da lahko izmerimo vrednosti od −33 A do 33 A, napetost pa od
0 V do 39.6 V. Ločljivost meritve toka je tako 16.11 mA, meritve napetosti pa
9.66 mV. Izmerjene vrednosti so torej predstavljene z realnimi števili, ki jih mo-
ramo shraniti v primernem formatu. Najenostavneǰsa in intuitivna je uporaba
zapisa s plavajočo vejico, kjer število zapǐsemo v obliki9 (−1)o(1 +m)2e−256, kjer
o predstavlja zapis predznaka, m zapis mantise in e zapis eksponenta. Z uporabo
9Uporabljena je enojna natančnost.
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eksponentnega zapisa decimalno vejico prestavljamo, kar nam omogoča zapisati
tako zelo majhna, kot tudi zelo velika števila. Ker pa mikrokrmilnik LPC1549
ne vsebuje koprocesorja za računanje s števili s plavajočo vejico, je računanje z
njimi zelo zamudno. Alternativa uporabi plavajoče vejice je uporaba zapisa s
fiksno vejico, kjer je število decimalnih mest konstantno. Števila s fiksno vejico
predstavimo v formatu Qm.n, kjer m predstavlja število bitov, uporabljenih za
zapis celoštevilskega dela predstavljenega realnega števila in n število bitov, upo-
rabljenih za zapis decimalnega dela predstavljenega realnega števila[17]. Če je
število nepredznačeno, pred zapis dodamo še črko U (UQ2.14 predstavlja število,
kjer celoštevilski del zapǐsemo z dvema bitoma, decimalni del pa s 14 biti in ima
obseg [0, 4−2−14]). Pogosto celoštevilskega dela sploh ne zapisujemo, saj nam to
poenostavi izvajanje računskih operacij. Takrat uporabimo zapis Qm (Q31 pred-
stavlja predznačeno število formata Q1.31, kjer decimalni del zapǐsemo z 31 biti
in ima obseg [−1, 1− 2−31]). V našem primeru sta zaradi predznačenih vrednosti
merjenih veličin in želene ločljivosti uporabljena formata Q15 in Q31. Da lahko
zapǐsemo tudi veličine, katerih obseg je večji od [-1, 1], moramo število Qm po-
množiti še s faktorjem K, ki predstavlja največjo absolutno vrednost veličine, ki
jo predstavljamo. Za merjenje toka uporabimo faktor K = 33, tako ima izmerjen
tok, zapisan v Q31 formatu obseg [−33, 33 · (1− 2−31)] in ločljivost 3 · 10−9.
Uporaba aritmetike s fiksno vejico močno pohitri izračune algoritmov, vendar
moramo biti pri njeni uporabi pozorni na več stvari. Ker zapisi Qm niso standar-
dni podatkovni tipi programskega jezika C, jih moramo definirati sami z uporabo
ukaza typedef. Primer definicije podatkovnih tipov q15 t in q31 t :
// fixed point data types
typedef short q15_t;
typedef long q31_t;
Ker smo Qm podatkovne tipe definirali sami, med njimi ne moremo upora-
biti standardnih aritmetičnih operatorjev za seštevanje, odštevanje, množenje in
deljenje, ampak moramo za to napisati posebne funkcije. Vse naštete operacije
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lahko realiziramo z uporabo seštevanja in množenja celih števil ter bitnega pre-
mikanja (ang. bit shift). Pri seštevanju in odštevanju moramo biti pozorni na
možnost preliva rezultata in rezultat ustrezno nasičiti (ang. saturate). Primer
funkcije za seštevanje dveh q15 t števil:
static inline q15_t AddQ15(q15_t a, q15_t b)
{
return __ssat(a + b, 16);
}
Za nasičenje rezultata smo uporabili vgrajeni makro ssat(), ki je del stan-
dardnih makrojev v datoteki intrinsics.h, ki so definirani specifično za uporabo
zbirnǐskih ukazov jedra ARM Cortex M3 v vǐsjenivojskem jeziku C. Makro z
uporabo zbirnǐskega ukaza SSAT nasiči predznačeni rezultat na želeno število bi-
tov. Vendar pa makroja ssat() ne moremo uporabiti za nasičenje rezultata
seštevanja dveh 32-bitnih števil, saj je rezultat pred nasičenjem 33 bitno število,
ki ga moramo v mikrokrmilniku predstaviti kot 64 bitno vrednost. Jedro ARM
Cortex M3, ki se nahaja v mikrokrmilniku, pa je 32-bitno jedro in ne podpira iz-
vajanja inštrukcij nad 64-bitnimi vrednostmi. Seštevanje 32-bitnih števil s fiksno
vejico torej zahteva uporabo 64 bitnih spremenljivk, nasičenje pa moramo zato
izvesti z uporabo pogojnih stavkov v vǐsjenivojskem jeziku C, kar doprinese k po-
dalǰsanju časa izvajanja funkcije. Zato je na 32-bitnih računalnikih računanje s
16 bitnimi števili s fiksno vejico hitreǰse od računanja z 32-bitnimi števili s fiksno
vejico.
Če množimo dve predznačeni 32 bitni števili Q31, ki vsaka vsebujeta 1 bit
za zapis predznaka in 31 bitov za zapis decimalnih vrednosti, dobimo rezultat,
kjer sta 2 MSB10 bita uporabljena za zapis predznaka, 62 LSB11 bitov pa za
zapis decimalnih vrednosti [18]. Za množenje dveh predznačenih števil, ki sta
zapisani z n-biti potrebujemo vmesno spremenljivko, v katero lahko shranimo
10ang. Most Signifficant Bit
11ang. Least Signifficant Bit
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vsaj 2n − 1 bitov. Za množenje dveh Q31 števil bomo torej uporabili vmesno
spremenljivko formata Q63. Če hočemo rezultat ponovno shraniti v Q31 formatu,
moramo vmesni rezultat pomakniti za 31 bitov v desno. Množenje dveh 32 bitnih
vrednosti ponovno zahteva uporabo 64 bitnih spremenljivk in je manj učinkovito
od množenja dveh 16 bitnih vrednosti. Prikazana je realizacija množenja dveh
spremenljivk q31 t:
static inline q31_t MultiplyQ31(q31_t a, q31_t b)
{
return (q31_t)(((q63_t)a * b) >> 31);
}
Funkcija za deljenje ni bila implementirana, saj je deljenje realizirano z
množenjem z obratno vrednostjo. Vse funkcije za izvajanje aritmetike s fiksno
vejico so definirane kot static inline. Beseda inline prevajalniku namigne,
da je funkcija kratka in bo med izvajanjem programa velikokrat uporabljena,
zato bi se splačalo njeno vsebino v izvajanje programa vključiti brez funkcijskega
klica. Prevajalnik se lahko vseeno odloči, da funkcije ne bo izvedel v inline obliki.
Inline funkcije so bile v programski jezik C uvedene naknadno s standardom C99
z namenom, da bi nadomestile makro ukaze, v katerih spremenljivke nimajo de-
finiranih podatkovnih tipov in so zato lahko vzrok morebitnih napak v izvajanju
programa.
Z uporabo aritmetike s fiksno vejico so realizirane vse funkcije za shranjeva-
nje rezultatov AD-pretvorbe, geometrijske transformacije za izvajanje algoritma
FOC, regulatorji PI in PID in funkcije za izračun Hermitove interpolacije. Izva-
janje celotnega algoritma FOC je ob uporabi števil s fiksno vejico za približno 37
odstodkov hitreǰse od izvajanja algoritma, ki uporablja števila s plavajočo vejico.
Časi izvajanja so prikazani v tabeli 4.1.
Trajanje posameznih funkcij je bilo izmerjeno z uporabo časovnika na mi-
krokrmilniku, prikazani so povprečni čas izvajanja, ki so bili izračunani iz 1000
meritev.






razlika [us] razlika [%]
merjenje Ia in Ib 6,4 1,7 4,7 73,4
Clarkova transformacija 3,5 3,1 0,4 11,4
Parkova transformacija 5,9 5,2 0,7 11,9
PI regulacija Id in Iq 17,2 12,3 4,9 28,5
Inverzna Parkova
transformacija
5,8 5,2 0,6 10,3
SVPW 17,4 7,8 9,6 55,2
Skupaj 56,2 35,3 20,9 37,2
Tabela 4.1: Primerjava časa izvajanja algoritma FOC pri uporabi števil s fiksno
in plavajočo vejico
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5 Analiza delovanja krmilnika z
uporabo osebnega računalnika
5.1 Pošiljanje podatkov
Tako razvoj kot uporaba krmilnika sta mnogo lažja, če imamo možnost grafičnega
vpogleda v dogajanje znotraj krmilnika in motorja. To je realizirano z upo-
rabo serijske komunikacije, po kateri podatke o delovanju krmilnika pošljemo do
osebnega računalnika, kjer jih nato obdelamo in po potrebi grafično prikažemo
uporabniku. Serijska komunikacija med krmilnikom in osebnim računalnikom je
izvedena z uporabo integriranega vezja FTDI FT232RL, ki omogoča priklop kr-
milnika na osebni računalnik po vodilu USB. Na osebnem računalniku je vezje
FT232RL vidno kot virtualni serijski kanal. FT232RL omogoča hitrost prenosa
3 MBd1.
Podatki o delovanju krmilnika se pošiljajo z uporabo komunikacijskega opra-
vila UART, ki je bilo opisano v poglavju 4.2.4. Komunikacijsko opravilo podatke
enkapsulira po protokolu NET, ki omogoči identifikacijo poslanega sporočila in
odkrivanje morebitnih napak med prenosom.
Serijski protokol NET je predstavljen na sliki 5.1. Sporočilo se začne z zlogom
START, ki je vedno enak in signalizira začetek novega sporočila. Zloga 2 in 3
natančno opredelita, katero sporočilo se pošilja, zlog DOLŽINA pa nam pove, ko-
liko podatkovnih zlogov se pošilja v sporočilu. Podatkom sledi kontrolna vsota,
1ang. mega baud - milijon simbolov na sekundo
53
54 Analiza delovanja krmilnika z uporabo osebnega računalnika
Slika 5.1: Struktura protokola NET
ki omogča zaznavanje napake v komunikaciji in zlog STOP, ki označuje konec
sporočila. Če želimo zmeraj zaznati, kje se sporočilo začne in kje konča, morata
biti zloga START in STOP vedno enaka, prav tako se ne smeta pojavljati nikjer
drugje v sporočilu. Če hočemo med podatki poslati enak zlog, kot je upora-
bljen za zglo STOP ali START, pošljemo ustrezno uvežno sekvenco (ang. escape
sequence), ki sestoji iz dveh zlogov. Prvi vsebuje izhodni znak (ang. escape cha-
racter) in je enak v vseh ubežnih sekvencah, drugi pa označuje, katero ubežno
sekvenco pošiljamo.
Za opazovanje dogajanja v krmilniku se uporabljata dva tipa sporočil:
1. sporočilo za pošiljanje večih različnih veličin (v nadaljevanju tip 1)
2. sporočilo za pošiljanje večih enakih veličin (v nadaljevanju tip 2)
Glede na to, koliko veličin želimo opazovati, se odločimo, katero sporočilo
bomo uporabili. Sporočilo tipa 1 uporabimo, če želimo hkrati opazovati veliko
veličin. Ker pasovna širina komunikacijskega kanala med krmilnikom in osebnim
računalnikom ni neomejena, moramo izbrati kompromis med številom veličin,
ki jih spremljamo in frekvenco, s katero veličine pošiljamo. Ker protokol NET
v sporočilo doda še dodatnih 6 zlogov je pošiljanje samo ene veličine v enem
sporočilu s stalǐsča izkoristka komunikacijskega kanala neučinkovito. V enem
sporočilu želimo torej pošiljati več različnih veličin. Ker želimo v različnih si-
tuacijah opazovati različne veličine, je pošiljanje izvedeno tako, da imamo v po-
mnilniku krmilnika organizirano bitno polje (ang. bit field), v katerega zapǐsemo,
katere veličine želimo poslati. Bitno polje prav tako pošljemo v vsakem sporočilu,
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da v postopku dekodiranja sporočila vemo, katere veličine smo prejeli. Primer
bitnega polja in podatkov v sporočilu tipa 1 je na sliki 5.2.
Slika 5.2: Primer podatkovniga dela sporočila tipa 1
V prvem podatkovnem zlogu pošljemo bitno polje, kjer so veličine, ki jih bomo
v nadaljevanju poslali, označene z 1. Označene veličine nato pošljemo v enakem
vrstnem redu, kot nastopajo v bitnem polju. Na sliki 5.2 so zaradi preglednosti
vse veličine prikazane kot 8 bitne spremenljivke, vendar v realnosti to ni tako.
Dejanske velikosti spremenljivk je potrebno upoštevati tako pri pošiljanju kot de-
kodiranju sporočil. Sporočila tipa 1 se pošiljajo tako hitro, kot sistem to omogoča.
Ko se pošiljanje preǰsnjega sporočila konča, se takoj začne pošiljanje novega. S
takšnim načinom pošiljanja omogočimo optimalni izkoristek komunikacijskega ka-
nala.
Kadar želimo opazovati malo veličin z veliko frekvenco uporabimo sporočilo
tipa 2. Na mestu, kjer želimo veličino spremljati, pokličemo funkcijo za spremlja-
nje veličine, ki ji kot parametre podamo, katero veličino spremljamo, vrednost
veličine in velikost spremeljivke, v kateri je veličina shranjena. Primer klica funk-
cije za spremljanje toka Ia:
LogSingleVariable(IA, motor->ia, sizeof(q31_t));
Funkcija ob vsakem klicu vrednost spremenljivke shrani v svoj povezani se-
znam. Ko se v seznamu nahaja toliko vrednosti, kot jih želimo poslati v enem
sporočilu (število moramo definirati ob zagonu krmilnika), se vrednosti pošljejo
56 Analiza delovanja krmilnika z uporabo osebnega računalnika
komunikacijskemu opravilu, ki jih obdela in pošlje na osebni računalnik z uporabo
serijske povezave.
5.2 Analiza podatkov
Na osebnem računalniku s pomočjo programa Serial Logger, ki je napisan
v programskem jeziku Python, shranjujemo prejete surove podatke (ang. raw
data) v csv2 datoteko. Za uporabo serijske komunikacije je uporabljena knjižnica
PySerial, grafični vmesnik pa je realiziran z uporabo knjižnice wxPython. Pro-
gram je enostaven za uporabo, saj omogoča samo izbiro serijskega kanala in hi-
trost prenosa podatkov. Grafični vmesnik programa je prikazan na sliki 5.3.
Slika 5.3: Program Serial Logger za shranjevanje surovih podatkov, prejetih po
serijski komunikaciji
Shranjene surove podatke nato uvozimo v programsko okolje Matlab, kjer
se izvede dekodiranje protokola NET, tako da glede na prejeto sporočilo dobimo
želene podatke o delovanju krmilnika. Razlog za uporabo dveh ločenih programov
za shranjevanje in obdelavo je, da v okolju Matlab ne moremo realizirati serijske
komunikacije z želeno hitrostjo 3 MBd, v okolju Python pa je obdelava in grafični
prikaz podatkov težje izvedljiv in zamudneǰsi kot v programskem okolju Matlab.
2ang. comma-separated values
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5.3 Nastavljanje regulatorjev PID
Parametre Kp, Ki in Kd v regulatorjih toka Id, toka Iq, pozicije in hitrosti je možno
optimalno nastaviti samo za določen motor. Še več - optimalno jih lahko nasta-
vimo samo za določeno obremenitev motorja. Če hočemo krmilnik uporabljati
z različnimi motorji v različnih okoljih, je potrebno imeti možnost nastavljanja
teh parametrov. Za nastavljanje posameznih parametrov moramo opravilo za
krmiljenje pozicije ali hitrosti izvajati v enem izmed načinov za nastavljanje pa-
rametrov, ki so našteti v poglavju 4.2.2. Ti načini izvajanja nam omogočajo, da z
uporabo tipk na razvojni plošči motor vzbujamo z enotinimi stopnicami veličin,
katerih parametre regulatorjev želimo nastaviti. Odzive na enotine stopnice opa-
zujemo z uporabo opisanega pošiljanja podatkov na osebni računalnik in analizo
v programskem okolju Matlab. Na podlagi odzivov nastavimo parametre regu-
latorja. Primera odzivov krmilnika na enotino stopnico pri različnih nastavitvah
parametrov regulatorja PID sta na slikah 5.4 in 5.5.


























Slika 5.4: Odziv krmilnika za enotino stopnico v hitrostnem načinu krmiljenja z
neprimerno nastavljenimi parametri regulatorja
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Slika 5.5: Odziv krmilnika za enotino stopnico v hitrostnem načinu krmiljenja z
optimalno nastavljenimi parametri regulatorja
Pri nastavljanju regulatorjev je pomembno, da najprej nastavimo regulatorja
tokov Id in Iq in se šele nato lotimo nastavljanja regulatorjev pozicije in hitrosti.
Zaradi kaskadne vezave regulatorjev je namreč za optimalno delovanje regulator-
jev hitrosti in pozicije potrebna optimalna nastavitev regulatorjev toka. Samo
spreminjanje parametrov regulatorjev je izvedeno z uporabo razhroščevalnika v
razvojnem okolju Rowley Crossworks for ARM, ki je bil uporabljen za razvoj
vgrajene programske opreme krmilnika.
6 Zaključek
V tem delu smo obravnavali razvoj vgrajene programske opreme za krmilnik
brezkrtačnih enosmernih motorjev. Predstavili in realizirali smo krmiljenje na
osnovi polja. Za določanje pozicije rotorja je bil uporabljen zunanji dajalnik
pozicije, kar je poenostavilo razvoj in omogočilo natančno krmiljenje motorja
tako pri nizkih kot pri visokih hitrostih vrtenja. Razvita je bila tudi programska
oprema za osebni računalnik, ki omogoča nastavljanje parametrov krmilnika in s
tem uporabo z različnimi konfiguracijami motorjev.
Izdelana programska oprema se trenutno izvaja na razvojni plošči. Za končni
produkt bi bilo potrebno izdelati tudi lastno strojno opremo krmilnika. Aplika-
cija krmilnika je bila napisana tako, da je upravljanje strojne opreme ločeno od
izvajanja krmilnega algoritma. Če bi se med načrtovanjem strojne opreme izka-
zalo, da bi bilo smotrno uporabiti drugačen mikrokrmilnik, bi bilo v aplikaciji
potrebno spremeniti le majhen del uporabljenih funkcij.
Razvita programska oprema predstavlja dobro osnovo za kasneǰsi razvoj ce-
lotnega krmilnika, namenjenega uporabi v industriji. V sami programski opremi
krmilnika obstaja še veliko možnosti za izbolǰsave. Čeprav je bil krmilnik za-
snovan za uporabo z zunanjim dajalnikom pozicije, bi možnost krmiljenja brez
dajalnika pozicije prinesla nove možnosti uporabe, predvsem v sistemih, kjer je
namestitev dajalnika zaradi prostorskih omejitev otežena. Za oceno pozicije ro-
torja bi uporabili eno izmed znanih metod predvidevanja - razširjen Kalmanov
filter (ang. extended Kalman filter) ali enega izmed drsečh opazovalcev (ang.
sliding mode observer). Za uporabo krmilnika v industriji bi bilo potrebno raz-
59
60 Zaključek
viti tudi obširneǰsi sistem komuniciranja s krmilnikom, ki bi podpiral več uka-
zov, in nastavljanje več parametrov, kot so največji kotni pospešek, največja
kotna hitrost, omejitve pozicije, omejitve toka in temperaturna zaščita krmil-
nika in motorja. Smiselno bi bilo uporabiti tudi katerega izmed industrijskih
vǐsjenivojskih protokolov CAN, kot je CANOpen. Za komunikacijo z nadzornim
sistemom bi lahko poleg vodila CAN podprli tudi katero izmed serijskih vodil, kot
sta RS232 ali RS485. Veliko možnosti za razvoj je tudi pri programski opremi za
osebni računalnik, s katero bi omogočili lažje nastavljanje parametrov motorja in
bolǰse opazovanje razmer v motorju in krmilniku. Trenutno se razvita programska
oprema izvaja v programskem okolju Matlab, kar je za razvoj čisto sprejemljivo,
za končni produkt pa bi bilo potrebno razviti program, ki za svoje delovanje ne
bi potreboval namestitve drugih programskih orodij.
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