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はじめに 
• 地球シミュレーターのプロジェクト 
  (ES2でRSA暗号の強度推定) 
(1)  2010年度(完了) 
      ふるい処理  
(2)  2011年度(完了) 
   標数2(0-1)の線形計算 
(3)  2012年度(2012/4～2013/3) 
   代数的数の平方根とまとめ 
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1.  暗号化方式 
(1) 公開鍵暗号方式(非対称鍵) 
 公開鍵で暗号化、秘密鍵で復号化      
 認証やネットワーク通信に都合が良い 
 RSA暗号：多数桁数因数分解の難しさを利用 
(2) 秘密鍵暗号方式(共通鍵、対称鍵)  
 暗号化と復号化で共通の秘密鍵を使用 
 代表暗号例：AES, RC4(Netscape ) 
1978年 
紀元前50年、ジュリアスシーザー 
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1.2 インターネットの暗号例 
暗号化なし(http) 暗号化あり(https) 
1024から変更 
80ビットの困難性 
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1.3 RSA暗号とは 
RSA暗号化通信 
受信側 送信側 暗号化通信 
の送信が不要  多数桁の因数分解  の超困難性を利用 
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1.4 RSA暗号の原理 
 3107418240490043721350750035888567930037346022842 
  7275457201619488232064405180815045563468296717232 
  8678243791627283803341547107310850191954852900733 
  7724822783525742386454014691736602477652346609 
 1634733645809253848443133883865090859841783670033 
  092312181110852389333100104508151212118167511579 
                             x 
 1900871281664822113126851573935413975471896789968 
  515493666638539088027103802104498957191261465571 
1024ビット(309桁) 
多数桁の乗算 因数分解 
数万回 / s ： PC 数年 ： スパコン 
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1.5 RSA暗号の仕組み 
• RSA暗号鍵の作成(数学的な方法) 
  (1)  ランダムに素数p, qを選ぶ 
  (2)  n = p×q及びf = (p-1)×(q-1)を計算 
  (3)  素数eを選ぶ 
  (4)  d = 1/e (mod f)となるdを計算する 
 
• (e,n)が公開暗号化鍵、(d,n)が復号鍵となる 
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1.6  RSA暗号化と復号化 
• RSA暗号化 
  (1) 情報をn以下の数Mに変換（公開方法) 
  (2) C=Me (mod n)で暗号Cを作成 
                         (n=pxq, ed=αf+1, f=(p-1)x(q-1)) 
• RSA復号化   オイラーの定理(Mf ≡ 1 (mod n)) 
  (1) M=Cd (mod n)で元の数Mに復号 
  (2) 数Mを元の情報に変換（公開方法） 
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2. RSA暗号解読 
• MPQS(複数多項式2次ふるい法) 
   10進100桁までの因数分解が高速 
• GNFS (数体ふるい法) 
  10進100桁以上の因数分解が高速 
   代数的数の平方根の計算が必要 
• 現在のRSA暗号： 1024ビット (10進309桁) 
• 解読の世界記録： RSA-768 (10進232桁) 
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2.1 RSA-768の計算規模 
項目 台数・年 比(%) 
ふるい処理 1500 90 
標数2の線形計算 155 9 
利用関数の探査 20 1 
代数平方根の計算 1 0 
その他 1 0 
注) AMD64 (2.2Ghz, 1コア換算) 
  行列サイズ：192,796,550 * 192,795,550  
12 
2.2 GNFSの具体例 
• N=1333を因数分解 
 f(x) = x3+2,  M = 11,  f(M) = N  
• 利用する分解基底 
   素数(P1～P8)： (2, 3, 5, 7, 11, 13, 17, 19) 
  イデアル： f(s)=0 (mod P)が存在するもの。 
   (Q1～Q6) = (2, 3, 5, 11, 17, 23)  
 
  平方剰余(R1,R2) = (29, 31)：ふるい後利用  
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2.3 ふるい処理 
• a=-8～8,  b=1～5,  GCD(a,b)=1 
 素数、イデアルの両方のふるいで選ぶ 
• 素数ふるい (M=11) 
 a+bMが2～19の素数だけで分解 
• イデアルふるい (f(x)=x3 + 2 ) 
 N(a,b) = |b3f(-a/b)| = |a3 - 2b3|がQ1～Q6 
   だけで分解 
14 
2.4 ふるい結果 
No a b P1 P2 P3 P4 P5 P6 P7 P8 Q1 Q2 Q3 Q4 Q5 Q6 R1 R2 
1 -7 1 2 0 0 0 0 0 0 0 0 1 1 0 0 1 1 0 
2 -4 1 0 0 0 1 0 0 0 0 1 1 0 1 0 0 0 1 
3 -2 1 0 2 0 0 0 0 0 0 1 0 1 0 0 0 0 0 
4 -1 1 1 0 1 0 0 0 0 0 0 1 0 0 0 0 0 1 
5 1 1 2 1 0 0 0 0 0 0 0 0 0 0 0 0 1 0 
6 2 1 0 0 0 0 0 1 0 0 1 1 0 0 0 0 0 0 
7 3 1 1 0 0 1 0 0 0 0 0 0 2 0 0 0 0 0 
8 8 1 0 0 0 0 0 0 0 1 1 1 1 0 1 0 0 1 
9 -1 2 0 1 0 1 0 0 0 0 0 0 0 0 1 0 0 1 
10 3 2 0 0 2 0 0 0 0 0 0 0 0 1 0 0 1 1 
11 -1 3 5 0 0 0 0 0 0 0 0 0 1 1 0 0 1 0 
12 2 3 0 0 1 1 0 0 0 0 1 0 0 0 0 1 0 1 
13 7 3 3 0 1 0 0 0 0 0 0 0 0 0 2 0 1 0 
14 -5 4 0 1 0 0 0 1 0 0 0 0 0 1 0 1 1 1 
15 5 4 0 0 0 2 0 0 0 0 0 1 0 0 0 0 0 0 
16 2 5 0 1 0 0 0 0 0 1 1 0 0 2 0 0 0 1 
素数基底 イデアル基底 
平方
剰余 
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2.5 標数2の消去結果 
No. 行列Ａ 行列Ｅ 
1 
2 
3 
4 
5 
6 
7 
8 
9 
10 
11 
12 
13 
 1 0 1 0 0 0 0 0 0 1 0 0 0 0 0 1 
 0 1 0 0 0 0 0 0 0 0 0 0 0 0 1 0 
 0 0 1 1 0 0 0 0 0 1 0 0 0 0 0 1 
 0 0 0 1 0 0 0 0 1 1 0 1 0 0 0 1 
 0 0 0 0 0 1 0 0 1 1 0 0 0 0 0 0 
 0 0 0 0 0 0 0 1 1 1 1 0 1 0 0 1 
 0 0 0 0 0 0 0 0 1 0 1 0 0 0 0 0 
 0 0 0 0 0 0 0 0 0 1 1 0 0 1 1 0 
 0 0 0 0 0 0 0 0 0 0 1 0 0 1 0 1 
 0 0 0 0 0 0 0 0 0 0 0 1 0 0 1 1 
 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 
 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 
 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 
 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 
 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 
 0 0 0 1 0 0 1 0 0 0 0 0 0 0 0 0 
 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 
 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 
 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 
 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
 1 1 1 0 0 0 1 0 0 0 1 0 0 0 0 0 
 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 
 1 1 1 0 1 0 0 0 1 1 0 0 0 0 0 0 
 1 0 1 1 0 0 1 0 0 0 0 1 0 0 0 0 
 1 1 0 1 0 0 0 0 0 0 1 1 0 0 1 0 
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 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 
 1 0 1 0 1 1 0 0 0 1 0 0 0 1 0 0 
 0 1 1 1 0 0 1 0 0 0 1 0 1 0 0 0 
 0 0 0 0 0 0 1 1 1 1 1 0 0 0 1 1 
1は従属行を示す ゼロに消去完 
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2.6 因数分解 
• 従属行(No14)：  1, 3, 5, 6, 10, 14  
• 素数側： 従属行のP1～P8のベキ数合計 
 (4,4,2,0,0,2,0,0) /2  ==＞  P=P12P22P31P61 
       = 22・32・5・13 = 2340 = 1007 (mod N) 
• イデアル側： 従属行のイデアル(a+bθ)乗算 
F(θ) = (θ-7)(θ-2)(θ-1)(θ+2)(2θ+3)(4θ-5) 
         = 529θ2 -74θ- 908  = (11θ2 + 21θ + 4)2     
           (mod f(θ)) ==＞ F(M)1/2 = 233 (mod N) 
• 分解： 10072 = 2332 (mod N) ==> N= 31・43  
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3. 代数的数の平方根 
• 代数的平方根とは(6次式の例) 
  
 
平方根と言う。の代数的数をとなる、
式にたいして　なる整数係数の多項
))(()(
))((mod)()(
))(
)(
)(
2
2
65
2
4
3
3
4
2
5
1
76
2
5
3
4
4
3
5
2
6
1
65
2
4
3
3
4
2
5
1
θθ
θθθ
θθθθθθ
θθθθθθθ
θθθθθθ
FG
fFG
xxxxxxG
aaaaaaaf
AAAAAAF
≡
+++++=
++++++=
+++++=
18 
3.1 GNFSでの代数的数の平方根 
• GNFSでのF(θ)及びf(θ) 
 分解対象数： N              RSA-768では数千万乗算 
   f(M) = 0  (mod N),   Mは整数 
 F(θ)=(a1+b1θ)・・・(am+bmθ)  (mod f(θ)) 
      ここで、ak+bkθは従属行のイデアル 
• 代数的数の平方根の存在 
 ふるい処理と標数2の線形計算はF(θ)が代数
的数の平方根を持つための処理である。  
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4. 代数方程式による平方根の計算 
• 中国剰余定理の応用 
 利点：   数百億桁の巨大数の計算が不要  
 問題点： 処理が複雑で、偶数次数の場合は  
       安定的に解を求めるのが困難 
• Newton法による代数方程式の解の計算 
 利点：  解の計算を安定的にできる 
 問題点： 数百億桁の巨大数の計算が必要 
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4.1 連立代数方程式の導出 
　
次式でのは
にするで、
係数は巨大
係数は巨大
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4.2 4次多項式(m=4)の例 
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4.3 Newton法による計算 
　
は下記で反復計算、ここで
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5. 多数桁の乗算 
• 2段階FMT又は3段階FMT 
  FMT(FFT)はn=2m, ω=2α,  P=ωn/(2α)+1 
   nは要素数、1要素はn/(2α)ビット 
• 乗算最大桁数(α=1) 
  初期乗算256ビットで2段階FMT 
  16桁x256x2562  = 10進2.7億桁 
 初期乗算64ビットで3段階FMT 
   4桁x64x642x644 = 10進2兆桁  
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5.1 2段階FMT 
下位FMT(負巡回FMT)、上位FMTの1要素 
上位 
FMT 
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6. ベクトル計算機による工夫 
• ベクトル長を長くする工夫 
   計算方向は自由でO(桁数1/2)のベクトル長 
• 多くを連続アドレスにする工夫 
  格納方向も自由で、計算方向にアドレス化  
• バンクコンフリクトを避ける工夫(非連続) 
  下位FFTの要素数+1の2次元配列 
• 桁上げのベクトル化 
   下位で桁上げで、上位方向にベクトル化 
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6. 2段階FMTのベクトルコア計算 
void FFTS(int N, int NS, int BS, i64 A[], i64 C[]) 
  {  int   j, N2, NL, BS1;   i64  W; 
     N2 = N/2;  NL = N2 - NS;   BS1 = 64 - BS; 
#pragma cdir  nodep(A,C) 
     for (j=0; j<NS-1; j++) 
         {  W = (A[j+NL] >> BS) +  (A[j+NL+1] << BS1); 
            C[j]    = A[j] + W; 
            C[j+N2] = A[j] - W;  } 
     for (j=NS; j<N2; j++) 
         {  W = (A[j-NS] >> BS) + (A[j-NS+1] << BS1); 
            C[j]    = A[j] + W; 
            C[j+N2] = A[j] - W;  } 
       W = (A[N2-1] >> BS) + (A[0] << BS1); 
       C[N2-1] = A[N2-1] + W;     C[N-1]  = A[N-1]  - W;    } 
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7. 地球シミュレータでの乗算性能 
• 10進80億桁の乗算 
   ES2(1ノード)で3.5 秒 
• ES2とPC(Intel Core 2, 2.33Ghz)の比較 
  ES2(1ノード)はPCの約600倍  
• 代数的数の平方根の計算(6次多項式) 
  作成中で未測定 
  推定： 最大桁の乗算の約2000回 
             80億桁 ==＞ ES2(1ノード)で2時間 
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7.1 RSA暗号の解読推定時間 
• ES2の4ノードを使用 
• RSA-768(232桁)を解読 
 (1) ふるい処理 
       6ヶ月  (GNFS) 
 (2) 標数2の線形計算 
       1ヶ月    (2億次元) 
 (3) 代数的数の平方根の計算 
       2時間   (6次式80億桁、4組計算) 
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8. おわりに 
• RSA暗号解読で、代数的数の平方根はふる
い比較し、1/1000以下の計算時間 
• そのため、重要なのはロバスト性 
• ES2(1ノード)で80億桁の乗算は3.5秒 
• 代数的数の平方根のES2向けNewton法を
完成させる。(7次式、RSA-896用、300億桁) 
• 計算時間及びロバスト性の評価を行う 
 
