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Abstract
We present arguments for the complementary role that intrinsically geometric mod-
els of visual languages can play in many applications, alongside non-geometry based
models (such those based on graph grammars, logical predicates or algebraic struc-
tures). We characterise which models are intrinsically geometric, and illustrate the
concept by providing such a model for higraphs. Further, we examine the relevance
of geometric models to the design and implementation of tools which eﬀectively
support users in working with visual languages.
1 Introduction
Historically, research in visual language modelling [15] has striven to abstract
away from the topological or geometric details of diagrams. Various generic
and expressive means to specify the abstract syntax [5] (as opposed to the
concrete, visual appearance) of visual languages have been suggested. And
when it is deemed necessary or desirable to do so, ways have been devised for
dealing with more concrete aspects. One way in which this is typically done,
for instance, is by means of attributes: quantitative information (regarding,
say, position or size) is attached to the various elements in an abstract syntax
model. (Such structures as attributed grammars [15] and algebras [2] fall
broadly into this category.) Even models which are thus augmented, we argue,
may still omit important geometric aspects and, as such, omit much of what
is considered ‘visual’ about the entities they model.
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Yet, good models are rarely ‘universal’ but ﬁne-tuned to a task, or set
of tasks, which they seek to support. For many tasks associated with visual
languages –be they descriptive, deﬁnitional or inferential– geometric details
are either deemed irrelevant, or simply get in the way of eﬀective modelling.
Often, little is lost when geometry is dispensed of. The real danger, how-
ever, lies in thinking that geometric models, or worst still, geometric intuition
altogether may also be completely dispensed with.
In this paper we aim to revitalise interest in geometric models by
• arguing for the vital support that such models can oﬀer in the conception,
design and implementation stages of visual language deployment; that is,
in the very early as well as the near-product stages;
• arguing against preconceptions that such models are intrinsically complex
and thus impractical, for such arguments must be made relatively to the
task and diagrams at hand; and by
• taking into account some of the the user’s needs, perspectives and require-
ments alongside those of the visual language designer.
We emphatically stress that we do not wish to establish geometric mod-
els as across-the-board superior to any other, for such comparisons are only
meaningful relative to a given task. Instead, we highlight and analyse the par-
ticular tasks in which, we argue, geometric models have distinct advantages
to oﬀer.
Neither is the idea of employing geometric, topological or, in any case,
‘more visual’ models than one typically encounters, new to this paper. Much
relevant work exists on models which claim to be ‘more visual’ than those
typically encountered, e.g. [6,5,10]. We do, however, feel that some cases
previously made in support of such models either have adopted a more relaxed
(i.e. mathematically weaker) notion of what constitutes a geometric or ‘visual’
model than we do here; or have been more ambitious than us in advocating
applications. Therefore, we compare our ideas with those in the literature
and take care to explain precisely what we mean by ‘intrinsically geometric’
models.
In suggesting and discussing novel applications for tractable geometric
models we examine how such models relate to the design of software tools
for supporting visual languages and to recent ideas in this area, such as meta-
modelling and ‘two-level modelling’ [14]. Speciﬁcally then with respect to the
deployment of concrete geometric models in software tools, the paper argues
for
• increased coupling (in the sense of interaction) between geometric and struc-
tural (i.e. abstract syntax) models;
• yet also greater degree of separation in implementations between geometric
and non-geometric aspects so as to reduce complexity.
Finally we suggest how structural information may be, in certain cases, used
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to infer geometric transformations (taking the form of morphisms of models)
and discuss the potential of this idea in improving the usability of existing
tools.
2 The Essence of Intrinsically Geometric Models
In this section we make precise, through systematically recalling and contrast-
ing examples from the literature, what we regard as intrinsically geometric
models of visual languages and of other diagrammatic or graphical entities.
As an example of a typically non-geometric formalisation of a visual no-
tation, which at the same time nicely sums up the use of the term ‘abstract
syntax’ among researchers in the ﬁeld, we recall the deﬁnition of a constraint
diagram from [8]. In the authors’ own words, they give ‘the abstract syntax
of constraint diagrams, that is, a formal deﬁnition which is independent of
any topological and visual representations ’ (our own emphasis). Speciﬁcally
according to [8]:
Deﬁnition 2.1 A constraint diagram is a tuple (C,A, . . .), where C is a ﬁnite
set whose elements are called contours, A is a set of arrows, together with more
data of the same kind [which are called ‘zones’ and ‘spiders’ and are detailed
in [8]]. ✷
Deliberately thus, the elements of C are not required to be actual contours
in any geometric or topological sense. They are contours only in name, and
so a tuple (C,A, . . .) where C is the subset {1, 2, 3, 4} of N is allowed as a
perfectly valid instance of the deﬁnition. There is, however, stark diﬀerence
between the above formulation and a corresponding one in which the elements
of C are required to be actual contours in the sense of, say, simple closed curves
on the plane (in which case the set {1, 2, 3, 4} would not do as an instance of
C in the deﬁnition).
Thus, while the judicious choice of words purposefully evokes in the reader’s
mind the realisation on the plane of various entities (e.g. contours), such re-
alisations are not made part of the formal deﬁnition itself. This, we contend,
is a distinguishing feature of deﬁnitions which are not intrinsically, but only
tentatively, geometric.
It is for the very same reason that we do not wish, as is often done, to
identify our notion of intrinsically geometric models with topological ones.
Take, for instance, a typical deﬁnition of a topological object such as the
‘simplicial complex’, quoted here from [7]:
Deﬁnition 2.2 An abstract simplicial complex is a couple (V,K) where V is
a set of elements called vertices of the complex, and K is a set of ﬁnite parts
of V , such that if s ∈ K then all parts s′ ⊆ s are also in K. The elements of
K are called abstract simplexes. ✷
In this deﬁnition, like in that of constraint diagrams, use of the term ‘ver-
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Fig. 1. A higraph, and one of its variants in which the number of crossings between
edges and blobs is deemed a signiﬁcant feature.
tex’ in only tentatively geometric as no speciﬁc reference is made to how the
elements called vertices correspond to points or regions in the plane 5 . Thus,
many such topological deﬁnitions do convey a ‘geometric look and feel’ but
are not intrinsically geometric. Moreover, as in the preceeding example, the
abstract objects of study in the various branches of topology (algebraic, gen-
eral, combinatorial etc.) exhibit varying degrees of realisability on the plane,
with many of them being non-realisable at all, even when ﬁnite.
At this point already, we may have alluded enough to our notion of ‘intrin-
sically geometric deﬁnition’ for one to ask: would there be any circumstances
when one cannot be content with a deﬁnition which, in principle at least, can
be made geometrically precise? Indeed, many inferential or deﬁnitional tasks,
do not require the degree of geometric precision that we are stipulate. Yet,
in other cases, one has not choice but go all the way to the plane. Consider,
for instance, the following algebraic deﬁnition of higraphs, a general kind of
hierarchical graphs due to Harel [12], adapted slightly from our formalisation
in [17]:
Deﬁnition 2.3 A higraph is a tuple (B,≤B, E, s, t : E → B), where 〈B,≤B〉
is a partially ordered set whose elements are called blobs, E is a set whose
elements are called edges, and s, t are functions giving for each edge its source
and target. ✷
A higraph is thus a directed graph (B,E, s, t : E → B) augmented with a
hierarchy on its set of nodes B. In practice the node hierarchy ≤B is depicted
using spatial inclusion in the plane (which is reﬂexive, antisymmetric and
transitive, and hence a partial order). Then b ≤B b′ is typically interpreted as
the spatial containment of the entity picturing b into the entity picturing b′. 6
Both Fig. 1(a) and Fig. 1(b) are such pictorial representations. Yet, the
above deﬁnition cannot distinguish between them, i.e. they are both pictorial
5 Readers versed in topology will recall, however, the related notion of the geometric real-
isation of the simplicial complex.
6 This trivially holds in the case of b and b′ being the same (reﬂexivity of inclusion), whereas
b <B b
′ (deﬁned as b ≤B b′ and b 
= b′) corresponds to strict inclusion.
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realisations of the same algebraic object in Def. 2.3. Far from being contrived
for the purposes of this paper, the need in some circumstances to distinguish
between Fig. 1(a) and 1(b) is already highlighted in Harel’s original paper
[12].
More geometric information (or a further approximation thereof) is there-
fore needed before this useful distinction can be made by our model. This
paper aims to qualify and classify when the inclusion of such geometric infor-
mation in deﬁnitions is worth the extra eﬀort, and we shall shortly return to
our higraph example.
So we stipulate that the distinguishing feature of intrinsically geometric
deﬁnitions is the inclusion of explicit information as to how the structures are
to be realised on the plane. Many, even topological, deﬁnitions lack this kind
of information to the extent we stipulate.
Firstly, consider attribute-carrying models such as attributed grammars
[15] and algebras [2]. These fall short of being explicitly geometric because the
entities to which attributes are attached remain geometrically uninterpreted.
In an expression such as r .size, for instance, r is typically a ‘rectangle’ only in
name, i.e. its explicit geometric realisation is formally not part of the model.
While this remains so, the quantity denoted by ‘size’ is formally unrelated to
any geometric entity and thus, at best, can only be informally imagined as
the size of some assumed rectangle.
Erwig’s work on visual graphs [5] and visual abstract syntax [6], has pro-
duced deﬁnitions which are only a step away from becoming explicitly geo-
metric. Work on spatial logics [10], on the other hand, is essentially but not
explicitly geometric. It builds on a solid geometric foundation, but internalises
the geometric details in favour of logical predicates.
Metamodelling approaches [3,1] to visual languages favour models in UML
[18] rather than mathematical deﬁnitions. Yet the question of how ‘geometric’
these models are needs to be only slightly redressed in this case. This is partly
because class diagrams, which play the role abstract syntax deﬁnitions in UML
metamodels, have direct algebraic underpinnings which are well understood
[4]. There is a sense, therefore, in which deﬁnitions in UML class notation are
not substantially diﬀerent from those expressed in the traditional mathemati-
cal notation associated with the same underlying concepts. When it comes to
dealing with the concrete syntax, however, UML metamodels still resort to a
constraint or logical language (e.g. OCL) and so, again, all geometric details
become implicit and internalised.
3 A Realisation of Higraphs on the Plane
We now present, new to this paper, one geometric realisation higraphs which
fulﬁls the mathematical criteria we set out in the previous section. Although
it is not the only possible such realisation, it embodies some interesting con-
straints which we shall discuss. For reasons of space, we assume basic topolog-
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ical concepts, such as boundary, circle and path, as given and refer the reader
to any elementary textbook on this well-established branch of mathematics.
Thus, for instance,
• a path in the plane is a continuous embedding of the unit interval [0, 1] into
R
2;
• a simple closed curve on the plane is the image in R2 of a continuous em-
bedding of the unit circle; and
• the interior I(c) of a simple closed curve c is the set of all points in R2 lying
inside the curve c.
Using such well-established basic notions
Deﬁnition 3.1 An embedding of a higraph (B,E; s, t : E → B) in the plane
is a pair E = 〈EB, EE〉 of functions such that:
• EB assigns to each b ∈ B a simple closed curve on the plane
• EE assigns to each e ∈ E a path in the plane from the boundary of EB(s(e)),
i.e. the boundary of the curve representing the source of e, to the boundary
of EB(t(e)).
Moreover:
(i) no curves representing distinct elements of B may intersect: whenever
b 
= b′ one has EB(b) ∩ EB(b′) = ∅;
(ii) the partial order on B is preserved: whenever b′ ≤ b then
I(EB(b′)) ∩ I(EB(b)) = I(EB(b′))
(i.e. the interior of the curve representing blob b′ is contained in that of
b).
(iii) distinct edges are visually distinguishable from each other and from blobs:
for all e ∈ E, if e 
= e′ then EE(e) ∩ EE(e′) is ﬁnite; and for all b,
EE(e) ∩ EB(b) is also ﬁnite. ✷
The ﬁrst thing to observe about this deﬁnition is its explicit use of geomet-
ric primitives (such as path in the plane), in accordance to our requirements.
Here, for example, ‘path’ is more than just a suggestive name – it is a function
into the plane (R2) with speciﬁc properties.
Conditions (ii) and (iii) give our notion of higraph embedding some desir-
able ‘usability’ properties, which amount to asserting that no distinct elements
of a higraph become visually indistinguishable. Despite the term ‘embedding’,
however, we do want to allow edges to cross the boundaries of blobs, and we
want the freedom to draw pictures in which some pairs of edges may cross each
other. This is precisely what conditions (i) and (ii), expressed in straightfor-
ward terms, do allow — while at the same time guarding against pathological
identiﬁcations.
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Further, we observe that not all higraphs in the algebraic sense of Def. 2.3
can be embedded in the plane. Those, for instance, which contain three blobs
b0, b1, b2 such that b0 < b1 (i.e. b0 is contained in b1) and b0 < b2 cannot be em-
bedded in the plane in the above sense. This is an important restriction, often
present in Statecharts [11], which is very naturally expressed geometrically by
the combination of conditions (i) and (ii) in Def. 3.1.
4 When Intrinsically Geometric is not Inherently In-
tractable
It cannot be denied that the mathematics needed to express Def. 3.1 are more
sophisticated and complex than the algebra behind Def. 2.3. Yet, in spite of
its relative sophistication, our geometric deﬁnition of higraphs embedded in
the plane is not intractably complex. This is, to a large extent, to the very
simplicity of higraphs themselves.
However, there is more to this observation than is suggestive of resignation.
One should not immediately conclude that geometric models are only relevant
in the context of toy-size, unrealistically simple notations. For there is empir-
ical evidence [16], that the design of practical, larger-scale visual languages is
usually centred around a simple, ‘core’ visual formalism, such as a notion of ta-
ble, graph etc. This ‘core’ is then appropriately extended with domain-speciﬁc
features, or specialised to accommodate domain-speciﬁc constraints.
This, in turn, suggests the utility of geometric models in the very early
conception and design stages, when design questions are still concerned with
the core of the notation rather than the extensions. In this context, we argue
next, geometric models can act as design aids, by helping designers make safe
choices after highlighting issues which would otherwise not surface in more
abstract models. We consider this in the following section.
5 Geometric Models as Conceptual and Design Aids
As Lauder and Kent observe in [14], abstract syntax (i.e. structural) models
are often far more expressive than concrete (i.e. geometric) ones. Thus, the
result often is that many valid instances of the abstract model cannot be made
geometrically concrete or, in other words, cannot be visualised. When, as one
often does, one admits the abstract syntax model as the formal deﬁnition
of a visual language, then this situation must raise alarms, if not serious
concerns in some cases. Often such alarms may be dealt with and disposed
of informally, but in many cases one may have to resort to geometric models
in order to resolve them deﬁnitively. It is well known, for instance, that most
instances of the set-theoretic deﬁnition of a Venn diagram have no reasonable
visualisation. Determining exactly which ones do, was far from easy and
required the construction of elaborate geometric arguments.
Often, however, an abstract (e.g. algebraic) model is all that one needs
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Fig. 2. Diagrammatic equation of a ‘sliding axiom’.
and looks for at the end of the day. Even so, geometric models can still assist
in this direction as precursors of good algebraic models. The seminal work
in [13] develops what is, essentially, a visual language for solving complex al-
gebraic equations in a theory known as the tensor calculus. An illustrative
‘diagrammatic equation’ in their notation is presented in Fig. 2. A distinc-
tion between the two layouts (left and right of ‘=’) must be possible before
the two can be ‘equated’. Starting with a detailed but manageable geomet-
ric deﬁnition of their diagrams, Joyal and Street carefully and progressively
distill (by means of identifying diagrams up to deformation and other topo-
logical equivalences) the essence of their geometric models into a small set of
algebraic operations and equational laws. However, their algebraic operations
crucially retain much of the geometric spirit of the original deﬁnitions, insofar
as two expressions in the resulting algebra may still describe diﬀerent layouts.
(Although diﬀerences in layout are somewhat ‘quantised’ in the resulting al-
gebra.) Thus, in [13] a tremendous reduction in the mathematical complexity
of the theory is achieved, but not at the expense of completely disregarding
essential diﬀerences due to layout.
In previous work [9] we have used the geometric methods of [13] to produce
a layout-sensitive and ‘natural’ (in the sense of not confusing or destroying the
‘visual’ reading and decomposition of diagrams) formalisation of an industrial
visual language. In our application, sensitivity of the model to layout was
used to capture and characterise some of the pragmatic features of industrial
design practice with diagrams.
6 Using Geometric Models In Designing Tools
Modern implementations of diagram supporting tools, and particularly object-
oriented ones, implicitly contain what, in essence, are software implementa-
tions of tractable geometric models of diagrams. Unfortunately, however, the
geometric aspects of many such implementations, such as attributes of po-
sition and size, are often found intermingled with operational and structural
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Fig. 3. A typical sequence of adding a new blob using a tool.
aspects, thus vastly increasing the complexity of implementation. In the UML
community, for instance, the idea of maintaining two separate but coupled and
complementary models, one concrete and the other abstract and structural,
has only recently been introduced under the name of two-level modelling [14].
In this section we outline the role of geometric models as a foundation for this
idea, and suggest a way in which the principled separation of the geometric
from the structural model may be exploited to improve the usability of tools.
Consider, for instance, what typically happens in many editing tools for
Statecharts when the user wishes to add a new state at the same level as ‘B’
in Fig. 3(a) (i.e. a new blob contained in ‘A’ but not in ‘B’). Once the user
initiates the operation of adding a new state, many tools typically switch into a
new mode indicated by the appearance of a new state blob of predeﬁned size
which follows the cursor around the screen (this new blob is shown dashed
in Fig. 3(b)). The user subsequently clicks to determine the ﬁnal position
and context of the new blob, say to the point where the cursor is shown in
Fig. 3(b). When, as in our example, there is no room for the new blob inside
‘A’, the resulting situation is often that of Fig. 3(c) which, most remarkably,
is not a well-formed Statechart! (In Statecharts, distinct state blobs are not
allowed to intersect in the way indicated.) Some tools would, at this stage,
warn the user with varying degrees of severity. Now the user is forced to do
extra work, in the form of resizing and shuﬄing graphical entities around, in
order to make the result of his operation admissible!
Our example is typical of what happens in tools in which the structural and
geometric aspects are poorly separated, forcing the performance of high-level,
structure-altering operations (such as adding new elements) to happen at the
detailed, concrete level. Of course, some non-structure altering operations
(such as resizing and moving) may only take place at the geometric level 7 .
Our suggestion is that the operation of adding a new state is ﬁrst completed
at the structural level, for that level matches the user’s intention. Then,
7 Although we are not aware of such a study, it would perhaps be interesting to investigate
how much time users spend resizing and moving entities, that is away from their intentions
and design goals, so as to correct the results of their operations being performed at the
‘wrong’ level of abstraction.
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Fig. 4. An alternative sequence of adding a new blob.
writing G and S to respectively denote the geometric and structural models
of the original diagram, and S ′ to denote the structural model of the resulting
diagram, one has the following picture of the internal state of the tool:
G
S S’
Here, the arrow from G to S represents abstraction, whereas the one from S
to S ′ represent a morphism of structural models (and thus the inclusion of
S into S ′). Thus, the operation has been completed at the ‘logical’, internal
level but the user’s view has not been updated yet.
At this point we suggest that all the information needed to construct a
geometric model G′ of the resulting diagram, and thus a consistent update of
the user’s view, can be automatically inferred fromG, S, S ′ and the morphisms
between them. In other words, G′ and the information in the dotted arrows
can be inferred:
G
S S’
G’
The new view corresponding to the inferred G′ is that of Fig. 4, where ‘A’
appears to have stretched in order to accommodate the newly added blob.
In a future, more technical paper, we aim to formalise this idea, and derive
it as a theorem, in the context of higraphs. This in turn requires careful
deﬁnitions of morphism and of a notion of consistency.
Finally, we remark on some subtle, yet important diﬀerences between our
approach and a related idea appearing in [2]. Firstly, the models considered
in [2] do not neatly separate structural and concrete aspects in the way we
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suggest here. Our structural models, such as S and S’ above, contain no
geometric information and, in particular, they certainly contain no attributes
of any kind. Such information is delegated to the separate geometric models,
like G and G’ above. By contrast, each of the algebraic models in [2] contains
both structural components and attributes at the same time. Thus, once an
operation has been completed on the structural components, the approach in
[2] relies on user intervention or a constraint solver to recalculate attributes.
We envisage no such need in our approach, which instead favours inference
based on the information already inherent in separate, yet tightly coupled,
geometric and structural models.
7 Conclusion
We have argued for the geometric models in the early (conception/design) and
late (tool implementation) stages of developing a visual language. We have
also argued for keeping such geometric models separate from more abstract,
structural models in tool implementations. This paper, however, has only
taken a methodological stance. Much additional work is required to further
formalise some of the concepts we have introduced here. We are currently
engaged in this activity and expect to report in a future, fully technical paper.
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