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Abstract 
The relational data model is based on  sets of tuples, i.e. 
it does not allow duplicate tuples in a relation. Many 
database languages and systems do require multi-set 
place, the high costs of duplicate removal in database 
operations is often prohibitive for the use of a data 
model that does not duplicates. 
semantics though, either becawe of functional require- 
ments or because of the high costs of duplicate removal 
in database operations. Several proposals have been 
presented that discuss multi-set semantics. As these 
proposals tend to  be either rather practical, Iachng 
the formal background, or rather formal, lacking the 
connection to  database practice, the gap between the- 
ory and practice has not been spanned yet. This paper 
proposes a complete extended relational algebra with 
multi-set semantics, having a clear formal background 
and a close connection to  the standard relational al- 
gebra. It includes constructs that extend the algebra 
to  a complete sequential database manipulation lan- 
guage that can either be used as a formal background 
to other multi-set languages like SQL, or as a database 
Several proposals have been presented that discuss 
multi-set semantics for the relational model. Some of 
these proposols tend to be rather practical, lacking 
the formal mathematical background, as is the case 
in many SQL-based approaches. Other approaches 
are rather formal, e.g. [l], lacking the connection to 
database practice. Further, approaches exist that try 
to capture multi-set semantics within a set-based re- 
lational theory. An example is the work in [12], where 
multi-sets are represented in subsets of columns of set- 
based relations. Concluding, we can state that the gap 
between theory and practice for multi-set relational 
approach has not been spanned yet. 
manipulation language on  its own. The practical us- 
ability of the latter option has been demonstrated in 
the PRISMA/DB database pmject, where a variant of 
the language has been used as the primary database 
language. 
This paper proposes a complete extended relational 
algebra with multi-set semantics. The algebra has 
both a clear formal background and a close connec- 
tion to the standard relational algebra. The expression 
equivalences used in the set-oriented relational con- 
1 Introduction 
The relational data model is nowadays in widespread 
use, both in database research and practice. In its for- 
mal definition, originally proposed in [7], the model is 
based on sets of tuples, i.e. it does not allow dupli- 
cate tuples in a relation. As such, its definition can 
be based on standard set theory. Many database lan- 
guages and systems do require a relational data model 
with multi-set semantics though. There are two major 
reasons for this. In the first place, relations allowing 
duplicate tuples are useful in many application do- 
mains where duplicate entities can exist. In the second 
text for query optimization also hold in the proposed 
multi-set context. The proposal further includes con- 
structs that extend the algebra to a complete sequen- 
tial database manipulation language. This language 
can either be used as a formal background for other 
multi-set languages like SQL [6, 21, or as a database 
manipulation language on its own. The use of the 
relational algebra as background for SQL has been 
discussed for example in [5]. The practical usabil- 
ity of the extended relational algebra as a database 
manipulation language has been demonstrated in the 
PRISMA/DB database project [3], where a variant of 
the language, called XRA [lo], has been used as the 
primary database language. 
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1.1 Structure of this paper 
This paper covers the complete spectrum from elemen- 
tary multi-set relational database structures to com- 
plete multi-statement transactions. Section 2 starts 
off with the discussion the structures of the relational 
data model with multi-set relations. The multi-set ex- 
tended relational algebra expressions are discussed in 
Section 3. This section also pays attention to expres- 
sion equivalence in the multi-set algebra. In Section 4 
the algebra is extended to include statements, pro- 
grams, and transactions to obtain a complete database 
manipulation language. The paper ends with a num- 
ber of conclusions in Section 5. 
2 Multi-set relational structures 
The relational data model consists of structures and 
operations. This section presents the structures; op- 
erations are discussed in the sections to follow. The 
structures represent the static properties of the model. 
They have been defined originally in [7], and described 
thereafter in many textbooks like [15, 14, 13, 81. In 
this section, the structures are redefined to capture 
the notion of multi-sets of tuples. Note that integrity 
constraints are not discussed in this paper, although 
they are sometimes considered part of the relational 
data model [7, 141. Interested readers are referred to 
[ll], where this topic is discussed in detail. 
The definition of multi-set relational databases is 
constructed below in several steps. The first basic no- 
tion is that of a domain. 
Definition 2.1 A domain A is a set of atomic values. 
The term atomic refers to the fact that each value in 
the domain is indivisible as far as operators of the r e  
lational data model are concerned. 0 
Common types of domains are the basic data types 
of integers, re&, booleans, and strings. More special- 
ized types as time, date, or money are possible too; 
note that they are also atomic in the sense of the def- 
inition above. In the definition below, domains are 
combined to form relation schema. 
Definition 2.2 A relation schema 72 consists of a rel& 
tion name and a list of attributes ( A I ,  - - , A n ) .  Each 
attribute A, is defined on a domain dom(A,). The 
type of 72 is defined as dom(7E) = dom(A1) x x 
dom(An). A relation or relation instance R of relation 
schema 72 is a multi-set of elements in dom(R),  i.e. 
a function R : dom(72) + N, where N denotes the 
domain of the natural numbers. The value of R ( z )  is 
0 called the muZtiplicity of 2 in R. 
Two comparison operators are defined on multi-set re- 
lations: the equality and multi-subset operators. Both 
operators have intuitive semantics. They are defined 
formally below. 
Definition 2.3 Given are two multi-set relations R1 
and R2 defined on schema 72. The equality operator 
= and multi-subset operator are defined as follows: 
R I =  R2 E 
(VZ)(Z E d m ( 7 2 )  + R l ( s )  = R ~ ( z ) )  
A relation instance consists of tuples as defined be- 
low. 
Definition 2.4 A tuple r of schema 72 is an ele- 
ment in dom(R).  A tuple r is an element of rela- 
tion R if its multiplicity in R is greater than zero: 
r E R H R(r)  > 0.  The value of the ith attribute of 
tuple r is denoted as r.i. The number of attributes of 
r is denoted as #r. The projection a,(r) is obtained 
by concatenating the attributes from r as specified by 
the attribute list a into a new tuple. In this, a is a 
list of prefixed integers (%i l , .  . . , %in) with n 2 1 and 
1 5 ij 5 #r for 1 5 j 5 n. The concatenation of 
two tuples rl @ r2 is defined as the concatenation of 
the attributes of rl and r2 in the specified order. The 
equality of two tuples rl = r2 is defined for tuples 
having the same schema; rl = r2 holds if all corre- 
sponding attributes of rl and rg have equal values. 0 
The operators a, and @ defined here on tuples are 
used in the sequel of this paper for relation schemas 
as well with obvious semantics. For reasons of brevity, 
their formal definition is omitted. 
As stated above, relations are defined as multi-sets 
of tuples; this means that duplicate tuples are allowed 
in a relation. Multi-sets can be denoted as a collection 
of individual tuples r, possibly containing duplicates, 
or as a set of pairs (r,  R(r))  without duplicates, where 
R(r)  denotes the number of occurrences of r in R. 
Further, attributes in a relation schema are ordered 
to enable attribute addressing by index, rather than 
by name. This is a notational convention that im- 
plies no restrictions with respect to the situation with 
explicit attribute names, but enables addressing the 
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attributes of anonymous relations. Attribute numbers 3.1 Standard relational algebra 
are prefixed in attribute lists to avoid ambiguity with 
normal integer constants. Below, the basic relational algebra is defined. The ba- sic algebra contains a minimal set of operators to form 
relational expressions. The algebra is then extended 
with additional operators that do not enhance the ex- 
pressiveness of the algebra, but make life somewhat 
easier. Similar to the notation for multi-set relations, 
the multiplicity of a tuple x in a multi-set expression 
E is denoted as E(z) .  
Definition 2.5 A database schema V is a set of r e  
lation schemas {'RI, - .  ., 'R,,}. A database or database 
instance D of database schema 2) is a set of relation in- 
stances {R1 , .  ' -  , &}. The set of all possible database 
instances of schema V is called the database universe , U,, SO U, = dm('R1)  x * - .  x dom(R,). 
Note that a database schema is a set of relation 
schemas; consequently, relations in a database are al- 
ways addressed by name. A database instance is also 
commonly referred to as database state, this to clearly 
distinguish the concept from a database transition, as 
defined below. 
Definition 2.6 A database transition of database 
schema V is an ordered pair of database states 
(Dt l ,  Dtz )  of schema V, with t l , t 2  E IV and tl < tz .  
The values t l  and t z  are called the logical tame of the 
database states. 0 
Usually, a database transition describes two successive 
states of the database, so tz = tl + 1 in the definition 
above. This type of transition is called a single-step 
transition. If not stated otherwise, the term transition 
is used for singlestep transitions in this paper. 
3 Multi-set relational expres- 
sions 
This section introduces multi-set expressions on rela- 
tional databases. First, the standard relational alge 
bra is discussed. The constructs in this algebra are 
based on the standard relational algebra operators as 
they can be found in many textbooks on database sys- 
tems, e.g. [15, 13, 81. Note, however, that they are 
modified to deal with multi-sets of tuples. Next, the 
algebra is extended with additional operators enhanc- 
ing the expressiveness of the language with arithmetic 
operations, aggregate functions, and duplicate elimi- 
nation. After the relational algebra expressions have 
been defined, attention is paid to expression equiva- 
lence. Expression equivalences specify possibilities for 
expression rewriting, a topic that is very important for 
query optimization. 
Definition 3.1 The basic relational algebm defines 
basic relational expressions [13]. A database relation 
is a basic relational expression. Let E l ,  Ez ,  and E3 
denote basic relational expressions; E1 and E2 are d e  
fined on schema E ,  E3 is defined on schema E'. Then 
the following constructs are basic relational expres- 
sions: 
0 The union' El kd E2 collects the elements of El 
and EZ into a multi-set with schema E :  
0 The diflerence El - E2 "subtracts" the contents 
of E2 from the contents of El resulting a multi-set 
with schema E:  
0 The product El x E3 forms the Cartesian product 
of the elements of El and E3 resulting a multi-set 
with schema E f3 E': 
0 The selection o,El selects elements from a multi- 
set that meet a condition [p defined on individ- 
ual tuples in d m ( E ) ,  resulting a multi-set with 
schema E :  
In this definition, [p can be seen as a function from 
dom(E) into the boolean domain. 
'The W symbol is used here for the multi-set union to avoid 
confusion with the set union, deaoted by the usual symbol U. 
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The projection r,El projects a multi-set El on 
the attributes in attribute list a2, resulting a 
multi-set with schema T,&: 
0 
Note that attribute numbers in selection conditions 
and projection attribute lists are prefixed to avoid am- 
biguity with normal integer constants. 
The basic algebra is extended below with additional 
commonly used operators. The choice of operators 
is closely related to the normal set-based operators. 
Multiple variants of the same set-based operator, like 
the union operators proposed in [l], are avoided. 
Definition 3.2 The standard relational ulgebra is de- 
fined here as the basic relational algebra extended with 
two additional constructs. Any basic relational ex- 
pression is a standard relational expression. Let El, 
E2, and E3 denote standard relational expressions; El 
and E2 are defined on schema E ,  E3 is defined on 
schema E'. Then the following constructs are stan- 
dard relational expressions: 
e The intersection ElnE2 produces a multi-set con- 
sisting of the elements that are both in E1 and E2, 
having schema E: 
e The join E1 W, E2 produces a selection on the 
product of El and E2, having schema E @ E': 
0 
As stated above, the intersection and join operators 
are not necessary ftom a purely functional point of 
view. This is shown by expressing them in the other 
operators in the theorem below. 
2Here the summation EV(=)f(z) is to be interpreted as the 
sum of f(z) for all z satisfying cp(z). 
Theorem 3.1 The intersect and join operators can 
be expressed in the difference, respectively selection 
and product, operators introduced before as follows: 
E l f l E 2  = E l - ( E i - E 2 )  
E1 "PE2 = U,(El x E2) 
The proof of the h t  equivalence is given below. The 
rather trivial proof of the second equivalence is omit- 
ted for reasons of brevity. 
Proof. The equivalence is proven by simply substi- 
tuting the operators by their definitions as presented 
above: 
El - (El - E2) = 
(2, maz(0, Ei(2)  - E2(2)) I 2 E d m ( E )  } = r- (2, ma@, El(2)  - maz(0, E l ( 4  - E 2 ( 4 ) ) )  I 
z E dom(E) } 
Given the definition of the difference operator, all we 
have to prove now, is that the following equality holds: 
m a ~ ( 0 ,  E ~ ( z )  -WS(O,  E ~ ( z )  -Ez(2)))  = 
min(E1(2), E2(z))  
E1(z) 5 E2(2) : 
This can easily be done by distinguishing the following 
two cases: 
~ u z ( O ,  E l ( z )  - m ~ ~ ( 0 ,  E ~ ( z )  -E2(2))) 
mus(0, El@) - 0 )  = 
El(Z) = m W % ( z ) ,  E2(2)) 
ma@, El(%) - (E l (2 )  - E 2 b ) ) )  = 
E2(Z) = min(E1(z), E2(.)) 
El (2)  > E2(2) : 
maz(0, El(2 )  - m a ~ ( 0 ,  E ~ ( z )  -Ez(2) ) )  = 
0 
An example of a standard relational expression is given 
below. This and the following examples are based on 
a simple beer database consisting of two relations rela- 
tions beer and brewery. The former describes per beer 
its name, brewer, and alcohol percentage. The latter 
describes per brewery its name, and city and country 
of its location. The schemas are shown below: 
beer (nume, brewery, alcperc) 
brewery (name, city, country) 
Example 3.1 The multi-set of all names of beers 
brewn in the Netherlands can be calculated as follows: 
If several Dutch brewers brew beers with the same 
name, the result of this expression will contain dupli- 
cates. 0 
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3.2 Extended relational algebra 
The standard relational algebra above can be used for 
the specification of standard relational algebra expres- 
sions. The algebra lacks some important expressive 
power however: arithmetic expressions on attributes 
are not possible, duplicates cannot be removed, and 
aggregates over multi-sets are not included. The def- 
inition of the extended relational algebra expressions 
includes these features. 
Before the expressions can be defined, aggregate 
functions are introduced in a multi-set relational con- 
text below. 
Definition 3.3 The multi-set aggregate functions 
compute an aggregate value on a specified attribute 
of a multi-set expression. Let E be a multi-set defined 
on schema E ,  and p an attribute of E.  The multi-set 
aggregate functions are defined as follows: 
0 The count function : 
where parameter p is a dummy parameter, in- 
cluded only for reasons of syntactical uniformity. 
0 The sum function: 
where p must have a numeric domain. 
0 The average function: 
AVGpE = SUMpE/CNTpE 
where p must have a numeric domain. 
0 The minimum function: 
MINp E = 
min{ z.p I x E dom(E) A E ( z )  > 0 } 
0 The maximum f'unction: 
MAXpE = 
max{ 2.0 I x E dom(E) A E(z )  > 0 } 
0 
Note that the set of aggregate functions defined above 
is rather arbitrary; other choices can be made, in- 
cluding statistical aggregate functions for example. 
Note further that the average, minimum and maxi- 
mum functions are in fact partial functions, since they 
are not defined on empty multi-sets. 
Definition 3.4 The extended relational algebra ex- 
pressions are defined as the standard relational ex- 
pressions extended with three additional constructs. 
Any standard relational expression is an extended re- 
lational expression. Let E be an extended relational 
expression defined on schema E. Then the following 
constructs are extended relational expressions: 
The extended projection n,E is similar to the 
normal projection defined above, but Q contains 
arithmetic expressions defined on the attributes 
of E ,  rather than attributes of E only. These 
arithmetic expressions can be seen as functions 
from dom(E) into a basic domain. Given a = 
(el,. . . ,en) with n 2 1, the extended projection 
on a tuple x is defined as3: 
Here, the square brackets denote tuple construc- 
tion. Given this redefinition of the tuple p r e  
jection, the definition of the extended projection 
operator on multi-sets is the same as the defini- 
tion of the normal projection operator given be- 
fore in 3.1. The normal projection operator can 
be seen as a special case of the extended opera- 
tor. The extended projection is denoted with the 
same symbol as the normal projection for reasons 
of readability; in the sequel of this paper, the n 
symbol denotes the extended projection. 
The unique expression 6E calculates the multi- 
set obtained by duplicate removal on E, having 
schema E :  
6E = 
z,l)  z E dom(E) A E ( z )  > 0 
x ,  0 )  x E dom(E) A E ( z )  = 0 t l  I 
The groupby expression ra,f,p E on an expression 
E with schema ( A I , .  . , &) calculates a multi- 
set aggregate function f on an attribute p p r e  
ducing a value in domain 7 per group of tu- 
ples, where the grouping is defined by equality 
of the attributes in the (duplicate-free) attribute 
3As for the normal projection, the extended projection o p  
erator is used for relation schemas as well. 
list a! = (%Ul,. . . ,%a): 3.3 Expression equivalence 
The resulting multi-set has schema r,€ @ 
ran(f(xp&)), i.e. the schema of the grouping at- 
tributes extended with the type of the range of 
the aggregate function. If the attribute list a! is 
empty, the groupby expression calculates an ag- 
gregate function over the attributes of all tuples 
in a multi-set; in this case, the result is one single 
at tribute tuple: 
U 
Example 3.2 The average alcohol percentage of all 
beers per country can be computed by the following 
expression: 
' (country),A VG,o lcperc  
(beer W~er.brewery=brewery.nome brewery)) 
To reduce the size of intermediate results of this ex- 
pression, a projection operator may be inserted as 
shown below: 
(count ry ) ,A  VG,crlcpercrT(alcperc,country) 
(beer Wbeer.brewery=brecuery.name brewery)) 
This example shows the importance of multi-set s e  
mantics in a practical context. If multi-set semantics 
are used, both expressions above yield the same re- 
sult, as one would expect. If set-semantics are used, 
however, the second expression produces a different 
(and incorrect) result! Note that the use of set se- 
mantics requires that the projection operator removes 
duplicates (which are very likely to exist in this exam- 
ple), thereby causing incorrect aggregate values. The 
equivalent expression in SQL is the following [2]: 
SELECT country, AVG(a1cperc) 
FROM beer,brewery 
WHERE beer.brewery = brewery.name 
GROUP BY country 
U 
Expression equivalence is important for query opti- 
mization (see e.g. [4]). The equivalences in the nor- 
mal set relational algebra generally hold for the multi- 
set relational algebra as well. A number of important 
cases is discussed below. A complete list is omitted 
for reasons of brevity. 
Theorem 3.2 The selection and projection operators 
have the distribution property over the union opera- 
tor. Given two multisets E1 and E2 with schema €, 
we have: 
Proof. The proof of the first equivalence is given 
here; the second proof is omitted. To proof the first 
equivalence, we start with expanding the right hand 
size expression; this form is then restructured to the 
left hand side expression: 
U 
Note that the distribution property does not hold for 
the unique operator 6 over the union U. Here we have 
the following relation: 
Theorem 3.3 The product, join, union, and intersec- 
tion operators have the associative property. Given 
three multisets El,  E 2 ,  and E3 with schemas € 1 ,  € 2 ,  
respectively € 3 ,  we have the following equivalences: 
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4 Multi-set relational programs 
The previous section has discussed the expressions of 
the extended relational algebra. In this section we 
add constructs that build a complete sequential data 
manipulation language on this basis. Note that the 
language including these constructs is still called an 
extended relational algebra, but that it is not an alge 
bra in the mathematical meaning of the word. 
The 
statements define constructs to be used for query- 
ing and updating a database. Statements can be 
grouped into progmms to specify more complex op- 
erations against a database. Finally, programs can 
be given certain execution characteristics to form 
database transactions. Given these properties, trans- 
actions are the best level for database access in prac- 
tice. 
First, the basic statements are introduced. 
4.1 Basic statements 
The statements of the extended relational algebra in- 
clude constructs to query and update a multi-set r e  
lational database. They are defined below. 
Definition 4.1 The extended relational algebm state- 
ments are defined as follows. Let R be a database 
relation, and E an extended relational expression of 
the same schema. Then the following constructs are 
extended relational algebra statements: 
0 The insert statement insert(R, E )  adds the el+ 
ments of E to relation R 
The delete statement delete(R, E )  removes the el- 
ements of E from relation R: 
delete(R, E )  
R t R - E  
0 The update statement update(R, E ,  a) modifies 
the elements in the intersection between R and E 
according to the attribute expression list a with 
the same schema as E: 
update( R,  E ,  a) 
R t ( R  - E )  U a,( R r l  E )  
Note that a, is a structurepreserving extended 
projection operator here, i.e. it results a multi-set 
of the same schema as its operand. 
The assignment R = E assigns the multi-set E to 
a new and implicitly defined relational variable 
R: 
( R  = E )  E 
R + E  
0 The query statement ?E sends the result of ex- 
pression E as output to the user of the database 
system; the statement has no effect on the 
database. 
In this definition, the symbol t denotes replacement. 
0 
Example 4.1 If brewery Guineken decides to increase 
the alcohol percentage of its beers by lo%, this can be 
reflected in the example database by the following u p  
date statement: 
update( beer, =brewery= 'Guinekenbeer, 
(name, brewery, alcpec * 1.1)) 
In standard SQL this is the following statement [2]: 
UPDATE beer 
SET alcperc = alcperc * 1.1 
WHERE brewery = 'Guineken' 
0 
4.2 Programs 
Extended relational algebra statements can be 
grouped into progmms as defined below to specify 
more complex operations on a database. 
insert( R, E )  -= 
R + R H E  
Definition 4.2 The extended relational algebm pro- 
gmms are defined as follows. Let a be an extended 
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relational algebra statement and p an extended rela- 
tional algebra program. Then the following constructs 
are extended relational algebra programs: 
clearly describes the difference between an extended 
relational algebra program and a transaction as fol- 
lows. The execution of T must always satisfy the 
atomicity property; this means that the effect of any 
execution of T on the initial database state D must be 
such that either the effects of T are completed fully, 
or D remains unchanged. So, if T = (all .. . , a,), the 
a The single-statement program a. 
a The multi-statement program p ;  a. 
following must hold: 
4.3 Transactions ( T ( D )  = Dt." 1) V ( T ( D )  = D) 
Operations executed against a database are grouped 
into transactions to form database programs with cer- 
tain characteristics. 
Definition 4.3 A transaction consists of an ex- 5 Conclusions 
tended relational algebra program a l ;  . . . ; a, enclosed 
in transaction bmckets, to be executed against a 
database D:  
T = (a l ;  a2; - .  .; a,) 
The parentheses denote the transaction brackets, re- 
spectively begin and end. During the execution of the 
actions a,, the database is in a number of intewnediate 
states. These states are not normal database states as 
they may contain temporary relations defined by as- 
signment statements. If the logical time of D is t ,  
then the state after the execution of action a, is de- 
execution of al .  The end bracket takes care of the 
transition from Dt." to a normal database state: if 
the transaction can commit, temporary relations are 
removed from Dt.- and the result Dt-" 1 is installed 
as Dt+l;  if the transaction must abort, Dt is installed 
as Dt+l .  The states Dt-l ,  ... , Dt." have no seman- 
tics beyond the execution of T .  The pre-transaction 
state Dt and post-transaction state Dt+' are visible 
to other transactions as well. This means that T is 
noted as Dt-'. Df.0 - = Dt d enotes the state before the 
executed in isolation [4]. 0 
Informally, a transaction is a unit of work executed 
against a database state. Speaking more formally, a 
transaction T can be seen as an operator that trans- 
forms a database state D into another state T ( D )  [9], 
and can thus be associated with a single-step transi- 
tion of a database: 
D 5 T ( D )  
According to the basic transaction model, the exe- 
cution of a transaction T must satisfy the atomicity, 
correctness, isolation, and durability properties [9, 41. 
In the context of this paper, the atomicity property 
This paper proposes a multi-set extended relational 
algebra language with three important properties. In 
the first place, the language has a simple and mathe- 
matically defined semantics. In the second place, the 
language has similar properties as the standard rela- 
tional algebra. This implies that most research re- 
sults that hold for the standard algebra also hold for 
the extended algebra. Examples are equivalence trans- 
formations used for query optimization. In the third 
place, the language has complete expressiveness, nec- 
essary for the description of database applications. As 
such, it can be used as a well-defined database manip- 
ulation language on its own, or as a background for 
existing languages like SQL. The well-defined multi- 
set semantics provides a solid basis for the functional 
requirements of real-world applications. 
The semantics of the language proposed in this pa- 
per is based on set theory. This is the strength of the 
approach, but also causes a few limitations. As sets 
do not impose any order on their elements, sort oper- 
ators and cursor manipulation cannnot be expressed 
in this formalism, and can thus not be part of the 
language discussed in this paper. The design of the 
language is open to extensions to improve its expres- 
siveness, however. The addition of a transitive closure 
operator allowing expressions with a recursive nature 
is discussed in [ll], for example. 
The extended relational algebra has been put into 
practice in the PRISMA project as the primary data 
manipulation language of the PRISMA/DB parallel 
database system. For this purpose, the language has 
been extended with special operators to support par- 
allel data processing. This demonstrates that exten- 
sions are well possible, without violating the well- 
structuredness of the language. 
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