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El campo de la robótica comprende un sinnúmero de tecnologías y sistemas para su operación 
y control. En la actualidad se pueden encontrar sistemas robóticos con mecanismos cada vez más 
complejos, capaces de realizar tareas que antes eran inalcanzables por robots convencionales. La 
rama de la robótica que más ha evolucionado en  los últimos años es la robótica móvil. Los robots 
móviles son máquinas capaces de trasladarse en cualquier ambiente sin fijarse a una sola ubicación 
física. Además, realizan movimientos complejos que son realizados en tiempo real, que ocurren 
con una planificación predecible y que deben ser realizados en un plazo de tiempo definido.[1] 
En la Universidad Técnica del Norte no se han desarrollado aún herramientas de robótica móvil 
que permitan visualizar, comprender y aplicar las teorías y fundamentos de las asignaturas  de 
robótica y sistemas de control. En base a los aspectos antes mencionados nace la idea de realizar 
este trabajo titulado “Plataforma de Robótica Móvil para experimentos a través del Sistema 
Operativo de Robots (ROS): Desarrollo de la Tarjeta de Tiempo Real” mismo que se realizó con 
fines educativos para aportar al área de Ciencias Aplicadas de la Universidad. 
La conexión de sistemas integrados en tiempo real a ROS es una forma de aprovechar las 
capacidades de nivel superior de este meta-sistema operativo. Para la elaboración del presente 
proyecto se realizó la implementación del robot móvil a través de la plataforma robótica (ROS) 
que provee librerías, aplicaciones visuales de software y herramientas de comunicación.  Éste fue 
ejecutado en un ordenador con aplicaciones de código abierto. Para la parte del sistema de tiempo 
real se empleó un microcontrolador y un sensor ultrasónico que están comunicados por nodos al 
ordenador.  
El presente trabajo abarca los procesos de desarrollo, implementación y  ejecución de un sistema 





accesibilidad y software de tecnología abierta. Se aplicaron conocimientos relacionados con 
control, robótica, y programación, adquiridos a lo largo de la carrera. 
Como resultado se obtuvo un sistema funcional, flexible y capaz de incrementar los 
conocimientos de los estudiantes de la carrera de Ingeniería Mecatrónica además de dar a conocer 
las nuevas tecnologías que se están generando en el mundo. 
Con la culminación de este proyecto se dejarán sentadas las bases para posteriores estudios en 























The field of robotics comprises a number of technologies and systems for its operation and 
control. At present, robotic systems with increasingly complex mechanisms can be found capable 
of performing tasks previously unattainable by conventional robots. The robotics branch that has 
evolved the most in recent years is mobile robotics. Mobile robots are machines capable of moving 
in any environment without being fixed to a single physical location. In addition, they perform 
complex movements that are performed in real time, occur with predictable planning and must be 
performed within a defined time frame. 
At the Universidad Técnica del Norte, no mobile robotics tools have yet been developed to 
visualize, understand and apply the theories and fundamentals of robotics subjects and control 
systems. Based on the aforementioned aspects, the idea was born to carry out this work entitled 
"Mobile Robotics Platform for Experiments through the Robots Operating System (ROS): 
Development of the Real Time Card", which was done for educational purposes to contribute to 
the area of Applied Sciences of the University. 
Connecting real-time integrated systems to ROS is a way to take advantage of the higher-level 
capabilities of this meta-operating system. For the development of this project, the mobile robot 
was implemented through the ROS robotic platform, which provides libraries, visual software 
applications and communication tools. It was run on a computer with open source applications. 
For the part of the real time system a microcontroller and an ultrasonic sensor were used which 
are communicated by nodes to the computer. 
This work covers the development, implementation and execution of a real-time system in a 





technology software. Knowledge related to control, robotics, and programming, acquired 
throughout the race, was applied. 
As a result, a functional, flexible system was obtained, capable of increasing the knowledge of 
the students of the Mechatronics Engineering career as well as making known the new 
technologies that are being generated in the world. 
With the culmination of this project will be laid the basis for further studies in the area of 
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CAPÍTULO  I 
 




La robótica está experimentando un crecimiento explosivo propulsado por los avances en 
computación, sensores, electrónica y software[1]. Los robots están ya revolucionando los 
procedimientos que se emplean en la medicina, agricultura, minería y el transporte, al solventar 
la mayoría de sus necesidades de control y automatización. De esta manera, existen 
innumerables aplicaciones que día a día mejoran el diario vivir de la sociedad. 
En la actualidad existen varios Framework de Desarrollo en Robótica tales 
como  Player/Stage/Gazebo, Yarp, Orocos, OpenRave entre otros,  todos ellos de código abierto, 
sin embargo, Sistema operativo de robots (ROS) ha logrado agrupar las mejores características 
de todos estos proyectos dando una solución integral y muy uniforme al problema de desarrollo 
de sistemas robóticos, se caracteriza por ser una plataforma multi-lenguaje (c++, python, java), 
peer2peer, orientado a herramientas, ligero y de código abierto (OpenSource)[2]. Un sistema 
construido utilizando (ROS) provee los servicios estándar de un sistema operativo tales como 
abstracción del hardware, control de dispositivos de bajo nivel, implementación de 
funcionalidad de uso común, paso de mensajes entre procesos y mantenimiento de paquetes[3]. 
Está basado en una arquitectura de punto a punto donde el procesamiento toma lugar en los 
nodos que pueden recibir, entregar y multiplexar mensajes de sensores, control, estados, 
planificaciones y actuadores, entre otros. 
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La realización de este proyecto se fundamenta en una necesidad la cual consiste, que en la 
actualidad la Universidad Técnica del Norte y particularmente a la Facultad de Ingeniería en 
Ciencias Aplicadas, no existen robots móviles que se utilicen como equipo para enseñanza e 
investigación, situación que repercute en las asignaturas relacionadas con robótica y control, 
convirtiéndolas netamente teóricas. 
En base a la problemática descrita, se ve imperiosa la implementación de un robot móvil para 
experimentos de robótica que sea utilizada como equipo didáctico y de investigación en los 
laboratorios de la FICA. 
El presente tema de tesis está compuesto por cuatro capítulos a continuación un breve 
resumen de cada uno: 
Capítulo 1: Da a conocer los factores que motivaron el desarrollo de este trabajo de tesis,  la 
introducción, los antecedentes, los objetivos, y el alcance. 
Capítulo 2: Detalla la información necesaria para la realización de este proyecto además los 
elementos que se emplearon para su buen funcionamiento. 
Capítulo 3:.En este capítulo se describen los bloquen de los que está constituido la 
plataforma robótica móvil además el vínculo de éste con el nodo de tiempo real.  
Capítulo 4: Se muestra la implementación del software y el hardware, necesario para el 
funcionamiento óptimo del sistema de tiempo real con la plataforma robótica Kobuki. 
Capítulo 5: Describe las diferentes pruebas que se realizó al proyectos los resultado y  







Con el transcurrir del tiempo, el control y la automatización pasaron a ser parte de muchos 
de los procesos relacionados con el hombre. Hoy en día muchas de las necesidades humanas 
han sido solventadas a través de aplicaciones robóticas complejas. Así, existen innumerables 
aplicaciones basadas en plataformas de desarrollo en robótica (RSF) que día a día mejoran el 
diario vivir de la sociedad con aplicaciones de diferente topología. 
En la actualidad existen varios entornos de desarrollo para robótica tales como 
Player/Stage/Gazebo, Yarp, Orocos, OpenRave, entre otros, todos ellos de código abierto y de 
desarrollo dependiente. Sin embargo, hasta hace pocos años atrás, no existía una plataforma que 
logre agrupar las mejores características de los proyectos mencionados en una solución integral 
y uniforme.[4] 
Con la aparición de Sistema Operativo de Robots (ROS) se ha logrado resolver el problema 
de desarrollo de sistemas robóticos, proporcionando una plataforma integral, multi-lenguaje, 
orientada a herramientas, ligera y de código abierto. Un sistema robótico que usa (ROS), posee 
los servicios estándar de un sistema operativo tales como abstracción del hardware, control de 
dispositivos de bajo nivel, implementación de funcionalidad de uso común, paso de mensajes 
entre procesos y mantenimiento de paquetes. (ROS) está basado en una arquitectura de punto a 
punto donde el procesamiento toma lugar en los nodos, pueden recibir, entregar y multiplexar 
mensajes de sensores, controladores, actuadores, así como mensajes de estado y planificación. 
[5] 
En lo concerniente a la realidad de la Universidad Técnica del Norte y particularmente a la 
Facultad de Ingeniería en Ciencias Aplicadas, no existen robots móviles que se utilicen como 
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equipo para enseñanza e investigación, situación que repercute negativamente en las asignaturas 
relacionadas con robótica y control, convirtiéndolas en netamente teóricas.   
Es así que se considera necesario el desarrollo de una plataforma robótica basada en (ROS) 
para ser usada como base para la realización de innumerables investigaciones orientadas al 
mejoramiento del propio robot. Luego de adquirir experticia en el tema, se puede usar la misma 




Desde siempre, el ser humano ha utilizado los recursos a su disposición como herramientas 
para ayudarle en la realización de las tareas de la forma más efectiva, rápida y segura. A medida 
que la tecnología avanza, estas herramientas se convierten en maquinaria cada vez más compleja 
y capaz de realizar trabajos complicados de manera precisa y muchas veces, mejor de lo que 
podría haberlo hecho un humano. 
Para realizar el proyecto se implementará el Sistema Operativo Robótico (ROS) por todas 
sus ventajas como: procesamiento de imágenes, transformación de coordenadas, navegación 
(Path Planning), control distribuido, bajo costo, escalabilidad, repetitividad, etc. Bajo este 
concepto,  se necesita un autómata que muestre una interfaz sencilla y fraterna con el operador 
y posea suficiente versatilidad para que, con ligeras modificaciones de hardware y firmware, 
consienta su empleo en cualquier tipo de aplicación de automoción. Se requiere de un equipo 
con índice costo – beneficio aceptable, vida útil larga, mantenimiento barato y repuestos 
accesibles en nuestro medio. 
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La relevancia del dispositivo propuesto consiste en que servirá como plataforma para el 
posterior diseño de sistemas robóticos de automoción, y como indicador para exponer el alto 
nivel de conocimientos y el gran potencial innovador de los estudiantes de la Universidad 
Técnica del Norte. 
La implementación de este sistema se basa en nociones, habilidades, capacidades, destrezas 
y aptitudes, vinculadas a nuestra competencia profesional y conocimientos adquiridos. 
 
1.4 OBJETIVOS 
1.4.1 OBJETIVO GENERAL 
 Desarrollar la placa de tiempo real para la detección de obstáculos de un robot móvil basado       
en ROS (Robot Operating System). 
 
1.4.2 OBJETIVO ESPECÍFICO 
 Determinar los requerimientos del sistema. 
 Detallar la configuración del sistema operativo útil para el desarrollo del sistema. 
 Implementar el sistema de tiempo real sobre la plataforma. 












El proyecto a implementar, se desarrollará en base a una nueva tecnología de aplicaciones 
y/o procesos en el ámbito académico e investigativo. 
El proyecto contará de un sistema embebido con funcionamiento en tiempo real para 
optimizar el uso del procesador que se comunicará entre el ordenador y el Sistema Operativo 
de Robots (ROS), este sistema consistirá en un sensor de rango ultrasónico acoplado a un 
microcontrolador el que se encuentra trabajando en tiempo real. 
Además, se implementará un nodo serial (ROSSerial) para la comunicación entre la placa de 
tiempo real y el ordenador que a su vez esta comunicado con la plataforma robótica.  Se pondrá 











Figura 1. Sistema de Tiempo Real  
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2. REVISIÓN LITERARIA 
 
En el siguiente capítulo se registra la información obtenida de la investigación de los temas 
necesarios para la elaboración del presente proyecto. 
 
2.1 Tiempo Real 
A medida que la tecnología avanza nos ha permitido disponer de ordenadores más pequeños, 
rápidos, fiables y baratos, así también una minimización en los dispositivos electrónicos y un 
incremento en la capacidad de procesamiento. 
Las nuevas herramientas tecnológicas que interaccionan con el mundo real, estarán 
sometidos a las restricciones de tiempo que imponga su entorno. Puede ocurrir que después de 
haber obtenido unos resultados correctos a partir de los datos de entrada, estos ya no sean útiles 
y pueden ser peligrosas porque se han obtenido demasiado tarde. Por ello se han implementado 
los “sistemas en tiempo real”.[6]   Aparte de ser confiables deben cumplir otro rol muy 
importante que es reaccionar a tiempo antes los cambios externos que se pudieran suscitar. 
Es decir, un sistema es el conjunto de componentes que trabajan en conjunto para alcanzar 
un propósito común. Los sistemas de tiempo real son sistemas basados en un ordenador que 
debe resolver diferentes aspectos de forma simultánea, rápida respuesta, reacciona ante 
estímulos, fallo en los componentes o en sus conexiones y posibles necesidades de adaptarse a 





2.1.1 Definición de un Sistema en Tiempo Real 
Existen algunas definiciones de sistemas de tiempo real, como por ejemplo: 
Un sistema en tiempo real debe producir unas salidas como respuesta a unas entradas dentro 
de unos límites de tiempo específicos.[7] 
Un sistema en tiempo real es aquel que debe producir respuestas correctas dentro de unos 
límites de tiempo.[8]  
En todas las definiciones que existen se destacan  dos aspectos muy importantes: 
El primer aspecto a destacar de dichos sistemas es su tiempo de respuesta que es una parte 
clave. Es decir, no importa solo que sea capaz de generar un resultado correcto sino que éste se 
produzca en un tiempo determinado. Un ejemplo claro es el de un robot que necesita tomar una 
pieza de una banda sin fin. Si el robot llega tarde, la pieza ya no estará donde debía recogerla, 
por lo que es incorrecto su funcionamiento, otro caso sería si el robot llega antes que la pieza, 
la pieza aun no estaría ahí y el robot no terminaría su trabajo para el que fue programado.[8] 
El segundo aspecto importante es la definición de un sistema de tiempo real, es que debe 
responder ante estímulos generados por el entorno dentro de un periodo de tiempo finito. Es 
decir, un sistema en tiempo real interactúa con el entorno (mundo físico real) adquiriendo datos 
del entorno y generando una acción sobre dicho entorno. 
Un sistema en tiempo real debe cumplir tres condiciones básicas: 
 Interactúa con el mundo real (proceso físico) 
 Emite respuestas correctas 




2.1.2 Clasificación de los Sistemas en Tiempo Real 
Los sistemas en tiempo real se diferencian por los plazos de tiempo que estos deben cumplir 
en una determinada aplicación, se clasifican así: 
 
Sistema en Tiempo Real Duro.- El software tienen una serie de plazos estrictos y no cumplir 
un plazo se considera un fallo del sistema. Ejemplos de sistemas duros en tiempo real: sensor 
de aviones y sistemas de piloto automático, naves espaciales y vehículos de exploración 
planetaria.[7] 
 
Sistemas en Tiempo Real Blando.- Tratan de llegar a los plazos, pero no fallan si el plazo 
se pierde. Sin embargo, pueden degradar la calidad del servicio en tal caso para mejorar la 
capacidad de respuesta. Ejemplos de sistemas de tiempo real suave: software de entrega de 
audio y video para el entretenimiento (el retraso no es deseable, pero no es catastrófico).[7] 
 
Sistema en Tiempo Real Firmes- Tratan la información entregada / cálculos realizados 
después de un plazo como no válido. Al igual que los sistemas en tiempo real blandos, que no 
fallan después de un plazo incumplido, y que pueden degradar la QoS si un plazo se pierde. 








2.1.3 Estructura General de un Sistema en Tiempo Real 
La estructura general de un sistema en tiempo real que controla un proceso cualquiera se 
muestra en la Figura 2. 
 










Figura 2. Diagrama de un Proceso en Tiempo Real[9] 
 
El estado del proceso bajo control y su entorno (presión, temperatura, velocidad, etc.) se 
adquiere mediante sensores, y se transmiten al controlador o ordenador a distinta velocidad 
dependiendo del parámetro concreto que se quiere medir (generalmente a velocidades inferiores 
a 1 Kbyte/s). 
En el sistema hay una serie de tareas que debe realizar el ordenador. 




El resultado de la computación se traslada a los actuadores o bien al panel de control o 
pantallas de que disponga el operador. Las consignas a los actuadores suele hacerse también a 
una baja velocidad del orden de una consigna cada 25 ms.[10] 
Todo control por ordenador presenta esta división, por un lado los sensores y actuadores 
trabajan a baja velocidad mientras que el ordenador debe trabajar lo suficientemente rápido para 
realizar correctamente los algoritmos de control. En términos de velocidad de trabajo del 
ordenador en tiempo real se puede definir tres capas.[10] La Figura 3 muestra las prioridades 







Figura 3. Prioridad de Control por Ordenador [9] 
 
2.1.4 Aplicaciones de Sistemas en Tiempo Real 
Son numerosas las aplicaciones donde se utilizan sistemas en tiempo real: 
 Sistemas de defensa 
 Sistemas de radar 
 Control de procesos 
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 Aviación control de tráfico aéreo servidores multimedia 
 Sistemas de comunicación  
 Sistemas de satélites 
 Sistemas de procesamientos de señales 
 Sistemas de navegación autónoma  
 Sistemas de control y adquisición de datos. Etc... 
 
Un grupo importante de sistemas en tiempo real son los sistemas empotrados (Embedded 
systems). Son sistemas diseñados para una aplicación específica. Por ejemplo un teléfono móvil, 
el control del abs en un coche, etc. Sin embargo un ordenador personal no sería un sistema 
empotrado ya que no se ha concebido para que realice una aplicación concreta. Por tanto la 
afirmación de que todo sistema empotrado es un sistema en tiempo real es cierta, mientras que 
la afirmación contraria no lo es. [11] 
La clasificación de un sistema en una de las categorías de tiempo real no reside en el orden 
de magnitud de los tiempos que se manejan sino en la importancia del cumplimiento de las 
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Figura 4. Aplicaciones y su Tiempo de Respuesta[11] 
 
2.2 Tiempo Real en los Robots 
Un robot es una máquina que realiza trabajos productivos y de imitación de movimientos y 
comportamientos de seres vivos. En la actualidad los robots son obras de ingeniería que están 
compuestos por sistemas mecánicos, actuadores, sensores y sistemas de control. Este últimos 
es importante ya que es el encargado de obtener la información del exterior por medio de los 
sensores, interpretar los datos y enviar la información a los actuadores.[10]  En la Figura 5  se 














Figura 5.  Robot y su Interacción con el Entorno [12] 
 
En la industria, los robots cada vez son más indispensables en los procesos de producción y 
con una población en crecimiento la demanda de productos exige que estos sean más rápidos 
en la recolección, interpretación y  envió de datos para que sean más eficientes, además,  puedan 
realizar acciones en respuesta a eventualidades que se pueden suscitar en su entorno en lapsos 
de tiempo muy cortos por ellos es necesario la implementación de sistemas en tiempo real para 
los robot.[13] 
Las ventajas de utilizar sistemas en tiempo real en los robots son: su mayor exactitud, 
seguridad y adaptabilidad a contingencias variadas de su entorno y en cada uno de los procesos 






2.3 Robot Operating System (ROS) 
La plataforma (ROS) es un framework de desarrollo de algoritmos de control en robótica 
además cuenta con paquetes que incluyen librerías de control de dispositivos para actuadores, 
sensores, motores. Es  de código  abierto, esta licencia permite libertad para uso comercial y 
para la investigación, también esta  soportado  por  Unix-Ubuntu  actualmente  y  tiene  un  
soporte experimental para Mac, Fedora, Windows, OpenSuse entre otros. 
La principal ventaja de este tipo de comunicación es la creación de grandes bases de datos 
de manera gratuita ya que todos los ordenadores conectados en línea pueden descargar archivos 
de otros ordenadores también conectados.[14] 
(ROS) cuenta con dos partes principales para su buen funcionamiento: el núcleo del sistema 
operativo y el ros-pkg. Este último un grupo de paquetes de licencia de código abierto, 
desarrollados por usuarios que implementan distintas funcionalidades como mapping, planning, 
etc. 
 
2.3.1 Características Principales del Sistema Operativo de Robots (ROS) 
Las principales características de ROS son: 
Código Libre y Abierto.- (ROS) es de código libre bajo términos de licencia BSD, contiene 
libertad de usos tanto comercial como de investigación esto quiere decir que estas disponible al 
público en general.[15]  
“Peer to Peer”.- Es un sistema distribuido en el cual los diferentes proceso se comunican 
entre sí utilizando una topología “peer to peer”. Con esta topología se utiliza un canal nuevo 
para la comunicación entre dos procesos distintos, evitando utilizar un servidor central para 
comunicar todos los procesos.[15]  
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Multi-Lenguaje.- Se puede trabajar en diferentes lenguajes de programación como lo son: 
C++, Phyton y Lisp. Ademas contiene bibliotecas en Java y Lua, en fase experimental. 
Multi-Herramientas.- Contiene una gran cantidad de herramientas, que nos permite realizar 
diferentes tareas, desde navegar en los ficheros, también termite modificar los parámetros de 
configuración de un robot, proceso o driver, observar la topología de los procesos en ejecución 
y realizar la comunicación entre procesos.[15]  
 
2.3.2 Conceptos Básicos del Sistema Operativo de Robots (ROS) 
 
Para obtener un adecuado funcionamiento de (ROS) se debe tener conocimiento de los 
elementos fundamentales de esta plataforma como son: nodos, ROS Master, Mensajes y topics. 
 
Nodos.- Son ejecutables que se comunican con otros procesos usando topics o servicios. El 
uso de nodos en (ROS) proporciona tolerancia a fallos y separa el código del sistema haciéndolo 
más simple. Un paquete puede contener varios nodos (cada nodo dispone de un nombre único), 
cada uno de ellos lleva a cabo una determinada acción.[15]  
 
ROS Master.- Proporciona un registro de los nodos que se están ejecutando y permite la 
comunicación entre nodos. Sin el maestro los nodos no serían capaces de encontrar al resto de 
nodos, intercambiar mensajes o invocar servicios.[15]  
 
Mensajes.- Los nodos se comunican entre sí mediante el paso de mensajes. Los tipos 
primitivos de mensajes (“integer”, “floating point”, “boolean”, etc.) están soportados y se 
pueden crear tipos personalizados. [15]  
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En la siguiente Tabla 1 se presentan algunos ejemplos de tipos de mensajes que utiliza 
(ROS). 
 
Tabla 1. Tipos de Mensajes de ROS 
Tipo Primitivo Declaración tipo C++ Python 
Uint16 𝐸𝑛𝑡𝑒𝑟𝑜 16 𝑏𝑖𝑡𝑠 sin 𝑠𝑖𝑔𝑛𝑜 𝑢𝑖𝑛𝑡16_𝑡 int 
Float32 𝐹𝑙𝑜𝑡𝑎𝑛𝑡𝑒 𝑑𝑒 32 𝑏𝑖𝑡𝑠 𝑓𝑙𝑜𝑎𝑡 float 
Sting 𝐶𝑎𝑑𝑒𝑛𝑎 𝑑𝑒 𝑐𝑎𝑟𝑎𝑐𝑡𝑒𝑟𝑒𝑠 𝑆𝑡𝑑 ∷ 𝑠𝑡𝑟𝑖𝑛𝑔 String 
 
Topics.- Son canales de comunicación para transmitir datos. Los topics pueden ser 
transmitidos sin una comunicación directa entre nodos, significa que la producción y el consumo 
de datos esta desacoplada. Los nodos pueden comunicarse entre sí mediante topics, pudiendo 
actuar como publicadores (publisher) y como suscriptores (subscriber).[15] 
 
Publicador. El nodo que actúa como publicador es el encargado de crear el topic por el que 
va a difundir ciertos mensajes. Estos mensajes podrán ser visibles por los nodos que estén 
suscritos a este topic.[15] 
 
Suscriptor.- Este nodo se deberá suscribir a los topics correspondientes para poder acceder 
a los mensajes que hay publicados en ellos. 
Un nodo puede publicar o suscribirse a un mensaje a través de un topic. En la Figura 6 se 
puede ver un ejemplo de comunicación entre dos nodos por medio de un topic. En este ejemplo, 
el nodo “publisher odometry” publica en el topic “Odom” un mensaje del tipo 
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“nav_msgs/odometry” y el nodo “Base_movil” accede a este mensaje suscribiéndose a este 










Figura 6. Comunicación por Tópicos 
 
2.4 Tiempo real en ROS 
A pesar de la importancia de la reactividad y la baja latencia en el control de robots, (ROS), 
en sí, no es un sistema operativo en tiempo real (RTOS), aunque es posible integrar (ROS) con 
código en tiempo real. Para ello debe cumplir con unos requisitos para su buen 
funcionamiento.[14] 
Los requisitos de un sistema en tiempo real varían dependiendo del caso de uso. En su 
esencia, el requisito en tiempo real de un sistema tiene dos componentes: 
 
1. Estado latente 
 Período de actualización (también conocida como fecha límite) 
 Previsibilidad 
 
2. Modo de fallo 




Cuando se hace referencia a los sistemas duro / blando / firmes en tiempo real generalmente 
se refiere al modo de fallo. Un sistema de tiempo real duro trata un plazo incumplido como un 
fallo del sistema. Un sistema de tiempo real blando trata de cumplir con los plazos, pero no falla 
cuando falta una fecha límite. Un sistema en tiempo real firme descarta cálculos realizados por 
el incumplimiento de plazos y puede degradar su requisito de rendimiento con el fin de adaptarse 
a un plazo incumplido. 
Un modo de fallo de tiempo real se asocia a menudo con alta predictibilidad. Los sistemas 
de seguridad críticos a menudo requieren un sistema de tiempo real con alta predictibilidad. 
 
2.5  Problemática y la Necesidad del Sensor Ultrasónico 
La plataforma robótica Kobuki cuenta con muchos sensores como lo son: sensores de 
impacto son tres que le permite en el ínstate de llegar a tener contacto con un objeto la 
plataforma robótica se detiene inmediatamente, sensores de desnivel son tres estos sensores 
están situados debajo del parachoques que son infrarrojos que sirven para detectar si puede 
seguir por la dirección prevista caso contrario tomará otra ruta, sensor de caída de rueda son dos 
son conmutadores de dos posiciones con muelle de retorno a su poción inicial y son accionados 
por medio de una palanca. Se ubican en la parte interna de las ruedas. 
Sin embargo ninguno de estos sensores envía una señal de los objetos que lo rodea sin 
colisionar por esta razón se ha visto conveniente implementar un sensor que de un aviso 
temprano y así el operador tome decisiones de evasión de obstáculos evitando daños ya sea en 
la plataforma robótica como en su entorno sin la necesidad que el operador se encentre cerca de 
la plataforma robótica. 
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Se seleccionó un sensor ultrasónico ya que proporciona un método sencillo de medición de 
distancia. Este sensor es perfecto para cualquier número de aplicaciones que requieren que se 
realice mediciones entre objetos en movimiento o estacionarios. 
Consta de transmisor ultrasónico, receptor y circuitos de control, cuando se dispara, envía 
una serie de pulsos de ultrasonidos de 40KHz y recibe eco de un objeto. La distancia entre la 
unidad y el objeto se calcula mediante la medición del tiempo de desplazamiento del sonido y 








Figura 7. Sensor Ultrasónico [16] 
 
Este sensor se puede acoplar a diferentes aplicaciones como por ejemplo: sistemas de 
seguridad, exposiciones animadas interactivas, sistemas de asistencia de parqueo y navegación 
robótica.[16] 
 
2.6 Módulo de Tiempo Real con el Sistema Operativo de Robots (ROS) 
Arduino es una plataforma de electrónica de código abierto,  para la creación de prototipos 
basada en software y hardware libre, flexible y fácil de usar. 
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El hardware consiste en una placa de circuito impreso con un microcontrolador, usualmente 
Atmel AVR, puertos digitales y analógicos de entrada y salida, pueden ser conectados a placas 
de expansión, que amplían las características de funcionamiento de la placa Arduino. Así 
mismo, posee un puerto USB desde donde se puede alimentar la placa y establecer 
comunicación con el ordenador. El microcontrolador de la placa se programa mediante un 
ordenador, usando una comunicación serial mediante un conversor de niveles RS-232 a TTL 
serial.[17] 
El software consiste en un entorno de desarrollo IDE (Integrated Development Enviroment), 
basado en el entorno de processing y lenguaje de programación basado en Wiring, así como en 
el cargador de arranque (bootloader) que es ejecutado en la placa. 
A través de los años Arduino ha sido el cerebro de miles de proyectos, a partir de objetos 









Figura 8. Microcontrolador Arduino [18] 
 
Al unir  esta útil herramienta con (ROS) que conjugadas con el hardware generan un 
automatismo de alto rango. 
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Figura 9. Esquema General del Sistema [19] 
 
Como se puede evidenciar en la Figura 9, el sistema se divide en tres partes importantes los 
que se detallaran a continuación. 
 
2.7.1 Sistema de Plataforma Robótica (Kobuki) 
IClebo Kobuki es una base de investigación móvil de bajo costo diseñada para la educación 
y la investigación sobre el estado de la robótica de arte. Con la operación continua en mente, 
Kobuki proporciona fuentes de alimentación para un ordenador externo, así como sensores y 
actuadores adicionales. Su odometría altamente precisa, enmendada por nuestro giroscopio 
calibrado en fábrica, permite una navegación precisa.  
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El Kobuki es una base móvil. Tiene sensores, motores y fuentes de energía, sin embargo por 
sí mismo, no puede hacer nada. 
Para ser funcional, se requiere construir una plataforma encima de la hoja de comandos. En 
el lado del hardware, esto suele implicar la adición de un notebook o una placa incorporada para 
ser el núcleo computacional para su sistema y por lo general algunos sensores extra para que 
sea realmente funcional. En el lado del software, esto implica construir cualquier software 
propio o integrar software de otros grupos con sus propias fuentes de desarrollo. 
En la figura se muestra de la plataforma robótica Kobuki y en la tabla se detalla los elementos 












Figura 10. Plataforma Robótica Kobuki [19] 
 
En la Tabla 2 representa los elementos que conforman la Plataforma Robótica Kobuki. 
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Tabla 2. Elementos de la Plataforma Robótica Kobuki [20] 
N° ELEMENTOS 
1 Sensor de Acoplamiento  
(Izquierdo/Central/Derecho) 
2 Sensor de Impacto 
(Izquierdo/Central/Derecho) 
3 Sensor de Acantilado 
(Izquierdo/Central/Derecho) 
4 Sensores de Caída de Rueda 
5 Conectores de Alimentación 
6 Estado de la Batería (led) 
7 Leds Programables. 
8 Conexión de Datos al Ordenador por USB 
9 Puerto de Extensión Serial 
Rx/Tx 
3.3V/5V 
4x Entradas Digitales 
4x Salidas Digitales 
4x Entradas Analógicas  
10 Toma de Recarga 
11 Interruptor Encendido / Apagado 
12 Botones Programables 




2.7.1.1 Nodo Actuador (motor) 
Los encargados de transmitir las ordenes de programación en movimiento son los motores 
DC de escobillas su número de serie en el mercado es RP385-ST-2060, están ubicados a los 
costados del robot que transmiten el movimiento  a través de engranes. Su velocidad máxima 
es de 0.65 m/s tanto hacia delante como en retroceso. 
En la Tabla 3.  Se detalla las especificaciones del nodo actuador.[21] 
 
Tabla 3. Características Principales del Actuador [22] 
ELEMENTO CARACTERÍSTICAS 
Alimentación del motor Corriente directa  
Fabricante del motor Motor estándar 
Nombre de la pieza RP385-ST-2060 
Tensión nominal 12 V 
Carga nominal 5 mN · m 
Sin corriente de carga 210 Ma 
Velocidad sin carga 9960 rpm ± 15% 
Corriente de carga 
nominal 
750 mA 
Velocidad de carga 
nominal 
8800 rpm ± 15% 
Resistencia de armadura 1.5506 Ω a 25 ° C 
Inductancia del inducido 1,51 mH 
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Constante de par (Kt) 10.913 mN · m / A 
Constante de velocidad 
(Kv) 
830 rpm / V 
Corriente de bloqueo 6.1 A 
Par de bloqueo 33 mN · m 
 
El método de control de los actuadores (motores) es a base de impulsado por la fuente de 
tensión (puente H) y es controlado por la modulación de ancho de pulso (PWM). En la Figura 







Figura 11. Ubicación de los Motores y Ruedas en el Robot Móvil [21] 
 
2.7.1.2 Nodo Sensores. 
Kobuki posee sensores que son muy útiles en la navegación, teleoperación y otras diversas 
aplicaciones a continuación se detallan: 
 
Motores y ruedas  
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2.7.1.2.1 Sensores de Impacto 
La plataforma robótica tiene tres sensores de impacto, estos  tiene la función de detectar los 
diferentes obstáculos en su desplazamiento por un contacto directo con el objeto. 
Los sensores de choque son conmutadores de dos posiciones con muelle de retorno a su 
poción inicial y son accionados por medio de una palanca. Se ubican en la parte interna del 











Figura 12. Sensor de Impacto [19] 
 
2.7.1.2.2 Codificador de Cuadratura 
La Plataforma Robótica Kobuki posee dos sensores de rotación su principal funcionamiento 
es permite el desplazamiento angular, distancia recorrida, ángulo de giro y sentido de giro. Estos 
sensores se encuentran en cada una de las ruedas de diámetro de 70 mm. Además los sensores 









Figura 13. Codificador de Cuadratura[19] 
 
2.7.2 Sistema de Control (Ordenador) 
Este sistema está compuesto del software como de hardware. El software está compuesto por 
un ordenador de marca Acer que cumple con los requerimientos necesarios para el 
funcionamiento óptimo del robot.  
El hardware que se empleara para realizar el proyecto, es el sistema operativo Ubuntu 14.04 
LTE. Para el buen funcionamiento y desarrollo del proyecto la elección del sistema operativo 
es fundamental. Teniendo en conocimiento que (ROS) también puede ser instalado en 
Windows, las aplicaciones desarrolladas (Paquetes) deben cumplir ciertas limitaciones 
computacionales. Además, cabe mencionar (ROS) solo es totalmente funcional en la plataforma 
Linux fundamentalmente para la distribución Ubuntu; con otras distribuciones no garantizan el 
correcto funcionamiento de (ROS). 
Para concluir, se ha escogido Linux, concretamente la distribución Ubuntu 14.04 LTS, cuyo 
origen se basa en Debian, además se eligió esta versión por ser LTS sus siglas están en inglés 
(Long Term Support), esto significa que es una versión de Ubuntu que tendrá soporte y será 
actualizada más tiempo que una versión normal. 
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Del mismo modo, las versiones LTS suelen ser versiones más estables y probadas. Además, 
las versiones LTS de Ubuntu tienen soporte durante 5 años y las versiones normales tienen un 
soporte de 9 meses, luego de ese tiempo tendrá que actualizarse en un periodo relativamente 
corto de tiempo. 
En el interior del sistema operativo robótico (ROS) se está ejecutando dos nodos sumamente 
importantes para la comunicación entre el ordenador y el sistema en tiempo real estos son: 
roscore y rosserial.[23] 
 
2.7.2.1 Roscore 
Es un conjunto de nodos y programas que es condición previa para la utilización de un 
sistema basado en (ROS). Se debe ejecutar un roscore con la finalidad de que (ROS) se pueda 
comunicar con todos los nodos. Se lo inicia con el comando roscore. 
 
2.7.2.2 Rosserial 
ROS Serial es una versión punto a punto de las comunicaciones (ROS) sobre serie, 
principalmente para la integración de microcontroladores de bajo coste (Arduino) en (ROS). 
ROS serie consta de bibliotecas para uso con Arduino, y nodos para el lado PC / Tablet 
(actualmente en Python y Java).[24] 
 
2.7.3 Sistema de Tiempo Real 
Para la parte del sistema en tiempo real se empleó el microcontrolador Arduino y el sensor 
ultrasónico que se conectan por medio de cables, y los dos elementos se comunica al  ordenador 
por medio de UBS. 
Frecuencia de muestreo del sensor ultrasónico es de 1 muestras por segundo.    
 42 
 
En la Figura 14 se muestra la ubicación del sistema de tiempo real implementado sobre la 


























3. Caracterización del Módulo de Tiempo Real  
En este capítulo se detallan los bloques de los que está constituido el  robot Kobuki, 
incluyendo el nodo de tiempo real.  
3.1 Diagrama de Bloques del Robot Kobuki ejecutando el Sistema en Tiempo Real 
En la Figura 15 se visualiza todos los nodos que se están ejecutando en la plataforma 



























3.1.1 Plataforma Robótica Kobuki-Nodos 
Se detalla los nodos que se encuentran comunicados al ejecutar el tiempo real. 
 
3.1.1.1  Mobile_Base_Nodelet_Manager (Administrador de nodo de base móvil) 
Este nodo está diseñado para proporcionar una forma de ejecutar múltiples algoritmos en una 
sola máquina, en un solo proceso, sin incurrir en costos de copia al pasar mensajes interproceso. 
Para ello, los nodos permiten la carga dinámica de las clases en el mismo nodo, sin embargo, 
proporcionan espacios de nombres separados simples, de manera que el nodelet actúa como un 
nodo separado, a pesar de estar en el mismo proceso.[11] 
La función principal es los flujos de datos de alto rendimiento pueden estar compuestos de 
muchos nodos y luego cargarse en el mismo proceso para evitar la copia y el tráfico de red. 
 
3.1.1.2 Mobile_Base (base móvil) 
En este nodo se encuentran los elementos que necesarios para operar la plataforma robótica 
Kobuki como son los motores, velocidad, sensores. 
 
3.1.1.3 Diagnostic Aggregator 
El sistema de diagnóstico está diseñado para recopilar información de controladores de 
hardware y hardware de robot para usuarios y operadores para análisis, solución de problemas 
y registro. La pila de diagnósticos contiene herramientas para recopilar, publicar, analizar y 
visualizar datos de diagnóstico. 
El diagnóstico_agregador contiene un nodo ROS, agregador_nodo, que escucha los mensajes 
diagnostic_msgs / DiagnosticArray en el tema / diagnostics, procesa y categoriza los datos y 
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vuelve a publicar en / diagnostics_agg. El agregador_nodo carga los complementos "Analyzer" 
para realizar el proceso de diagnóstico y la categorización. La configuración de cada agregador 




 Rosout es el nombre del mecanismo de informes de registros de consola en (ROS). Se 
puede pensar que comprende varios componentes: 
 El nodo `rosout` para suscribir, registrar y volver a publicar los mensajes. 
 El tema / rosout. 
 El tema / rosout_agg para suscribirse a un alimentador agregado. 
 Rosgraph_msgs / Log tipo de mensaje, que define los campos estándar, así como los 
niveles de verbosidad. 
 API de cliente para facilitar el uso fácil del mecanismo de generación de informes 
 Herramientas de la GUI, como rqt_console , para ver los mensajes de registro de la 
consola.[27] 
 
3.1.2. Sistema en Tiempo Real 
 
3.1.2.1 Nodo Serial  
Este paquete contiene extensiones específicas de Arduino necesarias para ejecutar 
rosserial_client en el Arduino. Se pretende demostrar lo cómodo que es integrar hardware 
personalizado y sensores económicos en el proyecto (ROS) utilizando un Arduino.  
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Gracias a este nodo se realiza la comunicación entre el ordenador y la placa de tiempo real, 
que permite visualizar los datos obtenidos del sensor.[24] 
 
3.1.2.2 Instalación del Software 
En primer lugar es necesario instalar rosserial para Arduino. Para descargar el paquete se 
realiza los siguientes pasos: 
Colocar desde un terminal, dentro de nuestro directorio de trabajo de (ROS) donde se va a 
descargar a descargar el paquete. En caso catkin_workspace/src. 
 
Descargar el paquete ejecutando: 
git clone https://github.com/ros-drivers/rosserial.git  
 
Compilar el paquete ejecutando: 
catkin_make install. 
 
Recompilar las fuentes en (ROS):  
source install/setup.bash 
 
Finalmente compilar la librería de rosserial:  




3.1.2.3 Instalación de la Librería ROS_lib en el Entorno de Arduino 
El procedimiento es sencillo, basta con copiar el directorio ros_lib, que se encuentra en  
dentro de nuestro programa Arduino IDE.[28]  
 
Lo primero es localizar donde se encuentra instalado el paquete rosserial_arduino que se 
acaba de instalar, ejecutando el siguiente comando desde un terminal: 
rospack find roserial_arduino 
 
Si el paquete ha sido instalado correctamente el comando nos devolverá su ruta. Una vez 
localizada su ubicación se desplaza al directorio src, se lo hace mediante el siguiente comando: 
roscd roserial_arduino/src 
 
Dentro de este directorio se encuentra el directorio ros_lib. Se lo copia al directorio librarias 
de nuestro Arduino IDE, en mi caso el comando a ejecutar sería: 
cp-r ros_lib ~/arduino-1.5.6-r2/libraries/ros_lib 
 
Una vez copiado se inicia el IDE de Arduino. En la opción del menú se puede encontrar una 
nueva opción llamada ros_lib con ejemplo de uso. 
 
Después de reiniciar su IDE, se obtiene una imagen como se muestra en la Figura 16 de la 














Figura 16. Instalación de la Librería ros-lib [28] 
 
3.1.2.4 Ejemplo de su Uso 
A continuación, un ejemplo de cómo utilizar esta librería con Arduino. 
Se abre el IDE y dentro de los ejemplos que nos propone esta librería se abre HelloWord.  
Si no estuviera el código del sketch es el siguiente: 
/* 
 * rosserial Publisher Example 




ros::NodeHandle  nh; 
std_msgs::String str_msg; 
ros::Publisher chatter(“chatter”, &str_msg); 
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char hello[13] = “hello world!”; 
void setup() 
{ 
  nh.initNode(); 




  str_msg.data = hello; 
  chatter.publish( &str_msg ); 
  nh.spinOnce(); 
  delay(1000); 
} 
 
Esta skecth simplemente crea un nodo (ROS) llamado chatter, que publicará la cadena 
HELLO WORD. 
Se inicia (ROS) mediante el comando roscore. Lo siguiente será conectar el Arduino al 
ordenador y cargar el programa. 
Y aquí viene el truco. Para permitir la comunicación entre el Arduino y (ROS)  a través de 
un puerto serie es necesario ejecutar el paquete rosserial,  que se instaló previamente. Con el 






Sabiendo el puerto se ejecuta el siguiente comando: 
rosrun rosserial_python serial_node.py /dev/ttyACM0 
 
Si todo ha ido correctamente se visualiza el siguiente mensaje: 
[INFO] [WallTime: 1410022427.334118] ROS Serial Python Node 
[INFO] [WallTime: 1410022427.339428] Connecting to /dev/ttyACM0 at 
57600 baud 
[INFO] [WallTime: 1410022430.473442] Note: publish buffer size is 
280 bytes 
[INFO] [WallTime: 1410022430.473836] Setup publisher on chatter 
[std_msgs/String] 
En este momento ya está funcionando nuestro nodo (ROS) en el Arduino. Para comprobarlo, 
se ejecuta el siguiente comando: 
rostopic /list 
 













En este capítulo se detalla paso a paso como fue ensamblado el sistema de tiempo real tanto 
su software como su hardware. Además el acoplamiento de dicho sistema con la plataforma 
robótica Kobuki.  
 
4.1 Programa del Microcontrolador (Arduino) 
 
Gracias a este hardware, de bajo coste, se puede realizar fácilmente grandes proyectos de 
robótica. Sin embargo, como todo microcontrolador su capacidad es limitada, sobre todo en sus 
primeras versiones. Parece claro que en grandes proyectos de robótica es necesario conectar el 
Arduino con una CPU central más potente. Esta CPU sería la encargada de las tareas más 
complejas, dejando al Arduino como elemento de comunicación con los sensores y actuadores. 
Así que una evolución natural sería utilizar (ROS) en la CPU central y que este se conectase 
con el Arduino para obtener y enviar información a los sensores y actuadores. Esta 
comunicación se puede realizar a través del paquete rosserial_arduino. Mediante este paquete 
se puede usar (ROS) con  el IDE de Arduino. Rosserial proporciona un protocolo de 
comunicaciones en (ROS) que permite trabajar con Arduino. Permite al Arduino crear un nodo, 










ros::NodeHandle  nh; 
sensor_msgs::Range range_msg; 
ros::Publisher pub_range( "/ultrasound", &range_msg); 
 
const int adc_pin = 0; 
 
char frameid[] = "/ultrasound" 
int echoPin = 5;  
int trigPin = 4;  
 
float getRange_Ultrasound(){ 
float duration, cm;  
digitalWrite(trigPin, LOW);  
  delayMicroseconds(2);  
  digitalWrite(trigPin, HIGH);  
  delayMicroseconds(10);  
  digitalWrite(trigPin, LOW);  
  duration = pulseIn(echoPin, HIGH);  
  float m = (duration / 58.2)/100; 





void setup() {  
       nh.initNode(); 
  nh.advertise(pub_range); 
 
  range_msg.radiation_type = sensor_msgs::Range::ULTRASOUND; 
  range_msg.header.frame_id =  frameid; 
  range_msg.field_of_view = 0.1;  // fake 
  range_msg.min_range = 0.05; 
  range_msg.max_range = 3.0; 
   
  pinMode(trigPin, OUTPUT);  
  pinMode(echoPin, INPUT);  
}  
long range_time; 
void loop() {  
 if ( millis() >= range_time ){      
    range_msg.range = getRange_Ultrasound(); 
    range_msg.header.stamp = nh.now(); 
    pub_range.publish(&range_msg); 
    range_time =  millis() + 50; 
  } 




4.1.2 Código Explicado 
Se detallan todas las partes de programa que se está ejecutando en el nodo de tiempo real. 




El primer paso es verificar las librerías las que se importaran, sin este paso tan importante no 
se podría ejecutar la parte de (ROS) como es la publicación y suscripción al nodo de tiempo 
real. Debe incluir el archivo de encabezado ros.h y los archivos de encabezado para los mensajes 
que va a utilizar. 
ros::NodeHandle  nh; 
 
Se necesita instalar el identificador de nodo, lo que permite a nuestro programa crear editores 
y suscriptores. El identificador de nodo también se encarga de las comunicaciones del puerto 
serie. 
sensor_msgs::Range range_msg; 
ros::Publisher pub_range( "/ultrasound", &range_msg); 
 
Aquí se inicia un editor con un nombre de tema de "ultrasound". El segundo parámetro de 
Publisher es una referencia a la instancia de mensaje que se va a utilizar para la publicación. 
const int adc_pin = 0; 
char frameid[] = "/ultrasound"; 
int echoPin = 5;  
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int trigPin = 4;  
 
Se define los números de los pines en los cuales van a ir conectados en el microcontrolador 
Arduino. 
float getRange_Ultrasound(){ 
float duration, cm;    
 
Se define las variables que se utilizaran en el programa. 
  digitalWrite(trigPin, LOW);  
  delayMicroseconds(2);   
 
El siguiente paso es limpiar el pin trigPin . 
  digitalWrite(trigPin, HIGH);  
  delayMicroseconds(10);  
  digitalWrite(trigPin, LOW); 
 
 Establece el trigPin en estado ALTO durante 10 micro segundos después de transcurrir el 
tiempo regresa al estado BAJO. 
  duration = pulseIn(echoPin, HIGH);  
 
Lee el echoPin, devuelve el tiempo de recorrido de la onda sonora en microsegundos. 
  float m = (duration / 58.2)/100; 
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  return m ;   // (0.0124023437 /4) ; // 
 
Esta sección de programa se encarga de calcular la distancia. 
void setup() {  
       nh.initNode(); 
  nh.advertise(pub_range); 
 
En la función de configuración de Arduino, deberá inicializar el manejador del nodo (ROS), 
anunciar cualquier tema que se publique y suscribirse a cualquier tema que desee escuchar. 
range_msg.radiation_type = sensor_msgs::Range::ULTRASOUND; 
  range_msg.header.frame_id =  frameid; 
  range_msg.field_of_view = 0.1;  // fake 
  range_msg.min_range = 0.05; 
  range_msg.max_range = 3.0;  
pinMode(trigPin, OUTPUT);    
pinMode(echoPin, INPUT); 
 
En esta parte del programa se ingresa los rangos de medición del sensor. Para este caso el 
valor mínimo de rango será 0.05 que seria 5 centímetros y un valor máximo de 3, que sería 3 
metros.  
long range_time; 
void loop() {  
 if ( millis() >= range_time ){ 
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    range_msg.range = getRange_Ultrasound(); 
    range_msg.header.stamp = nh.now(); 
    pub_range.publish(&range_msg); 
    range_time =  millis() + 4000; 
 
Finalmente, en la función de bucle, el nodo publica las mediciones que obtiene del sensor y 
llama a ros :: spinOnce () donde se manejan todas las devoluciones de llamada de comunicación 
ROS además se está publicando los datos una vez por segundo. 
 58 
 
4.1.3 Diagrama de flujo del programa ultrasonido 
Inicio de Programa 
Configuración de entradas, 
salidas, timer interrupciones
Include ros 
















range time = millis + 4000
nh.spinOnce()
 




4.2 Pasos para la Implementación y Verificación  
A continuación se detallan los pasos que se deben seguir para el  programa que se implementó 
de tiempo real 
1.- Se carga el programa realizado en el software Arduino a la placa Arduino uno como se 















Figura 18. Visualización de Carga de Programa hacia el Arduino Uno [19] 
2.- Se abre un nuevo terminal en Ubuntu y se ejecuta roscore. Éste es una colección de nodos 
y programas que son pre-requisitos de un sistema basado en (ROS). Esto se lo hace con el fin 














Figura 19. Ejecución  de Roscore [19] 
 
3.- Se ingresa  el código en un nuevo terminal 
roslaunch kobuki_node minimal.launch --screen 
 
Con este código nos permite la comunicación entre la plataforma robótica Kobuki y el 
ordenador. Si la comunicación se realizó con éxito en el terminal nos mostrara los mensajes 



















Figura 19. Comunicación entre el Ordenador y Kobuki [19] 
 
Figura 20. Comunicación entre el Ordenador y Kobuki [19] 
 
4.- A continuación se abre otro terminal y se ejecuta el código 
roslaunch kobuki_keyop keyop.launch 
 
Permite la teleoperación de la plataforma robótica Kobuki. El terminal indica cuales son los 


















Figura 21. Teleoperación del Robot Kobuki [19] 
 
5.- Utilizando el comando ls /dev/tty y pulsando dos veces la tecla tab nos imprime todos los 
puertos que se están utilizando. Se puede verificar si está conectado el Arduino con ordenador. 


















Figura 22. Verificación de puertos activos [19] 
6.- A continuación se ejecuta el comando: 
rosrun rosserial_python serial_node.py / dev / ttyUSB0 
Este comando ejecuta la aplicación cliente rosserial que reenvía sus mensajes desde el 
Arduino al resto de (ROS). Asegúrese de utilizar el puerto serie correcto para nuestro caso será 










7.- A continuación se ejecuta el comando: 
rostopic list 
Este comando nos permite imprime una lista de los temas a los que se puede suscribir como 












Figura 24. Lista de Temas a los que se Puede Subscribir [19] 
 
8.- Ejecutando el siguiente código 
rostopic echo /ultrasound 
Imprime la informacion del tema ultrasonico que para el caso es el sensor Ultrasonico hacia 
el ordenador  por el puerto serial, que se visualiza en el terminal. Se muestra en la Figura 25 















Figura 25. Datos Obtenidos del Sensor Ultrasónico [19] 
 
9.- Para visualizar de una manera gráfica se lo puede hacer ejecutando el siguiente cogido. 
Se lo muestra en la Figura 26. 










Rviz es un visualizador 3D para mostrar datos de sensores e información de estado desde 
ROS. Usando rviz, puede visualizar la configuración actual del Kobuki en un modelo virtual 
del robot. También puede mostrar representaciones en vivo de los valores de los sensores sobre 
los temas ROS, incluidos los datos de la cámara, las mediciones de distancia infrarroja, los datos 





















5. Análisis y Resultados  
En el siguiente capítulo se detallan las pruebas realizadas para la verificación del buen 
funcionamiento del proyecto además el análisis y resultados respectivo de cada prueba. 
5.1 Prueba de conexión de los nodos en ejecución  
En este capítulo se especifica los resultados obtenidos, Para este último capítulo se empleará 
una herramienta de ROS que facilite el reconocimiento de nodos y tópicos que se están 
ejecutando en ese momento. Se lo hace mediante el código 
rqt_graph 
 Esta aplicación se ejecuta directamente, sin necesidad de llamar a rosrun. Visualiza los 
nodos que se están ejecutando en este momento y el paso de tópicos entre ellos. Sirve Para 













El resultado de emplear el comando rqt_graph es una gráfica con todos los nodos en 
funcionamiento. Se puede apreciar el nodo que fue creado para la comunicación del sensor 
ultrasónico con el microcontrolador Arduino y el ordenador está en completa funcionalidad. 
 
5.1.1 Pruebas de conexión del nodo Kobuki   
Éste se encuentra unido a los comandos de energía del motor, velocidad y al administrador, 
gestor de la base móvil que son de información de entrada.  
Los nodos de salida al que está unido son Tf, éste es un paquete que permite al usuario 
realizar un seguimiento de múltiples tramas de coordenadas a lo largo del tiempo. Tf mantiene 
la relación entre los fotogramas de coordenadas en una estructura de árbol almacenada en el 
tiempo, y permite al usuario transformar puntos, vectores, etc. entre dos marcos de coordenadas 
en cualquier punto deseado en el tiempo. 
Además está unido al sistema de diagnóstico; está diseñado para recopilar información de 
controladores de hardware y hardware de robot para usuarios y operadores para análisis, 
solución de problemas y registro. La pila de diagnósticos contiene herramientas para recopilar, 
publicar, analizar y visualizar datos de diagnóstico. 
La cadena de herramientas de diagnóstico se construye alrededor del tema / diagnostics . En 
este tema, los controladores y dispositivos de hardware publican el mensaje diagnostic_msgs / 















Figura 29. Interacción del Nodo Kobuki con los Demás Nodos [19] 
 
Al dividir los nodos de la plataforma robótica móvil se puede evidenciar la comunicación 
que hay entre sí. Como se pudo evidenciar en la Figura 29. 
5.1.2 Pruebas de Conexión del Nodo Rosserial 
El nodo se encarga de la comunicación del tiempo real con el ordenador en este caso de 
microcontrolador Arduino y el ordenador para ello primero debe pasar por el sistema 
diagnóstico y el de ultrasonido. 
El sistema diagnóstico como ya se lo ha mencionado antes   está diseñado para recopilar 
información de los controladores del hardware de robot que será utilizado por usuarios y 
operadores para análisis, solución de problemas y registro. 
El sistema ultrasónico es donde se encuentra el programa corriendo del microcontrolador 













Figura 30. Comunicación del Nodo Serial con los Demás Nodos [19] 
 
El nodo serial está trabajando como se lo tenía previsto obteniendo los daros del sensor 
ultrasónico y enviando los datos a los suscriptores en tiempo real.    
5.2 Pruebas de Respuesta del Sensor Ultrasónico Hacia un Objeto (pared) 
Se realizó pruebas de confiabilidad de los datos adquiridos desde el sensor ultrasónico con 
diferentes tiempos de muestreo y a diferentes distancias. 











En la Tabla 4 se registra los datos obtenidos del sensor ultrasónico en tiempo real. 
Tabla4. Datos de Sensor Ultrasónico t=1s y d=0.50m [29] 













Margen de error= promedio – distancia física.  
Margen de error = 0.502 - 0.50 
Margen de error = 0.002m 
Existe fiabilidad de los datos adquiridos ya que el margen de error es de 0.002m este no 















Figura 32. Medición de Datos a una Distancia de 0.70m[19] 
 
Tabla5. Datos de Sensor Ultrasónico t=1s y d=0.70m [29] 















Margen de error= promedio (m) – distancia física (m)  
Margen de error = 0.7028 - 0.70 
Margen de error = 0.0028m 
Existe fiabilidad de los datos adquiridos ya que el margen de error es de 0.0028m este no 
representa un riesgo para el proyecto y está dentro del rango aceptable que va desde 0m a 
0.005m  
 
5.2.3 Tiempo de Muestreo en t=2s y Distancia Física de 0.70m   
Para esta parte de la prueba se varió el tiempo de muestreo y se mantuvo la distancia para 
comparar son los resultados entre esta prueba y la anterior y así llegar a elegir el mejor tiempo 
de muestreo. 
 
Tabla 6. Datos de Sensor Ultrasónico t=2s y d=0.70m [29] 



















Figura 33. Medición de Datos a una Distancia de 0.94m [19] 
 
Tabla 7. Datos de Sensor Ultrasónico t=1s y d=0.94m [29] 


















Margen de error= promedio (m) – distancia física (m)  
Margen de error = 0.9424 - 0.70 
Margen de error = 0.0024m 
Existe fiabilidad de los datos adquiridos ya que el margen de error es de 0.0024m este no 
representa un riesgo para el proyecto y está dentro del rango aceptable que va desde 0m a 
0.005m  













Tabla 8. Datos de Sensor Ultrasónico t=1s y d=1.20m [29] 













Margen de error= promedio (m) – distancia física (m)  
Margen de error = 1.1833- 1.20 
Margen de error = -0,0167m   
Se puede notar que entre mayor sea la distancia a medir los valores del sensor tiene mayor 
margen de error entre los datos adquiridos.  
Mientras el margen de erros se encuentre entre los valores de 0 a 0.005 los valores son 
confiables. Además el tiempo de muestreo más óptimo es de 1 segundo ya que la obtención de 
datos es más estables. 
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Para que el tele-operador pueda reaccionar y evitar una colisión con los objetos necesita entre 























CONCLUSIONES Y RECOMENDACIONES 
En este capítulo se presenta las condiciones y recomendaciones en base a las pruebas 
realizadas y a los resultados obtenidos en el desarrollo de este proyecto de titulación. 
 
CONCLUSIONES   
Las pruebas realizadas demostraron que está funcionando según lo previsto. Es posible 
enviar y recibir datos entre una plataforma embebida de tiempo real, en tiempo real y la 
plataforma robótica  Kobuki. Resolviendo así el problema planteado en el anteproyecto. 
El Sistema Operativos de Robots (ROS) al ser un framework utilizando para el desarrollo de 
aplicaciones presta muchas ventajas, la principal es la abstracción de hardware que permite que 
los algoritmos implementados en este proyecto pueden ser ejecutados no solo con Kobuki sino 
también con otros sistemas robóticos de diferentes fabricantes. 
La plataforma robótica móvil Kobuki tiene la ventaja de ser un robot omnidireccional que 
permite realizar movimientos de desplazamiento y de rotación facilitando la implementación de 
algoritmos para la teleoperación. 
La comunicación en múltiples maquinas permite exportar la información a una instancia 
remota al igual que interactuar con el servidor local, pudiendo hacer monitoreo, control o 
simplemente tareas de almacenaje. La principal ventaja es poder sumar capacidad de cómputo 
a la experiencia que se esté llevando a cabo. 
La configuración del sistema se basó en tres segmentos fundamentales que son: sistema de 
plataforma robótica Kobuki, Sistema de control, Sistema de tiempo real. Los cuales trabajando 
a la par se pudo resolver el problema planteado. 
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La implementación del software con el hardware se la realizó rápidamente gracias a la 




Se recomienda andes de efectuar cualquier manipulación a la plataforma robótica móvil 
Kobuki se debe leer con detenimiento el manual de operación con el fin de dar un buen 
funcionamiento de la plataforma y evitar daños que puedan ser irreversibles. 
Antes de ejecutar cualquier aplicación es recomendable que la batería del robot Kobuki se 
encuentre totalmente carga con la finalidad de evitar la pérdida de conectividad entre la PC o el 
módulo de tiempo real y así poder garantizar que las operaciones del usuario se realizaran sin 
inconvenientes. 
Se debe estimular al estudiante al manejo de la plataforma robótica móvil para la 
investigación y el aprendizaje gracias a sus diversas funcionalidades que tiene un alto grado de 
aplicabilidad en el campo de la robótica. 
Al iniciar la carga del programa en el microcontrolador Arduino se debe cerciorar en escoger 
la placa Arduino con la que se está trabajando en el software de la aplicación, de la misma 
manera se debe verificar el puerto en el que se está conectando ya que de no hacerlo emitirá un 
error de carga. 
Se debe estar pendiente de las actualizaciones y adiciones que se presentan en el Sistema 
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