Certified Complexity  by Armadio, R. et al.
Al
p
t
t
t
o
e
e
a
a
h
q
w
ﬁ
c
r
c
t
d
a
e
w
1
S-
©
SAvailable online at www.sciencedirect.com
Procedia Computer Science 7 (2011) 175–177
The European Future Technologies Conference and Exhibition 2011
Certified Complexity
R. Armadio, A. Asperti, N. Ayache, B. Campbell, D. Mulligan, R. Pollack,
Y. Regis-Gianas, C. Sacerdoti Coen, I. Stark
bstract
CerCo (‘Certified Complexity’) aims to develop tools for reasoning about intensional properties of programs written in high level
anguages. If successful, it will be possible to write correct hard real time programs and to formally prove, in a high level way, that
rograms meet all deadlines. Further, as many clock cycles as possible can be wrought from the processor by using a cost model
hat does not over-estimate.
Cost models for high level languages compiled to machine code are non-compositional. The cost model must be determined by
he compilation process and must assign costs to instructions depending on context. Our approach—letting the compiler output
he cost model—induces a precise cost model for the source program from the compilation process itself. Further, we must raise
ur level of trust in the (cost inducing) compiler. We plan to formally verify the compiler, proving it respects both intensional and
xtensional—w.r.t the cost model—properties of the source program.
Formal methods aim to increase our confidence in the reliability of software. Ideally, all software should come
quipped with a formal specification and a proof of correctness for the corresponding implementation. Most programs
re written in high level languages and then compiled into low level ones. Specifications are therefore also given at
high level and correctness can be proved by reasoning on the program’s source code. The code that is actually run,
owever, is not the high level source code that we reason on, but low level code generated by the compiler. A few
uestions now arise:
What properties are preserved during compilation, what properties are affected by the compilation strategy, and to
hat extent can you trust your compiler in preserving those properties?
These questions, and others like them, motivate a current ‘hot topic’ in computer science research: compiler veri-
cation. The field has only been focused on the first and last questions. Much at-tention has been placed on verifying
ompiler correctness with respect to extensional properties of programs—‘easily’ preserved during compilation.
With intensional properties of programs (e.g. time) the situation is more complex. To express these properties, and
eason about them, we must adopt a cost model that assigns a cost to single, or blocks, of instructions. A compositional
ost model, assigning the same cost to all occurrences of one instruction, would be ideal. However, compiler optimisa-
ions are inherently non-compositional: each occurrence of a high level instruction may be compiled in a different way
epending on its context. Both the cost model and intensional specifications are affected by the compilation process.
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s follows. We are developing a compiler that induces a cost model on high level source code. Costs are assigned to
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model is therefore inherently non-compositional, but can be extremely precise, capturing a program’s realistic cost.
That is, the compilation process is taken into account, not ignored. A prototype compiler, where no approximation of
the cost is provided, has been developed. (The technical details of the cost model are explained in [2].)
We believe that our approach is applicable to certifying real time programs. A user can certify that ‘deadlines’ are
met whilst wringing as many clock cycles from the processor—using a cost model that does not over-estimate—as
possible. We also see relevance to compiler verification. In our view, an optimisation speciﬁed only extensionally is only
half speciﬁed. Optimisations may preserve the denota-tional semantics of a program but fail to improve the program’s
intensional semantics.
Another potential application is toward completeness and correctness of the compilation process in the presence
of space constraints. A compiler could reject a source program targetting an embedded system when the size of the
compiled code exceeds the available ROM size. Preservation of a program’s semantics may only be required for those
programs that do not exhaust the stack or heap. The statement of completeness of the compiler must take in to account
a realistic cost model.
CerCo’s methodology assumes we can assign to object code exact and realistic costs for sequential blocks of
instructions. This is possible with modern processors, but difficult, as the structure and execution of a program itself
has an influence on the speed of processing. Caching, memory effects, and advanced features such as branch prediction
all have an effect on execution speed. For this reason CerCo decided to focus on 8-bit microprocessors. These are still
used in embedded systems, with the advantage of a predictable cost model due to their relative paucity of features.
Nevertheless, we expect our approach to scale to modern architectures by adopting tools and techniques from the Worst
Case Execution Time (WCET) community. Indeed our approach and those used in WCET are largely orthogonal and
could be combined.
Results and (short term) future work. We fully formalised an executable formal semantics of the MCS-51 micro-
processor [3], aimed to capture the intensional behaviour of the processor.
We fully formalized a large subset of C extended with ad hoc instructions to manage the unorthogonal memory
model of the MCS-51.
We implemented a mildly optimizing, cost an-notating compiler prototype, from our extended C language to the
MCS-51. The prototype will be soon certified in Matita [4] and outputs a precise induced cost model in the form of
cost annotations for control blocks.
We plan to formalise the compiler prototype and to develop a framework for exploiting cost annotations in the
certification of intensional properties of the source program, by the user.
Beyond the state of the art. Complete correctness proofs of entire compilers are now feasible. By ‘correctness’
we mean the semantic equivalence between generated assembly code and source program. In this domain, the most
technically advanced project to date is CompCert [5]. Coq is used both for programming and proving the correctness
of the compiler, certifying a mildly optimising C compiler, targetting an abstracted PowerPC assembly language.
CompCert focuses on the extensional properties of programs and ignores intensional properties. Though the Com-
pCert C compiler is guaranteed to preserve the denotation of a program under the compilation process, there is no
guarantee that the compiler will preserve or improve the time complexity of a program during the compilation process.
However, intensional correctness is at least as important as extensional correctness (consider a plane’s flight control
computer shutting down as memory has been exhausted). CerCo therefore extends the current state of the art, and
considers the intensional correctness of compiled programs.
We improve on CompCert in three important ways. We assume a formal model wherein resources (memory)
are constrained. We preserve the complexity of O(1) blocks of instructions, also tracing the way they are mapped to
assembly to reflect actual computational costs on the source code. Finally, we model the machine language of the MCS-
51, as opposed to modelling a more abstract assembly language, a la CompCert. However, to simplify the compiler and
allow separate compilation, we introduced an abstract assembly language, with similar features to ‘industrial strength’
assembly languages, such as labels, jumps to labels, and abstract data transfer instructions. We also wrote an assembler
which produces machine code from assembly.
All improvements greatly increase the the potential of exploitation. In particular, we see many applications to the
domains of embedded systems and realtime computation.References
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