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Esta dissertação tem como finalidade a investigação de uma plataforma para a guarda e 
proteção de dados de forma a garantir a confidencialidade, integridade e a disponibilidade 
dos dados (tríade CIA).  
Esta dissertação enquadra-se dentro de um projeto de dimensão maior, que utiliza a tec-
nologia blockchain para a guarda de bases de dados. A tecnologia blockchain tem várias pro-
priedades interessantes, sendo que uma delas é permitir a descentralização de sistemas, isto é, 
não existe um único ponto de falha, providenciando assim um sistema com robusto e com 
elevada disponibilidade. Esta tecnologia tem sido maioritariamente aplicada na construção de 
sistemas financeiros distribuídos, porém, no caso onde esta dissertação se enquadra, pretende-
se aplicá-la à guarda de bases de dados, onde todo o conteúdo guardado consiste no histórico 
de todas as operações CRUD, tanto sobre a estrutura de bases de dados, tal como sobre os 
dados em si. 
Considerando que os dados estarão distribuídos por vários sistemas não confiáveis, o 
foco desta dissertação é cifrar as bases de dados guardadas em blockchain nesses sistemas de 
forma a que estas mantenham a confidencialidade dos seus dados, impedindo assim a sua 
consulta indevida. A encriptação de dados impede a sua respetiva pesquisa e ordenação, pelo 
que esta dissertação também estuda potenciais estratégias para manter um equilíbrio entre a 
confidencialidade dos dados e a capacidade de os pesquisar e ordenar.  
Existem poucas implementações de bases de dados cifradas, e todas estas apresentam 
diferentes vantagens e desvantagens. Pretendemos nesta dissertação explorar este estado de 
arte, e daí desenvolver um mecanismo de persistência seguro enquadrado com o sistema 
blockchain envolvente, e que maximize o potencial de pesquisa de dados relevando o mínimo 
sobre os mesmos.  
 





























This dissertation's goal is to investigate a platform to store and protect data in a way that 
it ensures confidentiality, integrity and the availability of the data (CIA). 
This dissertation fits in a larger project that utilizes blockchain technology to store mul-
tiple databases. The blockchain technology has various interesting properties, one of them be-
ing the fact that it allows for decentralized systems, which means, there is not a single point of 
failure, providing then a robust system with high availability. This technology has been nor-
mally applied to constructing distributed financial systems, however, in the event that this 
dissertation fits into, the aim is to apply it to store databases, where all of its contents consists 
of the history of all CRUD operations, both the structure of the database and the data itself. 
 Considering that the data will be distributed amongst various un-trustworthy systems, 
the aim of this dissertation is to encode the stored databases in blockchain in these systems so 
that they can maintain the confidentiality of their data, stopping unwanted access. The encryp-
tion of data stops its own search and sorting, in which this dissertation also studies potential 
strategies to maintain the balance between confidentiality of data and the capacity to search 
and sort them.  
There exist few implementations of encrypted data bases and all of them show different 
advantages and disadvantages. In this dissertation we want to explore these art states and 
from there develop a safe persistence mechanism that fits within the blockchain system, and 
that it maximizes the potential of the search of data while revealing the bare minimum about 
them. 
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A proteção e a privacidade de dados pessoais são temas da maior importância. 
Na atualidade, muita informação importante sobre as populações encontra-se distribu-
ída por diversas organizações, como, por exemplo, a saúde, as forças de segurança, o 
exército, entre outras. A revelação desta informação para o público pode ser prejudicial 
para os seus proprietários. Um sistema seguro não só deve proteger a confidenciali-
dade dos dados, mas também garantir que a mesma não é alterada, e deve estar sem-
pre disponível quando requisitada. 
Os sistemas atuais encontram-se de tal maneira interligados, que a informação das 
sociedades se encontra distribuída e dispersa ao longo de variadíssimos sistemas com-
postos pelos mais diversos componentes e implementados pelas mais diversas tecnolo-
gias. Numa situação destas, a informação tende a ficar dispersa, que nem água dento de 
uma canalização sem fim. Porém, contrariamente à água, a fuga de informação pode ser 
extraordinariamente prejudicial. Deve, portanto, procurar-se desenvolver sistemas se-
guros, que garantam a confidencialidade dos dados, tal como a sua integridade e dispo-
nibilidade. Esta dissertação foca-se neste tema. 
De seguida, é feita uma introdução à segurança das bases de dados e à importância 
de os proteger. Tendo em conta que o foco desta dissertação está contido dentro de um 





este tema, sendo identificados os seus processos e o seu potencial para diferentes aplica-
ções. Terminaremos com uma explicação de como estes dois tópicos irão correlacionar-
se para a resolução do problema apresentado. 
 
1.1 Segurança de Sistemas Informáticos 
 
O valor e a quantidade da informação dos sistemas têm vindo aumentar, mas ao 
mesmo tempo esta informação tem ficado cada vez mais vulnerável à variedade de ame-
aças existentes, como o acesso e uso não autorizado, alteração e destruição dos dados 
[1].  
As bases de dados atuais contêm informação importante e confidencial que os uti-
lizadores não querem expor ao resto do mundo, como, por exemplo, a sua morada, as 
transações bancárias, número de telefone, entre outras. Esta informação encontra-se dis-
tribuída e replicada em diversos sistemas diferentes. Visto que as bases de dados são um 
recurso principal para a guarda e obtenção de informação, devemos aplicar políticas e 
procedimentos para a sua segurança e integridade. Estas, focam-se essencialmente em 
garantir a guarda dos dados tal como a sua transmissão segura. Esta segurança é forne-
cida através de técnicas criptográficas. 
Existem várias ameaças às bases de dados. Uma delas, por exemplo, consiste na 
perda de disponibilidade do sistema, resultando no impedimento de os utilizadores con-
seguirem aceder à sua informação. [2]. 
Outra ameaça é, por exemplo, o abuso de poder, o administrador do sistema pode 
ter interesse em alterar dados em seu benefício, ou em recolher informação para ativida-
des indevidas como data-mining ou a partilha com outros websites. 
Data-mining é o processo de fazer queries para extrair informação de uma grande 
quantidade de informação numa base de dados. Este processo pode causar problemas 
de segurança, expondo informação privada do utilizador. Por exemplo, nos Estados Uni-
dos, um empregado da empresa Target recebeu uma reclamação de um cliente devido a 
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terem enviado cupões de roupa para bebés à sua filha adolescente. Veio-se a descobrir 
que a filha deste cliente estava grávida. O sistema Target conseguiu obter esta informa-
ção a partir de data-mining [3]. 
Para impedir o acesso indevido à informação, são necessárias várias táticas e prá-
ticas, que requerem conhecimento e vontade, necessitam de tempo e dedicação, impõem 
um acompanhamento contínuo, e constituem um custo. Por todas estas razões, as orga-
nizações tendem a desleixar-se no cumprimento das mesmas. A situação encontra-se de 
tal forma grave que desde o ano de 2005 houve quase 12 mil milhões de registos com-
prometidos [4], e estes valores tem vindo a aumentar de ano para ano. Por exemplo, em 
2017 foi um ano onde os setores da saúde e de serviços de seguro médico foram especi-
almente atacados. 
 
Figura 1.1- Percentagem de registos comprometidos por setor em 2017, obtidos em [4] 
É importante referir que esta informação é referente a apenas casos que foram tor-
nados públicos. Ficando de fora os casos que não foram comunicados. 
Devido a estes problemas, no início de 2018 foram implementadas na Europa leis 
para a proteção de dados (GDPR) [5], que proporcionam aos cidadãos Europeus um 




 Nestas condições o utilizador tem direito a [6]:  
1. Receber informação de como os seus dados estão a ser processados; 
2. Ter acesso aos seus dados pessoais; 
3. Requerer que um provedor de serviço transmita os seus dados para outro pro-
vedor; 
4. Ser esquecido; 
5. Ser necessário o seu consentimento para o processamento dos seus dados pes-
soais; 
6. Ter os seus dados sensíveis seguros com políticas e práticas adequadas para o 
efeito; 
7. Ser informado caso haja perda ou uso indevido aos seus dados. 
 
Devido a todos os motivos supra mencionados, este tema é um tema complexo e 
em constante mudança. Se até empresas de grande dimensão sofrem ataques bem-suce-
didos, é compreensível que as outras empresas achem este tema assustador e complexo. 
Para tal, devem-se aplicar standards de segurança que facilitem a proteção dos dados, os 
quais devem ser logo pensados desde a sua conceção [1]. Com a capacidade de proces-
samento dos computadores a aumentar de ano para ano, as chaves dos algoritmos de 
encriptação são mais vulneráveis a ataques. Existem técnicas que facilitam a descoberta 
da chave secreta para revelar o valor cifrado. Este processo tem de ser adaptável, o que 




Figura 1.2- Ameaças a base de dados obtido em [1] 
Na Figura 1.2- Ameaças a base de dados obtido em Figura 1.2, retirado do artigo 
em [1], podemos observar os ataques mais comuns às bases de dados, onde o segundo 
ataque mais comum é SQL injections. Existe uma variedade de bibliotecas que nos 
protegem contra SQL injections. 
Infelizmente, existe muita ignorância e negligência neste tema. A abordagem típica 
das organizações consiste em restringir o acesso aos canais de comunicação através de 
uma intranet e um serviço de diretório. Isto é, fortificar as instalações com uma barreira 
que separa a infraestrutura do mundo exterior. O problema surge quando um atacante 
obtém acesso interno à rede.  
Consultoras depararam com vários sistemas informáticos sem segurança ou com 
uma falsa noção de segurança. São encontradas regularmente passwords sem estarem ci-
fradas, ou passwords que se encontram cifradas de tal maneira que é possível a uma pes-
soa com acesso privilegiado de decifrar as mesmas. 
Qualquer sistema que se pretenda seguro, terá que ter como foco a criptografia, a 
qual consiste em técnicas que procuram esconder informação secreta, permitindo que a 
mesma seja revelada apenas a quem tiver a devida autorização. Estas técnicas existem 
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desde a antiguidade, estando normalmente associadas a atividades militares e diplomá-
ticas. As mesmas surgiram da necessidade de comunicar em segredo ao longo de gran-
des distâncias e através de mensageiros. Nos tempos modernos, esta necessidade veio a 
crescer significativamente, principalmente com o surgimento da internet. Para tal foram 
desenvolvidas diferentes técnicas criptográficas, como a criptografia simétrica, a cripto-
grafia assimétrica, as assinaturas digitais, as funções hash, entre outras [7]. 
Em suma, a criptografia consiste na transformação de dados legíveis em dados 
ilegíveis, de forma a que estes fiquem seguros. Dados cifrados só poderão ser recupera-
dos recorrendo ao uso de uma chave ou um segredo. 
Contudo, dados cifrados ficam ilegíveis impossibilitando a sua pesquisa e ordena-
ção. Esta falta levou ao desenvolvimento de várias técnicas no sentido de contornar estas 
limitações, como a OPE (Order-preserving encryption), a ORE (Order-revealing encryption), 
e a criptografia homomórfica. 
Portanto para termos uma base de dados segura, temos três principais objetivos: 
(1) garantir a confidencialidade dos dados, permitindo que os mesmos só possam ser 
lidos e processados por utilizadores ou entidades autorizadas. (2) garantir a integridade 
destes dados, impondo que a informação só possa ser alterada por utilizadores autori-
zados, e que as suas alterações sejam rastreáveis. (3) assegurar a disponibilidade dos 
dados, isto é, que o acesso aos mesmos não seja comprometido. Estes três objetivos são 
conhecidos no mundo da segurança como tríade CIA (“Confidenciality”, “Integrity” e 
“Availability”).  
 
1.2 Enquadramento com Sistemas Blockchain 
 
Durante a última década, surgiu uma tecnologia inovadora denominada por 
blockchain. A tecnologia blockchain é, essencialmente, uma base de dados de registos dis-
tribuídos remotamente. Estes registos são transações ou eventos digitais que são execu-
tados e distribuídos por todos os seus participantes. Cada transação é verificada por 
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consenso da maioria dos participantes do sistema. Transações que entram na blockchain 
não podem ser eliminadas. Nestes termos, a blockchain contém todas as transações que 
foram aceites pelos participantes. 
A Bitcoin foi a primeira tecnologia a apresentar o uso do paradigma blockchain, 
usada para a construção de um sistema financeiro descentralizado (peer-to-peer). A 
Bitcoin foi construída com o intuito de não ser uma moeda centralizada. Este blockchain 
sobreviveu ao teste do tempo. Com milhares de milhões de dólares em Bitcoins guarda-
dos dentro do seu Blockchain, onde o acesso ao mesmo é público e acessível para qual-
quer um, não houve até hoje nenhum ataque que conseguisse comprometer o sistema.  
A tecnologia blockchain consiste num conjunto de blocos que estão ligados entre si, 
onde cada bloco contém um conjunto de transações que são verificadas pelos miners. 
Miners são as entidades da rede que tratam de produzir e validar os blocos. Cada bloco 
contém o hash (resumo) do bloco anterior, ligando assim os dois blocos, garantindo que 
para alterar um bloco teríamos de alterar todos os blocos subsequentes. Em resumo, os 
utilizadores da tecnologia blockchain vão enviar as suas transações para um dos miners, 
o miner irá validar a transação e inclui-la num bloco. E de seguida vai enviar o bloco para 
o resto dos miners para serem validados. 
 
 
Figura 1.3- Estrutura simples da blockchain 
                                                                    
Depois do sucesso da Bitcoin, surgiram outras implementações que utilizam esta 
tecnologia, por exemplo, a moeda Monero, que permite fazer transações sem serem vi-
síveis o recipiente e o remetente. 
Apesar da aplicação inicial da tecnologia blockchain ter sido para fins financeiros, 
nada impede outro tipo de aplicações, como para cadeias de abastecimento, segurado-
ras, registos médicos, entre muitos outros [8]. 
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A Bitcoin utiliza proof-of-work para a validação de blocos e por motivos de segu-
rança. Proof-of-work providencia uma propriedade bastante importante para a segurança 
da blockchain, esta propriedade denomina-se por imutabilidade [9]. Este método faz com 
que seja preciso uma capacidade exorbitante de computação, onde um atacante precisa 
de ter mais de 51% do poder de computação da rede para poder ter uma influência ne-
fasta na produção de blocos. 
Proof-of-work pode ser pensado como um puzzle matemático, que depende da in-
formação de cada bloco, onde se alterarmos um bloco será necessário recalcular o puzzle. 
E visto que os blocos contêm um resumo do bloco anterior, seria necessário recalcular o 
puzzle de todos os blocos sucessivos caso se quisesse alterar um bloco anterior. 
 Este método tem um elevado consumo de energia, tendo sido estimado que, no 
mínimo, a rede de miners gasta cerca de 23.38 TWh. Este valor foi calculado com base no 
hashrate e da energia mínima para obter esse hashrate [10]. 
Outras criptomoedas utilizam outros protocolos para fazer a verificação dos blocos 
sem utilizar o mesmo método que a Bitcoin. Por exemplo a EOS.IO, utiliza o método 
delegated proof-of-stake que consiste em eleger um conjunto de 21 miners que, em rede, 
determinarão a sequência correta de blocos, sem recorrer ao método proof-of-work. 
Esta criptomoeda providencia outra funcionalidade que consiste na execução de 
código em blockchain, denominado por smart contracts. A Bitcoin permite também estes 
contractos, mas são muito limitativos. 
Outra característica da EOS.IO é que os blocos são produzidos a cada meio se-
gundo, enquanto que no caso da Bitcoin, a produção de blocos é a cada 10 minutos [11]. 
Podemos concluir que existem blockchains com propriedades distintas. Foi apre-
sentada a Monero por apresentar propriedades de privacidade, a EOS.IO por apresentar 
uma variedade de funcionalidades e um desempenho bastante superior à Bitcoin e, por 
fim, a Bitcoin por esta ser a primeira a resolver o problema de double-spending e outras 






As características inovadoras da tecnologia blockchain, o seu impacto na sociedade, 
e os valores monetários significativos que as criptomoedas têm vindo a demostrar, foram 
fatores importantes para a motivação deste estudo. Além disto, houve uma evolução 
significativa de outras blockchains para com a Bitcoin, como EOS.IO ou Ethereum, os 
quais apresentam mais funcionalidades, e funcionalidades mais complexas. 
A finalidade desta dissertação é investigar mecanismos que permitam cifrar dados 
de tal maneira que os mesmos se mantenham pesquisáveis, revelando o mínimo sobre 
os mesmos. Onde vamos querer ter várias camadas de segurança, utilizando como fun-
damento os onion-routing, para permitir ter vários níveis de segurança onde a camada 
mais acima é equivalente à camada mais segura e a camada mais abaixo a menos segura.  
Para poder fazer queries sobre os dados encriptados é necessário preciso ser feito 
um estudo sobre as OPE (Order preserving encription), ORE (Order revealing encription), 
encriptação homomórfica e formas de fazer pesquisas de palavras sobre dados encripta-
dos sem que esta revele o seu valor. 
 
1.4 Objetivos da Dissertação 
 
Nos dias de hoje, existem sistemas que contêm uma grande quantidade de infor-
mação valiosa. Garantir a segurança desta informação é importante, mas tem-se verifi-
cado cada vez mais furtos, como referido na secção 1.1. O que aconteceu recentemente, 
e foi muito falado nos meios de comunicação social, foi o furto de informação na empresa 
Facebook, de cerca de 50 milhões de registos [12]. Há rumores que a utilização desta 
informação foi utilizada para influenciar as eleições norte americanas. Com este exemplo 
conseguimos perceber como a manipulação desta informação pode colocar em risco o 
nosso dia-a-dia e mesmo o das pessoas que não utilizam o sistema.  
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Sabendo que a blockchain contém características que facilitam o cumprimento da 
tríade CIA, providenciando uma sólida abordagem para a guarda de dados, simplifi-
cando a segurança dos mesmos, e reduzindo o esforço externo para os manter, preten-
demos utilizá-la para esse efeito. 
O sistema deve: 
• Promover a confidencialidade de todos os dados. Toda informação deve ser 
previamente cifrada do lado do cliente. Apenas pode não estar cifrada por 
configuração prévia do administrador. 
• Fornecer mecanismos de proteção de dados que impeçam os administradores 
do sistema, e ao próprio sistema em si, de os conseguir aceder. 
• Fornecer mecanismos de pesquisa sobre os dados cifrados revelando informa-
ção mínima sobre os mesmos. 
• Manter um histórico de todas as alterações que ocorreram no sistema e deve 
ser impossível de remover ou alterar este histórico. 
As blockchains cumprem por natureza com alguns pontos identificados em 
cima. A blockchain pretendida para esta solução apresenta muitas semelhanças com 
os outros blockchain existentes.  
Apesar disso a blockchain proposta tem as seguintes diferenças das outras: 
• O conteúdo da blockchain será um histórico de operações SQL 
• Os dados guardados estão cifrados 
• Os miners utilizam uma base de dados relacional para guardar os dados dos 
utilizadores.  
Em suma, o objetivo desta dissertação é ir construindo as diversas bases de dados 
a partir da leitura das diversas transações que estão contidas na blockchain. De seguida 
é necessário garantir a confidencialidade dos dados, para tal será feita a cifra dos mes-
mos. Por fim, para se efetuar pesquisas sobre os dados cifrados será necessário construir 





2  Trabalho Relacionado 
Nesta secção é apresentado de forma sumária alguns trabalhos relacionados, esco-
lhidos como os mais relevantes e correlacionados com esta investigação. O trabalho re-
lacionado é apresentado em três secções distintas, sendo a primeira dedicada a sistemas 
blockchain, a segunda dedicada a algoritmos criptográficos, e a terceira é dedicada a base 
de dados com dados cifrados e que permitam pesquisas sobre os mesmos. 
 
2.1 Sistemas Blockchain 
 
Como referido na secção 1.1.3, apenas foram escolhidas três blockchains. A primeira 
é a Bitcoin, que requer uma explicação mais extensa e detalhada para explicar o paradi-
gma geral dos sistemas blockchain. De seguida será apresentada a Monero que contém 
propriedades interessantes de privacidade. E por fim, é apresentada a EOS.IO, que em 
vez de ter apenas transações monetárias, também permite a execução de código. Estas 




A Bitcoin foi inventada em 2008 por alguém com o pseudónimo de Satoshi Naka-
moto, pela publicação de um paper intitulado por “Bitcoin: A Peer-to-Peer Electronic 





No seu livro 'Mastering Bitcoin' [14], Andreas Antonopoulos faz uma análise apro-
fundada sobre a história da Bitcoin, a sua estrutura, e o seu funcionamento. Iremos re-
correr várias vezes a este livro dentro desta secção.  
Nakamoto combinou várias invenções antigas como b-money e HashCash para criar 
uma moeda virtual completamente descentralizada sem depender de uma autoridade 
central. Foi o primeiro a resolver o problema do double-spending, sem recorrer a uma 
autoridade centralizada.  
A Bitcoin utiliza um sistema peer-to-peer, onde cada nó do sistema contém uma ré-
plica completa do blockchain, onde estão incluídas todas as transações, semdo o seu ta-
manho atual maior que 100GB. Para dispositivos com baixa capacidade de armazena-
mento, Nakamoto criou uma funcionalidade que permite sumarizar o blockchain, utili-
zando merkletree o utilizador apenas precisa de guardar o hash de cada transação. 
No artigo de conferência em [15], double-spending é definido por alguém poder emi-
tir uma transação em paralelo e transferir o mesmo montante para destinatários diferen-
tes. Num sistema bancário centralizado o problema pode ser resolvido, adicionando um 
número único a uma transação e assim o sistema consegue averiguar que a transação só 
é feita uma única vez. O valor total da Bitcoin à data da escrita desta dissertação é de 63 
mil milhões de US dólares. A maior transação na rede Bitcoin foi de 150 milhões de US 
dólares. 
Em 2011, Satoshi Nakamoto passou a responsabilidade do desenvolvimento do 
código para a comunidade. 
A Bitcoin foi contruída com o uso de uma variedade de conceitos e tecnologias. Os 
utilizadores podem transferir Bitcoins pela rede para fazer todo o tipo de atividades que 
as moedas físicas também fazem, como, por exemplo, comprar e vender mercadorias, 
transferir dinheiro para entidades ou organizações. Bitcoin é completamente virtual. As 
moedas estão implícitas em transações que transfere um valor de um remetente para um 
destinatário. Os utilizadores da Bitcoin utilizam chaves secretas que permitem provar 
que possuem Bitcoins na rede da Bitcoin. Ao possuir estas chaves, permite o utilizador a 
assinar transações para desbloquear o valor e transferi-lo para outro utilizador. Estas 
chaves normalmente são guardadas em carteiras digitais que estão localizadas num 
computador ou telemóvel. Basta possuir a chave para uma determinada transação para 
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poder gastar o valor, tendo assim o controlo total do dinheiro nas mãos de cada utiliza-
dor. 
 No caso das carteiras digitais, estas geram chaves automaticamente, onde esta, irá 
gerar duas chaves inicialmente, onde uma será o Bitcoin address (chave pública) e a chave 
para assinar transações (chave privada). Esta assinatura prova que o montante de uma 
transação pertence à pessoa que a assinou. Estas chaves após o momento de criação não 
estão apresentadas em nenhuma rede ou registada em nenhum sistema. 
 
Figura 2.1- Bitcoin wallet, obtido em [14] 
Apenas quando houver uma transação para o Bitcoin address, este endereço será 
reconhecido pela rede Bitcoin. Este Bitcoin address será como o NIB bancário, onde pode-
remos entregar a qualquer pessoa ou organização para ser feito uma transferência ban-
caria para a nossa conta. E note que sabendo o NIB o utilizador não terá acesso ao nosso 
dinheiro. Do mesmo modo, para ser feita uma transferência de bitcoins será necessário 
primeiro enviar o Bitcoin address ao destinatário. 
Visto que o utilizador é a única pessoa que terá as chaves, a perda destas irá ser 
equivalente a perder as Bitcoins associadas a essas chaves. Por isso os utilizadores são 
recomendados a replicar as suas chaves e guardá-las em sítios seguros.  
Bitcoins podem ser obtidas: 
• Por um amigo que tenha Bitcoins e pode comprar diretamente a ele. 
• Utilizar websites para encontrar vendedores ao pé de nós. 
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• Vender um produto por Bitcoins. 
• Existe caixas de multibanco que permite fazer a conversão. 
Antes de ser feita a troca por uma moeda física deve ser feito a verificação da taxa 
de cambio. O valor desta taxa é simplesmente calculado baseado na oferta e procura da 
moeda.  
Como referido anteriormente, a tecnologia blockchain é um sistema distribuído 
peer-to-peer, a Bitcoin apresenta as mesmas propriedades. As bitcoins são criadas pelo pro-
cesso denominado por “mining”, que envolve os “miners” competirem para descobrir 
uma solução de um problema matemático, enquanto valida as transações de Bitcoin. A 
dificuldade do problema matemático é ajustada para que a solução seja encontrada de 
10 em 10 minutos. Isto permite que seja produzido um bloco de 10 em 10 minutos, e o 
miner que encontrar a solução será recompensado com Bitcoins. Este processo alem de 
recompensar o miner, está a criar novas moedas. 
Este problema matemático tem o nome de proof-of-work, onde o processo de obter 
a solução é difícil e validar se a solução é correta é fácil. O processo basicamente é com-
posto por 2 passos: 
1. Alterar um valor do bloco header arbitrariamente – nonce 
2. Fazer o hash do bloco até obter um certo número de zeros 
Supondo que queremos efetuar uma transação de Bitcoins para outra pessoa, tere-
mos de esperar em média 5 minutos para que esta transação seja confirmada. Uma tran-
sação confirmada significa que esta transação foi verificada pelos miners e incluída num 
bloco. 
No caso da Bitcoin os seus blocos são constituídos por uma série de transações va-
lidadas pelos miners e como referido anteriormente, os blocos estão interligados em cor-
rente, onde para alterar um bloco terá de recalcular o proof-of-work para todos os seus 




Uma forma ingénua de tentar atacar este sistema seria alterar as transações para 
serem destinadas ao atacante. Esta tentativa iria ser inútil, para isto este atacante teria de 
obter a solução correta do proof-of-work, que é bastante difícil de obter. E mesmo que o 
atacante conseguisse atingir a solução correta, e transmitisse para a rede um bloco com 
transações inválidas, este bloco iria ser verificado pelos outros miners e considerado in-
valido e descartado da blockchain. 
 
Figura 2.2- Blockchain 51% attack 
 
Um possível ataque ao proof-of-work seria o ataque de 51%, onde o atacante tem 
51% da capacidade de computação da blockchain e decidem construir uma blockchain em 
paralelo não contendo uma determinada transação que já foi validada na blockchain. Esta 
blockchain vai ser construída em paralelo a partir do bloco onde o atacante pretende omi-
tir a transação e irá tentar criar uma corrente maior que a blockchain principal. Blockchain 
principal será substituída pela blockchain criada pelos atacantes caso esta seja maior que 
a blockchain principal. Isto acontece devido aos nós da rede aceitarem como a blockchain 
principal a que seja mais longa e que tenha as suas transações válidas. Com este ataque 
é possível cancelar a transação previamente feita e gastar o dinheiro outra vez que foi 
gasto previamente (double-spending). Para ser efetuado um ataque deste tipo seria neces-






Figura 2.3- Blockchain 
 
Devido a este problema, se quisermos ter a certeza que a nossa transação foi aceite 
em transações de grandes valores, só se deve aceitar a transação como confirmada ao 
fim de ter se criado pelo menos 6 blocos na blockchain. Para tal terei de esperar entre 50-
60 minutos. Ao fim de 6 blocos é considerado irrevogável, porque requeria uma grande 
quantidade computacional para invalidar e recalcular o proof-of-work de 6 blocos.  
Transações são maioritariamente constituídas por inputs e outputs. Cada transação 
é constituída por um ou mais inputs que é a quantidade de dinheiro que queremos gas-
tar. Além de inputs, as transações contêm outputs, onde são referidos os destinatários do 
nosso input e o montante. Além destes, também é constituída por uma taxa de transação 
(transaction fee) que é uma pequena quantia para incentivar o miner a validar esta transa-
ção. Cada input vai ter uma prova como esses inputs pertencem ao utilizador com a assi-
natura do utilizador.  
No sistema Bitcoin, gastar Bitcoins é equivalente a assinar uma transação que trans-
fere o dinheiro de uma transação antiga para uma nova. Ou seja, para gastar estas moe-
das temos de obter outputs de transações anteriores que recebemos e que ainda não fo-
ram gastos, de seguida, pô-los como inputs assinando-os como prova que este output me 






Figura 2.4-Transações Bitcoin, obtido em [14] 
 
Como se pode observar na Figura 2.4, se tivermos um output destinado a nós de 10 
Bitcoins e queremos enviar apenas 5 Bitcoins, teremos de criar o troco para nós, ou seja, 
terei de criar 2 outputs um com 5 para o destinatário que pretendemos enviar 5 Bitcoins 
e outro output com 5 Bitcoins para nós. 
Mas neste caso a nossa transação não teria taxa de transação, o que faz com que 
provavelmente, os miners não vão querer validar a nossa transação, a taxa de transação 
é uma maneira de incentivar o miner a validar a minha transação. Esta taxa é mais uma 
propriedade que faz com que aumente a segurança da blockchain, fazendo com que o 
miner receba uma recompensa caso valide a transação corretamente 
Para saber qual deveria ser o valor da taxa de transação, existe websites que nos 
dizem o valor por cada byte que a transação tem. Quanto maior for a taxa de transação 
por byte mais rápido esta transação será incluída no bloco. 
É importante ter atenção, que mesmo que uma transação não seja validada devido 
à taxa de transação ser baixa, esta transação não irá ficar presa. Pode se usar os mesmos 
outputs para criar a mesma transação, mas com uma maior taxa de transação. Isto é pos-
sível porque enquanto a transação não seja validada e incluída num bloco é como se 
nunca tivesse acontecido. Assim quando a transação com uma maior taxa de transação 
for inserida num bloco, a transação mais antiga será invalida e descartada pelos miners.  
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Podemos concluir que a Bitcoin tem alguns problemas de escalabilidade, visto que 
as transações só são validadas de 10 em 10 minutos. Nem todas as transações serão va-
lidadas porque os blocos têm um tamanho estável, ou seja, não aumenta o tamanho dos 
blocos com o número de transações à espera de serem validadas. Com isto, um aumento 
de números de transações para serem inseridas num bloco, aumenta proporcionalmente 
o tamanho de espera para que as transações sejam validadas. Concluindo que Bitcoin 
não apresenta um sistema escalável, podendo esperar 10 minutos ou mais para uma 
transferência ser validada e incluída num bloco.  
Este sistema também não garante a privacidade de quem a usa. Todas as transa-
ções podem ser vistas por qualquer utilizador, sendo proprietário ou não e ainda é pos-




A Monero é uma moeda digital, lançada pelo Nicolas van Saberhagen mais conhe-
cido pela alcunha de “thankful_for_today” a 18 de abril de 2014. Inicialmente o seu nome 
era BitMonero, no entanto foi alterado quando o criador abandonou o desenvolvimento. 
Isto aconteceu porque a comunidade que apoiava a Monero quis fazer melhorias, mas o 
seu criador não concordou. Sete pessoas dessa comunidade tiraram-lhe o poder e fica-
ram no “comando”. Esta moeda foi construída a partir do zero e não um clone da Bitcoin, 
o que leva à dificuldade de produzir wallets e outras aplicações para esta moeda. 
No artigo “CryptoNote v2” de Nicolas van Saberhagen [16], Saberhagen faz uma 
análise da estrutura e do funcionamento desta criptomoeda. Iremos recorrer este artigo 
dentro desta secção para explicar os diferentes conceitos. 
Cada conta possui duas chaves privadas a spend key e a view key. A spend key per-
mite gastar os fundos da conta. Esta chave pode ser utilizada para originar todas as ou-
tras chaves da conta. A view key é utilizada para ver todas as transferências que o utili-
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zador recebeu. As transações são privadas, mas opcionalmente podem tornar-se trans-
parentes, ou seja, se o utilizador assim desejar, pode partilhar a sua view key para que 
outras pessoas possam ver as suas transferências recebidas. 
Cada conta também tem duas chaves públicas correspondentes à chave privada 
spend key e à chave privada view key. A public view key é utilizada para gerar um endereço 
único, que se denomina por stealth address, o qual permite utilizar a private view key para 
determinar se uma data transação é para a respetiva conta. Ademais, a public spend key 
tem a funcionalidade de verificar se as transações são válidas.  
Os blocos têm tamanho dinâmico, ou seja, podem aumentar de tamanho consoante o 
fluxo de transações, havendo também um incentivo para os miners aumentarem o tama-
nho dos blocos de uma forma gradual. Os blocos são produzidos de 2 em 2 minutos, 
sendo gerados pelos miners de acordo com um modelo de consenso equivalente ao da 
Bitcoin, proof-of-work. Neste caso, a Monero utiliza o algoritmo Cryptonight para gerar os 
hash dos blocos, este algoritmo pode ser processado de forma eficiente por GPUs e CPUs. 
Isto acontece devido ao algoritmo Cryptonight requerer no mínimo 2mb de memória. Se 
acedermos à memória de um GPU GDDR5 é relativamente mais lento que aceder à me-
mória de um CPU, isto faz com que CPU consiga ter um bom desempenho utilizando 
este algoritmo. 
Semelhantemente à Bitcoin, os miners escolhem e validam as transações inserindo-
as num bloco, procedendo à execução do algoritmo o Cryptonight até conseguirem obter 
a solução correta.  
O grande objetivo da Monero consistem em que as transações apresentem as se-
guintes propriedades [17]: 
 
• Não serem rastreáveis, ou seja, que as transações não formem uma corrente 
de transações como na Bitcoin, onde começando de uma transação consegui-
mos rastrear até a sua origem. 
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• Não terem nenhuma ligação, ou seja, não ser possível associar um utilizador 
a uma transação. 





As ring signatures permitem esconder a identidade da pessoa que pretende enviar 
os seus fundos. As transações são bastante parecidas às transações da Bitcoin, a ring sig-
nature é construída pela combinação de vários outputs existentes (denominados por de-
coys), com o output verdadeiro do utilizador que pretende fazer a transação [18]. Estes 
outputs são obrigatoriamente outputs válidos que podem ser gastos. Com este processo, 
é possível ao utilizador de enviar uma transação sem comprometer a sua identidade. 
 
 
Figura 2.5 -Ring Signature 
Devido ao miner não saber de quem é o output, é preciso de arranjar uma forma 
para o miner conseguir verificar que o output só é gasto uma única vez, para tal é utili-
zado uma key image. 
 A key image é derivada do output original e é calculado a partir de um algoritmo 
de curvas elípticas, fazendo com que não seja possível descobrir o output sabendo a key 
image e que o output só é gasto uma única vez. 
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Antes da implementação da Ring Confidential Transaction (RingCT), nas transações 
da Monero era necessário que o valor fosse dividido em vários anéis, por exemplo, se 
uma pessoa quisesse enviar 12.5 XMR seria necessário criar três anéis um com os respe-
tivos valores: 10, 2 e 0.5. Esta limitação permitia aos utilizadores ver as quantidades que 
estão a ser transferidas. 
Com a implementação da RingCT [19] torna-se possível esconder os valores que 
estão a ser transferidos nas transações sem impedir que seja possível fazer a verificação 
de se a transação é válida. 
Estas transações são semelhantes às transações da Bitcoin, onde são constituídas 
por inputs e outputs, mas no caso da Bitcoin, para uma transação ser válida, a soma de 
inputs tem de ser igual à soma de outputs mais a taxa de transação. No caso da Monero é 
utilizado um algoritmo criptográfico, Pedersen Commitment [19], que permite que as 
somas sejam feitas sobre valores encriptados sem revelar o valor individual de cada in-
put ou output. Como existem vários inputs e não se sabe qual é o input certo, a RingCT 
apenas necessita de que uma das combinações dos inputs seja igual à soma dos outputs. 
Esta solução veio trazer outro problema, devido a permitir que possa haver valores ne-
gativos e como quem verifica não sabe se este valor é positivo ou negativo, isto permiti-
ria, por exemplo, criar uma transação onde o input é 10 XMR e os outputs seriam 20 XMR 
e -10 XMR, isto faz com que transação fosse válida porque a soma dos seus inputs seria 
igual ao dos outputs. Para prevenir este problema, implementou-se a range proof que per-
mite verificar se o valor encriptado é um valor positivo. No entanto, após algum tempo 
substitui-se este método pelo bulletproof, o qual diminuiu substancialmente o tamanho 
das transferências, cerca de 80%, e o tempo de verificação, mas aumentou o tempo de 
criação da transação. 
 
Stealth Addresses 




Sempre que existe uma transação, os remetentes são obrigados a construir um 
stealth address, isto é, um endereço que só pode ser utilizado uma única vez. Este ende-
reço é construído a partir da public view key do destinatário e de um número gerado ale-
atoriamente [17]. Este número aleatório será utilizado também para calcular o identifi-
cador da transação. 
 Para estes cálculos será utilizado o algoritmo de curvas elípticas. 
 
Figura 2.6 -Cálculo do Stealth Address obtido em [16] 
 
De seguida o destinatário utilizando a sua private view key, em todas as transações 
aplicando um cálculo que se o resultado coincidir com o identificador da transação é 
porque a transação é para si (Figura 2.7). 
 
 
Figura 2.7 -Verificação de transações obtido em [16] 
 
Podemos concluir que esta blockchain apresenta diversas propriedades para prote-
ger a privacidade do utilizador, sendo que em cada transação não se consegue descobrir 
23 
 
nenhuma informação sobre o remetente e o destinatário. Também é de notar que não é 
possível seguir uma transação até a origem da moeda. Apesar desta blockchain produzir 
blocos de 2 em 2 minutos, esta produção é pouco escalável, visto que se tem de esperar 




A EOS.IO é uma blockchain bastante recente, lançada no dia 1 de junho de 2018. A 
EOS.IO opera como uma plataforma que executa smart contracts e como um sistema ope-
rativo remotamente distribuído. Os smart contracts definem uma interface (ações, estru-
turas de dados, parâmetros) e o código que implementa esta interface. A EOS.IO foi 
construída com intuito de ser utilizado para a implementação de aplicações de escala 
industrial e descentralizadas sobre esta. Este permite aos programadores de software 
criar aplicações onde os utilizadores da aplicação podem utilizar a sua aplicação gratui-
tamente. Esta apresenta uma solução para o problema de escalabilidade da Bitcoin, onde 
os blocos são criados de meio em meio segundo e ainda permite execuções em paralelo.  
Nesta secção irá ser descrito alguns processos da EOS.IO a partir do único docu-
mento disponível em [11] pelos principais contribuidores deste sistema. 
A EOS.IO apresenta um modelo de consensos diferente da blockchain e da ethe-
reum, o modelo utilizado é o Delegate Proof Of Stake (DPOS) enquanto as blockchains an-
teriormente referidas utilizam o proof-of-work. Este algoritmo é dividido em duas partes: 
a eleição dos produtores dos blocos (block producers) e o agendamento da produção 
(quando é que o produtor de blocos deve produzir). Apenas os utilizadores que têm 
dinheiro investido têm o poder de votar para escolher quem serão os produtores os blo-
cos. Quanto mais dinheiro investido maior valor terá o seu voto, isto faz com que a pes-
soa vote num produtor de blocos legitimo. Ter mais dinheiro investido, é consequente-
mente, quem tem mais a perder. Isto é, se a blockchain não está a ter um funcionamento 
correto, a moeda perde valor e consequentemente o investidor irá perder o seu dinheiro. 
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A EOS.IO tem 21 produtores de blocos, onde a cada meio segundo um produtor 
será escolhido para produzir um bloco, para de seguida o bloco ser incluído na 
blockchain, pelo menos 15 produtores de blocos têm de validar este bloco. 
Se um produtor falhar a produção de um bloco e não produzir num período de 24 
horas este será removido, até notificar a blockchain que pretende voltar a produzir blocos. 
Visto que só existe 21 produtores e os produtores são pagos em EOS, estes vão fazer de 
tudo para produzirem os blocos corretamente, para não perderem o seu lugar como pro-
dutor de blocos. Daniel Larimer, é o principal contribuidor para a construção da EOS.IO 
publicou um documento online em [20] sobre a guarda dos dados da blockchain, onde 
afirma que os produtores são responsáveis por guardar e replicar ficheiros de grande 
dimensão. Isto leva a que os produtores blocos sejam escolhidos com base em estarem 
dispersos e da sua capacidade de armazenamento. Este sistema de guarda de ficheiros é 
público e os utilizadores que queiram que o acesso seja privado têm de encriptar os seus 
ficheiros antes de serem enviados. 
Além disso, os produtores de blocos têm a capacidade de congelar contas, isto é, 
se o produtor verificar que o seu smart contract tem um mau funcionamento, como con-
sumir demasiados recursos, o produtor pode congelar a conta, deixando de executar as 
ações desse smart contract. As contas só poderão ser congeladas se 15 dos 21 produtores 
de blocos concordarem com essa ação.  
A EOS.IO foi construída com o fundamento de ter aplicações descentralizadas com 
os seguintes requisitos: 
• Estar disponível para milhares de pessoas 
• Gratuito para os utilizadores 
• Responsivo 
• Ser possível atualizar estas aplicações  
• Utilizar nomes em vez de chaves criptográficas 
O facto de EOS.IO usar DPOS e ser uma blockchain cobre a maior parte dos pontos 
dito a cima. 
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Na EOS.IO existem três tipos de recursos consumidos pelas aplicações que correm 
nesta blockchain: 
• Bandwidth e o armazenamento do registro (ROM) 
• Utilização do CPU 
• E armazenamento do estado (RAM) 
A blockchain mantém um registro de todas as ações efetuadas a uma aplicação. Isto 
permite reconstruir o estado de todas as aplicações. O débito computacional é a quanti-
dade de cálculos que se tem de fazer para recuperar o estado a partir do registro. Se este 
debito crescer demasiado, é preciso de criar snapshots do estado das blockchain e eliminar 
todo o histórico anterior. Se este crescer demasiado rápido, então pode ser preciso 6 me-
ses para executar 1 ano de registros.  
O armazenamento do estado é informação acedida a partir da lógica da aplicação. 
Esta informação deve ser apenas a informação do estado da aplicação, isto é, informação 
que é manipulada pela aplicação. 
Os produtores de blocos publicam quanto bandwith, computação e estado têm. Os 
utilizadores podem utilizar estes recursos investindo os seus tokens, onde se investir 1% 
dos tokens existentes, o investidor obtém 1 % do armazenamento do estado, da bandwith, 
e da computação disponível pelos produtores de blocos. 
Isto permite a quase criar uma aplicação gratuitamente, onde compramos e inves-
timos tokens, para obter os recursos disponíveis. Depois quando já não quisermos a nossa 
aplicação a correr sobre esta blockchain podemos retirar os tokens investidos e vendê-los 
de volta. 
A EOS.IO permite esconder as chaves criptográficas do utilizador, onde todos os 
utilizadores são identificados por um nome escolhido pelo criador da conta. Este nome 
pode ter até 12 caracteres. Para criar uma conta é necessário reservar RAM. Este processo 
é feito pelos criadores da aplicação, fazendo com que os utilizadores não tenham de pa-
gar para usar a aplicação. 
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A EOS.IO implementa um processo de governance que direciona eficientemente a 
influencia existente dos produtores de blocos. O sistema reconhece que quem tem o po-
der são os utilizadores que tem tokens investidos, que podem delegar poder aos produ-
tores de blocos. Com isto, é atribuído aos produtores um poder limitado que lhes per-
mite congelar contas, atualizar aplicações e propor alterações ao protocolo existente. 
Antes que qualquer mudança no blockchain ocorra, os produtores têm de aprovar 
essa alteração, mas se os produtores não aceitarem as mudanças desejadas, os utilizado-
res que têm tokens investidos podem mudar o seu voto, para que o produtor deixe de 
produzir blocos. 
Podemos concluir que esta blockchain tem propriedades bastante diferentes com-
parado com as outras blockchains apresentadas. Algumas destas propriedades são: (1) 
permite todo o tipo de transações e não apenas transações financeiras. (2) recuperação 
de conta. (3) sistema de permissões. (4) permite produção e verificação de blocos de uma 
forma bastante eficiente comparado com as outras blockchain apresentadas. 
Esta blockchain foi construída com o intuito de facilitar aos programadores o de-
senvolvimento de aplicações descentralizadas com baixo custo e que consiga efetuar mi-
lhares de transações. Para tal, apenas é necessário que os programadores invistam os 
seus tokens e quando não precisar mais deste serviço é possível vendê-los de volta. Per-
mitindo quase a hospedagem gratuita das suas aplicações. A hospedagem é quase gra-
tuita devido ao preço destas moedas criptográficas serem instáveis, podendo descer ou 
aumentar de um dia para o outro. 
 
2.2 Algoritmos Criptográficos 
 
Nos dias de hoje existe uma grande necessidade de transmitir e guardar informa-
ção de forma secreta a partir da internet, como por exemplo, mensagens trocadas, trans-
mitir informações de cartão de crédito, as nossas passwords, entre outras. Este problema 
é resolvido a partir de criptografia [21]. O objetivo principal desta secção será mostrar 
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alguns esquemas de encriptação que podem ser relevantes para alcançar os objetivos 
desta dissertação. 
 
2.2.1 Funções hash 
 
O propósito das funções hash consiste em produzir uma "impressão digital" de um 
ficheiro, mensagem ou um bloco de dados. Uma função H deve ter as seguintes propri-
edades [22]: 
 
• Fácil de computar 
• Pode ser aplicado a um bloco de dados com um tamanho arbitrário  
• Deve produzir um output de tamanho fixo 
• Dado um output h é computacionalmente infazível encontrar x, 
sendo que H(x)=h 
• Para qualquer bloco de dados x, é computacionalmente infazível en-
contrar um y≠x com H(x) = H(y) 
• É computacionalmente infazível encontrar qualquer par (x,y), onde 
H(x)=H(y) 
 
Existem várias funções de hash, como o SHA-1, o SHA-256, o SHA-384, o SHA-512, 
estes produzem outputs com diferentes tamanhos, 160, 256, 384, 512, respetivamente. 
Estas funções são utilizadas frequentemente para guardar passwords de utiliza-
dores, onde não deve ser possível ninguém saber esta password a não ser pelo próprio 
utilizador. Com as funções de hash podemos produzir o hash de uma password para ser 
guardado numa base de dados, isto permite a que, quem obter os hashs das passwords 
não consegue reverter o processo e obter a password. 
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Com as propriedades apresentadas anteriormente, também é possível garantir au-
tenticação das mensagens, com a junção de cifras assimétricas, e a integridade das men-
sagens. No caso de alterar algum elemento na mensagem, consequentemente o hash re-
sultante irá ser alterado, assim o utilizador pode verificar a integridade das mensagens 
comparado com o hash inicialmente produzido.  
 
2.2.2 Cifra Simétrica 
 
O paradigma da cifra simétrica consiste em permitir a cifragem e decifragem de 
conteúdos recorrendo a apenas uma chave secreta tanto para cifrar como para decifrar. 
Assim, pode ser partilhada uma chave secreta entre várias entidades, e estes po-
dem trocar mensagens entre eles, permitindo apenas às entidades que tenham a chave 
secreta decifrar o conteúdo das mensagens. É importante notar que quem descobrir a 
chave secreta consegue decifrar também o conteúdo destas mensagens. 
Existe dois tipos de cifras simétricas: (1) cifra em stream ou (2) cifra em blocos. 
A cifra em stream é utilizado quando queremos enviar conteúdo de forma contínua 
e não de uma vez só, por exemplo, pode ser utilizado para enviar vídeos, onde o vídeo 
é descarregado à medida que o utilizador observa o vídeo. Cifra em stream foi derivado 
de cifra em blocos, onde o conteúdo em vez de ser cifrado em blocos de tamanho fixo 
será cifrado de bit em bit. Ou seja, este tipo de cifra consiste em gerar bits de forma 
pseudoaleatória e combinar com o texto dado. Os bits gerados de forma pseudoaleatória 
são derivados da chave secreta.  
Normalmente quando queremos enviar o conteúdo de uma vez só, utiliza-se cifra 
em blocos. Este tipo de cifra separa a mensagem em vários blocos de tamanho fixo, se o 
último bloco não for preenchido será necessário preenchê-lo. 
Para a cifra em blocos existe vários modos de cifra, que são bastante importantes 
para a segurança das mensagens, como para o desempenho que queremos que as nossas 
aplicações tenham. Os modos mais utilizados são: ECB, CBC, CTR. Vou recorrer ao ar-




Figura 2.8- Processo ECB 
 
O modo ECB é o modo que nos dá menos segurança, visto que dado um bloco, o 
resultado vai ser sempre o mesmo. E este modo é suscetível a ataques de dicionário, 
onde o atacante vai guardando a mensagem e o respetivo resultado da mensagem ci-
frada. 
 
Figura 2.9- Processo CBC 
 
No modo CBC, a cada bloco é efetuado um XOR com o resultado do bloco previa-
mente cifrado. Terá de ser feito um XOR ao primeiro bloco com o vetor de inicialização, 
visto que o primeiro bloco não tem bloco anterior. Este vetor é simplesmente um vetor 
de bytes gerados aleatoriamente. 
Todo este processo faz com que o resultado de um bloco depende do bloco ante-




Figura 2.10- Processo CTR 
 
Por último, CTR utiliza um número gerado aleatoriamente, onde para cada bloco 
é efetuado a cifra da soma do número aleatório com a posição do bloco, para posterior-
mente ser efetuado um XOR do bloco com o resultado da cifra. Isto faz com que este 
processo possa ser paralelizado, visto que para processar um bloco não depende do an-
terior. 
Esta técnica trás a inconveniência que, por exemplo, se A e B quiserem comunicar 
de forma secreta com criptografia simétrica: 
• A ou B selecionam uma chave fisicamente ao respetivo destinatário 
• Uma entidade terceira entrega a mesma chave fisicamente a ambos 
Isto faz com que esta técnica seja pouco prática para iniciar uma comunicação. 
Existem vários algoritmos de cifra como o AES, DES, BLOWFISH, entre outros. 
Cada algoritmo utiliza chaves que têm um tamanho estipulado e dependendo disso os 
blocos irão ter um determinado tamanho. No caso do DES este só pode ser utilizado com 
chaves de 56 bits e os blocos têm de ter 64 bits. Devido ao tamanho da chave deste algo-
ritmo, é possível achar a chave com ataques de força bruta nos tempos de hoje em dia, 
tornando este algoritmo bastante vulnerável. Isto leva ao problema que se aumentar de-
masiado a capacidade de computação, os algoritmos irão ficar obsoletos devido a terem 
um tamanho de chave específico. 
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Com isto dito é necessário verificar quais são os algoritmos que são seguros atual-
mente. Como já referido numa secção anterior, o que é seguro no dia de hoje pode já não 
ser seguro no dia de amanhã.  
 
2.2.3 Cifra Assimétrica 
 
Para descrição desta técnica será utilizado, o livro Cryptography and Network Se-
curity: Principles and Practice de William Stallings [22], iremos recorrer várias vezes a 
este livro para descrever a criptografia assimétrica nesta secção. 
 
Figura 2.11- Cifra com a chave pública 
 
A criptografia assimétrica consiste em utilizar diferentes chaves para o processo 
de cifra e de decifra. Uma chave denomina-se por public key (chave pública) e outra por 
private key (chave privada) que só deve ser conhecida pelo proprietário. Onde a chave 
pública, como o nome diz, pode ser partilhada com qualquer pessoa. Cada chave pri-
vada tem uma chave pública correspondente. E ao saber a chave pública não é possível 
obter a chave privada. Ou seja, se cifrarmos o conteúdo com a chave pública, só podemos 
decifrar o conteúdo com a chave privada, e vice-versa. Esta técnica de cifra pode ser 
utilizada para autenticação como para trocar uma mensagem secreta. 
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Para trocar uma mensagem de forma secreta, basta cifrar o conteúdo com a chave 
pública, assim apenas o utilizador que tiver a chave privada pode obter a mensagem. 
Esta propriedade é bastante útil, visto que podemos enviar uma mensagem para um 
utilizador sem ter que combinar previamente uma chave em segredo. Mas levanta o pro-
blema de não conseguirmos saber quem é que nos enviou a mensagem. 
Uma forma ingénua de ser efetuada autenticação, seria enviar no corpo da mensa-
gem em forma de texto o remetente da mensagem, mas mesmo assim, este texto não nos 
dá uma prova que foi essa pessoa a enviar a mensagem, pode ter sido alguém a fazer-se 
passar por outra entidade. Para resolver este problema, insere-se uma assinatura digital 
no corpo da mensagem, esta assinatura é constituída por um hash do conteúdo e depois 
é cifrado com a chave privada do remetente. Para verificar a autenticidade do conteúdo, 
o destinatário terá de decifrar assinatura com chave pública do remetente e executar a 
mesma função de hash no conteúdo, para depois comparar o resultado do hash produ-
zido com o hash contido na assinatura. Visto que deciframos o conteúdo com a chave 
publica do remetente, o remetente será o único capaz de produzir aquele hash, tendo em 
conta que é a única pessoa que tem acesso à sua chave privada. 
É de notar que se nós cifrarmos o conteúdo com a nossa chave privada, consequen-
temente, qualquer entidade que tenha a chave pública conseguirá decifrar o conteúdo. 
E se alguém cifrar o conteúdo com a nossa chave pública, apenas nós que possuímos a 
chave privada conseguimos decifrar este conteúdo. 
Existe vários algoritmos que utiliza estas técnicas de encriptação simétrica, como 
o RSA, o Diffie-Hellman, o DSS, o Elliptic curve, entre outros. Cada algoritmo tem pro-








Tabela 2.1-Algoritmos de cifra assimétrica 
Algoritmo Cifrar/Decifrar Assinatura digital Troca de chave 
RSA Sim Sim Sim 
Diffie-Hellman Não Não Sim 
DSS Não Sim Não 
Elliptic curve Sim Sim Sim 
 
Estes algoritmos são lentos devido a necessitarem de uma grande capacidade de 
computação. O algoritmo Elliptic Curve Encryption(ECC) é bastante mais eficiente que os 
outros algoritmos apresentados. Este algoritmo, utiliza chaves bastante mais pequenas 
que o RSA e oferece o mesmo nível de segurança. Para obtermos o mesmo nível de se-
gurança, o ECC apenas precisa de uma chave de tamanho de 160 bits, onde RSA neces-
sita de uma chave de 1024 bits. Isto faz com que seja bastante mais eficiente, visto que o 
algoritmo vai executar cálculos matemáticos sobre valores de dimensão bastante mais 
pequena [24].  
Ou seja, este algoritmo permite-nos oferecer todas as funcionalidades das cifras 
assimétricas e com um desempenho bastante melhor que os outros algoritmos de cifra 
assimétrica. Mas é de notar que com algoritmos de cifra simétrica continuamos a obter 
um desempenho um pouco melhor e maior segurança. 
Esta técnica apesar de resolver alguns dos problemas da cifra simétrica, como a 
partilha de chaves ou o tamanho dinâmico das chaves, estes têm o problema de que para 
ter a mesma segurança que algoritmos de cifra simétrica necessitam ter chaves bastantes 
maiores(excluindo o algoritmo ECC), e isto leva a que tenham de efetuar exponenciação 
de números de grandes dimensões, tornando estes algoritmos bastante mais lentos que 
os algoritmos de cifra simétrica [25]. 
Por estes motivos, a cifra assimétrica é utilizada essencialmente para combinar en-
tre entidades uma chave para o algoritmo de cifras simétrico e para garantir autentici-
dades das mensagens com assinaturas digitais. 
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2.2.4 Cifragem com Preservação de Ordem 
 
Com a necessidade de guardar os dados sensíveis em sistemas desconhecidos de 
uma forma segura levou igualmente à necessidade de fazer perguntas sobre estes dados 
cifrados, sem revelar os dados aos administradores destes sistemas. Isto levou à criação 
de esquemas de encriptação que utilizam OPE (Order Preserving Encryption). 
 Para um algoritmo ser considerado OPE necessita de satisfazer as seguintes con-
dições: 
• O algoritmo de geração de chaves tem de gerar uma chave aleatória 
k 
• O algoritmo de cifra Enc usa uma chave k e o texto p para produzir 
um output c = 𝐸𝑛𝑐𝑘(𝑝)  
• O algoritmo de decifra Dec usa uma chave k e o texto cifrado c para 
produzir um output p 
• A relação de ordem dos textos (cifrado e decifrado) é preservado. Por 
exemplo, p1 ≤ p2 então Enc(p1) ≤ Enc(p2) 
Nas bases de dados, o OPE dá nos um grande poder em fazer queries, permitindo 
ao sistema de base de dados fazer queries sem necessitar decifrar os dados, e além disso 
permite fazer comparações utilizando o texto cifrado da mesma forma que comparamos 
o texto não cifrado. Existe alguns esquemas propostos como o de Boldyreva et al. em 
[26]. Este esquema revela metade dos bits mais significativos, o que faz com que o algo-
ritmo não nos dê confidencialidade sobre os dados. Outra solução proposta pelos con-
tribuidores da CryptDB, que nos dá mais segurança sobre os dados, apesar de apresentar 
um processo lento. Este mostra ter propriedades fortes de segurança, onde apenas revela 
a ordem dos textos cifrados. 
Este esquema de encriptação é suscetível a vários tipos de ataques como frequency 
analysis, sorting attack, cumulative attack, entre outros [27]. Devido a isto só se deve ser 
utilizado estes esquemas em dados pouco importantes. 
35 
 
2.3 Sistemas de base de dados 
 
Nesta secção será feita uma descrição de duas bases de dados com aspetos dife-
rentes. Primeiro será feito uma descrição sobre a CryptDB que é uma base de dados 
cifrada, onde o principal objetivo é garantir a privacidade dos dados. E por ultimo a 





Será recorrido várias vezes ao artigo [28], escrito pelos principais contribuidores 
deste sistema, para fazer uma descrição geral do sistema CryptDB nesta secção. 
A CryptDB é um sistema que fornece confidencialidade a aplicações que utilizam 
bases de dados SQL. Este sistema executa queries SQL sobre dados cifrados utilizando 
diferentes esquemas de encriptação. CryptDB também tem a funcionalidade de criar ou-
tras chaves a partir da password do utilizador, assim apenas o utilizador que tive a pas-
sword pode aceder aos seus respetivos dados. Como resultado o administrador da base 
de dados não consegue decifrar os dados, mesmo que o servidor esteja comprometido.   
A CryptDB foca-se em proteger os nossos dados contra dois tipos de ameaças. A 
primeira consiste no administrador da base de dados tentar decifrar os dados que são 
privados. A segunda ameaça consiste no adversário tentar ganhar controlo do servidor 
proxy e da base de dados, neste caso a CryptDB apenas protege os utilizadores que estão 
offline. 
A CryptDB tem três ideias para resolver os desafios previamente referidos: 
 




• A segunda é ajustar o modelo de cifra dependendo das queries feitas à base de 
dados; 
 
• A terceira é criar todas as chaves a partir da password do utilizador; 
 
 
Figura 2.12 -Arquitetura da CryptDB obtido em [28] 
 
A Figura 2.12 mostra a arquitetura e as duas ameaças consideradas. No sistema 
CryptDB todas as queries são executadas na Database proxy, que rescreve as queries para 
poderem ser executadas em dados cifrados. Basicamente o proxy tem o propósito de ci-
frar e decifrar todos os dados. 
O sistema da base de dados nunca irá receber as chaves, assim não vai poder de-
cifrar a informação e consequentemente o administrador do sistema não vai saber o va-
lor decifrado. 
Um adversário que compromete a base de dados pode eliminar qualquer infor-
mação da base de dados. Embora o CryptDB proteja a confidencialidade da informa-
ção, este não assegura a integridade dos resultados e nem que os resultados são os 
mais recentes. 
Como dito anteriormente é possível fazer queries sobre dados cifrados sem deci-
frar os dados, permitindo o servidor executar certas funções sobre os dados cifrados. 
Por exemplo, quando executamos uma query onde existe um GROUP BY na coluna c, o 
servidor deve conseguir saber quais os dados são iguais na coluna, mas sem saber o 
conteúdo original. Para tal, temos de permitir que o proxy dê apenas esta informação ao 
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servidor, a CryptDB permite isto através da utilização de um esquema de encriptação 
dinâmico que se ajusta ao tipo de queries pretendidas. Contudo, se o servidor precisar 
de executar um GROUP BY na coluna c, o servidor não deve conseguir saber, por 
exemplo, a ordem dos dados da coluna c, nem deve conseguir correlacionar nenhuma 
outra informação das outras colunas com a coluna c. 
A CryptDB oferece apenas confidencialidade aos dados e aos nomes das tabelas e 
colunas. Esta não esconde a estrutura das tabelas, número de linhas, o tipo de colunas, 
nem o tamanho aproximado dos dados. 
 
Resumidamente, a CryptDB oferece as seguintes propriedades: 
• Os dados nunca são revelados ao servidor 
 
• A informação dada ao servidor sobre os dados depende das queries efetua-
das: 
o Se uma coluna nunca for filtrada por um predicado, o servidor nunca 
saberá nada para além do seu valor cifrado. 
o Se a aplicação executar uma query de igualdade a uma coluna, o ser-
vidor apenas irá mostrar as repetições desta coluna 
o Se a aplicação executar uma query de ordem a uma coluna, o servidor 
apenas irá mostrar a ordem dessa mesma coluna 
 
• O servidor não consegue obter nenhuma informação aos dados se a aplica-
ção nunca executar uma query sobre estes dados. 
O proxy da CryptDB guarda uma master key para poder cifrar os nomes das colu-
nas e das tabelas. Cada coluna está encriptada com diferentes camadas de segurança. 
Para processar uma query na CryptDB envolve 4 passos: 
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1. A aplicação envia uma query como se os dados não estivessem cifrados 
para o proxy, de seguida o proxy cifra cada variável da query e utiliza a 
sua master key para cifrar os nomes da tabelas e colunas. 
2. O proxy verifica se a base de dados tem de ajustar a camada de segurança 
para poder fazer a query. 
3. O proxy envia a query com os valores encriptados para o servidor e esta 
será executada como se fosse uma query normal 
4. O servidor envia o resultado (encriptado) da query. 
 
Com estes passos conseguimos permitir que a segurança das colunas é feita de 
uma forma dinâmica, onde o tipo de segurança vai variar com o tipo de queries feitas a 
uma coluna. Como referido anteriormente, se for efetuada uma query, que apenas ne-
cessita unicamente de saber igualdades entre os valores, o sistema não irá revelar ne-
nhuma informação adicional a não ser esta. 
 
Figura 2.13- Onion encryption de uma coluna 
 
Para tal, a CryptDB utiliza um esquema de encriptação, denominado por onion 
encryption layers. Todas as colunas serão cifradas com a chave 
𝑃𝑅𝑃𝑀𝐾(𝑡𝑎𝑏𝑙𝑒 𝑡, 𝑐𝑜𝑙𝑢𝑚𝑛 𝑐, 𝑜𝑛𝑖𝑜𝑛 𝑜, 𝑙𝑎𝑦𝑒𝑟 𝑙), onde PRP é uma permutação pseudoaleató-
ria (Por exemplo, AES). Onde na camada superior da cebola iremos obter maior segu-
rança, mas não iremos conseguir executar qualquer tipo de queries sobre estes dados. 
No caso das camadas inferiores vai ser possível executar queries, mas relembrando que, 
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ao fazermos queries, onde a base de dados necessita de saber informação adicional, es-
tamos também a revelar esta informação ao administrador do sistema. Esta informação 
adicional pode ser igualdades ou ordem dos dados dos dados cifrados. 
No caso da camada superior pode se usar por exemplo AES em modo CBC, ou 
seja, se utilizarmos o mesmo input, mas com diferentes vetores de inicialização e a 
mesma chave, consequentemente, os outputs serão diferentes, não permitindo obter 
qualquer informação sobre este input. 
 
Figura 2.14- Cifra AES em modo CBC com diferentes vetores de inicialização e a 
mesma chave 
 
No caso de uma camada inferior pode se utilizar na mesma o algoritmo AES para 
a cifra dos valores, mas sempre com o mesmo vetor de inicialização e a mesma chave, 
assim permitindo ao servidor fazer queries onde envolve igualdades de valores na 
mesma coluna. 
 
Figura 2.15- Cifra AES em modo CBC com o mesmo vetor de inicialização e a mesma 
chave 
 
Inicialmente os valores vão estar encriptados com várias camadas. Conforme o 
proxy vai recebendo queries da aplicação, o proxy irá dar as chaves ao sistema da base de 
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dados para remover as camadas necessárias, para ser posteriormente efetuada a respe-
tiva query.  
A CryptDB ao fazer joins entre tabelas, apenas irá informar à base de dados quais 
são os valores iguais entre as duas colunas. Para tal, irá ser utilizado um token para 
cada valor, este token é um hash do valor e é ajustável em tempo de execução. Estes to-
kens inicialmente tem um valor diferente para o mesmo valor em diferentes colunas, 
que pode ser ajustado para mostrar as igualdades entre as colunas. Ou seja, ao fazer 
um join da coluna A com coluna B, o proxy vai informar a base de dados de como ajus-
tar os tokens da coluna B para que se existir um valor da coluna B igual na coluna A, es-
tes tenham um token igual. 
Para efetuar range queries (…WHERE age>10), CryptDB utiliza uma avl tree no 
servidor, onde os dados cifrados estão ordenados, sem o servidor saber qual é o seu 
verdadeiro valor. Para a inserção de um valor nesta arvore, são necessários os seguin-
tes passos: (1) inicialmente o servidor irá enviar o valor cifrado na raiz da arvore ao cli-
ente. (2) O cliente irá decifrar este valor, dizendo ao servidor se este valor é maior ou 
menor que o valor que pretende introduzir. (3) Caso seja menor, o servidor irá devol-
ver o nó à esquerda do valor anteriormente devolvido pelo servidor, caso contrário o 
nó direito. (4) O cliente irá continuar este processo de comparar e decifrar valores até o 
servidor devolver um nó vazio. (5) O cliente envia o nó que pretende inserir para o ser-
vidor inserir no nó vazio. 
 
Figura 2.16 -CryptDB OPE tree 
 
Utilizando a arvore da Figura 2.16, se o utilizador quiser inserir o valor 80: 
1. O utilizador pede ao servidor a root da arvore 
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2. O servidor responde com o valor cifrado de 32 
3. O utilizador decifra o valor e compara 80 com 32, visto que 80 é maior, o uti-
lizador pede ao servidor para enviar o nó à direita de 32. 
4.  O utilizador vai comparar 69 com 80, o utilizador pede o nó da direita 
5. O servidor devolve um nó vazio 
6. O utilizador envia o nó para ser inserido nesse nó vazio 
O encoding de um valor que é dado pela posição na arvore, por exemplo, se o seu 
encoding for três, isto significa que é o terceiro maior valor na árvore. Para facilitar o 
servidor irá ter uma tabela que guarda os valores cifrados e o respetivo encoding, assim 
caso o valor cifrado já esteja nesta tabela, o servidor consegue devolver rapidamente o 
respetivo encoding. E para efetuar as comparações basta comparar o enconding dos valo-
res cifrados. 
A CryptDB apresenta propriedades bastante importantes para a guarda de dados 
em sistemas considerados inseguros, onde permite-nos fazer queries sobre dados encrip-




A descrição desta da BigchainDB é feita com base no white paper [29], escrita pelos 
os contribuidores da mesma. 
A BigchainDB utiliza o TinderMint que trata da parte do modelo de consensos e 
da rede peer-to-peer. O TinderMint utiliza um modelo de consensos proof-of-stake, o que 
permite ter um desempenho bastante elevado. 
A BigchainDB é uma database blockchain, esta tem propriedades de uma blockchain, 
como por exemplo, é descentralizada, imutável, entre outras. Na BigchainDB utiliza 
como base de dados o MongoDB.  
A arquitetura dos nós que garantem a persistência é constituída por duas bases de 
dados, uma que vai conter toda a informação da base de dados de cliente e outra que 
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contém as transações dos clientes. O numero de nós é determinado pelo cliente, quanto 
mais nós o cliente escolher maior será a segurança dos seus dados. 
A rede BigchainDB pode ser publica, privada. Onde numa rede publica o cliente 
pode acede-la e criar a sua própria base de dados na rede. Enquanto na rede privada 
necessita de permissões para tal. 
Para efetuar transações, o utilizador apenas precisa de enviar uma transação para 
a rede e o sistema da BigchainDB irá garantir que apenas será executada uma vez. Outra 
propriedade é que todas as transações estão assinadas pelo cliente, garantindo assim a 
autenticação das transações. 
Apesar de a BigchainDB ter estas propriedades, isto não cumpre com os objetivos 
da aplicação que queremos ter. O principal problema é a confidencialidade dos dados. 
Os dados da BigchainDB não estão encriptados. Assim este sistema não consegue garan-
tir a privacidade dos dados do utilizador. A única forma de conseguir a confidenciali-
dade é criar uma rede privada. 
 
2.4 Análise do Estado de Arte 
 
Têm vindo a ser desenvolvido várias blockchains, umas com mais funcionalidades, 
outras com maior desempenho, e outras com escalabilidade flexível, mas nenhuma com 
o intuito de guardar dados genéricos de forma segura.  
Inicialmente as blockchains mais conhecidas, como a bitcoin e a monero, apenas per-
mitem efetuar transações financeiras, com o aparecimento de blockchains, como a EOS.IO 
e a ethereum, com a funcionalidade de construir smart contracts complexas, ou seja, pode-
mos definir ações que podem ser executadas pelos os utilizadores da blockchain, isto dá-
nos o potencial de construir aplicações sobre uma blockchain. 
No sistema blockchain todos os dados são públicos, ou seja, qualquer entidade pode 
aceder aos dados dos blocos, isto leva-nos ao problema de ser necessário salva guardar 
os dados de forma segura, onde não revele os dados a pessoas que não tem permissão 
para tal. Existe algumas implementações de sistemas de base dados, que nos dão estas 
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propriedades, onde quem tem as bases de dados é considerado uma ameaça. A principal 
implementação é a CryptDB, outras implementações foram descontinuadas ou utilizam 
a CryptDB como base. A CryptDB tem propriedades bastante importantes, como por 
exemplo, ser possível fazer queries sobre os dados sem revelar informação dos dados a 
quem executa as queries. Este sistema utiliza cifra com a preservação de ordem, apesar 
deste utilizar um esquema lento, providencia uma segurança elevada, onde revela ape-
nas a ordem dos textos cifrados. Existe outros algoritmos de cifra com a preservação de 
ordem, mas apresentam um baixo nível de segurança, visto que revelam informação so-
bre o dado cifrado.  
Com a análise dos vários blockchains conseguimos concluir que esta tecnologia está 
bastante evoluída, onde existe blockchains que nos permitem criar aplicações sobre 
blockchains. Contudo, ainda existe poucas bases de dados encriptadas onde o seu conte-
údo seja pesquisável e se possa fazer queries complexas sem revelar informação ao sis-
tema da base dados.  
Como podemos ver não existe nenhum sistema parecido com o nosso sistema, 
onde temos diversas blockchains bastante desenvolvidas, mas que não tem um sistema 
de base de dados que nos permita guardar qualquer tipo de dados de forma segura e 
temos bases cifradas que tem alguns problemas de segurança. Isto leva-nos a criar o 
nosso próprio sistema, onde juntamos a tecnologia blockchain com um sistema de base 








































3 Solução proposta 
Na secção Trabalho Relacionado foram descritos vários sistemas que utilizam a 
tecnologia blockchain, começando com uma descrição de como a blockchain da Bitcoin 
funciona. Tal como referido anteriormente, a blockchain da Bitcoin permite apenas guar-
dar transações financeiras tendo também vários problemas de escalabilidade. Atual-
mente já existem outras blockchains que resolvem estas limitações permitindo também 
ter smart contracts complexos que nos dão mais funcionalidades, como a EOS que nos 
permite desenvolver aplicações descentralizadas que correm simplesmente sobre a 
blockchain. 
Nesta secção é apresentada uma breve descrição do projeto onde a solução pro-
posta se enquadra, e de como serão utilizados smart contracts para a implementação do 
mesmo. Como referido anteriormente, o foco principal desta dissertação encontra-se na 
confidencialidade dos dados, onde apenas vamos fazer desenvolvimentos sobre as bases 
de dados das sidechains, mas para tal é necessário efetuar uma descrição geral do projeto 
para posteriormente explicar como podemos garantir a privacidade dos dados e o mo-
tivo de termos de cifrar os dados. Relembrando que esta dissertação apenas está relaci-
onada com a confidencialidade e a guarda dos dados. 
De seguida é feita uma proposta de como garantir a confidencialidade dos dados 





Por último, é apresentado um esquema de como podemos obter um sistema de 
permissões sobre dados cifrados, onde é necessário adicionar/remover permissões sem 
ser necessário revelar chaves de cifra/decifra. 
 
3.1 Estrutura Geral 
 
O uso de smart contracts permite construir sistemas assentes sobre blockchain. No 
projeto onde esta tese se enquadra, estes são utilizados para construir sidechains. Uma 
sidechain é uma blockchain separada que está ligada a uma blockchain principal. O facto 
destas sidechains serem manipuladas por smart contracts, permite que as mesmas utilizem 
funcionalidades da blockchain principal, como a sua cryptomoeda, mas numa blockchain 
separada. Estas sidechains podem ter modelos de consenso diferentes da blockchain prin-
cipal, tal como ter os próprios produtores de blocos, entre outras possíveis alterações.  
Sidechains também podem ser descartáveis, quando a informação contida numa 
sidechain já não for precisa. Esta sidechain poderá ser apagada pelos produtores de blocos, 
e estes continuarão a ter as suas cryptomoedas visto que estas moedas estão na blockchain 
principal. 
 




Estas propriedades permitem-nos desenvolver um sistema onde cada produtor de 
blocos poderá participar na produção de várias sidechains, sendo que cada uma irá con-
ter dados referentes às bases de dados que o cliente requisitante da sidechain pretende 
guardar.  
 Cada sidechain tem o seu smart contract na blockchain principal. Este tem todas as 
configurações da sidechain, como por exemplo, quantas cryptomoedas é que o produtor 
de blocos vai ter que investir, quantos produtores de blocos necessita aquela sidechain, 
entre outras. Quando o smart contract estiver devidamente configurado abrem-se as can-
didaturas, uma vez que no smart contract estão guardados todos os candidatos para pos-
teriormente ser feita a seleção dos produtores de blocos. 
 
 






A Figura 3.2 apresenta uma vista geral do sistema, no qual temos um cliente que 
configura o seu respetivo smart contract e pode efetuar operações SQL. As operações SQL 
do cliente serão enviadas para um dos produtores de blocos para serem inseridas na 
blockchain.  
No caso do produtor de blocos este pode candidatar-se aos vários smart contracts, 
e caso seja escolhido pelo smart contract, poderá produzir blocos e construir as respetivas 
bases de dados. Estes decidem participar na produção de uma sidechain, mediante um 
incentivo económico fornecido pelo cliente. Quanto maior e mais estável for esse incen-
tivo, maior a probabilidade dos produtores se manterem a produzir a sidechain. Caso 
haja falhas no cumprimento desse incentivo, os produtores poder-se-ão sentir tentados 
a sair da produção da sidechain. Este incentivo também proporciona uma maior segu-
rança à sidechain, visto que as vagas para produzir blocos são poucas, o produtor vai 
querer fazer de tudo para continuar a receber este incentivo e cumprir com as regras 
estipuladas pelo cliente.  
 
Se o cliente quiser ter uma maior segurança: 
 
• Terá de escolher vários produtores de blocos. Quantos mais produtores de 
blocos tiver maior será a sua segurança; 
 
• De forma a cativar os produtores de blocos vai pagar mais por bloco; 
 
Um dos objetivos desta dissertação é a recriação das diversas bases de dados a 
partir das transações contidas na sidechain. Para tal temos estruturas, onde são guardadas 
as diferentes operações SQL. Como por exemplo, um CREATE TABLE necessita de ter o 






Figura 3.3- Exemplo da estrutura da operação ADD COLUMN 
 
Utilizando estas estruturas para definir as diferentes transações permite-nos ter 
diferentes tipos de bases de dados, como por exemplo, SQL server, mongoDB, MySQL, 
entre outras. 
Um sistema com estas propriedades permite que quando um cliente não precise 
mais das suas bases de dados, a sidechain possa ser apagada. Os produtores vão conti-
nuar com os seus ganhos, visto que o dinheiro será gerido na blockchain principal. 
 
3.2 Criptografia e segurança 
 
3.2.1 Abordagem utilizada 
 
Como referido na secção 1.1, o roubo e fuga de informação acontece constante-
mente nos dias de hoje. Visto que estamos a utilizar a tecnologia blockchain, um sistema 
público para guardar toda a informação do utilizador necessita de garantir a privacidade 
dos seus clientes, mantendo a confidencialidade dos seus dados. 
O foco principal desta dissertação assenta na confidencialidade dos dados, de-
vido a grande parte da integridade destes ser resolvida pela utilização da tecnologia 
blockchain.   
 A principal ameaça do sistema são os próprios produtores de blocos do sistema, 
dado estes possuírem a base de dados do cliente e poderem tentar obter e analisar os 
dados privados. Por este motivo, é necessário cifrar os dados de forma a proteger os 
dados privados do cliente, onde apenas o cliente tem acesso à chave de cifra/decifra e 
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consequentemente será a única pessoa que vai poder cifrar/decifrar os dados. Porém, se 
cifrarmos o conteúdo com um algoritmo de encriptação simétrica, como por exemplo o 
AES, o conteúdo resultante não será pesquisável com queries, dado não ter nenhuma 
semelhança para com os dados originais. Uma possível solução prática seria dar a res-
petiva chave de encriptação aos produtores de blocos para decifrar os dados, mas assim 
o produtor de blocos iria obter acesso a toda a informação na base de dados.  
 Logo, o principal objetivo é cifrar o conteúdo de tal forma que seja possível exe-
cutar queries sobre os dados, mas minimizando a informação revelada ao produtor de 
blocos. Por exemplo, se para executar uma query, o produtor de blocos apenas necessita 
de saber as igualdades, então apenas devemos revelar essa informação aos produtores 
de blocos. Ultimamente um dos problemas encontrados consiste no facto de que sabendo 
igualdades é possível revelar os dados a partir de ataques de análise de frequência. Um 
ataque de análise de frequência envolve comparar uma base de dados não cifrada de 
grande dimensão com uma base de dados cifrada. Onde utilizamos o numero de vezes 
que determinado valor está repetido na base de dados cifrada e comparamos com a fre-
quência dos valores da base de dados não cifrada. Recentemente um ataque desta natu-
reza aos dados de um hospital conseguiu revelar cerca de 95% da informação. Conse-
quentemente, tivemos de utilizar outra estratégia, assim a solução pensada para a reso-
lução deste problema consiste em solicitar informação extra ao administrador da base 
de dados, de forma a que o administrador não saiba o que está a ser pedido. 
 Para garantir os nossos objetivos, é necessário que toda a informação guardada 
no produtor esteja cifrada, incluindo nomes de tabelas e colunas, impedindo assim a 
revelação de qualquer informação sobre a estrutura da base de dados ao atacante. 
 Para tal, toda a estrutura da base de dados está cifrada com o algoritmo AES, 
devido a este algoritmo conseguir ter o melhor tradeoff entre segurança e desempenho. 
Como referido na secção 2.2.3, os algoritmos de cifra assimétrica apesar de apresentarem 
mais funcionalidades que os algoritmos simétricos, sendo estas dispensáveis para a re-
solução deste problema, são mais lentos que os algoritmos de cifra simétrica. 
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As chaves que utilizámos para o algoritmo AES têm um tamanho de 256 bits. 
Estas chaves vão ser usadas em várias cifras durante um longo tempo, por isso é neces-
sário utilizar chaves de grande dimensão para garantir a segurança das mesmas. Outro 
motivo é pela NIST (National Institute of Standards and Technology) recomendar que 
os algoritmos simétricos utilizem chaves maiores ou iguais a 256 bits. Outro ponto im-
portante no algoritmo de cifra simétrica que usámos é o seu modo de operação. No sis-
tema implementado usamos o modo CBC, apesar de ser o modo mais lento, é o que 
garante uma maior segurança. Estes dados, apesar de estarem cifrados, também estão 
expostos ao público e podem ter um grande valor para o cliente, logo é necessário ga-
rantir o máximo de segurança sobre os dados da base de dados. 
 
 
Figura 3.4- Geração de chaves 
 
Se o sistema cifrar todos os valores com uma única chave, esta chave estaria 
muito exposta a ataques, e uma vez que o atacante obtivesse a chave iria ter acesso com-
pleto à base de dados. Por este motivo cada coluna vai ter a sua própria chave. Contudo, 
numa base de dados de grande dimensão seria necessário guardar uma quantidade 
grande de chaves. Para tal, a gestão de chaves é feita a partir de uma única chave, deno-
minada por master key, e pela sua localização na base de dados. Por exemplo, se quiser-
mos cifrar um valor de uma coluna utilizaremos o nome da tabela e o nome da coluna. 
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Todas as chaves de colunas são calculadas em tempo de execução a partir da 
seguinte formula: 
 
𝐴𝐸𝑆𝑚(sha256(Nome da tabela, Nome da coluna)), 
onde m é a master key. 
 Assim, se cifrarmos o mesmo valor em colunas diferentes obteremos resultados 
diferentes, mas isto ainda não é o pretendido. O que pretendemos é cifrar o mesmo valor 
numa coluna e obtermos resultados diferentes. Para tal vamos utilizar os seguintes es-
quemas de encriptação: 
 
• Random (RND) – RND é um esquema de cifra probabilístico, significa que 
dois valores iguais tem uma probabilidade muito grande de serem mape-
ados para textos cifrados destintos. Apesar de ser muito seguro devido a 
não mostrar igualdades, não nos permite fazer nenhuma pesquisa sobre os 
dados. A implementação utilizada para este esquema consiste em utilizar 
o algoritmo AES com um vetor de inicialização gerado aleatoriamente. 
 
• Deterministic (DET) – DET é um esquema de cifra determinístico, no qual 
o texto cifrado de dois valores iguais vai ser sempre igual. Este algoritmo 
permite verificar a igualdade entre valores. A implementação utilizada 
para este esquema é utilizar o algoritmo AES sempre com o mesmo vetor 
de inicialização. 
 
Para utilizar o esquema RND temos de guardar os vetores de inicialização utili-
zados na cifra dos valores da base de dados, para posteriormente podermos decifrá-los. 
Existem dois locais onde se podem guardar os vetores de inicialização, o local mais se-
guro seria o cliente guardar estes valores, mas para tal o cliente teria de guardar para 
cada valor um vetor de inicialização, o que não é muito vantajoso visto que o cliente em 
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vez de guardar o vetor de inicialização poderia guardar o próprio valor. Uma vez que 
um dos objetivos consiste em que a guarda de dados seja feita por terceiros, o local ideal 
é guardar diretamente na base de dados. 
Para cifrarmos o nome da tabela e das colunas, recorremos à cifra destas e a uma 
chave, por sua vez, é calculada pela sua localização e da master key. A implementação 
utilizada para o cálculo das chaves de cifra dos nomes das tabelas é feita da seguinte 
forma: 
 
𝐴𝐸𝑆𝑚 (SHA256 (Nome da base de dados)), 
onde m é a master key. 
 
No caso dos nomes das colunas, a implementação para o cálculo da chave é feito 
da seguinte forma: 
 
𝐴𝐸𝑆𝑚 (SHA256 (Nome da base de dados, Nome da tabela)), 




Tabela 3.1- Exemplo da base de dados cifrado com o esquema de cifra RND 
Ivjg432h jg432h Iv43gfefg 43gfefg 
0xKJX 0xFKG  0x9FJ 0x6FD 
0x87F 0x4JF 0x8JFD 0xDD0 




Desta forma conseguimos garantir, que não é possível ver dados que são iguais 
e que o cliente não necessite de guardar um número exorbitante de vetores de 
inicialização e chaves.   
Tendo os dados cifrados desta forma, conseguimos garantir a segurança dos 
valores, mas podemos verificar que não nos permite fazer queries sobre os dados. A única 
forma prática de obter um resultado é ir pedindo valores ao produtor de blocos e decifrá-
los até obtermos o resultado pretendido. O que faz com que o sistema seja bastante lento 
numa base de dados de grande dimensão. 
 Para resolver este problema tivemos de criar uma abordagem nova, designada 
por bucket. Um bucket é apenas um número que pode corresponder a vários valores des-
tintos. A ideia é associar um número a diferentes valores, e diferentes valores poderão 
ter o mesmo número. É necessário que a função que gere o bucket para um valor apenas 
possa ser calculada pelo utilizador. Desta forma, o atacante não conseguirá saber quais 
são os valores que estão em determinado bucket. Outro requisito é que haja colisões, isto 
é, para um bucket é necessário que haja vários valores destintos, caso contrário o atacante 
conseguirá detetar igualdades. 
 
 




Como podemos verificar na Figura 3.5, utilizámos a função F para calcular em 
qual bucket devemos inserir o valor. Mas para tal é necessário que quem esteja a desenhar 
a base de dados defina quantos buckets são necessários. O número de buckets recomen-
dado para uma determinada coluna é metade do número de possíveis valores distintos 
que pode assumir. Assim se forem inseridas todas as possibilidades de valores, obriga-
toriamente vai haver valores que vão ficar no mesmo bucket. No melhor dos casos vão 
ficar distribuídos de forma equilibrada, e cada bucket conterá apenas dois valores. Esta 
propriedade permite-nos fazer uma pesquisa sem mostrar igualdade. 
 
Tabela 3.2- Exemplo de uma tabela na base de dados com o respetivo bucket 
Names Bucket 
0x3DS2 (André) 1 
0xGF24 (Ana) 2 
0x4KGF (Fernando) 1 
 
Utilizando a Tabela 3.2, se o utilizador pretender pesquisar pelo valor “Fer-
nando”, ele vai calcular primeiro o bucket correspondente a “Fernando” que será 1 e irá 
obter todos os valores com o bucket a 1. Ou seja, o resultado obtido será André e Fer-
nando, como podemos verificar, o utilizador terá de filtrar os valores que não correspon-
dem à query executada, neste caso vai descartar “André”. 
Podemos observar que, quanto mais buckets o utilizador escolher, maior será a 
probabilidade de valores que sejam iguais ficarem no mesmo bucket. Em resultado disto 
o administrador da base de dados vai poder efetuar ataques à base de dados apenas 
sabendo estas igualdades, conseguindo revelar o seu verdadeiro valor.  
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Porem, o contrario também se verifica, quanto menor for o número de buckets, 
maior será a probabilidade dos valores ficarem todos no mesmo bucket, resultando em 
pesquisas mais lentas, pois implicaria uma filtragem exaustiva desses valores. 
 
A função implementada para calcular o respetivo bucket de um valor y é: 
 
SHA256(𝐴𝐸𝑆𝑐(y)) mod x, 
Onde c é a chave da coluna e x é a quantidade de buckets de uma determinada coluna. 
 Desta forma conseguimos fazer o que foi referido anteriormente, sendo que este 
modelo oferece-nos uma pesquisa probabilística. Ou seja, ao procurar por um valor o 
resultado pode conter valores errados, estes valores servem de decoy para o atacante, isto 
permite dificultar os ataques de frequência que ocorrem muitas vezes em bases de dados 
cifradas. O utilizador é quem define para cada coluna qual é o nível de segurança que 
quer dar a uma determinada coluna, mas é importante também que o cliente tenha a 
noção que optando por um modelo com mais segurança implica uma redução do de-
sempenho e vice-versa.  
Outro ponto importante desta proposta de solução que nos reforça a segurança, é 
que cada coluna está cifrada com uma chave, isto faz com que, caso uma chave seja des-
coberta por um atacante, apenas essa coluna será descoberta. 
 Este modelo apenas permite fazer Equality Queries, ou seja, não é possível de uma 
forma prática pedir ao produtor de blocos para devolver, por exemplo, todas as pessoas 
que têm idade acima dos 80. A única forma de fazer este tipo de queries com este esquema 
seria pedir de forma exaustiva. Onde iria pedir primeiro pelas pessoas com idade igual 
a 80, depois com 81 e sucessivamente. Até o utilizador esgotar todas as possiblidades. 
Para poder executar este tipo de queries, denominados por Range Queries, temos de ter 
um modelo diferente, mas para tal temos de abdicar de alguma segurança. A ideia inicial 
é inserir os valores em buckets, onde se o valor x é maior que o valor y e estão em buckets 
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diferentes, logo todos os valores que estão no mesmo bucket que x, incluindo x, são mai-
ores que os valores que estão contidos no mesmo bucket que y, incluindo y. 
 
 
Figura 3.6-Representação gráfica dos buckets para Range Queries 
 
Este processo é menos seguro que o anterior, revela a ordem e sabendo um bucket 
é possível, com um ataque simples, saber quais são os possíveis valores que aquele bucket 
pode tomar. Supondo que temos uma tabela de utilizadores, mesmo com o seu nome 
cifrado, o atacante por análise pode descobrir que se trata de uma tabela de utilizadores, 
onde vai utilizar a aplicação que utiliza a base de dados e vai criar vários utilizadores, 
verificando em quais tabelas houve modificações. Se for uma aplicação com pouco uso, 
a tabela que sofreu modificações vai ser a tabela no qual está contida a informação dos 
utilizadores. De seguida o atacante pode criar várias contas com diferentes idades de 
forma incremental, por exemplo de 0 a 10, e vai verificando na tabela se a conta que 
acabou de criar alterou o bucket. Digamos que quando o utilizador criou a conta com 
idade 5 o seu bucket foi alterado, o atacante vai saber que o bucket anterior contém os 
valores das idades 0 a 4. E que todos os valores no bucket onde o 5 foi inserido são mai-
ores ou iguais que 5. 
Neste modelo é necessário que quem desenhe a base de dados decida quantos va-





Figura 3.7- Segmentação do domínio uma coluna 
 
Na Figura 3.7, quem construiu a base de dados decidiu que cada bucket pode ter 
20 valores diferentes e que o valor máximo para uma coluna é 100. Assim todos os valo-
res de 0-20 vão para o bucket 431, os valores de 20-40 vão para o bucket 785. A forma de 
calcular este bucket é a partir do limite, ou seja, se o valor estiver entre o valor 0-20 então 
utilizaremos o 0, caso seja 20-40 utilizaremos o 20, utilizando o mesmo processo para os 
outros domínios.   
 
Onde o bucket é calculado da seguinte forma: 
 
SHA256(𝐴𝐸𝑆𝑐(y)), 
Onde c é a chave da coluna e y é o limite inferior do bucket. 
 
Se utilizarmos a Figura 3.7 e o cliente fizer uma query, como, por exemplo, obter 
todos os valores maiores que 65, o cliente vai começar por calcular os buckets, neste 
caso vai utilizar os limites 60 e 80, e obteremos 043 e 986 respetivamente. De seguida 
vai pedir à base de dados todos os valores que tenham o bucket 043 e 986 e como pode-
mos verificar, este processo é semelhante ao anterior, daí podemos receber resultados 
decoy, como por exemplo valores entre 60-64, o que faz com que seja uma procura pro-
babilística.  
Constatamos que, dependendo do modelo utilizado, existe um trade-off de segu-
rança. Somente na primeira abordagem, que apenas nos permite efetuar equality queries 
se verifica um maior nível de segurança que as range queries. Por isso é necessário analisar 
se é viável ter essa funcionalidade de efetuar range queries sobre uma coluna. Por estes 
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motivos, iremos dar a opção ao utilizador de decidir se quer que a coluna seja Normal-
Column que permite apenas efetuar equality queries ou uma RangeColumn que permite 
fazer equality queries e range queries. 
Ambas as colunas são cifradas com o esquema RND, devido aos motivos menci-
onados anteriormente, e terão uma coluna adjacente que indicará em que bucket vai estar 
inserido. 
Existe também a necessidade de haver UniqueColumns, visto que, se tivermos 
uma coluna em que todos os seus valores sejam únicos, podemos cifrar estes valores com 
o esquema de encriptação DET. Assim conseguimos executar queries sem a necessidade 
de utilizar buckets, consequentemente vamos aumentar o desempenho das pesquisas na 
base de dados. Mas visto que utilizamos o esquema DET, e o vetor de inicialização é 
sempre o mesmo, não existe necessidade de estar sempre a guardar o vetor de iniciali-
zação como fazemos com o esquema RND. Os vetores de inicialização são calculados em 
tempo de execução, a partir de um único vetor inicialização (masterIV) e da sua localiza-
ção, da seguinte forma:  
 
𝐴𝐸𝑆𝑚 (sha1(Nome da tabela, Nome da coluna, masterIv)), 
onde m é a master key. 
 
Assim podemos esconder o vetor de inicialização, onde apenas o cliente consegue 
calcular. 
Tabela 3.3- Exemplo de uma tabela com cifra com esquema DET 
Nomes 
0xFKG (André) 





Se, por exemplo, quisermos pesquisar na Tabela 3.3 por André, basta cifrar o valor 
André com a chave e o vetor de inicialização daquela coluna. O resultado da cifra será 
igual ao valor que está na tabela a representar o nome André. 
Por último, com estes 3 tipos de colunas não é possível fazer joins entre tabelas, 
devido a cada coluna estar cifrada com diferentes chaves, e para tal é necessário que as 
colunas tenham valores em comum. Para resolver este problema as primary keys e foreign 
keys são obrigatoriamente GUID (global unique identifier), pelo que os seus valores vão 
estar cifrados com a chave da PrimaryColumn, utilizando o esquema DET visto que uma 
GUID é única e necessitamos de ver igualdades para poder efetuar um join.  
 
Em suma, existem 5 tipos de colunas: 
 
• PrimaryColumns – Os valores aceites nestas colunas são GUIDs e vão 
estar cifrados com a chave da respetiva coluna, utilizando o esquema 
DET; 
 
• ForeignColumns – Os valores aceites nestas colunas são GUIDs. Estes 
têm uma referência para outra PrimaryColumn e vão estar cifrados 
com a mesma chave que a sua PrimaryColumn, utilizando o esquema 
DET; 
 
• UniqueColumns – Colunas em que todos os seus valores são únicos e 
estão cifrados com o esquema DET; 
 
• NormalColumns – Os valores destas colunas estão cifrados com o es-




• RangeColumns – Estas são iguais às NormalColumns mas em vez de 
permitir apenas efetuar equality queries, permitem também efetuar 
range queries. 
 
3.2.2 Outras abordagens 
 
A primeira abordagem utilizada para se poder efetuar pesquisas sobre dados ci-
frados foi utilizar uma abordagem como a da CryptDB. A CryptDB, dependendo da 
query que se fizer a uma coluna vai retirando camadas de segurança, como explicado na 
secção 2.3.1. Ou seja, vamos ter os dados cifrados em três camadas, onde a primeira ca-
mada permite ver valores iguais apenas entre duas colunas, a segunda permite ver igual-
dades na mesma coluna, utilizando o esquema de encriptação DET e a última camada 
não tem qualquer funcionalidade e é considerada a mais segura devido a utilizar o es-
quema RND. 
 
           
Figura 3.8- Onion Encryption 
 
Inicialmente, com este esquema, todos os dados da base dados estão cifrados com 
todas as camadas, como na Figura 3.8. Se fosse necessário executar queries quando pre-
cisamos de igualdades, como por exemplo, pedir todos os utilizadores que tenham 20 
anos, o cliente começa por dar a chave da primeira camada, neste caso a chave da camada 
RND e o produtor de blocos que contém a base de dados vai passar por todos os valores 
e decifrá-los para ficar na camada DET. Com a camada DET já é possível verificar igual-
dades e assim já poderemos executar a query que o utilizador pretende. O cliente apenas 
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necessita de reconstruir o onion até à camada DET, visto que se cifrarmos o valor 20 nesta 




Figura 3.9-Processo de remoção de camadas 
 
Apesar de o cliente dar a chave ao produtor de blocos, o valor vai continuar cifrado 
por outros esquemas de cifra. 
Como poderemos verificar esta abordagem acarreta vários problemas. Um dos 
principais problemas é a segurança dos dados. Caso seja necessário efetuar queries onde 
necessitamos saber igualdades de uma determinada coluna, teremos de remover a ca-
mada segurança RND. Essa coluna vai expor as igualdades dos valores. Como referido 
anteriormente, um dos problemas de segurança nas bases de dados cifradas é que ape-
nas mostrando igualdades é possível revelar os valores, problema é que se tivermos uma 
quantidade exorbitante de dados numa coluna e o cliente pretender executar queries so-
bre uma coluna, que tem todas as camadas de segurança, o produtor de blocos vai ter de 
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decifrar todos os valores desta coluna. Isto representa processo bastante lento, e um 
grande gasto computacional para o produtor de blocos. Ou seja, esta abordagem não é a 
ideal para resolver este problema. 
Na abordagem utilizada na secção 3.2.1 só é possível fazer um join pelas colunas 
que são primary key e foreign key. Uma abordagem possível para o cliente poder fazer um 
join numa coluna qualquer, é utilizar o esquema que a CryptDB implementou.  
Este esquema envolve duas funções: 
 
• Função para calcular o token: dado um valor e uma chave devolve um token, 
este token tem as mesmas propriedades que um hash; 
 
• Função de ajuste: é a função que ajusta um token para ficar com o valor que 
deveria ficar se utilizasse outra chave. Esta função recebe o token, e um va-
lor para ajustar o token. 
 
Ou seja, com este esquema, cada coluna vai ter uma chave diferente e cada valor 
vai ter um token correspondente. Este token vai ter as mesmas propriedades que um hash 
e se calcularmos o token de dois valores iguais utilizando a mesma chave iremos obter o 
mesmo resultado. Visto que cada coluna vai ter uma chave diferente, apenas vai ser pos-
sível verificar as igualdades na mesma coluna. Somente, com a função para calcular o 
token, não é possível efetuar um join em diferentes colunas, para tal é necessário mostrar 
igualdades entre duas colunas. Utilizando a função de ajuste permite-nos mostrar igual-
dades entre duas colunas, onde iremos ajustar os tokens de uma coluna para serem cal-
culados da mesma forma que os tokens de outra coluna e permitindo ver quais são os 
valores das diferentes colunas que são iguais. Esta função de ajuste só é possível ser 
utilizada pelo produtor de blocos com a ajuda do cliente, permitindo ao o cliente dizer 
ao produtor de blocos como ajustar os tokens. Este facto é importante porque se o produ-
tor de blocos pudesse ajustar os tokens de forma independente, faria com que ele pudesse 
ajustar todas as colunas de forma a conseguir ver todos os valores que fossem iguais na 
base de dados.  
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Para o cálculo destes tokens são necessárias duas chaves, uma denomina-se basekey 
e columnkey. A columnkey é construída com base na localização da coluna e a basekey é 
igual para todas as colunas da base de dados. Estes tokens são calculados com base nas 
fórmulas das curvas elípticas.  
 
𝑡𝑜𝑘𝑒𝑛 = 𝑃 .  𝑘𝑐 ∗ 𝐴𝐸𝑆𝑘𝑏(𝑆𝐻𝐴1(𝑣𝑎𝑙𝑜𝑟)), 
onde kc é a columnkey, kb é a basekey e P é um ponto da curva alíptica utilizada. 
 
Como cada coluna tem uma columnkey diferente o resultado é sempre diferente. 
Tendo na base de dados cada token para o respetivo valor, quando for necessário efetuar 
um join, o cliente vai ter de enviar a chave de ajuste ao produtor de blocos para poder 
ajustar. Para obtermos a chave de ajuste apenas é necessário calcular o seguinte: 
 
∆𝐾 =  𝐾𝑎−1 .  𝐾𝑏, 
onde Ka é a chave da coluna a e a Kb é a chave da coluna b. 
 
 Ou seja, se dermos este ∆𝐾 ao produtor de blocos é possível calcular os valores 
da mesma forma que os da coluna b, onde tendo: 
 
𝑡𝑜𝑘𝑒𝑛𝐾𝑎 .  ∆𝐾 = 𝑃 .  𝐾𝑎 ∗  𝐾𝑎
−1 ∗ 𝐾𝑏 ∗ 𝐴𝐸𝑆𝑘𝑏(𝑆𝐻𝐴1(𝑣𝑎𝑙𝑜𝑟))
= 𝑃 .  𝐾𝑏 ∗ 𝐴𝐸𝑆𝑘𝑏(𝑆𝐻𝐴1(𝑣𝑎𝑙𝑜𝑟)) = 𝑡𝑜𝑘𝑒𝑛𝐾𝑏 
 
Como podemos verificar este esquema tem os mesmos problemas da abordagem 
referida anteriormente nesta secção, onde para efetuar um join é necessário ajustar o to-
ken de todos os valores de uma determinada coluna. Tal como no exemplo anterior, se 
tivermos uma quantidade exorbitante de valores teríamos de ajustar todos os valores 




3.3 Gestão de chaves 
 
Como anteriormente referido, todas as chaves são calculadas em tempo de execu-
ção, mas uma funcionalidade que deve ser possível na base de dados é poder criar per-
missões para diferentes tipos de utilizadores. Contudo, existe um problema neste sis-
tema, visto que todo o seu conteúdo está cifrado. Basicamente, se quisermos dar permis-
sões a um determinado utilizador, esse utilizador tem que ter acesso às chaves de ci-
fra/decifra para poder inserir e visualizar valores. Isto é um problema porque uma vez 
dado as chaves de cifra/decifra de uma coluna ao utilizador, esse utilizador vai ter sem-
pre acesso aos valores, o que faz com que não seja possível remover essas permissões ao 
utilizador. Uma forma simples, mas inadequada para resolver este problema é voltar a 
cifrar o conteúdo com uma chave distinta, o que se tivermos uma quantidade elevada 
de registos faz com que este processo seja muito lento.  
Podemos resolver este problema tendo um proxy que tivesse um sistema de contas 
com as respetivas permissões, onde o proxy é o único que contém a master key para poder 
gerar as restantes chaves. Inicialmente o utilizador, tem que iniciar sessão, enviando as 
suas credencias ao proxy. Se esta ação tiver sucesso, o utilizador pode enviar as suas 
queries ao proxy sem estarem cifradas. O proxy quando receber a query de um utilizador, 
vai certificar se que o utilizador tem permissões para executar a query. 
 
 Se tiver permissões, o proxy vai: 
 
1) Extrair o conteúdo das queries; 
 
2) Vai cifrar com as chaves respetivas; 
 
3) Enviar a query ao produtor de blocos com o seu conteúdo cifrado. Quando 
receber o conteúdo devolvido pelo produtor de blocos, vai decifrá-lo e en-





Figura 3.10- Sistema Utilizador-Proxy-Produtor de Blocos 
 
Assim se quisermos tirar permissões de um utilizador basta remover essa permissão do 
proxy. Com esta solução poderemos identificar algumas desvantagens, como por exem-
plo: 
 
• Cria um ambiente centralizado, onde em vez de o utilizador comunicar 
com os diferentes produtores de blocos, ele apenas vai comunicar com o 
seu proxy; 
 
• Maior latência nas comunicações, visto que comunica primeiro com o 
proxy e de seguida o proxy vai comunicar com um dos produtores de blo-
cos; 
 
• O proxy vai ser sobrecarregado com o processo de cifra e decifra dos da-
dos, mas também podemos ter a vantagem de o utilizador não necessitar 
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de ter uma grande capacidade computacional, visto que não tem de cifrar 
os valores. 
 
Devido a esta estrutura apresentar algumas desvantagens, é necessário dar ao uti-
lizador a possibilidade de escolher entre duas estruturas: 1) cliente-produtor de blocos; 
2) cliente-proxy-produtor de blocos. 
Nesta segunda abordagem, cliente-produtor de blocos, não permite ter permis-
sões. Os utilizadores vão ter de guardar a master key. Nesta abordagem, o utilizador tem 
de ter um dispositivo com maior capacidade computacional, devido ao dispositivo ter 
de cifrar todos os dados antes de enviá-los. O que faz com que não seja uma solução 
viável para dispositivos com baixo poder computacional ou dispositivos com baterias. 
Mas por outro lado a capacidade computacional está distribuída pelos diferentes utili-
zadores e não apenas no proxy como na abordagem anterior. 
 
 
Figura 3.11- Sistema Utilizador-Produtor de Blocos 
 
Assim dependendo das necessidades do utilizador, este terá de escolher entre es-




































4 Caso de estudo 
Na secção anterior foram descritas as várias abordagens tomadas em consideração, 
onde durante o desenvolvimento de 3.2.2 Outras abordagens foram verificados vários 
problemas como não só de segurança, mas como desempenho.   
Esta secção tem como objetivo demonstrar o que foi desenvolvido com base na 
solução proposta. O desenvolvimento prático foi bastante importante para o estudo de 
abordagens. O desenvolvimento permitiu verificar os aspetos negativos das primeiras 
abordagens e analisar como poderíamos manter os aspetos positivos e eliminar os aspe-
tos negativos de forma a que consigamos ter o melhor trade-off entre segurança e desem-
penho. 
Mais uma vez, reforço que apenas foram feitos desenvolvimentos sobre as bases 
de dados das sidechains. Onde o desenvolvimento apenas envolve a construção das bases 
de dados das sidechains de forma a manter a confidencialidade dos dados. 
As tecnologias utilizadas para o desenvolvimento deste projeto foram: 
 
• Linguagem de programação C# com .NET Core; 
 
• Sistema de base dados: SQL Server, MongoDB, MySQL; 
 











O caso de estudo foi dividido em vários módulos, onde a ordem da implementação 
de cada módulo é importante para o desenvolvimento da solução proposta. Tendo uma 
arquitetura bem definida, permite-nos organizar melhor o projeto e consequentemente 
melhorar o desempenho no desenvolvimento do projeto. 
 
 




Como se pode verificar na Figura 4.1 projeto foi dividido em 3 grandes módulos. 
Estes módulos são os seguintes: 
 
• Modulo de persistência; 
 
• Modulo de criptografia; 
 
• Modulo de cifra de queries. 
 
Com o modulo de persistência permite ao produtor de blocos conseguir ler as vá-
rias transações SQL contidas nas diferentes sidechains e reconstruir as respetivas bases 
de dados dos clientes. Com o modulo de criptografia e de cifra de queries, permite ao 
cliente enviar queries SQL aos produtores de blocos de forma a que os produtores de 




Figura 4.2- Arquitetura do caso de estudo 
Resumidamente, o sistema desenvolvido permite a um cliente construir uma querie 
SQL, onde todo o conteúdo da querie será cifrado, exceto as operações SQL da querie (por 
exemplo: SELECT, WHERE, etc). De seguida o produtor de blocos executa a querie, de-
volve o resultado ao cliente e o cliente conseguirá decifrar os valores recebidos. 
 
4.2 Modulo de persistência  
 
Este módulo foi o primeiro a ser desenvolvido, este módulo consiste na persistên-
cia do estado das diversas sidechains e está localizada nos produtores de blocos, onde 
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inicialmente o que se fez foi definir todas as transações possíveis a serem executadas na 
blockchain, neste caso as transações possíveis são operações SQL.  
As operações implementadas foram:  
 
• CreateColumn- Cria uma coluna numa tabela já existente; 
 
• CreateTable- Cria uma nova tabela; 
 
• DeleteColumn- Elimina uma coluna; 
 
• DeleteRecord- Apaga um ou múltiplos valores nas colunas pretendidas; 
 
• DeleteTable- Apaga a tabela; 
 
• InsertRecord- Insere um ou vários valores nas colunas pretendidas; 
 
• UpdateRecord- Atualiza um ou vários valores nas colunas pretendidas. 
 
Foi implementado uma estrutura para cada operação e funções que devolvem uma 
query para diferentes tipos de bases de dados. Estas estruturas serão importantes para a 
cifra dos dados de cada operação, assim é possível obter os dados de cada query e pro-
ceder com a cifra dos dados, sem ter que dar parse a uma string, à procura dos campos 
que pretendemos cifrar. Outro facto é poder utilizar estas estruturas para poder cons-
truir a query para a base de dados que o produtor de blocos pretende utilizar. 
O componente SidechainManager é responsável pela e criação e reconstrução da 
base de dados da sua sidechain. Este módulo também é responsável de criar todas as 





Figura 4.3- Infraestruturas da sidechain 
 
Na criação de uma sidechain serão criadas as infraestruturas apresentadas na Fi-
gura 4.3. Como referido na secção Abordagem utilizada estas estruturas serão necessá-
rias para ser possível efetuar queries. 
O componente DatabaseManager é responsável por coordenar todos os Side-
chainsManagers. Onde o componente DatabaseManager vai ter a sua própria base de 
dados onde é guardada toda a informação de todas as sidechains e as suas respetivas 
transações em formato JSON e cada SidechainManager vai apenas executar operações 
na base de dados da sua sidechain.  
Assim o DatabaseManager vai ler as diversas transações da base de dados que 
guarda todas as transações das sidechains, e irá converter o JSON para a respetiva estru-





Figura 4.4- Estrutura do modulo da persistência 
 
 
4.3 Modulo de criptografia 
 
Este modulo é responsável por fornecer as diferentes ferramentas para a cifra dos 
dados. 
Este módulo tem o componente AES que tem várias funções que recebem um byte 
array e cifram ou decifram o conteúdo com o algoritmo AES.  Este apresenta também 
diferentes modos de cifra e requer que a dimensão das chaves utilizadas neste algoritmo 
seja de 256 bits. 
Existe outro componente denominado por Onion que permite construir e retirar as 
diferentes camadas do onion scheme com as diferentes camadas referidas na secção 3.2.2 
Por último, a componente JoinECC, apesar deste componente não ser utilizado 
para a implementação da abordagem utilizada, este foi implementado. Este componente 
é onde está toda a lógica das curvas elípticas, da geração dos tokens e do ajuste de tokens. 
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Apesar dos componentes Onion e JoinECC não terem sido utilizados, ambos foram 
implementados. Apenas foram feitos unit tests.  
 
4.4 Modulo de cifra de queries 
 
Este é o módulo de maior dimensão, onde é feita a cifra de uma query que o cliente 
pretenda efetuar e toda a comunicação entre cliente e produtor de blocos.  
A componente Encrypt Sql Operation é o componente que contém uma função 
para todas as operações SQL possíveis, onde as operações recebem como parâmetro de 
entrada a operação e devolve a operação SQL cifrada. Estas funções podem devolver 
mais que uma operação, por exemplo, operações que vão guardar quantos buckets uma 
respetiva coluna pode ter (Figura 4.5). 
 
 
Figura 4.5- Cifra de queries 
 
Mas antes de poder cifrar as queries é necessário perguntar ao produtor de blocos 
qual é o estado da base de dados, por exemplo, para calcular qual é o respetivo bucket de 
um valor é necessário obter quantos buckets tem determinada coluna. Devido a este facto 
existe uma componente denominada por Database Connector que é responsável por co-
municar e executar as diferentes queries a perguntar pelo estado da base dados. 
Por último teremos o SQL Converter que vai utilizar o Database Connector para 
comunicar com a base de dados e o Encrypt Sql Operation para cifrar as queries. Este 
também é responsável por realizar equality queries, range queries e joins. Este processo é 
extenso, onde por exemplo se o cliente efetuar um WHERE na query, será necessário 
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passar essa coluna para o SELECT da query, visto que na abordagem utilizada para efe-
tuar uma procura é necessário usar os buckets.  
 
 
Figura 4.6- Filtragem de uma query WHERE 
 
Para calcular o bucket necessitamos saber o tipo da tabela, por exemplo, se for uma 
RangeColumn é necessário pedir quantos buckets aquela coluna tem e qual é o valor má-
ximo que aquela coluna pode ter.  
Existe também a necessidade de verificar se a coluna que está no WHERE se já esta 
no SELECT, se estiver não é necessário adicionar. 
E por último dependendo do tipo de query é necessário pedir, além do valor, o seu 
vetor de inicialização.  
Este processo necessita de várias queries simples para perguntar qual é o estado 
da base de dados, como por exemplo, qual é o numero de buckets e qual é o valor máximo 
de uma coluna para tal temos uma cache para guardar estes valores, diminuindo assim 
o numero de comunicações e aumentando significativamente a performance do tempo 




Foram feitos testes com base na execução de várias operações, onde a execução 
envolve: (1) cifra das operações SQL, (2) envio da operação SQL para um dos produtores 
de blocos, (3) produtor de blocos valida e executa a operação SQL, (4) produtor de blocos 
envia o resultado ao cliente, (5) o cliente decifra e processa o resultado. Estes testes foram 
feitos onde o cliente e o produtor de blocos estão na mesma maquina para anular o 
tempo e falhas de comunicação. 
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Um problema encontrado durante estes testes foi que, para cada valor que era ne-
cessário cifrar ou decifrar, estávamos a fazer um pedido ao produtor de blocos para obter 
o tamanho dos buckets. Para resolver este problema em vez de fazer um pedido de cada 
vez, vamos pedir todos os tamanhos dos buckets necessários num só pedido. E ainda 
conseguimos melhorar o tempo com a utilização de uma cache para diminuir o numero 
de pedidos. 
Foram feitos vários unit tests com as diferentes operações SQL, para verificar se as 
operações comportam-se como esperado. 
Na pesquisa de valores é difícil de mostrar métricas com base nos tempos, devido 
na pesquisa em NormalColumns e RangeColumns ser uma procura probabilística, onde 
dependendo da configuração da base de dados, como por exemplo a quantidade de bu-
ckets que o utilizador pretenda que determinada coluna tenha, vai fazer com que tenha 
de filtrar mais ou menos resultados. Outro facto é que se efetuarmos uma pesquisa numa 
UniqueColumn, PrimaryColumns e ForeignColumns vamos obter um desempenho 
muito melhor, isto porque neste tipo de colunas não existe a necessidade de filtrar o 
resultado. 
Mas um facto interessante encontrado durante estes testes é que quanto mais es-
pecífica for a pesquisa em NormalColumns e RangeColumns menor será o tempo de 
execução da query. Isto é simples de demonstrar com um exemplo. Se procurar por An-
dré e estiver contido num bucket que contém vários nomes, o cliente tem de filtrar e de-
cifrar todos estes nomes até achar o André. Se especificarmos mais a query onde procu-
ramos também pela idade, já vamos estar a filtrar ainda mais os resultados. Onde o re-
sultado será todos os valores que estejam no mesmo bucket que a idade que estamos a 
pesquisar e no mesmo bucket que André. 
 Por ultimo, após os produtores de blocos executarem as transações enviadas 
pelos clientes, as tabelas da base de dados vão ficar com o aspeto da Figura 4.7, onde 
todos os seus valores vão estar cifrados e acompanhados com o seu vetor de inicializa-





























5 Conclusões e Trabalho Futuro 
Como foi referido várias vezes durante esta dissertação, garantir a privacidade dos 
dados é bastante importante nos tempos atuais. A informação é valiosa quer para o pro-
prietário quer para as empresas. Determinou-se que existe uma grande negligencia na 
implementação de segurança nos sistemas. A segurança dos sistemas é efetuada princi-
palmente com a utilização da criptografia. 
Este facto levou-nos a estudar os principais algoritmos de cifra, e as diferentes téc-
nicas de como cifrar o conteúdo. Depois de entender como estes algoritmos funcionam, 
procedemos ao estudo das diferentes bases de dados cifradas. A principal foi a CryptDB. 
Nas outras bases de dados cifradas, o seu desenvolvimento tinha sido abandonado ou 
tinham o mesmo processo de segurança que a CryptDB. 
Para esta dissertação foi importante o estudo das diferentes blockchains para poste-
riormente ser possível efetuar a integração da base de dados cifrada com a blockchain. 
Sem este estudo, não era possível implementar as diferentes estruturas, transações e a 
persistência da própria blockchain.  
A primeira abordagem foi utilizar a mesma metodologia que a CryptDB. Com o 
desenvolvimento desta metodologia foram encontrados vários problemas de segurança 
e de desempenho. Um dos problemas encontrados na CryptDB é que, se o cliente efetuar 
uma equality query sobre uma coluna, teremos de mostrar os valores iguais ao adminis-





Consequentemente foi imperativo o estudo de uma nova abordagem onde não po-
deríamos mostrar valores iguais na base de dados e que permitisse de forma semelhante 
efetuar pesquisas sobre dados cifrados. 
Esta nova abordagem tem como base uma pesquisa probabilística, onde todos os 
valores mesmo sendo iguais serão apresentados com valores diferentes. E sempre que 
for pesquisado um valor poderá devolver o valor correto ou não, enganando os atacantes 
que estão a visualizar o que está a acontecer na base de dados. Isto faz com que diminua 
o desempenho porque o cliente terá de filtrar o resultado recebido. 
Na abordagem utilizada é possível efetuar joins (apenas sobre as chaves primá-
rias), equality queries e range queries. Uma técnica de criptografia que se pode utilizar para 
poder efetuar SUM (somatório) ou AVG (média) sobre os dados é utilizar criptografia 
homomórfica. O problema desta técnica é que ainda apresenta um processo demorado 
e ainda não existem implementações para a língua de programação para o qual o projeto 
foi desenvolvido. No futuro esta técnica poderia ser considerada, caso surja um algo-
ritmo novo de criptografia homomórfica com um desempenho bastante melhor. 
Um problema que poderá ocorrer nesta abordagem é no cálculo do bucket onde irá 
ficar um determinado valor. Onde existe uma probabilidade de um bucket ficar associado 
a vários valores destintos e outros buckets sem valores. O que fará com que a pesquisa 
sobre os dados seja bastante lenta. Uma melhoria seria arranjar uma forma de distribuir 
os valores de forma equilibrada, ou seja, todos os buckets teriam o mesmo número de 
valores associados. 
Em suma, o desenvolvimento desta dissertação permitiu-nos verificar o potencial 
de fazer uma pesquisa probabilística. Na solução desenvolvida conseguimos ter uma 
melhor segurança à custa do desempenho. Esta veio a corrigir alguns problemas da 
CryptDB, como por exemplo, um dos problemas da CryptDB é que apesar de os valores 
estarem cifrados, estes mostram as igualdades. O que na nossa solução conseguimos es-
conder as igualdades entre valores. 
 Outro problema comum encontrado nos esquemas de cifra para permitir efetuar 
range queries, é que a maior parte são lentos e mostram igualdades ou revelam grande 
parte dos bits mais significativos. O esquema utilizado para permitir efetuar range queries 
da solução proposta apenas permite a um atacante revelar a ordem de valores. 
81 
 
 Contudo, o estudo destas abordagens permite-nos construir um sistema onde con-
seguimos garantir a confidencialidade dos dados, guardando-os remotamente, conse-
guindo efetuar pesquisas sobre os dados, revelando o mínimo de informação para efe-
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