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Abstrakt
V práci popíšu absolvování individuální bakalárˇské praxe ve firmeˇ profiq a mou práci
na projektu Frame, která zahrnovala otestování administracˇního rozhraní a rozhraní
pro koncové uživatele. V rámci této práce jsem se seznámil s ru˚znými zpu˚soby a techni-
kami testování, díky kterým jsem byl schopen navrhnout testovací prˇípady a provádeˇt
manuální vykonávání testu˚. Manuální testování jsem však postupneˇ nahrazoval auto-
matizovanými testy pomocí Selenium Webdriver a jazyka Python, neobešlo se to však
bez problému˚, zejména podpory mezi prohlížecˇi a oveˇrˇením WebGL obsahu. Dokument
obsahuje také rozbor teoretických a praktických znalostí a dovedností získaných v pru˚-
beˇhu studia a uplatneˇných prˇi práci na tomto projektu a porovnává je se znalostmi zís-
kanými v pru˚beˇhu praxe.
Klícˇová slova: testování software, automatizace testu˚, Selenium Webdriver, Python,
WebGL, canvas
Abstract
In the thesis I will describe the process of individual professional practice in the profiq
company and my work on the Frame project, which includes testing of admin interface
and interface for end users. While working on this task, I have learned different testing
types and techniques, which allowed me to design test cases and to perform manual exe-
cution of the tests. Manual execuction is gradually replaced by automated tests using the
Selenium Webdriver and the programming language Python. A couple of issues occured
during the implementation of automation e.g. different browser support or WebGL con-
tent verification. There is also a summary of theoretical and practical knowledge gained
during the school studies applied while working on the project and a comparison be-
tween them and information gained while working on this project.
Keywords: software testing, test automation, Selenium Webdriver, Python, WebGL, can-
vas
Seznam použitých zkratek a symbolu˚
AWS – Amazon Web Services
CSS – Cascading Style Sheets
HTML – Hyper Text Markup Language
HTML5 – Hyper Text Markup Language v. 5
JS – JavaScript
LTE – Long Term Evolution
OOP – objektoveˇ orientované programování
PIL – Python Imaging Library
RGB – cˇervená zelená modrá
SMTP – Simple Mail Transfer Protocol
URL – Uniform Resource Locator
W3C – World Wide Web Consortium
WebGL – Web Graphics Library
XML – Extensible Markup Language
XPath – XML Path Language
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51 Úvod
Absolvoval jsem bakalárˇskou praxi ve spolecˇnosti profiq s.r.o., kde jsem byl zarˇazen v ob-
lasti testování software. Po nastudování teorie zpu˚sobu˚, technik a kategorií testování
jsem byl prˇirˇazen k projektu Frame. Projektu Frame jsem meˇl otestovat administracˇní
rozhraní a rozhraní pro koncové uživatele. Pro projekt dosud nebyly žádné specifikace
k testování, meˇl jsem tedy zacˇít návrhem testovacích prˇípadu˚, které jsem poté manu-
álneˇ provádeˇl. Vykonávání testu˚ meˇlo být následneˇ automatizováno, k cˇemuž jsme jako
firma meˇli navrhnout vhodný zpu˚sob. Automatizace meˇla být nasazena proto, aby mohly
být testy spoušteˇny cˇasteˇji k oveˇrˇení toho, zda systém pracuje správneˇ, a dále naprˇíklad
po nasazení zmeˇn, zda-li nedošlo k ochromení prˇedchozí funkcˇnosti. Prˇi programování
automatických testu˚ jsem narazil na neˇkolik problému˚ týkajících se naprˇíklad porovná-
vání WebGL obsahu, ale také rozdílné podpory nástroje Selenium Webdriver pro ru˚zné
webové prohlížecˇe.
62 Zameˇrˇení firmy profiq s.r.o. a pracovní zarˇazení studenta
Firma profiq [1] poskytuje služby softwarového inženýrství z Cˇeské Republiky pro soft-
warové spolecˇnosti v Silicon Valley, které vyvíjejí software agilním zpu˚sobem. Tyto služby
zahrnují vývoj, testování a údržbu softwaru.
Služba je poskytována ve více formách. Od té nejjednodušší, kterou je poskytnutí jed-
notlivých specialistu˚ pro zákazníka, prˇes komplexneˇjší, kterou je poskytnutí celého týmu,
až po kompletní zastrˇešení dodávky vcˇetneˇ inženýrských zdroju˚ a managementu.
Expertíza firmy spocˇívá v oblasti webových a mobilních aplikací, cloudu a bezpecˇnosti.
2.1 Zákazníci firmy
Firma poskytuje své testovací a vývojové služby naprˇíklad spolecˇnosti Forgerock, která
se zabývá vývojem kompletního softwarového rˇešení pro správu identit a prˇístupu˚, dále
také spolecˇnosti Sencha, zabývající se mimojiné vývojem JavaScriptového frameworku
a mobilních aplikací. Dalším zákazníkem je Frame, který umožnˇuje spoušteˇní windows
aplikací v cloudu.
2.2 Mé pracovní zarˇazení
Beˇhem vykonávání praxe jsem pracoval ve firmeˇ na pozici software inženýra. Konkrétneˇ
jsem se zabýval noveˇ získaným projektem Frame v oddeˇlení testování software. Mým cí-
lem bylo zjistit, zda administracˇní rozhraní a rozhraní pro koncové uživatele funguje dle
ocˇekávání a požadavku˚, a veškeré zvláštnosti cˇi nefunkcˇní cˇásti okamžiteˇ hlásit podporˇe
Framu.
73 Projekt Frame
Frame je softwarový produkt stejnojmenné spolecˇnosti [2], který umožnˇuje spoušteˇní
windows aplikací vzdáleneˇ v cloudu za pomocí webového prohlížecˇe s technologií WebGL.
Aplikace beˇží vzdáleneˇ na virtualizacˇní platformeˇ Amazon Web Services s operacˇním
systémem Windows Server 2012 R2, ale takovým zpu˚sobem, že zákazník se nemusí sta-
rat o rucˇní registraci, nastavení a údržbu virtuálního stroje na stránkách AWS, Frame jej
prˇipraví a obsluhuje dle požadavku˚ zákazníka uprˇesneˇných jak prˇi koupi produktu, tak
i v pru˚beˇhu používání.
Jednou z výhod produktu Frame je minimalizace hardwarových nároku˚ na koncové
stanice uživatele. K plnému použití, nastavení a používání je nutné vlastnit pouze zarˇí-
zení s libovolným operacˇním systémem s prohlížecˇem podporujícím technologii WebGL.
Ta je podporována ve všech hlavních prohlížecˇích, jedná se o Google Chrome, Firefox,
Safari, Internet Explorer a Opera. Chromebooky s ChromeOS jsou rovneˇž plneˇ podporo-
vány. Další výhodou je centralizovaná správa a distribuce aplikací a uživatelských prˇí-
stupu˚.
Nejveˇtší nevýhodou je závislost na neustálém a dostatecˇneˇ rychlém prˇipojení k inter-
netu, jelikož aplikace jsou spoušteˇny vzdáleneˇ z cloudu. S rostoucími rychlostmi prˇipo-
jení a pokrytím mobilními síteˇmi cˇtvrté generace (LTE) se míra této nevýhody postupneˇ
snižuje.
V dobeˇ psaní bakalárˇské práce systém poskytuje dva typy úcˇtu˚, Platform a Education.
Platform je urcˇen prˇevážneˇ pro veˇtší softwarové firmy, kuprˇíkladu Adobe cˇi Autodesk.
Frame se pro tyto firmy hodí z neˇkolika du˚vodu˚. Mohou poskytnout svu˚j software k vy-
zkoušení, aniž by musel uživatel na svém pocˇítacˇi cokoli instalovat. Dále se hodí naprˇí-
klad pro zameˇstnance teˇchto firem, kdy firmeˇ stacˇí mít méneˇ výkonné stroje a prˇitom mo-
hou používat tyto produkty bez hardwarových omezení. Stále ale není nutné na koncové
stanice nic instalovat a rovneˇž aktualizace produktu˚ jsou centralizované pro všechny uži-
vatele.
Education je, jak už název napovídá, urcˇen prˇevážneˇ pro vzdeˇlávací organizace. Zde
se Frame skveˇle uplatní v situacích, kdy naprˇíklad studenti potrˇebují pracovat s urcˇitým
softwarovým produktem, který nemají beˇžneˇ k dispozici, a zakoupení a správa licencí
mezi studenty by byla prˇíliš komplikovaná a nákladná. Vedoucí této vzdeˇlávací organi-
zace mu˚že poskytnout prˇístup k teˇmto aplikacím studentu˚m a centrálneˇ spravovat také
prˇístup jednotlivých uživatelu˚ k teˇmto aplikacím. Opeˇt také odpadá problém s méneˇ vý-
konnými stroji studentu˚ (k použití naprˇíklad pokrocˇilých modelovacích nástroju˚).
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Po nastudování teorie testování jsem byl prˇirˇazen na projekt Frame. Projekt Frame meˇl
být otestován se zameˇrˇením na administracˇní rozhraní a rozhraní pro koncové uživatele a
následneˇ meˇlo být toto testování automatizováno. Jelikož se projekt nacházel v rané fázi,
nebyl u neˇj k dispozici žádný materiál, který by testování a celkoveˇ mou práci usnadnil.
Má práce zahrnovala:
• seznámení se s projektem
• návrh testovacích prˇípadu˚
• manuální testování
• automatizaci testu˚
Zákazník kromeˇ prˇihlašovacích údaju˚ a znalostní báze, tzv. "Knowledge base", ve které
se zákazníci mu˚žou doveˇdeˇt o nových funkcích systému, neposkytl žádné další infor-
mace, a já jsem dostal za úkol seznámit se se systémem kompletneˇ sám za úcˇelem zjišteˇní,
zda je systém pochopitelný i pro osoby, jež o neˇm dosud nic neví.
4.1 Vyjádrˇení cˇasové nárocˇnosti
Na seznámení se s projektem bylo vyhrazeno 5 dní, stejneˇ tak na návrh testovacích prˇí-
padu˚. K manuálnímu testování byl urcˇen pu˚lden každého týdne na praxi. Pokud však
byly prˇidány nové funkcionality cˇi opravy stávajících chyb, bylo návrhu testovacích prˇí-
padu˚ a manuálnímu testování prˇidáno cˇasových prostrˇedku˚ dle potrˇeby. Zbytek cˇasu byl
veˇnován návrhu a realizaci automatizaci testu˚.
95 Teorie a manuální testování
Než jsem se vu˚bec mohl zacˇít veˇnovat samotným úkolu˚m, musel jsem nastudovat teorii
a zpu˚soby testování [3], abych lépe pochopil, co se ode meˇ bude ocˇekávat a na co se
zameˇrˇit.
5.1 Kategorie a typy testování






Testováním komponent /též známé jako jednotkové testování/ se rozumí testování
jednotlivých samostatných cˇástí, modulu˚ a trˇíd aplikace, které jsou testovatelné samo-
statneˇ. Toto testování obvykle provádí programátor.
Integracˇní testování v sobeˇ zahrnuje testování komunikace mezi jednotlivými kom-
ponentami jak v rámci aplikace, tak i s ru˚znými cˇástmi systému jako je operacˇní systém,
souborový systém apod. Od této úrovneˇ testování nejcˇasteˇji provádí dedikovaný specia-
lista, tester.
Systémové testování slouží k oveˇrˇení systémových vlastností produktu jako jsou vý-
konnost, bezpecˇnost, kompatibilita, dostupnost a jiné. Systémové testování poskytne nej-
vyšší hodnotu v prˇípadeˇ, že se testovací prostrˇedí co nejvíce podobá prostrˇedí, ve kterém
bude produkt používat zákazník.
Akceptacˇní testování provádí již samotný zákazník cˇi budoucí uživatelé systému
na svém testovacím prostrˇedí za úcˇelem oveˇrˇení, zda aplikace splnˇuje ocˇekávání zákaz-
níka.




• Konfirmacˇní a regresní testování
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Funkcionální testování /též testování cˇerné skrˇínˇky/ zkoumá funkcionality, vlast-
nosti a spolupráci jednotlivých komponent, at’ už dokumentovaných cˇi nikoli, prˇípadneˇ
celého systému. Patrˇí zde také naprˇíklad testování bezpecˇnosti.
Nefunkcionální testování v sobeˇ zahrnuje testování výkonu, záteˇžové testování, spo-
lehlivost a jiné.
Strukturální testování /též testování bílé skrˇínˇky/ umožnˇuje urcˇit, zda jsou pokryty
všechny možnosti, a to analýzou struktury kódu.
Konfirmacˇní a regresní testování má za cíl zjistit, zda-li nahlášená chyba byla opravdu
opravena a její oprava nerozbila stávající funkcionalitu.
Kategorií, typu˚ a zpu˚sobu˚ testování je mnoho, rád bych však ješteˇ zmínil jednu tech-
niku, kterou jsem také využíval.
Pru˚zkumné testování je technika, prˇi které probíhá návrh testu˚, jejich vykonávání a za-
znamenávání zárovenˇ. Pru˚zkumné testování také dovoluje produkt prozkoumat a otes-
tovat i prˇípady, které automatizace nebo specifikace neobsahuje.
V rámci absolvování bakalárˇské praxe jsem provádeˇl nejprve pru˚zkumné, systémové
funkcionální testování. Výjimecˇneˇ jsem provádeˇl také integracˇní funkcionální testování,
kdy jsem dostal pokyn od Framu, na kterou komponentu systému se zameˇrˇit. Po opraveˇ
chyb jsem provádeˇl konfirmacˇní a regresní funkcionální testování.
5.2 Seznámení se s projektem
Prˇi zakoupení dostane zákazník administrátorský úcˇet na stránkách Frame, viz obrázek
1 na straneˇ 11. Administrátor má k dispozici plneˇ funkcˇní prostrˇedí nazývané sandbox cˇi
desktop s operacˇním systémem Windows Server 2012, na které mu˚že nainstalovat libo-
volnou aplikaci. Následneˇ administrátor tyto aplikace tzv. onboardem prˇipraví ke zve-
rˇejneˇní, a to tak, že z beˇžícího sandboxu vybere danou aplikaci a prˇes její kontextovou
nabídku zvolí "Onboard to Frame". Pak administrátor vidí tuto aplikaci v prˇehledu apli-
kací se znacˇkou, že se jedná o nezverˇejneˇnou aplikaci, a mu˚že spustit proces publikování,
kdy se tyto aplikace prˇekopírují na tzv. production instance, viz schéma 2 na straneˇ 11.
Tyto aplikace pak fungují na kompletneˇ oddeˇlených prostrˇedích, aby se jednotliví uži-
vatelé navzájem neovlivnˇovali. Jednotliví uživatelé mohou mít, ale nepotrˇebují žádný
úcˇet, aplikace mohou spustit i z html stránky, a to tak, že uživatel bud’ obdrží od admi-
nistrátora odkaz získaný ze systému, nebo administrátor mu˚že aplikaci (respektive její
spoušteˇcˇ) vložit do libovolné HTML stránky. Pokud uživatelé mají úcˇet, vidí po prˇihlá-
šení do svého profilu seznam všech dostupných aplikací a nepotrˇebují nadále jednotlivé
odkazy cˇi stránky s vloženými spoušteˇcˇi.
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Obrázek 1: Administracˇní rozhraní
Obrázek 2: Schéma úcˇtu
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5.3 Návrh testovacích prˇípadu˚
Prˇi provádeˇní pru˚zkumného testování jsem zárovenˇ navrhoval testovací prˇípady. Každý
testovací prˇípad je popsán prerekvizitami prˇed spušteˇním testu, jednotlivými kroky uži-
vatelské interakce a ocˇekávaným chováním s výsledky. Prˇíklad takovýchto testovacích
prˇípadu˚ mu˚žete videˇt v tabulkách 1 a 2 na straneˇ 13. Tyto návrhy testovacích prˇípadu˚
byly verifikovány Framem, zda-li došlo ke správnému pochopení systému, jeho chování
a ocˇekávaných výsledku˚.
Tuto fázi jsem opakoval vždy prˇi prˇidání nové funkcˇnosti do systému, naprˇíklad na-
hrávání souboru˚ prˇi beˇžící aplikaci, která byla prˇidána až poté, co jsem meˇl dosavadní
funkcˇnosti systému zmapovány a testovací prˇípady navrženy. V pru˚beˇhu pru˚zkumného
testování jsem cˇasto našel nejvíce problému˚, jednalo se totiž nejcˇasteˇji o nové funkcˇnosti,
kde je veˇtší pravdeˇpodobnost neošetrˇení neˇkterých netriviálních krajních prˇípadu˚. Jeden
takový netriviální testovací prˇípad ukazuje tabulka 3 na straneˇ 14, která popisuje testo-
vací prˇípad, kdy je proces nahrávání souboru zrušen a vzápeˇtí spušteˇn znova. Zde byla
nalezena v minulosti chyba, že opakovaný proces nahrávání byl vždy neúspeˇšný.
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Tabulka 1: Nastartování sandbox systému
Testovací prˇípad Test cˇ.102 - Nastartování sandbox systému
Prˇedpoklad 1. Otevrˇený internetový prohlížecˇ na adrese
administracˇního rozhraní
2. Administrátor je do systému prˇihlášen
3. Sandbox stroj je vypnut
Testovací procedura Ocˇekávaný výsledek
1. Nastartování sandbox stroje stiskem
tlacˇítka "Power on"
Administrátor vidí ukazatel pru˚beˇhu s od-
povídající hláškou. Startování má defino-
váno cˇasový limit 5 minut. V jejich rámci se
rovneˇž ocˇekává, že administrátor vidí infor-
maci o úspeˇšném nastartování sandboxu.
Tabulka 2: "Onboard"aplikace notepad
Testovací prˇípad Test cˇ.214 - "Onboard"aplikace notepad
Prˇedpoklad 1. Otevrˇený internetový prohlížecˇ na adrese
administracˇního rozhraní
2. Administrátor je do systému prˇihlášen
3. Sandbox stroj je zapnut
Testovací procedura Ocˇekávaný výsledek
1. Spušteˇní sandbox stroje stiskem tla-
cˇítka "Open desktop"
Spustí se iframe s HTML5 video prˇehráva-
cˇem, ve kterém sandbox nastartoval.
2. "Onboard"systémové aplikace
notepad.exe otevrˇením prˇíslušného
adresárˇe, kliknutí pravým tlacˇítkem
myši na soubor aplikace a zvolení volby
"Onboard to Frame"
Vyvolá se HTML formulárˇ, ve kterém admi-
nistrátor vidí ikonu a název aplikace, kterou
vybral k "Onboard"u.
3. Potvrzení "Onboard"formulárˇe stis-
kem tlacˇítka "Onboard"
"Onboard"formulárˇ zmizí.
4. Odpojení od sandbox stroje stiskem
tlacˇítka "Disconnect"ve "Start menu"
Iframe s HTML5 video prˇehrávacˇem je
ukoncˇen. Administrátor vidí seznam "On-
board"ovaných aplikací, ve kterém je navíc
oproti stavu prˇed krokem 1) prˇidána apli-
kace "notepad".
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Tabulka 3: Nahrávání souboru po prˇedchozím zrušeném pokusu
Testovací prˇípad Test cˇ.1054 - Nahrávání souboru po prˇedcho-
zím zrušeném pokusu
Prˇedpoklad 1. Otevrˇený internetový prohlížecˇ na adrese
administracˇního rozhraní
2. Administrátor je do systému prˇihlášen
3. Produkcˇní instance zapnuta
Testovací procedura Ocˇekávaný výsledek
1. Nastartování aplikace Aplikace se nastartuje, ale uživatel ji mu˚že
používat.
2. Zvolení nahrání souboru Zvolený soubor se zacˇne nahrávat na vzdá-
lenou instanci a uživatel vidí ukazetel pru˚-
beˇhu.
3. Zrušení nahrávání Proces nahrávání se ukoncˇí.
4. Zvolení nahrání souboru Zvolený soubor se zacˇne nahrávat na vzdá-
lenou instanci a uživatel vidí ukazetel pru˚-
beˇhu.
5.4 Manuální testování
Po navržení a schválení testovacích prˇípadu˚ bylo nutné urcˇit, které jsou du˚ležité a musí
se pravidelneˇ testovat. Než bude totiž automatizace vyvinuta a nasazena, je nutné za-
jistit pru˚beˇžné manuální testování. Z navržených prˇípadu˚ zákazník identifikoval sadu
testu˚, které otestují funkcionalitu všech cˇástí systému. Tyto testy jsem pravidelneˇ vyko-
nával, výsledky vždy zpracoval a odeslal zákazníkovi ve formátu tabulky, viz obrázek 4
na straneˇ 15. Tímto zpu˚sobem jsem byl schopen snadno zjistit problémy se zpeˇtnou kom-
patibilitou, a díky pravidelným výsledku˚m jsem meˇl možnost porovnání s prˇedchozími
výsledky a zjišteˇní, kdy se daná chyba poprvé objevila.
Každou chybu jsem hlásil jako nový úkol do systému Asana, což je webová služba
urcˇená k organizaci úkolu˚. Prˇi hlášení každé chyby jsem sepsal kroky k reprodukci dané
chyby a také nahrál obrázek cˇi video, na kterém jsem chybu ukázal.
Manuální testování jsem provádeˇl na ru˚zných webových prohlížecˇích, v porˇadí dle pri-
orit zákazníka se jednalo o Chrome, Firefox, Safari a Internet Explorer. K provedení tes-
tování jsem musel použít více operacˇních systému˚ (Windows 8.1 a OS X 10.10), jelikož
poslední verze Safari nelze spustit na OS Windows a naopak zase Internet Explorer nelze
nativneˇ spustit na OS X.
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Tabulka 4: Výsledky manuálních testu˚
Detailed status
Test # Frame End User Firefox 33 Comment
Login screen
500 Login correct PASSED
501 Login incorrect PASSED
502 Login empty PASSED
503 Login with expired account PASSED
505 Password recover N/A It seems not implemented yet
Application list
520 Application list shows PASSED
521 Upload setup files using file dialog works PASSED
522 Upload documents using file dialog works N/A This option has been disabled
523 Upload setup files using drag & drop works PASSED
524 Upload documents using drag & drop works N/A This option has been disabled
525 Start sandbox PASSED
526 Share sandbox FAILED link to reported issue in Asana
527 Stop sandbox PASSED
528 Open the application in sandbox PASSED
... ... ... ...
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6 Automatizace testu˚
Dlouhodobým cílem je nahrazení manuálního testování automatizovanými testy za úcˇe-
lem snížení spotrˇeby lidského cˇasu, nutného k otestování produktu. Automatizované
testy umožnˇují mimo jiné cˇasteˇjší vykonávání testu˚, které je navíc nezávislé na rozdíl-
ných geografických polohách vývojového a testovacího týmu. Vývojový tým tedy mu˚že
spustit testování dle potrˇeby i prˇi neprˇítomnosti testovacího týmu.
6.1 Nalezené možnosti
Není možné zacˇít vyvíjet automatizaci bez zvolení vhodného nástroje a prˇístupu. Jelikož
se jedná o webovou aplikaci, je nutné zvažovat nástroje, které webové stránky umí nacˇíst
a zpracovat.
Od managera projektu jsem dostal tip na nástroj Selenium Webdriver [4]. Tento open
source nástroj umožnˇuje vytvorˇení nezávislého okna webového prohlížecˇe a poskytuje
kompletní rozhraní k jeho ovládaní. Jeho nejveˇtší výhodu vidím ve zpracování Java-
Scriptu. Prˇi použití Selenia je zajišteˇno, že chování bude stále stejné a bude vypadat tak,
jak ho uvidí i koncový uživatel. Naopak nejveˇtší nevýhoda tohoto nástroje je hardwa-
rová nárocˇnost, kdy musí beˇžet grafické prostrˇedí, aby v neˇm mohl být korektneˇ spušteˇn
a používán testovaný prohlížecˇ. Neprˇíjemná je také rozdílná podpora pro webové pro-
hlížecˇe, kdy pro každý prohlížecˇ (vyjma standardneˇ podporovaného Firefoxu) musí být
použit speciální soubor, tzv. driver, který zprostrˇedkovává komunikaci mezi programá-
torovým kódem a prohlížecˇem. Tento driver je pro každý prohlížecˇ napsán mírneˇ odliš-
ným zpu˚sobem a je v ru˚zném stádiu vývoje, a proto má každý jiná omezení (více o teˇchto
omezeních v kapitole 6.6 na straneˇ 22). Mezi oficiálneˇ podporovanými jazyky pro pou-
žití se Selenium Webdriver je Java, C#, Ruby, Python a Javascript, mezi neoficiálními je
naprˇíklad také Perl, PHP cˇi Objective-C.
Mezi dalšími zvažovanými nástroji bylo použití HtmlUnit pro Javu [5] cˇi urllib2 kni-
hovna pro Python [6]. Tyto nástroje umožní interakci s webovými stránkami bez nutnosti
otevrˇení okna prohlížecˇe, fungují tedy rychleji a s menšími hardwarovými nároky. Nevý-
hoda je však ve zpracování JavaScriptu, kdy jsou podporovány pouze základní operace
nebo dokonce žádné, což je u webové aplikace hojneˇ využívající HTML5 kritická vlast-
nost. Z tohoto du˚vodu byly tyto nástroje zamítnuty.
Dalším nalezeným nástrojem byl Watir-Webdriver [7], který, jak jsem zjistil, je postaven
také na technologii Selenium Webdriver, avšak poskytuje pouze rozhraní pro programo-
vací jazyk Ruby.
Posledním analyzovaným nástrojem byl komercˇní softwarový produkt Squish spolecˇ-
nosti Froglogic [8], který pracuje na podobném principu jako Selenium Webdriver, prˇi-
dává však možnost nahrávání testu˚. Nahrávání testu˚ se ale ukázalo jako nevhodné, v prˇí-
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padeˇ, kdy hodnoty neˇkterých atributu˚ jsou statické a jiné zase generovány automaticky.
Výsledek automatického nahrávání bych tedy musel vždy projít a upravit tak, aby vyu-
žívalo nemeˇnné hodnoty.
6.2 Zvolený zpu˚sob
Pro automatizaci prohlížení webu a uživatelských interakcí jsem z výše uvedených du˚-
vodu˚ zvolil použití Selenium Webdriver. Jak již bylo rˇecˇeno, vyniká ve zpracování Java-
Scriptu, má ale rozdílnou podporu naprˇícˇ prohlížecˇi. Od Framu jsme však dostali jasnou
prioritu – Google Chrome a Firefox musí být prˇi automatizaci funkcˇní, funkcˇnost testu˚
v Safari a Internet Explorer by byl prˇíjemný bonus, ale vyžadován není.
Jako jazyk, ve kterém bude automatizace napsána, jsem zvolil Python. Jedná se o mul-
tiplatformní skriptovací jazyk, který se dále vyznacˇuje naprˇíklad dynamickou typovostí
cˇi cˇástecˇnou nutností programátora dodržovat konvence, jelikož naprˇíklad úrovenˇ od-
sazení je použita jako uvození bloku kódu. Nevýhoda Pythonu, a obecneˇ skriptovacích
jazyku˚, je v mírneˇ vyšší pameˇt’ové nárocˇnosti a pomalejším beˇhu, v mém prˇípadeˇ se však
nejedná o situaci, kdy by to prˇevážilo uvedené výhody.
6.3 Pru˚beˇh automatizace
Automatizace není jen o zvolených technologiích, ale také o jejich spojení. V pocˇátcích
jsem se snažil zautomatizovat pouze základní prˇípad užití, konkrétneˇ nastartování apli-
kace, oveˇrˇení startu a vypnutí aplikace. Tento test jsem prezentoval Framu a spolecˇneˇ
jsme se rozhodli, že je automatizace vhodná a dostatecˇneˇ efektivní, a cˇas investovaný
do automatizace se zacˇal zvyšovat, stejneˇ jako složitost a pocˇet scénárˇu˚ k automatizaci.
Z toho du˚vodu bylo nutné vymyslet strukturu, která mi umožní spoušteˇt libovolné a
oddeˇlené sady testu˚.
Ve fázi, kterou jsem v dobeˇ psaní této práce využíval, se automatizace testu˚ skládala
z neˇkolika souboru˚:
Knihovna Cílem této knihovny je automatizace základních kroku˚ a operací provádeˇ-
ných nad testovaným systémem. Jedná se naprˇíklad o zpu˚soby otevírání kontexto-
vých nabídek podle názvu aplikace, prˇepínání záložek apod. Z teˇchto jednotlivých
operací je následneˇ poskládán testovací prˇípad.
Kód sady testu˚ Obsahuje definice testu˚ a operací, které jsou provedeny. Pro každý test
je vyhrazena jedna funkce, jejíž návratová hodnota znacˇí úspeˇch (True) cˇi neúspeˇch
(False), a to návratovou hodnotou uvedenou v závorce.
Spoušteˇcˇ sady testu˚ V tomto souboru jsou použity funkce definované v kódu sady testu˚.
Každý test má v tomto souboru vyhrazen svu˚j rˇádek, který mu˚že být vložen více-
krát cˇi jinak parametrizován, a test tedy pobeˇží vícekrát. Zde je definováno i stan-
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dardní chování po skoncˇení testu, obsahující vycˇišteˇní, trˇeba znovunacˇtení výchozí
URL adresy.
Konfiguracˇní soubor Konfiguracˇní soubor v sobeˇ zahrnuje jak specifické promeˇnné
pro každou sadu testu˚ (na základeˇ použité prˇedpony prˇed danou promeˇnnou), tak
globální promeˇnné jako údaje pro SMTP server k odeslání záznamu v prˇípadeˇ ne-
úspeˇšného testu.
Záznamová trˇída Jedná se o jednoduchou statickou trˇídu, která poskytuje operace jako
vrácení všech záznamu˚ z neúspeˇšných testu˚
Odesílacˇ emailu˚ V prˇípadeˇ, že neˇjaký test selže, mu˚že být záhodno informovat support
tým, aby situaci oveˇrˇil a zareagoval co nejdrˇív, a aby chybu, pokud možno, neobjevil
zákazník.
Porovnávacˇ obrázku˚ Obsahuje funkce k získání procentuální shody dvou obrázku˚. Nut-
nost teˇchto funkcí popíši v sekci 7 na straneˇ 24.
6.4 Ukázka kódu
Mám naprˇíklad HTML stránku z obrázku 3 se strukturou z výpisu 1 na straneˇ 19 a po-
trˇebuji lokalizovat element li podle popisku aplikace, a zárovenˇ pouze mezi aplikacemi
aktuálneˇ vybrané záložky.






<div id="loading" style="display: none;">...</div>
<div id="private" style="display: block;">
<ul class="app-list">
<li>









<div id="public" style="display: none;">
<ul class="app-list">
<li>









Výpis 1: Testovací HTML kód
K tomu mu˚že sloužit funkce z výpisu 2 na straneˇ 20. Než zacˇnu záložky a aplikace
prohledávat, je nutné pocˇkat na ukoncˇení nacˇítání, k cˇemuž používám funkci
WebdriverWait. Tato funkce zajistí cˇekání, dokud element div#loading neprˇestane
být zobrazený, maximálneˇ však 20 sekund. Pokud je div#loading stále viditelný, uloží
zprávu do logu /záznamová trˇída/ a vrací neúspeˇch False. Další krok pozitivního pru˚-
beˇhu je zjišteˇní popisku aktivní záložky, jelikož následneˇ budu prohledávat pouze div,
jehož id je stejné jako popisek aktuální záložky. Pokud by tento krok nebyl poveden, a
byla by hledána naprˇíklad aplikace notepad, která je v obou sekcích, nebylo by jedno-
duše možné rozlišit, do jaké záložky patrˇí. Po zjišteˇní popisku mu˚žeme css selektorem
získat seznam všech odpovídajících aplikací. Je nutné si rovneˇž uveˇdomit, že jednotlivé
položky seznamu aplikací v sobeˇ obsahují další podmenu, které rovneˇž obsahuje ele-
menty li. Proto je nutné v CSS selektoru znakem < omezit hledání pouze na elementy
li, které jsou prˇímo vnorˇené v elementu ul.apps-list. Pak už nezbývá než projít
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seznamem a kontrolovat text elementu a.title, a pokud odpovídá hledanému názvu,
položka seznamu pro hledanou aplikaci je vrácena, a programátor mu˚že pracovat jak s ti-
tulkou aplikace, tak s vnorˇeným podmenu (otevrˇít, prˇesmeˇrovat se a jiné). Pokud žádná
aplikace neodpovídá hledané, je uložena zpráva do logu a funkce vrací False znacˇící
neúspeˇch.
def application_find(self, app_name):






Log.insert(’{0} ERROR: Loading applications got stuck!’.
format(self.act_time()))
return False
# find out chosen tab
act_type = self.browser.find_element_by_css_selector(’ul#tabs
li.active’).text
# find all application in actual tab
apps = self.browser.find_elements_by_css_selector(’div#{0} ul.
app-list > li’.format(act_type))
# loop through array of applications





Log.insert(’{0} ERROR: The application "{1}" has not been
found!’.format(self.act_time(), app_name))
return False
Výpis 2: Vyhledání aplikace v seznamu
Prˇíkladem složiteˇjší funkce mu˚že být naprˇíklad startovací sekvence aplikace. Zde je
více testovaných situací a potenciálních problému˚, které musí test odhalit. Prˇi startování
je nutné oveˇrˇit:
• Spustí-li se okno s aplikací
• Zobrazí-li se startovací sekvence
• Zda-li je cˇasovacˇ správneˇ inicializován
• Pokud je vzdálenost uživatele od serveru dlouhá, zobrazilo-li se varování o vzdá-
lenosti
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• Pokud je prˇipojen Dropbox, zda-li došlo k jeho automatickému prˇipojení
• Zda-li obsah aplikace je správný
Z funkcí knihovny dále skládám daný testovací prˇípad. To mu˚žete videˇt v ukázce 3,
kde daná funkce ukazuje test správného spušteˇní aplikace, který spocˇívá v nastartování
aplikace a oveˇrˇení startu pomocí porovnání obrázku˚. Pokud test skoncˇí korektneˇ, funkce
vrací True, v prˇípadeˇ jakéhokoliv selhání False. Ostatní automatizované testovací prˇí-
pady mají obdobný formát, mají však vždy veˇtší pocˇet operací.
def 01_live_page(browser):
Log.insert(’{0} {1} 01 Live page’.format(browser.act_time(),
browser.browser_type))









# when images have different resolutions
return False
return False
Výpis 3: Nastartování aplikace a oveˇrˇení startu
Funkce z kódu sady testu˚ potom spouštím ve spoušteˇcˇi sadu testu˚, kde definuji, jaké
testy a s jakými parametry pobeˇží, a jaká bude výchozí akce po dokoncˇení každého testu.
Zde také pocˇítám statistiky, a v prˇípadeˇ neúspeˇchu dojde po dobeˇhnutí celé sady k ode-
slání emailu.
6.5 Lokalizace elementu˚








Jak mu˚žete videˇt v prˇedchozích ukázkách, rozhodl jsem se využívat CSS selektory. CSS
selektory umožnˇují hledání podle libovolných atributu˚ (cˇili v sobeˇ zahrnují rovneˇž lokaci
dle ID, class a name). Rovneˇž nejsem omezen hledáním dle jednoho atributu, mu˚žu ele-
menty a atributy za sebe rˇeteˇzit tak, jak je povoleno v referencích CSS selekttoru˚ [9].
Velice podobnou funkcionalitu poskytuje i XPath selektor [10]. Ten sice prˇidává možnost
vyhledávání dle textového obsahu elementu, ale prˇi jeho použití mu˚že docházet k ru˚z-
ným výsledku˚m v odlišných prohlížecˇích a situacích, jelikož podpora XPath je v každém
prohlížecˇi mírneˇ odlišná [11] [12]. Lokalizace elementu˚ dle CSS je ve všech prohlížecˇích
stejná (za prˇedpokladu, že je ve všech prohlížecˇích stejný HTML dokument).
6.6 Problémy
Prˇi automatizaci se vyskytlo neˇkolik problému˚, které jsem musel vyrˇešit.
Podpora Selenium Webdriver naprˇícˇ prohlížecˇi se ru˚zní. Selenium Webdriver je ofi-
ciálneˇ podporován pouze pro prohlížecˇ Mozilla Firefox, ostatní prohlížecˇe vyžadují do-
plnˇkový soubor, tzv. driver, který se stará o ovládání prohlížecˇe. Bohužel vývoj teˇchto
driveru˚ je na ru˚zných úrovních, tudíž má každý jiná omezení a jiné (zatím) nepodporo-
vané funkce.
Podpora funkce implicitly_wait je jednou z nich, není implementována pro prohlížecˇ
mimo Firefox. Pokud je vyžadována interakce s elementem, který ješteˇ na stránce není
k dispozici, at’ už tím, že ješteˇ není stránka úplneˇ nacˇtena, nebo prˇípadneˇ ješteˇ nedo-
beˇhly asynchronní javascriptové funkce, které prvek zobrazí, je uživateli vrácena oka-
mžiteˇ výjimka. Tato funkce globálneˇ rˇíká prohlížecˇi: "Pokud prˇi vykonávání neˇjaké udá-
losti nenajdeš používaný element, je možné, že se do nastaveného timeoutu zobrazí."To
je obzvlášteˇ výhodné v HTML5 aplikacích (jako je Frame), kde je JavaScriptu využíváno
hojneˇ.
Rˇešení této situace je ale i v ostatních prohlížecˇích možné, a to za použití funkce Web-




Výpis 4: Náhrada implicit_wait pro prohlížecˇe mimo Firefox
Tato funkce pocˇká, dokud není zobrazen element div s atributem id=dialog. Pocˇká
však maximálneˇ 10 vterˇin, po uplynutí této doby je uživateli vrácena výjimka Timeout-
Exception. Nevýhodou této funkce je jednak to, že je nutné funkci použít pro každý
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prˇíkaz, u kterého by mohlo nutné cˇekání nastat, ale také nutnost odchytávání Timeout-
Exception, aby byla v prˇípadeˇ neznámého problému vrácena vhodná zpráva, standardneˇ
je totiž vrácena TimeoutException s prázdnou zprávou.
Podpora modálních dialogu˚ je implementována jak ve Firefoxu, tak i Google Chrome.
Driver pro prohlížecˇ Safari je však implementován v JavaScriptu, který beˇží na stejné
úrovni jako modální dialogy. Tím vzniká problém, kdy nad nimi driver není schopen
prˇevzít kontrolu. Všechny dialogy mají standardneˇ nastavenou akci na zamítnutí teˇchto
dialogu˚, což nebylo v mém prˇípadeˇ žádoucí. Z tohoto du˚vodu byla docˇasneˇ vyloucˇena
podpora pro Safari. Docˇasneˇ proto, že jeden z cílu˚ Frame je také nahrazení modálních di-
alogu˚ svými vlastními dialogy, napsanými v HTML5. Pak budou testy fungovat bez pro-
blému˚ i pro Safari.
Podpora Internet Exploreru prˇi automatických testech v dobeˇ psaní této práce není
funkcˇní, ani není prioritou. Prˇi používání Selenium Webdriver s Internet Explorer do-
chází prˇi manipulaci se stránkou k náhlému ukoncˇení spojení mezi Selenium Webdriver
a driverem pro Internet Explorer. Hledání prˇícˇiny ukoncˇení spojení bylo Framem odlo-
ženo do budoucna s nízkou prioritou.
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7 Oveˇrˇení WebGL obsahu
Oveˇrˇení startu aplikace bylo jedním z prvních a zárovenˇ jedním z nejdu˚ležiteˇjších úkolu˚,
které jsem musel prˇi automatizaci vyrˇešit. Je totiž nutné zjistit, zda byla aplikace korektneˇ
nastartovaná a uživatel ji mu˚že zacˇít používat. Aplikace je zobrazována uživateli za po-
užití HTML5 technologií, konkrétneˇ WebGL a canvas, jak je patrné z obrázku 4 na straneˇ
24. Zde však nastává problém, jak oveˇrˇit správný obsah canvas elementu, který je vykres-
lován jako jedna bitmapa. Podle materiálu˚, které jsem našel a meˇl k dispozici není jiná
možnost, která by byla dostacˇující, než porovnávání obrázku˚.
Obrázek 4: Použití canvas technologie
Obrázky nacˇítám za pomocí knihovny PIL [13] a samotné porovnávání probíhá tak, že
každý bod jednoho obrázku porovnám s bodem na stejných sourˇadnicích druhého ob-
rázku. Pokud se jedná o barevný obrázek, je nutné pocˇítat s tím, že každý bod je složen
ze 3 barevných složek (RGB). Jednotlivé barevné složky nabývají hodnot 0 až 255. Rozdíl
mezi hodnotami stejné barevné složky postupneˇ prˇicˇítám do prˇipravené promeˇnné zpo-
cˇátku definované na 0, kterou nakonec vydeˇlím maximální hodnotou možného rozdílu,
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což je 255. Výsledek je nutné vydeˇlit pocˇtem barevných složek v obrázku, a tím získám
procentuální rozdíl mezi obrázky ve tvaru desetinného cˇísla.
Nevýhodou tohoto zpu˚sobu porovnávání je fakt, že je nutné mít jak stejný typ obrázku,
tak i naprosto stejné rozmeˇry. S tím by však v rámci mého testování problém být nemeˇl,
zvolil jsem proto tuto jednoduchou metodu.
Pro automatické testy jsem stanovil jako akceptovatelný rozdíl do 5%. Pokud je veˇtší,
je vyhodnocen start aplikace jako neúspeˇšný. Tuto hranici jsem nastavil dle výsledku˚ zís-
kaných otestováním rozdílu˚ neˇkolika ru˚zných aplikací za ru˚zných podmínek, zejména
rozlišení. Prˇi úspeˇšném nastartování aplikace rozdíl mezi ocˇekávaným a aktuálním vý-
sledkem neprˇesahoval 3%. Hranice se dá samozrˇejmeˇ kdykoli zmeˇnit v konfiguracˇním
souboru sady testu˚.
Procentuální podobnost je du˚ležitý údaj, mu˚že však být složité na první pohled odhad-
nout, co prˇesneˇ se na obrázcích zmeˇnilo. Proto prˇi výpocˇtu podobnosti rovnou prˇipravuji
ješteˇ rozdílový obrázek, na kterém pu˚jdou rozdíly rozeznat okamžiteˇ. Rozdílový obrázek
je vytvorˇen tak, že stejné pixely se zmeˇní na cˇernou barvu a tam, kde je identifikován roz-
díl, se promítne pixel z porovnávaného obrázku. Nutno však mít na pameˇti, že kvalita
streamu aplikace mu˚že vzhledem k internetovému prˇipojení kolísat a Frame automa-
ticky sníží kvalitu streamu. Tento fakt se rovneˇž projeví prˇi porovnávání. Citlivost tvorby
rozdílového obrázku je standardneˇ nastavena tak, aby jakákoli zmeˇna byla vykreslena.
Prˇíklady takového výstupu jsou viditelné na straneˇ 26 na obrázku cˇ. 5, sníženou citlivost
zase ukazuje obrázek cˇ. 6. Mírneˇ snížená citlivost vyfiltruje témeˇrˇ nepozorovatelné roz-
díly a umožní testerovi cˇi podpu˚rnému týmu videˇt opravdový problém, v testovaném
prˇípadeˇ se jednalo o zobrazený tooltip v aplikaci.
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Obrázek 5: Rozdílový obrázek s maximální citlivostí
Obrázek 6: Rozdílový obrázek se sníženou citlivostí
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8 Plány do budoucna
Automatizace testu˚ bude dále vyvíjena, sám již nacházím oblasti, ve kterých bych videˇl
možnosti zlepšení. Jedno takové vylepšení bude prˇesunutí CSS selektoru˚ ze stávajících
testu˚ do databáze. V prˇípadeˇ zmeˇn v HTML strukturˇe je nutné projít kód a provést zmeˇny
v každém selektoru, kterého se zmeˇna týká. Pokud budou tyto selektory uloženy v cent-
rální databázi, bude tato editace znacˇneˇ jednodušší a rychlejší.
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9 Teoretické a praktické znalosti a dovednosti získané v pru˚-
beˇhu studia uplatneˇné v pru˚beˇhu odborné praxe
Produkt je postaven na technologiích HTML5, o kterých jsem dostal dobré poveˇdomí
v prˇedmeˇtu Vývoj internetových aplikací. Díky tomu jsem hned veˇdeˇl, že prˇi automa-
tizaci nebude možné lokalizovat neˇjakou cˇást uvnitrˇ canvas elementu beˇžící aplikace,
protože že se neskládá z vrstev, ale je vykreslen pouze jako jedna bitmapa. Tato znalost
mi umožnila lépe vybrat metodu automatizace.
Celá automatizace byla napsána v jazyce Python, se kterým jsem se setkal v prˇed-
meˇtu Skriptovací programovací jazyky a jejich aplikace, jehož obsah mi plneˇ dostacˇoval
pro všechny základní operace. V tomto prˇedmeˇtu jsme také využívali externích kniho-
ven, instalace a prˇilinkování Selenium Webdriver tedy byla otázka okamžiku. Také jsme
dodržovali Python konvence, které dodržují Python vývojárˇi po celém sveˇteˇ, v syntaxi
Selenia jsem se díky tomu orientoval velice rychle. Vývoj probíhal na operacˇním sys-
tému GNU/Linux, kde jsem uplatnil veˇdomosti získané z prˇedmeˇtu Správa operacˇních
systému˚. Prˇedevším se jedná o správu samotného systému, kdy jsem byl schopen rychle
nastavit systém tak, aby mi ulehcˇil práci.
Komunikace se zákazníkem probíhala pouze v anglicˇtineˇ, ve které jsem se znacˇneˇ zlep-
šil v pru˚beˇhu cˇtyrˇ semestru˚ (Ab/I-FEI - Ab/IV-FEI).
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10 Znalosti cˇi dovednosti scházející studentovi v pru˚beˇhu od-
borné praxe
Mezi nejvíce scházející znalosti cˇi dovednosti bych zarˇadil nutnost práce se softwarem
urcˇeným k verzování, zákazník zvolil technologii git. Znacˇnou chvíli zabralo, než jsem
pochopil manipulaci s ru˚znými veˇtvemi stejného kódu, spojování teˇchto zmeˇn, a než jsem
byl schopen nastavit git na lokálním pocˇítacˇi. Myslím, že verzovací systémy se používají
v drtivé veˇtšineˇ firem, a tudíž by pode mého názoru bylo její zarˇazení do studijního plánu
pro studenty velice prˇínosné.
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11 Záveˇr
Praxe mi umožnila seznámit se s procesem testování softwarových produktu˚, zejména
s ru˚znými technikami a prˇístupy a jejich aplikací v procesu vývoje softwaru. Osvojil jsem
si proces testování od návrhu testovacích prˇípadu˚ prˇes pru˚beˇžné manuální testování až
po automatizaci testu˚. Zárovenˇ se znacˇneˇ zmeˇnil mu˚j pohled na testování softwarových
produktu˚. Doposud jsem si myslel, že testovací týmy pru˚beˇžneˇ stereotypneˇ manuálneˇ
testují produkt. Praxe mi však ukázala, že manuální testování je pouze cˇást celku.
Dále mi praxe umožnila seznámení se s technologiemi pro automatizaci testu˚, zejména
však s technologií Selenium Webdriver a možnostmi jejího použití. Získané znalosti vyu-
žila ve firmeˇ rˇada spolupracovníku˚, kterým jsem ušetrˇil znacˇné množství cˇasu získanými
postrˇehy, jejichž absence meˇ v zacˇátcích také zpomalovala. Zejména se jedná o informace
o ru˚zné podporˇe mezi prohlížecˇi a o funkcích automatického cˇekání, pokud element ješteˇ
není k dispozici.
Mnou vyvinutá automatizace se osveˇdcˇila a je spoušteˇna cronem neˇkolikrát denneˇ
na oddeˇleném serveru. Tím, že jsem vytvorˇil oddeˇlené sady testu˚, jsou kritické testy
spoušteˇny výrazneˇ cˇasteˇji, naprˇíklad každých 10 minut, než jiné, u kterých není taková
cˇetnost nutná, a kde stacˇí dvouhodinový interval. Odeslání emailového upozorneˇní v prˇí-
padeˇ neúspeˇchu mu˚že být ve Framu napojeno kuprˇíkladu na upozorneˇní textovou zprá-
vou na mobilní telefon. Podpu˚rný tým ve Framu je okamžiteˇ informován a mu˚že problém
rˇešit drˇíve, než se projeví u jejich zákazníku˚.
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