Abstract
Introduction
During the last years, the technologies associated to the Component-Based Software Engineering (CBSE) have emerged as a promising solution for the achievement of software reusability, flexibility, and maintainability in the development of complex software systems composed of smaller pieces [11] . The potential benefits of this new software development paradigm became even more evident within the field of Educational Software where the social and pedagogical particularities of each educational context have traditionally been translated into large collections of incompatible and monolithic applications thus obstructing the widespread usage of information technologies in classrooms [18] . This problem is even worse when dealing with a particular type of Educational Software: Computer Supported Collaborative Learning (CSCL) applications. CSCL is an Instructional Technology research paradigm based on socially oriented learning theories [14] that underline the influence of social interactions as key learning mediators [8] . CSCL applications have to include support for collaborative activities as well as to offer the functionality desired by the set of potential actors that can participate in collaborative learning situations (teachers, students, and pedagogy and psychology experts, among others). The effort involved in the development of useful and powerful CSCL applications is only justified if they can be applied to a large number of learning situations and if they can survive the evolution of functional requirements and technological changes [17] . Therefore, CBSE appeared as an enabling technology for the development of reusable, customizable, and integrated CSCL software tools.
When dealing with reusability in Software Engineering, and particularly in CBSE, one concept appears as fundamental: that of Component Frameworks [10] . A Component Framework can be understood as a set of extensible software components usable in a particular domain as well as a collection of software design patterns that document their use [4, 6] . Components defined in a Framework can be reused, customized and assembled with additional components provided by developers in order to obtain specific applications. The availability of a Component Framework for the CSCL domain would therefore imply a great step towards the achievement of the aforementioned objectives of reusable, integrated and customizable Collaborative Learning software applications. Nevertheless, building a Component Framework is not an easy task [5] . A Framework developer must face different problems related to both the particularities of the Framework domain and the technologies used to support the derived components [15] . One of the most important problems to take into account in this context is the identification and dimensioning (i.e. level of granularity) of components. The fulfillment of this task largely depends on how the key concepts and principles of the domain of interest are understood by software developers [2] . This is a case where a software engineering problem (component reuse) is largely influenced by a knowledge engineering problem (the understanding of the domain). In the CSCL domain, this problem is particularly important due to the big separation among abstractions used by experts in Collaborative Learning (pedagogues, psychologists, education practitioners,…) and those used by software developers. During the last years the authors, within a multidisciplinary education and technology group, have worked in a top-down conceptualization of the Collaborative Learning domain by defining the educational-telematic framework DELFOS [16] and in a bottom-up approach aimed at the understanding of the domain by receiving feedback from the field trials of several specific CSCL applications developed by the group [9] . Both approaches have not generated completely satisfactory results for the objective of conceptually bridging the Collaborative Learning and the Software Development worlds. As a result, this paper proposes, justifies and illustrates a novel approach to the conceptualization of a part of the Collaborative Learning domain as a first step for obtaining a complete Component Framework for the CSCL domain. The proposed approach consists of identifying, studying and formalizing "Collaborative Learning Patterns": detailed descriptions of well-accepted types of collaborative learning activities defined by Collaborative Learning experts that can eventually be used by software developers to identify software components applicable to several types of component-based CSCL applications. Collaborative Learning Patterns can be understood as a trade-off between the mentioned pure top-down and bottom-up approached for making Collaborative Learning concepts understandable by developers of software applications. The paper is structured as follows: section 2 motivates, defines, and illustrates with two examples the concept of Collaborative Learning Pattern. Section 3 shows how Collaborative Learning Patterns should be used by software developers and describes the authors' experience developing a specific CSCL application. Finally, section 4 summarizes the main conclusions derived from the work presented in this paper and enumerates some important future research issues.
Collaborative Learning Patterns

Motivation
Traditional efforts, shown in Figure 1 , for establishing a common ground among experts in the Collaborative Learning domain and software developers include both top-down and bottom-up approaches.
Some of the most representative approaches in the topdown category are CSCL conceptual frameworks and ontologies.
DELFOS Figure 1 . Collaborative Learning Patterns as an alternative for establishing a common ground between the Collaborative Learning domain and the software development field Framework Oriented to Learning Situations) is a CSCL conceptual framework developed by the authors [16] . DELFOS was defined in order to support the complex and interdisciplinary development of applications in the CSCL domain. It proposed a learning model, a generic architecture for CSCL applications, and a development method based on the principles of the participatory analysis and iterative design approaches. The definition of these elements was performed from a holistic perspective, which was very helpful for including important aspects of the learning situations. However, it resulted to be a very complex proposal for its use as a software development methodology. Furthermore, it provided limited help in terms of software reusability, flexibility and customization.
Collaborative Learning Ontologies [3] try to offer a formal shared conceptualization of the domain based on specific theories. Current proposals only include incomplete views of the domain and they do not provide ways of applying the ontological definitions to the support of development efforts of CSCL applications in a practical way.
On the other hand, bottom-up approaches are based on the development of specific CSCL applications that aim at extracting significant elements of the framework. However, the authors experience with this approach [9] shows that identification of reusable components is extremely difficult as the developed applications are biased towards a specific learning problem. Also, it easily becomes evident that a general and reusable formalization is necessary at the domain level. Both facts confirm the problems encountered in the field of Component-Based Software Engineering [5] .
Therefore, a new approach, also shown in Figure 1 , has been explored based on the use of Collaborative Learning Patterns that will be described in the following subsection.
Definition
The term "Collaborative Learning Pattern" is derived from the notion of "Collaboration Design Pattern" introduced in [7] and defined as a way of describing "[…] best practices in collaborative learning" used as "[…] a shorthand to effectively communicate collaborative activities, and provide building blocks for more complex situations" in the CSCL field. The authors of [7] conclude that their patterns offer "[…] real world examples that can guide technical discussions (some times giving birth to a software structure of the same name)" but they do not provide clues about how this process could be possible.
Our idea of "Collaborative Learning Patterns" (CLPs) goes a step further in this sense. They can be understood as a way of describing types of collaborative learning activities easily understandable by software developers. CLPs are identified and formalized by Collaborative Learning practitioners (mainly teachers) as well as validated by pedagogy experts. They are intended to be used by software developers in order to derive common requirements for CSCL applications supporting collaborative learning activities of the same type (i.e. activities compliant with the same CLP). In spite of this final use of the CLPs, it is important to point out that the contents of the CLPs themselves do not include any technical information: the types of collaboration activities they describe could be realized without the support of CSCL applications.
CLPs are represented according to a formalism, shown in Table 1 , that enlarges the one previously described for "Collaboration Design Patterns" [7] . That table also shows two examples of CLPs, drawn form a larger set that resulted from our analysis, defining well-known practices in Collaborative Learning: jigsaw and pyramid [13] . 
Types of Tasks
From Collaborative Learning Patterns to Software Design Patterns
The nature of the information provided by the definition of CLPs, as shown in the previous section, is suitable for being used by software developers. The information a CLP provides could be used as a source for the derivation of common functional requirements for all CSCL applications devoted to the support of collaborative learning activities of the type defined by the CLP. Obviously, the use of CLPs would depend on the specific software development methodology that is employed. As a way of illustrating these ideas, if a software development methodology based on the Unified Process (UP) [1] is chosen, the information provided by CLPs might be used as the basis for the derivation of actors and use cases, the conceptual model (also known as domain model), and the analysis of the use cases during the iterations of the socalled "Inception Phase". UP has been chosen for the illustration of the usage of CLPs because it is a very common methodology for the development of component-based software applications. Nevertheless it is important to point out that UP is not the only choice for CLPs. Figure 2 shows UML (Unified Modeling Language) use case diagrams and class diagram representing use cases and the conceptual modeling for a software application that could eventually support a collaborative learning activity of the type described by the jigsaw CLP defined in Table 1 . As it can be appreciated, the use case diagram focuses its scope in the reflection of functionality needed for supporting the tasks performed by the different actors involved in the CLP. Although it is not shown here, these use cases have an associated detailed description that must be agreed with the CLP writers in order to check that there is a common understanding of the details and implications of the functional requirements. On the other hand, the conceptual or domain model reflects the types and the structure of the information and groups described by the CLP, as well as the interrelation among them. It can be appreciated, for instance, how Jigsaw Group, and Expert Group classes are associated to Global Problem and Subproblem classes which, at the same time, maintain an aggregation association between them.
After completing the UP inception phase using the information provided by CLPs, and using normal software development techniques prescribed, in this example, by UP, it is possible to obtain a software design architecture for a jigsaw-like CSCL application. Figure 3 shows the static view of such a potential architecture.
In the software design architecture shown in Figure 3 it is possible to identify several candidate software components such as: Access Manager, Floor Control Manager, Interaction Manager and so on. Of course, it is difficult to prescribe a way of starting with a CLP definition and reaching a specific software design for the corresponding type of applications. In other words, different valid designs can be obtained from the same CLP. Nevertheless, our experience when developing CSCL applications indicates that CLPs are a very useful tool during the first stages of the development. Furthermore, software designs that we have obtained have successfully been reused in more than one application. This indicates that, by starting with Collaborative Learning Patterns, it could eventually be possible to obtain valid Architectural Software Patterns (of course, once a proper number of applications based on the same CLP have been developed and validated). This is still an open research issue. In terms of software reusability, the implications from the presented approach are very important: the use of CLPs help software developers to understand the requirements and involved concepts of specific types of CSCL applications. Therefore, it is much easier to identify common software components for those types of application. These common components are potentially more reusable that those obtained when developing a particular CSCL application not bound to a CLP. This fact facilitates the progressive fulfillment of the original goal of obtaining a component framework for the CSCL domain.
In terms of usability and meaningfulness from the point of view of Cognitive and Learning Sciences experts, the CSCL applications developed by starting from CLPs reflect solid Collaborative Learning principles, while they also comply with best practices widely understood by education practitioners. Although CLPs have a very limited scope when compared with the great amount of concepts and theories that belong to the Collaborative Learning field, CLPs and their proposed use by software engineers provide a realistic path to the use of a subset of concepts of certain importance. The approach described in this paper is based on the experience of our group in the development of CSCL applications during the last decade. It has been applied, for example, to the development of a component-based CSCL application devoted to the support of a course on computer design for Telecommunications Engineers in our University. That application, called eLAO, supports several collaborative learning activities that belong to both the jigsaw and the pyramid CLPs. In this case, we have been able to use the proposed approach to a fusion of two different CLPs, showing that reusability is not necessarily reduced to applications belonging to the same CLP. Reusability of the software components developed for eLAO is currently being evaluated in the construction of other CSCL applications based on the same CLPs. Preliminary conclusions indicate that components that support the teacher's tasks (e.g., student and group management, task assignment,…) and those components related to interaction and information handling (e.g., floor management, interaction management, …) are the most reusable in applications based on a same CLP.
Conclusions and Future Work
This paper has introduced and illustrated the concept of Collaborative Learning Pattern (CLP) as a promising approach for establishing a common ground among experts and practitioners from Cognitive and Learning Sciences and software developers of CSCL applications. CLPs can be used by software developers during the first stages of software development methodologies in order to understand common functional requirements of different types of CSCL applications. In subsequent stages, they can also be used for the identification of common software components for CSCL applications that support collaborative learning activities compliant with a particular or a combination of existing CLPs. These identified components will eventually belong to a general CSCL component framework for facilitating reusability, flexibility and customization of CSCL software. The paper has also presented two examples of CLP definition and an example of how those particular CLPs were used by software developers in order to identify software components applicable to a particular component-based CSCL application. Another CLP (simulation) has also been defined (although not presented here due to space restrictions) and the combination of two CLPs has been successfully employed during the development of a specific CSCL application. This paper has presented an open research effort that still has to face several challenges. Currently, the improvement in software component reusability obtained by the CLP approach is being evaluated. Also, the CLP definition formalism is being discussed with learning experts in order to include more useful information for software developers. An evaluation of the CLP approach from the viewpoint of traditional knowledge engineering techniques such as CommonKADS is also in progress. At the same time, new CLPs are being defined in order to find potential limitations of the approach. A very interesting research issue under study is the identification of ways of achieving an automatic or semiautomatic translation of CLPs into software development artifacts. In other words, we are currently trying to propose the conditions and the steps of a methodology that would allow to derive Software Design Patterns (or the selection of existing ones) from Collaborative Learning Patterns. Another possible improvement of the CLP approach deals with the introduction of specific information about the types of interactions to register and analyze in order to support coaching and evaluation aspects, of major importance in the CSCL field [12] .
