Smartphone Application for e-Shop Administration by Voneš, Jakub
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ
ÚSTAV POČÍTAČOVÝCH SYSTÉMŮ
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
APLIKACE PRO SPRÁVU ELEKTRONICKÉHO 
OBCHODU POMOCÍ CHYTRÉHO TELEFONU
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE JAKUB VONEŠ
AUTHOR
BRNO 2014
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ
ÚSTAV POČÍTAČOVÝCH SYSTÉMŮ
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
APLIKACE PRO SPRÁVU ELEKTRONICKÉHO 
OBCHODU POMOCÍ CHYTRÉHO TELEFONU
SMARTPHONE APPLICATION FOR E-SHOP ADMINISTRATION
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE JAKUB VONEŠ
AUTHOR





Tato  práce  se  zabývá  správou  elektronického  obchodu  kuplevne.com pomocí  chytrého  telefonu. 
Popisuje  návrh  řešení  a  implementaci  aplikace  pro  správu  elektronického  obchodu  na  mobilní 
platformě  Android  OS.  V  první  části  je  seznámení  s  Android  OS,  jeho  historie,  konkurenční 
platformy pro  mobilní  přístroje  a  architektura  Android  OS.  V další  fázi  je  seznámení  s  nástroji  
pro vývoj aplikací. Poslední fáze se zabývá již samotným návrhem řešení a implementací aplikace. 
Abstract
This  Thesis  is  about  smartphone  application  for  administration  of  ecommerce  kuplevne.com. 
It describes  proposal  of  solution  and  application  implementation  for  management  ecommerce 
in the mobile  platform  Android  OS.  In  the  first  part  there  are  introduction  with  Android  OS, 
its history, competitive platforms for mobile devices and architecture of Androids OS. In the next part  
there is a description of application development for such devices.  The final part is about proposal 
of solution and application implementation.
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V posledních letech většina lidí upřednostňuje využívání chytrých telefonů nebo dokonce i tabletů 
s připojením k internetu. Proto je důležité neustálé vyvíjení aplikací pro tyto typy zařízení. Uživatelé  
mají sice stále možnost webové služby využívat pomocí webových prohlížečů, ale tento přístup je  
mnohdy  komplikovaný  a  značně  nepohodlný.  Na  další  problém  můžeme  narazit  u  připojení 
k internetu, které není většinou u mobilních sítí tak rychlé jako u klasického připojení. Pro informační 
systémy  na  webovém  prohlížeči  mobilních  přístrojů  nebo  tabletů  to  znamená  velké  množství 
přenesených  dat.  Proto  je  vhodné  implementovat  minimálně  nejpoužívanější  prvky informačního 
systému  do  aplikace  pro  konkrténí  platformy.  Tímto  získáváme  výhodu  ve  stahování  pouze 
potřebných dat, bez obrázků a složitých prvků, které se na webových portálech vyskytují.
Je  tedy  předem jasné,  že  pro  jakoukoliv  práci  se  vzdáleným systémem  je  nutný  přístup 
k internetu. Toto omezení lze většinou minimalizovat,  ale v tomto konkrétním případě se bohužel  
nelze  obejít  bez připojení  k  síti.  Tento  problém znesnadňuje  komunikaci  vytvářeného  programu 
se vzdáleným  serverem.  Některá  mobilní  zařízení  mají  dokonce  přístup  pouze  pomocí  Wi-Fi,  
bez možnosti mobilního připojení. 
Cílem této konkrétní bakalářské práce je prozkoumat, realizovat a popsat všechny důležité 
aspekty vývoje  Android aplikace.  Výsledná aplikace zpřístupňuje  správu elektronického obchodu 
KUPLEVNĚ.com podle přístupových práv přihlášeného uživatele a komunikaci se zákazníkem. 
Tato práce popisuje problém od základní analýzy, přes návrh konkrétního řešení, jeho implementace 
a v poslední řadě důležité testování před nasazením aplikace do provozu. 
1.1 Struktura práce
V  2 kapitole  této  bakalářské  práce  zkoumáme  a  popisujeme  aktuální  stav  stávajícího  interního 
systému,  který  slouží  jako  kompletní  správa  obchodu  KUPLEVNĚ.com1.  Na  základě  kompletní 
analýzy odvodíme požadavky na nový informační systém pro konkrétní telefonní prostředí.
Kapitola  3 popisuje  různé  druhy platforem pro  chytré  telefony.  Dále  se  zabývá  pojmem 
Android OS, jakožto nejvhodnější dostupnou platformou pro současná zařízení. Seznamuje čtenáře 
s jeho  historií,  architekturou,  strukturou,  rozhraním,  nástroji  a  vývojovým prostředím,  které  jsou 
potřebné pro vývoj aplikace.
Poznatky  z  předchozích  kapitol  jsou  využity  v  kapitole  4 pro  návrh  výsledné  aplikace 
vzhledem k cílovým uživatelům. Stejná obsahová část se zabývá návrhem uživatelského rozhraní,  
databázového systému a plánování jednotlivých komponent. Před konkrétní implementací je důležité 
si uvědomit požadavky aplikace, jakým způsobem bude využívána a především v jakém časovém 
intervalu bude používána. 
Popisem samotné realizace vytvářeného systému se zabývá  5 kapitola.  Seznamuje čtenáře 
s podstatnými  prvky  celé  aplikace,  s  použitými  knihovnami  a  kompletní  strukturou.  Kromě 
implementace kapitola popisuje způsob testování aplikace a následné nasazení programu do provozu. 
Získané výsledky nám poskytují zpětnou vazbu pro zdokonalení výsledného projektu a pro konečné 
zhodnocení práce. 
V poslední závěrečné kapitole  6 se věnuji shrnutí všech poznatků získaných během práce 
na aplikaci.  Veškeré  výsledky,  které  byly  během  vývoje  dosaženy,  jsem  následně  zhodnotil  
a navrhnul další možnosti vylepšení, anebo rozšíření vytvořené aplikace. 
1 Zpřístupněný na adrese www.kuplevne.com
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2 Aktuální stav KUPLEVNĚ.com
Obchodní systém se skládá ze dvou důležitých částí. Jedna z nich je samotný elektronický obchod, 
který slouží všem možným uživatelům po celém světě. Druhá část je interní systém kompletní správy 
obchodu, která je k dispozici pouze přihlášeným správcům obchodu, kde má každý z nich nastavená 
svá práva určující povolené možnosti a chování systému. 
2.1 Elektronický obchod
Elektronický obchod2,  pro který slouží interní systém kompletní správy obchodu pomocí aplikace 
na platformě Android, je umístěn na webové adrese www.kuplevne.com. 
Pomocí  obchodního  systému  se  každý  uživatel  musí  jednoznačně  identifikovat 
přihlašovacími údaji, které obsahují mimo jiné osobní či firemní údaje. Bez těchto dat není umožněno 
zákazníkovi vytvořit nové objednávky, reklamace apod.  
Webová  aplikace  je  implementována  pomocí  technologií  PHP,  HTML 5,  CSS a  JQuery. 
Internetový obchod byl vytvořen přesně na míru, podle požadavků majitele3, v roce 2010. Od té doby 
je neustále vyvíjen podle aktuálních, světových trendů. 
2.2 Interní systém
Interní  systém4 kompletní  správy  obchodu  slouží  ke  správě  všech  příchozích  objednávek 
od zákazníků,  vytváření  a  editování  produktů,  správa  jednotlivých  kategorií  a  skladových  zásob. 
Informační systém dále umožňuje vyřizovat reklamace a poskytuje základní komunikaci se zákazníky 
prostřednictvím e-mailů.
2 Společnost KUPLEVNĚ.com se zabývá prodejem zbraní a střeliva
3 Odpovědná osoba obchodu KUPLEVNĚ.com: Jan Ježek
4 Je zpřístupněný pro správce na webové adrese www.admin.kuplevne.com
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Obrázek 2.1: Elektronický obchod www.kuplevne.com.
Implementace  interního  systému  je  založena,  stejně  jako  u  elektronického  obchodu, 
na skriptovacím jazyku PHP. jazyku pro vytváření  webových stránek v systému world wide web 
HTML a dále pomocí kaskádových stylů CSS. Systém dále spolupracuje s databází MySQL, kde je  
uložena většina podstatných informací, nevyjímaje přihlašovacích údajů, které slouží jak pro správce 
systému, tak i pro zákazníky elektronického obchodu. 
V rámci interního systému byl při implementaci využit návrhový vzor MVC. 
Návrhový vzor MVC
Kompletní  aplikace  je  rozvržena  do  tří  základních  komponent,  aby  je  bylo  možno  samostatně 
upravovat  a  tím byl  minimalizován dopad změn  ostatních  částí  [17].  Konkrétně  se  jedná  o  tyto 
logické části:
• Model – reprezentuje data a logiku. Tím mohou být různé výpočty nebo i databázové 
dotazy.  Zároveň  to  znamená,  že  se  nestará  o  to,  co  se  s  daty  stane  a  jak  budou 
zobrazována. 
• View – dbá na správné zobrazení dat na výstupu. V tomto případě se jedná o HTML 
šablonu, pomocí které se vytvoří požadovaná webová stránka. 
• Controller –  tento  prvek  pečuje  o  funkčnost  celého  programu.  Jedná  se 
o tzv. zprostředkovatele,  který dále komunikuje nejenom s Modelem a View, ale i  se 
samotným uživatelem. 
2.2.1 Autentizace a autorizace
Autentizace je prováděna na úrovni aplikace. V databázi jsou uvedeny všechny účty správců a jejich 
přihlašovací údaje, které jsou zakódovány pomocí hašovací funkce SHA1.  V rámci autorizace jsou 
pro každého administrátora uloženy přístupová data ke všem podstránkám. To znamená, že každá 
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Obrázek 2.2: Interní systém kompletní správy obchodu KUPLEVNĚ.com.
položka  v  menu  má  svůj  seznam uživatelů,  kteří  mohou  vstoupit  do  konkrétní  sekce.  Jednotliví  
administrátoři, samozřejmě pokud mají přidělené právo na vytvoření správce, mohou vytvořit další  
správce interního systému s maximálními právy, které sami vlastní.
Toto ověření  je  nutné implementovat  v konkrétní  aplikaci,  která  využívá  přístup k určité 
databázi.  Ať  už  se  jedná  o  aplikaci  na  platformě  Android  v  programovacím  jazyku  Java  nebo  
o webovou aplikaci v PHP.  
2.2.2 Komponenty interního systému
Interní systém umožňuje kompletní správu elektronického obchodu. To znamená, že obsahuje 
jednotlivé komponenty, které tuto administraci umožňují. 
Mezi důležité složky systému, které jsou zpřístupněné správcům podle jejich uživatelských 
práv,  patří  vyřízení  objednávek a  reklamací.  Dále  kompletní  správa  produktů  a  neméně  důležitá 
správa administrátorů. Základní případ užití interního systému je uveden v příloze 1.
2.3 Databáze
Kompletní  databáze  elektronického  obchodu  a  tudíž  i  interního  systému  je  realizována  pomocí 
databázového systému MySQL5. 
Tato databáze bude sloužit  pro výslednou aplikaci  jako externí  úložiště pro ukládání  dat.  
Obsahuje  entity  pro  ukládání  objednávek,  reklamací,  produktů,  skladových  zásob  apod. 
Dále obsahuje tabulky využívané pouze administračním systémem, jako jsou například přihlašovací 
údaje,  práva  nebo  navigace.  Základní  diagram  databáze  MySQL  pro  interní  systém  je  uveden  
v příloze 2.
5 Zpřístupněna na adrese mysql-g1.gransy.com
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Obrázek 2.3: ER Diagram databáze pro autentizaci a autorizaci.
2.4 Požadavky na nový systém
V současné  době  se  prakticky nikdo z  nás  neobejde  bez  chytrého  telefonu v  kapse.  V dnešním 
moderním světě jsme zvyklí být stále „online“, nebo-li neustále spojeni s okolním světem. Mezi tuto  
skupinu lidí patří i samotní správci elektronického obchodu. 
Není příliš optimální využívat interní systém pomocí webového prohlížeče. Proto je výhodné 
pro zařízení jako jsou chytré telefony nebo tablety vyvinout aplikace šité na míru. 
Nový systém by následně měl splňovat následující požadavky:
• aplikace realizovaná pro koncová zařízení s operačním systémem Android
• minimální funkční verze API 10
• implementace autentizace a autorizace uživatele
• správa uživatelů s rozdílnými přístupovými právy
• kompletní správa příchozích objednávek, reklamací, dotazů a hodnocení zboží
• práce se skladovanými produkty
• správa zákazníků
• oznámení nově příchozích událostí, jakožto nových objednávek, reklamací, zpráv nebo 
hodnocení produktů
• editování konkrétních produktů
• hromadné editování vybraných vlastností produktů
• jednoduché a intuitivní ovládání
Z výše uvedených požadavků je zřejmé, že jim žádná existující aplikace nemůže vyhovět,  
neboť internetový obchod je vytvořen na míru, včetně databáze. Cílem práce je vytvořit jednoduchou,  
ale zároveň plně funkční aplikaci podle specifikovaných požadavků.
Výsledná  aplikace  bude  nést  název  společnosti  KUPLEVNĚ.  Z bezpečnostních  důvodů 




Důležitým  kritériem  při  návrhu  aplikace  je  cílová  skupina  uživatelů.  Při  výběru  platformy 
pro výslednou  aplikaci  byla  zohledněna  aktuální  využívanost  všech  operačních  systému 
na prodávaných  zařízení.  Tento  průzkum je  uveden  v  kapitole  3.1 Konkurenční  platformy.  Širší 
pohled  ukazuje,  že  platforma  Android  dnes  zaujímá  na  trhu  podíl  kolem  80%.  Co  se  týče 
využívanosti operačních systému v okruhu správců internetového obchodu KUPLEVNĚ.com, je tento 
podíl  přesně  na  hodnotě  100%.  Volba  platformy  pro  cílovou  aplikaci  byla  v  tomto  případě 
jezdnoznačná. 
3.1 Konkurenční platformy
Android je dnes prakticky všude, je nejrychleji  rostoucím a nejrozšiřenějším operačním systémem 
pro mobilní  zařízení,  tablety,  navigace,  televize  a  brzy bude tento systém rozšířen dál,  například 
do automobilů  nebo  robotů  [1].  Jedná  se  o  volně  dostupnou  platformu  s  otevřeným  kódem 
(open source) . 
Hlavní  oblastí  systému  Android  jsou  stále  mobilní  zařízení  s  menšími  obrazovkami 
a s hardwarovou  nebo  softwarovou  klávesnicí.  Dále  tablety  s  větší  obrazovkou,  oproti  mobilním 
zařízením, které jsou již dnes ve velké míře rozšířeny.  Android je především spojen s tzv. „chytrými  
telefony“. 
Podle grafu na obrázku  3.1 je zřejmé,  že zastoupení operačního systému Android na trhu 
neustále rok od roku stoupá. 
Mezi hlavní konkurenty Androidu patří [19]:
• Aplle iOS –  operační systém iOS využívají zařízení od společnosti Apple. To můžeme 
považovat  za  jednu  ze  slabin  tohoto  operačního  systému,  protože  se  neobjevuje 
na zařízeních od jiných společností. Aplikace pro iOS se vyvíjí, na rozdíl od Androidu,  
v jazyku C a Objective-C. 
• Microsoft  Windows Phone – první  verze tohoto operačního systému byla  představená 
v únoru  2007.  Kvůli  jistým  problémům  musela  společnost  vyvinout  nový  systém, 
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Obrázek 3.1: Prodej chytrých telefonů podle operačního systému.
který přišel,  mimo  aktualizace  původního  systému,  až  v  roce  2010.  Navíc  aplikace 
vyvinuté  pro  nový  operační  systém  nejsou  zpětně  kompatibilní.  Hlavní  nedostatkem 
je nízký počet aplikací pro tento operační systém. 
• Symbian –  operační  systém,  který  byl  vyvíjen  organizací  Symbian  Foundation,  byl  
využíván  zařízeními  jako  je  Nokia,  Ericsson  apod.  Ještě  v  roce  2010  se  jednalo  
o nejrozšiřenější operační systém pro chytré telefony, ale společnost Nokia o rok později  
přešla k jinému systému a Symbian začal ztrácet své místo na trhu.
• BlackBerry  OS  –  operační  systém  vyvinutý  společností  RIM.  Jedná  se  převážně 
o systém,  který  je  optimalizovaný  pro  firemní  účely.  Podporuje  bezdrátové  sladění 
e-mailu, kontaktů nebo kalendáře díky využití BlackBerry Enterprise Serveru. 
3.2 Historie Android
Společnost Android Inc. byla založena v roce 2003 v Kalifornii [2]. O dva roky později tuto začínající 
firmu odkoupila společnost  Google Inc.  a udělal  z ní  svoji  dceřinou společnost.  Skupina Googlu 
vyvinula novou platformu založenou na Linuxovém jádru a v září roku 2007 Google získal několik 
patentů v oblasti mobilních technologií. Skupina odborníků poté začala předpokládat, že Google chce 
díky této platformě vstoupit na trh „chytrých telefonů“ a vydat svoje mobilní zařízení.
Tentýž  rok,  5.  listopadu  2007,  bylo  vytvořeno  uskupení  Open  Handset  Alliance, 
které zahrnovalo významné firmy na trhu mobilních technologií, včetně Googlu  [20]. Cílem tohoto 
konsorcia bylo vyvinout otevřený standart pro mobilní zařízení. Výsledkem byla otevřená platforma 
založená na Linuxovém jádře pro „chytré telefony“.  Pár dní později byl  také vydán první balíček 
Android SDK (Android Developer Tools) pro vývojáře. 
V říjnu roku 2008 byl uveden na trh na území Spojených států amerických první komerční 
telefon  vyrobený  společností  HTC  s  operačním  systémem  Android,  zároveň  bylo  uvolněno 
SDK 1.0 [2].  V  České  republice  až  o  půl  roku  později.  V  roce  2009  vzrostl  počet  zařízení, 
která používají právě Android, na 20%. Každým rokem toto číslo neuvěřitelně stoupalo a v roce 2013 
Android už jednoznačně dominoval na trhu s podílem okolo 80%.
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Obrázek 3.2: Verze platformy Android [21].
Od první  verze  Androidu  bylo  vydáno  několik  aktualizací,  které  opravují  některé  chyby 
a přinášejí nové funkce [21]. První verze byla vydána právě v roku 2008. Aktuálně je nejrozšiřenější 
Android  4,  vydaný  9.  července  roku  2012  pod  názvem  Jelly  Bean.  Nejnovější  verzí  Android 
je KitKat,  který  se  zatím  objevuje  na  8.5%  zařízení.  Aktuální  zastoupení  verzí  můžeme  vidět  
na obrázku 3.2. Dobrou zprávou pro všechny vývojáře Androidu je, že nižší verze postupně ubývají.  
Tudíž programátoři můžou využívat novější technologie.  
3.3 Architektura
Operační systém Android se skládá z několika základních částí  [2]. Na obrázku  3.3 je znázorněna 
architektura Androidu. Jednotlivé vrstvy plní následující úlohy [8][22]:
• Jádro  (Linux  Kernel) –  linuxové  jádro  tvoří  základ  operačního  sytému  a  zajišťuje 
zejména komunikaci mezi softwarem a hardwarem. Jádro se stará o ovladače zařízení,  
správu paměti,  správu procesů,  přístup ke zdrojům,  správu napájení,  síťové připojení  
apod.
• Knihovny (Libraries) –  jedná  se  o základní  funkce systému.  Jsou vždy kompilované 
pro konkrétní  zařízení,  stejně  jako  jádro,  když  zajišťuje  komunikaci  mezi  hadrwarem 
a softwarem.  Knihovny  se  starají  o  aplikační  rozhraní.  Mezi  nejdůležitější  patří  
Open GL6 a SGL7 pro práci s grafikou. SQLite knihovna slouží pro ukládání dat a práci  
s nimi.
6 Open Graphics Library
7 Scene Graph Library
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Obrázek 3.3: Architektura platformy Android [23].
• Android Runtime a Dalvik Virtual Machine – slouží primárně pro běh aplikací. Aplikace 
jsou  implementovány  pomocí  programovacího  jazyku  Java,  proto  se  zde  objevuje 
virtuální stroj, který se stará o převod kódu každé aplikace do nativního kódu. Důvod 
vyvinutí vlastního virtuálního stroje je v první řadě licence (Java VM není opensource)  
a také optimalizace pro mobilní zařízení. Do této kategorie spadají knihovny specifické 
pro Android a také standartní knihovny Java.
• Application Framework – vrstva obsahující další knihovny, které jsou napsané v Javě. 
Tato vrstva slouží pro přístup k jednotlivým službám, které využívají samotné aplikace. 
Jedná se zejména o přistup ke grafickým prvkům systému, obsahu jiných aplikací, API  
pro práci s notifikacemi apod.
• Applications –  na  této  vrstvě  běží  již  konkrétní  aplikace.  Android  považuje  všechny 
aplikace za rovnocenné. Tudíž jim jsou přidělovány stejné prostředky.
Úzce související součásti operačního systému: 
• Zavaděč (Bootloader) –  nejedná se  přímo  o součást  operačního systému.  Zavaděč je 
program, který slouží primárně k zavedení operačního systému po spuštění konkrétního 
zařízení. Zavaděč tedy nahraje jádro OS do operační paměti zařízení. 
• ROM – nejedná se přímo o součást operačního systému. ROM je zvláštní část paměti 
zařízení, do které lze zapisovat pouze ve zvláštním režimu. Jedná se o část paměti, kde je  
uložen  přímo  operační  systém.  Jednou  ze  součástí  ROM  je  tzv.  Extended  ROM, 
která obsahuje úpravy od konkrétního výrobce telefonu. Další důležitou součástí je Radio 
ROM, kde jsou uloženy údaje o operátorovi.
3.4 Struktura Android aplikace
Každá aplikace v Androidu se skládá ze základních stavebních bloků [2]. Tyto komponenty můžeme 
rozdělit na čtyři typy [1][6]:
 Aktivity (Activity) – jsou stavebními  bloky uživatelského rozhraní,  bez nich by žádná 
aplikace  nešla  vůbec  spustit.  Můžeme  si  je  představit  jako  entitu  systému  Android, 
obdobný k oknu nebo dialogu klasické aplikace pro běžný operační systém na počítačích 
nebo  dokonce  jako  stránku  webové  aplikace.  Systém  Android  je  navržen  tak,  aby 
umožnil  podporu  velkého  množství  nenáročných  aktivit.  To  znamená,  že  můžeme 
uživatelům  umožnit  otevírání  nových  aktivit  nebo  návrat  na  dříve  otevřené  aktivity 
tlačítkem zpět. Aktivita během svého životního cyklu prochází různými stavy a používá 
volání svých metod:
• onCreate() – po spuštění aktivity
• onStart() – těsně  před zobrazení aktivity
• onResume() – ihned po zobrazení aktivity  
• onPause() – při „překrytí“ aktivity jinou aktivitou
• onStop() – aktivita je delší dobu neaktivní
• onResume() – znovuzobrazení aktivity
• onDestroy() – při rušení aktivity
Životní cyklus je znázorněn na obrázku 3.4.
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 Služby (Services) –  jsou oproti  aktivitám navrženy k  nepřetržitému provozu aplikace 
na pozadí,  v  případě  potřeby  nějaké  služby  nezávisle  na  aktivitách.  Tyto  služby 
se používají například k přehrávání hudby na pozadí, i přesto, že daná aktivita již neběží,  
nebo  ke  kontrole  dostupných  aktualizací  v  informačním kanálu.  Služby se  dají  také 
používat k plánovaným událostím, úkolů. Využití služeb dokonce slouží k zpřístupnění 
rozhraní API pro jiné aplikace nainstalované na stejném telefonu či zařízení. 
 Poskytovatelé obsahu (Content  providery) – poskytují  úroveň abstrakce pro jakákoliv 
data uložená v konkrétním zařízení, k datům lze přistupovat z více aplikací. Vývojový 
model  aplikací  pro  Android  nás  nabádá  v  tom,  abychom  svá  data,  kromě  svých, 
zpřístupnili i dalším aplikacím. K tomu nám pomáhají právě poskytovatelé obsahu, který 
nám poskytují  úplnou kontrolu nad přístupem k našim datům. Poskytovatelem obsahu 
může být téměř cokoliv, například se může jednat o interní databází SQLite.
 Záměry (Broadcast receivery) – přijímače vysílání, neboli záměry jsou systémové zprávy 
upozorňující aplikace na vzniklé události. Jedná se například o změny stavu hardwaru, 
příchozí data nebo samotné událostí aplikací. Na záměry se můžeme nahlížet jako zprávy 
nebo události tak, jak je známe z jiných operačních systémů. Na každý záměr můžeme  
patřičně zareagovat nebo můžeme vytvořit svůj vlastní záměr a spustit další aktivity. 
V rámci Android aplikace můžeme dále pracovat s [1]:
 Úložiště – neměnné komponenty (ikony, datové soubory), úložiště v rámci zařízení jako 
jsou data zadaná od uživatele, soubory načtených dat nebo ukládání databáze. Vrámci 
úložiště jsou i velkokapacitní úložiště jako je například SD karta.  
 Síť – připojení k internetu pomocí dostupných přenosových médií. Připojení lze využít 
na libovolné  úrovni.  Programovací  jazyk  Java  nám dává  k  dispozici  možnost  využití 
socketů. Další  možností  je například vestavěný widget webového prohlížeče, který je  
založený na jádře WebKit. Ten můžeme vložit do vlastní aplikace. 
 Telefonní služby – operační systém Android je většinou v zařízeních jako jsou telefony 
či tablety, může naše aplikace provádět operace jako běžný mobilní přístroj. Například  
přijímat a odesílat textové zprávy, volání apod. 
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Obrázek 3.4: Struktura aplikace Android [7].
 Určení polohy – android často nabízí přístup k údajům o zeměpisné poloze, nejčastěji 
pomocí  systému  GPS  nebo  triangulaci  na  základě  polohy  vysílačů.  Zařízení  obdrží 
informace o zeměpisné poloze, které obratem může aplikace využít k zobrazení polohy 
na mapě nebo k určení pohybu zařízení.
 Multimédia –  zařízení  android  můžeme  využít,  podle  specifikace  daného  hardwaru, 
k přehrávání nebo zaznamenávání videa a audia pomocí fotoaparátu a mikrofonu. 
3.5 Optimalizace aplikace na zařízení
První  verze systému Android počítala s  tím,  že všechna zařízení  měla  stejné rozlišení  a rozměry 
obrazovky  [1].  Tato  situace  se  ovšem  rychle  začala  měnit  a  Android  se  s  tím  musel  patřičně 
vypořádat.  Uživatelé  přístrojů  očekávají,  že  aplikace  bude  správně  fungovat  na  všech  typech  
obrazovek.  Dokonce  s  uvedením  verze  Android  4.0  došlo  ke  sjednocení  mobilních  technologií 
a tabletů, to samozřejmě přineslo ještě větší extrémy. Kvůli této problematice proto přišel od verze  
Android 3.0 volitelný systém fragmentů. 
3.5.1 Velikost obrazovky
Velikost obrazovky ovlivňuje ve velké míře vzhled aplikace. Ten se definuje pomocí souborů XML, 
které jsou uloženy ve složce  res/. V této složce se nacházejí všechny suroviny (resources), tudíž 
i samotná definice vzhledu. 
Složka  layout/ obsahuje  layoutové  soubory  ve  formátu  XML.  Pokud  potřebujeme, 
aby layout byl definovaný pro zařízení s různou velikostí displeje, nebo-li pokud požadujeme, aby se  
při použití aplikace na zařízeních s odlišnou velikostí obrazovky používali jiné layoutové soubory.  
Pro tyto případy se používají složky se speciálními koncovkami, v nichž musí být zdrojové soubory 
stejného názvu, ale odlišného obsahu pro daný typ obrazovky. 
Případy speciálních složek res/layout [1][5]:
• hdpi – vysoké rozlišení
• mdpi – střední rozlišení
• ldpi – nízké rozlišení
• land, port – rozlišení orientace displeje
• small, normal, large – rozlišují rozměry displeje
• cs, en, fr, … – rozlišují nastavený jazyk v telefonu, vhodnější pro složku values
3.5.2 Fragmenty
Fragmenty umožňují nový přístup ke tvorbě uživatelského rozhraní, důvodem vzniku fragmentů je 
variabilita  rozměrů  obrazovek zařízení  s  operačním systémem Android  [1][13]. Jedná se  o  nově 
zavedenou  vrstvu  mezi  Activity  a  View.  Při  použití  fragmentů  je  každá  oddělená  komponenta 
uživatelského  rozhraní  umístěna  do  svého  fragmentu.  Aktivity  poté  určují  na  základě  velikosti  
obrazovky, která komponenta bude do fragmentu vložena či naopak. 
Na větších displejích (tabletech) je vhodné, aby v daném fragmentu byly zobrazeny například 
dvě  aktivity,  menu  a  aktivita,  která  by byla  zobrazena po kliknutí  na  položku  [12][14].  Naopak 
u menších velikostí  obrazovek (telefonů) je vhodnější,  aby tyto  aktivity byly oddělené.  Názornou 
ukázku vidíme na obrázku 3.5.
Fragmenty přináší spoustu dalších výhod, jako jsou například:
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• Fragmenty lze přidávat dynamicky
• Dynamické fragmenty umožňují animovat zobrazení a skrytí
• Dynamické fragmenty nabízejí automatickou správu tlačítka Zpět
• Fragmenty mohou přidávat možnosti do nabídek možností
Fragmenty  byly  zavedeny až  v  roce  2011  ve  verzi  systému  3.0  [1].  Později  byly  navíc 
ve verzi  4.0 integrovány do základního zdrojového kódu systému.  Fragmenty jsou sice  volitelné, 
ale pokud  se  je  programátor  rozhodne  využít,  znamenalo  by  to  omezení  zpětné  kompatibility.  
Řešením je tzv. podpůrná knihovna8, která podporuje fragmenty již od verze 1.6 (API 4). Pro tvůrce 
programu to znamená, že pouze používá metody z jiné knihovny.
3.6 Android SDK
Android  Software  Development  Kit  zjednodušuje  vývojářům aplikací  pro  Android  OS  práci  při 
programování  [1][2]. Android SDK obsahuje rozsáhlý počet nástrojů, knihoven a funkcí, které jsou 
potřeba k vývoji všech aplikací určené pro konkrétní verze operačního systému Android. S příchodem 
nové  verze  operačního  systému  Android  přijde  i  minimálně  jeden  nový  balíček  Android  SDK. 
Balíčky  obsahují  nástroje  pro  vývoj,  ladění  a  dokonce  i  testování  aplikací  pro  všechny  hlavní 
platformy operačních systémů Linux, Windows nebo Mac OS.
Většina  balíčků  je  volně  dostupná  ke  stažení  pomocí  SDK Managera.  Tento  program je 
součástí ADT pluginu a poskytuje informace o všech dostupných balíčcích, které si můžeme stáhnout 
nebo které máme již nainstalované. Balíčky obsahují [2][16]:
• SDK Tools – obsahuje nástroje pro ladění, testování a další nástroje nezbytné pro vývoj 
aplikace, například Android Virtual Devices, analýza grafického layoutu apod.
• SDK Platform-tools – obsahuje nástroje pro vývoj aplikací závislé na verzi platformy.
• SDK Platforms – pro každou verzi  Android OS existuje právě jedna SDK platforma. 
Ta obsahuje knihovny, systémový obraz, skiny emulátoru, apod.
8 Support library
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Obrázek 3.5: Názorná ukázka fragmentu [15].
• Google API – knihovny, které zpřístupňují rozhraní Google. Jedná se například o Google 
Maps a další služby.
• Dokumentace – dokumentace pro Android API
• USB Driver – je nesmírně důležitá komponenta pro ladění a testování aplikace, která je 
již nainstalovaná na zařízení.
• Ukázkové příklady – jsou přístupné a aktuální pro každou verzi Androidu.
• Android  emulator –  ulehčuje  testování  aplikací.  Emulátor  zařízení,  na  kterém  běží 
konkrétní verze operačního systému. 
3.7 Programy a nástroje pro vývoj aplikací
Nejběžnějším způsobem jak vyvíjet aplikace pro operační systém Android, je využití programovacího 
jazyka  Java  a  XML  pro  definici  layoutu.  Android  nabízí  i  jiné  možnosti,  tím  je  použití  
programovacích jazyků C++ a C. Před programováním nesmíme zapomenout na nezbytné knihovny 
podporující tyto jazyky a také sadu nástrojů 3.7.3 ADT plugin (Android Development Tools).
Důležitým  nástrojem  pro  vývoj  aplikací  je  vývojové  prostředí.  Mezi  dva  nejběžnější 
programy patří 3.7.1 Eclipse IDE a 3.7.2 NetBeans IDE. 
3.7.1 Eclipse IDE
Eclipse je pravděpodobně asi nejpoužívanějším vývojovým prostředím pro vývoj Android aplikací 
v programovacím jazyce Java. 
Eclipse  je  open  source  vývojová  platforma  [4].  Většinou  se  jedná  o  vývojové  prostředí 
pro jazyk Java, ale díky rozšiřitelnosti pomocí pluginů, lze využít i jazyky C++, PHP, Python, Perl  
a další. 
Základní verze, narozdíl od NetBeans, obsahuje pouze kompilátor, debugér a jim podobné 
prostředky.  Neobsahuje  ani  grafické  uživatelské  rozhraní.  Program  Eclipse  je  právě  postavený 
na filozofii rozšiřitelnosti pomocí pluginů. Toto řeší až tzv. subprojekty, které řeší jednotlivé oblasti 
pro vývoj specifických aplikací.  V současnosti  je nejpoužívanější Eclipse IDE, který je zaměřený 
na programovací jazyk Java. 
Pro potřeby vývoje aplikací pro operační systém Android potřebujeme nainstalovat a nastavit 
ADT plugin.
3.7.2 NetBeans IDE
NetBeans  je  na  druhém místě,  co  se  týče  využívanosti  vývojových prostředí  pro  vývoj  Android 
aplikací v programovacím jazyce Java [3]. 
Vývojové prostředí  NetBeans IDE je implementováno v jazyce Java, tudíž,  podobně jako 
předchozí  vývojové prostředí,  můžeme  NetBeans používat  na  platformách Linux,  Windows nebo 
Mac Os X. Primárně je tento program určen pro vývoj aplikací v Javě, ale stejně jako u Eclipsu je 
možnost podpory jazyků C++, PHP apod. 
Nevýhodou NetBeans je menší množství pluginů než pro Eclipse, ale NetBeans má naopak 
pluginy lépe vyvážené a snadno se používají. Jeden z dostupných pluginů je i  ADT plugin, který 
slouží pro vývoj aplikací pro Android OS. 
3.7.3 ADT plugin
Android Development Tools (ADT) je plugin pro Eclipse IDE (nebo i NetBeans), který je navržen 
tak,  aby  nám  pomohl  vytvořit  výkonné  prostředí,  pomocí  kterého  je  možné  vytvářet  Android  
aplikace. Jedná se vlastně o sadu potřebných nástrojů (knihoven) pro vývoj. ADT přináší oficiální 
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podporu  pro  vizuální  editor  aplikací,  máme  tedy možnost  vytvářet  grafické  uživatelské  rozhraní 
bez nutné znalosti  psaní  čistého kódu v  XML. Naopak stačí  jednotlivé  prvky vizuálně  poskládat 
ve vývojovém prostředí.  
Zatím poslední dostupná verze je ADT 22.6.3, která přináší podporu poslední verze Android 
4.4 (na úrovni API 19)  [10]. 
3.7.4 Ladění aplikací
Android debug bridge
Android debug bridge (ADB) je nástroj sloužící k vývoji a ladění mobilních nebo i jiných zařízení  
s platformou  Android  [25].  Dokáže  komunikovat  s  reálnými  nebo  virtuálními  zařízeními. 
Na připojeném zařízení  umožňuje manipulovat se soubory v rámci  konkrétního projektu,  instalaci 
nových aplikací nebo další pokročilé úkony. Pokud máme vývojové prostředí s ADT pluginem, lze 
instalaci  aplikace  provádět  přímo  pomocí  tohoto  programu.  Možný je  i  podrobný výpis  ladících 
informací. 
Android debug bridge se skládá ze tří částí [26]:
 Deamon – běží jako proces na připojeném fyzickém nebo virtuálním zařízení
 Server – služba, která běží na vývojovém počítači na pozadí. Server spravuje komunikaci 
mezi klientem a ADB Deamonem běžícím na emulátoru nebo fyzickém zařízení
 Klient –  aplikace  běžící  taktéž  na  vývojovém  počítači.  Slouží  k  ovládání  ADB 
a k zadávání příkazů
Emulátor
Vytváření nové aplikace není pouze o programování, ale také o testování, které nelze provádět pouze 
na jednom zařízení. Testování by mělo proběhnout také na zařízeních, které mají odlišnou velikost  
displeje,  verzi  platformy  a  celkově  jiné  parametry  hardwaru.  Pro  tyto  potřeby  nám  slouží 
tzv. emulátor.  Jedná  se  o  virtuální  zařízení,  které  běží  na  počítači.  Emulátor  umožňuje  testovat 
a vyvíjet Android aplikace bez použití fyzického zařízení. Spuštěné virtuální zařízení je automaticky 
registrováno v ADB. 
Emulátor  poskytuje  i  síťovou  komunikaci,  ale  například  nepodporuje  simulaci  senzorů, 
pro které je zapotřebí instalace dalších pluginů. 
Reálné zařízení
Fyzické zařízení lze připojit k počítači pomocí Wi-Fi nebo USB kabelu. V zařízení musí být povolené 
ladění.  Pro  připojení  reálného  zařízení  pro  ladění  je  potřeba  před  použitím  na  MS  Windows  
nainstalovat  ovladače.  Většina  telefonů podporuje  ovladače od společnosti  Google,  nebo alespoň 
nabízí vlastní k volnému stažení. Může se stát, že na daný telefon neexistuje žádný ovladač. Poté 
musíme  zvolit  zdlouhavější  cestu  a  pro  testování  pomocí  vývojového  prostředí  vyexportovat 
instalační soubor apk, který musíme nainstalovat ručně. 
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4 Návrh aplikace
V této  kapitole  si  projdeme  nejdříve  analýzu specifikovaných požadavků a  posléze se  podíváme 
na návrh  uživatelského  rozhraní  pro  mobilní  telefon.  V  další  podkapitole  si  ukážeme  návrh 
koncového systému pro platformu Android. S tím úzce souvisí i další uvedená část ohledně způsobu 
ukládání dat do vzdálené nebo lokální databáze. 
4.1 Analýza požadavků
Aplikace je zaměřená na úzkou skupinu uživatelů spravujících internetový obchod KUPLENĚ.com. 
Správci  mají  představu,  aby mohli  pomocí  mobilního  zařízení  co  nejrychleji  reagovat  na vzniklé 
požadavky  zákazníků.  Na druhé  straně  zákazníci  požadují  včasné  vyřízení  svých  objednávek, 
reklamací  nebo dotazů.  Vytvořením mobilní  aplikace,  která  bude  umět  kontrolovat  nově  vzniklé 
události, by mělo dojít k uspokojení obou stran. Zákazníci se budou rádi vracet na webové stránky 
a doporučovat obchod svému nejbližšímu okolí. Naopak majitel dosáhne většího zisku.
Mezi  specifikovanými  požadavky je určená platforma Android s  minimální  funkční  verzí 
API9 10. Jelikož tento operační systém se neuvěřitelnou rychlostí vyvíjí a API 10 vznikla již v roce 
2011,  mohl  by  vzniknout  implementační  problém,  protože  velká  řada  moderních  prvků  na které 
můžeme  být  zvyklí,  nemusí  být  zpětně  kompatibilní.  Například  některé  navigace  nebo  moderní 
tzv. ActionBar se objevuje až v API 14. I přes rychlý vývoj platformy má nezanedbatelné procento 
lidí stále starší typ telefonu. 
Důraz  má  být  také  kladen  na  přívětivé  grafické  uživatelské  rozhraní,  kterému  se věnují 
v kapitole  4.2 Návrh uživatelského rozhraní. Tento požadavek je ve velké míře omezen minimální 
verzí platformy. Nutno dodat, že i přesto společnost Google poskytuje dostatek možností jak tomu 
dosáhnout, ať už je to využívání fragmentů, podpora velkého množství zařízení nebo využití jiných 
grafických prvků. Pokud zklamou osvědčené postupy, jsou k dispozici některé podpůrné knihovny, 
které řeší zpětnou kompatibilitu a pomůžou nám zvolit vhodné grafické komponenty. 
Mezi  potřebné  nástroje  by  měly  určitě  zapadat  takové,  které  nám  umožní  manipulaci 
s textem,  zobrazení  seznamů,  výběr  položky  z  libovolně  dlouhého  seznamu  prvků,  tlačítka 
pro odeslání dat či vykonání požadované akce nebo elementy pro vyhledávání dat. Jelikož mobilní 
zařízení  má  omezenou  plochu  pro  zobrazení  chtěných  dat,  bude  potřeba  jistá  kategorizace 
zobrazených informací a možnost danou kategorii zobrazit či skrýt. 
Výsledný produkt by měl pracovat se vzdálenou databází a informovat uživatele o nových 
událostech. Prakticky pro všechny funkce programu bude potřeba připojení k internetu. Vzhledem 
k zaměření  aplikace  je  tento  fakt  nepostradatelný  a  svým  způsobem  nebezpečný.  Existuje  více 
možností, jak pracovat s daty a pro každý typ aplikace je vhodné jiné řešení. Proto se tomuto návrhu 
věnuji v kapitole 4.3 Návrh systému. 
4.2 Návrh uživatelského rozhraní
Grafická  podoba  uživatelského  rozhraní  je  velice  důležitá.  Pokud  bude  aplikace  obsahovat  řadu 
užitečných funkcí, ale uživatel se v ní nebude umět orientovat, visuálně se mu nebude líbit a k jejímu  
používání ji bude muset příliš studovat, rozhodně ji plně nevyužije a raději zvolí jinou alternativu. 
Jednou z  nejdůležitějších  částí  vývoje  byl  návrh  designu aplikace.  Proto  byl  každý krok 
pečlivě konzultován s koncovým uživatelem. 
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Aplikace  bude  vytvořena  ze  tří  základních  aktivit.  První  aktivita  bude  vyhrazena 
pro zobrazení loga společnosti, která se zobrazí před spuštěním aplikace na daný časový úsek a poté 
bude automaticky přeskočena na další aktivitu. Jedná se o tzv. Splash Screen10.  
Pokud se  bude jednat  o  již  přihlášeného uživatele,  automaticky otevřeme  aplikaci  s  konkrétními  
přístupovými právy. V opačném případě musí uživatel pomocí jiné, druhé v pořadí, aktivity požádat 
o přístup  do systému  pomocí  přihlašovacího  jména  a  hesla.   Názornou  ukázku  můžeme  vidět 
na obrázku 4.1. 
Hlavní část programu bude využívat fragmenty. Aktivita může obsahovat i více fragmentů, 
které  se  dynamicky  mění  podle  požadavku  uživatele.  Fragmenty  mohou  být  dokonce  vnořeny 
do sebe,  čehož využijeme  při  návrhu rozvržení  aplikace.  Fragmenty budou využity pro zobrazení  
jednotlivých funkčních bloků, jako je například výpis objednávek, vytvoření nové objednávky, správa 
zákazníků, administrátorů apod. Jedna další aktivita bude sloužit pro uživatelské nastavení programu.
4.2.1 Design
Při  návrhu  uživatelského  rozhraní  jsme  nejprve  museli  rozhodnout  o  správné  kombinaci  barev 
a navrhnout  celkové  rozložení  aplikace,  kterému  se  věnuji  v  následující  kapitole  4.2.2 Rozvržení
aplikace.
Každá  mobilní  platforma  má  své  vzhledové  zásady,  aby  vytvořená  aplikace  co nejlépe 
zapadala mezi ty ostatní. U Androidu tomu není jinak. Proto jsem se držel zásady nebýt za každou 
cenu originální, aby výsledný produkt nevypadal jako výtvarné dílo, ale naopak vypadal jednoduše 
a příjemně.  S designem souvisí i  text,  který by měl  být  psán stručně a srozumitelně.  Jinak by se  
mohlo stát, že důležité informace, které chceme uživateli sdělit, zapadnout mezi ostatní text. Aplikace  
se poté stane nepřehlednou. 
Po  konzultaci  s  majitelem,  jsme  se  rozhodli  použít  barvy  reprezentující  firmu 
KUPLEVNĚ.com, mělo by se tedy jednat o kombinaci barev tmavě červené s odstíny šedi zasazené 
do tmavého tématu.  Spolu s  bílým nebo světle  šedým textem bychom měli  dosáhnout  správného 
kontrastu.
Na základě těchto informací  jsem musel  přizpůsobit  i  současné logo,  které již dříve bylo 
vytvořeno pro bílý podklad. Ke klasickému provedení jsem zvolit invertovanou variantu, aby prvky 
loga ladily s tmavým pozadím.
10 Úvodní obrazovka
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Obrázek 4.1: Schéma základních aktivit.
4.2.2 Rozvržení aplikace
Pomocí analýzy požadavků z předchozí kapitoly 4.1 jsme zjistili jednotlivé prvky aplikace, které je 
nutné implementovat. 
Při  stisknutí,  dnes  již  z  velké  většiny  dotykového,  tlačítka  menu na  mobilním  zařízení, 
se otevře krátká nabídka o třech položkách:  
 O  aplikaci –  po  stisknutí  otevřeme  fragment  obsahující  informace  o  nainstalované 
aplikaci.
 Nastavení – otevřeme po stisknutí novou aktivitu, pomocí které budeme moci nastavit 
chování  naší  aplikace.  Bude  se  jednat  zejména  o  nastavení  datových  sítí,  oznámení 
nových událostí apod. 
 Odhlásit – poslední položka menu při stisknutí odhlásí aktuálně přihlášeného uživatele
Mimo zobrazení dat pomocí fragmentů, budeme chtít tyto informace i upravovat. Pro editaci  
dat  je  možnost  otevření  nového  fragmentu,  který  by  obsahoval  například  nějaký  formulář.  
To by ovšem znamenalo po dokončení požadované akce uživatele buďto přesměrovat zpět, nebo by 
sám  musel  proklikat  cestu  na  původní  místo.  Jako  nejvhodnější  řešení  jsem  po  konzultaci 
s budoucími  uživateli  programu  zvolil  dialogy,  jako  na  obrázku  4.2,  které  se  vždy  zobrazí 
přes otevřenou aplikaci. To umožňuje bezpečný návrat na původní fragment.  Dialogy budou oproti 
aktivitám ve světlé kombinaci, právě kvůli rozlišení dialogu od ostatních prvků. 
Aktuální stav interního systému napověděl, jakým způsobem bychom měli navrhnout hlavní  
menu aplikace. Je nutné navrhnout a implementovat navigaci, která má podle současného interního 
systému právě dvě úrovně. K dispozici je více variant, ale ne každá vyhovuje požadovanému limitu 
ohledně minimální funkční verze aplikace:
 Navigation Drawer – je  panel,  který přejde od levého okraje  obrazovky a  zobrazuje 
hlavní možnosti navigace. Bohužel tento prvek se objevil až v API 14. 
 Expandable Navigation Drawer – jak již název naznačuje, rozšiřitelná navigace o více 
úrovní  by  vyřešila  náš  problém.  Je  tu  ale  implementační  nedostatek,  stejně  jako 
u předchozí navigace, byla přidána až v API 14.
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Obrázek 4.2: Koncept uživatelského rozhraní.
 Rozšíření  menu –  asi  nejjednodušší  varianta  je  rozšířit  nabídku  po  stisknutí  tlačítka 
menu, ale zároveň se jedná o tu nejhorší. Aplikace by se stala nepřehlednou, kdybychom 
všechny informace nahrnuli na jedno místo.   
 Domovská obrazovka – jednalo  by se  o úvodní  fragment,  který  by se  zobrazil  vždy 
při spuštění aplikace. Fragment by obsahoval sadu ikon umožňující přechod na ostatní  
fragmenty.  Další varianta, která by zaručila nepřehlednost aplikace. Uživatel by musel  
pokaždé navštívit úvodní fragment, aby měl šanci se dostat na jiný. 
 Action Bar Sherlock – je rozšíření  support library určené pro API 7 a novější. 
Tato knihovna nabízí vytvoření navigace a záložek i pro starší zařízení. Názornou ukázku 
můžeme vidět na obrázku 4.2.
Action Bar Sherlock
Action  Bar  Sherlock11 (ABS)  navazuje  na  knihovny,  které  zaručují  zpětnou  kompatibilitu  [27]. 
Knihovna umožňuje implementovat navigační model založený na principu Navigation Drawer 
z obrázku  4.2. Pro  použití  je  nutné  mít  nejaktuálnější  verzi  support library a  náš  projekt 
překládat pomocí API 15, ale použitelný bude již od API 7 a víš. Dále je nutné mít připravený Java 
Compiler s verzí JDK12 1.5 nebo 1.6.
Použití  této  knihovny  umožňuje  uživateli  snadno  procházet  mezi  fragmenty.  Navigační 
„zásuvky“  mohou  být  uvedeny na  obrazovku přejetím od levého okraje  nebo dotykem na ikonu 
aplikace na horním panelu. 
Knihovna  ABS  umožňuje  zároveň  implementovat  vnořené  záložky,  tzv.  ViewPager 
Fragment Tabs.  Záložky mohou být zobrazeny jako jeden fragment po kliknutí na kteroukoli  
položku  v  navigaci,  ve  kterém  budou  vnořené  další  fragmenty.  Implementační  podmínky  jsou 
totožné, jako u Navigation Drawer. 
ABS představuje přesně to, co jsme hledali pro naši aplikaci. Tedy základní navigaci, která 
nám vytvoří základní kategorie a poté uživatel bude moct volit mezi záložkami. 
4.2.3 Základní komponenty aplikace
Další  potřebné grafické komponenty,  které  budeme  potřebovat  pro interakci  s  uživatelem,  nabízí 
Android bez doplňujících knihoven. V této podkapitole přiblížím ty komponenty, které budeme nutně 
potřebovat pro vytvoření uživatelského rozhraní. 
Jednotlivé  komponenty  se  implementují  v  rámci  layoutového  XML  souboru  ve  složce 
res/layout,  které lze následně pomocí jazyku JAVA upravovat,  přidávat  nebo jim nastavovat  
různé vlastnosti. Jednotlivé komponenty musíme vnořit  do layoutu, to nám pomůže lépe pracovat 
s rozložením prvků na obrazovce. 
Layouty, které budeme potřebovat [28]:
 FrameLayout –  nejjednodušší  z  layoutů.  Je  určen,  aby  zabral  místo  na  displeji 
pro zobrazení jednoho view. V našem případě bude sloužit  pro zobrazení konkrétních 
fragmentů
 LinearLayout –  může  obsahovat  více  view.  LinearLayout  je  skládá  podle  parametru 
orientation horizontálně nebo vertikálně za sebe. 
 RelativeLayout – umísťuje obsažená view v závislosti na pozicích ostatních view, které 
můžeme libovolně nastavit. 
11 Autorem knihovny je Jake Wharton: www.actionbarsherlock.com
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Používání listů
Použití  view prvků, které dokáží zobrazit velké množství dat, je něco, bez čeho se naše aplikace 
nedokáže obejít. Takové  view jsou například  ListView nebo  Spinner, které vyžadují použití 
adaptéru. 
ListView slouží  pro  zobrazení  seznamu  dat,  Spinner naopak  pro  výběr  prvku 
ze seznamu. Za pomocí adaptéru lze u obou prvků filtrovat data například pomocí zadaného textu.  
Zatímco  u  ListView je  tato  možnost  předem  implementována  metodou 
setTextFilterEnabled,   Spinner žádnou  podobnou  funkci  neumožňuje.  Ovšem  lze 
implementovat za pomocí adaptéru a námi vytvořeného posluchače na vybrané editovatelné textové 
pole. 
Práce s textem
Pro práci s textem využijeme dvě základní komponenty. Jednu pro jednoduché zobrazení textu nebo 
popisku, tzv. TextView, a druhou pro zadávání a editování textu uživatelem, tzv. EditText. 
Tlačítka
Tlačítka  jsou  nedílnou  součástí  layoutu,  které  obstarávají  důležitou  interakci  s  uživatelem.  Mají 
na starost  vyvolání  konkrétní  události  po  stisknutí,  například  upravit  text  v  již  zmíněném 
EditTextu. Tlačítko  lze  implemetovat  pomocí  klasického  prvku  Button nebo 
i ImageButton. 
4.3 Návrh systému
Mimo vzhledové stránky aplikace, musíme navrhnout systém. To znamená určit nejvhodnější způsob, 
jakým se budou stahovat  data a následně i  jak se s  nimi  bude pracovat.  Z dosažených poznatků 
z předchozích kapitol vyplívá, že data budeme stahovat a ukládat pomocí vzdálené databáze. 
Celkem běžným způsobem je  využití  Broadcast  receiveru13,  které  sledují  změny vnějších 
faktorů a podle toho se naše aktivita chová. To se zdá být jako vhodný způsob, neboť bychom nikdy 
nemuseli  stahovat  velké  množství  dat  pomocí  datových  sítí,  ale  pouze  by  se  nám  na  pozadí 
aktualizovala data, která se jakýmkoli směrem změnila. Musíme si ale uvědomit i problémy, které by 
zcela jistě při použití Broadcast receiveru nastaly. Představme si situaci, kdybychom chtěli upravit 
neaktualizovaná data, která už někdo před náma upravil. S každou úpravou dat by docházelo k čím 
dál větší nekonzistenci dat, protože ostatním uživatelům by se data na pozadí nestihla aktualizovat  
a při jakékoliv akci by docházelo k problémům. Podstatným faktem by také bylo, že v tomhle případě  
by systém musel kontrolovat velký objem dat, jestli se čistě náhodou něco nezměnilo. Proto je tento  
způsob do jisté míry velmi nebezpečný.
Po konzultaci s odborníky jsme se s majitelem domluvit, že nejvhodnější způsob bude vždy 
stáhnout  aktuálně  požadovaná  data  z  externí  databáze.  To  sice  nese  jisté  nevýhody v  neustálém 
připojení k datové síti i pro prohlížení, ale je to stále přijatelnější způsob než způsobit neaktuálnost  
dat  nebo  dokonce  některá  data  navždy ztratit.  Z  pohledu  uživatele  aplikace  může  být  negativní 
získávání  informací  z  databáze,  které  zákonitě  musí  být  nepatrně  zdlouhavější.  Stále  se  jedná  
o zanedbatelný  čas,  když  si  uvědomíme  jaká  rizika  přináší  předchozí  varianta.  Pro  náš  zvolený 
způsob budeme muset přidat další grafický prvek, tím je  progress bar, abychom informovali 
uživatele o stavu „něco se děje“.  Progress bar zobrazíme vždy při stahování nebo ukládání dat 
přes aktuálně zobrazený fragment či dialog. 
13 Vysvětlené v kapitole 3.4
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Broadcast  receiver  budeme  ovšem  stále  potřebovat  při  implementaci  oznámení  nových 
událostí.  Musíme  kontrolovat  i  současné  připojení  k  síti.  Pokud  uživatel  nemá  žádné  povolené 
připojení  k  internetu,  aplikace  předem  ví,  že  nemůže  uspět  při  stahování  dat  a  správci  zobrazí 
upozornění. 
Mezi požadavky na systém je i správa uživatelů s rozdílnými přístupovými právy.  Prvotní 
kontrola uživatele proběhne v rámci přihlášení do systému. Zkontrolujeme jeho přihlašovací jméno 
a také heslo. Dále musíme zkontrolovat jeho rozsah práv a které funkce aplikace má povolené. Práva  
správců jsou jedna z věcí, která se příliš často v databázi nemění. Samozřejmě pokud jde o  editaci 
konkrétního  správce,  načítání  i  uložení  dat  bude  probíhat  stejně  jako  v  předchozím  případě. 
Co bychom měli ale udělat jinak, je kontrola aktuálně přihlášeného uživatele při vstupu do konkrétní 
sekce aplikace.  Je poněkud nežádoucí,  abychom kontrolovali  práva uživatele při  každém kliknutí 
na položku v navigaci. Neustále by se zvyšovala doba stahování dat. Stejně tak budeme potřebovat 
seznam povolených položek v navigaci. Po konzultaci s odborníky jsem se rozhodl tuto kategorii dat  
zkopírovat do lokální databáze telefonu. Pří přihlášení uživatele zkopírujeme pouze ta práva, která má 
povolené  v  systému.  Tudíž  budeme  moci  pomocí  lokální  databáze  okamžitě  sestavit  navigaci,  
která bude aktuální. Uživatel systému se dostane pouze do sekcí, které má povoleny a systém nebude 
muset při každém kliknutí kontrolovat data s externí databází. Budeme muset implementovat situaci, 
která může nastat při změně práv, aby se správce nedostal do sekce, kde mu bylo odebráno právo. 
K tomu nám opět  dopomůže  Broadcast  receiver.  Pomocí  záměrů  aktualizujeme  práva na  pozadí. 
Kontrola práva bude stačit v intervalu 24 hodin. Tím při spuštění aplikace budeme moct aktualizovat  
navigaci,  a v případě neexistujících přihlašovacích údajů může dojít  i k automatickému odhlášení  
uživatele. 
4.4 Způsob ukládání a návrh databáze
Z velké většiny bude aplikace využívat externí databázi z obrázku Chyba: zdroj odkazu nenalezen. 
Pro práci s uživatelskými právy bude zapotřebí implementovat  SQLite databázi. Vyvíjená aplikace 
bude  obsahovat  pouze  jednu  entitu  v  interní  databázi.  Tabulka  Ad_Menu reprezentuje  navigaci 
systému, jedná se o stěžejní entitu aplikace, neboť bez ní by nemohlo být vytvořeno menu a uživatel  
by nemohl otevřít žádný fragment. Podrobný popis tabulky Ad_Menu:
 id – primární klíč navigační položky
 polozka – textový popis položky
 spojit  – určení  nadřazené  položky.  Slouží  pro  víceúrovňové  menu.  První  položka 
ve stromové hierarchii navigace je nastavena jako NULL (nemá rodiče) 
 poradi – číselná hodnota určující pořadí položek na konkrétní úrovni
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5 Implementace aplikace
Tato  kapitola  popisuje  kompletní  implementaci  aplikace  pro  správu  elektronického  obchodu 
KUPLEVNĚ.com pomocí chytrého telefonu. Jsou zde využity poznatky a vědomosti z předchozích 
kapitol, zejména kapitoly 4 Návrh aplikace. 
Nejdříve se zaměřím na nastavení a strukturu vyvíjené aplikace. Dále postupně vysvětlím 
jednotlivé fáze implementace. 
Pro  realizaci  programu  jsem se  rozhodl  využít  vývojové  prostředí  Eclipse  Classic  4.2.2 
se všemi zmíněnými a potřebnými moduly pod operačním systémem Microsoft Windows 7.
5.1 Struktura aplikace
Většina aplikací  pro platformu Android má  velice  podobnou strukturu.  V kořenovém adresáři  je  
mimo  jiné  soubor  AndroidManifest.xml,  který  obsahuje  základní  nastavení  aplikace  5.2. 
Při implementaci této aplikace nás dále zajímají složky:
 src –  obsahuje  zdrojové  soubory  aplikace  5.1.1.  Složka  obsahuje  několik  balíčků 
s názvem „org.vones.*“
 gen – jsou zde umístěny zdrojové soubory jazyka Java, které slouží pro překlad
 assets – složka sloužící k uchování externích prostředků, například obrázky, videa apod. 
 bin – obsahuje vygenerované soubory pro zhotovení instalačního souboru
 libs – knihovny potřebné pro překlad
 res -  složka obsahující všechny suroviny, například obrázky, styly, text apod. 
5.1.1 Balíčky ve složce src
Obsahy balíčků „org.vones.*“ jsou rozděleny podle prvků, které obsahují, do několika kategorií:
 Main –  obsahuje  tři  základní  aktivity  programu:  MainSplash.java, 
MainLogin.java, MainActivity.java 
 Activities – balíček obsahující ostatní aktivity, v naší aplikaci je mimo tři základní již 
jediná: Actv_SettingsActivity.java 
 Fragments – zde najdeme jednotlivé fragmenty aplikace
 Dialogs – balíček se všemi dialogy
 QuickAction – zajišťuje zobrazení „rychlé akce“
 Adapters – adaptery pro prvky seznamu
 BroadcastReceivers – zde jsou uvedené všechny Broadcast receivery 
Další funkční balíčky aplikace:
 Emails – potřebné třídy pro odeslání a vygenerování e-mailů
 Models – obsahuje funkční třídy aplikace pracující například s připojením k databází, 
aktuálním síťovým připojením, validace nebo parsování textu apod. 
 EshopModels – v balíčku nalezneme třídy pracující s externí i lokální databází, jednotlivé
 MySQL a SQLite – obsahují konstrukční prvky pro práci s databází
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5.1.2 Knihovny
Potřebné knihovny pro překlad aplikace:
 android.jar – knihovna Android 4.0.3
 android-support-v4.jar – knihovna zaručující zpětnou kompatibilitu
 mysql-connector-java-3.0.17-ga-bin.jar – umožňuje práci se vzdálenou 
databází MySQL
 actionbarsherlocklib.jar –  vygenerovaná  knihovna  Action  Bar  Sherlock, 
které se dále věnuji v kapitole 5.3
5.2 Nastavení aplikace
Soubor  AndroidManifest.xml obsahuje  základní  nastavení  aplikace.  Zde  je  nutné  správně 
nastavit informace o používané verzi SDK. Každá aplikace musí mít nastaveno Min SDK version 
a Target SDK version. V našem konkrétním případě se jedná o hodnotu API 7 (viz. kapitola 4.2.2), 
respektive API 19 jakožto nejnovější platformu v současné době. Názornou ukázku můžeme vidět 
na obrázku 5.1. 
Pokud  chceme  využívat  i  ostatní  služby  mimo  naši  aplikaci,  musíme  správně  nastavit 
oprávnění. Každá aplikace potřebuje mít vypsaný seznam oprávnění, která potřebuje. Uživatel naopak 
při instalaci vidí, kam program přistupuje.
V Manifestu jsou dále uvedeny všechny aktivity a registrované Broadcast receivery.
5.3 Implementace Action Bar Sherlock
Pokud chceme  využívat  v  programu knihovnu Action Bar  Sherlock (ABS),  musíme  si  ji  nejdřív 
stáhnout  z  oficiálního  webu  actionbarsherlock.com.  Stažený  archiv  obsahuje  knihovnu, 
kterou musíme  přidat  do pracovní  plochy hned vedle  našeho projektu.  Poté  musíme  ABS přidat 
v nastavení našeho projektu jako knihovnu.  
Kromě  přidání  ABS  jako  knihovny,  provedeme  ve  zdrojovém  kódu  ještě  pár  změn, 
pokud jsme  stejným  způsobem  již  nezačali.  Je  nutné,  aby  naše  aktivity,  fragmenty  a  dialogy 
dědili od jiných rodičů.  Konkrétně  SherlockFragmentActivity,  SherlockFragment 
a SherlockDialogFragment. 
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Obrázek 5.1: Verze SDK a povolení přístupu v souboru AndroidManifest.xml.
5.4 Navigace a záložky
Navigace využívá klasický  ListView zasazený do  DrawerLayoutu,  který je implementovaný 
v rámci  support library.  Data  jsou  získána  pomocí  SQLite z  lokální  databáze  a předána 
adaptéru. Při výběru dat z databáze jsou všechny informace kategorizovány, poté jsou jim přiřazené 
fragmenty,  které  se  otevřou  po  kliknutí  na  položku,  spolu  s  ikonou.  V souboru  styles.xml 
je ListView nastylován podle návrhu. 
Správné  chování  „zásuvky“  nám  zajistí  ActionBarDrawerToggle.  Pokud  chceme, 
aby se nabídka zobrazila po kliknutí na ikonu, nastavíme pomocí metody getSupportActionBar 
vlastnosti setDisplayHomeAsUpEnabled  a setDisplayShowHomeEnabled.
Záložky  využívají  grafický  prvek  ViewPager,  který  je  implementovaný  v  support 
library. Stejně jako u navigace, je nutné využít adaptér. Záložky jsou prakticky tvořené jedním 
fragmentem,  který  do  sebe  vnořuje  jiné  fragmenty.  Pokud  chceme  využít  záložky,  musíme 
při vytváření  navigace nastavit  na konkrétní  položku právě fragment  se záložkami,  který si  podle 
předaného klíče vybere z lokální databáze položky druhé úrovně.
Při  implementaci  záložek jsem přišel  na chybu,  která se objevila v knihovně Action Bar 
Sherlock. Ta se dokonce uvádí v některých dostupných materiálech. Při využití této knihovny nelze  
dynamicky pracovat  s  menu  (po stisknutí  tlačítka na telefonu),  dokonce  chybí  i  podpora  použití 
listeneru. Tento fakt způsobil při implementaci drobnou komplikaci, neboť podobné akce musí 
zpracovávat vždy hlavní aktivita a není tedy možné, aby se v rámci některých fragmentů upravovalo 
menu.  Proto jsem se rozhodl přidat další  prvek na spodní hranu obrazovky,  kde budou umístěny 
ikony vyvolávající nějakou akci. Klasický ActionBar obsahuje kromě titulku a loga pouze ikonu 
pro aktualizaci fragmentu. 
5.5 Databáze
V aplikaci Android příliš dlouho nevydrží připojení ke vzdálené databázi z důvodu toho, že dojde  
k odregistrování  některých  proměnných,  které  obsahovaly  konkrétní  připojení,  nebo  spojení  je 
po určité době přerušeno. Proto bylo nutné v třídě MySQL implementovat funkci, která automaticky 
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Obrázek 5.2: Náhled navigace, záložek a seznamu objednávek.
vytvoří připojení k externí databázi v případě, že spojení již není aktivní. Tato třída dále obsahuje  
univerzální metody pro získání, editování, uložení nebo vymazání řádků konkrétních entit. 
5.6 Uživatelské nastavení aplikace
Třída  Actv_SettingsActivity reprezentuje  aktivitu  s  uživatelským  nastavení  aplikace. 
Veškeré nastavení je obsaženo v souboru preferences.xml. Aktivita má na starost naslouchání 
při  změně  nastavení.  Například  při  změně  intervalu  kontroly  oznámení  restartuje 
NotificationReceiver s novým intervalem. Veškerá nastavení se ukládají v rámci  Shared 
Preferences, která jsou totožná pro celou aplikaci. Tudíž k nim může přistupovat každá aktivita 
nebo fragment. 
5.7 Broadcast receiver
5.7.1 Kontrola síťového připojení
Jedna  z  nejdůležitějších  částí  projektu  je  kontrola  síťového  připojení.  Abychom  mohli  správně 
provádět  kontrou  stavu  sítě,  je  nutné  mít  nastavené  oprávnění.  Broadcast  receiver  registrovaný 
v AndroidManifest jako NetworkChangeReceiver reaguje na změnu nastavení mobilní sítě 
a Wi-Fi. 
Aktuální stav spojení je opět uložen do sdílené paměti, aby jej znala celá aplikace. Jednotlivé 
fragmenty  aktivity  mohou  využít  metodu  AllowNetworkConnectivity v  třídě  Network, 
která poskytne  informaci  o  tom,  zda  mohou  využít  připojení  k  internetu  na  základě  aktuálního 
připojení a nastavení uživatele ve sdílené paměti. 
Na  základě  těchto  informací,  uživatelské  rozhraní  zobrazí  požadované  komponenty 
nebo informaci o dostupnosti připojení k síti. Názornou ukázku můžeme vidět na obrázku 5.4.
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Obrázek 5.3: Uživatelské nastavení aplikace.
5.7.2 Upozornění
Notifikaci  obstarává Broadcast  receiver,  přesněji  NotificationReceiver.  Záměry kontrolují 
nově vzniklé objednávky, reklamace, hodnocení produktů a zprávy od zákazníků. 
Registrovaný záměr je nutné spustit až po přihlášení správce v  MainActivity. K tomu 
nám  slouží  nadřazená  třída  BroadcastReceivers,  která  spouští  všechny  časované  záměry. 
Pro spuštění pravidelných záměrů slouží  AlarmManager. Jeho metoda  setRepeating způsobí 
opakování akce v určitém časovém rozmezí. 
Při přihlášení uživatele do systému jsou uloženy do sdílené paměti identifikátory posledních 
událostí. Tyto proměnné poté vždy při kontrole porovnáme s databází. Pokud existuje jakákoliv nová 
událost, vytvoříme notifikaci a uložíme do sdílené paměti počet nových notifikací pro navigaci. 
Nové  upozornění  v  oznamovací  oblasti  telefonu  vytvoříme  pomocí  třídy 
NotificationCompat.Bulder.  Metodou  build získáme  instanci  Notification. 
Nově vytvořené notifikaci musíme přiřadit identifikátor podle druhu oznámení a nastavit akci pomocí  
PendingIntent,  která  se  stane po kliknutí  na  notifikaci  v  oznamovací  oblasti.  Unikátní  číslo 
slouží ke smazání oznámení, které musí být odlišné, abychom mohli smazat vždy konkrétní kategorii 
notifikací. 
PendingIntent je,  stejně jako  Intent,  základním komunikačním prvkem v  aplikaci 
a obsahuje popis nějakého záměru. Rozdíl je v tom, že PendingIntent obsahuje informaci o tom, 
jakou metodou se  mají  spustit.  V našem případě chceme spustit  hlavní  aktivitu  již s  konkrétním 
fragmentem  reprezentující  danou  událost.  Námi  nastavený  PendingIntent předáme  instanci 
Notification. Po otevření fragmentu smažeme notifikaci podle identifikačního čísla.
5.7.3 Kontrola práv
Kontrolu  práv  obstarává,  stejně  jako  upozornění,  Broadcast  receiver.  Pro  tento  záměr  musíme 
vytvořit novou třídu AdminRightsReceiver, abychom mohli zadat jiné časové rozmezí. Jinak se 
prakticky jedná o stejný princip. 
Kontrola  práv  proběhne  vždy  jednou  za  24  hodin.  Nejprve  zkontrolujeme  aktuálně 
přihlášeného  uživatele.  Pokud  není  zaregistrován  v  systému,  odstraní  se  ve  sdílené  paměti  
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Obrázek 5.4: Kontrola připojení a notifikace.
přihlašovací údaje a tím dojde k odhlášení vlastníka. Poté z externí databáze získáme aktuální práva  
správce a nahradíme jej v interní databázi telefonu. 
5.8 Načítání a ukládání dat
Při práci s daty je nutné co nejvíc zabezpečit situace, kdy dochází ke stahování a zejména ukládání  
dat. Základní zásadou je nepracovat přímo na UI14 vlákně. Android má pro tyto potřeby AsyncTask, 
který značně ulehčí komunikaci a umožní asynchronní práci s uživatelským rozhraní. 
Pro tuto aplikaci je AsyncTask nepostradatelný. Využívají jej prakticky všechny fragmenty 
a dialogy,  které  pracují  s  externí  nebo  interní  databází.  Podle  dokumentace  Androidu  musí  být 
implementován jako podtřída, která obsahuje několik metod, ale tři z nich je nutné v tomto případě 
překrýt:
 onPreExecute –  metoda  je  volána  před  prováděnou  akcí.  Tento  krok  je  v  aplikaci 
využíván pro nastavení progress baru.
 doInBackground –  metoda,  která  musí  být  vždy  překryta.  Je  volána  bezprostředně 
po onPreExecute. Slouží k provádění jakéhokoliv výpočtu na pozadí a může probíhat 
libovolně dlouhou dobu. Aplikace KUPLEVNĚ využívá tento krok pro ukládání a výběr 
dat z databáze.  
 onPostExecute –  je  volána  automaticky  po  skončení  metody  doInBackground. 
Využívá se pro zobrazení výsledku z předchozí metody, například zobrazení dat pomocí 
nějakého layoutu nebo vytvoření dialogu o úspěšném uložení dat. 
Hlavní výhodou využití AsyncTask je, že běží na pozadí. Na mobilním zařízení se může lehce stát, 
že omylem aplikaci zavřeme nebo přístroj otočíme a při změně orientace dojde k překreslení aktivity.  
Pokud zároveň budeme ukládat data, mohlo by dojít k jejich ztrátě. Díky práci na pozadí se však  




Obrázek 5.5: Progress bar a vyhledávání.
5.9 Vyhledávání dat
Vyhledávání dat je implementováno pomocí dialogů, které ukládají volbu uživatele do sdílené paměti 
telefonu. Tento krok jsem zvolil pro rychlejší a příjemnější práci s aplikací. Po konzultaci se správci 
obchodu se ukázalo, že jednotlivé vyhledávací nástroje využívají velmi často stejně nastavená. Proto  
byly využity Shared Preferences, aby aplikace měla v paměti poslední volbu uživatele. 
5.10 Zobrazení dat
5.10.1 Seznam
Seznamy pomocí ListView jsou v prvé řadě využívány pro zobrazení objednávek, reklamací apod. 
View je  implementováno  pomocí  adaptéru  odvozeného  od  BaseAdapter,  který  obsahuje 
konkrétní layout reprezentující položku v seznamu. 
Adaptér spolu s layoutem nám umožňuje každý seznam implementovat přesně podle našich 
představ. Já jsem využil konkrétně RelativeLayout pro lepší využití plochy prvku. 
V této aplikaci mají  ListView obecně nastavené po přidržení položky seznamu zobrazení 
rychlé dialogové nabídky. Po kliknutí na položku v seznamu se otevře konkrétní detail. 
5.10.2 Detail
Detaily  jsou  realizovány  vždy  pomocí  několika  layoutů,  které  obsahují  data  roztříděná  podle 
specifických kategorií. Zde jsou jednotlivé layouty vytvářeny dynamicky, které lze vždy na základě  
kliknutí na konkrétní ikonu skrýt či zobrazit. 
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Obrázek 5.6: Seznam a detail objednávky, Quick action.
5.10.3 Quick action
Jedná se o prvek, který využívá řada moderních aplikací [29]. V této aplikaci je využíván pro rychlé 
uskutečnění  hovoru,  napsání  e-mailu  či  zprávy.  Toto  kontextové  menu  není  součástí  standartní 
Android SDK a je nutné jej vytvořit dynamicky.
Nejprve  musíme  vytvořit  jednotlivé  instance  třídy  ActionItem,  které  reprezentují 
konkrétní položku rychlé akce. Ta bude obsahovat především ikonu a název. Dále bude obsahovat 
identifikační  číslo,  které budeme odchytávat  při  naslouchání.  Jednotlivé instance předáme metodě 
addActionItem v  třídě  QuickAction.  Pomocí  metody  show rychlou  akci  zobrazíme.  Dále 
implementujeme listener za pomocí metody setOnActionItemClickListener.
5.11 Komunikace
Jednou s důležitých funkcí aplikace je vyřizování e-mailů. Každý uživatel je zvyklý vyřizovat poštu 
pomocí odlišného klienta. Proto by bylo velice obtížně implementovat v rámci aplikace univerzální 
e-mailový systém. Rozhodl jsem se využít aplikace, které jsou již nainstalované na zařízení uživatele.
K využívání jiných aplikací pro posílání e-mailů, vytvoření hovorů nebo poslání SMS nám 
slouží Intenty. V konstruktoru třídy Intent lze určit akci, která má být provedena:
 ACTION_DIAL – vytvoření hovoru
 FLAG_ACTIVITY_NEW_TASK – poslaní SMS/MMS
 ACTION_SENDTO – odeslání e-mailu
 ACTION_VIEW – otevření webového prohlížeče
Pomocí  Intentu lze  předávat  aplikaci  i  data.  Například  konkrétní  e-mailová  adresa, 
telefonní  číslo nebo kompletní  zpráva, která má být odeslána.  Intent při  implicitním nastavení 
zvolí  standartní  aplikaci,  pokud  je  nastavena.  V  opačném  případě  se  uživateli  zobrazí  nabídka 
se seznamem aplikací, které mohou danou akci vykonat. 
5.12 Testování
Testování aplikace je nedílnou součástí při vývoji aplikace. V této kapitole je popsán průběh testování  
a nasazení aplikace do provozu. Dále zde uvedu, na jakých zařízení byla aplikace testována během 
vývoje.
Testování  při  vývoji  bylo  prováděno  na  chytrém  telefonu  HTC  Desire  S  s  verzí  2.3.4 
Gingerbread  na  úrovni  API  10.  Dále  na  telefonu  Samsung  S6500  Galaxy  Mini  s  verzí  2.3.6.  
Na základě  těchto  testů  byly  odhalovány  prvotní  chyby  a  nedostatky,  které  byly  vzápětí  
odstraňovány. 
Jedna  z  nejčastějších  chyb  byla  NullPointerException,  tedy  neošetřená  výjimka. 
Pro detekování těchto a dalších výjimek, slouží aplikace  LogCat, která sbírá systémové logy a také 
logy všech spuštěných aplikací (i na pozadí) na připojeném zařízení. Aplikace umožňuje filtraci dat, 
abychom se mohli zaměřit přímo na zprávy vyvíjené aplikace. 
Vždy po dokončení a otestování určitého logického celku, byl vygenerován instalační soubor 
a následně  předán  správcům elektronického  obchodu,  díky  čemu  jsem  měl  další  zpětnou  vazbu 
pro ladění aplikace. Další testovaná zařízení:
 Samsung i9100 Galaxy S II s verzí 4.1.2 Jelly Bean – API 16
 Sony ST27i Xperia Go s verzí 2.3.7 Gingerbread – API 10
 Samsung i9505 Galaxy S IV s verzí 4.3 Jelly Bean – API 18
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5.12.1 Změna orientace
Pro chytré  telefony,  které  podporují  změnu  orientace  obrazovky,  je  tento test  nesmírně  důležitý.  
Platforma Android při otočení displeje znovu vytvoří aktivitu s umístěným fragmentem, popřípadě 
dialogem.  Původní  plán  spočíval  v  tom,  vyladit  tuto  možnost,  aby  nedocházelo  k  chybám. 
Díky testování  byla  na  základě  rozhodnutí  majitele  tato  možnost  zrušena.  Důvodem  bylo  
až dvojnásobné využití datových sítí. Často se stávalo, že uživatel omylem natočit telefon a došlo 
k znovuvytvoření současné obrazovky, což poněkud prodlužovalo čekání na požadovaná data. S tím 
úzce souvisí i to, že většina uživatelů má omezené stahování dat od operátora. Výsledná aplikace  
neslouží pro účely psaní rozsáhlých textů, a tudíž nevadí mít aplikaci stále ve vertikální orientaci. 
5.12.2 Výdrž baterie
Aplikace má velký vliv na kondici baterie, obzvlášť aplikace KUPLEVNĚ, která kontroluje na pozadí 
nová oznámení. Ovšem vyvodit jakýkoliv závěr je velice složité, protože testované chytré telefony 
mají odlišné parametry. Především běžící různé aplikace na pozadí, kapacitu a stáří baterie. 
5.12.3 Síťová komunikace
Jelikož  aplikace  pracuje  výhradně  se  vzdálenou  databází,  nemohl  jsem  opomenout  náročnost 
přenášených  dat  po  síti.  Na  počítači  s  připojeným  mobilním  zařízením  jsem  pomocí  programu 
Wireshark kontroloval  komunikaci  s databází.  Tak  jsem se  ujistil,  že  nedochází  k  nežádoucímu 
stahování dat. Například při stahování všech objednávek docházelo k přenosu okolo 350 KB dat, což 
téměř odpovídá velikosti databáze s objednávkami, kterých je v systému okolo dvou tisíc. Přihlášení 
do systému společně s nastavením práv aplikace a získání posledních událostí si vyžádalo stažení asi 
7 KB dat. V porovnání s databází, program stahuje data, která přesně potřebujeme. 
5.12.4 Nasazení aplikace do provozu
Po  dokončení  všech  požadovaných  funkčních  celků,  byla  aplikace  nasazena  plně  do  provozu. 
Program využívají  v současné době 3 správci a dále byl  zřízen jeden univerzální účet pomocným 
pracovníkům, kteří mají na starosti editování produktů. Aplikace bude i nadále rozvíjena dle přání 
a požadavků majitele společnosti. 
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6 Závěr
Cílem této bakalářské práce bylo vytvořit aplikaci pro správu elektronického obchodu KUPLEVNĚ 
pomocí chytrého telefonu. Práce měla být implementována pomocí platformy Android.  V rámci této 
platformy  bylo  potřeba  kompletně  navrhnout,  zrealizovat  a  otestovat  aplikaci,  která  měla 
spolupracovat s externí databází. 
Výsledná  aplikace  KUPLEVNĚ  umožňuje  efektivní  a  intuitivní  správu  objednávek, 
reklamací,  zákazníků apod.  Během implementace byl  brán ohled na vlastnosti  mobilních zařízení 
a byla  celková  snaha  vytvořit  jednoduché  a  hlavně  přehledné  ovládání.  Byl  také  brán  zřetel 
na minimální komunikaci po síti, i v případě, že aplikace bez datového připojení nemůže prakticky 
fungovat.
Koncový  produkt  byl  vytvářen  primárně  pro  správce  elektronického  obchodu,  tudíž  byl 
kladen velký důraz na testování, při kterém všichni spolupracovali a ochotně poskytovali  zpětnou 
vazbu.  Jako při  každém vývoji  projektu se objevovaly drobné či  závažnější  komplikace,  které se 
podařilo eliminovat a následně zjednat nápravu. 
Důležitý  fakt  při  vytváření  tohoto  programu  byla  i  budoucí  rozšiřitelnost  a  návaznost. 
Aplikace je již v provozu a program bude pomocí zpětné vazby a na základě nových požadavků 
majitele dále upravován a vyvíjen ve prospěch společnosti. 
6.1 Možná vylepšení projektu
Jedno z možných budoucích rozšíření  je možnost  zavedení  čtečky čárových kódů u jednotlivého 
zboží  přímo  do  aplikace.   Cílem  by  bylo  podle  přečteného  specifického  čárového  kódu,  který 
se běžně  vyskytuje  na jednotlivých  produktech,  nalézt  dostupné  informace  o  konkrétním  zboží. 
Nalezené  informace  o  konkrétním  zboží  přiřadit  ke  kódu  zboží,  který  je  obsažen  v  databázi  
KUPLEVNĚ. 
Řada  dnešních  systémů  vzájemně  spolupracuje.  Existuje  tedy  reálná  možnost  využít  této 
kompatibility  a  přímo  pomocí  této  aplikace  spravovat  a  sledovat  produkty  umístěné  na  daných 
aukčních  portálech.  Tuto  nabídku  mají  již  některé  interní  systémy  elektronických  obchodů. 
Myslím si, že by bylo velice zajímavé mít tyto informace přímo ve své kapse. Správci by tak mohli  
být snadno informování o novinkách při sledované aukci.
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Příloha 1: Případ užití interního systému.
2. ER Diagram databáze
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Příloha 2: Zjednodušený ER Diagram databáze KUPLEVNĚ.com.
3. Obsah CD
Složka EshopAdministration:
 Veškeré zdrojové kódy aplikace KUPLEVNĚ, včetně potřebných knihoven
Složka Aplikace:
 Instalační soubor EshopAdministration.apk
Složka TechnickaZprava:
 Zdrojové soubory technické zprávy
Složka Navod:
 Zdrojové soubory návodu
Složka ScreenShots:
 Snímky displeje s aplikací
Soubor TechnickaZprava.pdf:
 Soubor s touto technickou zprávou
Soubor Navod.pdf:
 Návod k použití
Soubor README:
 Instrukce k užití programu
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