Introduction
In 1850, rubbish-tip pickers made a distinction between matter that decomposed and matter that did not. All vegetable and animal matter was called "software"; other materials were subsumed under the sobriquet "hard-ware".
We have come a long way since, etymologically if not only chronologically. In 1958 Princeton University statistics professor John W. Tukey described software as "comprising the carefully planned interpretive routines, compilers, and other aspects of automative programming", it being "at least as important to the modern electronic calculator as its 'hardware' of tubes, transistors, wires, taps, and the like". The two definitions have stood the test of time.
That the first recorded use of the word software refers to rubbish would give software professionals, practitioners and academics alike, food for thought. It is possible that there is no other discipline whose practitioners have consistently, since its inception, bemoaned its dire state of affairs. Computer programmers are among the first to admit that computer programs fail, have always failed, and are likely to fail to deliver their promises. Yet, computer programmers are also among the few professionals that will confess, under pressure, that the boundary between work and play is, in fact, blurry.
Software permeates every aspect of our lives, from the means of transport that carry us around to the cellular phones that keep us in touch wherever we are. There is more software running outside our computer desktops than inside; there is so much software around us that it has become invisible. In truth, software development is of such importance that has become the subject of a whole discipline, Software Engineering.
The Sciences of the Artificial
There is no Nobel prize in computing; but still, a computer scientist has been awarded the Nobel prize-Herbert A. Simon, late Professor of Computer Science and Psychology at Carnegie Mellon University, and the 1978 Nobel Laureate in Economics for his work in understanding human rational behaviour. Simon's work spanned many fields: artificial intelligence, computer programming, economics, psychology, design, among others. He was astute enough to see a common thread connecting this assortment.
According to Simon, we are familiar with the nature of natural science like mathematics or physics. This is an intellectual endeavour that purports to represent and explain something, objects and phenomena, in the physical world. In his words: "The central task of natural science is to make the wonderful commonplace: to show that complexity, correctly viewed, is only a mask for simplicity; to find pattern hidden in apparent chaos. . . To show that the wonderful is not incomprehensible, to show how it can be comprehended-but not to destroy wonder. For when we have explained the wonderful, unmasked the hidden pattern, a new wonder arises at how complexity was woven out of simplicity. The aesthetics of natural science and mathematics is at one with the aesthetics of music and painting-both inhere in the discovery of a partially concealed pattern".
But today the world we live in is at least as much artificial as it is natural; most of us white-collar ones indeed pine for a touch of nature in our lives. Humans are unique in shaping their environment to their needs; they are builders and makers of artefacts, of artificial things. And the study of these artificial things and the way they are conceived and constructed is another kind of science, forming the sciences of the artificial. The term "artificial" usually comes with a pejorative tinge, but we do not understand it disparagingly here, but rather, according to Simon: 1. Artificial things are synthesised (though not always or usually with full forethought) by human beings.
2. Artificial things may imitate appearances in natural things while lacking, in one or many respects, the reality of the latter.
3. Artificial things can be characterised in terms of functions, goals, adaptation.
4. Artificial things are often discussed, particularly when they are being designed, in terms of imperatives as well as descriptives.
Natural science aims at describing and explaining; the sciences of the artificial aim at changing a given situation, speaking in terms of how things ought to be (imperatives) than in terms of how things really are (descriptives). Artefacts exist because they have a function to accomplish as a goal, and are usually adapted to a specific setting which we want to alter, or which we want to use to our advantage. They may look after nature, but are not natural; and are always the result, directly or indirectly, of human action.
All engineering disciplines, like Civil Engineering, Mechanical Engineering, Electrical Engineering, and so on, are sciences of the artificial. If these are seen as instances of design, we may see that the sciences of the artificial are the sciences of design. And Software Engineering is a science of the artificial, where the artefacts are computer software. A scientist tries to understand nature; an engineer tries to build something. A Software Engineer builds software.
The Informational Society
It is commonly maintained that our society is unique in its dependency on information. That is false.
Information has always been important to all societies. Hunters-gatherers would benefit from information on the movement of their pray as much as tillers in ancient Egypt would benefit from information on the timely arrival of Nile's floods. Access to information has always been important enough to bestow on those who have it a special status-magicians and priests in some societies, sages in others. Battles have been won and lost due to possession, or lack of information.
The Industrial Revolution did nothing to change that. Information, knowledge and know-how are essential in all industrial environments from 1750s. Following the invention of the telegraph in the 19th century, timely transmission of information was every bit as important as it is today.
Clearly, however, there is something special in the role of information from the 1950s onwards. Although information has always been indispensable, there is a qualitative difference in what we do with information now. This is the first time in human history that information is not used for something else, but rather information is used as a means for producing more and better information. Knowledge and information have always been critical elements of development, since the process of production is always based on some level of knowledge and the processing of information. We now see the action of knowledge upon knowledge itself as the main source of productivity. We now have "knowledge economy" and "knowledge workers"; according to Manuel Castells, a Catalan sociologist working at the University of California, Berkeley, the use of information on information heralds the informational society in which we live. Computers are no longer used simply to automate existing tasks and processes, but to enable us to perform completely new tasks that we thought impossible, or even had not thought at all, before-in the words of Soshana Zuboff, a business thinker, to informate.
In contrast to the past, information is now used in a virtuous cycle to gain and process even more information. This new mode of development, with information at its core, has been made possible by machines whose purpose is information processing-i.e., computers. And the information processing per se is carried out by software.
Software
By software we usually understand a set of computer programs. This befits computer programmers, who see their task as that of writing code. This befits nobody else, who suffers from this one-sided view. Software does comprise computer programs, but the story does not end there. A more inclusive definition would include:
• Programs that run on computers.
• Documentation.
• Required customisation so that the programs can run in a specific execution environment.
Consider what the absence of each of the above entails.
• Programs. That means that we would somehow buy documentation and customisation for something that does not exist. This is no different from paying for a house while getting the plans. Note that this is more common than it might be assumed; a lot of public funds have been squandered this way.
• Documentation. That means we have a program, customised to run in our environment, with absolutely no instructions on how to use it and what to do with it. If we are programmers ourselves, we have nothing to help us understand how it works so that we might change it. Note, again, that this is more common than it might be initially assumed. Many times a program has been bought with no documentation; the developers grudgingly educate users on how to use it, and other developers on how to evolve it. Then they leave for greener pastures, and the software is thrown out as nobody knows what to do with it.
• Required customisation. Picture a student writing a program in a fashionable programming language. The student codes away using the university's compilers and tools. Then she tries to take the program home. To her chagrin she discovers that things do not work as expected, because some library is missing, an environment variable has gone astray, she has the wrong operating system version, and so on. And we are only talking of a student project. Lack of customisation leads inevitably to last moment rushes to make the system run, usually in the early hours of the morning.
A customer buying something that does not include all three of the above buys trouble. A software house selling something that does not include all three of the above sells snake-oil.
Software Typologies
Software is as diverse as the needs to which it responds and the environment for which it is written. It may run on tiny machines, or it may run entire factories and assembly lines. Most people are familiar with some computer applications running on their personal computers, but this is only a tiny specimen. As new applications areas appear continually (mobile phone applications did not exist at all a few years back, to take an obvious example), no typology can claim completeness. It is still useful, however, to give an overview of some different kinds of software, if only to intimate the breadth of the field. Software may be typed according to its application areas, to its target clients, or the openness of its code.
An Application Typology
Systems Software This includes software that makes other software run. Operating systems are system software; consider Linux, Freebsd, osx and Microsoft Windows, to name but a few. System software also includes software used to write other software. Compilers, interpreters, linkers, code checkers, profilers, and other tools of the programmer's trade fall in this category. System software also makes the Internet and the World Wide Web (Web, for short) that permeate everyday lives.
Real-time Software This is software that has stringent requirements on its response characteristics. Real-time software responds to real-world events synchronously in a prespecified manner. Most programs are not real-time. For instance, when a user saves a file she has been editing with her word processor, she has no guarantee that the file will be saved in the next, say, five seconds. On the contrary, an air traffic control application must ensure that, from the moment an airplane appears on the radar, at most x seconds may pass before some action is taken. Real-time software places special demands on programmers and systems, and often requires good knowledge of hardware as well.
Engineering and Scientific Applications It is close to impossible for a scientist or an engineer to work without using some special program. This may be an application for doing analytical mathematics, or statistics; for doing linear algebra, or processing digital signals. To write such applications deep knowledge of the problem domain and programming prowess are needed.
Embedded Software This is perhaps the most pervasive, and yet the most invisible kind of software. Embedded software is software that runs inside a device. Software for cellular phones is an easy example, but embedded software extends far beyond that. A modern car contains umpteen electronic devices, each running some special piece of software. Modern audio players also contain lots of software to our auricular satisfaction. In fact, we would be hard-pressed to cite any modern equipment that does not have software embedded in it.
Personal Computer Software Most people are familiar with word processing software, some kind of personal database, and worksheets. In fact, such familiarity somewhat obscures reality, in which most software is not personal computer software. Personal computer software usually runs on home or office machines to increase personal productivity. Whether it actually does achieve that is a moot point, however. Think of a business manager wasting her time achieving aesthetic perfection in a slide presentation-is this what her paycheck is really about? Be it how it may, such applications dominate the experience most users have with their computers.
Information Systems Companies and organisations run special software to help them carry out their business processes. These so-called information systems handle large amount of data that are usually persisted in databases; they are used concurrently by many different people; they have to communicate with other systems, and must enact the business logic they indent to support.
Web Software Apart for software running the Web there is software that runs on the Web. There are electronic businesses that make a good trade on the Web. More and more services are transferred online; it is now easy to book a flight, buy all sort of gadgets, books, or music. Web software, though, is much more than services to customers or clients; its biggest impact is on the internal workings of businesses, as well as on the relationships between businesses. Writing Web application requires an understanding of how the Web works, and adapting programming practices accordingly.
A Target Client Taxonomy
Generic Software Home computer users have a their disposal an impressive array of software to cater for their needs. This is software that is written for a generic client, that is, for a whole class of users who are perceived to have the same, or similar, requirements. Word processing software is an example: although there may be two or more word processors on the market, there is no word processor built especially for somebody, the same way there is no spreadsheet software built especially for somebody. To develop generic software one must anticipate a mass client market with a need to meet, and then make sure that the application is versatile enough to satisfy different users in the same target group.
Bespoke, Custom-Made, Made to Order Software Generic software might be familiar to all, yet most software being written is bespoke software, software written for a specific client. Business software is to a great degree bespoke software: for example, a corporate department arranges with a software house for making an application responding to its unique requirements.
Customisable Generic Software The boundaries between generic software and bespoke software are not so hard and fast. Software houses have realised that, often enough, although businesses have different needs, there are also similarities beneath the surface. For instance, customer relationship management is unique in each company, but it is still possible to have a generic customer relationship management application that can be customised to a company's unique requirements. Such synergies have created a lucrative line of business. Software houses create generic application frameworks that can be tailored to the client's requirements. An army of consultants then undertakes the nittygritty of tailoring for each business setting.
Open and Closed Source Software
Software comprises computer code. If people have free access to the source code, can read it and alter it to their needs, then we are talking about open source software, otherwise we have closed source software.
Note that when saying that "people have free access to the source code", we must understand free as "free speech", not "free beer". Open source software is not necessarily something we do not have to pay for-although it often is. Quite simply, it is software in which we have the ability to look under the hood: open it to see how it is made, and perhaps change it, even improve it, if we may.
Most commercial software nowadays is closed source, but it was not always so. Until about the 1980s software came along with the hardware clients bought, and the full source code was usually provided as well. This changed when mass generic software arrived. Open source has made a dramatic comeback in the 1990s. Today there is open source software available for about any need, business, personal, or scientific.
Choosing between closed and open source is a heated argument, in which personal values and philosophy play an important role. People arguing for open source note that progress takes its biggest strides when everybody can freely participate; that software should be free in the same way that mathematics is free. People arguing for closed source may countermand that this is no way to make money.
What Makes Software Development Special?
Software development is a science of the artificial, but it has its own distinctive traits that set it apart in the group.
Software is not tangible When building a house, or a gearbox, people can see the product as it takes shape. They can literally touch it. No such comfort exists with software. As is often said, software consists of bits, not atoms. That makes appraising a piece of software difficult. There is no way we can feel thin air, and yet this is what we have to work with. It is easy to spot a road construction that falls behind schedule-we see no road. It is far more difficult to spot a software application that falls behind schedule. In fact, we can never see it; we may see it running, when it's over, but still we do not see the actual software, we only see its execution. It is easier to sell software that does not exist than any other non-existing artefact. It is much more difficult to follow a software project's progress, as we can only rely on indirect indices of the construction process, which renders software project management an especially challenging endeavour.
Software does not wear out Most human constructions are subject to the vagaries of nature and time; they wear out and deteriorate, much as we ourselves do. Not all, though. Intellectual works do not wear out (but they may be forgotten). A novel, a musical composition, a mathematical theorem always exist as first conceived (this has been the subject of deep philosophical discussions). Software is much the same. A computer program is an abstract construction, a piece of writing in an artificial language; documentation is prose, and customisation is usually described in some configuration language. Although technology progresses and may make a piece of software antiquated, software itself always remains brand new. We do not maintain software because a part of it needs replacement, being worn and torn. We only maintain software when we adapt it to new requirements and uses, or when we correct something that is not to our satisfaction.
Software is flexible As software does not have a physical existence, it is not subject to material limitations, unlike other human constructs. It is impossible to built a building against the laws of nature. There are no such laws in software-software has its own set of laws, to be sure, but these are of a quite different character, mathematical in nature. Hence, we can do pretty much anything we like with software, as long as it is computationally feasible. That is both a boon and a bane: a developer's joy at being able to do anything she likes is balanced by the boss's or the customer's asking anything she likes and expecting, within reason, to get it. Exactly what "within reason" means is commonly a source of trouble in development.
The inherent complexity of software One of the best ways the human mind has found to handle complexity is through abstraction. A chemist does not need to know the quantum properties of particles in order to compose a new drug molecule. These details have been abstracted to a lower level of detail, amenable only to a quantum physicist. Software is perhaps unique in requiring of its practitioners familiarity with different levels of abstraction at the same time. At the higher level, we see computer-human systems, business processes, and the like. Then we see cooperating programs; then we see programming language constructs like objects and methods; and at certain times we may even need to understand what is going on at the level of executable machine code. Software complexity rises out of the complexity of each and every level, and of all the abstraction levels combined.
Software is discrete Natural systems are continuous systems: to go from a state A to a state B, a continuous system must go through all intermediate, infinite states, as a continuous function is plotted as a smooth line. Discrete systems are systems that can exist only at a finite number of states. The transition from one state to the other is not continuous, but rather a jump. Software is discrete: from its foundations on binary digits upwards, it is a set of states and transitions between them. In principle, unfortunately, it is possible to jump from any state to any other state. Nobody expects a plane to nose-dive when somebody presses the flight-attendant button; yet this is exactly what might happen with a nice bug in an airplane computer simulation.
The conceptual gaps between the stakeholders A computer program requires the cooperation of various people with wildly different backgrounds. We have the programmers, on the one hand, and the customers, the clients, the management, the users, on the other. Each one of the above brings along different expectations, possibly incompatible viewpoints and accumulated knowledge. One of the hardest tasks in any software development project is to make these people understand each other and work towards a common end.
Software Engineering
Software Engineering was born in 1968, in a nato conference where computer luminaries grouped together to discuss a then approaching "software crisis". Until that time computers were mainly mainframes that only a few government agencies, universities, and big corporations could afford. As a result, there were not many computers to go round, much less software. The situation had begun to change, however, with new leaner and cheaper machines that made the use of computers economically feasible for more and more tasks.
Software had been more of an art than a science, being developed in haphazard ways by talented pioneers. A lot of great software had been written that way, but it was feared that, unless a more rigorous approach to software development were taken, the software industry would be unable to meet the demands of subsequent years.
Researchers coined the term "Software Engineering" in reference (and deference) to other, more established engineering disciplines, to whose maturity they aspired. In a great part of the world, nobody builds a house on intuition; there is a solid body of knowledge, that of Civil Engineering, dictating how houses are built. But the history of Civil Engineering runs to some thousands of years; the challenge in the young field of software development has been to make it a discipline in a matter of years only. The idea was to take inspiration from other fields in order to pull that feat.
To this day, it is not clear whether Software Engineering is a mature discipline or not. The contents of Software Engineering curricula are still being discussed in universities, and rapid technological change ensures that this remains a moving target. For some people, software development is already as rigorous as any other type of engineering, while for others software is still more of an art. At the same time, no software crisis has erupted, so there must be something in Software Engineering, after all.
It is easier to understand a discipline by being immersed in it, than by merely reading about it; but should we want to describe Software Engineering in a nutshell, we could go like that:
• Software Engineering is a science of the artificial. It does not concern itself with the natural world, but with a world of human artefacts; it is not concerned with how things are, but with how things ought to be; and it not concerned with describing, but with building.
• Software Engineering is not Computer Science. Computer Science is, as the name implies, the study of computers. It encompasses the study of algorithms and data structures, operating systems, hardware, computer languages, compilers, and other fascinating subjects. In Software Engineering we take over from the results of such studies in order to write software-but we do not arrive at these results ourselves.
• Software Engineering is:
-The use of techniques, methods, and tools in order to improve software development.
-The study of the above.
The discipline, like all disciplines has both a practical and a research component. The practical component refers to the real-world activities surrounding software development. The research component refers to the study of how to go about software development.
• Software Engineering follows in the steps of other, more mature engineering disciplines, in order to establish those engineering practices that are appropriate for software development.
The above is succinct, if obscure; a detailed understanding requires one to become a Software Engineer.
Software Engineering Activities
What does a Software Engineer actually do? Unfortunately, there is no oneliner answer; moreover, as already hinted, talking about what a professional does without actually doing it runs the risk of simplification, or incomprehension. A list of activities Software Engineers engage in their professional lives includes:
• Finding the problem. In the real world, a problem is rarely given in clear and unambiguous terms. More often, it is perceived that something is not going well, or only an opportunity is anticipated. It frequently happens that the real problem lies elsewhere, or we are only looking at a symptom of a more general issue.
• Analysing the problem. Even after arriving at a formulation of the problem, we need to analyse it to see what software has to do with it, who will be involved with it, what kinds of solutions are acceptable, and so on.
• Requirements analysis. Finding what we want to do is easier said than done. The difficulty of arriving at a faithful representation of the requirements of a software project never ceases to amaze practitioners. Special techniques are employed to elicitate requirements and to put them down in writing.
• Cost estimation. Software being complex, intangible, and flexible, estimating its projected cost is different than estimating the costs of any other project. Again, special techniques must be used.
• Risk estimation. No project, software-related or not, carries no risks-it frequently happens that the benefits to be reaped are commensurate with the risks we are willing to run. Software practitioners must learn how to estimate software risks, and how to use these estimates.
• Modelling. When we have nothing tangible in our hands, we try to substitute our ignorance by building models. In the same way, and for the same reasons, that an architect builds models of a building yet to exist, we build models of the software we write. Where an architect uses a set of architectural diagrams, a Software Engineer uses a special set of diagrams, models and notation.
• Prototyping. When possible, an engineer builds a prototype of the finished product. In Mechanical Engineering, for example, prototype cars are build before a new model is put in production. Similarly, a Software Engineer may build prototypes of the finished product.
• Programming. There can be no software without code. Although Software Engineering is a lot more than simply writing code, software development is impossible without some kind of coding.
• Documentation. Software without documentation is next to useless. A Software Engineer writes documentation for the users of the systems (user manuals), but also for other Software Engineers. A program is not solely written for computers to execute, but also for humans to understand. Program comments is a common, if commonly neglected, form of documentation. Documentation includes much more, though: requirements, analysis, and design, all need to be documented.
• Maintenance. If a program is successful, it always needs to be adapted to new needs. It is only natural that when people are happy with a product, they start thinking of how to make things even better; so calls for improvement in a computer application should be taken as a welcome sign of interest and acceptance. Programs also change because of discovered deficiencies; there will always be bugs, and Software Engineers had better be prepared to deal with them. Program modifications following the initial shipment are collectively called maintenance. Maintenance is no minor undertaking: it usually takes more time and budget than creating the product in the first place.
• Testing. Like any other artefact, a software product must be tested prior to delivery. Software testing is different than testing other products, however, reflecting the idiosyncrasies of software itself. Testing procedures are commonly part and parcel of modern development methods.
• Project management. Managing an invisible, intangible, flexible, complex product is bound to be difficult. Software project management must adapt to software's unique traits. Exactly how can we determine the status of a software process under way? What kind of deliverables and milestones might we demand? These are questions that have to be answered in many projects.
• Software Quality Assurance. Quality does not happen by accident. Program reviews, code inspections, an integrated testing process, special metrics, may all be employed in a project to ensure that quality does not happen by happenstance, but that we can arrive at quality products repeatedly.
• Tools support. Software Engineers have an impressive array of tools at their disposal. Editors, code beautifiers, code checkers, compilers, linkers, profilers, testers, Integrated Programming Environments (ides), all help them ply their trade. Moreover, given software's inherent flexibility, Software Engineers are at the happy position to be able to make their own tools as the need arises, or to customise existing tools to their wishes.
Although the popular image of a Software Engineer is that of a computer geek, male, with scant attention to social niceties, and probably with some problems of personal hygiene, reality is somewhat different. A Software Engineer spends a lot of time with other people who may know only a few things about computers. Software Engineers rarely work alone, even when programming: they cooperate in teams, even though these may be geographically dispersed (the Internet makes software development ideal for distributed work). They usually have to understand other people's work and needs, and this requires a feeling for others and a capability to think outside one's own thought framework.
When Something Goes Wrong
Humans get a vicarious satisfaction out of other people's misfortune. Grand failures make big headlines and gripping reading, and software is no exception. Talking about software disasters can be misleading, if the reader gets the impression that software is usually that bad. It is not. We usually manage to get through, perhaps not exceptionally well, but a spectacular failure is rare enough to make the headlines.
It is instructive, though, to go through some of software's bleakest moments:
• From June 1985 to January 1978, the Therac-25 computerised radiation machine massively overdosed six people, with resultant deaths and serious injuries. Reading the accidents' accounts makes for morbid but sobering reading, hinting at what is really at stake when a safety-critical system is built.
• On June 4, 1996, Ariane 5, an unmanned rocket launched by the European Space Agency, exploded only forty seconds after lift-off from its launch pad in Kourou, French Guiana. That was her first trip, following a decade of development to the tune of $7 billion, to which around $500 must be added to account for the cost of the actual rocket and cargo.
• The London Ambulance Service Computer Aided Despatch System was a system developed to improve despatching and routing of ambulances in the London area. The system was delivered in October 1992, already late, and never worked.
• The United States blackout on November 14, 2003 had a devastating scope, affecting most of the northeastern United States and parts of Canada. Although the blackout itself was not due to software failure, a previously unknown software flaw contributed to the dimensions the blackout took.
• In many countries around the world digital voting is all the rage; unfortunately digital voting, as of 2004, had too many drawbacks to be seriously considered, opening possibilities for outright electoral fraud. In contrast to a paper ballot, a vote via a computer screen leaves no physical trace, and can be manipulated at will.
A quick search in the Internet can give more details on these failures. The reader is advised to perform a search, do a bit of reading on what went wrong, and then return to these lines.
Assuming that the reader did not do as instructed, and went on reading these lines regardless, this is what a careful reading of these failures would reveal: that when something goes terribly wrong in a software project, it is difficult to pinpoint a single problem spot. A lot of things must go wrong in tandem to create a systemic fault: users may not be cooperating, unsuitable people have been assigned to tasks, project management may be simplistic, the limits of a technology may be ignored.
In our role as Software Engineers, even if we may not get everything right, our goal is to make sure that at least we are equipped with the necessary knowledge so that we can get most of the things right, to avoid ridicule, or worse.
For Further Details
The provenance of the term "software engineering" is explored in a short note by Shapiro (2000) . If the reader wishes to see the birth of the field, she may turn to the proceedings of the inaugural conference (Naur and Randell, 1968) . Reading them is much more of historical interest only, as many contributions are still very relevant today (perhaps pointing to the field's immaturity).
There are many contemporary books on Software Engineering. Two popular textbooks are by Sommerville (2004) and by Pressman (2004) . The book by Pfleeger (2001) is somewhat more advanced, succinct and comprehensive.
As computing changes by the day, Software Engineers must make a conscious effort to keep up to day with the latest developments. One way, highly recommended, is to join a professional society. The two most prominent societies are the Association of Computing Machinery (acm) and the Computer Society of the Institute of Electrical and Electronic Engineers (ieee). There are many technical magazines, journals, and transactions that track developments in the field, among them:
• ieee Software, ieee The sciences of the artificial are well presented in Simon's little classic (1996) . The Informational Society is analysed in great detail by Castells (2000b Castells ( , 2003 Castells ( , 2000a . Brevity is not a virtue of this series, but length is happily accompanied by readability. Another astute view on the impact of computers on society, and the original analysis of their informating role is given in Zuboff (1988) , which is considered a business book classic, if such a thing can exist.
For more details on the Therac-25 accidents, see Leveson and Turner (1993) ; Leveson (1995) . The London Ambulance Service debacle is lucidly analysed in Page et al. (1993) . This is a rare specimen of a public report by committee that is actually a pleasure to read. The dangers of electronic voting are laid out in Mercuri (2002a,b); Economist (2004) .
