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Resum 
 
Actualment estan proliferant els dispositius reduïts amb capacitats de 
comunicacions que formen xarxes específiques on cadascun d’aquests 
dispositius fa la funció de node de xarxa. Si bé existeixen moltes propostes de 
protocols per a aquest entorns de xarxa (molts d’ells basats en TCP/IP), també 
sorgeix la necessitat d’interconnectar-los amb sistemes o nodes més 
específics que no utilitzen aquests protocols. Un exemple d’aquesta situació 
correspondria a una xarxa ad-hoc en un entorn domòtic on es volgués 
interoperar amb algun electrodomèstic comú (ex. vídeo, equip HI-FI, TV, 
rentadora, sistema de climatització, etc.).  
 
Aquest projecte pretén realitzar una interfície entre una xarxa ad-hoc domòtica 
i els electrodomèstics d’una casa que, normalment, no utilitzen protocols 
TCP/IP i que tenen una interfície de comunicació basada en IR (infraroig). La 
interfície a desenvolupar formarà part d’un node especial de la xarxa ad-hoc 
que farà funcions de gateway entre la xarxa i els electrodomèstics.  
 
En una segona fase l’objectiu és el disseny i implementació d’una lògica de 
control que permeti implementar la intel·ligència ambiental d’una llar amb 
electrodomèstics. Per fer-ho es dissenyarà el software que es programarà en 
els nodes i que implementarà la lògica de control. Un altre factor que es tindrà 
en compte és que sigui una lògica oberta, fàcilment ampliable i flexible. 
Especialment es vol que el funcionament de la lògica de control serveixi per 
qualsevol aparell. 
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Overview 
Nowadays, it is the reduced devices with communicative capacities that 
constitute specific nets where each of these devices functions as net systems 
that are proliferating. Moreover, there are lots of protocol options for these net 
surroundings (most of them based on TCP/IP). It also appears the necessity of 
interconnecting them with systems which are more specific and that do not use 
these protocols. One example of this situation would correspond to an ad-hoc 
net in a set of domotic environment where someone would like to work with 
some common electrical appliance (ex. video, HI-FI equipment, TV, washing 
machine, climatic system, etc.). 
 
This project pretends to create an interface between a domotic ad-hoc net and 
the electric appliances of a house that does not usually use TCP/IP protocols 
and have a connection device based on IR (infrared). The interface to develop 
would be a part of a special system of the ad-hoc net that will function as a 
gateway between the net and the electric appliances. 
 
In a second fase, the main purpose is the design and the effect of a control 
logic which allows to connect the intelligence of an environment with electronic 
appliances. In order to do that, the software that is going to be scheduled in the 
systems of the net and that is going to create a control logic will be designed. 
Another issue taken into account is the logic to be opened, easily enlargeable 
and flexible. The main objective is the control logic to be able work with any 
appliance. 
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CAPÍTOL 1. INTRODUCCIÓ 
 
 
Durant moltes dècades del passat segle XX la idea de la casa domòtica del 
futur, que estava dotada d’intel·ligència i facilitava la vida a les persones que 
vivien en ella, era una utopia o com a molt una invenció d’alguns directors de 
cinema agosarats. En l’actualitat el sorgiment de noves tecnologies ha fet que 
l’aparició d’una casa domòtica intel·ligent sigui cada vegada més una realitat 
[1].  
 
Una de les noves tecnologies que es poden fer servir per crear espais 
intel·ligents són els sensors. Entenem per sensors aquells dispositius petits i 
autocontinguts, amb capacitat d’adquirir, processar i comunicar mesures de 
l’entorn, i que integren en un sol equip el maquinari i les bateries. Els diferents 
sensors en aquest entorn de casa domòtica poden estar organitzats en forma 
de xarxa ad-hoc sense fils i cooperar entre ells per poder dur a terme 
operacions que d’altra forma serien més costoses de realitzar. 
 
Les xarxes de sensors poden arribar a tenir un paper molt important en les 
cases del futur. Per poder actuar sobre l’ambient, la xarxa de nodes-sensors 
necessita poder d’actuar sobre els aparells del seu entorn. Els nodes 
encarregats d’aquesta feina es diuen nodes actuadors. Són nodes similars en 
quant a funcions bàsiques que els nodes sensors però amb algun component 
extern que els permet controlar aparells del seu entorn. 
 
Per aconseguir l’objectiu d’actuar sobre l’ambient es tractarà, doncs, de situar 
una amplia xarxa de nodes amb sensors en una casa. Aquests sensors 
recullen en tot moment els paràmetres  de l’ambient. Aquests paràmetres 
poden ser de molts tipus: temperatura, llum, soroll, pressió, presència, etc. La 
xarxa de control s’ajudarà de totes aquestes mesures de l’ambient per fer que 
els aparells es comportin conseqüentment amb tot el que passa en el seu 
entorn. 
 
En aquest treball es vol dissenyar i implementar un node actuador amb els 
aparells que són capaços de rebre comandes per infraroig. A més a més, es vol 
implementar una lògica de control de la intel·ligència ambiental que sigui capaç 
de provocar canvis en els aparells que tinguin accés per control remot 
d’infrarojos.  
 
Per a la realització del disseny de l’actuador i de la lògica s’han utilitzat alguns 
sensors comercials. Els nodes utilitzats en aquest treball són anomenats 
Telosb i micaZ. Els dos foren dissenyats per la Universitat de Califòrnia a 
Berkeley. Aquests dispositius, de tipus genèric, tenen la capacitat suficient per 
poder desenvolupar i provar qualsevol tipus d’aplicació per a xarxes de 
sensors. Els dispositius empren el sistema operatiu TinyOS (Tiny micro 
threading Operative System), dissenyat especialment per a dispositius 
autocontinguts i de capacitats reduïdes. El fet que TinyOS sigui un sistema 
operatiu de codi obert garanteix la seva constant revisió i actualització.  
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1.1 Marc del treball 
 
El present treball forma part d’una de les fases del Projecte Machine de la 
fundació I2cat. Aquest projecte proposa portar a terme la construcció d’una 
xarxa de sensors sense fils per demostrar les possibilitats que aquestes poden 
oferir quan es doten amb facilitats de localització.  
 
El projecte consta de 8 fases anomenades de la A a la H. Tot seguit passem a 
anomenar les diferents fases del projecte: 
 
Fase A. Implementació de les funcions d’encaminament 
Fase B. Implementació del suport per a IPv6. 
Fase C. Incorporació i millora de facilitats de localització 
Fase D. Desenvolupament del gateway 
Fase E. Facilitats d’autoconfiguració.  
Fase F. Millora i adaptació del protocol de descobriment de serveis. 
Fase G. Desenvolupament d’interfícies de comunicació externa.  
Fase H. Construcció de l’aplicació de demostració 
 
Aquest TFC està inclòs en la fase G del esmentat projecte. Aquesta fase 
contempla el desenvolupament d’interfícies de comunicació externa com són 
emissors i receptor d’infrarojos adaptats als nodes sensors i implementació 
d’un display LCD. 
 
 
1.2 Objectius del treball 
 
El present treball es pot dividir en dues fases. L’objectiu de la primera fase és la 
realització d’un gateway que sigui capaç de traduir comandes que sorgeixin de 
la xarxa de sensors a comandes intel·ligibles pels electrodomèstics que tinguin 
receptor de comandes d’infraroig. S’ha de dissenyar un sistema d’enviament de 
missatges que serveixi per comunicar un node i el gateway. Es vol implementar 
un sistema eficient, que comprengui un hardware i software, que sigui capaç de 
crear i enviar qualsevol tipus de comanda del protocol d’infraroig RC5.  
 
En una segona fase l’objectiu és el disseny i implementació d’una lògica de 
control que permeti implementar la intel·ligència ambiental d’una llar amb 
electrodomèstics. Per fer-ho es dissenyarà el software que es programarà en 
els nodes i que implementarà la lògica de control. Un altre factor que es tindrà 
en compte és que sigui una lògica oberta, fàcilment ampliable i flexible. 
Especialment es vol que el funcionament de la lògica de control serveixi per a 
qualsevol aparell. 
 
Finalment, s’experimentarà per comprovar el funcionament d’aquesta lògica en 
un escenari format per uns sensors i un actuador situat davant un televisor LCD 
de Philips.  
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1.3 Estructura del document 
 
Aquest document es troba estructurat en 7 capítols.  En el capítol 2 es 
descriuen les plataformes TelosB i micaZ. Es fa una taula comparativa de les 
dues plataformes. També es fa una breu introducció al sistema operatiu TinyOS 
i al llenguatge de programació NesC. 
 
En el capítol 3 es realitza una breu introducció als infrarojos i s’expliquen les 
característiques bàsiques del protocol d’infraroig RC5. En el capítol 4 s’explica 
el disseny i implementació del hardware i software del gateway. En el capítol 5 
s’explica el disseny de la lògica de control per implementar la intel·ligència 
ambiental. En aquest capítol es descriu el funcionament de tots els tipus de 
nodes que es poden trobar dins de la lògica.  
 
En el capítol 6 es descriuen els experiments realitzats per comprovar el 
funcionament de la lògica de control i del gateway. Al final d’aquest capítol es 
descriuen els consums de les plataformes utilitzades. 
 
Finalment en el capítol 7 És on es descriuen les implicacions mediambientals, 
les conclusions i les aplicacions futures. El document acaba amb els annexes 
on trobem el codi complet que forma part del software de control del gateway 
així com també les taules de codificacions de les instruccions del emissor 
d’infraroig. 
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CAPÍTOL 2. PLATAFORMA DE DESENVOLUPAMENT 
 
 
Els nodes que formen les xarxes de sensors es caracteritzen per ser de 
dimensions reduïdes i de baix cost. Normalment, cada node inclou només 
aquells elements imprescindibles per poder dur a terme les seves funcions 
corresponents en la xarxa. No obstant això, en certs casos poden incorporar 
també altres elements complementaris que, encara que contribueixin a 
augmentar les mides, el cost del dispositiu i la complexitat dels circuits, aporten 
noves funcionalitats de gran interès. 
 
Els fabricants fan servir una base hardware anomenada plataforma per 
incorporar els sensors. Aquestes plataformes utilitzen components comercials 
(COTS, Commercial Off-The-Shelf), escollits acuradament per minimitzar les 
mides i el consum dels nodes. Normalment els sensors incorporen CPUs 
comercials que es poden programar amb llenguatge C, encara que per adaptar 
els programes a les restriccions de memòria que presenten les plataformes 
s’han desenvolupat nous sistemes operatius que utilitzen altres llenguatges de 
programació. Els Motes de Berkeley són els més populars pel que fa aquest 
tipus de nodes, encara que també existeixen altres solucions com per exemple 
els nodes Medusa de UCLA (veure [2]) , que incorporen 2 microprocessadors, 
o els µAMP del MIT, entre d’altres . 
 
 
2.1 TelosB 
 
TelosB es una de les plataformes desenvolupades per la universitat de 
Califòrnia a Berkeley i comercialitzada per la companyia nord-americana 
Crossbosw [2]. És una plataforma de sensors de baixa potència de nova 
generació. La plataforma porta incorporat un chip que és compatible amb el 
protocol sense fils de comunicació IEEE 802.15.4 i també és apropiat per 
desenvolupar aplicacions que segueixin el Zigbee. Porta un microcontrolador 
(8MHz) MSP430 de Texas Instruments amb 10k de memòria RAM, i 48k de 
Flash.  
 
 
Fig. 2.1 Imatge d’un TelosB 
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Té un port USB que és de gran utilitat per a la comunicació amb un PC. Els 
sensors que porta per defecte són els d’humitat, llum y temperatura. A més, té 
16 pins d’expansió on es poden afegir circuits que siguin controlats pel 
microcontrolador.   
 
 
2.2 MicaZ 
 
Així com el telosb, MicaZ és una plataforma de sensors de baixa potència. Els 
sensors que porta incorporats són els de llum, temperatura, soroll, pressió i 
acceleròmetre. Així mateix se li poden afegir més sensors amb les 
anomenades plaques sensores. Aquestes plaques es connecten al MicaZ 
mitjançant un connector extraïble. 
 
La plataforma MicaZ també és compatible amb el protocol sense fils IEEE 
802.15.4 i això fa que sigui possible una comunicació plena entre un telosB i un 
MicaZ. 
 
Fig. 2.2 Imatge d’un MicaZ 
 
 
Per poder programar els MicaZ s’acoblen a una placa programadora. Aquesta 
placa es connecta al PC mitjançant un port USB. Gràcies a aquesta connexió 
es possible tant la programació dels micaZ com la transmissió d’informació cap 
al PC. 
 
En aquesta taula es pot observar una comparativa entre les dues plataformes. 
El consum d’un Telos adormit es inferior a un micaz, en canvi, té un consum 
més elevat alhora de funcionar. 
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Taula 2.1 Comparativa entre un MicaZ i un Telosb 
 
 micaZ Telos 
Centre desenvolupament UCB UCB 
Any 2004 2004 
CPU ATMEGA 128 Motorola CS08 
Ampla de banda ràdio 250 kbps 250 kbps 
Memòria flash 128 kB 48 kB 
RAM 4 kB 10 kB 
Consum típic mode 
adormit 
15 µW 6 µW 
Consum típic mode actiu 28 mW 32 mW 
 
 
Hi ha altres tipus de plataforma com poden ser els Medusa desenvolupats per 
la universitat de California (Los Angeles) l’any 2002, que incorporen dos 
microprocessadors. Una altre opció en tipus de plataforma són els µAMP 
desenvolupats per la MIT (Massachusetts Institute of Technology) [3].   
 
 
2.3 Sistema Operatiu TinyOS 
 
TinyOS (Tiny micro threading Operative System) [4] és un sistema operatiu 
desenvolupat per la UCB en l’entorn del projecte SmartDust. Fou pensat i 
dissenyat per a xarxes de sensors sense fils. En ell, s’utilitzen diversos 
mecanismes per reduir les dimensions del codi, millorar la resposta del sistema 
i reduir el consum d’energia. Cada aplicació pot incorporar només aquelles 
parts estrictament necessàries per al seu funcionament ja que és un sistema 
operatiu separat en mòduls. 
 
TinyOS és el sistema operatiu que utilitzen els motes de Crossbow (incloent els 
Telosb). Quan es carrega una aplicació en els sensors, aquesta és compilada 
juntament amb el sistema operatiu i es carrega en el sensor, d’aquesta manera 
no és necessària una instal·lació prèvia del sistema operatiu en els motes. 
 
Una altre avantatge d’aquest sistema operatiu és que la seva arquitectura està 
basada en components. Aquest fet afavoreix el desenvolupament de noves 
aplicacions utilitzant components ja existents. D’aquesta manera el 
programador no té la necessitat d’implementar operacions a molt baix nivell 
perquè ja existeixen mòduls específics que realitzen aquestes operacions.  
 
Alguns d’aquests components són de llibreries estàndards de tinyos. Totes les 
aplicacions comencen per defecte pel component Main. Així el programador 
sap per on arranca el seu programa. És molt habitual que el component Main 
utilitzi la interfície StdControl. Main crida aquesta interfície que és 
implementada dins el mòdul principal de la aplicació.  
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2.4 NesC 
 
El llenguatge de programació nesC (Network Embedded Systems – C) és 
l’emprat per les llibreries i aplicacions del sistema operatiu TinyOS.  
 
Utilitza una sintaxi semblant al llenguatge de programació C, però admet el 
model de concurrència de TinyOS a la vegada que té mecanismes per 
estructurar els diferents components per tal d’aconseguir aplicacions robustes i 
adequades al context de les xarxes sense fils.  
 
En el llenguatge nesC apareixen varis conceptes com poden ser els 
components, interfícies, mòduls i arxius de configuració [5]. 
 
Els components són les unitats bàsiques de les aplicacions. Existeixen dos 
tipus de components diferents: els mòduls i els arxius de configuració.  Els 
mòduls són els components que implementen una o més interfícies i en els 
arxius de configuració s’indica com s’han de connectar els diferents 
components enllaçant els que proveeixen una interfície amb els que la utilitzen. 
 
Les interfícies són utilitzades per comunicar els components. Poden ser 
implementades (provided) o emprades (used) pels components. A més a més, 
són bidireccionals: especifiquen un conjunt de funcions que són implementades 
pel proveïdor d’interfícies (commands) i un altre conjunt que són 
implementades pel component que les utilitza (events). 
 
 
Fig. 2.3 Relació entre dos components en el lleguatge nesC 
 
 
Altres conceptes bàsics del llenguatge nesC són: 
 
-Separació entre la construcció i composició: els programes es construeixen 
fora del components, i s’enllacen (“wire”) per formar programes sencers. Els 
components segueixen el model de concurrència intern en forma de les 
anomenades tasks. Els fils de control poden passar a un component a través 
de les seves interfícies. Aquests fils d’execució es paren o a una task o a un 
hardware interrupt. 
 
-Els components estan connectats estratègicament l’un amb l’altre mitjançant 
les seves interfícies. Això augmenta el rendiment de temps d’execució, fomenta 
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el disseny robust, i té en compte la millor anàlisi estàtica de programes. 
Generalment, quan un arxiu de configuració pot ser utilitzat per un altre 
component s’afegeix una C majúscula al final del seu nom. 
 
- nesC està dissenyat sota l’expectativa que serà generat per compiladors de 
programa sencer (whole-program compilers). Això també s’hauria de tenir en 
compte a l’hora de generar codi. 
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CAPÍTOL 3. PROTOCOL RC5 
 
 
En aquest capítol és farà una breu introducció al infraroig i s’introduiran les 
premisses del protocol d’infraroig RC5.  
 
La funció principal d’un protocol és establir una convenció estàndard, o acord 
entre parts perquè regulin la connexió, la comunicació i la transferència de 
dades entre dos sistemes. Des del moment en que es vol establir una 
comunicació entre dues o més parts és necessari establir un protocol comú 
entre les parts. 
 
Seguint aquestes premisses el protocol RC5 no compliria tots els requeriments 
per ser anomenat un protocol. Es podria definir com una codificació per a 
senyals infraroges. Malgrat això en aquest treball es farà servir el nom de 
protocol RC5 ja que és el nom amb que es va donar a conèixer aquest 
estàndard. 
 
 
3.1 Infraroig 
 
L’infraroig o llum infraroja (IR) és una radiació electromagnètica que és 
caracteritza per una freqüència situada entre 300 Ghz  i 120THz. Així la 
radiació infraroja s’estén al llarg de tres ordres de magnitud amb longituds 
d’ona que van des de 700 nm a 1 mm. L’infraroig és troba en la zona de 
l’espectre situada per sota de la llum visible (llum per sota de la sensibilitat de 
l’ull humà). El seu nom significa “per sota del vermell”, ja que el vermell és el 
color visible amb una freqüència menor.  
 
Fig. 3.1 Franja de l’espectre electromagnètic. 
 
 
Com a conseqüència de que l’infraroig ocupi una zona tan gran dins l’espectre 
electromagnètic, es van fer distincions entre les diferents longituds d’ona i va 
sorgir una classificació àmpliament acceptada: 
 
-infraroig proper (NIR o IR-A) 0,8-2,5 µm 
-infraroig mitjà (MIR) 2,5-50 µm 
-infraroig llunyà (FIR) 50-1000 µm 
Tanmateix, aquests termes són poc precisos i s’utilitzen de formes diferents en 
diversos estudis. 
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La materia en un estat condensat (sòlid o líquid) emet un espectre de radiació 
continu. Els éssers vius, especialment els mamífers, emeten una gran 
proporció d’aquesta radiació en la part de l’espectre d’infraroig, associada al 
seu calor corporal. 
 
Des de que van ser descoberts, els infrarojos han tingut múltiples aplicacions. 
Començant per equips de visió nocturna fins a aplicacions tan diferents com 
assecat de pintures o termofixació de plàstics. 
 
 
3.1.1 Infrarojos en l’electrònica 
 
Quan es van fabricar els primers comandaments a distància es van fixar amb 
els infrarojos ja que no produeixen interferències electromagnètiques als 
aparells i són fàcils de generar mitjançant díodes. Un altre avantatge que 
oferien era el seu baix cost. Tot i així la comunicació per infrarojos no és 
perfecte ja que altres emissions d’infraroig podrien interferir i causar problemes. 
Una altre desavantatge important és que les comunicacions per infrarojos 
requereixen d’una comunicació amb visió directe entre el transmissor i receptor, 
el que fa imprescindible la línia de vista per a una transmissió efectiva. A més, 
les freqüències de la banda de l’infraroig no permeten la penetració a través de 
les parets. 
 
Per a permetre un bon ús de la comunicació per infrarojos i per evitar senyals 
falsos, és imprescindible emprar una “clau” que pugui dir al receptor quines 
d’aquestes dades són verdaderes i quines no. Els primers estàndards per els 
comandaments a distància van evitar la transmissió de senyals falsos modulant 
la senyal d’ infraroig. Amb la modulació fem que el parpelleig IR de la font sigui 
a una freqüència particular. El receptor IR estarà ajustat a aquella freqüència, 
així podrà obviar altres senyals que no estiguin modulades a la freqüència 
desitjada. Una freqüència típica utilitzada per molts estàndards és la de 36 kHz. 
 
 
3.2 Característiques RC5 
 
El protocol RC-5 de Philips és segurament un dels protocols més emprats en el 
món. Fou creat en els laboratoris d’investigació de Philips en la dècada dels 80. 
Com a característiques principals podem anomenar que fa servir una 
codificació bi-fase ( codificació Manchester) i utilitza 5 bits d’adreça i 6 per les 
comandes. A més el temps bit és de 1.778ms (64 cicles de 36 kHz). 
 
 
3.2.1 Modulació 
 
El protocol està basat en una modulació Manchester de doble fase. En la figura 
3.2 podem observar els símbols de la modulació que fa servir el RC5. 
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Fig. 3.2 Símbols de la modulació emprats per representar el 0 i el 1 lògics. 
 
 
En aquesta codificació, tots els bits tenen la mateixa longitud, de 1,778 ms. La 
meitat del bit és un senyal pla i l’altre meitat és un tren de polsos amb una 
portadora de 36 kHz. 
 
El cero lògic és representat per un tren de polsos en la primera meitat del 
temps, en canvi, en el “1” lògic aquest tren de polsos apareix en la segona 
meitat del bit. La relació entre el pols i la pausa en la portadora de 36 kHz és de 
1/3 o 1/4 , el que redueix el consum d’energia. 
 
 
3.2.2 Protocol 
 
En la figura 3.3 podem observar un típic tren de polsos d’un missatge RC-5. 
Els dos primers bits són els d’inici (start), que han de ser dos “1” lògics. Existeix 
una versió estesa de RC-5 (RC-5x) té un sol bit d’inici. El bit anomenat “S2” es 
transforma en un altre bit de comanda, amb el que queden 7 bits per les 
comandes. 
 
 
 
 
Fig. 3.3 Exemple de tren de polsos RC-5 
 
 
 
El tercer bit del protocol RC-5 és l’anomenat de Toogle o bit de commutació. En 
la figura 3.3 està marcat com una “T”. Aquest bit és invertit cada vegada que 
s’apreta o s’allibera una tecla en el control remot. D’aquesta manera el receptor 
pot distingir entre una tecla que està pressionada i una mateixa tecla que és 
pressionada varies vegades. 
 
El bit que segueix en la paraula és el primer de la adreça del dispositiu receptor 
d’infrarojos. En primer lloc és on hi ha el bit més significatiu de la adreça. En 
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aquesta adreça li segueix una paraula anomenada comanda d’una durada de 6 
bits. Aquesta paraula és la que conté la informació sobre la comanda a seguir, 
és a dir, quina instrucció ha de seguir l’electrodomèstic. Una vegada més el bit 
més significatiu és el situat en primer lloc. 
 
Per tant, un missatge consisteix en un total de 14 bits, que donen una duració 
total de missatge de 25 ms.  
 
Mentre es manté pressionada la tecla, el missatge es repeteix cada 114 ms. El 
bit de commutació mantindrà el mateix nivell lògic durant la repetició d’un 
missatge. D’aquesta manera el programa d’interpretació del receptor pot 
detectar la repetició i no la confon amb successives pulsacions d’una tecla. 
 
En el protocol estan definides les taules de dispositius i comandes. En el cas 
d’una televisió convencional el dispositiu és el “0” és a dir, la paraula Adreça 
està formada per cinc “0” lògics. En canvi per una VCR la paraula adreça és el 
“5” (00101)  
 
En la Taula 3.1 hi ha representades algunes de les comandes típiques del 
protocol RC5. 
 
Taula 3.1. Exemple d’algunes comandes en el protocol RC5 
COMMAND 
(Hex.-Dec.) 
Comando 
TV 
COMMA
ND 
(binari) 
Comando 
VCR 
$00 - 0 0 000000 0 
$01 - 1 1 000001 1 
$02 - 2 2 000010 2 
$03 - 3 3 000011 3 
$0A - 10 -/-- 001010 -/-- 
$0C - 12 Espera 001100 Espera 
$0D - 13 Silenciar 001101   
$10 - 16 Volumen + 010000   
$11 - 17 Volumen - 010001   
 
 
A continuació hi ha alguns exemples de paraules completes amb el protocol 
RC5 (bits d’inici+adreça+comanda): 
 
-Augmentar el volum d’una televisió: 110-00000-010000  
-Silenciar una televisió: 110-00000-010000 
-Posar el VCR en espera: 110-00101-001101 
 
A l’annex A hi ha les taules completes de adreces i comandes del protocol 
RC5. 
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CAPÍTOL 4. GATEWAY 
 
 
Per poder comunicar la xarxa de sensors amb els aparells que accepten ordres 
de llum infraroja de comandaments a distància ens sorgeix la necessitat de 
dissenyar o preparar un dels nodes perquè ens faci de passarel·la entre la 
xarxa de sensors ad-hoc i els aparells que rebin comandes d’infraroig.  
 
Un dels objectius del treball és que la lògica de control de la intel·ligència 
ambiental reaccioni davant fets que puguin ocórrer en l’ambient creant unes 
instruccions que s’enviïn al node amb el gateway. La pasarel·la o gateway ha 
de ser capaç de traduir totes les instruccions que puguin sorgir de la xarxa ad-
hoc a comandes d’infraroig intel·ligibles pels electrodomèstics. En el nostre cas, 
l’electrodomèstic sobre el qual volem actuar és una televisió encara que amb 
petites modificacions es podria utilitzar per controlar altres electrodomèstics 
compatibles amb l’estàndard d’infraroig.  
 
Després d’estudiar diferents estàndards d’infraroig es va decidir implementar 
l’estàndard RC5 de Philips (veure capítol 3), per la seva gran implantació en 
gran quantitat d’electrodomèstics de caràcter lúdic (TV, VCR, DVD, cadena de 
música, etc). 
 
El primer pas per a la creació del pols d’infraroig és fer que el node Telosb sigui 
capaç d’implementar la paraula de la codificació en forma de seqüència digital. 
 
Un cop què la paraula ha estat enviada al expansion connector ha de ser 
modulada per un pols quadrat de 36 kHz. Finalment s’ataca un led emissor 
d’infraroig i el senyal és enviat. 
 
El microcontrolador del Telosb és incapaç de treure la seqüència de bits ja 
modulada a 36 kHz. Per aquesta raó sorgeix la necessitat de crear una circuit 
que sigui capaç d’acoblar-se al Telosb. 
 
 
 
 
Fig. 4.1 Esquema del procés on es mostra la funció del gateway 
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4.1 Creació del pols d’infraroig 
 
Primer es centrarà l’atenció en la segona part del procés de creació del polsos 
d’infraroig. En aquest apartat es descriu el disseny de la part física (hardware) 
del gateway.  
 
El circuit consta de dos blocs: circuit modulador i el circuit emissor d’infraroig. 
En el primer bloc es modula la seqüència que genera el Telosb amb un senyal 
quadrat de 36 kHz. En el segon s’ataca un led emissor de llum infraroja per 
aconseguir enviar el senyal. 
 
Per poder modular amb un senyal quadrat es necessita un temporitzador. En el 
mercat hi ha molts tipus de temporitzadors. A causa del seu baix cost i de les 
grans prestacions que presenta un dels temporitzadors més emprats és el 
Timer 555. 
 
 
4.1.1 Timer 555 
 
És un circuit integrat de 8 potes que va néixer fa més de 30 anys. Internament 
està composat per dos comparadors. És un integrat que té múltiples funcions, 
les més importants són les de multivibrador astable i multivibrador 
monoestable. El circuit integrat es comportarà d’una manera o d’una altra 
depenent de com es trobi connectat. 
 
Mode astable: aquest funcionament es caracteritza per una sortida en forma 
d’ona quadrada (o rectangular) continua d’ample de banda predefinit pel 
dissenyador del circuit. 
 
Mode monoestable: en aquest cas el circuit entrega a la sortida un sol pols d’un 
ample de banda que estableix el dissenyador. 
 
 
4.1.2 Expansion Connector 
 
La plataforma telosb (tema 2), porta un grup de pins lliures connectats al 
microprocessador anomenats expansion connector [6]. Aquests pins estan 
pensats perquè es puguin afegir altres circuits externs per així poder ampliar la 
funcionalitat del node. 
 
Un node telosb consta de 16 pins lliures que tenen aplicacions diferents. El 
gateway s’ha d’acoblar al node mitjançant aquests pins lliures. A la figura 4.2 es 
pot observar un esquema detallat dels ports d’expansió que té el telosb. 
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Fig. 4.2 Funció dels pins del expansion connector d’un telosB 
 
 
El circuit s’acobla al expansion connector de 10 pins del telosb mitjançant un 
connector extraïble. En el pin 1 tenim la tensió VCC, en el pin 9 la massa i 
finalment en el pin 3 la sortida ADC0 per el qual el microcontrolador treu la 
seqüència digital. Aquesta sortida es connecta a la pota del reset del Timer 
555.  D’aquesta manera el 555 només estarà en funcionament quan la sortida 
ADC0 estigui a nivell alt. Els altres pins també es soldaran a la placa per a 
aconseguir una subjecció més forta. 
 
 
4.1.3 Circuit modulador 
 
El circuit modulador està dissenyat per modular, amb un senyal quadrat de 36 
kHz,  la seqüència que genera el Telosb. Per fer-ho s’utilitza un Timer 555 en 
mode astable. 
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Fig. 4.3 Circuit modulador. Modula el senyal a 36 kHz. 
 
 
Els valors de les resistències R1 i R2 i del condensador C1 (figura 4.3) estan 
elegits perquè el Timer oscil·li a la freqüència desitjada. En el nostre cas 
segons l’estàndard RC5 és 36 kHz. 
 
( ) 693,0
121
⋅+= CRRTc
                                              (4.1) 
693,0
12
⋅= CRTd                                                     (4.2) 
 
Les expressions 4.1 i 4.2 són donades pel fabricant i surten d’analitzar el circuit 
tenint en compte l’estructura interna del temporitzador. En la figura 4.4 es pot 
observar la sortida de la tensió en la pota 3 del temporitzador. La línia vermella 
és la tensió en el condensador C1. 
 
 
Fig. 4.4 Sortida del 555 . Tensió en funció del temps. 
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S’elegeix un valor de duty cycle del 55%. Per tant els valors que resulten són: 
Tc=15,277µs , i Td=12,499 µs. I per tant, els valors dels components que 
resulten són: 
 
FC
R
KR
KR
µ001,01
200
18
5,1
3
2
1
=
Ω=
Ω=
Ω=
 
La resistència R3 és petita per tal de que el LED emissor d’infraroig pugui 
aprofitar al màxim la intensitat de sortida del 555. Com que no hi ha cap etapa 
amplificadora l’abast del senyal d’infraroig és de poc més de mig metre. 
Aquesta distància la considerem més que suficient ja que el node que funciona 
com a gateway estarà situat a una distància molt curta dels electrodomèstics. 
 
 
4.1.4 Layout 
 
Per la realització d’un circuït imprès s’ha de dissenyar un layout. Per facilitar 
aquesta feina existeixen programes informàtics capaços de crear un layout 
viable a partir d’un circuit simulat. En el nostre cas es fa servir el layout plus 
que és un subprograma del programa Orcad [7]. 
 
El funcionament del programa layout plus és simple. Es decideixen les petjades 
(footprints) que són adequades als components elegits i es col·loquen a sobre 
la plantilla. La plantilla és de la grandària adequada (tenint en compte  les 
dimensions del Telosb). En la figura 4.5 està representada per la línia groga. 
 
 
 
 
Figura 4.5. Layout circuit imprès 
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El programa Layout Plus té l’opció d’autorouting. Aquesta opció fa que el 
programa decideixi per on fer les pistes. El programa guarda totes les dades i 
treu un fitxer de sortida amb una extensió punt MAX. Aquest fitxer és 
intel·ligible per part de la màquina encarregada de implementar físicament el 
circuit imprès. Un cop finalitzat el procés es solden els components a la placa 
(figura 4.6). 
 
 
  
 
Fig. 4.6 Fotografia del circuit imprès que fa de gateway 
 
 
4.2 Software controlador 
 
Aquest apartat es centrarà en l’explicació del software necessari perquè un 
node comuniqui una instrucció al node que fa de gateway i aquest l’interpreti i 
generi la instrucció que sigui capaç d’interactuar amb l’electrodomèstic.  
 
 
4.2.1 Missatges RF 
 
Els missatges RF són els missatges que els nodes de la xarxa utilitzen per 
comunicar-se entre ells. Per a establir comunicació entre un node qualsevol i el 
node que fa de gateway es necessita definir una estructura de missatge. En la 
figura 4.7 es pot observar l’estructura del missatge de RF. 
 
Fig. 4.7 Estructura del missatge RF 
Tot seguit passem a explicar quina informació contenen els camps del missatge 
RF. 
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Sys conté l’adreça, seguint les taules de RC5, de l’electrodomèstic a que va 
dirigit la instrucció. Src conté l’adreça del node que envia el missatge. Tots els 
nodes telosb tenen una adreça fixa que permet diferenciar-los dels altres nodes 
de la xarxa. El vector cmd conté el llistat de comandes que el node amb el 
gateway ha d’enviar a l’aparell. El vector cmd està codificat, és a dir, per enviar 
una comanda no s’envia el valor seguint el protocol RC5 sinó un altre valor 
seguint les taules de codificació definides a la xarxa (taula 4.1). La justificació 
d’aquest fet és que així enviant un sol valor numèric el gateway pot interpretar 
que ha d’enviar més d’una comanda.  
 
En la taula 4.1 es mostren algunes de les codificacions que es fan servir en els 
missatges de RF. El valor 128 està reservat per marcar el final del vector cmd. 
Es tenen reservats 128 valors per representar comandes simples i 127 per 
comandes múltiples. Una comanda simple implica que el gateway només ha 
d’enviar una paraula a l’aparell receptor d’infrarojos, en canvi, una comanda 
múltiple pot implicar enviar fins a 10 paraules diferents.   
 
Taula 4.1 Taula de codificacions dels missatges RF 
Codificació 
Binaria 
Codificació hexadecimal  
(decimal) 
COMMAND 
(Hex.-Dec.) Comando TV 
00000000 00 - (0) $00 - 0 0 
00000001 01 - (1) $01 - 1 1 
00001101 0D - (13) $10 - 16 Volumen + 
00001110 0E - (14) $11 - 17 Volumen - 
00001111 0F - (15) $12 - 18 Menu 
00010001 11 - (17) $20 - 32 Programa + 
00010010 12 - (18) $21 - 33 Programa - 
 00010011  13 - (19) $3C - 60 Teletexto 
10000001 81 - (129)   Volumen + + 
10000010 82 - (130)   Volumen - - 
10000011 83 - (131)   Volumen + + + 
 
 
4.2.2 Aplicació de control 
 
Aquesta és l’aplicació encarregada de controlar el gateway. Una vegada que el 
node actuador ha estat programat, es queda a l’espera de rebre instruccions de 
la xarxa a través de missatges RF. L’aplicació de control és capaç de rebre 
aquests missatges RF i els interpreta seguint la taula de codificacions dels 
missatges RF (taula 4.1).  
 
Després d’interpretar els missatges RF l’aplicació crea la paraula codificada 
seguint les premisses del protocol RC5 (veure tema 3). Finalment ha de ser 
capaç d’enviar aquesta paraula al hardware extern. Per fer-ho crea i envia els 
polsos bit a bit. 
 
En la realització de l’aplicació de control apareixen varis components. Fem una 
diferenciació entre els components principals i els components secundaris. Els 
components principals són els encarregats de crear el pols amb la codificació 
RC5 i enviar-ho al pin corresponent del expansion connector. Els secundaris 
són els que el gateway fa servir per rebre i interpretar les dades.  
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L’esquema de l’estructura de l’aplicació (figura 4.8) ha estat obtingut compilant 
l’aplicació amb l’opció docs i mostra l’estructura de l’aplicació. Els diferents 
mòduls apareixen relacionats per unes fletxes que representen les interfícies. 
Les fletxes contínues indiquen relació proveïdor/usuari. La fletxa apunta al 
component que ofereix la interfície. 
 
 
 
Fig. 4.8. Esquema de l’estructura de l’aplicació. 
 
A la figura 4.9 podem observar l’arxiu de configuració de l’aplicació de control.  
 
configuration Emissor { 
} 
 
implementation 
{ 
components Main, TimerC, IradcC, LedsC, EmissorM, sendPulseM, 
sendBitM, RfmToInt, WordM, Taula; 
 
components MultiTimerC as MicroTimer; 
 
Main.StdControl -> EmissorM; 
 
EmissorM.Leds -> LedsC; 
EmissorM.Iradc -> IradcC; 
sendPulseM.Iradc -> IradcC; 
 
EmissorM.Timer -> TimerC.Timer[unique("Timer")]; 
EmissorM.Timer1 -> TimerC.Timer[unique("Timer")]; 
EmissorM.sendBit -> sendBitM; 
sendBitM.sendPulse -> sendPulseM; 
EmissorM.Word -> WordM; 
RfmToInt.sendTrama -> EmissorM; 
 
Main.StdControl -> MicroTimer; 
sendPulseM.MicroTimer -> MicroTimer; 
 
/*Aquestes línies per rebre les instruccions per RF*/ 
 
Main.StdControl -> RfmToInt; 
RfmToInt.IntOutputVector -> EmissorM; 
} 
Fig. 4.9. Arxiu de configuració Emissor 
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Emissor és el mòdul de configuració de l’aplicació. En ell s’anomenen els 
components que s’utilitzen i s’especifica de quina manera estan enllaçats.  
 
Es pot observar com l’aplicació utilitza molts components i mòduls: Main, 
TimerC, IradcC, LedsC, EmissorM, sendPulseM, sendBitM, RfmToInt, WordM i 
Taula. L’arxiu de configuració comença amb un llistat dels components i acte 
seguit mostra com es relacionen entre ells. 
 
 
4.2.2.1 Components principals 
 
Main és el component principal que inicialitza l’aplicació (veure Capítol 2). 
TimerC és el component on està implementada la interfície Timer. Aquesta 
interfície és utilitzada dues vegades. Bàsicament és un temporitzador en 
milisegons. En aquesta aplicació s’utilitzen per marcar la distància entre dues 
comandes consecutives. Per fer això agafa dos noms diferents i és 
implementada dues vegades:Timer i Timer1. 
 
IradcC a diferència dels anteriors és un component dissenyat expressament per 
aquesta aplicació. És el component que implementa la interfície Iradc. Aquesta 
interfície és l’encarregada de posar a nivell alt o baix el port ADC0 (pin 3 del 
expansion connector). Transmet la seqüència digital al circuit modulador a 
través dels ports de sortida. 
 
LedsC és un component clàssic en moltes aplicacions. Aquest component 
implementa la interfície Leds, que serveix per encendre o apagar els 3 leds del 
node. En aquesta aplicació té una funció que podria ser prescindible. El que fa 
el node és que quan està enviant seqüències d’infraroig s’engega el led 
vermell. Això facilita la feina per fer proves amb l’aplicació ja que la llum 
infraroja està fora de l’espectre visual (veure Capitol 3). 
 
EmissorM és el mòdul principal de l’aplicació. Normalment, el mòdul principal 
d’una aplicació agafa el mateix nom que l’arxiu de configuració però acabat 
amb M majúscula. En la figura 4.7 es pot veure com utilitza moltes interfícies 
(sendBit, sendPulse, Word, etc), aquestes interfícies estan implementades en 
altres mòduls, situats fora del mòdul principal. 
 
sendPulseM també és un mòdul creat exclusivament per aquesta aplicació. És 
l’encarregat d’enviar els polsos. Si tenim en compte que la codificació utilitzada 
és una codificació Manchester (veure capítol 3), el pols té la durada de mig bit, 
889µseg. Es necessita un Timer especial anomenat MultiTimerC  per arribar a 
durades tan petites ja que el Timer habitual té una resolució de milisegons. En 
aquesta aplicació el component MultiTimerC se li ha canviat el nom pel nom de 
MicroTimer. SendPulseM fa servir la interfície Iradc per posar a nivell alt o baix 
el port ADC0. 
 
sendBitM és l’encarregat d’enviar el bit sencer. Implementa la interfície sendBit 
que té com a comandes principals send0 i send1. Per fer-ho empra la interfície 
sendPulse que com ja hem dit està implementada dins el mòdul sendPulseM. 
4.2.2.2 Components secundaris 
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El conjunt de mòduls que es descriuen a continuació són els encarregats de 
rebre una comanda per RF, descodificar-la i crear la seqüència sencera a 
enviar. Encara que estrictament no formin part del software controlador del 
nostre gateway són molt útils alhora de fer-lo funcionar.  
 
La idea és que es rep una comanda per RF, aquesta comanda és 
descodificada segons les taules taules de codificacións dels missatges RF 
(taula 4.1), i una vegada fet això es crida un mòdul que crea la seqüència digital 
que s’ha d’enviar per infraroig. Després de que la seqüència hagi estat creada 
es va cridant la interfície sendBit i aquesta a la seva vegada crida la interfície 
sendPulse. 
 
RfmToInt és el mòdul encarregat de rebre el missatge per RF. Quan rep un 
missatge es crida un event. Dintre del event el programador pot accedir a la 
informació del missatge i utilitzar-la pel que necessiti. Hi ha dues interfícies 
anomenada IntOutputVector i sendTrama que comuniquen aquest mòdul amb 
el mòdul principal. La primera és utilitzada pel mòdul principal per accedir a les 
dades del missatge i la segona és perquè el mòdul principal comuniqui al mòdul 
que rep missatges que la trama ja ha estat enviada al expansion connector. 
 
WordM és el mòdul que implementa la interfície word. A aquesta interfície se li 
entra la comanda i l’equip a que va dirigida aquesta comanda i retorna la 
seqüència en format RC5. Si és volgués implementar un altre protocol només 
caldria modificar aquest mòdul.  
 
Taula és l’encarregat de descodificar o interpretar els missatges que es reben 
per RF. Ho fa seguint la taula de codificacions dels missatges RF (taula 4.1) 
comú entre els nodes emissors i el receptor. La taula completa estarà a l’annex 
C .  
 
Tot el codi complet dels diferents mòduls, components i interfícies es troba 
íntegrament en l’annex D.  
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CAPÍTOL 5. LÒGICA DE CONTROL DE LA 
INTEL·LIGÈNCIA AMBIENTAL 
 
 
En aquest capítol s’explica el disseny d’una lògica de control de la intel·ligència 
ambiental. Es tracta de situar una amplia xarxa de nodes amb sensors en una 
casa. Aquests sensors recullen en tot moment informació de l’ambient. Quan es 
produeixi un canvi en una de les variables de l’ambient la xarxa de sensors ha 
d’actuar perquè els aparells de la llar es comportin conseqüentment. Per actuar 
sobre els aparells utilitza els nodes actuadors.  
 
 
5.1 Objectius 
 
Des d’un principi una de les premisses alhora de realitzar una lògica era que 
fos tan flexible com fos possible. La lògica havia de ser capaç d’integrar tots els 
electrodomèstics d’una casa i a més a més ha de ser totalment oberta, és a dir, 
que sigui fàcilment ampliable.  
 
L’objectiu principal és que els electrodomèstics actuïn davant canvis en 
l’ambient on estan i d’aquesta manera facilitar la vida a les persones que 
estiguin dins aquest ambient. 
 
 
5.2 Funcionament 
  
Cada node dins la xarxa té guardada una taula de la lògica de control. La taula 
ha de tenir els mateixos camps per tots i cadascun dels nodes però ha d’estar 
emplenada per valors concrets segons la funció que tingui el node. La xarxa es 
comportarà d’una manera o d’una altra depenent dels valors d’aquestes 
variables. Els nodes que funcionen com a actuadors (veure apartat 5.2.1), a 
més a més, tenen una taula d’actuador que conté la informació de l’aparell 
sobre el qual actuen. 
 
Hi ha uns nodes que envien missatges amb informació sobre les variables 
ambientals que mesuren i uns altres nodes que reben i processen aquesta 
informació. Per fer-ho s’ajuden de les taules (apartat 5.2.2) que tenen 
guardades en memòria. Depenent del valor d’aquestes taules el node actuador 
tindrà una resposta o una altra. El procés que segueix un node actuador des de 
que rep un missatge fins que actua està detallat a l’apartat 5.2.4. Bàsicament 
mira si s’ha produït un canvi significatiu en la variable de la qual ha rebut 
informació i si és així actua conseqüentment.  
 
 
5.2.1 Tipus de nodes dins la xarxa 
 
Abans de tot, s’ha de dir que tots els nodes formen part d’una mateixa 
plataforma, és a dir, que són nodes iguals. Depenent de la funció que adquireixi 
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un node dins aquesta xarxa es poden definir alguns grups diferenciats: nodes 
actuadors, nodes amb sensors i nodes de presència.  
 
5.2.1.1 Nodes actuadors 
 
Es parteix de que en la xarxa de sensors hi ha uns nodes especialitzats que els 
anomenem actuadors. Els actuadors són nodes idèntics als altres nodes de la 
xarxa però tenen afegits uns sistemes (circuits, plaques, etc) que els permeten 
controlar o actuar sobre el seu entorn. Com a exemple, en el nostre cas, el 
node actuador és el Telosb que té afegit el circuit emissor de comandes RC5 
per infraroig i que té la possibilitat de controlar la televisió. 
 
 
5.2.1.2 Nodes amb sensors 
 
Per una altra banda hi ha els nodes amb sensors. Aquests nodes el que fan és 
enviar per RF informació periòdica sobre les variables ambientals que mesuren. 
Hi ha molts tipus de mesures que ens interessen, però les més importants 
serien la llum, temperatura, humitat i soroll.  
 
Per abastar totes les mesures es necessitarien varies plataformes (capítol 2), ja 
que una sola no abasta tots els tipus de sensors existents.  
 
Una variable que s’ha de tenir en compte és el període amb que s’han d’enviar 
per RF aquestes mesures. Aquest període dependrà de la mesura i de la 
funcionalitat que es vulgui donar a aquesta mesura. Per exemple, un sensor 
que mesuri la lluminositat d’una habitació podria enviar la informació en espais 
més amplis de temps que un node que mesuri el soroll per saber si un telèfon 
està sonant.  
 
 
5.2.1.3 Nodes de presència  
 
Un darrer tipus de nodes són els que s’utilitzen per tenir situades a les 
persones dintre de les diferents habitacions d’una casa. Aquests nodes són 
anomenats nodes de presència. El que fan és enviar periòdicament missatges 
per RF. Aquest missatge conté un identificador personal que permet als nodes 
actuadors saber en tot moment les persones que hi ha dins la seva estància. 
 
Aquests nodes són personals i les persones els han de portar sempre amb 
elles (al cinturó, penjat al coll, butxaca, etc). 
 
 
5.2.2 Diagrama de funcionament  
 
En la figura 5.1 hi ha el diagrama de funcionament d’un node actuador. El 
diagrama explica el procés que un node acutuador segueix des de que rep un 
missatge RF fins que es produeix l’actuació sobre un electrodomèstic d’una 
casa. Per fer-ho fa comparacions de les mesures rebudes amb els llindars dels 
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estats. Si es produeix una actuació el node actuador ha d’actualitzar la seva 
taula de la lògica de control. 
 
Recepció d’un 
missatge per RF.
Mira quin tipus de 
missatge és.
M’interessa?
Mira quin estat 
correspon a les 
dades rebudes.
Compara estat 
anterior amb estat 
actual. 
No es fa res.
Retorna el nombre 
d’actuació.
Mirar a la taula 
d’actuacions la 
instrucció a seguir.
Actualitza l’estat 
de la taula i la 
informació de 
l’actuador
Si
Està al 
mateix estat
Les dades 
corresponen 
a un estat 
diferent
No
No es fa res.
 
 
Fig. 5.1 Diagrama de funcionament d’un node receptor. 
 
 
Per analitzar i entendre millor aquest diagrama (figura 5.1) s’ha de tenir en 
compte el model de concurrència de TinyOs basat amb tasks i events (Veure 
capítol 2). El procés comença quan es rep un missatge de RF. Aquest fet fa 
que es produeixi un event en el programa que desencadena tot el procés.  
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Quan l’aplicació principal vol fer una comparació crida a unes funcions 
anomenats commands. Els commands són tasques que són implementades 
per altres mòduls. Una vegada que un command ha finalitzat la seva tasca 
retorna el valor que ha obtingut.  
Després de fer totes les comparacions pertinents, l’aplicació pot decidir si s’ha 
de produir alguna actuació, és a dir, si s’ha produït algun canvi d’estat. Si no 
s’ha produït aquest canvi el procés acaba i el node es torna a ficar en espera 
de nous missatges de RF que tornin a desencadenar el procés. En el cas de 
que s’hagi produït un canvi d’estat l’aplicació consulta les taules d’actuacions 
per saber quina actuació ha de realitzar. 
 
Una vegada que es té la instrucció a seguir es crida a l’aplicació encarregada 
d’executar-la. En el nostre cas es cridaria a l’aplicació EmissorM (veure capítol 
4) que controla el hardware encarregat d’emetre les comandes d’infraroig. 
L’últim pas del procés és actualitzar les taules amb el nou estat i la taula que 
conté informació sobre l’electrodomèstic que s’ha actuat. 
 
 
5.2.3 Taules de la lògica de control 
 
Les taules de la lògica contenen tota la informació necessària perquè la xarxa 
de sensors sigui autònoma. Hi ha definides 3 tipus de taules: la taula d’estats, 
la taula d’actuacions i la taula amb informació de l’actuador. Aquestes 3 taules 
s’ajunten per formar una taula més gran, que és la que tenen en memòria tots 
els nodes. 
 
 
Per poder definir taules en el llenguatge nesC s’utilitzen les estructures de 
dades. En la figura 5.2 hi ha el nostre exemple. Es fa una estructura gran que 
conté 3 taules menors. Així en una sola estructura es pot tenir tota la informació 
necessària.  
 
 
typedef struct { 
  
 Tmissatge missatge[MAX_MISSATGES]; 
 Tdades dades [MAX_MISSATGES]; 
 TactuadorTV actuador; 
 
} Tdades_gran; 
 
Fig. 5.2 Exemple de taula amb codi nesC. 
 
5.2.3.1 Taula d’estats 
 
Els nodes que funcionen com a actuadors contenen una taula amb la 
informació que necessiten. Cada fila correspon a un tipus de missatge. Quan 
un node rep un missatge per RF el primer que fa és mirar a quin tipus de 
missatge correspon.  
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Cada fila conté varis camps, a continuació hi ha una relació amb tots els camps 
i la funció que realitzen (taula 5.1). 
 
Taula 5.1. Taula d’estats 
Tipus de 
missatge 
Dada amb 
interès 
Nº Estats Estat 
actual 
Condicions 
estat 
Soroll X X X ... 
Llum X X X ... 
Presencia X X X ... 
     
 
 
Tipus de missatge. És el nom que rep cada tipus de missatge. Funciona a 
mode d’identificador de fila. Cada tipus de mesura que poden fer els sensors 
conté una fila i cada persona també. En el nostre cas són: soroll, llum, 
presència persona A, presència persona B, etc. 
 
Dada amb interès.  Aquest camp té el valor 1 si el tipus de dada és del interès 
del node que rep el missatge i val 0 si no li interessa. Quan un node rep un 
missatge la segona cosa que fa després de mirar quin tipus de missatge és 
mirar si la dada li interessa. 
 
Nº Estats. S’estableixen uns valors que divideixen les escales de mesura. Es 
fa servir el nom “Estat” per definir cada un dels marges de mesura que es 
troben acotats entre dos valors concrets. És una manera d’escalar les mesures 
dels sensors. Els valors que acoten els estats estan definits per la lògica. Si són 
valors molt seguits hi haurà més estats i per tant la lògica reaccionarà a canvis 
més petits en l’ambient.  
 
La variable nº d’estats defineix el nombre d’estats que hi ha d’aquest tipus de 
missatge. 
 
Estat actual. Conté el nombre de l’estat en que es trobava la darrera mesura 
rebuda. Si es produeix un canvi d’estat aquest camp ha de ser actualitzat. 
 
Condicions estats. És tot un conjunt de camps on es defineixen els valors que 
limiten cada estat. El nombre de condicions depèn del nombre d’estats. 
En el cas de les files de presència, en aquests camps, es defineix les persones 
que hi ha en cada estat.  
 
En la figura 5.3 hi ha l’estructura de dades amb nesC que es fa servir per 
implementar la taula d’estats. 
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typedef struct { 
  
 uint8_t tipus_dada; 
 bool dada_interes; 
 uint8_t num_estats; 
 uint8_t estat_actual; 
 uint16_t condicions [MAX_ESTATS]; 
 
} Tmissatge; 
Fig. 5.3 Exemple de taula d’estats. Estructura amb nesC. 
 
5.2.3.2 Taula d’actuacions 
 
Aquesta taula conté les instruccions a seguir quan es produeix un canvi d’estat.  
Els estats estan representats en forma de matriu. Les actuacions estan 
disposades de tal manera que l’aplicació hi tingui fàcil accés.  Quan s’ha de 
produir un canvi l’aplicació disposa de la informació de l’estat en que es troba 
actualment i de l’estat on vol arribar. Així a la posició (1)(2) de la graella tindrem 
l’actuació a seguir quan passem de l’estat 1 a l’estat 2. 
 
En la taula 5.2 podem observar una taula d’actuacions de 4 estats possibles. A 
la columna de l’esquerra tindrem l’estat present i a la fila superior l’estat futur.  
 
Taula 5.2 Exemple de taula d’actuacions amb 4 estats possibles 
 Estat S0 Estat S1 Estat S2 Estat S3 
Estat S0 Actuació 0,0 Actuació 0,1 ... ... 
Estat S1      “”       1,0 ... ... ... 
Estat S2 ... ... ... ... 
Estat S3 ... ... ... ... 
 
 
5.2.3.3 Taula d’actuador 
 
La taula que anomenem d’actuador conté la informació que necessita un node 
actuador sobre l’electrodomèstic on actua. Aquesta taula s’ha d’anar 
actualitzant a mesura que s’enviïn instruccions. En el nostre exemple (taula 5.3) 
conté la informació de l’estat de la televisió. Aquesta informació és molt 
important per el node a l’hora de prendre decisions que puguin afectar a la 
televisió. 
 
 
Taula 5.3. Exemple de taula d’actuador per una televisió 
Numero 
de camps 
Televisió 
en On 
Brillantor Volum 
 
Substítuls_On Mute_On 
... ... ... ... ... ... 
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En la figura 5.4 podem observar l’implementació de la taula en codi nesC.  
 
typedef struct { 
 
 uint8_t num_camps; 
 bool tele_on; 
 uint8_t brillantor; 
 uint8_t volumen; 
 bool subtituls_on; 
 bool mute_on; 
 
} TactuadorTV; 
 
Fig. 5.4 Exemple de taula d’actuador. Conté la informació de la configuració de 
la TV 
5.2.4 Format dels missatges  
 
Una del les parts a definir en la lògica de control és el format dels missatges RF 
de la xarxa. L’ aplicació per enviar i rebre missatges ja està implementada i per 
tant només es defineix l’estructura i composició del missatge a enviar. 
 
En el cas dels nodes que s’encarreguen de fer mesures el missatge periòdic 
que envien conté el tipus de missatge que envien i la mesura realitzada. El 
nombre d’informació és imprescindible pel node receptor per saber a quina fila 
de la taula corresponen les dades rebudes. 
 
En l’altre cas, és a dir en el de la presència, el missatge només cal que 
contengui el tipus de missatge. Aquest número serà diferent per cada persona i 
farà d’identificador per així poder-les diferenciar més fàcilment.  
 
En el següent capítol s’implementa la lògica a un cas real. Es recrea l’ambient 
d’una habitació fictícia on un conjunt de nodes sensors envien missatges RF 
amb mesures a un node actuador que té el control sobre la televisió  Es podrà 
veure quins valors són els elegits per anar a les taules de control i com és 
implementat aquest diagrama de funcionament. 
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CAPÍTOL 6. EXPERIMENTACIÓ I RESULTATS 
 
 
En aquest capítol s’aplicarà la lògica a un cas real per poder demostrar la seva 
viabilitat. Es prepararà un escenari fictici on una televisió tindrà que actuar 
davant fets que passin en l’ambient on es trobi. D’aquesta manera també es 
podrà comprovar el funcionament correcte del gateway dissenyat en el capítol 
4.  
 
 
6.1 Aplicació a un cas real 
 
Una vegada dissenyada una lògica capaç de dotar a una casa d’intel·ligència 
ambiental s’ha aplicat a un exemple. Per fer-ho es va pensar en un cas simple. 
L’electrodomèstic sobre el qual es va pensar des d’un principi era una televisió, 
ja que un receptor de TV convencional és capaç de rebre i interpretar una gran 
varietat d’instruccions diferents. Aquesta gran varietat ens dóna la possibilitat 
de fer moltes proves i combinacions. 
 
La televisió està controlada per un node actuador i està situada en una 
habitació. Es suposa que dins l’habitació hi ha un telèfon i que poden entrar 
dues persones diferents. Una primera persona té una discapacitat auditiva i 
l’altre persona no té cap tipus de discapacitat. 
 
Dintre la habitació tindrem un node al costat del telèfon que mesurarà si hi ha 
canvis sobtats en el nivell de soroll, cosa que implicarà que el telèfon estirà 
sonant. També hi haurà un node que sigui capaç de mirar el nivell de 
lluminositat de l’habitació. Les persones portaran els nodes encarregats de la 
presencia. Una manera de portar aquests nodes és situar-los damunt la 
vestimenta (cinturons, collars, butxaques, etc). 
 
 
6.1.1 Objectius 
 
Els objectius d’aquesta experimentació és comprovar que els nodes funcionin 
seguint la lògica dissenyada. Les taules d’actuacions s’han dissenyat pensant 
que la televisió es comporti d’una manera intel·ligent a fets que passin a 
l’habitació on està. 
 
La televisió haurà d’actuar augmentant la brillantor enfront de les baixades de 
lluminositat. Així mateix, haurà de ser capaç d’ajustar el volum en cas de que 
soni el telèfon.  
 
També establim unes suposades preferències per les persones. Es vol que 
quan la TV estigui engegada en presència de la persona amb discapacitat 
auditiva es fiquin els subtítols. La persona sense discapacitat el que vol és que 
la TV estigui engegada sempre i quan ella estigui dins l’habitació. 
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6.2 Nodes 
 
Per la realització de la nostra experiència es necessiten un mínim de 5 nodes: 
 
El node actuador. És el node encarregat d’enviar les instruccions a la televisió. 
Per realitzar aquesta funció es fa servir del gateway. (veure tema 3). És capaç 
de rebre les instruccions de tots els altres nodes.  
 
Els nodes de presència. Són dos nodes diferents, un per cada persona. Cada 
un envia un paquet que conté el identificador de persona. 
 
El node sensor de llum. És un node encarregat d’enviar periòdicament el 
nivell de llum de l’habitació. 
 
Per realitzar aquestes 4 tasques es va utilitzar una plataforma anomenada 
telosb (tema 2). Els sensor de soroll no està incorporat en aquest tipus de 
plataforma de sensors pel qual ens vérem veure forçats a utilitzar un altre tipus 
de plataforma anomenada MicaZ. A causa de la dificultat d’aprenentatge 
d’aquesta plataforma i dels problemes de temps en un treball d’aquestes 
característiques, no s’ha integrat el sensor de soroll al exemple. El software 
està tot preparat perquè només s’hagin de substituir uns valors ficticis per les 
mesures reals de soroll.  
 
El node sensor de soroll. És un node MicaZ. Està situat al costat del telèfon i 
és l’encarregat d’enviar periòdicament les mesures  del nivell de soroll. Un 
canvi brusc en els nivells de soroll pot implicar que sona un telèfon.  
 
El nombre de nodes pot ser molt superior ja que es poden ficar tants nodes 
intermedis com es vulguin. Aquests nodes intermedis poden servir per 
comunicar els nodes abans esmentats. Per fer-ho però es necessita un protocol 
d’encaminament anomenat nst-AODV. 
 
 
6.2.1 Protocol d’encaminament  
 
Una vegada que s’ha dissenyat el contingut dels missatges de la lògica és 
important elegir un protocol d’encaminament capaç de fer arribar els missatges 
al node destí. Un bon protocol ha de permetre optimitzar l’enviament de 
missatges, obtenint un alt índex d’èxits al mateix temps que es minimitza el 
nombre de transmissions. 
 
Aquest factor, molt important en qualsevol tipus de xarxes, pren encara més 
transcendència en una xarxa de sensors, en les quals l’autonomia dels nodes 
és un factor crític i on es pot considerar que el temps de vida d’un node és 
proporcional al nombre de missatges enviats. 
 
Una bona opció a valorar és el protocol d’encaminament nst-AODV dissenyat 
especialment per ser utilitzat en xarxes de sensors. Nst-AODV té entre les 
seves principals finalitats assegurar l’enviament del missatge. El protocol ho 
aconsegueix mitjançant la utilització de buffering i reintents múltiples. 
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Amb la utilització d’aquest protocol aconseguirem minimitzar el consum de 
bateria dels nostres nodes a la vegada que no es necessitarà una visió directe 
entre dos nodes perquè aquests es comuniquin.   
 
 
6.3 Taules de la lògica de control 
 
Una de les decisions importants a l’hora d’implementar la lògica en la televisió 
va ser elegir les preferències de les persones. Seguint l’esquema de la situació 
definida (apartat 6.1) es va omplir la següent taula d’actuacions. 
 
Taula 6.1. Taula d’actuacions pel cas de la presència 
 
Taula 
d'actuacions 
3,4     
  S0 S1 S2 S3 
S0 XXX Tele On XXX XXX 
S1 Tele Off XXX XXX Subtitul On 
S2 Tele Off XXX XXX 
TeleON/Subtitul 
ON 
S3 XXX 
Subtituls 
OFF XXX XXX 
 
A la columna de l’esquerra hi ha l’estat present i a la fila superior l’estat futur. 
Definim estat present com l’estat en que es troba actualment l’aparell controlat i 
estat futur com l’estat en el que s’hauria de trobar segons les noves dades 
rebudes. Quan és passa d’un estat present a un estat futur és realitza una 
actuació sobre l’aparell controlat. Una vegada realitzada aquesta actuació 
l’estat futur esdevé estat present. 
 
La taula 6.1 indica al gateway quina actuació ha de seguir en passar d’un estat 
a un altre. Per exemple, per passar del estat S2 a S0, l’aplicació miraria la fila 2 
columna 0 de la taula , això implicaria la instrucció “Tele_Off” que significa 
apagar la televisió. Aquestes instruccions són instruccions que estan 
implementades en les taules del gateway. Les caselles marcades amb XXX són 
canvis d’estat que no es poden donar o que si és donen no impliquen cap 
actuació. Per veure la resta d’instruccions així com la resta de taules 
d’actuacions mirar annex E. 
 
 
6.4 Resultats 
 
Un cop preparat el node amb el gateway es van preparar 2 nodes per fer una 
prova de l’aplicació. Cada un dels nodes es va programar perquè fos un node 
de presència. El primer representava una persona amb una discapacitat 
auditiva i l’altre representava una persona sense cap tipus de discapacitat. 
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Es van realitzar totes les possibles combinacions d’entrar i sortir de l’habitació 
amb els dos nodes i així es va poder comprovar com es complia totes les 
actuacions de la taula d’actuacions. 
 
Una problemàtica que va sorgir quan es van realitzar les proves va ser el temps 
de reacció de la televisió. Quan és engegada, aquest model de televisió tarda 5 
segons a processar cap comanda. Si la comanda que es tenia que enviar a la 
televisió estava composada per més d’una instrucció la televisió no era capaç 
de rebre més que la primera de totes. El software controlador es va haver de 
modificar per tenir en compte aquest retard. Després d’enviar la primera 
comanda el gateway espera 6 segons a enviar altra instrucció. Aquesta espera 
només es realitza quan la televisió està apagada. El software pot consultar en 
tot moment si la televisió està apagada o engegada en la taula d’informació 
d’actuador (veure capítol 5.2.2.3). 
 
 
6.5 Consum  
 
En una xarxa de nodes ad-hoc la minimització del consum és molt important. El 
protocol de comunicació Zigbee ja va ser dissenyat amb aquesta finalitat. De 
totes maneres els hardwares incorporats als nodes poden disparar el consum i 
disminuir el temps de vida. 
 
El gateway implementat en aquest projecte està situat al costat de la televisió 
per la qual cosa es podrien trobar solucions per poder alimentar-lo a través 
d’aquesta. Això mateix passaria amb el node situat al telèfon. Aquesta solució 
permetria minimitzar el problema del consum en aquests casos. 
 
Els casos més problemàtics serien els nodes que no són fixes (presència). Per 
tal de minimitzar el consum i així allargar la vida d’aquests nodes s’utilitza el 
protocol d’encaminament AODV (apartat 6.2). Amb la utilització d’aquest 
protocol s’aconsegueix una comunicació entre nodes sense que aquests tinguin 
visió directe. Així podem afegir més nodes, però que emetin a menys potència i 
per tant tinguin un consum inferior. En la taula 6.2 podem observar el consum 
típic de les plataformes emprades.  
 
 
Taula 6.2 Consum de les plataformes emprades 
 
 MicaZ Telos 
Consum típic mode 
adormit 
15 µW 6 µW 
Consum típic mode actiu* 28 mW 32 mW 
 
* Un node està actiu quan està processant i enviant una informació.  
 
 
Les proves amb els nodes de presencia foren satisfactòries i es pogué 
comprovar la funcionalitat de la lògica dissenyada. En el pròxim capítol es 
treuen les conclusions de la feina realitzada. 
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CAPÍTOL 7. CONCLUSIONS I IMPLICACIONS 
MEDIAMBIENTALS 
 
 
7.1 Implicacions mediambientals 
 
Per minimitzar les implicacions mediambientals del present treball s’ha tengut 
en compte que tots els components i soldadures del hardware seguissin la 
directiva 2002/95/CE de Restricció de certes Substancies Perilloses en aparells 
eléctrics i electrònics, (RoHs de l’anglès “Restriction of Hazardous 
Substances”), que fou adoptada el febrer de 2003 per la Unió Europea. 
Aquesta directiva restringeix l’ús de materials perillosos en la fabricació 
d’equipamentes electrònics com són el Plom, Mercuri, Cadmi, Crom VI, etc.  
 
Encara que també per altres raons, en el treball s’ha minimitzat el consum 
d’energia dels nodes de la xarxa. Si es redueix el consum es prolonga la vida 
útil de les bateries. Un altre factor que s’ha tengut molt en compte és el 
reciclatge de les bateries usades. Les bateries estan compostes per materials 
que si són amollats directament en el medi ambient poden ser molt perjudicials. 
 
 
7.2 Conclusions 
 
El treball ha servit per demostrar que és possible dotar a una llar d’intel·ligència 
ambiental fent servir una xarxa de sensors ad-hoc. Per fer-ho, en una primera 
fase, s’ha dissenyat un gateway que, una vegada instal·lat a sobre d’un Telosb, 
és capaç de rebre informació per RF i traduir aquesta informació a comandes 
d’infraroig amb el protocol RC5 de Philips. Hem comprovat com el gateway és 
capaç d’enviar tant comandes simples com comandes múltiples i té totes les 
funcionalitats d’un comandament a distància. 
 
En una segona fase s’ha dissenyat una lògica de control de la intel·ligència 
ambiental basada en una xarxa de sensors sense fils que utilitza el protocol 
d’encaminament nst-AODV. Una de les principals característiques de la lògica 
de control és la seva gran flexibilitat que li permet ser fàcilment modificada i 
ampliada. La lògica de control ha estat implementada sobre una xarxa real de 
sensors situada en un ambient amb una televisió on es controlen les variables 
de la presència i llum.  
 
Una vegada que la lògica de control ha estat implementada s’ha procedit a 
realitzar proves per demostrar el seu correcte funcionament. En les proves 
realitzades s’han fet servir fins a 5 nodes sensors que enviaven informació 
sobre variables i un node que feia d’actuador. En el cas de la presència s’han 
realitzat múltiples combinacions i la lògica ha estat capaç de reaccionar segons 
estava previst en tots els casos. Concretament la lògica era capaç en tot 
moment de saber qui havia davant l’aparell de televisió i l’anava configurant 
depenent d’unes preferències personals que havien estat prèviament 
establertes.  
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7.3 Possibles aplicacions futures 
 
En aquest present treball s’ha pensat en una lògica ambiciosa que no s’ha 
pogut provar completament. Concretament, una variable important per una 
televisió com és el soroll, no s’ha pogut implementar a causa de la impossibilitat  
de preparar els nodes sensors perquè realitzessin aquest tipus de mesures. De 
totes maneres la lògica està totalment preparada perquè en un treball posterior 
sigui fàcil substituir uns valors ficticis de soroll per mesures reals realitzades per 
un node sensor. 
 
El gateway dissenyat en aquest treball fa servir del microprocessador del node 
actuador per crear el pols del protocol RC5 però hi havia altres possibilitats. En 
el mercat existeixen circuits integrats, en forma de petits microcontroladors, que 
ja són capaços per sí sols de crear la codificació RC5. Si s’utilitzés aquesta 
possibilitat es lliuraria treball al microprocessador del node actuador. 
 
Com a continuació directe d’aquest treball es pot ampliar el nombre de mesures 
controlades per la lògica, així com també la d’aparells controlats. Per realitzar 
això es tindrien que dissenyar softwares capaços d’implementar altres protocols 
d’infraroig i així controlar tots els aparells que rebin comandes d’infraroig.  
 
En un treball posterior es podria millorar el cas de les mesures de presencia. 
Les mesures d’aquesta variable en aquest present treball impliquen que els 
nodes estan obligats a fer enviaments periòdics perquè la lògica pugui tenir 
controlades a les persones en tot moment. Això es podria millorar fent que els 
nodes només enviessin missatges en el cas de que rebessin una petició 
d’algun dels actuadors. Així s’allargaria la vida de la bateria d’aquests nodes 
que, a dia d’avui, és un dels problemes més greus que presenten. 
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Annex A. PROTOCOL RC5 
 
A.1. Codificació i modulació del protocol RC5 
 
 
 
 
A.2. Taula d’adreces d’aparells que poden funcionar amb RC5 
 
ADDRESS 
(Hex.-Dec.) 
ADDRESS 
(binari) EQUIPO 
$00 - 0 00000 TV1 
$01 - 1 00001 TV2 
$02 - 2 00010 Teletexto 
$03 - 3 00011 Video 
$04 - 4 00100 LV1 
$05 - 5 00101 VCR1 
$06 - 6 00110 VCR2 
$07 - 7 00111 Experimental 
$08 - 8 01000 Sat1 
$09 - 9 01001 Cámara 
$0A - 10 01010 Sat2 
$0B - 11 01011   
$0C - 12 01100 CDV 
$0D - 13 01101 Camcorder 
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$0E - 14 01110   
$0F - 15 01111   
$10 - 16 10000 Preamplificador 
$11 - 17 10001 Sintonizador 
$12 - 18 10010 Grabador1 
$13 - 19 10011 Preamplificador 
$14 - 20 10100 Reproductor CD 
$15 - 21 10101 Teléfono 
$16 - 22 10110 SatA 
$17 - 23 10111 Grabador2 
$18 - 24 11000   
$19 - 25 11001   
$1A - 26 11010 CDR 
$1B - 27 11011   
$1C - 28 11100   
$1D - 29 11101 Iluminación 
$1E - 30 11110 Iluminación 
$1F - 31 11111 Teléfono 
 
 
A.3 Taula de comandes de la televisió i VCR 
 
COMMAND 
(Hex.-Dec.) 
Comando 
TV 
COMMAND 
(binari) Comando VCR 
$00 - 0 0 000000 0 
$01 - 1 1 000001 1 
$02 - 2 2 000010 2 
$03 - 3 3 000011 3 
$04 - 4 4 000100 4 
$05 - 5 5 000101 5 
$06 - 6 6 000110 6 
$07 - 7 7 000111 7 
$08 - 8 8 001000 8 
$09 - 9 9 001001 9 
$0A - 10 -/-- 001010 -/-- 
$0C - 12 Espera 001100 Espera 
$0D - 13 Silenciar 001101   
$10 - 16 
Volumen 
+ 010000   
$11 - 17 Volumen - 010001   
$12 - 18 Brillo + 010010   
$13 - 19 Brillo - 010011   
$20 - 32 
Programa 
+ 100000 Programa + 
$21 - 33 
Programa 
- 100001 Programa - 
$32 - 50   110010 Retroceso rápido 
$34 - 52   110100 Retroceso rápido 
$35 - 53   110101 Reproducir 
$36 - 54   110110 Detener 
$37 - 55   110111 Grabar 
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ANNEX B. PINATGE TIMER 555 
 
El Timer 555 és un circuit integrat de 8 potes que va néixer fa més de 30 anys. 
Internament està composat per dos comparadors. És un integrat que té 
múltiples funcions, les més importants són les de multivibrador astable i 
multivibrador monoestable. El circuit integrat es comportarà d’una manera o 
d’una altre depenent de com es trobi connectat. 
 
 
 
 
Fig B.1 Pinatge Timer 555 
 
 
Descripció de les potes. 
 
1. Massa o terra. 
2. Tir (trigger): el procés de tigger es produeix quan aquesta pota es fica 
per sota del nivell 1/3 del voltatge d’alimentació. 
3. Sortida: quan la sortida és alta, el voltatge de la sortida és Vcc menys 
1,7 V. 
4. Reset: Si es fica a un nivell inferior a 0,7 V, fica la sortida (pota 3) a nivell 
baix. 
5. Control de voltatge. 
6. Threshold .Llindar. 
7. Descàrrega. 
8. Vcc. Alimentació. 
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ANNEX C. TAULA DE CODIFICACIONS 
 
Nombre 
Instrucció
: 
Codificació 
Binaria 
Codificació 
hexadecimal  
(decimal) 
Start-
Start 
COMMAND 
(Hex.-Dec.) 
Comanda 
TV 
COMMAND 
(binari) 
0 00000000 00 - (0) 11 $00 - 0 0 000000 
1 00000001 01 - (1) 11 $01 - 1 1 000001 
2 00000010 02 - (2) 11 $02 - 2 2 000010 
3 00000011 03 - (3) 11 $03 - 3 3 000011 
4 00000100 04 - (4) 11 $04 - 4 4 000100 
5 00000101 05 - (5) 11 $05 - 5 5 000101 
6 00000110 06 - (6) 11 $06 - 6 6 000110 
7 00000111 07 - (7) 11 $07 - 7 7 000111 
8 00001000 08 - (8) 11 $08 - 8 8 001000 
9 00001001 09 - (9) 11 $09 - 9 9 001001 
10 00001010 0A - (10) 11 $0A - 10 -/-- 001010 
11 00001011 0B - (11) 11 $0C - 12 
Espera/sta
nd by 001100 
12 00001100 0C - (12) 11 $0D - 13 Silenciar 001101 
13 00001101 0D - (13) 11 $10 - 16 Volumen + 010000 
14 00001110 0E - (14) 11 $11 - 17 Volumen - 010001 
15 00001111 0F - (15) 10 $12 - 18 Menu 010010 
16 00010000 10 - (16) 11 $13 - 19 XXXX 010011 
17 00010001 11 - (17) 11 $20 - 32 Programa + 100000 
18 00010010 12 - (18) 11 $21 - 33 Programa - 100001 
19 00010011 13 - (19) 11 $3C - 60 Teletexto 111100 
20 00010100 14 - (20) 10 16 
fletxa 
superior 010000 
21 00010101 15 - (21) 10 17 
fletxa 
inferior 010001 
22 00010110 16 - (22) 10 21 
fletxa 
esquerra 010101 
23 00010111 17 - (23) 10 22 fletxa dreta 010110 
129 10000001 81 - (129) 11   
Volumen + 
+   
130 10000010 82 - (130) 11   Volumen - -   
131 10000011 83 - (131) 11   
Volumen + 
+ +   
132 10000100 84 - (132) 11   
Volumen - - 
-   
133 10000101 85 - (133) 10   brillantor +   
134 10000110 86 - (134) 10   brillantor -  
135 10000111 87 - (135) 10   brillantor ++  
136 10001000 88 - (136) 10   brillantor - -  
137 10001001 89 - (137) 10   color +  
138 10001010 8A - (138) 10   color -  
139 10001011 8B - (139) 11   
subtituls 
(pàg, 888)  
140 10001100 8C - (140) 11   
teletexto_O
FF  
141 10001101 8D - (141) 11   
tele_on + 
subtituls 
(pàg, 888)  
128 10000000 80 - (128)     
No hi ha 
més 
comandes  
Nota: el bit de toogle es canvia quan enviem dues vegades seguides la mateixa ordre. 
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ANNEX D. CODI CONTROLADOR DEL GATEWAY 
 
D.1. Estructura del missatge per rebre instruccions 
 
#ifndef MAX_INSTRUCCIONS 
#define MAX_INSTRUCCIONS 10 
#endif 
 
typedef struct IntMsg { 
  uint16_t sys; 
  uint8_t cmd[MAX_INSTRUCCIONS]; 
  uint16_t src; 
} IntMsg; 
 
enum { 
  AM_INTMSG = 4 
}; 
 
 
D.2. Arxiu de configuració 
 
configuration Emissor { 
} 
 
implementation 
{ 
components Main, TimerC, IradcC, LedsC, EmissorM, sendPulseM, 
sendBitM, RfmToInt, WordM, Taula; 
 
#ifndef PLATFORM_PC 
components MultiTimerC as MicroTimer; 
#else 
components TimerC as MicroTimer; 
#endif 
Main.StdControl -> EmissorM; 
 
EmissorM.Leds -> LedsC; 
EmissorM.Iradc -> IradcC; 
sendPulseM.Iradc -> IradcC; 
 
 
EmissorM.Timer -> TimerC.Timer[unique("Timer")]; 
EmissorM.Timer1 -> TimerC.Timer[unique("Timer")]; 
EmissorM.sendBit -> sendBitM; 
sendBitM.sendPulse -> sendPulseM; 
EmissorM.Word -> WordM; 
RfmToInt.sendTrama -> EmissorM; 
 
/*Aquestes línies per rebre les instruccions per RF*/ 
 
Main.StdControl -> RfmToInt; 
RfmToInt.IntOutputVector -> EmissorM; 
 
 
 
 
#ifndef PLATFORM_PC 
Main.StdControl -> MicroTimer; 
sendPulseM.MicroTimer -> MicroTimer; 
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#else 
Main.StdControl -> MicroTimer; 
sendPulseM.MicroTimer -> MicroTimer.Timer[unique("Timer")]; 
#endif 
 
} 
 
D.3. Mòdul EmissorM 
 
#define TASK_PENDING 1 
#define TASK_DONE 0 
  
  
 
module EmissorM { 
  provides { 
 interface StdControl; 
 interface IntOutputVector; 
 interface sendTrama; 
  } 
  uses { 
   interface sendBit; 
 interface Iradc; 
 interface Word; 
 interface Timer; 
 interface Leds; 
 interface Timer as Timer1; 
  
 } 
} 
 
implementation { 
 
uint16_t position, val_sys; 
uint16_t global_seq; 
uint8_t sendCommand, posbusy, i=0,j=0, k=0; 
uint8_t vector1[100]; 
bool menu_in=FALSE; 
 
command result_t StdControl.init() 
 { 
    call Iradc.init(); 
    call Iradc.irOff(); 
    return SUCCESS; 
  } 
 
  command result_t StdControl.start() { 
    return SUCCESS; 
  } 
 
  command result_t StdControl.stop() { 
    return SUCCESS; 
  } 
  
    
task void sendAll(){ 
 
   if((global_seq & position) == 0) call sendBit.send0(); 
   if((global_seq & position) != 0) call sendBit.send1(); 
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   position>>=1; 
       
   } 
   
 /* task void outputDone() 
  { 
    signal IntOutput.outputComplete(1); 
  } 
  */ 
  
 command result_t IntOutputVector.output(uint16_t sys,uint8_t* vector, 
uint8_t value){ 
     
 uint16_t seq; 
 posbusy=value; 
 val_sys=sys; 
  
 call Timer1.start(TIMER_ONE_SHOT, 600); 
 //call Leds.redOn(); 
 for(j=0; j<posbusy; j++){ 
  
 vector1[j]=vector[j]; 
  
 } 
   
 //donat un sys i un cmd construeix una trama de dades 
 // start bit 1 ==1 , start bit2 ==1, toggle bit ==0 
  
  
  
 if(vector1[0]==18) { 
  menu_in=TRUE; 
  k++; 
 } 
 seq = call Word.getSequence(menu_in,sys,vector1[0]); 
  
  if(sendCommand==TASK_DONE){ 
   sendCommand=TASK_PENDING; 
     
   position = 0x2000;//0x2000 
   global_seq=seq; 
   
   //envia la trama construïda (global_seq)   
   post sendAll(); 
   i++; 
   //post outputDone(); 
   return SUCCESS; 
  } 
} 
 
event result_t Timer1.fired(){ 
 if(posbusy==1){ 
  signal sendTrama.final(); 
   
  menu_in=FALSE; 
  i=0; 
  k=0; 
  } 
 else 
 call Timer.start(TIMER_REPEAT, 150); 
} 
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event result_t Timer.fired() { 
  
 uint16_t seq; 
  
  
 if(vector1[i]==18) { 
 menu_in=TRUE; 
 k++; 
 } 
  
 seq = call Word.getSequence(menu_in,val_sys,vector1[i]); 
 if(k==3){ 
 menu_in=FALSE; 
 k=0; 
 } 
  
 if(sendCommand==TASK_DONE){ 
    
   sendCommand=TASK_PENDING; 
     
   position = 0x2000;//0x2000 
   global_seq=seq; 
   
   //envia la trama construïda (global_seq)   
   post sendAll(); 
   i++; 
   } 
 
 if(i==posbusy){  
 menu_in=FALSE; 
 k=0; 
 call Timer.stop();  
 signal sendTrama.final(); 
 
 i=0; 
 } 
return SUCCESS; 
}   
  
   event result_t sendBit.sendDone(uint8_t mode){ 
    
   if(mode==0) dbg(DBG_USR2, "hem acabat d'enviar un 0\n"); 
   if(mode==1) dbg(DBG_USR2, "hem acabat d'enviar un 1\n"); 
    
   if(position>0){ 
   if((global_seq & position) == 0) call sendBit.send0(); 
   if((global_seq & position) != 0) call sendBit.send1(); 
   position>>=1; 
   } 
   else {sendCommand=TASK_DONE; 
   call Iradc.irOff(); 
 //i++; 
     } 
          
   return SUCCESS; 
    
   } 
 
 
} 
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D.4. Mòdul sendBitM 
 
//envia 1 o 0 
//1 = OFF + ON 
//0 = ON + OFF 
  
  
module sendBitM{ 
  provides { 
    interface sendBit; 
  
  } 
  uses { 
   interface sendPulse; 
 } 
} 
 
implementation { 
 
int sending;   
    
    
   result_t command sendBit.send1(){ 
   sending=1; 
   return call sendPulse.sendOff(); 
   } 
    
   result_t command sendBit.send0(){ 
   sending=0; 
   return call sendPulse.sendOn(); 
    
   } 
 
   /** 
   * Send ultrasonic pulse when <code>Timer.fired</code> event.   
   * 
   * @return Always returns <code>SUCCESS</code> 
   **/ 
   event result_t sendPulse.sendDone(uint8_t mode){ 
   if(mode==0) dbg(DBG_USR2, "hem acabat d'enviar un OFF\n"); 
   if(mode==1) dbg(DBG_USR2, "hem acabat d'enviar un ON\n"); 
   //si estem enviant un 1 i acabem d'enviar un OFF -> enviem ON 
   atomic {if(mode==0 && sending==1)call sendPulse.sendOn(); 
   //si estem enviant un 0 i acabem d'enviar un OFF -> hem acabat  
   else if(mode==0 && sending==0)signal sendBit.sendDone(sending); 
   //si estem enviant un 1 i acabem d'enviar un ON -> hem acabat 
   else if(mode==1 && sending==1)signal sendBit.sendDone(sending); 
   //si estem enviant un 0 i acabem d'enviar un ON -> enviem OFF  
   else if(mode==1 && sending==0)call sendPulse.sendOff();} 
                            
   return SUCCESS; 
    
   } 
 
} 
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D.5. Mòdul sendPulseM 
 
#define PULSE_TIME 785 
#define ON 1 
#define OFF 0 
 
//activa el led green o el yellow durant PULSE_TIME en microsegons 
 
module sendPulseM { 
  provides { 
    interface StdControl; 
 interface sendPulse; 
 } 
  uses { 
#ifndef PLATFORM_PC  
  interface MicroTimer; 
#else 
    interface Timer as MicroTimer; 
#endif 
 interface Iradc; 
 
 } 
} 
 
implementation { 
 
//uint8_t i; 
uint8_t mode;  
uint8_t sending; 
  
void task preprocess(){ 
#ifndef PLATFORM_PC 
  call MicroTimer.stop(); 
  if(call MicroTimer.start(PULSE_TIME)==FAIL); 
#else   
  call MicroTimer.start(TIMER_ONE_SHOT, PULSE_TIME); 
#endif   
   
  }     
  
 command result_t sendPulse.sendOn(){ 
  //atomic i=0; 
 //enviem un 1 
 atomic mode=ON; 
 //indiquem que enviem un ON amb el led GREEN 
 call Iradc.irOn(); 
  
 post preprocess(); 
 return SUCCESS; 
 } 
    
  command result_t sendPulse.sendOff(){ 
  //atomic i=0; 
  //enviem un 0 
  atomic mode=OFF; 
  //indiquem que enviem un OFF amb el LED YELLOW 
  call Iradc.irOff(); 
   
  post preprocess(); 
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  return SUCCESS; 
}  
   /** 
   * Initialize the component. 
   *  
   * @return Always returns <code>SUCCESS</code> 
   **/ 
  command result_t StdControl.init() { 
         
  call Iradc.init(); 
  return SUCCESS; 
   
  } 
   
   /** 
   * Start things up.  This just sets the rate for the clock 
component. 
   *  
   * @return Always returns <code>SUCCESS</code> 
   **/ 
  command result_t StdControl.start() { 
    // Start a repeating timer that fires every 1500ms 
    return SUCCESS; 
 } 
 
  /** 
   * Halt execution of the application. 
   * This just disables the clock component. 
   *  
   * @return Always returns <code>SUCCESS</code> 
   **/ 
  command result_t StdControl.stop() { 
    call MicroTimer.stop(); 
    return SUCCESS; 
  
  } 
 
   /** 
   * Send ultrasonic pulse when <code>Timer.fired</code> event.   
   * 
   * @return Always returns <code>SUCCESS</code> 
   **/ 
#ifndef PLATFORM_PC  
   async event result_t MicroTimer.fired() 
  {    
  
  
   signal sendPulse.sendDone(mode); 
      return SUCCESS; 
  } 
#else  
 event result_t MicroTimer.fired() 
  {   call Iradc.irOff(); 
    
   //retorna quin MODE s'ha enviat 
   signal sendPulse.sendDone(mode); 
       return SUCCESS; 
 } 
 
#endif     
} 
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D.6. Mòdul wordM 
 
/*Implementació de la interfície Word. Protocol RC5*/ 
 
module WordM { 
  provides interface Word; 
  
} 
 
implementation 
{ 
 bool ini=0;    
 command uint16_t Word.getSequence(bool menu_in, uint8_t sys, uint8_t 
cmd){ 
  
  
 uint16_t seq =0; 
 uint8_t word1=0; 
 uint8_t word2=0; 
 sys &= 0x1F; 
 cmd &= 0x3F; 
 //col·loquem a word1 start + start + toggle 
  
  
 if(menu_in==TRUE||cmd==18||cmd==21||cmd==22){ 
   
  if(ini==0) { 
   word1 |= 0x28; /*101*/ 
   ini=1;} 
  else { 
   word1 |= 0x20; /*100*/ 
   ini=0;} 
 } 
 else{ 
  if(ini==0) { 
   word1 |= 0x30;/*110*/ 
   ini=1;} 
  else { 
   word1 |= 0x38; /*111*/ 
   ini=0;} 
  
 } 
 //col·loquem a word1 sys msb + sys 4 + sys 3 
 word1 |=(sys>>2);  
 dbg(DBG_USR2, "word1:%u\n",word1); 
 //col·loquem a word2 sys2 + sys lsb + cmd 
 word2|=(sys & 0x03)<<6; 
 word2|=cmd; 
 dbg(DBG_USR2, "word2:%u\n", word2); 
 //concatenem word1 i word2 
 seq|=word1; 
 seq<<=8; 
 seq|=word2; 
 dbg(DBG_USR2, "seq:%u\n", seq); 
  
 return seq; 
} 
  
  
} 
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D.7. Mòdul tramaC 
 
/*Mòdul de la interfície Trama*/ 
 
includes IntMsg; 
 
module TramaC { 
 provides interface Trama; 
  
 uses interface Codificacio; 
} 
implementation { 
 
int i=0,j=0,k=0; 
uint8_t posbusy; 
uint8_t vector[MAX_INSTRUCCIONS]; 
 
 command uint8_t Trama.output(IntMsg Trama,uint8_t *cmd) { 
   
  j=0; i=0; 
  for(i=0;i<MAX_INSTRUCCIONS;i++) { 
    
   if(Trama.cmd[i]<128){ 
  cmd[j]=call Codificacio.out(Trama.cmd[i]); 
  j++; 
   } 
    
   else if(Trama.cmd[i]>128){ 
   posbusy=call 
Codificacio.posBusy(vector,Trama.cmd[i]); 
    
    for(k=0;k<posbusy;k++){ 
    cmd[j]=vector[k]; 
    j++; 
    } 
   } 
    
   else if(Trama.cmd[i]=128){ 
   return (j); 
   } 
    
  } 
  return (j); 
  } 
   
 // event result_t Trama.outputComplete(result_t success){ 
 // return success; 
 // } 
} 
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D.8. Mòdul Taula Codificacions 
 
/*Aquí creem la taula*/ 
 
#define TASK_PENDING 1 
#define TASK_DONE 0 
includes Table; 
 
module Taula { 
 provides interface Codificacio; 
  
} 
 
implementation { 
 
int i; 
Table routeTable[NUM_TABLE];  
  
 command uint8_t Codificacio.out(uint8_t value) { 
  // we init route data tables 
 i=0; 
   if(value<128){ 
/*i=0*/  routeTable[i].comando= 0; 
    i++; 
/*i=1*/  routeTable[i].comando= 1; 
    i++; 
/*i=2*/  routeTable[i].comando= 2; 
    i++; 
/*i=3*/  routeTable[i].comando= 3; 
    i++; 
/*i=4*/  routeTable[i].comando= 4; 
    i++; 
/*i=5*/  routeTable[i].comando= 5; 
    i++; 
/*i=6*/  routeTable[i].comando= 6; 
    i++; 
/*i=7*/  routeTable[i].comando= 7; 
    i++; 
/*i=8*/  routeTable[i].comando= 8; 
    i++; 
/*i=9*/  routeTable[i].comando= 9; 
    i++; 
/*i=10*/ routeTable[i].comando=10; 
    i++; 
/*i=11*/ routeTable[i].comando=12; 
    i++; 
/*i=12*/ routeTable[i].comando=13; 
    i++; 
/*i=13*/ routeTable[i].comando=16; 
    i++; 
/*i=14*/ routeTable[i].comando=17; 
    i++; 
/*i=15*/ routeTable[i].comando=18; 
    i++; 
/*i=16*/ routeTable[i].comando=19; 
    i++; 
/*i=17*/ routeTable[i].comando=32; 
    i++; 
/*i=18*/ routeTable[i].comando=33; 
    i++; 
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/*i=19*/ routeTable[i].comando=60; 
    i++; 
    
 /*a partir d’aquest punt són per fer proves*/   
   i=20; 
/*i=20*/  routeTable[i].comando= 16; 
    i++; 
/*i=21*/  routeTable[i].comando= 17; 
    i++; 
/*i=22*/  routeTable[i].comando= 21; 
    i++; 
/*i=23*/  routeTable[i].comando= 22; 
    i++; 
 
  } 
  else{ 
  routeTable[value].comando=0xFF; 
  } 
  return routeTable[value].comando; 
  } 
 
 command uint8_t Codificacio.posBusy(uint8_t *vector, uint8_t value) { 
  
/*volumen ++*/  
 if (value==129) { 
   
  vector[0]=16; 
  vector[1]=16; 
  return 2; 
 } 
/*volumen --*/ 
 else if (value==130) { 
   
  vector[0]=17; 
  vector[1]=17; 
  return 2; 
 }  
 /*volumen +++*/ 
 else if (value==131) { 
   
  vector[0]=16; 
  vector[1]=16; 
  vector[2]=16; 
  return 3; 
  
 } 
 /*volumen ---*/ 
 else if (value==132) { 
   
  vector[0]=17; 
  vector[1]=17; 
  vector[2]=17; 
  return 3; 
 } 
 /*brillantor +*/ 
 else if (value==133) { 
   
  vector[0]=18; 
  vector[1]=22; 
  vector[2]=22; 
  vector[3]=16; 
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  vector[4]=22; 
  vector[5]=18; 
  vector[6]=18; 
  return 7; 
 } 
/*brillantor -*/ 
 else if (value==134) { 
   
  vector[0]=18; 
  vector[1]=22; 
  vector[2]=21; 
  vector[3]=16; 
  vector[4]=22; 
  vector[5]=18; 
  vector[6]=18; 
   
  return 7; 
 } 
/*brillantor ++*/ 
 else if (value==135) { 
   
  vector[0]=18; 
  vector[1]=22; 
  vector[2]=22; 
  vector[3]=22; 
  vector[4]=16; 
  vector[5]=22; 
  vector[6]=18; 
  vector[7]=18; 
  return 8; 
 } 
/*brillantor --*/ 
 else if (value==136) { 
   
  vector[0]=18; 
  vector[1]=22; 
  vector[2]=21; 
  vector[3]=21; 
  vector[4]=16; 
  vector[5]=22; 
  vector[6]=18; 
  vector[7]=18; 
  return 8; 
 } 
  
/*Color +*/ 
 else if (value==137) { 
   
  vector[0]=18; 
  vector[1]=22; 
  vector[2]=17; 
  vector[3]=22; 
  vector[4]=16; 
  vector[5]=16; 
  vector[6]=22; 
  vector[7]=18; 
  vector[8]=18; 
  return 9; 
 } 
/*Color +*/ 
 else if (value==138) { 
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  vector[0]=18; 
  vector[1]=22; 
  vector[2]=17; 
  vector[3]=21; 
  vector[4]=16; 
  vector[5]=16; 
  vector[6]=22; 
  vector[7]=18; 
  vector[8]=18; 
  return 9; 
 } 
/*subtítols*/  
 else if (value==139) { 
   
  vector[0]=60; 
  vector[1]=8; 
  vector[2]=8; 
  vector[3]=8; 
   
  return 4; 
 } 
/*sortir teletext i/o sortir subtítols*/ 
 else if (value==140) { 
   
  vector[0]=60; 
  vector[1]=60; 
  return 2; 
 } 
 else  
 return 0; 
  
 } 
 
 
 
} 
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D.9. Arxiu de configuració RfmToInt 
 
includes IntMsg; 
 
configuration RfmToInt { 
  provides{ 
   interface StdControl; 
   } 
  uses { 
   interface IntOutputVector; 
   interface sendTrama; 
   } 
} 
implementation { 
  components RfmToIntM, GenericComm,LedsC,TramaC,Taula; 
   
   
  IntOutputVector = RfmToIntM; 
  StdControl = RfmToIntM; 
  sendTrama = RfmToIntM; 
   
  RfmToIntM.ReceiveIntMsg -> GenericComm.ReceiveMsg[AM_INTMSG]; 
  RfmToIntM.CommControl -> GenericComm; 
  RfmToIntM.Leds -> LedsC; 
  RfmToIntM.Trama -> TramaC; 
  TramaC.Codificacio ->Taula; 
 
} 
 
 
D.10. Mòdul RfmToIntM 
 
#define TASK_PENDING 1 
#define TASK_DONE 0 
includes IntMsg; 
 
module RfmToIntM { 
  provides { 
    interface StdControl; 
     
  } 
  uses { 
    interface ReceiveMsg as ReceiveIntMsg; 
    interface IntOutputVector; 
    interface StdControl as CommControl; 
 interface Leds; 
 interface Trama; 
 interface sendTrama; 
  }   
} 
implementation { 
  
 int i=0,j=0; 
 IntMsg mes; 
 uint8_t sendtrama=TASK_DONE; 
 uint8_t vector[30]; 
 uint8_t posbusy; 
  
  command result_t StdControl.init() { 
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 return call CommControl.init(); 
  } 
 
  command result_t StdControl.start() { 
    
 return call CommControl.start(); 
  } 
 
  command result_t StdControl.stop() { 
    
 return call CommControl.stop(); 
  } 
 
  event TOS_MsgPtr ReceiveIntMsg.receive(TOS_MsgPtr m) { 
 IntMsg *message = (IntMsg *)m->data; 
     
 if(sendtrama==TASK_DONE){ 
 sendtrama=TASK_PENDING; 
 mes.sys=message->sys; 
  
 for(i=0;i<MAX_INSTRUCCIONS;i++)  
 mes.cmd[i]=message->cmd[i]; 
  
 posbusy=call Trama.output(mes,vector); 
  
 call IntOutputVector.output(mes.sys, vector, posbusy); 
 } 
 return m; 
  } 
  
  event result_t sendTrama.final() { 
    /*Quan rebem un byte que tingui el valor de 128 vol dir que és el 
final de trama*/ 
 /* 
  if (vector[j] & 1) call Leds.redOn(); 
  else call Leds.redOff(); 
  if (vector[j] & 2) call Leds.greenOn(); 
  else call Leds.greenOff(); 
  if (vector[j] & 4) call Leds.yellowOn(); 
  else call Leds.yellowOff(); 
  */ 
  //call IntOutputVector.output(mes.sys, vector, posbusy); 
   
  sendtrama=TASK_DONE; 
  return SUCCESS; 
} 
   
  event result_t IntOutputVector.outputComplete(result_t success) { 
    return SUCCESS; 
  } 
/* 
command bool sendTrama.consulta(bool send_Trama){ 
 
return (send_Trama); 
 
} 
command bool sendTrama.canvi(bool send_Trama){ 
 
 if (send_Trama==TASK_DONE){ 
 return TASK_PENDING; 
 } 
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 else  
 return TASK_DONE; 
 
}*/ 
} 
 
D.11. Interfície Iradc 
 
/*interface IR per el port ADC0*/ 
 
interface Iradc { 
 
 /* inicialitzar */ 
 async command result_t init(); 
  
  
 /* activar el port IR però al expansion connector ADC0*/ 
  async command result_t irOn(); 
   
  /* apagar el port IR del expansion connector ADC0*/ 
  async command result_t irOff(); 
   
  /* canvia l'estat del port IR del expansion connector ADC0*/ 
  async command result_t irToggle(); 
} 
 
 
D.12. Mòdul IradcC 
 
/*implementació interface iradc*/ 
 
 
 
module IradcC{ 
 provides interface Iradc; 
} 
implementation 
{ 
uint8_t irOn; 
 
  
 async command result_t Iradc.init() { 
  atomic { 
   irOn = 0; 
   dbg(DBG_BOOT, "ADC0: initialized.\n"); 
   TOSH_MAKE_RED_LED_OUTPUT(); 
   TOSH_MAKE_ADC0_OUTPUT(); 
   TOSH_CLR_ADC0_PIN(); 
   TOSH_SET_RED_LED_PIN(); 
  } 
  return SUCCESS; 
 } 
  
  
 async command result_t Iradc.irOn() { 
 atomic { 
  dbg(DBG_USR2, "ADC0: IR on.\n"); 
  TOSH_SET_ADC0_PIN(); 
  TOSH_CLR_RED_LED_PIN(); 
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  irOn=1; 
  
 } 
 return SUCCESS; 
 } 
  
 async command result_t Iradc.irOff() { 
 atomic { 
  dbg(DBG_USR2, "ADC0: IR off.\n"); 
  TOSH_CLR_ADC0_PIN(); 
  TOSH_SET_RED_LED_PIN(); 
  irOn=0; 
   
 } 
 return SUCCESS; 
 } 
   
  async command result_t Iradc.irToggle() { 
 result_t rval; 
    
 atomic { 
      if (irOn==0)  
    
 rval = call Iradc.irOn(); 
      else  
 rval = call Iradc.irOff(); 
  
    } 
    return rval; 
    } 
} 
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ANNEX E. TAULES DE LA LÒGICA DE CONTROL DE 
LA INTEL·LIGÈNCIA AMBIENTAL 
 
E.1. Taula d’estats 
 
Taula d’estats        
Tipus de  
missatge 
Dada amb  
interès Nº d'Estats 
Estat  
actual 
Condició  
Estat 0 
Condició  
Estat 1 
Condició  
Estat 2 
Condició  
Estat 3 
1 1 2 1 100 350*     
2 1 4 1 100 120 140 350* 
3,4 1 4 1 (0, 0) (0, 1) (1, 0) (1, 1) 
5 1 xx 1 x x x x 
6 1 xx 1 x x x x 
 
 
E.2. Taula d’actuador 
 
Taula Actuador      
Informació Actuador Nº Camps TELE ON Brillantor Mute On Subtituls On 
1 4 1 110 0 0 
 
 
E.3. Taules d’actuacions 
 
E.3.1. Actuacions pel cas de la presència  
 
Taula d'actuacions 3,4     
  S0 S1 S2 S3 
S0 XXX Tele On XXX XXX 
S1 Tele Off XXX XXX Subtitul On 
S2 Tele Off XXX XXX TeleON/Subtitul ON 
S3 XXX Subtituls OFF XXX XXX 
 
 
E.3.2. Actuacions pel cas del soroll 
 
Taula d'actuacions 1   
  S0 S1 
S0 XXX Volumen --- 
S1 Voumen +++ XXX 
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E.3.3. Actuacions pel cas de la llum 
 
Taula d'actuacions 2     
  S0 S1 S2 S3 
S0 XXX brillantor- brillantor-- brillantor--- 
S1 brillantor+ XXX brillantor- brillantor-- 
S2 brillantor++ brillantor+ XXX brillantor- 
S3 brillantor+++ brillantor++ brillantor+ XXX 
 
 
ANNEX F. CODI DISSENYAT PER LA LÒGICA DE 
CONTROL DE LA INTEL·LIGÈNCIA AMBIENTAL 
 
F.1. Arxiu de configuració del receptor 
 
 
Figura F.1. Esquema de blocs de l’arxiu de configuració del receptor 
 
 
 
/*Receptor, mòdul amb el qual està programat el receptor 
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* Copyright (c) 2007 UPC and i2CAT Foundation 
* All rights reserved. 
*/ 
 
includes WSNMsg; 
includes AODV; 
includes AtnMsg; 
 
 
configuration Receptor { 
} 
 
implementation { 
  components Main, LedsC, ReceptorM, AODV, EstatM, Emissor, TimerC, 
taulaTVM, Taula, sendPulseM; 
#ifndef PLATFORM_PC 
components MultiTimerC as MicroTimer; 
#else 
components TimerC as MicroTimer; 
#endif 
 
 Main.StdControl   -> ReceptorM; 
 Main.StdControl   -> Emissor; 
 ReceptorM.Leds   -> LedsC; 
  
  
  ReceptorM.AODV     -> AODV.Control; 
  ReceptorM.Receive    -> AODV.Receive[APP_ID_WSN];  
  ReceptorM.SendMHopMsg  -> AODV.SendMHopMsg[APP_ID_WSN]; 
  ReceptorM.MultiHopMsg  -> AODV; 
  ReceptorM.SingleHopMsg -> AODV; 
  ReceptorM.Timer    -> TimerC.Timer[unique("Timer")];  
  ReceptorM.Timer1   -> TimerC.Timer[unique("Timer")]; 
  ReceptorM.Estat    -> EstatM.Estat; 
  ReceptorM.Codificacio  -> Taula.Codificacio; 
  ReceptorM.taulaTV   -> taulaTVM.taulaTV; 
   
  #ifndef PLATFORM_PC 
Main.StdControl -> MicroTimer; 
sendPulseM.MicroTimer -> MicroTimer; 
#else 
Main.StdControl -> MicroTimer; 
sendPulseM.MicroTimer -> MicroTimer.Timer[unique("Timer")]; 
#endif 
} 
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F.2. Mòdul receptorM 
 
*ReceptorM, mòdul amb el qual està programat el receptor 
* Copyright (c) 2007 UPC and i2CAT Foundation 
* All rights reserved. 
*/ 
 
 
includes WSNMsg; 
includes AtnMsg; 
includes taules; 
#ifndef MAX_MISSATGES 
#define MAX_MISSATGES 10 
 
 
#define TASK_PENDING 1 
#define TASK_DONE 0 
#endif 
module ReceptorM { 
 provides { 
  interface StdControl as Control; 
 } 
 uses { 
     interface Leds; 
        interface Receive; 
  interface SendMHopMsg; 
  interface StdControl as AODV; 
  interface MultiHopMsg; 
  interface SingleHopMsg; 
  interface Timer; 
  interface Timer as Timer1; 
  interface Estat; 
  interface Codificacio; 
  interface taulaTV; 
   
     interface sendTrama; 
  interface IntOutputVector; 
   } 
} 
 
implementation { 
 
 typedef struct { 
  uint8_t tipus_missatge; 
  uint16_t  informacio; 
  uint16_t  identificador; 
 
 } msgprova; 
  
 TOS_Msg data; 
  
 
 msgprova *ptrmsg; 
 uint16_t len, leng; 
 int i; 
 Tdades_gran taula; 
    uint8_t estat_actual; 
 uint8_t estat_futur; 
 uint8_t actuacio; 
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 uint32_t time1; 
 uint32_t time2; 
  
 uint8_t sendtrama=TASK_DONE; 
 uint8_t vector[30]; 
 uint8_t posbusy; 
  
 bool preTV, TvOn=0; 
 
  
 command result_t Control.init() { 
  call Leds.init(); 
  call AODV.init(); 
  time1=(uint32_t)TIME*REP; 
  time2=time1+REP; 
  
 return SUCCESS; 
 } 
  
 /*void task send(){ 
    
       ptrmsg =  call SendMHopMsg.getBuffer(msgptr, &len); 
  myseq++; 
  atomic{ 
   ptrmsg->identificador=user; 
   //ptrmsg->pulsador=0; 
    
   //ptrmsg->temps=0; 
  } 
  call SendMHopMsg.sendTTL(0x01,sizeof(msgprova), msgptr,0); 
 } */ 
 
 command result_t Control.start() { 
  call AODV.start(); 
  for(i=1; i<=MAX_MISSATGES; i++){ 
  call Estat.inicialitza(i,&taula.missatge[i], 
&taula.dades[i], &taula.actuador); 
   
  } 
   
 // ptrmsg =  call SendMHopMsg.getBuffer(msgptr, &len); 
  
   
 return SUCCESS; 
 } 
 
 
 command result_t Control.stop() { 
  call AODV.stop(); 
  call Timer.stop(); 
  call Timer1.stop(); 
 return SUCCESS; 
 } 
  
  
 event result_t SendMHopMsg.sendDone(TOS_MsgPtr sentmsg, result_t 
success){ 
   
 return SUCCESS; 
 } 
  
Interfície IR de comandament remot per a nodes de xarxa ad-hoc                                                                                   65 
 event TOS_MsgPtr Receive.receive(TOS_MsgPtr msg,void 
*eso,uint16_t longitud) { 
  msgprova *dades =  call SendMHopMsg.getBuffer(msg, &leng); 
  wsnAddr src1     = call MultiHopMsg.getSource(msg); 
  wsnAddr src2  = call SingleHopMsg.getSrcAddress(msg); 
  
   
  /*si el missatge no m'interessa no s'ha de fer res*/ 
  if(taula.missatge[dades->tipus_missatge].dada_interes==0){ 
   return msg; 
  } 
   
  if(sendtrama==TASK_DONE){ 
    
   /*copiam l'estat actual a una variable local*/ 
   estat_actual=taula.missatge[dades-
>tipus_missatge].estat_actual;  
    
   /*miram el possible estat futur. Depenent de 
l'informació rebuda*/ 
   estat_futur=call Estat.calcul_estat_futur(dades-
>tipus_missatge, dades->informacio, estat_actual);  
    
   /*miram la actuació que correspon al possible canvi 
d'estat*/ 
   actuacio=call taulaTV.retorna_actuacio(dades-
>tipus_missatge ,estat_actual, estat_futur, &taula); 
    
   TvOn=0; 
    
   preTV=taula.actuador.tele_on; 
    
   /*actualitzam la taula que conté la informació de la 
televisió*/ 
   call taulaTV.actualitza(actuacio, &taula.actuador); 
    
   if(taula.actuador.tele_on!=preTV){ 
    TvOn=1; 
   } 
    
   /*Actualitzam la taula, l'estat futur passa ser 
l'estat_actual*/ 
   taula.missatge[dades-
>tipus_missatge].estat_actual=estat_futur;  
   if(actuacio!=128){ 
    sendtrama=TASK_PENDING; 
     
    posbusy=call Codificacio.posBusy(vector, 
actuacio); 
    call IntOutputVector.output(TvOn,0, vector, 
posbusy);/*sys=0 perquè és la televisió*/ 
     
   } 
    
   if(dades->tipus_missatge==3){  
     
    taula.missatge[4].estat_actual=estat_futur; 
    call Timer.stop(); 
    call Timer.start(TIMER_ONE_SHOT, time1); 
   } 
  
 66                                                                                                                                                                           Annexes 
   if(dades->tipus_missatge==4){  
    
    taula.missatge[3].estat_actual=estat_futur; 
    call Timer1.stop(); 
    call Timer1.start(TIMER_ONE_SHOT, time2); 
   } 
   return msg; 
  } 
 }       
 event result_t Timer.fired(){ 
   
  if(sendtrama==TASK_DONE){ 
   call Timer.stop(); 
    
   estat_actual=taula.missatge[3].estat_actual; 
   estat_futur=call Estat.calcul_estat_futur(5, 0, 
estat_actual); 
   actuacio=call 
taulaTV.retorna_actuacio(3,estat_actual, estat_futur, &taula); 
    
   taula.missatge[3].estat_actual=estat_futur; 
   taula.missatge[4].estat_actual=estat_futur; 
   call Leds.greenOn(); 
 
   if(actuacio!=128){ 
    sendtrama=TASK_PENDING; 
    call taulaTV.actualitza(actuacio, 
&taula.actuador); 
    posbusy=call Codificacio.posBusy(vector, 
actuacio); 
    call IntOutputVector.output(1,0, vector, 
posbusy);   
   } 
  }  
  
  else { 
   call Timer.start(TIMER_REPEAT,TIME); 
   } 
  
 return SUCCESS; 
 } 
  
 event result_t Timer1.fired(){ 
   
  if(sendtrama==TASK_DONE){ 
   call Timer1.stop(); 
    
   estat_actual=taula.missatge[3].estat_actual; 
   estat_futur=call Estat.calcul_estat_futur(6, 0, 
estat_actual); 
   actuacio=call taulaTV.retorna_actuacio(4 
,estat_actual, estat_futur, &taula); 
   taula.missatge[4].estat_actual=estat_futur; 
   taula.missatge[3].estat_actual=estat_futur; 
   call Leds.redOn(); 
    
   if(actuacio!=128){ 
    sendtrama=TASK_PENDING; 
    call taulaTV.actualitza(actuacio, 
&taula.actuador); 
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    posbusy=call Codificacio.posBusy(vector, 
actuacio); 
    call IntOutputVector.output(0,0, vector, 
posbusy); 
   } 
  } 
   
  else { 
   call Timer1.start(TIMER_REPEAT,TIME); 
   } 
  
 return SUCCESS; 
 } 
  
 event result_t sendTrama.final() { 
     
  sendtrama=TASK_DONE; 
  return SUCCESS; 
 } 
  
} 
 
 
F.3. Mòdul TaulaTVM que implementa les taules 
 
 
module taulaTVM { 
  provides interface taulaTV; 
 
} 
 
implementation 
{ 
 
 command result_t taulaTV.actualitza(uint8_t actuacio, 
TactuadorTV *actuador){ 
  
  if(actuacio<=10) 
  actuador->tele_on=1; 
   
  switch (actuacio){  
     
    case STAND_BY: 
    actuador->tele_on=0; 
    actuador->subtituls_on=0; 
    break; 
   
    case TV_ON_SUBTITULOS: 
    actuador->tele_on=1; 
    actuador->subtituls_on=1; 
    break; 
   
    case SUBTITULOS: 
    actuador->subtituls_on=1; 
    break; 
   
    case TELETEXTO_OFF: 
    actuador->subtituls_on=0; 
   
    case VOLUMEN_TMAS: 
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    actuador->volumen+=3; 
    break; 
     
    case VOLUMEN_TMENOS: 
    actuador->volumen-=3; 
    break; 
    
    case BRILLO_MAS: 
    actuador->brillantor++; 
    break; 
     
    case BRILLO_MENOS: 
    actuador->brillantor--; 
    break; 
     
    case BRILLO_DMAS: 
    actuador->brillantor+=2; 
    break; 
     
    case BRILLO_DMENOS: 
    actuador->brillantor-=2; 
    break; 
     
    case BRILLO_TMAS: 
    actuador->brillantor+=3; 
    break; 
     
    case BRILLO_TMENOS: 
    actuador->brillantor-=3; 
    break; 
   } 
     
   return SUCCESS; 
 
 } 
  
 command uint8_t taulaTV.retorna_actuacio(uint8_t tipus_missatge 
,uint8_t estat_actual, uint8_t estat_futur, Tdades_gran *taula){ 
  
 uint8_t actuacio; 
 actuacio=taula-
>dades[tipus_missatge].matriu[estat_actual][estat_futur]; 
  
  if(actuacio==TV_ON_SUBTITULOS&&taula->actuador.tele_on==1){ 
   actuacio=128; 
  } 
   
  else if(actuacio==SUBTITULOS&&taula-
>actuador.subtituls_on==1){ 
   actuacio=128; 
  } 
  
  else if(actuacio==TELETEXTO_OFF&&taula-
>actuador.subtituls_on==0){ 
   actuacio=128; 
  } 
  
  else if(actuacio==STAND_BY&&taula->actuador.tele_on==0){ 
   actuacio=128; 
  } 
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 //aquests dos casos estan comentats per poder fer proves. En una 
demo s'ha de "descomentar" 
/*  else if(actuacio==VOLUMEN_TMAS&&taula-
>actuador.tele_on==0){ 
   actuacio=128; 
  } 
   
  else if(actuacio==VOLUMEN_TMENOS&&taula-
>actuador.tele_on==0){ 
   actuacio=128; 
  } 
 */  
   
 return actuacio; 
  
 } 
 
 
} 
 
 
F.4. Dades.h 
 
/* Dintre d'aquest fitxer hi ha les dades inicials amb les quals es 
carreguen les taules.*/ 
#include "TV.h" 
 
/*DADES PRESENCIA.*/ 
enum{ 
 
PESTAT_ACTUAL=0, 
PNUM_ESTATS=4, 
PCONDICIO_ESTAT0=0, 
PCONDICIO_ESTAT1=1, 
PCONDICIO_ESTAT2=2, 
PCONDICIO_ESTAT3=3, 
 
PACTUACIO1=128, 
PACTUACIO2=1,/*TELE ON*/ 
PACTUACIO3=128, 
PACTUACIO4=128, 
 
PACTUACIO5=STAND_BY, 
PACTUACIO6=128,  
PACTUACIO7=128, 
PACTUACIO8=SUBTITULOS, 
 
PACTUACIO9=STAND_BY, 
PACTUACIO10=128, 
PACTUACIO11=128, 
PACTUACIO12=TV_ON_SUBTITULOS, 
 
PACTUACIO13=128, 
PACTUACIO14=TELETEXTO_OFF, 
PACTUACIO15=128, 
PACTUACIO16=128, 
 
}; 
 
/*Dades de la taula de soroll*/ 
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enum{ 
 
SESTAT_ACTUAL=0, 
SNUM_ESTATS=2, 
SCONDICIO_ESTAT0=100, 
SCONDICIO_ESTAT1=350, 
 
SACTUACIO1=128, 
SACTUACIO2=VOLUMEN_TMENOS, 
SACTUACIO3=VOLUMEN_TMAS, 
SACTUACIO4=128, 
 
}; 
 
/*Dades de la taula de la il·luminació. Brillantor*/ 
enum{ 
 
LESTAT_ACTUAL=0, 
LNUM_ESTATS=4, 
LCONDICIO_ESTAT0=100, 
LCONDICIO_ESTAT1=120, 
LCONDICIO_ESTAT2=140, 
LCONDICIO_ESTAT3=350, 
 
LACTUACIO1=128, 
LACTUACIO2=BRILLO_MENOS, 
LACTUACIO3=BRILLO_DMENOS, 
LACTUACIO4=BRILLO_TMENOS, 
 
LACTUACIO5=BRILLO_MAS, 
LACTUACIO6=128,  
LACTUACIO7=BRILLO_MENOS, 
LACTUACIO8=BRILLO_DMENOS, 
 
LACTUACIO9=BRILLO_MAS, 
LACTUACIO10=BRILLO_DMAS, 
LACTUACIO11=128, 
LACTUACIO12=BRILLO_MENOS, 
 
LACTUACIO13=BRILLO_MAS, 
LACTUACIO14=BRILLO_DMAS, 
LACTUACIO15=BRILLO_TMAS, 
LACTUACIO16=128, 
 
}; 
/*Dades inicials de la taula del actuador. ActuadorTV*/ 
enum{ 
 
NUM_CAMPS=5, 
TELE_ON=0, 
BRILLANTOR=45, 
VOLUMEN=40, 
SUBTITULS_ON=0, 
ON_MUTE=0, 
 
}; 
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F.5. Arxiu de configuració del emissor: User 
 
 
Fig. F.2. Esquema de blocs del component user 
 
includes WSNMsg; 
includes AODV; 
 
 
configuration User { 
} 
 
implementation { 
  
  components Main, LedsC, UserM, TimerC, AODV, CC2420RadioC; 
 
 Main.StdControl  -> UserM; 
 UserM.Leds       -> LedsC; 
 UserM.Timer   -> TimerC.Timer[unique("Timer")]; 
 UserM.Timer1  -> TimerC.Timer[unique("Timer")]; 
 
  UserM.AODV       -> AODV.Control; 
  UserM.Receive      -> AODV.Receive[APP_ID_WSN];  
  UserM.SendMHopMsg     -> 
AODV.SendMHopMsg[APP_ID_WSN]; 
  UserM.MultiHopMsg     -> AODV; 
  UserM.SingleHopMsg    -> AODV; 
  UserM.Reset      -> AODV.Reset; 
  UserM.CC2420Control        -> CC2420RadioC; 
} 
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F.6. Mòdul del emissor: UserM 
 
*UserM, mòdul amb el qual està programat l'emissor 
* Copyright (c) 2007 UPC and i2CAT Foundation 
* All rights reserved. 
*/ 
 
includes WSNMsg; 
 
 
//enviem un missatge cada TIMER_INT * TIMER_MULT 
#define LED_TIME 500 
 
 
 
module UserM { 
 provides { 
  interface StdControl as Control; 
 } 
 uses { 
 interface StdControl as AODV; 
    interface Timer; 
    interface Timer as Timer1; 
    interface Leds; 
    interface SendMHopMsg; 
    interface Receive; 
    interface MultiHopMsg; 
    interface SingleHopMsg; 
 interface Reset; 
 interface CC2420Control; 
   } 
} 
 
implementation { 
 
uint8_t i; 
uint8_t sendMessage; 
 
typedef struct { 
   
  uint8_t tipus_missatge; 
  uint16_t  informacio; 
  uint16_t  identificador; 
 
 } msgprova; 
 
uint32_t myseq; 
 
TOS_Msg msgbuf; 
TOS_MsgPtr msgptr; 
 
 msgprova *ptrmsg; 
 uint16_t len; 
 uint32_t time1; 
 uint32_t time2; 
 uint16_t user; 
 
command result_t Control.init() { 
  call Leds.init(); 
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  call AODV.init(); 
  msgptr = &msgbuf; 
  myseq  = 0;  
   
  atomic sendMessage=TASK_DONE; 
   
  time1=TIME; 
  time2=REP; 
  user=NUM; 
   
     
  return SUCCESS; 
 } 
 
command result_t Control.start() { 
  ptrmsg =  call SendMHopMsg.getBuffer(msgptr, &len); 
  call AODV.start(); 
  i=0; 
   
  call CC2420Control.SetRFPower(POWER); 
  call Timer.start(TIMER_REPEAT, time1); 
  call Leds.greenOn(); 
  call Leds.yellowOff(); 
  call Leds.redOff(); 
  return SUCCESS; 
 } 
  
command result_t Control.stop() { 
  call Timer.stop(); 
  call AODV.stop(); 
  return SUCCESS; 
 } 
 
void task send(){ 
  
     ptrmsg =  call SendMHopMsg.getBuffer(msgptr, &len); 
  myseq++; 
   
  atomic{ 
   ptrmsg->identificador=user;//123 
   ptrmsg->tipus_missatge=4; 
   ptrmsg->informacio=75; 
   } 
  call SendMHopMsg.sendTTL(0x02,sizeof(msgprova), msgptr,0); 
  atomic sendMessage=TASK_DONE; 
 }  
  
event result_t Timer.fired(){ 
  
 atomic if(sendMessage==TASK_DONE){ 
   sendMessage=TASK_PENDING; 
         call Leds.greenOn(); 
   post send(); 
 } 
   call Leds.redOn(); 
   call Timer1.start(TIMER_ONE_SHOT, LED_TIME); 
      
 return SUCCESS; 
} 
  
event result_t Timer1.fired(){ 
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 call Leds.redOff(); 
 call Leds.greenOff(); 
 return SUCCESS; 
} 
  
event result_t SendMHopMsg.sendDone(TOS_MsgPtr sent, result_t 
success){ 
  // we'll do a Reset so we can test the route discovery 
method (the indirect reply has been disabled) 
   
  return SUCCESS; 
} 
  
event TOS_MsgPtr Receive.receive(TOS_MsgPtr m,void *eso,uint16_t 
longitud) { 
  uint16_t leng; 
  msgprova *dades =  call SendMHopMsg.getBuffer(m, &leng); 
   
  //if(dades->reset==1){ 
  //aquÃ- farÃ-em el reset 
  //}  
   
  return m; 
 } 
 
} 
  
