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Automatisierung der Abfluss- und Stauzielregelung durch 
Model-Based Design und automatische Codegenerierung 
Automation of the Discharge and Water Level Control by 
Using Model-Based Design and Automated Code Generation
Dipl.-Ing. Sven Wohlfart, Dr.-Ing. Michael Gebhardt, Bundesanstalt für Wasserbau
Model Based Design wird heute in vielen Bereichen 
der Softwareentwicklung eingesetzt und ersetzt zuneh-
mend den klassischen Ansatz bei der Programmierung 
von Algorithmen. Neben den Vorteilen der Zeiterspar-
nis und Produktivitätserhöhung wird das gemeinsame 
Werken verschiedener Arbeitsfelder ermöglicht und 
die Entwicklungsschritte werden auf ein strukturiertes 
Modell zentralisiert. Bei der Regelungsstruktur für die 
Abfluss- und Stauzielregelung können Elemente wie-
derverwendet werden, was zu einer Modellvereinfa-
chung und zur Reduzierung der Entwicklungszeit führt. 
Das modulare und hierarchische Vorgehen bei der Ent-
wicklung wird bei der Portierung auf eine Zielplattform 
durch die automatische Codegenerierung ergänzt. An-
hand von spezifischen Portierungs-Schablonen können 
unterschiedliche Zielplattformen (PC, SPS) parametri-
siert und ausgewählt werden. Die Implementierung von 
Code wird dadurch standardisiert und nachweislich 
protokolliert.
Nowadays model-based design is used in many areas 
of software development and is increasingly replacing 
the traditional approach in the programming of algo-
rithms. Besides the advantages of saving time and in-
creasing productivity, the joint effect of various fields of 
work is furthered, and the development steps are cen-
tralized on a structured model. In the control structure 
for the discharge and water level control elements can 
be reused resulting in a model simplification and reduc-
tion of development time. The modular and hierarchi-
cal approach to the development is enhanced in the 
porting to a target platform by automatic code gene-
ration. Based on specific porting templates different 
target platforms (PC, PLC) can be parameterized and 
selected. The implementation of this code is thus stan-
dardized and documented demonstrably.
1 Entwicklung von Reglern für die  
Abfluss- und Stauzielregelung  
in der BAW 
Development of control structures 
for automated discharge and water 
level control in the BAW
Die Entwicklung und Parametrisierung von Reglern für 
die automatisierte Abfluss- und Stauzielregelung ist seit 
mehreren Jahren ein Arbeitsfeld in der BAW. Bis zum 
Jahr 2004 wurden Werkzeuge eingesetzt, die das Er-
stellen von Programmen unter verschiedenen Betriebs-
systemen mit Hilfe der Programmiersprachen C und 
C++ ermöglichten. So wurden ausführbare Programme 
entwickelt, die den Regler, die Regelstrecke und das 
Bauwerk enthalten und deren Komponenten fest mit-
einander verbunden waren. Bei der Umsetzung der 
Entwicklung auf eine speicherprogrammierbare Steue-
rung (SPS) wurde der Regelungsalgorithmus als lesbare 
Datei ausgelagert. Letztlich musste eine externe Firma 
den Code in das spezielle Format einer SPS aufwändig 
umschreiben.
Die Regelungsstruktur für die ASR an den Stauhaltungen 
der Mosel konnte mit der beschriebenen Vorgehens-
weise erfolgreich umgesetzt werden. In der Projektbe-
arbeitung erwies sich jedoch der Aufbau, Umbau und 
kontinuierliche Test unterschiedlicher Konfigurationen 
als äußerst zeitaufwändig und arbeitsintensiv. Nach ei-
ner Recherche zu alternativen Vorgehensweisen wurde 
die Software MATLAB und Simulink von The Mathworks 
als Entwicklungsumgebung evaluiert und ausgewählt. 
Dieser Beitrag soll die aktuelle Vorgehensweise bei der 
Reglerentwicklung darlegen und Wege aufzeigen, die 
sich durch die automatisierte Portierung von Code auf 
unterschiedliche Zielplattformen ergeben.
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2 Modellbasierter Entwurf von  
Regelungsstrukturen 
Model-based design of control 
structures
Die bisherige Vorgehensweise bei Entwurf und Über-
tragung eines Reglers auf eine Zielplattform war ge-
prägt durch textbasierte Werkzeuge und im Ablauf 
prozedural, d. h. Daten und Funktionen (Prozeduren) 
waren nicht voneinander abhängig und konnten in der 
Programmierung nicht wieder verwendet werden. Dies 
ist grundsätzlich nicht als Nachteil zu sehen, da die Aus-
führungsvorschrift auf einer Zielplattform, die beispiels-
weise eine SPS darstellt, ebenfalls diesem Schema folgt. 
Bei der Entwicklung von Regelungsstrukturen, die eine 
Allgemeingültigkeit auf einer Vielzahl von Zielsystemen 
haben sollen und deren Zuverlässigkeit anhand von Si-
mulationsrechnungen nachgewiesen werden muss, ist 
diese Vorgehensweise jedoch weniger geeignet.
In den letzten Jahren haben sich kommerzielle und 
frei verfügbare Werkzeuge bei der Reglerentwicklung 
bewährt, die den gesamten Entwicklungsvorgang vom 
Entwurf bis zur Realisation abbilden können. MATLAB 
gilt im Bereich der Ingenieurwissenschaften als leis-
tungsfähiges Programm für wissenschaftlich-technische 
Berechnungen. Simulink, eine Erweiterung zu MATLAB, 
dient der Modellierung und Simulation dynamischer 
Systeme. Die Handhabung von umfangreichen Matrizen 
und Vektoren erfolgt mit einer speziellen Programmier-
sprache, während die Durchführung einer Simulation 
von dem grafischen Modellaufbau und der Interaktion 
in der Simulationsumgebung Simulink geprägt ist. Die 
Kopplung von MATLAB und Simulink ist modular und 
schließt eine Vielzahl von Erweiterungen, sogenannte 
Toolboxen, mit ein. 
Mit MATLAB und Simulink wird der Prozess der Reg-
lerentwicklung in Form von Simulink-Modellen ma-
thematisch abstrahiert, in Simulationsläufen validiert 
und schließlich exportiert. Die Vorgehensweise wird 
Model-Based Design genannt. Standardisierte Block-
schaltbilder mit hinterlegter Funktionalität werden über 
eine grafische Benutzeroberfläche aus einer Bibliothek 
entnommen und miteinander verbunden. Zusätzlich ist 
der Funktionsumfang durch die Nutzung von eigenen 
Blockschaltbild-Bibliotheken erweiterbar. Durch die 
Kopplung der einzelnen Blockschaltbilder über Ver-
bindungslinien und Definition der jeweiligen Ein- und 
Ausgänge entstehen letztlich ausführbare Modellstruk-
turen. Diese können dann z. B. das reale Verhalten 
eines Stellorganes oder eines Filters wiedergeben.
Durch den Einsatz des Model-Based Designs werden 
einzelne Vorgänge bei der Entwicklung vereinheitlicht 
und in einem Systemmodell fokussiert, welches dann 
für verschiedene Simulationsmodi (Offline, Realtime) 
genutzt werden kann. Ein weiterer Vorteil liegt in der 
Durchgängigkeit innerhalb dieses Systemmodells, von 
der Spezifikation der Anforderungen an das Modell 
über die Softwareentwicklung, die Fehleranalyse und 
Fehlerbehebung bis zum modellbasierten Test der Ent-
wicklung in der Simulation. Grafisch ist dies durch den 
Kreislauf in Bild 1 dargestellt, in dessen Mitte die Verbin-
dung der einzelnen (Teil-) Modelle als vernetztes Ge-
samt- (System-) Modell ersichtlich ist.
Innerhalb dieses Systemmodells ist bestehender Pro-
grammcode aus unterschiedlichen Quellen leicht inte-
grierbar und erhöht durch die Modularisierung dessen 
Wiederverwendbarkeit.
Der zeitliche Verlauf während des Entwicklungspro-
zesses wird häufig in Form eines V-Diagrammes darge-
stellt (siehe Bild 2). Die einzelnen Stufen bei der Modell-
entwicklung stehen nach Art ihrer Abstraktionsebene 
auf der linken Seite des V, während auf der rechten die 
Modellumsetzung, der Test auf der Hardware und der 
abschließende Betrieb stehen. Im Übergangsbereich 
zwischen validiertem Simulationsmodell und dem Mo-
dell, das auf der Zielplattform laufen soll, steht der Por-
tierungsvorgang durch die automatische Codegenerie-
rung. Die Entwicklungsstufen auf beiden Seiten des V 
Bild 1: Das Systemmodell bei der modellbasierten  
Entwicklung
Figure 1: The system model in model-based design
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müssen miteinander abgeglichen werden. Dazu wer-
den Ergebnisse aus Simulationen den Berechnungen 
auf der Zielhardware gegenübergestellt. Das Vorgehen 
kann man sich als einen iterativen Prozess vorstellen, 
der am Ende die Implementierung und den Betrieb auf 
der Zielplattform mit den ursprünglichen Erfordernissen 
zu Beginn der Entwicklung vergleicht. Der zeitliche Vor-
teil gegenüber herkömmlichen Vorgehensweisen er-
gibt sich aus der Nutzung eines gemeinsamen Modells 
zur Simulation und Umsetzung, das sich nur durch An-
passungen und Erweiterungen für die bestimmte Ziel-
plattform unterscheidet.
3 Automatische Code-Generierung 
Automated code generation
Model-Based Design in der Entwicklung einzusetzen 
birgt Zeitvorteile gegenüber herkömmlichen Vorge-
hensweisen. Die Codegenerierung aus dem erstellten 
Systemmodell automatisiert ablaufen zu lassen, stellt 
einen weiteren Schritt dar, den Entwicklungsprozess zu 
beschleunigen und Kosten einzusparen. Das Verhalten 
des Systemmodells muss anhand einer Vielzahl von Si-
mulationsläufen überprüft werden. Das Einbinden des 
Prozesses der automatischen Codegenerierung sollte 
daher schon frühzeitig in der Entwicklungsphase er-
folgen. Die BAW setzt dazu den Real Time Workshop 
(RTW) ein, der eine Erweiterung (Toolbox) zu MATLAB 
und Simulink ist. Das Systemmodell (*.mdl unter Simu-
link) wird in einem ersten Zwischenschritt analysiert und 
dann von automatisch ablaufenden Routinen in die Pro-
grammiersprache C übersetzt. Diese Vorgehensweise 
ist nötig, damit der spätere Zielcode standardisiert über 
einen Compiler erzeugt werden kann (siehe Bild 3).
Bei der automatischen Codegenerierung wird unter-
schieden zwischen Code, der auf dem Entwicklungs-
rechner lauffähig ist, und Code, der für eine ausgewählte 
Zielhardware bestimmt ist. Der Ablauf der Codegene-
rierung ist ähnlich und orientiert sich an vordefinierten 
Schablonen (Targets). Die Konfigurationsparameter für 
das Systemmodell müssen jedoch spezifisch angepasst 
werden. In der Simulationsumgebung auf einem PC ist 
beispielsweise die Art des Gleichungslösers – zeitlich 
diskret oder zeitkontinuierlich – frei wählbar, während 
auf einer Zielhardware, wie die einer SPS, immer ein 
zeitlich diskretes System vorliegen muss.
Bild 2: Stufen bei der Modellentwicklung, V-Diagramm
Figure 2: Stages of model development, V-diagram
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Das Testumfeld der Codegenerierung während der mo-
dellbasierten Entwicklung wird in drei Bereiche unter-
teilt: Software in the Loop (SiL) steht für den Test der 
Entwicklung unter den selben Randbedingungen wie 
bei der Simulation, Hardware in the Loop (HiL) für den 
Test direkt auf der Zielhardware und Process(or) in the 
Loop (PiL) für den Test in der Simulation mit den Vorga-
ben der entsprechenden Zielhardware. 
Software in the Loop beschreibt die Methode, bei der 
das Modell einer Softwareentwicklung in einer Schleife 
mit der Entwicklungsumgebung betrieben wird (siehe 
Bild 4). Dadurch wird ein Test der Entwicklung, welche 
auch auf einer zukünftigen Hardware lauffähig sein soll, 
innerhalb der Entwicklungsumgebung ermöglicht. In 
Bild 4 sind zwei gestrichelte Elemente zu erkennen, die 
Teile des Systemmodells darstellen. Das linke Element 
entspricht einem Modell, welches unter Simulink erstellt 
wurde, das rechte Element wurde mit dem Real Time 
Workshop generiert. Dieser Code wurde dann als so-
genannte S-Function (System-Funktion) unter Simulink 
implementiert und mit dem Systemmodell verbunden 
(rote Linien). Die Ein- und Ausgänge entsprechen dem 
linken ausgelagerten Teilmodell. In der Simulationsum-
gebung wird nun das Laufzeitverhalten beider Modelle 
(Simulink Modell gegenüber S-Function) überprüft, ab-
gespeichert und visualisiert. 
Im Gegensatz dazu dient Hardware in the Loop (HiL) 
als erweitertes Testverfahren, da hierbei das Modell 
der Software – umgewandelt in Hardware-spezifischen 
Code – extern auf der Hardware bzw. dem Steuerge-
rät lauffähig sein muss. Der HiL-Simulator innerhalb des 
Systemmodells in Bild 5, der beispielsweise ein Stau-
haltungsmodell darstellt, wird zusammen mit dem gene-
rierten Regelungsalgorithmus, der auf der Zielhardware 
implementiert ist, in einer Schleife betrieben. Dies wird 
auch als Closed Loop Simulation bezeichnet. Der Rege-
lungsalgorithmus läuft autark auf der Hardware und er-
hält Daten von der Simulationsumgebung und/oder von 
externen Schnittstellen. Die Kopplung der Systeme wird 
über die standardisierte OPC-Schnittstelle realisiert. 
Dadurch ist über das LAN-Netzwerk ein direkter Zugriff 
auf die Variablen möglich, die allerdings für den Daten-
austausch auf dem OPC-Server angelegt sein müssen. 
Die Taktrate, Speichergröße und Dimensionen von Vari-
ablen müssen im Vorfeld berücksichtigt und angepasst 
werden. Das Modell der Stauhaltung muss ebenfalls 
zyklisch mit einer festen Abtastrate berechnet werden. 
Durch die Echtzeitberechnung ist sichergestellt, dass 
das zeitliche Verhalten der Ein- und Ausgangsgrößen 
des Simulators denen der realen Komponente des 
Reglers auf der Zielhardware entspricht. Mit einem HiL-
System können Funktionen und Komponenten repro-
duzierbar getestet werden. Auch Grenzwertbetrach-
tungen, die in der Realität nicht möglich wären, wie 
z. B. das Leerlaufenlassen einer Stauhaltung oder eine 
unterschiedliche Beaufschlagung der Wehrverschlüs-
se, können damit durchgeführt werden. Insgesamt wird 
durch die Hardware in the Loop Simulation eine größe-
re Bandbreite an Testläufen und zielgerichtete Prüfung 
des generierten Codes erreicht.
Process(or) in the Loop (PiL) stellt eine Kombination bei-
der Verfahren SiL und HiL dar, bei dem der kompilierte 
hardwarespezifische Code, mit allen Einschränkungen 
Bild 3: Ablaufschema bei der Codegenerierung
Figure 3: Flow chart of the code generation
Bild 4: Codegenerierung SiL
Figure 4: Code generation SiL
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der späteren Hardware, als Modell in die Simulations-
umgebung eingebettet wird. Die Laufzeitcharakteristik 
entspricht dem jeweiligen Hardwarependant. Weiter-
hin können erweiterte, beispielsweise beschleunigte 
Testzyklen durchgeführt werden, die sonst durch Hard-
warespezifikationen (Taktzeiten) nicht möglich sind. PiL 
ist zum Zeitpunkt des Erscheinens dieser BAWMittei-
lungen beschränkt auf vier Hardwarespezifikationen 
(32-bit x86, embedded und compatible Systems), unter 
denen eine SPS nicht erfasst ist.
Die Vorteile der automatischen Codegenerierung lie-
gen im zusammenhängenden und übergreifenden 
Prozess, der stets in der Entwicklungsumgebung mit 
eingebunden ist. Dadurch wird die spätere Umsetzung 
und Erfolgskontrolle vereinfacht und Hindernisse bei 
der Portierung früh erkannt. Die Dokumentation und 
die Abnahme der implementierten Funktionen auf der 
Zielhardware sind durch die Beschreibung des System-
modells dargelegt. Eine Unterteilung des Systemmo-
dells in Modellbereiche, die ausgelagert werden und 
aus denen Code generiert werden soll, und Teilmodel-
le, die nur für die Simulation notwendig sind, wie z. B. 
die Regelstrecke, sind einfach realisierbar (Environ-
ment Controller). Unabdingbare Voraussetzung für eine 
erfolgreiche Umsetzung ist die präzise Definition und 
Einhaltung von Schnittstellen. Änderungen in der Re-
gelungsstruktur oder der Austausch von Hardware, wie 
in Bild 6 dargestellt, erfordern keine Programmierung, 
da Konfigurationen der Codegenerierung für verschie-
dene Zielplattformen (PC, SPS ...) austausch- und wieder 
verwendbar sind.
Bild 5: Codegenerierung HiL
Figure 5: Code generation HiL
Bild 6: Codegenerierung für verschiedene Zielplattformen
Figure 6: Code generation for different target platforms
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4 Test der Entwicklung und Codegene-
rierung an einem BAW-Labormodell 
Test development and code 
generation in a laboratory model  
of BAW
Zur praxisnahen Präsentation von Model-Based Design 
und automatischer Codegenerierung wurde ein gere-
geltes Mehrbehältersystem in der BAW aufgebaut und in 
einer Hardware in the Loop Schleife betrieben (Bild 7a). 
Dabei sind drei Behälter über ein Rohrleitungssystem 
und zwei motorgesteuerte Kugelhähne miteinander ver-
bunden. Die Wasserstände in den Becken werden durch 
Ultraschallsonden gemessen. Eine Pumpe hinter dem 
Ablaufbehälter fördert Wasser zurück in den oberen Be-
hälter und schließt den Kreislauf. Regelungsziel ist, den 
Wasserstand im vorderen Behälter auf einem vorgege-
benen Sollwert zu halten. Die Störung des Systems er-
folgt einerseits über den unsteten Zufluss, der sich aus 
der schwankenden Druckhöhe ergibt, und andererseits 
über Vorgaben zur Öffnungsweite des Kugelhahnes am 
oberen Behälter. Der Regelungseingriff wird über den 
Stellantrieb am vorderen Behälter durchgeführt, der die 
Abflussvorgabe aus dem Behälter definiert. Der Ist-Was-
serstand wird über Drucksonden kontinuierlich erfasst. 
Bis auf die Pumpenansteuerung werden alle Aktoren 
analog über eine SPS angeschlossen.
Zum Beschaffungszeitpunkt der Komponenten für das 
Mehrbehältersystems gab es nur einen Hersteller von 
speicherprogrammierbaren Steuerungen, der die di-
rekte Kopplung einer SPS mit der automatischen Code-
generierung aus Simulink liefern konnte. Inzwischen 
sind weitere Hersteller hinzugekommen, deren Anbin-
dung an die Entwicklungsumgebung noch zu prüfen ist. 
Das Systemmodell in Bild 7c wurde aus Einzelmodellen 
für die drei Behälter, einem Modell für Pumpe und Ul-
traschallsonden sowie dem Reglermodell erstellt. Letz-
teres enthält eine Auswahl für drei Reglertypen, einen 
2-Punkt-Regler und zwei PI-Regler, jeweils mit und ohne 
Empfindlichkeitsschwelle, wie sie auch in der WSV An-
wendung finden. 
Für den Test innerhalb der Simulationsumgebung (SiL) 
wurde das Reglermodell mit den Vorgaben für das Ziel-
system Windows codegeneriert und als S-Function in 
Bild 7: Labormodellskizze (a) , Modellergebnisse (b), Modellstruktur (c)
Figure 7: Laboratory model diagram (a), model results (b), model structure (c)
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die Simulationsumgebung eingebunden. Eine Überprü-
fung der S-Function ergab dieselben Simulationsergeb-
nisse wie mit dem Original-Reglermodell, was auf die 
genaue Interpretation der Modellkomponenten wäh-
rend der Codegenerierung des Reglermodells schlie-
ßen lässt. Diese wurden ausschließlich aus standardi-
sierten Elementen der Simulink-Bibliothek gebildet. 
Für die Hardware in the Loop Simulation wurde die 
Konfiguration unter Simulink angepasst, ein zeitlich dis-
kreter Gleichungslöser (Solver) mit einer Abtastrate in 
Echtzeit ausgewählt und alle Datentypen einheitlich auf 
Single Precision eingestellt. Zwischen den einzelnen 
Modellen im Systemmodell sind keine Taktunterschiede 
vorhanden, es gilt überall der Systemtakt von einer Se-
kunde. Der Datenaustausch zwischen Simulationsmo-
dell und Reglermodell auf der SPS wurde mit SVI Varia-
blen (herstellereigenes Format) über das Lan-Netzwerk 
(TCP/IP) realisiert. Dadurch erübrigt sich ein separater 
OPC Server, wie er sonst üblicherweise eingesetzt 
wird. Die Ergebnisse aus Simulation und Hardware in 
the Loop können daher auch in Echtzeit über die Vi-
sualisierung in Simulink-Graphen (Scopes) dargestellt 
und miteinander verglichen werden. Für die Codege-
nerierung müssen die Komponenten der SPS definiert 
und deklariert werden. Neben dem Analog- und Digi-
talmodul sind das die Netzwerk- und die CPU-Einheit. 
Die Definition des Wertebereiches der Ein- und Ausga-
bevariablen wird in der Konfiguration der digitalen und 
analogen Hardwaremodule gesetzt. Die Parameter sind 
als eigenständige Modellbibliotheken in Simulink hin-
terlegt und werden während der Simulation ausgewer-
tet bzw. im Fall der Codegenerierung im ausgelagerten 
Code gesetzt. Der Aufbau der Datenkommunikation mit 
IP-Adressbereich, Portkonfiguration, Speicherbereich 
und Modulname wird im Real Time Workshop gesetzt, 
während die CPU-Einheit vorkonfiguriert aus vorgege-
benen Hardwarebausteinen entnommen werden kann.
Der Start der Codegenerierung aus Simulink führt zu ei-
ner Textausgabe im MATLAB Fenster, die über den Fort-
gang der Codegenerierung informiert und bei Fehlern 
ein Protokoll zur Fehlersuche generiert. Der jeweilige 
Abschnitt, der bei der Codegenerierung zu Fehlern ge-
führt hat, wird im Systemmodell farblich markiert. Läuft 
der Prozess der Codegenerierung ohne Fehler durch, 
wird ein Modul für die SPS (m-File) auf dem Simulations-
rechner erstellt, automatisch über das Netzwerk auf die 
SPS kopiert, mit vorgegebenen Werten initialisiert und 
gestartet. Das Modul läuft dann als eigenständiger Pro-
zess autark auf der SPS und kann über das Netzwerk 
aus der Simulationsumgebung angesprochen werden.
Bild 7b zeigt den Vergleich der Ganglinien von Simu-
lation (blau) und HiL (rot) für den Füllstand in den drei 
Behältern: Es ist zu erkennen, dass der zeitliche Ver-
lauf zwar sehr ähnlich ist, die Absolutwerte sich aber 
unterscheiden. Nach einer gewissen Zeit stellt sich eine 
Differenz (Offset) zwischen Simulation und HiL ein. Dies 
ist auf die Trägheit der Stellantriebe und der Pumpe zu-
rückzuführen, die in der Simulation idealisiert wurden. 
Zugleich müssen die Füllstände und Randbedingungen 
zum Startzeitpunkt exakt denen in der Simulation ent-
sprechen. Beim Ansprechen der genannten Aktoren er-
gibt sich ein zeitlicher Versatz, der über die dargestell-
te Zeitspanne nicht abklingen kann und bis zum Ende 
bestehen bleibt. Der Wasserstand im mittleren Behäl-
ter wird auch bei spontanen Wasserstandsänderungen 
(Sprünge im Verlauf, mittleres Diagramm) wieder auf 
den Sollwert zurückgeführt. 
Die Untersuchungen an dem Testmodell zeigen, dass 
die automatische Codegenerierung gut funktioniert 
und das charakteristische Verhalten des hinterlegten 
PI-Reglers, dessen Parametrisierung in Simulationen er-
mittelt wurde, erfolgreich reproduziert werden konnte.
5 Entwicklung und Codegenerierung 
für einen Koordinator an der Mosel 
Development and code generation 
of a coordinator at the River Moselle
Durch die Erfahrungen aus dem Betrieb des Mehrbe-
hältersystems konnten grundsätzliche Fragen zur An-
bindung einer Steuerung an die Simulationsumgebung 
und die Portierung von einfachen Regelungsstrukturen 
geklärt werden. Eine erste praktische Umsetzung des 
Model-Based Design soll mit einem übergeordneten 
Regler (Koordinator) für die obere Mosel erfolgen. Hier 
wurde die BAW beauftragt, die Implementierung eines 
Modells zur übergeordneten Bewirtschaftung von drei 
Stauhaltungen zu realisieren. Anhand einer Abfluss-
vorhersage aus Pegelaufzeichnungen oberstrom und 
anschließender Optimierungsstrategie sollen die vor-
handenen lokalen Regler geführt und die Abflussver-
gleichmäßigung verbessert werden. Das Modell des 
Koordinators ist in einem Forschungsprojekt mit der 
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Universität Kassel entstanden und wurde der BAW 
als Simulink-Modell übergeben (Theobald, 2008). Für 
die Implementierung des Koordinators auf einer SPS 
mussten einzelne Modelle angepasst und überarbeitet 
werden. Im Wesentlichen betraf dies die Modelle zur 
Abflussvorhersage und zur Bestimmung des idealen 
Abflusses. Weiterhin mussten Änderungen bzw. Ergän-
zungen bei der Taktung, Modularisierung und Schnitt-
stellendeklaration für die Datenanbindung an die lokale 
Regelung durchgeführt werden. Das Systemmodell des 
Koordinators gliedert sich in folgende vier Teil-Modelle:
 • Modell zur Datenerfassung und Vorhersage  
(Vorhersagemodell)
 • Modell zur Berechnung eines idealen Abflusses  
(Regressionsmodell)
 • Koordinatormodell zur optimierten Abfluss- und 
Wasserstandsberechnung 
 • Modell zur Stauzielbildung und Abgleich mit der  
lokalen Regelung
Das Modell zur Datenerfassung und Vorhersage (Bild 
8a) enthält lesende und schreibende Blöcke zur Mess-
werterfassung und eine Übertragungsfunktion mit zeit-
licher Verschiebung und Offsetbestimmung bezüglich 
eines Referenzpegels. Die Abflussvorhersage soll auch 
dann weiterhin Werte liefern, wenn der Koordinator 
abgeschaltet werden muss oder ausfällt. Ein Grund 
hierfür ist die Initialisierungszeit, die sich auf einen Zeit-
abschnitt für die Abflussvorhersage und einen für die 
internen Berechnungen im Koordinator aufteilt und in 
der Folge zu lange dauert. So würden bei einer kurzen 
Unterbrechung des Koordinators Zeitfenster von mehr 
als 10 Stunden entstehen, da die Speicherregister inner-
halb der Modelle mit Messwerten bzw. Berechnungser-
gebnissen wieder gefüllt werden müssen, bevor eine 
erneute Sollwertvorgabe durch den Koordinator erfol-
gen kann. Das Modell zur Abflussvorhersage wurde 
daher als autarkes Simulink-Modell mit einer direkten 
Datenschnittstelle zum verbleibenden Koordinatormo-
dell aufgebaut.
Das Modell zur Berechnung eines idealen Abflusses 
(Bild 8a), ist in der Simulationsumgebung als separate 
skriptgesteuerte Anwendung (Präprocessor) realisiert 
worden. Vor einem Simulationslauf werden Datensätze 
für jede einzelne Stauhaltung generiert und abgespei-
chert. Diese stehen dem Koordinatormodell während 
der Simulation in Simulink als Eingangsdaten für weitere 
Berechnungen zur Verfügung. Für die Implementierung 
konnte diese Vorgehensweise nicht weiter verfolgt wer-
den, da im Onlinebetrieb zu jedem Zeitpunkt Datensät-
ze auflaufen und zyklisch ausgewertet werden müssen. 
Bei dem Versuch, das Modell zur Berechnung eines 
idealen Abflusses umzusetzen, ergaben sich Fehler bei 
der Codegenerierung mit dem RTW. Die (Regressions-) 
Bild 8: Modelle (a) und Module (b) des Koordinators
Figure 8: Models (a) and modules (b) of the coordinator
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Berechnung nutzt im Optimierungsalgorithmus zur Be-
rechnung von Abweichungen die Funktion lsqnonlin 
(nonlinear least Squares), die nicht auf einer SPS imple-
mentiert werden kann (RTW-Hilfe, Mathworks R2009b). 
Nach einer Analyse des hinterlegten Algorithmus’ wur-
de unter Simulink ein Modell mit entsprechender Funk-
tionalität aus Standard-Blockschaltbildern neu erstellt.
Das Bild 8 zeigt den Aufbau und die interne Daten-
kommunikation des gesamten Koordinatormodells. Als 
Schnittstelle wird das herstellerspezifische SVI (Stan-
dard Variable Interface) eingesetzt, das zwischen Client 
und Server unterscheidet und damit die Rangfolge der 
Abarbeitung von Zugriffen definiert. Die Berechnungs-
schritte im Koordinatormodell sind nicht einheitlich und 
erfolgen in einer Taktrate von einer Sekunde bis 15 Mi-
nuten. Um die Synchronität zwischen den einzelnen 
Rechenläufen zu gewährleisten, kommen sogenannte 
Rate Transition-Blöcke zum Einsatz. Dadurch werden 
Signale, die in Echtzeit auflaufen, für die weitere Be-
rechnung im 1 min oder 15 min-Takt aufbereitet und um-
gekehrt. Zur besseren Übersicht werden die verschie-
denen Taktzyklen unter Simulink für den Nutzer farblich 
gekennzeichnet.
Bei der Umsetzung auf eine SPS von Bachmann konn-
ten die Konfigurationseinstellungen aus dem Laborbe-
trieb übernommen werden. Bei der Codegenerierung 
mit dem RTW (M1-Target) werden die beiden Modelle, 
Koordinator und Vorhersage, als m-Module ausgespei-
chert. Durch die Festlegung der Datenschnittstelle als 
Client und Server müssen die Module entsprechend 
dieser Reihenfolge auf der SPS abgelegt und gestar-
tet werden. Dies ist grafisch in Bild 8b durch die zwei 
Module auf der SPS dargestellt. Die Kommunikation mit 
den unterhalb des Koordinators liegenden Steuerungen 
von Siemens ist über eine echtzeitfähige Anbindung 
mittels ProfiNet (RT) realisiert. In Bild 9 ist die Datenkom-
munikation zwischen Koordinator und lokalen Reglern 
dargestellt. Die Vernetzung über das ProfiNet-Netzwerk 
wurde von einer externen Firma nach Vorgaben eines 
Signalplanes zur Datenkommunikation aufgestellt und 
in der SPS hinterlegt. Die Schnittstelle ProfiNet nutzt 
im Unterschied zu ProfiBus den Datenaustausch über 
Netzwerkkabel. In einem Netzwerk-Protokoll werden 
die Austauschvariablen und deren Wertebereiche für 
die Übertragung definiert. Dadurch sind Hardwarekom-
ponenten von unterschiedlichen Anbietern störungs-
frei über weite Strecken anzubinden. Bei Ausfall des 
Koordinators entfallen die optimierten Vorgaben aus 
der koordinierten Bewirtschaftung und die lokalen Reg-
ler führen das Stauziel nach den Zufluss- und Wasser-
standsinformationen der jeweiligen Stauhaltung weiter.
Die Entwicklung des Koordinators ist auf einer Bach-
mann SPS (MX 213) an der Staustufe Trier implementiert 
und läuft stabil im Testbetrieb. Sollwertänderungen, die 
vom Koordinator für die lokalen Regler ermittelt wur-
den, konnten bisher allerdings noch nicht umgesetzt 
werden, da hierfür noch eine Abflussmesseinrichtung 
am Pegel Perl in Betrieb genommen werden muss. 
6 Weiterentwicklung der automa-
tischen Codegenerierung 
Further development of automatic 
code generation
Mit dem Einsatz der automatischen Codegenerierung 
bei der Implementierung konnte eine Vorgehensweise 
aufgezeigt werden, die aus einem Systemmodell he-
raus ausführbare Programme für PC-Systeme und eine 
SPS von Bachmann generiert. Einschränkungen beste-
hen zum einen durch den eingesetzten Codegenerator 
(RTW), zum anderen durch die SPS-Hersteller, die zu ih-
rer Hardware eigene Programmierwerkzeuge zur Ver-
fügung stellen müssen. Durch den vermehrten Einsatz 
des Model-Based Design in der Entwicklung und gleich-
zeitiger Steigerung der Rechenleistung einer SPS wer-
den die Anwendungen, die auf diesen Systemen laufen, 
immer komplexer. Die Durchsicht des erstellten Codes 
nach Fehlern (Code-Review) zur Qualitätsverbesserung 
Bild 9: Projektbeispiel Koordinator, Datenkommunikation 
und Aufbau
Figure 9: Project example of coordinator, data communica-
tions and structure
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oder aus sicherheitstechnischen Gründen wird zuneh-
mend zeitintensiver und führt zu zusätzlichen Kosten.
In der WSV werden weitestgehend speicherprogram-
mierbare Steuerungen der Firma Siemens eingesetzt. 
Allerdings wurden diese Steuerungen, aber auch die 
anderer SPS-Hersteller, wie Beckhoff oder B&R, bisher 
nicht bei der automatischen Codegenerierung unter-
stützt. Seit dem Jahr 2011 ist jedoch die Anzahl an ver-
fügbaren Herstellern durch einen neuen Codegenerator 
(Simulink PLC Coder) erweitert worden. Die Vorgehens-
weise bei der Codegenerierung ist hier allgemeiner 
gehalten als die oben beschriebene Lösung von Bach-
mann. Beim Simulink PLC Coder wird als Austauschfor-
mat für alle Plattformen strukturierter Text (ST) einge-
setzt. ST ist eine Hochsprache bei der Programmierung 
einer SPS und wird von den Herstellern schon länger in 
Editoren wie z. B. Step7 (SCL) oder CoDeSys eingesetzt. 
Der Sprachumfang von ST ist in der Norm IEC 61131-3 als 
eine von fünf Programmiersprachen festgelegt. Model-
le in Simulink werden entsprechend dieser Vorgaben 
zu ST codegeneriert. Da der strukturierte Aufbau in ST 
vorgeschrieben ist, wird die Fehleranfälligkeit bei der 
Umsetzung reduziert. Der generierte Code in ST muss 
jedoch in einem Zwischenschritt in die Entwicklungsum-
gebung des Hardwareherstellers eingeladen werden 
und kann erst dann in der SPS implementiert werden. 
Ein direkter Zugriff aus der Simulationsumgebung auf 
die Zielplattform und damit auf den generierten Code 
(wie durch das M1-Target) ist nicht möglich.
Einen anderen Weg der Codegenerierung beschreibt 
Bayrak et al. (2007): Dieser Codegenerator setzt auf die 
Programmiersprache CFC (Continous Function Chart) 
auf, die bisher in keiner Norm definiert ist, jedoch weit 
verbreitet ist. Die Modelldatei eines Simulink-Modells 
(*.mdl) wird in den Codegenerator geladen, analysiert 
und in ein spezielles XML-Format (Extensible Markup 
Language, lesbare ASCII Datei) konvertiert. Dabei bleibt 
die Information zur Modellstruktur und die grafisch kor-
Bild 10: CFC-Codegenerator: Ablaufplan der Codegenerierung
Figure 10: CFC code generator: flow chart of code generation
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rekte Abbildung und Positionierung des zu Grunde lie-
genden Systemmodells weitestgehend erhalten. Die im 
Modell verwendeten Simulink Blockdiagramme werden 
in entsprechende CFC-Funktionsbausteine transfor-
miert. Zusätzlich können SPS-eigene (Funktions-) Bau-
steine in einer anwenderspezifischen Bibliothek unter 
Simulink eingebunden werden. Ein wesentlicher Vorteil 
liegt in der Lesbarkeit des generierten Codes, da die 
Fehlersuche innerhalb eines textuellen Codes mit zu-
nehmender Codelänge und Vielschichtigkeit schwie-
riger wird. Die Analyse einer grafischen Struktur in CFC, 
in der hauptsächlich Parameter zu festgelegten Funk-
tionsblöcken verändert werden müssen, hat hier Vor-
teile. In Bild 10 ist der Ablaufplan für den Codegenerator 
nach Bayrak und Vogel-Heuser dargestellt. An obers ter 
Stelle ist ein einfaches Simulink-Modell dargestellt, in 
der Mitte der Prozess der Transformierung eines Simu-
link Blockschaltbildes (RS FlipFlop) zu einem Siemens 
S7 Baustein und zuletzt das Ergebnis der Codegene-
rierung in der Struktur des Prozessleitsystems Simatic 
PCS 7 von Siemens. Der Codegenerator ist in einem 
Forschungsvorhaben entstanden und befindet sich zur-
zeit noch in der Testphase.
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