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Abstract: IMS Learning Designs provide a
specification for the activities undertaken by
learners within an environment; currently the
definition of the environment is typically a set of
web resources and files, with the potential to add
two basic types of tool: conferencing and mail. In
this paper we describe our initial findings on using
a lightweight approach to the addition of small
applications (‘widgets’) to the palette of options
available for Learning Design environments.
Introduction
IMS Learning Design is a specification aimed at supporting a wide range of
pedagogical scenarios, whereby a teacher or designer specifies a set of activities and the
environment in which they take place. The environment involves content, such as web
pages and documents, but also what the specification calls services. Services are intended
to designate interactive tools in an environment that support a particular activity.
At the time the specification was developed it was imagined that such services would
be provided as part of a single integrated system that ‘ran’ the learning design. For
example, a Learning Management System with an integrated forum and chat system.
However, the emerging concepts of distributed eLearning systems, such as personal
learning environments[1] suggest that instead the services supporting an activity may be
relatively autonomous small applications. Also, the range of services defined within the
specification is very limited and would benefit from being extended to support a much
more diverse set of tools.
Two possible architectures can be envisaged that allow for the use of a richer, less
closely bound toolset. Firstly, there is the model of using a local framework for the
instantiation of tools within a managed environment. Second, there is the use of a wider
framework to incorporate tools distributed across the web.
Local tool frameworks
The LAMS [2] system offers a much richer tool environment than conventional
Learning Design-compliant systems. This uses standard Java deployment conventions to
Author
provision the tools in the environment, and a local API to integrate the tools with the
runtime behaviours and also the authoring environment as a single system.
Widget engines such as Apple Dashboard[3], Windows Vista Sidebar[4], and Yahoo!
Widgets[5] employ a similar approach with a tool packaging format, local API, and a
deployment environment. These technologies are the focus of new standardisation efforts
by the World Wide Web Consortium[6].
Advantages of local frameworks:
• Conventions make it easier to develop new tools
• Consistent deployment and management for administrators
• Obviate the need for an identity framework – tools are able to use the local security
context to acquire any user information which policy allows
• Tools tend to be smaller and focussed on a single purpose rather than larger with lots
of overlapping features, making them easier to fit to role within a learning design
activity
Disadvantages:
• Tools must be deployed and managed in a single location
• Tools tend to be restricted to a particular programming language; in the case of
LAMS this is Java; in widget engines it tends to be JavaScript
• Tools are generally limited in size and complexity; usually this is a benefit but can be
a disadvantage where complex functionality is needed
Remote tool frameworks
Remote tool frameworks are very much dependent on the identity architecture that
enables tools to obtain information about users and launch context across the network in a
manner that respects privacy concerns and does not expose the system to unauthorized
snooping. Currently, Shibboleth[7] provides one such framework, as does OpenID.
Overall, the authors have so far not identified an existing working system, although
several developments are underway, such as the IMS Learning Tools Interoperability
specification [8].
Advantages of remote frameworks:
• Tools can be developed using any programming language
• Tools can be much larger than a simple “widget”
Disadvantages:
• Distributed security and privacy issues need to be tackled
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• Tools will generally need to be larger and more complex, as fewer concerns are
delegated to the framework
• Tools will tend to offer more features, but by doing so create issues of overlapping
functionality, making them less easily repurposed within learning designs
Given this state-of-the-art, the authors decided to investigate the use of the widget
engine approach for learning design tools.
Widgets
Widgets can be described as a type of single-purpose application, which rather than
operate in a completely standalone fashion instead is deployed within a framework that
handles basic functions and services. Today, there are two distinct types of “Widgets” in
common usage.
Widgets on the desktop
The term “widget” for this type of application was initially used in relation to the
Konfabulator platform for Mac OS X and Windows operating systems, originally
conceived by Arlo Rose  in 1998 and released in 2003 [9]. Konfabulator provided a layer
within which lightweight applications could float over the users desktop. Unlike
traditional applications, Konfabulator “Widgets” were very easy to write, having more in
common with “skins” over Internet services than full desktop applications, and a very
large base of third-party widgets quickly sprang up. Typical widgets included News
aggregators, clocks, calculators, calendars, desktop notes and weather forecasts (see
Figure 1).
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Figure 1. Typical Widgets,
In 2005 Yahoo! acquired Konfabulator. Around the same time, Apple released
Dashboard, a Widget engine built into Mac OS X [3]. Microsoft in 2007 released
SideBar, a Widget engine for Windows Vista [4].
Each of these Widget platforms had certain common features;
• Widgets typically have a user interface defined using HTML and CSS, just like a
web page (Yahoo! Widgets uses a proprietary XML format very similar to HTML)
• Widgets have business logic written in JavaScript
• Widgets are packaged with a metadata manifest that describes how they should be
instantiated by the Widget engine
• The Widget engine offers an Application Programming Interface (API) for enabling
Widgets to store and retrieve user preferences, make use of network facilities and, in
some cases, operating system facilities such as the command shell [10]
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• The Widget engine renders Widgets and handles Widget interactions, typically as a
layer associated with the user desktop
These characteristics make developing Widgets relatively simple for the developer,
and a very large number of Widgets have been developed. At the time of writing, 2960
different Widgets have been written for Apple Dashboard [11].
As the number of Widget engines has increased, interoperability of Widgets across
different engines has emerged as a problem; for example, Widgets written for Apple
Dashboard will not work on Windows SideBar as the two Widget engines use very
different APIs for accessing the framework. In response to this, the World Wide Web
Consortium (W3C) began work on a standard for Widgets. At the time of writing an
initial requirements draft has been produced [12] which sets out the general direction of
the group, and in particular identifies aspects of Widgets that might be standardised:
• The packaging format used to encapsulate and distribute Widgets
• The media type used for Widgets
• The structure of the manifest used to describe Widgets
• The scripting interface (API) used by Widgets to communicate with the Widget
engine
Web widgets
While Widgets on the desktop have attracted the most attention initially, there has
also been a parallel development of Widgets for the web. Typically this means small
chunks of web functionality that have the facility to be embedded in other web
applications; for example, adding an instant messaging tool to a weblog to enable live
interaction with visitors. As with desktop Widgets, a number of Widget engines have
emerged to provide a platform for multiple Widgets to be coordinated; these include
Netvibes [13] and PageFlakes [14], and just like their Desktop counterparts offer an API
for interacting with the framework (see Figure 2.)
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Figure 2. Netvibes, a Web widget engine.
Overall the development of Widgets on both the desktop and the web has been part of
a trend towards the convergence of web and desktop application architecture.
Collaboration widgets
Desktop Widgets and their supporting engines have been developed in response to the
need from users to access discrete chunks of functionality in a simple and fun way, but
exclusively from a single-user viewpoint. While there are “chat” widgets, these operate
by providing a façade onto a complete desktop communication tool such as iChat [15].
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Widget engines are very much personal rather than shared infrastructure, and there are no
mechanisms to share a dashboard or a sidebar amongst users.
Web Widgets have followed largely the same route, however the Widget context –
whether engines like PageFlakes or individual blogs – is a public space, and so there is
more scope for collaboration. A number of collaboration widgets to be developed, such
as the chat tools Gabbly [16] and 3Bubbles [17].
Widgets and Learning Designs
Widgets have a number of properties that make them of interest in extending
Learning Design. First, the large number of existing Widgets and their ease of
development offer a potentially effective way to enrich a Learning Design platform with
new functionality. Second, while there are relatively few collaborative Widgets today, a
Learning Design framework offers a context where such Widgets may be usefully
developed. Finally, Widgets provide a very attractive and interactive user interface that
could improve engagement with Learning Design-based systems. The authors feel that
Widgets offer an interesting new take on adding interactive features to learning designs,
and one which could be implemented in a relatively straightforward fashion building on
existing tools and conventions.
Proposed architecture
The approach investigated by the authors uses a Widget engine (the Widget Server)
as an add-on to an existing Learning Design runtime system, in this case the CopperCore
engine [18] combined with the SleD rendering layer [19]. The Widget Server, like a
desktop or web Widget engine, offers a scripting API for widgets, and is responsible for
instantiating Widgets required by users within the presentation context (See Figure 3.)
The overall design follows the initial work of the W3C Widgets specification
combined with aspects of the Apple Dashboard Widget API, but is applied within a web
context rather than a desktop context. This has some particular implications for the
design, as described later in this section.
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Figure 3. Overview of the architecture
Widget Invocation
The flow of events begins with the rendering by SleD of an environment for a user.
SleD invokes the CopperCore Service Integration component to obtain the rendering of
the environment. In addition to the existing handlers, a special WidgetHandler is included
that is responsible for handling Services of the “Widget” type. This handler invokes the
Widget Service and requests a new Widget instance URL from the engine that can be
loaded into an iFrame by SLeD. The URL contains launch context information in the
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form of an opaque hashcode, and an API key that identifies the Widget when it calls the
API.
Note that, unlike in LAMS, where tools are explicitly defined within the learning
design during authoring, in this architecture the designer only needs to indicate the types
of Widgets needed within parts of a design using an extension to the Learning Design
Environment construct, similar to the existing “service” element. The actual Widget
implementation used is dynamically determined when the design is run. Widgets obtain
their initial state via calls to the Widget API (q.v.), which can include requests for
particular learning design properties, which might include Widget-related settings. This
represents a "late binding" approach in contrast with the LAMS "early binding"
approach. 
Widget API
As the user interacts with the Widget in their browser, the Widget’s JavaScript logic
is able to interact with the Widget API, which is provided to the Widget as a JavaScript
library. This API offers a range of capabilities, including callback events for responding
to external events (e.g. the Widget being locked, or shared state updated by another user),
accessing and saving user preferences, shared states, and global properties.
Each of these capabilities is utilised by accessing the Widget JavaScript object. As all
interactions between a Widget and the Widget Service via the API are made using AJAX,
the architecture is entirely asynchronous. This means that Widgets must be constructed
using event callback handlers.
Installing Widgets
The Widget Server offers a facility for installing new Widgets so they are made
available for use in learning designs. This could make use of a number of import routines,
for example to enable the installation of Widgets that conform to the W3C Widget
Specification (when it becomes available) or in other conventional formats such as Apple
Dashboard Widgets, Windows SideBar Gadgets, and Yahoo! Widgets. These must be
categorized when registered with the server so that Widget requests from CCSI can be
matched with an appropriate Widget.
Widget Proxy Service
Modern browsers enforce a same origin policy [20] to prevent cross-site scripting
attacks taking place, whereby information within one browser context is communicated
to a different website without the user’s knowledge or permission. This has the side effect
of making calls from a Widget to a remote data source, such as an RSS feed, impossible.
To get around this restriction we place a server-side proxy within the same domain as the
Widget Server that Widgets can call instead. The proxy routes requests from valid
Widgets to remote sites and passes through their responses. This routing can be supported
with filtering rules such as blacklists and whitelists.
Locking and unlocking Widgets
One of the key differences between the proposed solution and the standard Widget
engines is the ability for a Widget to be locked. A locked Widget is no longer able to set
any preferences, shared data, or learning design properties. This is important when, for
example, a learning design involves a collaboration session where the outcomes are used
for assessment; the teacher needs to be able to freeze the content of the tool (e.g. chat,
discussion, whiteboard session) so that it can be used for the assessment activity. This is
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supported in the architecture at two points: within the Widget API, so that it can be
invoked from a Widget itself, and in the Widget Service, so that it can be invoked from
CCSI in response to evaluating the state of the learning design itself. In the latter case this
would most likely be where a Widget is locked after a user has completed the activity it is
involved in.
Security and privacy
The use of an opaque hashcode for contextualisation obviates any need for the
transmission of user information across the network; likewise the use of an iFrame for
placing the Widget within the browser prevents cross-site scripting attacks, and the
Widget Proxy Service enables the server administrator to prevent loading of remote
malicious code. By locking Widgets after their activities are completed, the possibility of
brute-force attacks on Widget instance hashes is also minimized. Overall the solution
seems to fit well with modern approaches to privacy and security.
Initial experiments and future work
Current implementation
Our initial work has focussed on testing individual aspects of the architecture, such as
the API callback methods, and server structure. Initial implementation work has begun
using a Java servlet for implementing the Widget Service with a number of test widgets
being developed including Chat, Voting, and Discussion Topics.
Additionally we will be trialling the use of existing Widgets from other engines, such
as Apple Dashboard, within the system to support learning designs. This opens up some
interesting possibilities; for example, adding Widgets such as unit conversion, RSS
aggregators, calculators, and searchable dictionaries to support learning activities.
Monitoring and intervention
One of the special requirements of Widgets within a learning design context is the
need to monitor both the individual shared state of multiple instances of a Widget within
a single context – for example, the progression within a simulator Widget, or the content
of a group chat. Linked to this is the requirement to support moderation and intervention,
such as inserting a hint, or deleting unpleasant contributions. Currently we envisage this
type of monitoring and intervention as occurring in one of two ways: either specifically
incorporated within a Widget, and activated using the method for requesting LD
properties (e.g. display the monitoring controls when the user’s role is teacher or
moderator), or directly through an interface onto the Widget Server itself. The latter is
much simpler in architectural terms, although the concept of a single user interface for
monitoring very different types of Widget activities may be difficult in practice.
Conclusions
While this work is still at an early stage we feel that there are many possibilities
offered by this approach that could enrich the capabilities of Learning Design systems.
The architecture being developed has been able to leverage much of the work of W3C in
its specification efforts, and also the implementations of Apple, Microsoft and others
provide a set of reusable conventions that have assisted in the development of the
framework. However, we have also identified from LAMS and other work the areas
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where the framework needs to go beyond the conventions of current widget engines to
offer the functionality required to support learning designs, such as collaboration,
monitoring, and intervention. We hope to demonstrate in the near future a complete
working system that uses single-user widgets developed for existing widget engines
alongside new collaborative widgets within a learning design environment.
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