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Les  noves   targetes  gràfiques,   imprescindibles  per  a  moure  els   jocs  més  actuals,   han 
passat a ser una de les parts més importants del hardware d'un ordinador. I també ho són 
de les consoles de videojocs d'última generació.  Aquesta és una evolució  molt  natural. 




de  càlcul  d'un  ordinador.  Per  aquesta   raó,   s'està   començant   també  a  buscar­lis  altres 
utilitats, no només la de la representació gràfica, com pot ser la realització de càlculs per a 
resoldre   problemes   científics   o   mèdics.   Fins   hi   tot   ja   s'utilitzen   per   a   construir 
supercomputadors.





Donat  aquesta   importància   creixent  que  ha  agafat   el   hardware  gràfic,   al   departament 
d'Arquitectura de Computadors de la UPC, s'ha creat un grup d'investigació  per al seu 
estudi   i   el   seguiment   de   la   seva  evolució.   Aquest   grup   ha   desenvolupat  ATTILA,   un 






























disposarà  de suport  de recollida de dades utilitzant  com a  interval  cada render 
block, una subdivisió  del  treball  de  la visualització  diferent a  les clàssiques que 





comparant   el   comportament   dels   jocs   entre   sí   i   destacant   els   aspectes  més 
rellevants observats.







• Estudi de l'API de Direct3D 9:  Direct3D 9 serà  l'API de la qual, mitjançant les 
crides a aquesta, s'extrauran la majoria de dades. Per aquesta raó caldrà realitzar 
un estudi d'aquesta per conèixer les seves característiques i limitacions.
• Estudi  de  l'API  de comptadors hardware d'NVIDIA:  Per  a  complementar   les 
dades   obtingudes   amb   les   crides   a   l'API   de   Direct3D   9   s'utilitzarà   l'API   de 
comptadors hardware d'NVIDIA per extreure la informació que no ens proporcioni 
Direct3D 9. Per això caldrà conèixer el que pot proporcionar i el seu funcionament.
• Estudi   d'eines   similars   ja   desenvolupades:  Consisteix   en   l'estudi   de   les 














• Anàlisi   i   disseny   del   visor   web   d'estadístiques:  Realitzar   l'anàlisi   de 
funcionalitats i el disseny dels diferents elements que composen el visor web de les 
estadístiques.




















Al   quart   capítol,   s'exposen   les  estadístiques  obtingudes  executant   les  diferents   traces 
sobre  el   reproductor   amb  el  mòdul  d'estadístiques   implementat   i   es   fa   un  anàlisi   del 
comportament dels jocs amb els resultats obtinguts.






A   l'últim   capítol,   s'enumera   la   bibliografia   que   s'ha  utilitzat   per   la   realització   d'aquest 
















ordinadors  personals,  que   tenien  dificultats  per  poder  moure  uns  quants  píxels  per   la 









jocs   cada   vegada   més   complexos,   les   ambicioses   necessitats   d'aquests   han   fet 







aquestes  API  que s'encarregui  de donar  un nivell  d'abstracció  més  alt.  Aquesta capa, 
s'anomena generalment motor gràfic 3D i s'encarrega de tota la gestió gràfica del joc.





l'API   gràfica   3D   i   s'encarrega   de   la   comunicació   amb   aquesta.   També   gestiona   les 
estructures de dades necessàries  i  aplica el  algorismes convenients  per  a  construir   la 
visualització de cadascun dels frames del joc.
Existeixen una gran quantitat de motors gràfics 3D en l'actualitat. Alguns són més avançats 
que   d'altres,   alguns   donen  més   flexibilitat   de   configuració,   altres   aconsegueixen   uns 




• CryEngine:  Motor   gràfic   desenvolupat   per   la   companyia   alemanya  Crytek.  És 
l'utilitzat   a   la   serie   de   jocs   Crysis   d'aquesta  mateixa   companyia   però   també 
l'utilitzen alguns jocs d'altres companyies com Ubisoft. La versió actual del motor és 
la 3 que serà utilitzada per primer cop al joc Crysis 2. Actualment és el principal 
referent  en el  món dels motors gràfics per el  seu nivell  d'innovació   i   la qualitat 
gràfica que obté.
• Unreal   Engine:  Motor   gràfic   desenvolupat   per   la   companyia   Americana   Epic 
Games. S'utilitza a la serie de jocs Unreal Tournament a més de molts altres jocs 
d'altres companyies. La versió actual del motor és la 3 tot i que la propera versió 
d'aquest,   la   4,  es   troba  ara  mateix   en  desenvolupament.  Es  un  motor   versàtil 
utilitzat en una gran diversitat de jocs.
• id Tech: Motor gràfics desenvolupat per la companyia Americana id Software. És 




































superfície   dels   models.   Modelar   determinades   superfícies   amb   molt   de   detall   pot 















Existeix   un   tipus   especial   de   textura   anomenat   render   target.   Els   render   targets   són 
textures que es construeixen durant  la generació  de  la visualització  del  frame. Aquests 
solen contenir estats intermedis de la visualització o informació que es dependent de la 












































































































va desenvolupar  un algorisme que aconseguia uns  resultats  molt  similars  al  d'ambient 
oclusion però  que era factible d'utilitzar en visualització  en temps real.  El va anomenar 












































del  material   amb   que   fabriquen   aquestes.   Això   provoca   que   apareguin   una   serie   de 
cercles, taques i rajos sobre la imatge final.
Tot   i   ser   un   efecte   no   desitjat   en   fotografia,   aporta   una   dosis   de   realisme   a   les 
visualitzacions 3D. Per això existeixen algorismes per a reproduir­lo. El més comú de tots 






És el que s'utilitza per obtenir   la imatge final a partir  de la textura amb major nivell  de 
precisió on s'ha dibuixat l'escena anteriorment. Per a fer la conversió cap a una textura de 
color  normal,  primer  es  calcula  la   lluminositat  de  l'escena.  Un cop se sap el  nivell  de 





L'ús de  targetes gràfiques 3D, que complementessin el   treball  realitzat  per  la CPU del 











OpenGL   és   un   API   gràfica   per   la 
representació de gràfics 3D en temps real. El 
seu   desenvolupament   el   va   començar 
l'empresa   californiana   Silicon   Graphics   al 
1992. Actualment  és el  Khronos Group, un 




el   desenvolupament   de   videojocs,   però   no   tant   àmpliament   com   la   seva   directa 
competidora, Direct3D.
La   versió  més   recent   d'OpenGL   és   la   versió   4.0.   Aquesta,   com   a   novetat   principal, 
incorpora   el   suport   necessari   per   utilitzar   el   tessel∙lador   que   incorporen   les   targetes 
gràfiques de més recent aparició al mercat.






Direct3D   és   l'altra   de   les   dues   principals 
APIs per a la representació de gràfics 3D en 




CAD.   Posteriorment,   a   l'any   1995, 








La versió  més   recent  de Direct3D és   la  11.  De  la  mateixa  forma que OpenGL 4.0,   la 
principal novetat que incorpora Direct3D 11 és tot el suport necessari per poder utilitzar el 
tessel∙lador que incorporen les noves targetes gràfiques.
L'especificació   inicial  de Direct3D és per al   llenguatge C++. Actualment  també  existeix 
suport per a altres llenguatges de Microsoft, com C# o Visual Basic. Tot i així, el nombre 
















desenvolupadors  de  videojocs  vagin  decidint  progressivament  utilitzar  aquestes  en  els 
seus nous desenvolupaments. De totes formes, el poc temps que porta al mercat Direct3D 





























L'objecte  que normalment  es  crea   inicialment  al   implementar  una aplicació  que  utilitzi 
Direct3D 9 és l'IDirect3D9. Un cop creat, aquests s'utilitza per obtenir el Device. El Device 


























































9  és   la  3.  Aquesta  versió   té   com a  principal  novetat   respecte   l'anterior,   la  possibilitat 


































memòria  de   la   targeta  gràfica   i   per  a  maximitzar   l'ample  de  banda  de   lectura 
d'aquesta,   ja   que   les   textures   comprimides,   al   ocupar   menys   espai   no   en 
requereixen de tant.


















Direct3D  pot   construir   automàticament  els  mipmaps  d'una   textura  o   també   existeix   la 









































que  permet  assignar  Direct3D  9  és  de  4  al  mateix   temps.   La  utilitat   que   té   aquesta 
característica és la de poder escriure coses diferents als diferents render targets amb un 
mateix   proces  de  dibuixat.  Per   exemple,   en  un   render   target   es   va  escrivint   el   color 
resultant obtingut del proces de visualització i en un altre es van escrivint les profunditats 


































































































































































































I   ara  es   començaria  a   dibuixar  el   següent   frame.   I   així   indefinidament   fins   que   sigui 
necessari per l'aplicació.
 2.3  El hardware d'acceleració 3D: Les GPUs






























La  rasterització  és   l'algorisme de  visualització  3D utilitzat  a   les  GPUs.  L'algorisme de 
rasterització consisteix a projectar els triangles que formen la malla de triangles del model 































Ray   tracing,   al   utilitzar   il∙luminació   global,   al   contrari   que   la   rasterització   que   utilitza 







alguns  objectes  poden  existir   aproximacions   a   formes  que   facin  més   fàcil   calcular   la 
intersecció,  per a  la majoria  la  intersecció  s'ha de calcular calculant  la  intersecció  amb 
cadascun dels triangles del model. Després, si l'objecte reflecteix o refracta la llum, s'han 
de   tornar  a   calcular   les   interseccions.   I   finalment,   quan  és  un  objecte  opac,   tornar  a 
calcular les interseccions tantes vegades com fonts de llum hi hagi a l'escena.
Potser en un futur serà factible realitzar ray tracing en temps real. Fins hi tot actualment hi 
ha  una  empresa  que  ha  desenvolupat  una   targeta  acceleradora  que  es   troba  a  prop 
d'aconseguir­ho. Però potser no valdrà  la pena. Actualment amb la rasterització  i  altres 
tècniques complementaries, com les que s'ha explicat anteriorment, s'aconsegueixen molt 
bons resultats. I tot i que les reflexions amb ray tracing són molt més realistes que les que 
s'aconsegueixen  amb  les  altres   tècniques   i   la   rasterització,   amb  les   ombres  passa  el 
contrari, els shadow maps ens ofereixen ombres més realistes que el ray tracing classic. 
Clar que el ray tracing també es pot estendre amb altres tècniques fins arribar a un nivell 

























































per eliminar­los  tots, però  el  hierarchical z  ja ofereix una primera selecció  per  reduir  el 
treball a realitzar.
Rasterizer










































que   fa   l'aplicació   dels   recursos  de   la  GPU.  Pot   resultar  molt  útil   per   a  descobrir   els 






problema que  té  és que s'ha de modificar   l'aplicació  per   inserir   les crides a  l'API dels 
comptadors. La segona forma és obtenint les dades a través d'un altra aplicació que sigui 
la que s'encarregui  de realitzar   les crides a  l'API de comptadors.  Normalment aquesta 
aplicació   s'encarrega   d'executar   l'aplicació   que   es   vol   analitzar   i   un   cop   ha   acabat 









de   crides.  D'aquestes  crides  a   funcions,  unes   serveixen  per   configurar   quins   són  els 
comptadors   que   es   volen   llegir   i   altres   serveixen   per   llegir   el   valor   d'un   comptador 
determinat passat com a paràmetre.
Per a poder accedir als comptadors hardware de la targeta, a més a més de tenir instal∙lat 
l'NVIDIA  PerfSDK,   també   es   necessita   tenir   instal∙lat   el   driver   instrumentalitzat   de   la 



















desenvolupadors d'aplicacions que utilitzin Direct3D,  també  són d'utilitat  per  al  projecte 




que   utilitzin   aquesta   API   i   desar­les   en   un   fitxer.   Aquestes   traces   contenen   tota   la 
informació necessària per a tornar a reproduir la seqüència de crides que ha fet l'aplicació i 
52
poder   tornar   a   visualitzar  el   dibuixat   per  aquesta.  Això   inclou   totes   les   crides  a   l'API 
necessàries i totes les estructures de dades que utilitzin aquestes.

























NVIDIA   PerfHUD   és   un   eina   d'NVIDIA   que   ens   permet   obtenir   informació   d'una 






























mostra   els   resultats   obtinguts.   Això   serveix   per   ajudar   a   detectar   els   colls   d'ampolla 
d'aquesta i poder solucionar­los.
 2.5  El projecte ATTILA: Un simulador d'una GPU
El   projecte   ATTILA   és   un   projecte   d'investigació   del   Departament   d'Arquitectura   de 
Computadors que té com a objectiu desenvolupar un simulador d'una targeta gràfica 3D 
d'última generació. A continuació es descriurà l'arquitectura d'aquest simulador i s'explicarà 







d'ATTILA.  Per   aquesta   raó,   en   aquesta   secció   només   s'explica   el  model   de   shaders 
unificat.





























el   color   actual  de   la  posició   al   buffer   de   color   on   s'ha  d'escriure   el   color  del 




























El  driver   d'ATTILA  és   l'encarregat   d'enviar   les   comandes  al   simulador   o   al   emulador. 
L'arquitectura del driver d'ATTILA està dissenyada amb la finalitat de suportar una gran 
varietat d'APIs 3D en l'arquitectura ATTILA. Amb aquesta finalitat, la capa ACD (ATTILA 
Common   Driver)   suposa   una   capa   amigable   d'abstracció   del   hardware   per   a   poder 

































S'utilitza   per   obtenir   informació   extra   la   composició   de   l'escena   imprescindible   per   a 
l'execució d'aquest algorismes.




que   s'emmagatzema   a   cadascuna   de   les   posicions   que   té   aquesta,   si   no   que   pot 
emmagatzemar qualsevol informació, com pot ser un valor de profunditat, per exemple. Un 
cop emplenat el render target, llavors pot ser utilitzat com qualsevol textura normal.
El   dos  algorismes  multipassada  més   comunament  utilitzats   són  el   shadow  mapping   i 








































reproductor   de   traces   Direct3D   9   l'única   interfície   que   proporciona   és   la   finestra   on 
visualitza la traça que prèviament s'ha passat com a paràmetre. Per no modificar aquesta, 
s'ha decidit que sempre es trauran totes les dades de la traça. De totes formes, dins del 























De   fitxers   d'estadístiques   per   frame   només   n'hi   ha   un,   en   el   que   s'hi   guarden   les 
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dependències  entre   sí.  Per  dibuixar   sobre  alguns   render   targets,  es  necessiten  altres 





indicar  quin és el  grau de paral∙lelisme a  l'hora de construir   la visualització  del   frame. 
Aquesta informació pot ser molt útil en un futur, quan els sistemes amb múltiples GPUs 
comencin a imposar­se.










Al  quart   apartat  del   segon  capítol   d'aquesta  memòria,  s'han  descrit   un  seguit  d'eines 
d'anàlisi  del  comportament  d'aplicacions  3D  ja  existents.  Aquestes  eren Microsoft  PIX, 
NVIDIA PerfHUD i GPU PerfStudio. Aquestes eines també són capces de proporcionar 
estadístiques sobre el proces de visualització que realitzen els jocs 3D, però també tenen 
certes  mancances.  Per  aquesta   raó  s'ha  decidit   implementar  un  mòdul  que  reculli   les 
estadístiques al reproductor de traces Direct3D 9 d'ATTILA en comptes de fer­les servir 




















A   continuació   es   mostra   el   diagrama   UML   de   les   classes   que   formen   el   mòdul 
d'estadístiques. Posteriorment es realitzarà una descripció de cadascuna d'aquestes.
 3.3.1  D3D9Stats





estructures   de   dades   també   utilitzades   per   totes.   D'aquestes   destaca   la   classe 
encarregada   d'emmagatzemar   totes   les   dades   que   es   van   recollint,   anomenada 






reproducció  de  la  traça,  les dades que ha estat  emmagatzemant,   les desa en el   fitxer 
corresponent a les dades de tota la traça.


















crides   als   seus   mètodes   i   les   emmagatzema   al   seva   instància   del   objecte 




D3D9RBlockStats   és   una   de   les   especialitzacions   de   la   classe   D3D9Stats.   És 
l'encarregada  de   recollir   les  dades  que  proporciona   la   traça a  nivell   de   render  block. 
Aquestes dades recollides són emmagatzemades en un objecte   D3D9StatsCollector. Un 
cop   finalitzat   el   treball   sobre   un   render   block,   s'encarrega   de   desar   les   dades 
corresponents a aquest al fitxer que guarda les dels render blocks del frame actual.
Aquesta classe rep les dades que li passa la classe D3D9FrameStats quan aquesta fa les 








Aquesta   classe   rep   les   dades   també   de   la   classe   D3D9FrameStats,   com   ho   fa 





d'administrar   un   dels   intervals   conté   una   instància   d'aquesta   classe,   que   és   on 









La   classe   D3D9StatsCollector   conté   una   instància   d'aquesta   i   la   utilitza   per   anar 








La   classe   D3D9StatsCollector   conté   una   instància   d'aquesta   i   la   utilitza   per   anar 








La   classe   D3D9StatsCollector   conté   una   instància   d'aquesta   i   la   utilitza   per   anar 
emmagatzemant   les  dades  referents  als   render   targets  que cadascuna de  les  classes 
encarregades de controlar els diferents intervals s'encarrega de passar­li.
La classe D3D9State utilitza instàncies d'aquesta classe per emmagatzemar la informació 
referent  a  cadascun dels   render   targets  que s'han creat  a  la  traça, d'aquesta manera, 
disposar de forma immediata d'aquesta informació per quan sigui necessària.
 3.3.10  D3D9State
D3D9State  és   la  classe que   té   la   funció  de  guardar   la  part  de   l'estat  actual  de   l'API 
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Direct3D 9 que és necessària conèixer per a recollir les dades. Conté informació referent a 
tots els shaders,  textures  i  render targets creats durant  el proces de reproducció  de  la 





En aquest  apartat  es  descriuran  els  que  han estat  els  detalls  més  destacables  de   la 
implementació   del   mòdul   d'estadístiques.   Aquest   ha   estat   implementat   utilitzant   el 
llenguatge   de   programació   C++.   La   principal   raó   és   per   que   és   el   llenguatge   de 
programació amb el que està implementat el reproductor de traces de Direct3D 9 d'ATTILA. 

















L'existència   d'aquest   sistema   d'inserir   codi   al   reproductor   de   traces   ha   estat   un 
descobriment que ha facilitat molt la feina a realitzar en aquest sentit. De fet l'objectiu que 





























Microsoft,   amb   l'API   Direct3D   9,   també   ofereix   un   mecanisme   per   accedir   a   certa 
informació que manega directament la targeta gràfica. Aquest és el mecanisme de queries.
De   totes   les   queries   que   proporciona   Direct3D   9,   la   única   que   proporciona   dades 
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de  draw,  per  a  dibuixar  el  batch,  a  Direct3D 9,  s'activa  la  query  d'occlusion.  Després 
s'executa la funció de draw i quan aquesta acaba, es recull el valor de la query. Aquest 
























primera   és   que   el   joc   estigui   protegit   contra   aquest.   Existeix   la   possibilitat   a   l'hora 
d'implementar   l'aplicació  de dir  que no es vol  que es puguin extreure traces d'aquesta 
utilitzant  PIX. La raó  d'aquesta opció  és únicament que no es vol que altres persones 
coneguin el funcionament de l'aplicació. Llavors poca cosa s'hi pot fer al respecte. De totes 
maneres,   la   majoria   de   jocs   que   s'ha   provat   d'obtenir   una   traça   estaven   totalment 
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desprotegits, cosa que resulta força sorprenent.
L'altra   raó  per   la  qual  PIX no ha estat  capaç  d'extreure una  traça d'algun  joc  és  que 
l'execució del joc amb PIX ha provocat errors en aquest que ho han fet impossible. Això pot 
ser degut per la inserció de la capa de codi que utilitza PIX per obtenir les crides que es 













Un altre  criteri  de selecció  ha  estat  el   tipus  de  joc.  S'ha  intentat  que no  tots  els   jocs 
analitzats fossin del mateix tipus. De totes formes, aquest criteri és el que menys pes ha 
tingut en aquest proces. Finalment, tots els jocs seleccionats s'engloben en els dos tipus 
de  jocs 3D més populars, els first­person shooter  i  els  jocs de carreres. A continuació 
s'explica breument cadascun d'aquest dos tipus:
• first­person   shooter:  són   jocs   en   el   que   es   simula   que   el   jugador   és   el 
protagonista situant la visió del joc tal com la veuria el jugador si això fos real. Pel 












































































que sigui el mateix motor el  dels dos  jocs,  la versió  que utilitza Crysis Warhead conté 
millores respecte la de Crysis.
Half­Life 2 és un dels jocs amb més fama de tots els temps. Ha guanyat una gran quantitat  








els   motors   d'aquest   dos   jocs   actuals   implementen   una   gran   quantitat   d'efectes   per 
incrementar el realisme de les imatges, destacant respecte als jocs de genere first­person 
shooter,   l'algorisme   multipassada   per   crear   les   reflexions   que   es   produeixen   a   la 
carrosseria dels cotxes.
Unreal Tournament 3 utilitza el motor gràfic 3D Unreal Engine 3. Aquest motor, que és un 









segons  la  tècnica utilitzada per obtenir   les dades.  Aquestes són  les dades obtingudes 
mitjançant l'API de Direct3D 9, les dades obtingudes mitjançant comptadors hardware, les 











































Tipus de filtrat Número de cadascun dels diferents   tipus de  filtrat  que es  realitzen a 
l'hora d'aplicar les textures.
Texture Size Mida de les textures utilitzades.

























d'etapes del pipeline gràfic,  no permeten mesurar el comportament ni  el   flux de dades 
dinàmic complet del pipeline. Per exemple, encara que de les crides a l'API es pot extreure 
el  número de primitives que s'envien a dibuixar, no se sap quina proporció  d'aquestes 


















































































HL2 184000 2500000 13,59 7000000 91000000 13
L4D 389000 12700000 32,65 15750000 423000000 26,86
CRY 1900000 25000000 13,16 55200000 1738000000 31,49
CWH 2400000 44700000 18,63 101350000 2916000000 28,77
BRT 600000 10000000 16,67 16800000 2000000000 119,05
GRD 950000 11000000 11,58 38000000 711000000 18,71
UT3 1300000 10800000 8,31 21500000 370000000 17,21













per  frame  i  la mitjana d'instruccions de vertex shader executades per vèrtex de tota  la 
traça, respectivament. Amb la mitjana d'instruccions de vertex shader executades es pot 
veure quina és la carrega de treball que fan els jocs al vertex shader. D'aquests també cal 
destacar   els   dos   jocs  anteriors.  Pel   que   fa   als   jocs  que   utilitzen  una   versió   diferent, 































































Vectorials Escalars Especials Especials D3D9 Textura
el color, i els resultats que es calculen també ho són, ja que normalment al vertex shader 














executats   pels   jocs.   S'ha   utilitzat   la  mateixa   classificació   d'instruccions   feta   servir   al 
subapartat anterior.
El   grup   d'instruccions   que   domina,   com   en   els   vertex   shaders,   són   les   instruccions 
vectorials.  Per   la  mateixa   raó,   els  operants   són  vectors  amb  la  posició,   el   color   o   la 
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instruccions de càlcul   i  d'aquesta manera permeten que es puguin  realitzar  algorismes 
molts més complexos.
D'altra   banda,   relacionant   aquest   resultats   amb   els   de   la   columna   de   la   mitjana 
d'instruccions de pixel shader executades per fragment de la primera taula analitzada, es 













































jocs.   Les   textures   amb   formats   comprimits   s'han   contat   en   un   grup   a   part,   ja   que 
emmagatzemen més informació que les altres en el mateix espai.
La majoria  de  jocs  analitzats  utilitzen quasi  en  la  seva  totalitat   textures  comprimides  i 
textures de 32 bits. De fet són les textures comprimides les que predominen clarament 
sobre  tota  la   resta.  Els   tipus  de   textura comprimits,   tot   i  utilitzar  una compressió  amb 
pèrdua,   són   els   més   utilitzats   ja   que   redueixen   considerablement   l'ample   de   banda 
necessari per a la transferència de dades des de la memòria a la GPU i també ocupen 
menys espai que els tipus descomprimits.







té   sentit,   ja   que   la   forma   més   comuna   d'emmagatzemar   un   color   és   amb   quatre 
components de 8 bits cadascuna. Després d'aquest, els següents formats més utilitzats 
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HL2 36 72 55 65 85 69,29% 1,47%
L4D 33 71 158 64 204 62,11% 17,79%
CRY 70 200 178 32 307 61,50% 6,49%
CWH 65 383 339 40 626 47,28% 20,49%
BRT 199 168 168 25 284 58,90% 21,99%
GRD 62 170 137 30 412 59,12% 9,46%
UT3 34 75 570 39 384 65,66% 0,00%























selecció  que quins  són els  atributs  que es  necessiten en cada moment   i  que sempre 
s'estiguin passant tots els atributs dels vèrtexs, amb la important pèrdua d'ample de banda 
que això representa.
A   la   cinquena   columna   hi   ha   la  mida   en  megabytes   que   ocupen   totes   les   textures 
utilitzades pel joc durant l'execució de la traça. Aquí també es pot veure com el valor és 



















En  aquesta   secció   s'analitzaran   les   estadístiques   obtingudes   de   les   traces   dels   jocs 
seleccionats   en   l'àmbit   d'un   interval   de   frames   seleccionats   de   la   traça.   Aquestes 
proporcionen informació específica d'una visualització de l'escena en particular, un frame.
Les estadístiques a nivell de frame són útils per a realitzar comparacions entre diferents 





una petita  variació  en el  punt  de vista  de  l'escena,   ja  que d'un altra  manera no seria 
possible construir una animació fluida.
Les traces obtingudes dels jocs tenen cadascuna un nombre diferent de frames. Per a 
poder   realitzar  millor   les  comparacions  entre  jocs,  s'ha  decidit   fer  una selecció  de mil 
frames   de   cada   traça,   les   dades   dels   quals   seran   les   utilitzades   en   l'anàlisi.  Aquest 
subconjunt   de   frames   escollits   es   prou   nombrós   per   representar   una   selecció   prou 






























d'un   frame  a  un   altre.  En  aquest   cas  es   possible   que  petits   canvis   en  en   l'escenari 
comportin grans canvis en el proces de visualització. A més a més també sorprèn l'elevat 
nombre de crides que fa servir.
Pel   que   fa   a   la   resta   de   jocs,   tots  mantenen   un   comportament   similar,   alguns   amb 
variacions més pronunciades que altres en el número de crides.
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número  d'instruccions  dels   vertex  shaders   de   les   crides  extres   i   el   número  de  vèrtex 
processats a les crides extra no es gaire significatiu.
94







































































































































































normalment   hi   ha   una   part   que   són   descartats.   Els  motius   de   l'eliminació   d'aquests 
fragments   poden   ser   diversos,   van   des   de   l'eliminació   a   l'execució   del   propi   shader, 
mitjançant una instrucció especial, fins al descart per fallar en algun dels diferents test que 
hi ha després de l'execució del shader, per exemple el test d'alpha.








ús  del   alpha   test   i   d'altres   factors   que   fan  que  no   sigui   possible   realitzar   el   test   de 



























































































fragments dibuixats fragments no dibuixats
Processar vèrtexs que s'eliminen: Culling & Clipping
Les gràfiques anteriors mostren el percentatge de primitives no eliminades del   total  de 
primitives processades del frame.
De totes les primitives per les quals s'ha fet el treball de vertex shading per transformar les  





Com en   l'apartat   anterior,   els   vertex   shaders   executats   de   les   primitives   descartades 

































































































primitives no eliminades primitives eliminades
 4.3.3  Per render block
Fins ara, els dos tipus d'àmbits de captura de dades que s'han vist, donen informació a un 
nivell  més alt  que el  de  la construcció  de  l'escena. Les estadístiques a nivell  de traça 
donen informació sobre la totalitat de la traça i les estadístiques a nivell de frame donen 



















draw que utilitzen és   totalment   imprevisible   i  depèn d'altres   factors.  Canviar  de  render 
target és costós, així que normalment es farà tota la feina que es necessiti o que es pugui 






dependències   entre   els   diferents   render   blocks   d'un   frame.   A   continuació   s'utilitzarà 










A  continuació,  per  a  poder   il∙lustrar  millor   les  estadístiques situades  posteriorment,  es 
mostrarà el graf de dependències entre els render blocks del frame. Aquest graf el formen 
quatre   tipus  de  nodes  diferents.  Els   nodes   rodons   representen  els   render  blocks  que 
formen el frame. Els nodes quadrats també representen render blocks, però en aquest cas 
el   render   target  que  està   assignat  en  aquests   render  blocks  és  el   frame buffer.  Una 
dependència (aresta) entre nodes o render blocks ens informa que els canvis produïts (per 
un conjunt  de crides draw) en  la  render  target  assignada al   render block d'origen són 
requerits pel render block destí, ja sigui per que aquesta render target es llegeix com una 
textura o per que segueix com a render target assignat al render block destí.
Els  nodes   rectangulars,  de  color   verd   i   vermell,   indiquen  que  s'ha   fet  un  clear  per  a 
esborrar tot el contingut previ del render target assignat en aquell render block. Tenir en 
compte  els  clears  sobre  els   render   targets  és   important,   ja  que  aquests   trenquen  les 





































A   la   taula   anterior,   es   mostren   les   imatges   corresponents   als   render   blocks   més 
significatius.   Aquestes   imatges   han   estat   extretes   utilitzant   el   reproductor   de   traces 
Direct3D 9 també. Junt amb cadascuna de les imatges hi ha els nodes dels render blocks 
als que pertany i també quin és l'efecte pel que s'ha construït.










seguit   es   construeix   la   textura   que   contindrà   les   ombres   d'ambient   occlusion   (i8,   i9) 
utilitzant   la   textura   amb   les   profunditats   de   l'escena   acabada   de   construir.   Després, 
utilitzant els shadow maps que s'han construït i la textura amb informació del terreny, es 












A  continuació  es  comenten algunes de  les  estadístiques  obtingudes  per   render  block. 




A  la  gràfica  anterior  es  mostra  el   percentatge  dels  diferents   tipus  de   filtrat  utilitzats  a 
cadascun dels render blocks que comporten la creació de la visualització final del frame.
Amb aquesta gràfica es pot veure clarament quin és el comportament de cadascun dels 
algorismes   pel   que   fa   als   filtrats   utilitzats.   Per   exemple,   seguint   l'explicació   de   la 
construcció del frame es veu com l'escena es dibuixa una vegada per a la construcció d'un 
mapa de les profunditats (i6). En aquests cas, com no importa el color, els accessos a 
textura són per aconseguir altres tipus de dades. Per això  el   format predominant és el 
nearest. En canvi, quan es construeix per segona vegada, aquest cop per obtenir els color  
(i11),   s'utilitza  un  nombre  de   filtrats  de   textura  més  divers,  per  aconseguir  una  major 
suavitat en el color, i així més realisme.
Un altra fet a destacar és, en la construcció del tone mapping (i16­i21), l'ús majoritari del 
format   bilinear.   Per   a   obtenir   la   lluminositat   de   l'escena,   s'ha   de   fer   la   mitja   de   la  
lluminositat de tots els píxels que composen l'escena. El  format bilinear ja fa una mitja 






















































modificant­la una mica,  la  totalitat  dels  fragments que es processen es dibuixaran.  Per 
això,   en   la  meitat   final   dels   render  blocks   (i16­i37),   on  s'implementen  algorismes  que 
bàsicament  el  que   fa  es  utilitzar  copies  de   textures  modificant­les,  no  es  perd  un  sol 
fragment. A l'últim render block es perden alguns fragments degut a l'alpha test a l'hora de 
dibuixar les lletres.




















































menú   desplegable   que   conté   tots   els   tipus   d'estadístiques   disponibles.   Amb   aquest 
desplegable   es   selecciona   quin   tipus   d'estadística   es   vol   visualitzar   a   la   gràfica. 




aquest   botó,   s'afegeix   una   nova   gràfica   a   continuació.   Aquesta   gràfica   es   totalment 
independent de  la primera  i  també  disposa dels mateixos controls, el  desplegable i   les 
checkboxs,  que disposava  la  primera.  D'aquesta  manera  es  poden visualitzar  diversos 
tipus   d'estadístiques   al  mateix   temps   o   diversos   jocs   amb   la  mateixa   estadística   en 
diferents gràfiques. A la part superior dreta de cada gràfica hi ha un botó amb una creu. 
Aquest botó serveix per fer desaparèixer la gràfica corresponent. No es poden mostrar al 






client   i   la  part  del  servidor.  La part  del  client  és  l'encarregada de  rebre  les dades del 















canvi   a   alguna   de   les   gràfiques   que   s'estiguin   mostrant,   ja   sigui   seleccionant   o 
deseleccionant un  joc amb  les checkboxs o canviant  el   tipus d'estadística a visualitzar 





























































































Analista: 45€ per hora × 485 hores = 21825€
Programador: 35€ per hora × 310 hores = 10850€









Direct3D   9   d'ATTILA,   la   realització   d'un   petit   anàlisi   amb   els   resultats   obtinguts   i   la 
implementació d'un visor web per a les estadístiques.
Pel que fa al mòdul d'estadístiques, l'objectiu s'ha assolit completament. S'ha implementat 
el  mòdul   en   el   reproductor   de   traces  Direct3D   9,   aprofitant   les   facilitats   que   aquest 





























sobre   els   seus   vèrtexs   sigui   realitzat   inútilment.   Aquesta   ineficiència,   al   contrari   que 
l'overshading, s'ha detectat que va disminuint en els jocs més nous. Això és degut a que 
els   jocs  més  moderns   disposen   de  millors   algorismes   per   decidir   la   visibilitat   de   la 
geometria   a   l'escena   i   n'envien  menys   que   posteriorment   serà   descartada.  De   totes 
formes, el percentatge encara continua sent molt alt.
Pel que fa al tercer dels objectius, el visor web de les estadístiques, s'ha aconseguit una 
implementació parcial d'aquest. La interfície web del client es totalment funcional, però la 
implementació del servidor que proporciona les dades no es completa. Ara per ara només 
consta d'una interfície parcial que proporciona unes dades d'exemple.
Com a treball futur, s'acabarà de completar la implementació del visor web d'estadístiques, 
per a que aquest estigui completament disponible en la inauguració de la nova web del 
projecte ATTILA.
Per finalitzar, dir que, encara que la implementació del servidor del visor web no sigui total, 
els objectius principals del projecte, la implementació del mòdul per extreure estadístiques 
de l'execució de les traces dels jocs i el posterior anàlisi d'aquestes, s'han complert en la 
seva totalitat.
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