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Introduction
The capability to easily find useful services (software applications, software components, scientific computations) becomes increasingly critical in several fields. Examples of such services are numerous:
• Software applications as web services which can be invoked remotely by users or programs. One of the problems arising from the model of web services is the need to put in correspondence service requesters with service suppliers, especially for services which are not yet discovered or which are new, taking into account the dynamic nature of the Web where services are frequently published and removed.
• Programs and scientific computations which are important resources in the context of the Grid, sometimes even more important than data [6] . In such a system, data and procedures are first rank classes which can be published, searched and handled. Thus, the scientists need to retrieve procedures with desired characteristics, to determine if a required calculation was already carried out and whether it is more advantageous to carry out it again or to retrieve data generated previously.
• Software components which can be downloaded to create a new application. To reduce the development, test and maintenance costs, a fast solution is to re-use existing components.
In all these cases, users are interested in finding suitable components in a library or collection of models. User formulates a requirement as a process model; his goal is to use this model as a query to retrieve all components whose process models match with a whole or part of this query. If models that match exactly do not exist, those which are most similar must be retrieved. For a given task, the models that require minimal modifications are the most suitable ones. Even if the retrieved models have to be tailored to the specific needs of the task, the effort for the tailoring will be minimal. The next section presents existing approaches for service retrieval and shows their drawbacks. In section 3 we show how the behavioral matching is reduced to a graph matching problem and presents the algorithm which constitute our background. Section 4 shows how this algorithm can be used for composite service discovery. Finally section 5 presents ongoing work and conclusions.
Related work
Currently, the algorithms for Web services discovery in registers like UDDI or ebXML are based on a search by key words or tables of correspondence of couples (key-value). Within the framework of the semantic Web, description logics were proposed for a richer and precise formal description of services. These languages allow the definition of ontologies, such as for example DAML-S, which are used as a basis for semantic matching between a declarative description of the required service and descriptions of the services offered ([10, 2, 1]). In [10, 1] , a published service is matched with a required service when the inputs and outputs of the required service match (are equal or a generalization of the type) the inputs and outputs of the published service. In [2] a query language for services is porposed which allows to find services by specifying conditions on the activities which compose them, the exceptions treated, the flow of the data between the activities. In [7] independent filters are defined for service retrieval: the name space, textual description, the domain of ontology that is used, types of inputs/outputs and constraints. The approach presented in [4] takes into account the operational properties like execution time, cost and reliability.
In the context of the Grid [6] , the research of procedures is based on a high-level language which expresses the relations between procedures and data used in input and produced as output.
Service retrieval based of key words or some semantic attributes is not satisfactory for a great number of applications. The tendency of recent work is to exploit more and more knowledge on service components and behavior. The need to take into account the behavior of the service described by a process model was underlined by several researchers [16, 13, 2, 18, 12] .
In [2] , in order to improve precision of web service discovery, the process model is used to capture the salient behavior of a service. The greater expressiveness of process models, as compared with keywords, offers the potential to increase substantively retrieval precision. The authors of [13] argues that the matchmaking based on service input and output is not sufficient as some output data may be produced only under certain internal conditions. Thus, they propose an algorithm that matches output data taking into account the process structure, for instance conditional branching. Authors of [16] underlines the importance of including behavior aspects in matchmaking process in the B2B environment and mention it as a future work. In [12] a model for dynamic service aggregation is presented; the authors stress also the capability to automatically verify the behavioral compatibility of various processes as a requirement in electronic marketplaces. The work presented in [18] deals with the equivalence of two processes modeled using Petri nets. It is supposed that partners discover each other by searching in business registry, and then they agree on a protocol. The paper poposes a method to verify the compatibility between the agreed protocol and the process existing in the enterprise. We take a different approach, by allowing to find a partner that is compatible (fully or partially) to an existing enterprise process.
Our objective is to propose an approach for service retrieval based on behavioral specification. To the best of our knowledge there is not another approach allowing to retrieve services having similar behavior.
Background
Web services interface definition is complemented by conversation model and composition model. Conversation protocol describes the observable behavior of a web service by specifying constraints on exchanged messages order for correct interaction with the service. The composition model allows to integrate web services according to the specification of an explicit process. For both models (composition and conversation), most of existing proposals (standard and research models) are graph based. For this reason, we choose to base our service retrieval approach on process graphs. A process is represented as a directed graph, whose nodes are activities. Edges have associated transition conditions expressing the control flow dependencies between activities.
An activity having more than one incoming control edge is a join activity; it has an associated join condition (that is a boolean exprssion on the transition conditions of the incoming edges). Activities have a type and can be atomic or composed. Activities associated to web services consume input data elements and produce output data elements. They specify also the name of the operation.
In summary, a process model is represented by a directed attributed and labeled graph whose nodes are activities and whose edges represent control flow constraints.
Using graphs as representation formalism for both user requirements and service models, the service matching problem turns into a graph matching problem. We want to compare the process graph representing user requirements with the model graphs in library. The matching process can be formulated as a search for graph or subgraph isomorphism. However, it is possible that it does not exist a process model such that an exact graph or subgraph isomorphism can be defined. Thus, we are interested in finding process models that have similar structure, if models that have identical structure do not exist. The error-correcting graph matching integrates the concept of error correction (or inexact matching) into the matching process [14, 3] .
In order to compare the graphs in the library (that will be called model graphs in the following) to the graph ex-pressing user requirements (called input graph) and decide which model is more similar to the input, it is necessary to define a distance measure for graphs. Similar to the string matching problem where edit operations are used to define the string edit distance, the subraph edit distance is based on the idea of edit operations that are applied to the model graph. The graph edit operations are used to alter the model graphs until there exist subgraph isomorphism to the input graph. A certain cost is assigned to each graph edit operation. The subgraph edit distance from a model to an input graph is then defined to be the minimum cost taken over all sequences of edit operations that are necessary to obtain a subgraph isomorphism. It can be concluded that the smaller the subgraph distance between a model and an input graph, the more similar they are.
The subgraph isomorphism detection is based on a statespace search by means of an algorithm similar to A* [14] . Different algorithms have been proposed forerrorcorrecting graph matching in order to reduce the computation complexity (see for example [8, 9] ).
Semantic composite web service discovery
In this section we illustrate the use of the graph matching algorithm presented above for semantic composite web service discovery. Suppose that user needs to develop a new composite web service. He specifies the composition model and then he will try to find in the library similar web services or fragments that could be composed to develop the new web service.
In order to allow a semantic match, we suppose that the following semantic information is attached to each service (the composite web service and each web service component) similar to [15] :
• Name of operation. In the process definition, an activity attribute, called operation-concept is added which allows users to search for operations based on ontological concepts. For instance, operations buyTicket and cancelTicket are mapped to ontological concepts TicketBooking and TicketCancellation in the TravelService Ontology.
• Input and output parameters of activities. Using ontologies to annotate input and output elements brings user requirements and service advertisements to common conceptual space and helps to apply reasoning mechanism to find a better match. The semantics implied by these parameters, which are known only to provider of the service, can be made explicit. For example, the input Travel Details and output Confirmation are mapped to ontological concepts TicketInformation and ConfirmationMessage, respectively.
The mapping of parameters to ontological concepts could be done manually or semi-automatically. In [5] an algorithm is presented that clusters operation parameters names from WSDL descriptions into meaningful concepts. In [11] a framework for semiautomatically marking up web service descriptions with ontologies is proposed.
• preconditions and effects. Each activity may have a number of preconditions and effects. The preconditions are some logical conditions, which must be true for executing the activity. Effects are changes in the world after the execution of the operation. These preconditions and effects are mapped to ontological concepts. Similarly, transition conditions associated to edges are mapped to ontological concepts.
User enters web service requirements as a template constructed using ontological concepts. The template and existing process models are transformed in graphs. In this way, the problem of service matchmaking is transformed into a problem of graph matching. If user defines input, output parameters and operation name for the new composite web service, then a first filter could be applied for components retrieval based on these properties. The behavioral matching will be applied either to the set of services retrieved in the first step or independently.
We use the algorithm forerror-correcting subgraph isomorphism to retrieve the most similar models. For each attribute of a service, the cost function of substituting an attribute value has to be defined. These attributes being concepts in the ontology, the cost function is the distance between these concepts in the ontology. We use Wu and Palmer similarity measure [17] to calculate this distance. Given a tree, and two nodes a,b of this tree, we first of all find their deepest (in terms of depth in the tree) common ancestor c. The similarity measure is computed as follows:
The distance (cost) will be:
Each service is characterized by following attributes : operation name, input, output, pre-conditions and effects. For the error-correcting algorithm the cost function for each graph operation has to be defined. The cost for deletion/insertion of an edge and an vertex can be set to constants. The cost for substituting a label and its attributes is defined as follows. Given a label l 1 and attributes a 1 , a 2 , · · · a n and another label l 2 hand l 1 and l 2 are identical and n=m, the substitution cost C S is defined to be the weighted mean of distances between a 1 , a 2 , · · · a n and b 1 
Applying the error-correcting subgraph isomorphism algorithm to compare user requirements with the model graphs allows to find the most similar models in the library. The algorithm outputs also the transformations needed, for exemple adding an edge, or changing the order of two nodes. In a second stage, if some models cover disjoint subgraphs of user model, a composition of these models can be proposed.
Conclusion and Future Work
In this paper we proposed a solution for process retrieval based on behavioral specification. By using a graph representation formalism for services, we proposed to use a graph error correcting matching algorithm in order to allow an inexact matching. We are developing a prototype that implements the behavioral matchmaking as a web service. This web service takes as input the graph representations of two processes and calculates the degree of similarity between them and outputs also the transformations needed to transform one process into the other. It invokes the service that matches services based on functional requirements (services considered as black boxes) for which methods were proposed in the literature. We are working also on defining and implementing a set of process management operators useful for process retrieval.
We plan to extend the algorithm to tackle the situation when one node in the first graph corresponds to a subgraph of the second graph. This situation appears when the first service has a single operation (activity) to achieve certain functionality, while in the second service the same behavior is achieved by receiving several messages. For instance, a service requires to receive the purchase order as well as shipping preferences in one message, while the second one needs two separate messages for this purpose (sendShippingpreferences and submitOrder).
While in this paper we dealt with the semantics aspects of behavioral matchmaking, we did not address the operational aspects. The graph isomorphism computation being a NP-complete problem, in our future work we will try to apply constraints and heuristics to cut down the computational effort to a manageable size.
