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Le but de ce projet est de fournir une interface graphique utilisable par les membres d’une 
organisation scolaire. Le programme est conçu afin de pouvoir évaluer des élèves de primaires selon 
les objectifs instaurés par le Plan d’Étude Romand (PER). Les besoins de l’application ont été mis en 
place en collaboration avec un membre du centre ICT-VS de Sion. 
Avant le développement concret du programme, une analyse des outils d’évaluations existants 
ainsi qu’un état de l’art sur la méthodologie de travail sont réalisés. 
Grâce à un tableau comparant les fonctionnalités existantes et les demandes du client, il est 
possible de déterminer quelles sont les options les plus intéressantes pour le projet. À la suite de 
cette comparaison, une analyse des langages de programmation est conçue et un choix est effectué 
afin de réaliser au mieux le logiciel. 
L’outil développé propose une solution aux professeurs des classes de primaire pour évaluer les 
objectifs des élèves qu’ils ont sous leur responsabilité. Les élèves peuvent se connecter à l’interface 
et avoir un aperçu de leur évolution au fil de leur scolarité. Les données conservées dans le 
programme sont entièrement modifiables grâce à des interfaces administratives disponibles 
uniquement pour les directeurs ainsi que pour le superadministrateur. 
 Dans ce travail, les mots de vocabulaire utilisés sont tirés majoritairement de l’anglais. Dans un 
but de compréhension, les définitions de ces mots sont répertoriées dans un glossaire au début du 
document. De plus, beaucoup d’acronymes sont utilisés dans les parties d’analyse. Ceux-ci sont 
énumérés dans la liste des acronymes également en début de travail. 
 
   





En Suisse, la scolarité obligatoire d’un enfant dure onze ans. Elle est composée d’un degré primaire 
et d’un degré secondaire I (Confédération Suisse, s.d.). Tout au long de leur scolarité, les élèves sont 
évalués selon une notation numérique allant de un à six. Cette note, vecteur de stress dès le plus 
jeune âge, ne représente pas forcément l’atteinte des objectifs, mais une moyenne de ceux-ci. 
L’idée du projet « Skool » — concaténation des mots anglais « skill » (compétence) et « school » 
(école) — est née lors du « Hackathon pédagogique » du mois de mai 2017 organisé par l’institut 
Informatique de gestion de la HES-SO Valais-Wallis. Son idéateur, Mathieu Moser, est venu avec une 
simple idée qui, durant une journée complète, a été concrétisée grâce à trois étudiants en 
informatique, une étudiante en tourisme ainsi qu’une intervenante externe. 
C’est dans le cadre du travail de Bachelor, réalisé à la HES-SO Valais-Wallis que le projet « Skool » 
est repris. Le but de ce projet est de créer une plateforme web permettant aux enseignants, parents 
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Scrum : Scrum est un Framework faisant partie de la méthodologie Agile. Il s’agit 
d’un schéma d’organisation pour le développement de logiciel 
informatique. 
Product Backlog : Le Product Backlog est un artéfact utilisé dans la méthodologie Scrum. Il 
recense toutes les fonctionnalités qui seront développées lors du projet. 
Sprint Backlog : Le Sprint Backlog est un second artéfact utilisé dans la méthodologie 
Scrum. Celui-ci contient une partie des fonctionnalités, séparée en plus 
petites tâches qui seront développées lors d’une seule itération. 
User story (-ies) : Les User Stories, également appelées récit d’utilisateur, sont de courtes 
phrases qui décrivent une fonctionnalité. Les User Stories sont répertoriées 
dans le Product Backlog. 
Backend : Le Backend, ou également écrit « Back-end », est un terme utilisé pour 
définir une partie du programme qui ne se trouve pas en premier plan et 
qui n’est pas directement visible par un utilisateur. Cette partie du 
programme est généralement utilisée pour accéder aux données. 
Frontend : À l’inverse du Backend, le Frontend, également écrit « Front-end », est le 
terme qui, lui, désigne la partie visible du programme. Cette partie du 
programme sert de couche de présentation. 
Use case : Les Use cases, aussi appelés cas d’utilisation en français, sont utilisés en 
Unified Modeling Language (UML) afin de décrire une manière d’utiliser le 
système développé. 
Framework : En programmation, un Framework est un ensemble de composants servant 
de base d’une partie de logiciel. Il peut contenir, par exemple, différents 
modules afin de faciliter la construction de l’architecture d’un logiciel. 
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Lors de la rentrée scolaire 2014, le Plan d’étude romand (PER) est introduit dans tous les cycles 
d’enseignement de tous les cantons romands (CIIP, 2012). 
L’évaluation est un problème récurrent en éducation. Avec l’introduction du PER, beaucoup 
d’objectifs sont devenus transdisciplinaires tels que les objectifs de formation générale et les 
capacités transversales. Aussi, le traditionnel examen écrit n’est plus suffisant pour justifier la 
progression des élèves et l’atteinte de tous les objectifs. 
C’est dans le but de supprimer, sur le long terme, la notation numérique que le projet Skool est 
créé. Grâce à cette interface utilisateur, les élèves seront évalués sur les objectifs du PER et non plus 
sur un examen à un instant T. Le profil du membre est créé au commencement de sa scolarité et 
servira de référence pendant les onze années qui suivront. 
Tous les objectifs peuvent être réalisés au rythme de l’élève et les évaluations sont basées sur les 
travaux que celui-ci réalisera et non pas sur sa connaissance à un instant précis. 
 Le but du projet est de proposer une solution centralisée qui permettrait aux professeurs 
d’évaluer les élèves sur les objectifs du PER. Il est nécessaire d’analyser tous les outils existants qui 
pourraient correspondre aux attentes du client. Si les outils trouvés ne conviennent pas ou ne 





1. MÉTHODOLOGIE DE TRAVAIL 
1.1. WATERFALL VS AGILE 
La méthodologie dite « waterfall » (ou cascade) est une méthode de gestion de projet 
traditionnelle utilisée pour le développement software. Celle-ci suit la logique d’une chute d’eau, ce 
qui signifie qu’une fois qu’une étape du projet est terminée, l’équipe de développeurs passe à la 
suivante et ne peut pas, ou presque pas, revenir en arrière (Galiana, 2017). 
 
Figure 1 : Méthodologie en cascade 
Cette démarche de travail était une révolution, car elle amenait une ligne directrice au 
développement software. Cependant, « l’inconvénient majeur de cette approche est son manque de 
flexibilité à cause de son déroulement séquentiel » (Galiana, 2017). 
C’est dans le but de pallier ce genre d’inconvénients que la méthodologie Agile a été mise en 
place. Agile est une méthodologie qui va fonctionner par itérations de courte durée qui sont, en soi, 
de petits projets indépendants. Le client et l’utilisateur sont incorporés dans le projet et participeront 
de manière active à celui-ci. Comme l’explique Sébastien Boyer dans son article sur la méthodologie 
Scrum, « Le centre de gravité n’est donc plus le projet en lui-même, mais bel et bien le produit. » 





Figure 2 : Waterfall vs Agile 
Un manifeste fut créé en 2001 par plusieurs experts de développement logiciel. « Le Manifeste 
Agile décrit la philosophie de cette nouvelle approche, et amorce un véritable changement culturel. 
L’humain est remis au centre des préoccupations en lieu et place des outils. » (Boyer, 2016) 
Trois méthodes Agiles font partie des plus connues actuellement. Il s’agit de la Rapid Application 
Development (RAD), eXtreme Programming (XP) et Scrum. (Boyer, 2016) Dans le cadre de ce travail 
de Bachelor, la méthodologie Scrum est celle qui a été choisie, car utilisée lors des trois années de 
cours à l’HES. De plus, cette méthodologie a été adaptée aux besoins du projet Skool et elle est « de 
très loin, la méthodologie la plus utilisée parmi les méthodes agiles existantes » (Florent, s.d.). 
 





1.2. TRAVAIL PAR ITÉRATION 
Comme expliqué ci-dessus, une méthodologie de travail, par itérations de deux semaines, inspirée 
de la méthodologie Scrum, a donc été choisie pour la conception de ce travail. 
C’est une version « Scrum light » qui sera donc appliquée. En effet, la méthodologie initiale est 
normalement utilisée pour des projets en équipe. Pour ce travail individuel, la méthode Scrum n’est 
donc pas adaptée. Cependant, une méthodologie de travail par itération sera exécutée dans la 
conception du projet et les artéfacts utilisés lors du projet sont les mêmes que ceux présents dans 
Scrum. 
1.3. ARTÉFACTS 
1.3.1. PRODUCT BACKLOG 
Le Product Backlog est un document qui recense toutes les fonctionnalités voulues par le client. Il 
est construit avec des définitions aussi appelées « user stories ». Le modèle de ces « stories » est « En 
tant que… [rôle], je souhaite (que)… [fonctionnalité], afin de… [but] ». 
L’objectif de ce document est de montrer les valeurs ajoutées par les fonctionnalités et, ainsi, 
évaluer leur pertinence dans le projet. 
 
Figure 4: User story 
Dans le même document que le Product Backlog, se trouvent également les résumés des 
différentes séances faites avec le client ou le référent. Ces fichiers permettent de garder un 
historique de tous les points et sujets abordés lors des rendez-vous, tels que les suggestions, les 





1.3.2. RÉSUMÉ D’ITÉRATION 
Le résumé des itérations comporte des tableaux avec six catégories. Le but de cet artéfact est de 
représenter sur les six itérations le nombre d’heures de travail passé par thème. 
Les catégories sont : 
• Recherche — Activité consistant à rechercher des documentations utiles pour la rédaction 
du travail de Bachelor. 
• Analyse — Temps consacré à la lecture et l’étude des documents trouvés. 
• Séance — Temps utilisé pour les séances avec le client ou responsable. 
• Administration — Période de rédaction et de création de tous les artéfacts. 
• Développement — Durée de conception pratique du projet 
• Rédaction — Temps utilisé pour la rédaction du document Word 
En plus des différentes grilles horaires recensant les temps de travail, un journal de bord est 
annexé à toutes les feuilles d’itérations. Il contient toutes les activités faites lors desdites itérations. 
Chaque jour de travail est décrit brièvement avec les tâches exécutées. 
Un Sprint Backlog est également intégré au document de résumé d’itérations. Cet artéfact est 
généralement utilisé pour extraire une partie des User Stories d’un Product Backlog et les détailler 
en tâches. Ce Sprint Backlog liste donc toutes les tâches prévues pour l’itération en cours ainsi que 
leur état. 
1.4. MÉTHODOLOGIE ETAT DE L’ART 
L’état de l’art de ce document va se concentrer sur les outils existants dans le domaine de 
l’évaluation de compétence dans le domaine éducatif ainsi que sur les langages de programmation 
qui seront utilisés pour la partie développement de ce travail. 
 L’analyse des outils existant se baseront sur les discutions eues avec le client du projet. Différents 
outils d’évaluation de compétences ont été transmis et seront donc analysés. En ce qui concerne les 
langages de programmation qui seront comparés, un premier tri a été fait en amont. Il n’était pas 
possible d’analyser tous les langages existants. Les plus pertinents ont été sélectionnés afin d’être 
utilisés dans l’état de l’art dû à leurs accessibilités (open source) et à la maitrise ou connaissance de 
ceux-ci. 
Le temps de travail ainsi que les tâches passées à la rédaction de l’état de l’art sont recensés dans 




2. ÉTAT DE L’ART 
2.1. OUTILS EXISTANT 
Lors de la première séance avec le client, Mathieu Moser, différents outils encore utilisés de nos 
jours ont été mentionnés et feront l’objet d’une analyse. 
2.1.1. EVALOG 
Evalog est « un gestionnaire d’évaluation par objectif. Il a été élaboré dans le cadre d’un projet 
pédagogique de décloisonnement qui a démarré en 1991 à Sierre en Suisse. Le but principal de ce 
projet est de différencier les rythmes et les parcours d’apprentissage, afin de permettre à chaque 
élève d’atteindre son meilleur niveau de compétences. » (Evalog, s.d.) 
Cet outil est actuellement disponible uniquement sur les OS de Windows 98, Windows 2000, 
Windows XP et Windows Vista. Une machine virtuelle a donc dû être installée pour l’analyse de cet 
outil. 
 
Figure 5 : Machine virtuelle Windows XP avec Evalog 
Evalog est toujours utilisé aujourd’hui par quelques personnes ayant accès à des ordinateurs 
contenant les OS compatibles. L’outil a été mis à jour sur la base du PER. Les objectifs actuels peuvent 
donc être évalués via Evalog. 
Le programme est à télécharger gratuitement sur le site d’Evalog et différentes listes d’objectifs 




Malheureusement, Evalog est passablement difficile à prendre en main. Peu d’informations sur son 
utilisation sont présentes sur le site officiel. 
La fonctionnalité principale de ce programme est de pouvoir évaluer les objectifs par branche 
d’une classe. Il est également possible de rajouter un commentaire prédéfini à chaque évaluation. 
Quatre symboles sont alors disponibles sur la feuille d’évaluation pour chaque objectif. 
 
Figure 6 : Critère d’évaluation Evalog 
De plus, Evalog donne la possibilité de créer des bilans individuels. « Au terme d’une période de 4 
à 5 semaines, chaque enfant reçoit son bilan individuel. Il s’agit d’un tableau qui récapitule les 
objectifs atteints ou non atteints. Dans une perspective formatrice, cette évaluation vise à donner à 
l’élève la possibilité de faire des choix. » (Evalog, s.d.) 
Malheureusement, comme mentionné plus haut, Evalog est un logiciel qui n’est plus compatible 
avec les nouvelles versions de Windows ou bien même Mac et Linux. D’autre part, ce programme reste 
un client lourd qu’il faut installer sur chaque poste utilisant ce système d’évaluation et la mise en 
place de tous les objectifs PER pourrait prendre du temps. 
À l’inverse d’une plateforme web, la base de données n’est pas centralisée et les données utilisées 
dans Evalog devront être mises à jour de manière manuelle. 
2.1.2. EDUMOOV 
Edumoov est une plateforme web française qui propose différents outils pour aider les enseignants 
dans leurs tâches de préparation et de gestion de classe. Le site propose différents outils tels qu’une 
fiche de préparation par discipline, qui permettent aux enseignants de partager des exercices, un 
cahier-journal numérique afin d’y préparer les activités d’une classe et celui qui est intéressant pour 
ce travail de Bachelor, un livret scolaire numérique. 
« L’application en ligne Ma classe propose un livret scolaire numérique permettant de gérer 
facilement les évaluations de vos élèves et d’éditer en quelques clics des bilans de compétences. » 
(Edumoov, s.d.) 
L’outil « Ma classe » permet à l’utilisateur de rajouter une classe dans le système via un système 




niveaux de classe qu’il souhaite évaluer. Il peut également ajouter des élèves dans sa classe, soit 
manuellement, soit grâce à un import de fichier csv. 
Les objectifs sont entrés manuellement par l’enseignant et celui-ci peut personnaliser son codage 
des compétences afin que celles-ci correspondent à sa pratique pédagogique. 
 
Figure 7 : Personnalisation des évaluations — Edumoov 
Une fois le paramétrage fait, le professeur peut donc procéder à l’évaluation des compétences 
dans un tableau recensant tous ses élèves et tous les objectifs d’une évaluation. Un simple clic est 
suffisant pour indiquer si l’objectif est atteint ou non. 
 




Cette application donne la possibilité de générer des livrets personnalisés par élèves au format 
PDF. L’enseignant peut s’occuper d’élèves de différents niveaux scolaires. L’application « Ma classe » 
répartit, automatiquement, les évaluations aux bons étudiants. Par exemple, un élève du premier 
cycle aura sur son livret uniquement les objectifs de ce cycle même si dans une évaluation 
(groupement d’objectifs) certains objectifs étaient destinés à plusieurs cycles. 
Edumoov est une bonne représentation du but du projet Skool. Cependant, cette application 
manque de fonctionnalité. Le professeur ne peut pas laisser de commentaires personnalisés à chaque 
étudiant pour ses évaluations, et l’élève ne peut pas accéder à une plateforme qui résumerait ses 
objectifs. 
De plus, l’application « Ma classe » d’Edumoov est basée sur le système français. Il n’est donc pas 
possible de travailler avec un système scolaire suisse avec cet outil. Lors de la création d’une classe, 
le programme propose le niveau scolaire des élèves et ce sont les années françaises (CE1, CE2, CM1, 
CM2, etc.). 
2.1.3. ISM.VS.CH 
Au jour d’aujourd’hui, les enseignants du canton du Valais utilisent la plateforme en ligne du 
Département de la Formation et de l’Economie, intitulée « Internet School Management » (ISM). En 
ce qui concerne les évaluations, ils remplissent un document interactif tout au long de l’année et par 
élèves. La plateforme calcule alors automatiquement la moyenne en fonction des pondérations de 
chaque note. Les enseignants peuvent, par la suite, exporter les résultats sous Excel ou PDF. 
 




Au jour d’aujourd’hui, seules les classes de 3H sont évaluées avec un système d’appréciation. Les 
classes suivantes sont, quant à elles, évaluées selon une méthode de notation numérique (1 à 6). 
 
Figure 10 : Évaluation d’une classe de 8 h 
Cette méthode est très restrictive et ne permet pas de garder une trace des travaux responsables 
de l’évaluation, comme demandé dans les fonctionnalités de Skool. Cette plateforme n’est accessible 
que par les enseignants et non par les élèves. 
En annexe se trouve le document PDF résultant d’une évaluation mi semestrielle pour une élève. 




2.2. ANALYSE DU LANGAGE DE PROGRAMMATION 
Pour le développement d’une application web, il faut bien choisir les langages utilisés que ce soit 
pour le côté serveur — aussi appelé backend — ou pour le côté client, appelé frontend. 
Les langages client vont montrer comment le site web doit s’afficher. Alors que les langages 
serveur vont montrer comment le site web doit se comporter. Par exemple, avec le langage utilisé en 
frontend, un programmeur peut demander qu’un article soit centré sur la page alors qu’avec un 
langage de backend, il peut demander que ce même article ne soit disponible uniquement pour les 
membres du site (Nebra, Les langages serveur, 2018). 
Les langages choisis lors d’une recherche en amont seront analysés dans ce document. Ils ont été 
sélectionnés, comme décrit plus tôt dans le document, grâce à leur popularité, leur pertinence dans 
le développement web, mais également grâce aux connaissances déjà acquises avec ces langages et 
leur accessibilité. 
En plus de la recherche concernant le langage de développement, une analyse sur le système de 
base de données est nécessaire lors de l’organisation d’un projet tel que Skool. 
2.2.1. BACKEND 
PHP 
PHP est le langage de développement web le plus populaire sur le marché. Il est actuellement 
utilisé dans plus de 80 % des serveurs web (Thinkmobile, 2017). Entre les sites créés avec Wordpress, 
Drupal ou bien même Facebook, il est très difficile de se déplacer sur internet sans croiser du PHP 
(Wayner, 2017). Un certain nombre d’avantages peuvent se trouver sur les sites de comparatifs. En 
voici quelques un : 
• L’environnement est facile d’installation (Thinkmobile, 2017). 
• Il supporte beaucoup de Frameworks et CMS (Thinkmobile, 2017). 
• Tous les services d’hébergement supportent PHP (Thinkmobile, 2017). 
• PHP supporte beaucoup de système de management de base de données (Thinkmobile, 
2017). 
• C’est un langage simple à prendre en main (Wayner, 2017). 
• Il est possible de mélanger le code avec le contenu sans utiliser de modèle (Wayner, 2017). 
• PHP a été construit pour coexister avec MySQL et toutes ses variantes. Ce qui le rend 




En plus de tous ses arguments, PHP est une solution de développement d’application portable. 
Cela signifie qu’il peut être utilisé sur n’importe quel serveur et/ou plateforme (Chrzanowska, 
Node.js vs. PHP: Which Environment To Choose For Your Next Project?, 2017). 
Néanmoins, PHP ne possède pas que des avantages. Si le développeur aime travailler avec le 
concept de séparation des préoccupations (Separation of Concernes – SoC), qui consiste à séparer le 
programme en plusieurs parties distinctes (données – comportement – présentation), alors PHP n’est 
pas un langage approprié, car il est, généralement, mélangé à du code HTML. Ce qui le rend difficile 
à maintenir et à étendre avec de nouvelles fonctionnalités (Chrzanowska, Node.js vs. PHP: Which 
Environment To Choose For Your Next Project?, 2017). 
De plus, PHP utilise un modèle classique de client-serveur. En effet, chaque page doit s’instancier, 
effectuer une connexion à la base de données, paramétrer leurs différentes configurations et 
effectuer le code HTML pour la présentation. Ces actions à répétition rendent PHP plus lent en 
Backend (Chrzanowska, Node.js vs. PHP: Which Environment To Choose For Your Next Project?, 2017). 
D’autre part, PHP gère les évènements de manière synchrone : il va effectuer une requête et 
attendre la réponse avant d’exécuter une autre opération. Il n’est donc pas capable d’accomplir 
plusieurs tâches au même moment et perd, de surcroit, du temps (Laurent, 2016). 
Pour finir, du point de vue du projet Skool, l’utilisation de PHP nuirait à la productivité du 
développement, car ce langage n’est pas utilisé au cours des trois années d’études. Un temps 
d’apprentissage serait alors nécessaire et ces périodes de travail ne seront pas consacrées au 
développement. 
NODE.JS 
Node.js est « un environnement open source permettant de développer des applications multi-
plates-formes [sic] » (Laurent, 2016). Cet environnement traite les données en JavaScript (JS). Le JS 
n’est plus utilisé que du côté client, mais également en backend (Laurent, 2016). 
Node.js a été créé en 2009 et il utilise le moteur d’exécution V8 de Google, le même que Chrome 
(Thinkmobile, 2017). Encore très jeune, cet environnement a pourtant déjà fait ses preuves en étant 
reconnu par de très grandes compagnies telles que LinkedIn, PayPal ou bien même Netflix 
(Chrzanowska, 12 Top Applications Written in Node.js - Examples from Big Companies, 2017). 
Il y a peu de temps, le langage JavaScript était utilisé uniquement en frontend. Le navigateur web 
exécutait du JS et effectuait des changements en conséquence sur la page web. Lorsqu’une requête 
était envoyée au serveur, un langage de backend exécutait la demande et envoyait la page demandée 
au client. Ensuite, toutes les modifications effectuées sur celle-ci étaient faites grâce à du JavaScript 




Avec Node.js, les requêtes envoyées au serveur peuvent être exécutées avec le même langage que 
celui utilisé en frontend (Nebra, Node.js : mais à quoi ça sert ?, 2018). Cet environnement permet 
simplement de supprimer un langage en trop dans le projet. Cela apporte « un gain de temps pour le 
développeur et une économie d’argent pour l’entreprise. » (Sfez, 2017) 
 
Figure 11: Requêtes en JavaScript au serveur avec Node.js 
Les différents avantages de Node.js sont les suivants : 
• Un projet entièrement avec du JavaScript permet un gain de temps et d’argent (Sfez, 
2017). 
• Des performances optimales grâce à sa gestion d’évènement en asynchrone (Sfez, 2017). 
• Le gestionnaire de package npm avec une librairie de modules frontend et backend 
grandissante (Laurent, 2016). 
• Node.js n’impose pas de convention stricte et laisse les développeurs choisir la meilleure 
architecture, modèle, des meilleurs modules et fonctionnalités dont ils ont besoin 
(Chrzanowska, Node.js vs. PHP: Which Environment To Choose For Your Next Project?, 
2017). 
• Configuration facile (Laurent, 2016). 
• Node.js utilise du JSON qui permet d’avoir une seule syntaxe pour naviguer entre le serveur 
web et la base de données (Wayner, 2017). 
• Une fois que le code JavaScript se trouve dans le cache du navigateur (instanciation), les 
seules choses qui changent ce sont les données. Pas besoin de faire de nouvelles 
instanciations (Wayner, 2017). 
Évidemment, Node.js possède, lui aussi, des désavantages. Premièrement, c’est un environnement 




beaucoup de processeurs (CPU) tels que l’édition graphique, audio ou vidéo (Chrzanowska, Node.js 
vs. PHP: Which Environment To Choose For Your Next Project?, 2017). 
Deuxièmement, Node.js est un environnement utilisant du JavaScript. Ce langage n’est pas le plus 
simple à prendre en main et peut donc nécessiter un temps d’apprentissage conséquent pour le 
développeur (Lucas, 2014). 
De plus, la gestion d’évènement asynchrone peut devenir un désavantage pour un projet développé 
en Node.js. Cette gestion rend la partie de débogage plus complexe, car il demandera au 
programmeur d’exécuter beaucoup d’actions afin de trouver la faille (Lucas, 2014). 
Cependant, dans le cadre de Skool, Node.js pourrait présenter un avantage concernant la 
productivité. Ce langage a été utilisé plusieurs fois lors des trois ans d’apprentissage à l’HES. 
2.2.2. FRONTEND 
HTML 
HTML est « l’une des trois inventions à l’origine du World Wide Web. » (Audrey, 2007) Ce langage 
est utilisé pour créer des pages web. Il est la fondation du web depuis le premier jour et sa structure, 
malgré de nombreuses mises à jour, est resté la même (Vincent, 2014). 
La version actuelle du HTML est HTML5. Cette nouvelle version a permis d’amener des éléments 
tels que les éléments sémantiques, graphiques ou même audio (de la Mark & Paradanaud, 2012). 
Il est le langage lu par tous les navigateurs. Qu’importe le Framework utilisé, celui-ci sera 
dynamiquement transformé en HTML afin d’être compris par les navigateurs. 
PUG 
Le Framework Pug est connu, à la base, sous le nom de Jade. Ce Framework est utilisé afin de 
développer des interfaces dynamiques avec Node.js. Pug n’est qu’un modèle contenu dans la librairie 
d’un projet Node.js (Iqra, 2017). 
Ce Framework ressemble beaucoup au HTML en plus simple. Les balises, si représentatives du 
langage hypertexte, disparaissent dans un document Pug. Le grand avantage d’utiliser du Pug est qu’il 
est possible d’incorporer des variables dans le modèle. Cette action permet, par exemple, de décider 







Le Framework open source Javascript AngularJS a été créé en 2009 par Google (Andanson, 2016). 
Ce Framework est compatible avec HTML et Pug. Angular est « un Framework JavaScript qui permet 
donc de déplacer la logistique de présentation pour le client de la logistique de l’application qui reste 
sur le serveur. » (Andanson, 2016) 
AngularJS peut être utilisé pour des projets destinés à n’importe quelle plateforme. Que ce soit 
du web, du mobile ou autre, ce Framework s’adaptera à tout (Angular, s.d.). 
 
Figure 12: AngularJS 
Ce Framework est facile d’utilisation, seulement, il fut très peu utilisé lors des trois années 
d’études à l’HES et un temps d’apprentissage sera nécessaire, ce qui baisserait la productivité du 
projet Skool. 
REACT.JS 
ReactJS est actuellement le Framework utilisé en frontend le plus populaire, même si celui-ci 
préfère être vu comme étant une bibliothèque plutôt qu’un Framework (Porteneuve, 2018). 
Ce Framework est open source, il est piloté par Facebook et plus de 20 000 modules npm ont un 
lien avec l’environnement React (Porteneuve, 2018). Il est très souvent utilisé afin de créer des 
interfaces utilisateurs réutilisables (Billey, 2016). 
 
Figure 13: ReactJS 
De base, React est utilisé avec des pages HTML, mais il existe des modules npm qui rendent ReactJS 




Ce Framework, aussi considéré comme bibliothèque, est très intéressant pour le projet Skool, car 
il a été créé pour de la création de profils utilisateurs et c’est ce à quoi va ressembler l’interface 
d’évaluation développée dans ce projet. 
Néanmoins, ReactJS n’a pas été travaillé durant la scolarité à l’HES. Un temps d’apprentissage 
sera dès lors nécessaire afin de l’utiliser pour le projet Skool. 
EXPRESS.JS 
ExpressJS est un micro-Framework utilisé avec Node.js. Si l’on parle de « micro-Framework », c’est 
parce qu’il va fournir seulement des outils basiques afin d’accélérer la programmation d’une 
application Node.js (Nebra, Des applications ultra-rapides avec Node.js, 2014). 
ExpressJS est très apprécié pour sa flexibilité, laissant une liberté de développement très grande. 
Il est simplement une très grande boîte à outils pour le développement d’application Node.js. Le 
Framework Express va permettre d’exécuter la même chose que Node.js, mais avec, au final, moins 
de code (Alioze, s.d.). 
Ce Framework est très simple d’utilisation et fut employé à maintes reprises dans différents 
projets Node.js au cours des années d’HES. 
2.2.4. CSS 
BOOTSTRAP 
Bootstrap est un Framework CSS utilisé afin de créer des pages web responsives (Bitschené, 2014). 
Au départ, il a été créé chez Twitter afin d’unifier les interfaces des applications. Depuis qu’il est 
devenu open source, il est rapidement devenu un incontournable des Frameworks CSS. Le Framework 
Bootstrap est très complet et apporte beaucoup de fonctionnalité tel qu’un système de grille pour la 
mise en page, des formes de texte, des tableaux et autres formulaires (Heuveline, 2017). 
Bootstrap est compatible avec la majorité des navigateurs tels que Chrome, Firefox, Internet 
Explorer ainsi qu’Edge (Bootstrap, s.d.). 
 




L’évolution de Bootstrap est très rapide et cela peut faire apparaitre différents désavantages tels 
que l’obsolescence du site due aux nouvelles versions du Framework. Étant un Framework très 
complet, il faut posséder des connaissances au préalable avant de pouvoir utiliser Bootstrap. Par 
exemple, avoir une bonne connaissance du HTML et du CSS ainsi que du JQuery est nécessaire afin 
d’utiliser au mieux ce Framework (Chavelli, 2018). 
FOUNDATION 
Foundation fait partie des Frameworks les plus prisés du web. Il offre un environnement de 
conception front simple, mais complet. Il peut être utilisé afin de créer des sites web, des e-mails 
ainsi que des applications responsives (OpenTuto, 2016). 
Foundation est sémantique, flexible, personnalisable et facilite la lecture du code HTML 
(Foundation, s.d.). Il possède beaucoup de modèles mis à disposition afin de bien le prendre en main, 
mais reste, cependant, légèrement plus complexe à utiliser (Lazzaroni, 2017). 
 
Figure 15: Foundation 
MATERIALIZE 
Ce Framework, basé sur Material Design, permet de créer des interfaces propres très rapidement. 
Il possède certains systèmes similaires à Bootstrap et quelques modules JavaScript en plus afin de 
donner des effets aux éléments affichés à l’écran (Berroukeche, 2016). 
Materialize fut créé et conçut par Google et a pour particularité d’avoir un design très « flat » 
(MaterializeCSS, s.d.). 
Ce Framework fait partie de cette analyse, car il a été utilisé à plusieurs reprises lors de projet 
Node.js à l’HES et n’a jamais fait défaut. Sa simplicité d’installation et d’utilisation permet d’obtenir 
des pages web élégantes très rapidement. 
 




2.2.5. BASE DE DONNÉES 
MYSQL 
MySQL est « un serveur de bases de données relationnelles Open Source. » (Futura Tech, s.d.) Grâce 
à ce serveur, il est possible de classer les données d’une application dans des tables. Le langage utilisé 
dans MySQL est du SQL (Structured Query Language). Celui-ci est « le langage standard pour les 
traitements de bases de données. » (Futura Tech, s.d.) 
 
Figure 17: MySQL 
Les avantages d’utiliser MySQL sont les suivants : 
• Étant utilisé par beaucoup de personnes, MySQL possède de nombreuses librairies, de 
tutoriels d’installation et d’exemple afin d’aider à son utilisation (Slant, 2018). 
• Ce serveur de bases de données relationnelles est fait pour gérer beaucoup de données 
(Slant, 2018). 
Néanmoins, MySQL possède certains défauts tel que la mauvaise lisibilité des messages d’erreur 
qui rendent le débogage compliqué et fastidieux.  
MONGODB 
MongoDB est un système de gestion de base de données (SGBD) utilisé en NoSQL. À la différence 
des bases de données relationnelles, les bases en « Not only SQL » n’ont pas besoin de jointure, de 
schéma ou même de transaction (Ben Debba & Bonneau, Introduction à MongoDB, 2015). 
Il existe quatre familles de bases de données NoSQL : les clés/valeurs, orientées colonne, orientées 
graphe et orientées document. C’est dans cette dernière catégorie que se trouve MongoDB. Toutes 






Les avantages de l’utilisation de MongoDB sont les suivants : 
• Les requêtes sont très rapides, car les données sont placées dans un seul document (Slant, 
2018). 
• Ce type de serveur peut contenir et stocker une grande quantité de donnée (Slant, 2018). 
Pourtant, il existe des désavantages au serveur de base de données NoSQL tel que MongoDB. 
En premier lieu, MongoDB n’est pas une bonne solution pour des données relationnelles. De 
plus, il y existe passablement de rapports concernant la perte de donnée au fur et à mesure 
que le temps passe sur les bases de données MongoDB (Slant, 2018). 
 








Avant de commencer la conception du programme Skool, une analyse des processus et des besoins 
de l’utilisateur est nécessaire. Pour ce faire, la notation UML sera utilisée dans ce travail. 
UML est « un langage visuel constitué d’un ensemble de schémas, appelés des diagrammes, qui 
donnent chacun une vision différente du projet à traiter. UML nous fournit donc des diagrammes pour 
représenter le logiciel à développer : son fonctionnement, sa mise en route, les actions susceptibles 
d’être effectuées par le logiciel, etc. » (Roels, 2018) 
La modélisation est importante dans le processus de développement logiciel. Elle fait office 
de « plan » au projet. Sans cette étape, le programme développé ne répondrait peut-être pas aux 
besoins et aux exigences de l’utilisateur final. « UML nous aide à faire cette description de façon 
graphique et devient alors un excellent moyen pour « visualiser » le(s) futur(s) logiciel(s). » (Roels, 
2018) 
3.1. USE CASE 
Sur sa page web, Laurent Audibert explique que « Le diagramme de cas d’utilisation représente la 
structure des grandes fonctionnalités nécessaires aux utilisateurs du système. C’est le premier 
diagramme du modèle UML, celui où s’assure la relation entre l’utilisateur et les objets que le système 
met en œuvre. » (Audibert, s.d.) 
Le diagramme de cas d’utilisation, appelé aussi Use Case, est construit avec différents éléments. 
Premièrement, l’utilisateur est généralement représenté par un bonhomme et son rôle est précisé en 
dessous. Deuxièmement, les frontières du système sont définies par un cadre avec le nom du système 
au sommet de celui-ci. Les besoins et fonctionnalités demandées sont, finalement, représentés dans 
des bulles reliées aux acteurs grâce à des associations. (Audibert, s.d.) 
 





La modélisation des diagrammes de cas d’utilisation de Skool s’est basée sur le Product Backlog 
défini avec le client et validée par le référent. Il y a quatre acteurs qui agiront sur la plateforme 
Skool. Premièrement, les enseignants des écoles concernées pourront venir sur Skool afin de procéder 
aux évaluations de leurs élèves. Ensuite, les parents et élèves auront un accès, sans droit d’écriture, 
sur l’évaluation des objectifs. Les deux derniers acteurs pourront, quant à eux, atteindre la 
plateforme uniquement dans un but de gestion des données et non d’évaluation. Il s’agit du rôle de 
directeur et celui de superadministrateur. 
3.1.1. PROFESSEUR 
 
Figure 20: Use Case du rôle "Professeur" 
Le diagramme de cas d’utilisation du professeur est le plus grand du projet Skool. En tout premier 
lieu, le professeur doit se connecter sur la plateforme afin d’avoir accès à toutes les fonctionnalités 
qui lui sont octroyées. Deux actions principales peuvent être faites par l’enseignant. Premièrement, 
il pourra évaluer les objectifs de ses élèves. Une fois l’évaluation faite, il peut exporter celle-ci en 
format PDF afin de l’enregistrer, mais également l’imprimer si voulu. La deuxième fonctionnalité 
principale de l’interface professeur est de pouvoir afficher toutes les évaluations de sa classe afin 




le profil d’un élève, composé de ses objectifs, il peut accéder aux objectifs des cycles passés ou 
futurs de celui-ci. 
Lors de son évaluation, le professeur a la possibilité de rajouter une justification à celle-ci sous 
format audio, vidéo ou simplement un document. De plus, il pourra rajouter des remarques 
personnelles et totalement personnalisables à ses évaluations d’objectifs. 
Les enseignants auront la possibilité de voir les informations personnelles d’un élève (nom, 
prénom, date de naissance, etc.) et pourront les modifier si nécessaire. 
3.1.2. PARENTS / ENFANTS 
 
Figure 21: Use Case du rôle "Parent/Enfant" 
La nouveauté de Skool, qui n’était pas présente dans les outils analysés précédemment, se trouve 
dans l’interface parent/enfant. 
Ceux-ci pourront se connecter au site web et voir les objectifs de l’élève. Ils ne pourront pas 
modifier les informations, mais auront un droit de regard sur toutes les évaluations personnelles de 
l’enfant. Évidemment, comme le professeur, ils pourront exporter la fiche de profil et l’imprimer si 
tel est leur souhait. 
De plus, les parents auront accès aux informations personnelles de leurs enfants (nom, prénom, 






Figure 22: Use Case du rôle "Directeur" 
Le directeur possède un droit de gestion sur le logiciel Skool. Il pourra se connecter et voir les 
fiches d’objectifs de tous les élèves présents dans son établissement. 
Il aura également accès aux fiches d’informations personnelles de ceux-ci, comprenant les données 
telles que le nom, prénom, l’adresse ou bien même la classe de l’enfant, et pourra les modifier. 
Le directeur aura l’option de retirer un élève de son établissement et d’en rajouter si celui-ci n’a 
pas d’établissement attribué. Cependant, il n’aura pas l’autorisation de déplacer directement un 
élève d’un établissement à un autre. 
Une dernière action que le directeur pourra exécuter sur le programme Skool sera de gérer les 
classes se son établissement. Il pourra en créer de nouvelles et leur attribuer un professeur, supprimer 






Figure 23: Use Case du rôle "Superadministrateur" 
Le diagramme de cas d’utilisation du superadministrateur possède presque les mêmes 
fonctionnalités que celui du directeur. 
Toutefois, le superadministrateur aura l’autorisation de voir les fiches d’évaluation de tous les 





3.2. SCHÉMA BASE DE DONNÉES 
« Un schéma de base de données représente la configuration logique de tout ou partie d’une base 
de données relationnelle. » (LucidChart, s.d.) 
La création d’un schéma de base de données avant la phase de développement permet au 
programmeur de réfléchir en amont des connexions entre toutes les tables présentes dans le projet. 
Cela donne également la possibilité d’anticiper des problèmes qui pourraient ressortir. 
Cette phase est importante, car un schéma de base de données donnera un fil rouge au 
développeur qui évoluera au lors de la création du logiciel. Évidemment, le schéma sur lequel se base 
le développeur peut être modifié et amélioré au fur et à mesure du projet. 
 
Figure 24: Version 9 du schéma de base de données Skool 
Un premier schéma est créé pour le projet Skool. Celui-ci permet de visualiser les connexions entre 
les différentes tables et, d’un point de vue du développeur, d’imaginer les accès aux données dans 
l’interface web. Ce schéma se trouve également en annexe de ce document (cf. Annexe II : Neuvième 
version du schéma de base de données Skool). 
Au fur et à mesure des séances avec le client et le référent, le schéma a évolué. Au début de la 







À la suite des différentes analyses concernant les outils existants, un tableau a été généré afin de 
comparer les différentes fonctionnalités de chacun d’entre eux. 
 
Figure 25: Tableau comparatif des outils 
 Grâce à ce tableau, il est évident que Skool doit être développé « From scratch », c’est-à-dire 
depuis le début. Avec les informations présentes dans l’état de l’art, il est maintenant nécessaire de 
décider des différents langages qui composeront le logiciel. 
Premièrement, Node.js sera utilisé en BACKEND, car c’est un langage qui a beaucoup de potentiel 
et qui est destiné à s’agrandir de plus en plus à l’avenir. Avoir une application entièrement en 
JavaScript, que ce soit en Frontend ou en backend, va permettre de gagner beaucoup de temps lors 
de la phase de développement. 
En ce qui concerne le FRONTEND, le choix s’est porté sur du Pug plutôt que du HTML. Évidemment, 
cela revient sensiblement au même, mais le Pug a été développé pour Node.js, il est donc plus 
judicieux de le choisir. 
Concernant le Framework JavaScript, Express.js parait être un bon point de départ. Il est facile 
d’utilisation et d’installation. Il facilitera la mise en place des routes entre les différentes interfaces 
web. 
Ensuite, pour ce qui est du Framework CSS, Materialize sera utilisé dans le projet Skool car il est 




Pour finir, le serveur de base de données qui sera utilisé sera du MYSQL, car les données de Skool 
sont rangées dans différentes tables. Ayant créé un schéma de base de données relationnelle, il 
n’était pas possible d’utiliser un serveur NoSQL. 
Naturellement, ces choix ne sont pas immuables. Lors de l’avancée de la partie de développement, 
d’autres Frameworks se joindront, certainement, au premier lot. 
4.2. OUTILS 
4.2.1. OUTILS DE DEVELOPPEMENT 
Tout le développement de l’application Skool est fait grâce à l’environnement de développement 
intégré (IDE) Webstorm. Cet environnement supporte les Frameworks cités ci-dessus et aide à la 
création de projets en Node.js. 
 
Figure 26: Webstorm 
Un logiciel de gestion de versions décentralisé est également requis lors de la phase de 
développement de logiciel. Dans le cadre du projet Skool, c’est l’interface GitLab qui est utilisée. 
Ce logiciel de gestion permet également de mettre en place un environnement de test, plus connu 
sous le nom d’intégration continue (CI – Continious integration). Grâce à cette gestion automatique, 
il est simple d’exécuter des tests de validation sur le code qui est sauvegardé. 
 





4.2.2. OUTILS DE MODÉLISATION 
Durant la phase de modélisation, les logiciels utilisés étaient Microsoft Visio et le site internet 
mockflow.com. 
Visio est un programme développé par Microsoft et fait partie de la suite Office. Il permet la 
création de diagrammes professionnels (Microsoft, s.d.). 
Dans le cadre du travail de Bachelor, Visio est utilisé afin de créer le schéma de base de données 
(cf. Annexe II : Neuvième version du schéma de base de données Skool) ainsi que les différents uses 
case (cf. chapitre 3.1 : use case). 
 
Figure 28: Microsoft Visio 
En plus de Microsoft Visio, le deuxième outil de modélisation utilisé est le site internet 
mockflow.com. Ce site permet de créer des mockups (cf. chapitre 5.1 : mockups). Grâce à cet outil, 
il est possible de développer le visuel d’un site internet et de paramétrer les navigations entre les 
différentes pages. 
 






Au commencement de la phase de développement, il est important que les besoins du client soient 
compris par le programmeur. Pour cela, les deux acteurs vont mettre au point des mockups qui 
représentent les différentes interfaces utilisateur du logiciel. 
En ce qui concerne Skool, une vingtaine de maquettes ont été élaborées. Voici les plus 
importantes : 
5.1.1. LOGIN 
La page de login sera disponible pour tous les acteurs de l’application Skool. Suivant l’identifiant 
entré, l’utilisateur sera redirigé vers sa page d’accueil avec des droits qui lui sont propres. 
 
Figure 30 : Interface Login 
5.1.2. ACCUEIL 
Les professeurs, directeurs et superadministrateurs arriveront, après la page de connexion, 





Figure 31 : Interface d’accueil — Professeur 
Ces trois rôles auront un accès commun à une page d’annonces. Celle-ci permettra aux directeurs 
et superadministrateurs de poster des messages d’informations importantes en tout temps. Les 
professeurs, quant à eux, ne pourront qu’afficher les messages, mais n’auront pas de droit d’écritures 
sur ceux-ci. 
Les parents et élèves n’ont pas de page d’accueil similaire aux autres acteurs de l’application. Ils 
seront directement redirigés, après leur connexion, sur la fiche d’information de l’enfant voulu. 
5.1.3. RECHERCHE 
La volonté de pouvoir recherche facilement un élève vient directement du client. Il est important 
que les professeurs, directeurs et autres administrateurs puissent accéder rapidement aux 
informations recherchées. C’est pourquoi une interface de recherche est intégrée au logiciel Skool. 
 




Évidemment, il sera possible de trouver les fiches personnelles des élèves via d’autres chemins. 
Par exemple, le professeur pourra les rechercher au travers des classes qui lui sont assignées et les 
directeurs via des établissements. 
5.1.4. FICHE D’INFORMATIONS 
Une des interfaces les plus importantes n’est autre que la fiche d’information personnelle de 
l’élève. C’est sur cette page que se trouveront toutes les données personnelles de l’enfant ainsi que 
ses objectifs. 
 
Figure 33 : Interface informations personnelle — Parent/Enfant 
Cette page sera accessible par tous les acteurs de l’application Skool. Cependant, les différentes 





5.2. GUIDE TECHNIQUE 
Ce guide est réalisé afin de permettre, dans un futur proche, de reprendre le projet de Skool et 
d’en connaitre toutes les spécificités techniques telles que les accès à la base de données, la 
construction du projet Node.js, etc. 
5.2.1. BASE DE DONNÉES 
La base de données est construite en MySQL. Lorsque le programme est exécuté en local, il utilise 
la base de données « development ». Il est possible d’accéder aux tables grâce à l’interface 
phpMyAdmin à l’adresse suivante : 
  http://localhost/phpmyadmin/. 
Les informations de connexion sont écrites dans le document « config.json » du projet. 
 
Figure 34: config.json — données de connexion à la base de données 
La version déployée de l’application possède, quant à elle, une base de données en ligne. 
L’extension « ClearDB MySQL » est installée sur l’application de Skool. 
Cette base de données est accessible via un programme de lecture de base de données tel que 








L’hôte de la base de données est ce qui est écrit après le @ et avant le/: eu-cdbr-west-
02.cleardb.net. 
Le login d’utilisateur se trouve au début de l’URL jusqu’au double point : b75629952d9f7d. 
Le mot de passe est ce qui reste entre le double point et le @ : 5ce97830. 
 






Le programme est construit comme suit : 
 
Figure 36: Structure des dossiers de Skool 
BIN 
Le premier dossier contient le document qui permet le lancement de l’application, c’est-à-dire, 
www.js. C’est dans ce fichier que l’on peut préciser le port à écouter. On peut lancer la 
synchronisation de Sequelize (module gérant la base de données du programme) et c’est également 
à cet endroit que les données qui ne sont pas modifiables dans le programme sont créées. 
Dans le cadre du projet Skool, il existe plusieurs informations qui sont immuables et qui sont donc 
créées au premier lancement de l’application. Par exemple, il n’est pas possible de créer un rôle 
supplémentaire dans le projet. Il y a uniquement quatre types de personnes qui existent dans Skool : 
les élèves, les professeurs, les directeurs et le superadministrateur. 
Il n’est donc pas nécessaire de créer une interface de création de ces rôles qui est sujette à l’erreur 
telle que des fautes d’orthographe. C’est pour cela que les données de la table Rôle sont créées au 





Figure 37: Création de rôles 
Il existe quatre autres tables de la base de données qui sont également remplies dans le fichier 
www.js. Il s’agit de la table Cycle — les trois cycles existant dans l’éducation suisse —, Année — les 
onze ans d’école obligatoire —, ValeurEvaluation – le nouveau système de notation choisi pas le client 
– et la table Login afin de créer le login du superadministrateur même en cas de réinitialisation de la 
base de données. 
MODELS 
Le dossier « models » contient tous les fichiers pour la création d’une table dans la base de données 
avec le module Sequelize. Il faut un fichier par table existante et dans le cas de Skool, cela représente 
19 fichiers. 
Grâce à ces documents, il est possible de définir les champs existant dans une table et les jointures 





Par exemple, la table qui désigne les branches scolaires est construite comme tel : 
 
Figure 38: Table branche 
Grâce à ce code, il est possible de voir que la table branche contient une colonne «  id_branche » 
qui est un identifiant unique dans la base de données et une colonne « brancheName » qui désigne le 
nom de la branche scolaire. 
De plus, il est montré que la table Branche est liée à la table Groupe grâce à une méthode appelée 
« hasMany ». Cela signifie qu’une branche peut avoir plusieurs groupes/sous-catégories. La table 
groupe sera composée d’une clé étrangère « id_branche ». 
MODULES 
Le dossier module est utilisé pour stocker les méthodes JavaScript spécifiques à chaque classe. Ce 
sont dans ces fichiers que les actions sur la base de données sont faites telles que les insertions, les 
suppressions et les mises à jour. 
Par exemple, la création d’une annonce par le directeur ou le superadministrateur utilisera la 
méthode insertAnnonce(titre, text, auteur) présente dans le fichier annonce.js. 
 





Depuis ces méthodes, il est également possible d’appeler les données stockées dans la base et 
d’inclure les tables qui leur sont liées. 
Par exemple, si l’utilisateur souhaite récupérer tous les professeurs stockés ainsi que leur 
information de connexion et leur localité, il exécutera la méthode getAllProf(). 
 
Figure 40: Méthode getAllProf 
Ces méthodes sont construites grâce au module Sequelize qui est ajouté au projet Skool. 
NODE_MODULE 
Ce dossier contient tous les modules supplémentaires ajoutés au projet Node.js tel que Sequelize 
(pour les appels à la base de données), Express (le Framework JavaScript choisi pour Skool) ou même 
JQuery (pour utiliser des méthodes en JQuery). 
Ce dossier est obligatoire pour réussir à faire tourner le programme en local. Cependant, il ne doit 







Tous les documents reliés à la partie publique du programme sont sauvegardés dans ce dossier. En 
plus des fichiers utilisés pour le frontend (CSS), le dossier public contient les fichiers JavaScript qui 
permettent la manipulation de données. 
Premièrement, le document « adminquery.js » est utilisé pour transmettre des informations de 
l’interface utilisateur vers le serveur grâce à des méthodes Ajax. 
Par exemple, lorsque le superadministrateur entre des informations pour créer un nouvel 
établissement dans le formulaire, ces données sont récupérées et envoyées dans une méthode du 
serveur afin d’enregistrer une nouvelle entrée dans la base de données grâce à la méthode 
addEtablissementSuperadmin (). 
 
Figure 41: Méthode addEtablissementSuperadmin 
Deuxièmement, le document « selectquery.js » est utilisé afin d’enregistrer toutes les méthodes 
écrites en JQuery. Le JQuery permet de simplifier l’écriture de script dans les documents côté 
public/utilisateur. Le fichier « selectquery.js » est plus précisément utilisé dans le cadre du projet 
Skool afin de remplir les modales1 avec des données. 
                                                 
1 Les modales sont un type de composant du Framework CSS Materialize utilisé dans le projet Skool. Les modales sont des 





Figure 42: Modale de modification d’un élève 
Lorsqu’un utilisateur souhaite modifier les informations personnelles d’un élève, il va accéder à la 
modale de celui-ci. La méthode JQuery reliée à cette modale grâce à son identifiant unique, va 
retrouver les données qui sont enregistrées dans le bouton d’ouverture et va les insérer dans les 
champs de ladite modale.  
 
Figure 43: JQuery pour la modale d’édition d’un élève 
ROUTES 
Les fichiers du dossier routes permettent de configurer la redirection URL du site. Les différentes 
interfaces utilisateurs possèdent des chemins d’accès qui leur sont propres. 
Il existe quatre types de méthodes dans les routes : GET, POST, DELETE et PUT. Les méthodes GET 




dans la base de données avant d’appeler une page. Les méthodes PUT et DELETE vont, quant à elles, 
exécuter des méthodes de suppression et de modification dans la base de données. 
Avant d’appeler la page voulue, il est parfois nécessaire de récupérer des informations de la base 
de données afin de les afficher dans le côté client. Pour cela, les méthodes stockées dans le dossier 
modules sont utilisées. 
Par exemple, afin de parvenir à la page de recherche avancée de l’interface professeur, il est 
nécessaire que le programme récupère toutes les classes appartenant à l’enseignant actuellement 
connecté. Il faut donc aller cherche l’objet professeur qui correspond au login de la session et, par la 
suite, récupérer toutes les classes de la base de données qui sont en lien avec cet utilisateur. 
 
Figure 44: Route pour les recherches avancées — interface professeur 
VIEW 
Le dernier dossier important du projet Skool est celui appelé view. Celui-ci contient tous les 
documents PUG de l’application qui sont appelés dans le programme. 
Les documents PUG permettent la mise en page de nos différentes interfaces. Toutes les pages du 
programme sont basées sur des modèles appelés « layout ». La construction des interfaces est basée 
sur le Framework Materialize. Grâce à ce modèle, il est possible d’intégrer des composants, comme 





Figure 45: PUG de l’interface prof — mes classes 
Dans cet exemple, il est possible de voir la construction d’un menu avec onglet. Il est construit 
dynamiquement suivant le nombre de classes dans lesquelles le professeur enseigne. Ci-dessous, voici 
le résultat de l’interface professeur avec deux onglets. 
 
Figure 46: Résultat du PUG prof_classe 
5.2.3. HÉBERGEMENT 
HEROKU 
Skool est actuellement déployé grâce à la plateforme Heroku. « Fondé en 2007, Heroku a pour 
objectif de rendre le déploiement des applications de cloud computing de nouvelle génération aussi 
simples [sic] que leur développement. » (Montbeillard, 2010) 
Le terme de « cloud computing » désigne le fait de stocker et d’accéder à des données d’une 
application via internet et non pas par le biais d’un disque dur local. Il est donc possible d’accéder à 
des données directement sur internet lorsque celles-ci sont enregistrées sur une plateforme de cloud 




Heroku est donc choisi pour stocker les données de Skool et permet de rendre l’application 
disponible sur le Net à l’adresse suivante : https://skoolapp.herokuapp.com . 
Cette plateforme a été choisie pour le projet, car elle est gratuite et elle supporte le Node.js 
utilisé dans Skool. Il y a beaucoup de documentation disponible sur le site afin de faciliter le 
déploiement d’application et la communauté autour de cette plateforme est très présente. 
MÉTHODE DE DÉPLOIEMENT 
Afin de déployer l’application sur Heroku, il faut exécuter plusieurs commandes dans le terminal 
de Webstorm. Grâce au module « git ». Si celui-ci n’est pas installé dans le programme, il faut taper 
la commande : 
$ npm install --save git 
Tout d’abord, il faut installer le CLI d’Heroku grâce à la commande disponible sur le site officiel à 
l’adresse suivante : 
https://devcenter.heroku.com/articles/getting-started-with-nodejs#set-up 
Une fois installé, il faut se connecter à son compte avec la commande : 
$ heroku login 
Le terminal demande de se connecter avec l’adresse email du compte ainsi que le mot de passe. 
 
Figure 47: Connexion au compte Heroku 
Les crédits utilisés pour accéder à l’application de Skool sont l’adresse email de l’étudiant : 
julie.preperier@gmail.com ainsi que du mot de passe : « Bachel0r2018. ». 
Une fois la connexion réussite, il faut cloner le contenu du git de stockage de l’application dans 





Afin de cloner ce git, il faut se déplacer grâce au terminal de commande pour d’atteindre 
l’emplacement voulu. De base, l’utilisateur se trouve dans le dossier contenant le projet ouvert dans 
Webstorm. 
Dans le cadre du projet, le clone sera stocké dans un dossier nommé « Deploy ». 
 
Figure 48: Déplacement dans le dossier Deploy 
Une fois dans le bon dossier local, il faut cloner le dossier grâce à la commande : 
$ git clone https://gitlab.com/JuliePreperier/Skool.git 
Cette commande va prendre quelques minutes afin de copier toutes les informations du projet 
cloné. 
 
Figure 49: Cloner git dans dossier local 
Dès que le git est cloné dans un dossier local, la prochaine étape est de se déplacer dans le dossier 
cloner grâce au terminal de commande et de déployer l’application sur Heroku. 
Afin d’atteindre le git d’Heroku appartenant à l’application « skoolapp », il est nécessaire de se 
connecter à la branche distante (remote branche) de Skool grâce à la commande suivante : 
$ heroku git:remote -a skoolapp 
Cette commande va informer Webstorm que le git que l’utilisateur veut atteindre se trouve dans 





Figure 50: Configuration du git de l'application Heroku 
Il est maintenant d’envoyer tout le contenu du dossier cloné dans le stockage de l’application 
Heroku. Tout ce qui est dans ce dossier sera utilisé pour l’application en ligne. 
Pour l’envoi des données, il faut taper la commande : 
$ git push heroku master 
Cette action va pousser les données dans le git et, en plus, déployer l’application en ligne. 
Il est possible qu’un message d’erreur apparaisse lors de la commande précédente. 
 
Figure 51: Erreur de connexion 
Si cela arrive il est possible de se connecter au git grâce à un jeton d’identification, aussi appelé 
« token ». Pour obtenir un token la commande est : 
$ heroku auth:token 
Le terminal affichera un code alphanumérique d’une trentaine de caractères. 
 





Il est important de copier le token et de réexécuter la commande « push » écrite ci-dessus. Un 
pop-up Windows apparaitra alors sur l’écran et le token doit être collé dans le champ destiné au mot 
de passe. (Aucun nom d’utilisateur n’est requis) 
 
Figure 53: Connexion au git Heroku 
Dès que la connexion est établie, le déploiement commence. Une fois fini, il est possible d’accéder 
à l’application en tapant la commande : 
$ heroku open 
Et voilà, l’application est déployée sur l’URL  https://skoolapp.herokuapp.com/. 
 





Lors du premier déploiement de Skool, la base de données n’est pas remplie. L’unique moyen de 
connexion possible est l’identifiant du superadministrateur. 
Nom d’utilisateur : sysadmin 
Mot de passe : password 
Cet identifiant est créé dans le document www.js du projet Node.js. Il donne accès à l’interface 
superadministrateur de Skool. Il n’est pas possible de renseigner ici les autres noms d’utilisateurs du 
programme, car ceux-ci sont créés en même temps que l’utilisateur est créé. 
Les comptes des utilisateurs suivent tous le même modèle, à l’exception du superadministrateur. 
La première partie du nom d’utilisateur représente son rôle (« ens » pour enseignant, « dir » pour 
directeur et « el » pour élève). Il est suivi d’un point et d’une concaténation des deux premières 
lettres de son prénom et de la première lettre de son nom de famille. 
Par exemple, lors de la création d’un professeur du nom de John Doe, un identifiant est généré 
automatiquement : ens.jod. 
De base, les mots de passe générés sont « 1234 ». Il est tout à fait possible de modifier ces 
informations de connexion à tout moment. 
5.2.5. GESTION DES ERREURS 
Étant donné que l’application Skool est un prototype, la gestion des erreurs sur l’interface 
graphique n’est pas complète. Il est possible que l’application réfléchisse dans le vide lors d’une 
action ou d’un renvoi sur une page d’erreur. 
Afin de trouver l’erreur, il est possible d’exécuter une commande dans le terminal de Webstorm : 
$ heroku logs --tail 
Cette commande affiche tous les logs2 de l’application. Grâce à cette vision, il est plus simple de 
découvrir le problème en cours. 
  
                                                 




5.3. GUIDE D’UTILISATEUR 
Le guide d’utilisation permet de faciliter la compréhension des différentes interfaces et 
mécaniques du site de l’application Skool. Il existe actuellement quatre grands axes dans 
l’application. 
Premièrement, l’interface du professeur qui permet à celui-ci d’accéder aux élèves dont il a la 
responsabilité et de faire des évaluations des objectifs soit individuellement soit pour toute une 
classe. Le professeur a également accès à une page d’annonces postées par les directeurs des écoles 
ou par le superadministrateur. 
Deuxièmement, l’interface de l’élève qui est aussi destinée aux parents. Ceux-ci pourront changer 
les informations personnelles de l’élève et visualiser les résultats des évaluations. 
Troisièmement, l’interface des directeurs qui a plus une fonction d’administration et de gestion 
des établissements dont ils sont rattachés. Par exemple, la création de classes, l’attribution de celles-
ci aux profs travaillant dans l’établissement, etc. 
Dernièrement, l’interface du superadministrateur qui a également pour but l’administration et la 
gestion des données. Cependant, à la différence de la gestion d’un directeur, un superadministrateur 
configure des données plus générales telles que la création d’établissements ou d’utilisateurs. 
5.3.1. INTERFACE DE CONNEXION 
Lorsque l’utilisateur souhaite atteindre l’application de Skool, il arrive sur la page de connexion. 
Selon l’identifiant qu’il entre, le programme le redirige vers la bonne interface.. 
 





5.3.2. INTERFACE PROFESSEUR 
ACCUEIL 
 
Figure 56: Page d'accueil du professeur 
Sur la page d’accueil de l’interface prof, l’utilisateur peut voir les quatre dernières annonces 
postées sur l’application. 
De plus, il a accès à quatre menus différents. En premier, un accès à la liste de ses classes. Ensuite, 
un accès vers une liste des branches existantes. Le troisième accès est celui vers une interface de 
recherches avancées dans la liste des élèves. Et, finalement, le professeur a accès à la page contenant 
toutes les annonces postées par les directeurs et le superadministrateur. 
ANNONCES 
La page dédiée aux annonces permet au professeur de se tenir au courant des dernières nouvelles 
des différents établissements scolaires. Il ne possède aucun droit d’écriture sur celle-ci. 
 






La page de recherches avancées permet au professeur de trouver rapidement un élève selon son 
nom de famille, son prénom, sa classe ou même son établissement scolaire. Le tableau en dessous du 
champ de recherche est trié de manière dynamique selon les filtres entrés. 
 
Figure 58: Recherches avancées 
MES CLASSES 
L’enseignant connecté peut aller rechercher un élève selon une classe précise. Pour cela, 
l’interface des classes affiche une liste d’élèves selon leur classe. Il est possible pour le professeur 
de se déplacer au travers des différentes classes grâce aux onglets présents au sommet de la page. 
 






Le professeur peut, s’il le souhaite, rechercher un objectif précis qu’il souhaite évaluer pour toute 
une classe. L’interface des branches présente toutes les branches, groupes et objectifs existants dans 
la base de données. 
 
Figure 60: Recherche d’objectif par branches 
Une fois l’objectif sélectionné, le prof est redirigé vers une nouvelle page pour l’évaluation de 
toute une classe. 
 





FICHE ÉLÈVE ET ÉVALUATION 
Qu’il passe via l’interface de recherches avancées ou de classe, une fois qu’il a choisi un élève, le 
professeur est redirigé vers la fiche personnelle de l’enfant. Sur celle-ci, il peut modifier les 
informations personnelles telles que le nom, prénom ou adresse. 
De plus, toutes les branches sont affichées avec leurs objectifs. L’enseignant connecté peut 
sélectionner un objectif afin de faire une évaluation. Il sera alors redirigé vers une page prévue à cet 
effet. 
 
Figure 62: Évaluation d’un élève 
5.3.3. INTERFACE PARENT/ÉLÈVE 
ACCUEIL 
L’interface d’accueil ressemble exactement à la fiche d’élève atteint par le professeur. La seule 
différence est que l’utilisateur connecté — élève/parent — ne peut pas modifier les évaluations. Cette 
partie de la page ne montre que la progression de l’élève à titre informatif. 
 




5.3.4. INTERFACE DIRECTEUR 
ACCUEIL 
L’accueil d’un directeur est construit sur le même modèle que celui d’un professeur. Les quatre 
dernières annonces postées sont affichées au sommet de la page et quatre choix s’offrent à 
l’utilisateur. 
À la différence d’une interface d’un enseignant, le directeur peut rechercher un élève grâce à une 
recherche avancée ou selon une liste de classe présente dans tous les établissements qu’il dirige. 
Il a aussi accès à la liste complète des annonces présentes sur l’application. Cependant, le 
directeur peut rédiger une nouvelle annonce quand il le souhaite. 
Pour finir, la quatrième option est une interface administrative permettant la gestion des 
établissements et des classes. 
 






Le directeur ne peut changer des informations concernant uniquement les établissements qu’il 
dirige. La plateforme administrative offre sept options de gestion. 
 
Figure 65: Interface d’administration d’un directeur 
Les actions concernant les classes sont : 
• La création de classe 
• L’édition des classes 
• L’ajout ou la suppression d’une année scolaire à une classe 
• L’ajout ou la suppression d’un élève dans une classe 
Lors de la création d’une classe, il est demandé d’ajouter une année. Seulement, il est possible 
qu’une école n’ait pas beaucoup d’élèves et, de ce fait, décide de mélanger des élèves de plusieurs 
degrés dans la même classe. C’est dans ces situations qu’une option de rajout d’année est proposée 
dans l’administration d’un directeur. 
Les actions possibles concernant les établissements sont : 
• Le retrait ou l’ajout d’un élève dans un établissement 
Les directeurs n’ont pas accès aux établissements qu’ils ne dirigent pas. C’est pour cela qu’ils ne 
peuvent que retirer un élève de leur établissement ou aller chercher dans une liste un élève qui ne 
possède pas d’établissement et le rajouter directement dans une classe. 
Le fait de l’ajouter dans une classe va enregistrer automatiquement l’établissement concerné et 
le degré de scolarité en lien avec la classe dans le profil de l’élève. 
Le directeur est également responsable des branches, groupe et objectif. Grâce à l’interface 




sont créés automatiquement lors de la création d’un groupe. Il est toutefois possible pour le directeur 
d’éditer ou de supprimer un axe. 
Les actions concernant la gestion des professeurs sont : 
• L’ajout ou le retrait d’un professeur dans un établissement 
• L’ajout ou le retrait d’un professeur dans une classe 
5.3.5. INTERFACE SUPERADMINISTRATEUR 
ACCUEIL 
L’accueil du superadministrateur ressemble aussi à l’interface professeur et directeur à la seule 
différence qu’il ne possède que trois possibilités d’action. 
La première, tout comme le professeur et le directeur, il peut rechercher un élève via un 
formulaire de recherches avancées. Cependant, le superadministrateur aura accès à tous les élèves 
du système et ne sera pas limité. La deuxième option est l’accès aux annonces et à la possibilité d’en 
créer de nouvelles. La dernière option est l’interface d’administration. 
 






Le superadministrateur a la possibilité de gérer toutes les informations générales du programme. 
Il effectue la création de nouveau compte élève, professeur ou directeur, la création de nouveaux 
établissements ou de nouvelles localités. 
 
Figure 67: Interface d’administration du superadministrateur 
Les actions concernant les établissements sont : 
• Création, édition ou suppression d’un établissement 
• Ajout d’un professeur dans un établissement 
Une fois qu’un enseignant appartient à un établissement, il est pris en charge par le directeur 
dudit établissement. 
Les uniques actions concernant les professeurs et les directeurs sont la création, l’édition ou la 
suppression d’un directeur/professeurs. 
En ce qui concerne les élèves, les actions sont : 
• Création, édition ou suppression d’un élève 
• Gestion de l’établissement d’un élève 
• Gestion d’une année scolaire d’un élève 
À la différence d’un directeur, le superadministrateur peut changer l’établissement d’un élève, 
car il a accès à tous les établissements créés dans le système. 
Le superadministrateur peut créer directement une localité via le formulaire et a la possibilité de 
la modifier. Cependant, il ne peut pas supprimer de localités, car, même si elle n’est pas utilisée 







Il y a trois interfaces qui sont communes au superadministrateur et au directeur. 
ANNONCES 
La page affichant toutes les annonces du système est la même chez le superadministrateur et chez 
les directeurs. Tous ont la possibilité de lire les annonces existantes et d’ajouter de nouvelles 
annonces et même de supprimer les plus anciennes. 
 
Figure 68: Interface d’annonce 
RECHERCHES AVANCÉES 
Comme mentionné ci-dessus, le directeur, le superadministrateur et même le professeur peuvent 
accéder aux fiches des élèves grâce à une interface de recherches avancées. Le seul détail qui 
différencie les trois rôles est l’accès aux données des élèves. Un professeur ne verra que les élèves 
des classes dans lesquelles il enseigne, le directeur uniquement les élèves faisant partie des 






La fiche élève à laquelle accède le directeur et le superadministrateur est basée sur le même 
modèle que celle accédée par les enseignants et l’accueil d’un élève. 
Cependant, les directeurs et le superadministrateur ne possèdent pas de droit d’écriture sur ces 
fiches à l’exception des informations personnelles de l’élève. 
 





6. AMÉLIORATIONS FUTURES 
Au début du projet Skool, un Product Backlog a été rédigé avec le client. Malheureusement, due 
au temps donné pour le travail de Bachelor, toutes les fonctionnalités n’ont pas pu être réalisées et 
intégrées dans le logiciel Skool. 
6.1. INTÉGRATION DE JUSTIFICATIFS AUX ÉVALUATIONS 
Lors d’une évaluation, le professeur pourrait avoir la possibilité de télécharger un justificatif de 
son évaluation. Par exemple, un travail écrit de l’élève, une vidéo ou une image. 
Afin d’intégrer cette fonctionnalité dans le programme, il faudrait rajouter une table dans la base 
de données. Cette table gèrerait les objets de type BLOB (Binary Large Object) et la clé primaire de 
cette entrée sera liée à une évaluation. 
De plus, il faudrait ajouter un bouton de téléchargement qui permettrait à l’enseignant de 
sélectionner un document sur son ordinateur et de l’envoyer dans la base de données. 
6.2. GRAPHIQUES DE VISUALISATION 
Au début de projet Skool, l’idéateur a imaginé la possibilité d’avoir un aperçu global de l’avancée 
des élèves. Ces graphiques se trouveraient dans le profil de chaque enfant et montreraient, d’une 
manière plus visuelle, où en est la progression de l’élève. En plus d’une vision individuelle, le client 
pensait à afficher une vision globale de l’avancée d’une classe complète. 
Pour l’intégration de cette fonctionnalité, il faudrait installer un module qui aiderait à la création 
de graphiques tel que Vega. 
6.3. EXPORT 
L’export des fiches personnelles des élèves est une fonctionnalité facultative ajoutée dans le 
Product Backlog de Skool. 
L’objectif de cette fonctionnalité est que les parents, professeurs et directeurs puissent exporter 
les informations des élèves ainsi que leurs résultats aux évaluations afin de les imprimer ou de les 
enregistrer en local. 
La difficulté de cette fonctionnalité est de créer un document avec les informations présentes sur 
la page web. Le but étant d’exporter un document officiel, celui-ci ne pourrait pas simplement 





6.4. SÉCURITÉ DES DONNÉES 
6.4.1. CRYPTAGE DES DONNÉES 
En l’état, la base de données de Skool n’est pas sécurisée pour les informations sensibles. Les mots 
de passe sont lisibles et ne requières aucune sécurité minimum. 
Une amélioration pour l’application serait de crypter les entrées de la base de données afin que 
celles-ci ne soient pas accessibles trop facilement. De plus, il est possible de rajouter une sécurité 
quant à la force du mot de passe de l’application afin que les chaines de caractère tel que « 1234 » 
ne soient plus possibles. Par exemple, un nombre de caractères minimum, obliger l’utilisation de 
chiffre et de lettre et d’obligation d’utiliser des caractères spéciaux. 
6.4.2. DÉDOUBLEMENT D’INFORMATION DE CONNEXION 
Actuellement, dans l’application, si deux personnes possèdent le même nom d’utilisateur (deux 
premières lettres du prénom et première lettre du nom de famille), le programme de fera pas de 
différence entre les deux et créera les deux entrées. 
Une solution possible serait qu’un message d’avertissement apparaisse lors de la création d’un 
nouveau compte. Ce message informerait que le nom d’utilisateur n’est pas possible. Une création 
automatique d’un nom de secours peut être intégrée au programme. Par exemple, le logiciel prendrait 
les deux premières lettres du nom de famille et du prénom. 
6.5. GAMIFICATION POUR L’INTERFACE ÉLÈVE 
Sur le document de données du travail de Bachelor, l’idée de créer une option de gamification 
pour les élèves était inscrite. 
Cette idée était d’améliorer l’interface des élèves avec un système de petit jeu. Un personnage à 
faire évoluer au fur et à mesure qu’ils maitrisent leurs objectifs les accompagnerait tout au long de 
leur scolarité et les encouragerait à acquérir les différentes compétences. 
6.6. ÉVOLUTION DES OBJECTIFS 
Les objectifs du PER ne sont pas des entrées individuelles. Généralement, un objectif est progressif 
et suit un schéma évolutif. 
Par exemple, l’objectif « Identifier, classer et nommer des formes planes simples » devient 
« Identifier, classer, nommer et décrire des formes planes simples selon le nombre d’angles droits et 




dans la base de données comme étant un but à atteindre par l’élève. Cependant, tant que l’élève 
d’aura pas acquis la première compétence, il ne lui est pas possible d’acquérir la deuxième. 
Pour le moment, l’application Skool ne fait pas de distinction entre les objectifs. L’amélioration 
future serait d’afficher les objectifs qui sont premier de leur schéma de progression et d’afficher les 
objectifs suivant uniquement si l’élève a atteint la première étape. 
La base de données de Skool est déjà construite dans ce sens. Dans la table « Objectif », il existe 
une colonne « objectifSuivant » qui désigne quel est la prochaine étape de l’objectif. Une deuxième 
colonne, appelée « premierListe » fait partie de cette table et celle-ci permet de préciser si l’entrée 









Ce projet s’est terminé avec le développement d’un prototype en ligne qui répond à la majorité 
des demandes établies en début de travail. 
À la suite de l’analyse des outils existant, il est démontré clairement qu’un outil permettant 
l’évaluation des objectifs du PER n’existe pas. Ou, du moins, aucun outil ne répond à tous les besoins 
apportés par l’idéateur. Actuellement, certains objectifs sont toujours évalués dans des carnets de 
correspondance papier que l’élève doit garder avec lui. 
Ce nouvel outil peut apporter une interface centralisée pour toute la Suisse romande. Toutes les 
écoles pourraient évaluer leurs élèves de la même manière et le transfert d’information serait plus 
facile. 
Par exemple, si un enfant habite dans le canton de Vaud et déménage en Valais, son compte sera 
simplement d’un établissement à un autre. Toutes ses évaluations sont liées à son profil. Cela réduira 
l’administration de son transfère concernant sa progression. 
Ce travail m’a permis de renforcer mes connaissances en programmation Node.js, à apprendre une 
logique concernant les parties d’un programme web (frontend, backend) et le transfert d’information 
entre les deux. Le travail par itération est une méthode de travail adapté à mon organisation. Cette 
méthodologie m’a permis de structurer ma progression et de ne pas m’égarer dans la construction du 
projet. 
Skool n’est, pour le moment, qu’au stade de prototype mais, qui sait, peut-être qu’un jour il fera 
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Figure 67 :  Faite par l'auteur sur skoolapp.heroku.com 
Figure 68 :  Faite par l'auteur sur skoolapp.heroku.com 














ANNEXE III : PRODUCT BACKLOG 
Le Product Backlog ci-dessous représente l’état du projet le 22 juillet 2018. Il est sujet à des 
modification d’ici à la date butoir du travail de Bachelor.3 
  
                                                 









ANNEXE IV : RÉSUMÉ ITÉRATIONS 
Les résumés d’itération ci-dessous représente l’avancée du projet à la date du 22 juillet 2018. La 
dernière itération (N°9) et la page de résumé total sont sujettes à modifications avant la fin du travail 
de Bachelor.4 
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