Comparing to conventional CFD methods, meshfree methods have a great potential in dealing with moving boundary problems as mesh points can move in a truly arbitrary manner without the concern of ruining the integrity of the computational mesh. In the present work, we develop a meshfree solver to compute flow problems with moving boundaries. The initial set of points is generated with an automated mesh generator given user defined geometries. The mesh generator can also modify the point set to allow the geometrical bodies to move based on user prescribed motions. The developed tool is tested with several stationary and moving boundary problems. The potential of the meshless solver for moving boundary problems is successfully demonstrated for relatively complex geometries. 
I. Introduction
One of the major challenges in Computational Fluid Dynamics (CFD) is the generation of a suitable mesh for a complex configuration. The generation of a good quality mesh can be very expensive in terms of human labor and CPU time. In order to overcome this problem a number of numerical methods have been proposed in the past two decades, which are referred to as meshfree, meshless or gridless methods [1] . In the paper, the terms gridless, meshless and meshfree will be used synonymously. These methods completely discard the idea of a mesh for the spatial discretization of the PDEs governing the flow.
The numerical solution of partial differential equations (PDEs) has been dominated by finite difference methods (FDM), finite element methods (FEM) and finite volume methods (FVM). The common feature among all these methods is that they all require a mesh to discretize the PDEs. The objective of meshless methods is to eliminate at 1 PhD student, Department of Aerospace Engineering, University of Kansas Although RBFs naturally have the ability of dealing with scattered data and are efficient for implementation, it is difficult to control the accuracy of the numerical scheme since they are not based on Taylor series or polynomial expansions. The accuracy could be an issue and causes instability when there are not enough neighbor points to approximate derivatives of the solutions. In our tests, the free stream cannot be kept when there are less than 4 neighbor points for a solution point. To make the scheme stable, the number of discrete points in each stencil has to be sufficient. However, increasing points in the stencils will greatly increase the computational costs, especially for 3-dimensional problems. Another type of commonly used meshless method is Finite Point Method (FPM) [16, 17] . FPMs are generally based on least squares fitting functions to the discrete points. These approximated functions form the basis of discretization methods for the governing equations. Since the basis functions of FPMs are Taylor series or polynomials the accuracy of the scheme based on FPMs is controllable. In present work, we are going to use a meshless method based on FPMs to solve inviscid external flow problems.
In our previous work we have developed a meshless Euler solver based on radial basis functions [18] . The algorithm consists of two parts. The first part deals with the derivative approximation using the differential quadrature (DQ) method with RBFs as basis functions. The latter part consists of implementing a suitable upwind scheme to evaluate the fluxes. Excellent computations have been obtained [18] . In present work, we are going to apply DQ method with FPMs to handle moving boundary problems. For such problems, conventional methods require either mesh deformation, remeshing, or the use of overset meshes to carry out the simulation. In a meshless method, many of the complexities are avoided. As a result, meshless solvers have the potential to dramatically simplify the simulation process for moving boundaries. We will also evaluate the performance of our methods using several public domain benchmark problems.
II. Numerical Methods

Differential Quadrature Technique with Polynomial Basis Functions
Differential quadrature is the approximation of derivatives by using weighted summation of function values at the discrete points. Consider a continuous function : f R Ω → defined on 2 dimensional domain, and a local cloud of n scattered points surrounding a central point (Figure 1 ). Suppose the value of the function is known only at the discrete points ( )
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x y = x in the local cloud or stencil. By DQ technique, the approximation of the k th order derivative in x-direction or y-direction can be calculated as ( 
or in matrix form = f Pα (4) where
Since P is not a square matrix we could apply least squares for seeking α . Here we use weighted least squares [20] by minimizing the function 
to get the unknown coefficients α . The use of weights is for emphasizing the points which are closer to the center of the stencil (point 0, solution point). The general choice of the weights is 1 at point 0, and decreases monotonically with distance to point 0, and smoothly reaches a value of 0 outside the stencil. We will use a normalized Gaussian function to calculate these weights at each point in the stencil: The minimization of function ( ) E α in equation (5) leads to an expression T T = P WPα P Wf (7) where W is a diagonal weight matrix defined as 
Partial derivatives of the function f at any point could now be calculated from the approximation ( ) ( )
Thus the first derivatives of the central point are:
Polynomial-DQ Based Euler Solver A. Euler Equations and Discretization Procedure
The governing equations of inviscid fluid dynamics are a set of hyperbolic nonlinear PDEs, which are know as Euler equations. In vector and conservation form in two-dimensional physical space, the Euler equations are written as (
. While an exact analytical solution of those equations is often difficult to get, especially when the boundaries of the problem are irregular, numerical approximated solution will be the only choice. With the local Polynomial-DQ method we presented in the previous sections the divergence of flux in Equation (11) could be evaluated. To preserve upwind, similar with that in finite volume methods, the partial differentials of flux at reference point are evaluated through linear combination of flux at the mid-points between the reference node and its supporting nodes ( Figure 2 ). In this way we are able to calculate the divergence of flux with upwind scheme (detailed in the next section). After applying discretization based on Polynomial-DQ method the Euler equations become the following form (1 ) (1 )
Where j Q are conservative variables at the mid points between reference node and its j th supporting node. Note that the right terms of equation (12) for each midpoint could be written as
Define a unit vector
[ , ] 
then equation (13) actually calculates the projection of mid-point flux on the unit vector w l , which is
This provides a possibility to compute the projected flux through upwind scheme. As we define a new "weight"
Through equation (16) we are able to calculate the partial differential of Q with respect to time at any mesh point.
For static mesh points, i.e. the background points and non-moving body mesh points, the conservative flow variables could be updated by time integrating over this partial differential with methods such as forward Euler or Runge-Kutta.
For moving mesh points we have to calculate the total derivative with respect to time in order to update Q (see later sections).
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B. Upwind Scheme for the Euler Solver
To keep our scheme upwind we use the popular Godunov's type scheme to obtain the projected flux at the mid points by solving local one-dimensional Riemman problem. However exactly solving Euler equations in Riemman problem needs iterations and is very time-consuming. In the present work Rusanov solver is used for approximating the solution of Riemman problem. The Rusanov solver assumes that all the waves associated with the hyperbolic equations travel with the maximum wave speed. Let denote the conservative variables at the reference node and R Q denote the conservative variables at the supporting node. Similarly, let denote the interpolated conservative variables at the left side of the mid point, and R Q denote the interpolated conservative variables at the right side of the mid point.
Then the common flux at the mid point could be calculated by Rusanov's scheme For simplicity only the first-order scheme is implemented so far. We will add the second-order scheme to our solver after testing some cases.
C. Time Integration of Conservative Variables at Moving Mesh Points
Since the surrounding mesh points of the geometrical body are moving along with the body, only knowing the partial derivative of the conservative variables Q with respect to time (eq. (16)) is not sufficient for updating the solution.
We need to take into account the moving of mesh points. We may need to borrow the idea of conservation laws from the Finite Volume method. Assume the surrounding mesh points are moving along with the body at the velocity of g V , the conservation law for moving grid problems in the Finite Volume method takes the form
where the subscript i denotes the ith control volume; f denotes the index of face on the surface of the control volume;
superscript n and n+1 represent the old and new solution; (19) Since the equation (18) and (19) are in integration form we can get the differential form by converting 
( )
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D. Boundary Condtion Treatment
For wall boundaries it is required that the relative velocity of the flow is parallel to the wall. In other words there is no relative normal velocity at the wall, 0 n u = . To cancel the normal velocity of wall boundary points we will add ghost points to our system. Consider a wall boundary which is moving at velocity b v (Figure 3) , each mesh point has a ghost point as its mirror image. To calculate flow velocity at the ghost points a frame of reference which is fixed on the body will be introduced. 
Because the density and pressure at ghost points are the same as at their original points, the conservative variables of the ghost points could be determined. And these ghost points will serve as neighbor points when we update the solutions at wall boundary points. 
III. Points Set Generation with Moving Body
In the present study, we developed a point set generator with only an input geometry composed of one or multiple closed bodies. Both surrounding point of the bodies and background points are then automatically generated using the following approach with the help of a GUI we developed. We also developed an algorithm for mesh modification when the bodies are moving during the simulations.
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A. Body Point Set Generation
There are two steps in generating the point sets around the closed bodies, which are defined either analytically or discretely. If the body is defined by an analytical function, the first step is to distribute mesh points along the body.
The distance between neighboring points is controlled by a mesh size h . The mesh size is in turn determined by both the curvature C at the mesh point and the range of mesh size min max The second step in the body point set generation is to produce points in the vicinity of the body by marching in the normal direction. In this step surrounding points will be shot out from each wall boundary point away from the body.
The wall boundary points which have multiple normal vectors will also shoot out multiple points. The points are generated layer by layer around the body. The number of layers and thickness between the layers are controlled by the parameters in the input file. The generated point sets of an airfoil and a rigid circle are shown in Figure 5 as an example. Figure 5 . Point sets which are generated around geometrical bodies.
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Notice that the last shooted layer (blue curves in figure 5 ) for a body is the interface between the surrounding points of the body and the background mesh points which we are going to introduce in next section. We call the surrounding points as the body-mesh points and the interface layer as the outer layer of the body-mesh points.
B. Background Point Set Generation
Since we deal with external flow problems only for the time being, we generate the background mesh by recursively refining a single Cartesian cell covering the entire computational domain. We use the outer layers of the body meshes to match the mesh resolution between the Cartesian and body meshes. When the size of the local Cartesian cell is comparable to the outer layer mesh size, the Cartesian cell refinement process stops. With a quad-tree data structure, each node of the tree represents a Cartesian cell. In order to ensure that the length scales do not change abruptly, the quad-tree is balanced in that the size of neighboring elements does not differ by a factor over 2. Then the cell centers of the Cartesian cells form the background point sets. Any points of the background which are overlapped with the body point sets are set to be inactive in the flow simulations. The overall and local view of the generated point set is shown in figure 6 . 
C. Moving Mesh Algorithm
When a geometrical body and its surrounding points have translation or rotation relative to the background, the background have to adapt the motion so that the quality of the whole point set could be kept. This adaption involves removing and/or adding point to the background. For the background points were generated from the Cartesian cells a simple choice is to regenerate the entire background point set after the geometrical bodies move to their new positions. However this is not an effective option because the background point set need to be regenerated at every time step if any body moves for all the time of the simulation. Here we developed an efficient way that allow the bodies moving while modify the background mesh points as less as possible. Starting with the wall boundary located at the center of the outer layer of body mesh the algorithm includes the following three steps: 1. Fix the outer layer and let the inner body-mesh points move along with the wall boundary which is moving at the prescribed velocity for 9 American Institute of Aeronautics and Astronautics each time step; 2. As the inner body-mesh points moving for a given number of time steps fix the wall boundary and moving the inner body-mesh points as well as the outer layer point so that the wall boundary locates at the center again; 3. New background mesh points around the outer layer of body-mesh points are generated as a refinement to match the mesh size restriction. The second and third steps are one-shot changes rather than multiple time step process, which is the case of the first step. The solution at the modified points in step 2 and 3 has to be interpolated from their neighbor points in step 1. The above three steps will be repeated over and over again until the simulation was ended. Figure 7 gives a demonstration of the above algorithm. The initial configuration is shown in figure 7a with the wall boundary (red circle) at the center. As the simulation is running the wall is moving away from the center. Figure 7b shows the configuration after running for a given number of time steps. The wall points are then fixed and the bodymesh points are rearranged to re-center the wall boundary (figure 7c). The background is also refined around the outer layer in figure 7c . Figure 7d is just a repeat process from figure 7a to 7b. In this manner the background do not need to be modified every simulation time step, which saves a lot of computational costs. 
IV. Results and Discussions
A. Validation of the Meshless Solver
Since our meshless solver could deal with both stationary and moving mesh cases we did two sets of test for validating the solver. For stationary mesh case we did a mesh refinement study while for moving mesh case we compared the unsteady solution with the steady solution from the stationary mesh case. All the tests are based on flow over cylinder problem. Figure 8 shows the mesh refinement study of three sets of mesh points with different resolutions. The mesh point distributions are shown in the left column and the corresponding steady state solutions are shown in the right column. We can see that as the resolution of the mesh point set increases the contour lines around the cylinder become 10 American Institute of Aeronautics and Astronautics smoother. The solution for the fine mesh even give more details around the cylinder than the solution for the mesh with media resolution. This is a sign that the solution from our solver could converge to the exact solution as the mesh was refined. Figure 9 gives the solutions of stationary mesh case and the moving mesh case. The two cases use the same mesh and the relative velocity of the cylinder to the air is the same for these two cases. The contour maps around the cylinder are very similar to each other, which means our solver can get almost the same solution for moving mesh case with that of stationary mesh case. Since the solver has been validated in the stationary mesh cases (figure 8) we believe that our solver also works good for moving mesh cases. 
B. Subsonic Flow Over an Airfoil and a Cylinder
Based on above testing we ran a case using our meshless solver to solve an external subsonic compressible flow over an airfoil and a cylinder problem. The solutions are shown in figure 10 . The Mach number of far field flow is ∞ = 0.4. The angle of attack is set to zero. The airfoil is fixed on the top and a cylinder below the airfoil is going to move down with a constant velocity = 0.4. Hence the direction of flow velocity relative to the cylinder is along (1,1) which is 45° to the upper right. To show the modification of background mesh points we give the pointwise representation of the solution on the left column of figure 10 . Start with an uniform initial condition a low-density region was formed around = 1000 at the region between the airfoil and the cylinder. As the cylinder departed further from the airfoil the solution distributions around the cylinder and the airfoil are independent to each other ( = 3000). The solution distribution around the cylinder at the end of the simulation ( = 5000) is the same with that when = 3000, which means the solution was converged. Notice that the higher density at the nose and lower density at the tail of the cylinder. This is consistent with the aerodynamics theory.
C. Lauching of Rocket
To test the robustness of our moving meshless solver we simulated a rocket lauching case. The pointwise solutions at different time steps are shown in figure 11 . Since the real rocket lauching process involved in very complex processes such as flow generation, chemical reaction at hight temperature and accelerated moving we have to do a lot of simplification. Nevertheless our purpose is to show the solver has the ability to handle bodies with complicated geometry like a rocket and its holders. Thus we assume no flow generation, no high temperature and chemical reaction, and the rocket moves with a constant velocity of 0.3. we also assume there is no far field flow (or the rocket moving in static air). From figure 11 we can see that at early stage ( = 10000 and 20000), since the tail of the rocket is still close to the two fixed holders, the solution at the region between the tail and the two bodies shows non-uniform distribution. This is true because the air was disturbed by the moving of the rocket tail. After the rocket left the two bodies ( = 40000 and 57000) the uniform solution for static air is recovered in between them. On the other hand symmetric density distribution shows up around the rocket because of the symmetric geometry of the rocket. This simulation shows that our solver is able to handle moving bodies with complex geometry.
V. Conclusion
We have developed an automated mesh generator and a meshless solver for both stationary and moving boundary problems. The mesh generator is able to generate a set of points from a given geometry and adapt the point set according to the motion of the bodies. The solver is validated through mesh a refinement study and solution comparison between stationary and moving mesh cases. We tested cases of a cylinder droping from an airfoil and a rocket launch. Qualitatively correct solutions are obtained from both cases. The rocke launching case also shows that our solver has the ability to handle moving bodies with complex geometry. We plan to extend the solver to 3D NavierStokes equations in the future.
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