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Resumen 
 
Este trabajo describe una estrategia de codiseño 
hardware-software para la implementación de 
sistemas de control difusos en FPGAs. Su 
principal aportación radica en que permite el 
desarrollo conjunto de los componentes hardware 
y software y posibilita la verificación y diseño 
eficiente de este tipo de sistema. El flujo de diseño 
propuesto combina las herramientas específicas 
para la realización de sistemas de inferencia 
difusos incluidas en Xfuzzy con herramientas de 
síntesis e implementación de FPGAs de Xilinx y 
herramientas de modelado y simulación del 
entorno Matlab. 
1. Introducción 
El diseño de los sistemas electrónicos actuales 
recurre en gran medida al uso de arquitecturas 
programables y requiere, en muchas ocasiones, 
que el diseñador combine elementos hardware y 
software para implementar el sistema de forma 
eficiente. Para facilitar el desarrollo conjunto de 
los elementos hardware y software de un sistema 
se utilizan técnicas de codiseño hardware-
software.  
 En la realización de sistemas complejos es 
muy frecuente la utilización de varios lenguajes 
para describir distintos tipos de funcionalidades. 
La existencia de este tipo de sistema heterogéneo 
se debe a que numerosos estudios han demostrado 
que hasta la fecha no existe un lenguaje de 
descripción único, capaz de soportar las diferentes 
etapas del ciclo de desarrollo de un sistema 
(especificación, síntesis, verificación e implemen-
tación) [1],[2],[4],[8],[11]. 
El avance en la fabricación de circuitos 
integrados ha permitido la integración de cada vez 
más funcionalidad en un solo chip. Al utilizar los 
recursos disponibles en los FPGA actuales, es 
posible implementar de forma rápida sistemas de 
tipo SoPC (System on Programmable Chip). Pero, 
para sacar partido a estas tecnologías, se hace 
imprescindible la utilización de nuevos métodos 
de diseño que permitan elaborar un producto 
fiable en un tiempo razonable. 
En este trabajo se describe el proceso de 
diseño y verificación de un sistema heterogéneo 
de control difuso aplicado al aparcamiento de un 
vehículo autónomo. El flujo de diseño empleado 
combina herramientas específicas para la 
realización de sistemas de inferencia difusos 
incluidas en Xfuzzy, herramientas de síntesis e 
implementación de FPGAs de Xilinx y 
herramientas de modelado y simulación del 
entorno Matlab. 
 El trabajo está estructurado como sigue. En la 
sección 2 se introducen las herramientas utilizadas 
en la metodología propuesta. La sección 3 
describe una novedosa técnica de diseño para la 
realización hardware de sistemas de control 
difusos implementados en FPGAs. La sección 4 
explica los pasos requeridos para la realización 
conjunta de un sistema hardware-software, así 
como la realización de funciones complementarias 
que facilitan la realización y el diseño de este 
sistema utilizando Matlab. Para finalizar, la 
sección 5 brinda las conclusiones de este trabajo. 
2. Diseño de sistemas multilenguaje 
El problema de la realización de un sistema 
multilenguaje puede ser abordado de dos formas: 
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la solución de tipo composicional y la variante 
basada en cosimulación.  
La solución composicional trata de integrar 
una especificación parcial de cada una de las 
diferentes funcionalidades de un sistema en una 
representación unificada, que luego será utilizada 
para la verificación del comportamiento y el 
diseño global del sistema [6]. Los sistemas que en 
una primera fase se describen utilizando un 
lenguaje que trate de abarcar la funcionalidad 
completa, como Matlab, o variantes un poco más 
elaboradas, como aquellos realizados utilizando 
SystemC, pudieran constituir un ejemplo de 
soluciones de tipo composicional. 
La variante basada en cosimulación consiste 
en la interconexión de los entornos de diseños 
asociados a las distintas funcionalidades de un 
sistema. Dado que no existe un lenguaje único que 
pueda ser utilizado para describir todas las 
funcionalidades que un sistema complejo necesita, 
los elementos que componen este sistema pueden 
estar descritos utilizando distintos lenguajes, 
como por ejemplo VHDL para describir una 
funcionalidad de tipo concurrente y C++ para 
describir mejor una funcionalidad secuencial. 
En este trabajo se describe una estrategia de 
diseño multilenguaje que usa una variante basada 
en cosimulación. La metodología propuesta utiliza 
herramientas de diseño ampliamente conocidas e 
incluye la realización de algunos cambios que 
permiten la correcta integración y cosimulación 
del sistema completo. Siguiendo este método, los 
distintos componentes de sistema se han realizado 
utilizando distintos lenguajes y herramientas de 
desarrollo. En las diferentes etapas de diseño se ha 
utilizado cosimulación para validar la solución 
propuesta. La realización del trabajo ha requerido, 
asimismo, el desarrollo de mecanismos de 
comunicación inter-lenguaje y la puesta a punto 
de cada uno de los sub-sistemas. Las herramientas 
utilizadas en el flujo de diseño propuesto se 
describen a continuación. 
2.1. Entorno de desarrollo Xfuzzy 
Xfuzzy es un entorno de diseño que facilita el 
desarrollo de sistemas de inferencia difusos. Está 
compuesto por una serie de herramientas que 
permiten definir, verificar y optimizar sistemas 
difusos. El entorno de desarrollo incluye además 
herramientas de síntesis que facilitan su imple-
mentación como componentes software o 
hardware [14]. Se pueden describir controladores 
difusos complejos utilizando una especificación 
jerárquica XFL3. Esta especificación puede 
combinar bloques difusos (para realizar tareas de 
control y toma de decisiones) y bloques de tipo 
crisp (para implementar funciones aritméticas y 
lógicas). Las bases de reglas pueden ser definidas 
directamente por un operador experto o pueden 
ser extraídas de datos numéricos utilizando 
herramientas de identificación y aprendizaje 
supervisado. La verificación funcional se lleva a 
cabo analizando la relación entrada–salida del 
sistema, así como realizando simulaciones de 
comportamiento en lazo cerrado en combinación 
con un modelo de la planta descrito en Java. Las 
herramientas de síntesis hardware que incluye 
Xfuzzy permiten la traducción de una 
especificación XFL3 a una descripción circuital 
que puede ser implementada en un dispositivo 
programable o en un circuito integrado para 
aplicaciones específicas. Utilizando una 
herramienta de síntesis incorporada reciente-
mente, xfsg, es posible generar los ficheros 
requeridos para realizar la estrategia de codiseño 
que se describe en este trabajo. 
2.2. Herramienta de diseño DSP de Xilinx 
El entorno SysGen (System Generator) facilita el 
desarrollo de algoritmos para sistemas de 
procesado digital de señal (DSP) sobre las FPGAs 
de Xilinx [13]. Está basado en Simulink, la 
herramienta interactiva para el modelado, la 
simulación y el análisis de sistemas dinámicos 
integrada en Matlab. SysGen incluye una librería 
de módulos Simulink (denominada “Xilinx 
Blockset”) que proporciona los elementos básicos 
de un sistema digital, así como el software 
necesario para facilitar la síntesis e implemen-
tación sobre las FPGAs de Xilinx de los 
algoritmos descritos y simulados en Matlab. 
Los distintos componentes de un sistema se 
representan en SysGen mediante modelos 
Simulink que contienen descripciones esquemá-
ticas. La etapa de verificación se lleva a cabo 
mediante simulación, utilizando las facilidades de 
generación y visualización de señales ofrecidas 
por Matlab. Una vez confirmada la funcionalidad 
del diseño, SysGen facilita su implementación 
mediante su traslación a diferentes tipos de 
netlists, la generación del fichero de programación 
de la FPGA o, incluso, la verificación funcional 
  
 
del controlador en lazo cerrado a través de la 
cosimulación hardware-software de la imple-
mentación del sistema de control junto a un 
modelo de la planta. Para llevar a cabo estas 
tareas, SysGen utiliza las herramientas de síntesis 
e implementación de FPGAs del entorno ISE de 
Xilinx. 
2.3. Matlab 
Un problema esencial en el desarrollo del diseño 
multilenguaje es la integración de los diferentes 
sub-sistemas para la implementación del sistema 
completo. Este problema requiere que se realice 
una validación efectiva de las funciones del 
sistema. En este contexto, se decide utilizar 
Matlab debido a que es una plataforma de 
desarrollo de alto nivel que permite simulación y 
puesta a punto de sistemas complejos. Cuenta, 
además, con buenas herramientas gráficas que 
posibilitan la visualización de los resultados 
requeridos. 
3. Implementación de controladores 
difusos sobre FPGAs 
La complejidad de los sistemas de control actuales 
hace necesaria, en ocasiones, la utilización de 
procesadores de propósito general en combinación 
con coprocesadores específicos para llevar a cabo 
las tareas del sistema y asegurar que se cumplen 
las restricciones de velocidad, tamaño o consumo 
de energía. Según [5], una solución eficiente para 
la implementación de un controlador difuso como 
un sistema híbrido hardware-software consiste en 
utilizar un procesador de propósito general (que 
realice las tareas de inicialización, comunicación y 
control de forma global) en combinación con 
hardware dedicado en donde se implemente el 
proceso de inferencia difusa. El controlador 
descrito en el presente trabajo utiliza el 
microprocesador MicroBlaze, disponible como 
módulo de propiedad intelectual (IP) para las 
FPGAs de Xilinx, junto con módulos de 
inferencia difusos específicos que permiten la 
aceleración de las tareas de control. 
MicroBlaze es un procesador RISC de 32 bits, 
con arquitectura Harvard, disponible como 
módulo-IP para las principales familias de FPGAs 
de Xilinx. Los buses de direcciones y datos se 
dividen, a su vez, en buses locales (que facilitan la 
conexión a los bloques de memoria existentes en 
la FPGA) y buses de periféricos basados en los 
estándares OPB y PLB. El entorno de diseño XPS 
(Xilinx Platform Studio) proporciona numerosos 
periféricos basados en estos buses, así como 
herramientas que permiten transformar diseños 
hardware específicos en módulos-IP compatibles 
con dichos estándares [10] 
El diagrama en bloques de los circuitos 
utilizados para implementar los módulos de 
inferencia difusa se muestra en la Figura 1. La 
arquitectura utilizada posibilita una implementa-
ción eficiente de un sistema difuso en términos de 
uso de recursos, consumo de energía y velocidad 
de ejecución. Las principales características de 
esta arquitectura son: 1) limitación del grado de 
solapamiento de las funciones de pertenencia; 2) 
implementación de una estrategia de procesado 
que evalúa solo las reglas activas y 3) el uso de 
métodos de defuzzificación simplificados.  
Los circuitos generadores de funciones de 
pertenencia (MFC) evalúan las entradas y 
responden con una pareja de valores “etiqueta – 
nivel de activación” (Li, μi). Un circuito de 
selección de reglas activas compuesto por un array 
de multiplexores permite realizar el proceso de 
inferencia. En cada ciclo de reloj, los grados de 
pertenencia (μi) de los antecedentes se combinan 
mediante el operador conectivo de antecedentes 
para calcular el grado de activación (hi) de la 
regla. Las etiquetas de los antecedentes (Li) 
forman la dirección de la memoria de reglas que 
almacena los parámetros (ci, wi) que definen el 
consecuente. Para finalizar, el bloque de 
defuzzificación (DEF) se usa para obtener el valor 
de salida (y). La temporización del proceso de 
inferencia se maneja por un bloque de control 
global [12]. 
 
Figura 1. Arquitectura basada en reglas activas [12] 
  
 
 Utilizando SysGen y los bloques contenidos 
en el grupo “Xilinx Blockset” se ha generado una 
biblioteca que incluye diferentes alternativas para 
implementar cada una de los elementos básicos de 
la arquitectura mostrada en la Figura 1. Los 
bloques en XfuzzyLib están agrupados por su 
funcionalidad: generadores de funciones de 
pertenencia, selectores de regla activa, conectivos 
de antecedentes, memoria de reglas, defuzzifi-
cadores y elementos de control. Además de los 
bloques básicos, la biblioteca incluye elementos 
que describen a controladores difusos (FLCs) que 
se diferencian en el número de entradas, el 
conectivo utilizado para calcular el grado de 
activación de las reglas y el método de 
defuzzificación empleado. Actualmente la librería 
incluye FLCs de 1 y 2 entradas, que utilizan 
mínimo y producto como conectivo de 
antecedentes y emplean los métodos de 
defuzzificación FuzzyMean, WeightFuzzyMean, 
MaxLabel y Takagi-Sugeno de orden 1. 
Los módulos en “Xilinx Blockset” contienen 
parámetros que permiten que sean definidos 
aspectos específicos de su funcionalidad, tales 
como el tamaño del bus o la aritmética a emplear. 
De igual forma, una vez que el diagrama de 
bloques de un nuevo elemento ha sido incluido en 
XfuzzyLib, este elemento puede encapsularse 
como un subsistema y se le puede añadir una 
máscara que identifique sus parámetros. Cuando 
este subsistema es utilizado en un nivel de mayor 
jerarquía los parámetros pueden ser asignados por 
medio de valores numéricos o por medio de 
variables. Estas variables pueden ser definidas 
utilizando la ventana de comandos de Matlab o 
mediante un fichero “.m”.  
3.1.  Diseño de alto nivel con Xfuzzy 
El diseño de un módulo de inferencia con Xfuzzy 
empieza con la descripción del sistema utilizando 
una especificación XFL3 y las facilidades gráficas 
que brinda el entorno de desarrollo. La Figura 2-a 
muestra la descripción gráfica de un controlador 
difuso jerárquico diseñado para permitir el 
aparcamiento marcha atrás de un vehículo 
utilizando una trayectoria óptima [3]. El 
controlador emplea dos bases de reglas y un 
bloque crisp. La base de reglas “interpolation” 
tiene como entrada la posición del vehículo y 
brinda el valor del ángulo (alpha) asociado con el 
cambio en el signo de la curvatura. La base de 
reglas denominada “smoothing” proporciona el 
valor final de la curvatura que depende de la 
diferencia entre este ángulo y el definido por la 
posición del vehículo (phi). Esta base de reglas 
suaviza las transiciones de las trayectorias, y 
permite obtener caminos de curvatura continua 
que pueden ser seguidos por el vehículo sin 
incumplir sus restricciones dinámicas. Estas bases 
de reglas han sido definidas y ajustadas utilizando 
conocimiento experto en combinación con datos 
de entrenamiento generados a partir de consi-
deraciones geométricas y usados como entrada 
para la herramienta xfsl incluida en Xfuzzy. En la 
Figura 2-b se puede apreciar la superficie de 
control del sistema mientras que en la Figura 2-c 
se ilustra la trayectoria obtenida al realizar una 
Figura 2. a) Representación gráfica de un controlador difuso. b) Superficie de control. c) Simulación en lazo cerrado 
de un controlador en conjunto con un modelo Java de la planta.  
(a) (b) (c) 
  
 
simulación en lazo cerrado del controlador en 
conjunto con un modelo físico del vehículo 
codificado en Java. 
3.2.  Implementación de controladores difusos 
con SysGen 
Construir un sistema utilizando XfuzzyLib requiere 
la identificación e interconexión de los bloques 
necesarios, así como la definición de los 
parámetros de acuerdo con el comportamiento que 
se quiere que estos tengan. Estas tareas se pueden 
realizar de forma automática por medio de la 
herramienta de síntesis xfsg incluida en Xfuzzy, la 
cual puede generar un fichero “.mdl” que contiene 
el modelo Simulink correspondiente a la 
especificación XFL3 del controlador difuso, así 
como un fichero “.m” con los parámetros que 
definen el tamaño y la funcionalidad de los 
componentes. 
La Figura 3-a muestra el modelo Simulink 
correspondiente al controlador mostrado en la 
Figura 2-a. La funcionalidad del diseño puede ser 
verificada en cualquier momento utilizando las 
opciones de simulación de Simulink y los bloques 
correspondientes de generación y muestreo de 
señales. La superficie de control generada con 
Matlab se muestra en la Figura 3-b. 
Utilizando la herramienta Sysgen es posible 
realizar el diseño del controlador como un módulo 
IP conectable  a MicroBlaze. Para llevar a cabo 
este paso es preciso asignar los puertos de 
entrada/salida y definir su funcionamiento como 
memoria compartida. A continuación se añade el 
bloque correspondiente al procesador MicroBlaze. 
Este bloque contiene la funcionalidad de un 
proyecto realizado con XPS y generado 
previamente. Este diseño incluye otros periféricos, 
como un transmisor/receptor RS-232 y un 
temporizador. El proyecto debe ser importado 
hacia el directorio de trabajo de Simulink 
utilizando las opciones de SysGen que facilitan 
este proceso. 
4. Aplicación al control de un vehículo 
autónomo 
El diseño descrito con anterioridad ha sido 
utilizado para la realización de un sistema de 
control difuso para el aparcamiento autónomo de 
un vehículo eléctrico. 
Romeo-4R es un vehículo eléctrico que está 
equipado con motores de tracción y dirección, así 
como con diferentes sensores que permiten 
calcular la posición, orientación y velocidad del 
vehículo en cada instante [7]. El objetivo del 
sistema de control a desarrollar es actuar en el 
sistema de tracción y dirección de forma tal que 
posibilite el aparcamiento automático a partir de 
una posición definida. Romeo-4R usa un 
procesador digital de señales (DSP) TMS-320LF 
de Texas Instruments que brinda funcionalidades 
para actuar sobre el control del motor, conversión 
análogo digital y enlaces de comunicación 
mediante puerto serie. El DSP adquiere la 
información de los sensores y estima la posición 
(a) (b) 
Figura 3. a) Modelo Simulink del controlador mostrado en la Figura 2-a utilizando los FLCs y bloques crisp 
proporcionados por XfuzzyLib. b) Superficie de control obtenida en MatLab 
  
 
actual del vehículo utilizando un modelo 
cinemático del mismo [9]. El módulo de control 
difuso interactúa con el DSP utilizando un 
protocolo de comunicación por RS-232. El 
software que se ejecuta en el DSP le proporciona 
información al módulo de control difuso referente 
al estado del vehículo y, en respuesta, éste indica 
los valores deseados de velocidad y ángulo de 
rotación de las ruedas. (Ver la Figura 4)  
El desarrollo conjunto de los componentes 
hardware y software y sus conexiones se puede 
ver construido en Simulink como muestra la 
Figura 5. Este modelo contiene un bloque que es 
implementado directamente en la FPGA 
(“Subsystem hwcosim”) mientras la simulación se 
ejecuta. Utilizando esta estrategia se pueden 
probar distintos modelos de una planta (modelos 
de vehículos en este caso) y distintos 
controladores conectados como periféricos a 
MicroBlaze permitiendo gran flexibilidad de cara 
al diseñador.  
El bloque “Backward” es el módulo de 
inferencia del controlador difuso correspondiente 
al modelo de la Figura 3-a, preparado para ser 
Figura 4. Interfaces de los módulos del sistema 
Figura 5. Desarrollo conjunto de componentes hardware y software utilizando la metodología propuesta. 
  
 
implementado como periférico PLB de 
MicroBlaze, pero descrito todavía a nivel de 
modelo para facilitar el ajuste de la base de 
conocimiento y otros parámetros (el mismo 
“entorno” serviría para probar otras estrategias de 
control sin necesidad de volver a implementar la 
parte del sistema que ya está en la FPGA. 
El bloque “Subsystem hwcosim” representa al 
procesador implementado en la placa. Está 
preparado para incorporar un periférico de lógica 
difusa en cualquiera de sus interfaces Facilita 
también una interfaz para el desarrollo de las 
aplicaciones (lazo de control y comunicación con 
el DSP a través de RS-232 y un protocolo ad-hoc). 
El protocolo de comunicación y los 
controladores software para realizar la 
comunicación con el periférico FLC son 
ejecutados por el bloque “Subsystem hwcosim” 
previa compilación. SysGen está preparada para 
cosimular las funciones que están implementadas 
en la FPGA junto con el resto de la funcionalidad 
que está descrita en el modelo Simulink de la 
Figura 5. Para la representación del sistema 
completo fue necesario utilizar otros modelos. El 
bloque “Romeo4R” es una representación de la 
funcionalidad del vehículo basada en un modelo 
matemático del mismo. El bloque “DSP” emula al 
procesador correspondiente y posibilita la 
interacción entre el controlador difuso y el 
vehículo. Este modelo incorpora la capacidad de 
comunicación por RS-232 para transmitir 
información hasta el procesador que está 
implementado en el FPGA. También se incluye un 
bloque personalizado de tipo “S-Function Block” 
que permite la descripción del DSP utilizando una 
implementación de tipo “S-Function” en Matlab. 
El proceso de creación de esta “S-Function” se 
realiza utilizando ficheros de plantilla que 
proporciona Matlab en conjunto con la 
documentación correspondiente. Para inicializar 
parámetros y visualizar el contenido de algunos 
puerto han sido añadidos al modelo otros bloques 
de Simulink. En la Figura 6 se incluyen los 
resultados experimentales que ilustran las 
trayectorias del vehículo para distintas posiciones 
iniciales.  
Cuando la funcionalidad del sistema ha sido 
verificada, todo el sistema puede ser 
implementado en la FPGA utilizando el bloque 
“System Generator” que se incorpora en el 
modelo de la Figura 5. Se usaron 12 bits como 
resolución de la entrada y salida del módulo de 
inferencia y como resultado se obtuvo un sistema 
que consume el 14% de los recursos disponibles 
en el FPGA (XC3S700). 
5. Conclusiones 
En este trabajo se ha presentado una estrategia 
para la realización de controladores difusos 
empotrados en FPGAs. Dicha metodología está 
basada en un diseño multilenguaje orientado hacia 
la cosimulación. Esta realización ha permitido el 
desarrollo de un sistema híbrido hardware-
software  que combina el uso de un procesador de 
propósito general y módulos de inferencia difusa. 
El uso de un flujo de diseño utilizando 
distintas herramientas CAD e integrándolo en 
Matlab ha permitido verificar el comportamiento 
del diseño en un lazo cerrado con el modelo de la 
planta en cuestión, a la vez que se ha podido 
sintonizar de forma concurrente sus parámetros y 
verificar los componentes descritos tanto para 
hardware como para software.  
Figura 6. Resultados experimentales que muestran las trayectorias de Romeo-4R para distintas posiciones iniciales 
 
  
 
Con la intención de demostrar las ventajas que 
este tipo de realización presenta, se ha aplicado 
esta estrategia de diseño a la realización de un 
controlador difuso para el aparcamiento de un 
vehículo autónomo. 
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