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Re´sume´
Un e´diteur collaboratif synchrone permet a` plusieurs utilisateurs d’e´diter les meˆmes
donne´es au meˆme moment depuis diffe´rents sites re´partis sur Internet. Pour garantir un
temps de re´ponse minimum, les donne´es sont re´plique´es de manie`re optimiste. Il n’y a ni
verrou, ni protocole de se´rialisation. Si les utilisateurs ge´ne`rent des ope´rations concurrentes,
le syste`me doit assurer que les re´pliques convergent vers le meilleur e´tat possible.
WOOT est un algorithme de re´plication optimiste adapte´ aux e´diteurs collaboratifs. Il
assure la convergence des re´pliques et pre´serve les intentions. WOOT est plus simple et plus
efficace que les approches existantes. WOOT ne ne´cessite pas de vecteur d’horloges et peut
eˆtre de´ploye´ massivement sur un re´seau P2P.
1 Introduction
Pour optimiser les performances, les e´diteurs collaboratifs synchrones sont base´s sur une
re´plication optimiste des donne´es. Comme les syste`mes traditionnels de re´plication optimiste,
ils assurent la convergence i.e. quand le syste`me est au repos, les re´pliques sont identiques. A`
la diffe´rence des syste`mes traditionnels, ils doivent aussi pre´server les intentions. Cela signifie
qu’une ope´ration produit le meˆme effet lorsqu’elle est rejoue´e que lorsqu’elle a e´te´ ge´ne´re´e.
Sur une structure line´aire, pre´server les intentions c’est pre´server les relations d’ordre entre les
e´le´ments de la structure. Par exemple, si un caracte`re ’a’ a e´te´ inse´re´ entre les caracte`res ’b’ et
’c’, alors il le sera sur toutes les re´pliques. L’approche des transforme´es ope´rationnelles (OT)
cherche depuis des anne´es des algorithmes capables d’assurer la convergence et le respect des
intentions. Dans cette approche, une ope´ration rec¸ue est transforme´e pour pouvoir eˆtre rejoue´e
sur l’e´tat courant de la re´plique. Cette manie`re de faire ne de´fait pas les ope´rations locales avant
d’inte´grer les ope´rations distantes. Malheureusement, ces transformations ne pre´servent pas les
relations d’ordre. Si dans une chaˆıne de caracte`res, ’x’ est inse´re´ devant ’y’ et ’y’ devant ’z’, il
est possible de converger vers un e´tat ou` ’x’ est apre`s ’z’ [3].
Pour re´soudre ce proble`me, nous avons de´cide´ de quitter l’approche OT pour une nouvelle
approche que nous avons baptise´e WOOT. L’ide´e de cette approche est simple : au lieu de
recalculer les relations d’ordre a posteriori comme dans OT, nous diffusons les relations d’ordre
avec les ope´rations. Ainsi, nous sommes de´ja` suˆr de pre´server les intentions. Par exemple, quand
un utilisateur observe la chaˆıne de caracte`res "ABCDE" et qu’il inse`re "12" a` la position 2, on
peut supposer qu’il veut inse´rer "12" entre "A" et "B". Respecter les effets de cette ope´ration
consiste a` pre´server les relations "A" ≺ "12" ≺ "B" sur tous les futurs e´tats de la chaˆıne. Nous
adaptons le profil des ope´rations. Au lieu de diffuser l’ope´ration insert(2, "12"), nous diffusons
l’ope´ration insert("A" ≺ "12" ≺ "B"). Un premier proble`me se pose : comment exe´cuter une
ope´ration insert("A" ≺ "12" ≺ "B") si nous avons localement supprime´ le caracte`re "A" ? Nous
choisissons de ne pas de´truire les caracte`res, nous les marquons comme invisibles. Cependant
la complexite´ me´moire de notre algorithme reste infe´rieure ou e´gale a` celle des algorithmes
1
existants. En effet, nous ne conservons pas le journal des ope´rations et nous n’utilisons pas de
vecteur d’horloges.
Chaque ope´ration d’insertion ge´ne`re deux nouvelles relations. L’ensemble des relations consti-
tue un ordre partiel. Conside´rons trois sites qui ge´ne`rent chacun une ope´ration comme de´crite
dans la figure 1. Le diagramme de Hasse de la figure 2 repre´sente l’ensemble des relations entre
les caracte`res.
site 1
”ab”
site 2
”ab”
site 3
”ab”
ins(a ≺ 1 ≺ b)
((
ins(a ≺ 2 ≺ b)
a1b a2b a1b
ins(a ≺ 3 ≺ 1)
a31b
Fig. 1 – Ge´ne´ration d’un ordre partiel.
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Fig. 2 – Diagramme de Hasse des rela-
tions d’ordre entre les caracte`res.
Les e´tats de convergence ou` les intentions sont pre´serve´es correspondent a` l’ensemble des
extensions line´aires de cet ordre partiel i.e. a312b, a321b, a231b. Pour assurer la convergence
des re´pliques, tous les sites doivent trouver la meˆme extension line´aire.
L’objectif de cette nouvelle approche est donc de garantir la convergence en utilisant une
fonction de line´arisation. Dans cet article, nous nous inte´ressons a` une chaˆıne de caracte`res, mais
cette approche peut eˆtre adapte´e a` n’importe quelle structure line´aire. Cette structure line´aire
peut eˆtre complexe comme un document XML mode´lise´ sous la forme un arbre ordonne´. Dans
cet article, nous pre´sentons le mode`le et les algorithmes composant WOOT. Puis, nous calculons
sa complexite´ et de´terminons sa correction. Enfin, nous comparons WOOT avec les approches
existantes. Le de´tail des algorithmes ainsi que les preuves formelles sont disponibles dans [4].
2 WOOT : le mode`le
Notre mode`le de re´plication optimiste est correct si et seulement si :
Respect des pre´-conditions Les ope´rations sont inte´gre´es si leurs pre´-conditions sont satis-
faites.
Convergence des re´pliques Lorsque tous les sites ont exe´cute´ les meˆmes ope´rations, les
re´pliques sont identiques.
Respect de l’intention Pour toute ope´ration op, les effets de l’exe´cution de op sur tous
les sites sont les meˆmes que les effets de l’exe´cution de l’ope´ration op sur son e´tat de
ge´ne´ration.
Nous appelons ce mode`le de cohe´rence PCI pour Pre´-conditions, Convergence et Intention.
WOOT ge`re des W-caracte`res. Un W-caracte`re posse`de un identifiant unique, un boole´en
indiquant si le caracte`re est visible ainsi que les identifiants du caracte`re pre´ce´dent et du suivant.
L’identifiant unique est constitue´ du nume´ro de site de ge´ne´ration et de la valeur de l’horloge
logique de ce site au moment de la ge´ne´ration.
Chaque site posse`de donc un identifiant unique, une horloge logique, une se´quence de W-
caracte`res et un ensemble d’ope´rations en attente d’inte´gration. Il existe deux types d’ope´rations
affectant une chaˆıne de caracte`re.
ins(cp ≺ c ≺ cn) inse`re le W-caracte`re c entre son pre´ce´dent cp et son suivant cn. Les W-
caracte`res pre´ce´dent et suivant doivent exister.
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del(c) supprime le W-caracte`re c. Le W-caracte`re c doit exister.
La fermeture transitive des relations entre un caracte`re, son pre´ce´dent et son suivant forment
un ordre partiel appele´ relation de pre´ce´dence ≺. Pour obtenir une chaˆıne de caracte`res a` partir
de cet ordre partiel, nous devons trouver une extension line´aire i.e. un ordre total. Cet ordre ≤S
est de´fini localement sur chaque site S. Il doit eˆtre compatible avec l’ordre partiel ≺ ainsi qu’avec
l’ordre total des autres sites. Lorsque nous ne pouvons pas e´tablir de relation de pre´ce´dence entre
deux caracte`res, nous les ordonnons en comparant les identifiants des W-caracte`res. Cela forme
l’ordre <id.
3 Algorithme
Quand une re´plique est modifie´e, une ope´ration correspondante est ge´ne´re´e. Cette ope´ration
est 1. imme´diatement inte´gre´e en local, 2. diffuse´e aux autres sites, 3. rec¸ue par les autres sites,
4. inte´gre´e par les autres sites.
Du point de vue de l’utilisateur, la chaˆıne ne contient que les caracte`res visibles. Une
ope´ration ge´ne´re´e doit eˆtre traduite en une ope´ration base´e sur les relations d’ordre. Par exemple,
l’ope´ration ins(2, a) effectue´e dans la chaˆıne de caracte`res ’xyz’ sera traduite en l’ope´ration
ins(x ≺ a ≺ y). L’ordre de re´ception des ope´rations peut eˆtre diffe´rent de l’ordre de ge´ne´ration.
Ainsi, une ope´ration peut eˆtre rec¸ue sur un site, mais ne pas pouvoir y eˆtre exe´cute´e car ses pre´-
conditions ne sont pas vraies. L’inte´gration est alors retarde´e jusqu’a` ce que les pre´-conditions
soient vraies.
1 IntegrateIns(c, cp, cn)
Soit S la chaˆıne de caracte`res maintenue localement
3 Soit S′ la sous-se´quence de S entre cp et cn
Si S′ est vide Alors inse´rer c dans S devant cn
5 Sinon
Soit L := d0d1 . . . dm ou` d0 . . . dm sont les W-caracte`res de S
′
7 qui ont leur pre´ce´dent avant cp et leur suivant apre`s cn
Soit L′ := cpLcn; i := 1
9 TantQue (i < |L′| − 1) et (L′[i] <id c) Faire
i := i + 1
11 IntegrateIns(c, L′[i− 1], L′[i])
FinSi
Fig. 3 – Proce´dure d’inte´gration d’une ope´ration d’insertion.
Comme nous ne de´truisons pas les caracte`res, l’inte´gration d’une ope´ration del(c) est triviale.
Nous rendons simplement le caracte`re invisible, et ce, qu’il soit visible ou non. L’inte´gration
d’une ope´ration ins(cp ≺ c ≺ cn) est plus de´licate. Nous devons placer c parmi tous les ca-
racte`res situe´s entre cp et cn. Ces caracte`res peuvent eˆtre des caracte`res qui ont e´te´ supprime´s
pre´ce´demment ou des caracte`res qui ont e´te´ inse´re´s en concurrence. Ce traitement est re´alise´
par la proce´dure IntegrateIns(c, cp, cn) de´crite dans la figure 3.
L’algorithme doit ordonner les caracte`res qui n’ont pas de relation de pre´ce´dence selon la
relation <id. L’algorithme filtre tous les caracte`res de S
′ qui posse`dent leur pre´de´cesseur ou
leur successeur dans S′. Ces caracte`res sont ordonne´s selon la relation de pre´ce´dence. Tous les
caracte`res restants sont trie´s selon la relation <id. L’algorithme inse`re donc le caracte`re c a` la
bonne position selon la relation <id. Des caracte`res peuvent exister entre L
′[i − 1] et L′[i]. Le
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caracte`re c doit eˆtre ordonne´ par rapport a` ces caracte`res, c’est pourquoi l’algorithme effectue
un appel re´cursif.
Exemple Soient trois sites site 1, site 2 et site 3 posse´dant chacun une re´plique d’une chaˆıne
vide ”cbce”. Nous conside´rons le sce´nario de´crit dans la figure 4. Le diagramme de Hasse cor-
respondant est de´crit par la figure 5.
site 1
””
site 2
””
site 3
””
o1 : ins(cb ≺ 1 ≺ ce)
((P
PP
PP
PP
PP
PP
PP
PP
PP
--[[[[[[
[[[[[[[
[[[[[[[
[[[[[[[
[[o2 : ins(cb ≺ 2 ≺ ce)
((
2 1
12 o3 : ins(cb ≺ 3 ≺ 1)
ssgggg
gggg
gggg
g
312 o4 : ins(1 ≺ 4 ≺ ce)
ssgggg
gggg
ggg
3124 3124
Fig. 4 – Sce´nario d’exemple.
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Fig. 5 – Diagramme de Hasse
re´sultant du sce´nario d’exemple.
La relation <id ordonne les caracte`res de la manie`re suivante : ’1’ <id ’2’ <id ’3’ <id ’4’.
Le site 2 rec¸oit les ope´rations o1, o3, o4 dans cet ordre. L’inte´gration se de´roule de la manie`re
suivante :
1. IntegrateIns(1, cb, ce) : S
′ = L = ”2” et 1 <id 2, WOOT inte`gre ’1’ entre cb et ’2’. Au
cours de l’appel re´cursif IntegrateIns(1, cb, 2), nous obtenons S
′ = ∅. Et donc, le re´sultat
obtenu est la chaˆıne ”cb12ce”.
2. IntegrateIns(3, cb, 1) : S
′ = ∅, WOOT inse`re ’3’ entre cb et ’1’.
3. IntegrateIns(4, 1, ce) : S
′ = L = ”2” et 2 <id 4, WOOT inte`gre ’4’ entre ’2’ et ’ce’ . Nous
obtenons au final la chaˆıne ”cb3124ce”.
Sur le site 3, l’appel IntegrateIns(2, cb, ce) est re´solu : S
′ = ”314” et CN (3) = CP (4) = 1,
nous avons L = ”1”. Comme 1 <id 2, WOOT inte`gre ’2’ entre ’1’ et ce. Au cours de l’appel
re´cursif IntegrateIns(2, 1, ce) : nous avons S
′ = L = ”4” et 2 <id 4, WOOT inte`gre ’2’ entre ’1’
et ’4’. Sur le site 3, nous obtenons la chaˆıne ”cb3124ce” comme re´sultat final.
Sur le site 1, quel que soit l’ordre d’arrive´e des ope´rations o2, o3, o4, nous obtenons la chaˆıne
”cb3124ce”.
Ainsi tous les sites convergent vers l’e´tat final attendu ”3124”.
4 Correction et complexite´
Une ope´ration op est inte´gre´e uniquement si la fonction isExecutable(op) retourne vrai. Cette
fonction retourne vrai lorsque les pre´-conditions de l’ope´ration sont satisfaites. Clairement, les
pre´-conditions des ope´rations sont respecte´es.
La line´arisation calcule´e par notre algorithme doit respecter les intentions des ope´rations.
Autrement dit, elle doit pre´server la relation de pre´ce´dence de´finie sur les ope´rations a` leur
ge´ne´ration. Notre algorithme construit sur chaque site S une relation ≤S qui est une extension
line´aire de la relation de pre´ce´dence ≺.
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Cependant, respecter les intentions n’est pas suffisant. Par exemple, si deux sites inse`rent
respectivement ’a’ et ’b’ entre les meˆmes caracte`res ’x’ et ’y’, nous pouvons calculer deux
chaˆınes diffe´rentes sur les deux sites ; respectivement ”axyb” et ”ayxb”. Ces deux extensions
line´aires pre´servent les intentions, mais les deux re´pliques ne convergent pas. Nous n’avons pas
encore de preuve de convergence de notre algorithme. Cependant, pour ve´rifier sa correction
nous avons utilise´ le syste`me formel de ve´rification de mode`le (model-checker) TLC [9] sur une
spe´cification mode´lise´e en TLA+. Les techniques de ve´rification de mode`le sont particulie`rement
bien adapte´es pour ve´rifier des syste`mes concurrents. La spe´cification utilise´e est disponible dans
[4]. L’invariant permettant de garantir la convergence est :
Conjecture 1 Soient deux sites distincts S1 et S2, pour chaque paire de W-caracte`res {c, d}
qui sont pre´sents dans S1 et dans S2, nous avons c ≤S1 d ⇔ c ≤S2 d.
Toujours dans [4], nous avons de´montre´ que notre algorithme d’inte´gration terminait. Concer-
nant la complexite´ algorithmique, notre algorithme a une complexite´ line´aire en espace et cu-
bique en temps, en fonction du nombre total d’ope´rations ge´ne´re´es.
5 Comparaison avec les approches existantes
Plusieurs e´diteurs collaboratifs synchrones reposent sur l’approche des transforme´es ope´ration-
nelles [5, 6, 7]. Cette approche consiste a` se´rialiser les ope´rations concurrentes a` l’aide d’une
fonction de transformation. Pour assurer la convergence des re´pliques, la fonction de transfor-
mation doit respecter certains crite`res bien de´finis. Malheureusement, aucun de ces travaux n’a
pu assurer le respect de ces crite`res. Les contre-exemples se trouvent dans [1, 3, 4].
SOCT4 [8] est base´ sur les transforme´es ope´rationnelles. Il utilise un serveur central pour
maintenir un ordre global continu et assure la convergence. Cependant, un ordre global continu
est trop couˆteux pour eˆtre de´ploye´ sur un re´seau P2P de grande taille.
SDT [3] est base´ sur l’approche OT. Cet algorithme est plus bien plus complexe que les
autres approches OT. Il semble assurer la convergence des re´pliques et pre´server les intentions.
SDT a une complexite´ en temps de O(n3) comme WOOT. Cependant, SDT utilise des vecteurs
d’horloges et un journal d’ope´rations. Chaque ope´ration posse´dant son estampille, la complexite´
en me´moire est donc proportionnelle au nombre de sites. SDT ne peut donc pas passer a` l’e´chelle
sur un re´seau P2P de grande taille.
IceCube [2] traite le proble`me de la re´conciliation comme un proble`me de satisfaction de
contraintes. WOOT peut eˆtre envisage´ comme un proble`me de satisfaction de contrainte. De
ce fait, il est peut-eˆtre possible d’exprimer WOOT dans IceCube. Cependant la complexite´ de
WOOT est en O(n3) alors que celle de IceCube est NP-difficile. De plus IceCube calcule la
re´solution de contrainte sur un site central. La re´conciliation est divise´e en plusieurs phases :
1. Chaque site envoie son journal sur un site central, 2. ce site calcule le journal optimal, 3. le
journal optimal est renvoye´ sur tous les sites pour y eˆtre exe´cute´.
IceCube ne peut donc pas passer a` l’e´chelle sur un re´seau P2P de grande taille.
6 Conclusion
WOOT garantit la convergence des re´pliques et la pre´servation des intentions pour des
donne´es structure´es line´aires. Il ne ne´cessite ni site central, ni ordre global, ni vecteur d’horloges.
WOOT peut donc eˆtre de´ploye´ sur un re´seau pair a` pair de grande taille. L’e´dition collaborative
massive est une re´alite´. La Wikipe´dia est une encyclope´die re´dige´e collaborativement par des
milliers d’internautes et contient de´ja` plus de 600 000 articles. La Wikipe´dia repose sur un
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e´diteur collaboratif centralise´ et souffre de proble`me important de performances. WOOT permet
de re´soudre ces proble`mes en distribuant les taˆches d’e´dition sur un re´seau de sites Wikipe´dia.
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