Polygonal models are popular representations of 3D objects. The use of polygonal models in computational applications often requires a model to properly bound a 3D solid. That is, the polygonal model needs to be closed, manifold, and free of self-intersections. This paper surveys a sizeable literature for repairing models that do not satisfy this criteria, focusing on categorizing them by their methodology and capability. We hope to offer pointers to further readings for researchers and practitioners, and suggestions of promising directions for future research endeavors.
Introduction
Polygonal representations of 3D objects, and in particular, triangular meshes, have become prevalent in numerous application domains. One of the key reasons of their popularity is that today's graphics hardware is highly specialized in displaying polygons, especially triangles, at interactive rates. Besides visualization, the flexibility and simplicity of polygons greatly facilitate designing, processing, transmitting, animating and interacting with 3D objects.
Polygonal models can be created in a number of ways. Some models are designed interactively using 3D modeling software. Some are reconstructed from raw data collected by imaging devices, such as scattered points (in 3D scanning) and grayscale volumes (in bio-medical imaging). In addition, other 3D representations, such as NURBS, subdivision surfaces, Constructive Solid Geometry, and implicit surfaces, often need to be converted into polygonal forms for visualization and computation.
To be useful in practice, a polygonal model needs to satisfy some correctness criteria demanded by the target application. While such criteria vary from one application to another, we differentiate between two criteria that are commonly required for performing computations on the model:
Geometric Correctness: The polygons should represent the exterior surface of a proper 3D solid. That is, the polygonal surface should be closed, manifold (i.e., having a disk-like surface neighborhood around each vertex) and free of self-intersections.
Topological Correctness: A polygonal model should have the same topology as the solid it represents. In particular, topological features, such as handles and connected components, should be preserved.
Geometric correctness is particularly important in engineering and manufacturing, where solid objects are needed for numerical computations, such as finite element analysis, and for actual production, such as rapid prototyping. The manifold requirement is also critical in geometry processing for computing differential quantities on surfaces, such as normals and curvatures. Topological correctness, on the other hand, further ensures that the polygonal model does not introduce extra complexity to the solid it represents, such as redundant handles and disconnected pieces, which would unnecessarily complicate geometry processing tasks such as simplification, parameterization, and segmentation. Note that the word "topology" here specifically refers to the topology of a 3D solid (e.g., handles and connected components), rather than how polygons are connected (e.g., being manifold).
Polygonal models created from various sources may not initially satisfy these correctness criteria. In this survey, we consider errors that violate the geometric correctness criterium, which we call geometric errors, and ways to fix them. In the rest of the paper, unless otherwise stated, we assume a polygonal model is made up of triangle faces.
Survey
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Geometric Errors
One or more of the following errors may appear on a polygonal model that is not geometrically correct, which are illustrated in Fig.1(a) .
• Gaps are cracks between neighboring polygons that should have been seamlessly connected. Gaps often appear on the junction between multiple polygonal patches that are created from different sources (e.g., multiple NURBS patches or 3D scans) or at different resolutions (as in level-of-detail modeling).
• Holes are missing geometry on the polygonal surface. They are usually artifacts resulted from surface reconstruction from insufficiently sampled data, such as incomplete 3D scans.
• Non-Manifold Elements include edges that are not contained in exactly two polygons and vertices that are not contained in a disk-like neighborhood. Nonmanifold edges, in particular, often occur where there are redundant membranes interior to the model.
• Self-Intersections between polygons can occur as the result of a range of surface reconstruction, conversion, or editing procedures.
The above classification is not mutually exclusive. For example, the boundary of a gap or hole (highlighted in Fig.1(a) ) typically consists of non-manifold edges contained in only one polygon.
It is quite common for a model to exhibit a mixture of these errors. This case is amplified in a type of polygon models known as "polygon soups" (or "bag of polygons"), which are collections of polygons without any connectivity information between them and possibly with numerous self-intersections ( Fig.1(b) ).
Again, the above geometric errors should be distinguished from topological ones. For example, the small ring-shaped handle in Fig.1(c) is a topological artifact introduced by surface reconstruction from scattered points. The model itself is still geometrically correct, as the surface is closed and manifold. Note that some researchers refer to topological handles as "3D holes" [1] .
Overview
This paper surveys methods for correcting geometric errors on polygonal models. There is a vast literature on model repair, and this short survey does not intend either to cover all existing approaches or to discuss individual methods in depth. Instead, it categorizes a considerable number of representative methods by their similarity in methodology or common geometric errors that they address, offering pointers and directions for further reading. In addition, we suggest a number of promising directions for future research endeavors.
In this paper, various model repair methods are broadly classified into two genres. The first genre identifies and fixes errors directly on the polygons (hence called mesh-based), while the second genre indirectly repairs the model using an intermediate volumetric grid (hence called volume-based). Within each genre, the methods are organized by the specific types of geometric errors they are designed to fix.
The readers are also referred to the surveys by Veleba and Felkel [2] , which reviews a smaller selection of methods but gives a more detailed classification of geometric errors, and by Breckon and Fisher [3] , which reviews methods involving human perception for fixing a specific type of geometric errors (i.e., holes).
A closely related topic is surface reconstruction from raw data, and particularly, from scattered points obtained by 3D scanning. Many methods exist for generating geometrically correct surfaces directly from point data (see the survey by Mencl and Muller [4] ). Although it is possible to repair a polygonal model by first converting it to points and then applying these methods, we are more interested here in techniques that utilize the polygonal geometry and connectivity.
Mesh-Based Approaches
Mesh-based approaches explicitly search for errors on the polygonal surface by examining the locations of vertices and how they are connected by polygons. Once found, the errors are fixed by performing surgeries on the input surface, such as adding or removing vertices, modifying their locations, and modifying the polygon connectivity.
Gaps and Holes
The majority of mesh-based methods has focused on filling the gaps and holes on a polygonal model, which are the most visible artifacts and are undesirable in most applications. Gaps and holes share similar boundary structures, which can be detected using similar techniques, yet differ in shape and size, which demands different methods to achieve a satisfactory fill.
Detecting Gaps and Holes
A simple and commonly used method for locating the boundary of gaps and holes is to trace edges contained in only one polygon [5, 6] . Note that almost all hole-filling algorithms require that the traced boundary edges form closed boundary loops, each loop enclosing a hole. However, this requirement may not be met on noisy models, in which case manual or automated cleaning is necessary before proceeding with hole filling [7, 8] . User-interactions have also been used for locating holes, with the goal of improving the reliability or quality of hole-filling. For example, when a complex hole is bounded by multiple boundaries (e.g., an outer boundary with several interior islands), the user can help to identify the desired set of boundaries [9] . Also, methods that construct smooth hole-filling patches often need users to identify the surface region around or near the hole whose appearance is to be matched by the holefilling geometry [10, 11] .
Filling Gaps
Gaps are typically narrow bands of spaces between neighboring polygons, and can be filled by either stitching the two sides of a gap with a triangle strip or merging the corresponding vertices. Barequet and Sharir [12] showed that finding the triangle strip that minimizes a global function (such as total edge lengths) is an NPhard problem, and used a heuristic search instead for an approximate solution. Similar distance measures have been used to guide the merging of vertices on the two sides of the gap [8,13−16] . The method of Borodin et al. [16] , for example, formulates vertex merging as contraction of edges spanning across the gap, which is performed iteratively using an error-controlled priority queue as in progressive mesh simplification [17, 18] .
Filling Holes
Unlike gaps, holes have larger areas, and usually cannot be filled with a satisfactory look using a simple triangle strip or by merging boundary vertices. Once a closed boundary loop is identified, the bounded hole is typically filled by a 3D triangulation of the loop. Early approaches focus on finding a manifold and intersection-free triangulation that spans the loop. As shown by Barequet et al. [19] , this problem is also NP-hard. Heuristic searches have been developed that incrementally triangulate the loop guided by minimal areas [12] , minimal distances [6] , or angle measures [5, 20, 21] . In particular, the minimal-area heuristic of Barequet and Sharir [12] has been adopted and improved by other researchers [22, 23] for handling crenellation triangles and skinny triangles. In the special case where the hole boundary is almost co-planar, the hole triangulation can be reduced to a 2D problem by projecting the loop onto a best fitting plane [24] . More recent hole-filling methods focus on the appearance of the fill -naive triangulation of the hole may not appear smooth with its immediate surroundings. To achieve smoothness across the hole boundary, progress has been made in two main directions. In the first direction, an initial triangulation is constructed (e.g., using the approaches mentioned above) and then improved in a postprocessing step using various geometry fairing techniques (an example is shown in Fig.2(a) ). For G 1 (or higher) continuity at the hole boundary, researchers have explored fairing techniques that minimize Laplacian variation [22] , normal variation [25] , curvature variation [7] , thin-plate energy [26] , and Willmore energy [27] . Mesh refinement, such as the edge-swapping and triangle-splitting algorithm of Pfeifle and Seidel [28] , is also necessary if the hole triangulation has a different density from its surrounding. A similar approach was adopted by Levy [9] , who triangulated the hole in a 2D parametric domain but faired the triangulation in 3D using a minimal energy surface functional. In the second direction, the smooth hole-filling patch is obtained by adapting scattered data fitting techniques, such as . (a) Fill holes by triangulating followed by refinement and fairing [22] . (b) Recover missing geometry using examples on the same model [11] . (c) Recover missing geometry using another example model [35] .
Moving Least Squares [29, 30] , Radial Basis Functions [31, 32] , and NURBS fitting [33] , to fit the geometry surrounding the hole. A similar approach was taken by Jia and Tang [34] , who completed the missing geometry by a tensor voting process guided by the normal directions of nearby polygons.
If a hole covers an area where there is interesting geometric details (for example, the texture on the couch in Fig.2(b) ), a hole-filling patch that recovers those features would be more desirable than an otherwise smooth-looking one. Methods that are capable of recovering lost geometric features typically rely on the presence of these features in some existing examples, and hence are called example-based methods. These methods have been flourishing in recent literature, and can be roughly classified by whether the examples come from the input model itself or from some existing models. In the first class, the methods are inspired by the success of example-based techniques in the 2D image domain, such as texture synthesis and image completion, and involve patching the hole by finding and extending similar geometry in nearby regions on the input model, either in the 3D domain [11,36−39] or in the 2D parameterized domain [10] . A result using the method of Sharf et al. [11] is shown in Fig.2(b) . Additional information, such as a photo of the missing geometry [40] , or the presence of a global symmetry [41] , can also help to infer the missing geometry.
On the other hand, if the example geometry is not available on the input model itself, the second class of example-based methods resort to shape matching and deformation to recover the missing geometry from existing models. A number of these methods have been developed in the context of face or character modeling from incomplete scans [42−46] , utilizing a library of existing face or body models. Similar techniques were developed for repairing tooth scans [45, 47] and CAD models [48] . The method of Kraevoy and Sheffer [35] further allows the input model and the example to exhibit rather different shapes, and utilizes cross-parameterization and blending to infer the missing geometry (Fig.2(c) ). While these methods all require the examples and the model to be repaired to belong to a same class of objects (e.g., human heads), the method of Pauly et al. [49] automatically searches for examples in a model library using partial shape matching and blends deformed example parts from multiple models together. Note that this method requires point data to be present in the hole region for matching and deformation.
Non-Manifold Edges
Besides edges forming the boundary of a gap or hole, the input model may contain non-manifold polygonal edges shared by more than two polygons. Non-manifold connectivity often represents membranes interior to the model or redundant pieces of geometry. While some works separate these models into manifold patches possibly with boundaries [50, 51] , others eliminate the membranes by representing them as double-sided walls and removing overlapping polygons [52, 53] .
Geometric Intersections
Arguably, the most challenging type of errors for mesh-based methods is geometric intersections. Not only it is difficult to reliably detect intersections given the limited numerical precision of computers, these errors can also be generated as the result of other meshrepair operations, such as hole-filling. The problem becomes more tractable if the locations of the intersections are known, for example, in the region where two intersection-free patches meet. A number of algorithms have been developed for resolving intersections when merging overlapping patches reconstructed from partial scans of a 3D object, and we refer readers to an excellent review in the paper by Rocchini et al. [54] As an example, the zippering method of Turk and Levoy [55] involves removing overlapped triangles between two patches, clipping one patch against another and removing the small triangles introduced during clipping.
Volume-Based Approaches
The mesh-based methods discussed above employ different techniques to identify and fix each type of geometric error, with the goal that the repaired polygonal surface forms the boundary of some 3D solid. Volumebased methods, on the other hand, determine the 3D solid in the first place (in a non-polygonal representation), and then extract the polygonal boundary of the solid as the repaired surface. Specifically, the input polygonal model is first converted into an intermediate volumetric grid, where each grid point is associated with a positive or negative sign indicating whether it is inside or outside the model. Next, a polygonal surface is reconstructed that separates the grid points of different signs. This process is illustrated in 2D in Fig.3(a) .
The main benefit of going through an intermediate grid is that methods already exist for reconstructing a geometrically correct surface from a signed grid, a procedure known as contouring or iso-surfacing and studied extensively in the visualization community. Most notably, the Marching Cubes algorithm [56] (and later improvements [57−59] ) extracts a closed, manifold and intersection-free triangulated surface from any signed uniform cubic grid by placing vertices on the grid edges and triangulating interior to each cubic cells. To efficiently process large models at fine resolutions, a class of dual methods, such as SurfaceNet [60] and Dual Contouring [61] , were also proposed to contour a grid with adaptive resolution. These methods place vertices interior to the grid cells and are able to extract a crackfree surface on any octree grid. Recent improvements to these methods further ensure that the extracted surface is manifold [62−64] and free of self-intersections [65] . Extensions have also been proposed to other grid types, such as a kd-tree [66] .
Assuming that a geometrically correct surface can be created from any signed grid, the focus of volumebased methods is on determining whether a grid point lies inside or outside the input model. Note that if the input model is free of geometric errors, the polygonal surface partitions the space into well-defined inside and outside volumes, from which the signs at grid points can be obtained (see a survey by Jones et al. [67] for sign generation methods on geometrically correct models). However, if a model contains gaps, holes, or selfintersections, defining its inside and outside is a nontrivial task. In the following we organize volume-based repair methods by the type of erroneous models they can accommodate, and the methodology they employ to determine the signs at the grid points.
Models Without Gaps or Holes
We first consider polygonal models that do not contain gaps or holes, but possibly exhibiting other types Repair polygon soups using an orientation-independent method [68] . (c) Fill holes by propagating signed distances using volumetric diffusion [69] . (d) Fill holes (an incomplete ellipsoid) by fitting local quadrics to the signed distances [70] . of errors. In this scenario, the geometry still partitions the entire space into disjoint regions. A number of methods therefore proceed by labeling these regions as either inside or outside via a connected-component search. The method of Oomes et al. [71] first discretizes the polygons onto a uniform grid as a set of object grid points and then identifies the inside region bounded by these points by flooding outward from a seed point interior to the model. Similarly, the method of Andujar et al. [72] discretizes the polygons onto an adaptive octree grid and then identifies the outside region by flooding inward from an outside bounding box. Note that outward (or inward) flooding is limited to identifying a single, connected inside (or outside) region, and thus cannot detect multiple object components (or cavities inside the object).
Models with Gaps and Holes
Open models with gaps and holes are more challenging for sign generation. In particular, the abovementioned flooding approach would fail to separate the inside of the model from the outside. Methods that handle open models generally fall into two categories, the ones that do not rely on the orientation of the polygons and the ones that do. The former is more suitable for repairing polygon soups (see Fig.3(b) ), while the later tends to produce better-looking hole-filling geometry when the polygons are consistently orientated (see Figs.3(c) and 3(d) ).
Orientation-Independent Methods
These methods rely solely on the location and connectivity of the vertices in the input model. The methods can be broadly divided into global ones, which determine the sign at each grid point by tests involving the whole model or optimization on the whole grid, and local ones, which modify a small region on the grid (typically where the gaps and holes are) while ensuring that an inside and outside partitioning is well-defined on the rest of the grid.
In a global approach, Nooruddin and Turk [73] determined the sign at a grid point by ray stabbing and voting. The parity of the number of intersections between a ray shot from a grid point and the model contributes one vote to the inside or outside classification of that grid point, and multiple rays are shot from each grid point to make the final decision. One of the drawbacks of this method is that ray stabbing is a global operation, and a local surface error may cause a distant part of the space to be incorrectly signed. The limitation is partially overcome by Spillmann et al. [74] , who considered the distances to the surface so that grid points further away from the surface are less likely to exhibit variation in signs. The minimal variation of sign change is formalized recently in a graph setting by Hornung and Kobbelt [75] , who casted the inside and outside separation task as a min-cut problem in a volume graph where edges across the model surface are weighted less.
More localized schemes were adopted in the recent work of Ju [68] and Bischoff et al. [76] , which explicitly identify and patch hole boundaries on the grid. Ju traced and patched hole boundaries on a dual surface of the primal grid, which yields an inside/outside partitioning on the primal grid. Bischoff et al., on the other hand, performed morphological erosion and dilation from hole boundary cells to generate a plausible partitioning. Due to the localized operations, both methods can operate on space-efficient octree grids that are only refined along the model surfaces, and hence are capable of processing models at very high grid resolutions.
Orientation-Dependent Methods
If the input polygons are consistently oriented, their orientations provide extra hints that can guide the algorithms to determine signs more reliably or generate smoother-looking hole-filling geometry. Methods in this class make use of the signed distances from a grid point to the oriented polygons. While some methods use these signed distances to improve the inside/outside classification of each grid point, others propagate the signed distance field from more reliable regions (e.g., where the input geometry is correct) to less reliable regions (e.g., gaps and holes) to achieve smooth geometry completion. Note that the signed distances can also be generated from data-dependent information, such as line-of-sight directions of the scanner [77, 78] . In a classification-based approach, the sign at each grid point is determined from signed distances to multiple polygons or in multiple scan directions by interpolation [77] , consensus voting [79] , and Bayesian classification [78] . The recent work of Sagawa et al. [80] further improves the classification at each grid point by sign flipping to minimize the area of the extracted iso-surface. Due to the use of signed distances, these approaches achieve arguably more robust results than orientation-independent ray-stabbing methods [73, 74] that only consider the number of raymodel intersections.
Among propagation-based methods, Davis et al. [69] introduced a physically-based propagation algorithm that simulates heat diffusion, which yields hole-filling geometry that blends naturally with the nearby surface shape (see an example in Fig.3(c) ). The diffusion method was further extended in [81] to recover sharp features in the hole area and formulated in [82] as a variational problem, similar to 2D image inpainting but now on the 3D signed distance volume, that minimizes curvature-based functionals on the iso-surface. In a different approach, the propagation can be accomplished by fitting smooth functions, such as local quadrics [70] ( Fig.3(d) ) or Moving Least Square polynomials [83] to the signed distance field near the hole. Along the same direction, a number of other fitting or interpolation techniques, such as Radial Basis Functions [84] and Poisson reconstruction [85] , can also be considered (although have not yet appeared in literature).
Comparison and Discussion
In this section, we summarize and compare the two genres of model repair methods, and discuss a number of potential research directions.
Comparison
Mesh-based methods have been mostly successful in repairing models where a small portion of the surface is contaminated with errors (such as in CAD models) or in filling holes bounded by relatively simple, identifiable boundaries. The appearance of the hole-filling geometry can be quite appealing thanks to geometric fairing and example-based techniques. In addition, the repair does not affect regions on the model away from the error sites. The main drawback of mesh-based methods, however, is their lack of robustness. For example, simple edge-tracing in noisy data may not yield complete boundary loops required by most hole-filling methods. More importantly, geometric intersections (especially those caused by the repair operations, such as holefilling) are difficult to prevent, detect, or repair.
In comparison, volume-based methods excel in their robustness in resolving various types of geometric errors (including self-intersections). The use of adaptive grids, such as octrees, further allows these methods to process models at high resolutions with small memory footprint and fast spatial queries, which are needed for repairing large models reconstructed from 3D scans. The major drawback of volume-based methods is the loss of geometric details of the original model (not only at the error sites) resulted from reconstructing the entire surface from an intermediate volume. Most volumebased methods use the Marching Cubes algorithm [56] for reconstruction, which generates a "blobby" surface that loses the sharp corners and edges on the input model. While feature-preserving contouring algorithms, such as Extended Marching Cubes [86] and Dual Contouring [61] , have been adopted in recent repair methods [68, 76] , they still cannot exactly reproduce all geometric features, and additionally, the tessellations on the original model cannot be recovered. Although other geometry-preserving grid types have been proposed in the literature, such as kd-trees [66] and Extended Octrees [87] , so far they have not been used for model repair.
Discussion
There have been a number of attempts in combining the robustness of volume-based approaches with geometry-preservation of mesh-based approaches. These attempts follow two general directions with potentials for future research. In the first direction, the methods of Bischoff et al. [88] and Podolak and Rusinkiewicz [89] convert only portions of the model containing geometric errors to an intermediate volume, and connect the reconstructed surfaces with the rest of the original model (Fig.4(a) ). However, these methods typically assume specific types of input models, such as a non-intersecting orientable surface possibly containing holes [89] or a number of manifold patches possibly meeting with intersections and cracks [88] . In the second Fig.4 . (a) Repair geometric errors using a partial volume grid around regions with errors [88] . (b) Reconstruct surface from scattered points with correct topology by incorporating user inputs (red bars) [91] . (c) Non-manifold polygonal model of the mouse brain partitioned into various anatomical regions (represented by colors) by internal membranes.
direction, the method of Murali and Funkhouser [90] utilizes a BSP-tree as the spatial grid, which has the advantage over rectilinear grids of being aligned with the polygonal geometry. However, the generation of BSPtrees for large polygonal inputs is time-consuming and prone to numerical errors. It would be interesting to investigate the use of other grid structures (such as kd-trees [66] and Extended Octrees [87] ) for volume-based detail-preserving model repair.
A difficult problem for both mesh-based and volumebased approaches is how to fill complex holes on noisy data by plausible surfaces. As 3D scans become increasingly popular, completing missing geometry from the scans also becomes an important task. Holes in such scans are often characterized by complex boundaries and large areas of missing geometry. Filling these holes raises a number of challenges that have not been sufficiently addressed in the literature. For example, how to automatically identify the boundary of a hole if it consists of multiple boundary loops? How to determine the missing geometry if no examples are available, either on the model or in an existing library? How to combine the robustness of orientation-independent volumebased methods (such as [68, 88] ) with the smoothness of the surfaces offered by function fitting (such as Moving Least Squares and Radial Basis Functions) and example-based techniques (such as [11, 49] )?
While we focus on repairing geometric errors in this survey, the repaired models may exhibit topological artifacts such as redundant handles (as in Fig.1(c) ) and disconnected pieces. Note that these artifacts may either have come from the input model, or have been introduced during the repair process. While methods exist for fixing such errors in a separate post-processing step after geometric repair (see, for example, literature review in [92, 93] ), the repaired model may deviate further from the original input. This motivates the need to develop algorithms that tackle both geometric and topological errors in a single pass to minimize information loss. Taking one step further, it would be most interesting to see algorithms that go straight from raw data, such as scattered points, to a geometrically and topologically correct model, eliminating the intermediate repair steps. The recent approach by Sharf et al. [91] makes an laudable first-step in this direction by incorporating user-inputs in generating a topologically satisfactory surface directly from scattered points (Fig.4(b) ). Still, there is much room in future work along this direction for more reliable geometry reconstruction in the presence of large area of missing data, more robust control of surface topology, and more convenient user inputs.
Last but not least, the geometric criterium stated in Section 1 is biased towards the need to model 3D solids. In many applications, however, the polygonal models do not necessarily need to bound solids. Some models represent thin structures (e.g., a metal plate) or unorientable surfaces (e.g., the Mobius strip). Others may represent complex structures with internal partitions (e.g., a brain with internal anatomical divisions such as cortex and cerebellum, as in Fig.4(c) ). These models contain non-manifold features, either at the boundaries or at internal membranes. How to fix other geometric errors (such as gaps, holes, intersections, and incorrect non-manifold elements) on such models while preserving the desirable set of non-manifold features? Unlike manifold models, non-manifold models do not partition the space into inside and outside, creating new challenges for volume-based repair.
