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Tematika naloge: Računalniški sistem za nadzor in upravljanje akvarija 
Opis 
V zadnjih letih je na voljo vedno več cenenih mikroračunalnikov in mikrokontrolerjev, 
ki so hkrati zmogljivi in preprosti za uporabo. Nanje lahko sorazmerno preprosto 
priključimo tudi različne senzorje, sistem pa povežemo in upravljamo prek spleta. 
Pripravite sistem za nadzor akvarija, ki bo temeljil na tej tehnologiji. Opišite tako 
uporabljeno strojno opremo kot tudi razvito programsko opremo. 
 
Opis (angleški) 
In recent years we witness an ever larger number of inexpensive microcomputers and 
microcontrollers that are, at the same time, also easy to use. It is relatively easy to equip 
them with sensors and access a system through a specialized web application. 
Implement a system for controlling and managing an aquarium. Describe the used 
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Naslov: Računalniški sistem za nadzor in upravljanje akvarija 
Cilj diplomske naloge je razviti računalniški sistem za nadzor in upravljanje akvarija. Sistem 
smo razdelili na dva dela. Prvi temelji na mikroračunalniku Raspberry Pi in skrbi za 
samodejno odmerjanje hranil, nadzoruje preostale količine hranil, barvni prikaz le-teh z LED-
diodami in omogoča spletni uporabniški vmesnik za upravljanje nastavitev. Drugi modul 
temelji na mikrokrmilniku ESP8266-12F, ki skrbi za uravnavanje temperature (hlajenje in 
gretje), vklapljanje in izklapljanje osvetlitve. Modula sta povezana brezžično prek povezave 
Wifi. Pri izdelavi smo v izdelek vključili peristaltične črpalke, senzorje teže, razširitveni 
modul PWM, dva mikrokrmilnika ESP8266-12F, releje in temperaturni senzor. V prvem delu 
diplomske naloge opišemo zgoraj navedene komponente in prikažemo, kako smo jih med 
seboj povezali. V drugem delu diplomske naloge se osredotočimo na programski del svojega 
izdelka in razložimo, kako smo izdelek sprogramirali. V zadnjem delu diplomske naloge pa 
sta opisana izdelava spletnega uporabniškega vmesnika in okolje, v katerem deluje. Za 
izdelavo smo potrebovali znanje programskih jezikov Phtyon, Lua, HTML in Jinja. 
Ključne besede: hranila, akvarij, avtomatizacija, ribe, peristaltična črpalka 

Abstract 
Title: Computer system for control and management of aquarium  
The object of this diploma paper is an aquarium monitoring and managing computer system. 
The system is divided in two modules. The first module is based on the Raspberry Pi 
microcomputer enabling automatic dosage of nutrients, monitoring the remaining nutrient 
quantities, displaying the remaining nutrient quantities with colour LEDs and providing for a 
web-based user interface for settings management. The other module is based on the 
ESP8266-12F microcontroller providing for temperature regulation (cooling and heating) and 
also for turning on/off the light. The modules are connected through a wireless LAN. The 
product has been accomplished by integration of peristaltic pumps, weight sensors, an 
extended PWM- module, the ESP8266-12F microcontroller(s), relays and a temperature 
sensor. The first part of the diploma paper covers the description of the above mentioned 
components and illustrates how these have been linked to one another. The second part of the 
diploma paper focuses on the software part of our product, so here the programming of the 
product is explained. The last part of the paper involves the setting-up of the web-based user 
interface and description of its working environment. The programming languages Phtyon, 
Lua, HTML and Jinja were used at this stage. 





Poglavje 1 Uvod 
Akvaristika je prenašanje delčka narave v dom, je skrb in gojenje vodnih organizmov – rib in 
rastlin – v ustreznem okolju. Je delček vodnega sveta, ujetega v akvariju, kjer poskušamo 
ustvariti razmere, čim bolj podobne naravnim – velikost akvarija, biološka filtracija, pravi 
kemizem vode, izbira rib itd. Poznamo več vrst akvarijev. Najpogostejši so skupinski akvariji, 
med katere spada večina akvarijev v naših domovih. Poznamo tudi vrstne akvarije, pri katerih 
se akvarij prilagodi določeni vrsti rib, ki jo želimo imeti, zato vanj naselimo samo to vrsto rib. 
Najbolj naravno so videti biotopni akvariji (Slika 1.1), ker posnemajo točno določen biotop 
(reko, jezero ipd.). Pri teh akvarijih zares prenesemo delček iz narave v svoj dom, saj 
ustvarimo akvarij popolnoma tak, kot je življenjsko okolje v naravi. To pomeni, da moramo 
vse stvari v njem skrbno izbrati – od peska do dekoracije (kamenje, korenine ipd.), rastlin in 
rib – da točno ustrezajo določenemu naravnemu okolju (npr. Malavijsko jezero, Riževa polja, 
Madagaskar itd.). 
 
Slika 1.1: Biotopni akvarij naravnega parka Kopački rit, Hrvaška (Avtor: Stjepan Erdeljić) 
Najbolj nas zanimajo rastlinski akvariji (Slika 1.2). To so akvariji, kjer je poudarek na 
rastlinah, zato imajo večkrat močnejšo osvetlitev kot navadni akvariji. Osvetlitev se v 
akvarijih meri v W/l vode, kar pri rastlinskih akvarijih znaša od 0,5 W/l do optimalnega 1 
W/l, v nekaterih primerih pa celo več. V takih razmerah je vodi nujno treba dodajati hranila za 
uspešno rast rastlin. Hranila delimo na mikro- in makroelemente, za rast rastlin pa je nujno 
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potreben še CO2. Med mikroelemente uvrščamo: baker, bor, mangan, molibden, cink, železo 
in klor. Med makroelemente pa spadajo: dušik, fosfor, kalij, kalcij, žveplo, magnezij. 
Makroelementi so za rast pomembnejši, prav tako pa jih rastline potrebujejo v večjih 
količinah. Kljub temu ima vsak element svojo vlogo in se, če ga primanjkuje ali ga je preveč, 
pojavijo problemi – lahko pride do vidnih znakov na listih rastlin, do ustavitve rasti, celo do 
propadanja rastlin, ali pa neravnotežje hranil za svojo rast izkoristijo nezaželene alge. 
 
Slika 1.2: Primer rastlinskega akvarija (Avtor: Boštjan Schwentner) 
Ker želimo v akvariju vedno zadostno, a hkrati ne previsoko koncentracijo hranil, moramo 
dnevno odmerjati določeno količino hranil. Čeprav obstaja veliko elementov, ni treba dodajati 
vsakega posebej. Za gnojenje se uporablja mešanica mikroelementov, saj se dobijo kot 
posamični elementi, razen železa, ker je ta pomemben za rdečo barvo pri rastlinah in ga je 
treba pri veliki količini rdečih rastlin dodajati več. Makroelemente je mogoče dodajati 
posebej, saj jih dobimo v štirih kombinacijah: dušik in kalij, fosfor in kalcij, magnezij in 
žveplo, kalij in žveplo, čeprav se po navadi naredi mešanica vseh elementov po določenem 
receptu in se po potrebi prilagodi glede na primanjkovanje elementov v našem akvariju. 
Mikro- in makroelemente moramo hraniti v ločenih posodah, saj drugače reagirajo med seboj. 
Za rast je pomemben tudi ogljik, ki ga je najbolje dodajati kot CO2 v plinastem stanju iz 
jeklenke, obstaja pa tudi alternativa – tekoči ogljik. 
Hranila je dobro odmerjati 1 do 2 uri pred prižigom luči, zato da se enakomerno razporedijo 
po celotnem akvariju in so pripravljena na črpanje rastlin, ko se to pojavi ob vklopu luči in 
začnejo rastline črpati hrano. Večina akvaristov to dela z brizgami, kar pomeni, da moramo 
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biti vsak dan ob določeni uri doma, zato da odmerimo hranila in jih dodamo v akvarij. Ker je 
to časovno zamudno, hkrati pa nas ni vedno doma ali pa smo večino dneva v službi, si želimo 
zadevo avtomatizirati. To pomeni, da se bodo hranila samodejno natančno dodala po vnaprej 
določenem urniku. Hkrati pa lahko avtomatizacija poskrbi tudi za samodejni vklop in izklop 
luči ob nastavljeni uri. Dobro je tudi, če smo obveščeni, ko začne primanjkovati katerega 
izmed hranil, zato da ga pravočasno dolijemo. 
Ker pa v našem akvariju živijo tudi vodni organizmi, moramo poskrbeti za primerno 
temperaturo. Grelniki v akvarijih imajo po navadi že vgrajen termostat, tako da delujejo pri 
nastavljeni temperaturi. Ker pa se grelnik lahko pokvari ali pa je predvsem poleti temperatura 
v akvariju previsoka in moramo akvarij hladiti, je dobro, če krmilnik poskrbi tudi za 
vklapljanje in izklapljanje grelnika in ventilatorjev – predvsem zato, da ne delujejo hkrati. 
Na trgu že obstajajo naprave, ki omogočajo večino zgoraj navedenih storitev, toda za enak 
učinek potrebujemo več naprav. Prav tako le redke naprave pošljejo obvestilo in le redke je 
mogoče nastaviti prek interneta, ali pa so take naprave izjemno drage. Ker bomo napravo 
izdelali sami, bomo lahko vse združili v eno, si po svojih merilih naredili prijazen uporabniški 





Poglavje 2 Strojna oprema 
Sistem je sestavljen iz dveh ločenih modulov. Jedro prvega je mikroračunalnik Raspberry Pi. 
Ta modul skrbi za dodajanje hranil, nadzor nad preostalo količino hranil, spletni uporabniški 
vmesnik, obvestila o pomanjkanju hranil in povezavo z drugim modulom. Drugi modul je 
zasnovan na mikrokrmilniku ESP8266 in skrbi za nadzor temperature in luči. Za dva modula 
smo se odločili zato, ker bo prvi modul nameščen pod akvarijem, kjer je že veliko druge 
tehnike, in ker smo se hoteli izogniti dodatnemu kablovju za luči, grelnik, ventilatorje in 
temperaturni senzor. Zato smo drugi modul naredili ločeno in ga s prvim povezali brezžično. 
Tako ga lahko namestimo ob akvariju, kjer imamo preostalo kablovje. 
2.1 Raspberry Pi 3         
Za jedro našega izdelka smo uporabili zadnjo različico poceni in majhnega mikroračunalnika 
Raspberry Pi [1] (Slika 2.1). Od predhodne različice se razlikuje po boljšem procesorju, saj ta 
različica uporablja 1,2 GHz 64-bitni štirijedrni procesor ARMv8. Poleg tega pa se bistveno 
razlikuje v dodanih brezžičnih povezavah WiFi 802.11n in Bluetooth 4.1. Vsi modeli 
vključujejo Broadcomov sistem na čipu (SoC), ki vključuje centralno procesno enoto (CPE), 
kompatibilno z ARM, in na čipu vgrajeno grafično procesno enoto (GPE). Meri 85,6 mm × 
56,5 mm in tehta 45 gramov. Napajamo ga s 5-voltnim napajalnikom moči 2.1 A. 
 
Slika 2.1: Raspberry Pi 3 (Vir: https://www.raspberrypi.org/products/) 
POGLAVJE 2.  STROJNA OPREMA 6 
 
Njegove glavne specifikacije so: 
▪ 1,2 GHz 64-bitni štiri jedrni ARMv8 CPE, 
▪ 1 GB RAM, 
▪ 4 priključki USB, 
▪ ethernet priključek, 
▪ brezžična povezava WiFi 802.11n, 
▪ Bluetooth 4.1, 
▪ 40 GPIO pinov, 
▪ priklop HDMI, 
▪ 3,5 mm kombiniran priključek za zvok in kompozitni video, 
▪ priključek za kamero (CSI), 
▪ priključek za zaslon (DSI), 
▪ reža za kartico Micro SD. 
Ker računalnik nima integriranega spominskega medija, je za namestitev sistema in hrambo 
podatkov potrebna kartica Micro SD. Sistem naložimo tako, da s spleta prenesemo sliko 
sistema in ga naložimo na kartico, ki jo potem vstavimo v režo na napravi. Na voljo imamo 
okoli 40 operacijskih sistemov [2], med katerimi se najpogosteje uporabljajo: 
▪ Raspbian, 
▪ Fedora, 
▪ Ubuntu MATE, 
▪ Kali Linux, 
▪ Ubuntu Core, 
▪ Windows 10 IoT Core, 
▪ RISC OS, 
▪ Slackware, 
▪ Debian, 
▪ Arch Linux ARM, 
▪ Android Things. 
Odločili smo se za uporabo operacijskega sistema Raspbian, ki ga vzdržuje Raspberry 
Foundation. Raspbian je brezplačna distribucija Linuxa, zasnovana na distribuciji Debian, 
optimizirana za Raspberry Pi in že vključuje prednameščene programe za splošno rabo. 
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Za komuniciranje z zunanjim svetom imamo na voljo 26 vhodno-izhodih pinov. Večina je 
splošno namenskih, med njimi pa so tudi priključki za različna vodila, kot so: I²C, SPI in 
UART. 
Točna razporeditev pinov in njihova uporaba v komponentah sistema, opisanih v 
nadaljevanju, je razvidna v tabeli 2.1. 
GPIO# 2nd func. Priklop  Pin# Pin# Priklop  2nd func. GPIO# 
  +3,3 V Napajanje 3,3 V 1 2 Napajanje 5 V +5 V   
2 SDA1 (I²C) PCA9685: SDA 3 4   +5 V   
3 SCL1 (I²C) PCA9685: SDA 5 6 Napajanje GND GND   
4 GCLK   7 8 ESP8266-12F: RX TXD0 (UART) 14 
  GND   9 10 ESP8266-12F: TX RXD0 (UART) 15 
17 GEN0   11 12   GEN1 18 
27 GEN2   13 14   GND   
22 GEN3   15 16   GEN4 23 
  +3,3 V   17 18   GEN5 24 
10 MOSI (SPI)   19 20   GND   
9 MISO (SPI) HX711: DT 21 22   GEN6 25 
11 SCLK (SPI) HX711: SCK 23 24   CE0_N (SPI) 8 
  GND   25 26   CE1_N (SPI) 7 
EEPROM ID_SD   27 28   ID_SC EEPROM 
5 
 
Črpalka 1 29 30   GND   
6 
 
Črpalka 2 31 32     12 
13 
 
Črpalka 3 33 34   GND   
19 
 





  37 38 CD4052BE: A Digital IN 20 
  GND   39 40 CD4052BE: B Digital OUT 21 
Tabela 2.1: Prikaz GPIO pinov (Vir: https://en.wikipedia.org/wiki/Raspberry_Pi) 
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2.2 Odmerjanje hranil 
Za odmerjanje hranil uporabljamo peristaltične črpalke (Slika 2.2) z nazivnim pretokom od 20 
do 60 litrov na minuto. Črpalke delujejo na 12-voltni enosmerni napetosti in za delovanje 
potrebujejo 300 mA toka. Omogočajo odmerjati hranila na 0,1 ml natančno (to je seveda 
odvisno od modela črpalke).  
 
Slika 2.2: Peristaltična črpalka 
Mehanski del črpalke je prikazan na sliki 2.3. Sestavljen je iz tanke cevi, napeljane okrog 
osrednjega dela, ki je priklopljen na elektromotor. Osrednji del ima 3 valje, ki pretisnejo cev 
in med vrtenjem poskrbijo, da tekočina v cevi potuje v pravo smer. 
 
Slika 2.3: Prikaz delovanja peristaltične črpalke. 
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Uporabili smo štiri peristaltične črpalke. Ker izhodna napetost Raspberry Pi GPIO pinov 
znaša 3,3 V, smo morali za njihovo krmiljenje uporabiti ustrezne tranzistorje in zunanje 
napajanje z napetostjo 12 V. Z izbiro tranzistorjev smo imeli kar nekaj težav, ker imamo 
nizko izhodno napetost. Črpalke potrebujejo 300 mA toka, vendar pa je zagonski tok večji, 
kar pomeni, da mora tranzistor podpirati dovolj močan tok. Koliko toka prepusti, je odvisno 
od krmilne napetosti, tu pa se je pojavil problem, saj se v praksi niso obnašali tako, kot je 
pisalo v specifikacijah. Zato je prišlo do pregrevanja ali pa se črpalka zaradi prenizkega toka 
sploh ni začela vrteti. Na koncu smo uporabili tranzistor z oznako IRLZ14PBF, ki brez 
problema krmili črpalke in se pri tem ne segreva. Shema priklopa je prikazana na sliki 2.4. 
 
Slika 2.4: Prikaz krmiljenja črpalk preko tranzistorjev. 
Med izhode Raspbberyi Pi in tranzistorje smo dodali 1 kΩ upore, zato da zavarujemo 
Raspberry Pi. Prav tako smo dodali spustni (angl. pull-down) upor na vrata (angl. gate), ki 
skrbi za to, da je tranzistor v nedefiniranem stanju zaprt, saj ne želimo, da bi tranzistor zaradi 
motenj začel prevajati manjše tokove, ki bi lahko povzročili vklop črpalke. Za krmiljenje 
črpalk smo uporabili GPIO pine 5, 6, 13 in 19. Med pozitivnim in ničelnim priklopom črpalke 
smo dodali še diodo 1N4001, ki varuje tranzistor pred induktivnim povratnim tokom. 
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2.3 Nadzor preostale količine hranil 
 
Slika 2.5: Senzor teže 
Za nadzor nad preostalimi količinami hranil uporabljamo tehtnice z nazivno natančnostjo 0,1 
g in območjem merjenja 1000 g. V praksi njen senzor meri do okoli 3 kg, vendar se njena 
natančnost pri večjih tezah zmanjša. Ker spremljamo, kdaj bo zmanjkalo gnojila, imamo 
opraviti z nižjimi težami, zato nas zgoraj opisana nenatančnost ne skrbi. Kupili smo cenovno 
ugodne tehtnice in jih razdrli, saj od njih potrebujemo samo senzor teže (Slika 2.5), nato pa 







Tabela 2.2: Opis funkcij posameznih žic senzorja teže. 
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Slika 2.6: Digitalni pretvornik HX711 
Za branje teže s tehtnic uporabljamo natančen 24-bitni analogno digitalni pretvornik HX711 
[3] (Slika 2.6), narejen za tehtnice in druge podobne naprave. Z notranjim multiplekserjem 
izberemo enega od dveh kanalov, ki ga uporabljamo tako, da izberemo okrepitev (angl. gain). 
Kanal A deluje s 128 in 64, kanal B pa z 32. Večja okrepitev pomeni manjše območne 
napetosti, zato se pri manjših voltažah za boljšo natančnost uporabljajo večje okrepitve, 
kakršne potrebujemo mi. Čip izmeri, koliko časa se polni kondenzator prek vhodne napetosti 
s tehtnice, nato pa ta čas pretvorimo v tezo. 
Ker lahko digitalni pretvornik HX711 natančno pretvarja le eno tehtnico (drugi kanal je manj 
natančen), imamo pa štiri, smo si pri priklopu pomagali z analognim multiplekserjem z 
oznako CD4052BE. Ta multiplekser vključuje dva štirikanalna multiplekserja, ki ju sočasno 
krmilimo z dvema bitoma. Kot je razvidno iz slike 2.7 smo vse izhode D+ priklopili na vhode 
X multiplekserja, medtem ko smo na vhode Y priklopili izhode D-. Poleg tega je bilo treba 
priključiti tudi napajanje. V našem primeru smo ga priključili na 5-voltni izhod na Raspberry 
Pi. 
Vhoda A in B se uporabljata kot 2 bita, ki omogočata 4 kombinacije (00, 01, 10, 11) za izbiro 
tehtnice. Krmilimo ju s pinoma GPIO20 in GPIO21 Raspberry Pi in tako na izhodih X in Y 
dobimo ustrezne vrednosti želene tehtnice. Ta dva izhoda priključimo na kanal A našega 
pretvornika, ki vrednost ustrezno pretvori in jo pošlje na Raspberry Pi prek pinov SCL in 
SDA. Tudi pretvornik napajamo s 5-voltno napetostjo, medtem ko tehtnice napajamo z 
izhodno napetostjo pretvornika. Za pravilno delovanje moramo E- povezati z GND. 
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Slika 2.7: Prikaz priklopa štirih tehtnic na Raspberry Pi. 
Stanje količine hranil prikazujemo z barvami RGB LED-diod. Krmilimo jih s pulzno širinsko 
modulacijo (PWM). Ker Raspberry Pi nima dovolj izhodov, ki omogočajo PWM, smo ga 
razširili s PCA9685 [4] (Slika 2.8). Omogoča pulzno krmiljenje 16 kanalov prek protokola 
I²C. Po dveh žicah pošljemo nastavitve za vse kanale ali posamezen kanal, ki si jih modul 
zapomni do izgube napajalne napetosti. Tako lahko s protokolom I²C uporabimo samo dve 
žici za upravljanje treh barv vseh štirih diod. Barvo določimo tako, da za vsako izmed 
osnovnih barv (rdeča, zelena, modra) nastavimo delovni cikel (angl. duty cycle) na 
pripadajočem izhodu. Delovni cikel pomeni, kolikšen odstotni del ene periode bo ta barva 
vklopljena. Frekvenca PWM je nastavljiva do 1,6 KHz, kar pomeni, da lahko LED-diode 
utripajo do 1600-krat na sekundo. Ker človeško oko ne zazna tako hitrega utripanja, dobimo 
občutek, da LED-dioda sveti. Z različnimi delovnimi cikli dobimo različne intenzivnosti 
svetilnosti posamezne barve, kar omogoča mešanje različnih barv in nastavljanje intenzivnost 
svetilnosti. Uporabili smo LED-diode s skupno katodo, kar pomeni, da imajo vse barve 
skupno negativno elektrodo, posamezna barva pa se krmili z njeno pozitivno elektrodo. 
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Slika 2.8: Naprava PCA9685 
Vsako barvo vsake izmed LED-diod smo priklopili na izhod PWM enega izmed 16 kanalov, 
ki je vir pozitivne napetosti. Za negativno napetost smo uporabili izhod GND enega izmed 
uporabljenih kanalov. Tako smo uporabili 12 kanalov za krmiljenje 4 LED-diod. Krmilnik 
napajamo z napetostjo 5 V, za komunikacijo pa smo njegova pina SCL in SDA priklopili na 
istoimenska pina Raspberry Pi. Shema priklopa je prikazana na sliki 2.9. 
 
Slika 2.9: Prikaz krmiljenja LED-diod z uporabo PCA9685.  
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2.4 Brezžična povezava med moduloma 
Za brezžično komunikacijo med dvema moduloma smo uporabili ESP8266-12F (Slika 2.10), 
precej novo napravo [5], saj so prvi modeli prišli na trg leta 2014. Ti modeli so bili zelo 
okrnjeni, imeli so majhen pomnilnik in malo pinov GPIO, zato niso bili dragi. To je pritegnilo 
računalničarje po svetu, da so začeli raziskovati zmožnosti naprave in njeno programsko 
opremo. Prevedli so dokumentacijo, kar je omogočilo široko uporabo naprave. Do danes je 
bilo razvitih več kot 15 različic, ki so tudi del večjih modulov, kjer podjetja tej napravi dodajo 
USB-priklop ali kaj podobnega. Na njih lahko naložimo enega izmed sedmih različnih 
razvojnih programskih paketov (SDK), ki omogočajo, da napravo programiramo v različnih 
programskih jezikih (Lua, C++, Python itd.). Meri 16 mm x 24 mm x 3 mm in tehta 2 grama. 
 
 
Slika 2.10: ESP8266-12F 
Specifikacije [6]: 
▪ 32-bitni RISC CPE: Tensilica Xtensa LX106 s frekvenco 80 MHz, 
▪ 64 KB ukaznega RAM, 
▪ 96 KB podatkovnega RAM, 
▪ 4 MB zunanjega pomnilnika QSPI flash, 
▪ WiFi 802.11 b/g/n, 
▪ 16 GPIO pinov od skupno 22 pinov, 
▪ podpira protokole SPI, I²C, I²S, UART, 10-bitni ADC in PWM. 
Način GPIO15 GPIO00 GPIO02 
UART 0 0 1 
Flash Boot 0 1 1 
Tabela 2.3: Prikaz možnih načinov zagona. 
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ESP8266-12Fsmo z Raspberry Pi povezali prek protokola UART. Pri povezavi UART je 
treba paziti, da njune pine pri povezovanju zamenjamo – se pravi TX enega povežemo na RX 
drugega, njegov TX pa na RX prvega. To je potrebno zato, ker je TX namenjen oddajanju, 
RX pa sprejemanju. Shema priklopa je prikazana na sliki 2.11. 
 
Slika 2.11: Prikaz priklopa ESP8266-12F na Raspberry Pi. 
Pri napajanju je treba paziti, saj za delovanje potrebuje 3,3 V, ki so prav tako na Raspberry Pi. 
Za stabilno delovanje je treba pri napajalnem delu obvezno uporabiti kondenzatorje. Uporabili 
smo kondenzatorje z nizko upornostjo (angl. low ESR), in sicer najprej 10uF 10V, za njim pa 
še 100uF 16V. Brez teh kondenzatorjev naprava ni delovala pravilno, saj se je zaradi nihanj 
napetosti vseskozi ponovno zaganjala. 
GPIO00 in GPIO02 moramo priključiti na pozitivno napetost, da se ob zagonu zažene 
naloženi program, medtem ko mora biti GPIO15 priključen na negativno napetost, za kar 
poskrbi vezje, na katerem je prilotan čip. 
2.5 Modul za nadzor temperature in osvetljenosti v akvariju 
 
Slika 2.12: RTC DS3213 
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Ker ESP8266 nima vgrajene ure realnega časa, smo nanj priključili modul DS3231 [7] (Slika 
2.12). Ta ura realnega časa (RTC) je izjemno poceni in izjemno natančna ter deluje prek 
protokola I²C. Naprava ima baterijo, ki ohranja napajanje čipa tudi po odklopu zunanjega 
napajanja in s tem poskrbi za nemoteno delovanje ure. Ura deluje s temperaturno vodenim 
nihajnim kristalom, ki niha pri frekvenci 32 kHz in jo glede na izmerjeno temperaturo 
popravlja vsakih 64 sekund. Nihanje kristala je namreč odvisno od temperature, toda tudi s 
popravljanjem ne dobimo popolne natančnosti. Odstopanje ure je deklarirano na 2 minuti 
letno, zato proizvajalci priporočajo občasno sinhronizacijo. 
Naprava hrani sekunde, minute, ure, dan, mesec, leto in dan v tednu. Ti podatki so v okviru 
zgoraj opisane napake vedno pravilni, saj naprava sama preračuna dolžino meseca in 
prestopno leto. 
Za merjenje temperature smo uporabili vodoodporni temperaturni senzor DS18B20 [8] (Slika 
2.13), za katerega zadostujejo že 3 V napajalne napetosti. Z vezjem komunicira z eno žico 
(protokol one-wire), prek katere prejema in pošilja podatke. Senzorju lahko nastavimo od 9- 
do 12-bitno natančnost temperature in dobimo natančnost od 0,5 °C do 0,0625 °C, ki jo 
uporabljamo mi. Več bitov pomeni daljši čas prenosa podatkov, zato ta pri nas traja 750 ms. 
 
 
 Slika 2.13: Vodoodporni temperaturni senzor DS18B20  
Za vklop in izklop ventilatorjev in luči uporabljamo dvokanalni polprevodniški (angl. solid 
state) relejni modul (Slika 2.14), ki potrebuje 5 V napajalne napetosti, za preklop pa je dovolj 
tudi samo 3,3 V, kar omogoča, da s 3,3-voltnim izhodom iz naprave krmilimo naprave, ki 
POGLAVJE 2.  STROJNA OPREMA 17 
 
delujejo od 100 do 240 V izmenične napetosti. Posamezen rele podpira do 2 A toka. Z njim 
krmilimo grelnik in luč, ki delujeta na 230 V, kar pomeni, da nanj ne smemo priklopiti 
grelnika ali luči, katere moč presega 460 W. V našem primeru je to dovolj, saj izdelujemo 
sistem za manjši akvarij, pri akvarijih nad 500 l pa bi morali izbrati močnejši rele. Ker 
osrednji del sistema avtomatsko odmerja hranila, se ta rele le redko uporablja pri tako velikih 
akvarijih ‒ zaradi stroškov in časovne zahtevnosti vzdrževanja. 
 
Slika 2.14: Dvokanalni relejni modul 
Jedro drugega modula je ESP8266-12F, na katerega smo priključili temperaturni senzor 
DS18B20, uro realnega časa DS3231, dvo-kanalni relejni modul za nadzor luči in grelnika ter 
tranzistor za upravljanje ventilatorjev. Ker je ta del ločen, potrebuje tudi svoje napajanje. Za 
napajanje smo uporabili 12-voltni napajalnik, hkrati pa tudi pretvornika z 12 V na 5 V in 3,3 
V. Shema priklopa je prikazana na sliki 2.15. 
Za napajanje ESP8266-12F potrebujemo napajalno napetost 3,3 V. Za njegovo delovanje 
moramo pravilno povezati pine VCC, GND, GPIO00 in GPIO02, kot je opisano na prejšnji 
strani te diplomske naloge. 
Temperaturni senzor smo priklopili tako, da smo napajalna pina povezali na napetost 3,3 V, 
podatkovni pin pa smo priključili na GPIO14. Tu smo morali uporabiti še dvigovalni upor 
(angl. pull-up), in sicer smo uporabili 4,7 kΩ upor med podatkovnim pinom in pozitivnim 
pinom napajalne napetosti. 
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Slika 2.15: Prikaz priklopa naprav na ESP8266-12F. 
Uro realnega časa napajamo z napetostjo 3,3 V. Na ESP8266-12F smo jo priklopili tako, da 
smo njen pin SCL povezali na GPIO12, pin SDA pa na GPIO13. 
Relejni modul za svoje delovanje potrebuje napajalno napetost 5 V, ki smo jo priklopili na 
pina DC+ in DC-. Za krmiljenje luči smo pin CH1 priključili na GPIO04, medtem ko smo za 
upravljanje grelnika CH2 priključili na GPIO05. Rele deluje kot stikalo, ki prekinja eno od 
dveh napajalnih žic. Tako je bilo treba eno žico od vtičnice povezati na 230 V izmenične 
napetosti prek releja, drugo pa direktno na vtičnico. 
Za krmiljenje ventilatorja smo uporabili enak tranzistor kot za krmiljenje črpalk in ga povezali 
enako kot pri črpalkah v poglavju 3.1.1. 
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Poglavje 3 Programski del 
3.1 Programiranje Raspberry Pi 
Za programiranje smo potrebovali samo urejevalnik besedil. Program smo zagnali iz ukazne 
vrstice z ukazom sudo python3 ime_datoteke.py. Ko smo razvili program, smo nastavili 
njegov samodejni zagon ob zagonu sistema. 
Pri izdelovanju programa smo si pomagali z nekaj knjižnicami. Večina jih je že vgrajena v 
Python, medtem ko smo morali knjižnice za naprave, priključene prek I2C, prenesti s spleta. 
V nadaljevanju bomo navedli in na kratko opisali vsako izmed uporabljenih knjižnic. 
GPIO uporabljamo za upravljanje pinov GPIO. Nastaviti jih moramo z ukazom GPIO.setup() 
kot vhod (GPIO.OUT) ali izhod (GPIO.IN) in pri tem navesti številko pina. Zaradi 
preprostejše rabe smo izbrali uporabo številke GPIO namesto dejanskih številk pinov. Če pin 
nastavimo kot izhod, ga lahko potem z ukazom GPIO.output() nastavimo v visokonapetostno 
(GPIO.HIGH) ali nizkonapetostno stanje (GPIO.LOW). 
Time vključuje funkcijo sleep(), ki jo uporabljamo za zakasnitve, saj ji pri klicu navedemo, 
koliko sekund naj traja ta ukaz, naslednji ukazi pa se izvajajo šele, ko je prvi končan. 
Datetime omogoča dostop do sistemskega časa, hkrati pa vključuje funkcije za njegovo 
obdelavo. Z njenimi funkcijami dobimo trenutni čas ali dan v tednu. Lahko pa jo uporabimo 
za pretvorbo časa v sekunde. 
Threading omogoča ustvarjanje več niti, ki delujejo vzporedno. Uporabljamo njen podobjekt 
Timer, ki omogoča, da nastavimo, čez koliko sekund naj se izvede določena funkcija, ta pa se 
nato izvede v svoji ločeni niti. 
Adafruit_PCA9685 je knjižnica s spleta, namenjena uporabi te naprave. Omogoča 
nastavljanje frekvence PWM in delovni cikel za posamezen kanal ali vse kanale hkrati. 
Tudi HX711 je prenesena s spleta in namenjena uporabi te naprave. Uporabljamo jo za branje 
tež s tehtnic in nastavljanje s tem povezanih nastavitev, ki jih bomo predstavili v 
nadaljevanju. 
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Json omogoča pisanje tabel v datoteke in njihovo branje iz datotek. Uporabljamo jo pri branju 
in shranjevanju nastavitev. 
Os vključuje funkcijo path.exists(), ki preveri, če želena datoteka obstaja. 
Serial uporabljamo za serijsko komunikacijo z ESP8266-12F. To storimo tako, da odpremo 
povezavo z določeno hitrostjo, nato pa prek nje pošiljamo in sprejemamo podatke. Prejete 
podatke moramo nato še dekodirati z znakovnim naborom windows-1252. 
Flask je namenjena prikazu in povezavi z našim spletnim uporabniškim vmesnikom, opisanim 
v naslednjem poglavju. Omogoča, da spremenljivke prikažemo uporabniku, prejmemo 
podatek o uporabnikovih spremembah, primerno spremenimo spremenljivke in jih shranimo. 
Subprocess se uporablja za klicanje ukazov iz ukazne vrstice. Uporabljamo jo za klicanje 
aplikacije, ki prek spletnega vmesnika najdi.si pošlje SMS o pomanjkanju hranil. 
Za komunikacijo z drugim modulom smo ustvarili funkcijo, ki prek serijske povezave pošlje 
podani ukaz na ESP8266-12F, ta ga nato prek brezžične povezave pošlje drugemu modulu, 
počaka na odgovor in nam ga vrne prek serijske povezave. Ker obstaja možnost, da pride v 
komunikaciji do napake, smo se odločili, da bomo v primeru napak zahtevo poskusili poslati 
do petkrat. Poleg tega smo napisali tudi funkcijo, ki se izvede enkrat na dan in poskrbi za 
sinhronizacijo časa, hkrati pa obvesti uporabnika o primanjkovanju hranil. Funkcija se izvede 
vsak dan ob 12. uri oziroma takoj ob zagonu programa, če je od zadnjega klica minilo več kot 
24 ur. 
Ker ima naš program kar nekaj uporabniških nastavitev, jih moramo shraniti. To so podatki o 
nastavljenih odmerjanjih hranil, izbrani temperaturi, času vklopa in izklopa luči, tari in 
pretvorni enoti posameznih tehtnic ter koeficientu pretoka za črpalke. Te podatke hranimo v 
ločenih datotekah, ki jih na začetku programa preberemo v ustrezne spremenljivke programa. 
Za vsako izmed njih smo naredili tudi funkcijo, ki izbrano spremenljivko zapiše v ustrezno 
datoteko. Te funkcije kličemo po vsaki spremembi spremenljivk. 
Ko so vsi shranjeni podatki prebrani, pokličemo funkcijo, ki poskrbi za odmerjanje hranil. V 
primeru izpada električne energije smo sistem zastavili tako, da doda hranila, ki bi se morala 
dodati do trenutne ure na tekoči dan, a se zaradi izpada niso. Ta hranila se dodajo tako, da je 
med koncem dodajanja enega in začetkom drugega pet sekund zakasnitve, zato da se prejšnji 
odmerek hranila že rahlo premeša z akvarijsko vodo, preden prispe naslednji. 
Nastaviti moramo tudi štiri tehtnice in vsaka izmed njih predstavlja svojo iteracijo razreda 
knjižnice. To je potrebno zato, ker ima vsaka tehtnica svojo taro in pretvorno enoto. Tehtnice 
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hranimo v tabeli, skozi katero se sprehajamo v zanki, preberemo vsako izmed tehtnic in zanjo 
nastavimo ustrezno barvo RGB. To izvajamo v neskončno ponavljajoči zanki. 
Nato je treba samo še zagnati Flask, da začne delovati uporabniški vmesnik. Odločili smo se, 
da bomo to naredili s časovnikom, nastavljenim na 5 sekund, saj bomo v tem času dobili 
podatke o teži na vseh tehtnicah in jih bomo lahko prikazali uporabniku. 
Za lažje programiranje smo program razdelili na posamezne sklope, v katerih smo ustvarili 
funkcije, povezane z njim. Opisali jih bomo po sklopih. 
Najprej smo si ustvarili funkcije za čas. Sem spada funkcija, ki pretvori dani čas v sekunde z 
uporabo knjižnice datetime, saj jih potrebujemo pri nastavljanju časovnikov. Poleg nje smo 
ustvarili še funkcijo, ki vrne trenutni čas – v obliki ure ali v sekundah. Obe funkciji smo 
potem uporabili pri izdelavi naslednje funkcije, ki vrne število sekund do naslednje izvršitve 
podanega nastavljenega odmerjanja. Tu preverimo uro in dan naslednjega odmerjanja in glede 
na trenutni čas in dan izračunamo razliko v sekundah. Na koncu smo ustvarili še funkcijo, ki 
preveri, če bi se moralo odmerjanje tega dne že zgoditi, pa se zaradi izpada električne energije 
ni. 
Potem smo se posvetili odmerjanju hranil. Ustvarili smo razred, ki hrani potrebne podatke za 
nastavljeno odmerjanje hranila. Med te podatke spada številka hranila, količina odmerjanja, 
ob katerem času in na katere dneve se zgodi odmerjanje, na kateri dan je bilo hranilo 
zadnjikrat odmerjeno, in časovnik, ki je nastavljen na naslednje odmerjanje (ob preklicu 
odmerjanja ga je treba ustaviti). Nastavljene razrede nato hranimo v tabeli. Za upravljanje 
črpalk skrbita dve funkciji. Prva je namenjena vklopu črpalke, pred vklopom pa preverimo, ali 
črpalka že deluje. V tem primeru počakamo. To storimo zato, ker je mogoče nastaviti 
odmerjanja tako, da se zgodi, preden se konča drugo. Po vklopu se nastavi zadnji dan 
odmerjanja na tekoči dan v tednu, spremembe se shranijo v datoteko in zažene se časovnik za 
izklop črpalke. Tudi za to poskrbi funkcija za izklop črpalke in pokliče funkcijo, ki ustvari in 
zažene časovnik za naslednje odmerjanje. 
Za prikaz preostale količine hranil z LED-diodami smo ustvarili dve funkciji. Prva glede na 
podano LED-diodo in barvo poskrbi za nastavljanje kanalov modula PCA9685, tako da začne 
dioda svetiti v ustrezni barvi. Mogoče so štiri barve. Zelena sveti, ko je teža na tehtnici večja 
od 100 g. Oranžna se vklopi, ko teža pade pod 100 g in s tem opozarja, da bo kmalu 
zmanjkalo hranila. Rdeča se vklopi, ko je na tehtnici manj kot 50 g hranila in s tem 
uporabnika opozori, da ga je treba čim prej doliti. Obstaja pa tudi bela, ki se uporablja, ko je 
na tehtnici manj kot 50 g, saj sklepamo, da je uporabnik odstranil posodo s hranilom. Za 
določanje barv in klice funkcije za njihov vklop skrbi druga funkcija. 
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Da lahko nadziramo preostalo količino hranil, moramo to prebrati s tehtnic. Ker si pri branju 
pomagamo z multiplekserjem, smo ustvarili funkcijo, ki ustrezno določi njegova krmilna bita 
gleda na podano tehtnico. To uporabljamo pri branju teže. Ker lahko beremo le eno tehtnico 
naenkrat, smo si tudi tu pomagali s spremenljivko, ki pove, ali trenutno že poteka branje. 
Počakamo do konca trenutnega branja, nastavimo multiplekser, preberemo težo, jo shranimo 
v tabelo tež in nastavimo ustrezno barvo LED-diode. Ker pa s tehtnic ne dobimo dejanske 
teže, smo si tu morali pomagati s taro in kalibracijo. Prva pove vrednost tehtnice, ko je ta 
prazna, oziroma, v našem primeru, ko je na njej prazna posoda za hranilo. Druga pa pove, s 
koliko moramo deliti podatek z odšteto taro, da dobimo težo v gramih. Tudi za pridobivanje 
teh dveh podatkov smo ustvarili funkciji, ki zaradi večje natančnosti izvedeta 50 zaporednih 
branj in dobljeni podatek nastavita in zapišeta v datoteko. Naredili smo tudi funkcijo za 
kalibriranje črpalk, ki v določenih sekvencah odmerja hranila, nato pa iz razlike teže in časa 
dodajanja izračuna koeficient pretoka, ki ga uporabljamo pri določanju časa, potrebnega za 
določeno količino hranila. Koeficient pretoka pove, koliko sekund je potrebnih, da črpalka 
prečrpa 1 ml hranila. To funkcijo smo zaradi varnosti odstranili iz uporabniškega vmesnika, 
saj je lahko njena napačna uporaba kritična za naš sistem, ker lahko privede do odmerjanja 
usodne količine hranila, medtem ko napaka pri upravljanju tehtnic privede samo do napačne 
povratne informacije uporabniku. Za večjo natančnost pri branju privzeto uporabljamo osem 
(ali več, kjer to dodatno želimo) branj, pri katerih izračunamo povprečje sredinske polovice 
meritev. 
Nekaj teh funkcij zaženemo na začetku, branje tehtnic se izvaja v neskončni zanki, preostale 
pa se kličejo z uporabniškim vmesnikom. Za to poskrbi Flask tako, da ob kliku gumba na 
formi dobimo podatke z nje. Če vključujejo čas, ga preverimo za pravilen format. Če čas 
obstaja in je napačnega formata, to sporočimo uporabniku, sicer pa pogledamo, kateri gumb je 
bil pritisnjen. Za vsak gumb smo določili, kaj se ob njegovem pritisku zgodi. Če smo nastavili 
čas vklopa ali izklopa luči ali pa temperaturo, moramo ta podatek poslati drugemu modulu. 
Če je prenos uspešen, ga nastavimo tudi v spremenljivkah in zapišemo v datoteko, sicer pa 
uporabnika obvestimo, da je prišlo do napake. Če smo izbrali taro ali kalibracijo tehtnice, 
pokličemo ustrezno funkcijo. Nastavimo lahko tudi intenzivnost svetilnosti LED-diod, pri 
čemer se ponovno nastavijo izhodni kanali za to zadolženega modula in se nastavitev shrani v 
datoteko. Omogočili smo tudi dodajanje želene količine hranil v realnem času. Seveda pa ne 
smemo pozabiti na nastavljanje, spreminjanje in brisanje odmerjanj hranil. Pri brisanju 
moramo ustaviti časovnik in odstraniti odmerjanje iz tabele. V primeru spremembe izbranemu 
odmerjanju nastavimo ustrezne nove podatke in ponovno zaženemo časovnik. Če pa je bilo 
dodano novo odmerjanje, v tabelo dodamo novo odmerjanje in zaženemo njegov časovnik. 
Pri vseh treh operacijah na koncu spremenjeno tabelo zapišemo v datoteko. Ko obdelamo 
podatke, uporabniku prikažemo posodobljeno stran z ustreznim povratnim sporočilom. 
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3.2 Programiranje ESP8266-12F 
Za programiranje ESP8266-12F smo potrebovali vmesnik med USB in TTL, ki deluje na 3,3 
V. Vmesnik in čip smo povezali s pini RX in TX, povezati pa je bilo treba tudi obe ničelni 
napetosti. 
3.2.1 Uporabljena orodja in priprava čipa 
Za delo s čipom smo morali nanj najprej naložiti operacijski sistem. Ta sistem in program za 
njegovo nalaganje smo brezplačno dobili na povezavi http://bbs.espressif.com. Za nalaganje 
sistema je treba čip zagnati v načinu UART (Tabela 2.3), tako da se GPIO00 priključi na 
negativno napetost. 
 
Slika 3.1: Program za nalaganje operacijskega sistema. 
Za namestitev smo morali izbrati ustrezne datoteke in iz specifikacij prepisati, na kateri 
naslov v pomnilniku se bo zapisala katera od datotek (Slika 3.1). Druge nastavitve je program 
ob priklopu našega čipa zaznal sam, treba ga je bilo samo priključiti, izbrati ustrezna vrata 
COM, hitrosti prenosa (baudrate) nastaviti na 115200, pritisniti tipko START in počakati na 
sporočilo, da je bilo nalaganje uspešno.  
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S tem smo naložili osnovni operacijski sistem. Ker pa želimo programirati v programskem 
jeziku Lua, smo morali nanj naložiti še ustrezen SDK. Odločili smo se za uporabo 
prilagojenega SDK. To ponuja spletna stran https://nodemcu-build.com/, na kateri ustrezno 
označimo potrebne knjižnice, nato pa po elektronski pošti dobimo povezavo za prenos 
sistema. Trenutno je na voljo 53 različnih knjižnic, od katerih smo potrebovali samo 
naslednjih sedem: file, GPIO, I2C, net, ow, tmr, WiFi. Tako smo zmanjšali porabo 
pomnilnika, katerega velikost je precej omejena. 
 
Slika 3.2: Program za nalaganje NodeMCU sistema. 
Za naložitev programskega paketa (angl. SDK) smo uporabili NodeMCU Flasher (Slika 3.2), 
ki je brezplačno na voljo na spletni strani https://github.com/nodemcu/nodemcu-flasher. 
Programa ni treba naložiti, saj ga dobimo v obliki ene zagonske datoteke. V zavihku 
»Advanced« smo nastavili hitrost prenosa (angl. baudrate) na 115200. V zavihku »Config« 
smo navedli pot do sistema in nastavili zamik (angl. offset) pisanja v pomnilnik na 0x00000. 
Nato smo v »Operation« pritisnili tipko »Flash«, ponovno zagnali čip in nalaganje se je 
začelo. Ko se nalaganje konča, nas program obvesti o tem z ustreznim sporočilom.  
Zdaj je čip pripravljen na nalaganje programske kode, treba je samo preklopiti njegov pin 
GPIO00 z ničelne na pozitivno napetost in ga ponovno zagnati – tako namreč pridemo v način 
za nalaganje in zagon programov. Na začetku na našem čipu ni nobene programske kode, zato 
nam ob zagonu sporoči, da manjka datoteka init.lua, ki se samodejno zažene ob vsakem 
zagonu. 
Za pisanje in nalaganje naše kode smo uporabili program ESPlorer. Tudi ta je na spletu na 
voljo brezplačno, in sicer na spletni strani https://esp8266.ru/esplorer/. 




Slika 3.3: Program ESPlorer 
Program je razdeljen na dva dela, levi je namenjen pisanju kode in nalaganju, desni pa skrbi 
za komunikacijo s čipom in prikazuje podatke, ki se pošiljajo med čipom in programom 
(Slika 3.3). Za komunikacijo s čipom moramo nastaviti ustrezna vrata COM in ponovno 
nastaviti hitrost prenosa (angl. baudrate) na 115200, nato pa pritisniti gumb Open. Tako se 
vzpostavi povezava, po kateri bomo naložili kodo, jo testirali in razhroščevali. Omogoča 
precej nastavitev in dodatnih orodij, ki pa jih nismo uporabljali. 
Za prenos kode na čip je treba pritisniti gumb Save to ESP. Ob kliku na ta gumb se na čipu 
najprej pobriše prejšnja datoteka s tem imenom, nato pa se ustvari nova, v katero se koda 
zapisuje vrstico za vrstico. Ko je prenos končan, je treba čip ponovno zagnati, saj se še vedno 
poganja stari program, prav tako pa na njem deluje na novo naloženi program, zato med njima 
pride do konfliktov. 
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3.2.2 Programska koda na ESP8266 
Na čip smo najprej naložili knjižnici za delo z RTC DS3231 in temperaturnim senzorjem 
DS18B20, ki smo ju prenesli z repozitorija NodeMCU: 
https://github.com/nodemcu/nodemcu-firmware/tree/master/lua_modules. 
Nato smo se lotili glavnega programa, ki nosi ime init.lua. Vanj smo najprej uvozili (angl. 
require) zgoraj navedeni knjižnici in si pripravili (deklarirali) ustrezne spremenljivke, ki jih 
bomo uporabljali v tem programu. Med njimi so številke pinov, na katere so priključeni 
grelnik, ventilator in luč, in podatki o njihovem trenutnem stanju – vklopljeni ali izklopljeni. 
Hranimo tudi podatek o času vklopa in izklopa luči, nastavljeni in trenutni temperaturi ter 
nastavljeno mejno območje temperature. Temu je sledila inicializacija. Ustrezne pine za 
grelnik, ventilator in luč smo nastavili kot izhode in jih postavili v nizko stanje, nato pa 
nastavili pine za temperaturni senzor in RTC s klicem ustrezne funkcije njunih knjižnic. Za 
ustrezno krmiljenje potrebujemo še podatke o času vklopa in izklopa luči ter nastavljeni 
temperaturi, ki jih preberemo iz datoteke, shranjene na našem čipu. Za upravljanje z 
datotekami smo naredili dve funkciji – prva zapiše podani podatek v datoteke s podanim 
imenom, druga pa prebere in vrne podatek iz datoteke s podanim imenom. Če datoteka ne 
obstaja, se spremenljivka ne nastavi na nobeno vrednost, kar pomeni, da se nadziranje tistih 
naprav ne izvrši in ostanejo izklopljene. 
Ko nastavimo vse potrebne spremenljivke, lahko nastavimo napravo kot oddajno točko (angl. 
AP) in ji nastavimo ustrezno ime in geslo. Nato ustvarimo strežnik, ki sprejema sporočila in 
se odziva na njih. Ustvarili smo sistem, ki sprejme zahtevo drugega ESP8266, jo obdela in 
vrne odgovor. Mogoče so naslednje zahteve: 
▪ SetTime00:00:00 – nastavi trenutni čas na podano vrednost in odgovori z OK 
▪ SetOnTime00:00:00 – nastavi čas vklopa luči na podano vrednost in odgovori z OK 
▪ SetOffTime00:00:00 – nastavi čas izklopa luči na podano vrednost in odgovori z OK 
▪ SetTemp25 – nastavi temperaturo na podano vrednost in odgovori z OK 
▪ GetTemp – odgovori s trenutno temperaturo 
▪ IsOk – odgovori z OK (s tem preizkusimo, če modul deluje in se odziva) 
Odgovor pošlje nazaj prek povezave, po kateri je prejel sporočilo. Če je bila spremenjena 
kakšna nastavitev, se shrani v ustrezno datoteko. 
27 POGLAVJE 3.  PROGRAMSKI DEL 
 
27 
Jedro tega programa je časovnik, ki se izvaja na eno sekundo. V njem najprej iz ure realnega 
časa preberemo trenutni čas in ga pretvorimo v sekunde. Ta čas nato primerjamo z 
nastavitvami časov vklopa in izklopa luči. Tudi ta dva časa sta zaradi lažjega primerjanja 
pretvorjena v sekunde, kar storimo takoj, ko prejmemo nastavitve, še preden podatek 
zapišemo v ustrezno datoteko. Če je čas v časovnem okviru, v katerem mora biti luč 
vklopljena, in je ta izklopljena, jo vklopimo, sicer pa jo izklopimo. Nato podobno naredimo še 
s temperaturo, preberemo jo s temperaturnega senzorja, nato pa izračunamo povprečje 
prejšnje in sedanje temperature, zato da ublažimo morebitne motnje pri branju temperature. V 
tem delu tudi preverimo, če senzor še deluje, saj sicer ne dobimo podatka o temperaturi, kar 
pri zahtevi GetTemp in IsOk vrne napako namesto OK. Glede na povprečno temperaturo, 
nastavljeno temperaturo in nastavljeno temperaturno območje nato preverimo, če moramo 
vklopiti ali izklopiti ventilator ali grelnik. Program deluje tako, da je hkrati lahko vklopljena 
samo ena od teh dveh stvari. V primeru napake temperaturnega senzorja pa poskrbi, da se 
izklopi ventilator in vklopi grelnik, saj ima ta svoj termostat in lahko še vedno deluje brez 
našega nadzora. Krmilimo ga predvsem zato, da ne bi ventilator in grelnik delovala hkrati, kar 










Poglavje 4 Spletni uporabniški vmesnik 
Na trgu se pojavlja čedalje več izdelkov, s katerimi upravljamo prek interneta, zato smo se 
tudi mi odločili za izdelavo spletnega uporabniškega vmesnika. S tem smo privarčevali nekaj 
denarja in fizičnega prostora, saj v izdelek ni bilo treba vključiti prikazovalnika in tipkovnice 
oziroma prikazovalnika, občutljivega za dotik. Prav tako je lažje spreminjati nastavitve pred 
računalnikom ali na mobilnem telefonu, kot da moramo čepeti pred napravo. Krmiljenje pa 
lahko izvedemo povsod, kjer imamo internetni dostop, tudi če nas ni doma. 
Odločili smo se za grafično preprost, a uporaben in uporabniku prijazen uporabniški vmesnik, 
ki deluje z uporabo knjižnice Flask. Spletno stran smo morali izdelati v jeziku HTML z 
dodatkom Jinja2. Ta uporabniški vmesnik je prikazan na sliki 4.1. 
Omogoča: 
▪ nastavitev časa za vklop luči, 
▪ nastavitev časa za izklop luči, 
▪ prikaz trenutne temperature, 
▪ nastavitev želene temperature, 
▪ prikaz trenutnih količin hranil, 
▪ tara na posamezni tehtnici, 
▪ umerjanje tehtnic, 
▪ nastavitev intenzivnosti svetilnosti LED-diod, 
▪ dodajanje želene količine hranil v realnem času, 
▪ nastavljanje odmerjanja hranil po urniku, 
▪ urejanje in brisanje že nastavljenih odmerjanj hranil. 




Slika 4.1: Prikaz uporabniškega vmesnika. 




Flask [9] je minimalistično spletno aplikacijsko jedro (angl. micro webdevelopment 
framework) za Python, ki temelji na Werkzeug in Jinja2. Med minimalistična spletna 
aplikacijska jedra ga uvrščamo, ker ne zahteva posebnih orodij ali knjižnic. Ne vključuje 
abstrakcije podatkovnih baz, preverjanja form ali katere druge komponente, ki vključuje 
knjižnice tretjih oseb, ima pa podporo za razširitve, ki lahko aplikaciji dodajo različne 
funkcionalnosti, kot da bi bile vgrajene. Te razširitve so posodobljene pogosteje kot samo 
jedro Flaska. 
Funkcije: 
▪ razvojni strežnik in razhroščevalnik, 
▪ podpora za teste enot (unit test), 
▪ predloge Jinja2, 
▪ podpira varne piškotke, 
▪ skladnost z WSGI 1.0, 
▪ uporaba Unicode, 
▪ obsežna dokumentacija, 
▪ združljivost z Google App Engine,  
▪ pošiljanje zahtev RESTful, 
▪ razširitve za dodatne funkcije. 
Primer kode, ki prikazuje, kako uporabniku prikažemo preprosto spletno stran, za katero 
uporabimo dva vhodna parametra: 
from flask import Flask 




    return render_template('index.html', title = title, users = users) 
if __name__ == "__main__": 
    app.run() 
  




Jinja [10] je eden izmed najbolj uporabljenih pogonov za predloge za Python. Podoben je 
Djangu, vendar uporablja Pythonu podobno sintakso in je nadgrajen z dodatnim izraznim 
jezikom. Je tekstovni jezik za predloge, ki se lahko uporablja za generiranje oznak in izvornih 
kod. 
Jinja omogoča prilagoditev oznak, filtrov, testov in globalk, v nasprotju z Django Jinja 
omogoča klicanje funkcij z argumenti na objektih in je primarni pogon za predloge za Flask. 
Nekatere njegove lastnosti so: 
▪ izvajanje v peskovniku, 
▪ zaščita pred napadi XSS (angl. Cross-site scripting), 
▪ dedovanje predlog, 
▪ prevod v optimalno kodo Python v ustreznem času, 
▪ opcijsko predčasno prevajanje, 
▪ lahek za razhroščevanje – ob napaki izpiše vrstico v predlogi, 
▪ nastavljiva sintaksa. 
Primer kode: 
<title>{% title %}</title> 
<ul> 
    {% for user in users %} 
        <li><a href="{{ user.url }}">{{ user.username }}</a></li> 
    {% endfor %} 
</ul> 
Na primeru kot vhodni parameter dobimo spremenljivki title in users. Prvo uporabimo kot 
naslov strani, medtem ko druga spremenljivka predstavlja tabelo objektov uporabnikov. Čez 
njo se sprehodimo z uporabo forzanke, nato pa za vsakega uporabnika prikažemo povezavo, 
kjer njegovo ime vodi do njegove povezave na spletno stran. Uporabniki se prikažejo v obliki 
seznama. 
  




Za stilsko predlogo strani smo uporabili brezplačni Bootstrap CSS. 
Naprej smo morali v programu definirati dve funkciji. Prva se kliče ob vstopu na spletno stran 
(angl. index) in samo prikaže spletni uporabniški vmesnik, ustvarjen s predlogo. Druga 
funkcija se pokliče ob kliku na kateri koli gumb na formi in izvede ustrezno dejanje, glede na 
to, kaj smo storili na formi. Nato prikaže spletni vmesnik s posodobljenimi vsebinami in 
povratnim sporočilom. 
Stran se ustvari z datoteko predloge in podanimi parametri iz programa. V našem primeru 
moramo v predlogo vključiti podatke o vnesenih odmerjanjih hranil, preostalih količinah 
hranil in temu prilagojene barve, intenzivnost svetilnosti LED-diod, nastavljene čase za vklop 
in izklop luči ter trenutno in nastavljeno temperaturo. Te podatke nato v predlogi uporabimo 
za generiranje strani. 
Celotno stran smo zgradili s tabelami, v katerih smo izdelali formo, ki ob kliku na gumb 
pošlje programu vrednosti polj s forme. Pri izdelavi predloge smo si pomagali z ukazi Jinja2, 
ki omogočajo uporabo pogojnih stavkov, zank, spremenljivk ipd. Izdelava strani je bila 
preprosta, saj smo tabele HTML samo malo razširili z ukazi Jinja2 in jim dodali oznake, 
vnosna polja, izbirne menije in gumbe. 
Koda, ki prikazuje, kako smo ustvarili formo za nastavljanje intenzivnosti LED-diod: 
{% if intensity %} 
<table align = "center" width = "400" style="margin-top : 5px; border:1px solid black;"> 
  <tr align = "center" width = 100%> 
    <form method="post" action="/"> 
      <td width = 80%>Intenzivnost LED: 
        <input type="text" size = "1" name="intensity" value = {{ intensity }} 
                    style="text-align:right;"> % 
      </td> 
      <td width = 20%> 
        <button type="submit" class="btn btn-primary" name="intensity_comfirm" 
                      id="intensity_comfirm" style="margin-bottom : 5px; margin-top : 5px;"> 
          <i class="icon-user icon-white"></i> Potrdi 
        </button> 
        <br> 
      </td> 
    </form> 
  </tr> 
</table> 
{% endif %} 
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Poglavje 5 Sklep 
Naš izdelek je trenutno še prototip, zato so komponente med seboj povezane prek razvojne 
plošče. Za končni izdelek bi bilo treba narediti vezje in sestaviti primerno ohišje. Slika 5.1 
prikazuje, kako smo si zamislili ohišje za prvi del. V zgornjem delu bi namestili črpalke in 
njihove dovodne cevi potopili v posode s hranili. Njihove izhodne cevi bi speljali z zadnje 
stani naprave do mesta, kjer želimo odmerjati hranila – to je lahko v akvariju, filtru, reaktorju 
ipd. Hranila bi položili na senzorje teže, na katere bi namestili akrilno ploščo mlečne barve, ki 
bi bila s strani osvetljena z LED-diodami. Ti senzorji in druge komponente bi bile shranjene v 
spodnjem delu ohišja in od tam bi v zgornji del napeljali potrebne žice za krmiljenje črpalk. 
 
Slika 5.1: Predogled zastavljenega ohišja. 
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Za ohišje drugega izdelka bi uporabili primerno veliko električno dozo, v katero bi vstavili 
potrebne pretvornike za napajanje, ESP8266-12F in relejni modul. Vanjo bi vgradili dve 
vtičnici (za luč in grelnik), priklop za ventilator in priklop za temperaturni senzor, ki bi ga 
zaradi lažjega odstranjevanja priključili s primernim priključkom. Tudi za priključitev bi 
lahko uporabili primeren priključek. 
Naš izdelek ima še veliko prostora za izboljšave. Lahko bi ga nadgradili z več črpalkami. To 
bi nam omogočilo več nadzora nad dodajanjem makroelementov, saj bi lahko vsakega izmed 
njih dodajali posebej. Dodali bi lahko tudi merilnik pH, ki ga je mogoče nadgraditi z izhodom 
za upravljanje magnetnega ventila, ki skrbi za dovajanje CO2 iz jeklenke v akvarij. Ko bi pH 
zrastel nad nastavljeno vrednost, bi vklopili magnetni ventil, kar bi sprožilo dodajanje CO2, ki 
znižuje pH vode. Ko bi se pH znižal za določeno vrednost, pa bi dodajanje izklopili. Po 
navadi naprave delujejo tako, da dovolijo odstopanje pH za 0,03 v obe smeri. To pomeni, da 
se dodajanje začne, ko je vrednost za 0,03 višja od nastavljene, in konča, ko je za 0,03 nižja. 
Naslednja možnost razširitve pa je senzor gladine, ki bi lahko upravljal črpalko za samodejno 
dolivanje vode ali pa nas obvestil o prenizki gladini oziroma o puščanju akvarija, če bi se 
gladina čezmerno znižala. Prav tako bi bilo mogoče preverjati delovanje luči in grelnika. To 
bi storili z merilnikom toka, ki ob vklopu nedelujoče naprave ne bi pokazal ustrezne vrednosti 
– skozi nedelujočo napravo namreč ne teče tok. 
Seveda bi lahko izdelek izboljšali tudi programsko. Če bi spletni uporabniški vmesnik razširili 
z uporabo AJAXa, bi lahko osveževali prikazane podatke v realnem času. Na vmesnik bi bilo 
dobro dodati tudi možnost nastavitve trenutnega časa, seveda pa bi lahko bolje naredili tudi 
grafično podobo strani. 
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