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Abstrakt
Tato práce se zabývá problematikou procedurálního generování budov. K implementaci
nástroje vyvinutého vrámci této práce byla vybrána metoda generování prostøednictvím
generativních gramatik. V práci jsou popsané nìkteré vhodné metody pro øe¹ení dané
problematiky. Obsahuje popis návrhu, implementace aplikace procedurálnì generující budovy
a zhodnocení dosa¾ených výsledkù. Výsledná aplikace umo¾nuje exportování vygenerovaných
modelù bodov do formátu Wavefront .obj.
Abstract
This thesis deals with procedural building generation. The method which was chosen for
implementation of the tool created during this study is based on generative grammars. In
this document are introduced some of the advisable methods for solving given problem. It
deals with predesign, implementation and evaluation of the results of the application for
procedural building generation created in this work. The nal tool also allows export of the
generated models to Wavefront .obj format.
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Kapitola 1
Úvod
Procedurálne generovanie je oblas» poèítaèovej graky, zaoberajúca sa generovaním vizuálneho
obsahu automaticky s vyu¾itím urèených algoritmov a techník. Inými slovami, ide o uprednostnenie
vytvárania obsahu za behu (ang. On-The-y) pred ruèným denovaním modelov.
Takto vytvorené modely budov majú ¹iroké vyu¾itie vo vytváraní prostredia v hrách,
vizualizáciách simulácie rastu mestkých oblastí, spestrenie vizualizácií grackých scén a
v mnohých iných prostrediach, kde je potrebné zobrazi» veµké mno¾stvo stavieb, ktorých
ruèné vytvorenie nie je èasovo dosiahnuteµné.
Cieµom práce je zoznámi» sa s existujúcimi metódami procedurálneho generovania,
vybra» vhodnú metódu pre generovanie budov, prípadne ju modikova» a vytvori» nástroj
pre ich procedurálne generovanie.
Metódy pou¾ité v rámci tejto práce vyu¾ívajú generovanie prostredníctvom generatívnych
gramatík.
Kapitola 2 opisuje niektoré pou¾ívané metódy pre rie¹enie problémov spojených s procedurálnym
generovaním modelov. V kapitole 3 je priblí¾ený návrh aplikácie, kapitola 4 je venovaná
implementácii a prehµadu pou¾itých nástrojov. V kapitole 5 je opísaná výsledná aplikácia a
jej testovanie. Na záver kapitola 6 zhàòa prednosti a nedostatky implementovaného nástroja
a naèrtáva mo¾nosti ïal¹ieho vývoja.
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Kapitola 2
Teoretický úvod
Táto kapitola je urèená na zoznámenie sa s problematikou procedurálneho generovania a
niektorými známymi technikami.
2.1 Procedurálne generovanie
Procedurálne generovanie je pojem, odkazujúci sa na generovanie obsahu automaticky
prostredníctvom náhodného alebo pseudonáhodného procesu, ktorého výstupom je nepredikovateµné
mno¾stvo mo¾ných výsledkov. Samotný proces vytvárania takéhoto obsahu funguje na
výbere nasledujúceho kroku z vopred zostavenej mno¾iny abstraktných volieb v ka¾dom
kroku procesu generovania.
V oblasti poèítaèovej graky majú princípy procedurálneho generovania zau¾ívanú dlhú
tradíciu. Najznámej¹ie techniky ako Perlin noise, Fraktály, L-systémy alebomodelové
gramatiky sú be¾né súèasti systémov pre generovanie entít ako oblaky, rastliny, terén a
rôzne iné prírodné javy, ale taktie¾ nachádzajú uplatnenie pri generovaní herných prostredí,
budov, èi celých mestských oblastí [2].
2.2 Náhodnos»
Dôle¾itou súèas»ou procedurálneho generovania je koncept náhodnosti, ktorý je potrebnou,
av¹ak nie jedinou dostaèujúcou podmienkou, aby mohol by» generovaný obsah pova¾ovaný
za procedurálny. Náhodnos» zavádza do generatívnych umení variácie pri výbere nasledujúcich
krokov. Nevýhoda spoèíva v problematickom zavedení symetrickosti a udr¾ovaní kontextu
generovaného obsahu.
Najpou¾ívanej¹ím zdrojom náhodnosti v procedurálnom generovaní sú pseudonáhodné
èíselné generátory . Sú to algoritmy pre generovanie postupnosti èísel, ktoré aproximujú
vlastnosti náhodných èísel. Výstupné postupnosti èíslic v¹ak nie sú úplne náhodné a na
základe inicializaèných hodnôt generátora je ich sled mo¾né predvída» [5].
Napriek tomu, ¾e existujú techniky, ktoré sú schopné produkova» postupnosti èísel
s vy¹¹ím faktorom náhodnosti, sú uprednostòované pseudonáhodné generátory kvôli ich
vysokej rýchlosti generovania èísel, nenároènosti na hardware a ich reprodukovateµnosti
[10].
4
2.3 Formálne jazyky
V oboroch matematiky, logiky a informatiky formálne jazyky oznaèujú mno¾inu slov koneènej
då¾ky nad urèitou abecedou. Abeceda formálneho jazyka je µubovoµná neprázdna koneèná
mno¾ina a jej prvky sú nazývané symboly. Prázdna postupnos» sa nazýva prázdne slovo.
Je to ¹peciálny prípad slova, kedy slovo neobsahuje ¾iadne symboly a znaèí sa ε.
Koneèné jazyky je mo¾né jednoducho popísa» výètom ich slov. Tento prístup je v¹ak
nevhodný pre popis obsiahlych jazykov a neumo¾òuje popis nekoneèných jazykov, medzi
ktoré patria prakticky v¹etky programovacie jazyky. Pre ¹pecikáciu jazykov sa preto
vyu¾ívajú generatívne gramatiky [2.4]. Gramatiky sú teda generátory slov nad formálnymi
jazykmi. Pre èítanie a spracovanie vygenerovaných re»azcov sa pou¾ívajú koneèné automaty
[2.5], tzv. koneèné automaty sú akceptory slov generovaných gramatikami [9] [8].
2.4 Generatívne gramatiky
Generatívna gramatika je mno¾ina formovacích pravidiel pre tvorenie slov nad daným
formálnym jazykom. Tieto pravidlá opisujú mo¾nosti, ako vytvori» validný re»azec nad
príslu¹nou abecedou. Formuluje tak syntax formálneho jazyka. Je vhodné spomenú», ¾e
gramatiky nepopisujú sémantiku generovateµných slov [9] [8].
Chompského hierarchia
Noem Chomsky v roku 1956 po prvýkrát popísal generatívne gramatiky a klasikoval ich
do typov známych ako Chompského hierarchia [3]. Tento hierarchycký model sa skladá
z nasledujúcich tried :
• Gramatiky typu 0 (frázové gramatiky)
Sú nadradenou triedou v¹etkých formálnych gramatík. Generujú jazyky rozpoznateµné
Turingovým strojom.
• Gramatiky typu 1 (kontextové gramatiky)
Generujú kontextové jazyky. Tieto gramatiky neobsahujú skracovacie pravidlá, tzv.
skladajú sa z pravidiel v tvare α → β, kde α, β sú re»azce zlo¾ené z terminálov a
neterminálov a zároveò platí | α | ≤ | β |. Pravidlo S → ε (viï [2.3]) je povolené,
pokiaµ sa S nevyskytuje na pravej strane ¾iadneho pravidla.
Tieto jazyky sú rozpoznateµné lineárne ohranièeným Turingovým strojom.
• Gramatiky typu 2 (bezkontextové gramatiky)
Sú schopné generova» bezkontextové jazyky. Skladajú sa z pravidielA → γ s neterminálom
A a re»azcom terminálov a neterminálov γ. Pravidlo S → ε je povolené pokiaµ sa
pravidlo S nevyskytuje na pravej strane ¾iadneho pravidla.
Gramatiky typu 2 sú podmno¾inou gramatík typu 1 napriek tomu, ¾e mô¾u obsahova»
ε pravidlá. Je to z dôvodu existencie algoritmu na prevod µubovoµnej gramatiky typu
2 na gramatiku bez ε pravidiel.
Tieto jazyky sú rozpoznateµné nedeterministickým zásobníkovým strojom.
• Gramatiky typu 3 (regulárne gramatiky)
Generujú regulárne jazyky. Tieto gramatiky majú obmedzené pravidlá na jeden neterminál
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na µavej strane. Pravá strana sa skladá z re»azca terminálov, ktorý mô¾e by» nasledovaný
jedným z neterminálov (teda pravidlá A → a a A → aB, kde a ∈ T, B ∈ N1).
Pravidlo S → ε je povolené pokiaµ sa pravidlo S nevyskytuje na pravej strane
¾iadneho pravidla. Tieto jazyky sú rozpoznateµné koneènými automatmi.
Ich sila, alebo obsiahlos», je dobre znázorniteµná nasledovnou vizualizáciou :
frázové
bezkontextové
kontextové
regulárne
Obrázok 2.1: Chomského hierarchia tried jazykov.
Formálny zápis
Generatívne gramatiky je v¹eobecne mo¾né formálne zapísa» ako ¹tvoricu:
G = (N,T, P, S)
kde:
• N je abecede neterminálov.
• T je abeceda terminálov dizjunktná s mno¾inov N .Teda platí N ∩ T ≡ ∅.
• P denuje koneènú mno¾inu prepisovacích pravidiel.
• S ∈ N je poèiatoèný symbol.
Gramatika potom rozvíja generované slovo aplikovaním pravidiel z mno¾iny P na neterminály
obsiahnuté v slove. Na zaèiatku generovania je vstupné slovo v¾dy tvorené jedným symbolom
A, pre ktorý platí A ∈ N . Mo¾né pravidlá sa na slovo aplikujú dovtedy, kým toto slovo
obsahuje niektorý neterminál z mno¾iny N .
1pre popis znakov N a T viï Formálny zápis[2.4]
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Príklad gramatiky
Majme jednoduchú gramatiku denovanú nasledovne :
G = ({S}, {j, k}, {S → kSj, S → jk}, S)
Jedou z mo¾ných rozvojov slova potom je:
1. S → kSj
2. kSj → kkSjj
3. kkSjj → kkjkjj
kedy sa v prvom kroku poèiatoèný symbol S rozgeneroval cez prvé pravidlo S → kSj. V
generovanom slove sa znova vyskytuje neterminál S, na ktorý sa v druhom kroku opätovne
aplikovalo prvé pravidlo. V závereènom kroku generovania sa na neterminál S aplikuje
druhé pravidlo S → jk. V slove sa viac nenachádzajú ¾iadne neterminály , ktoré by bolo
mo¾né dalej rozvíja» a generovanie slova tak konèí.
Takto denovaná gramatika produkuje nekoneènú mno¾inu slov, ktorá sa mô¾e zapísa»
ako :
{kkijkjji}
kde i znaèí poèet iterácií, v ktorých sa pou¾ilo prvé pravidlo.
V nástroji pre generovanie budov vyvinutom v rámci tejto práce sú gramatiky vyu¾ité
pre popis mno¾iny pravidiel pre generovanie okien [4.8] a dverí [4.9]. Pre bli¾¹í popis princípu
generovania tvarov týchto objektov viï Princíp generovania okien a dverí [4.10].
2.5 Koneèné automaty
Koneèný automat je teoretický výpoèetný model pre ¹túdium formálnych jazykov. Vo
v¹eobecnosti opisuje jednoduchý stroj, ktorý sa mô¾e nachádza» v jednom z niekoµkých
denovaných stavov. Mno¾ina týchto stavov je koneèná (odtiaµ je odvodený názov koneèný
automat) a prechod medzi jednotlivými stavmi je vykonávaný na základe èítania symbolov
zo vstupu. Zmena stavu závisí na aktuálnom stave a znaku èítaného zo vstupu. O zmene
stavu rozhoduje prechodová funkcia. Tieto automaty nemajú ¾iadnu dal¹iu pamä» okrem
informáciie o aktuálnom stave. Koneèné automaty sa vyu¾ívajú pre rozpoznávanie regulárnych
výrazov [8] [9].
Re»azec je prijatý, ak stav, v ktorom sa automat po preèítaní celého vstupného re»azca
nachádza, patrí do mno¾iny prijímaných stavov.
Formálny zápis
Koneèný automat je formálne denovaný ako pätica:
M = (Q,Σ, R, s, F )
kde:
• Q je koneèná neprázdna mno¾ina stavov.
• Σ je koneèná neprázdna mno¾ina vstupných symbolov alebo tie¾ abeceda.
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• R je prechodová funkcia popisujúca prechody medzi stavmi.
• s ∈ Q je poèiatoèný stav.
• F ⊆ je mno¾ina prijímaných stavov.
Determinizmus pri koneèných automatoch denuje jednoznaènos» pri prechode z jedného
stavu do stavu nasledujúceho pri èítaní vstupného symbolu.
• Deterministický koneèný automat má deterministicky denované prechody medzi stavmi,
tzv. neexistujú dve rovnaké pravidlá, s rovnakou µavou stranou.
R je denované ako Q × Σ → S.
• Nedeterministický koneèný automat obsahuje nejednoznaèné prechody, pri ktorých je
mo¾né sa aplikovaním jedného symbolu abecedy dosta» do viac ako jedného stavu,
tzv. obsahuje pravidlá s rovnakou µavou stranou.
R je denované ako S × {Σ ∪ ε} → P(S)2.
Prièom existujú algoritmy na prevod ka¾dého nedeterministického koneèného automatu
na automat deterministický.
Deterministický zásobníkový automat
Deterministický koneèný automat je ro¾¹írením koneèného automatu o dal¹iu pracovnú
pamä» reprezentovanú pridaným zásobníkom. Zásobníkové operácie pozostávajú z pridania
nových symbolov (operácia push), odobratia vrchu zásobníka (operácia pop) a zmenu symbolu
na vrchu zásobníka. Takto ro¾¹írený koneèný automat je vyu¾iteµný pre rozpoznávanie
bezkontextových gramatík [8].
Na zaèiatku chodu sa automat nachádza v denovanom poèiatoènom stave a zásobník
obsahuje iba poèiatoèný symbol. Pri rozhodovaní o voµbe prechodu do nasledujúceho stavu
zále¾í na :
• Aktuálnom stave automatu.
• Symbole na vrchu zásobníka.
• Symbole na vstupe.
Pri prevedení prechodu sa zo zásobníka mô¾e odobra» niekoµko symbolov zo zásobníku
a nahradi» ich novými.
Ak v priebehu èítania vstupného re»azca nedôjde k chybe, sa po jeho úplnom preèítaní
rozhodne o prijatí slova podµa nasledovných kritérií:
• stav, v ktorom sa automat po preèítaní re»azca nachádza patrí do mno¾iny prijímaných
stavov.
• zásobník je na konci èinnosti automatu prázdny.
2kde P znaèí potenènú mno¾inu
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Formálny zápis
Deterministický koneèný automat je formálne zapísateµný ako sedmica:
M = (Q,Σ,Γ, s, z, R)
kde:
• Q je koneèná neprázdna mno¾ina stavov.
• Σ je koneèná neprázdna mno¾ina vstupných symbolov alebo tie¾ abeceda.
• Γ je koneèná mno¾ina zásobníkových symbolov.
• s ∈ Q je poèiatoèný stav.
• z je poèiatoèný zásobníkový symbol.
• F ⊆ je mno¾ina prijímaných stavov.
• R je prechodová funkcia popisujúca prechody medzi stavmi kde:
R : (Q × (∑ ∪{ε} → )P(Q × Γ∗))3.
Turingové stroje
Turingov stroj je teoretický model jednoduchého poèítaèa popísaný matematikom Alenom
Turingom.
Skladá sa z procesorovej jednotky, tvorenej koneèným automatom, programu v tvare
pravidiel prechodovej funkcie a pravostranne nekoneènej pásky pre zápis medzivýsledkov.
Z koneèných automatov má Turingov stroj najväè¹iu výpoèetnú silu [8].
Turingové stroje sú vyu¾ívané pre rozpoznávanie frázových gramatík.
Lineárne ohranièené Turingové stroje
Lineárne ohranièený Turingov stroj, je Turingov stroj s obmedzením pri zápise na pásku.
Na rozdiel od Turingového stroja, nesmie zapisova» na neobmedzené mno¾stvo buniek, ale
iba na prvých n buniek, kde n je obmedzené funkciou vzhµadom na då¾ku vstupného slova
[8].
Tieto stroje akceptujú kontextové jazyky.
2.6 L-systémy
Alebo tie¾ Lindenmayerové systémy reprezentujú matematický formalizmus pre opis rastu
multicelulárnych organizmov. Pôvodne boli implementované ako roz¹írenie koneèných automatov,
èo umo¾òovalo pridáva» a odstraòova» jednotlivé bunky za behu. Èoskoro v¹ak boli preformulované
na prepisovacie systémy (ang. rewriting systems) [1]. Toto viedlo k elegantnej denícii
L-systémov ktoré vyu¾ívajú pojmy a notácie prepo¾ièané z teórie formálnych jazykov.
Fundamentálnym pozorovaním sa zistilo, ¾e rastúce rastlinné vlákno, napr. lineárne
rozlo¾enie buniek, mô¾e by» reprezentované slovom v abecede stavov buniek. Generalizáciou
3kde Γ∗ znaèí mno¾inu v¹etkých neprázdnych re»azcov vrátane ε mno¾iny Γ
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tejto abstrakcie do vetviacich sa ¹truktúr a komponentov, väè¹ích ako individuálna bunka,
sa dosiahlo struèného opisu rastlín.
L-systémy sa tak stali matematickým podkladom pre procedurálne modelovanie rastlín
a simuláciu rastu ¹irokej ¹kály organizmov [11].
Princípy L-systémov uplatnené pri generovaní rastlín sú v¹ak tie¾ vhodné pre popis a
implementáciu algoritmov modelujúcich aj iné ako organické ¹truktúry. Typicky sú reprezentované
opakujúcou sa aplikáciou jednoduchých pravidiel na diskrétnu mno¾inu s premenným poètom
komponentov ako sú lineárne fraktály alebo krivky vyplòujúce polygonálny priestor (ang.
space-lling curves). Geometrická reprezentácia takýchto kriviek je zalo¾ená na metódach
zre»azeného kódovania (ang. chain coding) [4] alebo korytnaèej geometrii (ang. turtle geometry)
[7].
Tieto metódy sú pri aplikovaní do nástroja pre procedurálne generovanie budov vhodné
napríklad na generovanie pôdorysu budovy alebo rozlo¾enia vnútorných stien, a teda tvorbu
miestností.
Formálny zápis
Základný typ L-systémov je mo¾né formálne zapísa» ako trojicu:
G = (Σ, S, P )
kde:
• Σ je abeceda, tj. neprázdna mno¾ina symbolov.
• Σ∗ je mno¾ina slov nad abecedou Σ.
• Σ+ je mno¾ina v¹etkých neprázdnych slov nad abecedou Σ.
• S ∈ Σ+ je semienko (ang. seed) alebo taktie¾ axiom, èo je koneèné slovo z abecedy
Σ, ktoré denuje poèiatoèný stav L-systému.
• P ⊂ Σ × Σ∗ je koneèná mno¾ina prepisovacích pravidiel.
2.7 Fraktály
Fraktály predstavujú inovatívnu metódu pre generovanie modelov reálnych objektov prostredníctvom
výpoètovo modelovacích algoritmov zalo¾ených na sebepodobnosti, nemennosti vzhµadom
na mierku a rozmernos».
Nachádzajú uplatnenie pri modelovaní procedurálne generovanýh terénov, pobre¾í alebo
¹irokého spektra náhodných tvarov zlo¾ených z kriviek. Vïaka ich nezávislosti na mierke
(priblí¾ení), predstavujú fraktálne geometrie základ pre modelovanie nekoneèného detailu,
aký mô¾eme nájs» v prírodných útvaroch.
Fraktál je v podstate fragmentovaný geometrický útvar, rozdeliteµný na èasti, z ktorých
ka¾dá pripomína zmen¹enú kópiu celku, ktorý tvorí. Inými slovami, ka¾dá èas» fraktálu je
sebepodobná v porovnaní s ohµadom na pôvodný tvar [6].
Obdobne ako L-systémy, tvoria fraktály pri aplikovaní do nástroja pre generovanie
budov vhodný podklad pre generovanie pôdorysu.
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Kapitola 3
Návrh aplikácie
Táto kapitola sa venuje po¾iadavkám na výsledný nástroj, rozoberá zlo¾itosti pou¾itých
algoritmov a v závere kapitoly je zobrazený diagram tried.
3.1 Po¾iadavky na výslednú aplikáciu
Nástroj vyhotovený v priebehu tvorby tejto práce má spåòa» nasledovné po¾iadavky:
• generovanie procedurálnych budov.
• mo¾nos» ukladania a naèítavania vytvorených modelov do ¹ablón.
Ako roz¹írenie bolo implementované nasledovné:
• správa generovania cez u¾ívateµské rozhranie
• mo¾nos» ulo¾i» výsledný model do formátu wavefront .obj.
3.2 Zlo¾itos»
Zlo¾itos» algoritmu pou¾itého pre vygenerovanie pôdorysu zále¾í od pseudonáhodného rozlo¾enia
obdå¾nikov, ktoré tvoria pôdorys.
V najhor¹om mo¾nom prípade to je O(n ∗ (n − 1) ∗ 8), kde n znaèí poèet obdå¾nikov v
pôdoryse. V najlep¹om prípade rozlo¾enia obdå¾nikov pôdorysu zlo¾itos» klesá na Ω(n − 1).
Zlo¾itos» generovania výsledného modelu budovy zále¾í na:
• obvode vygenerovaného pôdorysu a då¾ky jednotlivých stien.
• minimálnej ¹írky jedného úseku steny.
• ¹írky okna.
• pravdepodobnosti výskytu okna.
• ¹írky dverí.
• pravdepodobnosti ¹írky dverí.
• poètu poschodí budovy.
Zlo¾itos» generátora aproximuje funkciu lineárnej zlo¾itosti, èo potvrdzujú aj výsledky
benchmarku, ktorý je v prilo¾ených materiáloch C.
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3.3 Diagram tried
Nasledujúci diagram zobrazuje hlavné triedy programu a ich vzájomné prepojenie. Trieda
GLScreen spracováva vstup z klávesnice a my¹i, spravuje u¾ívateµské rozhranie a riadi
vykresµovanie. GLObject modeluje základné stavebné primitívy, z ktorých sa skladá celý
model budovy. BDoors je zodpovedná za generovanie dverí a BWindow modeluje okná.
Trieda BBasement vytvorí pôdorys budovy, do ktorého potom BBuilding rozmiestni
elementy budovy. Prácu nad vtup/výstupnými operáciami z/do súboru riadi trieda BFile.
GLScreen
BBuilding
BBasement
BWindowBDoors
GLObject
BFile
Obrázok 3.1: Diagram tried.
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Kapitola 4
Implementácia
Táto kapitola pribli¾uje implementáciu generovania jednotlivých èastí budovy, voµbu externých
kni¾níc pre rie¹enie niektorých netriviálnych problémov, ovládanie programu a problémy, s
ktorými som sa stretol pri implementácii.
Aplikácia je implementovaná v jazyku C++ v prostredí Microsoft Visual Studio 2010 na
operaènom systémeWindows 7 Profesional 64bit. Aplikácia sa spú¹ta cez súbor Buildings.exe.
Pre 3D vizualizáciu modelu je pou¾itá OpenGL API.
4.1 Výèet pou¾itých kni¾níc a nástrojov
V programe je potrebné rie¹i» niekoµko netriviálnych problémov s prácou nad OpenGL,
tvorbu u¾ívateµského rozhrania a prácu s matematickými ¹truktúrami podµa GLSL ¹pecikácie.
Pre ich efektívne rie¹enie som sa rozhodol vyu¾i» nasledovné kni¾nice.
GLFW
Kni¾nica GLFW je v programe vyu¾itá na otvorenie okna, vytvorenie OpenGL kontextu a
správu vstupu z klávesnice a my¹i.
V poèiatoèných fázach vývoja programu som vyu¾íval kni¾nicu GLUT, ktorú som sa
rozhodol nahradi» z dôvodu vyu¾itia veµkého mno¾stva neschválených (ang. deprecated)
funkcií. GLFW som zvolil kvôli jej jednoduchému integrovaniu do aplikácie.
GLEW
Kni¾nica umo¾òuje vyu¾ívanie roz¹írení v aplikáciách vyvinutých v C/C++. GLEW poskytuje
efektívne run-time mechanizmy pre zistenie podporovaných OpenGL roz¹írení na cieµovej
platforme.
Jej pou¾itie je nevyhnutná súèas» aplikácie.
GLM
GLM poskytuje triedy a funcie, ktoré pou¾ívajú rovnaké menné konvencie a funkcionalitu
ako GLSL. Z jej hlaných èàt sú v aplikácii vyu¾ité funkcie pre transformáciu, rotovanie
matíc a vektorov.
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AntTweakBar
V¹etky u¾ívateµské rozhrania sú implementované pomocou kni¾nice AntTweakBar, ktorá
priamo podporuje GLFW. Výsledné menu je prehµadné a jednoduché na pou¾itie.
Nástroje
Pre testovanie funkcionality portovania modelu vygenerovanej budovy do formátu .obj
bol vyu¾itý nástroj Blender a pre vytvorenie bitmapy písma Codeheade's bitmap Font
Generator.
Pre vytvorenie dokumentácie k zdrojovým kódom bol vyu¾itý Doxygen.
4.2 Práca so ¹ablónami
Aplikácia umo¾òuje ulo¾i» aktuálne nastavenia generovania ako ¹ablónu. Vytvorené ¹ablóny
sa dajú opätovne naèíta» a znovu pou¾i» pre generovanie budovy.
V¹etky ¹ablónové súbory sú ulo¾ené v zlo¾ke templates pod názvom zadaným u¾ívateµom
pri jej ukladaní. Pri zadávaní názvu práve ukladanej/naèítanej ¹ablóny je vhodné deaktivova»
klávesnicu (viï B). Ak zadaný názov presahuje då¾ku ¹trnástich znakov, vzniká chyba
zobrazovania zadaného re»azca, ktorá je spôsobená kni¾nicou AntTweakbar.
4.3 Zobrazenie textu
Vzhµadom na to, ¾e OpenGL natívne nepodporuje výpis textu na obrazovku, bol pre tento
úèel implementovaný vlastný engine s vyu¾itím osobitného GLSL shader programu. Pri
inicializácii je naèítaná bitmapa pou¾itého fontu, z ktorej sa podµa zobrazovaného textu
vytvorí textúra. Tá sa u¾ len jednoducho zobrazí v okne na po¾adované miesto.
Vytváranie textúry zobrazovaného re»azca funguje na základe ASCII hodnoty ka¾dého
znaku textu a znalosti, ¾e ka¾dý znak má v bitmape fontu rozmery 16 x 16 pixelov. X,Y
poloha znaku v bitmape sa potom dá vypoèíta» nasledovne:
X = char mod 16
Y = char / 16
Kde char je ASCII hodnota zobrazovaného znaku.
4.4 U¾ívateµské rozhranie
Generovanie výslednej budovy je modikovateµné cez vstavané u¾ívateµské rozhranie. Je
mo¾né nastavi» hodnoty riadiacich premenných, ktoré ovplyvòujú vzhµad budovy, zafarbenie,
rozmery a tvar jednotlivých elementov, poèet podla¾í a zlo¾itos» pôdorysu.
Obmedzením týchto hodnôt je u¾ívateµovi ponechaná mo¾nos» generovania kompletne
náhodných modelov, ako aj modelov úzko ¹pecikovaných a dosiahnu» tak ¹ablónovania
výsledných budov.
K dispozícii sú dve hlavné menu, rozdelené do podmno¾ín, ktoré sumarizujú mo¾nosti
nastavenia pre jednotlivé elementy budovy.
Efekt zmeny jednotlivých parametrov je zjavný z ich anglického názvu. Za zmienku stojí
princíp funkènosti menu pre ¹pecikáciu generovania pôdorysu (Basemen Properties).
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Obrázok 4.1: U¾ívateµské rozhranie.
Zmena poètu obdå¾nikov v najbli¾¹ie generovanej budove sa aplikuje tlaèidlom "Change".
U¾ívateµ tak vyvolá len zmenu poètu ¹pecikácie zobrazovaných obdå¾nikov. Tlaèidlo "Apply"má
rovnaký efekt, navy¹e v¹ak evokuje pregenerovanie budovy s vyu¾itím nového poètu obdå¾nikov
v jednom kroku. Polo¾ka "Randomize"indikuje, èi sa pou¾ijú nastavené hodnoty obldå¾nika,
alebo budú pred pou¾itím náhodne pregenerované.
4.5 Ovládanie programu
Podrobné ovládanie programu a funkèné klávesové skratky sú podrobne popísané v prílohe
B .
4.6 Stavebné primitívy
V¹etky objekty sú modelované v nasledujúcom súradnicovom systéme, a ich vrcholy sú
rozmiestnené po poradí v protismere hodinových ruèièiek.
Ka¾dý objekt je mo¾né v scéne pohybova» a rotova» cez prístupné metódy. Umiestnenie
objektu v scéne je rozdelené na jeho relatívnu a absolútnu pozíciu. Absolútna poloha posunie
súradnicový systém objektu na ¾iadané miesto, potom sa na systém aplikuje rotácia objektu
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XY
Z
Obrázok 4.2: Súradnicový systém.
a napokon je model posunutý relatívne vzhµadom k aktuálnemu stavu jeho súradnicového
systému.
S výnimkou rozlo¾enia èelných èastí ¹tvorcového doplnku oblúka [4.6] sú v¹etky plochy
objektov denované ako ¹tvoruholníky skladajúce sa z dvojice trojuholníkov. Ka¾dá takáto
¹tvoruholníková plocha je teda denovaná ¹esticou bodov.
Pre modelovanie v¹etkých mo¾ných modelov, ktoré vie aplikácia vygenerova», si vystaèí
s nasledujúcimi modelovacími primitívami.
Kváder
Pre kváder je mo¾né denova» jeho rozmery nasledovne:
• ©írka je rozmer objektu pozdå¾ osi X.
• Vý¹ka je rozmer objektu pozdå¾ osi Y.
• Hrúbka je rozmer objektu pozdå¾ osi Z.
Kváder je denovaný tridsiatimi ¹iestimi bodmi, ktoré naberajú hodnotu pozícií v
súradnicovom systéme podµa vstupných rozmerov. Ku ka¾dému vrcholu je priradená jedna
zo ¹iestich normál v závislosti na stene, v ktorej vrchol le¾í.
Po nadenovaní pozícií vrcholov obdå¾nika, je jeho model v scéne umiestnený tak, ¾e
stred objektu le¾í v poèiatku súradnicového systému.
Oblúk
Vstupné parametre pre vygenerovanie oblúka sú:
• vnútorný polomer udáva veµkos» vnútorného výseku oblúka.
• vonkaj¹í polomer je rozmer od stredu oblúka po jeho okraj.
• hrúbka je rozmer objektu pozdå¾ osi Z.
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• poèet èastí oblúka.
• model tienovania plá¹»a udáva, èi sa pre plá¹te oblúka vyu¾ije hladké alebo ploché
tieòovanie.
• poèiatoèný uhol v stupòoch udáva odsadenie prvého bodu oblúka od osi X.
Kvôli variabilnému poètu èastí oblúka je potrebné pri denovaní polohy a normály
ka¾dého bodu vyu¾i» algoritmické rie¹enie. ©pecikovanie bodov prebieha v troch fázach.
V prvom kroku sa denujú body vrchného a spodného plá¹»a oblúka. Tieto èasti sa
vytvárajú po ¹tvorcových plochách, v¾dy jedna plocha v jednom kroku cyklu. Pozícia bodu
sa vypoèíta nasledovne:
Y = radius ∗ cos(uhol)
X = radius ∗ sin(uhol)
kde rádius je polomer oblúka a v závislosti na vytváranom plá¹ti naberá hodnotu
vnútorného alebo vonkaj¹ieho polomeru. Uhol je veµkos» uhla v radiánoch, ktorý zviera
os X s priamkou vedenou z poèiatku súradnicového systému do práve denovaného bodu.
Z-tová súradnica bodov sa mení tak, aby bol zachovaný princíp denovania bodov proti
smeru hodinových ruèièiek. Naberá kladnú alebo zápornú hodnotu polovice vstupnej ¹írky
objektu.
Normála bodu sa pri pou¾ití hladkého tieòovania (ang. smooth shading) poèíta rovnako,
s tým rozdielom, ¾e rádius naberá hodnotu 1,0 pre normály vonkaj¹ieho plá¹»a a hodnotu
-1,0 pri výpoète normál vnútorného plá¹ta.
Pri výpoète normál plochého tieòovania (ang. at shading) je uhol nemenný pre celú
plochu ka¾dého obdå¾nika.
1  6
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Obrázok 4.3: Denovanie bodov plá¹»a oblúka.
V druhom kroku denovania vrcholov sa vytvorí predná a zadná tvár oblúka. Pre
výpoèet polôh bodov je mo¾né pou¾i» rovnaký vzorec ako v predchádzajúcom kroku, kde
sa zmení len dosádzanie premennej rádius. Dosadzuje sa vnútorný a vonkaj¹í polomer tak,
aby bolo zachované denovanie bodov v protismere hodinových ruèièiek.
Z-tová súradnica bodov sa mení podµa vytváranej tváre oblúka. Pre prednú èas» to je
polovica vstupnej hrúbky objektu a pre zadnú èas» jej záporná hodnota.
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Normála je rovnaká pre celú mno¾inu bodov, ktoré tvoria tvár. Dosadia sa teda dva
smery v závislosti na umiestnení tváre v oblúku (predná alebo zadná).
1  6 2
3  4
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Obrázok 4.4: Denovanie bodov tváre oblúka.
V poslednom kroku sa vytvoria dve obdå¾nikové plochy, ktoré uzatvárajú oblúk zo
spodnej èasti.
Po nadenovaní v¹etkých bodov je model oblúka v scéne umiestnený tak, ¾e stred oblúka
le¾í v poèiatku súradnicového systému.
©tvorcový doplnok oblúka
Vstupné parametre pre denovanie rozmerov objektu sú:
• polomer udáva veµkos» oblúkového výseku.
• vý¹ka je rozmer oblúka pozdå¾ osi Y a poèíta sa od najvrchnej¹ieho bodu oblúka.
• hrúbka je rozmer objektu pozdå¾ osi Z.
• poèet èastí oblúka.
Celková vý¹ka objektu je teda súèet parametrov polomer a vý¹ka, prièom parameter
vý¹ka mô¾e nabera» nulovú hodnotu.
Denovnie bodov oblúkovej èasti je rovnaké ako pri vnútornom plá¹ti oblúka [4.6]. Boèné
steny, vrchná stena a steny, ktoré modelujú tváre objektu medzi bodmi z obrázku A,B,C
a D, sú pevne denované na základe vstupných rozmerov obdobne ako pri umiestòovaní
bodov pri obdå¾níku.
Plocha medzi oblúkovým výsekom a boènými stenami objektu sa denuje po trojuholníkoch
v¾dy medzi koncovými bodmi jednej oblúkovej èasti a bodmi A alebo B.
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Obrázok 4.5: Celková vý¹ka ¹tvorcového doplnku oblúka.
4.7 Generovanie pôdorysu
Generovanie pôdorysu principiálne funguje na pseudonáhodnom vygenerovaní rozmerov
obdå¾nikov, ich následom posunutí a zrotovaní a na záver sa eliminujú vnútorné hrany.
Vznikne tak obvodový obrys prelo¾ených obdå¾nikov a ten slú¾i ako výsledný pôdorys.
Rozmery obdå¾nikov pôdorysu a ich rozlo¾enie sa generuje iba pre tie obdå¾niky, ktoré
u¾ívateµ v menu oznaèil ako randomize (viï [4.4]).
Rozlo¾enie obdå¾nikov
Posunutie obdå¾nikov sa pseudonáhodne vygeneruje osobitne pre vertikálne a horizontálne
posunutie. Hodnoty sú generované z mno¾iny èísel [0 .. (minWidth − minOverlap)] pre
horizontálne posunutie, kdeminWidth je najmen¹ia hodnota rozmeru ¹írky spomedzi obdå¾nikov
pou¾itých v pôdoryse aminOverlap je minimálne prekrytie obdå¾nikov. HodnotaminOverlap
je nastavená na 0.2 jednotky. Rovnako sa generuje vertikálny posun, teda hodnota posunu
sa vyberá z mno¾iny [0 .. (minHeight−minOverlap)], kde minHeight je najmen¹ia vý¹ka
z pou¾itých obdå¾nikov.
Rotácia sa pseudonáhodne vyberie z mno¾iny [1 .. 179]. Minimálna rotácia je 1◦ z dôvodu,
¾e parametrická rovnica priamky y = mx + c nedoká¾e vyjadri» zvislú priamku, preto¾e
to nie je funkcia. Z rovnakého dôvodu je maximálna rotácia 179◦.
Kontrola rozlo¾enia obdå¾nikov
Obdå¾niky sú pova¾ované za nevhodne rozlo¾ené ak:
• niektorý z vrcholov obdå¾nika le¾í na hrane iného obdå¾nika.
• obdå¾niky sa navzájom nepretínajú.
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Tieto podmienky sú testované pred procesom eliminácie vnútorných hrán. Ak by kontrola
neprebehla, hrozí uviaznutie algoritmu v nekoneènom cykle.
Eliminácia vnútorných hrán
Eliminácia vnútorných hrán alebo taktie¾ výber obvodových hrán, zaèína výberom takého
vrcholu niektorého z obdå¾nikov, ktorý le¾í mimo v¹etkých geometrií, tzv. vrchol, ktorý
nele¾í vo vnútri ¾iadneho iného obdå¾nika pôdorysu.
Od tohoto bodu sa potom prechádzajú hrany daného obdå¾nika v protismere hodinových
ruèièiek a testujú sa na prienik so v¹etkými ostatnými hranami obdå¾nikov. V prípade, ¾e
prienik nenastal, ide testovaná hrana do výsledného pôdorysu. V prípade prieniku alebo ak
bolo prienikov viacero, vyberie sa bod prieniku, ktorý je bli¾¹ie k zaèiatku testovanej hrany,
a do výsledných hrán pôdorysu sa vlo¾í úseèka medzi zaèiatkom testovanej hrany a bodom
prieniku. Po výskyte prieniku sa pokraèuje prechodom hrán v obdå¾niku, s ktorým vznikol
prienik.
Opísaný princím demon¹truje náèrt v prilo¾ených materiáloch [F.4].
4.8 Gramatika okien
V¹etky tokeny modelujúce okná, ich krátky opis a hodnoty, ktoré nesú, sú vyobrazené v
tabuµke v prílohe D .
Modelovanie okna
Rozmery okna závisia na vstupných parametroch pri modelovaní :
• ¹írka je celková ¹írka dverí pozdå¾ osi X.
• vý¹ka je celková vý¹ka dverí pozdå¾ osi Y.
• príznak osadenia dverí do okna ovplyvòuje rozmer parapetu okna. Pri osadení okna
do dverí sa parapet nepredsunie.
• ¹írka rámu okna je ¹írka jedného boèného rámu okna. Tento rozmer je uva¾ovaný
vrámci celkovej ¹írky okna.
• hrúbka je rozmer okna pozdå¾ osi Z.
• poèet èastí oblúka, ktorý sa pou¾ije pri modelovaní horného oblúka, ak bol oblúk
vygenerovaný vo výslednom tvare okna.
Na základe týchto parametrov sa ïalej odvíjajú rozmery stavebných primitívov, ktoré
modelujú jednotlivé tokeny z výsledného vygenerovaného tvaru okna, respektíve ich hodnoty.
Modelovanie prebieha prechodom zoznamu s týmito hodnotami a následne sa triedia v
koneènom automate, kde prebehne ich spracovanie. Význam jednotlivých hodnôt tokenov
je reprezentovaný nasledovne :
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Obrázok 4.6: Gracká reprezentácia hodnôt tokenov okna
Dekorácia okna
Pre dekorovanie okna je predpripravených niekoµko ¹ablón, z ktorých sa na základe vygenerovania
pseudonáhodného èísla vyberie jedna, ktorá sa pou¾ije. K dispozícii sú tri hlavné ¹ablóny
dekorácie a význam ich rozlo¾enia sa odvíja vzhµadom na boèné rámy okna:
• vertikálna dekorácia dekoruje rámy okna zvislými pruhmi.
• horizontálna dekorácia dekoruje rámy okna vodorovnými pruhmi.
• ¾iadna. Okno nebude dekorované.
Výsledná dekorácia ïalej závisí od toho, èi sa v tvare okna vyskytuje token modelujúci
horný ¹tvorcový rám okna.
(a) (b) (c)
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(d) (e) (f)
Obrázok 4.7: Výèet mo¾ných dekorácií okna
4.9 Gramatika dverí
Tokeny pou¾ité pri generovaní tvaru dverí, ich krátky opis a hodnoty, ktoré jednotlivé tokeny
nesúsú rozpísané v tabuµke v prílohe E.
Modelovanie dverí
Pre namodelovanie dverí je potrebné zada» vstupné parametre:
• ¹írka celkový rozmer dverí pozdå¾ osi X.
• vý¹ka celkový rozmer dverí pozdå¾ osi X.
• ¹írka rámu udáva ¹írku jedného okrajového rámu dverí. V celkovej ¹írke dverí je u¾
obsiahnutý dvojnásobok tejto hodnoty.
• hrúbka rozmer dverí pozdå¾ osi Z.
• poèet oblúkových èastí dverí, ktorý sa pou¾ije v prípade, ak sa vo vygenerovanom
tvare dverí vyskytne oblúk.
• poèet oblúkových èastí okna osadeného do dverí.
Rovnako ako pri modelovaní okien sa aj rozmery jednotlivých hodnôt tokenov dverí
odvíjajú od týchto hodnôt. Ich reprezentácia je nasledovná :
MSill MRim MLowVert MTopRim MTopVert MArc
Obrázok 4.8: Gracká reprezentácia hodnôt tokenov dverí
Pri dverách pribúdajú tokeny modelujúce výplne medzi rámami. Ka¾dá plocha dverí
mô¾e ma» niekoµko variácií vyplnenia v závislosti na vygenerovaných tokenoch.
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MSill MRim MLowVert MTopRim MTopVert
MArc MArc MArc MArc MArc
Obrázok 4.9: Gracká reprezentácia hodnôt tokenov dverí
4.10 Princíp generovania okien a dverí
Generovanie tvarov okien a dverí je postavené na generovaní s vyu¾itím gramatík. Poèiatoèný
token je v¾dy rozvíjaný cez mo¾né prechody do nasledujúceho tokenu, ktorý sa následne
stáva tokenom aktuálnym. Prechody sa vyberajú na základe vygenerovania pseudonáhodného
celého èísla v rozmedzí od jedna do poètu mo¾ných prechodov. Vygenerovaná èíslica potom
reprezentuje prechod, ktorý sa prevedie.
Pri zvolení nového tokenu sa ulo¾ia hodnoty, ktoré nesie, do výstupného zoznamu. Po
ukonèení generovania tvaru elementu sú tieto hodnoty èítané a na ich základe sa namodeluje
výsledný tvar okna alebo dverí zobraziteµný v OpenGL. Model sa skladá z predenovaných
primitív [4.6] a ich rozmery sa odvíjajú od rozmerov modelovaného elementu.
Tento princíp je implementovaný ako rekurzívny zostup a opisuje ho nasledovný pseudokód:
void generateShape (Token actual_token) {
skopíruj hodnoty actual_token-u do výsledného zoznamu;
if (actual_token != end_token) {
new_token_position = vygeneruj pseudonáhodné èíslo
od 1 do actual_token->options.size();
new_token_ID = actual_token->options[ new_token_position ];
next_token = nájdi token s ID new_token_ID;
generateShape(next_token);
}
}
Prièom token je denovaný ako nasledovná ¹truktúra:
typedef struct {
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int type;
list<int> values;
list<int> options;
} Token;
kde:
• type je identikátor tokenu.
• values sú hodnoty tokenu vyu¾ité pri jeho modelovaní.
• options sú identikátory tokenov, do ktorých sa token mô¾e rozvinú». Teda reprezentácia
abecedy.
4.11 Rozlo¾enie elementov budovy
Rozlo¾enie elementov v jednotlivých stenách je denované jednoduchou gramatikou:
G = ({S,D,O}, {s, d, o}, P, S)
kde
P = P 1 ∪ P 2 ∪ P 3
P 1 = {S → sD, S → sO, S → sS, S → s}
P 1 = {D → dS}
P 1 = {O → oS}
V zápise S znaèí stenu, D dvere a O reprezentuje okno. Pri generovaní výsledného
tvaru jednej steny sa prechody vyberajú podµa hodnoty vygenerovaného pseudonáhodného
ukazovateµa, ktorý urèí nasledujúci prechod. Zvolí sa ten prechod, ktorý modeluje element,
do ktorého pravdepodobnostnej mno¾iny ukazovateµ spadá. Zároveò v¹ak musí plati», ¾e
zvy¹ná ¹írka steny je väè¹ia ako ¹írka elementu, ktorý bude modelova» nasledovný vybraný
token. Ak táto podmienka nie je splnená, zvolí sa prechod S → s a generovanie jednej
steny konèí.
4.12 Export do formátu .obj
Expord do formátu Wavefron .obj prebieha v troch fázach. Najskôr sa vrcholy modelu
zoradia podµa ich materialu. V druhom kroku sa eliminujú duplicitné vrcholy, prièom dva
vrcholy sú pova¾ované za zhodné, ak :
• ich materoal, tzv. farba vrcholu, je zhodná.
• ich pozícia je zhodná.
• zhoduja sa ich normála.
Na záver sa zredukovaná mno¾ina ulo¾í do súboru.
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Kapitola 5
Výsledná aplikácia
Nasledujúci obrázok demon¹truje výsledný vzhµad aplikácie:
2
3
1
Obrázok 5.1: Výsledná aplikácia.
• 1 je menu pre editáciu riadiacich vlastností generovania budovy.
• 2 je menu editácie pôdorysu budovy.
• 3 je vizualizácia vygenerovanej budovy.
Príklady generovaných budov sú prilo¾ené v prílohe F .
5.0.1 Testovanie
Výkon aplikácie bol otestovaný benchamarkom (viï príloha C), ktorý meria èas generovania
budov pri rôznej zlo¾itosti pôdorysu a veµkosti generovaných budov. Maximálny èas generovania
sa pohybuje okolo jednej sekundy, èo je dobrý výsledok.
U¾ívateµské rozhranie bolo testované na úzkej vzorke µudí. Ukázalo sa, ¾e implementované
GUI je prehµadné, rýchlo osvojiteµné a nenároèné na pochopenie.
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Kapitola 6
Záver
V tejto práci boli spomenuté niektoré pou¾ívané metódy pri procedurálnom generovaní
budov a bol navrhnutý a implementovaný nástroj vychádzajúci z princípov generovania s
vyu¾itím generatívnych gramatík.
Implementovaný nástroj dosahuje dobré výsledky benchmarku[C], ktorý meria èasy
generovania budov pri rôznych zlo¾itostiach pôdorysu a ich veµkosti a generuje realistické
modely budov. ©iroká ¹kála nastavení umo¾òuje úzko ¹pecikova» výsledný výzor generovanej
budovy, ako aj generovanie kompletne náhodných budov. Dobre tak spåòa po¾iadavky na
mo¾nos» ¹ablónovania budov, ukladania ¹ablón a nasledovne ich znovupou¾itie.
V rámci roz¹írenia práce bola implementovaná mo¾nos» ulo¾enia modelu do formátu
Wavefront .obj, èo umo¾òuje vygenerovaný model budovy otvori», prípadne ïalej editova» v
programoch urèených pre modelovanie 3D graky. Taktie¾ sa tak otvára mo¾nos» praktického
uplatnenia modelov vo virtuálnych prostrediach ako sú herné svety, rôzne simulácie rastov
miest alebo spestrenie vizualizácií grackých prostredí.
Ako ïal¹ie roz¹írenie je implementované u¾ívateµské rozhranie, ktoré podstatne zjednodu¹uje
prácu s vytvoreným nástrojom.
V rámci budúcej práce by bolo vhodné nástroj roz¹íri» o generovanie textúr pre pokrytie
budovy a roz¹íri» tvorbu pôdorysu o mo¾nos» zavedenia kriviek.
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Príloha A
Obsah CD
Prilo¾ené CD obsahuje adresáre a súbory:
• bin adresár s binárnymi súbormi nástroja pre procedurálne generovanie budov.
• bin/templates adresár s demon¹traènými ¹ablónami.
• doc adresár s dokumentáciou nástrojv v podobe html.
• report adresár obsahujúci túto správu.
• results adresár s výsledkami benchmarku, obrázky generovaných budov, príklad .obj
formát generovaných budov.
• src adresár so zdrojovými súbormi nástroja pre procedurálne generovanie budov.
• README.txt súbor s popisom CD, návod na zavedenie a spustenie aplikácie.
• plagát.
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Príloha B
Manuál
V programe sú implementované nasledovné funkèné klávesové skratky :
• Pregenerovanie okien - klávesa W
• Pregenerovanie dverí - klávesa D
• Pregenerovanie pôdorysu - klávesa F
• Zmeny usporiadania elementov - klávesa S
• Zobrazenie osí X,Y,Z - klávesa A
• Zapnutie / Vypnutie vizualizácie budovy - klávesa V
• Zapnutie / Vypnutie vizualizácie pôdorysu - klávesa B
• Zapnutie / Vypnutie vizualizácie obdå¾nikov pôdorysu - klávesa N
• Aktivácia / deaktivácia klávesnice - kombinácia LSHIFT + K
Pre nasmerovanie kamery sa vyu¾íva vstup my¹i pri stlaèení µavého tlaèítka a pohyb
pomocou ¹ípok klávesnice sa odvíja relatívne od aktuálneho smeru kamery v scéne. Pri
textovom vstupe do u¾ívateµského rozhrania je potrebné deaktivova» klávesnicu pomocou
klávesovej skratky LSHIFT + K . Deaktivuje sa tak úèel kláves v závislosti na ich
funkènos»i v programe, tzv. stlaèené klávesy potom reprezentujú len ich alfa-numerický
význam.
Pohyb v scéne je mo¾ný po stlaèení ¹ípok klávesnice:
• ¹ípka vpravo - pohyb v scéne doprava.
• ¹ípka vµavo - pohyb v scéne doµava.
• ¹ípka nahor - pohyb vpred.
• ¹ípka nadol - pohyb vzad.
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Príloha C
Benchmark
Obrázok C.1: Výsledky testu.
Èasové hodnoty ka¾dého testu sú priemerované zo sto generovaní. Tabuµka ukazuje
pomer èasu generovania budovy, poètu podla¾í a poètu obdå¾nikov v pôdoryse.
• Modrá - jeden obå¾nik.
• Èervená - dva obå¾niky.
• ®ltá - pä» obdå¾nikov.
• Zelená - desa» obdå¾nikov(maximum).
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Z grafu je mo¾né vidie», ¾e generovanie s maximálnym poètom obdå¾nikov v pôdoryse
priemerne trvá krat¹ie ako generovanie s polovièným poètom. Je tomu tak, preto¾e pri
väè¹om poète obdå¾nikov v pôdoryse je väè¹ia ¹anca obsiahnutia niektorého z obdå¾nikov v
inom, väè¹om obdå¾niku. V takom prípade je obsiahnutý obdå¾nik ignorovaný a nepridáva
na zlo¾itosti pôdorysu, a teda ani na nároènosti generovania výslednej budovy.
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Príloha D
Gramatika okna
Token Prechody Hodnota Opis
sill → rim
→ rimVert
MSill Token modeluje parapet okna
a pri generovaní je poèiatoèný
token.
rim → topRim
→ arc
MRim Modeluje boèné rámy okna
rimVert → topRim
→ vertArct
MRim
MLowVert
Modeluje boèné rámy a ståpik
okna. Vzniknú tak dve okenné
krídla.
topRim → END
→ vertArc
→ arc
MTopRim Modeluje horný obdå¾nikový
rám okna.
arc → END MArc Modeluje horný rám okna v
tvare oblúka.
vertArc → END MArc
MTopVert
Modeluje horný oblúkový rám
a ståpik hornej èasti okna.
END Ukonèovací token. Po jeho
dosiahnutí sa rekurzia pri
generovaní zaène vynára».
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Príloha E
Gramatika dverí
Token Prechody Hodnota Opis
sill → rim
→ rimVert
→ rimWin
→ rimVertLwin
→ rimVertRwin
→ rimVertBwin
MSill Token modeluje parapet dverí
a pri generovaní je poèiatoèný
token.
rim → arc
→ arcWin
→ arcDwin
→ topRim
MRim
MRimSolidFill
MRHandle
Modeluje jednokrídlové dvere
bez okna a kµuèku na pravej
strane dverí.
rimVert → vertArc
→ vertArcWin
→ topRim
MRim
MowVert
MRimSolidFill
MCHandle
Modeluje dvojkrídlové dvere
s plnou výplòou. Kµuèka je
umiestnená uprostred dverí.
rimWin → arc
→ arcWin
→ arcDWin
→ topRim
Mrim
MCWin
MLowRimSolidFill
MRHandle
Modeluje jednokrídlové dvere
s oknom uprostred a kµuèkou
na pravej strane.
rimVertLWin → vertArc
→ vertArcWin
→ topRim
MRim
MLowVert
MLWin
MLowRimSolidFill
MRWinSolidFill
MCHandle
Modeluje dvojkrídlové dvere s
oknom v µavej èasti a kµuèkou
uprostred dverí.
rimVertRWin → vertArc
→ vertArcWin
→ topRim
MRim
MLowVert
MRWin
MLowRimSolidFill
MLwinSolidFill
MCHandle
Modeluje dvojkrídlové dvere s
oknom v pravej èasti. Kµuèka
je umiestnená uprostred dverí.
33
rimVertBWin → vertArc
→ vertArcWin
→ topRim
MRim
MLowVert
MRWin
MLWin
MLowRimSolidFill
MCHandle
Modeluje dvojkrídlové dvere
s oknami umiestnenými v
obidvoch krídlach. Kµuèka je
umiestnená uprostred dverí.
topRim → arc
→ arcWin
→ arcDWin
→ vertArc
→ vertArcWin
→ END
MTopRim Modeluje vrchný ¹tvorcový
rám okna.
arc → END MArc
MArcSolidFill
Modeluje horný rám okna
v oblúkovom tvare s plnou
výplòou.
vertArc → END MArc
MArcSolidFill
MTopVert
Modeluje oblúkový horný rám
dverí s plnou výplòou. Horná
èas» je rozdelená na dve
krídla.
arcWin → END MArc
MArcWin
Modeluje horný oblúkový rám
dverí s oknom.
arcDWin → END MArc
MArcWin
MTopWinSep
Modeluje horný oblúkový rám
s dvojitým oknom.
vertArcWin → END MArc
MarcWin
MArcWinSep
MTopVert
Modeluje horný oblúkový rám
s dvojitým oknom rozdeleným
na dve krídla.
END Ukonèovací token. Po jeho
dosiahnutí sa rekurzia pri
generovaní zaène vynára».
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Príloha F
Prílohy
Budova generovaná ¹ablónou BOut1.txt.
Obrázok F.1: Príklad generovanej budovy.
Budova generovaná ¹ablónou BOut2.txt.
Obrázok F.2: Príklad generovanej budovy.
Budova generovaná ¹ablónou BOut2.txt.
Obrázok F.3: Príklad generovanej budovy.
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A1
B1D1
C1
A2
B2
C2
D2
(a)
A1
B1D1
C1
A2
B2
C2
D2
(b)
A1
B1D1
C1
A2
B2
C2
D2
(c)
A1
B1D1
C1
A2
B2
C2
D2
(d)
A1
B1D1
C1
A2
B2
C2
D2
(e)
A1
B1D1
C1
A2
B2
C2
D2
(f)
A1
B1D1
C1
A2
B2
C2
D2
(g)
A1
B1D1
C1
A2
B2
C2
D2
(h)
A1
B1D1
C1
A2
B2
C2
D2
(i)
Obrázok F.4: Postup pri eliminácii vnútorných hrán
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