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C´ılem te´to pra´ce je vytvorˇen´ı syste´mu pro statickou analy´zu skript˚u neˇktere´ho unixove´ho
shellu. Z mozˇny´ch alternativ je jako hlavn´ı prˇedmeˇt za´jmu zvolen Bourne-again shell.
Soucˇa´st´ı projektu je sezna´men´ı se s principy staticke´ analy´zy, prostudova´n´ı soucˇasny´ch
aplikac´ı, ktere´ se touto problematikou zaby´vaj´ı, a take´ proba´da´n´ı syntaxe a architektury vy-
brane´ho shellu. Vy´sledkem projektu je na´vrh a realizace modula´rn´ıho syste´mu, ktery´ umozˇn´ı
za´suvny´m modul˚um prova´deˇt r˚uzne´ analy´zy skript˚u. Syste´m zahrnuje spra´vu za´suvny´ch
modul˚u, prostrˇedky pro jejich interakci, zpracova´n´ı vy´stup˚u a nastaven´ı vstupu. Take´ je
popsa´no neˇkolik za´suvny´ch modul˚u, ktere´ jsou schopny neˇktere´ za´kladn´ı analy´zy prova´deˇt.
Abstract
The aim of this work is to create framework for static analysis of Unix shell scripts. Bourne-
again shell is chosen as the primary subject of interest. The first part of the project discusses
a principles of static analysis and current static analysis tools. The diploma thesis presents
a framework based on modular system, which enables plug-ins to perform different kinds
of analysis on scripts. Framework includes plug-in management, means of interaction, han-
dling outputs and input setting. This thesis also contains the description of a few plug-ins,
designed to perform basic analysis of scripts.
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V dnesˇn´ıch operacˇn´ıch syste´mech zalozˇeny´ch na mysˇlence a principech Unixu je cˇasto kon-
figurace chova´n´ı syste´mu cˇi jeho sluzˇeb rˇesˇena pomoc´ı skript˚u interpretovany´ch neˇktery´m
shellem. S rostouc´ım tlakem na urychlen´ı vy´voje a jeho automatizaci je proto potrˇeba ana-
lyzovat chova´n´ı teˇchto skript˚u. V idea´ln´ım prˇ´ıpadeˇ by jisteˇ uzˇivatel ra´d veˇdeˇl, jake´ operace
dany´ skript v syste´mu provede, jesˇteˇ prˇed prˇed jeho samotny´m spusˇteˇn´ım, ktere´ mu˚zˇe
ve´st k ohrozˇen´ı stability syste´mu, nechteˇnou zmeˇnu v nastaven´ı, ztra´tu dat apod. Zjiˇsteˇn´ı
chova´n´ı programu zkouma´n´ım zdrojove´ho ko´du se zaby´va´ staticka´ analy´za.
Aktua´lneˇ se vsˇak aplikace s touto te´matikou zameˇrˇuj´ı sp´ıˇse na jazyky hojneˇ vyuzˇ´ıvane´
pro tvorbu komercˇn´ıch aplikac´ı, naprˇ. Java, C++, C# apod. Proto je ladeˇn´ı cˇi zjiˇst’ova´n´ı
chova´n´ı skript˚u cˇasto prova´deˇno bud’
”
rucˇneˇ“, tedy nahle´dnut´ım prˇ´ımo do ko´du, prˇ´ıpadneˇ
jejich spusˇteˇn´ım v neˇjake´m virtua´ln´ım prostrˇed´ı. C´ılem te´to pra´ce je vytvorˇit prostrˇed´ı,
ktere´ umozˇn´ı zkouma´n´ı skript˚u automaticky, prˇicˇemzˇ toto prostrˇed´ı by meˇlo by´t snadno
pouzˇitelne´ a rozsˇiˇritelne´.
V prvn´ı kapitole te´to pra´ce bude zevrubneˇ popsa´na historie a principy Unixove´ho shellu,
srovna´n´ı nejvy´znamneˇjˇs´ıch interpret˚u a popis syntaxe a neˇktery´ch problematicky´ch kon-
strukc´ı shellu bash. Druha´ kapitola se zaby´va´ za´kladn´ımi principy staticke´ analy´zy pro-
gramu˚ a popisem neˇktery´ch soucˇasny´ch na´stroj˚u, ktere´ se touto problematikou zaby´vaj´ı.
Take´ je zde nast´ıneˇna problematika staticke´ analy´zy skript˚u pro shell. Na´sleduj´ıc´ı kapitoly
se veˇnuj´ı na´vrhu prostrˇed´ı a neˇktery´ch analy´z, uzˇitecˇny´ch prˇi zkouma´n´ı skript˚u vybrane´ho
shellu. V kapitole cˇ´ıslo 6 jsou zmı´neˇny neˇktere´ implementacˇn´ı detaily realizace a provedene´





V operacˇn´ıch syste´mech zalozˇeny´ch na mysˇlence Unixu je shell velmi mocny´m na´strojem.
Jedna´ se o interpret prˇ´ıkaz˚u ve formeˇ textu, zada´vany´ch bud’ interaktivneˇ uzˇivatelem pomoc´ı
kla´vesnice, nebo prˇedany´ch ve formeˇ skriptu. V Unix-like1 syste´mech vsˇak nen´ı shell prˇ´ımo
zakomponova´n do syste´mu, ale jedna´ se o samostatny´ program. Tato skutecˇnost dala za
vznik rˇadeˇ r˚uzny´ch interpret˚u, ktere´ se od sebe cˇasto vy´znamneˇ liˇs´ı nejen syntax´ı, ale
i chova´n´ım. Dı´ky r˚uzny´m prˇ´ıstup˚um maj´ı vy´voja´rˇi mozˇnost inspirovat se u konkurence,
prˇ´ıpadneˇ se naopak poucˇit z ciz´ıch chyb a shell tak da´le vylepsˇovat. Na druhe´ straneˇ vsˇak
variabilita znamena´ veˇtsˇ´ı na´roky na uzˇivatele, kterˇ´ı mohou mı´t pot´ızˇe spra´vneˇ porozumeˇt
skript˚um pro jiny´ shell, nezˇ je jejich obl´ıbeny´.
2.1 Historie Unixovy´ch shell˚u
V na´sleduj´ıc´ım textu bude v kostce popsa´na historie shell˚u v prostrˇed´ı Unix-like operacˇn´ıch
syste´mu˚. Zmı´neˇni budou pro strucˇnost pouze nejvy´razneˇjˇs´ı za´stupci [8].
Mezi shelly prvn´ı generace jsou rˇazeny Thompson shell a PWB shell (Mashey shell).
V prvn´ım jmenovane´m byly dokonce i konstrukce pro rˇ´ızen´ı beˇhu programu jako if a
goto realizova´ny jako samostatne´ programy. Jizˇ v tomto shellu maj´ı p˚uvod opera´tory
pro prˇesmeˇrova´n´ı vstupu a vy´stupu, ktere´ z˚usta´vaj´ı platne´ dokonce i v jeho dnesˇn´ıch
na´sledovn´ıc´ıch. Pozdeˇji Thompson shell zavedl take´ velmi uzˇitecˇny´ koncept roury.
PWB shell byl rozsˇ´ıˇren´ım Thompson shellu o neˇktere´ rˇ´ıdic´ı konstrukce (byly doplneˇny
prˇ´ıkazy switch a while), ktere´ byly nav´ıc prˇ´ımo implementova´ny jako soucˇa´st shellu.
Thompson shell take´ zavedl pouzˇit´ı jednoduchy´ch promeˇnny´ch.
Bourne shell prˇiˇsel s novy´mi rˇ´ıdic´ımi konstrukcemi (for, case) a konceptem command
substitution. Dalˇs´ı zmeˇnou oproti prˇedch˚udc˚um bylo pouzˇit´ı standardn´ıho vstupu skriptu
jako implicitn´ıho vstupu vsˇech prˇ´ıkaz˚u, dosud byl namı´sto neˇj pouzˇit sa´m skript.
Paralelneˇ s Bourne shellem byl vyv´ıjen C-shell, jehozˇ c´ılem bylo prˇibl´ızˇit syntaxi jazyku
C. Kromeˇ nove´ syntaxe nab´ıdnul C-shell vestaveˇnou podporu aritmeticky´ch operac´ı a im-
plementaci rˇady beˇzˇneˇ pouzˇ´ıvany´ch programu˚ jako soucˇa´st shellu. Take´ zde byl prˇedstaven
koncept alias˚u, cozˇ jsou prakticky makra.
Rozsˇ´ıˇren´ım C-shellu prˇiˇsel na sveˇt tcsh, ktery´ prˇidal zejme´na rˇadu vylepsˇen´ı pro pouzˇit´ı
v interaktivn´ım mo´du.
1Unix-like jsou oznacˇova´ny operacˇn´ı syste´my, ktere´ se chovaj´ı podobneˇ jako Unix, prˇestozˇe ve skutecˇnosti
nemusej´ı nutneˇ ani historicky vycha´zet z p˚uvodn´ıho Unixu [12]. Patrˇ´ı sem naprˇ. GNU/Linux BSD syste´my,
MacOS, HP-UX a dalˇs´ı.
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V roce 1983 David Korn uvedl shell ksh zpeˇtneˇ kompatibiln´ı s Bourne shellem, soucˇasneˇ
ale podporuj´ıc´ı rˇadu vlastnost´ı C-shellu a vna´sˇej´ıc´ı vlastnosti nove´, naprˇ´ıklad atributy
promeˇnny´ch. Brzy byl zacˇleneˇn do rˇady Unix˚u, ovsˇem jednalo se o komercˇn´ı produkt.
Teprve v roce 2000 byl zverˇejneˇn i zdrojovy´ ko´d pod licenc´ı CPL-1.0.
Jako soucˇa´st projektu GNU vzniknul Bourne-again shell (bash). Snahou bylo nahradit
Korn shell open-source alternativou. Postupem cˇasu byl vylepsˇova´n, azˇ do znacˇne´ mı´ry
nahradil ostatn´ı shelly vycha´zej´ıc´ı z Bourne shellu a je dnes hojneˇ pouzˇ´ıva´n.
2.2 Vy´beˇr podporovane´ho shellu
Shelly lze podle pouzˇit´ı porovna´vat ve dvou hlavn´ıch kategori´ıch – v interaktivn´ım rezˇimu
nebo jako skriptovac´ı jazyk. V ra´mci te´to pra´ce je d˚ulezˇiteˇjˇs´ı druha´ z jmenovany´ch a bylo
nutne´ urcˇit, na ktery´ shell se prima´rneˇ zameˇrˇit. Za t´ımto u´cˇelem jsem provedl pr˚uzkum
naprˇ´ıcˇ neˇkolika Unix-like zdarma dostupny´mi operacˇn´ımi syste´my a zjiˇst’oval, kolik skript˚u
pouzˇ´ıva´ ktery´ interpret. Pocˇ´ıta´n´ı probeˇhlo vzˇdy na zcela cˇerstve´ za´kladn´ı instalaci syste´mu.
Nejprve bylo trˇeba zjistit, ktere´ soubory jsou shellovy´mi skripty. K hleda´n´ı skript˚u jsem
vyuzˇil znakove´ sekvence zvane´ shebang, pomoc´ı n´ızˇ se na prvn´ım rˇa´dku skriptu uva´d´ı
pozˇadovany´ interpret. Prˇ´ıkazem
find / -type f | (while read f; do
head -c 50 "$f" | grep ’^#!.*sh[ \t]*$’ | head -n 1;
done ) >shebangs
byly z´ıska´ny prvn´ı rˇa´dky potencia´ln´ıch skript˚u. Pote´ jsem s vyuzˇit´ım zejme´na aplikac´ı grep,
wc a manua´ln´ım zkouma´n´ım vy´sledk˚u dospeˇl k u´daj˚um shrnuty´m v tabulce 2.1.
sh ksh bash csh ostatn´ı
freeBSD 3027 0 7 5 2
OpenSolaris 454 105 21 2 4
openBSD 61 5 0 1 0
netBSD (full) 301 1 0 1 0
fedora13 485 0 199 1 2
celkem 4328 111 227 10 8
Tabulka 2.1: Pocˇty skript˚u r˚uzny´ch shell˚u ve vybrany´ch distribuc´ıch
Bash i ksh jsou kompatibiln´ı s Bourne shellem, jsou tedy schopny prova´deˇt i skripty
urcˇene´ pro interpret sh. Oproti Korn shellu byl vsˇak bash ve zkoumany´ch syste´mech pouzˇit
jako interpret cˇasteˇji. K rozhodnut´ı dopomohl take´ fakt, zˇe po nahle´dnut´ı do zdrojovy´ch
soubor˚u ksh a bash bylo zjiˇsteˇno, zˇe bash pouzˇ´ıva´ ke tvorbeˇ syntakticke´ho analyza´toru
program bison. Bude tedy mozˇne´ velkou cˇa´st syntaxe pouzˇ´ıt prˇ´ımo ze zdrojovy´ch ko´d˚u
shellu, ksh ma´ naproti tomu syntaktickou analy´zu implementovany´ procedura´lneˇ v jazyce
C.
2.3 Bash
Bourne-again shell (bash) byl vytvorˇen s c´ılem zkombinovat uzˇitecˇne´ vlastnosti Korn shellu
a C-shellu za dodrzˇen´ı specifikace IEEE POSIX Shell [15]. Jak jizˇ bylo zmı´neˇno, bash je
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soucˇa´st´ı projektu GNU. Jako takovy´ je sˇ´ıˇren pod licenc´ı GNU GPL a je tud´ızˇ zdarma vcˇetneˇ
zdrojove´ho ko´du. Za´kladn´ı syntaxe vycha´z´ı z Bourne shellu, nab´ız´ı vsˇak rˇadu vlastnost´ı,
usnadnˇuj´ıc´ıch pra´ci jak v interaktivn´ım rezˇimu, tak i prˇi vytva´rˇen´ı skript˚u.
Bash nab´ız´ı pomeˇrneˇ mocny´ programovac´ı jazyk [9, Kap. 3]. Obsahuje konstrukce pro
beˇzˇne´ programove´ smycˇky, pra´ci s promeˇnny´mi, prˇesmeˇrova´n´ı vstup˚u a vy´stup˚u, rˇeteˇzen´ı
prˇ´ıkaz˚u pomoc´ı rour, pouzˇit´ı funkc´ı, ale i rˇadu dalˇs´ıch konstrukc´ı. Nebudeme zde rozeb´ırat
kompletn´ı syntaxi, ale veˇnujme trochu prostoru alesponˇ neˇktery´m zaj´ımavostem.
Za´kladn´ı konstrukc´ı jazyka je jednoduchy´ prˇ´ıkaz, ktery´ sesta´va´ ze jme´na na´sledovane´ho
jeho argumenty a prˇ´ıpadneˇ prˇesmeˇrova´n´ımi. Rˇ´ıdic´ı konstrukce jako smycˇky nebo podmı´neˇne´
prˇ´ıkazy jsou realizova´ny pomoc´ı kl´ıcˇovy´ch slov. Je mozˇne´ take´ pojmenova´n´ı skupiny prˇ´ıkaz˚u
pouzˇit´ım funkc´ı nebo skript˚u. Hlavn´ım rozd´ılem mezi teˇmito prˇ´ıstupy je prostrˇed´ı – vyvola´n´ı
funkce je provedeno v kontextu shellu, ktery´ ji zavola´, zat´ımco skript je proveden ve zcela
nove´m shellu.
Bash se snazˇ´ı cˇ´ıst vstup po rˇa´dc´ıch (v interaktivn´ım mo´du s vyuzˇit´ım knihovny read-
line, prˇi zpracova´n´ı skript˚u se rˇa´dky nacˇ´ıtaj´ı do bufferu), ktere´ jsou na´sledneˇ prˇeda´va´ny le-
xika´ln´ı analy´ze. Vyuzˇit´ı genera´toru bison, usnadnˇuje vy´stavbu syntakticke´ho analyza´toru,
ovsˇem v tomto prˇ´ıpadeˇ nen´ı gramatika pro tento prˇ´ıstup u´plneˇ idea´ln´ı. Lexika´ln´ı analy´za
proto mus´ı uchova´vat informace o aktua´ln´ım kontextu a zohlednit je prˇi urcˇova´n´ı typu
token˚u. Zaj´ımava´ je pra´ce s aliasy, ktere´ umozˇnˇuj´ı definovat v podstateˇ makra a jejichzˇ
rozvoj je prova´deˇn jizˇ na u´rovni lexika´ln´ı analy´zy. Konstrukce zvana´ command substitution
zp˚usobuje podobne´ pot´ızˇe z podobne´ho d˚uvodu – nejprve se mus´ı zpracovat a prove´st prˇ´ıkaz
urcˇeny´ k expanzi, jeho vy´stup je posle´ze da´le zpracova´n lexika´ln´ım analyza´torem. Dalˇs´ım
fenome´nem jsou tzv. here documents a here strings, cozˇ jsou konstrukce, umozˇnˇuj´ıc´ı zadat
vstup prˇ´ıkazu prˇ´ımo za jeho teˇlem, respektive jako jeho soucˇa´st.
Mezi prˇecˇten´ım prˇ´ıkazu a jeho interpretac´ı bash prova´d´ı nad jednotlivy´mi slovy prˇ´ıkazu
rˇadu operac´ı. Jsou expandova´ny promeˇnne´ a parametry (parametry jsou zvla´sˇtn´ı prˇ´ıpady
promeˇnny´ch), ktere´ jsou azˇ na vy´jimky interpretova´ny jako rˇeteˇzce. S teˇmito rˇeteˇzci lze
prova´deˇt rˇadu operac´ı prˇ´ımo prˇi expanzi, naprˇ. nahrazen´ı rˇeteˇzce jeho de´lkou, neˇjaky´m
podrˇeteˇzcem atd. Pokud je zapnuta prˇ´ıslusˇna´ volba, provede se expanze slozˇeny´ch za´vorek,
ktera´ slouzˇ´ı k zada´n´ı v´ıce rˇeteˇzc˚u s neˇjakou spolecˇnou cˇa´st´ı zkra´ceny´m zp˚usobem. process
substitution je neˇco jako kombinace command substitution a rˇeteˇzen´ı prˇ´ıkaz˚u. Vy´skyt te´to
konstrukce je nahrazen na´zvem souboru, ktery´ je pouzˇ´ıt jako vstup nebo vy´stup prˇ´ıslusˇne´ho
prˇ´ıkazu, ktery´ je spusˇteˇn na pozad´ı. Znaky tilda jsou nahrazeny cestou k domovske´mu ad-
resa´rˇi uzˇivatele. Aritmeticka´ expanze umozˇnˇuje vyhodnocen´ı aritmeticky´ch vy´raz˚u v shellu
a nahrazen´ı vy´razu vy´slednou hodnotou.
Po expanz´ıch na´sleduje rozdeˇlen´ı do slov, nebot’ se mu˚zˇe sta´t, zˇe expanz´ı vznikne z jed-
noho slova slov v´ıce. Je-li zapnuta prˇ´ıslusˇna´ volba, je na´sledneˇ kazˇde´ slovo pouzˇito jako
potencia´ln´ı vzor a bash se jej pokus´ı porovnat s existuj´ıc´ımi soubory a prˇ´ıpadneˇ nahradit.
Rˇada prˇ´ıkaz˚u je implementova´na jako vestaveˇne´ funkce. Ve veˇtsˇineˇ prˇ´ıpad˚u je tato
skutecˇnost prakticky nerozliˇsitelna´ od beˇzˇny´ch prˇ´ıkaz˚u, ovsˇem existuj´ı vy´jimky jako export,
typeset, readonly, declare nebo local, ktere´ umozˇnˇuj´ı prˇiˇrazen´ı promeˇnny´ch na mı´steˇ
jejich argumentu a v podstateˇ tak porusˇuj´ı jinak platne´ pravidlo (ktere´ lze zmeˇnit pomoc´ı
zapnut´ım prˇ´ıslusˇne´ volby shellu), zˇe prˇiˇrazen´ı promeˇnny´ch prˇedcha´z´ı prˇ´ıkazu. V prˇ´ıpadeˇ
inicializace pol´ı v ra´mci teˇchto prˇ´ıkaz˚u dokonce docha´z´ı k porusˇen´ı syntaxe.
Prˇiˇrazen´ı hodnot promeˇnny´m je samo o sobeˇ netrivia´ln´ı. Kdyzˇ je prˇiˇrazen´ı promeˇnny´ch
na´sledova´no prˇ´ıkazem, sta´vaj´ı se soucˇa´st´ı prostrˇed´ı pouze pro tento prˇ´ıkaz. Pouze prˇiˇrazen´ı
pouzˇita´ jako samostatny´ prˇ´ıkaz nebo jako argumenty vestaveˇny´ch prˇ´ıkaz˚u zmı´neˇny´ch v prˇed-
choz´ım odstavci z˚usta´vaj´ı platna´ coby soucˇa´st aktua´ln´ıho prostrˇed´ı shellu.
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Kdyzˇ ma´ bash spustit prˇ´ıkaz (tedy na u´rovni lexika´ln´ı analy´zy jsou jizˇ vyrˇesˇeny aliasy),
nejprve se zjist´ı, zda neexistuje funkce dane´ho jme´na, ktera´ je prˇ´ıpadneˇ vyvola´na. Pote´ se
hleda´ mezi vestaveˇny´mi prˇ´ıkazy a teprve nakonec jsou prohleda´ny adresa´rˇe v promeˇnne´
PATH. C´ılem je nale´zt spustitelny´ soubor dane´ho jme´na, ktery´ je posle´ze spusˇteˇn. Vy-
hleda´va´n´ı je ovsˇem prˇeskocˇeno v prˇ´ıpadeˇ, kdy prˇ´ıkaz obsahuje lomı´tko, pak se pouzˇije prˇ´ımo
uvedena´ cesta. Po urcˇen´ı prˇ´ıkazu na´sleduje zpravidla vytvorˇen´ı nove´ho prostrˇed´ı a konecˇneˇ
proveden´ı prˇ´ıkazu.
2.3.1 Beˇzˇne´ chyby v bashi
Na internetu [2] lze nale´zt seznam zna´my´ch chyb cˇi konstrukc´ı, ktere´ k chyba´m mohou ve´st
a deˇlaj´ı pot´ızˇe me´neˇ i v´ıce zkusˇeny´m programa´tor˚um skript˚u pro bash. Neˇktere´ z nich jsou
za´visle´ na pouzˇit´ı konkre´tn´ıch programu˚, jine´ jsou spojene´ prˇ´ımo s chova´n´ım programu
bash. Na´sleduj´ıc´ı vy´cˇet popisuje vybranou podmnozˇinu teˇchto konstrukc´ı:
$var – na te´to konstrukci nen´ı samo o sobeˇ nic sˇpatne´ho, protozˇe ale obsah promeˇnne´
mu˚zˇe by´t expandova´n i na v´ıce slov, existuje v rˇadeˇ situac´ı nebezpecˇ´ı neocˇeka´vane´ho
chova´n´ı. Naprˇ´ıklad pokud je obsahem promeˇnne´ na´zev souboru, ktery´ obsahuje me-
zery, pouzˇit´ı te´to expanze jako naprˇ. argumentu neˇjake´ho programu, ktery´ vyzˇaduje
na dane´m mı´steˇ jme´no souboru, obdrzˇ´ı tak jmen v´ıce, ke vsˇemu pravdeˇpodobneˇ ne-
existuj´ıc´ıch. Pro jistotu je tak v´ıce nezˇ vhodne´ bud’ tento styl expanz´ı uzavrˇ´ıt do
dvojity´ch uvozovek nebo pouzˇ´ıt noveˇjˇs´ı tvar ${var}, ktery´ tento proble´m odstranˇuje.
$(command ...) – tento prˇ´ıpad je velmi podobny´ prˇedchoz´ımu. Proble´m opeˇt je, zˇe sub-
stituce prˇ´ıkaz˚u mu˚zˇe expandovat na v´ıce slov. Doporucˇuje se proto uzav´ırat tuto
konstrukci opeˇt do dvojity´ch uvozovek.
Pouzˇit´ı && nebo || uvnitrˇ prˇ´ıkaz˚u test a [ – tyto prˇ´ıkazy totizˇ uvedene´ konstrukce
nepodporuj´ı. Dokonce ani podporovat nemohou, nebot’ jsou v teˇchto prˇ´ıpadech in-
terpretova´ny jako tokeny, ukoncˇuj´ıc´ı prˇ´ıkaz. Bud’ je tedy nutne´ rozdeˇlit prˇ´ıkaz do
dvou oddeˇleny´ch, nebo pouzˇ´ıt vestaveˇny´ prˇ´ıkaz [[, ktery´ takove´to spojen´ı podmı´nek
pouzˇ´ıva´.
Pouzˇit´ı < nebo > uvnitrˇ prˇ´ıkaz˚u test a [ – v tomto prˇ´ıpadeˇ je situace jesˇteˇ za´vazˇneˇjˇs´ı,
namı´sto porovna´n´ı totizˇ v teˇchto prˇ´ıpadech dojde k prˇesmeˇrova´n´ı vstupu cˇi vy´stupu.
Prˇiˇrazen´ı promeˇnny´ch uvnitrˇ pipeline – bash spousˇt´ı kazˇdy´ ze zrˇeteˇzeny´ch prˇ´ıkaz˚u
v samostatne´m prostrˇed´ı. Prˇiˇrazen´ı tud´ızˇ nemaj´ı po dokoncˇen´ı pipeline efekt. Po-
dobne´ funkce lze vsˇak dosa´hnout take´ pomoc´ı pojmenovany´ch rour nebo prˇi vyuzˇit´ı
substituce proces˚u s t´ım rozd´ılem, zˇe v takove´m prˇ´ıpadeˇ nejsou prˇiˇrazen´ı ztracena ani
po dokoncˇen´ı prˇ´ıkazu.
[bar="$foo"] – proble´m te´to konstrukce je, zˇe nejsou argumenty oddeˇleny mezerami. Do-
jde tak k pokusu o vyvola´n´ı prˇ´ıkazu s na´zvem [bar="$foo"], ktery´ pravdeˇpodobneˇ
nebude nalezen. V o neˇco lepsˇ´ım prˇ´ıpadeˇ [ bar="$foo" ] bude podmı´nka vzˇdy vy-
hodnocena jako pravdiva´, namı´sto porovna´n´ı rˇeteˇzc˚u totizˇ dojde k testu na nepra´zdny´
argument.
[ [ a = b ] && [ c = d ] ] – [ je prˇ´ıkaz, snaha o zanorˇene´ pouzˇit´ı hranaty´ch za´vorek
je tedy chybna´ ve vsˇech ohledech.
7
read $var, $var=value – pouzˇit´ı expanze namı´sto identifika´toru, ktere´mu by meˇla by´t
prˇiˇrazena hodnota, nedopadne velmi pravdeˇpodobneˇ podle prˇedstav programa´tora ani
v jednom z uvedeny´ch prˇ´ıpad˚u.
var = value – v tomto prˇ´ıpadeˇ je naopak proble´m oddeˇlen´ı mezerami, namı´sto prˇiˇrazen´ı
je tato konstrukce vyhodnocena jako vola´n´ı prˇ´ıkazu var s argumenty = a value.
Prˇesmeˇrova´n´ı vstupu pro prˇ´ıkaz echo – prˇ´ıkaz echo nepracuje se standardn´ım vstu-
pem. Doporucˇeno je proto pouzˇit´ı programu cat nebo printf, ktere´ pravdeˇpodobneˇji
provedou to, co programa´tor zamy´sˇlel.
[ bar == "$foo" ] – opera´tor == nen´ı standardneˇ prˇ´ıkazem [ podporova´n.
for arg in $* – kv˚uli mozˇny´m mezera´m v hodnota´ch pozicˇn´ıch parametr˚u mu˚zˇe opeˇt
docha´zet k nezˇa´douc´ımu oddeˇlen´ı slov. Pro expanzi jednotlivy´ch parametr˚u jako
oddeˇleny´ch slov se pouzˇ´ıva´ konstrukce "$@"
echo "~" – expanze snaku tilda se uvnitrˇ uvozovek neprovede.




Staticka´ analy´za ko´du prob´ıha´ bez jeho spusˇteˇn´ı. Cˇasto nacha´z´ı uplatneˇn´ı v prˇekladacˇ´ıch,
ale take´ prˇi verifikaci software. V prˇekladacˇ´ıch je beˇzˇneˇ prova´deˇna lexika´ln´ı a posle´ze syntak-
ticka´ analy´za. Nezrˇ´ıdka na´sleduje neˇkolik dalˇs´ıch analy´z, ktere´ maj´ı za u´kol z´ıskat prˇesneˇjˇs´ı
prˇedstavu o chova´n´ı programu. Na za´kladeˇ teˇchto informac´ı lze pak vy´sledny´ program op-
timalizovat nebo upozornit na odhalena´ rizika cˇi chyby. Tiˇse bude prˇedpokla´da´n prˇ´ıpad
uvedeny´ch analy´z pro imperativn´ı jazyky, podobneˇ jako v pouzˇite´ literaturˇe [13, 7].
3.1 Principy za´kladn´ıch analy´z
Veˇtsˇinou je pro potrˇeby staticky´ch analy´z ko´du nutne´ vytvorˇit neˇjakou jeho pokrocˇilejˇs´ı re-
prezentaci, cozˇ by´va´ u´kol lexika´ln´ı a syntakticke´ analy´zy. Lexika´ln´ı analy´za dostane na
vstupu zdrojovy´ soubor, z neˇjzˇ vytvorˇ´ı sekvenci token˚u. Ta je pak syntakticky´m ana-
lyza´torem zpracova´na podle pravidel prˇ´ıslusˇne´ gramatiky a vy´stupem je cˇasto stromova´
struktura, nazy´vana´ abstraktn´ı syntakticky´ strom [7]. Neˇktere´ staticke´ analy´zy pracuj´ı pra´veˇ
nad touto reprezentac´ı programu, a by´vaj´ı proto nazy´va´ny post-syntakticke´. Patrˇ´ı mezi neˇ
naprˇ. analy´za toku rˇ´ızen´ı nebo analy´za toku dat. V modern´ıch programovac´ıch jazyc´ıch
jsou beˇzˇneˇ podporova´ny funkce, cozˇ analy´zu cˇasto zeslozˇit’uje a je nutne´ za´kladn´ı algoritmy
obohatit o rˇesˇen´ı situac´ı, ktere´ pra´veˇ pouzˇit´ı funkc´ı prˇina´sˇ´ı[13].
3.1.1 Analy´za toku rˇ´ızen´ı
C´ılem analy´zy toku rˇ´ızen´ı je zjistit mozˇne´ porˇad´ı vykona´vany´ch prˇ´ıkaz˚u. Nejprve se v pro-
gramu vyhledaj´ı za´kladn´ı bloky, cozˇ jsou nejdelˇs´ı sekvence prˇ´ıkaz˚u, ktere´ neobsahuj´ı veˇtven´ı.
Kazˇdy´ za´kladn´ı blok ma´ jediny´ vstupn´ı a vy´stupn´ı bod, cozˇ je poporˇadeˇ prvn´ı a posledn´ı
prˇ´ıkaz v dane´m bloku. Ze za´kladn´ıch blok˚u je posle´ze vybudova´n orientovany´ graf, ktery´
se nazy´va´ grafem toku rˇ´ızen´ı. Podmı´neˇne´ prˇ´ıkazy v programu odpov´ıdaj´ı veˇtven´ı v od-
pov´ıdaj´ıc´ım grafu toku rˇ´ızen´ı, smycˇky pak vedou k silneˇ souvisly´m komponenta´m grafu.
3.1.2 Analy´za toku dat
Pokud chceme z´ıskat konkre´tneˇjˇs´ı prˇedstavu o cˇinnosti programu, je velmi d˚ulezˇite´ zna´t,
jaky´m zp˚usobem manipuluje s daty. Analy´z toku dat je hned neˇkolik a by´vaj´ı vyuzˇ´ıva´ny
v prˇekladacˇ´ıch za u´cˇelem optimalizac´ı. Mezi nejbeˇzˇneˇjˇs´ı z nich patrˇ´ı:
• Available Expressions Analysis – c´ılem te´to analy´zy je zjistit, ze ktery´ch mı´st v pro-
gramu mus´ı promeˇnne´ ne´st hodnotu.
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• Reaching Definition Analysis – je velmi podobneˇ prˇedchoz´ı, avsˇak zjiˇst’uje se, ze
ktery´ch prˇiˇrazen´ı promeˇnne´ v dane´m mı´steˇ mohou ne´st hodnotu.
• Very Busy Expression Analysis – vy´raz je oznacˇen jako very busy, jestlizˇe je vzˇdy
nutneˇ vyhodnocen prˇedt´ım, nezˇ je neˇktere´ z promeˇnny´ch v neˇm obsazˇeny´ch prˇiˇrazena
jina´ hodnota. C´ılem analy´zy je pro kazˇdy´ bod programu zjistit, ktere´ vy´razy jsou very
busy po proveden´ı dane´ho prˇ´ıkazu.
• Live Variables Analysis – promeˇnna´ je zˇiva´, pokud je mozˇne´, zˇe jej´ı hodnota bude
v budoucnu pouzˇita. Tato analy´za umı´ zodpoveˇdeˇt ota´zku, ktere´ promeˇnne´ jsou pro
dane´ mı´sto v programu zˇive´.
Princip zmı´neˇny´ch data-flow analy´z se liˇs´ı jen minima´lneˇ. Na za´kladeˇ tzv. tokovy´ch
rovnic, ktere´ odra´zˇej´ı se´mantiku konstrukc´ı zkoumane´ho jazyka, jsou iteracˇneˇ z´ıska´va´ny
informace pro vsˇechna mı´sta programu, dokud docha´z´ı ke zmeˇna´m. Kdyzˇ se jizˇ vy´sledek
nemeˇn´ı, je nalezen tzv. pevny´ bod funkce, cozˇ je hledany´ vy´sledek.
3.1.3 Meziprocedura´ln´ı analy´za
Uvedene´ analy´zy musej´ı cˇasto rˇesˇit problematiku vola´n´ı procedur. Pro zpracova´n´ı teˇchto
dnes celkem beˇzˇny´ch situac´ı je vsˇak nutna´ u´prava neˇktery´ch postup˚u. Jedou z mozˇnost´ı,
jak situaci rˇesˇit, je tzv. inlining – tedy nahrazen´ı vola´n´ı procedury rozvojem jej´ıho teˇla.
V takove´m prˇ´ıpadeˇ pak jizˇ pracuj´ı algoritmy bez obmeˇny, avsˇak nen´ı mozˇne´ te´to metody
jednodusˇe pouzˇ´ıt, povol´ıme-li rekurzivn´ı vola´n´ı.
Existuje rˇada technik, jak se s proble´mem vola´n´ı procedur vyporˇa´dat, jednoduchy´
a prˇesny´ postup vsˇak obecneˇ neexistuje. Naprˇ´ıklad se zava´d´ı r˚uzne´ techniky sledova´n´ı kon-
textu, rˇeteˇzc˚u vola´n´ı, graf˚u vola´n´ı apod. Vhodnost konkre´tn´ıho prˇ´ıstupu za´vis´ı samozrˇejmeˇ
do znacˇne´ mı´ry na mozˇnostech jazyka – na zp˚usobu prˇeda´va´n´ı parametr˚u, pra´ci s ukazateli
apod. V neˇktery´ch prˇ´ıpadech lze dokonce prˇedpocˇ´ıtat zp˚usob, jaky´m vyvola´n´ı procedury
ovlivn´ı vy´sledek analy´zy. By´va´ vsˇak cˇasto nutno pouzˇ´ıt pesimisticky´ odhad na u´kor prˇesnosti
vy´sledk˚u.
3.1.4 Hleda´n´ı nezˇa´douc´ıch vzor˚u
V rˇadeˇ soucˇasny´ch na´stroj˚u zameˇrˇeny´ch na statickou analy´zu programu˚ je prova´deˇno vy-
hleda´va´n´ı konstrukc´ı cˇi typicky´ch vzor˚u. By´vaj´ı hleda´ny konstrukce, ktere´ vzˇdy nebo cˇasto
vedou k chyba´m, prˇ´ıpadneˇ je zna´m neˇjaky´ d˚uvod, procˇ na neˇ alesponˇ vy´voja´rˇe upozor-
nit. V r˚uzny´ch programovac´ıch jazyc´ıch se tak mu˚zˇe jednat o vyuzˇ´ıva´n´ı nebezpecˇny´ch
funkc´ı, konstrukce s potencia´lneˇ nebezpecˇny´mi vedlejˇs´ımi efekty a podobneˇ. Vyhleda´va´n´ı
takovy´ch vzor˚u mu˚zˇe by´t realizova´no naprˇ´ıklad pomoc´ı regula´rn´ıch vy´raz˚u ve zdrojove´m
ko´du, v neˇktery´ch prˇ´ıpadech je vsˇak mozˇne´ take´ vyuzˇ´ıt jizˇ prˇedzpracovane´ reprezentace
programu.
3.1.5 Dalˇs´ı staticke´ analy´zy
V jazyc´ıch s dynamickou alokac´ı pameˇti je cˇasto prova´deˇna analy´za ukazatel˚u (Shape Analy-
sis [16] – zahrnuje naprˇ. na´sobne´ uvolneˇn´ı pameˇti, pouzˇit´ı nulove´ho ukazatele atd.), prˇi pra´ci
s referencemi pak alias analy´za a dalˇs´ı. Pro neˇktere´ jazyky jsou da´le zna´my beˇzˇneˇ se vysky-
tuj´ıc´ı konstrukce, ktere´ zpravidla vedou k chyba´m – pak lze vytvorˇit a vhodneˇ specifikovat
vzory, ktere´ se na´sledneˇ vyhleda´vaj´ı. V literaturˇe cˇasto zminˇovanou statickou analy´zou je
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abstraktn´ı interpretace, ktera´ pro zjednodusˇen´ı analy´zy komplikovane´ho syste´mu vyuzˇ´ıva´
ztra´tu urcˇite´ prˇesnosti. Prova´d´ı se tedy analy´za abstraktn´ıho, nikoliv rea´lne´ho syste´mu.
3.2 Souvisej´ıc´ı na´stroje
V soucˇasnosti se zaby´va´ statickou analy´zou r˚uzny´ch jazyk˚u cela´ rˇada programu˚. Neˇktere´
dokonce nejsou zameˇrˇeny prˇ´ımo na konkre´tn´ı jazyk, avsˇak v takovy´ch prˇ´ıpadech cˇasto bud’
vyuzˇ´ıvaj´ı extern´ıch programu˚, nebo jsou schopne´ zjistit jen omezene´ mnozˇstv´ı informac´ı.
Mozˇnosti analy´zy shellovy´ch skript˚u jsou vsˇak aktua´lneˇ znacˇneˇ omezene´, ve veˇtsˇineˇ prˇ´ıpad˚u
pouze na analy´zu syntaxe.
Uved’me si zde nyn´ı kra´tky´ prˇehled vlastnost´ı neˇkolika na´stroj˚u, ktere´ byly prozkouma´ny
za u´cˇelem inspirace.
3.2.1 Moose
Open-source projekt Moose [11] je velmi zaj´ımavy´ hned z neˇkolika pohled˚u. Jedna´ se
o snadno rozsˇiˇritelnou platformu pro zkouma´n´ı dat/objekt˚u a vztah˚u mezi nimi. Syste´m
nen´ı va´za´n na zkouma´n´ı konkre´tn´ıho jazyka, cozˇ je rˇesˇeno prostrˇednictv´ım tzv. importer˚u,
ktere´ prˇeva´d´ı vstupn´ı data (at’ uzˇ zdrojove´ ko´dy v neˇjake´m programovac´ım jazyce, XML do-
kumenty cˇi podobneˇ) na modely, se ktery´mi pak syste´m umı´ interneˇ pracovat, tedy prova´deˇt
jejich analy´zu.
Moose pracoval v pr˚ubeˇhu vy´voje s neˇkolika meta-modely pro popis staticke´ struk-
tury objektoveˇ orientovany´ch syste´mu˚. Mezi nimi naprˇ. rodina meta-model˚u FAMIX, ktera´
vznikla dokonce prˇed dnes hojneˇ rozsˇ´ıˇreny´m UML.
Prostrˇed´ı je znacˇneˇ otevrˇene´ a rozsˇiˇritelne´ pomoc´ı za´suvny´ch modul˚u. Samotne´ ja´dro
je minimalisticke´ a obsahuje neˇkolik tzv. engin˚u, ktery´mi lze ovla´dat zp˚usob chodu cele´ho
syste´mu. Jako soucˇa´st platformy dnes mimo jine´ existuje podpora GUI pro dotazova´n´ı,
prostrˇedky pro vizualizaci vy´sledk˚u, prova´deˇn´ı rˇady analy´z cˇi cela´ sˇka´la importer˚u.
Obra´zek 3.1: Workflow platformy moose
Cely´ syste´m vyuzˇ´ıva´ mozˇnost´ı jazyka Smalltalk, v neˇmzˇ je implementova´n. Imple-
mentacˇn´ı jazyk je dokonce vyuzˇit naprˇ. i k dotazova´n´ı cˇi skriptova´n´ı. Pouzˇit´ı Smalltalku
je ale mozˇne´ soucˇasneˇ povazˇovat za jiste´ u´skal´ı, protozˇe prostrˇed´ı tohoto jazyka totizˇ
v soucˇasnosti vyuzˇ´ıva´no prˇ´ıliˇs sˇirokou komunitou.
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3.2.2 Yasca
Yasca [14] je na´stroj urcˇeny´ ke staticke´ analy´ze zdrojovy´ch ko´d˚u v teoreticky jake´mkoliv
jazyce, cozˇ je umozˇneˇno vola´n´ım existuj´ıc´ıch na´stroj˚u pro dany´ jazyk. Pro tyto na´stroje je
trˇeba vytvorˇit za´suvny´ modul, ktery´ se postara´ o spusˇteˇn´ı prˇ´ıslusˇne´ho programu a zpracuje
vy´sledky analy´zy do datove´ struktury, kterou je posle´ze schopna Yasca da´le zpracovat.
Vznik nove´ho za´suvne´ho modulu znamena´ prakticky vytvorˇen´ı nove´ trˇ´ıdy, odvozene´ od
prˇipravene´ trˇ´ıdy Plugin. Implementacˇn´ım jazykem je PHP.
Yasca nab´ız´ı rˇadu za´suvny´ch modul˚u, mezi nimizˇ ma´ vy´znamnou pozici za´suvny´ modul
pro vyhleda´va´n´ı vzor˚u (zadany´ch pomoc´ı regula´rn´ıch vy´raz˚u) ve zdrojove´m ko´du. Jednot-
live´ vzory jsou ulozˇeny v konfiguracˇn´ıch souborech a cela´ rˇada jich je prˇedchysta´na zejme´na
pro jazyk Java.
Kromeˇ za´kladn´ıch metod pro spusˇteˇn´ı analy´zy a z´ıska´n´ı jej´ıch vy´sledk˚u si mu˚zˇe Plugin
registrovat callback funkci pro 4 r˚uzne´ uda´losti – prˇed spusˇteˇn´ım analy´z a po jejich do-
koncˇen´ı, prˇed zpracova´n´ım vy´sledk˚u a po jejich zpracova´n´ı.
Plugin obsahuje informace jako koncovky soubor˚u, pro ktere´ je urcˇen, popis sve´ funkce
a neˇktere´ dalˇs´ı. Jednotlive´ polozˇky vy´sledk˚u analy´zy nesou na´zev souboru a cˇ´ıslo rˇa´dku
v souboru, kde bylo zjiˇsteˇno neˇco zaj´ımave´ho, ohodnocen´ı d˚ulezˇitosti na´lezu, prˇ´ıpadneˇ kon-
text a dalˇs´ı informace, prˇicˇemzˇ o nastaven´ı teˇchto polozˇek se stara´ Plugin.
Jedna´ se o pomeˇrneˇ jednoduchy´ na´stroj, ktery´ je vsˇak schopen mnoha uzˇitecˇny´ch akc´ı.
Zaj´ımava´ je zejme´na za´kladn´ı mysˇlenka – integrace cele´ rˇady na´stroj˚u (od antivirove´ kon-
troly po analy´zu cˇa´stecˇneˇ kompilovane´ho ko´du) do jedine´ho syste´mu s jednotnou podobou
vy´sledk˚u.
3.2.3 Splint
Splint [6] je open-source na´stupcem programu Lint a je urcˇen pro analy´zu programu˚ v jazyce
C. Nastaven´ı prova´deˇny´ch kontrol se prova´d´ı pomoc´ı konfiguracˇn´ıch soubor˚u, prˇ´ıpadneˇ
prostrˇednictv´ım parametr˚u na prˇ´ıkazove´ rˇa´dce. Analy´zy lze da´le ovlivnˇovat pomoc´ı anotac´ı
ve stylizovany´ch komenta´rˇ´ıch. Rozsˇiˇritelnost je do jiste´ mı´ry umozˇneˇna pomoc´ı uzˇivatelsky
definovany´ch anotac´ı ve zvla´sˇtn´ıch konfiguracˇn´ıch souborech. Dalˇs´ım zp˚usobem je jiny´ typ
komenta´rˇ˚u, tzv. control comments, pomoc´ı ktery´ch lze ovlivnˇovat stav analyza´toru naprˇ.
nastaven´ım neˇjake´ho prˇ´ıznaku apod. Pomoc´ı anotac´ı lze specifikovat, co ktera´ funkce deˇla´
s globa´ln´ımi promeˇnny´mi, jak pracuje s parametry apod.
Pomoc´ı velke´ho mnozˇstv´ı anotac´ı je mozˇne´ analyza´toru znacˇneˇ prˇibl´ızˇit chova´n´ı pro-
gramu, cozˇ vsˇak klade prˇidane´ na´roky na autory zdrojove´ho ko´du. Rozsˇiˇritelnost kontrol je
sice omezena pouze na uzˇivatelske´ anotace, ovsˇem syste´m zrˇejmeˇ dobrˇe funguje, jinak by
se pravdeˇpodobneˇ nedocˇkal verz´ı pro dalˇs´ı programovac´ı jazyky (existuj´ı verze pro Python,
C++, cˇi JavaScript).
3.2.4 FindBugs
FindBugs [4] je program pro hleda´n´ı chyb ve zdrojovy´ch ko´dech v jazyce Java, zalozˇeny´ na
principu chybovy´ch vzor˚u (jazykovy´ch konstrukc´ı, ktere´ jsou cˇasto chybou). Vy´skyt teˇchto
vzor˚u je prova´deˇn nad byte ko´dem, prˇicˇemzˇ vyuzˇ´ıva´ jeho zvla´sˇtn´ı struktury. Je umozˇneˇna
tvorba uzˇivatelsky´ch za´suvny´ch modul˚u, konfiguraci pomoc´ı XML soubor˚u, pouzˇit´ı anotac´ı
pro zprˇesneˇn´ı vy´sledk˚u a nab´ız´ı velke´ mnozˇstv´ı prˇedchystany´ch chybovy´ch vzor˚u. Vy´hodou
je take´ snadna´ integrace analy´zy do procesu prˇekladu.
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FindBugs nab´ız´ı graficke´ uzˇivatelske´ rozhran´ı pro interaktivn´ı prohl´ızˇen´ı vy´sledk˚u, stejneˇ
jako rozhran´ı prˇ´ıkazove´ rˇa´dky, vhodneˇjˇs´ı sp´ıˇse pro automatickou analy´zu programu˚ naprˇ.
prˇi prˇekladu.
3.3 Proble´my staticke´ analy´zy skript˚u pro bash
Dynamicˇnost a vlastnosti jazyka bash cˇin´ı ze staticke´ analy´zy nejednoduchy´ u´kol. Oproti
programovac´ım jazyk˚um, v nichzˇ lze program rozebrat azˇ na atomicke´ jednotky s pevnou
se´mantikou (prˇiˇrazen´ı promeˇnny´ch, za´kladn´ı aritmeticke´ operace apod.), u skript˚u tuto
mozˇnost veˇtsˇinou nema´me.
3.3.1 Du˚sledek vola´n´ı nezna´my´ch programu˚
Volane´ prˇ´ıkazy maj´ı z pohledu interpretu povahu cˇerne´ skrˇ´ınˇky (s vy´jimkou neˇkolika ve-
staveˇny´ch). Vsˇechny analy´zy, jejichzˇ vy´sledky jsou za´visle´ na toku rˇ´ızen´ı, tak naraz´ı na
vy´znamna´ omezen´ı, nebot’ prakticky libovolny´ prˇ´ıkaz mu˚zˇe by´t pouzˇit jako podmı´nka
v rˇ´ıdic´ıch konstrukc´ıch. Pokud tedy nejsme schopni urcˇit navra´cenou hodnotu libovolne´ho
prˇ´ıkazu v dane´m kontextu, vzˇdy naraz´ıme na neˇjakou neurcˇitost (nemluveˇ o proble´mu urcˇen´ı
kontextu samotne´ho). Namı´sto mnozˇiny podmı´nek vedouc´ıch k neˇjake´mu stavu programu
je tak dosta´va´me mnozˇinu programu˚ s r˚uzny´mi hodnotami argument˚u a cely´ proble´m se tak
znacˇneˇ komplikuje. Nav´ıc v pozici podmı´nky mu˚zˇe by´t v bashi naprosto jaky´koliv prˇ´ıkaz,
tedy i cyklus, slozˇeny´ prˇ´ıkaz, neˇkolik prˇ´ıkaz˚u tvorˇ´ıc´ıch pipeline nebo dokonce deklarace
funkce.
3.3.2 Rozsah platnosti promeˇnny´ch
Nen´ı ale jednoducha´ ani samotna´ pra´ce s promeˇnny´mi. Neˇktere´ komplikace souvisej´ı se
zp˚usobem, jaky´m bash pracuje s prostrˇed´ımi. Uved’me si na´zorny´ prˇ´ıklad:
v1=3 ; v2[v1+=2]=$(( v1 += 5 )) echo ; echo "v2: ’${v2[v1++]}’ v1: ’$v1’"
Jednotlive´ prˇ´ıkazy jsou oddeˇleny strˇedn´ıkem. Prvn´ı zp˚usob´ı nastaven´ı promeˇnne´ v1 na
hodnotu 3. Protozˇe ve druhe´m prˇ´ıkazu prˇiˇrazen´ı prˇedcha´z´ı prˇ´ıkazu echo, provede se pouze
pro prostrˇed´ı tohoto prˇ´ıkazu (a jelikozˇ se jedna´ o prˇ´ıkaz vestaveˇny´, prakticky se zahod´ı).
Aritmeticka´ expanze se ovsˇem vyhodnot´ı v kontextu prostrˇed´ı shellu a promeˇnna´ v1 tak
noveˇ naby´va´ hodnoty 8. Expanze promeˇnne´ v2 ve trˇet´ım prˇ´ıkazu mu˚zˇe dopadnout r˚uzneˇ.
Byla-li promeˇnna´ v2 deklarova´na jako asociativn´ı pole, bude vypsa´na bud’ pra´zdna´ hodnota
nebo hodnota ulozˇena´ pod indexem "v1++" a hodnota v1 bude sta´le 8. V opacˇne´m prˇ´ıpadeˇ
se vsˇak prˇi zjiˇst’ova´n´ı indexu vyhodnot´ı aritmeticky´ vy´raz a po expanzi v1 tak bude vypsa´na
hodnota 9. Nutno dodat, zˇe pokud bychom otocˇili porˇad´ı vy´pisu a prvn´ı se expandovala
v1, nesla by v kazˇde´m prˇ´ıpadeˇ hodnotu 8, nebot’ k prˇ´ıpadne´ modifikaci by dosˇlo teprve
s expanz´ı v2.
3.3.3 Tok dat bez vyuzˇit´ı promeˇnny´ch
Kromeˇ pra´ce s promeˇnny´mi je slozˇite´ sledovat take´ jine´ toky, ktere´ vznikaj´ı prˇi zpracova´n´ı
skript˚u. S vyuzˇit´ım rˇeteˇzen´ı prˇ´ıkaz˚u, prˇesmeˇrova´n´ı a konstrukc´ı jako substituce prˇ´ıkaz˚u cˇi
proces˚u se nezrˇ´ıdka prova´d´ı znacˇny´ objem pra´ce bez nutnosti pouzˇit´ı jedine´ promeˇnne´.
Uzˇ jen naprˇ. udrzˇet poveˇdomı´ o stavu souborovy´ch deskriptor˚u obna´sˇ´ı rˇadu u´skal´ı. Pro
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d˚uslednou analy´zu pra´ce se soubory by nav´ıc byla nutna´ znalost, jaky´m zp˚usobem kazˇdy´
volany´ prˇ´ıkaz (program) nakla´da´ se svy´mi argumenty. Ty jsou v mnoha prˇ´ıpadech pouzˇity
pra´veˇ jako na´zvy soubor˚u, s nimizˇ prˇ´ıkaz pracuje. Programy vsˇak mohou cˇ´ıst i rˇadu jiny´ch
soubor˚u, jejichzˇ jme´na nejsou v ra´mci skriptu nikde viditelna´ (naprˇ. inicializacˇn´ı sou-
bory). Mozˇnost spousˇteˇt prˇ´ıkazy na pozad´ı analy´zu da´le komplikuj´ı prˇ´ıtomnost´ı paraleln´ıho
prova´deˇn´ı a asynchronn´ıho rˇ´ızen´ı.
Prˇi analy´ze skript˚u se tedy mu˚zˇeme zameˇrˇit na sledova´n´ı problematicky´ch konstrukc´ı
a pokusit se zjistit alesponˇ neˇktere´ informace. Je ovsˇem nutne´ pocˇ´ıtat s velkou mı´rou
neurcˇitosti. Tu lze do jiste´ mı´ry omezit simulac´ı chova´n´ı zvolene´ho interpretu, u´plne´ od-




C´ılem pra´ce je vytvorˇen´ı syste´mu, ktery´ umozˇn´ı prova´deˇt statickou analy´zu skript˚u pro
shell, pro ktere´ aktua´lneˇ na´stroje chyb´ı. Syste´m by meˇl by´t pokud mozˇno dostatecˇneˇ uni-
verza´ln´ı a snadno rozsˇiˇritelny´ pomoc´ı za´suvny´ch modul˚u, k jejichzˇ vy´voji by meˇl nab´ıdnout
dostatecˇneˇ komfortn´ı prostrˇed´ı. Rozhodnul jsem se tedy ponechat pevneˇ zako´dovane´ pouze
nejnezbytneˇjˇs´ı u´kony a veˇtsˇinu pra´ce ponechat na volneˇ prˇida´vany´ch za´suvny´ch modulech,
podobneˇ jako u platformy Moose.
Abychom mohli kombinovat funkcionalitu jednotlivy´ch za´suvny´ch modul˚u, mus´ı by´t
zajiˇsteˇny prostrˇedky pro jejich konfiguraci, komunikaci a vy´meˇnu dat cˇi zjiˇsteˇn´ı prˇ´ıtomnosti
konkre´tn´ıch modul˚u v syste´mu (naprˇ. za u´cˇelem rˇesˇen´ı prˇ´ıpadny´ch za´vislost´ı). Vzhledem
k urcˇen´ı syste´mu je pak samostatnou ota´zkou zpracova´n´ı vy´stup˚u, aby mohly by´t vy´sledky
analy´z vhodneˇ interpretova´ny. Bude samozrˇejmeˇ trˇeba take´ neˇjaky´m zp˚usobem nastavit
a spravovat vstupy syste´mu.
Graficky lze za´kladn´ı strukturu frameworku naznacˇit zjednodusˇeny´m diagramem trˇ´ıd
na obra´zku 4.1.
Obra´zek 4.1: Zjednodusˇeny´ diagram trˇ´ıd frameworku
V diagramu lze kromeˇ ba´zovy´ch trˇ´ıd pro r˚uzne´ druhy za´suvny´ch modul˚u pozorovat barevneˇ
odliˇsene´ subsyste´my pro zajiˇsteˇn´ı vy´sˇe popsany´ch sluzˇeb:
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• Spra´va za´suvny´ch modul˚u (modra´ barva)
• Komunikacˇn´ı subsyste´m (cˇervena´ barva)
• Zpracova´n´ı vy´stup˚u (zelena´ barva)
• Konfigurace vstupu (zˇluta´ barva)
Jednotlive´ subsyste´my budou propojeny trˇ´ıdou Kernel, ktera´ take´ zarucˇ´ı jejich zprˇ´ıstupneˇn´ı
okol´ı, tedy zejme´na klientsky´m aplikac´ım, a za´suvny´m modul˚um. Tuto trˇ´ıdu lze realizovat
jako na´vrhovy´ vzor singleton [10] a sluzˇby poskytovat prostrˇednictv´ım prˇ´ıslusˇny´ch trˇ´ıdn´ıch
metod.
4.1 Spra´va za´suvny´ch modul˚u
Uzˇ vzhledem k mysˇlence, zˇe by veˇtsˇinu uzˇitecˇne´ pra´ce meˇly vykona´vat za´suvne´ moduly,
je pomeˇrneˇ za´sadn´ı volba implementacˇn´ıho jazyka, jehozˇ mozˇnosti vy´razneˇ ovlivn´ı zp˚usob
realizace. Prˇi dostatecˇne´ znalosti jazyka Smalltalk by bylo mozˇne´ vyuzˇ´ıt prˇ´ımo zmı´neˇne´
platformy Moose, vzhledem k my´m zkusˇenostem byl ale pro realizaci cele´ho syste´mu zvolen
jazyk C++. V podstateˇ jediny´m rˇesˇen´ım pro pouzˇit´ı za´suvny´ch modul˚u v tomto jazyce je
pouzˇit´ı dynamicky´ch knihoven, jejichzˇ spravova´n´ı mus´ı by´t proto take´ soucˇa´st´ı syste´mu.
4.1.1 Struktura za´suvny´ch modul˚u
Registraci za´suvne´ho modulu by bylo mozˇno prove´st vyhleda´n´ım konkre´tn´ıho symbolu uv-
nitrˇ knihovny prostrˇednictv´ım jizˇ pomeˇrneˇ stare´ho aplikacˇn´ıho rozhran´ı. U´skal´ım te´to va-
rianty je vsˇak velmi problematicka´ typova´ kontrola. Zaj´ımaveˇjˇs´ı mozˇnost´ı se jev´ı vynutit
takovou strukturu knihovny, ktera´ by umozˇnila automatickou registraci za´suvne´ho modulu
v syste´mu prˇi zaveden´ı dynamicke´ knihovny do pameˇti.
Za t´ımto u´cˇelem je v syste´mu definova´na trˇ´ıda PluginFactory (jak jej´ı na´zev napov´ıda´,
jedna´ se o pouzˇit´ı na´vrhove´ho vzoru abstract factory [10]). Kazˇdy´ za´suvny´ modul bude pak
povinneˇ obsahovat trˇ´ıdu od n´ı odvozenou a jednu statickou instanci te´to trˇ´ıdy. Prˇi zave-
den´ı knihovny do pameˇti se tak vytvorˇ´ı objekt, ktery´ se prˇi sve´ konstrukci zaregistruje
prostrˇednictv´ım prˇ´ıslusˇny´ch metod v syste´mu. Jeho jediny´m u´kolem je vytva´rˇet instance
trˇ´ıdy odvozene´ od ba´zove´ trˇ´ıdy Plugin, ktera´ prˇedstavuje rozhran´ı za´suvne´ho modulu vzhle-
dem ke zbytku syste´mu.
Teoreticky by bylo mozˇne´ vynechat tova´rn´ı trˇ´ıdu a staticky instanciovat prˇ´ımo objekt
typu Plugin. Nelze vsˇak vyloucˇit, zˇe bude mı´t v budoucnu smysl vytvorˇen´ı dvou instanc´ı
takove´ho objektu. Neˇco takove´ho by vsˇak nebylo jednoduche´, protozˇe konkre´tn´ı dynamicka´
knihovna mu˚zˇe by´t veˇtsˇinou do pameˇti zavedena pouze jednou. Popsane´ rˇesˇen´ı umozˇnˇuje
kontrolu, zda se jizˇ prˇ´ıslusˇna´ knihovna v pameˇti nacha´z´ı. Instance objekt˚u typu Plugin pak
lze vytvorˇit pouzˇit´ım odpov´ıdaj´ıc´ı tova´rny.
4.1.2 Komponenty pro spra´vu modul˚u
V syte´mu jsou z pohledu spra´vy za´suvny´ch modul˚u d˚ulezˇite´ zejme´na dveˇ kooperuj´ıc´ı trˇ´ıdy
DllManager a PluginManager. U´kolem prvn´ı z nich je zejme´na zajiˇsteˇn´ı u´kon˚u, spojeny´ch
s fyzickou podobu za´suvne´ho modulu coby dynamicke´ knihovny na pevne´m disku. Vzhle-
dem k popsane´ skutecˇnosti, zˇe dana´ dynamicka´ knihovna mu˚zˇe by´t v pameˇti pouze jed-
nou, je u te´to komponenty opeˇt vyuzˇito na´vrhove´ho vzoru singleton [10]. DllManager tedy
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udrzˇuje na jedine´m mı´steˇ informace o zavedeny´ch knihovna´ch a jim prˇ´ıslusˇej´ıc´ıch objektech
typu PluginFactory. Teˇchto informac´ı vyuzˇ´ıva´ pak trˇ´ıda PluginManager k vytva´rˇen´ı ob-
jekt˚u typu Plugin. Kromeˇ registrace ma´ trˇ´ıda PluginManager za u´kol umozˇnit vyhleda´va´n´ı
a konfiguraci jednotlivy´ch modul˚u, ale take´ jejich hromadne´ spusˇteˇn´ı, uveden´ı do p˚uvodn´ıho
stavu apod.
Pro snadnou konfiguraci jednotlivy´ch modul˚u a nastaven´ı, ktere´ moduly maj´ı by´t za-
vedeny, jsou urcˇeny trˇ´ıdy PluginArgs a PluginConfig. Prvn´ı z jmenovany´ch prˇedstavuje
pomeˇrneˇ jednoduchou strukturu, uchova´vaj´ıc´ı argumenty pro dany´ za´suvny´ modul. Struk-
tura je navrzˇena tak, aby bylo mozˇne´ argumenty zpracovat naprˇ. pomoc´ı beˇzˇneˇ pouzˇ´ıvane´
funkce getopt. Prostrˇednictv´ım trˇ´ıdy PluginConfig je prˇeda´n syste´mu seznam za´suvny´ch
modul˚u a jejich argument˚u. Trˇ´ıda umozˇnˇuje mimo jine´ prˇida´n´ı cˇi odebra´n´ı vsˇech za´suvny´ch
modul˚u z dane´ho adresa´rˇe cˇi jednoduche´ filtrova´n´ı. Struktura subsyste´mu pro spra´vu mo-
dul˚u je naznacˇena na obra´zku 4.2.
Obra´zek 4.2: Struktura subsyste´mu pro spra´vu za´suvny´ch modul˚u
4.1.3 Proces vytvorˇen´ı za´suvne´ho modulu
Prˇi pozˇadavku na zaveden´ı za´suvne´ho modulu bude nejprve zjiˇsteˇno, zda jizˇ byla zavedena
prˇ´ıslusˇna´ dynamicka´ knihovna. Pokud ne, je tak ucˇineˇno a nedojde-li ke komplikac´ım, je
vy´sledkem te´to akce mimo jine´ noveˇ zaregistrovana´ tova´rna. Pomoc´ı tova´rny je pak vytvorˇen
a zaregistrova´n prˇ´ıslusˇny´ objekt typu Plugin. Proces zna´zornˇuje diagram na obra´zku 4.3.
Obra´zek 4.3: Proces vytvorˇen´ı a registrace za´suvne´ho modulu
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4.1.4 Rˇesˇen´ı za´vislost´ı
Jelikozˇ jednotlive´ moduly mohou by´t vyv´ıjeny neza´visle, mu˚zˇe doj´ıt k situaci, kdy neˇktery´
prˇestane by´t zpeˇtneˇ kompatibiln´ı se svy´mi starsˇ´ımi verzemi. Objekty odvozene´ od trˇ´ıdy
Plugin musej´ı proto implementovat metodu, pomoc´ı ktere´ lze zjistit, je-li objekt kompati-
biln´ı s pozˇadovanou verz´ı.
4.2 Interakce mezi moduly
Jednou z mozˇnost´ı by byla spolupra´ce prostrˇednictv´ım referenc´ı, ktere´ by objekt typu
Plugin podle potrˇeby z´ıskal naprˇ. prˇi inicializaci. Vznikala by tak ale pomeˇrneˇ u´zka´ vazba
mezi jednotlivy´mi moduly. Vzhledem k povaze syste´mu je proto zvolena komunikace pomoc´ı
uda´lost´ı, reprezentovany´ch pomoc´ı objekt˚u odvozeny´ch od trˇ´ıdy Event. Jedna´ se o jednodu-
chou datovou strukturu, obsahuj´ıc´ı zejme´na informaci o sve´m p˚uvodu a typu. Typ uda´losti
je urcˇen celocˇ´ıselny´m identifika´torem, jehozˇ vy´znam je definova´n odes´ılatelem uda´losti
(kromeˇ neˇkolika rezervovany´ch pro zvla´sˇtn´ı uda´losti, vyuzˇ´ıvane´ frameworkem jako naprˇ.
pokyn pro zaha´jen´ı nebo ukoncˇen´ı pra´ce modulu, inicializaci atd.). Aby bylo mozˇne´ mezi
moduly prˇena´sˇet take´ neˇjaka´ dalˇs´ı data (kromeˇ identifika´toru typu), lze pomoc´ı objekt˚u
trˇ´ıdy Event prˇena´sˇet take´ celocˇ´ıselny´ parametr a ukazatel na jaky´koliv objekt, odvozeny´
od trˇ´ıdy Object. Mnozˇina typ˚u uda´lost´ı je tak prakticky neomezena´ (nebot’ moduly mo-
hou vyuzˇ´ıvat take´ datovy´ch polozˇek k rozliˇsen´ı typu uda´losti) a za´vis´ı na jejich definici
jednotlivy´mi moduly.
Syste´m prˇeda´va´n´ı uda´lost´ı umozˇnˇuje nastavit, o ktery´ch skutecˇnostech chce by´t modul
informova´n. Pro tyto u´cˇely lze konkre´tn´ı uda´lost identifikovat pomoc´ı dvojice celocˇ´ıselny´ch
identifika´tor˚u. Prvn´ım je identifika´tor odes´ılatele – komponenty, ktera´ uda´lost vytvorˇila.
Druhy´m cˇ´ıslem je typ uda´losti, ktery´ urcˇuje odes´ılatel. Kazˇda´ komponenta se tak mu˚zˇe
zaregistrovat k reakci na konkre´tn´ı uda´lost od konkre´tn´ıho odes´ılatele, vsˇechny uda´losti
od dane´ho odes´ılatele, uda´losti urcˇite´ho typu od vsˇech odes´ılatel˚u nebo dokonce vsˇechny
uda´losti od vsˇech odes´ılatel˚u. Kromeˇ registrace pro prˇ´ıjem konkre´tn´ıch uda´lost´ı se mohou
za´suvne´ moduly registrovat k jejich zpracova´n´ı v ra´mci jedne´ ze trˇ´ı front, ktere´ jsou zpra-
cova´ny sekvencˇneˇ. Lze tak zajistit, aby neˇktere´ moduly zpracovaly uda´lost drˇ´ıve nezˇ jine´.
Zp˚usob dorucˇova´n´ı uda´lost´ı popisuje algoritmus 4.1.
K vyrˇizova´n´ı registrac´ı a dorucˇova´n´ı uda´lost´ı je urcˇena trˇ´ıda EventManager. V neˇktery´ch
prˇ´ıpadech mu˚zˇe by´t uzˇitecˇne´ zaslat uda´lost pouze konkre´tn´ımu prˇ´ıjemci. Nazveˇme takove´to
uda´losti prˇ´ımo adresovane´. Jejich prima´rn´ım u´cˇelem je umozˇnit reakci na uda´losti s cha-
rakterem dotazu prˇeda´n´ım odpoveˇdi. Neˇktere´ moduly tak mohou snadno zasta´vat funkci
poskytovatele neˇjake´ sluzˇby, pro kterou definuj´ı strukturu a identifika´tory zpra´v. Vzhledem
k zamy´sˇlene´mu pouzˇit´ı teˇchto uda´lost´ı budou vyrˇizova´ny prˇednostneˇ – bez vyuzˇit´ı fronty.
Mimo jine´ jsou t´ımto zp˚usobem dorucˇova´ny zmı´neˇne´ rˇ´ıdic´ı prˇ´ıkazy. Kromeˇ prˇednostn´ıho
zpracova´n´ı je dalˇs´ı vlastnost´ı teˇchto uda´lost´ı skutecˇnost, zˇe jsou priva´tn´ı. Ostatn´ı kom-
ponenty o nich nejsou informova´ny, nezarˇ´ıd´ı-li to jeden z u´cˇastn´ık˚u takove´to komunikace
explicitneˇ.
Pro situace, kdy by byly uda´losti dlouhodobeˇji generova´ny rychleji, nezˇ by se st´ıhaly
zpracovat, umozˇnˇuje trˇ´ıda EventManager omezit velikost fronty pomoc´ı dvou limit˚u. Prˇi
dosazˇen´ı jednoho z nich nejsou jednodusˇe dalˇs´ı uda´losti do fronty prˇida´va´ny, dosazˇen´ı
druhe´ho zp˚usob´ı vyvola´n´ı vy´jimky. Jejich prˇ´ıpadne´ nastaven´ı a vyuzˇit´ı za´lezˇ´ı na aplikaci.
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Algoritmus 4.1 Dorucˇova´n´ı uda´lost´ı
Input: Database of listeners, event queue
Output: Events in the queue are delivered and processed
while queue not empty do
event = queue.front
listeners = GetListeners(event.type,event.sender)
for all listener in listeners.prelisteners do
DeliverEvent(listener,event)
end for
for all listener in listeners.listeners do
DeliverEvent(listener,event)
end for







Hlavn´ım u´kolem cele´ho syste´mu je z´ıska´n´ı informac´ı o programu. Ty je vsˇak nutne´ take´
vhodneˇ prezentovat. Jelikozˇ nelze prˇedem urcˇit forma´t vy´stupn´ıch dat vyzˇadovany´ konkre´tn´ı
aplikac´ı, bude vhodne´ i vy´stupy jednotlivy´ch komponent zpracova´vat pomoc´ı za´suvny´ch
modul˚u. Je proto navrzˇena specia´ln´ı trˇ´ıda Reporter, ktera´ poslouzˇ´ı jako za´klad pro moduly,
staraj´ıc´ı se pra´veˇ o zpracova´n´ı a forma´tova´n´ı vy´stup˚u.
Protozˇe jizˇ ma´me k dispozici prostrˇedky ke komunikaci, vyuzˇijeme jich take´ pro tyto
u´cˇely. Je definova´n zvla´sˇtn´ı typ uda´losti ReportEvent, ktera´ bude obsahovat kromeˇ zpra´vy
pro uzˇivatele take´ informaci, kde ve zdrojovy´ch datech byl nalezen podmeˇt pro hla´sˇen´ı, jaka´
je d˚ulezˇitost zpra´vy, kdo je jej´ım autorem, prˇ´ıpadneˇ neˇjakou doplnˇuj´ıc´ı informaci.
Lze prˇedpokla´dat, zˇe ne vzˇdy bude zˇa´douc´ı zpracova´vat vsˇechny zpra´vy v syste´mu
generovane´. Aby nemusely objekty odvozene´ od trˇ´ıdy Reporter filtrovat zpra´vy kazˇdy´
zvla´sˇt’ a nesˇ´ıˇrilo se zbytecˇne´ mnozˇstv´ı uda´lost´ı tohoto typu, je v syste´mu zavedena take´
trˇ´ıda ReportManager. Ta umozˇnˇuje prova´deˇt filtrova´n´ı alesponˇ podle nastavene´ d˚ulezˇitosti.
Namı´sto generova´n´ı uda´losti prˇ´ımo jsou tak prˇi generova´n´ı zpra´vy prˇeda´ny potrˇebne´ infor-
mace te´to trˇ´ıdeˇ. Zde se na za´kladeˇ nastaveny´ch filtr˚u rozhodne, zda bude uda´lost skutecˇneˇ
vytvorˇena, nebo se zpra´va zahod´ı. Tato komponenta se take´ stara´ o nastaven´ı, kam se maj´ı
zapsat data po zforma´tova´n´ı. Zde nastaveny´ c´ıl vy´stupu vsˇak je pro zainteresovane´ mo-
duly pouze doporucˇen´ım. Bude-li totizˇ soucˇasneˇ pracovat v´ıce Reporteru˚, pravdeˇpodobneˇ
nebudeme cht´ıt jejich vy´stupy zapisovat do jedine´ho souboru, sp´ıˇse je podle potrˇeby nakon-
figurujeme (pokud to ovsˇem umozˇnˇuj´ı).
Objekty typu Reporter jsou automaticky zaregistrova´ny jako prˇ´ıjemci vsˇech zpra´v
typu ReportEvent, ktery´m je prˇideˇlen zvla´sˇtn´ı identifika´tor typu. Pokud nebude neˇktere´mu
Reporteru postacˇovat filtrova´n´ı podle d˚ulezˇitosti na u´rovni ReportManageru, mu˚zˇe zpra´vy
od nezˇa´douc´ıch modul˚u cˇi nevyhovuj´ıc´ıho typu filtrovat loka´lneˇ.
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4.4 Nastaven´ı vstupu
Cely´ syste´m ma´ slouzˇit k analy´ze skript˚u, je tedy trˇeba zajistit take´ mozˇnost nastaven´ı
vstupn´ıho souboru pomoc´ı trˇ´ıdy InputManager. O zmeˇneˇ vstupu jsou informova´ny zvla´sˇtn´ı
uda´lost´ı rezervovane´ho typu objekty, ktery´ch se to prˇ´ımo dotkne. Zdaleka ne vsˇechny
analy´zy budou totizˇ pracovat nad zdrojovy´m souborem, naopak sp´ıˇse veˇtsˇina z nich vyuzˇije
vy´stupu syntakticke´ho analyza´toru cˇi jiny´ch analy´z. Pro moduly pracuj´ıc´ı prˇ´ımo nad skrip-
tem na vstupu je proto prˇipravena zvla´sˇtn´ı trˇ´ıda Streamer. Objekty tohoto typu pak obdrzˇ´ı




Od na´vrhu prostrˇed´ı syste´mu se nyn´ı prˇesunˇme k vlastn´ım analy´za´m. V te´to kapitole bude
nast´ıneˇna architektura a zp˚usob cˇinnosti neˇkolika modul˚u, ktere´ by meˇly umozˇnit zjistit
alesponˇ za´kladn´ı informace o skriptech. Take´ bude znovu upozorneˇno na neˇktera´ u´skal´ı
spojena´ s dynamicˇnost´ı jazyka, ktery´ bash pouzˇ´ıva´.
V ra´mci te´to pra´ce byly navrzˇeny a realizova´ny na´sleduj´ıc´ı za´suvne´ moduly:
Lexika´ln´ı a syntakticka´ analy´za – u´kolem tohoto modulu je vytvorˇit abstraktn´ı syn-
takticky´ strom pro vstupn´ı skript. Prˇi vytva´rˇen´ı tohoto stromu jsou generova´ny defi-
novane´ uda´losti.
Stav prostrˇed´ı – tento podp˚urny´ modul umozˇnˇuje simulovat stav prostrˇed´ı. Kromeˇ pra´ce
s cely´mi prostrˇed´ımi je pomoc´ı uda´lost´ı mozˇne´ pracovat s tabulkami promeˇnny´ch,
alias˚u a funkc´ı v prostrˇed´ı aktua´lneˇ aktivn´ım pro dany´ modul.
Prˇeklad prvk˚u abstraktn´ıho syntakticke´ho stromu – nab´ız´ı ostatn´ım komponenta´m
transformace neˇktery´ch podstromu˚ abstraktn´ıho syntakticke´ho stromu na jednodusˇsˇ´ı
datove´ struktury, ktere´ bude mozˇne´ sna´ze zpracovat.
Za´kladn´ı interpret – tento modul zpracova´va´ vy´sledky syntakticke´ analy´zy a prˇekla´da´
je na novou sadu uda´lost´ı, prˇicˇemzˇ se snazˇ´ı cˇa´stecˇneˇ interpretovat skript s vyuzˇit´ım
zmı´neˇny´ch podp˚urny´ch modul˚u.
Vyhleda´va´n´ı beˇzˇny´ch chyb – modul pro vyhleda´va´n´ı beˇzˇny´ch chyb (popsany´ch jizˇ ve
druhe´ kapitole) pracuje s vy´sledky za´kladn´ıho interpretu a snazˇ´ı se identifikovat
a hla´sit nebezpecˇne´ programove´ konstrukce.
Vyhleda´va´n´ı mrtve´ho ko´du – tento modul se snazˇ´ı identifikovat na za´kladeˇ vy´sledk˚u
za´kladn´ıho interpretu v analyzovane´m skriptu mrtvy´ ko´d.
Pra´ce se soubory – modul pro hleda´n´ı a hla´sˇen´ı operac´ı se soubory.
Zpracova´n´ı vy´stup˚u – modul zpracova´vaj´ıc´ı vy´stupy analy´z v podobeˇ hla´sˇen´ı, ktera´
forma´tuje a vypisuje v podobeˇ jednoduche´ho HTML dokumentu.
5.1 Lexika´ln´ı a syntakticka´ analy´za
Pro veˇtsˇinu dalˇs´ıch analy´z je kl´ıcˇovy´m krokem vytvorˇen´ı abstraktn´ıho syntakticke´ho stromu.
Jak jizˇ ale bylo popsa´no drˇ´ıve, bash umozˇnˇuje neˇktere´ konstrukce, ktere´ tento u´kol kompli-
kuj´ı.
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Obra´zek 5.1: Zjednodusˇeny´ diagram trˇ´ıd modulu bash parser.
Nejprve nacˇrtneˇme strukturu modulu, ktery´ nese na´zev bash_parser (v graficke´ po-
dobeˇ ji zna´zornˇuje obra´zek 5.1). Pra´ce nad vstupn´ımi daty (skriptem) bude rozdeˇlena mezi
lexika´ln´ı a syntakticky´ analyza´tor. Dalˇs´ı komponenta dostane na starost vytva´rˇen´ı struktur
pro reprezentaci programovy´ch entit a jejich spojova´n´ı do vy´sledne´ho stromu. Vsˇe zastrˇesˇ´ı
trˇ´ıda odvozena´ od Streamer, ktera´ se postara´ o zacˇleneˇn´ı do syste´mu a bude kontrolovat
soucˇinnost vsˇech teˇchto cˇa´st´ı. Bylo by jisteˇ mozˇne´ lexika´ln´ı a syntaktickou analy´zu oddeˇlit
do dvou samostatny´ch modul˚u. Protozˇe vsˇak tyto komponenty spolupracuj´ı velmi u´zce
a nen´ı pravdeˇpodobne´, zˇe by neˇktery´ z modul˚u (kromeˇ pra´veˇ syntakticke´ analy´zy) zaj´ımala
reprezentace skriptu jako rˇeteˇzce token˚u, jev´ı se prˇirozeneˇjˇs´ı jejich spojen´ı do jedine´ho celku.
5.1.1 Lexika´ln´ı analy´za
Lexika´ln´ı analy´za je pomeˇrneˇ slozˇita´, podobneˇ jako v programu bash totizˇ rˇesˇ´ı situace za´visle´
na aktua´ln´ım kontextu. Krom toho je vsˇak z pohledu staticke´ analy´zy velmi neprˇ´ıjemna´
skutecˇnost, zˇe bash neˇktere´ cˇa´sti ko´du interpretuje jizˇ v te´to fa´zi zpracova´n´ı. Konkre´tneˇ se
jedna´ naprˇ´ıklad o rˇesˇen´ı alias˚u nebo expanzi promeˇnny´ch v neˇktery´ch situac´ıch. Pu˚vodneˇ byl
za´meˇr vyuzˇ´ıt v teˇchto prˇ´ıpadech podp˚urne´ moduly, ktere´ by umozˇnily cˇa´stecˇnou interpre-
taci. Od tohoto kroku vsˇak bylo nakonec upusˇteˇno, nebot’ by se ani tak velmi pravdeˇpodobneˇ
nepodarˇilo pokry´t vsˇechny problematicke´ prˇ´ıpady, lexika´ln´ı analy´za by se jesˇteˇ zeslozˇitila,
ale hlavneˇ by docha´zelo ke ztra´teˇ informace (pokud by se samozrˇejmeˇ nezajistilo neˇjaky´m
zp˚usobem jej´ı uchova´n´ı). Naprˇ´ıklad pokud by prova´deˇl jizˇ lexika´ln´ı analyza´tor expanze
promeˇnny´ch, v abstraktn´ım syntakticke´m stromu by se pak jizˇ zˇa´dne´ expanze neobjevily
(na druhou stranu by se vsˇak strom t´ımto krokem zjednodusˇil).
Mezi konstrukce, ktere´ mus´ı vznikly´ lexika´ln´ı analyza´tor rˇesˇit, patrˇ´ı zpracova´n´ı aritme-
ticky´ch vy´raz˚u, slozˇeny´ch prˇiˇrazen´ı pol´ı nebo zmı´neˇne´ expanze promeˇnny´ch a substituce
prˇ´ıkaz˚u. Neˇktere´ vestaveˇne´ prˇ´ıkazy bashe maj´ı nav´ıc neprˇ´ıjemnou vlastnost – umozˇnˇuj´ı
pouzˇit´ı neˇktery´ch token˚u na mı´stech, kde se jedna´ u beˇzˇny´ch prˇ´ıkaz˚u o syntaktickou chybu.
Pravdeˇpodobneˇ nejveˇtsˇ´ı vy´zvou se vsˇak stalo zpracova´n´ı substituce prˇ´ıkazu za vyuzˇit´ı
jizˇ pomeˇrneˇ zastarale´ notace s pouzˇit´ım zpeˇtny´ch apostrof˚u, resp. s jejich zanorˇova´n´ım.
Aktua´ln´ı analyza´tor je schopen zpracova´vat i zanorˇene´ substituce v tomto tvaru. V urcˇity´ch
prˇ´ıpadech je vsˇak namı´sto podstromu, ktery´ by reprezentoval dany´ prˇ´ıkaz, vra´cen pouze
rˇeteˇzec s t´ımto prˇ´ıkazem. Jedna´ se o situace, kdy je v rˇeteˇzci s prˇ´ıkazem objevena sekvence
"\$", ktera´ vede na zanorˇenou expanzi promeˇnne´, kterou v soucˇasnosti nen´ı schopen modul
rozliˇsit od expanze, kterou by bash provedl jizˇ prˇi prˇ´ıpraveˇ prˇ´ıkazu ke spusˇteˇn´ı. Uved’me
prˇ´ıklad:
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somevar=val1 ;echo ‘somevar=val2 ; echo \$somevar‘
Spusˇteˇn´ı tohoto prˇ´ıkazu povede k vypsa´n´ı hodnoty val2, pokud by vsˇak znak ’$’ nebyl
prˇedcha´zen zpeˇtny´m lomı´tkem, vypsa´na by byla hodnota val1. V aktua´ln´ı podobeˇ by tento
modul prˇidal v obou prˇ´ıpadech do abstraktn´ıho syntakticke´ho stromu uzel reprezentuj´ıc´ı
expanzi promeˇnne´. Analy´zy pracuj´ıc´ı s t´ımto stromem by vsˇak nemeˇly k dispozici informaci,
zda se expanze provede azˇ v ra´mci substituovane´ho prˇ´ıkazu nebo v soucˇasne´m shellu. Aby se
zamezilo neprˇesnostem vy´sledk˚u vznikly´m v d˚usledku te´to nejednoznacˇnosti, je od sestaven´ı
takove´ho stromu upusˇteˇno.
V soucˇasne´ verzi take´ lexika´ln´ı analyza´tor podporuje pouze v omezene´ mı´ˇre zanorˇene´
indexova´n´ı pol´ı. Opeˇt nejle´pe uved’me na prˇ´ıkladu:
var[othervar[2+4]]=value1
Indexy neasociativn´ıch pol´ı jsou vyhodnocova´ny jako aritmeticke´ vy´razy. Lexika´ln´ı ana-
lyza´tor rozpozna´va´ v ra´mci teˇchto vy´raz˚u jako zvla´sˇtn´ı tokeny aritmeticke´ opera´tory, ni-
koliv vsˇak hranate´ za´vorky. Pokud by index promeˇnne´ othervar neobsahoval aritmeticky´
vy´raz, ale jen konstantu nebo jme´no promeˇnne´ naprˇ. index, byl by vy´sledkem termina´l
otherval[index], ktery´ lze dodatecˇneˇ zpracovat. V prˇ´ıpadeˇ vnorˇene´ho vy´razu vsˇak dojde
k rozdeˇlen´ı na tokeny otherval[2, + a ]], cozˇ nen´ı zˇa´douc´ı. Takove´to konstrukce vsˇak jsou
pouzˇ´ıva´ny jen velmi omezeneˇ (osobneˇ jsem se kromeˇ vlastn´ıch test˚u s nicˇ´ım podobny´m
nesetkal).
5.1.2 Syntakticka´ analy´za
Prˇi tvorbeˇ syntakticke´ho analyza´toru jsou vyuzˇita syntakticka´ pravidla ze zdrojovy´ch ko´d˚u
programu bash pro genera´tor bison. Bash vsˇak pouzˇ´ıva´ v rˇadeˇ prˇ´ıpad˚u urcˇita´ zjednodusˇen´ı,
ktera´ pak kompenzuje dodatecˇny´m zpracova´n´ım. Pot´ızˇ´ı je, zˇe v podstateˇ za´kladn´ı jednotka,
kterou je pro bash slovo, nen´ı ve skutecˇnosti nedeˇlitelna´. Slovo se mu˚zˇe skla´dat z r˚uzneˇ
uvozovkami ohranicˇeny´ch cˇa´st´ı, expanz´ı promeˇnny´ch, substituc´ı prˇ´ıkaz˚u nebo aritmeticky´ch
expanz´ı. Pro spra´vnou reprezentaci struktury skriptu je tedy nutne´ povazˇovat slovo za
strukturu, sesta´vaj´ıc´ı z neˇjake´ho pocˇtu takovy´ch slozˇek. Vstup ve tvaru var=value je nav´ıc
pro lexika´ln´ı analyza´tor, ktery´ pouzˇ´ıva´ program bash, jediny´m tokenem, ktery´ je teprve
posle´ze rozdeˇlen na jednotlive´ cˇa´sti. Da´le jsou tu aritmeticke´ vy´razy nebo prˇ´ıkazy test˚u. Pro
tyto a podobne´ prˇ´ıpady jsou proto pravidla rozsˇ´ıˇrena tak, aby byly jizˇ izolova´ny jednotlive´
cˇa´sti prˇ´ıkaz˚u cˇi slov. Tyto zmeˇny mus´ı samozrˇejmeˇ respektovat i lexika´ln´ı analyza´tor.
5.1.3 Budova´n´ı abstraktn´ıho syntakticke´ho stromu
Prˇi splnˇova´n´ı jednotlivy´ch syntakticky´ch pravidel jsou parserem vola´ny prˇ´ıslusˇne´ metody
trˇ´ıdy ASTBuilder, ktera´ umozˇnˇuje vytva´rˇet objekty pro reprezentaci jednotlivy´ch entit,
ktere´ se mohou ve skriptech vyskytnout. Aby mohly ostatn´ı moduly pracovat s vy´sledky
analyza´toru, bude nutne´ generovat beˇhem vytva´rˇen´ı abstraktn´ıho syntakticke´ho stromu
uda´losti. Tuto cˇinnost zajiˇst’uje trˇ´ıda EntityReporter, ktera´ je odvozena od prˇipravene´
trˇ´ıdy EntityVisitor. Jak jej´ı na´zev napov´ıda´, je zde vyuzˇito na´vrhove´ho vzoru visitor [10],
ktery´ umozˇnˇuje rozliˇsit bez explicitn´ıho prˇetypova´n´ı povahu zkoumane´ programove´ entity.
Pro vsˇechny jednotky skriptu jsou definova´ny samostatne´ trˇ´ıdy pro jejich reprezentaci,
vsˇechny odvozene´ od ba´zove´ trˇ´ıdy Entity. Ta je da´le odvozena od trˇ´ıdy Object, definovane´
jako soucˇa´st frameworku. Dı´ky tomu je mozˇne´ prˇikla´dat ukazatel na konkretn´ı programovou
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entitu prˇ´ımo ke generovane´ uda´losti. Kazˇdy´ objekt Entity uchova´va´ mimo jine´ informaci
o sve´m umı´steˇn´ı ve vstupn´ım souboru.
Protozˇe vsˇak jsou syntakticka´ pravidla splnˇova´na od termina´ln´ıch symbol˚u, nejev´ı se
jako prˇ´ıliˇs vhodne´ uda´losti generovat okamzˇiteˇ prˇi vytva´rˇen´ı jednotlivy´ch objekt˚u. Teprve
ve chv´ıli, kdy je cˇa´st stromu prˇipojena ke slozˇene´mu prˇ´ıkazu nejvysˇsˇ´ı u´rovneˇ (reprezentuj´ıc´ı
cely´ skript), je proveden pr˚uchod noveˇ prˇipojeny´m podstromem a generuj´ı se uda´losti pro
jednotlive´ entity tak, aby odra´zˇely podobu zdrojove´ho ko´du.
5.1.4 Zpracova´n´ı pozˇadavk˚u od ostatn´ıch modul˚u
Aby mohly ostatn´ı komponenty vyuzˇ´ıt schopnost´ı tohoto modulu, jsou definova´ny typy
uda´lost´ı a jejich parametr˚u, prˇi ktery´ch tento modul vytvorˇ´ı abstraktn´ı syntakticky´ strom
pro obdrzˇeny´ vstup (pokud ovsˇem lze vstupn´ı data zpracovat jako platny´ skript cˇi jeho
cˇa´st).
5.2 Stav prostrˇed´ı
Tento modul umozˇnˇuje simulovat stav prostrˇed´ı podobneˇ, jako je cha´pa´no v prostrˇed´ı shellu
bash. Kazˇde´ prostrˇed´ı obsahuje informace o promeˇnny´ch, aliasech a funkc´ıch. Aby bylo
skutecˇneˇ mozˇne´ simulovat chova´n´ı bashe, je nutna´ podpora pro uchova´n´ı v´ıce prostrˇed´ı
soucˇasneˇ, vytva´rˇen´ı novy´ch, pra´ci s prostrˇed´ım prˇi vola´n´ı funkce cˇi naopak vynorˇen´ı se z teˇla
funkce a dalˇs´ı operace. Protozˇe ma´ tento modul slouzˇit k simulaci, umozˇnˇuj´ı jednotlive´
tabulky nastavit hodnota´m prˇ´ıznaky platnosti (viz da´le). Samostatnou kapitolou je pak
expanze promeˇnny´ch, prˇi n´ızˇ umozˇnˇuje bash prova´deˇt celou sˇka´lu operac´ı.
Modul pro uchova´n´ı stavu prostrˇed´ı je nazva´n environment_state. K zajiˇsteˇn´ı komu-
nikace s ostatn´ımi komponentami v syste´mu podle dane´ho protokolu byla navrzˇena trˇ´ıda
EnvironmentState, ktera´ hojneˇ vyuzˇ´ıva´ trˇ´ıdu EnvironmentManager. Ta udrzˇuje tabulky
prostrˇed´ı pro r˚uzne´ klienty a nab´ız´ı neˇktere´ uzˇitecˇne´ metody pro manipulaci s nimi. Ta-
bulka prostrˇed´ı je reprezentova´na trˇ´ıdou Environment, ktera´ sdruzˇuje tabulky promeˇnny´ch
(VariableTable), funkc´ı (FunctionTable) a alias˚u (AliasTable). Graficky zna´zornˇuje
strukturu modulu obra´zek 5.2.
Obra´zek 5.2: Zjednodusˇeny´ diagram trˇ´ıd modulu environment state.
5.2.1 Hodnoty v tabulka´ch
Hodnotou za´znamu pro funkce bude ukazatel na strukturu, pomoc´ı n´ızˇ je reprezentova´na
ve vytvorˇene´m abstraktn´ım syntakticke´m stromu. Lze totizˇ ocˇeka´vat, zˇe pra´veˇ nad touto
datovou strukturou se bude prˇi vyuzˇit´ı tabulek prostrˇed´ı pracovat. Hodnota alias˚u je jedno-
duchy´ textovy´ rˇeteˇzec. Uzˇ z diagramu 5.2 lze rozpoznat, zˇe v prˇ´ıpadeˇ promeˇnny´ch je situace
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o u´rovenˇ slozˇiteˇjˇs´ı. Promeˇnne´ v bashi mohou totizˇ obsahovat jednoduchou hodnotu nebo
pole hodnot, prˇicˇemzˇ v obou prˇ´ıpadech mohou mı´t take´ nastaveny r˚uzne´ atributy – pouze
pro cˇten´ı, jako celocˇ´ıselne´, pole bud’
”
obycˇejne´“, ktere´ se indexuje celocˇ´ıselny´mi hodnotami,
nebo asociativn´ı, indexovane´ rˇeteˇzci.
Jelikozˇ je syste´m urcˇen ke staticke´ analy´ze, lze prˇedpokla´dat, zˇe ne vsˇechny hodnoty bu-
dou zna´my ve vsˇech kroc´ıch vy´pocˇtu prˇesneˇ. Kazˇda´ hodnota proto nese take´ prˇ´ıznak stavu,
pomoc´ı neˇjzˇ je mozˇne´ oznacˇit hodnotu jako nezna´mou, loka´ln´ı cˇi pouzˇ´ıt dalˇs´ı prˇ´ıznaky.
Jako nezna´ma´ mu˚zˇe by´t naprˇ´ıklad oznacˇena hodnota promeˇnne´, ktera´ meˇla by´t z´ıska´na
jako vy´sledek neinterpretovane´ substituce prˇ´ıkazu. Take´ mu˚zˇe by´t vhodne´ oznacˇit hodnotu
jako nezna´mou naprˇ. po dokoncˇen´ı dvou veˇtv´ı programu, v nichzˇ je promeˇnne´ prˇiˇrazena
odliˇsna´ hodnota, kdyzˇ je hodnota z´ıska´na pomoc´ı vestaveˇny´ch prˇ´ıkaz˚u jako read apod. Take´
mu˚zˇe by´t d˚ulezˇite´ odliˇsit pomoc´ı tohoto prˇ´ıznaku situace, kdy v´ıme, zˇe hodnota neexistuje,
a naopak kdy v´ıme zˇe existuje, pouze ji nejsme schopni prˇesneˇ urcˇit.
5.2.2 Tabulka promeˇnny´ch
Tabulka promeˇnny´ch obsahuje za´znamy pro jednotlive´ promeˇnne´ a umozˇnˇuje jejich mani-
pulaci. Kromeˇ za´kladn´ıch operac´ı jako je z´ıska´n´ı hodnoty promeˇnne´ cˇi jej´ı nastaven´ı nab´ız´ı
take´ pra´ci s atributy, zrusˇen´ı promeˇnne´, posouva´n´ı tzv. pozicˇn´ıch parametr˚u a v neposledn´ı
rˇadeˇ take´ proveden´ı rˇady zmı´neˇny´ch operac´ı prˇi expanzi, jejichzˇ popis lze nale´zt v manua´lu
bashe [3]. Neˇktere´ z teˇchto operac´ı se bohuzˇel podarˇilo realizovat pouze cˇa´stecˇneˇ. Jedna´
se o expanze, umozˇnˇuj´ıc´ı nahrazen´ı urcˇity´ch vzor˚u v hodnoteˇ promeˇnne´ jiny´m rˇeteˇzcem.
V teˇchto prˇ´ıpadech jsou realizova´ny pouze nejjednodusˇsˇ´ı prˇ´ıpady, kdy vzory neobsahuj´ı
specia´ln´ı znaky, nebot’ porovna´n´ı takovy´ch vzor˚u nen´ı trivia´ln´ı. Jejich pouzˇit´ı je vsˇak ve
zkoumany´ch skriptech velmi ojedineˇle´ a jejich realizace prˇesahuje ra´mec te´to pra´ce.
5.2.3 Zp˚usob komunikace
Modul environment_state je idea´ln´ım prˇ´ıkladem poskytovatele sluzˇeb. Zpracova´vane´ uda´-
losti maj´ı prakticky bez vy´jimky povahu pozˇadavku, at’ uzˇ se jedna´ o pozˇadavek na z´ıska´n´ı
hodnoty promeˇnne´, vytvorˇen´ı nove´ho prostrˇed´ı apod. Inicia´tor dialogu bude proto zpravi-
dla ocˇeka´vat prˇ´ıslusˇnou odpoveˇd’ – vy´sledek vyrˇ´ızen´ı pozˇadavku. Za t´ımto u´cˇelem jsou de-
finova´ny datove´ struktury pro prˇeda´n´ı parametr˚u a vy´sledku operace, ktere´ jsou ocˇeka´va´ny
jako soucˇa´st uda´losti (s vyuzˇit´ım mozˇnosti prˇedat jako soucˇa´st uda´losti ukazatel na ob-
jekt). Jestlizˇe je pozˇadavek prˇeda´n prostrˇednictv´ım prˇ´ımo adresovane´ uda´losti, je pouze
vy´sledek ulozˇen do prˇedane´ struktury. Pokud je vsˇak pozˇadavkem beˇzˇna´ uda´lost, viditelna´
vsˇem modul˚um v syste´mu, je jako odpoveˇd’ generova´na opeˇt
”
verˇejna´“ uda´lost. Objekt pro
prˇeda´n´ı odpoveˇdi vsˇak nen´ı znovu alokova´n, pouzˇije se objekt alokovany´ inicia´torem, ktery´
je zodpoveˇdny´ za jeho korektn´ı uvolneˇn´ı. S prˇihle´dnut´ım k povaze modulu se ovsˇem pouzˇit´ı
verˇejne´ komunikace prˇ´ıliˇs neprˇedpokla´da´.
Akceptovane´ pozˇadavky lze rozdeˇlit do skupin – pozˇadavky pro manipulaci s cely´mi
prostrˇed´ımi a s jednotlivy´mi tabulkami aktivn´ıho prostrˇed´ı. Uda´losti ze stejne´ skupiny
pouzˇ´ıvaj´ı stejnou datovou strukturu pro prˇeda´n´ı parametr˚u a vy´sledk˚u. Tyto struktury
jsou proto navrzˇeny tak, aby byly schopne´ pokry´t potrˇeby vsˇech pozˇadavk˚u v dane´ sku-
pineˇ. Naprˇ´ıklad struktura pro pra´ci s funkcemi mus´ı by´t schopna obsa´hnout jme´no funkce,
ukazatel jako hodnotu za´znamu tabulky funkc´ı, atributy a prˇ´ıznaky hodnoty.
Klienti jsou zodpoveˇdn´ı za vytva´rˇen´ı a rusˇen´ı prostrˇed´ı, a zejme´na nastaven´ı aktivn´ıho
prostrˇed´ı. Pozˇadavky pro pra´ci s tabulkami totizˇ v prˇ´ıpadeˇ nenalezen´ı aktivn´ıho prostrˇed´ı
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pro dane´ho klienta skoncˇ´ı neu´speˇchem. Podporovane´ operace s prostrˇed´ımi jsou shrnuty
tabulce 5.1.
Uda´lost Parametry Volitelne´ Vy´sledek
Vytvorˇ nove´ prostrˇed´ı – id vy´choz´ıho id prostrˇed´ı
Nastav aktivn´ı prostrˇed´ı id prostrˇed´ı – id prostrˇed´ı
Sjednocen´ı prostrˇed´ı id obou prostrˇed´ı – id sjednocen´ı
Pr˚unik prostrˇed´ı id obou prostrˇed´ı – id pr˚uniku
Vytvorˇ prostrˇed´ı pro funkci – – id prostrˇed´ı
Vynorˇ se z vola´n´ı funkce – – id prostrˇed´ı
Vymeˇnˇ prostrˇed´ı id obou prostrˇed´ı – chybovy´ ko´d
Zrusˇ prostrˇed´ı id prostrˇed´ı – id aktivn´ıho prostrˇed´ı
Zrusˇ vsˇechna prostrˇed´ı – – –
Tabulka 5.1: Pozˇadavky na manipulaci s prostrˇed´ımi
Popis vsˇech parametr˚u jednotlivy´ch operac´ı s tabulkami by byl prˇ´ıliˇs obsa´hly´, uved’me vsˇak
v dalˇs´ı tabulce 5.2 alesponˇ jejich vy´cˇet.
Tabulka promeˇnny´ch Tabulka funkc´ı Tabulka alias˚u
Nastav promeˇnnou Prˇidej funkci Prˇidej alias
Prˇipoj k promeˇnne´ Zjisti funkci Zjisti alias
Nastav prˇ´ıznak hodnoteˇ Nastav prˇ´ıznak hodnoteˇ Nastav prˇ´ıznak hodnoteˇ
Zjisti atributy promeˇnne´ Zjisti atributy funkce Zrusˇ alias
Nastav atributy promeˇnne´ Nastav atributy funkce Zrusˇ vsˇechny aliasy
Prˇidej promeˇnne´ atribut Prˇidej funkci atribut
Zrusˇ promeˇnnou Zrusˇ funkci
Zahod’ hodnoty promeˇnne´
Posunˇ pozicˇn´ı parametry
Nacˇti promeˇnne´ z aktua´ln´ıho prostrˇed´ı
Tabulka 5.2: Pozˇadavky pro pra´ci s tabulkami
5.3 Prˇeklad prvk˚u abstraktn´ıho syntakticke´ho stromu
Prˇi popisu syntakticke´ analy´zy bylo jizˇ naznacˇeno, zˇe v za´jmu zjiˇsteˇn´ı co nejv´ıce informac´ı
o strukturˇe skriptu jsou i jednotliva´ slova da´le deˇlena na jednotlive´ cˇa´sti, ktere´ mohou
by´t d´ıky neˇktery´m konstrukc´ım pomeˇrneˇ komplexn´ı. Pro potrˇeby analy´z na vysˇsˇ´ı u´rovni
abstrakce vsˇak bude velmi pravdeˇpodobneˇ nutne´ z teˇchto struktur z´ıska´vat zpeˇt rˇeteˇzce,
aby bylo mozˇne´ naprˇ. urcˇit jme´no volane´ho programu apod. Pro podobne´ potrˇeby je urcˇen
tento modul, nazvany´ bashentity_translator, ktery´ si klade mimo jine´ za c´ıl take´ rˇesˇen´ı
expanz´ı a prˇiˇrazen´ı promeˇnny´ch, vyhodnocen´ı aritmeticky´ch a podmı´neˇny´ch vy´raz˚u atd.
Strukturu zna´zornˇuje graficky obra´zek 5.3.
Modul sesta´va´ z rˇady trˇ´ıd, ktere´ jsou schopny zpracovat neˇktere´ entity abstraktn´ıho
syntakticke´ho stromu. Trˇ´ıdy prˇ´ımo pracuj´ıc´ı s modulem pro uchova´n´ı stavu prostrˇed´ı jsou
odvozeny od spolecˇne´ ba´zove´ trˇ´ıdy, ktera´ jim komunikaci usnadnˇuje. Vesˇkery´ dialog s t´ımto
modulem prob´ıha´ v zastoupen´ı soucˇasne´ho klienta. Pokud tedy neˇktery´ modul vznese
pozˇadavek naprˇ´ıklad na prˇeklad slova, jehozˇ soucˇa´st´ı je expanze promeˇnne´, bude beˇhem
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Obra´zek 5.3: Zjednodusˇeny´ diagram trˇ´ıd modulu bashentity translator.
vyrˇizova´n´ı tohoto pozˇadavku pouzˇita promeˇnna´ z aktivn´ıho prostrˇed´ı modulu, ktery´ prˇeklad
inicioval (samozrˇejmeˇ za prˇedpokladu, zˇe takove´ prostrˇed´ı existuje).
Schopnost expandovat promeˇnne´ je prˇi prˇekladu prakticky nutnost´ı. Uzˇ prˇi neˇktery´ch
operac´ıch prˇi expanzi vsˇak mu˚zˇe docha´zet take´ k modifikac´ım jejich hodnot. Krom toho jsou
prˇ´ıpadne´ indexy neasociativn´ıch pol´ı vyhodnocova´ny jako aritmeticke´ vy´razy, v ra´mci nichzˇ
ke zmeˇna´m hodnot promeˇnny´ch docha´z´ı celkem beˇzˇneˇ. Vedlejˇs´ım efektem expanze promeˇnne´
tak mu˚zˇe by´t zmeˇna jej´ı hodnoty a/nebo i hodnot neˇkolika jiny´ch promeˇnny´ch (vyuzˇ´ıva´n´ı
teˇchto vedlejˇs´ıch efekt˚u nelze prˇ´ıliˇs doporucˇit uzˇ jen kv˚uli cˇitelnosti skriptu). Protozˇe se vsˇak
pracuje s ciz´ımi tabulkami, je umozˇneˇno jejich modifikaci v pr˚ubeˇhu prˇekladu potlacˇit.
Jelikozˇ jizˇ je zde zavedena podpora pro pra´ci s prostrˇed´ım, jsou prˇi prˇekladu cele´ho
prˇ´ıkazu v urcˇity´ch prˇ´ıpadech vyhodnocena take´ prˇiˇrazen´ı promeˇnny´ch. K tomu docha´z´ı, je-
li prˇ´ıkaz pra´zdny´ nebo se jedna´ o neˇktery´ z vestaveˇny´ch prˇ´ıkaz˚u bashe, ktere´ s prostrˇed´ım
pracuj´ı. Jedna´ se konkre´tneˇ o prˇ´ıkazy typeset, export, local, declare, unset, readonly,
read, readarray, mapfile, shift, alias a unalias. U nich jsou zpracova´ny jejich argu-
menty, nastaveny atributy promeˇnny´m, provedena prˇiˇrazen´ı apod. V prˇ´ıpadeˇ prˇ´ıkaz˚u read,
readarray a mapfile je pouzˇity´m promeˇnny´m nastaven atribut vyjadrˇuj´ıc´ı stav nezna´ma´
hodnota. Kromeˇ zpracova´n´ı specia´ln´ıch prˇ´ıkaz˚u jsou prˇi prˇekladu take´ nahrazeny prˇ´ıpadne´
aliasy (prˇestozˇe je jejich pouzˇit´ı uvnitrˇ skript˚u implicitneˇ potlacˇeno, cozˇ lze vsˇak volitelneˇ
zmeˇnit). U nepra´zdny´ch prˇ´ıkaz˚u aktua´lneˇ nejsou prˇiˇrazen´ı prova´deˇna, v takove´m prˇ´ıpadeˇ
jsou totizˇ platna´ pouze pro prostrˇed´ı dane´ho prˇ´ıkazu a neovlivn´ı prostrˇed´ı shellu.
Jednotlive´ komponenty tohoto modulu pak spolupracuj´ı prˇi prˇekladu entit. Naprˇ´ıklad
trˇ´ıda pro prˇeklad slov WordTranslator vyuzˇije trˇ´ıdy VarManipulator k vyhodnocen´ı ex-
panze promeˇnne´. Prˇi vyhodnocen´ı expanze vsˇak je nutne´ v neˇktery´ch prˇ´ıpadech vyhodnotit
aritmeticky´ vy´raz pouzˇity´ jako index, prˇ´ıpadneˇ tento index prˇeve´st na rˇeteˇzec pro prˇ´ıpad
asociativn´ıho pole, k cˇemuzˇ se vyuzˇije ArithExprEvaluator nebo ArithExprSerializer.
Vsˇechny trˇ´ıdy slouzˇ´ıc´ı pro prˇeklad zastrˇesˇuje a jejich kooperaci zprostrˇedkova´va´ trˇ´ıda
Translator.
Trˇ´ıda BashEntityTranslator prˇedstavuje rozhran´ı vzhledem k ostatn´ım modul˚um
a nab´ız´ı prˇeklad neˇktery´ch entit jako reakci na definovane´ zpra´vy. Opeˇt se tedy jedna´












Tabulka 5.3: Sluzˇby nab´ızene´ modulem be translator
Stejneˇ jako v prˇ´ıpadeˇ modulu environment_state, i zde je prˇedpokla´da´na komunikace
prostrˇednictv´ım prˇ´ımo adresovany´ch uda´lost´ı. Pokud je prˇijat pozˇadavek v podobeˇ verˇejne´
uda´losti, je po zpracova´n´ı jako odpoveˇd’ vygenerova´na jeho kopie, ktera´ vsˇak jizˇ v datoveˇ
strukturˇe, na n´ızˇ nese uda´lost ukazatel, obsahuje vy´sledek zpracova´n´ı. Rozliˇsit pozˇadavek
od odpoveˇdi tak je mozˇne´ prakticky pouze podle identifika´toru odes´ılatele.
Opeˇt jsou definova´ny datove´ struktury pro prˇeda´va´n´ı dat mezi klienty a t´ımto mo-
dulem. Soucˇa´st´ı kazˇde´ te´to struktury je ukazatel na entitu, ktera´ ma´ by´t zpracova´na,
a prˇ´ıznaky ovlivnˇuj´ıc´ı prˇeklad – lze zaka´zat prˇiˇrazova´n´ı hodnot promeˇnny´m, explicitn´ı na-
staven´ı prˇ´ıznak˚u prˇi prˇiˇrazen´ı promeˇnny´ch atd. Pro ulozˇen´ı vy´sledk˚u je pak vzˇdy prˇ´ıtomen
prostor pro seznam prˇiˇrazen´ı provedeny´ch prˇi prˇekladu, nebot’ jak jizˇ bylo naznacˇeno, k mo-
difikaci promeˇnny´ch mu˚zˇe docha´zet i v pomeˇrneˇ necˇekany´ch prˇ´ıpadech. Prˇiˇrazen´ı obsahuje
na´zev promeˇnne´, index, hodnotu, pozici ve skriptu a prˇ´ıznak, zda byla pouzˇita operace
prˇiˇrazen´ı nebo prˇeda´n´ı hodnoty. Pro ostatn´ı struktury je za´kladem slovo, reprezentovane´
rˇeteˇzcem a prˇ´ıznakem s informac´ı, jake´ operace vedly k z´ıska´n´ı hodnoty a do jake´ mı´ry
je d˚uveˇryhodna´. Prˇekladem struktury, reprezentuj´ıc´ı slovo v abstraktn´ım syntakticke´m
stromu, je pak seznam takovy´ch slov. Struktura pro prˇeklad prˇesmeˇrova´n´ı se skla´da´ ze
dvou teˇchto slov pro informaci odkud a kam bylo prˇesmeˇrova´no a identifika´tor pouzˇite´ho
opera´toru. Konecˇneˇ prˇelozˇeny´ prˇ´ıkaz sesta´va´ z jednotlivy´ch slov a seznamu˚ prˇesmeˇrova´n´ı
a provedeny´ch prˇiˇrazen´ı.
5.4 Za´kladn´ı interpret
Podobneˇ jako prˇedchoz´ı modul slouzˇ´ı i tento k usnadneˇn´ı pra´ce s vy´sledky syntakticke´
analy´zy a jejich prˇedzpracova´n´ı. Struktura modulu, ktery´ byl nazva´n basic_interpreter,
je pomeˇrneˇ jednoducha´. V podstateˇ sesta´va´ pouze ze dvou objekt˚u. Prvn´ı slouzˇ´ı pouze
k realizaci rozhran´ı pro ostatn´ı prvky syste´mu, druhy´ prova´d´ı vesˇkerou pra´ci.
Na rozd´ıl od prˇedchoz´ıch dvou je tento modul cˇisteˇ aktivn´ı povahy. C´ılem je zpra-
cova´vat uda´losti vznikaj´ıc´ı prˇi sestavova´n´ı abstraktn´ıho syntakticke´ho stromu modulem
bash_parser, prˇekla´dat jednotlive´ entity do srozumitelneˇjˇs´ı podoby a prˇi pr˚uchodu stro-
mem udrzˇovat prostrˇed´ı ve stavu alesponˇ podobne´m tomu, jak by vypadalo prˇi skutecˇne´m
spusˇteˇn´ı skriptu. To obna´sˇ´ı sledovat tok rˇ´ızen´ı programu, cozˇ je provedeno procedura´lneˇ
s vyuzˇit´ım informac´ı od parseru. Graf toku rˇ´ızen´ı coby datova´ struktura nen´ı vytva´rˇen.
Jednoduche´ prˇ´ıkazy jsou prˇeda´va´ny k prˇekladu modulu bashentity_translator, ktery´
se beˇhem jejich zpracova´n´ı postara´ i o prˇiˇrazen´ı promeˇnny´ch. Vy´sledky prˇekladu pak
basic_interpreter zabal´ı do vlastn´ı struktury a odesˇle v ra´mci nove´ uda´losti. Zpracova´n´ı
rˇ´ıdic´ıch konstrukc´ı jizˇ nen´ı tak prˇ´ımocˇare´.
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5.4.1 Zpracova´n´ı programovy´ch smycˇek
V prˇ´ıpadeˇ smycˇek je ucˇineˇn nejprve pr˚uchod jejich podstromem a vsˇem promeˇnny´m, ktery´m
je v tomto podstromu prˇiˇrazena hodnota, je nastaven atribut znacˇ´ıc´ı nezna´mou hodnotu.
Tento u´kon ma´ za c´ıl odrazit skutecˇnost, zˇe promeˇnne´ prˇiˇrazene´ uvnitrˇ cyklu mohou naby´vat
po jeho dokoncˇen´ı i v pr˚ubeˇhu prova´deˇn´ı teˇla cyklu r˚uzny´ch hodnot. Jedna´ se sice o velmi
pesimisticky´ prˇ´ıstup, fundovaneˇjˇs´ı rˇesˇen´ı se vsˇak nepodarˇilo v omezene´m cˇase realizovat.
Pote´ co je prostrˇed´ı takto prˇedchysta´no, pokracˇuje se da´le v pra´ci. V teˇle cyklu se pak
jizˇ prˇiˇrazen´ı da´le nevyhodnocuj´ı. Po zpracova´n´ı cyklu je provedena operace sjednocen´ı
s prostrˇed´ım platny´m prˇed jeho vy´skytem.
5.4.2 Podmı´neˇne´ prˇ´ıkazy
Pro konstrukce if a case je nejprve vytvorˇeno nove´ prostrˇed´ı (kopi´ı sta´vaj´ıc´ıho), ktere´
slouzˇ´ı k akumulaci efekt˚u vsˇech veˇtv´ı podmı´neˇne´ho prˇ´ıkazu a v jehozˇ kontextu je prvn´ı
z nich interpretova´na. Pro kazˇdou dalˇs´ı veˇtev se pak vytvorˇ´ı nove´ prostrˇed´ı a po jej´ım
dokoncˇen´ı se provede operace pr˚uniku s prostrˇed´ım reprezentuj´ıc´ım efekt cele´ho prˇ´ıkazu. Po
dokoncˇen´ı posledn´ı veˇtve je nakonec provedena operace sjednocen´ı s prostrˇed´ım, v neˇmzˇ je
podmı´neˇny´ prˇ´ıkaz vyvola´n. Efekt teˇchto operac´ı je ten, zˇe je-li dosud nedefinovane´ promeˇnne´
prˇiˇrazena hodnota pouze v neˇktere´ veˇtvi podmı´neˇne´ho prˇ´ıkazu, je po jeho dokoncˇen´ı jej´ı stav
opeˇt nedefinovany´. Naproti tomu dosud nedefinovana´ promeˇnna´, j´ızˇ je prˇiˇrazena hodnota ve
vsˇech veˇtv´ıch, bude definova´na. Pokud je nav´ıc ve vsˇech veˇtv´ıch prˇiˇrazena totozˇna´ hodnota,
bude tato hodnota dokonce zna´ma. Promeˇnne´ definovane´ prˇed podmı´neˇny´m prˇ´ıkazem jsou
po jeho dokoncˇen´ı definovane´. Jejich hodnota je vsˇak zna´ma pouze v prˇ´ıpadeˇ, kdy j´ı nen´ı
prˇiˇrazena hodnota v zˇa´dne´ veˇtvi (a hodnota byla prˇed podmı´neˇny´m prˇ´ıkazem zna´ma), nebo
je naopak ve vsˇech veˇtv´ıch prˇiˇrazena stejna´ hodnota, kterou nav´ıc promeˇnna´ obsahovala
uzˇ prˇed podmı´neˇny´m prˇ´ıkazem. V ostatn´ıch prˇ´ıpadech je hodnota oznacˇena jako nezna´ma´
pomoc´ı prˇ´ıznaku.
Velmi podobneˇ je pracova´no take´ s tzv. podmı´neˇny´mi seznamy prˇ´ıkaz˚u (prˇ´ıkazy propo-
jene´ pomoc´ı opera´tor˚u || nebo &&). Rozd´ılem v tomto prˇ´ıpadeˇ je proveden´ı prvn´ıho prˇ´ıkazu
v aktua´ln´ım prostrˇed´ı, pro vsˇechny dalˇs´ı je opeˇt vytvorˇeno nove´ prostrˇed´ı, jejichzˇ efekt se
prˇida´va´ operac´ı pr˚uniku. Tento prˇ´ıstup odra´zˇ´ı chova´n´ı bashe, v neˇmzˇ je prvn´ı z prˇ´ıkaz˚u
v podmı´neˇne´m seznamu proveden vzˇdy.
Jakmile je neˇjake´ promeˇnne´ zneplatneˇne´ v d˚usledku popsany´ch situac´ı prˇiˇrazena nova´
hodnota, odstran´ı se prˇ´ıznak a prˇi zkouma´n´ı dalˇs´ıch prˇ´ıkaz˚u se jizˇ pracuje s touto hodnotou.
Aby bylo mozˇne´ pomoc´ı operac´ı sjednocen´ı a pr˚uniku simulovat take´ zrusˇen´ı hodnoty
v neˇktere´ veˇtvi, nejsou rusˇene´ za´znamy skutecˇneˇ odstraneˇny, ale oznacˇ´ı se opeˇt zvla´sˇtn´ım
prˇ´ıznakem.
5.4.3 Vola´n´ı funkc´ı
Dalˇs´ı zvla´sˇtn´ı konstrukc´ı jsou funkce, ktere´ tento modul cˇa´stecˇneˇ interpretuje za pomoci
rozbalen´ı jejich teˇla. Prvn´ı slovo kazˇde´ho jednoduche´ho prˇ´ıkazu je hleda´no v tabulce funkc´ı.
V prˇ´ıpadeˇ pozitivn´ıho na´lezu je vytvorˇeno nove´ prostrˇed´ı kopi´ı sta´vaj´ıc´ıho. Pote´ jsou argu-
menty prˇ´ıkazu nastaveny jako pozicˇn´ı parametry a zapocˇne se pr˚uchod stromem, zjiˇsteˇny´m
coby teˇlo funkce. Prˇi pr˚uchodu jsou sta´le generova´ny uda´losti o navsˇt´ıveny´ch entita´ch a opeˇt
se rˇesˇ´ı podmı´neˇne´ prˇ´ıkazy cˇi smycˇky. Rozbalova´n´ı funkc´ı je omezeno nastavitelny´m limitem
zanorˇen´ı, aby byla zajiˇsteˇna konecˇnost analy´zy. Uvnitrˇ teˇla funkce jsou nastaveny prˇ´ıznaky
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prˇekladu tak, aby byla tato skutecˇnost zohledneˇna (vhodne´ naprˇ. pro chova´n´ı zvla´sˇtn´ıch ve-
staveˇny´ch prˇ´ıkaz˚u manipuluj´ıc´ıch s promeˇnny´mi). Pro vynorˇen´ı z funkce je vyuzˇita operace
podporovana´ prˇ´ımo modulem environment_state. Vy´sledkem je zrusˇen´ı vsˇech loka´ln´ıch
promeˇnny´ch, vcˇetneˇ pozicˇn´ıch parametr˚u. V prˇ´ıpadech, kdy neˇktera´ loka´ln´ı promeˇnna´
prˇekryla neˇkterou promeˇnnou z prostrˇed´ı, v neˇmzˇ byla funkce zavola´na, je navra´cena hod-
nota p˚uvodn´ı. Aliasy a funkce deklarovane´ v teˇle funkce z˚usta´vaj´ı platne´ i po jej´ım do-
koncˇen´ı.
5.4.4 Vy´stupy modulu
Soucˇa´st´ı odes´ılany´ch uda´lost´ı jsou vsˇechny informace z´ıskane´ prˇekladem a ukazatel do abs-
traktn´ıho syntakticke´ho stromu. Moduly zpracova´vaj´ıc´ı tyto uda´losti tak mohou sta´le vyuzˇ´ıt
jak slozˇity´ch struktur vytvorˇeny´ch parserem, tak i jejich reprezentace na vysˇsˇ´ı u´rovni abs-
trakce. Jak lze z popisu chova´n´ı vycˇ´ıst, stav prostrˇed´ı pouzˇ´ıvany´ch t´ımto modulem za´vis´ı
na toku rˇ´ızen´ı, nikoliv vsˇak na cesta´ch v programu. Pro neˇktere´ navazuj´ıc´ı analy´zy mu˚zˇe
by´t zvoleny´ prˇ´ıstup nedostatecˇny´, zp˚usob realizace tohoto modulu pak mu˚zˇe slouzˇit alesponˇ
jako inspirace pro dalˇs´ı prˇ´ıstupy.
5.5 Vyhleda´va´n´ı beˇzˇny´ch chyb
Ve druhe´ kapitole (konkre´tneˇ v podsekci 2.3.1) bylo popsa´no neˇkolik problematicky´ch kon-
strukc´ı, ktere´ ve skriptech pro bash cˇasto vedou k chyba´m. Modul common_mistakes uve-
dene´ situace detekuje a prˇi jejich nalezen´ı generuje zpra´vy. Struktura je obdobna´ jako
u prˇedchoz´ıho – jedna trˇ´ıda pro interakci s okoln´ım prostrˇed´ım a druha´, vykona´vaj´ıc´ı
uzˇitecˇnou pra´ci.
Zpracova´va´ny jsou neˇktere´ uda´losti vytvorˇene´ modulem basic_interpreter a vyuzˇ´ıva´
se neprˇ´ımo zp˚usobu, jaky´m si ten spravuje svoje prostrˇed´ı. Jsou prozkouma´va´ny jednotlive´
prˇ´ıkazy a neˇktere´ vybrane´ (read, echo, [, test atd.) jsou zpracova´ny podrobneˇji, aby bylo
mozˇne´ odhalit urcˇite´ zvla´sˇtn´ı situace. Zkoumaj´ı se take´ aritmeticke´ nebo podmı´neˇne´ prˇ´ıkazy,
prˇiˇrazen´ı a expanze promeˇnny´ch. Kv˚uli neˇktery´m hledany´m situac´ım je nutne´ uchova´vat
informace o stavu programu v dane´m mı´steˇ. Konkre´tneˇ se jedna´ o pozici slova v ra´mci
prˇ´ıkazu, zda je dana´ cˇa´st slova ohranicˇena uvozovkami nebo apostrofy, je-li prˇ´ıkaz soucˇa´st´ı
pipeline atd. K ukla´da´n´ı stav˚u je kv˚uli rˇ´ıdic´ım konstrukc´ım pouzˇit za´sobn´ık.
5.6 Mrtvy´ ko´d
V te´to kapitole jizˇ byly popsa´ny moduly schopne´ cˇa´stecˇne´ interpretace skript˚u, vcˇetneˇ
vyhodnocova´n´ı podmı´neˇny´ch a aritmeticky´ch prˇ´ıkaz˚u. Za rezervovany´m slovem if nebo
v podmı´nka´ch neˇktery´ch cykl˚u mu˚zˇe teoreticky na´sledovat libovolny´ prˇ´ıkaz. Cˇasto zde vsˇak
nalezneme podmı´neˇny´ nebo aritmeticky´ vy´raz, jejichzˇ vy´sledek se v neˇktery´ch prˇ´ıpadech
podarˇ´ı s urcˇitost´ı urcˇit. Neˇktere´ veˇtve skriptu mohou by´t prova´deˇny pouze za u´cˇelem ladeˇn´ı
a za´vis´ı naprˇ´ıklad na nastaven´ı specificke´ hodnoty promeˇnne´. Po dokoncˇen´ı vy´voje se vsˇak
tato hodnota zmeˇn´ı a ladic´ı ko´d se tak jizˇ nikdy neprovede. Podarˇ´ı-li se z dostupny´ch
informac´ı vyhodnotit podmı´nku jednoznacˇneˇ, je nalezena neproveditelna´ veˇtev programu.
Ne vzˇdy se vsˇak mus´ı jednat o ladic´ı veˇtev a jedna´ se tak o mrtvy´ ko´d vznikly´ naprˇ´ıklad
v d˚usledku chyby.
Take´ jaky´koliv prˇ´ıkaz, ktery´ na´sleduje v bloku za neˇktery´m z vestaveˇny´ch prˇ´ıkaz˚u
exit, return, break nebo continue je neproveditelny´, a prˇedstavuje tak opeˇt mrtvy´ ko´d.
30
U skript˚u pro bash se te´to skutecˇnosti neˇkdy vyuzˇ´ıva´, zejme´na s pouzˇit´ım prˇ´ıkazu exit.
Ve skriptu jsou za n´ım data, ktera´ nejsou v˚ubec skriptem, tedy nen´ı ani dodrzˇena syn-
taxe. Takto by´va´ popsa´n neˇjaky´m zp˚usobem u´cˇel skriptu, pouzˇit´ı parametr˚u, promeˇnny´ch
prostrˇed´ı apod. ve formeˇ beˇzˇne´ho textu, neˇkdy zde mohou by´t i bina´rn´ı data cˇi podobneˇ.
Takove´ situace lze odhalit v prˇ´ıpadech, kdy bash_parser ohla´s´ı syntaktickou chybu.
Tento modul (dead_code_finder) nasloucha´ uda´lostem, ktere´ jsou generova´ny modu-
lem basic_interpreter, a hleda´ mezi jednoduchy´mi prˇ´ıkazy zmı´neˇne´ vestaveˇne´ prˇ´ıkazy.
Je-li neˇktery´ z nich nalezen, kontroluje se, zda je posledn´ım prˇ´ıkazem v bloku, v opacˇne´m
prˇ´ıpadeˇ je hla´sˇen na´lez mrtve´ho ko´du za n´ım na´sleduj´ıc´ıho. Pro prˇ´ıkazy tvorˇ´ıc´ı podmı´nky
cykl˚u a podmı´neˇny´ch prˇ´ıkaz˚u je zjiˇst’ova´no, zda obsahuj´ı pouze jediny´ prˇ´ıkaz. Pokud ano
a jedna´ se o aritmeticky´ nebo podmı´neˇny´ prˇ´ıkaz, ktery´ se podarˇ´ı jednoznacˇneˇ vyhodnotit,
je opeˇt hla´sˇen mrtvy´ ko´d. Prˇinejmensˇ´ım samotny´ prˇ´ıkaz pouzˇity´ jako test je totizˇ v pro-
gramu zbytecˇny´, pravdeˇpodobneˇ vsˇak bude mrtvy´m ko´dem take´ neˇktera´ z veˇtv´ı programu
(cˇi teˇlo smycˇky). V tomto prˇ´ıpadeˇ vsˇak mu˚zˇe docha´zet v neˇktery´ch situac´ıch k nepravdivy´m
hla´sˇen´ım. Konkre´tneˇ se jedna´ o podmı´nky vyhodnocene´ jako invariantn´ı uvnitrˇ rozbaleny´ch
funkc´ı. V takovy´ch prˇ´ıpadech totizˇ mu˚zˇe vy´sledek za´viset na hodnoteˇ promeˇnne´, ktera´ je prˇi
r˚uzny´ch vola´n´ıch funkce v r˚uzne´m stavu. Pro spra´vne´ osˇetrˇen´ı teˇchto situac´ı by byla nutna´
podpora analy´zy cest v programu, ktera´ vsˇak aktua´lneˇ nen´ı nab´ızena zˇa´dny´m modulem.
Syntakticke´ chyby jsou odhaleny a hla´sˇeny prˇ´ımo modulem bash_parser, bylo tedy
upusˇteˇno od jejich duplicitn´ıho hla´sˇen´ı jako potencia´ln´ı prˇ´ıcˇiny vy´skytu mrtve´ho ko´du.
5.7 Pra´ce se soubory
Dalˇs´ı d˚ulezˇitou informac´ı, kterou mu˚zˇe uzˇivatel skriptu cht´ıt zjistit prˇed jeho spusˇteˇn´ım, je
seznam pouzˇity´ch soubor˚u. Modul file_checker je urcˇen pra´veˇ za u´cˇelem hla´sˇen´ı teˇchto
informac´ı. Stejneˇ jako prˇi hleda´n´ı mrtve´ho ko´du se zpracova´vaj´ı uda´losti, vytvorˇene´ modu-
lem basic_interpreter.
Jedina´ trˇ´ıda FileChecker zkouma´ vsˇechna nalezena´ prˇesmeˇrova´n´ı a take´ jednoduche´
prˇ´ıkazy. Aby bylo mozˇne´ odhalit vesˇkerou pra´ci se soubory, bylo by trˇeba emulovat vsˇechny
mozˇne´ prˇ´ıkazy ve skriptu pouzˇite´. Neˇcˇeho takove´ho pravdeˇpodobneˇ nikdy nebude dosazˇeno,
prozat´ım jsou vsˇak zpracova´ny alesponˇ prˇ´ıkazy chmod, chown a rm.
Kromeˇ aktivn´ıho zpracova´n´ı zmı´neˇny´ch uda´lost´ı je tento modul take´ registrova´n pro
prˇ´ıjem uda´lost´ı vlastn´ıch, pomoc´ı nichzˇ mohou ostatn´ı moduly hla´sit pouzˇit´ı soubor˚u ke
cˇten´ı nebo za´pisu, odstraneˇn´ı souboru, zmeˇnu vlastn´ıka nebo pra´v souboru. Takto je mozˇne´
hla´sit vesˇkerou pra´ci se soubory jednotny´m zp˚usobem.
5.8 Modul pro zpracova´n´ı vy´stup˚u
C´ılem cele´ho syste´mu je z´ıska´n´ı informac´ı o skriptu. Za u´cˇelem jejich zpracova´n´ı obsahuje
framework samostatny´ subsyste´m, byl proto vytvorˇen alesponˇ za´kladn´ı modul, ktery´ reporty
(uda´losti typu ReportEvent) zpracova´va´ a prˇeva´d´ı do snadno cˇitelne´ a zpracovatelne´ po-
doby. Vy´sledkem tohoto modulu je dokument ve forma´tu HTML. Prohl´ızˇen´ı je velmi snadne´,
protozˇe webovy´ prohl´ızˇecˇ je dnes k nalezen´ı na veˇtsˇineˇ pocˇ´ıtacˇ˚u. K dalˇs´ımu zpracova´n´ı lze
vyuzˇ´ıt neˇktere´ho z rˇady dostupny´ch na´stroj˚u pro zpracova´n´ı dokument˚u ve forma´tu XML.
Pro usnadneˇn´ı pra´ce podporuje tento modul take´ d˚umyslneˇjˇs´ı filtrova´n´ı nezˇ samotny´
framework. Lze potlacˇit zpracova´n´ı report˚u urcˇity´ch typ˚u od dany´ch odes´ılatel˚u, volitelneˇ




V u´vodu te´to kapitoly bude nejprve popsa´na jednoducha´ aplikace vyuzˇ´ıvaj´ıc´ı frameworku
a popsany´ch za´suvny´ch modul˚u. Pote´ na´sleduje neˇkolik slov o d˚ulezˇity´ch skutecˇnostech,
souvisej´ıc´ıch s konkre´tn´ı implementac´ı popsany´ch komponent. Zbytek kapitoly zahrnuje
popis a vy´sledky provedeny´ch test˚u.
Vsˇechny implementovane´ jednotky byly u´speˇsˇneˇ prˇelozˇeny s vyuzˇit´ım kompila´toru gcc
ve verz´ıch 4.7.0 a 4.5.3 pod operacˇn´ım syste´mem Linux a ve verzi 4.2.1 pod operacˇn´ım
syste´mem FreeBSD.
6.1 Demonstracˇn´ı aplikace
Aby bylo mozˇne´ vyzkousˇet vznikle´ moduly i framework jako takovy´, byla implementova´na
jednoducha´ demonstracˇn´ı aplikace. Jej´ı funkcionalita spocˇ´ıva´ prakticky pouze v nacˇten´ı kon-
figurace, inicializaci modul˚u a jejich rozbeˇhnut´ı nad urcˇeny´m vstupn´ım skriptem v prostrˇed´ı
prˇ´ıkazove´ rˇa´dky. K nacˇten´ı konfigurace je pouzˇita knihovna libconfig++, jej´ızˇ vlastnosti
tak urcˇuj´ı i forma´t konfiguracˇn´ıho souboru, prˇicˇemzˇ cestu ke konfiguracˇn´ımu souboru (cˇi
soubor˚um) lze zadat pomoc´ı parametr˚u prˇedany´ch programu. Prˇ´ıklady spusˇteˇn´ı aplikace
a uka´zku konfiguracˇn´ıho souboru lze nale´zt v prˇ´ıloha´ch B a C.
6.2 Implementace frameworku
V soucˇasne´ implementaci frameworku jsou k uchova´n´ı dat pouzˇity STL1 kontejnery. Tato
volba vede na ko´d, ktery´ je d´ıky obecne´ znalosti teˇchto trˇ´ıd snadno pochopitelny´. Neˇkdy
je vsˇak d˚usledkem uchova´n´ı souvisej´ıc´ıch dat v r˚uzny´ch objektech (kontejnerech), jejichzˇ
logicke´ prova´za´n´ı nen´ı na prvn´ı pohled zrˇejme´. Bylo by proto v budoucnu uzˇitecˇne´ pouzˇ´ıt
cˇi implementovat vhodneˇjˇs´ı datove´ struktury. Jako prˇ´ıklad uved’me trˇ´ıdu EventManager,
ktera´ obsahuje vedle sebe datovou strukturu s informacemi o registrac´ıch objekt˚u pro prˇ´ıjem
urcˇity´ch uda´lost´ı a kontejner se zpeˇtny´m mapova´n´ım registrovany´ch objekt˚u na za´znamy
te´to struktury, ktery´ slouzˇ´ı k usnadneˇn´ı pra´ce prˇi zmeˇna´ch registrac´ı.
Na za´kladeˇ test˚u byla zjiˇsteˇna potrˇeba pocˇ´ıtat pozˇadavky na nacˇten´ı knihoven do
pameˇti (prˇedpokla´daj´ı se knihovny se za´suvny´mi moduly), aby bylo mozˇne´ tyto knihovny ve
spra´vny´ okamzˇik z pameˇti uvolnit. V souvislosti s dynamicky´mi knihovnami obsahuj´ıc´ımi
za´suvne´ moduly je vhodne´ zd˚uraznit d˚ulezˇitost staticke´ho objektu odvozene´ho od trˇ´ıdy
1Standard Template Library je knihovna, obsahuj´ıc´ı zejme´na beˇzˇneˇ pouzˇ´ıvane´ algoritmy a datove´ struk-
tury.
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PluginFactory (jak bylo uvedeno v 4.1.1). Prˇi jeho absenci je hla´sˇena chyba prˇi zaveden´ı
za´suvne´ho modulu. Stejneˇ tak bude ohla´sˇena chyba, obsahuje-li knihovna takovy´ch objekt˚u
v´ıce, nicme´neˇ sta´le bude mozˇne´ vyuzˇ´ıvat sluzˇeb te´ tova´rny, ktera´ se prˇi zaveden´ı knihovny
vytvorˇ´ı jako prvn´ı.
6.3 Implementace za´suvny´ch modul˚u
Stejneˇ jako v prˇ´ıpadeˇ frameworku, take´ jednotlive´ za´suvne´ moduly vyuzˇ´ıvaj´ı v soucˇasnosti
k uchova´n´ı dat STL kontejnery. Neprˇ´ıjemnou skutecˇnost´ı je pomeˇrneˇ cˇaste´ pouzˇit´ı kon-
strukc´ı k prˇetypova´n´ı pro potrˇeby komunikace mezi moduly. Na druhe´ straneˇ vsˇak defi-
novany´ zp˚usob prˇeda´va´n´ı dat umozˇnˇuje otevrˇenou mnozˇinu uda´lost´ı pouzˇ´ıvany´ch uvnitrˇ
syste´mu a prˇi dodrzˇen´ı protokolu definovane´ho autorem uda´losti nedocha´z´ı v d˚usledku
prˇetypova´n´ı k pot´ızˇ´ım. V rˇadeˇ prˇ´ıpad˚u je v modulech realizova´n objekt, funguj´ıc´ı jako
na´vrhovy´ vzor proxy. Veˇtsˇina prˇetypova´n´ı pak prob´ıha´ pra´veˇ v ra´mci tohoto objektu.
Implementovane´ moduly nab´ızej´ı deklarace potrˇebne´ pro komunikaci v samostatne´m
hlavicˇkove´m souboru, ktery´ prˇ´ıpadny´m za´jemc˚um poskytuje informaci o typech uda´lost´ı,
ktere´ modul generuje, i o typech dat, ktera´ jsou prˇ´ıpadneˇ spolu s uda´lostmi zas´ıla´na. Pro
zabra´neˇn´ı pot´ızˇ´ı s prˇekry´va´n´ım symbol˚u mezi moduly pouzˇ´ıva´ kazˇdy´ z nich samostatny´
prostor jmen.
6.3.1 bash parser
Jak jizˇ bylo popsa´no v prˇedchoz´ı kapitole, za´kladem tohoto modulu je syntakticky´ ana-
lyza´tor, vycha´zej´ıc´ı z gramatiky pouzˇite´ prˇ´ımo ve zdrojovy´ch ko´dech programu bash verze
4.1. Kromeˇ rozsˇ´ıˇren´ı teˇchto pravidel je nahrazena p˚uvodn´ı datova´ struktura pro pozici v ana-
lyzovane´m souboru, namı´sto n´ı se pouzˇ´ıva´ trˇ´ıda definovana´ prˇ´ımo v ra´mci frameworku.
Lexika´ln´ı analyza´tor vznikal postupneˇ testova´n´ım na sadeˇ skript˚u popsane´ v dalˇs´ı cˇa´sti
te´to kapitoly. Vy´sledkem je znacˇneˇ neprˇehledny´ ko´d, ktery´ bude v dalˇs´ım pokracˇova´n´ı te´to
pra´ce nutne´ upravit. Jeho funkcˇnost vsˇak byla oveˇrˇena na vy´znamne´m objemu testovac´ıch
dat.
Aby bylo mozˇne´ omezit mnozˇstv´ı explicitn´ıch prˇetypova´n´ı prˇi zpracova´va´n´ı vy´sledk˚u to-
hoto modulu, jsou vsˇechny trˇ´ıdy urcˇene´ k reprezentaci programovy´ch entity prˇipraveny pro
na´vrhovy´ vzor visitor. K usnadneˇn´ı pra´ce s vy´sledny´m stromem je nav´ıc rovnou nab´ıdnuta
trˇ´ıda, ktera´ s vyuzˇit´ım zmı´neˇne´ho na´vrhove´ho vzoru procha´z´ı stromem v takove´m porˇad´ı,
v jake´m se jednotlive´ entity vyskytuj´ı ve zdrojove´m ko´du. Odvozene´ trˇ´ıdy pak mohou
naprˇ´ıklad implementovat pouze metody pracuj´ıc´ı s objekty teˇch typ˚u, ktere´ chteˇj´ı zpra-
cova´vat, a prˇipravena´ trˇ´ıda se jizˇ postara´ o jejich nalezen´ı v dane´m stromu.
Pro situace, kdy je obdrzˇen pozˇadavek na prˇeklad rˇeteˇzce, jsou vytvorˇeny nove´ instance
lexika´ln´ıho i syntakticke´ho analyza´toru, aby nedocha´zelo k nezˇa´douc´ım zmeˇna´m kontextu.
6.3.2 environment state
Tento modul jako jediny´ v soucˇasne´ verzi vyuzˇ´ıva´ sluzˇeb modulu bash_parser pro zpra-
cova´n´ı textu na abstraktn´ı syntakticky´ strom. Te´to sluzˇby je vyuzˇito v kombinaci s modulem
bashentity_translator, jsou-li oba k dispozici a prˇi pra´ci s tabulkou promeˇnny´ch je trˇeba
vyhodnotit aritmeticky´ vy´raz.
Za zmı´nku stoj´ı take´ schopnost nacˇ´ıst aktua´ln´ı prostrˇed´ı programu s pouzˇit´ım promeˇnne´
extern char **environ, ktera´ by meˇla v operacˇn´ıch syste´mech, ktere´ jsou v souladu se
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standardem POSIX, promeˇnne´ prostrˇed´ı obsahovat.
6.3.3 bashentity translator
Beˇhem prˇekladu se vyuzˇ´ıva´ jizˇ zminˇovane´ho na´vrhove´ho vzoru visitor pro pr˚uchod zpra-
cova´vany´mi podstromy. Trˇ´ıda Translator, funguj´ıc´ı v tomto modulu jako mediator, obsa-
huje instance trˇ´ıd urcˇeny´ch pro prˇeklad r˚uzny´ch entit, ktere´ vsˇak pouzˇ´ıva´ pouze k vyrˇizova´n´ı
pozˇadavk˚u ostatn´ıch modul˚u. Pro prˇeklady v ra´mci modulu se vytva´rˇej´ı instance nove´, aby
nedocha´zelo v d˚usledku rekurze k narusˇen´ı kontextu uvnitrˇ teˇchto objekt˚u.
6.3.4 basic interpreter
Zaj´ımavost´ı tohoto modulu jsou rezˇimy jeho cˇinnosti. V za´kladn´ım stavu pouze zpra-
cova´va´ a prˇekla´da´ uda´losti od modulu bash_parser. Ve chv´ıli, kdy naraz´ı na vy´skyt
neˇktere´ smycˇky, vsˇak provede pr˚uchod stromem (opeˇt je vyuzˇito na´vrhove´ho vzoru visitor,
nab´ızene´ho modulem bash_parser), ktery´ danou smycˇku reprezentuje, a oznacˇ´ı vsˇechny
promeˇnne´ prˇiˇrazene´ uvnitrˇ cyklu jako nezna´me´. Pote´ pokracˇuje ve zpracova´va´n´ı uda´lost´ı,
avsˇak prˇiˇrazen´ı promeˇnny´ch jsou pak jizˇ uvnitrˇ cyklu ignorova´na. Dalˇs´ı situac´ı, kdy je vyuzˇit
pr˚uchod stromovou strukturou, je vola´n´ı funkce. (Vola´n´ı funkce je detekova´no, podarˇ´ı-li se
nale´zt v tabulce funkc´ı aktua´ln´ıho prostrˇed´ı za´znam pro jme´no prˇ´ıkazu. Bez prˇ´ıtomnosti
modulu environment_state tedy k vola´n´ı funkc´ı v˚ubec nedocha´z´ı.) Nejprve jsou v nove´m
prostrˇed´ı prˇipraveny pozicˇn´ı parametry. Pote´ se procha´z´ı podstromem, ktery´ odpov´ıda´
teˇlu dane´ funkce, prˇicˇemzˇ se samozrˇejmeˇ opeˇt zpracova´vaj´ı popsany´m zp˚usobem prˇ´ıpadne´
smycˇky a dalˇs´ı rˇ´ıdic´ı konstrukce. Beˇhem pra´ce s promeˇnny´mi je s vy´hodou vyuzˇito mozˇnost´ı
prˇ´ımo podporovany´ch modulem bashentity_translator.
6.3.5 common mistakes
Jednou z problematicky´ch konstrukc´ı, ktere´ se snazˇ´ı tento modul identifikovat, je zvla´sˇtn´ı
prˇ´ıpad expanze pol´ı. Prˇi pouzˇit´ı jednoho ze specia´ln´ıch index˚u * a @ jsou vy´sledkem vsˇechny
hodnoty v poli obsazˇene´. Nebezpecˇ´ım je, zˇe obsahuje-li neˇktera´ z hodnot mezeru, mu˚zˇe
docha´zet prˇi pouzˇit´ı te´to konstrukce k neocˇeka´vany´m vy´sledk˚um. Je-li vsˇak indexem @
a expanze je nav´ıc uvnitrˇ uvozovek, jsou jednotlive´ hodnoty expandova´ny na oddeˇlena´ slova.
Tento modul vsˇak aktua´lneˇ nezjiˇst’uje hodnoty index˚u, cozˇ by bylo mozˇne´ s vyuzˇit´ım sluzˇeb
modulu bashentity_translator. Pro jednoduchost jsou tak odhalova´ny pouze zvla´sˇtn´ı
prˇ´ıpady tohoto druhu expanze ve tvaru $*.
6.4 Testova´n´ı
Za u´cˇelem oveˇrˇen´ı funkcˇnosti jednotlivy´ch cˇa´st´ı implementace byla provedena rˇada test˚u.
K usnadneˇn´ı pra´ce v pr˚ubeˇhu testova´n´ı byly vyuzˇity na´stroje api-sanity-checker [1] a go-
oglemock [5]. Pomoc´ı prvn´ıho z nich byla automaticky vygenerova´na sada pomeˇrneˇ jedno-
duchy´ch, prˇesto vsˇak uzˇitecˇny´ch test˚u. Druhy´ jmenovany´ na´stroj byl pouzˇit k otestova´n´ı
nejvy´znamneˇjˇs´ıch komponent jak frameworku, tak vybrany´ch modul˚u. S vy´hodou prˇitom
bylo vyuzˇito mozˇnosti vytva´rˇet tzv. falesˇne´ objekty, d´ıky nimzˇ je mozˇne´ simulovat vola´n´ı
metod skutecˇny´ch objekt˚u, prˇ´ıpadneˇ sledovat porˇad´ı spousˇteˇny´ch metod skutecˇny´ch ob-
jekt˚u.
Protozˇe vsˇak jsou neˇktere´ moduly znacˇneˇ za´visle´ na spolupra´ci s ostatn´ımi a vytvorˇen´ı
neza´visly´ch test˚u by bylo velmi cˇasoveˇ na´rocˇne´, dalˇs´ım krokem prˇi testova´n´ı je oveˇrˇen´ı
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funkcˇnosti vsˇech komponent prˇi zpracova´n´ı zvla´sˇtn´ıch testovac´ıch skript˚u pro urcˇite´ prˇ´ıpady.
Vy´sledky test˚u v teˇchto prˇ´ıpadech byly oveˇrˇova´ny sledova´n´ım hla´sˇen´ı a vy´pis˚u, ktere´ jed-
notlive´ komponenty vyprodukovaly. Dalˇs´ı testovanou sadou dat je pak korpus skript˚u, ktere´
byly nalezeny na produkcˇn´ım stroji.
Tabulka 6.1 obsahuje informace o pocˇtu trˇ´ıd a metod v jednotlivy´ch modulech. Z hod-
not v tabulce lze z´ıskat prˇedstavu o jejich slozˇitosti a s t´ım spojene´mu proble´mu testova´n´ı.
(Neˇktere´ u´daje mohou by´t zkreslene´, nebot’ k jejich zjiˇsteˇn´ı bylo vyuzˇito regula´rn´ıch vy´raz˚u,
protozˇe se nepodarˇilo nale´zt vhodny´ na´stroj, ktery´ by byl podobne´ho u´konu schopen s do-
statecˇnou d˚uveˇryhodnost´ı.)
Modul Pocˇet trˇ´ıd Metod celkem Verˇejny´ch metod
bashentity translator 28 202 137
bash parser 50 612 574
basic interpreter 11 81 41
common mistakes 3 49 20
dead code finder 2 19 17
environment state 16 164 152
file checker 3 30 21
framework 26 229 206
html reporter 2 19 16
shanal app 1 9 9
Tabulka 6.1: Pocˇty trˇ´ıd a metod v jednotlivy´ch modulech.
6.4.1 Automaticky vygenerovane´ testy
Na´stroj api-sanity-checker zkouma´ hlavicˇkove´ soubory a dynamicke´ knihovny. Na za´kladeˇ
nalezeny´ch signatur pak vygeneruje sadu test˚u, ktere´ oveˇrˇ´ı, zda jednotlive´ metody v dany´ch
situac´ıch nevyvolaj´ı neˇjake´ vy´jimky, signa´ly, nezp˚usob´ı pa´d programu apod. Testy pokry´vaj´ı
vesˇkere´ verˇejne´ metody a funkce, jejich prˇehled pro jednotlive´ knihovny je zaznamena´n
v tabulce 6.2.
Modul Vygenerova´no Prˇelozˇeno U´speˇsˇnost
shanal (framework) 268 267 267/267
bashentity translator 195 195 195/195
bash parser 771 769 768/769
basic interpreter 82 82 82/82
common mistakes 30 30 30/30
dead code finder 30 30 30/30
environment state 193 193 193/193
file checker 32 32 32/32
html reporter 29 29 29/29
Tabulka 6.2: Statistiky automaticky´ch test˚u jednotek.
Z tabulky je patrne´, zˇe k jedne´ z chyb dosˇlo prˇi prˇekladu jednoho z test˚u vygenerovany´ch
pro framework. Chyba prˇekladu vsˇak byla zp˚usobena pokusem o vyvola´n´ı priva´tn´ıho kon-
struktoru. trˇ´ıdy std::ostream. Prˇeklad test˚u pro modul bash_parser se nezdarˇil ve dvou
prˇ´ıpadech, kdy byl ucˇineˇn pokus o pouzˇit´ı priva´tn´ı trˇ´ıdy. Jeden z test˚u pro tento modul
nav´ıc skoncˇil chybou. Neu´speˇch tohoto testu byl zp˚usoben pouzˇit´ım itera´tor˚u, na´lezˇej´ıc´ıch
k r˚uzny´m kontejner˚um, k urcˇen´ı rozsahu prvk˚u, ktere´ maj´ı by´t vlozˇeny do jine´ho kontejneru.
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Protozˇe neexistuj´ı prostrˇedky jak urcˇit, ke ktere´mu kontejneru itera´tor na´lezˇ´ı, nen´ı tato si-
tuace osˇetrˇena. Metoda potencia´lneˇ vedouc´ı k chybeˇ vsˇak ani nen´ı v soucˇasne´ implementaci
vola´na.
Tato sada test˚u pomohla odhalit neˇktere´ chyby, objevuj´ıc´ı se d´ıky sce´na´rˇi, ktery´ by
prˇi spra´vne´m pouzˇit´ı komponent nemeˇl nikdy nastat. Prˇesto vsˇak byly i takove´ situace
pro jistotu osˇetrˇeny. (Konkre´tneˇ bylo cˇasty´m d˚uvodem chyb nevyvola´n´ı metody Init trˇ´ıdy
odvozene´ od Plugin v jednotlivy´ch modulech, v d˚usledku cˇehozˇ se pote´ prˇistupovalo k ne-
inicializovany´m objekt˚um.)
Prˇestozˇe byly testy vygenerova´ny automaticky, nebylo v mnoha prˇ´ıpadech mozˇne´ je
pouzˇ´ıt v p˚uvodn´ı podobeˇ. Pro vyrˇesˇen´ı situace byl vytvorˇen jednoduchy´ skript, ktery´ upravil
pro konkre´tn´ı prˇ´ıpady seznam vlozˇeny´ch hlavicˇkovy´ch soubor˚u a prˇipojeny´ch dynamicky´ch
knihoven.
6.4.2 Rucˇneˇ vytvorˇene´ testy jednotek
Vzhledem k omezene´mu cˇasu a mnozˇstv´ı implementovany´ch trˇ´ıd nebyly bohuzˇel d˚usledneˇ
oveˇrˇeny u´plneˇ vsˇechny. V rˇadeˇ prˇ´ıpad˚u se vsˇak jedna´ v podstateˇ pouze o datove´ struk-
tury s metodami pro prˇ´ıstup k datovy´m polozˇka´m cˇi nastaven´ı jejich hodnoty. Byly proto
vybra´ny alesponˇ nejd˚ulezˇiteˇjˇs´ı komponenty, pro neˇzˇ bylo navrzˇeno a provedeno neˇkolik
test˚u.
V ra´mci frameworku byly jako nejd˚ulezˇiteˇjˇs´ı urcˇeny trˇ´ıdy DllManager, PluginManager,
EventManager a ReportManager, ktere´ byly u´speˇsˇneˇ otestova´ny v na´sleduj´ıc´ıch prˇ´ıpadech:
• DllManager
– Pokus o nacˇten´ı neexistuj´ıc´ı knihovny.
– Pokus o nacˇten´ı knihovny, kdy jako na´zev je zada´n pra´zdny´ rˇeteˇzec.
– Pokus o nacˇten´ı neexistuj´ıc´ı knihovny s pouzˇit´ım dlouhe´ho rˇeteˇzce, obsahuj´ıc´ıho
mezery a jine´ specia´ln´ı znaky.
– Opakovane´ nacˇten´ı stejne´ knihovny.
– Pocˇ´ıta´n´ı referenc´ı k nacˇteny´m knihovna´m a jejich spra´vne´ uvolneˇn´ı.
– Pokus o uvolneˇn´ı knihovny, ktera´ jizˇ nen´ı v syste´mu registrova´na.
– Registrace objektu PluginFactory vytvorˇene´ho bez dynamicke´ knihovny.
• EventManager
– Registrace a zrusˇen´ı registrac´ı pro prˇ´ıjem uda´lost´ı (r˚uzneˇ slozˇite´).
– Dorucˇova´n´ı uda´lost´ı vsˇem skupina´m prˇ´ıjemc˚u ve spra´vne´m porˇad´ı.
– Registrace cˇi zrusˇen´ı registrace v pr˚ubeˇhu dorucˇova´n´ı uda´lost´ı (kv˚uli mozˇne´mu
zneplatneˇn´ı itera´tor˚u).
– Odregistrova´n´ı prˇ´ıjemc˚u uda´lost´ı prˇi jejich destrukci.
– Omezen´ı velikosti fronty uda´lost´ı.
• PluginManager
– Registrace a zrusˇen´ı registrac´ı objekt˚u typu Plugin.
– Vyhleda´va´n´ı za´suvny´ch modul˚u.
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– Zpracova´n´ı pra´zdne´ konfigurace.
– Zpracova´n´ı nepra´zdne´ konfigurace.
– Filtrova´n´ı za´suvny´ch modul˚u v ra´mci konfigurace.
– Prˇida´n´ı za´suvny´ch modul˚u z dane´ho adresa´rˇe do konfigurace (i rekurzivneˇ).
– Nacˇten´ı konfigurovany´ch modul˚u.
• ReportManager
– Filtrova´n´ı report˚u podle za´vazˇnosti.
– Chova´n´ı trˇ´ıdy ReportManager v situac´ıch, kdy je anebo nen´ı v syste´mu zaregis-
trova´n neˇktery´ objekt typu Reporter.
– Zpracova´n´ı report˚u odes´ılany´ch syste´mem.
Mimo uvedene´ trˇ´ıdy bylo proveˇrˇeno take´ chova´n´ı opera´tor˚u pro porovna´n´ı objekt˚u trˇ´ıdy
Version.
Ze za´suvny´ch modul˚u byly za pomoci na´stroje googlemock otestova´ny pouze neˇktere´
trˇ´ıdy modul˚u environment_state a bashentity_translator. U ostatn´ıch modul˚u se jizˇ
na vytvorˇen´ı podobny´ch test˚u nedosta´val cˇas, zejme´na d´ıky jejich za´vislosti na vy´stupech
ostatn´ıch modul˚u, ktere´ by bylo nutne´ prˇi teˇchto testech simulovat. Realizova´ny byly tedy
na´sleduj´ıc´ı testy:
• environment_state
– Za´kladn´ı operace s prostrˇed´ımi – vytva´rˇen´ı, rusˇen´ı, nastaven´ı aktivn´ıho prostrˇed´ı.
– Prˇiˇrazen´ı a expanze promeˇnny´ch.
– Neˇktere´ operace prˇi expanz´ıch.
– Za´kladn´ı pra´ce s pozicˇn´ımi parametry – jejich hromadne´ zrusˇen´ı a posun.
– Pra´ce s atributy promeˇnny´ch.
– Neprˇ´ıma´ expanze (${!var}).
– Vyhodnocova´n´ı index˚u pol´ı.
– Spolupra´ce s moduly bash_parser a bashenity_translator prˇi pra´ci s indexy
a za prˇ´ıtomnosti teˇchto modul˚u.
• bashentity_translator
– Prˇeklad objekt˚u BashWord.
– Vyhodnocen´ı aritmeticky´ch vy´raz˚u.
– Spolupra´ce s modulem environment_state beˇhem prˇekladu.
Beˇhem testova´n´ı modul˚u byly cˇa´stecˇneˇ oveˇrˇeny take´ mozˇnosti modulu bash_parser,
u neˇjzˇ byla vyuzˇita schopnost vyrˇizovat pozˇadavky na zpracova´n´ı textovy´ch rˇeteˇzc˚u.
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6.4.3 Testova´n´ı na prˇipravene´ sadeˇ skript˚u
Oveˇrˇen´ı funkcˇnosti jednotlivy´ch modul˚u, jejich spra´vne´ soucˇinnosti a take´ spra´vne´ chova´n´ı
samotne´ho frameworku lze nejsna´ze oveˇrˇit sledova´n´ım jejich chova´n´ı a vy´stup˚u prˇi zpra-
cova´n´ı skutecˇny´ch skript˚u. Testovac´ı skripty samotne´ pak mohou by´t urcˇeny k otestova´n´ı
neˇjake´ konkre´tn´ı situace. Pro zpracova´n´ı vytvorˇene´ sady takovy´ch skript˚u bylo vyuzˇito
zmı´neˇne´ jednoduche´ aplikace a te´meˇrˇ za´kladn´ı konfigurace vsˇech zavedeny´ch modul˚u. Ne-
standardn´ı volby byly pouzˇity pouze pro modul basic_interpreter, ktere´mu byla omezena
hloubka zanorˇen´ı prˇi vola´n´ı funkc´ı na hodnotu 3 a byla zapnuta volba --verbose, ktera´
zp˚usob´ı vypsa´n´ı prˇelozˇeny´ch jednoduchy´ch prˇ´ıkaz˚u na standardn´ı vy´stup. Na za´kladeˇ teˇchto
vy´stup˚u a prˇ´ıpadny´ch hla´sˇen´ı ostatn´ıch modul˚u byly oveˇrˇova´ny vy´sledky.
Testovac´ı skripty lze rozdeˇlit do skupin podle toho, ktere´ skutecˇnosti maj´ı prima´rneˇ
oveˇrˇit. Kromeˇ jejich hlavn´ıho urcˇen´ı vsˇak je prakticky v kazˇde´m prˇ´ıpadeˇ otestova´na take´
spolupra´ce jednotlivy´ch modul˚u, spra´vnost vy´sledk˚u lexika´ln´ı a syntakticke´ analy´zy, schop-
nosti modulu pro prˇeklad programovy´ch entit, pra´ce s prostrˇed´ımi a chova´n´ı samotny´ch
prostrˇed´ı. Za´kladn´ı rozdeˇlen´ı testovac´ıch skript˚u podle jejich u´cˇelu je na´sleduj´ıc´ı:
• Pra´ce s promeˇnny´mi v ra´mci modul˚u bashentity_translator a environment_state
prˇi vyrˇizova´n´ı pozˇadavk˚u.
• Simulace prostrˇed´ı (a pra´ce s hodnotami v prostrˇed´ı) modulem basic_interpreter.
• Odhalova´n´ı chyb detekovany´ch modulem common_mistakes.
• Odhalova´n´ı mrtve´ho ko´du modulem dead_code_finder.
• Detekce pra´ce se soubory pomoc´ı modulu file_checker.
Vybrane´ uka´zky testovany´ch prˇ´ıpad˚u lze nale´zt v prˇ´ıloze E.
Pra´ce s promeˇnny´mi – bylo u´speˇsˇneˇ otestova´no prˇiˇrazen´ı a pouzˇit´ı promeˇnny´ch v ra´mci
aritmeticky´ch vy´raz˚u i mimo neˇ, pouzˇit´ı atribut˚u (asociativn´ı pole, indexovane´ pole, atri-
buty pro transformaci hodnot na velka´ a mala´ p´ısmena, celocˇ´ıselne´ promeˇnne´, loka´ln´ı
promeˇnne´), operace prˇipojen´ı jak pro jednoduche´ hodnoty, tak i pro pole. Take´ bylo nutne´
proveˇrˇit prova´deˇn´ı operac´ı prˇi expanz´ıch.
Simulace prostrˇed´ı – prˇi testova´n´ı simulace prostrˇed´ı bylo zkouma´no chova´n´ı prˇi pouzˇit´ı
zrˇeteˇzeny´ch prˇ´ıkaz˚u, podmı´neˇny´ch prˇ´ıkaz˚u, podmı´neˇny´ch seznamu˚, cykl˚u i vola´n´ı funkc´ı
a kombinace teˇchto konstrukc´ı. Mimo jine´ byla oveˇrˇena take´ spra´vnost pra´ce s loka´ln´ımi
promeˇnny´mi a prˇekry´va´n´ım jmen, deklarace funkce uvnitrˇ teˇla jine´ funkce a dalˇs´ı netrivia´ln´ı
prˇ´ıpady.
Beˇzˇne´ chyby – pro oveˇrˇen´ı spra´vne´ funkce modulu pro detekci beˇzˇny´ch chyb byla vy-
tvorˇena sada skript˚u, obsahuj´ıc´ıch potencia´lneˇ chybne´ konstrukce v za´kladn´ıch i slozˇiteˇjˇs´ıch
prˇ´ıpadech.
Mrtvy´ ko´d – vsˇechny zkoumane´ prˇ´ıpady vy´skytu mrtve´ho ko´du byly hla´sˇeny v testo-
vany´ch prˇ´ıpadech korektneˇ.
Pra´ce se soubory – hla´sˇen´ı pouzˇ´ıvany´ch soubor˚u bylo proveˇrˇeno take´ u´speˇsˇneˇ. Zejme´na
bylo oveˇrˇeno spra´vne´ zpracova´n´ı parametr˚u podporovany´ch utilit.
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6.4.4 Korpus testovac´ıch skript˚u
Kromeˇ manua´lneˇ vytvorˇene´ sady skript˚u pro prozkouma´n´ı konkre´tn´ıch prˇ´ıpad˚u byl sestaven
take´ korpus skript˚u, ktere´ se podarˇilo identifikovat na produkcˇn´ım stroji.
Zp˚usob z´ıska´n´ı korpusu K identifikaci skript˚u bylo vyuzˇito zejme´na GNU na´stroj˚u
find a grep a sekvence shebang cˇasto uva´deˇne´ na pocˇa´tku skript˚u pro shell za u´cˇelem
zada´n´ı interpretu. Takto byla z´ıska´na jme´na 13827 potencia´ln´ıch skript˚u pro interpret bash
nebo sh. Pro skripty z tohoto seznamu byly spocˇ´ıta´ny kontroln´ı soucˇty pomoc´ı na´stroje
md5sum a odstraneˇny duplicity. Zbyle´ skripty byly prˇeda´ny ke zpracova´n´ı syntakticke´mu
analyza´toru vznikle´mu v ra´mci tohoto projektu a v prˇ´ıpadeˇ objevene´ chyby syntaxe byla
prˇ´ıtomnost chyby oveˇrˇena pomoc´ı prˇ´ıkazu bash -n a v rˇadeˇ prˇ´ıpad˚u oveˇrˇena manua´lneˇ.
Cˇasto se jednalo naprˇ. o skripty urcˇene´ pro Perl nebo Tcl. Nakonec vznikla sada 4551
unika´tn´ıch skript˚u, ktere´ byly programem bash prˇijaty a dalˇs´ıch 21 skript˚u obsahuj´ıc´ıch
syntaktickou chybu. Pr˚umeˇrny´ pocˇet rˇa´dk˚u skript˚u uvnitrˇ korpusu je 352, nejveˇtsˇ´ı z nich
obsahuje 84760 rˇa´dk˚u a nejkratsˇ´ı je pouze jednorˇa´dkovy´.
Vyuzˇit´ı korpusu Z´ıskany´ korpus byl vyuzˇit zejme´na prˇi vy´voji parseru, pozdeˇji vsˇak
byly nad vsˇemi teˇmito skripty spousˇteˇny take´ ostatn´ı moduly, aby se odhalily prˇ´ıpadne´
chyby vedouc´ı naprˇ. k neopra´vneˇne´mu prˇ´ıstupu do pameˇti. Prˇi tomto testova´n´ı byly zpra-
vidla na´hodneˇ nebo na za´kladeˇ neˇjake´ho zaj´ımave´ho hla´sˇen´ı vybra´ny skripty, pro neˇzˇ byly
manua´lneˇ oveˇrˇeny z´ıska´vane´ vy´sledky.
Vy´sledky zpracova´n´ı korpusu S vyuzˇit´ım vsˇech za´suvny´ch modul˚u v jejich posledn´ı
podobeˇ byl pak korpus zpracova´n jesˇteˇ jednou (s limitovanou hloubkou zanorˇen´ı prˇi vola´n´ı
funkc´ı modulem basic_interpreter na hodnotu 3). V tabulce 6.3 jsou uvedeny celkove´
pocˇty vsˇech hla´sˇen´ı, ktere´ prˇi tomto zpracova´n´ı vznikly. Za lomı´tkem jsou pak uvedeny
pocˇty soubor˚u, v nichzˇ byl dany´ typ hla´sˇen´ı nalezen alesponˇ jednou. V rˇadeˇ prˇ´ıpad˚u se jedna´
o poplasˇne´ zpra´vy cˇi hla´sˇen´ı modul˚u, ktere´ informuj´ı o prˇ´ıcˇina´ch prˇ´ıpadny´ch neprˇesnost´ı
vy´sledk˚u. (Neˇktere´ vy´sledky jsou jisteˇ take´ ovlivneˇny na´sobny´m hla´sˇen´ım stejne´ho prˇ´ıpadu
v d˚usledku vola´n´ı funkc´ı, nicme´neˇ zde chceme hlavneˇ uka´zat funkcˇnost modul˚u.)
Za zmı´nku stoj´ı pocˇet hla´sˇeny´ch syntakticky´ch chyb nalezeny´ch modulem bash_parser.
V jednom z odhaleny´ch prˇ´ıpad˚u ve skutecˇnosti syntakticka´ chyba nen´ı. Autor skriptu
v tomto prˇ´ıpadeˇ vyuzˇil dynamicky´ch vlastnost´ı bashe, ktere´ soucˇasny´ parser nepodporuje.
Konstrukce vedouc´ı k chybeˇ vypada´ na´sledovneˇ:
eval case "$rhost" in $rhostcase esac
U´skal´ı tohoto prˇ´ıkazu spocˇ´ıva´ v obsahu promeˇnne´ rhostcase, jej´ızˇ hodnota ve zkoumane´m
skriptu koncˇ´ı rˇeteˇzcem ";;". Se samotny´m prˇ´ıkazem eval by se jesˇteˇ modul bash_parser
vyporˇa´dal. Protozˇe se vsˇak na u´rovni lexika´ln´ı analy´zy neexpanduj´ı promeˇnne´, chyb´ı za
klauzul´ı ukoncˇovac´ı opera´tor, cozˇ je syntakticka´ chyba. Druhy´ z prˇ´ıpad˚u chybu jizˇ skutecˇneˇ
obsahuje, byt’ se ji nepodarˇilo odhalit pomoc´ı prˇ´ıkazu bash -n, ktery´ by meˇl syntaxi skriptu
zkontrolovat. Zda´ se vsˇak, zˇe kontrole nepodle´haj´ı substituce prˇ´ıkaz˚u. Chyba je totizˇ odha-
lena v konstrukci podobne´ te´to:
prereqs="‘cat | $bashit | sed -e ’s/^bash(//’ -e ’s/)$//’" ‘"
Na konci druhe´ho argumentu pro prˇ´ıkaz sed je jedna uvozovka nav´ıc. Ve trˇet´ım prˇ´ıpadeˇ
vedla k odhalen´ı chyby tato konstrukce:
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Modul Uda´lost Cˇetnost
bashentity_translator Pouzˇit´ı prˇ´ıkazu local mimo funkci 1/1
bashentity_translator Neu´speˇch prˇi prˇekladu parametru prˇ´ıkazu shift 137/32
bashentity_translator C´ıl prˇesmeˇrova´n´ı expandova´n na v´ıce slov 8/1
bashentity_translator Deˇlen´ı nulou v aritmeticky´ch vy´razech 23/4
bashentity_translator Neu´speˇch prˇi prˇekladu operandu prˇi expanzi promeˇnne´ 19801/444
bashentity_translator Neplatny´ identifika´tor 117/106
bashentity_translator Neu´speˇch prˇi urcˇen´ı jme´na prˇ´ıkazu 47209/892
bashentity_translator Pokus o proveden´ı nepodporovane´ho testu soubor˚u 359/57
bashentity_translator Pouzˇit´ı aktua´lneˇ nepodporovane´ho opera´toru =~ 20/6
bash_parser Syntakticka´ chyba 3/3
basic_interpreter Prˇekrocˇen´ı limitu zanorˇen´ı (3) 9869/130
basic_interpreter Expanze rˇ´ıdic´ıho slova konstrukc´ı for a case na v´ıce hodnot 226/26
basic_interpreter Nen´ı zna´ma urcˇita´ hodnota rˇ´ıdic´ıho slova 11028/1209
common_mistakes Prˇiˇrazen´ı uvnitrˇ pipeline 137533/1788
common_mistakes Substituce prˇ´ıkazu neuzavrˇena´ v uvozovka´ch 8709/788
common_mistakes Prˇesmeˇrova´n´ı vstupu do prˇ´ıkazu echo 9/5
common_mistakes Expanze pozicˇn´ıch parametr˚u $* mimo uvozovky 157/90
common_mistakes Znak ’$’ uvnitrˇ apostrof˚u 101340/1426
common_mistakes Mozˇny´ chybny´ pokus o prˇiˇrazen´ı promeˇnne´ 804/142
common_mistakes Chybeˇj´ıc´ı ukoncˇen´ı (]) prˇ´ıkazu [ 1/1
common_mistakes Potencia´lneˇ neoddeˇleny´ opera´tor = nebo != mezerou 80/47
common_mistakes Pouzˇit´ı opera´toru == v prˇ´ıkazu test 225/56
common_mistakes Expanze promeˇnne´ namı´sto ocˇeka´vane´ho identifika´toru 25/8
common_mistakes Jednoducha´ expanze promeˇnne´ mimo uvozovky ($var) 199605/2712
dead_code_finder Mrtvy´ ko´d nalezeny´ po vyhodnocen´ı podmı´nky 80/13
dead_code_finder Mrtvy´ ko´d nalezeny´ po neˇktere´m ze zvla´sˇtn´ıch prˇ´ıkaz˚u 142/16
Tabulka 6.3: Pocˇty hla´sˇen´ı prˇi zpracova´n´ı korpusu
file=$((type -path "$1"))
Zde je namı´sto opera´tor˚u pro substituci prˇ´ıkazu zrˇejmeˇ nechteˇneˇ pouzˇito aritmeticke´ ex-
panze. Protozˇe bash_parser zpracova´va´ take´ tyto konstrukce, je odhalena chyba, nebot’
uvedeny´ prˇ´ıkaz nelze interpretovat jako korektn´ı aritmeticky´ vy´raz.
Nejv´ıce hla´sˇen´ı vzniklo dle ocˇeka´va´n´ı v souvislosti s neosˇetrˇen´ım stare´ho tvaru expanz´ı
promeˇnny´ch pomoc´ı uvozovek. Sice se pravdeˇpodobneˇ ve veˇtsˇineˇ prˇ´ıpad˚u nejedna´ o chybu,
nicme´neˇ existuj´ı prostrˇedky, jak dosa´hnout stejne´ho chova´n´ı i bez rizik te´to konstrukce,
proto nejsou tato hla´sˇen´ı pokla´da´na za nadbytecˇna´.
Trochu prˇekvapen´ım je obl´ıbenost prˇiˇrazova´n´ı promeˇnny´ch uvnitrˇ zrˇeteˇzeny´ch prˇ´ıkaz˚u.
V teˇchto situac´ıch se take´ nejsp´ıˇse veˇtsˇinou o chybu nejedna´, nicme´neˇ v soucˇasnosti nen´ı mo-
dul schopen bl´ızˇe urcˇit programa´torovy u´mysly. V budoucnu by mohlo by´t mozˇne´ sledovat
zˇivost teˇchto promeˇnny´ch mimo zrˇeteˇzeny´ prˇ´ıkaz a prˇ´ıpadneˇ hla´sˇen´ı potlacˇit.
Pocˇet vy´skyt˚u znaku ’$’ uvnitrˇ apostrof˚u byl take´ pomeˇrneˇ prˇekvapivy´m vy´sledkem.
Zdrojem teˇchto hla´sˇen´ı je veˇtsˇinou pouzˇit´ı tohoto znaku v ra´mci regula´rn´ıch vy´raz˚u utilit
jako grep nebo sed, prˇ´ıpadneˇ prˇ´ıkaz˚u pro programy jako awk nebo perl. Rozpozna´va´n´ım
teˇchto situac´ı by bylo mozˇne´ pocˇet hla´sˇen´ı omezit, nicme´neˇ nelze vzˇdy s jistotou urcˇit, zda




V ra´mci te´to pra´ce byl popsa´n na´vrh a realizace modula´rn´ıho syste´mu pro analy´zu skript˚u
unixove´ho shellu. Take´ bylo popsa´no neˇkolik za´suvny´ch modul˚u, umozˇnˇuj´ıc´ıch neˇktere´
za´kladn´ı analy´zy realizovat. V te´to kapitole jsou shrnuty dosazˇene´ vy´sledky, omezen´ı a je
nast´ıneˇn mozˇny´ smeˇr dalˇs´ıho vy´voje.
7.1 Shrnut´ı vy´sledk˚u
Syte´m je navrzˇen tak, aby bylo mozˇne´ za´suvne´ moduly vyv´ıjet pokud mozˇno neza´visle.
Vznikle´ moduly samy o sobeˇ poskytuj´ı pouze velmi omezene´ informace o skriptech, nicme´neˇ
mohou poslouzˇit jako za´klad pro slozˇiteˇjˇs´ı analy´zy.
Modul pro lexika´ln´ı a syntaktickou analy´zu prˇedstavuje za´klad pro veˇtsˇinu myslitelny´ch
analy´z, pro ktere´ nepostacˇ´ı naprˇ. vyhleda´va´n´ı vzor˚u ve zdrojove´m ko´du. Jeho funkcˇnost byla
oveˇrˇena na vy´znamne´ sadeˇ dat, a prˇestozˇe ma´ sta´le jesˇteˇ jista´ omezen´ı, pro analy´zu skript˚u,
u nichzˇ je dodrzˇena alesponˇ urcˇita´ kultura ko´du, se ukazuje jako dostatecˇny´.
Modul pro simulaci stavu prostrˇed´ı nab´ız´ı celou sˇka´lu operac´ı, prˇestozˇe pra´veˇ v ra´mci
tohoto modulu se nab´ız´ı prostor pro mnoha´ vylepsˇen´ı.
Prˇeklad cˇa´st´ı abstraktn´ıho syntakticke´ho stromu umozˇnˇuje analy´zu na vysˇsˇ´ı u´rovni
abstrakce prˇevodem pomeˇrneˇ podrobne´ stromove´ reprezentace skriptu do sna´ze zpracova-
telny´ch datovy´ch struktur. Jeho schopnosti take´ usnadnˇuj´ı a rozsˇiˇruj´ı mozˇnosti prˇi pra´ci
s prostrˇed´ım.
Za´kladn´ı interpret nab´ız´ı ke zpracova´n´ı jizˇ prˇelozˇene´ cˇa´sti programu, prˇicˇemzˇ se stara´
o kontext prˇekladu udrzˇova´n´ım stavu prostrˇed´ı. Moduly pro detekci chybny´ch konstrukc´ı
a pouzˇity´ch soubor˚u pak jizˇ prˇedstavuj´ı prˇ´ıklady analyza´tor˚u, ktere´ se d´ıky vyuzˇit´ı ostatn´ıch
modul˚u nemusej´ı starat o jizˇ vyrˇesˇene´ proble´my, a mohou tak pouze sb´ırat a interpretovat
pozˇadovane´ informace.
Modul prˇeva´deˇj´ıc´ı hla´sˇen´ı ostatn´ıch modul˚u do HTML dokumentu pak umozˇnˇuje snadne´
prohl´ızˇen´ı zjiˇsteˇny´ch vy´sledk˚u.
V pr˚ubeˇhu vy´voje dosˇlo k velke´mu zdrzˇen´ı zejme´na prˇi pra´ci na lexika´ln´ı analy´ze. Cˇas
stra´veny´ touto cˇinnost´ı pak bohuzˇel trochu chybeˇl prˇi zdokonalova´n´ı dalˇs´ıch cˇa´st´ı projektu.
Prˇestozˇe rˇada situac´ı a konstrukc´ı sta´le nen´ı jednotlivy´mi moduly kompletneˇ podporova´na,
nezanedbatelne´ mnozˇstv´ı naopak bylo zpracova´no a osˇetrˇeno. Celkoveˇ povazˇuji i dosavadn´ı
vy´sledek pra´ce za slusˇny´ za´klad k dalˇs´ımu vy´voji na´stroje, ktery´ by mohl by´t uzˇitecˇny´ pro-
grama´tor˚um skript˚u nejen k identifikaci prˇ´ıpadny´ch chyb, ale v za´jmu potlacˇen´ı neˇktery´ch
hla´sˇen´ı take´ vedouc´ı ke zlepsˇen´ı programovac´ıch na´vyk˚u. Zdokonalen´ım sta´vaj´ıc´ıch a snad
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i prˇida´n´ım dalˇs´ıch modul˚u by nav´ıc mohl poskytnout rˇadu uzˇitecˇny´ch informac´ı take´ kon-
covy´m uzˇivatel˚um skript˚u.
Za u´cˇelem prezentace projektu verˇejnosti byly vytvorˇeny jednoduche´ webove´ stra´nky1
a za´kladn´ı informace byly zverˇejneˇny take´ na jednom z porta´l˚u pro prezentaci softwarovy´ch
projekt˚u2. Protozˇe v dobeˇ zverˇejneˇn´ı nebyl zdrojovy´ ko´d ani programova´ dokumentace
v prˇ´ıliˇs dobre´m stavu, nejsou prˇi psan´ı te´to pra´ce bohuzˇel k dispozici zˇa´dne´ konkre´tn´ı
ohlasy. Popis projektu vsˇak zrˇejmeˇ alesponˇ neˇkoho zaujal, nebot’ ani ne ty´den po zverˇejneˇn´ı
se o tomto projektu objevila zmı´nka na porta´lu www.root.cz3.
7.2 Mozˇna´ rozsˇ´ıˇren´ı
Aktua´ln´ı podoba realizovany´ch modul˚u nen´ı samozrˇejmeˇ idea´ln´ı. V neˇkolika odstavc´ıch tedy
navrhneˇme dalˇs´ı mozˇny´ postup prˇi jejich vy´voji.
bash parser Tento modul v soucˇasnosti nerozliˇsuje pouzˇit´ı index˚u uvnitrˇ aritmeticky´ch
vy´raz˚u, cozˇ by bylo vhodne´ v budoucnu osˇetrˇit. Prˇestozˇe se v beˇzˇny´ch prˇ´ıpadech doka´zˇ´ı
s touto skutecˇnost´ı vyporˇa´dat u´speˇsˇneˇ ostatn´ı moduly, v neˇktery´ch prˇ´ıpadech mu˚zˇe by´t
nespra´vneˇ urcˇena syntakticka´ chyba, cozˇ jisteˇ nen´ı zˇa´douc´ı. Take´ by bylo v tomto prˇ´ıpadeˇ
vhodne´ zlepsˇit kulturu zdrojove´ho ko´du a prove´st rˇadu optimalizac´ı.
environment state Modul uchova´vaj´ıc´ı stav prostrˇed´ı nab´ız´ı pouze omezenou podporu
neˇktery´ch operac´ı prˇi expanz´ıch. Bylo by zde take´ mozˇne´ detekovat nespra´vne´ hodnoty
index˚u pol´ı, rozsˇ´ıˇrit dle potrˇeby mnozˇinu prˇ´ıznak˚u cˇi atribut˚u. Take´ by bylo vhodne´ zopti-
malizovat datove´ struktury pro uchova´n´ı hodnot, umozˇnit naprˇ. jejich sd´ılen´ı apod. Uzˇitecˇne´
by mohlo by´t rozsˇ´ıˇren´ı nab´ıdky podporovany´ch argument˚u modulu takovy´m zp˚usobem, aby
bylo mozˇne´ nastavit parametry spusˇteˇn´ı skriptu a simulovat tak argumenty prˇ´ıkazove´ rˇa´dky
v konkre´tn´ım prˇ´ıpadeˇ jeho pouzˇit´ı.
bashentity translator Prˇeklad entity abstraktn´ıho syntakticke´ho stromu bude v bu-
doucnu uzˇitecˇne´ doplnit o podporu konstrukc´ı jako je tzv. expanze za´vorek, expanzi jmen
soubor˚u cˇi podporu test˚u pracuj´ıc´ıch se soubory prˇi vyhodnocova´n´ı podmı´neˇny´ch vy´raz˚u.
Pokud by se nav´ıc podarˇilo v budoucnosti realizovat modul, ktery´ by byl schopen emulovat
vy´stup trˇeba alesponˇ neˇktery´ch prˇ´ıkaz˚u, bylo by mozˇne´ prˇidat podporu take´ pro substituci
prˇ´ıkaz˚u.
basic interpreter Za´kladn´ı interpret by mohl v budoucnu sˇetrneˇji manipulovat zejme´na
s promeˇnny´mi, ktere´ jsou modifikova´ny uvnitrˇ cykl˚u. Smycˇky for cˇi select by mohlo by´t
mozˇne´ v neˇktery´ch prˇ´ıpadech dokonce rozbalit a uchovat tak pro v´ıce promeˇnny´ch zna´me´
hodnoty. Take´ by bylo mozˇne´ zlepsˇit uchova´n´ı kontextu a prove´st rˇadu optimalizac´ı.
common mistakes Rozsˇ´ıˇrit nab´ıdku odhalovany´ch konstrukc´ı se te´meˇrˇ nab´ız´ı. Na webu,
ktery´ poslouzˇil jako inspirace [2], je popsa´na cela´ rˇada prˇ´ıpad˚u, ktere´ nejsou aktua´lneˇ podpo-





konkre´tn´ıch aplikac´ı. V prˇ´ıpadeˇ za´jmu by vsˇak nemeˇl by´t veˇtsˇ´ı proble´m dalˇs´ı odhalovane´
konstrukce do modulu zacˇlenit.
dead code finder V ra´mci odhalova´n´ı mrtve´ho ko´du by mohlo by´t uzˇitecˇne´ osˇetrˇit
a hla´sit nalezen´ı nekonecˇny´ch smycˇek. Take´ by meˇlo by´t mozˇne´ zpracova´vat podmı´neˇne´
seznamy prˇ´ıkaz˚u, ktere´ mohou snadno ve´st k vy´skytu mrtve´ho ko´du a aktua´lneˇ zkouma´ny
nejsou. Take´ by mohlo by´t uzˇitecˇne´ prova´deˇt jizˇ zmı´neˇnou analy´zu zˇivosti promeˇnny´ch,
ktera´ by dopomohla ke zprˇesneˇn´ı vy´sledk˚u.
file checker Zde by bylo mozˇne´ snadno rozsˇ´ıˇrit mnozˇinu zkoumany´ch programu˚, zpraco-
vat prˇi zjiˇsteˇn´ı jejich vola´n´ı argumenty a hla´sit pouzˇit´ı soubor˚u. Prˇi na´vrhu tohoto modulu
vsˇak bylo uvazˇova´no sp´ıˇse o samostatne´ komponenteˇ, ktera´ by kromeˇ soubor˚u mohla za po-
moci databa´ze podporovany´ch programu˚ a vy´znamu jejich parametr˚u zjiˇst’ovat take´ rˇadu
dalˇs´ıch informac´ı. Tento modul by pak mohl slouzˇit pouze k jednotne´mu hla´sˇen´ı pra´ce se
soubory prˇi vyuzˇit´ı navrzˇeny´ch uda´lost´ı.
html reporter V prˇ´ıpadeˇ zpracova´n´ı vy´stup˚u by mohlo by´t uzˇitecˇne´ naprˇ´ıklad prˇida´vat
cˇa´st vstupn´ıho skriptu v okol´ı hla´sˇene´ uda´losti jako soucˇa´st reportu, prˇ´ıpadneˇ usnadnit
prohl´ızˇen´ı vy´sledk˚u pomoc´ı filtr˚u s vyuzˇit´ım JavaScriptu.
Dalˇs´ı moduly Velmi uzˇitecˇny´ by byl modul funguj´ıc´ı jako emula´tor programu˚, ktery´
by doka´zal na za´kladeˇ prˇedany´ch parametr˚u urcˇit naprˇ´ıklad zapsane´ cˇi cˇtene´ soubory, zda
program pracuje se s´ıt´ı apod. Kdyby pak v idea´ln´ım prˇ´ıpadeˇ doka´zal take´ urcˇit vy´stup
programu, bylo by mozˇne´ jej vyuzˇ´ıt k vyhodnocen´ı substituce prˇ´ıkaz˚u.
Take´ by mohla by´t uzˇitecˇna´ analy´za souborovy´ch deskriptor˚u nebo modul simuluj´ıc´ı
standardn´ı vstup skriptu prˇi jeho spusˇteˇn´ı. Prˇi vhodne´ spolupra´ci modul˚u by pak bylo
mozˇne´ znacˇneˇ rozsˇ´ıˇrit mozˇnosti analy´z.
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Na prˇilozˇene´m me´diu lze nale´zt zdrojove´ soubory vsˇech implementovany´ch jednotek a take´
jizˇ zkompilovanou aplikaci, framework i jednotlive´ moduly (pro operacˇn´ı syste´m linux).
Da´le opticke´ me´dium obsahuje zdrojove´ soubory vsˇech pouzˇity´ch na´stroj˚u, popis a zdro-
jove´ soubory provedeny´ch test˚u, sadu testovac´ıch skript˚u (vytvorˇeny´ch pro potrˇeby tes-
tova´n´ı konkre´tn´ıch prˇ´ıpad˚u i testovac´ı korpus) a elektronickou podobu te´to pra´ce, vcˇetneˇ
jej´ıch zdrojovy´ch soubor˚u. Vsˇe tvorˇ´ı na´sleduj´ıc´ı adresa´rˇovou strukturu:
.
|-- bin (adresa´rˇ obsahuj´ıc´ı zkompilovane´ moduly, aplikaci i framework.)
| ‘-- plugins
|-- doc (programova´ dokumentace, vytvorˇena´ s vyuzˇit´ım aplikace doxygen)
|-- src (zdrojove´ ko´dy vsˇech jednotek i test˚u, vcˇetneˇ testovac´ıch dat)
| |-- framework (zdrojove´ soubory frameworku)
| |-- libs (adresa´rˇ s extern´ımi knihovnami)
| |-- plugins (zdrojove´ soubory jednotlivy´ch za´suvny´ch modul˚u)
| | |-- bash_parser
| | |-- bashentity_translator
| | |-- basic_interpreter
| | |-- common_mistakes
| | |-- dead_code
| | |-- environment_state
| | |-- file_checker
| | ‘-- html_reporter
| |-- shanal_app (zdrojove´ soubory demonstracˇn´ı aplikace)




| | |-- framework
| | |-- gmock-1.6.0
| | ‘-- plugins
| ‘-- test_scripts.tgz (archiv obsahuj´ıc´ı korpus i manua´lneˇ vytvorˇene´ skripty)
‘-- thesis (adresa´rˇ obsahuj´ıc´ı elektronickou podobu te´to pra´ce)
‘-- src (zdrojove´ soubory te´to pra´ce)
V neˇktery´ch adresa´rˇ´ıch lze nav´ıc nale´zt soubory README s blizˇsˇ´ım popisem obsahu.
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Prˇ´ıloha B
Parametry a prˇ´ıklady spusˇteˇn´ı
demonstracˇn´ı aplikace
Vytvorˇena´ aplikace pro pouzˇit´ı frameworku a za´suvny´ch modul˚u byla nazva´na shanal a je
urcˇena k pouzˇit´ı v prostrˇed´ı prˇ´ıkazove´ rˇa´dky. K urcˇen´ı konfiguracˇn´ıho souboru cˇi souboru,
ktery´ ma´ by´t vyuzˇit pro za´pis hla´sˇen´ı produkovany´ch moduly, lze nastavit pomoc´ı argu-
ment˚u. Prˇij´ımane´ argumenty jsou:
-c FILE, --config=FILE – slouzˇ´ı k urcˇen´ı konfiguracˇn´ıho souboru s nastaven´ım
za´suvny´ch modul˚u. Prˇi na´sobne´m pouzˇit´ı te´to volby jsou postupneˇ prˇida´va´ny volby
z jednotlivy´ch konfiguracˇn´ıch soubor˚u v porˇad´ı, v jake´m jsou uvedeny na prˇ´ıkazove´
rˇa´dce.
-o FILE, --file=FILE – umozˇnˇuje nastavit cestu k souboru, ktery´ se pouzˇije pro
za´pis hla´sˇen´ı vyprodukovany´ch moduly prostrˇednictv´ım komponenty ReportManager.
Moduly zpracova´vaj´ıc´ı tato hla´sˇen´ı vsˇak mohou toto nastaven´ı ignorovat.
-h, --help – zp˚usob´ı vypsa´n´ı na´poveˇdy a ukoncˇen´ı programu.
Ostatn´ı argumenty jsou povazˇova´ny za na´zvy skript˚u, ktere´ maj´ı by´t zpracova´ny.
Jestlizˇe zˇa´dny´ takovy´ argument nen´ı uveden, pouzˇije se standardn´ı vstup.
Pouzˇit´ı aplikace pak mu˚zˇe by´t naprˇ´ıklad na´sleduj´ıc´ı:
shanal -c config -r report script.sh
je za´kladn´ı tvar spusˇteˇn´ı aplikace. Prˇ´ıkaz nacˇte konfiguraci ze souboru config a pomoc´ı
zavedeny´ch modul˚u se zpracuje soubor script.sh (samozrˇejmeˇ pouze v prˇ´ıpadeˇ, zˇe neˇktery´
ze zavedeny´ch modul˚u tento soubor skutecˇneˇ pouzˇije). Jako doporucˇeny´ vy´stup pro moduly
typu Reporter je nastaven soubor report.
shanal -c config1 -r report -c config2 script1.sh script2.sh
Tento prˇ´ıkaz prˇecˇte konfiguraci nejprve ze souboru config1 a na´sledneˇ ze souboru config2
a zpracuje postupneˇ soubory script1.sh a script2.sh, prˇicˇemzˇ modul˚um je mezi zpra-





Jak jizˇ bylo popsa´no v prˇedposledn´ı kapitole, forma´t konfiguracˇn´ıho souboru je da´n kni-












# limit the maximum function recursion so the analysis is finite
# and be verbose






















Chova´n´ı za´suvny´ch modul˚u lze ovlivnit pomoc´ı na´sleduj´ıc´ıch argument˚u:
bash parser
--name=<name> – umozˇnˇuje zmeˇnit jme´no modulu.
--file=<path> – umozˇnˇuje nastavit vstupn´ı soubor neza´visle na nastaven´ıch fra-
meworku.
--ignorestreamchange – umozˇnˇuje potlacˇit reakci na uda´losti o zmeˇneˇ nastaven´ı
vstupu generovane´ frameworkem.
bashentity translator
--name=<name> – umozˇnˇuje zmeˇnit jme´no modulu.
--noenv – zaka´zˇe kooperaci s modulem environment_state prˇi prˇekladu.
basic interpreter
--name=<name> – umozˇnˇuje zmeˇnit jme´no modulu.
--funcdepth=<num> – slouzˇ´ı k omezen´ı zanorˇova´n´ı volany´ch funkc´ı na danou u´rovenˇ.
--verbose – zp˚usob´ı vypisova´n´ı zpracova´vany´ch jednoduchy´ch prˇ´ıkaz˚u na standardn´ı
vy´stup.
common mistakes , dead code finder
--name=<name> – umozˇnˇuje zmeˇnit jme´no modulu.
--interpreter=<name> – umozˇnˇuje zmeˇnit jme´no modulu, na jehozˇ uda´losti se rea-




--name=<name> – umozˇnˇuje zmeˇnit jme´no modulu.
--readenv – pokud je uveden tento argument a prˇi vytva´rˇen´ı nove´ho prostrˇed´ı nen´ı
uda´n identifika´tor prostrˇed´ı, ktere´ se ma´ pouzˇ´ıt jako vzor, jsou prˇecˇteny promeˇnne´
prostrˇed´ı, v neˇmzˇ beˇzˇ´ı aplikace.
file checker
--name=<name> – umozˇnˇuje zmeˇnit jme´no modulu.
--interpreter=<name> – umozˇnˇuje zmeˇnit jme´no modulu, na jehozˇ uda´losti se rea-
guje. Prˇedpokla´da´ se vsˇak dodrzˇen´ı typ˚u uda´lost´ı, jak jsou definova´ny v ra´mci modulu
basic_interpreter.
html reporter
--name=<name> – umozˇnˇuje zmeˇnit jme´no modulu.
--filter=<filter> – prˇidat filtr zpracova´vany´ch report˚u. Tvar filtr˚u je:
[sender][:type[:filename[:line.column-line.column]]].
--outfile=<path> – nastav´ı vy´stupn´ı soubor pro tento modul. Uda´losti o zmeˇneˇ
nastaven´ı vy´stupn´ıho souboru generovane´ frameworkem jsou pak ignorova´ny.
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Prˇ´ıloha E
Uka´zky z testovac´ıch skript˚u
Skript˚u vytvorˇeny´ch pro oveˇrˇen´ı chova´n´ı jednotlivy´ch modul˚u byla vytvorˇena cela´ rˇada.
Ukazˇme si zde alesponˇ neˇktere´ situace, demonstruj´ıc´ı schopnosti modul˚u v netrivia´ln´ıch
prˇ´ıpadech.
V u´vodu pra´ce byla podsekce 3.3.2 veˇnova´na u´skal´ım, ktera´ jsou spojena se simu-
lac´ı chova´n´ı skript˚u pro bash, zejme´na prˇi pra´ci s promeˇnny´mi. Situace byla nast´ıneˇna
na na´sleduj´ıc´ım prˇ´ıkladu:
v1=3 ; v2[v1+=2]=$(( v1 += 5 )) echo ; echo "v2: ’${v2[v1++]}’ v1: ’$v1’"
Prˇesneˇ jak bylo uvedeno, prˇi zpracova´n´ı prˇ´ıkaz˚u je nejprve provedena inicializace promeˇnne´
v1 na hodnotu 3. Na´sledne´ prˇiˇrazen´ı promeˇnne´ v2 je modulem bashentity_translator
prˇi prˇekladu druhe´ho prˇ´ıkazu ignorova´no, stejneˇ jako zmeˇna hodnoty v1 prˇi vyhodnocova´n´ı
indexu. Substituce vy´razu na prave´ straneˇ tohoto prˇiˇrazen´ı je vsˇak vyhodnocena, cozˇ vyu´st´ı
v novou hodnotu v1=8. Beˇhem urcˇova´n´ı indexu prˇi expanzi v2 v posledn´ım prˇ´ıkazu se pak
promeˇnna´ v1 jesˇteˇ inkrementuje a expandova´na je nova´ hodnota 9, cozˇ odpov´ıda´ chova´n´ı
simulovane´ho interpretu.
Dalˇs´ı zaj´ımavou konstrukci, se kterou si jsou implementovane´ moduly schopny spra´vneˇ
poradit, reprezentuje na´sleduj´ıc´ı prˇ´ıklad:
f () { echo "in f"; g(){ echo "in g";} ;} ; g ; f ; g
Stejneˇ jako prˇi skutecˇne´m prova´deˇn´ı skriptu je nejprve ulozˇena do tabulky deklarace funkce
f. Pote´ je vyvola´n prˇ´ıkaz g, ktery´ nen´ı z pohledu modulu basic_interpreter nicˇ´ım
zaj´ımavy´. Prˇi zpracova´n´ı dalˇs´ıho prˇ´ıkazu je nalezena funkce f a zacˇne se prova´deˇt jej´ı
teˇlo (pokud nen´ı omezena hloubka zanorˇen´ı), ktere´ vede k jednoduche´mu vy´pisu a dekla-
raci funkce g. Na´sleduj´ıc´ı prˇ´ıkaz g tak jizˇ vyu´st´ı v u´speˇsˇny´ na´lez deklarovane´ funkce a jej´ı
proveden´ı.
Oveˇrˇeno bylo take´ chova´n´ı v nepodporovany´ch situac´ıch. Opeˇt demonstrujme na uka´zce:
var=simpleval; echo ${var//si*le/new} ${var//simple/new}
Prvn´ı expanze tohoto prˇ´ıkazu vede na nezna´mou hodnotu (signalizovanou pomoc´ı prˇ´ıznaku),
nebot’ prvn´ı argument obsahuje znak ’*’, vyzˇaduj´ıc´ı podporu porovna´va´n´ı slozˇiteˇjˇs´ıch
vzor˚u, ktera´ nen´ı aktua´lneˇ dostupna´. Druha´ substituce se jizˇ provede spra´vneˇ a vy´sledkem
je hodnota newval.
Dalˇs´ı z prˇ´ıklad˚u ukazuje nedostatky spojene´ s pouzˇit´ım jednoduchy´ch operac´ı sjednocen´ı
a pr˚uniku prˇi zpracova´n´ı rˇ´ıdic´ıch konstrukc´ı:
var1=val1 ; if [[ test ]]; then var1=val2 ; var2=val2; else var1=val2; var2=val2; fi
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Po dokoncˇen´ı podmı´neˇne´ho prˇ´ıkazu je obsahem promeˇnne´ var2 hodnota val2 bez zvla´sˇtn´ıch
prˇ´ıznak˚u. Hodnota promeˇnne´ var1 vsˇak nese v d˚usledku operace sjednocen´ı prˇ´ıznak ve
smyslu nezna´ma´ hodnota.
Jak jizˇ bylo popsa´no v textu, podobna´ situace nasta´va´ take´ u podmı´neˇny´ch seznamu˚.
Zpracova´n´ı prˇ´ıkazu
var1=val1 && var2=val1 && var2=val2
vede na hodnoty val1 promeˇnne´ var1 a nezna´mou hodnotu promeˇnne´ var2, prˇestozˇe
v tomto konkre´tn´ım prˇ´ıpadeˇ lze urcˇit spra´vnou hodnotu val2 (nebot’ pra´zdny´ prˇ´ıkaz skoncˇ´ı
vzˇdy na´vratovou hodnotu 0).
Podobny´ch uka´zek by bylo mozˇne´ popsat mnoho, zde uvedene´ snad alesponˇ prˇibl´ızˇ´ı




Na´sleduje vy´cˇet pravidel, ktera´ pouzˇ´ıva´ vytvorˇeny´ parser pro syntaktickou analy´zu skript˚u.
Symboly zacˇ´ınaj´ıc´ı velky´mi p´ısmeny znacˇ´ı termina´ly. Zvla´sˇtn´ım zp˚usobem jsou znacˇeny
termina´ly novy´ rˇa´dek (\n) apostrof (’) a uvozovka ("), sekvence /* empty */ je pouzˇita
pro vyja´drˇen´ı pra´zdne´ho slova. Ostatn´ı symboly jsou netermina´ln´ı a jejich na´zvy odra´zˇej´ı,
ktere´ konstrukce reprezentuj´ı.










| NUMBER GRTR word
| NUMBER LESS word
| REDIR_WORD GRTR word
| REDIR_WORD LESS word
| GRTR_GRTR word
| NUMBER GRTR_GRTR word
| REDIR_WORD GRTR_GRTR word
| GRTR_OR word
| NUMBER GRTR_OR word
| REDIR_WORD GRTR_OR word
| LESS_GRTR word
| NUMBER LESS_GRTR word
| REDIR_WORD LESS_GRTR word
| LESS_LESS word
| NUMBER LESS_LESS word
| REDIR_WORD LESS_LESS word
| LESS_LESS_MINUS word
| NUMBER LESS_LESS_MINUS word
| REDIR_WORD LESS_LESS_MINUS word
| LESS_LESS_LESS word
| NUMBER LESS_LESS_LESS word
| REDIR_WORD LESS_LESS_LESS word
| LESS_AND word
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| NUMBER LESS_AND word
| REDIR_WORD LESS_AND word
| GRTR_AND word
| NUMBER GRTR_AND word













assign_list: /* empty */
| assign_list assign_list_element
assign_list_element: \n
| LSQRBRACKET arithmetic_expression RSQRBRACKET EQ word
| LSQRBRACKET arithmetic_expression RSQRBRACKET EQ WORDTERM
| word
assignment: param EQ word
| param EQ WORDTERM
| param EQ LBRACKET assign_list RBRACKET
| param PLUS_EQ word
| param PLUS_EQ WORDTERM
















| WHILE compound_list DO compound_list DONE









for_command: FOR word newline_list DO compound_list DONE
| FOR word newline_list LCRLBRACKET compound_list RCRLBRACKET
| FOR word SEMI newline_list DO compound_list DONE
| FOR word SEMI newline_list LCRLBRACKET compound_list RCRLBRACKET
| FOR word newline_list IN word_list list_terminator newline_list
DO compound_list DONE
| FOR word newline_list IN word_list list_terminator newline_list
LCRLBRACKET compound_list RCRLBRACKET
| FOR word newline_list IN list_terminator newline_list
DO compound_list DONE
| FOR word newline_list IN list_terminator newline_list
LCRLBRACKET compound_list RCRLBRACKET


















select_command: SELECT word newline_list DO list DONE
| SELECT word newline_list LCRLBRACKET list RCRLBRACKET
| SELECT word SEMI newline_list DO list DONE
| SELECT word SEMI newline_list LCRLBRACKET list RCRLBRACKET
| SELECT word newline_list IN word_list list_terminator newline_list
DO list DONE
| SELECT word newline_list IN word_list list_terminator newline_list
LCRLBRACKET list RCRLBRACKET
case_command: CASE word newline_list IN newline_list ESAC
| CASE word newline_list IN case_clause_sequence newline_list ESAC
| CASE word newline_list IN case_clause ESAC
function_def: word LBRACKET RBRACKET newline_list function_body
| FUNCTION word LBRACKET RBRACKET newline_list function_body
| FUNCTION word newline_list function_body
function_body: shell_command
| shell_command redirection_list
subshell: LBRACKET compound_list RBRACKET
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coproc: COPROC shell_command
| COPROC shell_command redirection_list
| COPROC word shell_command
| COPROC word shell_command redirection_list
| COPROC simple_command
if_command: IF compound_list THEN compound_list FI
| IF compound_list THEN compound_list ELSE compound_list FI
| IF compound_list THEN compound_list elif_clause FI
group_command: LCRLBRACKET compound_list RCRLBRACKET
arith_command: LBRACKET_LBRACKET arith_expr_or_empty RBRACKET_RBRACKET
cond_command: LSQRBRACKET_LSQRBRACKET cond_expression RSQRBRACKET_RSQRBRACKET
cond_expression: string_un_cop word
| word string_bin_cop word
| word
| word arith_bin_cop word
| NOT cond_expression
| cond_expression AND_AND cond_expression
| cond_expression OR_OR cond_expression









































elif_clause: ELIF compound_list THEN compound_list
| ELIF compound_list THEN compound_list ELSE compound_list
| ELIF compound_list THEN compound_list elif_clause
case_clause: pattern_list
| case_clause_sequence pattern_list
pattern_list: newline_list pattern RBRACKET compound_list
| newline_list pattern RBRACKET newline_list
| newline_list LBRACKET pattern RBRACKET compound_list
| newline_list LBRACKET pattern RBRACKET newline_list
case_clause_sequence: pattern_list SEMI_SEMI
| case_clause_sequence pattern_list SEMI_SEMI
| pattern_list SEMI_AND
| case_clause_sequence pattern_list SEMI_AND
| pattern_list SEMI_SEMI_AND
| case_clause_sequence pattern_list SEMI_SEMI_AND
pattern: word




list0: list1 \n newline_list
| list1 AND newline_list
| list1 SEMI newline_list
list1: list1 AND_AND newline_list list1
| list1 OR_OR newline_list list1
| list1 AND newline_list list1
| list1 SEMI newline_list list1













simple_list1: simple_list1 AND_AND newline_list simple_list1
| simple_list1 OR_OR newline_list simple_list1
| simple_list1 AND simple_list1





| timespec NOT pipeline
| NOT timespec pipeline
| timespec list_terminator
pipeline: pipeline OR newline_list pipeline








wordpart: ’ ANYCHARS ’
| " substitutions_anychar "
| ’ ’
| " "






extglob: GUESS_LBRACKET extglob_pattern RBRACKET
| STAR_LBRACKET extglob_pattern RBRACKET
| PLUS_LBRACKET extglob_pattern RBRACKET
| AT_LBRACKET extglob_pattern RBRACKET
| NOT_LBRACKET extglob_pattern RBRACKET
extglob_pattern: word_or_empty
| extglob_pattern OR word_or_empty










| DOLAR_LBRACKET_LBRACKET arith_expr_or_empty RBRACKET_RBRACKET

















| arithmetic_expression STAR_STAR arithmetic_expression
| arithmetic_expression STAR arithmetic_expression
| arithmetic_expression SLASH arithmetic_expression
| arithmetic_expression PERC arithmetic_expression
| arithmetic_expression PLUS arithmetic_expression
| arithmetic_expression MINUS arithmetic_expression
| arithmetic_expression LESS_LESS arithmetic_expression
| arithmetic_expression GRTR_GRTR arithmetic_expression
| arithmetic_expression LESS_EQ arithmetic_expression
| arithmetic_expression GRTR_EQ arithmetic_expression
| arithmetic_expression LESS arithmetic_expression
| arithmetic_expression GRTR arithmetic_expression
| arithmetic_expression EQ_EQ arithmetic_expression
| arithmetic_expression NOT_EQ arithmetic_expression
| arithmetic_expression A_AND arithmetic_expression
| arithmetic_expression CARET arithmetic_expression
| arithmetic_expression A_OR arithmetic_expression
| arithmetic_expression A_AND_AND arithmetic_expression
| arithmetic_expression A_OR_OR arithmetic_expression
| arithmetic_expression COMMA arithmetic_expression
| arithmetic_expression QUEST arithmetic_expression
COLON arithmetic_expression
| LBRACKET arithmetic_expression RBRACKET













command_substitution: DOLAR_LBRACKET compound_list RBRACKET
| LBCKQT compound_list RBCKQT
| LBCKQT anychars_or_empty RBCKQT
anychars_or_empty: /* empty */
| ANYCHARS
process_substitution: LESS_LBRACKET compound_list RBRACKET
| GRTR_LBRACKET compound_list RBRACKET
variable_expansion: DOLAR param
| DOLAR_LCRLBRACKET param RCRLBRACKET
| DOLAR_LCRLBRACKET SHARP param RCRLBRACKET
| DOLAR_LCRLBRACKET param COLON_MINUS word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param MINUS word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param COLON_EQ word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param EQ word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param COLON_QUEST word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param QUEST word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param COLON_PLUS word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param PLUS word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param PERC word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param PERC_PERC word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param SHARP word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param SHARP_SHARP word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param COLON word_or_empty COLON
word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param COLON word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param SLASH word_or_empty SLASH
word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param SLASH word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param SLASH_SLASH word_or_empty SLASH
word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param SLASH_SLASH word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET NOT PARAMETER STAR RCRLBRACKET
| DOLAR_LCRLBRACKET NOT PARAMETER AT RCRLBRACKET
| DOLAR_LCRLBRACKET param COMMA word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param COMMA_COMMA word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param CARET word_or_empty RCRLBRACKET
| DOLAR_LCRLBRACKET param CARET_CARET word_or_empty RCRLBRACKET
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