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を簡易に実現できるフレームワーク [40, 36, 20, 56, 95]，（2）永続化クラスと関
係テーブルについて，単純ではない対応関係（以下，複雑な対応関係とよぶ）







































































DBPowder による ORM を記述するための言語 DBPowder-mdl の言語定義と










































































用いるアプローチとして，WebRatio [99]，Araneus [66]，Autoweb [79]を挙げる
ことができる．いずれも ERモデル [23]をデータモデル設計に用い，ERモデル
をもとにして関係スキーマとアプリケーションを生成する．このうちWebRatio
ではモデリング言語 WebML [21, 20, 12]を用いており，グループ 3) の ORM
としても機能している．このカテゴリでは，ほかに Ruby on Rails (RoR) [40]









を PSM（プラットフォーム依存モデル）に自動変換する．PSM は，使用 OS
や言語，データベースシステムなどのミドルウェアを特定したモデルである．
最後に，PSMに必要に応じて実装を加えることで実行可能なコードを生成す
る．代表的な実現方式として，UML [72, 85]を PIMとして用いる Executable




























これらの条件を踏まえて整理すると，入力と出力の組み合わせは 表 2.1 に
示す四通りとなる．それぞれの組み合わせをマッピングアプローチ名として，
bottom-up，top-down，meet-in-the-middle，metadata と名付ける．なおここで





(R, O, C, META)
自動生成される
データモデル
Bottom-up R, META O
Top-down O, META R
Meet-in-the-middle R, O, META -
Metadata C, META R, O
R :関係モデル
O :オブジェクトモデル














得られた分類は，文献 [7, 8]に示される典型的な ORMの分類や名称と一致し
ている．
Fahrnerら [35]は，ERモデル，R，O，ネットワークモデル [38, 103, 74]，お
よび階層モデル [38, 103, 60]について，データモデルの設計を変換する方式に
ついて調査している．このうち，R，O，および ERモデルに関する変換を実
表 2.2: データモデル設計変換における R，O，および ERモデルの要素の一般
的な対応関係
入力や出力のモデル 入力や出力のモデル同士で対応する要素
ER: ERモデル 実体 主キー 属性 関連
R:関係モデル テーブル 主キー 属性 外部キー，結合
テーブル (∗1,2)












Bottom-up R O [35, 71, 82]など
Top-down O R [35, 10, 43]など
Metadata ER R [35, 94, 103]など






























































関係スキーマ rs，永続化クラス pc，および RDBアクセスコード mapを出力
する手法をとる．
RoRでは，2.2.1節で述べた ActiveRecordクラスの代わりに Datamapperク





































て関係スキーマ rs，永続化クラス pc，および RDBアクセスコード mapを出
力する手法をとる．
Java Persistence API (JPA) [76]は，開発者が Javaで記述した永続化クラス上
のクラス定義やプロパティ定義に Javaアノテーションを付与することで，関
係スキーマとの対応関係を記述する規格である．JPAの実装として，EJB3 [75]
やHibernate annotations [49]などがある．JPAは top-downマッピングアプロー
チを併せてサポートする．JPAについては 2.3.3節で改めて述べる．
Melnikら [65, 64]は，関係モデルとオブジェクトモデル間の制約を SQLの
拡張言語を用いて列挙することで ORM を実現するアプローチを提案してい
る．列挙した制約文はコンパイルされて Query Viewと Update Viewに分解さ
れ，それぞれがデータ参照と更新を担う．


















mapping XML (.hbm)ファイルに記述する．Hibernateの生成ツールが .hbmファ
イルを読み取り，rs，pc，および mapを生成することで，ORMが成立する．
Hibernateは bottom-upマッピングアプローチを併せてサポートする．









ER モデルを用いてデータスキーマを設計し，それに基づいて ORM を実
現するアプローチがある．WebML [21, 20, 12, 99] および Enterprise Objects




































表 2.4: 自動生成されるデータモデルと O-R間の対応関係に基づいた，ORM手
法の分類
単純な対応関係を簡易に実現 複雑な対応関係を実現できる
Bottom-up ActiveRecord [36, 40], ph-
pClick [52, 92], Thiranら [96,
95, 42]
Top-down DataMapper [36, 91], Philippi




JPA [76], Melnik ら [65, 64],
M2ORM2 [14, 13, 15]
Metadata EOF [56, 6], WebML [21, 20,
12, 99]
Hibernate [49, 8], Microsoft
















































応している．また，永続化クラス User – Register 間，Register – Host 間
に双方向関連が定義されており，関係スキーマ上にこれに対応する外部キー









































User と Host は多対多関連をもつ．これに対して，関係スキーマではテーブ














して，子クラス CreditCard と BankAccount がある．SR では，一つのテー
ブル BILLが三つのクラスに対応しており，属性もテーブル BILLにまとめら
れている．CRでは，三つの各々のクラスが，それぞれ一対一でテーブルと対
応している．CCR では，子クラス CreditCard と BankAccount にテーブル













































実施し，top-downマッピングアプローチ [36, 91, 80, 59, 57]ではオブジェクト










るアプローチ [56, 6, 21, 20, 12, 99]については，開発者が記述した概念モデル
に基づいて一対の永続化クラスと関係スキーマを生成する手法をとるため，一
つのテーブルに対して複数種類のクラス定義を与えることができない．なお











ングアプローチについて，Melnikら [65, 64]および M2ORM2 [14, 13, 15]の
アプローチでは，事前に関係モデルとオブジェクトモデルが設計されているこ
とが必須である．したがって，単純な対応関係を簡易には実現できない．
Metadata マッピングアプローチについて，MAGIC [55] は，五種類のデー
24
タモデル3を記述する能力をもったモデル GeRoMe上で設計されている．した





















32.2.4節で述べた，関係モデル，EERモデル，UML，OWL DL，および XML Schema．
4クラス名に “ id”を付与した文字列を識別子名にする必要がある．
25


















MetadataマッピングアプローチのうちMicrosoft ADO.NET Entity Data Model
(EDM) [2, 11] では，開発者は永続化クラス pc に対応する概念モデルである







Entity Data Modelツール [29]を用いることで，bottom-upおよびmetadataマッ
ピングアプローチを実現できる．
































承を扱いたい場合には Entity Data Modelツールの援用を受けられず，CSDL，
SSDL，およびMSLの三種類の言語を矛盾なく記述する必要が生じる．





API8を用いる．このうち Fluent API は，独自の命名規則を生成するために命
名規則の生成処理をフックするための仕様である．永続化クラスの継承を関係
スキーマで扱う場合や複数のテーブルを結合して一つのクラスに対応づける場
合などには Fluent API を使う必要があり，柔軟な命名が可能な一方で開発の
負担は大きい．







































































































































連を，片方向関連とよぶ．片方向関連は，型 A, Bについて，A→ Bの参照は
可能だが，B → Aの参照はできないといったものである．関連により参照で
きるオブジェクトの個数に応じて，1または多の多重度を定義する．双方向関







図 3.1に示した例では，(a)クラス Userは，(b)属性 user nameと，クラス
Register への (c)関連 register をもつ．またクラス Registerは，クラス
Userへの関連 userをもつ．したがって，クラス Registerと Userは双方向
に関連をもつ．クラス User とクラス Register の (d)多重度は 1:n である．
クラス User からクラス Register への多重度は多なので，クラス User が
もつ関連プロパティ register は，コレクション型となる．クラス AdmUser
と GuestUserは，クラス Userを (e)継承する．クラス Userは，(f)子クラス
1ODMG3.0では，コレクション型は Set, Bag, List, Array, Dictionaryのいずれかとしている．






































































においては，各属性値は空値（null）を許さない．テーブル T1(..., AFK , ...) と
T2(APK , ...)について，任意の AFKの値が，nullまたは APK上のある値に一致す




図 3.2に示した例では，(h)テーブル userは，(i)属性 user nameと，(j)主








れぞれを属性 A1, A2, ..., Anとよぶ．この属性について，集合 {A1, A2, ..., An}が同
一である eを集めた集合が，実体 Eである2．二つの実体 Ei, E jについて，要素
間の連結度 Cを定義できるとき，実体 Ei, E jは関連 Ri jをもつとする．ここで
連結度 Cは，1:1, 1:n, n:1, n:mのいずれかとする．三つ以上の実体 E1, E2, E3, ...
に関する関連は，以下に示すいずれかの方法で二つの実体間の関連に変換して
扱う．
• 関連を扱うための実体E′を別途導入し，E′に対する各々の実体 E1, E2, E3, ...
との関連を扱うことで記述する [38]．
• 三つの実体 E1, E2, E3を扱う関連の場合は，Jonesら [51]の示す方法で二
2Chenが示したオリジナルの ERモデル [23]では，ことがら eを「実体」，実体 E を「実



































図3.3に示した例では，(p)実体 userは，(q)属性user nameと，実体 register





















































この eerを入力として永続化クラス (spc)と関係スキーマ (rs)を生成する．こ
れにより，spcと rsとの単純な対応関係によるORMが成立する．開発が進み
複雑な対応関係をもつORMが必要になった際には，開発者はObjectView(ovn)































記述力の評価では，単純な対応関係を簡易に実現できる Ruby on Rails（RoR）
と複雑な対応関係を実現できる Hibernate を比較対象とする．DBPowder-mdl






























この手順を，以下に ORM手順 1 – 4で述べる．ORM手順 1では，開発者が
記述した eer 上の実体に代理キーが追加される．ORM手順 2 では，eer に基
づき rsが生成される．ORM手順 3では，eer に基づき spcと RDBアクセス
コードが生成される．なお汎化階層の扱いについては，ORM手順 4で別途述
べる．
ORM手順 1 – 4で用いられる eer，rs，spcの各要素の対応関係を表 4.1に




ORM手順 2 DBPowderは，Teoreyらが示した手法 [94]に基づき，eer か
ら rsを生成する．はじめに eerの実体 E に対応して rsのテーブル T を生
成する．次に E のもつ全ての属性を T の属性とし，E の主キーを T の主
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キーとする．










ル T ′を生成し，Rが結びつける二つのテーブルの主キーの両方を T ′に加
え外部キーとし，この外部キーの組を T ′の複合主キーとする．なお Rが属
性をもつ場合は，この属性を全て T ′の属性とする．
表 4.1: eer, ovn, rs, spc, cpcn の主な対応関係
データモデル 用いられる対応関係 対応する要素
eer : EERモデル 単純 / 複雑 実体 主キー 属性 関連
ovn : ObjectView





rs : 関係スキーマ 単純 / 複雑 テーブル 主キー 属性 外部キー，結合テーブル(*1)
spc : 永続化クラス
(in simple corr.) 単純 / 複雑
クラス 識別子 属性 関連
cpcn : 永続化クラス
(in complex corr.) 複雑
(*1) 結合テーブルの使用は，多対多関連のみ
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クラス c1と c2から，それぞれ c′への一対多の双方向関連を生成する．これ

























また，eer の汎化階層をそのままクラス階層に読み替えて，eer から spc
を生成する．
4.2.2 DBPowder-mdlによる単純な対応関係の記述（導入）
図 4.2-1 と図 4.2-2 に対応する DBPowder-mdl の記述例を，図 4.3 に示す．
本節では，DBPowder-mdl による単純な対応関係の記述の導入を行う．なお
DBPowder-mdlの詳細な説明は 4.4節で行う．
図 4.3のうち指し示されている記述例は，実体 user，属性 user name，実体
userと registerの関連，および汎化階層 adm userである．DBPowder-mdl
では以下のように記述する．
• 実体を， [ ] 囲みで記述する．
• 属性を，実体からインデントを一つ下げて記述する．
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• 実体 E1からインデントを一つ下げて記述する実体 E2は，同時に E1と





図 4.3 の例では，実体は user，register，host，adm user，guest user
であり，属性は user name，reg date，ip addr，host name，adm role，
affiliation である．register は user と関連をもち，user:register の
連結度は 1:nである．adm userは user配下の汎化階層に属する実体であり，
inherit-srが指定されているため，単一テーブル継承（SR）が採用される．
4.2.3 単純な対応関係の実現例（user – register – hostスキーマ）
単純な対応関係の実現例（user – register – hostスキーマ）を，図 4.2に示す．
ここで図 4.2-1は，開発者が設計した EERモデル eerであり，図 4.2-2は EER
モデルから生成された関係スキーマ rsおよび，単純な対応関係をもつ永続化
クラス spcである．また図 4.3は，4.2.2節で導入した DBPowder-mdlでの記
述である．
rsと spc内の user id，register id，host idは，ORM手順 1で追加され
た代理キーに対応している．開発者が記述した eer上の実体 user，register，
hostをもとに，ORM手順 2で rs上のテーブル user，register，hostが生










































































ovn : (複) ObjectView
rs : (単) 関係スキーマ



























図 4.2: DBPowder における単純な対応関係の実現例（user – register – host ス
















図 4.3: DBPowder-mdlの記述例：図 4.2の EERモデル eer
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eer で記述された関連に基づいて，rs 上のテーブル registerに外部キー
(FK)が二つ追加され，spc上の永続化クラス Registerにも対応する属性が追
加される．また，永続化クラス User – Register間や，Register – Host間で，
双方向関連が生成される．永続化クラス Userと Hostはそれぞれ，Register
への多の多重度をもつため，関連 registerはコレクションとなる．








































開発者は ov記述 1で，eer上の実体 E と関連 Rの走査経路の指定によって複
雑な対応関係を実現する範囲を指定することで，Gのグラフ構造を記述する．
ov記述 2と ov記述 3ではアプリケーションロジックの必要性に応じて Gの要









ObjectView のグラフ構造は，始点をもつ有向グラフ G = (s, {Ev}, {Rv}) によ
り定義される．ここで sは始点，{Ev}は節点の集合，{Rv}は枝の集合である．
節点 sと Ev には eer 上に対応する実体 E が存在し，枝 Rv には eer 上に対応
する関連 Rが存在する．
開発者は ObjectViewで扱おうとする eerにおいて，アプリケーションロジッ
クが中心に扱う実体 Es を一つ決め，これを始点 sと対応づける．この Es を
中心実体とよぶ．続いて開発者は，eer 上で Es を始点としてアプリケーショ
ンロジックで使用される実体 Eと関連 Rを走査し，走査した内容を節点 Evや
枝 Rv に対応づける．このようにして有向グラフ Gを決定する．
このように決定されたGにおいて，それぞれの枝 Rvは終点側にもとの Rに
対応した連結度をもち，EER モデルで指定した連結度を引き継ぐ．汎化階層
上の E や Rに対応づけられた節点 Ev や枝 Rv については，汎化階層の親から
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子にたどる各々の経路に対応して，定義される．































• 永続化クラスの getterや setterの使用に制限をつける．
なおグループ化指定された節点は，複数のインタフェースをもつことができる．
以上，ov記述 1，2，3に示した ObjectViewを入力として，DBPowderでは
複雑な対応関係を実現した永続化クラス cpcn と RDB アクセスコードを生成
する．
ORM手順 5 ov記述 1，2，3に示した ObjectViewにより，DBPowderは複











合は，sl に対応する属性は sl のメンバ属性となる．なお sl が指定されて
かつ，slに対応する属性が c上に見つからない場合は，エラーとなりORM
は成立しない．






ORM手順 5で実現される ORMにおいて，ov記述 2により，（a）あるテーブ












図 4.5のうち指し示されている記述例は，始点 user，節点 user,register,
host，グループ化される節点 host，およびそれらを接続する枝である．DBPowder-
mdlでは以下のように記述する．
• 節点を， [ ] 囲みで記述する．
• 枝を，節点間のインデント関係により表す．
• インデントの最上層の節点は，始点となる．
• グループ化される節点を， { } 囲みで記述する．




図 4.5の例では，始点の userの指定では @を用いておらず，クラス名を指
定していないので，eerで生成済の Userクラスに ObjectViewの定義が追加さ
れる．節点の register ではクラス名 RegHostを指定しているので，新たに
RegHostクラスが生成される．節点 hostでは上の階層の節点とのグループ化
を指定しているので，生成される RegHostクラスは，実体 registerと host
が結合したクラスとして定義される．
4.3.4 複雑な対応関係の実現例（user – register – hostスキーマ）
複雑な対応関係の実現例（user – register – hostスキーマ）を図 4.4に示す．





























































ovn : (複) ObjectView
rs : (単) 関係スキーマ































図 4.4: DBPowder における複雑な対応関係の実現例（user – register – host ス
キーマ）．(4.4-1) ovn, (4.4-2) cpcn. eerは図 4.2で記述済，rsと spcは図 4.2
で生成済．ov1を記述 + (記述済 eer) → cpc1が生成される．ov2を記述 + (記述


















図 4.5: DBPowder-mdlの記述例：図 4.4の ObjectView ov1 と ov2
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は ObjectViewから生成された複雑な対応関係をもつ永続化クラス cpc1と cpc2
である．また 図 4.5 は，4.3.3節 で導入した DBPowder-mdl での記述である．
ここでは，eerは図 4.2-1で記述済みであり，rsと spcは図 4.2-2で生成済みで
あるとする．よって，rsと spcは単純な対応関係をもつ．
図 4.4-1で，ov1 では userを中心実体として指定している．節点 register
と hostは，枝の方向を考えると連結度が 1なのでグループ化できる．こうし
て構成される ObjectView ov1 は，管理者 userを中心としたアプリケーション
ロジックを開発者に提供する．図 4.4-1上の ov2は，hostを中心実体とした別
の例である．この例では，節点 registerと userをグループ化し，汎化階層
の子に属する実体 adm userと guest userを必要としない．こうして構成さ
れる ObjectView ov2 は，ホスト hostを中心としたアプリケーションロジック
を開発者に提供する．
つぎに，構成された ObjectView ov1，ov2が生成する永続化クラスをみる．図
4.4-2では，開発者が記述した ov1 を用いて DBPowderが Userと RegHostか
ら構成される永続化クラス cpc1を生成した例と，同様に ov2を用いて Hostと
RegUserから構成される永続化クラス cpc2 を生成した例を示す．
永続化クラス cpc1 は，ov1 の記述に従って Userを中心としたクラス構成と
なり，ov1 上の節点 registerと hostはクラス RegHostにまとめられる．も
との eerの属性はそれぞれ，ov1 で構成された節点とグループに基づいて cpc1
上の属性となる．たとえば永続化クラス RegHost上の属性は，実体 register
と hostの属性の両方をもつ．同様にして cpc2 は，Hostを中心としたクラス
構成となり，ov2 上の節点 registerと userはクラス RegUserにまとめられ










































図 4.6: 永続化クラス Userの統合例
生成された永続化クラス cpc1は，管理者 Userおよび，これと 1:nで関連を
もつ登録されたホスト RegHostから構成される．RegHostはホスト情報のほ
か，管理者がそのホストを登録した日付 reg dateを属性としてもつ．このよ
うに cpc1 は，管理者 User を中心としたアプリケーションロジックを開発者






ここで生成された cpc1 上の永続化クラス User や cpc2 上の永続化クラス
Hostは，spcにも存在する．このような永続化クラスは，定義がまとめられて
統合される．図 4.6に永続化クラス Userの統合例を示す．ここでは，図 4.2で












るホスト hostごとにセキュリティレポート sec reportを提出する．このホ
スト hostは，複数の管理者 userによって管理されることがあり，その全員
がレポートを提出するわけではない6．管理タスクはその内容に応じて，管理
者が属する組織 divisionや大組織 division categoryごとにまとめられる．
6ここで，アプリケーションロジックが扱っている管理者と，同じホストを管理する別の管
















































































































































として ObjectView ov1 を記述することで生成される永続化クラス cpc1 は，管
理者を主題としたアプリケーションロジックを扱うのに適した永続化クラス
であり，これを構成するクラスは五つである．また，中心実体を hostとして
ObjectView ov2 を記述することで生成される永続化クラス cpc2 は，ホストを
主題としたアプリケーションロジックを扱うのに適した永続化クラスであり，
これを構成するクラスは三つである．いずれも，11つのクラスから構成され
る spcと比べて十分な簡略化ができている．たとえば ov1 や ov2 では組織や大
組織は主題ではないため，これに関係する属性は管理者 Userの属性として扱








DBPowder は記述言語 DBPowder-mdl をもつ．DBPowder-mdl については
4.2.2節（図 4.3）と 4.3.3節（図 4.5）で例示による導入を行った．本節では
DBPowder-mdlの定義を与える．4.4.1節では DBPowder-mdlの言語としての







する実体 E，属性 A，関連実体 L，および，ObjectViewの記述で使用する始点
PN，節点 N，グループ化される節点MNであり，階層構造を用いてこれらの
関係を記述する．
EERモデルの記述では，階層の最上位に実体 E をとり，E が保持する属性
Aを E の一段下に記述する．Eと関連 Rをもつ実体 E′ を E の一段下に記述
し，E と E′にある階層の上下関係をもって，関連 Rを表現する．連結度など
の Rのパラメータは E′ 上に記述する．このような実体 E′ と関連 Rの組み合
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わせを，DBPowder-mdlでは関連実体 Lとよぶ．なおここでは，Eと E′の上
下関係における順序は意味をもたない．すなわち，E′ と E の上下関係を交換
し，関連 Rの連結度を考慮して交換した E′と Eにつなぎ直し，E′を実体，E
を関連実体とした記述は，もとの記述と等価である．なお関連実体 L は，自
らまたは他の関連実体を階層の下位にもつことが可能である．
ObjectViewの記述では，階層の最上位に始点 PN をとる．PN と枝 Edで結
ばれた節点 N については，PN の一段下に N を記述する．PN と N にある階
層の上下関係をもって枝 Edを表現する．なおこの Edに対応するEERモデル
の関連が，別途記述されている必要がある．EERモデルの記述と異なり，PN














1: <name> ::= {[A-Za-z][A-Za-z0-9_]*}
_______________________
2: <indentA> ::= {[ ]+}   # 属性の，所属する実体を示すインデント
______




4: <EntityDef> ::= [<entityDesc> [<entityParam>] ]
_                             _
# 関連実体宣言(L )
5: <RelshipEntityDef>
::= <indentL>[<cardinality>|<inheritType> <entityDesc> [<entityParam>]]
_                                                        _
6:   <cardinality> ::= <1:1> | <1:n> | <n:1> | <n:n> # 連結度表記
7:   <inheritType> ::= inherit-sr | inherit-cr | inherit-ccr # 汎化階層表記
# 実体名表記
8:   <entityDesc> ::= <commonEntityName>[<interfaceDesc>]
| <className>[<interfaceDesc>]@<tableName>
9:     <commonEntityName>,<className>,<tableName> ::= <name>
10:     <interfaceDesc> ::= !<interfaceName>[<interfaceDesc>]
11:       <interfaceName> ::= <name>
# 実体パラメータ表記
12:   <entityParam> ::= [ importDB ][<pKeysDef>][<joinOnDef>][<relshipNameDef>]
[<defaultPkeyTypeDef>][<throughJoinOnDef>][<throughDef>]
13:     <pKeysDef> ::= pkeys="<pKeysList>"
14:       <pKeysList> ::= <pKeysItem>[ ,<pKeysList> ]
15:     <joinOnDef> ::= joinOn="<joinOnList>[ = <joinOnList>]"
16:       <joinOnList> ::= <joinOnItem>[ , <joinOnList>]
17:     <pKeysItem>, <joinOnItem> ::= <name>
18:     <relshipNameDef> ::= $<name>[/<name>]  # 一つ目は順方向関連，二つ目は逆方向関連
_       _
19:     <defaultPkeyTypeDef> ::= defaultPkeyType="<typeName>"
20:     <throughJoinOnDef> ::= throughJoinOn="<joinOnList>[ = <joinOnList>]"
21:     <throughDef> ::= through="<tableName>"
===============================================================================
# 属性宣言(A )
22: <AttributeDef> ::= <indentA><attrDesc> <typeName> [<extDef>]
23:   <attrDesc> ::= <commonAttrName> | <classAttrName>@<columnName> # 属性名表記
24:     <commonAttrName>,<classAttrName>,<columnName> ::= <name>
25:   <typeName> ::= int | text{[0-9]+} | number{[0-9]+} | datetime
________         ________
( <typeName> は，今後追加予定) .
26: <extDef> ::= [<extDef>] [ not null | readOnly | unique | default "{.+}" ]
27: <AttributeDefs> ::= <AttributeDef>[,<AttributeDefs>]
凡例(BNF非標準記法) {RE} REは正規表現 L Lは文字列














2:  user_name text
3:  mail text
4:  [<1:n> register]
5:    reg_date Date
6:    [<n:1> host]
7:      host_name text
8:  [<1:n> sec_report $rep]
9:    report_file text
10:    [<n:1> host]
11:  [<inherit-sr> adm_user]
12:  [<inherit-sr> guest_user]
13:    user_priv text
図 4.10: DBPowder-mdlの記述例：EER宣言部






L′の宣言を Lの宣言の一段下に記述する．実体 Eや関連実体 Lが属性 Aをも












における扱い（ORM手順4 – 4.2.1節）を記述する．連結度表記は<1:1>, <1:n>,




























層構造では不足する箇所では，図 4.10の 6行目と 10行目に示すように，実体
E や関連実体 L の同一要素名を複数回記述することで，グラフ構造を記述で
きる．また 11行目と 12行目に示すように，汎化階層の関係スキーマでの扱い











1: <name> ::= {[A-Za-z][A-Za-z0-9_]*}
_______________________
2: <indentA> ::= {[ ]+}   # 属性の，所属する構造化リテラルやグループ化節点を示すインデント
______
3: <indentL> ::= {[ ]*}   # 節点やグループ化節点の，リンク先の節点を示すインデント
______
===============================================================================
# 始点宣言(PN ) –中心実体に対応
4: <PivotNodeDef> ::= [<nodeDesc> [<nodeParam>] ]
_                         _
# 節点宣言(N ) –実体に対応
5: <NodeDef> ::= <indentL>[<nodeDesc> [<nodeParam>] ]
_                         _
# グループ化節点宣言(GN ) –実体に対応
6: <GroupedNodeDef> ::= <indentL>{<nodeDesc> [<nodeParam>] }
_                         _
# 節点名表記
7:   <nodeDesc> ::= <entityDesc>  # 図4.9   EER 宣言部を参照
# 節点パラメータ表記
8:   <nodeParam> ::= [<relshipNameDefOV>][<throughJoinOnDef>][<throughDef>]
9:     <relshipNameDefOV> ::= $<name>   # 順方向関連のみ
_      
##     <throughJoinOnDef>, <throughDef> は，図4.9   EER 宣言部を参照
===============================================================================
# 構造化リテラル宣言(SL)
10: <StructuredLiteralDef> ::= [<indentL>]( <slName> < relshipNameDefOV > )
_                               _
11:   <slName> ::= <name>      # 構造化リテラル名
# 構造化リテラルの属性宣言
12:   <StructuredLiteralAttributeDef>
::= <indentA><classAttrName>[@<columnName>] [<typeName>]
_
##       <classAttrName>, <columnName>, <typeName> は，図4.9   EER 宣言部を参照
# インタフェース宣言(IF)
13: <InterfaceDef> ::= [[ <interfaceName> ]]
__                 __
# インタフェースの属性宣言
14: <InterfaceAttributeDef> ::= <indentA><classAttrName> <typeName>
凡例(BNF非標準記法) {RE} REは正規表現 L Lは文字列













2:  [HostReport@sec_report $rep]
3:    {host}
4:      [CoUser@register]
































図 4.12は ObjectView宣言部の例であり，図 4.7の ov1をもとに，中心実体に
対応する始点宣言 userと，実体に対応する節点宣言 sec_reportや register
と，実体に対応するグループ化節点宣言 hostおよび，これらの節点類がもつ
枝を記述したものである．1行目が始点宣言，2行目や 4行目などが節点宣言，



































































































































































































<id name="bill_id" column="bill_id" type="long">
<generator class="native"/>
</id>
















<id name="bill_id" column="bill_id" type="long">
<generator class="native"/>
</id>













Hibernate Ruby on Rails (RoR)














class CreditCard < Bill
end
class BankAccount < Bill
end
# 参考:Billクラスは, scaffold 
# 実行時に自動生成される
class Bill < ActiveRecord::Base
end
# 関係スキーマ側の処置
# SQL の ALTER TABLE 文などで，
# 以下を変更
# テーブル名: bills -> bill
# カラム名 : id    -> bill_id
# 永続化クラス側の処置
# 下線を引いた行を追加する








図 4.14: 図 4.13の Hibernateや Ruby on Railsでの扱い
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関係を簡易に実現できる Ruby on Rails（RoR）と複雑な対応関係を実現でき
る Hibernateである．なお RoRはバージョン 3.2.12，Hibernateはバージョン
4.1.10を対象にした．














評価結果を表 4.4と表 4.5に示す．このうち表 4.4は単純な対応関係と複雑
な対応関係についてまとめたものであり，単純な対応関係を (s)，複雑な対応
関係を (c)で番号付けした．表 4.5はその他をまとめたものであり，制約 (oc)，
内部的な動作の制御 (oi)，対象データの扱い (ot)，その他 (oe)の四種類に分類
した．
まず表 4.4をみる．DBPowderや Hibernateがサポートする機能のうち，RoR
では単純な対応関係のうち (s5)および (s7)を，複雑な対応関係のうち (c3)お






DBPowder と RoR では複雑な対応関係のうち (c6), (c7), (c8) をサポートしな
い．このうち (c6)についてはクラス継承の SRで代用可能であり，(c7)につい
ては SQL文を直接永続化クラスや属性に対応づける点で ORMの別種のアプ
















(s1) 永続化クラスとテーブルを一対一で対応づける ○ ○ ○
(s2) 永続化クラスとテーブルで，属性を一対一で対応づける ○ ○ ○
(s3) 永続化クラスに 1:1, 1:n, n:1, m:n の多重度をもつ別の永続化クラスを
関連づける ○ ○ ○
(s4) 多の多重度をもつ関連プロパティのコレクションの型を List とする ○ ○ ○
(s5) 多の多重度をもつ関連プロパティのコレクションの型を Set やMap に
する ○ × ○
(s6) クラス継承（SR） ○ ○ ○
(s7) クラス継承（CR, CCR） ○ × ○
(s8) 属性値の制約条件を指定（値の指定 / not null）1 ○ ○ ○
(s9) 関連する永続化クラスを取得する際の制約条件を指定 1 ○ ○ ○
???????
(c1) 属性をグループ化して一つの型として扱う ○ ○ ○
(c2) 多態性のサポート ○ ○ ○
(c3) 複数テーブルを結合して一つの永続化クラスで扱う ○ × ○
(c4) 複合キーによる主キー ○ × ○
(c5) 一意キー ○ ○ ○
(c6) テーブルのカラム値に応じて異なる永続化クラスを対応づける
（＝リンクなし）2 × × ○
(c7) SQL 文を永続化クラスや属性に対応づける
（INSERT, UPDATE, DELETE, SELECT, SELECT 文中の列定義）3 × × ○
(c8) コレクションクラスから属性を取り出し，配列として扱う × × ○
1. DBPowder では，実行時に検索メソッドの条件として指定する




















??(oc1) 属性値の変更可否を指定 ○ ○ ○
(oc2) テーブルへのタプル挿入可否の指定 × ○ ○
(oc3) テーブルのチェック制約 × ○ ○
??????
???
(oi1) 関連の読込時の戦略（遅延読込 / イーガーフェッチ）1 ○ ○ ○
(oi2) 属性値の遅延読込 × × ○
(oi3) 識別子の値を自動生成する方法のカスタマイズ × × ○
(oi4) 一括読込 / 書込（バッチ処理）時の，1回あたりの処理件数を指定 × ○ ○
(oi5) オブジェクトのメモリへの読込方法や永続化方法をカスタマイズ × ○ ○
(oi6) メモリに読み込んだオブジェクトの，キャッシュ利用有無を指定 × ○ ○
(oi7) Insert/update で実行時にSQLをつくり，値の変更があったカラム
のみ更新 × ○ ○
(oi8) キー制約名，外部キー制約名，インデックス名の明示的な指定 × ○ ○
??????
??
(ot1) 連鎖参照整合性制約（update cascade, delete cascade） ○ ○ ○
(ot2) 属性のデフォルト値の指定 ○ ○ ○
(ot3) コレクションのソート 2 ○ ○ ○
(ot4) テーブルの悲観的ロック 3 ○ ○ ○
(ot5) テーブルの楽観的ロック × ○ ○
(ot6) オブジェクトが見つからない場合に，エラーにするか null を返す
かを指定 × ○ ○
(ot7) テーブルのタプル値を Map 4で扱う × ○ ○
(ot8) List での添字用属性の指定，Map でのキー属性の指定 × × ○
(ot9) 多の多重度をもつ関連プロパティのコレクションの型を配列にす
る (Java) 5 × - ○
(oe1) 開発者が記述したコードを ORM に組み込む 6 ○ ○ ○
○：サポートする ×：サポートしない
1. DBPowder では，一度に読み込む範囲を検索実行時に指定する．Hibernate では，
ORM 定義のなかでデフォルトの操作を指定できる
2. DBPowder では，実行時に検索メソッドの条件として指定する
3. DBPowder では，JDBC ドライバによりサポートする
4. RoRや Ruby 言語では連想配列とよばれる
5. Java の配列は List で代用可能である．また Java では，List から配列を取り出す
toArrayメソッドが提供される．




























キーマ rs，および二者の対応をとる RDBアクセスコード mapを開発する際
に要する負担を比較評価するために実施する．対象としたアプリケーション
は，Redmine [50]，Magento [61]，KEKapp（第 6章），CaveatEmptor（ [8, 24]，























+ <<enum constant>> BAD
+ <<enum constant>> OK




+ <<enum constant>> AMEX
+ <<enum constant>> VISA
+ <<enum constant>> MASTERCARD
<<enum>>
CreditCardType
- dateAdded : Date
- username : String
CategorizedItem
- city : String
- zipcode : String
- street : String
- version : Integer
- id : long
AddressEntity
- expYear : String
- expMonth : String









































+ <<enum constant>> COMPLETE
+ <<enum constant>> ACCEPTED
+ <<enum constant>> IN_TRANSIT
+ <<enum constant>> PAYED
+ <<enum constant>> AGREED
ShipmentState
<<enum>>
- created : Date
- admin : boolean
- ranking : int
- email : String
- password : String
- username : String
- lastname : String
- firstname : String
- version : Integer
- id : long
User
- created : Date
- owner : String
- version : Integer
- id : long
BillingDetails
- created : Date
- inspectionPeriodDays : int
- version : Integer
- id : long
Shipment
- city : String
- zipcode : String
- street : String
Address
- created : Date
- name : String
- version : Integer
- id : long
Category
- currency : Currency
- value : BigDecimal
MonetaryAmount
- created : Date
- text : String
- version : Integer
- id : long
Comment
- state
+ <<enum constant>> ACTIVE
+ <<enum constant>> PENDING
+ <<enum constant>> DRAFT
<<enum>>
ItemState
- swift : String
- bankname : String
- account : String
BankAccount
- created : Date
- successful : Boolean
- id : long
Bid
- endDate : Date
- startDate : Date
- approvalDatetime : Date
- created : Date
- images : Collection<String>
- description : String
- name : String
- version : Integer












- created : Date
- userId : long
- entityClass : Class
- entityId : long
- message : String
AuditLogRecord
- dateAdded : Date













































































































































































































































































































単単な対対対対 単単な対対対対 複複な対対対対(2-a),(2-b)  → + 
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次に，単純な対応関係に関する結果を見る．図 4.19 (1-a)の Redmineは RoR
で開発されたアプリケーションであり，構築されるORMのモジュールは，RoR
の設定より規約（CoC）に基づいた構成となる．したがって，RoRが大幅に優
























































上段が OO7ベンチマーク（図 4.17），中段が KEKappにて userを中心実体
とした場合（図 4.7の ov1 と cpc1），下段が KEKappにて hostを中心実体と
した場合（図 4.7の ov2 と cpc2）である．なお各々で用いた ObjectViewにつ































Module, Manual 4 10 2 4 1 3 4 63 109 81 6 2 20
CompositePart, 
Document, AtomicPart 6 18 3 7 2 6 6 116 207 152 11 4 40
Connection, AtomicPart 5 10 2 4 1 3 5 85 131 103 6 2 20
合計 15 38 15 264 447




7 27 4 10 4 9 7 195 331 239 16 16 60
sec_report, host 3 11 2 4 2 3 3 198 244 206 6 12 20
register, user, host_status, 
user_role 5 27 4 10 3 10 5 209 389 285 16 6 82
合計 15 65 15 602 964
合計の DBPowder 比 1 4.33 1 40.1 64.3
host 2 4 1 1 2 0 2 84 85 64 1 20 0
sec_report, user 3 11 2 4 1 4 3 259 349 299 6 2 42
register, user, division, 
division_cat, user_stat, 
host_status, user_role
8 51 7 19 6 19 8 237 552 367 31 12 142
合計 13 66 13 580 986











































































記述力の評価では，単純な対応関係を簡易に実現できる Ruby on Rails（RoR）
と複雑な対応関係を実現できる Hibernateを比較対象とし，DBPowderによる
ORMを記述するための言語DBPowder-mdlの言語定義とHibernateの ORM記











































































































dc データクラス setter/getter メソッド
dw 永続化ラッパークラス dc のラッパー

































(2) コード生成器（GEN）は，記述された eer と ovn を解釈し，4.2節およ
び 4.3節に示した方法で rs, spc, cpcn を生成する．
(3) 続いて GEN は，rsの定義に従って関係スキーマのコード gcode rsを
生成し，spcと cpcn の定義に従って永続化クラスのコード gcode pcを
生成する．また GEN は，ビルトインのセッションクラス sc（後述）が
SQL 文を生成する際に利用するロジッククラス lo を生成する．永続化
クラスと関係スキーマの対応をとる RDBアクセスコードは，scと loに
より構成される．
(4) 応用開発者は，生成された gcode pcとビルトインの scを利用して，目
的のアプリケーションコード（acode）を記述する．



























挙動を考慮せずに dw に追加開発できる．なおこのような dw の使われ方は，
generation gap [98]デザインパターンとよばれる．




る．RDBからの応答結果を arに格納し，dcや dwを構成した上で，dwを sc
に返す．RDBへのデータ格納が scから要求された際には，loは格納するデー




1: // セッション so を予め取得しておく
// newHost の永続化（保存）






6: List<Host> currHostList =
so.find(Host.class,"name like 'te%'");










































































































DBPowder において永続化ラッパークラス（図 5.1 における dw）は，デー
タクラス（同じく dc）を継承することで getter/setterメソッドを保持する．ま
た，dcは ActiveRecord [36]クラス（同じく ar）を保持する．DBPowderにお































• 永続化ラッパークラスのコード dwは generation gapデザインパターンに

















を第 6章の応用事例で用いた．この機能を構築するために，Tomcat 6.0.20 [5]
と Struts 1.3.5 [4]を使用した．
5.5 性能評価
5.5.1 OO7ベンチマークの導入
































































（L: Large, M: Medium, S: Small）









ある．Q1 は，存在する IDを 10件ランダムに指定し，その IDで AtomicPart
を検索する．Q2は，直近から 1%の日付の範囲を指定して，AtomicPartを検索
する．Q3は，直近から 10%の日付の範囲を指定して，AtomicPartを検索する．
Q7 は，全件の AtomicPart を検索する．Q8 は，AtomicPart.docId に合致する












ち T2a ではクラス取得時のみ更新を行い，T2b ではクラス取得時と走査時に
更新を行い，T2c ではクラス取得時と走査時にそれぞれ 4 回更新を行う．T6
は T1の一部のみを実行し，AtomicPartに到達したら走査を終了する．T3は，




















本評価では，OO7ベンチマークのシナリオのうち，Q1, Q2, Q3, Q4, Q5, Q7






• シナリオから考察して T1と性質が類似している T4と，T1の逆方向走














各々のシナリオについて 5回試行し，初めの 1回を cold run, 2回目から 4回
目について平均処理時間を hot runとして集計した．なお OO7の論文 [17]の
指示通り，5回目の試行については集計に加えないこととした．使用した計算


















































































































































































































■ DBPowder (cold run) ■ DBPowder (hot run) 

















































































































































































































■ DBPowder (cold run) ■ DBPowder (hot run) 
■ RoR (cold run) ■ RoR (hot run) 








図 5.5と図 5.6に，処理時間を比較した結果を示す．図 5.5は DBPowderと
Hibernate の比較結果，図 5.6は DBPowder と RoR の比較結果である．図中，
Small，Medium，Largeは図 5.4で示した件数のカテゴリであり，各々のグラ
フについて縦軸は処理時間（秒），横軸はシナリオ名である．棒グラフの赤色





















次に DBPowder と RoR の比較（図 5.6）では，Q1，Q4，Q5，T8，T9，お









できると考えられる．また DBPowderや Hibernateの SQLはパラメータを変
数化して SQLを準備（Prepare Statement）したのちに変数を送り込むため，1
クエリ毎にRDBとの通信が 2回発生しているのに対し，RoRではパラメータ
を SQLに直接埋め込んでいる．この 2点が，Q1，Q4，T8，T9のような RDB
へ発行される 1回のクエリあたりの取得件数が少ないシナリオにおいて，RoR
4なお Largeの T1について，約 60時間シナリオを動作させたが完了できず，DBPowderや
Hibernate の処理時間と比べて少なくとも 100倍以上の差が生じた．Large の T2a，T2b，
T2cは T1に更新処理を加えたシナリオであることから，RoRが DBPowderや Hibernateと
比べて著しく処理時間を要すると予想される．従って，RoRについて Largeの T2a，T2b，
T2c シナリオは実施していない．また Medium の T2c cold run では，T2a や T2b に比べ
て更新処理が多く実施されているにも拘わらず T2aや T2bよりも処理時間が短い結果と













































はこれを，DMZ User’s Portal [1]とよんでいる．DMZ User’s Portalは，2006
年より KEKでのセキュリティ管理業務に利用されており [69, 100, 1]，2011年
に連携組織（J-PARC）に展開された [101]．利用者数は 2013年 12月現在，お
よそ 130名である．



















– nCircleの html を parse し
て必要データを取得
























































図 6.1: DMZ User’s Portal（KEKapp） [1]のシステム全体図
• nCircle IP360 というセキュリティ診断装置を使って，DMZ ホストの脆
弱性を診断できる．
• 診断済の DMZホストの脆弱性を閲覧できる．また，nCircle IP360を使
用してセキュリティレポートを作成できる．
• DMZホストの脆弱性情報に関するメールを受けとることができる．










DMZ User’s Portalでは，図 6.1の中央部に示された Portal Moduleが全体を
司り，主にホスト管理者ごとのDMZホスト保有情報の管理，ウェブユーザイ
ンタフェース（図 6.2, 6.3）による nCircle IP360の操作や脆弱性情報などの提
116














節や 4.7.2節の評価結果（図 4.19，表 4.7）に示された開発に要する負担の軽
減や，4.3.5節（図 4.7，図 4.8）の例に示された単純な構造をとる複雑な対応
関係を簡易に実装できる点に見いだすことができた．このような KEKでの運
用実績が評価され，連携組織 J-PARCへの DMZ User’s Portalの展開が決まっ















































記述力の評価では，単純な対応関係を簡易に実現できる Ruby on Rails（RoR）
と複雑な対応関係を実現できる Hibernateを比較対象とし，DBPowderによる
ORMを記述するための言語DBPowder-mdlの言語定義とHibernateの ORM記
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