Abstract: This report sets out to put the finger on and contrast the strengths and weaknesses of two different technologies of database management, relational database management systems (RDBMS) vs. object-oriented database management systems (ODBMS).
Introduction
The objective of this report is to describe and compare the virtues and shortcomings of the two database management techniques dominating the market today, namely, relational and objectoriented database management, (RDBMS and ODBMS).
We begin by giving a brief presentation of the history and most significant features of the two. Following that, is a more thourough comparison of the properties of the two approaches to database management. Then a section focusing more on ODBMS, concerning its areas of applicability, various concepts belonging to it and a brief look at a typical architecture.
The work was divided into two, one section focusing on the benefits of ODBMS and the weaknesses of RDBMS and the other section with the completely reversed perspective. The school library has many books on the subject of databasing and we looked through quite a few of them. Nevertheless, there was some difficulty in finding enough material covering some issues. The Web was the catcher in the rye.
The task has been to compare two techniques, where one of them is old and the other is new and in many respects is meant to be a replacement for the former. A replacement only makes it into the market if it is in some respects superior to the older product. It is quite natural that there should be more people speaking well of the new than the old technique, the new technique really should be better, that is why it has emerged on the scene. Add to this the fact that the computer bussiness is quite famous for its tendency to hype things. Beacuse of this, it has been hard to find material that concerns the areas where relational DBMSs are superior to ODBMSs, for a while we thought there were barely any. However, there are (a few) people that believe more in the possibilities of the old and it is from them that the material on the pros of RDBMSs and cons of ODBMSs comes. This as an explanation why the citations are all from the same source.
Relational Database Management Systems
Relational database theory emerged during the 1970s. An article by E.F.Codd in the June, 1970 issue of the Communications of the ACM was an early statement of this revolutionary way of representing data on a computer. The objectives were as follows:
• Data independence. Application programs should not have to be altered when internal data representation is modified (i.e. changes to file organization, record orderings and access paths).
• To provide a basis for dealing with data semantics, consistency and redundancy problems.
• To enable the expansion of set-oriented data manipulation languages.
Before relational databases became popular, it was common for database users to have to know about the physical storage of data on a computer as well as the process they were modelling with data. Relational database theory disconnected the physical storage of data from how users created and queried databases. This way, the user had much less to keep track of, and users other than programmers could learn to use it.
The first commercial products appeared in the late 1970s and early 1980s. Today there are over 100 RDBMSs for both mainframe and microcomputer environments. It is common for database applications to play critical roles in accounting, ordering, manufacturing, human resources and sales management. Relational systems are referred to as second-generation DBMSs.
In the mid 1980s, SQL (Structured Query Language) became the industry standard language used as interface to relational databases. It is used to insert, fetch or manipulate the data in the database tables, or "relations" as they are called. SQL permits the processing of data in tables without the need for specifying each row within a table (as in earlier systems). You can designate selecting, inserting, deleting updating and other database operations for whole tables. By referencing whole tables instead of the individual rows within a table, SQL simplifies database commands and speeds their operation.
Object-Oriented Database Management Systems
If the RDBMS worked just fine for a great number of areas where data had a fairly simple structure, it was not without its shortcomings in other fields. In particular, the relational products lacked much in the ability to model complex, nested entities, such as design and engineering objects, complex documents and multi-media data. The work involved in making this type of data fit into the relational model's way of storing things was cumbersome. Also, among other things, the relational model of transactions does not support the kind of long-duration transactions necessary in interactive, cooperative design environments (e.g. software engineering).
The solution appeared simple and natural: if you have your object in the primary memory, why should you have to transform it to be able to store it to disk in the relational models format of tables and then transform it back to object format again when you retrieve it the next time? Why not save it in the object format it is already in and save of lot of work? The idea was born and in the early 1990s commercial object-oriented systems began to appear. As can be seen from the diagram, the areas of application are to the greatest extent not overlapping.
Figure 1.
Examples of both shared and unique features to the systems.
[5]
Why ODBMS
Relational database management systems (RDBMS) have been the most commonly used DBMS on the market for several decades. Traditional business applications such as order processing, inventory control, banking and airline reservations have all adopted this technology. But the past decade has seen significant changes in the computer industry. These changes have proven existing RDBMS inadequate for applications whose needs are quite different from those of traditional business database applications. These applications include [1] :
• And many more…
In this chapter we will discuss some of the common terms related to ODBMS and explain their advantages against the RDBMS.
Object persistence
Sometimes when programmers create objects in a programming language they want these objects to live past the program´s execution. Objects that survive a programs execution are called persistent objects. Persistent object storage is a basic feature in an ODBMS. Some programmers even refer to an ODBMS as a persistent store manager [2] .
RAM: DISK: Transient objects Persistent objects There are other ways to make programming language objects persistent. A common technique is to use the file system directly. Using the file system for object persistence requires the programmer to write code that flattens the in-memory representation of object structures so that they can be stored in files [2] . There are several problems with this solution:
1. Program code uses memory addresses to reference objects in memory (RAM). If an object is stored on disk these memory addresses will not be valid when the object is loaded back into memory again (se Pointer swizzling in chapter 6). 2. The programmer has to write code to read the saved data from the file structure back into objects. 3. Major problem occurs when the class specification is altered which makes the file structures and the code for handling them invalid.
The impedance mismatch
In an RDBMS, real world entities are broken down into tables. This makes it very hard for an OOP-programmer to treat the data as objects. The figure shows the amount of effort it takes to draw a geometric figure stored in a common RDBMS table from the C programming language [2] .
Multi-usage shareability
Persistent objects provide shareability. An application with shareable objects allows a growing number of users and can move from single node to networked environments. Persistent objects can then be stored at multiple sites in a network [2] .
Vaulting process
The typical software development lifecycle contains several quite separate activities, all with high walls between them. For example, the three activities: 'analysis and design', programming and database work, all are very separate processes in a typical software development procedure. An alternative to the vaulting approach is to remove the walls and use object technology throughout the process. This introduces a unified conceptual model: the object model. When using the object model, the models developed in analysis and design, become not only the basis for the programming language implementation, but also for the database model [2] . 
Analysis

Analysis and design
Representation of real world entities
Most RDBMS are restricted to basic set of data types. The common RDBMS datatypes are:
Efforts have been taken to let RDBMS support other data types. One solution is the support for Binary Large OBjectS (BLOBS). A BLOB is a data value that contains binary information that represents any kind of large unstructured object. These objects can be pictures, music-files or any other kind of data. The use of BLOBS is not an elegant solution, some of the drawbacks are [1] :
• A BLOB cannot contain other BLOBs. This makes representation of composite objects impossible.
• BLOBs do not have the behavioral aspects of objects. It means that a BLOB cannot contain methods that manipulate its internal data structure.
ODBMS, on the other hand, is naturally adapted to represent any kind of user defined data types. This feature makes the ODBMS perfect to represent real world entities in the shape of objects.
Support for inheritance
Subtyping (the process of letting an object inherit the attributes from another object) is not supported in RDBMS but in ODBMS. Many database applications need the support for subtyping. For example, database systems that handle products from a company. The company may have a product line with a family of products, all derived from one base product.
Support for extended relations
A common problem with RDBMS is the limited support for relations. For example a 1:M relation between two entities might be Has, Owns, Manages and so on. A foreign key link from a, say employee to an address, can never tell you if the employee works there or if he lives there etc. It is said that the relational model is semantically overloaded [1] . The ODBMS however, includes extended relationships between objects. For example: a car object has a set of wheels, a manager object manages its staff objects etc.
Recursive structures
A special kind of relationship that is very hard to implement in an RDBMS, but is naturally supported in ODBMS is recursive structures. A common example is the partsubpart-structure.
is-contained-in contains To traverse this structure in an RDBMS with SQL is very difficult and time consuming if you do not know how many levels of hierarchy to traverse in advance. To traverse an unknown depth of a "part subpart" structure with the SQL language in an RDBMS you have to start with the top most part of the hierarchy and then follow its secondary key to a subpart. From there you have to repeat the process all over again until you find a part with its secondary key of a sub part that is null. This is not easy to implement in SQL [2] .
Part Subpart
ODBMS Disadvantages
Lack of universal data model
A model could be viewed as an abstract machine. It prescribes that certain things have to be visible to the user, and certain operations have to be available and work in certain ways. Period. How that is implemented under the covers is deliberately not prescribed in the model. It gives the vendors lots of freedom to compete on how well -how efficiently -they can implement the abstract idea.
A good model should possess certain qualities. It should be:
The relational model dates back to the early seventies when E.F. Codd of the IBM Research Laboratory presented his highly influential paper on the relational model. It has its basis in mathematics (set theory, relational calculus and predicate logic) which is why it is considered to have a foundation that is as rock solid as it could possibly be. This does not go to say that the model solves all known problems or will never need any extensions (it has been extended on several occasions) but just that its foundation is solid. One of the virtues of the relational model is that it enables you to make precise statements and give precise definitions. A good model makes for better, faster, more coherent development of, here, DBMS products.
During the 1980s relational databases became so popular that almost all producers of database software claimed that their products were relational. Codd then released a set of 12 rules that should be satisfied by any system claiming to be relational. Unfortunately these rules excluded all systems then available, even systems like SQL, which were based directly on Codd's relational calculus. The situation has improved in many respects since then, in the sense that more of the added rules have been included in products. However, because vendors have considered Codd's rules to be too stern or academic, and, in some respects, they have not fully grasped what the model is , the situation remains that no DBMS still exists that is a true relational system according to the model [6] .
Looking at what object technology has to offer in the ways of universal model the situation is quite different. There really is no one object data model equivalent to the relational ditto, and most models lack a theoretical foundation. Each system offers its own version of base functionality. To state it in the words of Bruce Lindsay of IBM: "there is no good model, just a collection of favorite methodologies" [6] . This disadvantage is seen as a significant drawback, and is a return to the situation of pre-relational systems.
To give an example, Zdonik and Maier [3] present a threshold model that a DBMS must, at a minimum implement to be a true ODBMS:
• It must provide database functionality
• It must support object identity
• It must provide encapsulation
• It must support objects with complex state
The authors claim that although inheritance may be useful, it is not essential to the definition, and an object-oriented database could be realized without it.
On the other hand there are Khoshafian and Abnous [4] who define an object-oriented database as:
• Object-orientation = ADTs + Inheritance + Object identity.
• Object-oriented database = Object-orientation + Database capabilities.
A third definition, given by Parsaye et al [10] :
(1) high-level query language with query optimizations capabilities in the underlying system.
(2) support for persistence and atomic transactions: concurrence and recovery control.
(3) support for complex object storage, indexes and access methods for fast and efficient retrieval.
Object-oriented database = Object-oriented system + (1)- (3) Stated simply, if there are n systems supporting object technology, then there are probably at least n different "object models". However, the ODMG has proposed an object model, which should become a de facto standard.
The lack of standards and definitions is not something that is unique for the database side of the object-oriented matter. For instance, not even well known and much used features such as "inheritance" and "polymorphism" have an interpretation universally agreed upon. This does not make for a solid model foundation.
Lack of experience
RDBMSs have been around about a decade longer than ODBMSs. The technique is mature and well understood. SQL is a universal "relational" language that many people are highly skilled in using.
The use of ODBMS is still quite limited, a few percent of relational. Market in 1998 was something in the ways of $200 million vs $5 billion. This means that the level of experience still cannot be compared to what we have with traditional systems. In addition, the learning curve for the design and management of ODBMS is steep, both programmers and database designers must invest considerable time and energy to learn this new paradigm. Today's ODBSM products are only for the skilled object-oriented programmer. There is a large class of non-programming creators of personal databases who are successful with relational products. These people would be overwhelmed with the knowledge requirements of object-oriented programming and ODBMS. This results in resistance to the acceptance of the technology.
Much of the concepts in ODBMS comes from OO-languages. Not all ODBMS products have been developed by people with a solid knowledge of databasing, some have been developed by groups of people that were essentially (object-oriented) programmers. This lack of database knowledge can be traced both in certain products and in the intellectual realm (i.e. in the way things are perceived and discussed) of ODBMS.
A remark made by Chris Date[6] on the topic:
"I read a book on object-oriented database a few years ago, and there was a very long chapter on "the OO model" and another very long chapter on "Implementation". The model chapter contained much that was really implementation. The implementation chapter contained much that was really model. It's obvious that object-oriented has come from a programming view of what database is about. Thus, many of the ideas that the database folks have learned in a very careful and difficult way over the last 25 years have largely been overlooked in the OO world".
Lack of standards -immaturity of technique
Object DBMSs proved themselves early on for single-user, low-usage applications running on client workstations, not concerned with high concurrency (e.g. CAD). But when adding features that were relatively simple to implement on RDBMSs, owing to the simpler data storage structure (features like concurrency control, use of multiple processors etc), it was a tougher nut to crack using the object approach. As pointed out earlier, the relational technique has had a head start of about ten years, and is continuously being improved. The question is if the two techniques could ever find themselves on the same level of maturity?
Relational databases and software tools that support relational data models are widely used in the industry, and are robust and well designed.
True object-oriented databases, and even the object halves of the object/relational databases, do not enjoy the same level of tool support as their relational counterparts.
A general guideline for measuring database maturity is the degree to which functions such as database access optimization, integrity rules, schema (i.e. database's structure) and database migration, archive back-up and recovery operations can be tailored by the user using high level declarative commands to the ODBMS. Today, most object-oriented database products require the application developer to write code to handle these functions.
Object-oriented databases are following a maturation path similar to relational databases. ---> fig X depicts the evolution of object-oriented database technologies.
On the left, we have object-oriented languages that have been extended to provide simple persistence allowing application object to persist between user sessions. Minimal database functionality is provided in terms of concurrency control, transactions, recovery, etc. Evolution of object-oriented database technologies.
At the mid-point, we have support for many of the common database features. Database products at the mid-point are sufficient for developing reasonably complex data management application.
Finally, database products with declarative semantics have the ability to greatly reduce development efforts, as well as to enforce uniformity in the application of these semantics.
ODBMS are largely in the middle with a few products exhibiting declarative semantics such as constraints, referential integrity rules, and security capabilities ( RDBMSs are to the right in the corresponding relational picture.). In most ODBMS products, most of the database semantics are defined by programmers using low-level services provided by the database, which is unnecessarily primitive.
The next step of evolution is more difficult. As one moves to the right the database does more for the user requiring less effort to develop applications. An example of this is that current ODBMSs provide a large number of low-level interfaces for the purpose of optimizing database access. The burden is entirely on the developer for determining how to optimize his application using these features. As the object database technology evolves, ODBMS will assume a greater part of the burden for optimisation, allowing the user to specify high level declarative guidance on what kinds of optimizations need to be performed. To date though, RDBSMs remain superior in this respect. For example, a query made on an RDBMS can be optimized automatically, thanks to its foundation in mathematical theory.
There is a general lack of standards for ODBMSs. As earlierly mentioned, there is no universally agreed data model. Similarly, there is no standard object-oriented query language. Again, the ODMG has specified an Object Query Language (OQL) that should become de facto standard, in the short term at least. This lack of standards may be the single most important factor of what refrains users to go with ODBMSs.
Query optimization
A much praised feature of ODBMS is the use of object IDs, which is a pointer to the object. Object IDs allow for objects to form relationship hierarchies, and are used in retrieving the object together with the objects that are related to it. This is the main reason why ODBMSs are faster in traversing and retrieving complex data than relational DBMS products. It is a common "truth" that there is an inherent problem in the relational model, that its use of primary and foreign keys to form relationships is an inevitable obstacle that disqualifies it from ever being able to match its object competitors.
Let us agree for the sake of the discussion that pointers are a good --i e efficient --implementation mechanism for retrieving and traversing data ( this is not saying its the best way, or even a good one. It all depends). Still, the reasoning about relational inferiority is based only on what the RDBMS available today look like. There is absolutely no reason why foreign-toprimary-key references should not be implemented by pointers on the disk. They typically are not implemented that way in today's products, but that is a defect of those particular products, not a defect of relational systems in general. At least one system, the IBM Starburst prototype, does provide such a pointer-based implementation.
In the words of Chris Date [7] , concerning the way ODBMSs use pointers:
"(1) Implementing references by pointers is very different from (2) exposing such pointers in the model. The fact that (1) might be a good idea doesn't imply that (2) is a good idea, and of course it categorically isn't. We must keep logical and physical concepts distinct, and not get confused over the two levels in our debates". Relationship operations (i.e. operations involving navigating through the object hierarchies via pointers) in pointer-based DBMS depend directly on whether member pointer arrays or next, prior and owner pointers are stored in the member data records. This is however a violation of the idea of data independence.
Also, the optimization of queries in this manner requires the user to understand the underlying implementation to access the database efficiently. This is a violation of the concept of encapsulation.
Another reason for the speed of ODBMS complex data retrieval is that data is can be partitioned across multiple machines without separating information that is closely connected. An RDBMS might, in a worst case scenario at least, have to extract the data from many scattered tables.
Again, this is true for the products on the market today, but really should not have to be. The fact that information logically is divided into several distinct tables is no reason for separating it physically when storing it on the disk. In fact, there are good arguments for stating that relational products could actually be faster than non-relational products, if well designed. But so far, the vendors simply have not done what users argue could have been expected from them.
Locking
Many ODBMS use locking as a base technique for a concurrency control. However, if locking is applied at the object level, locking of an inheritance hierarchy may be problematic.
Complexity
ODBMSs present some features that go beyond that of traditional DBMSs, e.g. nested transactions, long duration transactions, version management and schema evolution. This functionality is inherently more complex and in general complexity leads to products that are more expensive and more difficult to use.
Lack of support for views.
A view mechanism gives many advantages such as data independence, security, reduced complexity and customization. It reduces complexity in that it draws data from several tables into a single 
Lack of support for security
The term security refers to the protection of the database against unauthorized access, either intentional or unintentional. The integrity (uncorruptedness) of stored data is part of what database security is aiming for.
Currently, ODBMSs do not provide adequate security mechanisms. The mechanisms used are mostly based on a coarse granularity, and the user cannot grant access rights on individual object or classes. Relational technology provides security levels certifiable to US DoD standards. The features and functions for defining logical units of work, for committing and aborting transactions, and for rollback and rollforward (all are important for data integrity) are either nonexistent or are primitive as compared to traditional operational DBMS products.
Security is compromised in more ways. Encapsulation hides the implementation details of an object, thus improving data independence. The power of encapsulation is however compromised by the use of free procedures that execute on objects of many classes, by inheritance and by query interfaces. Furthermore, encapsulation as currently implemented in object databases and programming environments, applies to objects of different classes. Objects from one and the same class cannot hide anything from each other. This weakness of encapsulation can severly affect the security and integrity of typical business applications.
Suitability for online transaction processing
Contemporary databases are accessed from workstations, which are complete computer in their own rights. This has led to a client-server model of computing. An application is the client and runs on a user workstation. A database that provides data to an application is the server.
In relational databases, the queries are always evaluated on the server. This improves performance for typical business-like transactions that process large data volumes before returning short answers, and that is the area where relational really sets itself apart from object DBMSs. RDBMSs have proved to be reliable and robust in handling high-volume on-line transaction processing (OLTP) with a 24x7x365 availability.
ODBMSs have not yet the same concurrency and transaction management capabilities, and its robustness, scalability and performance in an OLTP-environment is unknown. Companies are reluctant to make the conversion investment and then find the new applications are unworkably slow.
A word on complex data types
Advocates of the object-oriented approach to DBMS can at times be heard stating that relational DBMS precludes the presence and use of complex data-structures in a system. This is, however, a misconception of things. The relational model per se does not present any inherent hindrance to any type of data-structure. You can build any data-type using the relational tools already present. Note that this is reasoning on a level of pure relational model theory. Chris Date[8] again: "It's well known that domains and relations -the principal kinds of "data objects" provided by the relational model --are between them necessary and sufficient to represent absolutely any kind of data whatsoever at the logical level (i.e., we must have domains and relations, and we don't need anything else)."
What is true, is that the process of transforming a programs notion of "object" into something that can be understood by a relational DBMS can be a demanding task, and error prone at that. The structures need to be transformed into table structures and the access needs to be transformed into SQL. The more complex the data, the bigger the risk that some error occurs. But, the point is, relational DBMS can handle any type of data. Our friend Chris Date[8] states:
"Object technology is no more excellent at representing complex data than the relational model is; in fact, it's worse, owing to its reliance on pointers (object IDs), which are both unnatural for most users and technically contraindicated for a variety of reasons".
In another article he extends somewhat on the problems with pointers by giving an example: "In particular, object IDs --and therefore objects per se --and a good model of type inheritance are fundamentally incompatible" [9] .
It is one of the most common requests heard from the consumer group that vendors should start implementing the domain part of the relational model fully, so as to permit the user to add arbitrarily complex data types to an RDBMS. A domain can be perceived as a data type of arbitrary complexity with scalar values that are encapsulated, and that can be operated on only by predefined functions. Therefore, an attribute defined on a domain in the relational model can contain anything: for example, documents, images, drawings, arrays and so on. In this respect, domains and object classes are essentially the same thing.
Applications in need of ODBMS
Internet servers
The Internet is an area that is very well fitted for the use of ODBMS. Even in its simplest form the Internet is a kind of distributed ODBMS with its objects: the HTMLdocuments, distributed over the world. As the Internet evolves, more and more graphic material and sound is incorporated into HTML-pages. Web servers, who's job is to maintain and transmit HTML-pages on demand, would benefit a lot if they would be able to store the HTML-pages and the multimedia data as objects in an ODBMS. A loaded HTML page is actually a compound object, which an ODBMS can excel at assembling. Also, web servers, which use the operating system file services direct or an RDBMS (which often use the file system services) to handle those compound objects, requires a lot of disk access overhead when loading data because of the way the operating system retrieves data in 4K chunks (or bigger). Most ODBMS retrieves only the actual size of the object and may also store it in memory for future use.
Computer-Aided design and manufacturing (CAD/CAM)
A CAD database stores data relating to mechanical and electrical design. These designs are characterized by a large number of types, each with a small number of instances. Another characteristic is that the design evolves through time. This dynamic nature of the design means that some actions cannot be foreseen at the beginning [1] .
Computer-Aided Software Engineering (CASE)
A CASE database stores data relating to the stages of the software development lifecycle:
• Planning
• Requirements collection and analysis
As with CAD/CAM, designs may be extremely large, they also must allow concurrent sharing between the software engineers [1] .
Office Information Systems (OIS)
An OIS database stores data that are needed in business applications. This data includes electronic mail, documents, photographs, diagrams, audio and video sequences. This area includes a wider range of data types than supported by the RDBMS. This area of database management is very similar to that of the Internet [1] .
Geographic Information Systems (GIS)
A GIS database stores various kind of data relating to land management and underwater exploration. Much of this data is derived from survey and satellite photographs and tends to be very large. If you want to search a GIS database you will probably want to use shape colour or texture in your search criteria. This means that the database must be able to have information about this large data structures ready for search [1] .
Issues in ODBMS
In this chapter we will discuss some various issues relating to ODBMS. We will try to explain things like:
• Object persistence implementation • Pointer swizzling • Transactions and versions • Schema evolution
Object persistence implementation
As said before; one of the main features in an ODBMS is to provide a persistent storage for objects. The opposite to persistent objects is called transient objects. Transient objects exist in primary memory and last only as long as the program scope they are declared in. One way to implement object persistence in a programming language is by Explicit paging.
Explicit paging means that the programmer, explicit have to tell when to move an object between the application heap and the persistant store. The most common way to implement explicit paging is by using a technique called Reachability-based persistence. At the time of creation, an object can become persistent by adding it to the reachability tree. If an object is added to the reachability tree it will become persistent and left to live when the automatic garbage collector in languages like Java and Smalltalk deletes object that are no longer reachable [1] .
Pointer swizzling
Objects stored in secondary storage in an ODBMS are referenced by a unique ID, an Object ID (OID). When loading an object from secondary storage into main memory, the object reference is no longer an object id but a pointer to a memory position the exchange from an OID into a memory pointer is called pointer swizzling. There are many ways for an application to determine if the object that is needed is resident or non-resident (and therefore should be pointer swizzled).
One common way to implement this is by edge marking. If you consider virtual memory as a directed graph consisting of objects as nodes and object references as directed edges with every edge marked with a tab bit. If a tag bit on an edge pointing to an object is set, then the reference to the object is a memory pointer, otherwise the object is on secondary storage and its OID needs to be swizzled when the object is loaded into the applications main memory [1] .
Transactions and versions
A transaction is an event which transforms a database from one state to another, for example by renaming, deleting or updating a set of objects in the database. To be able to support long term transactions, (transactions that can continue for several hours) an ODBMS must implement some sort of version management. For example, if different programmers work with the same object at the same time, one of them should not have to wait for the other programmer's transaction to be completed before he could continue his work.
To prevent this, most ODBMSs are able to store several versions of the same object. This means that the programmers can work with different versions of the same object simultaneously. When satisfied, the programmers can melt their final version objects into a configuration [1] . 
Object
Schema evolution
To support the evolution of objects in, for example, a CAD database. The database must be able to evolve and transform over time. For example, it should be possible to modify class definitions, inheritance structure and the definition of methods without requiring system shutdown [1] .
ODBMS Architecture
Client/Server
In this chapter we will discuss a common architecture used by ODBMSs: the client/server architecture. One common ODBMS client/server architecture is the Object server approach. This approach attempts to distribute the processing between the client and the server. Typically, the server is responsible for managing storage, locks, commits to secondary storage, logging and recovery, enforcing security and integrity, query optimisation and executing stored procedures. The client is responsible for transaction management and interfacing to the programming language [1] .
CLIENT SERVER
Requests
Objects Object store Figure 9 . The client/server architecture: object server.
Storing and executing methods
The underlying figure shows a good way to store methods for the database objects.
CLIENT SERVER
Requests
Objects Object store
Methods dynamically bound to application • It eliminates redundant code
• It simplifies modifications
• Methods are more secure
• Methods can be versioned and therefore shared concurrently
Conclusion
Many vendors of RDBMS products agree that their systems are not currently suited for advanced applications with complex data like CAD, CAM, CASE etc. They are aware of the threat and promise of ODBMS. However, the object-oriented model is not suitable for parallel query processing, does not support a standard, universally supported query language, and lacks a granular security system.
Both sides agree that relational systems as they exist today are inadequate for certain types of applications. They have different ideas as to what is the best solution to the problem. The ODBMS supporters claim that relational systems are satisfactory for standard business applications but lack the capability of supporting more complex applications. The relational proponents claim that the relational functionality is a necessary part of any real DBMS, and that complex applications can be handled by extensions to the relational model.
At the present, it is unclear whether one side will win this debate and become the dominant system, or if they will find their own respective niche in the marketplace. It is for certain that if ODBMSs are to become dominant they must change their image from being systems solely for complex applications to being systems that can also accommodate standard business applications with the same tools and the same ease as their relational counterparts. In particular, they must support a declarative query language compatible with SQL. The gap between the two techniques is closing. There is a movement of the two camps towards the more common ground object-relational. Relational systems are adding capabilities to manage new data types. Some of the object vendors are providing support for SQL and large databases with large numbers of users.
Glossary
Concurrency = A condition in which two or more transactions are processed against the database at the same time.
Data model = A language for describing the structure and processing of a database. DBMS = Database Management System: a set of programs used to define, administer and process the database and its applications. Granularity = The size of database resources that can be locked. Locking the entire database is large/coarse granularity; locking a column of a particular row is small granularity. Key = A group of one or more attributes(columns) identifying a unique row in a relation (table) . Because relations may not have duplicate rows, every relation must have at least one key, which is the composite of all of the attributes(columns) in the relation.
Lock = The process of allocating a database resource to a particular transaction in a concurrentprocessing system. The size of the resource locked is known as the lock granularity. With an exclusive lock, no other transaction may read or write the resource. With a shared lock, other transactions may read the resource, but no other transaction may write it.
Object identifier = An attribute that is used to specify an object instance.
ODBMS = Object Database Management System
ODMG = Object Database Management Group; group formed by object database vendors.
RDBMS = Relational Database Management System
Schema = A complete logical view of the database. SQL = Structured Query Language; a language for defining the structure and processing of a relational database. It is used as a stand-alone query language, or it may be embedded in application programs. Swizzling = In OOP, the process of converting a permanent object identifier into an in-memory address and the reverse. View = A structured list of data items from entities or semantic objects defined in the data Rollback = The process of recovering a database in which before-images are applied to the database to return to an earlier checkpoint or other point at which the database is logically consistent.
Rollforward = The process of recovering a database by applying after-images to a saved copy of the database to bring it to a checkpoint or other point at which the database is logically consistent.
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