Abstract-This paper presents an approach to create simulations of science phenomena based on sketches. SimSketch, an integrated drawing and modeling tool, allows students to create sketches and apply behaviors to elements of their drawing. A multiagent simulation engine interprets and executes the model, thus building an intuitively usable and motivating learning environment to build and explore simulations of scientific phenomena.
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INTRODUCTION
C OMPUTER simulations and modeling have a rich tradition in the education of physics and other natural science domains [1] . The basic mathematical and physical principles behind simulations can allow for sound simulations and modeling approaches dealing with complex phenomena. Simulations have been used to actively engage students in self-guided discovery processes [2] , [3] an approach that has proven successful under the condition that students are provided with appropriate support [4] . Modeling approaches open the black box of the simulation and allow learners to create or modify the rules or equations in the model, exposing them to the highest degree of active involvement [5] , [6] . By opening the black box of the model, learning moves from "learning with models" to "learning by modeling" [7] .
Computational modeling is becoming increasingly important in the current age of computational science. Whereas physics in schools traditionally focuses on the skills to solve physics problems, such as those in mechanics (blocks sliding from inclined planes) and electronics (computation of voltage and current in electric circuits), modern physics, astronomy, chemistry, and molecular biology heavily rely on computational power to compute the dynamics of elementary particle processes, colliding galaxies, chemical reactions, and folding of proteins. Despite the fact that these domains are very different in scale and nature, they all share that computational science provides insights into the domain that go beyond the analysis possible on the fundamental scientific knowledge gained in the respective disciplines. For instance, in the case of colliding galaxies, the stars modeled follow the basic equations of motion. The complexity is in the number of stars. When created, the simulation becomes an object of (empirical) study itself, for instance, with respect to its sensitivity to initial and boundary conditions.
Computational science thus has opened new insights that were not reachable without the powerful simulations that have been built. Before the availability of powerful simulations, analysis of complex systems often was limited to systems in or close to equilibrium. As an effect, computational science has become an essential part of almost all the natural sciences, and model building and evaluation is a standard tool in many scientists' toolboxes. Computer models allow the person creating them to experiment both with the variables in the simulation and with the rules according to which the elements in the simulation behave.
In the science curricula of primary and secondary schools, the penetration of computational modeling has been low. Where the use of simulations has become widespread in education [2] , [8] , opening up the simulation model for modification by learners has not, despite various attempts. For instance, Penner [9] argues for the use of computer models in model building. Various tools for modeling in education have been presented in the past two decades. For instance, Jackson et al. [10] present a tool for model creation by learners based on qualitative relations. Teodoro and Neves [11] present a tool for the creation of animations and simulation based on differential equations. Wilensky and Reisman [12] explicitly address the need for teaching about complex systems and present NetLogo [13] , [14] , [15] , a system to model complex systems in terms of a population of "turtles" whose behavior is described in terms of interactions with each other and with a background environment.
Despite this availability of modeling systems for education, computational modeling has not yet become an integrated part of science education. A main reason for this may be found in the fact that despite the attempts to create modeling environments aiming at students, the modeling process as such is still considered as difficult, the problem being that modeling tools require learning their syntax, typically consisting of programming code, equations, or graphical diagrams. At the same time, learners need to grasp the conceptual side of the modeling process consisting of constructing, evaluating, and revising the model [16] , [17] . Constructing the model requires identifying model components and relations; evaluating the model involves model simulation and matching the outcomes to expectations or empirical data; revising the model entails making changes to the model structure or parameter values in such a way that the model improves in matching its expectations.
In the current paper, we present a modeling system that allows the creation of models in an informal way, using freehand drawings as main input. The choice for drawings as primary means for specifying models was made because drawings are familiar to most children, also in educational settings, and because drawings have a large power of expression. Ainsworth et al. [18] distinguish several functions drawing in education:
. Enhancing engagement-to activate the learner and increase their motivation. . Learning to represent in science-to deepen students' understanding of scientific concepts. . Supporting reasoning in science-to support reasoning by, for instance, creating a series of drawings. . Drawing as a learning strategy-to help learners organize their knowledge. . Communicating ones ideas to others-using the drawing as a communication device. In a similar vein, Brooks [19] found that drawing and visualization can assist young children in their shift from everyday, or spontaneous concepts, to more scientific concepts. Within the context of modeling, the representation of and reasoning with scientific concepts is central. By drawing, learners can identify the main components of a system under investigation and organize their knowledge about it. Leopold and Leutner [20] compared students who summarized information from a science text either as text or as a drawing and found that drawing summaries led to higher scores on a comprehension test. In the context of modeling, this means that drawings can be an excellent means to create a representation of the knowledge that is needed to construct the model.
Whereas drawings have proven to be a relevant means for helping learners to represent their scientific knowledge, this does not make the drawing a (computational) model. Whereas in a drawing the learner can express the objects that play a role in the system and indicate how these objects are related, it is not obvious how to represent how these objects behave over time. Of course, this is an essential property of dynamical models.
The current paper describes an approach to use learnercreated drawings as a starting point to specify models for educational relevant scientific phenomena, for example, the solar system, flocking birds, spreading of bacteria, and many more. The modeling environment is based on a combination of a drawing tool and a multiagent framework, which results in the creation of runnable, animated simulations.
RELATED WORK
A number of multiagent modeling and simulation environments are available for educational purposes. For example, NetLogo [12] , [15] is described the best as "a multiagent programmable modeling environment." Its programming language is a dialect of Logo, whose roots are situated in educational contexts as well. NetLogo provides a large library of ready-made models in various domains, and many resources are available to beginners. However, to create your own models (rather than exploring given models), programming skills as well as understanding of the NetLogo framework are needed. As an example, consider the following NetLogo simulation on traffic jams, taken from the NetLogo's built-in model library ( Fig. 1): This example shows the main fragment of code for this model along with a screenshot of the resulting simulation. The code is relatively simple and easy to understand and builds upon concepts that can be learned and understood by young students (e.g., the "turtle" or procedures). In NetLogo, the learner (and teacher) can load simulations from a large model library and make use of any model "as is," without the need to create or change program code. In that sense, one might argue that NetLogo focuses more on "learning with models" rather than "learning by modeling" [7] . The creation of a very similar traffic example in SimSketch without the need to write or understand code will be described in a later section. In some aspects, NetLogo can be considered more powerful or versatile than the presented approach (e.g., with respect to participatory simulations, 3D visualization, performance), but it requires basic programming skill to create or modify models.
Another, earlier approach to define agents' behavior in an educational context can be found in KidSim [21] . Here, agents' behavior is defined with the help of a set of rules that can be specified in a graphical "programming by demonstration" manner. These rules are typically described as "before" and "after" situation, which can be interpreted as, for example, "if left tile is free, then move left." A similar approach is used in systems such as Agentsheets [22] , [23] or Stagecast Creator. 1 Phun, or Algodoo, 2 as it is called now, presents another approach that focuses on the use of sketched objects to build models and simulations. However, Algodoo is limited to the domain of mechanics (e.g., falling or rolling objects, levers, gears, etc.), and does not provide features for defining multiagent based models.
An approach that (similar to SimSketch) intensively makes use of self-created drawings is CogSketch [24] . In CogSketch, the user creates a sketch by drawing a number of the so-called glyphs, which can be linked to entries in an ontology. In combination with a spatial-reasoning engine, CogSketch can "make sense" of a drawing to a certain degree, which provides opportunities for a number of possible application scenarios, for example, checking the correctness of a drawing or giving feedback.
Whereas CogSketch identifies its "glyphs" by manually assigning ontology terms by the user, other systems attempt to automatically recognize what the user has drawn. For instance, LADDER [25] , [26] and SketchREAD [27] identify sketch elements based on the characteristics and relative positions of strokes, including information such as drawing speed and pen pressure. Both systems succeed in identifying schematic elements such as arrows and icons for electronic components. This requires the creation of libraries of drawing elements. One application of LADDER includes the generation of executable simple mechanical models, by interfacing to the physics simulation package "Working Model." ItzaBitza 3 is an example for an educational game that relies on learner-created sketches as well. Here, the learner can select objects to draw from a given set of object, which is included in predefined domains (e.g., the domain (or playset) "Home Sweet Home" contains objects like a house, the Sun, a tree, a cloud, etc.). Once a learner selects and draws an object, it will be incorporated in the given scene. The object's behavior is predefined in the domain, for example, a cloud can rain or a tree grows apples. The main target group of ItzaBitza are young kids learning to read and write.
The approach presented in this paper tries to combine and connect various aspects that can be found in related works described above. We present a constructionist environment that makes use of learner-created, external representations (drawings) and enables the specification of multiagent simulations in a way that is accessible and understandable to young learners. The learner can create working, executable simulations of a broad range of phenomena and is presented with the details and consequences of her externalized mental model. Our environment aims at being applied in (primary) schools and as an instrument in educational research contexts.
SKETCHING AND SIMULATION ENVIRONMENT
As mentioned in Section 1, the approach presented here constitutes an intuitively usable multiagent simulation environment based on self-created sketches and drawings. This section describes the technical background and explains the sketching and modeling tool as well as the multiagent framework to specify and run multiagent simulations.
The basic principle of SimSketch is that the user creates a drawing, the drawing is decomposed into objects, and objects are assigned behavioral attributes, in short "behaviors." Behaviors can specify movement (translation, rotations), interaction (attraction, repulsion), and creation and annihilation of objects. Behaviors may have parameters, such as speed, which can be specified in a dialog. Based on these objects and behaviors, the drawing is converted into an animation, in which the objects behave according to the specification.
SimSketch provides the basic functionality for creating drawing-based models in the way described here. For specific educational applications, typically, the set of behaviors will be adapted to a set that matches, for instance, a specific domain. Also, the way parameters for behaviors are specified can be configured as either quantitative or qualitative.
Basic Features
SimSketch is based on a simple drawing tool, implemented in Java. Fig. 2 shows a screenshot of the tool. In the drawing application, you can use a "pen tool" to freely draw lines and strokes, while the "eraser tool" allows erasing parts of the drawing (on a stroke-by-stroke base). Additionally, the drawing tool provides a "lasso tool," which selects a group of strokes and combines them to a group (comparable to a "glyph" in CogSketch). Groups of strokes can be moved, and they play an important role in further specifications of a model, as described below. It is advisable, though not necessary, to make use of the drawing tool with the help of pen-based input devices 4 to be able to actually draw a sketch in a pen and paper-like fashion.
Besides necessary information on position, color, and length of strokes, the XML representation used for storing the drawings also contains information about the creation time of the elements of a drawing, which allows for analysis and interpretation of how a drawing has been created in time, which is used for automatic segmentation, as described below. Optionally, the software is able to store information about all user actions, including moving and deleting elements.
The heart of SimSketch is made up of the model specification interface: Each group of strokes can be assigned a number of behavioral features, as illustrated with rectangular icons in.
Behaviors can be selected from a (continuously growing) list of available implementations, which are shown as icons on the right-hand side in the screenshot. Currently, this list contains items such as circle, rotate, go, avoid, swarm, split, randomwalk, and more. To create an easy-to-use interface, these icons are attached to elements of the drawing by simple drag-and-drop operations. The behavior icons will influence the behavior of the object whose strokes are closest to the icon (so the user does not have to guess the centroid of an object's representation). Fig. 3 depicts the specification of behavior attributes: For instance, an element of the drawing can be assigned a name and type to be referred to in other places. In the example shown, the central element may be given the name "Sun" and type "star," while the object in the upper left is specified to circle around the "Sun."
From this straightforward and intuitive description of a model's behavior, SimSketch generates a fully operational simulation.
Implementation and Advanced Features
Internally, the Java application creates a separate ModelUnit for each element of the drawing. Each ModelUnit has one or more AbstractBehaviors, which can be of various types as mentioned before. All ModelUnits are aggregated in a Model, which is visualized in a ModelDisplay. An optional display for statistical information of the running model visualizes the number of objects (of different types) and the objects' average speed, as shown in Fig. 8 .
During simulation, the model iteratively requests the changes from each model unit, which in turn collects the changes from all attached behaviors. Typically,
Thus, there is no central component that calculates the behavior of a model, but the responsibility for a model unit's activities lies within each unit itself.
Types and Stacking of Behaviors
In SimSketch, different types of behaviors can be identified and distinguished by their color. Red behaviors denote metabehaviors, i.e., behaviors that influence and configure other behaviors or the simulation in general. For example, the "name and type" behavior gives an object a name and a type that can be referred to in other behaviors. For example, the "circle" behavior circles around a concrete, labeled target object, while the "avoid" behavior moves away from all objects of a given type.
Blue behaviors work independently from other objects. No information from other objects is needed to use them in the model, as, for example, the "go" behavior, which lets an object move in a certain direction with a given speed. However, some of those behaviors might be influenced by other objects at runtime, for example, the "split" behavior can be configured with an "overpopulation threshold," which would prevent further cloning of objects when the surrounding area is too crowded.
Behaviors that refer to a certain type of objects are colored orange. The "avoid" behavior is an example for this kind of behavior, as it lets objects move away from other objects of the given type. Finally, green behaviors refer to concrete objects, identified by their name; for example, the "path" behavior would follow the path specified by the outline of a given object.
More than one behavior can be attached to an object, thus creating combinations that allow for specifying complex, new behaviors. As an example, in a predatorprey model, the rabbits may "avoid" objects of type "fox," "follow," and "eat" objects of type "grass" and "split" after a given period of time. Internally, many behaviors define affine transformations that can be concatenated to create joint behaviors. Other behaviors may trigger special actions, like cloning or removing objects, which is simply executed one after another.
SimSketch does not impose any constraints on possible combinations of behaviors to allow for the highest possible level of flexibility and creativity. Of course, the user can create combinations that are contradicting or that may lead to unexpected results, but the software tries to execute any given model. For example, a "go left" and a "go right" with the same speed will result in no movement at all, but this would be a perfectly valid model. In other cases, when, for example, the target objects for certain behaviors (e.g., "follow") disappear during the simulation, these behaviors would simply stop working; however, this would not affect other behaviors that might be attached to the same object.
In our approach, it is up to the learner to interpret the expected or unexpected results, to make sense of her model specification and to possibly revise a model. 4 . In our research, tablet PCs, Wacom tablets, and Cintiq screens have been used. See http://www.wacom.com (last accessed on 22 February 2012) for more information. 
Fuzzy Cloning
Several behaviors include "cloning" of model units, i.e., they copy the visual appearance and the behaviors to create a new model unit and add it to the model. In SimSketch, the user can chose if copying the behaviors should be exact or fuzzy: During fuzzy cloning, certain behavior parameters underlie a random change (following a Gaussian distribution), such as movement speed, or direction.
This feature allows simulating and possibly gaining deeper understanding of certain phenomena, for example, phenomena that involve evolutionary aspects or emergent behaviors that base on slight variations in object parameters, such as the traffic jam example presented below.
Automatic and Manual Segmentation
In addition to the features described above, SimSketch provides features intended to help the user in identifying the individual subparts of a drawing. The "find groups" option uses a locally scaled density-based clustering algorithm (as described in [28] ) to infer semantically meaningful groups of strokes from the drawing. The algorithm makes use of the spatial information (coordinates) and temporal features (time stamps, order of creation) of individual strokes to identify separate segments. Of course, the user can override and correct the algorithm's proposal by manually modifying the groups of strokes with the help of the lasso tool by simply encircling a set of strokes that would constitute one group. Since it is possible to move around groups of strokes, it is easily possible to create complex and overlapping designs of stroke groups.
Qualitative Specification and Tutorials
To simplify the learners' first steps and the model creation, we introduced qualitative specification of behavior parameters where appropriate: Here, the user does not need to enter numerical values himself, but can use a slider to set the value from low over medium to high. Fig. 5 shows the specification of the "infection" behavior with both variants; the upper two parameters are specified quantitatively, the lower two parameters are specified qualitatively.
Especially, for parameters that can easily be set to values that would render the model useless (e.g., the value for "infection probability" in the figure above will only produce meaningful results if set within a certain range of values), using a slider to specify the value simplifies model creation.
Additionally, to help learners in their first steps in our modeling environment, tutorials are available that guide the user on their way to a first, running model, as well as to the way simulations can be used to evaluate and revise the model. The features of the software and the basic principles are explained step by step, while the user's progress is monitored and checked before progressing in the tutorial. Several tutorials have been developed in different languages (English, Dutch, and German) and on different domains to fit special needs in various studies and school experiments.
EXAMPLES AND INTEGRATION IN EDUCATIONAL CONTEXTS
Although principles like complex systems, multiagent systems, or emergent behavior typically do not appear explicitly in schools' curricula, related phenomena are commonly covered. Already in primary or early secondary school courses, systems that can be modeled in a multiagent approach, like swarming and flocking, predator-prey systems, the solar system, and many more are discussed. This section presents a selection of educational meaningful examples that can be created and simulated within SimSketch.
Planetarium
As shown in Figs. 2 and 4 , a running planetarium can be easily created by specifying which object orbits around which other. This phenomological way of modeling the solar system is very suitable for studying the properties of the orbits. Complexity is reduced by having perfect circles as orbits. By selecting an object to be centered (e.g., the Earth), the rather nonintuitive trajectories of outer planets and retrograde planetary movements can be explained. By specifying sources of light in a model (e.g., the Sun), SimSketch also generates and visualizes light and dark sides of objects and shows shadows that are cast by objects, which is, for example, particularly interesting to model and explore phenomena like solar and lunar eclipses, as shown in Fig. 6 .
The simulation of the planetarium raises an interesting issue regarding the choice for behaviors. In this example, the choice was made to specify the orbits directly as circles, allowing students in the target age group (8) (9) (10) (11) (12) to study the properties of the orbits and to understand eclipses. This way to model the planetarium is a phenomenological way of modeling. Alternatively, studying the reasons why orbits are elliptical would require a more fundamental model in terms of gravitational attraction. Creating behaviors in SimSketch to model attraction is possible and would lead to a different focus in modeling the solar system, albeit that it could be difficult to create a stable planetarium in this way.
Additionally, when approaching scientific topics from a phenomenological point of view, it becomes reasonable to incorporate basic domain knowledge in the choice and implementation of the given behaviors: Here, the "circle" behavior, which is used to give an orbiting behavior to an object, implicitly specifies the object's speed depending on the distance to the central body.
Gears
Another example is the combination of various cogwheels to a gear. Unlike other available gear simulations, the learner can draw cogwheels and assign rotation speed and direction herself, as shown in Fig. 7 . In the first place, the software does not check the validity of a learner-created model-it will run it according to the learner's specification. The detection and understanding of flaws in a model are up to the learner, which may lead to deeper insights in processes and concepts of a given domain.
With this example, the aforementioned create-evaluaterevise cycle can be illustrated: The learner creates his idea of connected cogwheels by drawing them and specifying their behavior by using "rotate" behaviors. Running the model will show that "something is wrong" with the specification: The cogwheels are not turning in the correct directions; the teeth are moving through each other rather than together. The visualization of the model is in conflict with the learner's expectations, which will cause the learner to revise the model specification by changing the behaviors' parameters, for example, modifying the angular speed or turning direction of the wheels. The learner can review the simulation and revise the model until it matches his expectations. We hypothesize that this active-constructive interaction leads to a deeper engagement with the domain and phenomenon.
Predator-Prey System
The third example deals with a pair of interacting populations, known as predator-prey systems, and is mathematically often described with the help of the Lotka-Volterra equations [29] or modeled in system dynamics modeling environments. SimSketch employs a multiagent approach; simulation elements are created by drawing all relevant objects, for example, rabbits, foxes, and grass. The next step is specifying the behavior of the objects, i.e., the foxes are searching for rabbits and eat them, the rabbits are searching for grass and are avoiding the foxes, and the grass is simply spreading out. Fig. 8 shows an example of a predator-prey system in SimSketch. On the top, you can see the drawing and the specification of the behavior of foxes, rabbits, and grass. At the bottom, you can a screenshot of a running predator-prey model, which simulates the complex, emerging behavior of this system.
By manipulating the properties of the behaviors, for example, the reproduction rate the rabbits, a learner can gain insights into the relations and processes between the two populations: If the rabbits reproduce too quickly, they will eat too much grass, which causes the rabbit population to decrease, which potentially causes the foxes to die out in the simulation. These complex cause-effect relations in an ecosystem can be tested and experienced by learners in selfcreated, drawing-based models.
Traffic Jams
A particularly interesting example that relates back to Section 2 is presented in this section and consists of a traffic jam model. In SimSketch, the path behavior allows other objects to follow the outline of other objects. Using a behavior to clone objects, cars in this case, the user can create any number of objects without drawing and specifying each individually. The cloning behavior is central to the way the multiagent modeling is implemented in SimSketch. As described above, cloning objects in SimSketch can be done either accurately, which creates exact copies of objects, or inaccurately, which creates slight variations of objects. When modeling (and trying to understand) the emergence of traffic jams, these slight variations (e.g., in the speed of cars) are key elements in this phenomenon. In SimSketch, learners can easily change this aspect of the model and observe the different outcomes in the simulation. In the NetLogo example presented above, this fact is somewhat hidden from the user, and it would require changing the model's program code to change the simulations outcomes. Fig. 9 depicts the simulation output of a traffic jam example in SimSketch.
Numerous other models and simulations are already feasible in SimSketch or planned for near future, for example:
. exponential growth of bacteria and their control with antibiotics; . flocking of birds, as a prominent example of emerging behavior in multiagent systems; . radioactive decay and chain reactions, as SimSketch nicely visualizes the spatial relations and density of objects that play a role in this domain; . Braitenberg creatures [30] , as an example for emerging behavior that evolves from basic primitives; and . concepts of evolution, by slightly changing properties when objects are cloned.
USER STUDIES
In this section, we report on two studies performed with users. The first study was performed in the context of a master class for talented students in the age of 13-14 years. Six male students participated in a master class on modeling. The master class consisted of three sessions of 3 hours each. In the first session, students were introduced to computer-based modeling and practiced with SimSketch. As a homework assignment, they thought of a system to model and prepared a short presentation introducing this to the group. In the second session, based on these presentations, a group discussion was held on the set of behaviors needed to implement the models that were proposed. Models proposed were: traffic (two times), a predator-prey model, crowd management, spreading of diseases, and cell growth under hostile circumstances. In the remainder of the second session, participants worked on their drawing. Between the second and third sessions, the behaviors discussed were added to SimSketch. In the third session, participants completed their model using the new behaviors and presented their work. Before starting and at the end of the master class, participants filled in a questionnaire on the nature of models and modeling. At the end of the master class, they also filled in an evaluation questionnaire. Five of six participants successfully created a model in SimSketch. One student decided that he wanted to create his traffic model in a professional traffic simulation package he downloaded from the Internet. In their view of models, all participants moved from scale models and models that need to be a representation of reality that is as precise as possible toward a more functional view of models with the purpose of demonstrating and testing ideas. Also, their views on what can be modeled changed from only physical systems to include nearly everything. SimSketch itself was evaluated positively with an average of 3.81 on a scale from 1 to 5. Of course, due to the small number of participants and the fact that they were selected, these results should be interpreted with great care. The main benefit in this study was the user-driven development of SimSketch, which proved possible in the architecture created.
A second study involved a larger sample [31] . Participants were recruited among the visitors in a Dutch Science Museum. Almost 300 children in the age range of 7 to 18 years participated, resulting in 248 complete data sets. Participants engaged in a 45-minute session that consisted of initial training in SimSketch, a questionnaire on the properties of the solar system, creating a planetarium model with a focus on solar and lunar eclipses, and again a questionnaire on the solar system, and an evaluation of SimSketch.
Of all participants, 235 created a drawing that contained at least one element of the solar system, and 204 created a drawing that contained at least Sun, Earth, and Moon. Of these, 126 indicated the correct movement of the Earth around the Sun, and 108 also drew the movement of the Moon in a correct way. The ability of the students to create the correct drawing with behaviors increased with age and prior knowledge. The lower age groups (7-9 and 10-11) gained in test score from pretest to posttest, whereas the group older than 12 did not gain probably, because this group already reached high pretest scores.
Students' evaluation of SimSketch was divided into two scales: valuing and competence, the first expressing the evaluation of SimSketch in terms of fun and attractiveness, the second expressing the way participants experienced SimSketch as helpful for performing the task. Scores for valuing ranged from 3.21 to 3.36 on a scale from 1 to 4, whereas scores for competence ranged from 2.71 to 3.05. Scores for valuing did not depend on age, whereas the score for competence decreased with age.
Overall, these two studies show that SimSketch appears to be usable by members of the target group and can contribute to learning. More studies will be performed with the aim of studying the potential of drawing-based modeling and improving the functionality and user interface of SimSketch.
DISCUSSION AND OUTLOOK
SimSketch is an innovative approach to create models and simulations for educational relevant scientific phenomena for young learners. By using pen-based input devices, selfcreated drawings and sketches build the foundation for the creation of multiagent simulations, which promotes selfexpression and active elaboration in the problem domain.
Unlike other (educational) modeling and simulation software, the learner does not need to learn the syntax and semantics of a modeling language (e.g., like in system dynamics modeling), nor does he need to come up with mathematical equations or programming code to build new models. Without the need for programming or using precise mathematics, SimSketch offers learners means to perform all stages of the modeling process: creation, evaluation, and revision. The expected benefit of this is that learners will be in touch with modeling as a scientific activity in a much earlier state than previously possible.
SimSketch is not primarily meant to create scientifically exact models and simulations, which would be used to validate or predict the outcome of real-world phenomena. Our aim is to provide means for easy, intuitive, and fun creation of models and simulations that illustrate basic concepts and (emerging) behavior of different, educational relevant systems. Learners would use the software to think about, illustrate, explain, and explore various problem domains. This is reflected in the choice of primitives, for instance, where "circling" the sun is used to describe planetary motion instead of a, physically more accurate, description of a gravitational force. The latter description is not impossible in SimSketch, but for young learners, it would not be beneficial.
SimSketch will be constantly extended by new primitive behaviors that can be used to create new kinds of simulations and to combine existing primitives.
For the near future, we plan to extend the software by enabling and allowing objects to communicate with each other, coming from the idea of port-based modeling [32] . This would allow objects to exchange data, manipulate variables, or dynamically change behavior.
SimSketch is available at http://modeldrawing.eu.
