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Kurzfassung 
In diesem Dokument wird ein Visualisierungs-Werkzeug vorgestellt, das tiber eine Netz-
werkverbindung eine Kommandoschnittstelle bereitstellt. Die Kommandosprache bietet 
Funktionen zur graphischen Ausgabe auf eine Zeichenflache sowie einige Kommandos 
zur GUI-Programmierung, z.B. zur Erzeugung von Mentis und einfachen, vordefinierten 
Dialog-Boxen. Der Schwerpunkt liegt bei den graphischen Fahigkeiten, so enthalt das 
Programm Moglichkeiten, Vektorgraphik, Rasterbilder und gerichtete Graphen in ein frei 
wahl bares Koordinatensystem auszugeben. 
Abstract 
This document presents a visualization tool, which supplements a command interface 
via a network connection. The built-in command language offers facilities for graphical 
output and simple GUI programming, e.g. for the construction of a menu hierarchy and 
predefined dialog boxes. The emphasis of the command set is on the graphical output 
facilities, offering the possibility to output vector graphics, bitmap images and directed 
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1 Vorwort 
Diese Benutzeranleitung umfaBt die Beschreibungen zu NetGLTool, der programmierbaren, 
netzwerkfahigen Graphikoberflache, sowie den Komponenten, aus denen diese Oberflache be-
steht. 1m erst en Abschnitt dieser Anleitung wird beschrieben, welche Motivation hinter der Ent-
wicklung der hier beschriebenen Werkzeuge stand. In den folgenden Kapiteln werden zunachst 
grundlegende Konzepte der GL-Kommandosprache und die Benutzung des NetGLTool-Servers 
beschrieben. Es folgen eine Befehlsreferenz mit einer formalisierten Beschreibung der einzel-
nen GL-Kommandos. 1m letzten Teil dieses Handbuches werden die Libraries von NetGLTool 
beschrieben. Ein Anhang bietet Programmierbeispiele zu den einzelnen Abschnitten. 
2 Einleitung, Motivation 
1m Umfeld der Projektgruppe OMEGA i am DFKI Kaiserslautern entstanden eine Reihe von 
Anforderungen, die die Entwicklung eines netzwerkfahigen Visualisierungswerlczeuges notwen-
dig gemacht haben. 
• Interfacebeschreibung auf hohem Abstraktionsniveau. Die Analyseverfahren werden im all-
gemeinen von verschiedenen Entwicklern programmiert. Diese Entwickler haben bestimm-
te Anforderungen an die Visualisierung der von ihren Verfahren erzeugten Daten. Die 
Visualisierung dieser Daten wurde jedoch bisher von anderen Entwicklern programmiert. 
Es hat sich gezeigt, daB ein hoher Zeitaufwand fUr die Kommunikation zwischen diesen 
verschiedenen Entwickiern notwendig war, nur urn die Visualisierung in der gewunschten 
Form zu realisieren. Zukunftig soli en die Entwickier der Analyseverfahren seIber in der 
Lage sein, auf einfachste Weise die Visualisierung ihrer Daten zu implementieren. 
• Klare 'Irennung von Visualisierung und Analyseverfahren. Die eigentlichen Algorithmen 
zur Dokumentanalyse sollen auch ohne graphische Ausgabe Iauffahig sein. 
• Hoher Grad an Portierbarkeit. Durch die Verwendung einer graphischen Beschreibungs-
sprache, die weitgehend vom Fenstersystem unabhangig ist, wird eine Portierung auf an-
dere Standards (z.B. Microsoft Windows oder OS/2) erheblich vereinfacht. Der Aufwand 
hierbei besteht im wesentlichen darin, NetGLTooi auf die Zieimaschine zu portieren. Durch 
die Netzwerkfii.higkeit ist sogar eine Verwendbarkeit in heterogenen Netzen denkbar. 
• Lastverteilung auf mehrere Rechner/CPU's. Da die Visualisierung selbst eine betracht-
Hche Menge an Resourcen benotigen kann (sehr groBe Rasterbilder, groBe Mengen an 
graphischen Primitiven) ist eine Aufteilung zwischen Verfahren und Visualisierung auf 
mehrere Rechner sinnvoll und gefordert. Dies macht die Netzwerkfahigkeit erforderlich. 
• Mehrere gleichzeitig laufende Algorithmen sollen die Oberflache fur gemeinsame Ausgaben 
nutzen kOnnen. Die Unterteilung der Dokumentenanalyse in mehrere separate, konkurrie-
rende Prozesse macht dies notwendig. 
Diese Anforderungen haben eine Eigenentwicklung notwendig gemachtj urn den Entwicklungs-
aufwand im Rahmen zu halten, basiert diese auf bestehenden Standards (Motif, XlI, BSD 
sockets). 
3 Allgemeine Konzepte 
NetGLTool ist ein Netzwerkserver, der von einem oder mehreren Client-Programmen Befehle 
in einer Graphik-orientierten Kommandosprache empfangt und abarbeitet. Wenn im folgenden 
vom "Server" die Rede ist, so ist hiermit das Programm ngl tool gemeint. 
Bei der Benutzung von Netzwerkdiensten im Internet wird jeder dieser Dienste durch An-
gabe eines Rechner-Knotens (der IP-Addresse) und einer Port-Nummer spezifiziert. Eine 
Port-Nummer legt also einen bestimmtem Netzwerkdienst auf einem vorgegebenem Rechner 
fest; manche Internet-Dienste (z.B. File Transfer Protocol ftp, Remote Login) benutzen einen 





Abbildung 1: NetGLTool mit mehreren Client-Programmen 
durch Konvention festgelegten Port, wiihrend filr nicht-standard-Dienste festgelegte Bereiche 
von Port-Nummern existieren. 
Der Server belegt beim Start eine solche Port-Nummer und wartet daraufhin auf Verbindungen. 
Der Aufbau der Verbindung wird von einem anderen Programm, dem Client, unter Angabe der-
selben Port-Nummer initiiert und vom Server angenommen. Das Client-Programm kann nun 
tiber die Netzwerkverbindung Befehle absenden. Der Server fuhrt diese Befehle aus und sendet 
gegebenenfalls Rtickmeldungen (in Form von ASCII-Texten) an das Client-Programm zuruck. 
NetGLTool ist grundsatzlich auf den parallelen Betrieb mit mehreren Clients ausgelegt, d.h. 
es konnen mehrere Clients gleichzeitig Verbindung mit dem Server aufnehmen und Komman-
dos absetzen; der Server erledigt die Synchronisation der Ausgabeanforderungen zwischen den 
Clients selbstandig. 
Bei Start des Servers wird ein Fenster mit einer Zeichenflache geoffnet, so daB ohne weitere Vor-
kehrungen Graphik ausgegeben werden kann. Bei Bedarf werden, durch Kommandos gesteuert, 
weitere Graphik-Fenster und GUI-Elemente hinzugefilgt. 
Der Verbindungsaufbau zum Server erfolgt, wie unter Unix ublich, liber das BSD-Socket-
Interface des Betriebssystems. Die einfachste Moglichkeit bietet hierbei das Programm telnet; 
es realisiert ein virtuelles Terminal, tiber das Kommandos an den NetGLTool-Server abgesetzt 
werden ·konnen. Eine ahnliche Moglichkeit bietet das Tel-Script netpipe, das . dies em Pro-
grammpaket beiliegt. Auch mit ihm konnen Kommandos an den Server abgesetzt werden, es 
ist jedoch mehr filr die Benutzung in einer Unix-Pipe ausgelegt. Flir die Benutzung aus C++-
Programmen existiert letztlich die Library libsocket++, die Bestandteil dieses Programmpa-
kets ist; sie realisiert eine C++-Klasse, mit der auf einfachste Weise eine Stream-orientierte 
Netzwerkverbindung aufgebaut werden kann. 
3.1 Features 




Grundlage der graphischen Kommandosprache ist ein Weltkoordinatensystem, das auf Flief3-
kommazahlen als Koordinaten beruht. NetGLTool stellt einen Ausschnitt dieses Weltkoordina-
ten systems (=Weltkoordinatenfenster) in einem Ausschnitt des Bildschirmfensters (=Viewport) 
dar (siehe Abb. 2).Bei Veranderung des Weltkoordinatenfensters andert sich also der Anteil der 
Graphikausgabe, die man in einem gleichbleibendem Bildschirmausschnitt sieht; bei Anderung 
des Viewports andert sich die GroBe des Bildschirmausschnitts, in dem man einen gleichblei-
benden Ausschnitt der Graphikausgabe sieht (Window-Viewport-Transformation). Die GroBe 





Abbildung 2: Die Window-Viewport-Transformation definiert eine Abbildung von einem Aus-
sehnitt in Weltkoordinaten (Window) in einen Ausschnitt in Bildschirmkoordinate~ (Viewport). 
Zusatzlieh zu dieser Window-Viewport-Transformation lassen sieh lokale Koordinatensysteme 
einfiihren, indem das Weltkoordinatensystem mit einfaehen Befehlen verseh-oben, skaliert und 
rotiert werden kann. Dadurch lassen sich zum Beispiel positionsunabhangige Makros definieren, 
die dann an jeder beliebigen Position im Weltkoordinatensystem eingesetzt werden konnen. 
3.1.2 Graphische Primitive 
Ein GroBteil der GL-Kommandos nat oen L,week, graphisehe Ausgaben in eines der ge6ffneten 
Graphik-Fenster zu tatigen. Dabei sind grundsatzlich 3 Arten von Ausgabe-Primitiven zu 
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unterscheiden: 
Vektorgraphik Dies umfasst einfache geometrische Primitive, namlich Linien, Rechtecke, Po-
lygone, Kreise. Die fiachigen Primitive konnen dabei mit Farben und Hintergrundmustern 
(stipples) gefiillt werden. 
Rastergraphik Damit sind rechteckige Farb-, Graustufen- oder SchwarzweiG-Biider gemeint, 
die aus Dateien geladen und in einen Bereich des Graphik-Fensters kopiert werden. Da-
mit ngltool auch mit groBen undJoder vielen Bildern effizient umgehen kann, besitzt das 
Programm einen intern en Cache, der den Speicher fUr die Bilddaten verwaltet und bei 
Uberschreiten einer einstellbaren Speichernutzungs-Grenze Bilddaten in eine Datei ausla-
gert. Dieser Vorgang ist fur den Benutzer transparent. 
Textausgabe In die Graphikfenster kann, unter Benutzung von skalierbaren X-Windows-
Schriften, Text ausgegeben werden. Dabei kann eine Schrifthohe in Weltkoordinaten ange-
geben werden, die Schrift wird dann mit der gegebenen Window-Viewport-Transformation 
skaliert. 
3.1.3 Double-Buffering 
Zur Effizienz-Steigerung und urn Animationen zu ermoglichen, erfolgt die gesamte Gra-
phikausgabe in einen nicht sichtbaren Hintergrund-Puffer. Mit einem besonderem Befehl 
(swapbuffers 0) wird die bis dahin erfolgte Ausgabe aus diesem Hintergrund-Puffer in das 
Bildschirm-Fenster kopiert. Der Kopiervorgang wird unter X-Windows meistens von der Hard-
ware unterstiitzt (BitBlt), so daB hierfiir kein Zeitaufwand entsteht. Durch das Speichern 
der Ausgabe in einem Puffer sind Scroll-Operationen und Bildschirm-Updates sehr effizient 
durchfiihrbar. AuBerdem braucht der Fensterinhalt bei diesen Operationen nicht explizit 
ge16scht zu werden, was sich in einer weiteren Effizienzsteigerung und fiimmerfreien Upda-
tes beim Verschieben des Fensterinhalts bemerkbar macht. Urn animierte Ausgaben vor einem 
statischem Hintergrund zu tatigen, bietet das Programm auch die Moglichkeit, direkt in das 
Fenster zu zeichnen. 
3.1.4 Display-Listen 
Display-Listen sind ein weiteres Mittel zur Effizienz-Steigerung. Eine Display-Liste ist eine 
Liste von Kommandos, die "aufgezeichnet" und im Server unter einem frei vergebbarem Na-
men gespeichert wird. Eine solche Display-Liste kann spater, unter Bezug auf diesen Namen, 
mit einem besonderem Befehl abgespult werden. Durch das Speichern von Kommandos auf 
Server-Seite kann bei wiederholter AusfUhrung einer Kommandofolge eine erhebliche Menge an 
Netzwerk-Verkehr eingespart werden. Zudem lassen sich, zusammen mit den Befehlen fiir die 
Koordinaten-Transformationen, Makro-Bibliotheken aufbauen. Die Makros konnen dabei aus 
beliebig komplexen Graphik-Objekten bestehen (z.B. auch verschachtelten Display-Listen) und 
in der gewiinschten Position, GroBe und Ausrichtung dargestellt werden. 
3.1.5 Attribute-Stack 
Graphikausgaben werden sehr haufig iiber hierarchische Modelle realisiert, d.h. ein Ausgabe-
Element besteht aus einer Ansammlung von kleineren Komponenten mit gemeinsamen graphi-
schen Attributen (z.B. Linienbreite), die wiederum aus kleineren Komponenten mit .gemeinsa-
men Attributen bestehen, die wiederum aus Komponenten oder graphischen Primitiven beste-
hen. Diesem Umstand kommt das Konzept eines Attribute-Stacks entgegen. Eine Gruppe von 
Attributen (Farbe, Linienbreite, Linienart, Fiillmuster, Schriftart und SchriftMhe) kann mit 
einem Kommando gesichert und spater wieder hervorgeholt werden. Nur der Top of Stack wird 
iiber die Attribute-Kommandos verandert. Die Attribute, die auf dem Top of Stack gespeichert 
sind, bestimmen dasAussehen der Ausgabe. Dieses Vorgehen sichert auch eine gute Effizienz, 
da 
• an Ausgabekommandos nur Geometriedaten und keine lnformationen z.B. liber Farben 
o.li.. iibergeben werden miissen (Parameter-Minimierung). 
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• das System groBe Freiheiten bei der Optimierung der Attribute-Verwaltung hat (z.B. durch 
Verzogern und Zusammenfassen von Anderungen). 
3.1.6 Event-Behandlung, Picking 
Ein Anwender-Programm will haufig Riickmeldungen iiber Aktionen des Benutzers erhalten. 
Dies geschieht bei NetGLTool in Form von ASCII-Texten; der NetGLTool-Server sendet. clahpj 
drei Arten von Riickmeldungen: 
• Events als direkte Riickmeldungen von Benutzer-Aktionen (z.B. Maus-Aktionen) 
• Stringlisten als Antwort auf einen selectO-Aufruf (Picking). 
• Strings als Antwort auf eine Menii-Auswahl. 
Ublicherweise sieht die Benutzung so aus, daB das Anwender-Programm in einer Schleife Events 
von der Netzwerk-Verbindung liest und auswertet. Mit den Events erhaIt die Anwendung auch 
deren Bildschirmkoordinaten; diese konnen, mit Hilfe des selectO-Befehls, zum Picken von 
graphischen Ausgabeelementen im Graphikfenster benutzt werden. 
3.1.7 GUI-Steuerung 
NetGLTool bietet ein einfach zu benutzendes Menii-System. Die Menii-Hierarchie wird durch 
Angabe der Pfade zu den Menii-Eintragen erzeugt, ein Pfad reprasentiert hier die Untermeniis, 
die durchlaufen werden miissen, urn zu dem Menii-Punkt zu kommen. Die Meniieintrage werden 
nach Beendigung des zugehOrigen Clients wieder entfernt, so daB jeder Client sein eigenes 
Meniisystem verwalten kann und der Zustand der Meniileiste immer den aktuellen Zustand des 
Gesamtsystems reflektiert. 
Es existieren weiter Kommandos zur Erzeugung und Handhabung von sekundaren Graphikfen-
stern sowie zur Ein- und Ausgabe von Text in einfachen Dialogfenstern. Weiter beinhaltet die 
GL-Kommandosprache Befehle zur Darstellung von gerichteten Graphen in einer Dialogbox. 
3.1.8 Lupe 
Die Zeichenflache besitzt eine eingebaute Lupe, die durch Driicken der rechten Maustaste ak-
tiviert werden kann; durch Verschieben der Maus bei gedriickter Taste kann der vergroBerte 
Ausschnitt verschoben werden. VergroBerungsfaktor und Abmessungen der Lupe konnen iiber 
X-Resourcen eingestellt werden. 
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4 Bedienung von Server und Clients 
In diesem Abschnitt wird die grundlegende Bedienung des Server-Programms sowie der Verbin-
dungsaufbau mit einfachen Clients erHi.utert. 
4.1 Erste Schritte 
Zum Erlernen der Befehlssyntax durch Ausprobieren kann ngltool interaktiv tiber das Unix-
Dienstprogramm telnet bedient werden. Dazu wird der Server einfach mit dem Kommando 
% ngltool 
aufgerufen. Ohne weitere Kommandozeilenparameter sucht sich der Server selbstandig eine 
Port-Nummer und gibt diese auf der Standardausgabe aus. Die Port-Nummer kann auch mit 
einem Kommandozeilen-Parameter festgelegt werden: 
% ngltool -port neue_zahl 
Die Nummer kann beliebig, muB aber groBer als 1000 sein. Bricht der Server daraufhin seine 
Ausftihrung direkt mit der Meldung 
"bind: Address already in use" 
ab, so heiBt das, das die benutzte Internet Port-Nummer bereits von einem anderen laufenden 
ngltool-Server benutzt wird. 
Nun kann der Server mit dem Befehl 
telnet rechnername portnummer 
erreicht werden, es k6nnen direkt Kommandos an den Server abgesetzt werden; Events vom 
Server werden auf dem Bildschirm ausgegeben. Das telnet-Programm kann leider keine Kom-
mandos aus einer Datei-Umlenkung (bzw. pipe) empfangen. Flir diesen Fail existiert das Tcl-
Skript netpipe , es erftillt im wesentlichen die gleiche Aufgabe wie telnet, ist jedoch pipe-fahig. 
So kann zum Beispiel die Datei test. gl wie folgt an den server tibertragen werden: 
netpipe rechnername portnummer < test.gl 
Hier ist jedoch zu beachten, daB bei Dateiende auch das Skript terminiert und damit die Ver-
bindung unterbrochen wird. 
4.2 Application-Defaults 
Wie aile X-Windows Programme bezieht ngltool eine ganze Reihe von Voreinstellungen aus 
sog. X-Resourcen. Diese kommen zum Teil aus einer applikationsspezi£lschen Datei im Installa-
tionsverzeichnis von ngl tool, zum anderen konnen auch in der benutzerspezi£lschen Resourcen-
Datei ( $HOME/ . Xdefaults) Voreinsteilungen gemacht werden. Damit ngltool korrekt funktio-
niert, muB es auf aile Faile seine applikationsspezi£lsche Resourcen-Datei (namens NetGLTool) 
auffinden k6nnen. 1m Umfeld der OMEGA-Projektgruppe ist es leider nicht ohne wei teres 
moglich, diese Datei im X-Windows Standard-Pfad zu installieren, daher muB eine Umgebungs-
variable gesetzt werden, die das richtige Verzeichnis entpalt. In der C-Shell geschieht dies mit _ 
dem Kommando 
setenv XUSERFILESEARCHPATH /home/omega/lib/Xll/'l.T/%N%S 
Diese Variable besteht aus einem Pfad, unter dem Defaults-Dateien zu £lnden sind, jewells mit 
der Endung %T/'l.N%S. Naheres hierzu £lndet sich-in [ORA3j sowie [ORA4j . 
Mit den nachfolgend beschriebenen Einstellungen kann das Verhalten von ngl tool beeinfluBt 
werden. Alle diese Einstellungen konnen wahlweise als Kommandozeilenoption (mit einem '-' 
eingeleitet) oder als X-Resource (durch Festlegung in der Datei $HOME/ .Xdefaults) festgelegt 
werden. 
port Angabe einer festen Portnummer (Voreinstellung; 0, d.h. es wird automatisch die nachste 
freie Portnummer gesucht) . 
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imageCacheSize GroBe des Cache filr skalierte Rasterbilder, in Megabyte (Voreinstellung: 
32) 
cacheableScales Aufzahlung von Skalierungs-Faktoren, bei denen der Cache fUr Rasterbilder 
aktiv wird (Voreinstellung: 0.1 0.25 0.5 1.0). Bei Spezifizierung auf der Kommandozeile 
miissen alle Faktoren zusammen in Hochkommata eingeschlossen werden. Wird hier der 
leere String angegeben, so ist der Cache bei allen Skalierungen aktiv. Alternativ konnen 
die Worter all (Aktivierung des Cache bei allen VergroBerungen) und none (Cache abge-
schaltet) angegeben werden 
4.3 Vorgegebene Bedienelemente 
Die Oberflii.che des Servers beinhaltet, neb en der Zeichenfiache, eine Status-Zeile mit folgenden 
Bedienelementen: 
• Ein Schieber (Scale) fiir die Einstellung des Skalierungsfaktors. 
• Ein OptionMenii, das die cacheableScales enthalt. Hier konnen die bezeichneten Skalie-
rungen direkt ausgewahlt werden. 
• Ein Text-Label, das die benutzte Port-Nummer anzeigt. 
• Ein LED-artiges Rechteck, das den Betriebszustand des Programms andeutet: Wenn die 
Flache schwarz ist, so ist der Server inaktiv und wartet auf ankommende Kommandos. 
Wenn sie griin gefiillt ist, so findet Netzwerkverkehr statt und bei roter Fiirbung ist das 
Programm mit der AusfUhrung von Kommandos beschiiftigt. 
4.4 Ein interaktives Testprogramm 
1m Quelltextverzeichnis (/home/ omega/ src/netvisu/ apps/NetGLTool/ examples) befindet sich 
ein Test-Client namens ngltest, mit dem verschiedene Features des Systems interaktiv auspro-
biert werden konnen. Das Test-Programm wird mit ngltest <host name> <port> gestartet, 
es kann nur aus seinem Verzeichnis heraus gestartet werden. Uber das Menii kann eine Suite 
von Beispielen abgerufen werden, diese stehen zum Teil in Form von GIrEingabedateien im 
gleichen Verzeichnis. 
4.4.1 Erweiterbarkeit des Testprogrammes 
Das Programm ngl test ist ein einfaches Tcl-Skript, das einen Unix-Socket bedient, es ist daher 
sehr einfach erweiterbar. Urn eine weitere GIrKommandodatei einzubinden, ist der Aufruf 
defTestWithlnputFile $socket Datei 
im hinteren Teil der Skript-Datei einzufUgen. Urn eine interaktive Funktionalitat aufzunehmen, 
ist ein Aufruf von . 
defTestWithProc $socket Prozedurname 
einzufiigen, Prozedurname taucht dann als Meniipunkt auf und wird, mit dem Socket als Ar-
gument, bei Auswahl des Menupunktes aufgerufen. Die Prozedur kann dann iiber den Socket 
Kommandos absetzen und Events empfangen. Nahere Informationen konnen dem Skript-Text 
entnommen werden. 
5 GL-Befehlsreferenz 
Die GIrBefehlssprache ist grundsatzlich zeilenorieotiert, d.h. jeder Befehl wird durch ein 
Zeilenende-Zeichen (ASCII 13) abgeschlossen. Die meisten Befehle (genauer gesagt, Befehle 
filr die Graphik-Ausgabe) werden nicht direkt ausgefilhrt, sondern gepuffert und zu definier-
ten Zeitpunkten (bei Auftreten bestimmter Befehle) ausgefiihrt. Zustandsandernde Befehle 
(im besonderen Befehle zur Manipulation von GUI und gerichteten Graphen) werden dagegen 
unmittelbar ausgefiihrt und nicht gepuffert. Fur Testzwecke ist die Verwendung eines Kom-
mentarzeichens ("#") erlaubt, dieses Zeichen muB als erstes Zeichen der Zeile erscheinen (auBer 
Whitespaces), der Rest der Zeile wird ignoriert. 
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5.1 Datentypen 
Der Parser von NetGLTool erkennt folgende Datentypen: 
Zeichenketten (string) Strings sind eine Folge von ASCII-Zeichen, eingeschlossen in Double-
Quotes, z.B. "xyz". Die Double-Quotes sind optional, wenn der String nur alphanumeri-
sche Zeichen enthalt. Backslash-Codes fur Sonderzeichen, wie sie in C verwendet werden, 
sind erlaubt (Nur in gequoteten Strings!). Falls im String seiber Double-Quotes vorkom-
men sollen, so nmfi ein Backslash vorangestellt werden (wie in C). 
FlieBkomma-Zahlen (float) GL verwendet Fliefikomma-Zahlen doppelter Genauigkeit, sie 
entsprechen dem Typ double in C und haben die gleiche Schreibweise. 
Integer-Zahlen (int) Vorzeichenbehaftete, ganze Dezimalzahlen mit 32 Bit Genauigkeit. 
Punkte (point) zwei Fliefikommazahlen, eingeschlossen in Klammern und durch ein Komma 
getrennt (z.B. (10.0.25.0) ). 
5.2 Sichtdefinition 
window(float x, float y, float w, float h) legt den Ausschnitt des Weltkoordinatensystems 
fest, der im Viewport dargestellt wird. Die linke obere Ecke des Weltkoordinatenfensters 
liegt bei (x,y) und hat die Breite w sowie die Hohe h, jeweils in Weltkoordinaten. Durch 
Angabe einer negativen Breite bzw. Hohe lafit sich ein seitenverkehrtes Koordinatensystem 
definieren. 
viewport(int x, int y, int w, int h) legt den Ausschnitt des Bildschirmfensters fest, in dem 
das Weltkoordinatenfenster dargestellt wird. Die obere linke Ecke (x,y)und die Breite w 
bzw. Hohe h werden in Bildschirmkoordinaten spezifiziert. 
5.3 Transformationen, der Matrix-Stack 
Zusatzlich zu der Sichtdefinition konnen die Ausgabeprimitive einer Koordinaten-Transformation 
unterzogen werden. Durch diese Moglichkeit kann jedes Ausgabe-Objekt verschoben, skaliert 
und rotiert werden. Aile Transformationen werden akkumuliert, das heiBt, daB die Wirkung 
einer Transformation von den vorhergehenden abhangt. Dabei ist zu beach ten daB diese Ope-
rationen im allgemeinen nicht kommutativ sind. 
Urn nun mit diesem Konzept lokale Koordinatensysteme einfilhren zu konnen, benotigt man 
eine Moglichkeit, Transformationen wieder zurilckzunehmen. Das heiBt, wenn man z.B. eine 
Rotation ausfuhrt, ein Objekt zeichnet und dann eine Translation durchfilhrt, noch ein Objekt 
zeichnet und dann mit dem Zeichnen des ersten Objekts weitermachen will (und zwar in dessen 
Koordinatensystem), muB man die Translation wieder zurilcknehmen. In NetGLTool wird das 
so realisiert, das aile lokalen Koordinatensysteme auf einem Stapel organisiert werden. Die 
Semantik diese Stapels ist dabei folgende: 
• Die aktuell eingestellte Transformation befindet sich auf dem Top Of Stack und wird zur 
Ausfilhrung der nachfolgenden Ausgabe-Befehle benutzt. Aile Befehle zur Anderung der 
Transformation wirken sich auf diesen Top of Stack aus. 
• Bei einer Push-Op~ration wird der Top of Stack dupliziert . Der neue Top of Stack kann 
nun durch translate, scale und rotate manipuliert werden, ohne daB sich dies auf die 
alte Transformation auswirkt. Nun konnen Ausgaben in diesem neuem Koordinatensystem 
getatigt werden. 
• Bei einer Pop-Operation wird das alte Koordinatensystem wiederhergestellt. 
Auf diese Weise ist es moglich, belie big komplexe Strukturen hierarchisch ineinander zu ver-
schachteln und aus Grundprimitiven aufzubauen. Dabei kann insbesondere das Konzept der 
Display-Listen niltzlich sein, die eine Art der Unterprogramm-Technik ermoglichen. 
pushmatrixO Top of Stack des Matrix-Stack kopieren und Kopie zum neuen Top of Stack 
machen. 
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popmatrixO Top of Stack vom Matrix-Stack entfernen. Zur Beachtung: der Matrix-Stack 
darf nie leer werden! Ein Versuch, das letzte Element vom Stack zu nehmen, wird mit 
einer Fehler-Meldung quittiert und nieht ausgefUhrt. 
loadidentityO Top of Stack mit der Identitats-Matrix initialisieren. Das lokale Koordinaten-
system ist damit identisch zum Welt-Koordinatensystem. 
translate(double x, double y) Top of Stack mit einer Thanslations-Matrix multiplizieren. 
Der Ursprung des aktuellen Koordinaten-Systems wird an den Punkt (x, y) verschoben. 
scale(double x, double y) Top of Stack mit einer Skalierungs-Matrix multiplizieren. Das 
aktuelle Koordinaten-System wird in x/y-Richtung urn die entsprechenden Faktoren ge-
dehnt. 
rotate(double phi) Top of Stack mit einer Rotations-Matrix multiplizieren. Die Rotation 
erfolgt urn den Punkt (0,0) des lokalen Koordinatensystems. 
rotate(double x, double y, double phi) Top of Stack mit einer Rotations-Matrix multipli-
zieren. Die Rotation erfolgt urn den Punkt (x,y) des lokalen Koordinatensystems. 
5.4 Attribute 
Zum Zeichnen werden von allen Routinen grundsatzlich die Attribute des TOS (Top of Stack) 
des Attribute-Stacks verwendet. AIle Befehle zum Setzen der Attribute wirken sich auf den 
TOS aus. 
linewidth(int w) Setze Linienbreite fUr Linien, Rechtecke und Polygone. VORSICHT: die 
Linienbreite bezieht sich auf den Graphik-Kontext von X-Windows und wird NICHT ska-
liert! (siehe XSetLineAttributes [ORA2]). 
linestyle(int style) Setze Xll Linientyp: 0 = LineSolid, 1 = LineOnOfIDash, 2 = LineDoub-
leD ash (siehe XSet~ineAttributes [ORA2]). 
color(float r, float g, float b) Setze aktuelle Farbe fUr alle Zeichenbefehle. Die Farbwer-
te (r,g,b) sind normalisiert (im Bereich [0.0 .. 1.0f) und werden aus einer Standard-
Farbpalette angenahert. 
pushattributesO Dupliziere TOS des Attribute-Stacks. 
popattributesO Entferne den TOS des Attribute-Stacks. 
defstipple(name, width, height, byte_I, byte_2, ... , byte...n) Definiere Fiillmuster. Es 
wird eine monochrome Bitmap mit der Breite width und der Hohe height definiert und un-
ter dem Namen name abgespeichert. Die Bytes der Bitmap werden als Argumente byte_l 
bis byte_n spezifiziert. Die Bitmap kann spater mit dem Befehl setstipple 0 unter dem 
angegebenem Namen referenziert werden. 
setstipple(string name) Setze das Fiillmuster fUr Text, Linien und gefiillte Flachen. Der 
Parameter name ist ein Bezeichner, unter dem mit defstipple 0 ein Fiillmuster defi-
niert wurde. Der vordefinierte Bezeichner None ist dafiir vorgesehen, die Benutzung eines 
Stipples wieder abzuschalten. 
5.5 Rastergraphik 
NetGLTool bietet die Moglichkeit, Rasterbilder von Datei zu Laden und unter einem Namen ab-
zuspeichern. Beim Darstellen im Graphikfenster wird es der Window-Viewport-Transformation 
entsprechend skaliert. 
loadimage(string filename, string id) lade die Bilddatei filename und lege das BiJd unter 
dem Namen id abo ZUR BEACHTUNG: filename mul3 ein absoluter Dateiname auf dem 
Rechner sein, auf dem der NetGLTool-Server lii-uft, da die Bilddatei sonst nicht gefunden 
werden kann. Falls der Name id bereits fUr ein Bild verwendet wird, so wird das alte Bild 
geloscht und das neue Bild unter dem Namen abgespeichert. 
deleteimage(string id) IOsche Bild id. Das Bild kann nach Ausfiihrung dieses Befehls nicht 
mehr referenziert werden . 
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putpixels(string id, float x, float y, float w, float h) kopiere das Bild id in den durch 
das Reehteck (x,y,w,h) (linke obere Ecke, Breite, Hohe) gegebenen Weltkoordinatenbe-
reich. Das Bild wird, wie aIle Graphik-Primitive, entsprechend der Window-Viewport-
Transformation skaliert, jedoch findet (bisher noch nicht) eine Rotation des Bildes statt, 
stattdessen wird nur die linke obere Ecke rotiert. 
5.6 Vektorgraphik 
AIle Vektorgraphik-Befehle beziehen sich auf das Weltkoordinatensystem. Skalierungen und 
Verschiebungen ergeben sich aus der Window-Viewport Transformation. AIle Vektorgraphik-
Befehle benutzen den Top of Stack des Attribute-Stacks fUr die Spezifikation von Linienbreite, 
Linientyp, Farben, Fullmuster und ggf. der Schriftart. 
drawline(float xl, float yl, float x2, float y2) Zeiehne eine Linie von (xl,yl) nach (x2,y2). 
rect(float x, float y, float w, float h) Zeichne ein horizontaIes, nieht gefulltes Rechteck am 
gegebenen Punkt (x,y) und mit den Abmessungen (w,h). 
rectf(float x, float y, float w, float h) Zeichne ein horizontaIes, gefulltes Rechteck am ge-
gebenen Punkt (x,y) und mit den Abmessungen (w,h). 
arc (float x, float y, float r, float h, float s, float e) Kreisbogen zeichnen. Mittelpunkt ist 
(x,y), die GroBen r,h geben den horizontaIen bzw. vertikalen Radius an. s ist der Winkel, 
von der Waagrechten aus gemessen, bei dem der Kreisbogen beginnt, e die Ausdehnung 
des Bogens. Beide Winkel werden in Grad angegeben. 
arcf(float x, float y, float r, float h, float s, float e) GefUllten Kreisbogen ("Tortenstuck") 
zeiehnen. Parameter wie bei arc 0 . 
poly(point PI, point P2, """' point Pn) Zeichne ein nicht gefulltes Polygon mit den Eck-
punkten Pl ... Pn. 
polyf(point PI, point P2, """' point Pn) Zeichne ein gefUlltes Polygon mit den Eckpunk-
ten Pl ... Pn. 
bgnpolyO, endpolyO Beginne/Beende Punkteliste fur ein nicht gefulltes Polygon. 
bgnpolyfO, endpolyfO Beginne/Beende Punkteliste fur ein gefulltes Polygon. 
vertex(float x, float y.) Nehme Polygonpunkt zur Punkteliste eines Polygons hinzu. 







Sinn und Zweck dieser Schreibweise ist es, bei sehr komplexen Polygonen (z.B. tiber 100 Punkte) 
die ZeilenUi.nge nicht ausufern zu lassen. 
5.7 Text, Schriftarten 
Zur Ausgabe von Text werden X-Windows Schriftarten benutzt, Ausgangspunkt fur deren 
Festlegung ist die XLFD, X Logical Font Description (Naheres siehe [ORAl]) . In GL wer-
den SchriftgroBen in Weltkoordinaten festgelegt, d.h. bei Setzen einer Skalierung tiber die -
windowO / viewportO-Kommandos werden auch die Schriften skaliert. Damit das funktio-




Die erste Halfte, bis zum "--" des Namens, wird hier vereinfacht als fontbase bezeichnet und 
kann z.B. mit dem Kommando setfontbase("adobe-courier-bold-o-normal") gesetzt wer-
den. 1m obigen Beispiel ist das die Courier-Schriftart von Adobe, fett gedruckt (bold) und kur-
siv (0 = Oblique) . Die zweite Halfte spezifiziert Dimensionen und Auflosung der Schrift und 
wird von ngItool vervollstandigt. X-Windows-Fonts lassen sich mit dem UnixjXll-Befehl 
xlsfonts auflisten, die skalierbaren Fonts findet man durch folgenden Aufruf: 
xlsfonts -fn "*--0-0-*" 
Die Dimensionierung "*-D-O-*Bpezifiziert eine skalierbare Schriftart. Fonts werden, wie aBe 
anderen Attribute auch, auf dem Attribute-Stack verwaltet. 
setfontbase(string name) Setze Font-Prefix filr aktuelle Schriftart. Die Schriftart, die bei 
Start von ngltool giiltig ist, laBt sich iiber die Resource defaultFontHeight der Zei-
chenBa.che einstellen, z.B. durch Angabe von 
NetGLTool*defaultFontBase: adobe-courier-medium-r-normal 
in der Datei $HOMEi . Xdef aul ts . 
setfontheight(float h) Setze SchrifthOhe in Weltkoordinaten. Die Font-Hohe, die bei Start 
von ngItool giiltig ist, HiBt sich iiber die Resource defaultFontHeight der Zeichen-
Bache einsteBen, z.B. durch Angabe von NetGLTool*defaultFontHeight: 28 in der Da-
tei $HOME/ .Xdefaults. 
drawstring(string s, double x, double y) Zeichne die Zeichenkette s an die Position (x,y). 
textwidth(string s) Abfrage der Breite eines Textes unter den aktuellen Font-Attributen 
und 'Iransformation. Die Breite wird als Detail eines 'Textwidth'-Events zuriickgeliefert. 
BEACHTE: Der tatsachlich von ngl tool benutzte Font hangt von der Transformation 
und damit auch vom Zoom-Faktor ab, der von textwidthO zuriickgelieferte Wert kann 
daher (trotz Normalisierung auf Weltkoordinaten) filr unterschiedlich eingestellte Zoom-
Faktoren urn einen Bruchteil variieren. 
5.8 Display-Listen 
Display-Listen sind Verkettungen von GL-Kommandos, die im NetGLTool-Server unter einem 
Namen abgespeichert und zu einem spateren Zeitpunkt ausgefilhrt werden konnen. Dieses 
Feature kann man als Makro- oder Unterprogramm-Technik auffassen. Dabei ist zu beachten, 
daB die Listen-Kommandos zum DeJinitions-Zeitpunkt (d.h. innerhalb der Befehle newlistO, 
endlist 0) keinen Effekt haben. 
newlist(string name) Beginne das Aufzeichnen von Befehlenj es wird eine Display-Liste 
mit Namen name ei:zeugt. 1st eine soIche Display-Liste bereits vorhanden, so wird die-
se iiberschrieben. ABe nachfolgenden Befehle bis zum nachsten endlist 0 werden in 
diese Display-Liste eingefilgt und konnen dann mit call1ist 0 abgespult werden. Die 
aufgezeichneten Kommandos werden wah rend des Aufzeichnens NICHT ausgefUhrt, d.h. 
urn deren Effekt zu erzielen, MUSS die Liste ausgefUhrt werden . 
endlistO Beende das Aufzeichnen von Befehlen (Gegenstiick zu newlist 0 ) 
appendlist(string name) Erweitere Display-Liste mit Namen name urn neue GL-Kommandos. 
Es wird, wie bei newlist, eine Liste von Kommandos aufgezeichnet, die mit endlist 0 
abgeschlossen wird. Die neu erzeugte Liste wird an die bestehende angehangt. 
call1ist(string name) Fiihre Display-Liste name aus. Alle in der Display-Liste gespeicherten 
Kommandos werden nacheinander ausgeftihrt. Beachte: dieser Befehl stellt einen Zeichen-
Befehl dar, wird also gepuffert, bis ein swapbuffers () oder flush 0 die Ausgabe sichtbar 
macht. 
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5.9 NameStack, Picking 
Der NameStack ist ein Stack aus Strings, der mit GL-Befehlen manipuliert werden kann. Auf 
Anforderung kann NetGLTool den NameStack-Inhalt, wie er wahrend des Zeichnens der graphi-
schen Elemente auf einer spezifizierten Bildschirmkoordinate bestand, zuruckgeben (selectlist 0-
Befehl). Das Konzept kommt dem Umstand entgegen, daB Graphik-Ausgaben meistens in ei-
ner hierarchisch strukturierten Art und Weise erzeugt werden, der Stack-Inhalt gibt hierbei 
wiihrend des Zeichnens die Hierarchie wieder. Ein Vorteil gegenuber einem rein objektorien-
tierten Konzept ist, daB der Anwender freie Wahl bei der Zuordnung von Hierarchieebenen zu 
graphischen Elementen hat, er kann Kommandos zur Manipulation des Namestack frei zwischen 
die eigentlichen Ausgabe-Kommandos einstreuen. Ein weiterer Vorteil ist, daB zur Erzeugung 
der Hierarchie keine Objekte ubergeben werden mussen, sondern nur Ausgabe getatigt wird. 
Zum besseren Verstandnis des Konzepts sei hier die Implementierung angedeutet: der Server 
ngltool speichert intern aile Kommandos, die zum aktuellen Bildschirm-Inhalt gefuhrt haben, 
in einer Display-Liste. Auf einen selectlist O-Befehl hin wird diese Display-Liste ausgefiihrt; 
jedoch werden die Graphik-Kommandos nicht in Prozedur-Aufrufe zur graphischen Ausgabe 
umgesetzt, sondern es wird zu jedem Kommando gepruft, ob die Bildschirm-Koordinate des 
selectlist O-Aufrufs innerhalb der graphischen Ausgabe des Kommandos liegt. 1st dies der 
Fall, so wird der aktuelle Inhalt des NameStacks (der ja durch die NameStack-Kommandos in 
der Display-Liste manipuliert wurde) beim n1i.chsten popnameO oder loadnameO-Aufruf in die 
Event-Queue des Servers eingereiht und das Client-Programm erhalt den NameStack-Inhalt in 
Form einer String-Liste. Dabei konnen pro selectlist O-Aufrufmehrere Zeilen zuriickgegeben 
werden (eine pro graphischem Element, das "getroffen" wurde). 
In der Abbildung 3 sieht man, wie hierarchische Objekte ausgegeben werden konnen. Wird 
nach dem Aufbau der Zeichnung ein selectlistO-Kommando mit einem Koordinatenpaar 
aufgerufen, das innerhalb des kleinen, linken, oberen Rechtecks liegt, so wiirde ngl tool die 
Liste Up Left Box zuruckliefern. Der zugehorige Code zum Aufbau der Zeichnung wiirde fol-
gendermassen aussehen (Die Kommentare beziehen sich auf den NameStack) : 
pushname("Box lt ) 
# aeusseren Umriss 
rect(lO,lO,300,50) 
# laengliches Kreuz 
pushname("Cross") 
rectf (. .. ) 
rectf ( ... ) 
popname() 
# Abbildung a) 
# linkes, hochkant stehendes Rechteck 
pushname(ItLeftlt) 
color(O.O,l.O,O.O) 
rectf (. .. ) 
# zwei kleine liegende Rechtecke 
pushD.ame (" up") 
color(l.O,O.O,O.O) 
rectf (. .. ) 
- # AbbHdung b) 
# "up" durch "Down lt ersetzen 
loadname (" Down It) 
rectf (. .. ) 
# Abbildung c) 
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# "Down" entfernen 
popname() 
# Rechte Seite, zuerst "Left" durch "Right" ersetzen 
loadname("Right") 
color(O.O,1.0,O.O)· 
rectf( .. . ) 
pushname("up") 
color(1.0,O.O,O.O) 
rectf (. .. ) 
# "up" durch "Down" ersetzen 
loadname ("Down") 
rectf(. .. ) 
# Abbildung d) 
# "Down" entfernen 
popnameO 
# "Right" entfernen 
popnameO 


























Abbildung 3: Namestack wahrend des Zeichnens eines hierarchischen Objekts 
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pushname(string name) Sichere Zeichenkette name auf dem NameStack. 
loadname(string name) Ersetze den Top of Stack des NameStacks durch name. 
popnameO Entfeme den Top of Stack des NameStacks. 
selectlist(float x, float y) Picking-Befehl. NetGLTool gibt den NameStack-Inhalt zurtick, 
wie er beim Zeiehnen der unter der Weltkoordinate (x, y) liegenden graphischen Elemente 
bestand. Der NameStack-Inhalt wird als Text-Zeile an den Client gesendet. Dabei konnen 
mehrere Zeilen als Folge eines select-Aufrufs (eine Zeile pro graphischem Element) an den 
Client zuriickgeschickt werden. 
select(float x, float y) Altemativer Pieking-Mechanismus. Es wird nur der Top Of Stack des 
letzten Treffers zurtickgeliefert. 
screen2world(int x, int y) liefert zu einer gegebenen Bildschirmkoordinate die korrespon-
dierende Weltkoordinate. Die Weltkoordinate wird als Coordinate-Event (siehe Abschnitt 
6.1) zurrtickgeschickt. 
5.10 Steuer/GUI-Kommandos 
Mit den Steuer/GUI-Kommandos konnen Dialoge, Mentis und sekundare Graphikfenster ge-
handhabt werden. Viele Befehle beziehen sich auf Fenster-Id's, dies sind textuelle Bezeichner, 
unter denen alle Interface-Elemente in einer internen Tabelle registriert werden. Hier ist zu 
beachten, daB jeder Bezeiehner nur fUr jeweils ein sichtbares Fenster zu verwenden ist. So 
ist es zum Beispiel nieht moglich, eine Text-Eingabebox zu offnen (gettext 0) und direkt 
darauf eine Text-Ausgabebox mit dem gleichen Namen. Jedoch konnte man die Ausgabe-
box offnen, nachdem man die Eingabebox geschlossen hat (z.B. mit dem "OK"-Button). In 
der Praxis empfiehlt es sich, die Namen in irgendeiner Art Hierarchie zu strukturieren (z.B. 
gettext (llvariable. eingabe", ... ) , textbox(IIvariable. ausgabe", ... ). 
prefsize(int w, int h) Breite/Hohe des Graphikfensters setzen. 
addpanel(string id) Neues Fenster mit der geg. id erzeugen. Es wird eine komplette Instanz 
der OberfHiche mit Menubar und Graphikfenster ("Panel") erzeugt. id kann ein beliebiger 
Textstring sein. 
settitle(string text) Fenstertitel des aktuellen Panels setzen. 
makecurrent(string id) Fenster mit der geg. id als aktuelle ZeichenfHi.che einstellen. Alle 
nachfolgenden Graphikkommandos beziehen sich auf dieses Fenster. 
textbox(string id, int columns, int rows) Textbox mit der gegebenen id erzeugen und in 
den Vordergrund bringen . Falls eine Textbox mit der gegebenen id existiert, wird die 
bestehende nur nach vorne gebracht. Eine Textbox ist ein einfacher Dialog mit einem 
Text-Ausgabeteil und einem "OK"-Button, der die Textbox wieder schlieBt. Die GroBe 
des Text-Ausgabeteils betragt rows Zeilen mal columns Zeichen. Mit dem Befehl wputs 0 
kann Text ausgegeben werden. 
gettext(string id, string label, int columns, int rows) Ein einfacher Text-Eingabedialog 
wird erzeugt. Der Dialog besteht aus einem einfachem Textlabel, einem Text-Eingabefeld 
und einem "OK"-Button. Der Bezeichner id ist die Fenster-Id fUr den Dialog, label ist der 
Textstring der in dem Textlabel angezeigt werden soll und width, height dim~nsionieren 
das Eingabefeld. 1m Fall von height =j:. 1 werden Scrollbalken an das Eingabefeld ·angefUgt, 
ansonsten wird ein einzeiliges Eingabefeld ohne Scrollbalken erzeugt. Bei Betatigung des 
"OK"-Buttons wird ein GetText-Event mit dem eingegebenem Text an den Client gesen-
det, der "Cancel"-Button veranlal3t das Zurticksenden eines GetText-Event mit leerem 
Text. 
addmenupath(string path, string type, int state) Menti-Punkt hinzufiigen. Das Argu-
ment path legt die Untermenti-Punkte fest, die zum zu erzeugenden Mentipunkt fiihren; 
er wird wie ein Unix-Dateipfad zusammengesetzt, mit "/" (Slash) als Trennzeiehen zwi-
schen den Komponenten. Die letzte (oder gegf. einzige) Komponente legt die Beschriftung 
des Mentieintrags fest. Die bis dahin noch nicht erzeugten Mentis / Untermentis werden 
erganzt. Mentipunkte sind an den Client gebunden, der sie erzeugt, d.h. bei Abbruch 
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der Verbindung zu einem Client werden die von diesem Client erzeugten Meniieintrage 
entfernt. 
Der optionale Parameter type kann die Werte "normal", "radio", "check" annehmen und 
dient dazu, Check- bzw. Radio-Boxen zu realisieren. Fur die Typen "radio" und "check" 
bestimmt der option ale Parameter state, ob der Eintrag als "gesetzt" (state=l) oder "nicht 
gesetzt" (state=O) zu markieren ist. 
delmenu( string path) Der durch path spezifizierte Menii-Punkt wird gelOscht. Ist path ein 
Untermenii, so wird es komplett geloscht. 
wputs(string textbox, string text) Zeichenkette text in Textfenster textbo:J; schreiben. 
wclear(string textbox) Loscht den Text in Textfenster textbo:J; . 
quitO beendet NetGLTool. ABe Client-Verbindungen werden daraufhin unbrauchbar und 
miissen geschlossen werden. 
sleep(int seconds) Die Ausfiihrung des NetGLTool-Servers wird fiir seconds Sekunden sus-
pendiert. 
5.11 Graphikpuffer, Refreshlisten 
Mit den folgenden Kommandos kann das Doublebuffering beinfluBt werden. Normalerweise (als 
Voreinstellung) beziehen sich alle Graphikkommandos auf einen Hintergrundpuffer (backbuffer), 
der mit dem Kommando sW'apbuffersO in das sichtbare Fenster (front buffer) kopiert werden 
kann. Mit dem Kommarido frontbufferO kann das Bildschirmfenster direkt als Ausgabeziel 
eingestellt werden. Zudem werden alle Graphikkommandos von NetGLTool in zwei internen 
Refresh-Display-Listen gepuffert Qeweils fUr den InhaIt des Backbuffer und Frontbuffer), urn 
bei einer Anderung des Zoom-Faktors den BildschirminhaIt wiederherstellen zu konnen. Diese 
Listen konnen explizit geleert werden, urn eine animierte Ausgabe zu vereinfachen, fiir eine 
Anwendung siehe Beispiel 7.6. 
backbufferO Schaltet den Hintergrund-Puffer als Ziel fiir die Graphik-Ausgabe ein. Urn die 
nachfolgenden Ausgaben sichtbar zu machen, muG sW'apbuffers 0 aufgerufen werden. 
frontbufferO Schaltet das Graphikfenster als Ziel fUr die Graphik-Ausgabe ein. Nach einem 
Aufruf von flushO werden aile in den Frontbuffer getatigten Ausgaben direkt sichtbar 
(ohne sW'apbuffers 0) 
swapbuffersO Graphik-Ausgabe sichtbar machen. Der Hintergrund-Puffer wird in das Fenster 
kopiert. Dieser Befehl betrifft nicht die GUI-Kommandos (Diese werden immer direkt 
ausgefiihrt!) . 
flushO Graphikkommandos aus der internen Queue des Servers entfernen und direkt ausfiihren. 
clearO Graphikausgabe loschen. Es wird der mit frontbuffer 0, backbuffer 0 eingestellte 
Puffer sowie die zugehorige Displayliste geloscht. 
clearlistO Refresh-Displayliste fUr den eingestellten Puffer loschen. Der zugehorige Puffer 
wird nicht gelOscht. 
5.12 Graphen 
Mit den folgenden Kommandos konnen gerichtete Graphen dargestellt werden .. Der Graph 
wird als Datenstruktur unter einem Namen im Server abgespeichertj es konnen dann ein oder 
mehrere Ansichten (Views) auf diesen Graph erzeugt werden. Es sind dabei 3 verschiedene 
Arten von Views moglich, die unterschiedliche Funktiona)itaten erlauben: 
1. Darstellung des Graphen in einer Dialog-Box. 
2. Darstellung des Graphen durch ein externes Programm. 
3. Ausgabe des Graphen in ein Graphik-Fenster. 
Eine View wird, wie aIle anderen GL-Objekte auch, unter einem Namen referenziert und defi-
niert im wesentlichen Eigenschaften des Graph-Layoutings. Die Ausgabe in ein Graphik-Fenster 
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unterscheidet sich von den beiden anderen Ausgabe-Arten dadureh, daB ein zusatzliches Kom-
mando ausgeftihrt werden muB (drawgraph), urn den Graph tatsachlich sichtbar zu roachen. 
Dies wird dadurch bedingt, daB in diesem Fall das Ausgabekommando in Display-Listen ein-
geftigt und bei jedem Bildsehirm-Refresh ausgefiihrt wird, wahrend bei dem Graph-Dialog und 
dem extern en Tool der Refresh von dem Fenster selbst durchgefiihrt wird. 
newgraph(string naIne) Erzeugt einen neuen, leeren Graph. Die Datenstruktur kann spater 
unter dem Namen name referenziert werden. 
addnode(string graph, string label, string id, string type) Erzeugt iro angegebenen 
Graphen einen Knoten. Der optionale Parameter type spezifiziert, ob label als Knoten-
Beschriftung (Wert "text", Defaultwert) oder Name einer Display-Liste (Wert "list") zu 
interpretieren ist. 1m ersten Fall wird label als rechteckig umrandeter Text ausgegeben, 
ansonsten wird die genannte Display-Liste an der Knoten-Koordinate ausgegeben. Der 
Knoten kann unter dem N amen id zur Erzeugung von Kanten referenziert werden. 
addedge(string graph, string fromid, string toid, string label) Erzeugt im . angegebe-
nem Graphen eine Kante vom Knoten fro mid zum Knoten toid. Diese Parameter sind 
die Knoten-Namen, die im Befehl addnodeO als Parameter id spezifiziert wurden. In den 
Views, die dies erlauben (Extern und Draw), kann die Kante mit dem angegebenem label 
beschriftet werden; dieser Parameter ist optional. 
bgngraph(string graph),endgraphO Anfang / Ende von Kommandos zur Graph-
Erzeugung markieren. Das Update der Ansichten wird naeh Aufruf von bgngraphO 
hinausgewgert, bis ein endgraphO-Aufruf getatigt wird. Dies erhOht die Performance 
des Graph-Zeichnens betrachtlich. Diese Klammerung darf nieht geschachtelt werden. 
graphview(string graph,string id,string type,string gravity) Erzeuge eine neue An-
sicht auf den Graph graph. Der Parameter type kann eins der Warter dialog, extern 
und draw mit folgenden Bedeutungen sein: 
dialog Erzeuge Dialog-Box mit Motif-Buttons als Knoten und einer graphisehen Darstel-
lung der Kanten. Die Fenster-ld des Dialogs wird auf id gesetzt. Das Erseheinungsbild 
der Knoten und Kanten (Farben, Liniendicke) kann tiber Resourcen eingestellt wer-
den . Die Dialog-Box erlaubt KEINE Darstellung von Kanten-Labels. Betatigen der 
Knoten-Buttons liefert ein GraphNode-Event an den Client. Die Dialogbox erscheint 
direkt nach Ausftihrung des graphviewO-Kommandos. Manipulationen des Graphen 
(addnode 0, delnode 0 .. . ) wirken sich sofort auf die graphische Darstellung aus, da 
das Refresh der Dialog-Box automatisch durchgeftihrt wird. 
extern Es wird ein externes Programm (Graphlet) zur Visualisierung des Graphen gestar-
tet. Bei jeder Anderung des Graphen wird eine neue Instanz des Programms gestartet. 
Graphlet stellt Kanten-Labels dar, kann aber keine Events an den Client zurtickliefern. 
Das externe Programm wird direkt nach Ausftihrung des graphviewO-Kommandos 
gestartet. Jedes Update des Graphen hat einen erneuten Start des externen Pro-
gramms mit dem modifizierten Graph zur Foige. 
draw Der Graph kann auf der aktuellen Zeichenftache so dargestellt werden, daB er den 
eingestellten Viewport ausfiillt. Urn die eigentliche Ausgabe zu veranlassen, muB ein 
drawgraphO-Kommando ausgeftihrt werden. 
Der optionale Parameter gravity gibt die Richtung an, in der der Graph gezeichnet wird: 
WestGravity horizontal von links nach rechts 
EastGravity horizontal von rechts nach links 
NorthGravity vertikal von unten nach oben 
SouthGravity ver:tikal von oben nach unten 
Voreinstellung ist WestGravity. Dieser Parameter wird nur von der "dialog"-View beach-
tet. 
drawgraph(string viewid) Graph-Ansicht auf die aktueUe Zeichenftache ausgeben. Der 
Graph wird normalisiert ausgegeben, d.h. im Rechteck (0.0,0.0,1.0,1 .0). Die 
Window /Viewport-Transformation soUte entsprechend angepaBt werden, urn den Graph 
im gewtinschtem Bildschirmbereich auszugeben. 
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graphbox(string name) Kombination aus newgraph(name) und 
graphview(name,name,dialog,WestGravity) . 
gclear(string graph) lOscht den angebenen Graph. Die Datenstruktur existiert danach noch, 
ist aber leer. 
6 Riickmeld ungen, Events 
6.1 Allgemeines 
Die Riickrneldungen, die ngltool an die Clients sendet, haben eine vereinheitlichte Form. Es 
gibt dabei drei Formen von Riickmeldungen: 
• von X-Windows generierte Events. 
• Antworten auf Anfragen durch das Client-Programm, dies sind unten aufgefiihrte GL-
Befehle. 
• Fehlermeldungen. 
ABe diese Events haben die Form Window-ID'/'Event-Art'/'Event-Detail. Dabei sind 
Window-ID Die ID des Fensters, in dem das XEvent passierte oder das das aktuelle Panel war, 
als der Client die Anfrage absetzte. Dies ist die ID, die bei Aufruf der Befehle addpanel () 
oder graphboxO angegeben wurde. (Anmerkung: Das Graphikfenster, das beim Start 
von ngltool erzeugt wird, hat die ID main). 
Event-Art Ein Schliisselwort, aus dem sich die Art der Riickmeldung ergibt, siehe unten. 
Event-Detail weitere Daten zu dem Event, diese hangen von der Event-Art abo Das Detail 
eines Events wird immer als Liste von Wortern, durch Leerzeichen getrennt, an den Client 
iibergeben. Koordinaten werden grundsatzlich als Weltkoordinaten iibergeben. 
6.2 Event-Referenz 
1m folgenden werden die Event-Arten mit den zugehorigen Details beschrieben. 
KeyPress, KeyRelease Tastatur-Event. Event-Detail ist der X-Keysym-Name 
der Taste. I?iese Namen finden sich als C-Definitionen in der Datei 
/opt/Xl1!include/Xll/keysymdef.h (der Prefix XK_ wird hier weggelassen) und 
konnen mit dem X-Programm xev ausprobiert werden. An den eigentlichen Tastennamen 
wird evtl. noch eine Liste von Modifiern (Shift, Ctrl , Meta) angehangt. 
ButtonPress, ButtonRelease Driicken/Loslassen einer Maustaste. Die Tastennummer (1 = 
linke Taste), die (X/Y)-Koordinate sowie eine Liste von Modifiern werden als Event-Detail 
iibergeben. 
MotionNotify Dieses Event signalisiert eine Bewegung der Maus bei gedriickter Maus-Taste. 
Event-Detail ist das gleiche wie bei ButtonPress. 
MenuSelection Dieses Event wird bei Auswahl eines Menii-Eintrags erzeugt . Event-Detail 
ist dabei der Menii-Pfad, wie er bei der Erzeugung des Eintrags durch addmenupath () 
angegeben wurde. 
GetText Dieses Event wird bei Betatigung des OK-Buttons einer Texteingabebox (siehe 
gettext 0 ) erzeugt. Event-Detail ist die eingegebene Zeichenkette. Bei mehrzeiligen 
Textboxen werden Newlines durch die Zeichenkette \n ersetzt . 
GraphNode Dieses Event wird bei Auswahl eines Graph-Knotens in einer Graphbox erzeugt. 
Event-Detail ist dabei die ID des Graph-Knotens (siehe addnode 0). 
Select Anwort auf einen select 0 bzw. selectlist O-Aufruf. Detail ist der NameStack-
Inhalt (siehe GL-Referenz). 
Coordinate Antwort auf einen screen2worldO-Aufruf. Detail ist hier die gefragte Weltko-
ordinate in der Form X Y. 
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Textwidth Antwort auf einen textwidthO-Aufruf. Detail ist die Breite des spezifizierten 
Textes in Weltkoordinaten. 
Error eine von ngl tool generierte Fehlermeldung. Detail ist der Text der Meldung. Beim 
Abfangen von Fehlermeldungen im Client ist zu beachten, daB Fehlermeldungen verzogert 
gesendet werden k6nnen (z.B. wird die Meldung tiber ein undefiniertes Bild erst bei 
Ausfiihrung von swapbuffers 0 ausgegeben), andererseits konnen manche Kommandos 
mehrere Fehlermeldungen verursachen (z.B. flush 0 , swapbuffers 0). 
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7 GL-Programmierbeispiele 
In diesem Kapitel finden sich L6sungen zu typischen Problemstellungen zur Visuali-
sierung von Daten und Prozessen. Die Beispiele befinden sich im Unterverzeichnis 
netvisu/NetGLTool/ examples des Quelltext-Verzeichnisbaumes. Ublicherweise wiirden diese 
Kommandofolgen aus einem C/C++-Programm heraus an den Server geschickt werden, zum 
Verstandnis ist jedoch die hier gezeigte kompaktere Schreibweise in Form einer Kommandodatei 
sinnvoller. Die Dateien k6nnen z.B. als Eingabe an netpipe (siehe Abschnitt 4.1) verwendet 
werden. 
7.1 Ausgabe von Grundfiguren mit verschiedenen Attributen 
Die Kommandodatei figures. gl demonstriert die grundlegenden Ausgabem6glichkeiten von 
ngltool . Die Argumente fur die defstipple-Aufrufe wurden hier nicht ausgeschrieben. 
# attributes.gl 
defstipple(Balls,16,16, ... ) 
defstipple(fence_knitting,16,16, ... ) 








































































7.2 Aufbau eines MenU-Systems 
Mentis lassen sieh, ahnlie~ Verzeichniseintragen im Dateisystem, beliebig hinzufiigen und 16schen. 
addmenupath( "File/open") 
addmenupath ("File/ save") 


















7.3 Ausgabe einer TIFF-Datei in Original-GroBe 
Urn eine l:l-Abbildung eines Rasterbildes zu erzielen, muf3 die Window-Viewport-Transformation 
auf die Dimension des Bildes gesetzt werden. Die Abmessungen des Bildes kann z.B. ermittelt 
werden, indem man das Bild als Image-Objekt instantiiert, wobei der nodata-Parameter des 




loadimage(lIechidna. tif", "bildl") 
putpixels("bildl",O,O,320,200) 
swapbuffers 0 
7.4 Autbau von Makro-Bibliotheken 
Durch die M6glichkeit, Display-Listen in ein frei definierbares lokales Koordinatensystem zeich-
nen zu k6nnen, Hif3t sich leicht eine Makro-Bibliothek aufbauen. Mit diesen Makros kann 
man nun beliebig kompl'exe Objekte zusammensetzen. 1m unten aufgefUhrten Quelltext sind 
identische, wiederholte Kommandosequenzen durch geschweifte Klammern angedeutet, im Ein-






































color(O . 1,O.8,O.1) 
pushmatrix 0 
translate(1000.0,1000.0) 
{ 8 mal viederholen 
rotate(O.O,O.O,O.785398l6339744830962) 
rectf(O,O,2000 , 2000) 
} 
popmatrixO 
















{ 9 mal viederholen 
call1ist(''single") 
call1ist(''rectangles'') 
















call1ist (" all") 
swapbuffers 0 
7.5 Zeichnen von maussensitiven Objekten 
Folgende Kommandofolge verkniipft den Bezeichner "inside" mit einem Polygon. Wenn der 
Befehl select 0 mit einer Koordinate innerhalb des Polygons aufgerufen wird, wird dieser 






























7.6 Ausgabe von maussensitivem Text mit verschiedenen Attributen 














drawstring (IIDer hier nicht ",10,104) 
swapbuffers 0 
7.7 Zeichnen eines Rubber-Rectangles auf einem statischem Hinter-
grund 





































Die Variablen startx,starty,endx,endy werden durch das Anwender-Programm ermittelt (durch 
Auswertung von Maus-Events). Dadurch muf3 der Hintergrund nur einmal gezeichnet werden: 
swapbuffers 0 macht diesen in jedem Schleifendurchgang sichtbar, der rect O-Befehl zeichnet 
direkt ins Fenster. Der Aufruf von clearlist 0 verhindert, daB ngltool alle Rechtecke in der 
Refresh-Liste des Front-Buffers aufsammelt. Der Aufruf von flushO erzwingt schlieBlich eine 
unmittelbare Ausgabe des Rechtecks in den Frontbuffer. 
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8 Programmierreferenz 
Die nachfolgenden Abschnitte beschreiben den Aufbau von NetGLTool und dokumentieren die 
C++-API der zugeh6rigen Libraries. Urn mit 
8.1 Struktur des Programmpakets 
Das ganze Programmpaket besteht, neben dem Hauptprogramm ngltool, aus den Libraries, 
auf denen ngltool aufbaut. Eine grundlegende Komponente, die LED A-Library des MPI 
Saarbriicken, wird in deren Manual ausfiihrlich beschrieben. Zusatzlich zu den nachfolgend 
beschriebenen Libraries werden folgende Pakete benutzt: 
• Die JPEG-Library in der Version 5b 
• Die TIFF-Library von Sam Leffler, Version 3.3 BETA 
• Die Iris RGB library "libimage" von Paul Haeberli 
• Das Motif UI Toolkit, Version en 1.2 bzw. 2.0 
8.1.1 MotifApp (Motif-Einbindung) 
MotifApp ist eine Sammlung von GUI-Klassen, die zusammen ein Framework zur Generierung 
von Motif-Oberflachen bilden. Die Bibliothek baut auf den Konzepten und dem Source-Code 
des von Douglas A. Young entwickelten Frameworks auf, das in seinem Buch [YNGJ ausfUhrlich 
beschrieben wird. Es wurden viele neue Klassen hinzugefiigt und groBe Teile des iibernommenen 
Codes modfiziert. MotifApp stellt die Basisklassen fUr aile hier beschriebenen Interface-Objekte 
bereit. 
8.1.2 EasyDraw 
EasyDraw ist eine Sammlung von C++-Klassen, die zusammen in ein GUI- Interface-Objekt 
einflieBen. Dieses Interface-Objekt (Klasse DrawingArea) beinhaltet C++-Methoden zur Aus-
gabe von Graphiken auf einer Zeichenflache. Die meisten Befehle der GL-Kommandosprache 
haben eine Entsprechung als Methode in dieser Klasse. Weiter beinhaltet Easy Draw ei-
ne Applikations-Klasse, die als Basis fUr komplette GUIs verwendet werden kann (Klasse 
GraphicsTool). Sowohl Dra\lingArea als auch GraphicsTool bauen auf dem MotifApp-
Framework auf (d.h. benutzen die dort definierten Basisklassen). 
8.1.3 Image 
Die Klasse Image dient zur Handhabung von Rasterbildern innerhalb des Easy Draw-Frameworks. 
Image beinhaltet Methoden zum Laden, Abspeichern, Skalieren sowie pixelweisem Zugriff von 
TIFF, JPEG und IRIS-RGB Bildern. In der EasyDraw-library findet sich eine Interface-Klasse 
(Klasse PictureManager), die ein Image so aufbereitet, daB es unter X-Windows auf dem Bild-
schirm dargestellt werden kann. 
8.1.4 libsocket++ 
Die Library libsocket++ ist die Netzwerkkomponente von NetGLTool. Sie beinhaltet Klassen 
zum einfachen Aufbau von Netzwerkverbindungen. Da die Klassen fUr die Einrichtung einer 
Netzwerkverbindung zu einem ngltool -Server und auch allgemein zur Netzwerkprogrammie-
rung eingesetzt werden kann, wird 
8.1.5 libGL 
Die Library libGL beinhaltet den Parser ftir die Kommandosprache von NetGLTool. 
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8.2 EasyDraw 
Die Ea.syDraw-Library umtalSt eine Reihe von Kla.ssen, die sich aUe urn ein Z,eichentUichen-
Objekt (DrawingArea) drehen. Die Kla.sse DrawingArea, die eine GUI-Komponente innerhalb 
des MotifApp-Frameworks darstellt, enthalt Methoden, die zum groBen Teil direkte Pendants 
zu Befehlen aus der Graphik-Kommandosprache darstellen. Eine weitere Toplevel-Kla.sse stellt 
GraphicsTool dar, sie faBt eine DrawingArea mit einem Menii-Balken und einem Scale-Widget 
in einem lauffahigen Anwendungsprogramm zusammen. Der Benutzer bildet Unterkla.ssen die-
ser Kla.sse mit speziaiisierten Ein-/ Ausgabe-Methoden und instantiiert ein Objekt davon. Der 
Netzwerk-Server ngltool ist nach diesem Konzept aufgebaut. 
8.2.1 DrawingArea 
Die Kla.sse DrawingArea steut die !<'unktionalitat bereIt, dIe von ngltool zur Kealisierung der 
Graphik-Kommandos benotigt wird. Jedes GL-Graphik-Kommando hat seine Entprechung in 
einer Methode dieser Kla.sse. Weiter existieren hier Methoden, die die Lupen-Funktionalitat 
sowie die Event-Handler fUr Neuzeichnen, GroBenanderung und Eingabe realisieren. 
8.2.2 GraphicsTool 
Ein Objekt der Kla.sse GraphicsTool realisiert ein komplettes User-Interface mit Meniibalken, 
Zeichenftache und einem Scale-Widget, mit dem man einen Zoom-Faktor fUr die Zeichenftache 
einstellen kann. Ein GraphicsTool enthalt ein oder mehrere GraphicsPanel, dies ist im we-
sentlichen ein Container fUr die User-Interface-Objekte. Die Kla.sse GraphicsPanel deklariert 
zwei virtuelle Methoden, ·redraw () und input () , die jeweils aufgerufen werden, wenn der Inhalt 
der Zeichenftache neu aufgebaut werden muss oder der Benutzer mit der Maus oder Ta.statur 
eine Eingabe auf der Zeichenftache erzeugt. Mit der Methode canvas () kann auf die eigentliche 
Zeichenftache zugegriffen werden. 
8.2.3 PictureManager 
Diese Kla.sse dient zur Konvertierung der (nicht X-Windows-spezifischen ) Image-Objekte in Da-
tenstrukturen, die unter X-Windows auf dem Bildschirm dargestellt werden konnen. Zu diesem 
Zweck wird auf den Bilddaten eine Farbraumkonvertierung mit Dithering durchgefUhrt; die re-
sultierende Pixmap kann mit dem XCopyArea (siehe [ORA2])-Aufruf direkt in ein X-Drawable 
(Fenster oder andere Pixmap) kopiert werden. Mittels einer Methode in der Image-Kla.sse 
kann auf diese Pixmap zugegriffen werden. Ais Zwischenstufe wird eine XImage-Datenstruktur 
erzeugt, auch auf diese kann mittels einer Methode zuriickgegriffen werden. 
8.3 Image 
Die Image-library ist zusammen mit Ea.syDraw entwickelt worden, urn die Handhabung von 
Raster-Bildern zu ermoglichen. Sie kann (und wird) jedoch auch ohne die anderen Ea.syDraw-
Komponenten verwendet werden. 
Grundlage ist die Aufspaltung des Raster-Bildes in einen oder mehrere K anale, die jeweils einen 
rechteckigen Bereich (2-Dimensionales Array) von I-Byte Werten darstellen. Die Bedeutung 
der Kanale ist Applikations-abhangig, aber iiblich bzw. -denkbar sind z.B.: 
• 1 Kanal fUr Grau-Werte oder Schwarz-WeiB. 
• 3 Kanale fUr Rot, Griin, Blau (24 Bit Truecolor-Bild) 
• 6 Kanale fiir RR BB GG (48 Bit Truecolor-Bild, 16 Bit/Kanal) 
-
• 4 Kanale fUr Rot, Griin, Blau, Alpha-Wert (Gewichtung). 
• beliebige Anzahl von Kanalen z.B. fUr Volumendaten. 
Die Image-Kla.sse bietet Methoden zum Laden und Speichern dieser Raster-Bilder in ver-
schiedenen Formaten (momentan: TIFF, JPEG, Iris RGB). Eine weitere Kla.sse, ImageRow: 
ermoglicht einen zeilenorientierten Zugriff auf die Bilddaten. AuBerdem exisitiert eine Reihe 
von template-Funktionen, die einen kopierenden Zugriff auf einzelne Rasterzeilen des Bildes 
bieten. 
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Ein besonderes Feature ist die Verwendung eines Cache fur die Verwaltung der Bilddaten. Ein 
Bilddaten-Block ist in diesem Zusammenhang ein Objekt der Klasse ImageData. Es beinhaltet 
die eigentlichen Pixel-Werte, einen Zeiger auf den 'Besitzer' (d.h. das Image-Objekt zu dem es 
geh6rt), einen Zeiger auf benutzungsspezifische Daten, die von einer Image-Unterklasse verwal-
tet werden k6nnen (z.B. X-Pixmap im Fall von DisplayImage) sowie die minimalen Geometrie-
Informationen (Breite, H6he, TiefeJ Anzahl der KanaIe) . Der Cache wird durch ein einzelnes 
Objekt der Klasse ImageCache reprasentiert. Dieses Objekt wird bei Instantiierung der globalen 
Variable theGlobalImageCache zugewiesen. Der Cache hat die beiden Grenzen 
• Maximale Anzahl der Bilddaten-BI6cke, die im Speicher gehalten werden k6nnen (Compile-
time-option) 
• Maximale Speichermenge, die von allen Bilddaten-Bl6cken zusammen belegt werden darf 
(Konstruktor-Argument von ImageCache). 
Wird eine dieser Grenzen iiberschritten, so werden Bl6cke nach einem LRU-Schema in eine 
tempo rare Datei verdrangt. Bei einem spaterem Zugriff werden die verdrangten Bl6cke wieder 
in den Speicher geladen. 
Instanzen der Klasse Image k6nnen nun solche Bilddaten-Bl6cke referenzieren. Ein Objekt die-
ser Klasse enthaIt neben einem Zeiger auf die Original-Bilddaten einen Zeiger auf ein skaliertes 
Bild. Die Methode scale(int width,int height) erzeugt dieses skalierte Bild. Falls die Ska-
lierung bereits zu einem fruherem Zeitpunkt erzeugt wurde, wird im Cache darauf zugegriffen, 
wodurch sich die Ausfuhrung betrachtlich beschleunigt. (Abbildung 4). 
Abbildung 4: Der Bilddaten-Cache 
Die ImageRow-Zugriffsfup.ktionen, die Farbwerte an einer Pixel-Koordinate liefem, beziehen 
sich normalerweise auf das skalierte Bild. Diese Vorgehensweise ruhrt von der ursprunglichen 
Anwendung dieser Klasse, der Visualisierung der Bilddaten, her. Es gibt jedoch auch die 
M6glichkeit, auf die unskalierten Rohbilddaten zuzugreifen (mittels eines Konstruktor-Arguments 
ftir ImageRow). 
Ferner exisitiert noch ein Zeiger auf ein "ImageExtensionRecord", dies ist ein Container ftir 
Bilddateityp-spezifische Daten. Bisher ist dies nur flir das TIFF-Format realisiert. 
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8.3.1 Methoden der Klasse ImageData 
Zur Beachtung: diese Klasse stellt keinen Konstruktor bereit, da die Objekte ausschlieBlich 
vom Cache erzeugt werden durfen. 
1m folgenden wird der Typ Dimension als Abkurzung fUr unsigned short benutzt. 
Dimension widthO Breite des Blocks in Pixel 
Dimension heightO Hoehe des Blocks in Pixel 
Dimension nChannelsO Anzahl der Kanrue 
Image ·ownerO Image-Objekt, zu dem dieser Block gehOrt 
Boolean cachedO Flag: wird dieser Block noch vom Cache verwaltet (siehe unten) 
ImageDataExtension ··extensionO Zugriff auf das Extension-Record des Bilddaten-Blocks. 
Die Klasse ImageDataExtension ist eine abstrakte Basisklasse, die die beiden virtuellen Me-
tho den swapout 0 und restore 0 bereitstellt. Die Methode swapout 0 wird beim Auslagern 
des Bilddaten-Blocks aufgerufen, restore 0 beim Wieder-Einlagern. Mit diesem Mechanis-
mllS kann der Benutzer bei den beiden Vorgangen zusatzliche Aktionen ausfuhren lassen (z.B. 
FreigebenjErzeugen der Pixmap fUr die Visualisierung). 
Da die Klasse lmageCache ihre Aufgabe ohne weitere Intervention des Programmierers erledigt, 
sei hier nur erwahnt, daB sich mit der Methode uncache (ImageData *) ein Block aus der 
Verwaltung herauslOsen laBt. Der Block wird nicht mehr zum aktuellen Speicherbedarf des 
Cache hinzugezahlt und muB vom Benutzer explizit (mit delete) freigegeben werden. 1m 
Fall, daB ein Bilddaten-Block bei der Alloziierung groBer ist als die Cache-Grenze, wird dieser 
Block direkt aus der Cache-Verwaltung herausgenommen (das Loschen von skalierten Bilddaten 
erledigt in diesem Fall die Methode scale 0 ). 
8.3.2 Methoden der Klasse Image 
Hier folgt eine Erlauterung der Image-Methoden, die fUr die Benutzung durch den Anwender 
vorgesehen sind. 
ImageO (Konstruktor) erzeuge ein lee res Bild. Es werden keine Bilddaten alloziiert oder 
Geometrie-Informationen gesetzt. 
Image(Dimension w,Dimension h,Dimension z) (Konstruktor) Es werden Bilddaten mit 
der gegebenen Geometrie alloziiert. Der Parameter z gibt die Anzahl der Kanale an. 
Image(const char ·file) (Konstruktor) erzeuge Bild und lade Bilddaten aus der gegebenen 
Bilddatei. 
ImageO Destruktor. Alloziierter Speicher wird freigegeben. 
const char ... filenameO const Gebe den Dateinamen der Bilddatei zuruck. 
void filename(const char *newFilename ) Setze den Dateinamen der Bilddatei. 
const Boolean isValidO const Flag: wurde eine Bilddatei korrekt eingelesen? 
int imageDataTypeO const Interpretation der Bilddaten. Der Ruckgabewert ist einer 
der Werte IMAGEDATA..NONE, IMAGEDATA..RGB, IMAGEDATA_CMYK, IMAGEDATAJ;RAYSCALE, 
IMAGEDATA_CMAP, IMAGEDATA...PACKED aus dem Aufzahlungstyp Image:: ImageDataType. 
Fur diesen Slot gibt es keine schreibende Zugriffs-Methode, da. er konsistent mit dem 
Format der existierenden Bilddaten sein mul3. 
int imageFileTypeO const Typ der Bilddatei, aus der das Bild gelesen wurde. Der 
Rtickgabewert ist einer der Werte IMAGEFILE..NONE, IMAGEFILE...JPEG, IMAGEFILLIRIS, 
IMAGEFILE_TIFF aus dem Aufzahlungstyp Image: : Image~ileType. 
void imageFileType(ImageFileType newType) Setze den Typ der Bilddatei, der dann 
beim nachsten Abspeichern beachtet wird. Der Parameter ist einer der Werte aus 
Image: :ImageFileType. 
int read(const char • ,Boolean nodata=O) lade Bilddaten aus der gegebenen Bilddatei. 
Das Flag nodata gibt an, ob nur der Header der Bilddatei oder auch die Bilddaten gelesen 
werden sollen. Dies kann benutzt werden, urn die Geometrie-Informationen der Bilddatei 
zu lesen. Die Methode bestimmt selbstandig das Format der Bilddatei. 
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int write(const char *) Bilddaten in Bilddatei speichern. Das Format (TIFF, JPEG oder 
Iris RGB) ergibt sich aus imageFileTypeO. 
ImageData *originalO Direktzugriff auf den Bilddatenblock, der den Originaldaten zuge-
ordnet ist. 
ImageData *scaledO Direktzugriff auf den Bilddatenblock, der der eingestellten Skalierung 
zugeordnet ist. 
const Dimension data WidthO const gebe die Breite der alloziierten J gelesenen Bildda-
ten zuriick. 
const Dimension dataHeightO const gebe die Hohe der alloziierten / gelesenen Bilddaten 
zuriick. 
unsigned bitsPerPixelO const Anzahl der Bits pro Pixelwert. 
unsigned nChannelsO const Anzahl der allozierten Kaniile. 
unsigned bytesPerRowO const Anzahl der Bytes, die zur Speicherung einer Rasterzeile 
benotigt werden. 
const Dimension scaledWidthO const Breite des skalierten Bildes. 
const Dimension scaledHeightO const Hohe des skalierten Bildes. 
const ImageExtensionRecord *extensionRecordO const Zugriffsmethode fiir die 
ImageExtension (momentan nur bei TIFF-Bildern benutzt). 
double aspectO const Liefert den Aspect Ratio des Bildes, d.h. das Verhaltnis Breite zu 
Hohe des skalierten Bildes. 
void scale(Dimension newX,Dimension newY,Boolean cache able) Erzeuge Bilddaten 
fiir ein skaliertes Bild. Das neue Bild hat die Abmessungen (newX,newY). Bei einer 
Vergrosserung des Bildes werden die Bilddaten mit einem blur-Filter nachbearbeitet. Der 
Algorithmus stammt von Raul Rivero [RIV]. Der Parameter cacheable (default-Wert 
True) spezifiziert, ob die Bilddaten im Cache verwaltet werden sollen. Mit dieser Methode 
kann auch der Aspekt Ratio des Bildes verandert werden. 
byte Pixel(Position x,Position y,unsigned z) liefert den Pixel-Wert an der Stelle (x, y) , 
Kanal z. 
void Pixel(Position x,Position y,unsigned z,byte newValue) setzt den Pixel-Wert an 
der Stelle (x,y) , Kanal z aufnewValue. 
byte Pixel(Position x,Position y,unsigned z liefert den Pixel-Wert an der Stelle (x, y) , 
Kanal z. 
void Pixel(Position x,Position y,unsigned z,byte newValue setzt den Pixel-Wert an 
der Stelle (x, y) , Kanal z auf new Value. 
void allocColorMapO. Es wird eine Farbtabelle mit 2bitsPerPixel Eintragen angelegt. Diese 
Farbtabelle wird nur beim Lesen und Schreiben von Bildern des Typs IMAGEDATA_CMAP 
beachtet. 
unsigned short colorMapSizeO const Anzahl der Farbtabellen-Eintrage zuriickliefern . 
RGBPixel colorMapEntry(unsigned i) liefere i-ten Farbtabelleneintrag als RGB-Wert 
zuriick. RGBPixel ist eine Klasse, die in in der Header-Datei zu liblmage definiert wird 
und im wesentlichen -einen Container flir einen RGB-Wert darstellt. 
void colorMapEntry(unsigned i,RGBPixel p) Setze i-ten Farbtabelleneintrag auf einen 
neuen RGB-Wert. 
8.3.3 Methoden der Klasse ImageRow 
Objekte der Klasse ImageRow stell en "intelligente Zeiger" auf eine Zeile innerhalb eines Image-
Objektes dar. Man kann iiber den array-operator (" [ ]") auf die einzelnen Kanale eines Pixels 
zugreifen, den Zeiger mit den increment,decrement-Operatoren in der Zeile vorwartsJriickwarts 
bewegen sowie auf beliebige Zeilen innerhalb des Bildes positionieren. Bei Zugriffen auf nicht-
existente KanaIe (z.B. Kanal2 bei einem Graustufenbild) wird der Wert in Kanal 0 zuriickgegeben, 
dadurch wird eine einheitliche Behandlung aller Bildtypen erleichtert. 
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ImageRow(Image *iniage,int y=O,Boolean fromSource=False) Konstruktor, Argumen-
te sind das Image-Objekt, die Zeilennummer, sowie ein Flag, ob das skalierte oder unska-
Jierte Bild benutzt werden sollen. 
byte &operator D(unsigned short n) Zugriff auf n-ten Bildkanal. Rtickgabewert ist der 
Pixelwert des n-ten Kanals an der aktuellen Position in der Zeile. 
operator++O auf nachsten Pixel innerhalb der Zeile positionieren. 
operator--O auf vorhergehenden Pixel innerhalb der Zeile positionieren. 
operatorO(int newY) auf Anfang der Zeile newY positionieren. 
8.4 libsocket++ 
Die library libsocket++ stellt einen C++-Layer zur BSD Socket-API in Form von 3 Klassen 
dar. Zweck des Klasseninterfaces ist es, eine einfache Moglichkeit zum Aufbau von Netzwerk-
Servern und -Clients zu bieten. Der Benutzer der Klassenbibliothek wird hier auf ein konkretes 
Konzept festgelegt, namlich 
• zuveriassige, nicht-paketorientierte Verbindungen (TCP-Streams) 
• synchrone Multiplex-Server: Der Server tatigt die I/O von mehreren Clients quasi gleich-
zeitig, und zwar ohne Unterteilung in mehrere Unix-Prozesse. Die Datentibertragung 
geschieht synchronisiert, d.h. es wird erst dann etwas tibertragen, wenn die jeweilige Ge-
genseite Bereitschaft dazu zeigt. 
Auf Unix-Ebene sieht das so aus, daB ein Server-Programm gestartet wird und dann auf an-
kommende Verbindungen wartet. Diese Verbindungen werden von Client-Programmen initiiert; 
der Server-ProzeB nimmt diese Verbindungen an. Beide Seiten konnen dann tiber ein C++-
iostream-Objekt Daten austauschen. Der Server lauft dabei tiblicherweise in einer Endlosschleife 
und prtift, welche der angemeldeten Clients zur Ein-/ Ausgabe bereit sind. Mit diesen Clients 
konnen dann (verzogerungsfrei, d.h. ohne Blockade des Server-Prozesses) Daten ausgetauscht 
werden. Beim Verbindungsaufbau spielt die TCP-Port-Nummer eine Rolle, dies ist eine 16-Bit-
integer-Zahl, die zur Adressierung eines Netzwerk-Dienstes auf einem Rechner benutzt wird. 
Der Server-ProzeB wax-tet unter dieser Port-Nummer auf ankommende Verbindungen. Die Cli-
ents benutzen, neben der IP-Adresse des Ziel-Rechners, diese Zahl, urn eine Verbindung zum 
gewtinschten Netzwerk-Server zu initiieren. 
Die beteiligten Klassen sind im einzelnen: 
Server Ein Objekt dieser Klasse verwaltet alle ankommenden Verbindungen. Methoden der 
Klasse prtifen, ob neue Client-Verbindungen angefordert werden und welche dieser Verbin-
dungen zur Ein-/ Ausgabe bereit sind. 
serverstream Stream-Verb in dung yom Server-Prozel3 zu einem Client-Prozel3. Objekte dieser 
Klasse werden ausschliel3lich von einem Server-Objekt instantiiert. Wenn im Kontext 
der Klasse Server von einem "Client" die Rede ist, so ist hiermit ein Objekt der Klasse 
serverstream gemeint. 
clientstream Stream-Verbindung von einem Client-ProzeB zum Server-ProzeB. 
8.4.1 Server 
Server(unsigned short port) Konstruktor der Klasse ::server; erzeuge ::server-uoJeKt mIt der 
angegebenen Port-Nummer. 
int checkNewClients(long timeout = 0) Warte maximal timeout Milli-Sekunden auf neue 
Verbindungen. Ftir jede eingehende Verbindung wird ein serverstream-Objekt erzeugt, 
das mit getNextClient 0 abgeholt werden kann. 
serverstream *getNextClientO hole nachste, von einem Client-Prozel3 angeforderte Ver-
bindung. Die Instantiierung des serverstream erfolgt in checkNewClients o. Diese 
Methode registriert den serverstream auch gleichzeitig fUr die Uberpriifung durch die 
Methode cJientsReadyO. 
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void clientsReady(list<serverstream *> &readable, 
list<serverstream *> &writable, 
long timeout = 0) Mit dieser Methode kann zu ei-
nem beliebigem Zeitpunkt gepriift werden, welche der Clients zum Lesen und j oder 
Schreiben bereit sind. Es wird maximal timeout Milli-Sekunden gewartet. Diese Metho-
de ist zum verzOgerungsfreien Lesen und Schreiben von j zu mehreren Client-Prozessen 
notwendig. Nur die' mit getNextClientO registrierten serverstream-Objekte werden von 
dieser Methode gepriift. 
void disconnect(serverstream *) Verbindung zum Client abbrechen. 
int waitingO liefert 1 gdw. der Server erfolgreich initialisiert werden konnte und bislang kein 
Fehler aufgetreten ist. 
int socketO liefert den UNIX-Dateideskriptor, der mit der Server-Addresse assoziiert ist. 
8.4.2 socketbuf 
Die Klasse socketbuf ist eine Unterklasse von streambuf und hat in diesem Zusammenhang fUr 
die Klassen clientstream und serverstreamdie gleiche Aufgabe wie filebuf fur fstream: sie 
ist dafur zustandig, Zeichen von einer EingabequeUe zu holen bzw. in eine Senke zu schreiben. 
QueUe und Senke sind hier die Netzwerkverbindung, realisiert durch einen Socket. Die Klasse 
implementiert im wesentlichen neue Versionen der virtuellen Methoden int underflowO und 
int overflow (int), die hier fur die synchronisierte Ein-jAusgabe tiber die Netzwerkverbin-
dung zustandig sind. Die Synchronisierung erfolgt uber die Methoden int gavailable(long) 
und int pavailable (long), die feststellen konnen, ob der benutzte Netzwerk-Socket innerhalb 
einer gegebenen Zeitspanne fUr die Datenubertragung bereit ist. 
8.4.3 clientstream 
Ein Objekt der Klasse client stream reprasentiert die Client-Seite der Netzwerkverbindung. 
Das Klassenprotokoll gleicht dem von fstream, auBer dem Konstruktor: 
clientstrerun( const char *hostname, int portno) Instantiiere eine Netzwerkverbindung 
zum Rechner hostname und zum Service mit der Port-Nummer portno. Der resultierende 
Stream ist Instanz einer Unterklasse von iostream, stellt also eine Zwei-Wege-Verbindung 
dar. 
8.4.4 serverstream 
Ein Objekt der Klasse serverstream reprasentiert die Server-Seite der Netzwerkverbindung. 
Das Klassenprotokoll gleicht dem von fstream, es existiert jedoch kein public-Konstruktor 
(siehe Beschreibung zur Klasse Server). 
9 Programmierbeispiele 
9.1 Beispiele zu libsocket++ 
Die beiden Beispielprogramme reali$ieren eine einfache Einrichtung zur Ubertragung von Da~ei­
en iiber eine Netzwerkverbindung. Der Server file...send wartet auf ankommende Verbindun-
gen. Das Client-Programm initiiert eine Verbindung zum Server und sendet einen Dateinamen 
in Form einer ASCII-Zeile. Der Server offnet daraufhin diese Datei auf dem remote-System und 
iibertragt deren Inhalt an das Client-Programm. Das Client-Programm kopiert die ankommen-
den Daten in eine Datei auf dem lokalen System. 
9.2 Der Server file.-Send 
Der Server besteht im wesentlichen aus der Prozedur ServerLoop, die in einer Endlosschleife 
Verbindungen akzeptiert und abarbeitet. Wahrend eines Schleifendurchlaufes wird zuerst eine 
Liste von neuen Verbindungen angelegt (dies behandelt den Fall, daB mehrere Clients gleichzei-
tig einen Verbindungsaufbau versuchen) und dann filr jede Verbindung zuerst ein Dateiname 
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gelesen, die Datei ge6ffnet und blockweise an den Client abgeschickt. Hier wird nur der einfa-
che Fall behandelt, daB die Daten an einem StUck abgesendet werden k6nnen. Sobald einer der 






#include <fstream.h> II Fuer if stream 
#include <string.h> 
#define PORT_NUMBER 8999 
#define TIMEOUT 1000000L 
#define BUFFER_SIZE 1024 
II 
II demo server: 
II 
void ServerLoop( Server .server ) 
{ 
if (! server->waiting() 
exit(l); 
char buffer[BUFFER_SIZE]; 
list<serverstream .> clients; 
while( server->waiting() 
{ 
II Neue Verbindungen annehmen 
for (int i = server->checkNewClients(TIMEOUT); i i--) 
clients.append(server->getNextClient(»; 
serverstream .client; 
while ( (clients.length(» 
II forall( client, clients 
{ 
char filename[PATH_MAX]; 
client = clients.popC); 
if( client->good() ) 
{ 
II Dateinamen lesen 
client->getline( filename, PATH_MAX, '\n' ); 





« ~ilename « endl ; 
client->close 0 ; 
c-ontinue; 
II Datei an den Client schicken 
if( strlen (filename) && !access(filename,R_OK» 
{ 
ifstream from( filename ) ; 










cerr « "invalid file name" « buffer « endl; 
} 
} II end of while() 
} 




if (argc > 1) 
port = atoi(argv[l]); 
else 
port PORT_NUMBER; 
ServerLoop( new Server(port) ); 
9.3 Client file..recv 
Das Client-Programm besteht im wesentlichen aus der Prozedur ReceiveFiIe, die den Namen 
der Remote-Datei an den Server absendet und danach die ankommenden Daten blockweise von 






#include <fstream.h> II Fuer of stream 
#define BUFFER_SIZE 1024 
void 
ReceiveFile(const char *remoteFileName, 








II lokale Datei oeffnen 









II Dateinamen absenden 
*connection « remoteFileName « endl; 
while (*connection) II bis EOF 
{ 
} 




main (int argc, char *argv[]) 
{ 
} 
if (argc != 5) { 
} 
cerr « "usage:" « argv [0] 
« " remote-file local-file hostname port" « endl; 
exit(1); 
ReceiveFile(argv[1],argv[2],new clientstream( argv[3],atoi(argv[4]) »; 
9.4 Ein Beispiel-Client 
Das im folgenden vorgestellte C++-Programm realisiert eine sehr simple Version des im OMEGA-
Projektumfeld eingesetzten Dokumenten-Viewers gucky. Das Programm visualisiert die Bit-
map eines eingescannten Dokuments sowie Text-Segmentierungs- und -Erkennungsergebnisse, 
die vor der Visualisierung in einer sog. Layout-Datei abgelegt wurden. 
Das Programm offnet eine Netzwerkverbindung zu einem ngltool-Server, Hidt ein OMEGA-
Layout und schickt daraufhin eine Serie von Graphikkommandos an den Server, die das Layout 
im Graphikfenster darstellen. Das Programm erwartet als Kommandozeilen-Argumente den 
Rechner-Namen und die Port-Nummer des ngltool-Servers sowie den (absoluten) Pfadnamen 
des OMEGA-Blackboards. 
Der Quelltext ist auf im Quelltextverzeichnis unter netvisu/example zu finden. 
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