Abstract-Research that studies software developers can have a larger impact when its results generalize to other contexts. However, it is often unclear if, how, and why such results generalize. In this position paper, we aim to motivate software engineering researchers to generalize their findings. To meet this aim, we firstly enumerate the dimensions in which software engineering generalizations are made, and secondly, propose several practical ways researchers can make their work more generalizable. In meeting our aim, we hope to help the software engineering research community maximize their impact outside of software engineering.
I. INTRODUCTION
Software engineering researchers often study software developers, such as how they navigate code, what kinds of tools they use, and how they use languages. Traditionally, researchers study software developers because the main artifact that they produce -software -is increasingly critical, and thus if we help software developers, they will build better software, which will in turn improve the world.
However, as researchers, when we study software developers, sometimes we suspect that our conclusions apply to more than just software developers. For example, the first author recently demonstrated how gestures can be used to effectively help software developers quickly invoke refactoring tools because the gestures map well onto developers' mental models. One could argue that this finding generalizes; in other contexts where gestures map well to mental models, the gesture technique may also be effective.
We aim to motivate software engineering researchers to consider broadening the generalization of their findings. In experimental design, typically a population generalization is referred to as external validity [12] , meaning that a finding holds over variations of people, places, and things being studied. For example, researchers may make a modest generalization that a study of 50 Java software developers can generalize to all Java software developers. However, researchers may be more bold and suggest a generalization from software developers to architects for some similar aspects of their activities. In this paper, we suggest similarities that may be used to broaden the generalizability of studies about software developers and, thus, the potential impact of the studies.
We approach our aim in three ways. First, to describe the different dimensions in which software engineering research may generalize, we draw papers from the past 10 years of the proceedings of the conferences on Computer Supported Cooperative Work and Computer-Human Interaction that studied software developers and argued that their results generalize (Section II). Second, we discuss the impact of research that studies present generalizations (Section III-A) and future generalizations (Section III-B). Finally, we describe some mechanisms about how to generalize software engineering research and sketch how they would apply to our own work (Section IV).
II. SIMILARITY TYPES
In this section, we describe four different dimensions in which software engineering research can generalize. We illustrate each dimension with an example or two from recent research. The four dimensions -developer, tool, artifact, and activity -do not cleanly divide previous work because some research can fall into multiple dimensions. For example, findings about tools in software development may generalize to similar tools in other domains (tool similarity), but findings about about how developers use a tool could generalize to how others similarly use their tools (activity similarity).
A. People Similarity
One way a generalization about software developers may be made is by comparing them to similar people, such as knowledge workers. Peter Drucker introduced the phrase "knowledge worker" in 1959 as one who works primarily with information or one who develops and uses knowledge in the workplace [5] .
One example is Brandt and colleagues' study of how software developers solve problems using web resources, finding that they largely use it for learning and remembering [2] . These authors argue explicitly for generalization: "We look specifically at how programmers -an exemplar form of knowledge workers -opportunistically interleave Web foraging, learning, and writing code. . . programmersand likely, other knowledge workers -currently lack tools for rapidly understanding and evaluating these possible solutions. Experimenting with new tools in the 'petri dish' of programming may offer further insights about how to better support all knowledge workers." By drawing parallels between information foraging activities of software developers and those of other knowledge workers, their findings may generalize such that other types of knowledge workers may also use the web for learning and remembering.
B. Tool Similarity
Previous work has suggested that research about software developers may generalize because the tools that software developers use are similar tools in other domains.
For example, Findlater and colleagues interviewed 14 professional software developers who use the IBM Rational Application Developer (RAD) development environment, identifying several challenges to RAD regarding its rolebased customization user interface [7] . The authors state that "the role-based customization model found in [RAD] is an example of a coarse-grained approach for a complex, feature-rich application" that can be found in other pieces of software, such as Microsoft Office 2003's adaptive menus. Thus, by showing that a development environment that software developers use utilizes a more general userinterface technique that can be found in other applications, the authors' results may generalize such that other software that uses role-based customization may face challenges similar to those faced by software developers.
As another example, Murphy-Hill and Black evaluated a software visualization tool, finding that it can help software developers effectively find design defects and make more confident redesign decisions [11] . The authors argue that their visualization technique may "be useful in any applications where users need to make judgments based on what the tool is telling them, and when the information to be presented is multi-faceted. These properties may hold for a growing number of 'recommender systems' in other domains." Thus, by showing that their tool is a specific type of recommender system, and also specifying why their tool is effective in software development, the authors suggest that their technique may generalize to other tools such as grammar advisors.
C. Artifact Similarity
Previous work has also suggested that one way to achieve generalizability is to show how the artifacts that software developers work with are similar to artifacts in other domains. Artifacts from software engineering include code, design sketches, and requirements documents.
One example is Cherubini and colleagues' semi-structured interviews with software developers to investigate their use of diagrams, finding that most diagrams are transient in nature [4] . The authors state that "diagrams are important tools in every design and engineering discipline. . . [Our] findings. . . provide useful insights into the design of a wide array of software-visualization tools as well into the use of diagrams in design work in general." By showing how the software design activity is similar to other types of design activities, their results may generalize such that diagrams in other domains may also be transient.
Additionally,Cubranić and colleagues' Hipikat tool gathers and recommends project artifacts to software developers to inform them of the "group memory" of a software project [13] . The authors state that software development work is similar to other kinds of knowledge work because knowledge is transferred through mentoring, but also that the knowledge about the project is also stored across disparate project repositories (e.g., bugs, code, design documents, etc). In the sense that collective memory for other types of knowledge work may also be stored in disparate repositories, their findings may generalize such that other domains may benefit from tools that analyze projects' group memory.
D. Activity Similarity
Another way that previous research has argued for generality is in the activities software developers engage in. Such activities include seeking information, locating expertise, and collaborating and communicating with others.
One example is Mark and colleagues' examination of how software developers manage multiple activities, finding that most interrupted work is resumed on the same day [9] . This example is unusual in that they studied two types of knowledge workers in addition to software developers: managers and analysts. This allowed them to explicitly compare software developers to other types of knowledge workers, such as concluding that "managers generally interact in a wider circle of people than analysts and developers and therefore the chances are greater that they experience external interruptions outside of their current working sphere, compared to analysts and developers." Thus, the research explicitly characterizes how findings about software developers generalize and do not generalize to other domains.
As a final example, Bertram and colleagues describe the social process of issue tracking in software development, finding that despite physical proximity of team members, the issue tracker was a focal point of communication [1] . The authors state that "commercial software development is by and large a group activity." Thus, by connecting software developers' specific practice of issue tracking to the larger activity of group collaboration, the authors' findings may generalize in that other types of collocated knowledge workers may also use technology as a central mechanism of communication.
III. TEMPORAL SIMILARITY
In addition to describing the similarities of people, tools, artifacts, and activities, researchers can also show similarities between software development and other domains presently or in the future.
A. Present Similarity
Some previous work draws parallels between the present software development and other domains, including most of the papers discussed here, such as Mark and colleagues' comparison of current work practices of managers, analysts, and developers [9] . Comparing present similarity is important because it can show that results about software engineering may immediately generalize to other domains. The downside of relying on present similarities is that if practices change, then findings may no longer be applicable.
B. Future Similarity
Much less frequent but no less important is research that takes what is learned about the current state of software development and applies it to the future of other domains. For example, conclusions drawn from studying globally distributed software teams may apply to future knowledge work that will be more distributed than it is now. Showing future similarity is important because research in other fields can learn from the successes and failures of software development. However, a major challenge is making correct predictions about what the future may hold in other domains.
We found few research papers that argued for future similarity; we found this surprising because, in the past, software development practice has been a bellwether for other domains. Here are two examples:
• Comparing versions of source code together via programs like diff has long been standard practice for software developers. Similar tools to identify the differences between artifacts have recently emerged for other computer users, such as document comparison in Microsoft Word.
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• Automatic code completion has long been a way for software developers to avoid having to refer to documentation and to save keystrokes. The generic equivalent, autocomplete, has seen more recent adoption in other domains, such as for search engines 2 and email. 3 Emerging technologies in other domains also suggest that software development will continue to be a bellwether. For example:
• Version control systems have long been important for software developers, but may be used frequently in the future in other domains. For example, designers have recently been able to use Autodesk Vault for version control 4 and users of Google Docs have recently been able to use primitive version control 5 for word processing documents and spreadsheets.
• The practice of open source software development is central to the software industry. Other types of knowledge work could likewise benefit from open-source infor-Overall, investigating current practices in software development that may be applicable in the future to other domains is a high-impact research technique. Software development is uniquely positioned to make contributions to other fields for two reasons. First, software developers can make their own tools to solve their own problems, whereas most software users have to wait for others to make tools for them. In this sense, the tools that software developers use tend to be more advanced than the tools used by other software users. Second, studying the work of software developers is sometimes easier than studying the work of other knowledge workers. This is because software development artifacts (code, bug reports, etc.) are well-structured and thus more amenable to automated analysis than less structured artifacts. Thus, if a researcher wishes to study the practices of knowledge workers, it is sometimes most feasible to start with software developers.
IV. NEXT STEPS
Although one can make a convincing argument for generalization, an argument does not constitute evidence. In this section, we give researchers some concrete advice for doing research that is generalizable, based on four activities: theorizing, specifying, arguing, and evaluating. To explain how each of these four activities contributes to more generalizable research, we use a study performed by the second author about pair programming as an example. This study found that two software developers who programmed at the same computer at the same time produced better quality code in less time than when they programmed alone [14] .
A. Theorize
One way that researchers can produce work that is more readily generalizable is by postulating theories that explain observed phenomena. These theories typically explain a cause and effect relationship [12] , and can be postulated either before a study is conducted or afterwards. Postulating a theory before a study forces you to explicitly state the degree to which you expect generalization is possible and helps you avoid creating too-specific theories for the data. However, postulating a theory after data is collected is often easier. In both cases, by explicitly specifying a theory as part of your research, other researchers can explicitly test that theory in future work.
We also encourage researchers to build their theories on existing theories. Doing so helps improves likelihood that your own theory will hold, will help you avoid postulating redundant theories, and potentially help generalize existing research in other domains that test existing theories.
In terms of pair programming, one explanatory theory is that collaborative, synchronous work performed by peers (cause) produces better product and learning outcomes (effect). The learning part of this theory builds on two existing theories of situated learning [8] and incidental learning [10] .
B. Specify
Specifying the conditions and context under which results are observed can also help create more generalizable results. In doing so, researchers can specify which variables affected the outcome of a study and which did not. This helps you rule out irrelevancies of a theory [12] and determine in which contexts it will apply in and which it will not.
In our example of pair programming, we noticed that programmers consistently produced better quality code when paired together; this suggests that the theory is robust to the people involved. However, the pairs tended to achieve relatively better quality for the most complex tasks and less so for simple tasks (relative to their abilities); this suggests that the theory is not robust across tasks.
C. Argue
We suggest that researchers boldly make generality arguments in their papers, if only because the generality of a particular result may not be apparent to the reader. Although researchers may feel cautious about including speculation with their result, we feel that speculation is appropriate in the proper context, such as a "Discussion" section.
A plausible argument can be made that the pair programming results generalize, by drawing parallels between the pair programming activity and activities performed by knowledge workers. Knowledge workers make a habit of continuous learning [6] ; in pair programming, knowledge is constantly passed between developers. Knowledge workers must learn how to learn [6] ; in pair programming, developers know how to learn from their peers. Knowledge workers work in teams [6] ; pair programming is fundamentally a team-based activity.
One can also argue that the results also generalize to specific scenarios. For example, much like software inspections, traditional accounting reviews take place when reviewers audit pre-prepared accounting workpapers [3] . As with pair-programming, it is easy to imagine how two cooperating accountants could find accounting errors sooner, could learn new features in their software from one another, and generally produce more accurate workpapers in less time.
D. Evaluate
Finally, the most convincing step that a researcher can take to evaluate whether a generalization holds is to evaluate a theory in another context. Specifically, a researcher can use purposive sampling, a non-random sampling technique, to select research instances that vary systematically [12] . By systematically varying instances, a researcher tests the limits of their theory.
In the pair programming example, if a researcher is interested in determining how robust the theory is to the prior experience of the people involved, the researcher could specifically sample participants that had a variety of experience and compare levels of experience against one another.
V. CONCLUSION
In this position paper, we have described how research about software developers can generalize. Although we cannot fully do the topic justice in a position paper, we hope that in sampling the literature and suggesting some steps forward, we can spark a debate about the role of generalization in software engineering research to increase the impact of our work.
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