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Unicode 数据仓库 ETL 的设计与实现 
许  威，李茂青 
(厦门大学自动化系，厦门 361005) 
摘  要：在 Unicode 数据装载过程中，如源字符集中的某个字符在目标字符集中没有定义，将会出现错误，产生信息丢失的现象。针对这
种情况，该文提出一种从源 Oracle 数据库到目标 Teradata 数据仓库字符集转换的 ETL 设计方法和实现。实践表明该方案有效可行，能提
高 ETL 过程的容错率。 
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【Abstract】During the process of loading Unicode data, the phenomenon so-called a loss of information will be encountered while the source
characters are not defined in the target character sets. In light of this situation, this paper delivers a fault tolerant ETL solution on how to resolve the
source/target character set conversion problem while populating Unicode data from Oracle 9i database to Teradata data warehouse. Practical result
proves its efficiency and accuracy. 
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准，该标准同时也被数据库产品 Oracle 和 Teradata 所采用。
目前 Oracle 9i 版本使用 Unicode3.1[2]而 Teradata V2R5[3]版本
支持 2.1 标准。目前版本的 Teradata 不能够完全支持 3.1 标准
所定义的全部字符。 



















图 1  Oracle 至 Teradata 的数据流转换 
源数据库为 Oracle9i 数据库，支持 Unicode3.1 标准，采
用 UTF8 字符集存储英语、简体中文、繁体中文等数据。目
标数据仓库为 Teradata V2R5 数据库，支持 2.1 标准，采用
UTF16 字符集格式存储数据。数据 ETL 过程分解为 2 步：   
(1)从源 Oracle 中导出 UTF8 格式的中间文本文件；(2)将文本
文件通过 Teradata 的客户端载入目标数据仓库。Teradata 客
户端的会话设置(Session Set)等于 UTF8。 
在步骤 (1)中，只须将 Oracle 数据卸载的客户端参数
NLS_LANG 配置为和源一致，在生成 UTF8 格式的文本文件




产生信息丢失的现象。系统返回错误信息：6705 An illegally 
formed character string was encountered during translation. 
3  术语定义和 ETL 字符集兼容性定理 
UTF(UCS Transformation Format)[2]是 Unicode 的一种储
存和传送的格式。UTF 规范定义了传输和存储 UCS 编码的具




定义 1 超集(Superset) 假设 A{a1, a2,…, ai,…, am-1, am}，
B{b1, b2,…, bj,…, bn-1, bn}分别代表不同的字符集，其中，ai, bj
分别代表字符集 A, B 中所包含的具体字符。如果对于 B 中的
每个字符 bj 都可在 A 中找到字符 ai 和其对应，即字符集 A 包
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集，记为 A ⊇ B。 
上 述 定 义 可 以 表 示 为 ： Iff ∀ bj(bj ∈ B), ∃ ai(ai ∈
A) ⇔ A ⊇ B。如果超集 A 中还包含不属于 B 的附加字符，就
称 A 为 B 的全超集，记做 A ⊃ B。例如，ISO88591 字符集是
ASCII 字符集的超集，因为它包含 US-ASCII 字符集的所有




根据定义 1，可以在 A 中找到某个字符 ai，使 ai∉A，这实际
上和 ai 代表 A 中某个字符发生矛盾。由此得证。  
定义 2 子集(Subset) 假设 A{a1, a2,…, ai,…, am-1, am}，
B{b1, b2,…, bj,…, bn-1, bn}分别代表不同的字符集，其中，ai, bj
分别代表字符集 A, B 中所包含的具体字符。如果对于 A 中的
每个字符 ai，都可在 B 中找到字符 bj 和其对应，即字符集 A
中的所有字符同时也在另一个字符集 B 中有编码，就将 A 称
做字符集 B 的子集，记为 A ⊆ B。 
上 述 定 义 可 以 表 示 为 ： Iff ∀ ai(ai ∈ A), ∃ bj(bj ∈
B) ⇔ A ⊆ B。如果超集 B 中还包含不属于 A 的附加字符，就
称 A 为 B 的全子集，记做 A ⊂ B。例如，US-ASCII 字符集是
ISO88591 字符集的子集，因 US-ASCII 字符集中的所有字符





定理 3 假设 A 为源数据库字符集，B 定义为目标数据库
字符集，如果要正确移动数据，那么 B 必须是 A 的超集或者
A=B(字符集设置相同)。即 B ⊇ A。 
根据定理 3，源字符集必须是目标字符集的子集，这就
是本文引用的例子会出现 6705 错误的原因。 








型，这样就保证了在进行图 1 中步骤 (2)的数据装载时，
Teradata 不会自动对原有定义为 UNICODE 字段部分进行转
换，而是将输入的UTF8字节流保持不便并以 Latin/ ISO88591
的格式存放在中间表中。中间表和目标表差别见表 1、表 2，
例如，字段 SHPMT_MTHD 的字段名称相同，但数据类型   
不同。 
表 1  中间表 STG_ SHPMT_MTHD_W 的数据结构 
字段名称 字段数据类型 
SHPMT_MTHD_ID DECIMAL(9,0) 
SHPMT_MTHD VARCHAR(100) CHARACTER SET LATIN 
表 2  目标表 DW_SHPMT_MTHD 的数据结构 
字段名称 字段数据类型 
SHPMT_MTHD_ID DECIMAL(9,0) 
SHPMT_MTHD VARCHAR(100) CHARACTER SET UNICODE
 
(2)将 UTF8 格式的文本文件载入过程(1)中定义的中间








INSERT INTO DW_SHPMT_MTHD ( 
 SHPMT_MTHD_ID, 
 SHPMT_MTHD          
) 
SELECT SHPMT_MTHD_ID,  
SYSLIB. UTF8Decode2BytesUnicode (A.SHPMT_MTHD) AS 
SHPMT_MTHD 
FROM STG_HPMT_MTHD_W STG 
LEFT JOIN DW_SHPMT_MTHD DW 
ON STG.SHPMT_MTHD_ID = DW.SHPMT_MTHD_ID 
WHERE STG.SHPMT_MTHD_ID IS NULL 
5  UTF8 转换为 Unicode 的算法与分析 
5.1  UTF8 编码规则描述 
在 UTF8 编码中，所有的字符均使用 1 ~6 个字节进行编
码。由于实际上在转换为 UTF-8 编码时最多用到 3 个字节，
因此下文给出的算法和代码中只处理 UTF-8 编码长度不大
于 3 个字节的情况。通常来说，在只包含 1 个字节的 UTF8 编
码中，其最高位置 0，其余的 7 个二进制位用来对字符进行
编码；在含 n (1<n<6)个字节的 UTF8 编码中，其第 1 个字节
的前 n 位置 1，第 n+1 位置 0，该字节剩余的其他二进制位
用来对字符进行编码，后续字节的最高位均置 1，次高位均
置 0，每个字节中剩余的 6 个二进制用来对字符进行编码。
一个字符的 UTF8 编码中包含字节个数的多少是由其
Unicode 编码所处的范围来决定的，具体见表 3，其中给出
了不同范围内的 Unicode 字符对应的 UTF8 编码的格式，已
填入的 1、0 数据表示约定的标记位，x 表示对字符编码时可
用的二进制位。将 Unicode 编码的二进制位按由低到高的次
序放入 x 表示的空位中即可得到其所对应的 UTF8 编码。 
表 3  Unicode 与 UTF8 的编码格式对照表 
Unicode 编码(十六进制) UTF8 编码(二进制) 
U+0000 0000 - U+0000 007F 0xxxxxxx 
U+0000 0080 - U+0000 07FF 110xxxxx 10xxxxxx 
U+0000 0800 - U+0000 FFFF 1110xxxx 10xxxxxx 10xxxxxx 
 
5.2  UTF8 转换为 Unicode 的算法描述 
UTF8Decode2BytesUnicode 算法描述如下： 
输入 以 UTF8 格式编码的字节流。定义 β为输入的字节
流，β={β1, β2,…, βi,…, βn , n≤6}，本文考虑的情况 n≤3。其
中，单字节 βi 可以分解为标志位(每个字节的前导字符位，格
式为 0,110,1110,11110 等，见表 1 中第 2 列)和有效位(每个字
节中剔除前导字符位外的其余字位，表 3 列 2 中使用 x 表示)，
记做 βi=σi+δi，σi 代表标志位，δi 代表有效位。 
输出 字符的 Unicode 形式编码。 
常量定义如下： 
MASKBYTE = 80 /*二进制表现格式为 01110000，用于判
定字符是否由单字节组成*/ 
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MASK2BYTES = xC0 /*二进制表现格式为 11000000 用于
判定字符是否由双字节组成*/ 
MASK3BYTES = xE0 /*二进制表现格式为 11100000 用于
判定字符是否由 3 字节组成*/ 
(1)Scan β /*根据 UTF8 编码的大小确定该编码由几个字
节组成，通过和掩码常量 MASKλ(λ=1,2,3)TYPE 进行位的与
运算得到需要处理输入 β的字节数 ξ=LENGTH(β)*/  
1)CASE βi <MASKBYTE，表示 βi 的标志位 σi 为 0，THEN 
ξ=1； 
    2)CASE βi & MASK2BYTES= MASK2BYTES，表示 βi 的标
志位 σi 为 110，THEN ξ=2； 
    3)CASE βi & MASK3BYTES= MASK3BYTES，表示 βi 的标
志位 σi 为 1110，THEN ξ=3。 
(2)根据表 1 中的第 2 列剔除所有字节中的标记位 σi，依
照 ξ=1,2,3 的不同情况进行处理。ξ=1(0xxxxxxx)：直接将输
入返回为输出即可；ξ=2(110xxxxx 10xxxxxx)：取出 UTF8 编
码最低字节的低 6 位，取出 UTF 编码高字节的低 2 位组合成
Unicode 编码的低字节。取出 UTF 编码高字节的第 4 位~    
第 6 位作为 Unicode 编码的高字节。ξ=3(1110xxxx 10xxxxxx 
10xxxxxx)：取出 UTF8 编码最低字节的低 6 位和 UTF8 编
码中间字节的低 2 位组合成 Unicode 编码的低字节。取出
UTF8 编码高字节的低 4 位和 UTF8 编码中间字节的第 3 位~
第 6 位组合成 Unicode 编码的高字节。 
(3)将剩余的有效位 δi依次组合在一起，即可得到Unicode 
编码。 




5.3  测试用例和实验结果 
为保证算法逻辑的正确性，本文在下列字符集合上进行
了实验，测试过程中以表 4 中第 2 列作为输入，通过转换函
数的处理，以期能够得到第 4 列的输出。测试结果证明本文
采用的转换函数算法逻辑完全正确。 








Unicode 16 进制 
Teradata 
Unicode 二进制
主 E4 B8 8B 11100100 10111000 10111011 4E 3B 
01001110 
00111011 




6  结束语 
本文通过介绍和证明 ETL 字符集兼容性定理，从理论上
阐释了 Teradata 数据装载过程产生 6705 错误的原因，通过引
入自定义 UTF 字符集转换函数的办法，避开 Teradata 数据库
自身的字符集转换机制，从而克服了在 ETL 过程中处理某些
非兼容性 Unicode 字符时产生的问题，大大地提高了 ETL 过
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图 2 显示出两种算法在执行时间及趋势上总体上均较为
接近，但相同离群集规模时 AGOC 算法优于 COKAS 算法。 
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