Abstract-In continuous non-revisiting genetic algorithm (cNrGA), the solution set with different order leads to different density estimation and hence different mutation step size. As a result, the performance of cNrGA depends on the order of the evaluated solutions. In this paper, we propose to remove this dependence by a search space re-partitioning strategy. At each iteration, the strategy re-shuffles the solutions into random order. The re-ordered sequence is then used to construct a new density tree, which leads to a new space partition sets. Afterwards, instead of randomly picking a mutant within a partition, a new adaptive one-gene-flip mutation is applied. Motivated from the fact that the proposed adaptive mutation concerns only small amount of partitions, we propose a new density tree construction algorithm. This algorithm refuses to partition the sub-regions which do not contain any individual to be mutated, which simplifies the tree topology as well as speeds up the construction time. The new cNrGA integrated with the proposed re-partitioning strategy (cNrGA/RP/OGF) is examined on 19 benchmark functions at dimensions ranging from 2 to 40. The simulation results show that cNrGA/RP/OGF is significantly superior to the original cNrGA at most of the test functions. Its average performance is also better than those of six benchmark EAs.
distribution of the evaluated solutions, the partition size is small (large) if the corresponding evaluated solution is close to (far from) its neighbor. Thus, the density of the evaluated solution at x can be estimated from the partition size of x (i.e. from the tree). cNrGA uses this density information to decide the mutation step size, which implements an adaptive and parameter-less mutation.
As new solutions are constantly generated and evaluated during the evolution, the density of the evaluated solutions changes from iteration to iteration. cNrGA responds to this change by inserting a new partition to the original space partitioning scheme. Obviously, different solution orders generate different space partitioning schemes. Note that the mutation step size in cNrGA is computed from the partition size; thus the sequential estimation approach infers that the step size does not only depend on the distribution of the evaluated solutions; but also depends on the order of the solutions. This introduces a subtle bias to the algorithm.
In this paper, we propose a new solution-density estimation approach to remove the dependence on the order of the solutions. At each iteration, the proposed approach re-shuffles the evaluated solutions into a random order. Then a new density tree is built from the re-ordered solution sequence. After this, we apply a new one-gene-flip mutation operator to obtain the mutation step size and to mutate an individual. Comparing to the adaptive mutation in the original cNrGA which randomly mutates within the partition, the proposed mutation is less disruptive to the schemata, which helps speed up the convergence. To maintain a fast solution-density estimation, the density tree of the re-ordered sequence is built by a modified tree construction method. This modified method does not only speed up the construction time but also simplifies the topology of the tree.
The rest of this paper is organized as follows: Section II presents a new adaptive mutation scheme that uses the space partitioning information provided by a randomly re-shuffled search history. Section III reports the improved cNrGA by this mutation. Section IV reports experimental results and section V gives the conclusion.
II. ADAPTIVE MUTATION WITH SEARCH SPACE RE-PARTITIONING
In this section, we present an adaptive mutation scheme for which the dependence on the order of the evaluated solutions is removed. The scheme starts by re-shuffling the order of the evaluated solutions. Afterwards, the corresponding density tree is re-built and is used to compute the mutation regions.
Different from the original cNrGA, a mutant is generated by a newly proposed algorithm called One-Gene-Flip mutation (OGF). In the following sub-section, we first present a simplified density tree construction which speeds up the tree construction process. Afterwards, we present the details of OGF.
A. Simplified Density Tree Construction
Note that for each newly generated solution, cNrGA considers only a portion of leaf nodes (i.e. the leaf nodes which contain the being mutated individuals) in density tree T to compute the mutation step size; whilst the remaining leaf nodes are unneeded. Thus, to simplify the tree topology, the sub-tree(s) of which all leaf nodes are unneeded should be pruned. Instead of first building the whole tree and then pruning those unneeded sub-tree(s), we propose an algorithm that avoids creating them during the tree construction, which simplifies the tree topology as well as shortens the construction time. Suppose z is an evaluated solution, the decision on either recording it into the tree or ignoring it from the tree construction depends on whether the partition of z contains the being mutated individual(s). If the partition does not contain any being mutated individual, the partitioning induced from z will not adjust the mutation regions of the being mutated individuals. It is worthwhile to ignore z to simplify the tree topology. In other words, each leaf node has to record its being mutated individual(s) for this tree simplification. We name this set of begin mutated individuals as the mutation set, which is formally defined below:
Definition 2: The mutation set of x, L(x)
Suppose x is a leaf node of density tree T and P is a set of individuals to be mutated, we define the individual set L ⊆ P as the 'mutation set of x' if every individual in L is inside the partition represented by x.
Given a search space S; a set of individuals to be mutated P = {p i } i=1,2,…,μ and the evaluated solution set Z = {z i } i=1,2,…,N , the proposed adaptive mutation starts from randomly re-shuffling Z as {s 1 , s 2 , …, s N }. Meanwhile, the mutation region of p i is defined as follows:
The mutation region of p contains all possible mutants of p. Suppose p is an individual to be mutated, the mutation region q of p is defined as q =
and D(k) are the lower and upper bounds at the k th dimension respectively. These bounds are dynamically determined by the binary partitioning process.
All mutation regions {q i } i=1,2,…,μ are initialized as the whole search space, i.e. q i : = S for all i. Also, the density tree T is initialized to consist of the root node only. Since the root node represents the entire search space, its mutation set is P. After the initialization, the re-shuffled solutions {s i } are 
Obviously, the mutation set of l is assigned as G 1 and the mutation set of r is assigned as G 2 . Also, the mutation regions of all individuals in L(l) are updated as h(l); and the mutation regions of all individuals in L(r) are updated as h(r). After considering every evaluated solution in Z according to their orders (either being recorded into the tree or being ignored during the tree construction), we obtain the mutation regions of the individual {p i }. Algorithm A1 shows the pseudo code for the simplified density tree construction algorithm. 
3. Initialize density tree T to consist of root node only.
L(root)
Suppose y is the evaluated solution in the partition represented by Curr_node.
9.
Define the comparing dimension j:
10.
If s i (j) < y(j) then 11.
Create left child node l that records s i 12.
Create right child node r that records y 13. Else 14.
Create left child node l that records y 15.
Create right child node r that records
For m = 1 to |L(Curr_node)| 20.
Let a be the m th element of L(Curr_node) and the mutation region of a is
Next m 29.
EndIf 30. Next i Output: the mutation region set {q i }
Example:
Suppose S = [0,1] 2 is the search space; (s 1 , s 2 , s 3 , s 4 ) are the set of all evaluated solutions after being randomly re-shuffled; and p 1 , p 2 and p 3 are the individuals to be mutated in the next generation. The distributions of {s i } and of {p i } are shown in Fig. 1 . The adaptive mutation on {p i } starts by initializing the density tree T to consist of the root node only. Meanwhile, the parent set of the root node, L(root), is initialized as {p 1 , p 2 , p 3 }. The first two evaluated solutions s 1 and s 2 divide S into two partitions. Fig. 2(a) shows the corresponding space partitioning. The dotted line represents the decision boundary. This space partitioning is equivalent to inserting two child nodes s 1 and s 2 . Fig. 2(b) shows the topology of the corresponding T. Seen from Fig. 2(a) , the partition of s 2 consists of all individuals to be mutated. Thus, the mutation set of s 1 , L(s 1 ), is assigned as {p 1 } whilst the mutation set of s 2 , L(s 2 ), is assigned as {p 2 , p 3 }. Meanwhile, the mutation regions of p 1 , p 2 and p 3 are identified as h(s 1 ), h(s 2 ) and h(s 2 ) respectively.
When s 3 is considered, the space partitioning is updated to that shown in Fig. 2(c) , and the topology of the corresponding T is shown in Fig. 2(d) . Seen from Fig. 2(c) , the updated partition of s 2 does not contain any individual whilst the partition of s 3 contains p 2 and p 3 . The mutation set L(s 2 ) does not change and the mutation set L(s 3 ) remains empty. s 4 is the next evaluated solution being considered. It is found that s 4 is inside the partition of s 2 . As the mutation set of s 2 is empty, we simply ignore s 4 in the tree construction. Fig.   2 (e) and Fig. 2(f) show the space partitioning and the topology of T after considering s 4 . In Fig. 2(e (e) (f) Fig. 2 Illustration of the construction of randomly re-partitioned search space.
(a) (b) Fig. 3 The space partitioning by another two individual sequences.
B. One-Gene-Flip mutation for cNrGA
One-Gene-Flip mutation (OGF), as its name suggests, extends the one-bit-flip mutation in the conventional genetic algorithm to handle continuous search space. Similar to one-bit-flip mutation, OGF mutates only one gene in the individual within the partition and this gene is randomly selected. OGF is a parameter-less adaptive mutation of cNrGA, in the sense that the mutation is done randomly within the bounds of the gene, which are in turn defined by the partition. Comparing to the adaptive mutation in the original cNrGA which randomly mutates within the partition, OGF is less disruptive to the schemata structure of the crossover. Suppose p is a D-dimensional individual to be mutated and
is the mutation region of p, OGF starts from randomly selecting a dimension j ∈ {1,2,…,D}. Then p is mutated as p' by replacing the j th element of p with a random number in the range [V(j),
The values of the genes in the rest of the dimensions are unchanged.
Algorithm A2: One-Gene-Flip mutation for cNrGA
Input: 1) the individuals to be mutated p, 2) the mutation
Randomly pick a dimension j ∈ {1,2,…,D}.
p i '(j) := Rand([V(j). U(j)])
Output: p i '
III. CNRGA WITH ADAPTIVE RE-PARTITIONING cNrGA with randomly re-partitioned density tree (cNrGA/RP/OGF) is a real-coded genetic algorithm. It improves the original cNrGA in the sense that the adaptive mutation in cNrGA/RP/OGF is less sensitive to the ordering sequence of the evaluated solutions and is less disruptive to schemata structure induced by crossover. Fig. 5 shows the structure of cNrGA/RP/OGF. cNrGA/RP/OGF consists of a long-term memory and a short-term memory. The long-memory, namely Evaluated Solution List (ESL), is a list structure archive which records the set of all evaluated solutions. On the other hand, the density tree in cNrGA/RP/OGF is a short-term memory which represents the space partitioning scheme. Different from the original cNrGA, the density tree of cNrGA/RP/OGF will be re-built from scratch in every iteration.
Similar to a simple GA, cNrGA/RP/OGF starts by initializing the population X consisting of μ individuals. This population then generates μ offspring individuals {p i } by a crossover operator. Afterwards, the adaptive mutation module uses the solutions stored in ESL to simultaneously reconstruct the density tree and obtain the mutation regions of {p i } (i.e. Algorithm A1). After performing OGF mutation on {p i }, according to Algorithm A2, the corresponding mutant set {p i '} are evaluated and are recorded by ESL. A (μ+μ) elitism selection is performed to choose the best μ individuals from {X, {p i '}}. The reproduction and the selection processes are repeated until the stopping criteria is satisfied. The circled numbers in Fig. 5 represent the order of the steps in a cNrGA/RP/OGF iteration. [3] whilst the remaining 5 are taken from [4] . For details of the test functions (i.e. the mathematical forms, the search space and the optima), please refers to [2] .
IV. EXPERIMENTAL RESULTS

A. Test function set
The first six functions are uni-modal functions; the remaining thirteen are multi-modal functions designed with a considerable amount of local minima. Meanwhile, the dimensions of the first ten and the last five functions are adjustable while the dimensions of f 11 -f 14 are fixed at two. Simulations are carried out to find the global minimum of each function.
B. Test algorithms
In this section, we compare the performance of cNrGA/RP/OGF with those of cNrGA and six benchmark evolutionary algorithms. The search spaces of all test algorithms are continuous. The designs and settings of cNrGA/RP/OGF and the algorithms for comparison are summarized below.
Test algorithm 1 -Continuous
non-revisiting genetic algorithm [1] (cNrGA) Test algorithm 2 -Continuous non-revisiting genetic algorithm with randomly re-partitioned BSP tree (cNrGA/RP/OGF). Test algorithm 3 -CMA-ES [5] .
Test algorithm 4 -Differential Evolution [6] (DE).
Test algorithm 5 -Opposition-Based Differential Evolution [7] (ODE) Test algorithm 6 -Dissipative particle swarm optimization [8] (DPSO) Test algorithm 7 -PSO with Spatial Particle Extension [9] (SEPSO)
For cNrGA/RP/OGF and cNrGA, the crossover operator is chosen to be uniform crossover where the crossover rate r x is chosen as 0.5. This is the recommended setting in [10, pg. 48].
For PSO-class test algorithms, the values of c 1 , c 2 are set to 2. The inertia w is linearly decreasing from 1 to 0. Suppose
is the search space of a D-dimensional objective function, the maximum velocity V max is set to 0.1R where R = max(U i -V i ). The parameters used in DPSO and SEPSO are assigned to be the same as suggested in the original works: the parameters C v and C m of DPSO are chosen to be 0.001 and 0.002 respectively. For SEPSO, a simple velocity line bouncing with bouncing factor -1 is used. These parameter settings are recommended in the original works [9] .
For DE and ODE, the crossover rate and the differential amplification factor are set to 0.95 and 0.5 respectively. These values have been used in literature [11] . The mutation strategy is DE/rand/1/bin (classic version of DE) [11] . The jumping rate constant of ODE is chosen to be 0.3 [7] .
C. Simulation settings
For cNrGA/RP/OGF, cNrGA, DE and ODE, the population sizes are set to 100. (100+100) selection is used.
For CMA-ES, the population size λ is chosen by the suggested setting in [5] (i.e. λ = 4 + ⎣3lnD⎦). For DPSO and SEPSO, the swarm sizes are set to 100 and 100 offspring are reproduced at each generation. All test functions with the exception of f 11 -f 14 , which are two-dimensional, are tested with dimension 40. To provide a fair comparison of the test algorithms, the total number of function evaluations of all algorithms is kept a constant: For functions f 1 -f 10 , cNrGA/RP/OGF, cNrGA, DPSO, SEPSO, DE and ODE are terminated after 400 generations. CMA-ES is terminated after 40,000 function evaluations, i.e., the total number of fitness evaluations of all the algorithms is fixed at 40,000. Similarly, for functions f 11 -f 14 , the total number of fitness evaluations is fixed at 1,000. The swarm sizes of DPSO and PSOMS are set to 50. The population sizes of cNrGA/RP/OGF, cNrGA, DE and ODE are set to 50 also. CMA-ES is terminated after 1,000 function evaluations.
Since the test algorithms are stochastic, their performances on each test function are evaluated based on statistics obtained from 100 independent runs. All simulations are done on a PC with 3.2GHz CPU and 1GB memory. The test algorithms: cNrGA/RP/OGF, cNrGA, DPSO, SEPSO and ODE are implemented in C language. CMA-ES uses source code in [5] and MATLAB version 6.1. DE uses source code in [12] and MATLAB version 6.1.
D. Simulation results
The detailed simulation results are reported in Table 2 -Table 6 . Seen from the figure, cNrGA/RP/OGF is superior to cNrGA. It performs better than cNrGA in all 19 test cases (using t tests, 17 of them are with 99.95% significance; 2 out of them is with 95% significance and the remaining one is with 75% significance). In addition, the performance improvement of cNrGA/RP/OGF is significant. For some of the test functions, the improvements by cNrGA/RP/OGF are even in the order of 10 2 or higher. For example, the averaged optimal fitness of f 1 found by cNrGA/RP/OGF and cNrGA are 0.0158 and 2.498376; the averaged optimal fitness found of f 18 by cNrGA/RP/OGF and cNrGA are 0.002 and 1.804 (i.e. the optimal values of f 1 and f 18 are 0). These results significantly show the contributions of the proposed re-partitioning scheme and One-Gene-Flip mutation.
In 10 vs. 7) , it has the risk of having poor ranks in some cases, i.e. it is less stable than cNrGA/RP/OGF. Table 1 lists the averaged ranks of the seven test algorithms over 19 test cases. The averaged rank of cNrGA/RP/OGF is 2.236, which is the lowest amongst the 7 test algorithms; cNrGA/RP/OGF performs the best when both accuracy and stability are considered.
The detailed simulation results (mean and standard deviation) are listed in Table 2 -Table 4 . It lists the average and the standard deviation (inside brackets) of the optimal fitness for 100 trials. A value in boldface indicates that the corresponding algorithm is the best amongst the algorithms on a particular test function.
V. CONCLUSION
In this paper, we contribute to the continuous non-revisiting genetic algorithm (cNrGA) in the following ways:
1. We point out that, in cNrGA, the solution-density is estimated by a sequential approach; as cNrGA computes mutation step size according to the density, the performance of cNrGA depends on the order of the evaluated solutions. This introduces a subtle bias to the algorithm. 2. To balance between removing the dependence and preserving a fast estimation, we propose to randomly re-shuffle the order of the evaluated solutions at every iteration. Afterwards, we use the re-ordered solution sequence to construct the density tree for the adaptive mutation. 3. We propose an algorithm that constructs density tree whose topology is optimized for the adaptive mutation at the current generation.
We propose a new adaptive mutation algorithm called
One-Gene-Flip mutation. Comparing to the mutation in the original cNrGA, it is less disruptive to the schemata, which helps speed up the convergence. [11] --, "Differential evolution -A simple and efficient heuristic for global optimization over continuous spaces, 
