Free and open source software (FOSS) is considered by many, along with Wikipedia, the proof of an ongoing paradigm shift from hierarchically-managed and market-driven production of knowledge to heterarchical, collaborative and commons-based production styles. In such perspective, it has become common place to refer to FOSS as a manifestation of collective intelligence where deliverables and artefacts emerge by virtue of mere cooperation, with no need for supervising leadership.
Introduction
One of the most intriguing aspects of the postindustrial society is the phenomenal ease and the steeply decreasing cost of human collaboration, thanks to the internet, the world-wide web and a number of tools sitting upon them, such as wikis, social networks, peer-to-peer exchanges, and mobile devices. This compounds with another mega trend, which had manifested itself earlier (Drucker 1983) , i.e. • People work will be motivated less by monetary or tangible compensation and more by personal affirmation, voluntariness, ludic payoffs, and willingness to participate in attractive or important ventures (Kane 2003 , von Hippel 2003 , Schroer 2009 );
• Enterprises need not be stable constituencies lasting years or decades, kept together by hard pacts difficult to modify: they will form opportunistically (Berkman 2009) on a project basis (Tapscott 2006) , and any person may be working for any number of them at any given time;
• Enterprise organization will be less and less based on designation, co-optation and hierarchy: participation, selfdetermination and heterarchy prevail (Lerner 2005 , Fairtlough 2005 );
• A much larger number of individuals than today will actively participate with direct personal involvement in both the rule of society and the management of enterprises (Lévy 1994 );
• A careful exploitation of collective intelligence may lead to a world of prosperity and peace (Lévy 1994 , Tovey 2008 , Baldwin 2009 ).
This enticing vision, in all of its variants, is
certainly not without merits and does hint to issues that are at the core of the internetenabled society, its future and the formidable opportunities it purports. However the vision is still looking for admission in the official economic circles, due to the lack of a theory showing how a cooperative, open, "sharing" economy could deliver at sustainable levels of production and growth (GDP). 
The software development process
Software is a labour intensive activity. Statistics vary greatly, but according to accurate reviews (Magrassi 1996) 
Needs for top-down supervision
This approach, however, still leaves two issues open.
To begin with, it only removes the lighter mu- entities at a higher level than the individual programmer need to exist and exert their powers if the software is to behave coherently.
Feedback loops
Furthermore, while it can be relatively easy to state in plain English the general, global purpose of a software (e.g.: "A new production management system using RFID tags for com- Implementation details are extremely important in computer programming ("coding"), and sometimes they make it impossible to comply with a given design specification, creating feedback loops that reflect backwards from subsequent to antecedent implementation stages of the project: design decisions (including the naming conventions we alluded to above) must be modified due to issues brought up at coding time and unimagined before.
This fact, referred to in software engineering by saying that the development process has the shape of a spiral (Boehm 1986) , clashes with the wish of assigning to each participant developer a clear and defined task once for all and then simply waiting for his deliverable.
Furthermore, and more importantly, it makes it particularly challenging to coordinate mutually-invoking programs.
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Software Is Studied Design 6 The structure of a large and complicated system can, with some simplification, be depicted as an upturned tree, from a root module (e.g., This is hardly any different from proprietarysoftware development.
The need for top-down design

Conclusions
The development of a less than trivial piece of 
What is typical of FOSS?
And this is the point. What really characterizes 
What is not in FOSS, and in proprietary software either
The notion of a coherent and performing system emerging from a crowd of spontaneous contributors without top-down direction and supervision is unfounded: it does not correspond to the way software of any kind is designed and built. • Is it easier in FOSS (than in proprietarysoftware development) to achieve
[sub]system designer status irrespective of one's hierarchical position?
• Do bottom-up design proposals occur more frequently in FOSS than in proprietary-software development?
• Are FOSS products more modular than proprietary products, when both are con- 
