ABSTRACT This paper proposes the synthesis of Petri net supervisors based on a think-globally-actlocally (TGAL) approach and a vector covering technique for flexible manufacturing systems. Given a Petri net model with deadlocks, the TGAL approach first temporarily adds a global idle place (GP). A GP has initially only one token. Then, we generate the reachability graph of the net model with the GP. If there are deadlocks, we find all the legal markings and first-met bad markings (FBMs). The legal markings and FBMs that need to be considered can be reduced by using a vector covering approach. An integer linear programming problem is formulated to design a set of control places to forbid all FBMs but no legal markings. Meanwhile, the redundancy of the obtained control places is checked to remove the redundant ones. Then, we increase one token in the GP and compute a set of control place again. This process is carried out until the reachable markings of the Petri net model do not increase when the number of tokens in the GP is increased. As a result, we can find a set of control places to make the Petri net model live. Finally, some Petri net examples from the literature are used to demonstrate the proposed methods. It can be verified that the obtained supervisors can lead to more reachable markings, since the obtained control places are maximally permissive at each iteration.
I. INTRODUCTION
Nowadays, flexible manufacturing systems (FMSs) have been extensively used in processing and manufacturing industries. In an FMS, different processes utilize the limited number of system resources to finish different kinds of jobs. In this case, it may lead to deadlocks if the system resources are not properly assigned. As stated in [14] , a circular wait is a necessary condition for the occurrence of deadlocks. Specially, for FMSs, there is a circular wait if some processes keep waiting indefinitely for the other processes to release resources, i.e., a deadlock occurs. Deadlocks are a highly undesirable situation since they always block a system and reduce the efficiency of a system. Therefore, a lot of work has been done to handle the deadlock problem [2] , [6] , [10] , [16] , [20] , [22] , [32] , [48] - [50] , [54] .
Petri nets [33] are a popular tool to model, analyze, and control FMSs [5] , [11] , [35] , [51] - [53] , [56] . Based on Petri nets, an important methodology to prevent deadlocks is to add a set of control places, usually called a supervisor, on the original net model to enforce the necessary constraints. A supervisor is always computed off-line in a static way. The occurrence of deadlocks can be prevented by enforcing some necessary constraints. Therefore, a number of deadlock prevent policies are developed by using Petri nets [8] , [12] , [15] , [17] , [25] , [27] , [31] .
Generally, behavioral permissiveness, structural complexity, and computational complexity are three important criteria to evaluate the performance of a liveness-enforcing Petri net supervisor. Behavioral permissiveness indicates the number of legal markings in the controlled system. A maximally permissive supervisor always means that no legal marking is prohibited, i.e., all legal markings are reachable. A low structural complexity means that the supervisory structure is simple, which can reduce the software and hardware costs to verify and implement the deadlock control policy. Computational complexity indicates the efficiency of a deadlock control policy. A control policy with low computational complexity can be obtained within a reasonable time and is applicable to large-scale Petri net models. Thus, a lot of researchers focus on designing Petri net supervisors with maximally permissive behavior, simple structures, and efficient computation.
Deadlock analysis techniques based on Petri nets can be classified into two categories: structural analysis [21] , [26] , [46] , [47] and reachability graph (RG) analysis [18] , [23] , [24] . Structural analysis deals with deadlocks by some special structures of Petri nets, for examples, siphons and resources circuits. Siphons and resource circuits have close relations with deadlocks. The main advantage of a siphon-based deadlock control policy is that it can always lead to simple supervisory structures. However, it is usually so conservative that some legal markings are prohibited [28] , [30] . Thus, the methods based on structural analysis always cannot obtain optimal supervisors for generalized Petri nets [29] , [38] . On the other hand, based on the reachability graph analysis, a control policy can always obtain optimal or near-optimal supervisors but it requires to generate all reachable states [3] , [7] , [9] , [39] . In this case, it is inapplicable for complex systems due to the state explosion problem.
Based on reachability graph analysis, there are two kinds of reachable markings: legal markings and illegal markings, depending on the given control specifications. For the optimal control purpose, all legal markings should be kept in the controlled systems and no illegal markings survive. In [40] , [41] , Uzam and Zhou divide a reachability graph into two zones: a live-zone (LZ) and a deadlock-zone (DZ). All illegal markings belong to the LZ and the DZ includes all legal markings only. An illegal marking is called a first-met bad marking (FBM) if it represents the very first entry from the LZ to the DZ. The studies [4] , [40] , [41] propose some maximally permissive deadlock control methods, which can design a set of control places by solving integer linear programming problems (ILPPs). The obtained control places can forbid all FBMs but no legal markings. When all FBMs are forbidden, the Petri net model cannot enter the DZ anymore, i.e., it is live. However, the major obstacles of this approach are computational complexity and structural complexity since it requires to consider all FBMs and all legal markings.
In [3] , a vector covering approach is proposed to remarkably reduce the number of the legal markings and FBMs to be considered. By studying the relationship between different markings, the legal markings are reduced to be a minimal covering set of legal markings and the FBMs are reduced to be a minimal covered set of FBMs. It also shows that no FBM can be reached if all markings in the minimal covered set of FBMs are prohibited. Similarly, no legal marking is prevented if all markings in the minimal covering set of legal markings are reachable. Therefore, we consider the two reduced sets only instead of all legal markings and FBMs. When all FBMs in the minimal covering set of FBMs are prevented, the controlled net model is live since all FBMs are prevented. Thus, computational complexity and structural complexity can be reduced. However, this approach requires to generate all reachable markings which make it inapplicable to large-scale net models.
For complex systems, to tackle the state explosion problem of reachability graph analysis, the work in [43] divides a Petri net model into small connected subnets (local models). This approach computes a set of control places to prevent the simplest subnet from reaching deadlocks. When all deadlocks are prevented in the simplest subnet, a bigger subnet is considered. The control places obtained for the simplest subnet are still added to the bigger subnet, which can reduce the number of states in the DZ. When all subnets are live, a partially controlled global Petri net model is obtained. The main obstacle of this method is that the original Petri net has been divided into too many subnets. Therefore, if there are too many shared resources in a Petri net model, it must be divided into numerous subnets and it is not easy to apply this approach.
Uzam et al. [44] develop a think-globally-act-locally method (TGAL) that designs a temporarily global idle place (GP) for the original net model. By introducing a GP, the net model is reduced by some structural reduction rules but it does not change the desired properties of the Petri net model. Then, an iterative way is presented to prevent deadlocks. The token in the GP is represented by B (Initially B is one) and the Petri net model with GP is denoted as N B . At the first iteration, N 1 is analyzed and a set of control places are obtained to make it live. Then, we increase one token in GP (B= 2) and a set of control places is computed to make N 2 live. This process does not terminate until the number of reachable markings does not increase even if B is increased. Finally, we remove the GP and the resulting system is live.
In [45] , a think-globally-act-locally method with weighted arcs (TGALW) has been developed, which is an improved version of the method in [44] . The main difference of this approach is to transform the original Petri net into a strictly conservative form, denoted as TPNM. TPNM is used to compute monitors with weighted arcs. This method can make the Petri net model live with more permissive behavior than the previous TGAL method. However, in some iterative process, the obtained control places is not optimal since some legal markings are not reachable. As a result, partial legal markings are prohibited by the obtained supervisor.
In order to solve the behavioral permissiveness problem in TGAL and TGALW, this paper proposes an improved method based on the vector covering approach. By considering the problem that some obtained control places are not optimal at some iterations in TGAL or TGALW. At each iteration, we first use a vector covering approach to reduce the considered FBMs and legal markings. Then, we can obtain a set of control places by solving an ILPP. The obtained control places can make the constructed net model live with all reachable markings. Since the obtained control places are optimal at each iteration, the resulting net model is optimal or nearoptimal with high permissiveness. Compared with TGAL and TGALW, the proposed method can lead to more reachable markings.
For the sake of simplicity, the basics of Petri nets [33] , the synthesis of a control place by a PI in [55] , and the vector covering approach in [3] and [4] are outlined in [13] . The rest of this paper is organized as follows. Section II proposes a novel approach based on TGAL and the vector covering approach to design optimal Petri net supervisors. Section III shows experimental results by applying the proposed method to Petri net models. Finally, conclusions are reached in Section IV.
II. DEADLOCK PREVENTION POLICY
Uzam et al. [44] develope a think-globally-act-locally (TGAL) approach. First, a temporarily global idle place (GP) is introduced in a Petri net model. The input and output transitions of the GP consist of the input and output transitions of all idle places in the original net model, respectively. The number of tokens in the GP is denoted by B (initially B is one) and the net model with the GP is denoted as N B . At the first iteration, if N 1 is not live, a set of control places is computed to make it live. Then, we increase one token of the GP (B=2) and find a set of control places to make it live. This process is carried out until the reachable markings do not increase even if the token in the GP is increased. Finally, we add the designed control places into original Petri net and the controlled net model is live. However, the obtained control places may not be optimal at some iterations since some legal markings are prohibited. As a result, the obtained supervisor is not optimal.
To track the problem, this section presents an improved iterative deadlock prevention policy, which can obtain the maximally permissive control places at each iterative step. As a result, the obtain supervisor is optimal or suboptimal with high permissiveness. The improved deadlock prevention policy is provided as follows, namely Algorithm 1. Note that all the notations used in the algorithm are defined in [13] .
In Algorithm 1, a GP is temporarily added in a given Petri net net model and the resulting net model is denoted as N B (B represents the token in the GP). Initially, the related net is N 1 since B = 1. At each iteration, we generate the reachability graph of N B . If N B is not live, we compute the sets of legal markings and FBMs. The vector covering approach is used to while
Design ILPPs by Eq. (11) of [13] . Solve the ILPP and let l i 's (i ∈ N A ) and β be the solution.
Design a PI I and obtain a control place p s by the method proposed in Section 2.1 of [13] . find M L and M FBM . Then, an ILPP is formulated to design a set of maximally permissive control places to forbid all FBMs but no legal markings. Redundancy of control places is checked to remove the redundant ones. Once N B is live, we increase one token in the GP (B = B + 1) and repeat the process to make net N B+1 live. Note that the control places obtained in the previous steps in N B are also included in N B+1 . This process is carried out until the reachable markings do not increase when the token in the GP is increased. Then, the GP can be removed and finally the Petri net model is live. Now we discuss the computational complexity of Algorithm 1. First, it is based on reachability graph analysis of a Petri net model, which suffers from the state explosion problem since the number of reachable markings increases exponentially with respect to the size of a Petri net model. Second, we need to solve ILPPs that are NP-hard. However, only a part of reachable markings are generated, aiming to reduce the computational burden of the proposed method. In summary, the computational complexity of the proposed method is exponential with respect to the size of a plant model. The Petri net model of an FMS shown in Fig. 1 from [45] is used to demonstrate Algorithm 1. This net has 18 reachable markings, which include 15 legal markings and three FBMs. The Petri net model includes six operation places P A = {p 2 , p 3 , p 4 , p 6 , p 7 , p 8 }, three resource places P R = {p 9 , p 10 , p 11 }, and two idle places P 0 = {p 1 , p 5 }. Then, a global idle place (GP) is added in the original Petri net model. The set of input transitions of the GP is • GP = T I = • P 0 = {t 4 , t 8 } and the set of output transitions of the GP is GP
The GP is added in the original Petri net model and a new related net N B is obtained, as shown in Fig. 2 .
Initially, the token in the GP is one (B = 1). The related net N 1 has seven markings and it is live. Therefore, we increase one token in the GP (B = 2) and generate the RG of N 2 . The related net N 2 is not live. It has 15 markings, including 13 legal markings and two FBMs. By using the vector covering approach, we find the minimal covering set of legal markings and minimal covered set of FBMs have six and two states, respectively. Specially, we have
In order to forbidden FBM 1 , a PI I 1 is designed to satisfy [13, eq. (11)]. Thus, I 1 has to satisfy l 2 By simplifying the two constraints, we have:
The above ILPP has a solution with l 2 = 1, l 7 = 1, and β = 1. Thus, a control place p s 1 can be obtained by I 1 : µ 2 + µ 7 + µ p s 1 = 1 using the approach presented in [13 
For the optimal control purposes, a PI I 2 is designed to satisfy [13, eq. (11) ]. Thus, I 2 has to satisfy l 2 · (0 − 1) + l 6 · (1 − 1) ≤ −1 and l 2 · (1 − 1) + l 6 · (0 − 1) ≤ −1. We simplify the two constraints as follows:
By solving the above integer linear system, we have l 2 = 1, l 6 = 1, and β = 1. A control place p s 2 is designed by I 2 :
and M FBM = ∅ . Thus, the net N 2 is live.
In the next iteration, let B = 3 and the control places p s 1 and p s 2 are also added in the net N 3 . By computing the reachability graph, N 3 is live and has 15 legal markings. Since the original Petri net has 15 legal markings, when we increase the token in the GP, there are no markings increased. Thus, the GP can be removed and we verify that the original Petri net is optimally controlled by obtained monitors p s 1 and p s 2 . The iterative steps of the proposed approach are shown in Table 1 . In this table, the first column is the number of tokens in the GP at each iteration, the second represents the previously obtained control places added in N B , the third indicates whether N B is live or not, the fourth shows the reachable states of N B , and the fifth and sixth column indicate the states in the DZ and the LZ, respectively. The seventh column shows the obtained control places and the eighth indicates the reachable markings of N B with the added control places. The last column shows the unreachable legal states of N B prohibited by the obtained control places.
III. EXPERIMENTAL RESULTS
This section provides some examples to show the experimental results of the proposed method, We develop C++ programs to compute M FBM , M L , and L M . We also develop C++ programs to generate the ILPPs that are solved by Lingo on a computer in Windows 7 operation system with Intel CPU Core 2.8GHz and 4GB memory. First, we consider the example shown in Fig. 3 from [45] . The Petri net has 19300 reachable states, including 935 states in DZ and 18365 legal markings. We added the GP in this Petri net model and increase the token in the GP to prevent the deadlocks. The application of Algorithm 1 for this net model is shown in Table 2 .
When B = 12, no reachable states are increased if we increase B. Thus, we terminate the iterations and remove the GP. Finally, nine control places are obtained in this Fig. 4 by Algorithm 1.
process and the obtained control places are shown in Table 3 . In this table, the first column represents the index number of the obtained control places, the second indicates the PI I i , and the third to the fifth show the pre-transitions, post-transitions, and the initial marking of control place p s i , respectively.
By adding the nine control places to the original net model, the controlled net model can reach 18248 legal markings. Note that the original Petri net model has 18365 legal markings. That is to say, the obtained supervisor is not maximally permissive since 117 legal markings are prohibited. However, it can lead to more states than TGAL in [44] and TGALW in [45] . Table 4 shows the performance comparison of some existing deadlock control policies with the proposed approach. From this table, it can be seen that the proposed method can lead to the most legal markings among these deadlock control policies.
Next, we consider an S 4 PR model from [45] , as shown in Fig. 4 . This net has 54869 reachable states, including 51506 legal markings and 3363 states in DZ. By using the proposed approach, we add a GP in the original Petri net model and design control places in an iterative way. The iterative steps are shown in Table 5 .
Finally, ten control places are obtained. By adding them to the original net model, the controlled net model can reach all the 51506 legal markings. Table 6 indicates the performance comparison of different deadlock control policies for this example. It can be seen that only the proposed one can make all legal markings reachable, i.e., the obtained supervisor is maximally permissive. The control places obtained by the proposed method are shown in Table 7 .
To further show the advantage of this method, a G-System Petri net model in [56] is considered, as shown in Fig. 5 .
Similar to the work in [45] , the Petri net model is simplified first. Specially, we transform series places as follows: p 18 (I 1 ) and p 19 18 . Since the input/output arcs of p 1 and p 5 are the same, p 5 is removed from the model. Then the simplified G-System net is obtained, as shown in Fig. 6 . This simplified net model has 68531 reachable states, where 66400 are legal markings and 2131 states in DZ. By using Algorithm 1, a GP is added in the Petri net and the results are provided in Table 8 . Finally, 17 control places are obtained by the proposed approach. By adding the 17 control places to the original net model, the controlled net model can reach all 66400 legal markings. Table 9 shows the performance comparison of different deadlock control policies for this example. It can be seen that only the proposed method can lead to all legal markings, i.e., it is maximally permissive. Finally, the control places obtained are shown in Table 10 .
IV. CONCLUSIONS
This paper presents a Petri net supervisor synthesis method that can obtain an optimal or a near-optimal livenessenforcing supervisor for a generalized Petri net model. A GP is temporarily added. At iteration, the net model with GP is analyzed and we compute a set of control places to make it live. Then, the marking of the GP is increased and we compute a set of control places again. Repeat this process until no reachable markings increase even if the number of tokens in the GP is increased. Finally, we remove the GP and find a set of control places to make the original net model live. The advantage of the proposed method is that the control places obtained at each iteration are maximally permissive. Thus, the obtained supervisor is optimal or nearoptimal with high-permissiveness. Compared with the work in [45] and [43] , the proposed approach can lead to more reachable markings.
However, the proposed approach has some drawbacks. First, it cannot ensure that the resulting supervisor is maximally permissive though all control places obtained at each iteration are maximally permissive. The reason is that some legal markings do not appear but they are prevented by the supervisor obtained in previous iterations. The proposed approach also suffers from the structural complexity problem due to too many control places in the obtained supervisor.
Our future work will focus on methods making the obtained supervisor maximally permissive. A possible way is to decide the initial tokens in GP or change the weight arcs of GP. Another topic is to reduce the structural complexity of the proposed method by compressing the number of control places at iteration.
