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Erläuterungen zum Thema
Sachverhalt:
MapChart.com stellt einen Internetservice zur Verfügung, mit dem Karten auf Basis von
Vektordaten unterschiedlicher Basisgeometrien (z. B. PLZ-Grenzen, Straßennetz etc.) in
Echtzeit erzeugt werden. Zur Reduzierung der Datenmenge und Optimierung der Darstellung
wird ein echtzeitfähiges Verfahren gesucht, mit dem Kartendaten geeignet vereinfacht werden
können, ohne dass dabei wesentliche topologische Informationen zwischen verschiedenen
Elementen innerhalb einer oder zwischen mehreren Geometrieebenen verloren gehen.
 
Aufgabe:
Zunächst soll mit einer Recherche ermittelt werden, welche gängigen Verfahren zur
geometrischen Vereinfachung von Vektordaten generell existieren. Dabei ist die generelle
Echtzeitfähigkeit bei unterschiedlichen Maßstäben und Datenauflösungen einzuschätzen.
Weiterhin soll geprüft werden, wie problematisch die Erhaltung folgender topologischer
Lagebeziehungen ist:
− Linie auf Linie (Beispiel: „PLZ-Grenze liegt auf Straße“)
− Lage von Punkten zur Linien (Beispiel: „Haus liegt links neben Straße“)
− Vereinfachung von Polygonnetzen (Beispiel: „aneinander grenzende PLZ-Gebiete“)
Anhand eines Testdatensatzes, mit dem sich die oben genannten Beziehungen simulieren
lassen, ist ein geeignetes Verfahren auszuwählen und umzusetzen. In die Entscheidung und
Umsetzung sollen sinnvolle Kartenmaßstäbe und Datenauflösungen einfließen.
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1 Einleitung
Wie viele Bereiche der Wissenschaft und Technik ist die Entwicklung der Kartographie seit
dem letzten Drittel des 20. Jahrhunderts durch den Fortschritt  der Rechentechnik geprägt.
Wurden Computer zunächst nur verwendet um die Kartenherstellung zu unterstützen, entwi-
ckelten sich bald immer komplexere automatische kartographische Systeme. Nachdem diese
Systeme neben der reinen kartographischen Präsentation um eine Reihe von Sachdaten mit
Raumbezug, Analyse- und Speichermöglichkeiten erweitert wurden, prägte sich in der Fach-
welt der Begriff Geoinformationssystem (GIS) aus.
Dieser Begriff dient auch zur Beschreibung des Systems der Firma mapChart, welches gegen-
wärtig Karten auf der Basis von Vektordaten unterschiedlicher Basisgeometrien (z. B. PLZ1-
Grenzen, Straßennetz etc.) in Echtzeit erzeugt. Das Besondere ist, dass Nutzer dieses Dienstes
keine GIS-Software installiert haben müssen, vielmehr genügt ein JAVA-fähiger Browser. Au-
ßerdem entfällt für den Anwender der Aufwand von Recherche, Laufendhaltung und Integra-
tion von Geodaten. Diese spezielle Ausprägung eines GIS kann zur Klasse der „Web-GIS“
gezählt werden.
Es kommt eine Client-Server-Technologie zum Einsatz. Dem anwenderseitigen Client wird
dabei einiges an Rechenleistung durch den Server abgenommen, mit dem Ziel die übertragene
Datenmenge zu reduzieren. Der Server ist verantwortlich dafür, dass er die notwendigen Da-
ten für den gewählten Bildausschnitt, abhängig vom Maßstab, den für die Anzeige selektierten
Themen und eventuell verwendeter Analysefunktionen, in optimierter Zeit erzeugt. Beim Cli-
ent erfolgt nur die Darstellung.
1 Postleitzahlen(gebiet)
Abb. 1.1: mapChart-Web-GIS, Steuerelemente, Karte, Ebenenauswahl
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Es ist bekannt, dass die Menge von Details in Karten vom Maßstab abhängig ist. Es werden
deshalb für unterschiedliche Maßstäbe, im weiteren auch „Zoomstufen“ genannt, unterschied-
liche Darstellungen benötigt.  Der Prozess,  diese maßstabsabhängigen Abbildungen aus den
Informationen eines in höchster Auflösung vorliegenden Basisgeometriebestandes abzuleiten,
wird Generalisierung genannt.
Die kartographische Generalisierung umfasst dabei typischerweise die Vorgänge Auswählen,
Vergrößern, Verdrängen, Zusammenfassen und Vereinfachen  [Hake / Grünreich 1994].  In
der analogen Kartographie wird für jeden auszugebenden Maßstab eine eigene Darstellung an-
gefertigt. Dies ist jedoch in digitalen Systemen nicht sinnvoll, da das redundante Ablegen in
verschiedenen Auflösungsstufen einen erhöhten Speicherbedarf erfordert und zu Inkonsisten-
zen neigt.
Es werden daher Systeme angestrebt, die aus dem vorhandenen Basisgeometriebestand auto-
matisch die Darstellungen für unterschiedliche Zoomstufen ableiten. In einem Web-GIS, wel-
ches eine stufenlose Skalierung unterstützt, muss dieser Vorgang in Echtzeit geschehen, da es
für Nutzer sehr unbefriedigend ist, lange Wartezeiten in Kauf nehmen zu müssen.
Der Begriff „Echtzeit“ meint dabei, dass die Ergebnisse vom System ohne wesentliche Verzö-
gerung nach deren Anforderung ausgegeben werden sollen.
In einer Client-Server-Umgebung sind drei Forderungen zu erfüllen, damit Echtzeitfähigkeit
erreicht wird:
1. Minimierung der vom Server zum Client zu übertragenden Datenmenge
2. Minimierung der Rechenlast des Servers
3. Minimierung der Rechenlast des Clients
Für die automatische Generalisierung sind also Algorithmen zu finden, die die zu übertragen-
de Menge der Vektordaten reduzieren, dem Server aber nicht übermäßige Rechenzeiten abver-
langen.
Dabei ist zu beachten, dass kartographische Aspekte wie geometrische und topologische Ge-
nauigkeit erhalten bleiben müssen.
Letztlich soll nach allen Vereinfachungen trotzdem ein optimales Kartenbild im Ergebnis vor-
liegen.
Abb. 1.2 verdeutlicht den derzeitigen Prozess der Kartenerstellung in der Client-Server-Umge-
bung. Rot markiert sind die Stellen, an denen der Generalisierungsalgorithmus eingebaut wer-
den soll.
Die Generalisierung auf dem Server hat zwei Ziele: Minimierung der zu übertragenden Daten-
menge und Verbesserung der Darstellung. Die Generalisierung beim Client ist optional und
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findet nur statt wenn aus der Karte herausgezoomt wird und Objekte, deren Geometrie be-
reits mit hoher Auflösung zum Client übertragen wurde, wieder in einem kleineren Maßstab
dargestellt werden.
Ziel der Untersuchungen dieser Arbeit ist es, ausgehend von einer Ist-Analyse des mapChart-
Systems, nach Quellen zu recherchieren, die die automatische Generalisierung zum Gegen-
stand haben. Der gegenwärtige Stand auf dem Gebiet der rechnergestützten Verfahren soll
diskutiert und die untersuchten Algorithmen hinsichtlich der Verwendbarkeit für das Web-
GIS bewertet  werden.  Abschließend soll  ein geeignetes  Verfahren ausgewählt,  beschrieben
und mit der Programmiersprache JAVA, mit der das mapChart-GIS programmiert ist, imple-
mentiert werden.
Abb. 1.2: Client-Server-Prozess zur Kartenerstellung in mapChart
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2 Kartographische Generalisierung
Die kartographische Generalisierung umfasst  typischerweise die Vorgänge Auswählen, Ver-
größern, Verdrängen, Zusammenfassen und Vereinfachen [Hake / Grünreich 1994].
Im folgenden Abschnitt werden diese Vorgänge zunächst allgemein betrachtet und dann hin-
sichtlich ihrer teilweise vorhandenen Implementierung in mapChart erläutert.
2.1 Auswählen
Erläuterung
Der Schritt Auswählen im Prozess der kartographischen Generalisierung bezeichnet den Vor-
gang,  dass  bei  kleiner werdendem Maßstab wegen des eingeschränkten Platzangebotes  be-
stimmte (unwichtige) Kartendetails weggelassen werden. Andere (wichtigere) Elemente wer-
den hingegen ausgewählt und weiterhin dargestellt.
[Töpfer 1974] spricht von der „Auswahl nach Mindestmaßen“ und von der „Auswahl nach
Dichtenormen“.
Implementierung in mapChart
Beim Web-GIS  der  Firma  mapChart  GmbH wird  die  Auswahl  nach  Mindestmaßen  über
Zoomstufen realisiert. Es gibt insgesamt 14 Zoomstufen, wobei Zoomstufe 1 für den kleins-
ten anzeigbaren Maßstab steht und Zoomstufe 14 für den größten. Das hat den Vorteil, dass
für bestimmte Maßstäbe durch das Einblenden bestimmter Themen (z. B.: Straßen, Bebau-
ung) die Informationsdichte vorgegeben ist und durch das Ausblenden von Kartenebenen ge-
rade bei kleinen Maßstäben eine zu große Informationsdichte vermieden wird. Der Nachteil
ist, dass einzelne Objekte, eines in einer bestimmten Zoomstufe ausgeblendeten Layers, in die-
ser Zoomstufe nicht angezeigt werden können.
Die Auswahl nach Mindestmaßen wird für einige Kartenelemente realisiert, indem eine Min-
destanzahl von Pixeln1 vorgegeben wird, bei der Objekte ein- oder ausgeblendet werden.
2.2 Vergrößern
Erläuterung
Vergrößern meint, dass die nach der Auswahl verbliebenen Elemente der Karte in Ihrer Geo-
metrie so verändert werden, dass sie größer dargestellt werden, als sie dem Kartenmaßstab
entsprechend abgebildet werden müssten. Eine Autobahn wird zum Beispiel verbreitert. Ele-
1 Bildschirmpunkt(e)
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mente verschiedener Layer werden je nach ihrer Wichtigkeit vergrößert.
Implementierung in mapChart
Die Umsetzung im zu betrachtenden Web-GIS erfolgt durch die maßstabsabhängige Wahl der
Signaturgrößen bzw. -stile.
2.3 Verdrängen
Erläuterung
Die Vergrößerung von kartographischen Elementen kann zu Konflikten mit anderen Elemen-
ten führen. Wenn jedoch in Folge der Vergrößerung sich überlagernde Details erhalten blei-
ben sollen, müssen diese entweder gegeneinander verschoben oder verkleinert werden.
Implementierung in mapChart
Probleme der Verdrängung von Geometrieobjekten sollen in dieser Arbeit nicht weiter be-
trachtet werden, da die exakte kartographische Darstellung mit größtmöglichem Detailreich-
tum bei dem angebotenen Online-Dienst nicht im Vordergrund steht und eventuelle leichte
Überlagerungen von Geometrieobjekten in Kauf genommen werden können. Eine Funktion
für die Verdrängung von Beschriftungen ist bereits integriert. Des weiteren wird durch das
Ausblenden einzelner Themen in kleineren Maßstäben oft eine Informationsdichte vermieden,
bei der aufgrund von Platzmangel Verdrängung angewendet werden müsste.
Die Nichtbeachtung der Verdrängung soll in folgenden 2 Abbildungen gezeigt werden. Das
Ergebnis ist  zwar kartographisch falsch, jedoch ist der maximale Fehler auf die halbe Signa-
turbreite des überlagernden Objektes begrenzt. Im Beispiel sind das bei der Straße, die den
Stausee überdeckt 2 Pixel.
Da das Kartenbild für jede Zoomstufe neu generiert wird, ist sicher gestellt, dass sich der Feh-
ler nicht auf größere Maßstäbe fortpflanzt. Der Fehler wird also immer Bereich weniger Pixel
liegen.
Verdrängung mittels Ausgleichungsrechnung
Es soll in dieser Arbeit nicht unerwähnt bleiben, dass ein Verfahren zur Verdrängung mittels
Abb. 2.1: Ohne
eingeblendeten
Straßenlayer
Abb. 2.2: Mit
eingeblendetem
Straßenlayer
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Ausgleichungsrechnung  in  der  Dissertation  von  [Sester  2001] vorgestellt  wurde  und  auch
schon im Rahmen eines Forschungsprojektes an der Universität Hannover in der Software
PUSH mit guten Ergebnissen umgesetzt wurde. 
Die Autorin spricht jedoch von der „Größe der Gleichungssystem[e]“ als „kritischem Faktor“,
weshalb anzunehmen ist, dass die Umsetzbarkeit in Echtzeitsystemen nicht gewährleistet ist.
Der zusätzliche Rechenaufwand würde in keinem vertretbaren Verhältnis zum erzielbaren Er-
folg stehen.
2.4 Zusammenfassen
Erläuterung
Gleichartige Objekte werden im Zuge der Generalisierung zu charakteristischen Objekten zu-
sammengefasst. Dabei kommt es zu einer Grundrissvergrößerung (Betonung). Sollen die Rela-
tionen gewahrt bleiben,  müssen andere Kleinobjekte gleicher Art in der Karte gelöscht wer-
den. Vgl. [Töpfer 1974].
Besonders bei der Generalisierung von Gebäudegruppen, aber auch von Inselgruppen, ist es
sinnvoll zusammenzufassen.
Implementierung in mapChart
Im mapChart-Onlinedienst werden nur bebaute Flächen (Wohnen und Gewerbe) sowie indus-
triell genutzte Flächen dargestellt, womit der Darstellung und damit auch dem Zusammenfas-
sen von Gebäudegruppen derzeit keine Bedeutung zukommt. Jedoch wären entsprechende
Verfahren für Inselgruppen (wie z. B. an der Westküste Norwegens) erforderlich.
Neben Gebäuden können auch eng beieinander liegende linienhafte Objekte wie Straßen zu-
sammengefasst werden. Dies wird ebenfalls unter Verzicht auf letzte kartographische Exakt-
heit durch einfaches Überlagern der betreffenden benachbarten Straßen umgesetzt. Fehler, die
hierbei entstehen, bewegen sich wiederum maximal auf halber Signaturbreite, also in der Regel
im Bereich von 1 bis 2 Pixeln.
Da das Problem des Zusammenfassens beim mapChart-GIS nur selten auftritt und damit un-
tergeordnete Bedeutung hat, soll in dieser Arbeit nicht weiter darauf eingegangen werden.
Automatische Objektzusammenfassung
Auch hier soll erwähnt werden, dass es bereits Arbeiten zum automatischen Zusammenfassen
von Gebäuden und anderen Objekten gibt, die [Cecconi 2003] vorstellt. Bei seinem Verfahren
der „Mesh Simplification Technique“ [S. 95 ff.] werden aus einer Menge von (Gebäude-)Ob-
jekten Punkte ausgewählt, die die Objektmenge mit reduzierter Punktanzahl unter Erhaltung
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von Größe, Form und Orientierung wiedergeben.
Das Prinzip ist, dass über alle Objektschwerpunkte eine Delaunay-Triangulation erzeugt wird
und dann in einem iterativen Prozess jeweils die Objektschwerpunkte, die die kürzeste Kante
bilden, durch einen neuen Punkt ersetzt werden, solange bis nur noch die im Zielmaßstab ge-
wünschte Anzahl an Objektschwerpunkten bzw. Objekten vorhanden ist.
Abb. 2.3 verdeutlicht den Vorgang: die grauen Kreise in der Darstellung oben links sind die
Schwerpunkte der Gebäude aus der Darstellung oben rechts. Die schwarzen Kreuze sind die
Ergebnisse des iterativen Prozesses, der die Objektmenge entsprechend des Wurzelgesetzes
nach [Töpfer 1974] und für den gewünschten Zielmaßstab reduziert. Die beiden anderen Dar-
stellungen zeigen den Erfolg des Verfahrens im Zielmaßstab.
2.5 Vereinfachen
Erläuterung
„Neben der Auswahl ist die Formvereinfachung die wichtigste  Generalisierungsmaßnahme.
Bei linienhaften Objekten wird von Linienglättung, bei flächenhaften Objekten von der Um-
rissvereinfachung gesprochen.“  [Töpfer  1974] Dabei  werden unwesentliche  Abweichungen
von der Achse der Linie im Interesse der Lesbarkeit unterdrückt. Ausbuchtungen von Linien
müssen bezüglich ihrer Wichtigkeit in der Karte betrachtet werden.
Abb. 2.3: Auswahl charakteristischer Punkte nach [Cecconi 2003]
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Implementierung in mapChart
Die maximale Auflösung der Basisgeometrien hängt vom Thema ab und beträgt normalerwei-
se zwischen 20 und 100 m1. In Gebieten mit häufigen Richtungsänderungen können die Stütz-
punktabstände auch geringer sein. Maßstabsabhängig werden die Koordinaten der Stützpunk-
te so gerundet, dass ihre Genauigkeit im Bereich eines Pixels liegt. Wenn mehrere Stützpunkte
auf ein Pixel fallen, reicht es einen Stützpunkt auszuwählen. Durch die Rundung treten jedoch
unschöne Treppeneffekte auf. Abb. 2.4 zeigt diese.
Das Verfahren erreicht schon eine gewisse Vereinfachung. Jedoch werden im kleinmaßstäbi-
gen Bereich noch viele redundante Punkte angezeigt.
Die Abb. 2.5 und 2.6 zeigen Kartenausschnitte, in denen solche redundanten Punkte abgebil-
det sind. Die Stützpunkte sind als rote Rechtecke markiert.
1 Es werden Daten des Anbieters Teleatlas genutzt
Abb. 2.4: Treppeneffekt durch Rundung als Vereinfachungsmethode
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Man erkennt,  dass  viele  Linien mit  einer  verringerten Stützpunktmenge dargestellt  werden
könnten. Die Optimierung des Kartenbildes und die Reduzierung der verwendeten Punkt-
menge ist das Hauptziel weiterer Verbesserungen und wird Thema der Untersuchungen dieser
Arbeit sein.
Abb. 2.5: Redundante Stützpunkte in mapChart
Abb. 2.6: Redundante Stützpunkte auf Geraden
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3 Algorithmen zur Liniengeneralisierung
3.1 Warum rechnergestützte Linienvereinfachung?
Digitale Geodaten enthalten in der Regel mehr Punkte, als für die grafische Ausgabe benötigt
werden. Wie in Kapitel 2 diskutiert, kommt deshalb der Reduzierung von Stützstellen eine
hohe Bedeutung zu.
Das Entfernen doppelter Punkte oder Punkte, die auf einer Geraden liegen, wirkt sich deut-
lich auf den benötigten Speicherplatz aus. Des weiteren ist die Geschwindigkeit der grafischen
Ausgabe sowie raumbezogener Analysen indirekt proportional  zur Menge der betrachteten
Punkte. Und nicht zuletzt: Linien müssen für die maßstäbliche Verkleinerung vereinfacht wer-
den, womit sich die rechnergestützte Linienvereinfachung auch hierfür positiv auswirkt. Vgl.
[Douglas / Peucker 1973].
Im nächsten Abschnitt soll zunächst auf Probleme eingegangen werden, die bei der rechnerge-
stützten Linienvereinfachung entstehen. Anschließend werden exemplarisch Algorithmen vor-
gestellt und hinsichtlich der Eignung für das mapChart-GIS bewertet.
3.2 Spezielle Probleme
3.2.1 Polygonale vs. gewundene Linien
[Schwarzbach 1995] zeigt, dass unterschiedliche Algorithmen für die Vereinfachung gewunde-
ner  (= „Linienglättung“) und polygonaler  Linienabschnitte  notwendig sind.  Abb.  3.1 stellt
mögliche Fehler schematisch dar.
Abb. 3.1: Fehlerhafte Formvereinfachung, [Schwarzbach 1995]
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Da von allen linienförmigen Objekten ca. 30% überwiegend gewunden (z. B. Flüsse) und ca.
10% hauptsächlich polygonal (z. B. Gebäude) sind, jedoch bei 60% eine Festlegung von vorn-
herein nicht möglich ist, wird in der Arbeit ein Algorithmus zur Bestimmung des geometri-
schen Typs von Linien (BTL) vorgestellt.
Algorithmus BTL
Die Abb. 3.2 und 3.3 verdeutlichen das Ziel des Algorithmus. Es sollen die Punkte gefunden
werden, an denen der Typ der Linie zwischen polygonal und gewunden wechselt. Außerdem
werden Unstetigkeitsstellen innerhalb gewundener Linien erkannt. In Abb. 3.2 sind die aufzu-
findenden Stellen durch Kreise markiert.  Im gleichen Zug werden in den polygonalen Ab-
schnitten (in Abb. 3.3 zwischen Punkt A und Punkt B) redundante Stützpunkte beseitigt. Der
Algorithmus BTL kann vereinfacht werden, wenn die Stützpunktanzahl zuvor durch ein geeig-
netes Verfahren (Douglas-Peucker) reduziert wird.
3.2.2 Objektbildung
Eine  ungenügende  Objektbildung  kann  im
Zuge der Linienvereinfachung zu falschen Er-
gebnissen  führen,  wie  [Schwarzbach  1995] in
Abb. 3.7 zeigt, weshalb „Linienabschnitt[e], die
in  einem Zuge  und  unter  Anwendung  eines
Verfahrens formvereinfacht werden soll[en]“ als
ein Objekt behandelt werden sollten.
Abb. 3.2: Aufzufindende Punkte, [Schwarzbach
1995]
Abb. 3.3: Redundante Stützpunkte,
[Schwarzbach 1995]
Abb. 3.4: Fehler durch Objektbildung,
[Schwarzbach 1995]
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3.2.3 Geometrische Relationen
Bei der Formvereinfachung spielen die Erhaltung geometrischer und topologischer Relationen
eine wichtige Rolle.
– Abstand
– Orthogonalität
– Parallelität
– Äquidistante Nachbarschaft
3.2.4 Topologische Relationen
– Anschluss
– Überlagerung
– Kreuzung (= doppelter Anschluss)
– (äquidistante) Nachbarschaft von Elementen verschiedener Themen
Linienvereinfachungsalgorithmen  konzen-
trieren sich zunächst nur auf die bloße Ver-
einfachung und behalten topologische Rela-
tionen  nicht  im  Auge.  Dennoch  können
verschiedene Relationen  trotzdem erhalten
werden:
Die  topologischen  Relationen  Anschluss
und Kreuzung können relativ einfach erhal-
ten werden, durch „Festhalten“ der entspre-
chenden Punkte.  Meist  sind dies  Anfangs-
und Endpunkte von Linien.
Für die Relationen Überlagerung und Nachbarschaft empfiehlt [Schwarzbach 1995] „moderne
[topologisch strukturierte] Daten“, bei denen die Geometrieinformation von Objekten im ent-
sprechenden Bereich „nur einmal gespeichert“ ist. Solche Strukturen gehen von der Theorie
planarer Graphen aus. Beim mapChart-GIS jedoch kann dieser Gedanke nicht ohne weiteres
umgesetzt werden, da die Geometrien derzeit separat in Shapefiles1 abgelegt sind. Helfen wür-
de hier die Verwendung von Coveragefiles, da diese Topologieinformationen beinhalten. Bei
den vorliegenden Shapefiles wird allerdings die Einbindung eines Verfahrens, das zur Laufzeit
doppelt vorhandene Grenzen benachbarter Objekte entfernt, insbesondere für die Vereinfa-
chung von Netzen, benötigt. Die Formvereinfachung eines Objektes muss bei der Vereinfa-
chung von Netzen immer die Formvereinfachung eines benachbarten Objektes im Abschnitt
1 Dateiformat der Firma ESRI, Formatbeschreibung: [esri.com]
Abb. 3.5: Auswirkungen nicht beachteter Topologie,
[Schwarzbach 1995]
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der Überlagerung mit sich bringen.
Die Beachtung der Nachbarschaft Linie zu Linie, wie sie zum Beispiel bei der Nachbarschaft
einer Postleitzahlengrenze zu einer Straße auftritt, ist „bei bekannten Formvereinfachungsan-
sätzen nicht ohne weiteres möglich.“ [Schwarzbach 1995]
Für  die  Nachbarschaft  einzelner  Punkte  zu Linien schafft  der  Algorithmus  nach  [Saalfeld
1999] Abhilfe,  der  während der  Vereinfachung die  Seitenlage  von Punkten zu einer Linie
wahrt, wobei jedoch die Entfernung vom Punkt zur Linie nicht beibehalten werden kann. Mit
sehr erhöhtem Aufwand könnte dieser Algorithmus auch für die Nachbarschaft Linie zu Linie
eingesetzt werden, nämlich in dem je eine von beiden Linien nicht mehr als Linie, sondern als
Gesamtheit der die Linie bildenden Punkte betrachtetet wird und dann mit dem Saalfeld-Algo-
rithmus die Seitenlage aller Einzelpunkte der einen Linie während der Vereinfachung der an-
deren Linie eingehalten wird.
Orthogonalität und Parallelität sind „für die Linienglättung von geringerer Bedeutung.“ Vgl.
[Schwarzbach 1995].
3.2.5 Lineare Interpolation vs. Polynome / Splines
Neben der linearen Interpolation zwischen benachbarten Punkten, könnten Polynom- bzw.
Spline-Interpolationsverfahren interessant sein, womit in gewundenen Abschnitten Stützpunk-
te eingespart werden, vgl. Abb.  3.6 und Abb. 3.5 Bei der polynomialen Interpolation gibt es
grundsätzlich 2 Möglichkeiten. Es können entweder Kurven berechnet werden, die gleichmä-
ßig verlaufen und sich den Stützpunkten möglichst gut nähern oder Kurven, die genau durch
die Stützpunkte verlaufen müssen [Pavlidis 1990]. Gegen eine Interpolation mit Polynomen /
Splines spricht allerdings, dass sich der Rechenaufwand für die grafische Ausgabe erhöht. Des
weiteren ließen sich reine Polygone sowie Geraden nur mit erhöhter Stützpunktanzahl darstel-
len und die Genauigkeit des Gesamtsystem würde schwerer abschätzbar, vgl. Abb. 3.8
 
  
Die Vorgabe eines maximalen Abstands von originaler zu genäherter Linie ist nicht möglich.
Minimiert wird bei Polynom- und Spline-Interpolationsverfahren nur die Gesamtabweichung
zwischen originaler und approximierter Kurve. Größere lokale Abweichungen können dabei
vereinzelt auftreten.
Abb. 3.6: Stützpunkte bei linearer
Interpolation, [Hebeler 2004]
Abb. 3.7: Weniger Stützpunkte bei
Spline-Interpolation, [Hebeler
2004]
Abb. 3.8: Spline-Interpolation bei
Punkten einer Geraden, [Hebeler
2004]
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3.2.6 Sequentielle Generalisierung
In manchen Prozessen digitaler Kartographie kann es vorkommen, dass Objekte die generali-
siert werden sollen, zur Laufzeit eines Generalisierungsalgorithmus nicht vollständig vorliegen.
Dies kann z. B. beim Digitalisieren von Daten der Fall sein. Ein weiterer Anwendungsfall für
eine stück- oder sogar punktweise Generalisierung ist denkbar, wenn Geodaten für die Dar-
stellung sequentiell aus einer Datenbank gelesen werden und jeder gelesene Punkt oder Ob-
jektteil anschließend generalisiert werden soll. Die meisten Generalisierungsalgorithmen, stan-
dardmäßig implementiert, benötigen jedoch die vollständigen Objektgeometrien, um korrekt
zu arbeiten.
Für das mapChart-GIS spielt eine Generalisierung während der Laufzeit des Lesens bzw. des
Erfassens von Daten allerdings keine Rolle.
3.2.7 Polylinie vs. Polygon
Algorithmen zur Liniengeneralisierung sollten nicht nur auf Polylinien anwendbar sein, son-
dern auch mit Polygonen keine Probleme haben. Polygone können im Sinne der Liniengenera-
lisierung als Polylinien aufgefasst werden, bei der Anfangs- und Endpunkt identisch sind. Bei
der jeweiligen Implementierung eines Linienvereinfachungsalgorithmus muss darauf geachtet
werden, dass diese Nebenbedingung für die Methode kein Problem darstellt.
3.2.8 Projektion
Die Logik der untersuchten Linienvereinfachungsalgorithmen setzt in die Ebene projizierte
Koordinaten voraus. Natürlich können die Formeln auch auf unprojizierte Daten angewendet
werden, ohne dass innerhalb der Methoden mathematische Fehler entstehen, jedoch wird das
Ergebnis der Generalisierung dann nicht mehr dem gewünschten Resultat entsprechen.
3.3 Polylinienvereinfachung nach Douglas / Peucker
„Die Linienreduzierung wird eine große Rolle in der automatisierten Generalisierung spielen“,
heißt es in der Zusammenfassung des Artikels von [Douglas / Peucker 1973].
Aus den unter 3.1 genannten Argumenten leiten die Autoren die Notwendigkeit eines Algo-
rithmus zur Linienvereinfachung ab, wobei sie die Arbeitsweise des Kartographen betonen,
der bei der Vereinfachung von Linien versucht, den Gesamteindruck zu wahren.
3.3.1 Frühere Verfahren
[Douglas / Peucker 1973] betrachten zunächst, äquidistante Punkte vorausgesetzt, verschiede-
ne mathematische Funktionen zur linearen Interpolation, wie z. B. das fortgesetzte Berechnen
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von ausgleichenden Geraden durch mehrere Punkte. 
Als weitere Möglichkeit wird das Auswählen jedes n-ten Punktes diskutiert, was jedoch schei-
tert,  da dies den Nachteil hat, dass spitzwinklige Elemente und Einbuchtungen von Linien
fehlerhaft wiedergegeben werden und Geraden immer noch redundant gespeichert sind.
Beide Verfahren sind somit für die Generalisierung von „geringem Wert“ [Douglas / Peucker
1973].
Als dritte Variante wird das Rastern von Daten mit höherer Auflösung auf die Auflösung, die
durch das Ausgabesystem erbracht werden kann, genannt, wodurch die Darstellung von Lini-
en aber „zu dünn“ und „unscharf“ wird.
3.3.2 Douglas-Peucker-Algorithmus
Die Autoren arbeiten die Bedeutung der Erhaltung (relativ zu ihrer Umgebung) spitzer Winkel
heraus, da so am wahrscheinlichsten die ursprüngliche Form der Linie beibehalten wird. Der
vorgestellte Algorithmus entstand aus einer Modifizierung des Algorithmus, der von der Firma
AEG für den GEAGRAPH4000-Plotter implementiert wurde.
Abb. 3.9: Prinzip des Douglas-Peucker-Algorithmus, [Sunday
02/2005]
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Algorithmus
Eingabe
– Toleranz
– Stützpunktvektor
1. Markiere den ersten und den letzten Punkt der Polylinie.
2. Berechne die Gerade zwischen den markierten Punkten.
3. Suche den am weitest entfernten Punkt von dieser Gerade.
4. Ist dieser Punkt weiter als eine vorgegebene Toleranz von der
Geraden entfernt, wird dieser Punkt markiert und die Polylinie an
diesem Punkt geteilt.
5. Fahre bei 2. rekursiv fort und untersuche neu entstehende Geraden
und Polylinien, solange weitere Punkte markiert werden.
6. Alle markierten Punkte sind das Ergebnis der Linienvereinfachung.
Ausgabe
– reduzierter Stützpunktvektor
Der Schritt 3 im Algorithmus wird von den Autoren als der entscheidende bezeichnet. Der
Grund dafür, dass der weitest entfernte Punkt von der Geraden gesucht wird, ist, dass an die-
sem Punkt am wahrscheinlichsten ein (zumindest relativ zur Umgebung) spitzer Winkel ist
und dieser somit die besten Chancen hat, die Linie gut zu repräsentieren.
3.3.3 „Speeding Up“ nach Hershberger / Snoeyink
[Hershberger / Snoeyink 1992] erläutern einen Algorithmus, der die ursprüngliche Douglas-
Peucker-Prozedur beschleunigt.  Für  „typische“ Daten1 liegt der Zeitvorteil  bei  30%: 2.000
1 Den Begriff „typische“ Daten verwenden die Autoren für monoton steigende x-Koordinaten
Abb. 3.10: Weitester Punkt zur Gerade, [Sunday 02/2005]
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Sek. statt 2.883 Sek. werden für die Vereinfachung von 10000 Punkten auf einem Rechner von
1992 angegeben. Bei stark „zickzack“-förmigen Linien, die aber in der Kartographie selten
auftreten, gibt der modifizierte Algorithmus einen noch größeren Zeitvorteil, jedoch verliert er
sogar  an Effizienz  bei  Kreisen (und  anderen  gewundenen  Abschnitten)  im Vergleich  zur
nicht-modifizierten Variante.
Des weiteren ist die Implementierung dieses Algorithmus umfangreicher, da Methoden benö-
tigt werden, die die konvexe Hülle der Polylinie berechnen und die auf dieser Hülle eine binäre
Suche durchführen.
Eine Implementierung für die Programmiersprache C++ ist im Anhang der Arbeit von [Hers-
hberger / Snoeyink 1992] zu finden.
3.3.4 Vertex Reduction nach Dan Sunday
[Sunday 02/2005] empfiehlt vor der Vereinfachung einer Polylinie, diese mit einem schnellen
Algorithmus um überflüssige Stützpunkte zu reduzieren. Seine Methode entfernt aufeinander
folgende Stützpunkte, die zu ihrem für die Darstellung verwendeten Vorgänger einen zu ge-
ringen Abstand    haben. Wenn dieser Abstand   = 1 Px  groß gewählt wird, so werden
Punkte entfernt, die auf demselben oder einem benachbarten Bildschirmpunkt dargestellt wür-
den.
und randomisierte y-Koordinaten. Es bleibt jedoch fraglich, ob solche Testdaten für
kartographische Probleme wirklich „typisch“ sind, oder ob doch eher kreisförmige bzw.
gewundenen Linien auftreten.
Abb. 3.11: Stützpunktreduktion, [Sunday 02/2005]
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Die Komplexität1 des Algorithmus gibt der Autor mit  On  ( n : Anzahl der Stützpunkte
der Linie) an, weswegen er auch die Verarbeitung einer Polylinie mit dieser Funktion emp-
fiehlt, bevor mit dem Douglas-Peucker-Algorithmus (Komplexität: On log m , n : Anzahl
der Stützpunkte der Originallinie, m : Anzahl der Stützpunkte der vereinfachten Linie) die Li-
nie vereinfacht wird. Eine wichtige Eigenschaft dieses Algorithmus ist, dass er nicht dasselbe
Ergebnis liefert, wenn er in entgegengesetzter Richtung auf eine Polylinie angewendet wird.
3.3.5 Erhaltung rechter Winkel nach Neumann / Selke
In  [Neumann / Selke 2001] wird eine Modifikation des Algorithmus zur Erhaltung rechter
Winkel vorgestellt. Dies ist besonders für die Generalisierung von Gebäuden interessant.
Von zu generalisierenden Gebäuden werden zunächst die vier längsten Seiten als Aufrufpara-
meter des Algorithmus gewählt, da lange Kanten für die Charakteristik der Ausgangspolygone
besonders wichtig sind. Ein Gebäude wird somit in bis zu acht Segmente (vier längste Seiten
und  dazwischenliegende  Abschnitte)  zerlegt.  Die  dazwischenliegenden  Abschnitte  werden
Aufrufparameter des Douglas-Peucker-Algorithmus.
Im weiteren werden dann nicht die am weitesten entfernten Punkte ermittelt, sondern „aus
der Menge der Punkte, die Scheitelpunkte eines rechten Winkels [und als solche markiert]
sind,  diejenigen mit dem größten Abstand. Gibt es keine rechten Winkel,  so wird nur der
Punkt mit dem größten Abstand bestimmt. Handelt es sich bei dem als signifikant erkannten
Punkt um einen Scheitelpunkt eines rechten Winkels, so werden zur Erhaltung des rechten
Winkels auch die beiden Nachbarpunkte beibehalten, [...] wenn mindestens eine der beiden
Kanten zwischen dem Punkt und seinen Nachbarn länger ist als ein Grenzwert.“
Derzeit werden im mapChart-GIS keine Gebäudedaten verwaltet, womit auf den Einsatz die-
ses Verfahrens zunächst verzichtet werden kann.
3.3.6 Möglichkeit der sequentiellen Bearbeitung
Eine Implementierung des Algorithmus, der Polylinien sequentiell bearbeiten kann, ist denk-
bar, wenn es erforderlich ist Objekte, die zur Laufzeit des Algorithmus nicht vollständig vor-
liegen, zu vereinfachen. So wäre es zum Beispiel möglich, den Algorithmus schrittweise auf
n  bereits gelesene Punkte anzuwenden. Das Ergebnis hinsichtlich Reduzierung der Stütz-
punkte wäre nicht so erfolgreich, da der erste und der letzte Punkt so ausgewählter Linienseg-
mente auf jeden Fall in den Ergebnisvektor gelangen, ohne dass sie notwendigerweise markan-
te Punkte sind, die der Algorithmus bei Anwendung auf die Linie als Ganzes gefunden hätte.
1 Abstrakte Beschreibung Anzahl der für den Algorithmus zu lösenden Probleme
Kapitel 3    Algorithmen zur Liniengeneralisierung                                            27
Bezüglich der Laufzeit würde eine solche Implementierung kaum Änderungen hervorrufen, da
sich die Anzahl der zu berechnenden Strecken von aufzufindenden Extrempunkten wenig ver-
ringert.
3.3.7 Bewertung
Der Algorithmus nach [Douglas / Peucker 1973] hat sich in den letzten 30 Jahren für die Lini-
envereinfachung bewährt. Durch seine „best-case“-Komplexität On log m  ist er für Echt-
zeitanwendungen geeignet. Wenn der Grenzwert    2 Pixel groß gewählt wird, sind gerade
bei  kleinen  Maßstäben  große  Stützpunktreduzierungen  erreichbar,  wobei  aber  noch  keine
großen Punktverschiebungen (max. 2 Pixel) auftreten und topologische Probleme somit ver-
nachlässigbar sind. Bei großen Maßstäben ist die Vereinfachungswirkung geringer, der Fehler
bleibt jedoch auch auf den Betrag  2 Px∗Maßstabszahl  begrenzt. Die Implementierung ist
hinreichend beschrieben und mit einfachen Mitteln möglich.
3.4 „Effektive Flächen“ - Algorithmus nach Visvalingam
3.4.1 Beschreibung des Algorithmus
[Visvalingam / Whyatt 1993] erläutern, dass der Algorithmus von Douglas und Peucker zu
Formverzerrungen der Originallinie führt, denn die Extrempunkte, die der Algorithmus wählt,
sind oft Spitzen oder weniger bedeutende Punkte. Mit dem Ziel, Verzerrungen zu reduzieren
und unbedeutende Objekte maßstabsabhängig zu eliminieren, entwickeln sie einen Algorith-
mus, der eine Linienvereinfachung durch „wiederholtes Löschen von [unwichtigen] Punkten“
[Visvalingam / Whyatt 1993] herbeiführt.
Das Kriterium dabei ist die von den Autoren als „effektive Fläche“ eines Punktes bezeichnete
Fläche, die ein Dreieck einschließt, das ein Punkt mit seinen zwei Nachbarn bildet.
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Algorithmus:
1. Berechne die effektiven Flächen aller Punkte
2. Lösche alle Punkte mit einer effektiven Fläche =0  (Punkte auf
Geraden)
3. Finde den Punkt mit der geringsten effektiven Fläche und lösche
diesen
4. Berechne die effektiven Flächen der beiden benachbarten Punkte neu
und wiederhole solange bis ein maßstabsabhängiger Schwellwert (z.
B. kleinste erkennbare Fläche im Zielmaßstab) der effektiven Fläche
erreicht ist.
3.4.2 Vergleich mit Douglas / Peucker
Vorteil des Algorithmus nach Visvalingam ist, dass die Linie während des gesamten Vereinfa-
chungsprozesses ganzheitlich betrachtet wird, wohingegen der Douglas-Peucker-Algorithmus
schon nach dem Auffinden des ersten Extrempunktes die Linie teilt und beide Teilstücke ge-
trennt weiterbearbeitet.
[Visvalingam / Williamson 1995] stellen fest, dass der Douglas-Peucker-Algorithmus für leich-
te Linienvereinfachungen besser geeignet ist, da er weniger Punkte benötigt um großmaßstäbi-
ge Daten zu vereinfachen und noch „richtig“ darzustellen. Der Algorithmus nach Visvalingam
hingegen wird für starke Vereinfachungen empfohlen, da er den Gesamteindruck der Linie bei
sehr reduzierter Stützpunktanzahl weniger verändert und unbedeutende  Objekte besser löscht
und somit den Maßstab beachtet.
Abb. 3.12: Skizze zum Algorithmus,
[Visvalingam / Whyatt 1993]
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Abb. 3.13 demonstriert die unterschiedliche Wirkungsweise beider Algorithmen mit wenigen
verbleibenden Stützpunkten
3.4.3 Bewertung
Betrachtungen starker Generalisierung stehen in dieser Arbeit nicht im Vordergrund, womit
der Vorteil des Visvalingam-Algorithmus gegenüber dem von Douglas / Peucker nicht von
Bedeutung ist. Für leichte Vereinfachungen erreichen beide Algorithmen bei ähnlicher Stütz-
punktreduzierung gute Ergebnisse. Da das schnellere von beiden Verfahren das bessere sein
wird, ist eine Untersuchung hinsichtlich der Laufzeit sinnvoll. Die aufwändigste Aufgabe im
Algorithmus von Visvalingam ist das Sortieren aller Dreiecksflächen, was in [de Lange 2002]
mit einer Komplexität von On log n 1 angegeben wird. Damit ist die Komplexität und mit-
hin auch die Geschwindigkeit des Algorithmus ähnlich der des Douglas-Peucker-Algorithmus.
Die Implementierung des Algorithmus ist mit einfachen Mitteln möglich.
3.5 Linienglättung mittels mathematischer Filter
Beschreibung
Für die Vereinfachung von Linien könnte man die Idee haben, Brechungswinkel aufeinander
folgender Linienabschnitte zu berechnen und diese hinsichtlich ihrer Richtungsänderungen zu
betrachten. Abb. 3.14 zeigt, dass dieser Ansatz aufgrund hochfrequenter Richtungsänderungen
der Linienabschnitte, nicht umsetzbar ist.
1 n : Anzahl der Flächen, die sortiert werden müssen, was der um eins verringerten Anzahl
der Punkte einer zu vereinfachenden Polylinie entspricht
Abb. 3.13: Douglas-Peucker (links), Visvalingam (rechts), [Visvalingam / Williamson 1995]
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Für  gewundene  Linienabschnitte  empfiehlt
[Schwarzbach  1995] deshalb  mathematische  Filter
zur Linienglättung. Diese setzen eine Diskretisierung
der Linie in äquidistante Punkte und die Zerlegung
der Kurve in die zugehörige x- und y-Komponente
voraus (vgl. Abb. 3.15).
Daraufhin wird der Filter punktweise auf die x- und
y-Komponente der Originalkurve angewendet,  was
für jeden Punkt in einer neuen Koordinate für die
geglättete Kurve resultiert.
Die Filterung verfolgt das Ziel, im Zuge einer Mittelbildung über mehrere Punkte hochfre-
quente Schwingungen (vgl. Abb. 3.14) zu eliminieren. Niederfrequente Schwingungen werden
als markante Richtungsänderungen angese-
hen und beibehalten. Die Linien werden so-
mit geglättet.
Es werden Tiefpassfilter bevorzugt, die kei-
ne ausschließliche Glättungswirkung haben,
sondern  auch  die  Möglichkeit  bieten,  be-
stimmte Wellenlängen zu betonen, um cha-
rakteristische Merkmale hervorzuheben.
[Schwarzbach  1995] nennt  solche  Filter
„Tiefpassfilter  mit  Restaurationswirkung.“
Folgende  zwei  Gewichtsfunktionen  seien
als Beispiel genannt:
GR ,1k =
1
8 {−1 ;2 ;6 ;2 ;−1}
GR ,2k =
1
64 {1 ;−4 ;−8 ;20 ;46 ; 20 ;−8 ;−4 ;1}
Setzt man die Kenntnis oder die Recherchierbarkeit von Zwangspunkten, wobei topologisch
strukturierte Daten helfen, voraus, so können diese erhalten werden, wenn im Bereich um die
Zwangspunkte die Filterung angepasst wird. Der Zwangspunkt darf durch den angepassten
Filter in seiner Lage nicht verändert werden, die unmittelbar an den Zwangspunkt angrenzen-
den Stützpunkte sollten innerhalb eines Übergangsbereiches weniger gefiltert werden als sons-
tige Stützpunkte.
Abb. 3.15: Originalkurve und Parameterdarstellung,
[Schwarzbach 1995]
Abb. 3.14: Hochfrequente
Richtungsänderungen
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Es ergibt sich zunächst ein systema-
tischer Fehler, denn durch Mittelbil-
dung  werden  Kurven  am  Anfang
und am Ende gekürzt. Dies kann je-
doch durch eine vorhergehende Ex-
trapolation  der  Kurven  oder  eine
wiederum angepasste Filterung ver-
hindert werden.
Bewertung
Allein mit Verfahren der Linienglättung wird für das Primärziel dieser Arbeit, die Reduzierung
von Stützpunkten, kein Erfolg erzielt, da die Methode keine Eliminierung von Stützpunkten,
sondern nur eine Veränderung deren Geometrie bewirkt.
Die Optimierung der Kartendarstellung, die auch die Glättung von Linien bzw. Treppeneffek-
ten beinhaltet, lässt sich jedoch mit den Verfahren der Linienglättung realisieren. Der Rechen-
aufwand sollte allerdings nicht beim Server liegen, um eine zu hohe Belastung dessen zu ver-
meiden.
Der in Kapitel 3.2.1 beschriebene Algorithmus „Bestimmung des geometrischen Typs von Li-
nien“ (BTL) kann verwendet werden, um polygonale Linienabschnitte von zu glättenden (ge-
wundenen) Abschnitten zu trennen und ist hierfür gut geeignet.
Die Recherche von Zwangspunkten zum Erhalt geometrischer Relationen, aber auch das Auf-
finden von Zwangspunkten, die Träger topologischer Relationen sind, in topologisch nicht
strukturierten Daten kann entfallen, falls Glättungsverfahren genügen, die die Lage der Punkte
nur in einer Größenordnung von 1 bis 2 Pixeln verändern. Das Einbinden des Glättungsalgo-
rithmus sollte beim Client erfolgen. Dafür wäre auch ein Modus „Qualität“ denkbar, bei dem
vom Nutzer eine etwas längere Rechenzeit in Kauf genommen wird.
3.6 Korridor-Verfahren nach Reumann / Witkam 
Dieses Verfahren ermöglicht die sequentielle Generalisierung einer Linie, während diese er-
fasst oder gelesen wird. Die zu generalisierende Linie muss also zur Laufzeit des Algorithmus
nicht vollständig vorliegen, sondern kann, während sie gelesen wird, vereinfacht werden.
Abb. 3.16: Durchlasscharakteristika, [Schwarzbach 1995]
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Algorithmus:
1. Wähle das erste Liniensegment aus (grün).
2. Erzeuge einen parallelen Suchbereich um dieses Segment (rot).
3. Suche ersten Schnittpunkt mit einem anderem Segment des Linienzuges
(rot).
4. Wähle den Startpunkt des ersten Segments und den letzten
Stützpunkt, der noch im Suchbereich liegt. (blau)
5. Ersetze den bisherigen Linienverlauf durch diese neue Kante (blau).
6. Wiederhole das Verfahren mit dem nächsten Segment
Bewertung
Das Verfahren benötigt einen Algorithmus, der effizient Schnittpunkte von Liniensegmenten
mit Geraden bestimmt. Orientierung hierfür gibt der Algorithmus nach [Sunday 01/2003], der
Strahlen ausgehend von beliebigen Punkten auf die Anzahl der Schnittpunkte mit einem Poly-
gon untersucht. Mit  dem Reumann-Witkam-Verfahren sind bessere Ergebnisse zu erzielen,
wenn eine äquidistante Stützpunktmenge vorhanden ist.
Ist eine sequentielle Vereinfachung zwingend erforderlich, so ist das Verfahren jedoch im Ge-
gensatz zu anderen Algorithmen besser einsetzbar. Für das mapChart-GIS ist die sequentielle
Generalisierung wie bereits in Kapitel 3.3.6 erwähnt, nicht interessant, da die Polylinien und
Polygone zur Laufzeit des Algorithmus als Ganzes vorliegen.
3.7 Topologisch konsistente Linienvereinfachung nach Saalfeld
Beschreibung
Bei dem Algorithmus nach [Saalfeld 1999] handelt es sich um eine Erweiterung des Douglas-
Peucker-Algorithmus,  mit dem topologische Relationen von Punkten zu einer zu vereinfa-
chenden Linie erhalten bleiben.
Abb. 3.18: Skizze zum Algorithmus, [ikg.uni-
hannover.de]
Abb. 3.17: Skizze zum Algorithmus, [ikg.uni-
hannover.de]
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Der Algorithmus  benötigt  komplexe Da-
tenstrukturen.  So  werden  die  konvexen
Hüllen  der  zu vereinfachenden Polygone
und ein Algorithmus, der Punkte innerhalb
eines Polygons findet, benötigt.
Der Autor stellt fest, dass nur Punkte, die
innerhalb der  konvexen Hülle  (vgl.  Abb.
3.19) der zu vereinfachenden Polylinie lie-
gen,  topologische  Konflikte  während der
Vereinfachung  erzeugen  können.  Diese
Punkte müssen gefunden und während der Vereinfachung besonders beobachtet werden. Der
Algorithmus kann auch die Selbst-Kreuzung einer durch Douglas-Peucker vereinfachten Linie
verhindern.
Saalfeld-Algorithmus:
Eingabe: Toleranz 
Der Algorithmus ist rekursiv und ruft sich selbst auf, solange neue
Stützpunkte zum Ergebnisvektor hinzukommen.
1. Berechne die konvexe Hülle der Polylinie P ij  und suche alle
„externen“1 Punkte, die innerhalb dieser Hülle liegen.
2. Füge den ersten Punkt v i  und den letzten Punkt v j  der Polylinie
zum Ergebnisvektor hinzu. Erzeuge eine Kante e ij  vom Anfangspunkt
zum Endpunkt der Polylinie und bestimme die Parität2 aller
externen Punkte innerhalb der konvexen Hülle der Polylinie. (Abb.
3.20) Beim Paritätstest wird von jedem Punkt ein Strahl in ein
beliebige Richtung projiziert und die Anzahl der Schnittpunkte mit
der Polylinie P ij  und der Kante e ij  gezählt. Ist die Summe gerade
(inklusive 0), dann ist die Lage zur Polylinie korrekt und die
Parität damit positiv.
3. Gibt es Punkte mit negativer Parität (also Punkte, die durch die
Kante e ij  die Seitenlage wechseln), dann wird der weitest
entfernte Punkt v k  zum Ergebnisvektor hinzugefügt und die
Polylinie an diesem Punkt in 2 Polylinien geteilt.
1 Als externe Punkte bezeichnet der Autor Punkte, die nicht zur Polylinie selbst gehören.
2 Der Begriff Parität wird von [Saalfeld 1999] verwendet um zwischen richtiger und falscher
Lage (links oder rechts) zur Linie zu unterscheiden. Es wird angenommen, dass zu Beginn
alle Punkte lagerichtig sind und damit die Parität positiv ist. Wechselt ein Punkt durch
Linienvereinfachung die Seite, so wird seine Parität negativ.
Abb. 3.19: Konvexe Hülle einer Polylinie, [Saalfeld
1999]
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4. Suche alle Punkte im Dreieck v i v j v k  und kehre die Parität1 um.
5. Fahre fort, weiter zu unterteilen, wenn eine der 3 Bedingungen
erfüllt ist:
(a)  Der weitest entfernte Punkt einer Polylinie ist weiter als 
von einer Kante e ik  oder ekj  entfernt.
(b)  Es gibt in den entstehenden konvexen Hüllen der am Punkt v k
geteilten Polylinien Punkte, die negative Parität haben.
(c)  Eine Untersuchung der beiden entstehenden Polylinien und ihrer
konvexen Hüllen ergibt, dass neue externe Punkte mit negativer
Parität innerhalb genau einer der beiden konvexen Hüllen
hinzukommen. (Abb. 3.21) Diese können nur von der jeweils
anderen Polylinie stammen.2
Bewertung
Die  Implementierung  dieses  Algorithmus  ist  umfangreicher  als  die  der  Algorithmen nach
Douglas-Peucker oder Visvalingam, weil  die Berechnung und Aktualisierung der konvexen
Hülle  einer  Polylinie  hinzu  kommt.  Diese  kann  zwar  in  einer  Zeit  von  On 3 [Sunday
02/2003] berechnet werden, was jedoch nach jedem Vereinfachungsschritt wiederholt werden
muss. Weiterhin wird eine effizient arbeitende Methode benötigt, die eine Punktmenge aufteilt
in eine Punktmenge, deren Punkte außerhalb eines konvexen Polygons liegen und eine Punkt-
menge, deren Punkte innerhalb die Polygons liegen, um die Punkte recherchieren zu können,
die während des Algorithmus auf Erhalt ihrer Seitenlage zur zu vereinfachenden Linie geprüft
werden sollen. Auch hierfür ist bei [Sunday 01/2003] eine Implementierung zu finden, die in
1 Saalfeld zeigt, dass alle Punkte im betreffenden Dreieck die Korrektheit ihrer Seitenlage
bezogen auf die Kante e ij  und auf die 2 entstehenden neuen Kanten umkehren.
2 Saalfeld möchte damit vermeiden, dass sich die vereinfachte Linie selbst schneidet, wenn es
die ursprüngliche Polylinie nicht tat.
3 n : Punktanzahl der Polylinie
Abb. 3.21: Detektierung der Selbstkreuzung,
[Saalfeld 1999]
Abb. 3.20: Wechsel der richtigen Seitenlage (Parität),
[Saalfeld 1999]
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einer Zeit von O mn 1 arbeitet. Für eine Kartendarstellung, die viele nach diesem Algorith-
mus zu vereinfachende Polylinien enthält, ist auch diese Methode für jede Polylinie mit je allen
auf der Karte vorhandenen Punkten außerhalb der Polylinie zu wiederholen.
3.8 Punktauswahl durch Analyse der Gewundenheit von Linien
Beschreibung
Das Verfahren nach [Dutton 1999] kombiniert das Auffinden mittlerer Punkte einer Linie in-
nerhalb einer Rasterzelle mit der Auswahl von Punkten anhand der Sinusförmigkeit bzw. Ge-
wundenheit von Linien.
Für den ersten Schritt wird über das Untersuchungsgebiet ein Raster gelegt. Die Linie wird so
in Abschnitte aufgeteilt,  dass jeder einzelne Abschnitt in einer Rasterzelle liegt.  (Vgl.  Abb.
3.22) Dann wird der mittlere Punkt (Median) ausgewählt.
Die Analyse der Gewundenheit ist komplexer:
Eine Linie ist im Bereich eines Punktes dann umso
gewundener, wenn das Verhältnis aus der Summe
der  Strecken  zu  den  direkten  Nachbarn  dieses
Punktes  und  der  direkten  Strecke  zwischen  den
betrachteten  Nachbarpunkten  maximal  wird.  Ist
dieses Verhältnis SV k=1 , dann ist die Linie eine
Gerade.
Werden die Parameter  k  (Anzahl der betrachte-
ten Nachbarpunkte) und i  (Schrittweite) variiert,
so  kann die  Gewundenheit  der  Linie  eher  „lokal“ oder  „regional“  analysiert  werden.  Vgl.
[Dutton 1999]
1 n : Punktanzahl des Polygons, m : Punktanzahl der zu untersuchenden Punkte
Abb. 3.22: Rasterzellen, [Dutton 1999]
Abb. 3.23: Ermittlung der Sinusförmigkeit, [Dutton 1999]
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Die lokalen und regionalen Längenverhältnisse werden entsprechend einer bestimmten Funk-
tion in lokale und regionale Sinusförmigkeiten klassifiziert.
Das Verfahren von [Dutton 1999] wählt dann in 3 Schritten Punkte aus, die erhalten werden
sollen:
1. Wähle Punkte aus deren Differenz zwischen lokaler und regionaler
Sinusförmigkeit gering ist.
2. Wähle aus der in 1. gefundenen Punktmenge die Punkte mit der
größten lokalen Sinusförmigkeit ( SV kmax ) aus.
3. Wähle von den verbliebenen Punkten den Punkt aus, der dem mittleren
Punkt in der betreffenden Rasterzelle (Abb. 3.22) am nächsten
kommt.
Bewertung
Der Algorithmus nach [Dutton 1999] erfordert eine relativ aufwändige Analyse von zu verein-
fachenden Linien mit anschließender Klassifizierung. Für alle Punkte müssen eine große Zahl
von Längenverhältnissen berechnet und zwischengespeichert werden. Das Verfahren ist kei-
nesfalls für eine Serveranwendung geeignet und würde auch beim Client viele Ressourcen zur
bloßen Kartendarstellung benötigen und dient deshalb nicht dem Zweck dieser Arbeit.
 
Kapitel 3    Algorithmen zur Liniengeneralisierung                                            37
3.9 Tabellarischer Vergleich
Tab. 3.1: Vergleich der Algorithmen (1)
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Tab. 3.2: Vergleich der Algorithmen (2)
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3.10 Auswahl geeigneter Algorithmen
Ausgehend von der Analyse der zusammengetragenen Algorithmen für die Linienvereinfa-
chung, wurden die Algorithmen nach [Douglas / Peucker 1973] (Kap. 3.3.2) unter Beachtung
der Hinweise von [Hershberger / Snoeyink 1992] (Kap. 3.3.3) für verbesserte Laufzeiten und
von [Sunday 02/2005] (Kap. 3.3.4) für die Implementierung ausgewählt. Diese Algorithmen
wurden gewählt, da sie am besten dokumentiert waren und die Programmierung für JAVA
sich an dem zur Verfügung stehenden C++-Quellcode orientieren konnte, was eine zügige
Umsetzung ermöglichte. Weiterhin ist die Implementierung relativ einfach und kommt ohne
das Programmieren von Hilfsfunktionen für das Berechnen konvexer Hüllen, wie für den Al-
gorithmus nach [Saalfeld 1999] benötigt, oder der aufwändigen Analyse der Linienkrümmun-
gen wie im Algorithmus nach [Dutton 1999] aus.
Nachteilig ist zwar,  dass die topologischen Relationen „Lage von Punkten zu Linien“ und
„Lage von Linien zu Linien“ mit diesem Algorithmus während der Vereinfachung nicht beibe-
halten werden können, jedoch steht als Plus zu Buche, dass die verwendeten Quellen eine
echtzeitfähige Umsetzung versprechen. Außerdem sind bei moderaten Vereinfachungen, wie
in  Kap.  3.3.7  diskutiert,  topologische  Konflikte  bei  den  Relationen  „Linie  zu  Linie“  und
„Punkt zu Linie“ nicht zu erwarten.
Für die Vereinfachung von Polygonnetzen, bei der auch schon bei leichter Vereinfachung to-
pologische Konflikte sichtbar werden, muss jedoch noch ein neues Verfahren entwickelt und
programmiert werden.
Linienglättungsalgorithmen, wie sie in Kap. 3.5 vorgestellt wurden, sind zunächst nur für Test-
zwecke programmiert worden, da sie für die Reduzierung der Punktmenge keinen Erfolg brin-
gen.
Um den  Douglas-Peucker-Algorithmus  bezüglich  Laufzeit,  Punktmengenverringerung  und
Generalisierungsqualität mit einem weiteren Algorithmus vergleichen zu können, wurde noch
die vielversprechende, ebenfalls leicht zu implementierende, und zu etwas anderen Generali-
sierungsergebnissen tendierende Methode nach [Visvalingam / Whyatt 1993] implementiert.
Im nächsten Kapitel sollen die Funktionalität, die Aufruf- und Rückgabeparameter der für die-
se Arbeit programmierten Methoden für die Linienvereinfachung beschrieben werden. Daran
anschließend werden die  verwendeten Algorithmen anhand von Testdaten hinsichtlich der
Laufzeit, Qualität der Generalisierungsergebnisse und des Grades der Stützpunktreduzierung
untersucht und verglichen.
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4 Implementierung
4.1 Algorithmus für „einfache“ Linien- und Polygonvereinfachung
In Kapitel 3 wurden die recherchierten gängigen Verfahren für die geometrische Vereinfa-
chung von Vektordaten diskutiert. Zwei dieser Verfahren wurden implementiert. Im folgen-
den Abschnitt sollen Details der Implementierung erläutert werden.
4.1.1 JAVA-Methode simplifyShapeFile()
Parameter
String shp - Pfad zum Shapefile
String dbf - Pfad zum dbffile
double scale - Maßstab, für den die Generalisierung erfolgen soll
String alg - Algorithmus für die Vereinfachung wählen: „dp“ für 
  Douglas-Peucker oder „v“ für Visvalingam
int minPointsToSimplify - Mindestanzahl von Punkten einer Linie, damit diese 
  vereinfacht wird
int tolVR - Toleranz für die Stützpunktreduzierung
  = Parameter für vertexReduction()
int tol - Toleranz für die Vereinfachung = Parameter für
  simplifiySubShape()
Rückgabe: - keine, die Funktion ist void
Die Funktion simplifyShapeFile() kann in ein JAVA-Applet oder eine JAVA-Applikation ein-
gebunden werden. Sie ermöglicht es, Polylinien oder Polygone aus einem entsprechenden Sha-
pefile1 zu lesen und in einem zweistufigen Prozess zu vereinfachen. Im ersten Schritt werden
die Stützpunkte durch die Methode vertexReduction() verringert, wobei die minimale Stütz-
punktdichte vorgegeben wird. Im zweiten Schritt geschieht die eigentliche Vereinfachung mit
einstellbarem Grad anhand der zwei wählbaren Algorithmen. Eine anschließende Glättung ist
optional. Das Ergebnis wird wieder in einem Shapefile gespeichert. Die Koordinatengenauig-
keit ist abhängig vom gewählten Maßstab. Für das Lesen und Schreiben von Shapefiles wer-
den Import- und Exportklassen der mapChart GmbH benutzt. Bei der Vereinfachung von
Polygonen werden keine Nachbarschaftsbeziehungen zu etwaig angrenzenden Polygonen be-
achtet.
4.1.2 JAVA-Methode showSimplified()
String shp - Pfad zum Shapefile
1 Geografische Koordinaten im System WGS84 vorausgesetzt
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String dbf - Pfad zum dbffile
double scale - Maßstab, für den die Generalisierung erfolgen soll
int x - Größe des Grafikausgabefensters in x-Richtung
int y - Größe des Grafikausgabefensters in y-Richtung
String alg - Algorithmus für die Vereinfachung wählen: „dp“ für 
  Douglas-Peucker oder „v“ für Visvalingam
int minPointsToSimplify - Mindestanzahl von Punkten einer Linie, damit diese 
  vereinfacht wird
int tolVR - Toleranz für die Stützpunktreduzierung
  = Parameter für vertexReduction()
int tol - Toleranz für die Vereinfachung = Parameter für
  simplfiySubShape()
Graphics g - Objekt für die Grafikausgabe
Rückgabe: - keine, die Funktion ist void
Die Methode showSimplified() ist die „Partnermethode“ von simplifyShapeFile(). Sie hat die
gleiche Funktionalität, unterstützt jedoch die grafische Ausgabe des Ergebnisses anstatt des
Schreiben eines Shapefiles. Abb. 4.1 zeigt schematisch die Funktionsweise der beiden Metho-
den.
Die Projektion der im WGS84-System vorliegenden geografischen Koordinaten ist  für die
Funktion der Linienvereinfachungsalgorithmen unabdingbar. Es wird die, wenn auch veralte-
te, mathematisch aber leicht zu beherrschende Soldner-Projektion gewählt. Eine aufwändigere
Projektion, wie z. B. Gauß-Krüger oder UTM, würde für die Linienvereinfachung keine neuen
Erkenntnisse liefern.
4.1.3 Stützpunktreduzierung – JAVA-Methode vertexReduction()
Parameter
int[] xOriginal - Array mit den originalen x-Koordinatenwerten
Abb. 4.1: Flussdiagramm der Methoden showSimplified() und
simplifyShapeFile()
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int[] yOriginal - Array mit den originalen y-Koordinatenwerten
int offset - Stelle in den Original-Arrays, an denen die erste 
  Koordinate zu finden ist
int length - Anzahl der Koordinaten
int[] xBuffer - Array für die reduzierten x-Koordinatenwerte
int[] yBuffer - Array für die reduzierten y-Koordinatenwerte
int tolVR - Toleranzparameter, minimaler Abstand zweier benachbarter 
  Punkte
Rückgabe: - Anzahl der verbliebenen Koordinaten
Die Methode vertexReduction() wurde unter Verwendung der Dokumentation nach [Sunday
2004] programmiert. Eine ähnliche Funktion war im mapChart-System bereits integriert, je-
doch wurde diese Methode für die Testumgebung benötigt.
Die Funktion wird vorwiegend genutzt, um Geometriedaten von der Ausgangsauflösung auf
die  für  den gewählten Maßstab  nötige  Auflösung herunterzurechnen.  Überflüssige  Punkte
werden dabei entfernt, was große, vor allem Zeitvorteile bei weiteren Vereinfachungsalgorith-
men und bei der Darstellung am Monitor bringt. Als Parameter wird der minimale Abstand
zwischen zwei  benachbarten  darzustellenden  Punkten  vorgegeben,  wobei  mit  einem Bild-
schirmpunkt (1px) als Standardeinstellung die Minimalvereinfachung erzielt  wird.  Natürlich
kann auch ein größerer Parameter verwendet werden, wenn die Punktmenge etwas mehr ver-
ringert werden soll. Dabei muss allerdings beachtet werden, dass dieser Algorithmus, im Ge-
gensatz zu den anderen Linienvereinfachungsalgorithmen, nicht auf markante Punkte achtet
und somit zu einem Abschleifen selbiger führen kann.
4.1.4 Polylinienvereinfachung nach Douglas-Peucker – JAVA-Methode
simplifySubShape(„dp“)
Parameter
String alg - String zum Wählen des Algorithmus „dp“ oder „v“
int[] xOriginal - Array mit den originalen x-Koordinaten
int[] yOriginal - Array mit den originalen y-Koordinaten
int offset - Stelle in den Original-Arrays, an denen die erste 
  Koordinate zu finden ist
int length - Anzahl der Koordinaten
int minPointsToSimplify
- Punktanzahl, die eine Linie mindestens haben muss, um 
  vereinfacht zu werden
int tolVR - Toleranzparameter, minimaler Abstand zweier benachbarter 
  Punkte
int tol - Douglas-Peucker-Toleranz oder Visvalingam-Toleranz
Rückgabe: - Zweidimensionales Array mit vereinfachten Koordinaten 
  (int[][])
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SimplifySubShape()1 ist die Methode, die die eigentliche Liniengeneralisierung nach dem Dou-
glas-Peucker- oder nach dem Visvalingam-Algorithmus durchführt. Sie ist so programmiert,
dass sie auch problemlos für mapChart-Karten verwendet werden kann.
Noch vor der Vereinfachung nach einer der beiden Methoden wird der Datensatz durch die
Funktion vertexReduction() auf die für den gewählten Maßstab benötigte Auflösung herunter
gerechnet. Abb. 4.2 zeigt den prinzipiellen Ablauf der Funktion:
Der Grundsatz, dass „Linienabschnitt[e], die in einem Zuge und unter Anwendung eines Ver-
fahrens formvereinfacht werden soll[en]“ (Kap. 3.2.2), als ein Objekt betrachtet werden, kann
dabei am besten eingehalten werden, wenn ein Shape eines zusammenhängenden Linienzuges
oder eines Polygons aus möglichst wenig Teillinien bzw. Subshapes besteht. Hierfür ist die
Datenqualität maßgebend.
In die Methode wurde ein Parameter eingebaut, durch den die Möglichkeit besteht, die Minde-
stanzahl von Punkten, die eine Polylinie oder ein Polygon haben muss, um vereinfacht zu wer-
den, vorzugeben. Damit besteht die Möglichkeit Linien mit wenigen Punkten, bei denen die
Generalisierung keinen nennenswerten Erfolg hätte von dieser auszuschließen und somit Zeit
zu sparen.
Ist „dp“, also Douglas-Peucker, gewählt, so ergibt sich die maximale Lageabweichung verein-
fachter Punkte zu nicht vereinfachten direkt aus dem Parameter tol. In diesem Zweig wird die
Methode findSplit() aufgerufen, die rekursiv arbeitet. Die Polylinie oder das Polygon wird am
weitest entfernten Punkt von der Verbindungslinie aus Anfangspunkt  i  und Endpunkt  j
geteilt und die zwei entstehenden Linienabschnitte werden wiederum neu untersucht, solange
bis Linienabschnitte entstehen, die kürzer als zwei Punkte sind oder bei denen der weitest ent-
1 Der Begriff „Subshape“ stammt aus der Spezifikation der ESRI Shapefiles. Ein Subshape
kann ein geschlossenes Polygon oder eine Polylinie mit mindestens zwei Punkten sein.
Beliebig viele Subshapes bilden ein Shape, welches im Shapefile gespeichert wird.
Abb. 4.2: Flussdiagramm für die Methode simplifySubShape()
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fernte Punkt weniger als die vorgegebene Tole-
ranz entfernt ist. Abb. 4.3 zeigt den Algorithmus
in der standardmäßigen Implementierung.
Diese Variante hat jedoch noch einige Nachteile.
So sind Bruch- und insbesondere Wurzelberech-
nungen  sehr  zeitaufwändig  und  können  mittels
geschicktem Umstellen sowie durch Quadrieren
der  ganzen  Gleichung  wegfallen.  Dabei  kann
auch  folgende  mathematische  Eigenschaft  ge-
nutzt werden:
Wenn ab dann a2b2 ; für a ,b0
Des weiteren könnten die Teile der Streckenbe-
rechnung, die unabhängig von der Schleife sind, vor der Schleife durchführt werden. Ein letz-
ter Nachteil ist, dass die Berechnung von dist  für Polygone mit identischem Anfangs- und
Endpunkt nicht möglich ist, weil eine Di-
vision durch 0  entstehen würde.  Deswe-
gen wurde eine modifizierte Variante des
Douglas-Peucker-Algorithmus  entwickelt
und implementiert:
Abb.  4.4 zeigt  die  modifizierte  Variante,
mit der auch Polygone bearbeitet werden
können.  Nach  dem  ersten  Rekursions-
schritt  entsteht  eine  Polylinie  vom  An-
fangspunkt bis zum Punkt vor dem End-
punkt  des  Polygons,  welche  dann  ganz
normal weiter vereinfacht werden kann.
4.1.5 Polylinienvereinfachung nach Visvalingam – JAVA-Methode
simplifySubShape(„v“)
Im „v“-Zweig der Methode simplifySubShape() wird die Funktion simplifyV() aufgerufen (vgl.
Abb.  4.1),  welche die  Liniengeneralisierung nach dem Visvalingam-Algorithmus berechnet.
Der Parameter tol der Methode simplifySubShape() gibt hier die maximale Fläche eines Drei-
ecks, das durch einen zu eliminierenden Punkt und seine zwei Nachbarn aufgespannt werden
darf, vor. Für die Berechnung der Dreiecksflächen wird das Vektorprodukt benutzt (vgl. Abb.
4.7)
Abb. 4.4: Modifizierte Douglas-Peucker-Variante
findSplit  x [ ] , y[ ] , i , j ,tolDP2 ,mk [ ]
set dist=0
set distTemp=0
temp= x[ i ]−x [ j]
2 y [ i]− y[ j]
2
for k=i1to j−1do
dist2=∣
1 x [i ] y [ i ]
1 x [ j ] y [ j]
1 x [k] y [k ]∣
if dist 2≥distTemp and dist 2≥temp∗tolDP2then
set distTemp=dist2
set f =k
set mk [ f ]=1
if  f −i1then
findSplit x [ ] , y [ ] ,i , f , tolDP2 ,mk [ ]
if  j− f 1then
findSplit x [ ] , y [ ] , f , j ,tolDP2 ,mk [ ]
Abb. 4.3: Standardvariante nach Douglas-
Peucker
findSplit  x [ ] , y[ ] , i , j ,tolDP ,mk [ ] 
set dist=0
set distTemp=0
for k=i1to j−1do
dist=
∣∣
1 x[ i ] y[i ]
1 x[ j ] y[ j]
1 x [k ] y[k ]∣∣
  x[i ]−x[ j ]2 y[ i ]− y[ j ]2
if dist≥distTemp and dist≥tolDP then
set distTemp=dist
set f =k
set mk [ f ]=1
if  f −i1then
findSplit x [ ] , y [ ] ,i , f , tolDP ,mk [ ]
if  j− f 1then
findSplit x [ ] , y [ ] , f , j ,tolDP ,mk [ ]
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Wie man sieht, entstehen durch drei Punkte  i ,
j  und k  zwei Vektoren a  und b , die ein
Parallelogramm aufspannen,  dessen  Fläche  mit
dem Vektorprodukt berechnet werden kann. Die
halbe  Fläche  dieses  Parallelogramms  entspricht
der Fläche des für den Visvalingam-Algorithmus
verwendeten Dreiecks.
Abb.  4.6 zeigt  wie  der  Algorithmus  implemen-
tiert wurde. Zu Beginn werden alle Flächen ein-
mal berechnet. Anschließend werden iterativ
die Punkte gelöscht bzw. in einem Array als
zu löschende Punkte markiert, deren zugehö-
rige Flächen kleiner als der Toleranzwert sind.
Für die beiden Nachbarpunkte eines solchen
Punktes müssen die Flächen aktuali-
siert werden.
Der Algorithmus nach Visvalingam
ist ohne Einschränkungen auch auf
Polygone anwendbar.
4.1.6 Polylinienglättung nach Schwarzbach – JAVA-Methode
flattenSubShape()
Parameter
int[] xOriginal - Array mit den originalen x-Koordinatenwerten
int[] yOriginal - Array mit den originalen y-Koordinatenwerten
boolean[] flattenPoint - Array mit Wahrheitswerten. Bestimmte Punkte explizit 
  von der Filterung ausschließen
int offset - Stelle in den Original-Arrays, an denen die erste
  Koordinate zu finden ist
int length - Anzahl der Koordinaten
Rückgabe: - Zweidimensionales Array mit vereinfachten Koordinaten
  (int[][])
Abb. 4.6: Berechnung des Vektorproduktes
a=j−i 
b=k−i 
a×b=ax⋅b y−a y⋅b x
a×b=x j−x i⋅ y k− y i− y j− y i⋅x k−x i
Abb. 4.7: Implementierung des Visvalingam-Algorithmus
simplifyV  x [ ] , y [ ] , n ,mk [ ] , tolV 
for i=1to n−1do
calculate area= xi−1−x i⋅ yi1−y i− y i−1− yi⋅ x i1−x i
if area=0
set mk [i ]=1
while toltolV
for i=1to n−1 do
if areatolTemp
set mk [i ]=1
calculate area i−1 
calculate area i1 
set i=i−1
set tol=tol1
Abb. 4.5: Skizze Vektorprodukt
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In der Methode flattenSubShape() ist einer der in Kap. 3.5 vorgestellten mathematischen Filter
zur Linienglättung implementiert. Für die Glättung wurde eine Gewichtsfunktion mit Restau-
rationswirkung gewählt, um nicht bloß zu glätten, sondern auch markante Bögen zu betonen.
Streng genommen kann diese Filterung, wie von [Schwarzbach 1995] betont, nur auf Linien
mit  äquidistanten Punktabständen angewendet werden. Da die Punktabstände in mapChart-
Karten bei kleinen Maßstäben (bis ca. 1:500.000) jedoch im Bereich zwischen 1 px und 5 px
liegen und nur wenig variieren, kann die Äquidistanz-Bedingung für kleinmaßstäbige Karten-
darstellungen als erfüllt angesehen werden.
Als Gewichtsfunktion kommt folgende, schon in Kap. 3.5 genannte Funktion, zum Einsatz:
g k =18 {−1 ; 2 ;6 ; 2 ;−1}
Für die Anfangs- und Endpunkte von Polylinien oder Polygonen, die als Zwangspunkte ange-
sehen werden, wird die Filterung in einem Übergangsbereich angepasst:
∣
g k 0
g k 1
g k 2
g k k
∣=18∣
0 ;0 ;8 ;0 ;0
−1
3 ;
2
3 ;6
2
3 ;
2
3 ;−
1
3
−2
3 ;
4
3 ;7
1
3 ;
4
3 ;−
2
3
−1 ; 2 ;6 ; 2 ;−1
∣
Die Berechnung neuer Koordinaten geschieht folgendermaßen:
x flat , i=
1
8 −1∗xi−22∗x i−16∗x i2∗x i1−1∗x i2
y flat ,i=
1
8 −1∗y i−22∗y i−16∗y i2∗y i1−1∗y i2
Die in [Schwarzbach 1995] angeratene Bestimmung gewundener und polygonaler Abschnitte
im Vorausgang der Filterung ist in dieser Funktion mangels Zeit nicht implementiert worden.
Dies stellt einen Schwachpunkt dar, denn wie in Kap. 3.2.1 erläutert ist die Unterscheidung
polygonaler und gewundener Linienabschnitte gerade bei der Linienglättung von Bedeutung.
Nichtsdestotrotz kann die Funktion für Tests an den im kleinmaßstäbigen Bereich doch über-
wiegend auftretenden gewundenen Linien eingesetzt werden.
4.2 Topologische Modellierung von Geoobjekten
4.2.1 Warum topologische Modellierung ?
Im Kapitel 3.2.4. wurde die Bedeutung der topologischen Modellierung von Geodaten erläu-
tert. Insbesondere für die Aufgabe der Vereinfachung von Polygonnetzen ist herausgearbeitet
worden, dass „die Formvereinfachung eines Objektes“, z. B. die Grenze eines Bundeslandes,
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„die Formvereinfachung eines anderen Objektes“, z. B. die Grenze eines benachbarten Bun-
deslandes  „im entsprechenden Abschnitt mit sich bringen“ muss. Dies kann nur funktionie-
ren, wenn topologische Informationen vorhanden sind. Diese sind aber in den Ausgangsdaten
(Shape-Format) nicht enthalten und müssen somit zunächst hergestellt werden.
Abb.  4.8 verdeutlicht,  wie sich die Nichtbeachtung der Netztopologie bei Anwendung der
normalen  Vereinfachungsalgorithmen  nach  Douglas-Peucker  oder  Visvalingam bei  starker
Stützpunktreduzierung auswirkt.
[de Lange 2002] beschreibt, wie Daten strukturiert werden müssen, um topologische Bezie-
hungen erhalten zu können. Das Prinzip ist Grundlage des entwickelten Algorithmus für die
Vereinfachung von Polygonnetzen und soll im folgenden dargestellt werden.
Abb. 4.8: Starke Polygonnetzvereinfachung ohne Beachtung der
Topologie
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4.2.2 Knoten-Kanten-Topologie
Die in der Arbeit verwendeten Daten aus Shapefiles sind in einem „Vektormodell“ definiert,
d. h. die Geometrie von Geoobjekten wird durch „Koordinaten auf der Basis eines eindeuti-
gen räumlichen Bezugssystems angegeben.“ [de Lange 2002] Die Koordinaten kennzeichnen
zunächst nur einzelne Punkte ohne weitere geometrische Information. Sollen linien- oder flä-
chenhafte Strukturen erzeugt werden, so müssen diese aus Punkten und Vektoren aufgebaut
und die zusätzlichen Informationen explizit gespeichert werden.
Abb. 4.9 verdeutlicht den Sachverhalt. Dargestellt sind Geoobjekte der „realen“ (Karten-)Welt
und deren geometrische Modellierung im Vektormodell.
Punkt 1 (75,250)
Punkt 2 (50,200)
Punkt 3 (100,200)
Linie 1 (250,175)(300,175)(300,200)(350,200)(350,100)
Linie 2 (250,175)(200,175)(200,150)(100,150)
Linie 3 (100,150)(50,150)(50,50)(250,50)
.
.
.
.
.
.
Tab. 4.1: Darstellung der Geometrie von Objekten durch Koordinatenfolgen, [de Lange 2002]
Aus topologischer Sicht verändert sich die Begriffswelt:
Der Raumbezug tritt in den Hintergrund und Punkte, Linien sowie Flächen werden zu Kno-
ten, Kanten und Polygonen. Ein Knoten ist dabei Anfangs- oder Endpunkt einer Kante und
Abb. 4.9: Geoobjekte in der Karte und im Vektormodell, [de Lange 2002]
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weiterhin auch möglicher Treffpunkt mehrerer Kanten. Eine Kante verbindet verbindet zwei
benachbarte Knoten, wobei es nicht von Interesse ist, wie viele Stützpunkte zwischen den bei-
den Knoten liegen. Polygone werden aus der Folge ihrer Kanten aufgebaut, wobei die exakte
Geometrieinformation für das topologische Modell ebenfalls unwichtig ist.
Kante Von Knoten Zu Knoten Polygon links Polygon rechts
1 1 4 1 2
2 1 2 3 1
3 2 3 5 1
4 3 4 4 1
5 1 5 2 3
6 5 6 4 3
7 2 6 3 5
8 3 6 5 4
9 4 5 4 2
Tab. 4.2: Knoten-Kanten-Modell für die Objekte aus Abb. 4.10, [de Lange 2002]
Polygon Kanten
2 -1, 5, -9
3 2, 7, -6, -5
4 9, 6, -8, 4
5 3, 8, -7
Tab. 4.3: Polygon-Kanten-Modell für die Objekte aus Abb. 4.10, [de Lange 2002]
Abb. 4.10: Topologisches Modell der Objekte aus Abb. 4.9, [de Lange
2002]
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Innenkanten treten im Polygon-Kanten-Modell mit der Orientierung entsprechendem Vorzei-
chen zweimal auf, Außenkanten nur einmal. Wichtige Voraussetzung für die Konsistenz in to-
pologischen Modellen ist  die  Identität  des  Anfangs- und Endknotens zweier benachbarter
Kanten.
4.2.3 Topologisches Modell im Algorithmus Netzvereinfachung
Das im vorangegangenen Abschnitt vorgestellte topologische Modell liegt der GIS-Software
Arc/Info und dem benutzten Dateiformat „coverage“ zugrunde. Dieses Modell ist für die to-
pologische Strukturierung von Geodaten sehr gut geeignet, jedoch wurden für den Algorith-
mus Netzvereinfachung begründete Änderungen an diesem Modell vorgenommen.
Zunächst muss gesagt werden, dass die Datenmodellierung für die Netzvereinfachung nicht
das Ziel hat, topologische Eigenschaften der Geoobjekte abzufragen, weswegen zum Beispiel
bei der Kantenmodellierung auf die explizite Angabe von linkem und rechtem Polygon ver-
zichtet werden kann. Es wird jedoch für jede Kante abgelegt, welche 2 Polygone die jeweilige
Kante beinhalten. Des weiteren werden für die Kanten keine IDs geführt, da die Information
über die Zugehörigkeit  einer Kante zu einem Polygon auch direkt über die Relationen im
Knoten-Kanten-Modell und die Information über die Reihenfolge der Kanten durch Sortie-
rung nach aufsteigenden Anfangsknoten erlangt werden kann. Außerdem wird die Orientie-
rung der Kanten nicht mit gespeichert. Es wäre zwar möglich diese Information indirekt je-
weils durch Vertauschen von Anfangs- und Endknoten zu speichern, jedoch ist dies ebenfalls
nicht notwendig und für die Vereinfachung der einzelnen Kanten auch eher hinderlich, da die
Vereinfachungsalgorithmen nicht eindeutig arbeiten und unterschiedliche Ergebnisse hervor-
rufen, je nachdem in welcher Richtung die Kante vereinfacht wird. Die letzte Modifikation ge-
genüber dem im Kapitel 4.1.2. vorgestellten Modell ist, dass für alle Kanten eines Polygons
nicht nur die Knoten abgelegt werden, die das Polygon ursprünglich bilden, sondern auch die
entsprechenden Knoten der jeweils benachbarten Polygone.
Abb. 4.11 und Tab. 4.2 sollen die Datenstruktur verdeutlichen. Farbig dargestellt sind die drei
Innenkanten sowie die Außenkante des Polygons 44. In Tab.  4.2 ist die zugehörige Daten-
struktur aufgeführt.
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Von Knoten
im Polygon i
Zu Knoten
im Polygon i
Von Knoten
im Polygon j
Zu Knoten
im Polygon j
i j
405 490 86 169 43 44
1334 172 169 348 42 44
348 1131 862 1645 44 46
1131 86 1131 86 44 44
Tab. 4.4: Datenstruktur für das Polygon 44
Die Modellierung der Außenkanten (i = 44, j = 44) ist aus topologischer Sicht nicht korrekt,
da sich auf einer Seite der Außenkante das Polygon 44 und auf der anderen Seite das Äußere,
also gar kein Polygon befindet. Das Ablegen der Knoten in dieser Art und Weise brachte je-
doch für die Programmierung kleinere Vorteile.
Abb. 4.11: Knoten-Kanten-Topologie und zugehörige Polygone
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4.3 Algorithmus Netzvereinfachung – JAVA-Methode
simplifyPolygonMeshShapefile()
4.4 Überblick
Wie in den Kapiteln 3.3.7 und 3.10 erläutert sind die topologischen Konflikte ausgehend von
den Relationen „Linie zu Linie“ und „Punkt zu Linie“ im mapChart-GIS von untergeordneter
Bedeutung.  Anders  verhält  es sich jedoch bei  Polygonnetzen,  weshalb für deren Vereinfa-
chung ein neuer Algorithmus entwickelt wurde, welcher im folgenden Abschnitt vorgestellt
werden soll.
Parameter
String shp - Pfad zum Shapefile
String dbf - Pfad zum dbffile
double scale - Maßstab, für den die Generalisierung erfolgen soll
String alg - Algorithmus für die Vereinfachung wählen: „dp“ für
  Douglas-Peucker oder „v“ für Visvalingam
int tolVR - Toleranz für Stützpunktreduzierung
int tol - Toleranz für die Vereinfachung
Rückgabe: - keine, die Funktion ist void
Die Funktion simplifyPolygonMeshShapeFile() kann in ein JAVA-Applet oder eine JAVA-Ap-
plikation eingebunden werden.  Sie  ermöglicht es,  Polygonnetze aus einem entsprechenden
Shapefile1 zu lesen und mit einstellbarem Grad sowie zwei wählbaren Algorithmen unter Be-
achtung der inneren Netztopologie zu vereinfachen und anschließend wieder in ein Shapefile
zu speichern. Die Partnermethode showSimplifiedMesh() hat die gleiche Funktionalität, gibt
das Ergebnis jedoch grafisch aus, ohne ein Shapefile zu schreiben. Die Koordinatengenauig-
keit ist abhängig vom gewählten Maßstab. Datenimport und -export geschehen mittels Klas-
sen der mapChart GmbH.
Der implementierte Algorithmus für die Vereinfachung von Polygonnetzen soll im folgenden
erläutert werden. Die Methode besteht aus dieser Schrittfolge:
1 Geografische Koordinaten vorausgesetzt
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Algorithmus-Schritt Methode
1. Vorvereinfachung entsprechend
des gewählten Maßstabes
Datenimport vertexReduction()
2. Untersuche alle Polygone auf
gemeinsame Kanten mit anderen
Polygonen
3. Speichere gemeinsame Kanten
von 2 Polygonen topologisch
strukturiert ab.
splitPolygons()
commonEdges()
4. Füge die fehlenden
Außenkanten hinzu
5. Vereinfache Polylinien
kantenweise
6. Füge die Polygone wieder
zusammen.
simplifyAndMerge()
simplifySubShape
(„dp“/„v“)
optional:
flattenSubShape()
7. Shapefile schreiben /
grafische Ausgabe
writeShapeFile()
Die einzelnen Schritte sollen im folgenden noch näher beschrieben werden.
4.4.1 Vorvereinfachung entsprechend eines gewählten Maßstabes
Das  Aufsuchen  gemeinsamer  Kanten  zweier  Polygone  in  Schritt  2  hat  die  Komplexität
Omn ( m ,n :  Polygonpunktanzahl),  weshalb große Zeiteinsparungen zu erreichen sind,
wenn die Anzahl der Polygonpunkte bereits vor diesem Schritt mit der Methode vertexReduc-
tion() verringert wird. Dafür wird ein Maßstab als Parameter vorgegeben und Punkte, die bei
diesem Maßstab näher beieinander liegen als 1px,  werden entfernt.  Weitere Ausführungen
zum Erfolg dieser Vorgehensweise folgen im Kapitel 5.1.
4.4.2 Suche gemeinsamer Kanten
Prinzipiell müssten alle Kombinationen von Polygonen auf das Vorhandensein gemeinsamer
Kanten geprüft werden. Das umschließende Rechteck1 verschafft hier jedoch Abhilfe. Es ist
mit geringem Aufwand zu bestimmen und mit dieser Information müssen nur noch Kombi-
nationen von Polygonen untersucht werden, deren umschließende Rechtecke sich überlagern.
Des weiteren muss ein Polygon nicht mit sich selbst untersucht werden und bestimmte Poly-
gonkombinationen, für die schon Kanten gefunden wurden, müssen nur einmal geprüft wer-
1 Englisch: Bounding Box
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den. Damit ergibt sich eine beträchtliche Reduzierung der nach gemeinsamen Kanten zu un-
tersuchenden Kombinationen von Polygonen:
Datensatz Polygone der
Bundesländer
Deutschlands
Datensatz PLZ-Gebiete
Sachsens
Gesamtanzahl Polygone 61 469
Alle zu untersuchende
Kombinationen
3721 219961
Nur Kombinationen mit
Überlappung der Bounding
Box
249 3661
Überlappung Bounding Box
und keine doppelte Suche
209 2455
Überlappung, keine doppelte
Suche und Polygone nicht mit
sich selbst prüfen.
148 1986
Tab. 4.5: Verbesserung der Suchstrategie für das Auffinden gemeinsamer Kanten
Man sieht leicht, dass die Verwendung des Suchmechanismus umschließendes Rechteck die
größter Verringerung der notwendigen Berechnungen bringt. Abb. 4.12 zeigt ein Polygon mit
seiner Bounding Box und Polygone, deren Bounding Box mit dieser überlappen.
Das eigentliche Auffinden der Knotenpunkte gemeinsamer Kanten erledigt dann die Funktion
commonEdges(),  was  der  aufwändigste  Teil  des  Algorithmus  ist.  Es  werden  in  zwei  ver-
schachtelten Schleifen alle Punkte des einen Polygons mit allen Punkten des anderen Polygons
Abb. 4.12: Überlappende Bounding
Boxes unterschiedlicher Polygone Abb. 4.13: Methode
commonEdges(): gemeinsame
Kanten der Polygone 0 und
21
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auf Einhaltung eines minimalen Abstandes geprüft. Während der Arbeit stellte sich heraus,
das der Algorithmus Netzvereinfachung am zuverlässigsten arbeitet, wenn dieser Abstand auf
null gesetzt wird, was natürlich eine entsprechend gute Datenqualität voraussetzt. Bei der Pro-
grammierung  der  Funktion commonEdges()  musste  beachtet  werden,  dass  zwei  Polygone
auch mehrere gemeinsame Kanten haben können (vgl. Abb. 4.13).
4.4.3 Topologisch strukturiertes Speichern der Kanten
Im nächsten Schritt des Algorithmus werden alle Kanten in der Struktur, wie sie in Kap. 4.1.3
beschrieben ist,  abgelegt.  Die Geometrie  gemeinsamer Kanten liegt zunächst zweimal  vor.
Diese sind jedoch selbst bei guter Datenqualität nicht notwendigerweise identisch und erzeu-
gen somit unterschiedliche Ergebnisse während der Vereinfachung.
Deshalb ist es wichtig, dass von diesen zwei Geometrien für die weitere Vereinfachung und
das Wiederzusammenfügen zu Polygonen nur eine von beiden gewählt wird. Die für die Ver-
einfachung zu verwendete Geometrie wird dabei aus den Informationen von Spalte 1, 2 und 5
der Tab. 4.4 abgeleitet. Die Knoten des jeweils benachbarten Polygons werden mitgeführt, da-
mit später von jedem Polygon dessen ursprüngliche Knotenindizes vorliegen und somit alle
Polygone anhand aufsteigender Knotenindizes wieder im ursprünglichen Umlaufsinn zusam-
mengesetzt werden können.
4.4.4 Hinzufügen der Außenkanten
Abb.  4.14 zeigt  das  Ergebnis,  das  vor-
liegt,  nachdem  alle  Polygone  nach  ge-
meinsamen Kanten untersucht wurden.
Die  Suche  nach  gemeinsamen  Kanten
berücksichtigt  bereits  Inseln,  die  über-
haupt keine gemeinsame Kanten mit ei-
nem anderen Polygon haben. Unberück-
sichtigt bleiben jedoch die Außenkanten,
die nun noch für jedes Polygon hinzuge-
fügt werden müssen, wofür in die Folge
der  Kanten  eine  neue  Kante  eingefügt
wird,  falls  der  Endknoten  einer  Kante
nicht mit dem Anfangsknoten der nächs-
ten übereinstimmt.
Abb. 4.14: Alle gemeinsamen Kanten und Inseln
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Anfangsknoten Endknoten
210 634
634 764
917 1240
1513 210
Tab. 4.6: Ergebnis der Methode commonEdges()
Anfangsknoten Endknoten
210 634
634 764
764 917
917 1240
1240 1513
1513 210
Tab. 4.7: Eingefügte Kanten
Abb. 4.15 verdeutlicht den Vorgang. Links: bevor die Außenkanten hinzufügt wurden, rechts:
danach.
4.4.5 Kantenweise Vereinfachung
Nachdem die vorhergehenden Schritte erledigt sind, liegt jede Kante des Polygonnetzes genau
einmal vor und kann mit den bekannten Algorithmen für die Polylinienvereinfachung (vgl.
Kapitel 4.1) vereinfacht werden, ohne dass sich die Topologie des Netzes verändert.
4.4.6 Echtzeitfähigkeit
Der Algorithmus Netzvereinfachung ist für Anwendungen, die in Echtzeit laufen sollen, nicht
geeignet. Die Suche nach gemeinsamen Kanten (Methode commonEdges()) wird schon für
wenige Polygone sehr rechenaufwändig. Eine Überschlagsrechnung soll dies verdeutlichen:
Angenommen, es liegt ein kleines Netz mit 20 Polygonen, wobei jedes ca. 2000 Punkte hat,
vor. Um alle Kanten zu finden, müssen ca. 100 Kombinationen von Polygonen untersucht
werden. Für eine Kombination von 2 Polygonen müssen, da alle Punkte mit allen Punkten
verglichen  werden  müssen  und  ein  Vergleich  vier  Rechenschritte  umfasst,
2000∗2000∗4=16 Mio.  Berechnungen durchgeführt werden. Dieser Vorgang wird 100 mal
Abb. 4.15: Hinzufügen der Außenkanten
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wiederholt,  womit sich 1,6 Mrd.  Rechenschritte  ergeben, was bei einem Prozessor mit 1,6
GHz genau 1 Sekunde dauert und damit zu langsam ist.
Des weiteren zeigte sich beim Testen mit großen Polygonnetzen, dass auch der Arbeitsspei-
cher bisweilen nicht genügt, um alle Informationen, die während der Bearbeitung entstehen,
aufzunehmen. Aus diesem Grund wurde noch eine Version programmiert, die Daten tempo-
rär auf der Festplatte speichert, was den Arbeitsspeicher entlastet, jedoch zusätzliche Zeit be-
ansprucht.
Der Algorithmus ist also nur geeignet für Anwendungen, die nicht zeitkritisch sind. Eine Ver-
einfachung von Daten bevor sie in der Datenbank abgelegt werden ist jedoch denkbar und
empfehlenswert, genauso wie die Möglichkeit, die Vereinfachung von Shapefiles mit möglichst
geringem Informationsverlust  als  Dienstleistung anzubieten,  sowie  sie  für  weitere  innerbe-
triebliche Zwecke zu nutzen.
Eine  beträchtliche  Beschleunigung könnte  erreicht  werden,  wenn topologisch  strukturierte
Daten, z. B. im ESRI-Format coverage, vorliegen würden. Die Herstellung der Topologie zur
Laufzeit könnte entfallen und der Algorithmus würde dann ähnlich schnell laufen, wie bei der
bloßen Vereinfachung von Polylinien.
4.4.7 Einschränkungen
Der implementierte Algorithmus hat die Einschränkung, dass die Herstellung der Topologie
zur Laufzeit versagt, falls die Polygone zu klein sind bzw. aus zu wenig Punkten bestehen, um
die  Nachbarschaftsbeziehungen  untereinander  recherchieren  zu  können.  Sollten  beim Be-
trachten des Ergebnisses Fehler in den vereinfachten Polygonen festgestellt werden, so muss
für die Vereinfachung eine kleinere Maßstabszahl (Parameter scale) gewählt werden.
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5 Ergebnisse
In den folgenden Abschnitten werden die mit den implementierten Verfahren erreichbaren
geometrischen  Vereinfachungen  von  Kartenvektordaten  anhand  von  Testdatensätzen  de-
monstriert. Alle Tests, ausgenommen die Tests im mapChart-GIS, wurden auf einem AMD
Athlon XP(tm) 2000+ mit einer Taktrate von 1,67 GHz und 1 GByte RAM durchgeführt.
5.1 Linienvereinfachung
5.1.1 Stützpunktreduzierung – vertexReduction()
Für Testzwecke wurde die Methode auf drei verschiedene Datensätze1 angewendet, um diese
von ihrer Ausgangsauflösung auf die für eine Bildschirmdarstellung im Maßstab 1:1.000.000
nötige Auflösung herunterzurechnen. Dass diese Methode schnell  und effektiv auch große
Punktmengen verarbeitet und damit das Kriterium der Echtzeitfähigkeit erfüllt, soll Tab.  5.1
verdeutlichen. Die Zeitmessung erfolgte mit den durch JAVA zur Verfügung gestellten Me-
thoden, wobei der Mittelwert über mindestens zehn Messungen gebildet wurde.
Datensatz Punktmenge
Original
Parameter tolVR
(px)
Punktmenge
Reduziert
Zeit (ms)
Autobahnen
Sachsen
11044 1 3739 4
11044 5 767 4
11044 10 430 5
Bundesstraßen
Sachsen
110124 1 26194 12
110124 5 9932 12
110124 10 8565 12
Bundesländer
Deutschland
274057 1 82484 18
274057 5 12260 19
274057 10 5617 18
Tab. 5.1: Laufzeiten der Methode vertexReduction()
Wie man sieht, hängt die Laufzeit der Methode nur von der zu verarbeitenden Punktmenge
und nicht vom Parameter tolVR ab. Dabei ist ein linearer Anstieg der Zeit in Abhängigkeit
von der Punktmenge zu verzeichnen.
Wie bereits diskutiert bewirkt die Methode vertexReduction() eine maßstabsabhängige Verein-
fachung. Punkte, die im Zielmaßstab näher beieinander liegen als das kleinste darstellbare Ele-
1 Quelle: Teleatlas GmbH, 2005
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ment (1px1) und somit überflüssig sind, werden entfernt. Natürlich sinkt damit die geometri-
sche Genauigkeit der Polygonpunkte, wobei eine Genauigkeit von 0,26 mm  in der Karte und
von 0,26 mm∗Maßstabszahl  in der Natur in jedem Fall für eine Bildschirmkarte oder auch
für eine Papierkarte im gleichen Maßstab ausreichend ist.
Übrig bleibt nach der Anwendung dieser Methode also nur die im Zielmaßstab tatsächlich für
die Darstellung benötigte Punktmenge.
Tab.  5.2 zeigt,  wie  sich die  Stützpunktreduzierung für  2  Datensätze  bei  unterschiedlichen
Maßstäben auswirkt.
Maßstab Geometrische
Genauigkeit /
1px = 
Datensatz Bundesländer
Deutschlands
Datensatz PLZ-Gebiete
Sachsens
Punkte Punkte (%) Punkte Punkte (%)
1:1 2,6*10-3m 274.057 100 101.003 100
1:10.000 3m 273.673 100 100.893 100
1:100.000 26m 239.804 88 92.652 92
1:500.000 132m 114.360 42 61.001 60
1:1.000.000 265m 67.234 25 41.607 41
1:2.000.000 530m 36.509 13 24.827 25
Tab. 5.2: Stützpunktreduzierung für unterschiedliche Maßstäbe
Die unterschiedlichen prozentualen Reduzierungen der Stützpunktmenge ist mit verschiede-
nen Stützpunktdichten der Basisgeometrien zu erklären.
5.1.2 Polylinienvereinfachung nach Douglas-Peucker –
simplifySubShape(„dp“)
Auch für  diesen Algorithmus  wurden zur  Überprüfung  der  Echtzeitfähigkeit  Laufzeittests
durchgeführt. Dabei wurden wiederum drei verschiedene Datensätze verwendet, die mit der
Methode vertexReduction() auf eine reduzierte Punktmenge vorvereinfacht wurden. Der Maß-
stab für die Darstellung war dabei: 1:500.000.
1 1 px= 25.4
n dpi mm , für n=96 : 1 px=0,2646 mm
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Datensatz Reduzierte
Punktmenge
Punktmenge nach
Douglas-Peucker
% Parameter
tolDP (px)
Zeit
[ms]
Autobahnen
Sachsen
5.730 690 12 1 7
5.730 547 10 2 7
5.730 259 5 10 6
Bundesstraßen
Sachsen
39.332 11.353 29 1 40
39.332 9.867 25 2 36
39.332 8.342 21 10 33
Bundesländer
Deutschland
134.908 29.604 22 1 147
134.908 20.876 15 2 116
134.908 7.050 5 10 114
Tab. 5.3: Laufzeiten der Methode simplifySubShape(„dp“) in Testumgebung
Wie man sieht gibt es auch hier einen Anstieg der Laufzeit mit wachsender Punktmenge, wo-
bei dieser ebenfalls linear angenommen werden kann. Ein zusätzlicher Effekt ist, dass die Me-
thode mit steigender Toleranz (Parameter tolDP) schneller läuft, da der Algorithmus dann we-
niger Rekursionsschritte benötigt, bis das Abbruchkriterium erfüllt ist. Bei der Echtzeitfähig-
keit für sehr große zu verarbeitende Punktmengen müssen bei diesem Algorithmus Abstriche
gemacht werden. In diesem Fall muss abgewogen werden, ob der Vorteil, weniger Daten über-
tragen zu müssen den Nachteil des Mehrzeitaufwandes für den Algorithmus rechtfertigt, wo-
bei auch der zweite Vorteil, die mit der Douglas-Peucker-Vereinfachung erreichte geringe Ver-
besserung der Darstellungsqualität, mit in Betracht gezogen werden sollte.
Ein zweiter Test soll den Erfolg in Bezug auf die Verringerung der Stützpunktanzahl bei un-
terschiedlichen Maßstäben zeigen. Dafür wurde eine sehr kleine Toleranz von 1px für den
Douglas-Peucker-Algorithmus  gewählt,  bei  der  nur  kaum bemerkbare  Formveränderungen
der Linien auftreten. Wiederum wurden die Daten mit der Methode vertexReduction() vorver-
einfacht.
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Maßstab Originale
Punktmenge
Reduzierte
Punktmenge
% von
original
Vereinfachte
Punktmenge
% von
reduziert
% von
original
1:5.000.000 274.057 19.627 7 4.428 23 2
1:1.000.000 274.057 82.484 30 17.557 21 6
1:500.000 274.057 134.908 49 29.604 22 11
1:200.000 274.057 212.382 78 53.150 25 19
1:100.000 274.057 251.626 92 79.973 32 29
1:50.000 274.057 267.930 98 111.870 42 41
Tab. 5.4: Erfolg der Vereinfachung bei unterschiedlichen Maßstäben. tolVR=1, tolDP=1
Tab.  5.4 zeigt, dass bei kleinen Maßstäben bis ungefähr 1:200.000 mit der Douglas-Peucker-
Linienvereinfachung relativ unabhängig vom Maßstab die Punktmenge der schon mit vertex-
Reduction() vorvereinfachten Daten um 75 bis 80 % verringert wird und damit ein Einsatz für
Maßstäbe kleiner als 1:200.000 sinnvoll erscheint. Man erkennt weiterhin, dass die Vereinfa-
chungswirkung bei konstantem Parameter und größeren Maßstäben nachlässt, womit die Lini-
envereinfachung für Maßstäbe größer als 1:200.000 einen geringeren Erfolg erzielt und und
das Verhältnis Erfolg zu Aufwand schlechter wird.
5.1.3 Polylinienvereinfachung nach Visvalingam – simplifySubShape(„v“)
Zunächst wieder die Laufzeittests unter den gleichen Bedingungen wie bei Douglas-Peucker.
Zielmaßstab für die Vereinfachung: 1:500.000 und Vorvereinfachung mit der Methode vertex-
Reduction():
Abb. 5.1: Diagramm, Punktmengenreduzierung in % (Maßstab)
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Datensatz Reduzierte
Punktmenge
Punktmenge nach
Visvalingam
% Parameter
tolV (px)
Zeit
[ms]
Autobahnen
Sachsen
5730 3653 64 1 55
5730 1788 31 2 45
5730 620 11 10 40
Bundesstraßen
Sachsen
39332 26963 69 1 144
39332 15100 38 2 127
39332 9387 24 10 120
Bundesländer
Deutschland
134908 90749 67 1 721
134908 42417 31 2 1512
134908 14550 11 10 1840
Tab. 5.5: Laufzeiten der Methode simplifySubShape(„v“) in Testumgebung
Für kleine Punktmengen ist die Echtzeitfähigkeit auch bei diesem Algorithmus erfüllt. Überra-
schenderweise gibt es einen sprunghaften Anstieg der Laufzeiten für größere Punktmengen.
Eine genauere Untersuchung dieses Ergebnisses ergab, dass der Grund hierfür nicht so sehr in
der  Gesamtmenge der  Punkte  liegt,  sondern  darin,  dass  bei  dem Datensatz  Bundesländer
Deutschland, für den Maßstab 1:500.000 vorvereinfacht, einzelne Objekte sehr große Punkt-
mengen aufweisen und der Visvalingam-Algorithmus dadurch verlangsamt wird. Als kritischer
Wert, ab dem die Laufzeiten stark ansteigen, wurde in der Testumgebung 2000 für die Punkt-
menge von Einzelobjekten gefunden. Der Algorithmus hat die Eigenschaft viele kleine Objek-
te mit derselben Punktmenge schneller zu verarbeiten als wenige große.
Relativierend muss hier hinzugefügt werden, dass es während der Tests im mapChart-GIS kei-
ne Situationen gab, in denen dieser kritische Wert überschritten wurde und somit keine deutli-
chen Auswirkungen auf die Laufzeit des Algorithmus festzustellen waren.
Auch für den Visvalingam-Algorithmus wurde ein Test durchgeführt, um die Vereinfachungs-
wirkung bei unterschiedlichen Maßstäben zu beurteilen. Wie schon beim äquivalenten Test für
Douglas-Peucker wurden die Daten mit vertexReduction() vorvereinfacht und anschließend
mit dem Visvalingam-Algorithmus generalisiert. Der Parameter tolV wurde klein gewählt, so-
dass keine markanten Formveränderungen auftreten.
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Maßstab Originale
Punktmenge
Reduzierte
Punktmenge
% von
original
Vereinfachte
Punktmenge
% von
reduziert
% von
original
1:5.000.000 274.057 19.627 7 2.965 15 1
1:1.000.000 274.057 82.484 30 15.668 19 6
1:500.000 274.057 134.908 49 30.038 22 11
1:200.000 274.057 212.382 77 66.560 31 24
1:100.000 274.057 251.626 91 110.178 52 40
Tab. 5.6: Erfolg der Vereinfachung bei unterschiedlichen Maßstäben. tolVR=1, tolV=3
Tab. 5.6 zeigt, wie schon beim Douglas-Peucker-Algorithmus, eine maßstabsabhängige Ver-
ringerung der Punktmenge, wobei bis zu einem Maßstab von 1:200.000 Punktmengenverrin-
gerungen von 70 bis 85% erzielt werden. Bei größeren Maßstäben steht der Erfolg der Linien-
vereinfachung wiederum in einem ungünstigen Verhältnis zum Aufwand, der für sie getätigt
werden muss.
5.2 Tests in mapChart-Karten
Um die Eignung der Linienvereinfachungsalgorithmen für das mapChart-GIS zu testen und
eine günstige Parameterkonfiguration zu ermitteln, wurden die Algorithmen zur Verwendung
für die Kartendarstellung in das mapChart-GIS eingebaut und auf alle in den Karten verwen-
deten Polygone und Polylinien angewendet,  wobei  hier  auf  die  Implementierung der Lini-
englättung mittels flattenSubShape() aus technischen Gründen zunächst verzichtet wurde.
Es folgen tabellarische Übersichten zu den Testergebnissen. Zunächst wurde, um den Effekt
und die Laufzeit jedes einzelnen Algorithmus für sich beurteilen zu können, jeder der drei Pa-
rameter unabhängig voneinander verändert. Das Kartenbild oben links (Parameter dp, 1, 0)
entspricht der Originaldarstellung ohne Vereinfachung.
Abb. 5.2: Diagramm, Punktmengenreduzierung in % (Maßstab)
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Legende:
Algorithmus (D.-P. / Visvalingam), Toleranz für Stützpunktreduzierung (px), Toleranz für Algorithmus (px)
Punkte vor Vereinfachung Punkte nach Vereinfachung  %
Zeit für Vereinfachung Gesamtzeit Kartenerzeugung  %
Kartengröße vor Vereinfachung Kartengröße nach Vereinfachung  %
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dp, 1, 0 (entspricht original) dp, 1, 1 v, 1, 1
28401 28400 100 % 28401 5551 20 % 28401 15415 54 %
0 ms 60 ms 0 % 55 ms 112 ms 49 % 14 ms 73 ms 19 %
16427 Byte 16427 Byte 100 % 16427 Byte 8978 Byte 55 % 16427 Byte 14289 Byte 87 %
dp, 2, 0 dp, 1, 2 v, 1, 3
28401 7969 28 % 28401 3373 12 % 28401 7918 28 %
20 ms 85 ms 24 % 50 ms 110 ms 45 % 50 ms 110 ms 40 %
16427 Byte 10035 Byte 61 % 16427 Byte 7213 Byte 43 % 16427 Byte 8011 Byte 65 %
dp, 3, 0 dp, 1, 3 v, 1, 5
28401 4732 17 % 28401 2602 9 % 28401 3555 13 %
10 ms 75 ms 13 % 46 ms 105 ms 44 % 55 ms 112 ms 49 %
16427 Byte 6813 Byte 41 % 16427 Byte 6354 Byte 39 % 16427 Byte 7325 Byte 44 %
dp, 4, 0 dp, 1, 4 v, 1, 6
28401 3439 12 % 28401 2219 8 % 28401 3022 11 %
9 ms 68 ms 13 % 50 ms 104 ms 48 % 53 ms 121 ms 47 %
16427 Byte 8171 Byte 50 % 16427 Byte 5870 Byte 36 % 16427 Byte 6753 Byte 41 %
Tab. 5.7: Algorithmentests in mapChart (1)
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Folgende zwei Diagramme sollen die Ergebnisse veranschaulichen:
Um die nachfolgenden Erklärungen zu den einzelnen Testergebnissen besser nachvollziehen
können, ist in in Abb. 5.5 zunächst noch einmal die Originaldarstellung abgebildet.
In den Testergebnissen zeigt sich, dass die Methode vertexReduction() (linke Spalte, Tab. 5.7)
mit der geringsten Laufzeit eine Verringerung der Kartengröße (Byte) erreicht. Positiver Ne-
beneffekt dieser Methode ist  eine Glättung,  insbesondere der Küstenlinien.  Vgl.  Pos. 1 in
Abb. 5.6. Nachteilig wirkt sich aus, dass markante Konturen nicht überall erhalten bleiben.
Vgl. Pos. 2 in Abb 5.6. Wird der Parameter für die Stützpunktreduzierung auf 3 und mehr ge-
setzt, so kommt es zu dem Effekt, dass benachbarte Linien von Staatsgrenzen unterschiedlich
Abb. 5.3: Diagramm, Byte (Parameter)
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Abb. 5.4: Diagramm, Laufzeit (Parameter)
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Abb. 5.5: Vergrößerte Darstellung, original
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vereinfacht werden und somit unerwünschte Lücken in den Grenzverläufen entstehen. Vgl.
Pos. 3 in Abb. 5.6.
In der mittleren Spalte von Tab. 5.7 wurde nur der Parameter für die Douglas-Peucker-Linien-
vereinfachung verändert. Markante Konturpunkte bleiben hier besser erhalten (vgl. Pos. 1 in
Abb. 5.7), jedoch wirkt das Kartenbild sehr kantig. Vgl. u.a. Pos. 2 in Abb. 5.7. Wird der Para-
meter zu groß gewählt sind Lücken zwischen zwei benachbarten Grenzen möglich. Vgl. Pos. 3
in Abb. 5.7.
Dieser Effekt tritt beim Visvalingam-Algorithmus (rechte Spalte, Tab. 5.7) nicht auf. Hier ent-
steht ein glattes Kartenbild (vgl. u. a. Pos. 1 und 2 in Abb. 5.8), bei dem markante Konturen
Abb. 5.6: Vergrößerte Darstellung, Parameter dp, 4, 0
Abb. 5.7: Vergrößerte Darstellung, Parameter dp, 1, 4
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mehr betont sind als bei der bloßen Vereinfachung mit der Stützpunktreduzierung. Vgl. Pos. 1
in Abb. 5.8. Des weiteren treten weniger und kleinere Lücken zwischen benachbarten Grenzli-
nien auf (vgl. Pos. 4 in Abb. 5.8), als bei der gleich starken1 Vereinfachung mit vertexReducti-
on(). Außerdem hat der Visvalingam-Algorithmus die Eigenschaft kleine Objekte, wie z. B. In-
seln, bei entsprechend starker  Vereinfachung zu eliminieren.  Vgl.  Pos.  3 in Abb.  5.8.  Der
Nachteil dabei ist, dass die Laufzeit für die Kartenvereinfachung im Vergleich mit vertexRe-
duction() länger ist, jedoch ist die Echtzeitfähigkeit dennoch gegeben.
Um eine Entscheidung für eine einzusetzende Parameterkonfiguration zu treffen, sollen drei
Erfolg versprechende Einstellungen nochmals bei einer anderen Kartendarstellung in einem
größeren Maßstab getestet werden. Generalisiert wurden wiederum alle in der Karte darge-
stellten Polylinien und Polygone.
1 Gemeint ist die gleiche Verringerung der Kartengröße in Byte
Abb. 5.8: Vergrößerte Darstellung, Parameter v, 1, 6
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dp, 1, 1
8040 24492 33 %
47 ms 123 ms 38 %
31838 Byte 22924 Byte 72 %
v, 3, 0
10805 24492 44 %
27 ms 92 ms 29 %
31838 Byte 25761 Byte 81 %
v, 1, 4
9938 24492 41 %
39 ms 110 ms 35 %
31838 Byte 25453 Byte 80 %
Tab. 5.8: Algorithmentests in mapChart (2)
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Tab. 5.8 bestätigt die Ergebnisse aus Tab. 5.7: Steht die reine Laufzeit im Vordergrund, so ist
die Einstellung - v, 3, 0 - am besten geeignet. Jedoch werden mit den Parametern - v, 1, 4 -
und - dp, 1, 1 - bessere Darstellungsergebnisse erzielt. Weitere Tests, die hier jedoch nicht dar-
gestellt werden sollen, ergaben, dass mit der Einstellung - v, 1, 4 - im Durchschnitt bessere
Kartendarstellungen erzielt werden.
Abschließend soll ein Vereinfachungsalgorithmus mit einer Parametereinstellung in allen 14
Maßstabsebenen bzw. Zoomstufen der mapChart-Karten getestet werden, um die Abhängig-
keit der Ergebnisse der Liniengeneralisierung vom Maßstab zu zeigen. Dafür wird in einem
bestimmten Gebiet mit der Darstellung im größtmöglichen Maßstab begonnen und daraufhin
kontinuierlich herausgezoomt. Als Einstellung wurde - v, 1, 4 – gewählt.
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Zoomstufe Maßstab Kartengröße
unvereinfacht
(Byte)
Kartengröße
vereinfacht
(Byte)
Unvereinfacht -
vereinfacht
vereinfacht /
unvereinfacht
Punktmenge
unvereinfacht
Punktmenge
vereinfacht
vereinfacht /
unvereinfacht
Laufzeit
Vereinfachung
Laufzeit
gesamt
Vereinfachung 
/ gesamt
13 1:3.500 4230 Byte 4175 Byte 55 Byte 99 %
496 472 95 % 2 ms 36 ms 6 %
12 1:10.000 13672 Byte 13197 Byte 475 Byte 96 %
2337 1982 89 % 6 ms 55 ms 11 %
11 1:15.000 21930 Byte 21159 Byte 771 Byte 96 %
3957 3210 81 % 12 ms 111 ms 11 %
10 1:50.000 77060 Byte 71315 Byte 5745 Byte 93 %
20596 12300 60 % 65 ms 210 ms 31 %
9 1:90.000 202723 Byte 191594 Byte 11129 Byte 95 %
45824 23255 51 % 123 ms 425 ms 29 %
8 1:180.000 69636 Byte 57610 Byte 12026 Byte 83 %
47370 16253 34 % 81 ms 258 ms 31 %
7 1:600.000 56537 Byte 44183 Byte 12354 Byte 78 %
49607 12467 25 % 88 ms 369 ms 24 %
6 1:1.200.000 20143 Byte 12126 Byte 8017 Byte 54 %
28405 5103 18 % 42 ms 167 ms 25 %
5 1:1.800.000 11080 Byte 7762 Byte 3318 Byte 70 %
13276 2676 20 % 24 ms 69 ms 35 %
4 1:3.200.000 18053 Byte 13516 Byte 4537 Byte 75 %
18531 3933 21 % 29 ms 109 ms 27 %
3 1:4.500.000 28073 Byte 21280 Byte 15689 Byte 67 %
28180 6212 22 % 50 ms 162 ms 31 %
2 1:8.000.000 11330 Byte 6529 Byte 4801 Byte 58 %
17584 3092 18 % 29 ms 61 ms 48 %
1 1:18.000.000 16740 Byte 7698 Byte 9042 Byte 46 %
29120 4083 14 % 43 ms 103 ms 42 %
0 1:35.000.000 17844 Byte 8646 Byte 9198 Byte 48 %
27674 4153 15 % 35 ms 94 ms 37 %
Tab. 5.9: Vereinfachung in mapChart-Karten, „kleiner“1 Modus, Einstellung: v, 1, 4
1 Größe des Kartenausschnitts: 510x362
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Nachfolgende Diagramme sollen wiederum der Veranschaulichung der Ergebnisse dienen.
Abb. 5.10: Diagramm, eingesparte Byte
(Maßstabsebene)
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Abb. 5.9: Diagramm, eingesparte Punkte
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Abb. 5.11: Diagramm, Laufzeit (Maßstabsebene)
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Abb. 5.12: Diagramm, eingesparte Byte je ms
(Maßstabsebene)
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Zoomstufe Maßstab Kartengröße
unvereinfacht
(Byte)
Kartengröße
vereinfacht
(Byte)
Unvereinfacht -
vereinfacht
vereinfacht /
unvereinfacht
Punktmenge
unvereinfacht
Punktmenge
vereinfacht
vereinfacht /
unvereinfacht
Laufzeit
Vereinfachung
Laufzeit
gesamt
Vereinfachung 
/ gesamt
13 1:3.500 4452 Byte 4396 Byte 56 Byte 99 %
513 489 95 % 2 ms 38 ms 5 %
12 1:10.000 14297 Byte 14002 Byte 295 Byte 2 %
2331 2126 91 % 12 ms 56 ms 21 %
11 1:15.000 23667 Byte 22686 Byte 981 Byte 4 %
4028 3629 90 % 9 ms 69 ms 13 %
10 1:50.000 85677 Byte 80173 Byte 5504 Byte 6 %
21961 16231 74 % 61 ms 209 ms 29 %
9 1:90.000 227460 Byte 212974 Byte 14486 Byte 6 %
52893 32932 62 % 142 ms 462 ms 31 %
8 1:180.000 104173 Byte 85239 Byte 18934 Byte 18 %
67293 30500 45 % 112 ms 252 ms 44 %
7 1:600.000 136701 Byte 102075 Byte 34626 Byte 25 %
135936 42057 31 % 221 ms 544 ms 41 %
6 1:1.200.000 40583 Byte 25146 Byte 15437 Byte 38 %
60748 12640 21 % 102 ms 248 ms 41 %
5 1:1.800.000 20151 Byte 13726 Byte 6425 Byte 32 %
24732 5661 23 % 73 ms 124 ms 59 %
4 1:3.200.000 32815 Byte 23056 Byte 9759 Byte 30 %
38037 7667 18 % 72 ms 155 ms 46 %
3 1:4.500.000 47811 Byte 33530 Byte 14281 Byte 30 %
57498 12235 21 % 129 ms 263 ms 49 %
2 1:8.000.000 23150 Byte 13587 Byte 9563 Byte 41 %
37010 7809 21 % 103 ms 135 ms 76 %
1 1:18.000.000 36634 Byte 17556 Byte 19078 Byte 52 %
66106 10810 16 % 173 ms 240 ms 72 %
0 1:35.000.000 38117 Byte 18724 Byte 19393 Byte 51 %
61871 10181 16 % 124 ms 188 ms 66 %
Tab. 5.10: Vereinfachung in mapChart-Karten, „x-Large“1-Modus, Einstellung: v, 1,4
1 Größe des Kartenausschnitts: 1170x824 px
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Es folgen wiederum Diagramme zur Veranschaulichung der Ergebnisse.
Was die Einsparung von Stützpunkten betrifft (Abb.  5.13 und Abb.  5.10), ist das Ergebnis
nicht überraschend: bei großen Maßstäben (Maßstabsebenen 10-13) werden nur wenige Stütz-
punkte eliminiert. Je kleiner der Maßstab jedoch wird, desto mehr Stützpunkte wären eigent-
lich in der Karte, womit umso mehr Punkte durch Liniengeneralisierung wegbleiben können.
Die meisten Layer werden nicht auf allen Maßstabsebenen angezeigt, sondern erst ab einem
bestimmten Maßstab eingeblendet. Dies wirkt sich auf die Gesamtzahl der Punkte in der Kar-
te und damit auch auf  das Einsparungspotenzial  aus,  weshalb die  Kurve der  eingesparten
Punkte nicht kontinuierlich von großem zu kleinem Maßstab steigt.
Abb. 5.13: Diagramm, eingesparte Punkte
(Maßstabsebene)
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Abb. 5.14: Diagramm, eingesparte Byte
(Maßstabsebene)
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Abb. 5.15: Diagramm, Laufzeit (Maßstabsebene)
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Abb. 5.16: Diagramm, eingesparte Byte je ms
(Maßstabsebene)
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Kartengröße in Byte (Abb. 5.2 und Abb. 5.14) und Stützpunktmenge und damit auch einge-
sparte Stützpunkte und eingesparte Byte korrelieren nur bedingt miteinander, da die Karten-
vektordaten vor der Übertragung zum Nutzer komprimiert werden. Komprimiert wird, in-
dem, statt die Koordinaten aller Punkte einer Linie zum Nutzer zu übertragen, nur der An-
fangspunkt und dann jeweils die Offsets zu den Folgepunkten gesendet werden. Aus einer
Koordinatenfolge -12, 13 ,15 ,18 ,20 – wird - 12, 1, 2, 3, 2 – womit weniger Bytes übertragen
werden müssen. Die Generalisierung arbeitet gegen diesen Komprimierungsalgorithmus, da
die sie die Stützpunktmenge auf Kosten höherer Abstände zwischen den Punkten verringert,
womit größere Offsets entstehen und wiederum mehr Bytes übertragen werden.
Die Laufzeiten für die Vereinfachung und die eingesparten Stützpunkte korrelieren ebenfalls
nur  bedingt miteinander,  was mit  der  Eigenschaft  des  Visvalingamalgorithmus zusammen-
hängt, dass dessen Laufzeit nicht nur von der Gesamtzahl der zu vereinfachenden Punkte ab-
hängt, sondern dass dieser auch mehr Zeit benötigt, je größer die Punktmenge von Einzelob-
jekten ist. Viele kleine1 Objekte werden schneller generalisiert als wenige große.
Der Verlauf der Kurven der eingesparten Punkte (Abb.  5.13 und Abb.  5.10) und der einge-
sparten Byte (Abb. 5.2 und Abb. 5.14) ist qualitativ zwischen kleiner Karte und großer Karte
gleich. Bei den Laufzeiten (Abb. 5.3 und Abb. 5.15) und respektive auch bei den eingesparten
Byte je ms Laufzeit für die Vereinfachung (Abb. 5.12 und Abb. 5.16) gibt es Unterschiede, die
mit der oben erwähnten Eigenschaft des Vereinfachungsalgorithmus bezüglich der Laufzeit
zusammenhängen.
Das Optimierungskriterium bei der Generalisierung ist die Einsparung von Byte je ms Lauf-
zeit des Vereinfachungsalgorithmus (Abb. 5.12 und Abb. 5.16 ). Betrachtet man in dieser Hin-
sicht den Erfolg, gemessen am Aufwand, so ist zu festzustellen, dass sich der Einsatz des Ge-
neralisierungsalgorithmus für die Zoomstufen 0 bis 10 definitiv lohnt, zumal der Effekt einer
verbesserten Kartendarstellung durch den ruhigeren Verlauf der Linien hinzukommt. Für die
Zoomstufen 11 bis 13 und somit für Maßstäbe größer als 1:50.000 lohnt sich der Einsatz hin-
gegen nicht so sehr, da hier bei der Liniengeneralisierung weder von der Einsparung an Kar-
tenbytes noch von der Verbesserung der Darstellung profitiert werden kann. Jedoch würden
keine großen Nachteile entstehen, wenn die Algorithmen auch für die großen Maßstäbe ver-
wendet werden, da der höhere Zeitaufwand kleiner als 10 ms ist. Empfehlenswert ist ein Ein-
satz  der  Generalisierung  in  Abhängigkeit  der  Geschwindigkeit  der  Datenübertragung zum
Nutzer.
1 Objekte mit wenigen Stützpunkten
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5.3 Netzvereinfachung – showSimplifiedMeshes()
Zur Demonstration der Vereinfachung mit Hilfe dieses Algorithmus sollen einige Ergebnisse
aus der Testumgebung mit verschiedenen Parametern dargestellt und die Ergebnisse anschlie-
ßend diskutiert werden. Mit diesem Algorithmus sind stärkere Vereinfachungen möglich als
mit  der „normalen“ Linienvereinfachung, da Nachbarschaftsbeziehungen zwischen angren-
zenden Polygonen beachtet werden. Die Grenzen dieser Vereinfachung liegen jedoch darin,
dass bei der Verwendung mehrerer Layer die Lagebeziehungen von Elementen verschiedener
Layer nicht beibehalten werden.
Die Angaben für die Parameter VR und DP sind in m , für den Parameter V in m2 . Dabei
bestimmt VR, wie dicht zwei benachbarte darzustellende Punkte beieinander liegen dürfen.
DP ist der maximale Abstand, den Punkte im Douglas-Peucker-Algorithmus von einer Gera-
den haben dürfen, um noch eliminiert zu werden und V im Visvalingam-Algorithmus die ma-
ximale Fläche eines Dreiecks, das von einem zu eliminierenden Punkt und seinen zwei Nach-
barn aufgespannt wird.
In den Tabellen ist mit der reduzierten Stützpunktanzahl die Anzahl der Punkte nach der Ver-
einfachung mit vertexReduction() gemeint, die vereinfachte Stützpunktanzahl ist die Anzahl
der verbliebenen Punkte nach der Linienvereinfachung mit Douglas-Peucker oder Visvalin-
gam.
Die Abbildungen auf den folgenden Seiten sollen zum Beurteilen der Ergebnisse dienen. Wei-
terhin befinden sich auch einige vereinfachte Shapefiles auf der beigefügten CD, die mit dem
ebenfalls auf der CD befindlichen Programm SAGA betrachtet werden können. Datenanbie-
ter der Testdaten ist die Teleatlas GmbH, Stand: 2005.
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Maßstab Stützpunktanzahl
(Original)
Stützpunktanzahl
(reduziert)
Stützpunktanzahl (vereinfacht) / 
% von (reduziert)
1:4.500.000 274.057 21.555 21.555 / 100%
Parameter VR Algorithmus Toleranz (DP/V) Laufzeit RAM / temporäre Dateien (ms)
10m (1px) DP 10m (0px) 2.387 10.160
Abb. 5.17: simplifyPolygonMesh(), Algorithmus: DP, VR=10m, DP=10m (entspricht original)
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Maßstab Stützpunktanzahl
(Original)
Stützpunktanzahl
(reduziert)
Stützpunktanzahl (vereinfacht) / 
% von (reduziert)
1:4.500.000 274.057 3.052 2.674 / 87,6%
Parameter VR Algorithmus Toleranz (DP/V) Laufzeit RAM / temporäre Dateien (ms)
5000m (4px) V 10m² (0px) 2.367 13593
Abb. 5.18: simplifyPolygonMesh(), Algorithmus: V, VR=5000m, V=10m²
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Maßstab Stützpunktanzahl
(Original)
Stützpunktanzahl
(reduziert)
Stützpunktanzahl (vereinfacht) / 
% von (reduziert)
1:4.500.000 274.057 21.554 1.582 / 7,8%
Parameter VR Algorithmus Toleranz (DP/V) Laufzeit RAM / temporäre Dateien (ms)
1000m (1px) V 5000m² (4px) 2.203 9.750
Abb. 5.19: simplifyPolygonMesh(), Algorithmus: V, VR=1000m, V=5000m²
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Maßstab Stützpunktanzahl
(Original)
Stützpunktanzahl
(reduziert)
Stützpunktanzahl (vereinfacht) / 
% von (reduziert)
1:4.500.000 274.057 21.554 1.582 / 7,8%
Parameter VR Algorithmus Toleranz (DP/V) Laufzeit RAM / temporäre Dateien (ms)
1000m (1px) V 5000m² (4px) 2.703 9.750
Abb. 5.20: simplifyPolygonMesh(), Algorithmus: V, VR=1000m, V=5000m², geglättet mit
flattenSubShape()
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Maßstab Stützpunktanzahl
(Original)
Stützpunktanzahl
(reduziert)
Stützpunktanzahl (vereinfacht) / 
% von (reduziert)
1:4.500.000 274.057 21.554 821 / 3,8%
Parameter VR Algorithmus Toleranz (DP/V) Laufzeit RAM / temporäre Dateien (ms)
1000m (1px) V 50000m² (41px) 2.380 10.093
Abb. 5.21: simplifyPolygonMesh(), Algorithmus: V, VR=1000m, V=50000m²
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Maßstab Stützpunktanzahl
(Original)
Stützpunktanzahl
(reduziert)
Stützpunktanzahl (vereinfacht) / 
% von (reduziert)
1:4.500.000 274.057 21.554 740 / 3,4%
Parameter VR Algorithmus Toleranz (DP/V) Laufzeit RAM / temporäre Dateien (ms)
1000m (1px) DP 7500m (6px) 2.364 8.521
Abb. 5.22: simplifyPolygonMesh(), Algorithmus: DP, VR=1000m, DP=7500m
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Maßstab Stützpunktanzahl
(Original)
Stützpunktanzahl
(reduziert)
Stützpunktanzahl (vereinfacht) / 
% von (reduziert)
1:1.250.000 101.003 45.461 33290 / 73,2%
Parameter VR Algorithmus Toleranz (DP/V) Laufzeit RAM / temporäre Dateien (ms)
10m (1px) V 10m² (0px) 1.013 114.006
Abb. 5.23: simplifyPolygonMesh(), Algorithmus: V, VR=10m, V=10m²
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Maßstab Stützpunktanzahl
(Original)
Stützpunktanzahl
(reduziert)
Stützpunktanzahl (vereinfacht) / 
% von (reduziert)
1:1.250.000 101.003 45.461 6269 / 13,8%
Parameter VR Algorithmus Toleranz (DP/V) Laufzeit RAM / temporäre Dateien (ms)
500m (1px) V 5000m² (15px) 965 125.891
Abb. 5.24: simplifyPolygonMesh(), Algorithmus: V, VR=500m, V=5000m²
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Abb.  5.17 zeigt den Datensatz mit der Mindestanzahl von Punkten, die für den gewählten
Maßstab benötigt werden. Von den insgesamt 274.057 Punkten des Datensatzes werden für
die Darstellung nur 22.297 benötigt. Alle weiteren Punkte würden, wenn sie angezeigt werden
sollten, nur auf bereits abgebildete Punkte fallen. Diese Punktreduzierung wird im Schritt 1
des  Algorithmus  von der  Methode vertexReduction()  erledigt.  Der Toleranzparameter  VR
wird dabei standardmäßig auf 1px (entspricht 0,26mm) gesetzt.
Abb.  5.18 zeigt eine Version mit relativ großem Parameter VR. Man erkennt, dass hochfre-
quente  Richtungsänderungen  geglättet  werden.  Die  Stützpunktanzahl  reduziert  sich  von
22.297 auf 3.052 (14%), bei gleichbleibender oder sogar, wegen des ruhigeren Linienverlaufs,
verbesserter Darstellungsqualität. Obwohl der Parameter v sehr gering angesetzt ist, verringert
sich die Stützpunktanzahl weiterhin, da der Algorithmus nach Visvalingam die Eigenschaft
hat, Punkte, die im Rahmen der Darstellungsgenauigkeit exakt auf einer Geraden liegen, auch
bei sehr kleinem Parameter v zu eliminieren. Nachteil ist, das markante Ecken ein wenig zu
sehr „abgeschliffen“ werden, wie z. B. im Südwesten von Sachsen zu erkennen ist.
Abb. 5.19 zeigt eine Version, die mit genauso vielen Stützpunkten auskommt wie Abb. 5.18.
Die Reduzierung wird hier jedoch hauptsächlich durch die Verwendung des Algorithmus nach
Visvalingam erreicht, welche den Nachteil des „Abschleifens“ markanter Ecken aus Abb. 5.18
kompensiert.
In Abb.  5.20 wurde zusätzlich zur Vereinfachung nach Visvalingam der Glättungsoperator
flattenSubShape() angewendet. Für gewundene Abschnitte ergibt dies eine deutlich schönere
Kartendarstellung, jedoch, da der Glättungsoperator (noch) nicht wie von [Schwarzbach 1995]
empfohlen zwischen polygonalen und gewundenen Abschnitten unterscheidet, werden Ecken
teilweise übermäßig stark abgeschliffen, wie beispielsweise bei der Umgrenzung von Berlin.
Die Abb. 5.21 und 5.22 stellen den Datensatz mit jeweils nur 4% der benötigten Punktmenge
dar.  Der  Unterschied  zwischen  den  Algorithmen  nach  Douglas-Peucker  und  Visvalingam
wird, wie schon im Kapitel 3.4.2 erläutert, deutlich: während der Douglas-Peucker-Algorith-
mus bei starker Punktreduzierung die Tendenz hat, Extrempunkte auf Kosten einer kantig
wirkenden Kartendarstellung zu erhalten, beachtet der Algorithmus nach Visvalingam diese
nicht und wirkt insgesamt ausgleichender. Während die maximale Abweichung vereinfachter
Linienpunkte zu Punkten der originalen Linien beim Douglas-Peucker-Algorithmus aus dem
Parameter DP direkt bestimmbar ist, sind solche Aussagen für die Vereinfachung nach Visva-
lingam nicht so einfach möglich. Positiver Nebeneffekt einer starken Visvalingam-Vereinfa-
chung ist, dass kleine Inseln auf wenige, im Extremfall nur einen Punkt, vereinfacht werden.
Dies ist durchaus erwünscht, denn so können diese Inseln anschließend mit Hilfe der Auswahl
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nach Mindestmaßen von der Darstellung ausgeschlossen werden.
Die Abb. 5.23 und 5.24 zeigen die Wirkung des Visvalingam-Vereinfachungsalgorithmus auf
einen Datensatz mit Postleitzahlengebieten von Sachsen. Dabei ist in Abb. 5.23 wieder die Mi-
nimalvereinfachung angewandt worden, d. h. Reduzierung der Punktmenge auf die Menge der
im Rahmen der Auflösung getrennt voneinander darstellbaren Punkte sowie das Löschen von
Punkten, die auf einer Geraden von zwei benachbarten Punkten liegen.
Abb.  5.24 zeigt dann wiederum die Wirkung einer stärkeren Vereinfachung. Es werden mit
6269 Punkten nur 13% der darstellbaren Punkte verwendet. Es ergibt sich eine klarere Karten-
darstellung bei großer Reduzierung der Punktmenge.
Interessant ist noch, die Laufzeiten der Algorithmen zwischen den beiden Datensätzen zu ver-
gleichen. Zunächst für die Variante, die ausschließlich mit dem RAM arbeitet:
Der Teil des Algorithmus, der die Topologie zur Laufzeit herstellt, arbeitet mit der vorverein-
fachten Punktmenge, also bei dem Datensatz Bundesländer Deutschland mit 21.554 Punkten
und mit 45.461 Punkten bei dem Datensatz Postleitzahlengebiete Sachsen. Trotz der Tatsache,
dass für den Datensatz Sachsen mehr Punkte verarbeitet werden müssen, läuft der Algorith-
mus mit 965ms schneller als für den Datensatz Deutschland, bei dem 2380ms benötigt wer-
den. Dies ist damit zu erklären, dass bei dem Datensatz Sachsen kleinere Polygone auf ge-
meinsame Kanten untersucht werden, womit dieser zeitkritischste Teil des Algorithmus deut-
lich schneller wird, auch wenn insgesamt mehr Polygone untersucht werden müssen.
Es folgt der Vergleich für die Variante, die Daten temporär auf die Festplatte schreibt:
Hier wird deutlich, dass der zeitraubendste Teil des Algorithmus das temporäre Speichern von
Daten auf der Festplatte ist. Die Laufzeit wird hierbei durch die Menge der Polygone und der
zu bearbeitenden Stützpunkte  bestimmt,  weil  hierfür Daten auf  die  Festplatte  geschrieben
werden.
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6 Ausblick
Nachdem im vorangegangenen Kapitel die Ergebnisse der Arbeit vorgestellt wurden, sollen
abschließend noch nicht gelöste Fragestellungen sowie weiterführende Ansätze diskutiert wer-
den.
Offen geblieben war aus technischen Gründen die Implementierung der Methode flattenSub-
Shape() für die mapChart-Karten. Hierzu ist festzustellen, dass die Methode bereits fertig pro-
grammiert ist, jedoch im mapChart-GIS noch die Voraussetzungen für deren Anwendung ge-
schaffen werden müssen. Es wird derzeit ein Cutting-Algorithmus benutzt, der Punkte von
Geometrien, die außerhalb der Karte liegen, „abschneidet“, jedoch einige wenige erhält. Dies
bewirkt jedoch, dass die Bedingung der äquidistanten Punktabstände im Randbereich teilweise
nicht gegeben ist, wodurch infolge der Glättung unschöne Ecken entstehen können. Die Me-
thode flattenSubShape() ist deswegen mit einem Parameter versehen worden, der die Informa-
tion enthält, welche Punkte geglättet werden sollen und welche nicht.
Weiterhin offen geblieben ist die Implementierung des Linienvereinfachungsalgorithmus nach
Saalfeld für eine topologisch konsistente Generalisierung. Die Implementierung ist im Kapitel
3.7 beschrieben. Über die Echtzeitfähigkeit lassen sich nur beschränkt Aussagen treffen. Diese
ist jedoch in großem Maße davon abhängig, wie viele unterschiedliche Themen bzw. Ebenen
in die Topologieüberprüfung einbezogen werden sollen. Die Konzentration auf die Einhal-
tung topologischer Relationen zwischen wenigen wichtigen Themen ist anzuraten, wenn hier-
bei Echtzeitfähigkeit erreicht werden soll. Die Anwendung dieses Algorithmus ist jedoch nur
nötig, falls  wesentlich deutlichere Generalisierungsergebnisse als derzeit  angestrebt werden,
denn bei der aktuell implementierten minimalen Generalisierung treten kaum nennenswerte
topologische Konflikte auf.
Ein Vorschlag zur besseren Differenzierung der Generalisierungswirkung ist die themenab-
hängige Vereinfachung. So könnten, auf topologische Relationen bezogen, sensiblere Themen
wie Grenzen oder Autobahnen weniger stark vereinfacht werden, andere Themen hingegen
wesentlich mehr, was eine stärkere Gesamtgeneralisierung zur Folge hätte. Eine ähnliche Idee
gilt für den Glättungsfilter, der ebenfalls themen- sowie maßstabsabhängig eingesetzt werden
könnte. Besonders geeignet scheint dieser für gewundene Linien wie Gewässer (in allen Maß-
stabsebenen), sowie für Straßen und Grenzen im kleinmaßstäbigen Bereich. Soll bei dem Glät-
tungsfilter die Differenzierung nach Thema und Maßstab eingespart werden, könnte noch der
Algorithmus „Bestimmung des geometrischen Typs von Linien“ (polygonal oder gewunden)
als Erweiterung des Glättungsfilters implementiert werden.
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Besonders für die Netzvereinfachung, jedoch auch für andere Generalisierungsprobleme bei
denen topologische Relationen beibehalten werden sollen, würden topologisch strukturierte
Daten die Recherche solcher Relationen deutlich vereinfachen. Im Algorithmus für die Netz-
vereinfachung würde die Recherchezeit für die Topologiebeziehungen deutlich sinken und der
Algorithmus würde echtzeitfähig sein. Ein hierfür nutzbares Datenformat wäre ArcInfo-Co-
verage, das auch das Auffinden von Zwangspunkten, wie z. B. bei der Linienglättung benötigt,
leicht ermöglichen würde. Die Anschaffungskosten für topologisch strukturierte Daten wür-
den sich aber allein für die Möglichkeit der stärkeren Generalisierung nicht lohnen, zumal der
Nachteil entstünde, dass andere Abfragen, wie z. B. die Ausgabe eines einzelnen kompletten
Polygons, mehr Zeit in Anspruch nehmen würden.
An dieser Stelle soll auch noch einmal die schon in Kap. 4.3.7 erwähnte Möglichkeit genannt
werden, dass Datensätze, die Polygonnetze beschreiben, mit dem Algorithmus zur Netzver-
einfachung für bestimmte Maßstäbe vorvereinfacht abgelegt werden könnten.
Nicht zuletzt könnte noch die Möglichkeit eines moderaten Weichzeichnens (Anit-Aliasing)
der Karte getestet werden, um die Treppeneffekte, die derzeit bei dünnen Linien entstehen, zu
mindern.
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7 Zusammenfassung
Die mapChart GmbH bietet einen Dienst an, der es ermöglicht, auf der Grundlage von  teil-
weise kundenspezifischen Basisgeometrien vektorbasierte Karten zu erstellen. Primäres Aus-
gabemedium ist dabei die Bildschirmkarte des JAVA-Clients beim Nutzer. PDF-Export und
Druck sind ebenso möglich. Bei der Kartenerstellung ist der Anwender nicht an vorgegebene
Maßstäbe gebunden, sondern kann frei wählen, welches Gebiet in welcher Größe dargestellt
werden soll.  Hierdurch ergeben sich komplexe Aufgabenstellungen für die kartographische
Generalisierung. Diese Probleme und deren bisherige Lösungen durch das Unternehmen wer-
den im ersten Teil der Arbeit diskutiert, wobei verschiedene wissenschaftliche Arbeiten für
spezielle Teilaufgaben der Generalisierung kurz vorgestellt werden.
Selektion und Formvereinfachung gelten als die wichtigsten Generalisierungsschritte.  Wäh-
rend die Selektion mit den vorhandenen Methoden von Geodatenbanken relativ problemlos
realisiert werden kann, stellt die Formvereinfachung ein umfangreiches Problem dar.
Das Hauptaugenmerk der Arbeit richtet sich deswegen auf die rechnergestützte Liniengenera-
lisierung verbunden mit dem Ziel, überflüssige Stützpunkte mit Hilfe von Algorithmen zur Li-
nienvereinfachung einzusparen. Ergebnis sind schnellere Übertragungszeiten der Kartenvek-
tordaten zum Anwender sowie eine Beschleunigung raumbezogener Analysen, wie z. B. Flä-
chenverschneidungen. Des weiteren werden Verbesserungen in der Darstellung angestrebt.
Ein geeigneter Algorithmus zeichnet sich durch eine geringe Inanspruchnahme der Ressour-
cen Zeit und Speicherbedarf aus. Weiterhin spielt der erreichbare Grad der Verringerung der
Stützpunktmenge bei akzeptabler Kartenqualität eine entscheidende Rolle. Nicht zuletzt sind
topologische Aspekte und der Implementierungsaufwand zu beachten.
Die Arbeit gibt einen umfassenden Überblick über vorhandene Ansätze zur Liniengeneralisie-
rung und leitet aus der Diskussion der Vor- und Nachteile zwei geeignete Algorithmen für die
Implementierung mit der Programmiersprache JAVA ab. Die Ergebnisse der Verfahren nach
Douglas-Peucker und Visvalingam werden hinsichtlich der Laufzeiten, des Grades der Verrin-
gerung der Stützpunktmenge sowie der Qualität der Kartendarstellung verglichen, wobei sich
für die Visvalingam-Variante leichte Vorteile ergeben. Eine Parameterkonfiguration für den
konkreten Einsatz der Vereinfachungsmethode in das GIS der mapChart GmbH wird vorge-
schlagen.
Die Vereinfachung von Polygonnetzen stellt eine Erweiterung des Problems der Liniengenera-
lisierung dar. Hierbei müssen topologische Aspekte beachtet werden, was besonders schwierig
ist, wenn die Ausgangsdaten nicht topologisch strukturiert vorliegen.
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Für diese Aufgabe wurde ein neuer Algorithmus entwickelt und ebenfalls mit JAVA program-
miert. Die Implementierung dieses Algorithmus und damit erreichbare Ergebnisse werden an-
hand von zwei Testdatensätzen vorgestellt, jedoch zeigt sich, dass die wichtige Bedingung der
Echtzeitfähigkeit nicht erfüllt wird. Damit ergibt sich, dass der Algorithmus zur Netzvereinfa-
chung nur offline benutzt werden sollte.
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D CD
Die CD enthält die Arbeit im pdf-Format (Ordner \Pdf). Des weiteren befinden sich im Ord-
ner \Java die während der Arbeit entstandenen Quelltexte sowie im Ordner \Doc die Doku-
mentation der Klassen und Methoden. Im Ordner \Gif können die Resultate der Vereinfa-
chung als gif-Dateien betrachtet werden.
Im Ordner \Shapefiles befinden sich zwei Testdatensätze. Diese wurden mit unterschiedli-
chen Parametern generalisiert und gespeichert.  Die Rechte liegen bei der Teleatlas GmbH,
wobei die nichtkommerzielle Nutzung im Zusammenhang mit dieser Diplomarbeit erlaubt ist.
Das Freeware-Programm zum Betrachten von Shapefiles befindet sich im Ordner \Saga.
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E Nutzung der Ergebnisse der Arbeit für die Lehre
Die Methoden showSimplified(),  simplifyShapeFile(), showSimplifiedMeshes()  und simplify-
PolygonMeshShapefile()1, die Daten aus Shapefiles lesen und vereinfachen, können außerhalb
der mapChart-Umgebung nicht ohne weiteres benutzt werden, da eigene Import- und Export-
klassen der Firma mapChart verwendet werden. Für showSimplified() und showSimplified-
Meshes() muss eine Klasse inklusive zugehöriger Methoden implementiert werden, die den
Datenimport aus einem Shapefile realisiert. Hierbei hilft die technische Spezifikation des Sha-
pe-Formates, die unter  http://www.esri.com/library/whitepapers/pdfs/shapefile.pdf zu fin-
den ist.
Für Demonstrationszwecke können die Methoden showSimplified() und showSimplifiedMes-
hes() dann mit beliebigen Shapefiles2 und unterschiedlichen Parametereinstellungen verwendet
werden. Die Darstellung der Ergebnisse der Vereinfachung, auch im Vergleich zu den Origi-
naldaten, in einem JAVA-Applet, ähnlich dem in der Datei TestApplet.java, wäre dann mög-
lich.  Die Punktanzahl  der originalen und der vereinfachten Datensätze wird jeweils in der
JAVA-Konsole ausgegeben.
Für die Methoden simplifyShapeFile() und simplifyPolygonMeshShapefile() gilt, dass zusätz-
lich zum Datenimport noch eine Klasse zum Datenexport programmiert werden müsste. Es
könnten dann komplette Shapefiles vereinfacht werden.
Soll nur die Wirkung der Algorithmen anhand vereinfachter Shapefiles demonstriert werden,
können die auf der CD enthaltenen Datensätze, bei denen mit unterschiedlichen Parametern
vereinfacht wurde, verwendet werden.
Die Verwendung der Algorithmen vertexReduction(), simplifySubShape(„v“ / „dp“) und flat-
tenSubShape()3 ist unabhängig von Import- und Exportklassen für Shapefiles möglich. Jedoch
müssen dann die zu verwendende Testdaten in das für die Algorithmen notwendige Format
gebracht werden. Dafür geeignet sind Bildschirmkoordinaten von darzustellenden Kartenin-
halten in Form von int-Arrays. Die grafische Ausgabe der Ergebnisse kann in einem JAVA-
Applet geschehen.
Für die Methode simplifyPolygonMesh(), die Netze der JAVA-Klasse Polygon unter Beach-
tung der Topologie vereinfacht, gilt ähnliches. Übergeben werden muss die Menge der zu ver-
einfachenden Polygone in Form einer ArrayList, die die Polygone enthält.
1 Alle Methoden in ShapeFileSimplificator.java
2 Koordinaten im WGS84 werden vorausgesetzt
3 Alle Methoden in Simplificator.java
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