The component-based software development approach has emerged as a promising paradigm to cope with an ever increasing complexity of present-day software solutions by bringing sound production and engineering principles into software engineering. However, many conceptual and technological issues remain that challenge component-based software development theory and practice. To address these issues, FACS seeks to provide a forum for researchers and practitioners in the areas of component software and formal methods to foster a better understanding of the component-based paradigm and its applications as well as how formal methods can or should be used to make component-based software development succeed.
QoS contracts are mapped to typed-attributed graphs that allow for context-aware reconfiguration. A particular benefit of this approach is that it permits quality attributes to be expressed as design patterns, which are encoded in dedicated reconfiguration rules to instantiate them at runtime in order to achieve required QoS levels.
The adaptation of a component-based system can be formulated as a coordination problem. In the paper "Dynamic Adaptation with Distributed Control in Paradigm," Suzana Andova, Luuk P.J. Groenewegen, and Erik de Vink use the coordination modeling language Paradigm through McPal to demonstrate how new and modified behavior can be incorporated in components and their interaction. The approach is illustrated by applying it to the well-known dining philosophers problem. In this scenario, system adaptation captures the process of migrating a deadlock-prone solution to a deadlock-free and starvation-free one. This paper details the Paradigm modeling process of migration and provides a proof of its correctness.
Code annotation offers an effective means to runtime verification of component-based systems. In the paper "Monitoring Method Call Sequences Using Annotations," Behrooz Nobakht, Frank S. de Boer, Marcello M. Bonsangue, Stijn de Gouw, and Mohammad Mahdi Jaghoori present JMSeq, a framework for monitoring sequences of method calls in Java programs. JMSeq provides a non-invasive approach to intercept Java method calls in order to test for potential sequence and protocol violations. Verification goals are expressed as annotations, metadata to drive JMSeq's verification engine. In contrast to classical instrumentation techniques, the annotation-based approach of JMSeq exhibits a lower runtime overhead, making it also applicable in high load scenarios. Some problems may only manifest themselves, if load exceeds a certain threshold.
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