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estrictamente! necesario! el! profundo! conocimiento! de! esta! librería,! así! como! de!otras!que!utiliza!el!programa!y!que!se!detallarán!más!adelante!en!este!proyecto.!!
!
Figura'1.1.'Entorno.de.programación.de.RoboMind'





por!mi!cuenta),!y!desde!que!comencé!mi!carrera!en!este!centro,!me!he!interesado!por!muchos!lenguaje.!Sin!embargo,!ninguno!me!llamó!tanto!la!atención!como!Java.!Desde! entonces! he! estudiado! muchísimo! este! lenguaje,! explorando! todas! las!posibilidades!que!ofrecía!con!sus!numerosas!librerías.!Por!lo!que!este!proyecto!ha!suscitado!mi!interés!desde!el!principio.!!





















2.1.#RoboMind#!El!objetivo!del!Trabajo!de!Fin!de!Grado!es!el!desarrollo!de!una!extensión!para!el!programa!de!enseñanza!de!programación!RoboMind.!Esta!extensión!se!basa!en!el!desarrollo!de!dos!editores!gráficos,!uno!de!mapas!y!otro!de!programas.!!RoboMind! es! un! programa! educativo! que! se! utiliza! en! todos! los! niveles! de!educación,!desde!primaria!hasta!bachillerato!e,!incluso,!en!universidad.!El!objetivo!de!este!programa!es!la!enseñanza!de!conceptos!básicos!de!programación!mediante!la!programación!de!un!robot!simulado.!!!Utilizando! un! lenguaje! de! programación! llamado! Robo,! el! cual! tiene!muchas!similitudes!con!C,!el!usuario!puede!dar!órdenes!al!robot,!para!que!éste!se!mueva!a!través!de!un!mundo!que!es!una!cuadrícula!bidimensional,!en!la!cual!puede!haber!otros!elementos!como!obstáculos!u!objetos!que!pueden!ser!apresados!por!el!robot.!!!Este!lenguaje!es!un!lenguaje!de!programación!de!alto!nivel!básico,!consistente!en!una!serie!de!grupos!de!funciones,!estás!son:!! 1. Funciones) de) movimiento) del) robot:! forward(n),. backward(n),left(),.




!2. Funciones) que) permiten) “ver”) el) medio:! frontIsClear(),.
frontIsObstacle(),. frontIsBeacon(),. frontIsWhite(),. frontIsWhite(). son!funciones!booleanas!que!devuelven!si!enfrente!del!robot!está!libre,!hay!un!obstáculo,!hay!una!baliza,!es!un!camino!blanco!o!es!un!camino!negro!respectivamente.!De! igual!manera!cambiando! front.por! left!hacemos! lo!mismo! pero! para! el! lado! izquierdo! del! robot! (leftIsClear(),.
leftIsObstacle(),. …. ). y! cambiando! front. por! right! “miramos”! el! lado!derecho!del!robot!(rightIsClear(),.rightIsObstacle(),.…).!!3. Funciones) de) pintar:!el! lenguaje!nos!permite!hacer!que!el!robot!vaya!dejando! un! rastro! de! por! dónde! ha! ido.! De! esta! manera! tenemos!













2.2.#Editores#visuales#de#programas#!! Los! editores! visuales!de!programas! son! lenguajes!que!nos!permiten! crear!programas!a!través!de!la!manipulación!de!elementos!gráficos!en!vez!de!mediante!la!escritura!de!comandos!como!es!habitual.!Estos!editores!tienen!su!sintaxis,!pero!en!vez!de!ser!estructuras!gramaticales!son!expresiones!visuales!y!símbolos.!!Toda!esta! “sintaxis!visual”! tendría!su!equivalente! textual,! lo!cual!significa!que! luego!es!transformado!a!un!documento!de!texto,!aunque!muchas!veces!las!configuraciones!que! puede! adoptar! un! programa! de! estas! categorías! no! parecen! tener! una!traducción!tan!inmediata.!!! En! la! actualidad! existen! multitud! de! lenguajes! visuales,! muchos! de! ellos!orientados! a! la! educación.! Algunos! ejemplos! son! Alice,! un! lenguaje! que! utiliza!






3.'CÓDIGO'FUENTE'DEL'PROGRAMA'!En! esta! sección! se! pretende! detallar! la! estructura! del! código! fuente! de!RoboMind,!haciendo!especial!hincapié!en!!aquellas!clases!que!son!necesarias!para!el!desarrollo!de!este!proyecto.!!
3.1.#Patrones#utilizados#!RoboMind! está! desarrollado! siguiendo! un! modelo! parecido! al! ModelokVistakControlador! (MVC).! El! modelo! MVC! es! un! patrón! de! arquitectura! de! las!aplicaciones!software,!en!el!cual!se!separa!la!lógica!del!programa!de!la!interfaz!del!usuario.!Esto!permite,!entre!otros:!la!evolución!independiente!de!ambos!aspectos;!la! posibilidad! de! reutilización! de! código;! flexibilidad! del! programa.! Por! defecto,!Java!en!su!librería!Swing!(librería!gráfica!para!Java!que!se!explicará!más!adelante)!!utiliza! este! patrón! permitiendo! que! toda! la! aplicación! pueda! ser! desarrollada!siguiendo!el!mismo.!!!Los!componentes!de!MVC!y,!especialmente!en!Swing,!son!los!siguientes:!!
• Modelo:!es!la!representación!específica!de!la!información!con!la!cual!el!sistema! opera.! Debe! gestionar! pues,! todos! los! accesos! a! dicha!información,! incluyendo! lecturas,! actualizaciones,! e! incluso! los!privilegios!de!acceso!de!la!aplicación.!En!Java,!son!todas!las!estructuras!de! datos! necesarias! para! almacenar! la! información! del! programa! y!también!los!propios!datos.!!




que! heredan! de! la! clase! java.awt.Component,! y! que,! por! ende,! son!representables.!!
• Controlador:!reacciona!a!petición!del!cliente,!ejecutando!dicha!petición!y! realizando! los! cambios! pertinentes! sobre! el! modelo.! En! el! caso!particular! de! Java,! el! controlador! es! el! hilo! de! tratamiento! de! eventos!que!captura!y!propaga!los!eventos!al!modelo!(!y!a!la!vista!).!Se!utilizan!clases! que! implementan! las! interfaces! ActionListener,. MouseListener,.entre!otras.!!Por!tanto,!el!modelo!MVC!podría!representarse!mediante!el!siguiente!gráfico:!!
!
Figura'3.1.'Esquema.del.patrón.MVC.!En!el! caso!de!este!programa,!el! controlador!es! la! clase!Controller.del!paquete!





Figura'3.2.'Esquema.UML.del.patrón.Singleton..!También! se! hace! uso! del! patrón! Prototype! el! cual! permite! crear! objetos!personalizados!sin!la!necesidad!de!conocer!la!clase!de!los!mismo!ni!como!crearlos.!En!este!programa,!se!ha!utilizado!dicho!patrón!para!poder!implementar!diferentes!versiones!de!una! interfaz,! facilitando!así! las! tareas!de!modificación!o! ampliación!del!programa.!!




para!responder!a!la!interactuación!del!usuario!y!por!último!crea!todos!elementos!gráficos.!!!Las!acciones!de!usuario!están!definidas!por!una!serie!de!clases!anidadas!dentro!de! la! clase!Controller.!Estas!extienden! la! clase!RoboAction.que,!a! su!vez,!extiende!
AbstracAction.! Esta! última! sirve! para! subscribirse! a! eventos! de! la! interfaz! del!usuario!(como!por!ejemplo!que!un!usuario!pulse!un!botón,!o!que!pase!el!ratón!por!determinada!zona).!Al!ocurrir!el!evento,!las!clases!subscritas!reciben!el!mensaje!en!forma!de!invocación!del!método!actionPerformed!que!implementan.!!También! contiene! como! atributos! referencias! a! la! implementación! de! la!máquina!virtual,!de!la!que!hablaremos!más!adelante,!y!del!mundo!actual.!!A!continuación!se!van!a!detallar!las!clases!que!son!instanciadas!por!Controller!así! como! otras! clases! importantes! para! el! desarrollo! de! este! proyecto! y! su!cometido!en!el!programa:!!






3.2.2.#World#!Se!trata!de!otra!clase!que!forma!parte!del!Modelo!del!programa.!Representa!al!robot!en!su!ambiente.!!Esta! clase! contiene! todos! los! métodos! necesarios! para! controlar! el! robot,! y!manipularlo! en! todas! las! direcciones! posibles.! Además! también! permite! coger!balizas!y!soltarlas.!!




3.3.#Interfaz#Gráfica#!Los! elementos!de! la! interfaz! gráfica! se! encuentran!en!el!paquete! robo.gui.! En!este!podemos!encontrar!las!distintas!clases!que!forman!parte!no!sólo!de!la!interfaz!visual,!sino!también!de!elementos!que!controlan!la!misma.!Algunas!de!estas!clases!son! fundamentales! tanto! para! el! programa! en! sí! como! para! el! desarrollo! del!presente!proyecto.!!A! pesar! de! tener! un! paquete! específico! para! la! interfaz! gráfica,! la! ventana!principal,!(JFrame),!no!se!encuentra!en!este!paquete,!sino!que!lo!crea!y!!puebla!el!mismo!con!los!elementos!necesarios,!algunos!pertenecientes!a!este!paquete.!Aquí!es!donde!se!evidencia!la!falta!de!modularidad!del!programa,!en!algunos!aspectos,!del!programa.!Mezclar!la!creación!de!elementos!visuales!con!la!lógica!del!programa!hace! afecta! a! la! escalabilidad! del! programa,! y! hace! difícil! que! programadores!ajenos!al!mismo!puedan!ampliarlo.!!A!continuación!se!detallarán!las!clases!más!importantes!en!la!interfaz!gráfica.!!




3.3.2.#IMonitor#y#Monitor#!Se!trata!de!una!clase!abstracta,!que!extiende!JPanel,!por!lo!que!es!un!elemento!visualizable!que,!en!principio,!formaría!parte!de!la!“V”!en!MVC.!Esta!interfaz!es!la!representación!gráfica!de!un!mundo.!Controla!todas!las!acciones!relacionadas!con!él,! tanto!el!zoom!y!el!desplazamiento!del!mundo,!por!tanto,! la!zona!visible!por!el!usuario,!como!todos!los!movimientos!y!acciones!del!robot,!como!sus!movimientos,!visualizar! en! las! direcciones! posibles,! coger! elementos,! etc.! Esto! nos! lleva! a! la!conclusión!de!que!una!vez!más!se!mezclan!todos!los!componentes!de!MVC!en!una!sola!clase,!ya!que!ésta,!aparte!de!responder!a!las!acciones!del!usuario,!es!también!la!vista!del!usuario!y!hasta!hace!las!veces!de!modelo!como!veremos!a!continuación.!
.La! clase! que! extiende! IMonitor. es! la! clase! Monitor,! una! de! las! clases! más!importantes!del!programa.!!Es!instanciada!por!Controller!en!el!momento!de!iniciar!la! interfaz! gráfica! y! dado! que! extiende! a! JPanel! puede! añadirlo! directamente! al!
JFrame!principal!del!programa.!!
Monitor! es! una! clase! que! posee! multitud! de! funcionalidades.! Para! empezar!tiene! un! conjunto! de! atributos! que! conforman! el! estado! interno! del! mundo!representado:! el! zoom;! el! desplazamiento;! la! existencia! o! no! de! cuadrícula! de!referencia;! el! tamaño! de! la! misma,! y! muchos! otros! estados.! También! contiene!información!acerca!de!la!posición!actual!del!robot,!!y!una!serie!de.Animations!que!utilizará!en!caso!de!tener!que!realizar!alguna!acción,!por!ejemplo,!pintar!las!trazas!de! pintura,! valga! la! redundancia,! o! tirar! una! moneda,! que,! como! se! explicó!anteriormente,!es!la!representación!gráfica!de!obtener!un!valor!aleatorio.!!!Para!la!representación!del!mundo!se!utilizan!una!serie!de!atributos:!!!
38private double scale; 




! El! atributo! scale! indica! la! escala! actual! del! monitor! y! los! atributos! tx. y! ty!indican! su! traslación.! ! Además!Monitor! sustituye! el!método!paint.de! JPanel! para!usar! uno! propio.! Por! ende,! el! tamaño! del! JPanel! inherente! es! fijo,! solo! que! el!método!paint.que!Monitor!sobreescribe,!a!través!de!los!atributos!anteriores!dibuja!el!mapa,! teniendo!en!cuenta!este!estado.!Por! tanto,! cuando!el!usuario!arrastra!el!ratón,!los!valores!tx.y!ty!cambian,!por!lo!que!Monitor!sabe!qué!es!lo!que!tiene!que!pintar! en! cada! momento.! Consecuentemente,! y! dado! que! los! valores! tx. y! ty.no!tienen!limitación!alguna,!tenemos!un!mapa!de!tamaño!ilimitado.!!Cabe!destacar!que! los! valores! tx.y! ty! son!valores! continuos,!mientras!que! los!objetos!del!mapa!se!encuentran!en!posiciones!discretas!de!tuplas!del!tipo!(x,!y),!en!la! sección! del! desarrollo! del! editor! de!mapas! se! especificará! como! resolver! este!problema.!!Por!último,!hay!que!especificar!que!el!origen!de!coordenadas!está!en!la!esquina!superior!izquierda.!A!partir!de!ahí,!el!eje!“X”!crece!de!izquierda!a!derecha,!y!el!eje!“Y”!crece!de!arriba!abajo.!!
3.4.#Compilador#!RoboMind! es! un! lenguaje! de! alto! nivel,! el! cual! necesita! ser! compilado! para!posteriormente! ser! ejecutado.! Al! examinar! detenidamente! este! proceso! observa!que! el! compilador! genera! directamente! una! lista! de! elementos! parecidos! al!




globales!del!programa!entre!las!sentencias!y!proporciona!una!representación!más!compacta![15][16].!!En! cualquier! caso,! al! recibir! la! orden! del! usuario! de! ejecutar! el! código,! ! el!programa!primeramente!procesa!todo!el!código!en!busca!de!errores!sintácticos!y!semánticos,! y,! seguidamente,! se! procesan! los! resultados.! Por! lo! tanto! estamos!hablando! compilador! con! dos! fases.! Para! la! parte! sintáctica! desarrolla! un! muy!simple! compilador! descendente! recursivo.! ! Básicamente,! se! resume! en! las!siguientes!líneas:!!
 1 boolean b = true; 
 2 while(b){ 
 3     //tryParseLabel(); 
 4              
 5     // in specific to general order!! 
 6     b = tryParseBockClose() 
 7      || tryParseBreak() 
 8      || tryParseReturn() 
 9      || tryParseEnd() 
10      || tryParseBeginRepeatWhile() 
11      || tryParseBeginRepeat() 
12      || tryParseBeginIf() 
13      || tryParseProcDef() 
14      || tryParseCall(); 




En! el! segundo! nivel,! se! comprueban! todos! los. bytecodes. generados,! y! se!adecúan! los! argumentos! de! los! mismos.! Una! vez! finalizado! este! proceso,! el!resultado!es!una!lista!de!bytecodes!listos!para!ser!ejecutados.!!Resulta! un! compilador! sencillo! ya! que! el! lenguaje! no! permite! expresiones!complejas!ni!definición!de!variables!ni!retornar!valores.!Sí!admite!la!definición!de!procedimientos! con! parámetros,! aunque! éstos! son! más! bien! estáticos! y! el!programa!los!traduce!a!constantes!!No!obstante,!internamente!sí!que!utiliza!variables,!pero!éstas!son!resultados,!de!la!ejecución!de!procedimientos!o,!por!ejemplo,!los!datos!relativos!a!la!posición!del!robot.!!
3.5.#Máquina#Virtual#!Para! la!máquina! virtual! existe! una! interfaz,!VirtualMachine,! la! cual! define! los!métodos! que! han! de! implementarse.! Es! curioso! que! para! la! definición! de! esta!interfaz,! utiliza! un! elemento!de! la! clase! que! la! implementa,! (que! en! este! caso! es!
VisualVM),! cuando!una!de! las! finalidades!de! las! interfaces!es!que!no!es!necesario!conocer! la! clase!particular! que! implementa!dicha! interfaz!para!utilizar! cualquier!instancia!de!la!misma.!!!Por!su!parte,!VisualVM!tiene!como!atributos!una!pila!de!marcos,!(clase!anidada!




maquina!virtual! comprueba! si! el! frente! es!blanco!y! apila,! luego! la! comprobación!desapila!y!salta!si!fue!verdadera,!o,!si!no!lo!fuere,!hace!un!salto!más!largo!hasta!el!final!de!la!comprobación.!!!
3.6.#Esquema#general#!La!figura!3.5.1!es!un!esquema!UML!resumido!de!las!relaciones!entre!las!clases!arriba!descritas,! como!esquema!general!del!programa!RoboMind.!Se!han!omitido!ciertas!relaciones!para!simplificar!y!clarificar!el!esquema!!!











4.'EDITOR'GRÁFICO'DE'MAPAS'!En!esta!sección!se!pretende!explicar!con!detalle!el!desarrollo!del!editor!gráfico!de!mapas.!En!la!primera!parte,!se!explicará!como!se!representan!los!mapas!y!sus!elementos.! En! la! segunda,! los! detalles! de! la! implementación,! así! como! los!elementos!del!programa!principal!modificados!para!poder!realizar! la! integración.!Por!último!se!detallan!las!pruebas!aplicadas!al!programa!para!la!comprobación!de!su!correcto!funcionamiento.!











 1 #map:def 
 2 # Example map file for RoboMind 
 3 p 
 4 paint: 
 5 (w,.,3,9)(w,-,5,9)(w,|,8,9)(b,.,10,9)(b,-,12,9) 
 6 p  
 7 p   
 8 map: 
 9 CHHHHHHHHHHHHHHHHHD 
10 GMFFFFFFFFFFFFFFFJI 
11 GI               GI 
12 GI A B C D E F G GI 
13 GI               GI 
14 GI H I J K L M N GI 
15 GI               GI 
16 GI O P Q R * @   GI 
17 GI               GI 
18 GI               GI 
19 GI               GI 
20 GI               GI 
21 GI               GI 
22 GI               GI 
23 GI               GI 
24 GI               GI 
25 GLHHHHHHHHHHHHHHHKI 





.Esta!sección!estructura! los!elementos!del!mapa,!definidos!después!de! la! línea!“map:”.!Éstos!son:!!













4.2.#Desarrollo#!En!esta!sección!se!pretende!analizar! los!pasos!seguidos!para!el!desarrollo!del!editor! gráfico! de! mapas.! Este! editor! se! ha! desarrollado! en! el! paquete!
robo.mapeditor,! en! el! que! se! ha! incluido! todas! las! clases! necesaria! para! su!funcionamiento.! También! ha! sido! necesaria! la! modificación! de! algunos! de! los!ficheros!fuente!originales!para!la!correcta!integración!del!mismo.!!En! un! primer! momento,! se! pretendía! realizar! las! fases! por! separado! de!desarrollo!e! integración.!Finalmente!se!decidió!no!hacerlo!de!esta!manera,!al! ser!muy!fuerte! la!dependencia!con!los!elementos!del!programa!original.!Por! lo!tanto,!se! realizaron! cambios! en! el! código! original! para! poder! efectuar! la! integración! y!finalmente!se!procedió!a!su!desarrollo.!Una!de!las!clases!más!necesitadas!ha!sido!

















!La! barra! de! herramientas! está! dividida! en! tres! zonas:! la! zona! de! Actions.
(acciones),! Obstacles. (obstáculos)! y! Strokes. (trazos).! Las! acciones! son! aquellas!relacionadas! con! el! fichero!del!mapa! actual,! permite! crear!uno!nuevo,! guardar! y!recargar!el!actual.!Los!obstáculos!son!elementos!del!mapa!que!tienen!una!relación!directa! con! los! vistos! en! el! apartado! 4.1.1.! Del!mismo!modo,! los! trazos,! son! los!mencionados! en! dicho! apartado.! En! los! dos! zonas! que! modifican! el! mapa! se!encuentran!dos!borradores,!que!sirven!para!eliminar!elementos!del!mismo!grupo.!!Una!vez!que!se!activa!la!pestaña!correspondiente!al!editor!de!mapas,!el!editor!se! pone! en! modo! edición! (editing),! que! afecta! al! comportamiento! de! la! clase!
Monitor,!debido!a!las!modificaciones!que!se!explicarán!en!secciones!posteriores.!El!usuario! puede! seleccionar! cualquiera! de! las! herramientas! y! utilizarlas!directamente! en! el! mapa.! El! editor! tiene! en! consideración! ciertos! elementos! no!pueden! estar! encima! de! otros! (por! ejemplo,! donde! esté! localizado! el! robot! no!puede!ir!ningún!obstáculo).!Además!el!editor!permite!presionar!el!botón!del!ratón!en!el!mapa!y!arrastrar,!por!lo!que!la!herramienta!seleccionada!se!aplicará!a!lo!largo!del! recorrido! del! ratón! y! hasta! que! se! suelte! el! botón,! y! realizando! el!desplazamiento!oportuno!si!se!llega!a!cualquier!límite!del!Monitor.!!Todos! los! cambios! realizados! en! el! mapa! van! actualizando! las! estructuras!internas! del! programa.! Se! ha! desarrollado! un! método! que! permite! leer! estas!estructuras!y!traducirlas!al!formato!de!salida!de!mapas!de!robomind.!!




Al!instanciarse!el!editor,!lo!primero!que!realiza!es!la!obtención!de!las!instancias!de! las! clases! que! controlan! el! programa! RoboMind,! (Controller,. Monitor. y!
ResourceManager)..Una!vez!finalizado!esto,!se!crean!las!acciones!para!responder!al!la! interacción! del! usuario,! y! esta! clase! se! subscribe! a! los! eventos! del! ratón! de!






!Como!se!puede!observar!en!la!figura!anterior,!la!barra!de!herramientas!se!sitúa!en!el!lado!izquierdo!de!la!pantalla.!Aunque!puede!ser!posicionada!en!cualquiera!de!los! dos! lados.! El! usuario! puede! decidir! que! barra! de! herramientas! utilizar!accediendo!a!las!preferencias!del!programa.!!Cuando!el!editor!recibe!la!acción!del!ratón,!el!despachador!de!eventos!de!Java!invoca!uno!de! los!métodos!relacionados!con!el! ratón!según!el! tipo!de!evento:!un!clic,! un! arrastre,! …! Todos! los! eventos! del! ratón! se! producen! con! un! objeto!
MouseEvent! el! cual! describe! las! coordenadas! donde! se! ha! hecho! el! clic.! Estas!coordenadas!son!relativas!a!Monitor!y!no!son!directamente!tuplas!(x,!y)!del!mapa.!Por!lo!que!se!ha!implementado!el!método!translate:.
.
489 private Point translate(double mouseX, double mouseY) { 
490 
491        // Required variables. 
492        double scale = monitor.getScale(); 
493        Point2D t = monitor.getTranslation(); 
494        Point2D g = monitor.getGridDimension(); 
495  
496        double tx = t.getX(), ty = t.getY(); 
497        double gridDx = g.getX(), gridDy = g.getY(); 
498  
499         // First scales x,y position. 
500         double cx = mouseX / scale, cy = mouseY / scale; 
501  
502         // Now, we translate it and divide it by grid size 
503         double x = ((cx - tx) / gridDx), y = ((cy - ty) /     
////////////////////////////////////////////////////////gridDy); 
504  
505        // In case of negative values, we substract 1 so     
//////////////there is only 
506        // one zero, ie: -0.005 -> truncated is 0, when 
//////////////actually we want -1 
507        x = x < 0 ? x - 1 : x; 
508        y = y < 0 ? y - 1 : y; 
509  
510        // Values are truncated. 
511        return new Point((int) x, (int) y); 





Lo! que! este! código! realiza! es! lo! siguiente:! primero! lee! el! contexto! actual! del!mapa,! la! traslación,! la! escala! y! las!dimensiones! en!pixeles!de! cada! celda,! valores!que!no!están!sometidos!a!escala;!en!segundo! lugar,!divide! las!componentes!x!e!y!del!punto!por!la!escala,!obteniendo!en!qué!punto!(x,!y)!habría!cliqueado!el!usuario!a!escala!1;!luego!se!le!resta!la!traslación!actual!a!cada!componente.!Aquí!es!donde!aparece!el!problema!de!los!números!negativos.!Un!número!negativo!implica!que!se!ha! hecho! clic! fuera! de! los! límites! del! mapa.! El! problema! es! que! para! obtener!coordenadas!discretas!(x,!y)!hay!que!truncar!los!valores!obtenidos,!y!truncar,!por!ejemplo!k0.23,!es!0,!cuando!en!realidad!el!usuario!ha!hecho!clic!en!la!celda!k1,!por!lo! tanto,! antes! de! truncar! el! valor,! hay! que! restarle! una! unidad,! para! solucionar!este!problema.!!También! se! ha! desarrollado!un!método!que! comprueba! los! límites! del!mapa.!Aunque!la!capacidad!de!desplazamiento!del!mapa!es!muy!grande,!!las!estructuras!internas! del! programa! solo! almacenan! los! datos! de! las! partes! del! mapa! que!contienen!datos.!Así,!si!la!celda!con!algún!elemento!más!lejana!es!la!(200,!100),!las!estructuras! internas! tendrían! esas! dimensiones.! El! método! Point.





• mousePressed(MouseEvent. e):! este! método! se! invoca! al! presionar! un!botón! del! ratón.! El! editor! aprovecha! en! este! evento! para! tomar! las!coordenadas! donde! se! ha! hecho! clic.! Esto! es! importante! ya! que! al!arrastrar! el! ratón! hay! que! saber! desde! donde! hay! que! aplicar! la!herramienta! seleccionada.! Este! valor! se! guarda! como! coordenadas! del!mapa!y!no!como!coordenadas!en!el!Monitor.!!
• mouseClicked(MouseEvent. e):.este!método! se! invoca! cuando! el! usuario!realiza!un!clic.!Este!método!es!el!responsable!de!aplicar!la!herramienta!seleccionada! sobre! el! mapa.! Según! de! qué! herramienta! se! trate!actualizará!las!estructuras!para!añadir!dicho!objeto!en!el!mapa.!Además,!comprobará! los! límites! del! mapa,! y! comprobará! las! restricciones! de!alguno!de!ellos.!Algunas!de!estas!restricciones!son:!no!se!puede!borrar!el!punto!de!inicio!del!robot;!no!se!puede!insertar!un!objeto!sobre!el!punto!de! inicio! del! robot.! También! actualiza! el! radar,! que! es! una! imagen!traslucida!con!una!miniatura!del!mapa.!!!




• mouseReleased(MouseEvent. e):! este! método! ocurre! cuando! se! deja! de!presionar!el!botón!del!ratón.!En!este!método!sólo!se!deja!la!referencia!al!último!punto!
.Para!que!todo!esto!funcione!y!pueda!ser!integrable!en!el!sistema,!ha!sido!necesaria!la!modificación!de!algunos!ficheros!del!código!original,!los!cuales!se!detallan!en!la!siguiente!sección.!
.
4.5.#Cambios#en#el#código#original#!Las! modificaciones! en! el! código! original! han! sido! puntuales! y! por! causas!justificadas.!En!cada!cambio!realizado!se!ha!comentado!la!línea!o!bloque!en!la!que!se!ha!producido,! junto! con! su! justificación.!Un! ejemplo! sería! el! siguiente! cambio!realizado!en!la!clase!Controller:!!
58 private MapEditor mapEditor; // [TFG] MapEditor               









• Es! necesario! cambiar! la! visibilidad! de! algunos! atributos! para! poder!acceder!a!ellos!fuera!de!la!clase!Controller!
• Es! necesario! que! Controller! compruebe! si! el! mapa! actual! ha! sido!modificado!antes!de!realizar!cualquier!acción!relacionada!con!el!uso!del!mapa! (como! ejecutar! un! script! o! salir! del! programa)! y! preguntarle! al!usuario!qué!desea!hacer!(guardar!cambios,!descartarlos,!cancelar).!
• Es!necesario!que!Controller!añada!la!nueva!barra!de!herramientas!para!poder!manipular!el!editor!de!programas.!!Por!lo!tanto!los!cambios!realizados!son!los!siguientes:!!
48public class Controller extends WindowAdapter implements 
/////////////////////////////////////////////ComponentListener { 
49    private static Controller thisController; 
50    private ResourceManager resourceManager; 
51//    private PluginManager pluginMananger; 
52    private MapEditor mapEditor; // [TFG] MapEditor Instance. 
53    private JToolBar toolBar; // [TFG] ToolBar Instance !!En!este! trozo!de!código!podemos!observar! los!nuevos!atributos!añadidos.! !El!atributo!mapEditor!es!la!instancia!actual!del!editor!de!mapas,!que!Controller.será!el!encargado!de!crear;!el!atributo!toolBar!es! la!barra!de!herramientas!del!editor!de!mapas.!!
141private Controller(String[] args, boolean useSubstance) { 
142        thisController = this; 
 
  ... 
 
231        /* [TFG] Instanciates MapEditor */ 





234    } 
 !En!este!caso,!al!finalizar!la!construcción!de!Controller.se!añaden!las!líneas!para!instanciar!el!editor!de!mapas.!!!!!
246    /* 
247     * [TFG] Changed Scope from private -> public 
248     * we take advantage of this method to show errors   
///////////////////////////////////////////////////////anywhere. 
249     */ 
250    public void showError(Object msg){ !Se!ha!cambiado!la!visibilidad!de!este!método!para!que!pueda!ser!utilizado!fuera!del!ámbito!de!la!clase.!De!esta!manera!en!el!caso!de!tener!que!mostrar!algún!error!al!usuario,!este!mensaje!va!a!tener!el!mismo!formato!que!el!resto!del!programa.!!!
418    /** 
419     * Create a gui with the just initialized actions 
420     */ 
421    private void initGui(){ 
  ... 
479        else{ 
480            // Create Menu 
481            frame.setJMenuBar(createMenuBar()); 
482            // Create Toolbar 
483            toolBar = createToolBar(); // [TFG] toolbar 
484            container.add(toolBar, BorderLayout.NORTH); 
485        } 
  ... 
1418 
1419    /* [TFG] Added getter for toolbar */ 
1420    public JToolBar getToolBar() { 
1421        return toolBar; 





En! este! caso! se! instancia! la! barra! de! herramientas! al! atributo! añadido!anteriormente.!También!se!han!creado!el!método!getter!del!mismo.!!
1707      public void openMap(File file) { 
1708          try { 
1709              /* [TFG]  before open a new map, we maybe want 
/////////////////////////////////////////////////to save changes 
1710               * made on current */ 
1711             if (mapEditor.maybeSaveCurrentFileMap()){ 
1712                  return; 
1713             } 
1714             /*    *    */ 
1715             TileMap map = resourceManager.loadMap(file); 
1716             /* [TFG]  */ 
1717             resourceManager.setMapFile(file); /* [TFG] 
////////////////////////////////////////sets current map file */ 
1718             mapEditor.setMap(map); 
1719             /*    *    */ 
     ... !En! este! código,! se! comprueba! antes! de! abrir! otro! mapa,! si! el! actual! tiene!cambios,! y! se! le! pregunta! al! usuario! qué! desea! hacer.! Mediante! la! función!





más!específicos!y!transforman!algo!el! funcionamiento!de!Monitor,.aunque!de!una!manera! transparente! al! resto! del! programa.! Es! decir,! si! el! editor! de! mapas! no!existiese,!a!pesar!de!estos!cambios,!el!resto!del!programa!seguiría!funcionando!de!la!misma!manera!que!lo!hacía!antes.!Las!modificacioens!se!pueden!observar!en!el!anexo!B.!!Comentar!que!NewMonitor.es!una!clase!en!desuso,!una!de! las!primeras!clases!desarrolladas! de! la! implementación! de! IMonitor,! ! pero! que! ha! sido! reemplazada!por! Monitor,! dado! que! NewMonitor! intentaba! mejorar! el! rendimiento! gráfico!evitando!escalar!las!imágenes!cuando!no!era!necesario.!Dado!que!a!partir!de!Java!6!ya!se!tienen!aceleración!de!gráficos!de!forma!nativa,!esta!clase!ya!no!tiene!sentido.!Además,! parece! ser! que! NewMonitor! tiene! algunos! memoryUleaks,! ya! que! las!imágenes!escaladas!no!son!liberadas!después!de!su!uso.!Dado!que!los!atributos!en!
NewMonitor. son! los! mismos! que! en! Monitor! y! su! funcionamiento! también! es!coincidente,! se! han! aplicado! los! mismos! cambios! tanto! en! Monitor. como! en!
NewMonitor.!!El! cambio!más! importante! se! realiza! en! el!método!mouseDragged! de! la! clase!
Monitor,. para! otorgarle! más! usabilidad! al! programa! (dada! la! extensión! de! esta!modificación,! el! código! se! puede! obtener! en! el! anexo! C).! En! el! modo! edición,!cuando!se!arrastra!el!ratón!y!se!llega!a!los!límites!de!Monitor,!hay!que!modificar!la!traslación!del!mapa!para!seguir!utilizando!la!herramienta.!Esto!se!ha!hecho!de! la!siguiente!manera:!!




límite! más! rápido! será! el! desplazamiento,! por! lo! que! la! variación! de!tiempo! entre! eventos! es! menor.! Si! no! se! controlaran! los! límites,!desplazándose!cada!vez!que!se!produjese!el!evento!y!se!estuviera!cerca!del!límite!de!Monitor,!entonces!este!desplazamiento!sería!mucho!más!de!lo!deseado!haciendo!reduciendo!la!usabilidad,!al!producirse!los!eventos!de!manera!muy!continua.!!!
• En! caso!de!que! las! variaciones!de! tiempo! se! encuentren!dentro!de! los!límites,! se! realizan! los! cálculos! para! el! desplazamiento! del!mapa! y! se!ordena!que!repinte!todo!el!Monitor.!También!se!actualiza!el!valor!de!la!variable!last.!En!caso!negativo,!no!se!modifica!nada.!!
4.5.4.#ResourceManager#!El! primer! problema! que! hubo! a! la! hora! de! realizar! la! implementación! del!editor,!fue!que!todo!el!programa!busca!las!cadenas!de!texto!visibles!al!usuario!en!un!ResourceBundle!que!varía!según!el!idioma!del!programa.!Esto!se!hace!mediante!el!método!getLabel! de!ResourceManager,.al! cual! se! le! pasa! como! parámetro! una!clave!que!buscará!dentro!del!ResourceBundle.!En!el!caso!de!no!existir!dicha!clave,!arroja!una!excepción.!Por!lo!que!la!primera!modificación!fue!que!en!vez!de!arrojar!una!excepción,!éste!devolviera!la!clave!pasa!como!parámetro.!!
283     public String getLabel(String key){ 
284        try{ 
285            return labelsBundle.getString(key); 
286        } 
287        catch (Exception e){ 
288            //return defaultLabelsBundle.getString(key); 
289            /* [TFG] Refactored */ 
290            try { 
291                return defaultLabelsBundle.getString(key); 
292            } catch (Exception ex) { 
293                return key; 
294            } 




296        } 
297     } !También! hubo! que! modificar! el! método! saveSnapShot,! el! cual! toma! una!instantánea! del! estado! actual! del! mundo! y! la! guarda! en! el! formato! JPEG.! Para!realizarla,! hacía!uso!de!unas! librerías! Java!que!ya!no! estaban!disponibles,! por! lo!que!ese!código!ha!sido!reescrito!para!poder!compilar!todo!el!programa!sin!errores.!!Por!último,!se!ha!añadido!el!método!para!guardar!el!mapa!actual!en!un!fichero.!Este!método,!mediante!las!estructuras!internas!del!mapa!pasado!como!parámetro,!organiza! el! fichero! salida! para! que! sea! reconocible! por! el! programa.! Hay! que!recalcar,! que!TileMap! tiene! las! estructuras! preparadas! para! que! este!método! no!tenga! más! que! iterar! sobre! ciertas! estructuras,! en! concreto! dos:! strokes. y!
imageKeys,!y!guardarlo!en!el!fichero.!!




La!otra!modificación!importante!ha!sido!en!el!método!updateStroke,.que!ha!sido!reescrita! para! poder! añadir! nuevos! trazos,! teniendo! en! cuenta! los! ya! existentes,!para! que! no! haya! repetidos! y! que! al! guardar! el! mapa! en! un! fichero,! la! lista! de!tuplas!de! las! sección!paint! sea!concordante.!Para!esto! también!ha!sido!necesario!implementar! los!métodos! equals.y! hashCode,! en! el! la! clase! anidada! Stroke,! para!que,!de!este!modo,!se!pudiera!comprobar!si!un!Stroke!ya!existe!o!no.!Al!añadir!una!traza!nueva,!el!método!comprueba!no!solo!si!existe!esa!traza,!sino!también!si!existe!alguna!otra!que!pudiera!pintar!la!misma!ya!que!las!trazas!horizontales!y!verticales!ocupan!dos!celdas.!!Por! último,! se! ha! implementado! el! método! toString! de! Stroke,! de! modo! que!devuelva!una!cadena!con!el!formato!que!se!requiere!en!los!ficheros,!!facilitando!la!tarea!de!guardar!el!fichero!de!mapa.!!




































GI               A  *GI 
GI AAAA AAAAAAAA A AAGI 
GI    A A      A   A GI 
GIAAAAA A PPP AAAAAA GI 
GI      A POP        GI 
GI AAAAAA PPP AAAAAA GI 
GI            A      GI 
GIAAAAAAAAA AAA AAAAAGI 
GI       A    A      GI 
GI A AAA AAAA AAAAAA GI 
GI A A A      A      GI 
GI A A A AAAAAA  AAAAGI 











5.'EDITOR'VISUAL'DE'PROGRAMAS'!Uno! de! los! objetivos! de! este! proyecto! era! la! creación! de! un! editor! visual! de!programas.!Para!dicho!fin,!se!requería!la!manipulación!de!las!estructuras!internas!del!programa!mediante!un!entorno!gráfico!de! tal!manera!que!el!usuario!pudiera!manipular! elementos! que! modificaran! dicha! estructura.! Un! ejemplo! de! esta!programación!se!puede!observar!en!la!figura!5.1.!Se!trata!de!una!aplicación!web!de!Google! denominada! Google! Blocky,! este! permite! una! programación! visual! para!resolver!laberintos.!!




diseño!del!mismo,!basado!en!un!compilador!JustUInUTime!con!una!máquina!virtual!basada! en! estructuras! arborescentes.! No! se! ha! implementado! dicha! solución,! ya!que!el!tiempo!necesario!para!tal!objetivo!excedía!del!tiempo!disponible!para!todo!el!presente!trabajo.!!






Este! tipo! de! estructura! tiene! una! característica,! que! es! que! son! fáciles! de!ejecutar.!Su!ejecución!estaría!en!recorrer!en!profundidad!este!árbol,!interpretando!cada!tipo!de!nodo.!!!Consideremos!el!siguiente!ejemplo!escrito!en!RoboMind:!!
1 if (frontIsClear() and flipCoin()) { 
2        forward(1) 
3 }  !!En!este!caso!de!condicional!IF,!uno!de!los!hijos!sería!la!condición!a!comprobar,!la! otra! qué! hacer! en! caso! de! cumplirse! la! condición,! este! nodo! sería! en! sí! un!subárbol!AST,!ya!que!las!acciones!que!se!pueden!realizar!son!ninguna,!una!o!varias.!!En!la!figura!5.1.2!podemos!ver!la!representación!gráfica!de!este!ejemplo.!!
!
Figura'5.1.2.'AST.ejemplo.








6.'CONCLUSIONES'Y'LÍNEAS'FUTURAS'!Una!vez!acabado!el!trabajo,!se!dispone!de!una!aplicación!cuya!funcionalidad!de!edición!de!mapas!está!perfectamente!integrada!en!el!mismo,!además!de!toda!una!documentación!de!la!herramienta,!y!la!posibilidad!de!seguir!ampliando!el!mismo.!!Una! de! las! partes! más! importantes! es! la! vista! atrás,! comprobar! todo! lo!aprendido,!las!dificultades!que!se!han!tenido,!y!la!valoración!del!mismo.!!De! los! objetivos! planteados! en! un! principio,! éstos! no! se! han! podido! cumplir!todos,! sin! embargo! se! han! planteado! las! soluciones! para! aquellos! objetivos!faltados.!Futuros!proyectos!podrían!seguir!por!la!línea!aquí!planteada!para!obtener!un!programa!realmente!interesante.!!




En!cuanto!a! las!dificultades!encontradas,!han!sido!sobre!todo! las!procedentes!del! análisis! del! código.! Dada! mi! experiencia! en! aplicaciones! Java! y! Swing,!desarrollar!la!aplicación!en!sí!no!ha!supuesto!más!problemas.!!!
6.2.#Líneas#futuras#!Al!finalizar!el!proyecto!quedan!varias!líneas!de!desarrollo,!entre!ellas:!!
• Mejora!de!la!fluidez!del!editor!de!mapas!!
• Desarrollo! de! nuevas! herramientas! para! editar! mapas,! como! por!ejemplo! la!posibilidad!de!crear! rectángulos,! teniendo!en!cuenta!el! tipo!de!pared!que!se!tiene!que!utilizar!en!cada!punto!del!mapa!!






1870public class ExitAction extends RoboAction{ 
1871        public ExitAction(String labelKey, String iconKey, 
Integer mnemonic, KeyStroke accelerator) { 
1872            super(labelKey, iconKey, mnemonic, accelerator); 
1873        } 
1874  
1875        public void actionPerformed(ActionEvent e) { 
1876            boolean cancel = maybeSaveCurrentFile() || 
mapEditor.maybeSaveCurrentFileMap(); // [TFG] Added map modify 
check 
1877            if(!cancel){ 
1878                task.cancel(); 
1879                System.exit(0); 
1880            } 
1881        } 
1882    } !
1969    public class ExecuteAction extends RoboAction{ 
1970        public ExecuteAction(String labelKey, String 
iconKey, Integer mnemonic, KeyStroke accelerator) { 
1971            super(labelKey, iconKey, mnemonic, accelerator); 
1972        } 
1973  
1974        public void actionPerformed(ActionEvent e) { 
1975            // [TFG]�Condition added 
1976            if (mapEditor.maybeSaveCurrentFileMap()) { 
1977                return; 
1978            } 
  ... 
2014                        monitor.setMap(map); 
2015                        /*[TFG]*/ mapEditor.setMap(map); 
 !
2125 public class RemoteControlAction extends RoboAction{ 
2126        public RemoteControlAction(String labelKey, String     
/////////////iconKey, Integer mnemonic, KeyStroke accelerator) { 
2127            super(labelKey, iconKey, mnemonic, accelerator); 
2128        } 
2129 
2130        public void actionPerformed(ActionEvent e) { 
2131            // [TFG] Condition added 
2132            if (mapEditor.maybeSaveCurrentFileMap()) { 
2133                return; 





99     /*[TFG] Required for MapEditor*/ 
100      
101     public abstract double getScale(); 
102     public abstract java.awt.geom.Point2D getTranslation(); 
103     public abstract void updateRadar(); 
104     public abstract void setTranslation(double x, double y); 
105     public abstract void setRelativeTranslation(double x,        
////////////////////////////////////////////////////double y); 
106     public abstract java.awt.geom.Point2D 
/////////////////////////////////////////////getGridDimension(); 
107     public abstract void initBeakenSprites(); 
108     public abstract void setRoboSpritePosition(double x, 
///////////////////////////////////////////////////double y); 
109     public abstract void moveSpritesRelative(double x, 
/////////////////////////////////////////////////double y); 
110     public abstract void setCorrectorFactor(double x,   
////////////////////////////////////////////////double y); 
111     public abstract java.awt.geom.Point2D 
‘’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’’getRoboSpritePosition(); 





935    public void mouseDragged(MouseEvent e) { 
936        /* [TFG] Allows dragging  */ 
937          
938        if (MapEditor.getInstance().isEditingMode()) { 
939            long ac = System.currentTimeMillis();   // Takes 
////////////////////////////////////////////////////current time 
940             
941            int limit = 500;    // How long has to pass 
///////////////////////////////////////////////before next dragg 
942            // gridDx and gridDy are not scaled when zoom 
/////////////////////////////////////////////////in/out, so it's  
943            // needed to scale them in order to know how big 
/////////////////////////////////////////////////grid cells are. 
944            int dxs = (int) (gridDx*scale); 
945            int dys = (int) (gridDy*scale); 
946            // Performance stuff, no need to double check 
947            boolean dxy = false; 
948              
949            if (e.getX() <= (dxs/6) || e.getX() > (getWidth() 
////////////////////////////////////////////////////- (dxs/6))){ 
950                // First speed (the fastest) 0 <= x <= dxs/6 
951                limit = 125; 
952                dxy = true; 
953            } else if (e.getX() <= (dxs/3) || e.getX() > 
////////////////////////////////////////(getWidth() - (dxs/3))){ 
954                // Second speed dxs/6 < x <= dxs/3 
955                limit = 250; 
956                dxy = true; 
957            } else if (e.getX() <= (dxs/2) || e.getX() > 
////////////////////////////////////////(getWidth() - (dxs/2))){ 
958                // Third speed (the slowest) dxs/3 < x <= 
///////////////////////////////////////////////////////////dxs/2 
959                limit = 500; 
960                dxy = true; 
961            } 
962              
963            // Same as before... 
964            if (e.getY() < (dys/6) || e.getY() > (getHeight() 
////////////////////////////////////////////////////- (dxs/6))){ 
965                limit = 125; 
966                dxy = true; 
967            } else if (e.getY() < (dys/3) || e.getY() > 
///////////////////////////////////////(getHeight() - (dys/3))){ 
968                limit = 250; 
969                dxy = true; 
970            } else if (e.getY() < (dys/2) || e.getY() > 
///////////////////////////////////////(getHeight() - (dys/2))){ 




972                dxy = true; 
973            } 
974             
975            // in case it's not time of dragging or mouse is 
/////////////////////////////////////////not on dragging limits 
976            if ( (last != 0 && (ac - last) < limit) 
977                    || !dxy){ 
978                return; 
979            } 
980            // updates time, this is the last time user 
///////////////////////////////////// dragged successfully 
981            last = ac; 
982            // We only repaint once. 
983            boolean rp = false; 
984             
985            if ( e.getX() <= dxs/2) { 
986                // Mouse is inside limits, move translation 
////////////////////////////////////////////////one cell right  
987                // and adjust it to grid boundary. 
988                tx = gridDx * (int)((tx + gridDx)/gridDx); 
989                rp = true; 
990            } 
991             
992            if ( e.getY() <= dys/2 ) { 
993                // Mouse is inside limits, move translation 
/////////////////////////////////////////////////one cell down  
994                // and adjust it to grid boundary. 
995                ty = gridDy * (int)((ty + gridDy)/gridDy); 
996                rp = true; 
997            } 
998              
999            if (e.getX() >= getWidth() - (dxs/2)){ 
1000                // Mouse is inside limits, move translation 
//////////////////////////////////////////////////one cell left  
1001                // and adjust it to grid boundary. 
1002                // In this case translation is (w-tx) so if 
//////////////////////////////////////////////we want to adjust 
1003                // we have to apply w - (tx+gridX) and then 
//////////////////////////////////////////////do the adjustment 
1004                tx = getWidth() - (gridDx * 
(int)((getWidth() - (tx - gridDx))/gridDx)); 
1005                rp=true; 
1006            } 
1007              
1008            if (e.getY() >= getHeight() - (dys/2)){ 
1009                // Mouse is inside limits, move translation 
////////////////////////////////////////////////////one cell up 
1010                // and adjust it to grid boundary. 
1011                // Same as before for adjustment. 
1012                ty = getHeight() - (gridDy * 
///////////////////(int)((getHeight() - (ty - gridDy))/gridDy)); 




1014            } 
1015             
1016            // We paint only if needed... 
1017            if(rp){ 
1018                repaint(); 
1019            } 
1020             
1021            return; 
1022        } 
1023          
1024        /*  [TFG] END  */ 
1025        tx += (e.getX() - mousePrevX)/scale; 
1026        ty += (e.getY() - mousePrevY)/scale; 
1027        mousePrevX = e.getX(); 
1028        mousePrevY = e.getY(); 
1029  
1030        repaint(); 





274    public void restore() { 
275  
276        height = resetMap.height; 
277        width = resetMap.width; 
278  
279        imageKeys = new char[width][height]; 
280  
281        for (int x = 0; x < width; x++) { 
282            System.arraycopy(resetMap.imageKeys[x], 0, 
////////////////////////////////imageKeys[x], 0, height); 
283        } 
284  
285        painted = new Robot.Paint[width][height]; 
286  
287        for (int x = 0; x < width; x++) { 
288            System.arraycopy(resetMap.painted[x], 0, 
////////////////////////////////painted[x], 0, height); 
289        } 
290  
291        obstacleTiles = new Animation[width][height]; 
292        for (int x = 0; x < width; x++) { 
293            System.arraycopy(resetMap.obstacleTiles[x], 0, 
////////////////////////////////obstacleTiles[x], 0, height); 
294        } 
295  
296        decorationTiles = new Animation[width][height]; 
297        for (int x = 0; x < width; x++) { 
298            System.arraycopy(resetMap.decorationTiles[x], 0, 
////////////////////////////////decorationTiles[x], 0, height); 
299        } 
300  
301        strokes.clear(); 
302        for (Stroke2 s : resetMap.strokes) { 
303            strokes.add(new Stroke2(s)); 
304        } 
305  
306        beacons.clear(); 
307        for (Beacon b : resetMap.beacons) { 
308            beacons.add(new Beacon(b)); 
309        } 
310  
311        realAnimations = new 
//////////////////ArrayList<Animation>(resetMap.realAnimations); 
312        robotStartX = resetMap.robotStartX; 
313        robotStartY = resetMap.robotStartY; 




462    public void updateStroke(int x, int y, Stroke2.Type t, 
////////////////////////////////Robot.Paint p) { 
463        synchronized (strokes) { 
464            /* [TFG] Original code: 
465             *  
466             * strokes.add(new Stroke2(x, y, t, p)); 
467             * 
468             * Modified: in order to ommit duplicates, before 
//////////////////adding 
469             * a new stroke check if that point is painted. 
////////////////*/ 
470  
471            Stroke2 s = new Stroke2(x, y, t, p); 
472  
473            if (strokes.contains(s) 
474                || (t == Stroke2.Type.dot 
475                    && strokes.contains(new Stroke2(x, y, 
////////////////////////////////////////Stroke2.Type.right, p))) 
476                || (t == Stroke2.Type.dot 
477                    && strokes.contains(new Stroke2(x - 1, y, 
////////////////////////////////////////Stroke2.Type.right, p))) 
478                || (t == Stroke2.Type.dot 
479                    && strokes.contains(new Stroke2(x, y, 
/////////////////////////////////////////Stroke2.Type.down, p))) 
480                || (t == Stroke2.Type.dot 
481                    && strokes.contains(new Stroke2(x, y - 1, 
//////////////////////////////////////Stroke2.Type.down, p)))) { 
482                System.err.println("Stroke ommited."); 
483                return; 
484            } 
485  
486            Stroke2 tmp; 
487  
488            if (t == Stroke2.Type.right 
489                && strokes.contains(tmp = new Stroke2(x + 1, 
/////////////////////////////////////y, Stroke2.Type.dot, p))) { 
490                strokes.remove(tmp); 
491                painted[x + 1][y] = null; 
492                System.err.println("Redundant right point 
///////////////////////////////////////////////stroke removed"); 
493            } else if (t == Stroke2.Type.down 
494                       && strokes.contains(tmp = new 
//////////////////////Stroke2(x, y + 1, Stroke2.Type.dot, p))) { 
495                strokes.remove(tmp); 
496                painted[x][y + 1] = null; 
497                System.err.println("Redundant down point 
///////////////////////////////////////        stroke removed"); 
498            } 
499  
500            strokes.add(s); 





503        if (t == Stroke2.Type.dot) { 
504            painted[x][y] = p; 
505        } else if (t == Stroke2.Type.down) { 
506            painted[x][y] = painted[x][y + 1] = p; 
507        } else if (t == Stroke2.Type.right) { 
508            painted[x][y] = painted[x + 1][y] = p; 
509        } 
510  
511    } !!
735    public char[][] getImageKeys() { 
736        return imageKeys; 
737    } 
738    private boolean modified = false; 
739  
740    public void setModified(boolean modified) { 
741        this.modified = modified; 
742    } 
743  
744    public boolean isModified() { 
745        return modified; 
746    } 
747 
748  
749    public void extend(int w, int h) { 
750        if (w < width && h < height) { 
751            return; 
752        } 
753  
754        if (w < width) { 
755            w = width; 
756        } else { 
757            w++; 
758        } 
759  
760        if (h < height) { 
761            h = height; 
762        } else { 
763            h++; 
764        } 
765  
766        if (painted != null) { 
767            painted = Arrays.copyOf(painted, w); 
768  
769            for (int x = 0; x < w; x++) { 
770                if (painted[x] != null) { 
771                    painted[x] = Arrays.copyOf(painted[x], 
h); 




773                    painted[x] = new Robot.Paint[h]; 
774                } 
775            } 
776        } else { 
777            painted = new Robot.Paint[w][h]; 
778        } 
779  
780        if (obstacleTiles != null) { 
781            obstacleTiles = Arrays.copyOf(obstacleTiles, w); 
782  
783            for (int x = 0; x < w; x++) { 
784                if (obstacleTiles[x] != null) { 
785                    obstacleTiles[x] = 
/////////////////////////////Arrays.copyOf(obstacleTiles[x], h); 
786                } else { 
787                    obstacleTiles[x] = new Animation[h]; 
788                } 
789            } 
790        } else { 
791            obstacleTiles = new Animation[w][h]; 
792        } 
793  
794        if (decorationTiles != null) { 
795            decorationTiles = Arrays.copyOf(decorationTiles, 
/////////////////////////////////////////////////////////////w); 
796  
797            for (int x = 0; x < w; x++) { 
798                if (decorationTiles[x] != null) { 
799                    decorationTiles[x] = 
///////////////////////////Arrays.copyOf(decorationTiles[x], h); 
800                } else { 
801                    decorationTiles[x] = new Animation[h]; 
802                } 
803            } 
804        }else{ 
805            decorationTiles = new Animation[w][h]; 
806        } 
807  
808        if (imageKeys != null) { 
809            imageKeys = Arrays.copyOf(imageKeys, w); 
810  
811            for (int x = 0; x < w; x++) { 
812                if (imageKeys[x] != null) { 
813                    imageKeys[x] = 
/////////////////////////////////Arrays.copyOf(imageKeys[x], h); 
814                } else { 
815                    imageKeys[x] = new char[h]; 
816                } 
817            } 
818        }  else { 
819            imageKeys = new char[w][h]; 





822        for (int x = width; x < w; x++) { 
823            for (int y = 0; y < h; y++) { 
824                imageKeys[x][y] = ' '; 
825            } 
826        } 
827  
828        for (int y = height; y < h; y++) { 
829            for (int x = 0; x < w; x++) { 
830                imageKeys[x][y] = ' '; 
831            } 
832        } 
833  
834  
835        width = w; 
836        height = h; 
837    } 
838  
839    public void extendBeginning(int w, int h) { 
840        if (w < width && h < height) { 
841            return; 
842        } 
843  
844        if (w < width) { 
845            w = width; 
846        } 
847  
848        if (h < height) { 
849            h = height; 
850        } 
851  
852        int iw = w - width; 
853        int ih = h - height; 
854  
855        Robot.Paint[][] oldPainted = painted; 
856        painted = new Robot.Paint[w][h]; 
857  
858        if (oldPainted != null) { 
859            for (int x = 0; x < width; x++) { 
860                if (oldPainted[x] != null) { 
861                    System.arraycopy(oldPainted[x], 0, 
///////////////////////////////////painted[x + iw], ih, height); 
862                } 
863            } 
864        } 
865  
866  
867        Animation[][] oldObstacleTiles = obstacleTiles; 
868        obstacleTiles = new Animation[w][h]; 
869  
870        if (oldObstacleTiles != null) { 




872                if (oldObstacleTiles[x]!=null){ 
873                    System.arraycopy(oldObstacleTiles[x], 0, 
/////////////////////////////obstacleTiles[x + iw], ih, height); 
874                } 
875            } 
876        } 
877  
878        Animation[][] oldDecorationTiles = decorationTiles; 
879        decorationTiles = new Animation[w][h]; 
880  
881        if (oldDecorationTiles != null){ 
882            for (int x = 0; x < width; x++) { 
883                if (oldDecorationTiles[x] != null) { 
884                    System.arraycopy(oldDecorationTiles[x], 
////////////////////////0, decorationTiles[x + iw], ih, height); 
885                } 
886            } 
887        } 
888  
889        char[][] oldImageKeys = imageKeys; 
890  
891        imageKeys = new char[w][h]; 
892  
893        if (oldImageKeys != null){ 
894            for (int x = 0; x < width; x++) { 
895                if (oldImageKeys[x] != null) { 
896                    System.arraycopy(oldImageKeys[x], 0, 
/////////////////////////////////imageKeys[x + iw], ih, height); 
897                } 
898            } 
899        } 
900  
901        for (int x = 0; x < iw; x++) { 
902            for (int y = 0; y < h; y++) { 
903                imageKeys[x][y] = ' '; 
904            } 
905        } 
906  
907        for (int y = 0; y < ih; y++) { 
908            for (int x = 0; x < w; x++) { 
909                imageKeys[x][y] = ' '; 
910            } 
911        } 
912  
913        for (Stroke2 s2 : getStrokes()) { 
914            s2.x += iw; 
915            s2.y += ih; 
916        } 
917  
918        for (Beacon b : getBeacons()) { 
919            b.x += iw; 




921        } 
922  
923        robotStartX += iw; 
924        robotStartY += ih; 
925  
926        width = w; 
927        height = h; 
928    } 
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