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Resumen
El objetivo de este artículo es explicar bre-
vemente la importancia que tiene el modela-
do conceptual como actividad en el proceso 
de desarrollo de un sistema de información, 
más aún si se lo hace desde un enfoque de 
una Arquitectura Dirigida por Modelos (Mo-
del Driven Architecture - MDA). 
Este trabajo describe cómo ha surgido el 
concepto de Modelado Conceptual a tra-
vés de una síntesis histórica de su apor-
te en el ámbito del desarrollo de los siste-
mas de información. Además, se comentan 
los principios básicos en que se sustenta 
0'$ VXV QLYHOHV GH HVSHFL¿FDFLyQ ODV
tecnologías que le dan soporte y cómo ha 
generado un cambio paradigmático en la 
producción de software, donde el ente de 
valor ya no es el código sino el modelo en 
el cual está basado la generación del códi-
go, esta generación se puede realizar para 
varias plataformas, es decir se requiere 
modelar una vez y se puede generar el có-
digo varias veces e incluso hacia diferen-
tes plataformas, de manera que el modelo 
llega a convertirse en código del software 
y cualquier cambio se debe realizar a este 
nivel de abstracción, al nivel de modelado 
conceptual.
¿Qué es Modelado Conceptual?
En el área del desarrollo del software, se 
utiliza el término modelado conceptual 
SDUDGH¿QLU OD WDUHDGHHOLFLWDU\GHVFULELU
los requisitos que un determinado sistema 
de información debe cumplir, tarea que es 
una parte importante en la Ingeniería de 
Requisitos, la cual es la primera fase del 
ciclo de desarrollo de un software. La es-
SHFL¿FDFLyQ GH HVWH FRQRFLPLHQWR HV OOD-
mada ontología del dominio [1].
El primer trabajo en Modelado Concep-
tual ha sido registrado en 1958 [2], y trata 
sobre la formulación abstracta de los pro-
blemas de procesamiento de datos desa-
rrollado por Young and Kent. Bubenko en 
su artículo [2] resume la evolución de la 
investigación y práctica en esta área du-
rante un poco más de cuatro décadas. 
Este trabajo cubre los  temas de investi-
gación de los años 60s, donde surgieron 
ideas y conceptos pioneros tales como 
“los problemas de procesamiento de datos 
expresados formalmente de una manera 
independiente de la máquina”, el desarro-
llo del reporte del grupo CODASYL “un Al-
gebra de Información” en 1962, continúa 
con la introducción del método infológico 
y mensajes elementales de Langefors en 
1965. Más tarde, la década de los 70s, se 
caracterizó por la introducción de nuevos 
PRGHORVDVtFRPRHOUH¿QDPLHQWR\H[WHQ-
sión de una serie de lenguajes de mode-
lamiento de la información como los mo-
delos binarios, relacionales, modelos de 
datos semánticos, lenguaje lógico, mode-
lamiento rol-objeto, entre otros. En los 80s, 
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la búsqueda estuvo centrada en encontrar 
un marco de trabajo común para mejorar 
la comprensión y optimizar los métodos y 
herramientas existentes, en este tiempo 
también se investigó como mejorar la fase 
de captura y validación de requerimientos 
del ciclo de vida de los sistemas, también 
se dieron las bases de los datos multi-
temporales, así como de los lenguajes 
orientados a objetos. Más tarde en los 90s 
el desarrollo y aplicación de métodos y 
técnicas más avanzadas de modelamien-
to conceptual continuaron extendiendo la 
discusión de los principios y problemas de 
investigación relacionados a los sistemas 
interoperables, heterogeneidad semántica, 
requerimientos no funcionales, modelos de 
negocio y modelos ontológicos.  En este 
punto el modelamiento conceptual en el de-
sarrollo de los sistemas de información es 
visto como un enfoque para capturar des-
cripciones informales e inexactas de las ne-
cesidades de los usuarios, y luego de algu-
na manera transformarlas en algo completo, 
formal y consistente a través de las especi-
¿FDFLRQHVFRQFHSWXDOHV3RUORWDQWROOHJDD
ser necesario dar soporte a la participación 
de las partes interesadas y usuarios del sis-
WHPD\UHDOL]DUHODQiOLVLV\HVSHFL¿FDFLyQ
de los requerimientos del negocio.
El aporte del Modelado Conceptual en 
MDA
A inicios de este siglo, la investigación en 
el área del modelado conceptual se centró 
en dar los primeros pasos para estanda-
rizar los esfuerzos, así como también en 
el desarrollo de lenguajes y modelos on-
WROyJLFRVSDUDGRPLQLRVHVSHFt¿FRV(QHO
2001, MDA surgió como las normas de la 
arquitectura base de OMG (Object Mana-
gement Group) [3]. El software basado en 
MDA comienza con un modelo indepen-
diente de la plataforma (Platform Indepen-
GHQW0RGHO 3,0TXHUHÀHMDHOFRPSRU-
tamiento y funcionalidad del negocio de la 
aplicación, este modelo se conoce como 
Esquema Conceptual, y es construido 
usando un lenguaje de modelado basado 
en MOF (Meta Object Facility) de OMG, el 
PiV FRQRFLGR HV80/ /HQJXDMH8QL¿FD-
do Modelado).  Las herramientas de de-
sarrollo de MDA, convierten el PIM prime-
UR D XQPRGHOR GH3ODWDIRUPD(VSHFt¿FD
3ODWIRUP6SHFL¿F0RGHO360\OXHJRD
una aplicación de código en prácticamente 
cualquier plataforma middleware (Servicios 
:HE ;0/62$3 (-% &1HW &25%$
GH20*HQWUHRWUDV>@9HU¿JXUD'H
esta manera se cumple con los cuatro ob-
jetivos de MDA que son portabilidad, intero-
perabilidad, mantenibilidad y reusabilidad a 
través de la separación arquitectónica de 
modelos [5].
)LJXUD1LYHOHVGHHVSHFL¿FDFLyQGHVHU-
vicios en la infraestructura MDA de la OMG.
En MDA, el modelado conceptual está fuer-
WHPHQWHUHODFLRQDGRFRQODFDOLGDG¿QDOGHO
producto del software, ya que los requisitos 
proveen las directrices para el diseño de la 
DUTXLWHFWXUDGHOVRIWZDUHGH¿QHQORVREMH-
tivos del software y establecen las bases 
SDUDPHGLUODFDOLGDGGHOSURGXFWR¿QDO>@
Usos de los modelos del Software
La promesa de MDA es la de ordenar y fa-
cilitar el desarrollo del software en base a 
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reglas consistentes, auxiliada por un dise-
ño visual, integrado, que es capaz de con-
YHUWLUVHHQFyGLJRSHUPLWLHQGRÀH[LELOLGDG
a largo plazo del proceso de desarrollo del 
software, para esto soporta cada fase del 
proceso de desarrollo, de la siguiente ma-
nera:
 5HTXLVLWRVHVSHFL¿FDODHVWUXFWXUD\
comportamiento del sistema. Si el software 
ya existe, el hacer una reingeniería para 
obtener el modelo en el cual está basado 
el sistema, ayuda a comprender como está 
hecho.
 ,PSOHPHQWDFLyQDXWRPiWLFDJHQHUD
automáticamente el código libre de errores, 
basado en la consistencia de los objetos 
integrados y permitiendo realizar un segui-
miento hasta su implementación.
 3UXHEDV\VLPXODFLyQIDFLOLWDODGH-
tección de errores en las primeras fase del 
proceso de desarrollo del software, a nivel 
del diseño, minimizando costes y recur-
sos. El tener modelos permiten construir 
un prototipo y simular el comportamiento 
para inferir, demostrar y validar propieda-
des a priori, conocer que tan fácil o difícil va 
a ser evolucionarlo o mantenerlo antes de 
crearlo, la validación se hace frente a los 
requisitos y se puede probar contra diver-
sas infraestructuras.
 0DQWHQLPLHQWRVXPLQLVWUDIDFLOLGDG
ya que al disponer del diseño en una forma 
legible por la máquina, cualquier cambio se 
debe hacer al nivel de modelo, esto permi-
te mantener consistente lo que se modela 
con lo que se implementa.
 ,QWHJUDFLyQ IDFLOLWD OD DXWRPDWL]D-
ción de la producción de puentes de in-
tegración de datos y la conexión con las 
infraestructuras existentes (sistemas lega-
dos, sistemas de terceros).
En todas estas fases se facilita la compren-
sión del sistema a desarrollar, el control de 
cambios, el control de versiones con una 
documentación coherente y actualizada, el 
análisis de impacto, la utilización de nom-
EUHV \ GH¿QLFLRQHV ~QLFDV \ FRKHUHQWHV
la rapidez de entrega de código, aumenta 
la calidad, la disminución de duración de 
los ciclos de desarrollo, por tanto mejora la 
productividad del proceso de desarrollo del 
software, facilita el reuso, la mantenibilidad 
y la reimplementación en otras tecnologías.
En este marco, MDA puede usarse sin 
GL¿FXOWDGHV HQ XQ PpWRGR iJLO GHMDQGR
a salvo por supuesto el hecho de que no 
se tocará el código fuente, como se hace 
normalmente en un enfoque ágil, donde 
se usa un generador automático de código 
como Oracle, Genexus, o algún otro; sino 
que se trabaja a nivel de un modelo de alto 
nivel, abstracto, donde los cambios son a 
nivel conceptual. 
Tecnologías que dan soporte a MDA
El desarrollo y la implantación de herra-
mientas que den soporte a los elementos 
de un entorno MDA (editor visual, reposi-
torio de modelos, transformador modelo 
a modelo, transformador modelo a texto), 
son el requisito fundamental para que el 
Desarrollo de Software Dirigido por Mode-
ORV'6'00''WHQJDp[LWR\VHFRQVLGH-
re una realidad.  MDA es la infraestructura 
para DSDM.  En este contexto IBM, Borland 
y Microsoft están liderando la construcción 
de herramientas avanzadas para facilitar la 
implantación y el desarrollo del DSDM, en-
tre ellas se tienen: IBM Rational Software 
$UFKLWHFW %RUODQG 7RJHWKHU \ 6SDU[ 6\V-
tems Enterprise Architect; otras conocidas 
son: ArcStyler, Acceleo, WebRatio, Mendix 
e Integranova. 
Adicionalmente, existen herramientas que 
dan soporte por separado a cada uno de los 
HOHPHQWRVGHXQHQWRUQR0'$YHU¿JXUD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Figura  2. Elementos de un entorno MDA
Editor Visual de Modelos, para realizar 
el diseño e implementación de editores vi-
suales que permitan gestionar los mode-
los: EMF, GEF+Draw 2D, GMF, herramien-
tas DSL (Model Designer), DSL textuales 
[7H[WR$:0(7$(',7HQWUH ODVPiV
conocidas.
Transformador Modelo a Modelo, para 
ejecutar la transformación de modelo a 
PRGHOR07)$7/497[7HQGR$:9,$-
75$$**HQWUHODVPiVGLYXOJDGDV
Repositorio de ModelosSDUDGH¿QLUOHQ-
guajes de modelado y repositorio de mode-
ORV02)³3UR¿OHV´GH80/(0)H&RUH
.HUPHWD$7/$60HJD0RGHO0DQDJHPHQW
(AM3), herramientas DSL (Domain Model 
Editor), XMI, entre las principales.
Transformador de Modelos a Texto, para 
generar el código fuente: programación 
PDQXDO-(7;6/7/HQJXDMHVGH3ODQWLOODV
)UHH0DUNHU 9HORFLW\ '6/ 7RROV 02)-
7H[W02)6FULSW [3DQGR$: HQWUH ODV
principales.
Se puede optar por uno de los tres mode-
los de negocios en cuanto a la adquisición 
de las herramientas: código abierto, adqui-
sición de la licencia o pagar por el uso del 
generador del código de la aplicación.
'L¿FXOWDGHVGHXVDU0'$
Existen muchas concepciones equivoca-
das acerca de lo que realmente es MDA, 
FyPR\FXiQGRXVDUOD ORTXHJHQHUDGL¿-
cultades al momento de querer optar por 
HOODDOJXQDVGHHVWDVGL¿FXOWDGHVVHGHWD-
llan a continuación:
 1RVHSXHGHPRGHODUFXDOTXLHUWLSR
de aplicación, hay ciertas restricciones 
debido a la falta de madurez de las herra-
mientas actuales.
 0RGHODU HO VRIWZDUH QR HV XQD VR-
lución inmediata a todos los problemas de 
desarrollo en una empresa, en realidad el 
desarrollo de software debe estar sopor-
tado por un proceso de desarrollo donde 
MDA puede estar integrada como marco 
de trabajo.
 1R VH SXHGH JHQHUDU  HO Fy-
digo de la aplicación, ya que depende del 
tipo de aplicación. Algunas aplicaciones 
tipo CRUD (create, read, update and de-
lete) se puede generar completamente, 
en otras se requiere algo de programación 
manual, esto depende de las capacidades 
de la herramienta y en esos casos hay que 
ser cuidadosos en marcar las zonas mo-
GL¿FDGDV\DTXHHQXQDUHJHQHUDFLyQGH
código pueden perderse.
 /RVGHVDUUROODGRUHVGHVRIWZDUHED-
sados en este nuevo paradigma, requieren 
formación y experiencia para poder centrar 
sus esfuerzos en todo lo que conlleva MDA, 
esta preparación tiene una curva de apren-
dizaje alta; además, MDA implica nuevos 
roles, tareas y dependencias en el equipo 
de desarrollo, y al principio esto afectará en 
la disminución de su productividad.  
 1RHV VX¿FLHQWH FRPSUDU XQDEXH-
na herramienta MDA, sin considerar las 
FDUDFWHUtVWLFDVHQFXDQWRDOXVR¿QDOGHOD
misma: usabilidad, control de versiones, 
JHVWLyQ GHPRGHORV ÀH[LELOLGDG GH OD KH-
rramienta, capacitación del personal que la 
va a usar, etc.
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Conclusiones
La mejor estrategia para desarrollar un 
software depende de muchos factores, en-
tre ellos el tipo de aplicación que se va a 
desarrollar, los conocimientos del grupo de 
desarrolladores, el grado del cambio que 
se quiera dar, no hay ninguna receta mági-
ca, sólo hay consejos que pueden ayudar 
a decidir.
El concepto de una herramienta L-CASE 
(Lower Case) generadora de código que 
hasta ahora se había conocido y usado 
para las fases de construcción e implan-
tación de código, ahora es reemplazado 
por la iniciativa MDA de OMG. MDA par-
te de un diseño visual en UML, que es un 
modelo conceptual, abstracto, que luego 
HV DSOLFDGR D XQD SODWDIRUPD HVSHFt¿FD
al ser transformado de un modelo a otro, 
SDUD ¿QDOPHQWH D WUDYpV GH RWUD WUDQVIRU-
mación obtener la generación del código 
ejecutable, de esta manera MDA da sopor-
te al proceso de desarrollo del software, 
cubriendo todo o casi todo el ciclo de vida 
del producto, desde los requerimientos, el 
diseño conceptual, hasta la generación del 
código y el empaquetado para su desplie-
gue.  MDA puede integrarse a cualquier 
tipo de proceso de desarrollo de software, 
por ejemplo, en un proceso de tipo ágil se 
denomina Agile MDA.
(OXVRGH0'$VHMXVWL¿FDSRUODSURGXFWL-
vidad que se alcanza en el desarrollo del 
software, especialmente en las factorías de 
software y también por la protección de la 
inversión frente a los continuos cambios en 
las tecnologías, ya que desde el modelo se 
puede evolucionar a una plataforma más 
actual; sin embargo, hay que tener presen-
WHVODVGL¿FXOWDGHVTXHVHWLHQHQDOXVDUOD
MDA es un área que ha despertado el inte-
rés de muchos investigadores de la comu-
nidad del software, como el grupo MDA de 
la OMG, así como grupos de investigación 
de universidades, quienes están aportan-
do con nuevas formas de automatizar la 
derivación de esquemas conceptuales en 
base a los requisitos de los interesados 
y usuarios del sistema, desarrollando he-
rramientas y metodologías para compilar, 
optimizar y validar las transformaciones 
de los modelos a los diferentes niveles de 
abstracción, buscando formas de integrar 
modelos, generando pruebas de software 
basadas en modelos; es decir, investigan-
do soluciones tecnológicas cada vez más 
potentes y maduras para hacer efectivo el 
Desarrollo de Software dirigido por Mode-
los; de manera que la visión de MDA “sólo 
HVQHFHVDULR\VX¿FLHQWHGH¿QLUHOHVTXH-
ma conceptual para desarrollar un Sistema 
de Información” se haga realidad.
5HIHUHQFLDV%LEOLRJUi¿FDV
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“ Hardy Cross… ha puesto el dedo en la lla-
ga:  como la obligación del ingeniero es dar servicio a la 
humanidad y la del político también, es muy frecuente que 
el mérito de las obras se lo arrebaten los políticos, sobre 
todo cuando interviene la politiquería, estos llevan las de 
ganar. Pero el ingeniero no debe acobardarse ante esta 
situación que no es ni nueva ni especial; su objetivo debe 
ser siempre la obra misma y el fruto que ella rinde, en 
tanto que la gloria, por legítima que sea, inevitablemente 
debe estar subordinada. Más aún, al desarrollarse cada 
vez más el trabajo en equipo, la fama individual tiende a 
desaparecer, y la celebridad queda reservada a los po-
cos mortales que, por la naturaleza misma del trabajo 
que realizan, pueden sobresalir en aquello que indefec-
tiblemente está ligado a la persona y a la personalidad de 
quien lo desempeña “.
