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Abstract
Non è un segreto, l’Internet of Things si sta diffondendo a macchia d’olio e
sta cambiando il nostro modo di vivere e di lavorare. Device eterogenei consi-
derati smart collezionano e scambiano dati in ogni istante. L’IoT permette a
persone, aziende, comunità e stati di trasformare questi dati in informazioni
preziose. Inoltre, il continuo abbassarsi dei costi dei device, della bandwidth
e del processing agevola l’interconnessione di sempre più “Things”. Come
risultato, esperti del settore hanno stimato che entro il 2020 ci saranno 212
miliardi [1] di sensori connessi a 50 miliardi [2] di device. Ciò denota che
l’IoT offre e offrirà incredibili opportunità per chi è nel settore.
L’attenzione di questa tesi si focalizza sullo sviluppo collaborativo di servizi
personalizzati, utilizzando fonti aggregate provenienti da risorse affidabili,
non affidabili e da campagne di crowdsensing.
Il contributo di questo lavoro verterà sullo sviluppo, nella sua interezza, del
Front End e del Back End della Web Application chiamata SenSquare. Sen-
Square si pone come obiettivo quello di stimolare l’utente ad usare, per scopi
nobili, i dati eterogenei presenti in cloud attualmente non pienamente uti-
lizzati. Tra queste ragioni si può citare la creazione di servizi per motivi
comunitari, quali la qualità della vita, la salvaguardia dell’ambiente ed il ri-
sparmio di risorse. Esistono poi ulteriori elementi di interesse riguardanti gli
ambiti della domotica e dell’automazione.
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Introduzione
Nel corso degli ultimi anni è stato appurato che la diffusione dell’Internet of
Things (IoT) ha permesso di aumentare le possibilità di realizzare nuovi ser-
vizi incentrati sulle persone e sull’ambiente. Sebbene si sia sentito parlare di
Internet of Things, spesso non si conosce la ricca varietà di tecnologie incluse
in questo concetto; alcune delle quali sono Internet of Services, Industry 4.0,
Internet of Medical Things, Smart City.
A seguito della molteplicità dei campi applicativi di IoT, si ha a che fare
con una sempre crescente mole di dati. Questo volume di dati deve essere
interpretato, elaborato, aggregato e rappresenta una sfida per niente banale.
Sono state ideate molte soluzioni con l’obiettivo di creare piattaforme atte
al solo scopo di aggregare e mantenere questi dati. Esistono piattaforme
con risorse affidabili come quelle di istituzioni governative o ufficiali; ve ne
sono altre meno affidabili di Open Data, dove l’utente può caricare i propri
rilevamenti e metterli a disposizione di tutti ed infine vi sono le campagne di
crowdsensing, nelle quali viene richiesto di condividere i valori misurati dai
propri dispositivi.
Questo progresso ha contribuito a presentare numerosi approcci destinati alle
Smart City per la valorizzazione dell’IoT. Smart City è un termine relativa-
mente nuovo che sta ad indicare una nuova generazione di città che impiega
le nuove tecnologie per promuovere la competitività, la sostenibilità, la cre-
scita economica, l’efficienza energetica ed il miglioramento della qualità della
vita.
Viste tali premesse, è possibile combinare le motivazioni a supporto delle
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Smart City con le soluzioni sopraccitate atte al mantenimento dei dati; la
combinazione sopra esposta è l’oggetto di studio di questo lavoro di tesi.
SenSquare vuole offrire agli utenti l’opportunità di utilizzare i dati disponibili
sulla piattaforma e fornire un mezzo con cui è possibile creare modelli di
servizio -definiti template- ed istanziare servizi, chiamati “service”.
Un template non è altro che il codice sorgente del servizio che si vuole ese-
guire. I Datastream, di cui SenSquare è a disposizione, invece, sono gli
argomenti con cui viene lanciato il programma. Un template, perciò, deve
essere considerato come un’entità astratta, infatti non possiede né i dati e né
un’area con e su cui essere eseguito.
Istanziando un template in un servizio gli si da una concretezza; è quindi
necessario scegliere i Datastream (stream di dati provenienti dai device di
misurazione) e un’area geografica di operatività.
Ogni qualvolta un servizio viene eseguito1, esso riceverà come argomenti solo
i Datastream di cui ha bisogno, ovvero quelli disponibili nell’area precisata
nello stesso servizio.
Grazie a questa logica è possibile, per esempio, creare servizi che permettano
all’utente di monitorare tipi di dati di cui non possiede i sensori. E’ altret-
tanto possibile fornire uno strumento su cui si possono effettuare analisi su
un territorio molto vasto, richiedendo al sistema una media del monossido di
carbonio presente in una certa area.
A differenza di altre piattaforme service oriented(sezione 1.4), in SenSqua-
re non si pretende dai sensori la compatibilità dei sensori con l’architet-
tura o con le API; i dati, infatti, vengono presi dalle altre piattaforme di
memorizzazione.
Quanto descritto permette un ingente eterogeneità dei dati, migliorandone
sia la disponibilità che la varietà.
È importante sottolineare che il lavoro di questa tesi non verterà su co-
me è stato possibile procurare questi dati ma su come utilizzarli e renderli
1Viene eseguito il programma del template da cui è stato istanziato
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accessibile a chiunque.
SenSquare prevede che ogni utente possa definire, in maniera semplice e
veloce, i propri template, ed allo stesso tempo, che i più esperti possano
creare programmi complessi. Ogni utente ha quindi la possibilità di ideare
i propri template che, se resi pubblici in fase di creazione, vengono messi a
disposizione della collettività.
Chiunque deve essere in grado di instanziare, in maniera altrettanto semplice
e veloce, i propri servizi. La piattaforma richiederà informazioni generali,
come il titolo ed una descrizione ed anche i Datastream di interesse al servizio.
Una volta portato a termine l’inserimento delle suddette preferenze, sarà
possibile instanziare il servizio e seguirne gli aggiornamenti.
È possibile utilizzare una discreta gamma di tipologie di sensori (all’attivo
più di 15), come per esempio sensori per il rilevamento di temperatura, di
umidità, di pressione, di velocità e di direzione del vento, di intensità della
pioggia ed anche di diversi gas (spesso presi in considerazione per il calcolo
dell’inquinamento dell’aria).
Il progetto è quindi costituito da due parti: il Back End ed il Front End. Il
primo, il Back End, si incaricherà della gestione dei dati, del loro salvataggio,
dell’esecuzione dei servizi e dell’interfaccia REST. Il secondo invece, il Front
End, dovrà offrire un’interfaccia tramite la quale permettere all’utente di
registrarsi alla piattaforma, creare template, istanziare servizi e visualizzare
i dettagli di template e servizi.

Parte I
Stato dell’arte
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Capitolo 1
Piattaforme esistenti
In questo capitolo verrà effettuata una classificazione degli aspetti e dei
concetti principali contenuti nel lavoro di tesi qui presentato.
Questa classificazione è stata introdotta perché, nel panorama odierno del-
l’IoT, non esiste un altro applicativo uguale a quello proposto. Questo è
il motivo per cui si è deciso di paragonare quanto elaborato con lavori già
esistenti, confrontandone uno ad uno gli aspetti che li contraddistinguono.
Per ogni categoria presente in questa classificazione verrà fornita, innan-
zitutto, una breve descrizione che aiuterà il lettore ad entrare nel merito di
quanto trattato. Successivamente, verranno prese in considerazione una serie
di piattaforme IoT già esistenti, facenti parte delle suddette categorie.
Per concludere, il capitolo terminerà con un breve ma dettagliato confronto
tra le piattaforme citate ed il progetto di tesi esposto, indicando le novità, i
vantaggi e i punti di forza di SenSquare [3].
1.1 Piattaforme per l’IoT
Una piattaforma “Internet of Things” (IoT) è un software di appoggio che
collega le periferiche hardware, gli access point ed i dati ad altre parti del-
la infrastruttura. Queste ultime, in genere, sono le applicazioni utilizzate
dall’utente finale.
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Le piattaforme IoT si occupano delle attività di gestione e della visualiz-
zazione dei dati; tale procedimento consente agli utenti di automatizzare il
proprio sistema di gestione.
Queste piattaforme possono essere definite come l’intermediario tra i dati
rilevati dai sensori e l’interfaccia utente SaaS1.
Xively
Figura 1.1: Architettura concettuale di Xively [4]
Xively [5] è un PaaS2 che fornisce servizi middleware al fine di creare prodotti
e soluzioni per l’IoT [6]. L’azienda offre molti strumenti e risorse che gli
sviluppatori possono sfruttare per collegare i loro sensori e per raccogliere dati
da questi ultimi [7]. Nel caso in cui, durante l’uso delle API, uno sviluppatore
si trovi a dover fronteggiare problemi imprevisti, esiste anche una numerosa
community di sviluppatori disponibile a offrire supporto. La mission generale
di Xively è costituita dall’intenzione di aiutare gli sviluppatori e le aziende
a progettare sensori fisici ed anche dall’idea di collegarli, in modo rapido e
semplice, al loro servizio di cloud IoT.
1Software as a service: è un modello di concessione e distribuzione in cui il software
viene fornito in licenza tramite abbonamento.
2Platform as a service: è un modello di cloud computing in cui un provider di terze parti
fornisce agli utenti via Internet strumenti hardware e software, di solito quelli necessari
per lo sviluppo delle applicazioni.
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Xively viene fondamentalmente utilizzato per collegare i sensori desiderati
al loro cloud. Se si richiede un Rule Engine in grado di interpretare i dati,
sarà necessario svilupparne uno in autonomia o trovarne uno compatibile
con Xively. L’obiettivo principale di Xively, in definitiva, collegare i sensori
necessari al loro cloud, da dove è possibile estrarre facilmente i dati. Anche
se l’aggiunta di sensori dovrebbe essere una questione semplice, l’API fornita
può di difficile impiego, specialmente quando si utilizza un sensore che non è
già supportato dal sito [8].
AllJoyn
Figura 1.2: Logo di AllJoyn [4]
AllJoyn è uno standard open source guidato da AllSeen Alliance, un con-
sorzio intersettoriale dedicato a consentire l’interoperabilità di miliardi di
dispositivi, servizi ed applicazioni per l’IoT. Più precisamente, AllJoyn è un
framework [9] (indipendente dalla piattaforma) che facilita il collegamento in
rete basato sulla vicinanza attraverso dispositivi eterogenei. AllJoyn defini-
sce un protocollo comune per dispositivi ed applicazioni di modo da rilevarsi
e per comunicare tra loro, indipendentemente dalla tecnologia di trasporto,
dalla piattaforma o dal produttore. Il framework offre diversi vantaggi che,
in precedenza, risultavano assenti nel campo dello sviluppo delle proximity
network.
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1.1.1 Service-Oriented Architecture
475 cause it does not impose a specific technology for the ser-
476 vice implementation [28].
477 Advantages of the SOA approach are recognized in most
478 studies on middleware solutions for IoT. While a com-
479 monly accepted layered architecture is missing, the pro-
480 posed solutions face essentially the same problems of
481 abstracting the devices functionalities and communica-
482 tions capabilities, providing a common set of services and
483 an environment for service composition. These common
484 objectives lead to the definition of the middleware sketch
485 shown in Fig. 2. It tries to encompass all the functionalities
486 addressed in past works dealing with IoT middleware is-
487 sues. It is quite similar to the scheme proposed in [29],
488 which addresses the middleware issues with a complete
489 and integrated architectural approach. It relies on the fol-
490 lowing layers.
491 3.2.1. Applications
492 Applications are on the top of the architecture, export-
493 ing all the system’s functionalities to the final user. Indeed,
494 this layer is not considered to be part of the middleware
495 but exploits all the functionalities of the middleware layer.
496 Through the use of standard web service protocols and ser-
497 vice composition technologies, applications can realize a
498 perfect integration between distributed systems and
499 applications.
500 3.2.2. Service composition
501 This is a common layer on top of a SOA-based middle-
502 ware architecture. It provides the functionalities for the
503 composition of single services offered by networked ob-
504 jects to build specific applications. On this layer there is
505 no notion of devices and the only visible assets are ser-
506 vices. An important insight into the service landscape is
507 to have a repository of all currently connected service in-
508 stances, which are executed in run-time to build composed
509 services. The logic behind the creation and the manage-
510 ment of complex services, can be expressed in terms of
511workflows of business processes, using workflow lan-
512guages. In this context, a frequent choice is to adopt stan-
513dard languages such as the Business Process Execution
514Language (BPEL) and Jolie [29,30]. Workflow languages de-
515fine business processes that interact with external entities
516through Web Service operations, defined by using the Web
517Service Definition Language (WSDL) [31]. Workflows can
518be nested, so it is possible to call a workflow from inside
519another one. The creation of complex processes can be rep-
520resented as a sequence of coordinated actions performed
521by single components.
5223.2.3. Service management
523This layer provides the main functions that are expected
524to be available for each object and that allow for their man-
525agement in the IoT scenario. A basic set of services encom-
526passes: object dynamic discovery, status monitoring, and
527service configuration. At this layer, some middleware pro-
528posals include an expanded set of functionalities related to
529the QoS management and lock management, as well as
530some semantic functions (e.g., police and context manage-
531ment) [32]. This layer might enable the remote deploy-
532ment of new services during run-time, in order to satisfy
533application needs. A service repository is built at this layer
534so as to know which is the catalogue of services that are
535associated to each object in the network. The upper layer
536can then compose complex services by joining services
537provided at this layer.
5383.2.4. Object abstraction
539The IoT relies on a vast and heterogeneous set of ob-
540jects, each one providing specific functions accessible
541through its own dialect. There is thus the need for an
542abstraction layer capable of harmonizing the access to
543the different devices with a common language and proce-
544dure. Accordingly, unless a device offers discoverable
545web services on an IP network, there is the need to intro-
546duce a wrapping layer, consisting of two main sub-layers:
547the interface and the communication sub-layers. The first
548one provides a web interface exposing the methods avail-
549able through a standard web service interface and is
550responsible for the management of all the incoming/out-
551coming messaging operations involved in the communica-
552tion with the external world. The second sub-layer
553implements the logic behind the web service methods
554and translates these methods into a set of device-specific
555commands to communicate with the real-world objects.
556Some works proposed the embedding of TCP/IP stacks
557in the devices, such as the TinyTCP, the mIP and the IwIP
558(see [33] and references herein), which provide a socket
559like interface for embedded applications. Embedded web
560servers can then be integrated in the objects, performing
561the function of this object abstraction layer. However,
562more often this wrapping function is provided through a
563proxy, which is then responsible to open a communication
564socket with the device’s console and send all the com-
565mands to it by using different communication languages.
566It is then responsible to make the conversion into a stan-
567dard web service language and, sometimes, elaborate the
568request to reduce the complexity of the operations re-
569quired by the end-device [30].Fig. 2. SOA-based architecture for the IoT middleware.
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Figura 1.3: Architettura basata su SOA per il middleware IoT [10]
Il concetto di Service-Oriented Architecture (SOA) ha riscosso molto interes-
se da parte del mondo accademico e dell’industria. Infatti, SOA è uno stile
di architettura che definisce come l’applicazione eterogenea debba essere svi-
luppata e integrata. Lo scopo principale di SOA è sia quello di allontanarsi
dalle applicazioni monolitiche che quello di offrire un insieme di servizi riuti-
lizzabili e componibili, di modo da permettere la costruzione di applicazioni
Questi servizi non sono altro che agenti software distinti, caratterizzati da
interfacce semplici, ben definite e organizzate per eseguire una funzione ri-
chiesta. Inoltre i suddetti servizi possono essere essenzialmente distinti in:
produttori o consumatori. I produttori possono essere diversi e possono met-
tere a disposizione un servizio, mentre i consumatori ne usufruiscono, perché
l’interfaccia (ovvero le API) è la stessa. La piattaforma SOA è un mediatore
che mette in comunicazione le due tipologie di agenti software sopra citati.
Una definizione più formale di SOA potrebbe essere la seguente:
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“SOA è un paradigma per l’organizzazione e l’utilizzo delle risorse
distribuite, le quali possono rientrare sotto la gestione di domini di
proprietà differenti. Esso fornisce un mezzo uniforme per offrire,
scoprire, interagire ed usare le capacità di produrre gli effetti voluti
consistentemente con presupposti e aspettative misurabili. ”
(Organization
for the Advancement of Structured Information Standards [11])
ArrowHead
all of its users to work in a common and unified approach – 
leading towards high levels of interoperability.   
A. Overview of Arrowhead Framework 
The Arrowhead Framework includes principles on how to 
design SOA-based systems, guidelines for its documentation 
and a software framework capable of supporting its 
implementations. 
The design guidelines provide generic “black box” design 
patterns on how to implement application systems to be 
Arrowhead Framework compliant. Furthermore, these 
guidelines allow making legacy systems Arrowhead Framework 
compliant. 
The documentation guidelines include templates for service, 
system and, system-of-systems descriptions (to be detailed in the 
following sections of this paper). Due to its complexity there is 
also a “Cookbook” for hands-on instructions on how to use the 
framework. 
The software framework (Fig. 2) includes a set of Core 
Services which are capable of supporting the interaction 
between Application Services. The Core Services handle the 
support functionality within the Arrowhead Framework to 
enable Application Services to exchange information. Examples 
are services for Discovery, Authorization, Orchestration, and 
System Status. An Application Service handles the data 
exchange between specialized devices (those that the system is 
special at). Examples are services for sensor reading, billing, 
energy consumption, weather forecasts, etc. 
The Core Services (Fig. 2) are further divided into three 
different groups: i) Information Infrastructure (II); ii) Systems 
Management (SM); and, iii) Information Assurance (IA). 
The II services are the set of core services and systems in charge 
of providing information about the services and how to connect 
to them. This includes services like Service Discovery, 
Application Installation and Setup, Service Metadata, etc. The 
SM services are the set of core services and systems providing 
support for late binding and solving system-of-systems 
composition. The SM provides logging, monitoring and status 
functionality. It also addresses orchestration, software 
distribution, Quality of Service (QoS), configuration and policy. 
Finally, such a software framework can only operate if the 
system is able provide adequate security and safety levels. Those 
functions are assured by the IA services, supporting secure 
information exchange. Example services include those for 
authorization, authentication, certificate distribution, security 
logging and service intrusion. 
The software framework also addresses the design and 
prototype implementations of gateways/mediators for making 
legacy systems Arrowhead compliant. 
Finally, the Arrowhead Framework provides a set of rules 
and principles to: i) address technical property requirements; ii) 
Arrowhead conformity requirements and, iii) a set of tool(s) for 
conformity test and verification. 
 
Fig. 2. Arrowhead Framework core and application services 
B. The Arrowhead Framework documentation approach 
The Arrowhead Framework states a common approach of 
how to document SOA-based systems. The documents structure 
is built on three levels, namely: System-of-Systems, System and 
Service level. These are depicted in Fig. 3, showing the links 
between documents, as well. 
 
Fig. 3. The Arrowhead Framework documentation relationships 
The approach is to apply the terms “black box” and “white 
box” only to the System level since it is well known what it 
means. However, these concepts are not used at the Service 
level, where such division is rather meant to be about technology 
independence/dependence. 
At the System-of-Systems (SoS) level, a concrete “System-
of-Systems type” is defined in the System-of-Systems 
Description (SoSD) document. Thus, the particular “system 
type” needed to fulfill our SoS goals can be implemented. The 
correct way of working is assured thanks to the “black box” 
representation of all Systems in the System Description (SysD). 
Therefore, each “system type” can talk to each other or identify 
the gateways/mediators’ needs. 
In the System-of-Systems Design Description (SoSDD) a 
SoSD instance can be created. All the participating “white box” 
Systems (SysDD) must be enumerated and the entire setup must 
be explained, including infrastructure description (network 
configuration, VPNs, etc.), domain structure, startup behavior 
etc. This is a deployment description and it describes the SOA 
installations. 
Figura 1.4: Il core del Framework Arrowhead e i servizi applicativi [12]
ArrowHead parte dal presupposto che un approccio basato sui servizi rappre-
se ti la tecnologia ecessaria al raggiungimento di un’automazione collabo-
rativa in un ambiente di open-network (ovvero un ambiente in cui numerosi
dispositivi embedded sono collegati). La filosofia di base dell’architettura
è caratterizzata da un orientamento ai servizi e l’obiettivo del framework è
sostenere efficacemente lo sviluppo, l’implementazione e il funzionamento di
sistemi collaborativi ed interconnessi. Gli aspetti essenziali della struttura
sono sistemi che forniscono e consumano servizi e che, allo stesso tempo,
agiscono come sistemi di sistemi. Alcuni sistemi comunemente utilizzati, co-
me l’Orchestration System, l’Authorization System o il Service Registry sono
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considerati parte del core (come si può vedere in figura 1.4). Questi possono
essere utilizzati da qualsiasi sistema di sistemi che segue le linee guida del
framework Arrowhead.
1.2 Piattaforme di crowdsensing
Il crowdsensing permette una rilevazione efficiente di dati eterogenei su gran-
di aree, sfruttando la collaborazione degli utenti iscritti che, a questo scopo,
offrono la disponibilità dei propri sensori e device. Una piattaforma di cro-
wdsensing si occupa di aggregare i dati derivanti dai propri membri e di
utilizzarli per creare servizi. Tuttavia, la copertura che una piattaforma di
crowdsensing può fornire per una determinata area dipende dalla disponi-
bilità degli abbonati e dalla loro mobilità. Si parla di Mobile Crowdsensing
(MSC) quando l’utente iscritto utilizza il cellulare per fornire dati al servizio.
Il crowdsensing si suddivide principalmente nelle seguenti 2 categorie [13,14]:
• Participatory Crowdsensing, ovvero quando gli utenti hanno consapevo-
lezza e sono coinvolti nel processo di rilevamento. Spesso viene richiesto
loro di inviare opinioni e valutazioni su quello che stanno monitoran-
do. Nessun dato, ad eccezione di tale feedback, deve essere inviato /
raccolto.
• Opportunistic Crowdsensing, in questo caso il processo è autonomo e gli
utenti hanno un coinvolgimento minimo, o nessuno, con il processo di
propagazione. Quest’ultimo viene effettuato in maniera automatica e
trasparente all’utente.
Vari esempi di piattaforme di crowdsensing verranno esposti di seguito.
SecondNose
SecondNose [15] è un servizio di mobile crowdsensing per il monitoraggio
della qualità dell’aria: esso è finalizzato alla raccolta di dati ambientali ed al
monitoraggio di alcuni indicatori di inquinamento atmosferico per favorire la
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riflessione dei partecipanti sulla loro esposizione complessiva agli inquinanti.
Il sistema è composto dai seguenti quattro componenti: un sensore di inqui-
namento atmosferico, un’applicazione per cellulare Android, un Back End
con componenti di raccolta e analisi ed un’applicazione web per visualizzare
i dati. L’applicazione mobile viene utilizzata per leggere in tempo reale il li-
vello di l’inquinamento atmosferico, i parametri ambientali e per visualizzare
i dati precedentemente raccolti. L’applicazione web visualizza l’aggregazione
dei dati raccolti relativi alla qualità dell’aria corrente dell’ultima settimana.
iNaturalist
iNaturalist [16] è un sistema di identificazione delle specie in cui i volontari
raccolgono dati sulla biodiversità; come ad esempio fotografie ed annota-
zioni sul campo sui loro dispositivi mobili, di modo da poterli condividere
attraverso i social network con la community che condivide gli stessi interessi.
Siftr
Siftr [17] è un’applicazione social di fotografia -simile a Instagram [18]- pro-
gettata come strumento di rilevazione di dati su campo, ai fini di educazione
della comunità. Siftr incoraggia i gruppi di utenti, come le scolaresche, ad
uscire ed esaminare i loro quartieri e dintorni. Gli studenti possono scattare
foto relative a un argomento o a un tema, creare categorie, aggiungere descri-
zioni e invitare altri a commentare e partecipare alla conversazione. Quella
appena descritta è quindi un’applicazione semplice flessibile ed è progettata
per essere utilizzata in diversi contesti.
Medusa
Medusa [19] è un framework di programmazione per il crowdsensing che for-
nisce supporto all’operatore per il processo di rilevamento o per rivedere i
risultati. Il sistema riconosce la necessità di incentivare i partecipanti e si
occupa delle loro preoccupazioni in materia di privacy e sicurezza. Medusa
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fornisce un’astrazione di alto livello per specificare i passi necessari per com-
pletare un compito di crowdsensing, inoltre essa utilizza un sistema runtime
distribuito che coordina l’esecuzione di questi compiti tra smartphone e un
cluster sul cloud.
1.3 Visual programming
Con il termine Visual programming viene inteso un tipo di programmazione
che permette agli utenti di descrivere i processi mediante una rappresenta-
zione schematica e visiva. Se il tipico linguaggio di programmazione basato
sul testo fa pensare allo sviluppatore come un computer, un linguaggio di
programmazione visiva gli permette di definire il procedimento mediante un
approccio comprensibile all’uomo.
Ogni sviluppatore è a conoscenza del fatto che i linguaggi di programma-
zione basati sul codice si concentrano interamente sull’implementazione: si
tratta solo dei passi precisi che il computer deve compiere per poter ottenere
l’esperienza che si vuole dare all’utente. È indubbio che i linguaggi di alto
livello ed i framework moderni offrano diversi benefici ma il compito dello
sviluppatore è quello di tradurre le esigenze umane in processi che si adattino
alle limitate capacità del computer.
Alcuni strumenti di programmazione visiva seguono gli stessi processi e pa-
radigmi della programmazione basata sul testo.
Scratch
Figura 1.5: Logo di Scratch [20]
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Scratch [21] è un linguaggio di programmazione visiva gratuito sviluppato dal
MIT Media Lab. Scratch è stato creato per aiutare i più giovani ad imparare
a pensare in modo creativo, ragionare sistematicamente e lavorare in modo
collaborativo.
Il suddetto linguaggio viene utilizzato per una vasta gamma di scopi educa-
tivi e di intrattenimento. Esso infatti può essere utilizzato per creare storie
interattive, animazioni e giochi; inoltre fornisce un trampolino di lancio per
attività scientifiche. Scratch permette infatti di realizzare progetti matemati-
ci e scientifici e simulazioni e visualizzazioni di esperimenti. Scratch presenta
anche altre funzionalità più di carattere sociale o artistico.
Blockly
Figura 1.6: Programma di esempio scritto in Blockly [22]
Blockly [23] è un editor visivo che permette agli utenti di scrivere program-
mi collegando insieme blocchi, i quali sono elementi interattivi e grafici che
l’utente può manovrare. Essi permettono di rappresentare, con enorme sem-
plicità concetti complessi come variabili, espressioni logiche, loop, ed altro
ancora. Questo esplicato concede agli utenti di concentrarsi solo sull’appli-
cazione dei principi della programmazione e della semantica, senza doversi
preoccupare della sintassi.
1.3.1 Flow-based programming
Inventata da J. Paul Morrison [24] negli anni Settanta, la programmazione
flow-based è un modo per descrivere il comportamento di un’applicazione
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come una rete di nodi (o scatole nere). Ogni nodo ha uno scopo ben definito,
come esplicato di seguito: riceve alcuni dati, fare qualcosa con questi dati e
poi trasmetterli. La rete risulta quindi responsabile del flusso di dati tra i
nodi.
Quello descritto è di un modello che si presta molto bene ad una rappresen-
tazione visiva e questo lo rende più accessibile ad una più ampia gamma di
utenti. Se è possibile suddividere un problema in passi discreti, è altrettanto
possibile guardare un flusso e farsi un’idea di quello che stia accadendo, senza
dover capire le singole righe di codice all’interno di ogni nodo.
NodeRed
Figura 1.7: Logo di NodeRed [25]
Node-Red è un editor visivo di flusso basato su browser che semplifica il
collegamento di dispositivi, API e servizi online utilizzando un’ampia gamma
di nodi. I Nodi possono quindi essere trascinati e collegati tra loro. Ogni
Nodo offre diverse funzionalità che possono spaziare da un semplice nodo
di debug -in grado di vedere cosa stia succedendo nel flusso di dati- fino ad
un nodo “Raspberry Pi” che permette di leggere e scrivere sui pin GPIO dei
vostri Pi.
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Figura 1.8: Esempio di flusso dei dati: input → operazione → output [26]
Come si può notare nella figura 1.8 tutti i nodi rientrano nella categoria di
input, operation o output. Node-RED è stato prodotto da IBM ma ora è
disponibile open source sul repository di github.
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1.4 Vantaggi e motivazioni
Nelle sezioni precedenti sono state descritte diverse piattaforme che fornisco-
no il proprio cloud e generano una rete di servizi distaccata dal resto del IoT
nominata “Intranet of Things”. Tali soluzioni sono particolarmente potenti
se analizzate singolarmente ma, riferendosi all’IoT, peccano parzialmente o
totalmente di interoperabilità con le altre piattaforme. Molto spesso vengo-
no infatti utilizzate delle API proprietarie non utilizzabili da tutti. L’essere
chiusi, è di vincolo all’utente poiché lo costringe a dover acquistare da produt-
tori specifici. Questi ultimi potrebbero, prima di tutto, non possedere tutti
i dispositivi di cui si ha bisogno (limitando così anche il potenziale di tale
infrastruttura) e, in secondo luogo, costringe l’utente finale a subire il prezzo
del prodotto poiché non può scegliere quello giusto per se stesso. Infine, con
riferimento al monitoraggio ambientale, è possibile che questo comporti una
ridondanza o una indisponibilità dei dati.
È facile intuire che queste lacune devono essere presto colmate. SenSquare [3]
integra insieme fonti di dati eterogenee e le mette a disposizione dell’utente
finale grazie all’impiego di un’interfaccia facilmente accessibile. Il beneficio
sostanziale apportato da SenSquare è rappresentato dal fatto che non sia più
richiesto nessun prodotto specifico o nessun sensore compatibile con l’archi-
tettura o le API. I dati vengono infatti raccolti dalla piattaforma stessa, di
modo che l’utente debba unicamente utilizzarli creando servizi a lui utili.
La creazione e la gestione di servizi personalizzabili è una delle funzionalità
più corpose del lavoro di tesi qui presentato. La “programmazione” di un
servizio è un aspetto su cui si è riflettuto a fondo poiché avrebbe potuto
ostacolare l’utilizzo della piattaforma. Si è perciò deciso di considerare il
Visual programming come mezzo, preferendo l’editor visivo più intuitivo.
Poiché Blockly viene utilizzato per l’insegnamento della programmazione ai
bambini si è optato per questa libreria.
Capitolo 2
SenSquare
Nella sezione 1.4 sono state discusse le motivazioni alla base di SenSquare e
i benefici che esso porta.
In questo capitolo verranno discusse come e quali fonti vengono considerate
nello stato attuale dell’implementazione del sistema.
In particolare, si esaminerà in breve come e da dove la piattaforma riesca a
raccogliere la grande quantità di dati eterogenei [27] che, successivamente,
mette a disposizione all’utente finale.
2.1 Reliable
Vengono riconosciute come risorse affidabili quelle provenienti da istituzioni
governative o ufficiali, per le quali il rilevamento ambientale è l’obiettivo
principale del business.
Esse sono considerate affidabili per diversi motivi, come ad esempio i seguenti:
l’alta precisione dei loro strumenti e la garanzia della loro continuità nel
fornire informazioni sono tra le motivazioni più importanti.
Nel caso presentato è stata considerata l’Agenzia Regionale per la Tutela
Ambientale in Italia (ARPA), che è l’Agenzia Amministrativa Pubblica per
il monitoraggio ambientale.
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2.2 Unreliable
Vengono contrassegnate come risorse inaffidabili quelle provenienti da piat-
taforme di Open Data, sulla quale normalmente gli utenti possono caricare i
dati provenienti dai loro sensori per finalità personali.
Tali dati sono così definiti perché non vi è alcuna garanzia della loro veridicità
bensì hanno però il vantaggio di essere in quantità significativa ed il loro
numero è in costante crescita, rendendo possibile una copertura mondiale.
Inoltre, queste risorse inaffidabili tendono ad avere un tasso di aggiornamen-
to significativamente più elevato delle risorse definite affidabili, riuscendo a
fornire informazioni con una granularità soddisfacente.
Per far si che questi dati diventino più sicuri e veritieri, ogni misura deve
essere elaborata attraverso algoritmi di Machine Learning [3].
2.3 Crowdsensing
Il principale contributo di dati viene fornito dalle risorse di crowdsensing.
L’ecosistema di Mobile Crowdsensing (MCS) (come descritto in [28]) rappre-
senta un sistema attualmente implementato (tramite una app mobile) come
parte integrante della piattaforma. Tale sistema ha dimostrato di essere par-
ticolarmente utile e di rispettare i vincoli imposti dal server, con conseguente
riduzione della ridondanza dei dati.
Parte II
Architettura del Sistema
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Capitolo 3
Panoramica
In questo capitolo verranno delineati le componenti principali dell’architet-
tura che caratterizza SenSquare.
Per rendere il tema trattato di più facile comprensione al lettore, si è scelto
di fare un’introduzione dell’architettura completa, comprendendo i moduli e
gli applicativi sviluppati precedentemente a questo lavoro di tesi.
Successivamente, verrà presentato ciò che è stato effettivamente prodotto
durante questo progetto.
3.1 Architettura Completa
Come viene mostrato in figura 3.1, la piattaforma può essere divisa in quat-
tro diverse parti ed ognuna di esse può, a sua volta, essere distinta per mezzo
di un riquadro colorato. In questo diagramma viene raffigurata l’architettura
completa di SenSquare.
La Central Coordination Unit (CCU) è l’unità “cervello” del sistema ed
è colei che organizza il funzionamento di tutta la piattaforma.
L’architettura di SenSquare è strutturata come un sistema centralizzato client-
server e la CCU può essere vista come il nodo centrale in una topologia a stel-
la. Pertanto le entità client non hanno alcun collegamento di comunicazione
Architettura Completa 28
Figura 3.1: Architettura completa della piattaforma SenSquare
tra loro.
Come si può vedere nella figura 3.1, l’entità centrale, raffigurata nel riquadro
azzurro, è divisa in più moduli dedicati a compiti diversi.
Il modulo chiamato Data Retriever [3] viene impegnato per recuperare pe-
riodicamente i dati provenienti dalle “fonti statiche”. Queste sorgenti di dati,
come già esaminato nel capitolo 2, sono costituite sia dalle fonti governati-
ve, che pubblicano nei propri repository aperti, e sia dalle piattaforme Open
Data, da cui è possibile estrarre dati di grande valore. Le sorgenti vengono
raffigurate nel riquadro violetto.
Il modulo chiamato Data Classifier viene impiegato per assegnare una
classificazione a tutti i flussi di dati in cui non è indicata una Classe.
Per Classe si intende sia il tipo di dato, anche detto Data Type, (esempio:
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temperatura, PM10, luminosità, etc.) sia la sua unità di misura (esempio
per la temperatura: ◦C, ◦K, ◦F). Infatti, non tutte le fonti di dati specificano
il tipo esatto di dato a cui si riferiscono le misurazioni, quindi è necessario
dedurlo attraverso un approccio basato su NLP.
Per approfondimenti attenersi a [3].
Delle entità sviluppate precedentemente a questo lavoro di tesi, l’ultimo
modulo che verrà discusso tratta un applicativo per Android1.
Crowdroid [28,30] è l’applicazione per fare Mobile CrowdSensing da tutti i
dispositivi che collaborano alla condivisione dei dati con la piattaforma.
Lo scenario di riferimento è composto da due attori:
• I participant : sono utenti in grado di produrre dati e/o disposti a consu-
mare dati sotto forma di servizi. Essi danno il consenso sia ad installare
l’applicazione Crowdroid, sia a condividere la loro connessione internet
per poter inviare i dati al server;
• Gli stakeholders : sono soggetti, aziende o enti territoriali che possono
presentare la propria campagna ed anche richiedere dati. Gli utenti (i
participant) possono quindi sottoscrivere o meno la richiesta degli sta-
keholder, a seconda della ricompensa e, se iscritti, possono condividere
i dati richiesti.
Come è possibile notare, tutta l’architettura introdotta fin ora è rivolta alla
raccolta dati.
Nei capitoli successivi verranno descritti quei componenti ancora non trattati
e verrà introdotto e, successivamente, approfondito il sistema di come questi
dati possono essere utilizzati dall’utente per creare servizi ad hoc per se stesso
e la comunità.
1Android è un sistema operativo per dispositivi mobili sviluppato da Google Inc. e
basato sul kernel Linux. Per dettagli riferirsi a [29]
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3.2 Architettura del progetto
Figura 3.2: Architettura per lo sviluppo collaborativo di servizi personalizzati
L’obiettivo principale di questo progetto è, grazie ai dati raccolti dal resto
della piattaforma, quello di riuscire a creare servizi personalizzati.
Per ottenere ciò c’è bisogno di un’architettura leggermente più estesa rispetto
a quella vista fin ora.
Per precisione, il contributo di questo progetto viene mostrato in figura 3.2.
La principale discrepanza che si può notare tra i due diagrammi, presentati
in precedenza, è che la CCU è stata rinominata Back End. Questo perché
nel senso comune delle Web Application ci si riferisce al server, ed a tutti i
programmi che servono per far funzionare l’applicativo, con il termine Back
End.
Capitolo 4
Server
Come è possibile notare dall’architettura mostrata in figura 3.2, la piatta-
forma ha un nodo centrale, ovvero il Server. Questo modulo si fa carico della
comunicazione con tutte le altre risorse.
I client, che non risiedono sulla stessa macchina, sono connessi a lui mediante
protocollo HTTP (per questo motivo viene indicato comeWeb Server) mentre
i moduli Database e Blockly Converter sono servizi che vengono lanciati per
il corretto funzionamento della piattaforma.
Nella fattispecie verrà eseguito il servizio del Database per il salvataggio
dei dati, il Web Server per la comunicazione client-server ed infine uno
script che converte il codice generato dalla libreria Blockly al linguaggio di
programmazione Python.
La struttura modulare che ne deriva permette uno sviluppo più semplice.
Tale beneficio è reso possibile anche dall’intenzione di voler utilizzare una
interfaccia basata su REST API per la comunicazione con i client.
Capitolo 5
Database
Il Database è il componente che mantiene tutti i dati omogenei della piatta-
forme e farà riferimento a diverse tipologie di dato e differenti esigenze. Al
fine di realizzare quanto prefissato si è optato per MySql [31], un RDBMS1
open source sviluppato da Oracle.
Il database inerente a questo progetto presenta le seguenti tabelle:
• Account contiene i dati dell’utente iscritto alla piattaforma; per esem-
pio: nome, cognome, email, password e il suo livello di accesso. Ogni
Account possiede il riferimento al proprio ID nella tabella Participant.
Account viene utilizzata unicamente per l’autenticazione ed il mapping
da Account a Participant.
• Participant è quella entità che può interagire con la piattaforma. Il
participant può essere un utente iscritto (con anche un Account asso-
ciato) oppure un ente creato dalla piattaforma per aggiungere servizi e
misurazioni (senza un Account associato).
1Relational database management system: è una tipologia di database che rappresenta
i dati come relazioni, ovvero in forma tabellare. Cioè come una raccolta di tabelle dove
ciascuna tabella è composta da un insieme di righe e colonne.
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• DataClass contiene le informazioni base per la classificazione di un
dato; per esempio il Data Type (introdotto sezione 3.1) e la Unit of
Measure.
• Device contiene le informazioni dei dispositivi. Un esempio di Device
potrebbe essere una weather station, un cellulare, un Arduino con dei
sensori connessi. Ogni Device può avere uno o più DataStream.
• DataStream è la tipologia di dato che viene emesso da un Device. Ogni
DataStream può avere uno o più Measurement.
• Measurement contiene tutti i dati relativi alla misurazione; per esem-
pio: il valore, la posizione in coordinate GPS ed il timestamp.
• DataStreamOption serve per distinguere se l’utente sceglie un Data-
Stream preciso oppure no. Nella creazione di template l’utente ha la
possibilità di selezionare se utilizzare uno solo o tutti i DataStream a
disposizione nell’area che precisa.
• CustomServiceTemplate contiene tutti i dati relativi al template di
un servizio, come ad esempio: il titolo, la descrizione, il codice del ser-
vizio e un valore booleano che indica se il template è pubblico o meno.
Ogni template possiede anche il riferimento di chi lo ha creato, ovvero
il participant_ID.
• CustomServiceTemplateRating viene utilizzata per memorizzare le
valutazioni che gli utenti assegnano ad uno specifico CustomService-
Template.
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• CustomService è la tabella che contiene le informazioni relative al-
l’istanziazione di un CustomServiceTemplate. Vengono memorizzati: il
titolo del servizio, una descrizione, le coordinate di dove l’utente vuole
utilizzarlo ed il raggio entro il quale bisogna leggere i Measurement.
In figura 5.1 vengono mostrati i nomi e i tipi degli attributi all’interno di
ciascuna delle tabelle appena presentate e le relazioni che ci sono tra esse.
Come è possibile notare, le tabelle DataClass e DataStreamOption non han-
no relazioni di tipo ForeignKey2. Quanto detto è motivato dal fatto che tali
tabelle vengono utilizzate all’interno del campo json_args di CustomServi-
ceTemplate e CustomService.
2Un ForeignKey è un campo usato per collegare insieme due tabelle.
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doubleGPS_latitude
doubleGPS_longitude
varchar(16)MGRS_coordinates
doublevalue
datetime(6)timestamp
int(11)data_stream_ID
Measurement
varchar(5)type
DataStreamOption
varchar(16)name
varchar(64)description
Participant
varchar(32)name
varchar(8)device_type
int(11)participant_ID
int(11)daycount
Device
varchar(32)name
varchar(4)data_class
datetime(6)creation_timestamp
datetime(6)last_update_timestamp
varchar(64)description
doubleelevation
varchar(32)url
int(11)last_entry_ID
varchar(32)device_ID
int(11)reliability
int(11)accuracy
doubleupdate_rate
DataStream
int(11)value
int(11)participant_ID
int(11)template_ID
CustomServiceTemplateRating
varchar(128)password
datetime(6)last_login
tinyint(1)is_superuser
varchar(30)first_name
varchar(30)last_name
tinyint(1)is_staff
tinyint(1)is_active
datetime(6)date_joined
varchar(254)email
int(11)participant_ID
Account
doubledeployment_center_lat
doubledeployment_center_lon
doubledeployment_radius
int(11)participant_ID
int(11)template_ID
varchar(64)title
longtextjson_args
varchar(128)description
CustomService
varchar(16)data_type
varchar(8)unit_of_measure
DataClass
int(11)participant_ID
varchar(16)output_type
varchar(128)expression
varchar(50)title
longtextxml_template
longtextjson_args
longtextpython_code
varchar(128)description
tinyint(1)share_with_others
CustomServiceTemplate
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Figura 5.1: Diagramma che illustra le relazioni tra le entità del database.
Capitolo 6
REST API
I servizi web RESTful sono un modo per garantire l’interoperabilità tra i
sistemi informatici disponibili su Internet. Tale metodo di comunicazione,
introdotto nell’architettura presentata, punta a rendere accessibile qualsiasi
tipo di client a tutte le risorse della piattaforma.
Le API REST sono importanti perché permettono al Back End di liberarsi
di molti dati superflui e di elaborazioni che lo rallenterebbero. L’approccio
REST rende possibili i seguenti benefici:
• Stateless: La comunicazione client-server è condizionata dal fatto che
nessun contesto client viene memorizzato sul server tra le varie richie-
ste. Le richieste dei client devono contenere tutte le informazioni utili
affinché la richiesta possa andare a buon fine.
• Cacheable: I Client possono fare caching delle risposte in modo tale
di migliorare la User Experience (visualizzando il contenuto richiesto
più velocemente), come anche di consumare meno dati e di alleggerire
il server da computazioni inutili.
• Uniform interface: Questa caratteristica permette di semplificare e
disaccoppiare l’architettura Front End e Back End. Avendo un’inter-
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faccia di comunicazione omogenea, è possibile evolvere i due applicativi
separatamente e/o svilupparne di nuovi e personalizzati per differenti
architetture (vedi l’esempio del Raspberry Pi in figura 3.2).
Nello specifico, un’interfaccia di comunicazione RESTful non è altro che un
insieme di URI che possono essere invocati dai client.
In base al metodo HTTP1 utilizzato si richiede al server di eseguire una pre-
cisa azione.
6.1 Entry point
L’interfaccia incaricata di rispondere a tutte le suddette richieste, nel caso
di SenSquare, è formata dai seguenti URI (dove /api/v1/ è l’entry point delle
API):
- /api/v1/sign-up/
POST serve per effettuare la registrazione alla piattaforma
- /api/v1/auth/login/
POST serve per eseguire il login nella piattaforma. Se il login avvie-
ne con successo, il sistema restituirà un JSON Web Token [32] al fine di
permettere al client di autorizzarsi durante le query successive
- /api/v1/password/change/
POST serve all’utente per cambiare password
- /api/v1/password/set/
POST è un metodo disponibile solo agli admin per cambiare password
a qualsiasi utente
1GET, HEAD, POST, PATCH, PUT, DELETE
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- /api/v1/users/
GET è un metodo accessibile solo agli admin per ricevere la lista di
tutti gli utenti della piattaforma
- /api/v1/users/me/
GET serve a recuperare le informazioni relative all’utente inserite du-
rante la registrazione
- /api/v1/participant/<pk>/
GET serve a recuperare le informazioni di un participant preciso
- /api/v1/classes/
GET recupera tutte le informazioni delle classi di dato
POST se l’utente è admin può aggiungere una classe di dato
- /api/v1/classes/<pk>/
GET recupera le informazioni di una precisa classi di dato
DELETE se l’utente è admin può eliminare una precisa classi di dato
- /api/v1/datastream-options/
GET recupera le opzioni per i datastream
POST se l’utente è admin può aggiungere un’opzione
- /api/v1/datastream-options/<pk>/
GET recupera le informazioni di una opzione precisa
DELETE se l’utente è admin può eliminare un’opzione
- /api/v1/datastreams/
GET recupera le informazioni di tutti i datastream
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- /api/v1/datastreams/<pk>/
GET recupera le informazioni di un datastream preciso
- /api/v1/streams/nearby/<lat>/<lng>/<radius>/<classes>/
GET recupera tutte le informazioni di tutti i datastream presenti nel-
l’area selezionata appartenenti alle classi richieste
- /api/v1/measurements/<pk>/
GET recupera tutte le informazioni di una specifica misurazione
- /api/v1/templates/
GET recupera tutte le informazioni di tutti i template
- /api/v1/templates/<pk>/
GET recupera tutte le informazioni di uno specifico template
- /api/v1/templates/<template_pk>/rating/
POST valuta uno specifico template
- /api/v1/user/templates/
GET recupera tutte le informazioni di tutti i template creati dall’u-
tente
POST crea un nuovo template
- /api/v1/user/templates/<pk>/
GET recupera tutte le informazioni di un template creato dall’utente
- /api/v1/instances/
GET recupera le informazioni di tutti i servizi istanziati
POST crea un nuovo servizio, istanziandolo in una certa location
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- /api/v1/instances/<pk>/
GET recupera le informazioni di un servizio istanziato preciso
- /api/v1/instances/nearby/<ne_lat>/<ne_lng>/<sw_lat>/<sw_lng>/
GET recupera le informazioni di tutti i servizi istanziati in una certa
zona
- /api/v1/instances/<instance_pk>/execute/
GET esegue un servizio preciso per ottenere il risultato
Tutte le REST API accetteranno e produrranno dati di tipo application/json.
Capitolo 7
Web App
L’utente avrà la possibilità di utilizzare l’applicazione web per interfacciarsi
con la piattaforma.
Lo scenario di utilizzo di SenSquare sarà pressoché il seguente:
1. L’utilizzatore si registrerà alla piattaforma e, successivamente, effettuerà
il login;
Figura 7.1: View mockup della pagina di login
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2. L’applicazione richiederà l’accesso alla posizione e caricherà tutti i ser-
vizi istanziati in quella zona;
Figura 7.2: View mockup della pagina di home: lista delle istanze
3. L’utente potrà cliccare sulla card di un servizio istanziato per vederne i
dettagli e per controllare i valori calcolati dall’esecuzione del servizio;
Figura 7.3: View mockup della pagina dettaglio di una istanza
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4. Se l’utente lo dovesse desiderare, potrà andare nella sezione template
mediante la scheda apposita mostrata in figura 7.2 oppure tramite il
collegamento in figura 7.3;
Figura 7.4: View mockup della lista dei template
5. L’utente potrà aggiungere un template cliccando sul pulsante fabButton
in figura 7.4. L’aggiunta prevederà la scelta di un titolo, una descrizione
e la realizzazione del programma mediante l’editor di Blockly. Dopo
l’aggiunta si verrà rediretti alla vista contenente la lista dei template;
Figura 7.5: View mockup per l’aggiunta di un template
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6. Se si clicca su un template apparirà la vista dettagli. Cliccando sulle
stelline sarà quindi possibile dare una valutazione al template;
Figura 7.6: View mockup del dettaglio di un template
7. Dalla vista dettaglio di un template (figura 7.6), cliccando sul pulsante
fabButton, sarà possibile aggiungere un servizio. L’aggiunta prevederà
la scelta scegliere un titolo, di una descrizione, la scelta della posizione
di deploy e di un raggio (la larghezza del cerchio). Dopo l’aggiunta del
template si verrà poi rediretti alla vista contenente la lista dei servizi;
Figura 7.7: View mockup per l’aggiunta di un servizio
Capitolo 8
Convertitore Blockly → Python
La possibilità di dare all’utente un modo di poter scrivere del codice, che
viene eseguito in seguito sul server, potrebbe far inorridire molti esperti della
sicurezza informatica ma, la scelta di utilizzare la libreria Blockly è stata
fatta scrupolosamente ed in maniera ponderata.
Fortunatamente la libreria è stata sviluppata in modo tale che il codice emes-
so da Blockly sia a tutti gli effetti un XML con tag specifici che si riferiscono
ad id specifici. Questi identificativi, in fase di conversione, vengono mappati
univocamente in spezzoni di codice. Il mapping ID-Codice è quello che rende
sicura l’esecuzione del codice prodotto sul server dall’utente.
Dal momento che la conversione è uno degli aspetti più delicati, tale processo
viene eseguito da un modulo specifico che permane sul server.
Il codice creato dagli utenti, se convertito con successo senza presentare er-
rori, viene tradotto in uno script Python. È stato scelto questo linguaggio
per via della sua compattezza e facilità di esecuzione. Quando la procedu-
ra di conversione di un codice termina con successo, esso diventa un nuovo
template su cui è possibile istanziare un servizio.
Parte III
Implementazione
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Capitolo 9
Scelte tecniche
Come segnalato nell’introduzione e mostrato in figura 3.2, questo progetto
di tesi è diviso in due parti. Le scelte tecniche perciò risultano svariate; di
seguito verranno presentate le più importanti.
9.1 Python
Figura 9.1: Logo di Python [33]
Python è un linguaggio di programmazione ad alto livello e viene ampiamen-
te utilizzato per la programmazione di uso generico. In quanto linguaggio
interpretato, Python ha una propria filosofia progettuale che ne semplifica la
leggibilità del codice; inoltre, il codice presenta una sintassi che permette ai
programmatori di esprimere concetti complessi in poche righe.
Per questo progetto di tesi si è quindi scelto di impiegare l’ultima versione
rilasciata, che ad oggi risulta essere Python 3.6
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9.2 Django
Figura 9.2: Logo di Django [34]
Django [35] è un Web framework1 di alto livello gratuito ed open source,
altrettanto rilevante è il fatto che sia scritto in Python in modo da favorire
uno sviluppo rapido e un design semplice e pragmatico.
Il framework si prende cura di gran parte dei problemi dello sviluppo Web, in
modo da permettere allo sviluppatore di concentrare le forze sulla scrittura
della applicazione senza bisogno di partire dalle basi.
L’obiettivo primario di Django è quello di facilitare la creazione di siti web
complessi e basati su database.
Inoltre, Django mette in evidenza i seguenti tre principi chiave: la riutiliz-
zabilità e “collegabilità” dei componenti, lo sviluppo rapido ed il non doversi
ripetere. Python viene utilizzato in ogni sua parte, anche per le impostazioni
di file e modelli di dati.
Django fornisce poi un’interfaccia grafica per l’amministrazione del sito op-
zionale che permette la creazione, lettura, aggiornamento ed eliminazione dei
dati. Questa admin page viene generata dinamicamente, attraverso l’intro-
spezione (possibile grazie a Python), e viene configurata tramite i modelli di
amministrazione.
Un modello in Django è un tipo speciale di oggetto che viene salvato nel
database; esso è il contenitore principale di informazioni sui tipi di dato
1Un web framework è un insieme di componenti che aiutano a sviluppare siti web più
velocemente e facilmente.
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salvati nel database. Il modello contiene i campi e i comportamenti essenziali
dei dati che si stanno memorizzando.
Generalmente, ogni modello si mappa in una singola tabella di database ed
ogni attributo del modello rappresenta un campo del database.
9.3 Django REST framework
Figura 9.3: Logo di Django Rest Framework [36]
Django REST framework [37] è un toolkit potente, sofisticato e sorprenden-
temente facile da usare. Esso offre una versione semplice e consultabile delle
API che si stanno sviluppando, come anche la possibilità di restituire il ri-
sultato della query in un formato JSON grezzo. Django Rest Framework
fornisce una potente serializzazione dei modelli e dei dati.
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9.4 Typescript
Figura 9.4: Logo di TypeScript [38]
TypeScript [39] è un superset di JavaScript il cui scopo principale è fornire
la tipizzazione statica, le classi e le interfacce, note nella grande maggioranza
dei linguaggi ad oggetto.
Uno dei grandi vantaggi di utilizzare Typescript è quello di consentire agli
IDE di fornire un contesto più ricco l’individuazione degli errori comuni
durante la scrittura del codice.
Inoltre, TypeScript è open source e supportato da Microsoft. Per le sue
caratteristiche sopra descritte, molti progetti di spessore sono oggi sviluppati
utilizzando TypeScript, in particolare Angular e RxJs.
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9.5 Angular
Figura 9.5: Logo di Angular [40]
Angular [41] è un framework di sviluppo web open source scritto e mante-
nuto dal team Angular di Google e viene utilizzato per la realizzazione di
applicazioni client in HTML, CSS e TypeScript.
Angular ha diversi punti di forza rispetto ai concorrenti; i tre più importanti
verranno presentati di seguito.
Agile platform La compattezza del codebase contribuisce alla versatilità
della piattaforma. L’impegno si è spostato ad accogliere gli ultimi browser
indipendentemente dal fatto che si tratti di browser desktop/laptop o mobile;
Ideale per lo sviluppo di applicazioni mobili Le ultime versioni si
concentrano maggiormente sui dispositivi mobili, apportando miglioramenti
alle prestazioni, al consumo di memoria ed alla reattività del controller per
il touch screen.
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Flessibilità grazie ai Web Components Angular mostra una elevata
flessibilità verso tutti i Web Components. Diverse feature precedentemente
non supportate, ora lo sono; una fra tutte lo Shadow DOM.
9.5.1 Component Based Development
Un componente è un’unità software indipendente che può essere composta
da altri componenti per permettere la creazione di un sistema software più
complesso.
Lo sviluppo basato su componenti è il futuro delle web application. Questa
separazione in tante piccole unità consente la segmentazione dei componenti,
all’interno dell’app, che possono essere scritti in modo indipendente.
9.5.2 zone.js
Zone.js [42] fornisce un meccanismo, chiamato zones, per incapsulare ed in-
tercettare azioni asincrone nel browser (ad esempio setTimeout e promise).
Queste zone rappresentano contesti di esecuzione, i quali consentono ad An-
gular di monitorare l’avvio ed il completamento delle attività asincrone, come
anche di eseguire i compiti richiesti (ad es. rilevamento delle modifiche).
Angular è l’unico Web Framework che utilizza tale tecnica e ciò lo rende il
più veloce a rilevare i cambiamenti di stato, permettendo un data binding
reattivo.
9.6 Angular Material
Material Design [43] è una linea guida completa , sviluppata nel 2014 da
Google per la progettazione di soluzioni visive, di movimento e di interazione
tra piattaforme e dispositivi.
Angular Material [44] è un framework open source che può essere utilizzato
per applicazioni personali e commerciali; è gratuito e presenta anche un forte
sostegno da parte della community di google che lo sviluppa continuamente.
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Il framework ormai conta più di 30 componenti e servizi IU, tutti essenziali
per le applicazioni mobili e desktop.
Capitolo 10
Back End
In questo capitolo sarà mostrata una panoramica generale del lavoro atto allo
sviluppo del Back End. Le righe di codice scritte per questo modulo sono oltre
3.500, prevalentemente in linguaggio Python (listato 7). Per questo motivo
si procederà alla discussione approfondita solamente delle parti ritenute di
maggior rilievo per gli scopi di questa Tesi di Laurea.
10.1 Implementazione delle REST API
Le API per Django REST Framework non sono altro che delle ViewSet,
ovvero delle classi “istruite” a compiere diverse operazioni di base.
Le viste implementate in questo progetto sono diverse ma tutte estendono i
comportamenti della classe GenericViewSet.
Per implementare azioni precise si procede ad una specializzazione, con la
quale si intende cosa debba fare una vista quando arriva un certo tipo di
richiesta. Ad esempio, se la ViewSet creata estende anche la classe Retrieve-
ModelMixin, quando arriva una request di tipo GET, questa si occuperà di
serializzare i dati richiesti e di inviarli al client. Oppure se la ViewSet creata
estende anche la classe CreateModelMixin, quando arriva una request di tipo
POST questa si occuperà creare una nuova entry del modello interessato.
Un esempio di quanto appena descritto è quello riportato nel listato 10.1,
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dove è possibile notare come la classe ParticipantViewSet erediti da entrambe
le classi citate in precedenza.
1 class ParticipantViewSet(mixins.RetrieveModelMixin , viewsets.GenericViewSet ):
2 authentication_classes = (JSONWebTokenAuthentication ,)
3 permission_classes = (IsAuthenticated ,)
4 queryset = Participant.objects.all()
5 serializer_class = ParticipantSerializer
Listato 10.1: ParticipantViewSet: la classe che implementa la logica per
restituire al client le informazioni del participant richiesto
Due aspetti da non tralasciare sono gli attributi authentication_classes e
permission_classes di cui parleremo nella sezione 10.2.
Mentre l’attributo queryset indica su quali modelli effettuare la ricerca. Poi,
grazie a Participant.objects.all() viene richiesto al database di fare la query
su tutta la tabella Participant.
L’attributo serializer_class precisa quale classe deve occuparsi della serializ-
zazione dei dati del participant. Nell’esempio esposto, la sua implementazio-
ne è riportata nel listato 10.2
1 class ParticipantSerializer(serializers.ModelSerializer ):
2 name = serializers.SerializerMethodField ()
3
4 class Meta:
5 model = Participants
6 fields = (’id’, ’name’, ’description ’)
7
8 def get_name(self , obj):
9 return Account.objects.filter(
10 participant__id=obj.id )[:1]. get (). get_full_name ()
Listato 10.2: ParticipantSerializer: la classe che si occupa della
serializzazione dei dati del participant richiesto
I campi di nostro interesse vengono elencati nell’attributo fields e sono i
seguenti tre: l’id, il nome e la descrizione.
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Quando un client effettua una richiestaGET alla API /api/v1/participant/<pk>/,
indicando come primary key (pk) un id di un participant esistente, allora
verranno restituiti tutti i dati specificati in precedenza.
Si è pensato di implementare una documentazione online al fine di permettere
agli utenti di sfruttare le proprietà di questa piattaforma, per favorire sviluppi
futuri della stessa o essendo di aiuto nello sviluppo di applicazioni proprie.
Tale documentazione è stata sviluppata tramite un framework chiamato
Swagger. Swagger [45] è un framework software open source supportato da
un ampio ecosistema di strumenti che aiuta gli sviluppatori a progettare,
costruire, documentare e consumare i servizi Web RESTful.
Figura 10.1: Vista di Swagger per la registrazione di un nuovo account.
In figura 10.1 è possibile notare un esempio della documentazione online
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creata grazie all’aiuto di Swagger. Il caso presentato mostra quali sono i
campi da inviare per una corretta registrazione. È possibile effettuare anche
delle prove cliccando sul pulsante Try it out!.
10.2 Autenticazione e permessi
In Django REST Framework è possibile implementare, con estrema sempli-
cità, meccanismi relativi all’autenticazione ed all’autorizzazione.
La libreria di appoggio Django REST Framework JWT [46] estende il fra-
mework per ammettere anche un’autenticazione basata su JSON Web Token
(JWT), così rispettando i requisiti di scalabilità e RESTfulness, senza aver
a che fare con le tradizionali sessioni o cookie.
L’attributo authentication_classes introdotto nella sezione 10.1 serve per
specificare che si richiede una autenticazione di tipo JWT e che deve essere
verificata dalla classe JSONWebTokenAuthentication.
1 def post(self , request , ∗ args , ∗ ∗ kwargs ):
2 """
3 API View that receives a POST with a user’s email and password.
4
5 Returns a JSON Web Token that can be used for authenticated requests.
6 """
7 serializer = self.get_serializer(data=request.data)
8
9 if serializer.is_valid ():
10 user = serializer.object.get(’user’) or request.user
11 token = serializer.object.get(’token’)
12 response_data = jwt_response_payload_handler(token , user , request)
13 return api_return_ok(response_data , status=status.HTTP_200_OK)
14
15 return api_return_error(serializer.errors ,
16 status=status.HTTP_400_BAD_REQUEST)
Listato 10.3: Codice che viene eseguito alla ricezione di una richiesta di login
con metodo POST
Nell’esempio riportato nel listato 10.3 viene mostrato il codice eseguito quan-
do viene ricevuta una richiesta di login con metodo POST. Prima di tutto
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vengono inviati i dati della richiesta al serializer che verificherà la correttezza.
Se sono validi l’API restituisce un JSON (come mostrato nel listato 10.4)
comprendente i dati dell’utente e il JSON Web Token.
1 {
2 "ok": true ,
3 "data": {
4 "token": "eyJ0eXAiOiJKV1QiLSC[...]g1IfYsIJ4mH -95F9Pw",
5 "user": {
6 "id": 1,
7 "email": "email@example.com",
8 "first_name": "Gianluca",
9 "last_name": "Iselli",
10 "date_joined": "2017 -07 -03T09:19:46Z",
11 "is_staff": true ,
12 "participant": 5
13 }
14 }
15 }
Listato 10.4: Body della risposta di login in formato JSON
Come anticipato nel sezione 6.1 esistono alcune API che sono disponibili solo
agli utenti admin. Nel caso descritto vengono utilizzate tecniche per limitare
l’accesso basate sui permessi di ciascun utente.
Come per l’autenticazione, esiste un attributo per i permessi che si chiama
permission_classes.
1 class IsAdminOrReadOnly(BasePermission ):
2 """
3 The request is authenticated as a user , or is a read-only request.
4 """
5 def has_permission(self , request , view):
6 return (
7 request.method in SAFE_METHODS or
8 request.user and request.user.is_staff
9 )
Listato 10.5: Classe che verifica se l’utente ha permessi amministrativi
Nel listato 10.5 è presente un esempio di quanto è semplice creare filtri per
avere viste differenti in base al permesso.
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10.3 Finezze implementative
Una delle problematiche che affligge solitamente i Back End sono i ritardi
di risposta dovuti alla grossa quantità di richieste da parte dei client. Dal
momento che, nel set di REST API elencato nel sezione 6.1 sono presenti
anche richieste statiche si è pensato di ottimizzare almeno queste grazie a
tecniche di caching.
Un’altro fattore non richiesto durante la definizione delle specifiche tecniche,
ma comunque portato a termine, è stata la Admin Page. Questa sezione
di sito, accedibile solo dallo staff, permette di leggere, creare, modificare ed
eliminare (standard CRUD) ogni modello all’interno del database.
10.4 Blockly Converter
Anche se facente parte del Back End, il Blockly Converter è scollegato dal
resto del codice di cui si è parlato fin ora.
Come anticipato nel capitolo 8 si ha la necessità di questo modulo per
convertire l’XML della libreria di Blockly al codice Python.
Blockly è uno strumento potente perciò non avrebbe avuto senso riscriversi
un nuovo compilatore. È stato più opportuno utilizzare questa libreria per
questo scopo. La libreria è stata inclusa in un environment Nodejs, che è un
runtime JavaScript basato sul motore V8 JavaScript di Chrome.
Il convertitore presenta un entry point che accetta due argomenti indispen-
sabili: l’XML ed i json_args. L’XML è il codice del template mentre i
json_args sono gli argomenti che bisogna dare al programma python una
volta convertito.
Capitolo 11
Front End
Tenendo sempre presente il conteggio mostrato nel listato 7, anche in questo
capitolo verrà mostrata una panoramica generale del lavoro atto allo sviluppo
del Front End. Le righe di codice scritte per questo modulo sono oltre le
10000 e prevalentemente in linguaggio Typescript, HTML e Sass. Per questo
motivo si procederà alla discussione approfondita delle sole parti ritenute di
maggior rilievo.
11.1 Interceptors
Da Angular 4.3 è disponibile una interfaccia per controllare al meglio le
comunicazioni HTTP della Web Application. Gli Interceptor riescono ad
interrompere la richiesta HTTP prima che sia stata inviata per poterla mo-
dificare.
Uno scopo degli Interceptor è quello di aggiungere l’headerAuthorization a
tutte le richieste rivolte alle REST API. In questo modo si avrà un unico
punto di controllo senza avere replicazione di codice. La porzione di codice
utile a questo scopo è mostrata nel listato 11.1.
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1 @Injectable ()
2 export class AuthInterceptor implements HttpInterceptor {
3
4 intercept(request: HttpRequest <any >,
5 next: HttpHandler ): Observable <HttpEvent <any >> {
6
7 if (jwtAuthenticationNeeded(request.url)) {
8 request = request.clone ({
9 setHeaders: {
10 Authorization: ‘JWT ${localStorage.getItem(JWT_TOKEN_NAME)}‘
11 }
12 });
13 }
14 return next.handle(request );
15 }
16 }
Listato 11.1: Interceptor che si occupa di aggiungere l’header Authorization
all’interno di tutte le richieste effettuate dalla Web Application
Un altro meccanismo che si approccia bene all’utilizzo di un interceptor è
l’aggiunta degli header Content-Type e Accept-Language. In questo caso, la
porzione di codice utile a questo scopo è mostrata nel listato 11.2.
Le classi mostrate nei due listati 11.1 e 11.2 mostrano elementi su cui bi-
sogna fare attenzione. Primo, il JSON Web Token viene memorizzato nel
localStorage. Questo ci permette una sessione molto lunga (dipendente dalla
scadenza del JWT) senza evitare di eseguire il login ogni qual volta si accede
al sito.
Considerato che le API accettano solo il Content-Type di tipo application/j-
son quest’ultimo viene impostato per ogni richiesta. Un altro parametro che
viene accettato tra gli header è l’Accept-Language.
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1 @Injectable ()
2 export class ApiHttpInterceptor implements HttpInterceptor {
3
4 constructor(private translate: TranslateService) {
5 }
6
7 getUrl(url: string ): string {
8 return url.indexOf(’http ://’) >= 0 || url.indexOf(’https ://’) >= 0 ?
9 url : environment.apiUrl + url;
10 }
11
12 intercept(request: HttpRequest <any >,
13 next: HttpHandler ): Observable <HttpEvent <any >> {
14 request = request.clone ({
15 url: this.getUrl(request.url),
16 setHeaders: {
17 ’Content -Type’: ’application/json’,
18 ’Accept -Language ’: this.translate.currentLang
19 }
20 });
21 return next.handle(request );
22 }
23 }
Listato 11.2: Interceptor che si occupa di aggiungere l’header Content-
Type e Accept-Language all’interno di tutte le richieste effettuate dalla Web
Application
11.2 Guards
È possibile scomporre il sito di SenSquare in diverse parti, ma di certo, la
divisione più tangibile, è data da quello a cui si ha accesso quando si è
autenticati e quando non lo si è.
Proteggere dei percorsi è un compito molto comune quando si creano delle
applicazioni web, in quanto vogliamo impedire agli utenti di accedere ad aree
alle quali non sono autorizzati ad entrare.
Il router di Angular fornisce una funzionalità chiamata Navigation Guards
che cerca di risolvere esattamente questo problema ed assicurare questa
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settorizzazione.
1 @Injectable ()
2 export class AuthGuard implements CanActivate, CanActivateChild {
3
4 constructor(private auth: AuthService , private router: Router) {
5 }
6
7 canActivate () {
8 if (this.auth.isAuthenticated ()) {
9 return true;
10 } else {
11 this.router.navigate ([’/about’]);
12 return false;
13 }
14 }
15
16 canActivateChild(childRoute: ActivatedRouteSnapshot ,
17 state: RouterStateSnapshot ): boolean {
18 return this.canActivate ();
19 }
20 }
Listato 11.3: Il servizio AuthGuard garantisce l’accesso solo agli utenti
autorizzati reindirizzando, chi non lo è, alla pagina di about
11.3 i18n - Internazionalizzazione
La lingua con cui un programma si interfaccia con l’utente rischia di essere la
fonte più importante di impedimento dell’utilizzo del software stesso. Infatti,
la lingua utilizzata per l’interfaccia non sempre coincide con la lingua madre
dell’utente, il quale perciò probabilmente si troverà a fronteggiare difficoltà
di interpretazione.
Come sostegno per questa difficoltà è stata utilizzata una libreria supplemen-
tare ad Angular che si chiama ngx-translate [47].
Creando differenti file JSON, uno per ogni lingua che si vuole supportare,
ngx-translate permette di caricare il file con la lingua richiesta dall’utente ed
effettuare una traduzione runtime dell’applicazione web.
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1 {
2 "HELLO": "hello {{name}}"
3 }
Listato 11.4: Esempio di file json con traduzione in inglese. Il file si chiamerà
en.json
1 {
2 "HELLO": "ciao {{name}}"
3 }
Listato 11.5: Esempio di file json con traduzione in italiano. Il file si chiamerà
it.json
Il funzionamento è semplice, nei listati 11.4 e 11.5 è possibile notare due
JSON molto simili. Entrambi hanno un unica chiave HELLO, ma un diffe-
rente valore rispetto a questa chiave. Il valore dipende dalla lingua specificata
dal nome del file.
1 // per una traduzione in inglese
2 translate.use(’en’);
3 translate.get(’HELLO’, {name: ’Gianluca ’}). subscribe ((res: string) => {
4 console.log(res);
5 //=> ’hello Gianluca ’
6 });
7
8 // per una traduzione in italiano
9 translate.use(’it’);
10 translate.get(’HELLO’, {name: ’Gianluca ’}). subscribe ((res: string) => {
11 console.log(res);
12 //=> ’ciao Gianluca ’
13 });
Listato 11.6: Esempio di richiesta di traduzione con inerente interpolazione
della chiave name con il valore ’Gianluca’
Sarà compito dello sviluppatore o di chi mantiene la web application aggior-
nare questi file tenendo il passo con l’evolversi dell’interfaccia grafica.
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11.4 Schermate
Nel capitolo 7 è stato introdotto uno scenario di utilizzo del sito. In quanto le
viste sono svariate ed illustrarle tutte avrebbe poco significato, è preferibile
concentrarsi su quelle di maggior valore.
11.4.1 Header e navigazione
Figura 11.1: Fixed header e card con i dati dell’utente
Una costante di tutta la Web Application presentata è l’header con posizione
fixed in in alto. Questa caratteristica permette di effettuare un reindirizza-
mento alla Home in qualsiasi istante premendo sul logo a sinistra di Sen-
Square. A destra invece è situato un pulsante che, se cliccato, fa visualizzare
una card con i dati dell’utente.
Per permettere la navigazione nelle diverse sezioni dell’applicazione e per
fornire funzionalità precise, specifiche di ogni singola schermata, sono state
rese disponibili una navbar e una sidebar.
A sinistra della figura 11.2 è mostrata la sidebar che permette di muoversi
all’interno delle sezioni dei template e dei servizi (Instances). La navbar di
colore blu, invece, serve per mostrare all’utilizzatore in che sezione si trova
e fornisce gli strumenti specifici ad ogni vista. Nel caso riportato in figura,
il campo di ricerca viene utilizzato per filtrare i template in base al loro
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Figura 11.2: Sidebar e navbar con il campo ricerca
nome. La sidebar in condizioni particolari (schermo di piccole dimensioni o
vista particolarmente piena di contenuti) rimarrà chiusa e perciò non visibile.
Al suo posto comparirà un hamburger button a sinistra della navbar che se
cliccato, mostrerà la sidebar.
11.4.2 Home - Lista servizi
Figura 11.3: Schermata di home
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Dopo aver effettuato la registrazione e, successivamente, il login l’utente potrà
accedere alla schermata di home.
Questa schermata è composta da due sezioni: la prima, a sinistra, mostra una
lista di servizi già istanziati, mentre la parte di destra, mostra una mappa
con le specifiche posizioni dei servizi. I servizi della lista dipendono dall’area
geografica selezionata nella mappa. Se l’utente muove la mappa i servizi della
lista verranno ricaricati.
11.4.3 Dettaglio di un servizio
Figura 11.4: Schermata di dettaglio di un servizio - vista desktop
Questa schermata permette ad un qualsiasi utente di tenere traccia gli ag-
giornamenti dei valori calcolati dal servizio.
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È possibile visualizzare tutti i
dettagli, per esempio:
• il titolo e la descrizione che
sono stati inseriti in fase di
creazione;
• l’utente ideatore del servizio;
• il template utilizzato come
base;
• la posizione e l’area dove è
stato istanziato;
• i Datastream disponibili nella
zona specificata;
• l’ultimo valore calcolato ed
i parametri passati al co-
dice python per eseguire il
servizio.
Questa schermata, come tutte le
altre, sono disponibili anche in
una versione più ristretta per da-
re la possibilità agli utenti di
visualizzare la web application
anche
Figura 11.5: Schermata di dettaglio di
un servizio - vista mobile
dal proprio smartphone o tablet. Nella figura 11.5 viene mostrato
come sarebbe visualizzata la schermata su un device mobile.
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11.4.4 Aggiunta di un template
Figura 11.6: Wizard di aggiunta di un template
Nella schermata presentata in figura 11.6 è possibile notare un wizard di 3
fasi per la creazione di un template.
La prima pagina di wizard richiede di compilare solo due campi di testo, utili
per decidere il titolo ed una descrizione.
Nella seconda pagina di wizard, invece, viene richiesto di creare il codice
del template. È possibile definire formalmente un template come il codice
sorgente del servizio e le tipologie di argomenti che riceve in ingresso. Come
anticipato nella sezione 1.4 è stato scelto di utilizzare Blockly proprio per
comporre il sorgente del template.
Nella centrale è possibile vedere i diversi blocchi che compongono il codice. In
ogni template sarà presente un blocco di inizio programma (nello screenshot
in figura 11.6 è colorato di verde) e un blocco di aggiunta di Datastream
(nello screenshot è mostrato in rosa scuro).
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Il programma verrà composto connettendo altri blocchi sotto il sotto il blocco
di inizio. Come si può notare nello screenshot in figura 11.6, il programma
continua con un blocco if-else.
Aiutare l’utente alle prime armi a capire cosa manca o sta sbagliando è
fondamentale. Nel caso mostrato, è possibile individuare gli errori tramite il
triangolino di warning che lo segnala. Nel blocco di confronto, infatti, manca
il primo valore.
Figura 11.7: Tooltip di segnalazione di un errore
Se si clicca sul triangolino viene mostrato il tooltip con un messaggio di aiuto
per l’utente, come mostrato in figura 11.7.
L’obiettivo di questa tesi, però, è permettere ad un utente di utilizzare le
informazioni sensoriali di cui SenSquare è in possesso.
Per far si di aggiungere uno stream di dati bisogna cliccare sul blocco di colore
rosa. Così facendo apparirà un modal che chiederà il tipo di Datastream che
si vuole inserire e le opzioni. In figura 11.8 viene mostrato il modal sopra
citato.
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Figura 11.8: Modal per l’aggiunta di un Datastream
Quando si aggiunge un Datastream, nel menù laterale di scelta dei blocchi,
risulta disponibile una nuova sezione chiamata, per l’appunto, Data Stream.
Figura 11.9: Sezione Datastream nel menù laterale
Cliccando sulla sezione, si apre una tendina che mostra tutti i datastream
aggiunti. Nell’esempio di figura 11.9 è stato aggiunto un Datastream di tipo
Carbon Monoxide con opzione Average. Questo significa che quando verrà
istanziato questo template (creando così un servizio) in una certa area si
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sta chiedendo la media di tutti i valori di monossido di carbonio nella zona
selezionata.
Figura 11.10: Codice del template completo
Quando quest’ultimo blocco di Datastream viene trascinato ed inserito come
primo parametro del confronto > 20, il sistema capisce che il programma è
sintatticamente corretto, perciò rimuove il triangolino di warning ed abilita
il pulsante Continue che permetterà di passare alla terza pagina di wizard.
Nella terza ed ultima pagina di wizard viene esclusivamente richiesto all’u-
tente se vuole rendere pubblico il template appena creato.
Conclusioni
In questo documento, inizialmente, sono stati introdotti i concetti dell’Inter-
net of Things, insieme a diversi ambiti applicativi inerenti a questo settore.
Successivamente è stata descritta l’importanza della collaborazione nel mon-
do IoT, concentrandosi sui pregi e sui difetti delle piattaforme già esistenti.
Nello specifico esistono enti pubblici per la condivisione di dati ufficiali, pro-
getti di Open Data e campagne di crowdsensing, i quali ospitano enormi
quantità di dati eterogenei.
È possibile constatare, infatti, che la tendenza è quella di adoperare piatta-
forme per l’immagazzinamento di dati, dove l’utente deve sottostare alle API
proprietarie dell’infrastruttura, che solitamente non sono conformi a tutti i
dispositivi. Ciò comporta che l’utente debba acquistare da produttori speci-
fici, i quali potrebbero non avere prezzi concorrenziali o non disporre di tutti
i dispositivi (o sensori) di cui si ha bisogno; limitando così anche il potenziale
di tale piattaforma.
Infine, quanto sopra esplicato è possibile che comporti, relativamente al mo-
nitoraggio ambientale, una ridondanza o una indisponibilità dei dati. Potreb-
bero esserci zone con una sovrabbondante quantità di misurazioni ed altre
con nessuna.
In questo lavoro di tesi viene presentata SenSquare: una piattaforma IoT di
crowdsensing e sviluppo collaborativo di servizi personalizzati.
Questa piattaforma, a differenza delle controparti, non richiede all’utente
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l’impiego di sensori compatibili con l’architettura o con le API. I Data-
stream e le relative misurazioni vengono ottenuti dalle altre piattaforme di
memorizzazione sopraccitate.
Il lavoro di questa tesi non riguarda il processo di ottenimento di questi dati
ma su come poterli utilizzare. Il progetto elaborato comprende due parti: il
Back End ed il Front End di una Web Application.
Con la progettazione ed infine lo sviluppo di questa applicazione si è voluto
dare all’utente uno strumento semplice per creare servizi per se e per la
collettività grazie ai dati in possesso di SenSquare.
All’utente viene dapprima richiesto di scrivere il “programma” per il servizio,
creando così un modello, chiamato template. In secondo luogo, gli viene
richiesto di istanziare il suddetto modello.
L’installazione di un servizio significa essenzialmente lanciare il program-
ma scritto dall’utente sul server della piattaforma. Questo potrebbe essere
un elemento di sgomento, ma come è stato illustrato nel capitolo 8 è stato
studiato e conseguentemente sviluppato un metodo per cui non dovrebbero
sussistere problemi di sicurezza.
In conclusione è possibile affermare che, senza ombra di dubbio, il proget-
to realizzato risponde a pieno gli obiettivi che erano stati prefissati; infat-
ti il lavoro svolto contribuisce ad accrescere le potenzialità, già ingenti, di
SenSquare.
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7 Esecuzione del programma cloc (Count Lines of Code) sulla
directory root del progetto. Si vuole far notare che, nel calcolo,
viene considerato solo il codice prodotto per questo lavoro di
tesi. Librerie o framework di supporto non sono inclusi nel
conteggio. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 85
Appendice
1 /workspace/SenSquare > cloc . -- exclude-list-file =. clock-exclude-files
2 388 text files.
3 382 unique files.
4 42 files ignored.
5
6 github.com/AlDanial/cloc v 1.74 T=1.03 s (351.9 files/s, 19827.8 lines/s)
7 -------------------------------------------------------------------------------
8 Language files blank comment code
9 -------------------------------------------------------------------------------
10 TypeScript 187 1681 870 7615
11 Python 70 1087 483 3678
12 Sass 36 323 89 1651
13 HTML 38 296 37 1357
14 JSON 21 6 0 946
15 XML 6 0 0 161
16 CSS 2 11 12 102
17 JavaScript 3 6 4 68
18 Markdown 1 13 0 15
19 -------------------------------------------------------------------------------
20 SUM: 364 3423 1495 15593
21 -------------------------------------------------------------------------------
Listato 7: Esecuzione del programma cloc (Count Lines of Code) sulla direc-
tory root del progetto. Si vuole far notare che, nel calcolo, viene considerato
solo il codice prodotto per questo lavoro di tesi. Librerie o framework di
supporto non sono inclusi nel conteggio.
