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A Stanford Egyetem AI 100 projektjének - amely célja a mesterséges intelligencia 
fejlődésének 100 éven át tartó vizsgálata - 2017-es éves riportja szerint az elmúlt években 
drasztikusan megnövekedett a mesterséges intelligenciát használó területek száma.1 
Világszerte számos egyetem, tudományközpont és cég indít új kutatásokat a témában, a 
különböző megoldásokra startupok alakulnak és óriási összegeket és erőforrást 
csoportosítanak ezek finanszírozására. Az informatikai jellegű publikációk és 
tanulmányok száma az elmúlt húsz évben megkilencszereződött, a Scopus adatbázis 
informatika témakörben jelenleg körülbelül ötmillió publikációt tartalmaz2, amelyből 
közel 200.000 tartalmazza a mesterséges intelligencia kulcsszót. Az Egyesült 
Államokban közel hatszorosára növekedett 2000 óta az AI startupokba befektetett összeg, 
és több, mint tizennégyszeresére az AI startupok száma. 2018-ban világszinten 1.62 
milliárd dollár volt a nyeresége a mesterséges intelligenciát használó enterprise 
alkalmazásoknak, amit 2025-re már 31.2 milliárd dollárra vetítenek előre, mely 52.59%-
os növekedést jelent éves szinten.3 A tanulmány továbbá azt is kimutatta, hogy a cégek 
84%-a hisz abban, hogy a mesterséges intelligencia használata növeli a 
versenyképességet.  
A fentieken kívül számos jel mutat arra, hogy a mesterséges intelligencia a jövőben 
további látványos fejlődésen fog keresztül menni, és sokkal szélesebb körben válik 
elérhetővé. Diplomamunkám témaválasztásának relevanciáját igazolja, hogy napjainkban 
még elég korlátozottan, drágán és komplikált módon lehet őket felhasználni, így ez a 
megoldás sok esetben kizárólag csak nagyobb vállalatok számára elérhető, illetve sok 
esetben alkalmazásuk speciális tudást igényel. Véleményem szerint a mesterséges 
intelligencia egy kiváló eszköz és lehetőség, amely számos olyan területen tudna jelentős 
segítséget nyújtani, ahol használatának akadálya elsősorban nem az elégtelen anyagi 
erőforrás és hiányzó szakmai tudás, hanem pusztán a lehetőség nem-ismerete. 
A diplomamunkám célja a fent részletezett problémáról egy átfogó képet nyújtani, illetve 
egy olyan rendszer kialakításának a vizsgálata, amely a különböző felhasználási 
                                                          
1 forrás: http://aiindex.org/2017-report.pdf Stanford Egyetem 2017-es riport, letöltve: 2019. április. 19. 
2 forrás: https://www.forbes.com/sites/louiscolumbus/2018/01/12/10-charts-that-will-change-your-
perspective-on-artificial-intelligences-growth/#4e55b4314758 letöltve 2019. április 17.   
3 forrás: https://www.forbes.com/sites/louiscolumbus/2018/01/12/10-charts-that-will-change-your-
perspective-on-artificial-intelligences-growth/#4e55b4314758 letöltve 2019. április 17.   
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területekre (pl. üzleti élet) jellemző algoritmusok integrálásával elősegíti a mesterséges 
intelligencián alapuló megoldások elterjedését és használatát az említett felhasználói 
körök részére. Leginkább olyan területekre fókuszálok ahol az informatika minimálisan 
jelen van, tehát valamilyen munkafolyamathoz használnak számítógépet, de ezen 
túlmenően egyáltalán nem jellemző a mélyebb informatikai tudás, valamint financiálisan 
sem tudnának finanszírozni egy ehhez szükséges fejlesztést. A fentiekből kiindulva célom 
egy olyan rendszer kiépíthetőségének a vizsgálata, amely a laikus felhasználók részére 
egy könnyen kezelhető, mesterséges intelligencián alapuló megoldáshalmazt biztosít.  
A diplomamunka kutatási területe kizárólag a kisvállalkozások versenyképességének 
növelése mentén próbálja bemutatni azokat a területek és problémákat, ahol leginkább 
hasznosnak bizonyul a mesterséges intelligencia használata. A támogató rendszer 
tervezéséhez szükséges ismereteket, algoritmusokat, elérhető platformokat, a feltárt 
problémákra már elérhető megoldásokat kívánom összegyűjteni és elemezni, valamint a 
rendszer implementálásához szükséges terveket elkészíteni (szoftver architektúra, 
infrastruktúra, user experience (ux)). A szoftver tényleges fejlesztése nem célja a 
diplomamunkának. 
A diplomamunka négy fejezetből áll. Az első fejezet egy általános áttekintést nyújt a 
mesterséges intelligencia diplomamunka szempontjából fontos elméleti alapjairól. A 
második fejezet a mesterséges intelligencia felhasználási problémáit ismerteti a vizsgált 
területeken, majd a jelenleg elérhető hasonló szolgáltatásokat, algoritmusokat, aktuális 
trendeket, valamint bemutatja miért is fontos ezeket a technológiákat szélesebb körben is 
elérhetővé tenni. A tapasztalt problémákra keresi a megoldást többek között interjúk és 
kérdőívek elemzésének segítségével, mesterséges intelligencián alapuló algoritmusok 
integrációjának vizsgálatával. Bemutatja, milyen módon lehet megoldás egy erre 
tervezett szoftver vagy szolgáltatás. A harmadik fejezet a korábban szerzett 
tapasztalatokat elemzi egy megvalósítandó rendszer szemszögéből. Előkészíti a rendszer 
tervezését, valamint a követelményelemzés folytatásaként bemutatom, hogyan lehet 
általánosítani a különböző területeken felmerülő problémákat és hogyan tudjuk a rendszer 
kezelését érthetővé tenni. A negyedik fejezet foglalkozik a rendszer tervezésével, szoftver 




2 Mesterséges intelligencia és a gépi tanulás fogalmainak és rendszereinek 
áttekintése 
Ebben a fejezetben bemutatom a mesterséges intelligenciával (Artificial Intelligence - 
továbbiakban AI), gépi tanulással (Machine Learning – továbbiakban ML) és az ezekkel 
szorosan összefüggő technológiákkal kapcsolatos alapfogalmakat, definíciókat, hiszen 
ahhoz, hogy ezeket a modern eszközöket elemezhessük és kiderítsük, hogy miért és 
milyen módon tudnánk elérhetővé tenni egy szélesebb felhasználói kör részére, szükséges 
tisztázni, hogy pontosan mit is takarnak ezek a kifejezések. 
2.1 Mesterséges intelligencia 
A mesterséges intelligencia szó hallatán sokan a népszerű sci-fi filmekben látható 
robotokra, és a világ feletti hatalomátvételükre asszociálnak, a „keresőmotor”, „gépi 
tanulás” és „big data” szavak pedig egyszerűen informatikai szakzsargonnak 
hallatszanak, melyek jelentését jellemzően csak a szakmabeliek ismerik. Annak 
érdekében, hogy a mesterséges intelligencia által nyújtott lehetőségeket egyszerű 
felhasználók részére is bemutathassuk, az említett fogalmakat szükséges tisztázni.  
Általánosságában elmondható, hogy ha egy gép képes problémák megoldására, teljesíteni 
egy feladatot vagy létezik olyan kognitív képessége, mint egy embernek, akkor úgy 
tekinthetünk rá, hogy mesterséges intelligenciát használ.  Shirai és Tsuji 
megfogalmazásában a mesterséges intelligencia egy készség, amely a számítógépeket 
alkalmassá teszi az emberi intelligenciával megoldható feladatok elvégzésére (Shiari és 
Tsuji, 1982).  Everitt és Hutter szerint a mesterséges intelligencia elsősorban a 
cselekvésre és a helyes döntésre fókuszál, mintsem a gondolkodásra (Everitt és Hutter, 
2018). Ezzel szemben Cihan szerint a mesterséges intelligencia emulálja, vagyis utánozza 
az ember inger feldolgozási és döntéshozó képességeit, így ezeknek a rendszereknek 
autonóm tanulási képességekkel kell bírniuk, és alkalmazkodniuk kell tudni bizonytalan 
vagy részlegesen ismert környezetekhez (Cihan, 1994 idézi Prószéky 2018). A 
mesterséges intelligencia definícióját azért is nehéz átfogó, egységes módon 
meghatározni, mert napjainkban annak két altípusával is találkozhatunk.   
Az Artificial Narrow Intelligence „ANI” vagy más néven Weak AI egy konkrét feladatra, 
vagy egy jól definiált feladat halmazra ad megoldást, mint például az Apple Siri, amely 
előre beprogramozott funkciókkal működik. Képes valós időben reagálni, viszont 
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kizárólag egy előre meghatározott adathalmaz alapján képes dolgozni. Ennek 
eredményeképp kizárólag az előre meghatározott feladatra képes megoldást nyújtani, 
nem rendelkezik tudattal, nem érez, a cselekedetét nem vezérli érzelem. Csak az előre 
meghatározott, jól definiált területen képes mozogni, még akkor is, ha ezeknek a 
működése külső szemmel nézve komplexnek tűnik. Azt gondolnánk, hogy egy önvezető 
autó, vagy az Apple Siri már nem a „weak” kategóriába tartozna, mivel a működésük 
nagyon önálló, viszont ezeknek a rendszereknek sincs saját tudatuk, messze nem képesek 
olyan döntésekre, amelyekre az ember képes. Az önvezető autó is egy több ANI 
rendszerből álló eszköz, amely egy feladatra lett kitalálva. Mivel az ANI mentén készült 
algoritmusok általában egy konkrét problémára érvényesek, ezért jobban illeszthetőek a 
valós életben előforduló feladatokra, s mivel nem annyira komplexek így könnyebben 
érthetőek, az integrációjuk is egyszerűbb. Ezzel ellentétben az Artificial General 
Intelligence vagy „AGI” jóval általánosabb. Hasonlít az emberi agy működésére, 
komplex feladatok megoldására képes egy bonyolult környezetben minimális 
mennyiségű erőforrás felhasználásával. Képes megérteni és megoldani problémákat, 
döntéseket hozni bizonytalan helyzetekben, tervezni, tanulni, korábbi ismereteket 
integrálni egy döntés meghozásánál, innovatív és kreatív. Az ANI mentén történő 
kutatások eredményei sokkal kézzel foghatóbbak és gyorsabban elérhetőek, ezért a 
jelenleg folyó kutatások nagy része inkább ezen a területen zajlik.  
2.2 A gépi tanulás (machine learning – ML) 
A gépi tanulás a mesterséges intelligencia egy olyan formája, amely biztosítja a 
rendszernek, hogy képes legyen tapasztalat alapján tanulni anélkül, hogy ezt külön 
programoznánk (Prado, 2018). Olyan programok fejlesztésénél kerül fókuszba, ahol az 
elérhető adatok alapján önmagát tudja tanítani és ezt a tapasztalatot használja fel a 
későbbiekben. A prediktív (predikciós) analízis esetében a korábban kapott adatok 
összefüggéseit tanulja meg és ennek segítségével valószínűsít („előre jelez”) egy jövőbeli 
viselkedést. Ez a tradicionális statisztikai modellezéstől abban tér el, hogy amíg ott 
szabályok alapján hozunk egy döntést, addig a gépi tanulás esetében ezeket a szabályokat 
a rendszer magától találja ki, így ezeket nehéz megfogalmazni lépésről lépésre. Számos 
olyan esetre is felhasználható, ahol a kimenet akár több száz feltételtől is függ, így ezt 
egy ember nagyon nehezen, vagy egyáltalán nem tudná nyomon követni. A gépi tanulás 
alkategóriáit a következőkben Bishop felsorolása alapján mutatom be (Bishop, 2006).  
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2.2.1 Supervised learning 
A felügyelt tanulás esetében a bemenő és kimenő adatok összefüggését a minta a ki- és 
bemenő adatokból tanulja meg (ezeket az adatokat szokták címkézett adatoknak is hívni. 
Ekkor olyan módon felügyeljük a tanulást, hogy biztosítjuk azokat az adatokat, amelyek 
alapján megfigyelheti a kapcsolatot a ki- és bemenő adatok között és ezt felhasználva fog 
nekünk a későbbiekben egy ismeretlen bemenetre kimenetet adni. Egyik tipikus 
felhasználási módja a klasszifikáció, amely adatok csoportosítására alkalmas, például 
“Kockázatos-e egy ügyfél”, “Megvásárolnak-e egy terméket” vagy “Kattintanak-e egy 
hirdetésre”. Másik jellemző felhasználási módja a regresszió, mely egy folytonos érték 
meghatározása, például “Mekkora bevétel várható egy ügyféltől?” vagy “Milyen hatással 
van a kor, nem, diéta a súlyra”. 
2.2.2 Unsupervised learning 
A felügyelet nélküli tanulás esetében nincs előre meghatározott ki- és bemeneti minta 
adat, amelyből a rendszerünk tanulhatna. Kizárólag a bemeneti adatokon végez 
megfigyelést. Ezeket az adatokat szokták címkézetlen adatnak (unlabeled data) is hívni. 
Meghatározhatóak vele például közeli vagy egymással hasonló adatok. Felhasználási 
módjai lehet a klaszterezés, mely kiválasztott tulajdonság(ok) alapján csoportosításra 
alkalmas, például kirívó esetek keresése vagy homogén csoportok kialakítása. További 
felhasználási módja a dimenzió redukció, mely gyakran használható adat elő-
feldolgozásra, adatok egyszerűsítésére, átalakítására és más ML feladatokhoz.  
2.2.3  Reinforcement learning 
 A megerősítéses tanulás esetében a gép próbálgatással próbálja meg elérni a feladat 
optimális megoldását. Minden próbálkozást követően valamekkora jutalmat kap, ez lehet 
negatív is. Előszeretettel használják játékok tanulására. Az egyik leghíresebb eset, amikor 
2016-ban a Google által készített AlphaGo legyőzte a Go világbajnokot, azt a képességét 
kihasználva, hogy képes kipróbálni és megjegyezni több millió lehetséges lépés 
kombináció kimenetelét. 
2.2.4  Deep learning 
A deep learning vagy más néven mély háló a gépi tanulás egy típusa, amely pontos 
definícióját nehéz meghatározni. Gyakran említik neurális hálóként is, bár esetünkben 
inkább a mélyebb, többrétegű hálókra igaz, mint a sekélyekre. A neurális hálókat az 
emberi agy működése inspirálta, ahol sok millió neuron kapcsolódik össze. Az agy 
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működésével ellentétben a neuronok rétegekbe vannak rendezve, a rétegek a bennük lévő 
neuronokkal kapcsolódnak össze és meghatározott az adatfolyam iránya is. Míg az ML 
csak prediktív, addig a mély hálók generatívak is, képes strukturálatlan adatból 
strukturáltat készíteni. Felhasználásuk sokrétű lehet, használják például önvezető 
autóknál, gyógyszeriparban, gén kutatásoknál és számos más egyéb területen. 
Mesterséges mély hálók segítségével felismerhetünk képeket, szövegeket, hangokat vagy 
akár objektumokat detektálhatunk. 
2.3 Big Data 
A Big Data napjainkban nagyon népszerű és meglehetősen friss téma. Tekintettel arra, 
hogy a gépi tanulás folyamatának egyik alapja, mindenképp szükséges tisztázni pontos 
jelentését, ám egységes meghatározása ennek sem létezik. A Gartner meghatározása 
szerint „nagy mennyiségű, sebességű és változatos adatok, amelyek költséghatékony 
módon, innovatív formában segítik a folyamatokba való jobb betekintést és a 
döntéshozatalt.”4 A Big Datát napjainkban a 3V helyett már 4V-vel jellemzik: mennyiség 
(volume), velocity (sebesség), variety (változatosság) és veracity (valóságtartalom), 
illetve további lényeges tulajdonsággal is gyarapodott: a változékonyság (variability), a 
vizualizáció (visualization), az értékes, felhasználható eredmény (value), az érvényesség 
(validity), valamint az illékonyság, azaz az érvényesség hossza (volatility)5.   
                                                          
4 Giczi- Szőke: Hivatalos statisztika és a Big Data, Statisztikai Szemle, 95. évfolyam 5. 
szám, 463. oldal 
5 Giczi- Szőke: Hivatalos statisztika és a Big Data, Statisztikai Szemle, 95. évfolyam 5. 
szám, 464. oldal 
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1. ábra A Big Data és a 4V6 
  
                                                          
6 forrás: https://www.ibmbigdatahub.com/infographic/four-vs-big-data  
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3 Mesterséges intelligencia szélesebb körben történő alkalmazása 
A mesterséges intelligencia használatának számos - vállalkozásra és problémamegoldásra 
gyakorolt - pozitív hatása egyértelműnek látszik. Támogathat a mindennapi munkákban, 
feladatokat vehet le a vállunkról, komplex dolgokban tud segítségünkre lenni, folyamatok 
automatizálhatóak vele. Az oktatásban például segítheti a tanulást, dolgozatok és házi 
feladatok javítását, aktivitást, fejlődést elemezni és nem utolsó sorban kifejezetten hatásos 
az adaptív oktatás terén, ahol párhuzamosan több diák egyéni képességére segíthet 
fókuszálni. Az eddigi tapasztalatok alapján jelentős mértékben növeli a vállalkozások 
hatékonyságát, az előrejelzések alapján a jövőben az AI-ba fektetett munka és tőke 
további növekedése várható. Annak ellenére, hogy napjainkban ezek a megoldások 
valamilyen szolgáltatás keretén belül már mind elérhetőek, felhasználói köre 
meglehetősen szűk. Ennek okairól az MIT és a Google 2016 végén készített átfogó 
felmérést, melyben kitért a Machine Learning használatára és eredményességére is. 7 A 
megkérdezettek összetétele változatos volt, egy fős cég és 3000 fős nagyvállalat egyaránt 
szerepelt a kutatási alanyok között. A válaszadók 48%-a volt 50 főnél kisebb létszámú 
cég. A résztvevők 60%-a már valamilyen formában implementált ML-t és a 18%-a tervezi 
a bevezetését, ami azt mutatja, hogy a cégek nagy része szükségesnek érzi a használatát. 
Az ML-t használók közül a legtöbben az adatok alaposabb és gyorsabb elemzését érték 
el, de ennek ellenére kevésbé tudják felmérni a vásárlók valós igényeit, nem érzik annyira, 
hogy versenyelőnyt értek volna el, illetve kevésbé lettek költséghatékonyabbak és 
általában pont ezeken a területeken szeretnének jobb eredményeket elérni. Hasonló 
véleményt mutatott a kérdőíves kutatásom eredménye is. 
3.1 Mesterséges intelligencia használatának nehézségei 
Fontos szempont, hogy tudunk-e olyan probléma halmazt meghatározni, amelyre a 
mesterséges intelligencia megoldást tud nyújtani. Számos olyan publikáció és kutatás 
létezik, amely csak azzal foglalkozik, hogy a mesterséges intelligencia milyen sok 
problémára ad megoldást, de nagyon kevés olyan, ami kifejezetten azt vizsgálja, hogy mi 
akadályozhatja annak használatát.  A diplomamunka szempontjából ez fontos, hiszen 
                                                          
7https://s3.amazonaws.com/files.technologyreview.com/whitepapers/MITTR_Googlefor
Work_Survey.pdf letöltve: 2019. április 22.  
12 
ennek segítségével már az integrációt megelőzően tudnánk, hogy van-e egyáltalán 
értelme az adott problémára mesterséges intelligenciára támaszkodó megoldást keresni.  
A mesterséges intelligencia megértése és használata összetett folyamat és komplex 
gondolkodást igényel. A legegyszerűbb algoritmusok is számos olyan matematikai, 
valószínűség számítási modellből állnak össze, amelyeket még a tapasztaltabbaknak is 
nehéz megérteni. Ezen felül további nehézséget jelent a megfelelő mennyiségű és 
minőségű adat előállítása, azok hatékony felhasználása és akkor még nem is említettük 
azokat az egyéb összetevőket, amik szükségesek egy ilyen szolgáltatás futtatásához, 
integrálásához.  
További nehézségként említhető, hogy noha az „automatizálás” szó hallatán gyors és 
instant megoldásra gondolunk, valójában annak zökkenőmentes működéséhez rengeteg 
háttérkutatásra, tesztre és tanulási időre van szükség – mind a rendszer, mind az adatokat 
később felhasználó személy részére. Gyakran előforduló probléma, hogy a potenciális 
felhasználó számára túl sok AI megoldás létezik, melyből – szakértelem híján - nehezen 
tudják kiválasztani a számukra igazán relevánsakat. Végül érdekes megvizsgálni azt is, 
hogy bizonyos humán interakciókat feltétlenül szükséges-e kiváltani mesterséges 
intelligenciával. A DigitasLBI 2018-as felmérése szerint az amerikai lakosság 73%-a a 
korábbi negatív élmény miatt nem szívesen használna újra chatbotot, 61%-uk pedig 
kifejezetten bosszúsabbá válik, ha egy robot nem tudja a kérdésére a választ, mintha egy 
ember nem tudná.8 
3.2 Mesterséges intelligencia használata a kis- és középvállalkozások körében 
A jelenleg tapasztalható AI hype-ot leginkább a nagy cégek generálják. Számukra 
megfizethetőek a kutatások, elegendő erőforrást tudnak biztosítani egy bizonytalan terület 
felfedezéséhez. Kevésbé veszélyes számukra, ha egy instabil projekt veszteséges lesz 
vagy megbukik. A megoldásokat gyorsabban tudják integrálni saját rendszerükbe, 
szolgáltatásaikba és nem utolsó sorban rengeteg adat áll rendelkezésükre. Mindezek miatt 
azt gondolhatjuk, hogy azok a cégek, akik nem rendelkeznek ilyen mennyiségű 
erőforrással, azok szinte lehetetlen feladat elé néznek, ha szeretnének valamilyen AI 
megoldást használni. 
                                                          
8 https://www.huffpost.com/entry/chatbots-a-guide-for-bran_b_13629352 letöltve 2019. 
április 12.  
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A kis- és középvállalkozások általában a Big Data hallatán arra gondolnak, hogy ilyen 
nagy mennyiségű adatok kizárólag nagy cégeknek állnak rendelkezésre. Napjainkban ez 
már megváltozott és a világon több publikusan elérhető adat keletkezik, mint valaha, így 
a kis cégeknek is lehetősége van kihasználni a mára már elérhető technológiát. Különböző 
adat források összekapcsolásával jelentős mértékben növelhetik a vásárlói élményt és a 
márka hosszú távú megítélését. Egy kis cég számára talán elsőre nem egyértelmű, hogy 
az adatok felhasználása milyen módon változtathatja meg a cég jövőjét, viszont a 
nagyobb cégek egyre jobban kitapossák az utat és a szerzett tapasztalatok elérhetővé 
válnak (pl. social media és a vásárlási trendek összekapcsolása mentén képesek lesznek 
új értékesítési módokat bevezetni, vagy online vállalkozások képesek személyre szabott 
ajánlatokat készíteni Machine Learning segítségével stb.). 
A másik fő probléma a kis- és középvállalkozások számára az új technológia 
használatának a költsége. Számos nagyvállalati alkalmazás érhető el, ahol magasabb 
költségekért cserébe rengeteg funkciót kap az előfizető, ám ez a kisvállalkozások számára 
nem igazán hasznos, mert számukra az elsődleges cél a kiadás csökkentése és a bevétel 
növelése. Szerencsére napjainkban elérhető technológiákkal már képesek vagyunk olyan 
szoftvereket készíteni, amik a kisvállalkozások érdekeit is szolgálni tudják, így kizárólag 
csak azért kell csak fizetniük, amit használnak is. 
3.3 Kis- és középvállalkozások körében végzett kérdőívezés eredményének 
bemutatása 
Diplomamunkám relevanciájának igazolásaképpen kérdőíves felmérést végeztem kis- és 
középvállalkozó vezetők körében. Természetesen a kutatás nem reprezentatív, és 
általános érvényű megállapítások sem vonhatóak le belőle, ám nagyon jól alátámasztja a 
fentiekben vázolt problémát. A vizsgált cégek jellemzően budapesti székhelyűek és 
általában öt éve működnek. Érdekes eredmény, hogy azok a vezetők, akik vállalkozásukat 
15 évnél régebben működtetik, nemhogy nem használnak, de még sosem hallottak 
mesterséges intelligencián alapuló megoldásokról, és a kérdőív kitöltése után sem 
tervezik azt alkalmazni, mert „úgy gondolom, hogy a meglévő partnereinknek és a 
megcélzott ügyfélkörünknek is fontos a személyes kapcsolattartás és kontroll a 
szolgáltatásaink hátterében. Az automatizált folyamatok egyre szélesebb körű 
elterjedésével azt tapasztalom, hogy az ügyfelek kifejezetten igénylik az emberi tényező 
érzékelhetőségét az együttműködés során. ”  
14 
További érdekes megfigyelés, hogy noha a cégvezetők 78%-a nemmel válaszolt a 
következő kérdésre: „Tudomása szerint Ön használ-e jelenleg olyan plug-int, extension-
t, vagy más szolgáltatást, amely mesterséges intelligencián alapul?”, a kérdőív további 
kérdéseire válaszolva kiderült, hogy valójában használnak, de nincsenek tisztában a 
működésükkel, hátterével. A kérdőívet kitöltők 80%-a használ „okos” megoldást, 
legnépszerűbb a személyre szabott termékajánlás és a hirdetések személyre szabása. 
Ezeket a megoldásokat jellemzően más vállalkozásoknál látták (50%) vagy személyesen 
jártak utána (28%), és a nagyobb bevétel reménye érdekében (66,7%) vezették be 
használatukat. A válaszadók mindössze 16,7%-a számolt be arról, hogy az újítás nem 
váltotta be a hozzáfűzött reményeket, ennek okát részben az adathiánnyal indokolják 
(50%), részben azzal, hogy nincs idejük foglalkozni vele (16,7%).  
Azok a válaszadók, akik valóban nem használnak semmilyen okos megoldást, néhányat 
ugyan ismernek (pl. személyre szabott hirdetést), de a versenyelőny és nagyobb bevétel 
érdekében 37,5%-uk megbízná fejlesztőjét egy ilyen megoldás bevezetésével, 
ugyanakkor személyesen nem járna utána, mert túlságosan bonyolultnak érzi (43%). 
3.4 Napjainkban elterjedt megoldások  
A jelenleg elérhető szolgáltatások a bonyolult összetevők és algoritmusok jelentős részét 
elrejtik a felhasználók elől és a felhasználásukat megpróbálják egyszerűsíteni valamilyen 
mértékben. A kutatásom során két ilyen megoldással találkoztam az egyik, amelyik 
kifejezetten fejlesztőknek készül, a másik, pedig amikor a mesterséges intelligencia 
teljesen elfedve, egy szolgáltatásba van integrálva. A Google Cloud AI megoldásai esetén 
egy csatlakozási pontot kapunk, amin keresztül adatokat tudunk feltölteni és különböző 
információkat nyerhetünk ki belőle. Ez nagyon egyszerűen hangzik és egy fejlesztőnek 
az is, viszont annak, aki még sosem programozott, valószínűleg semmit sem fog a Google 
dokumentációja nyújtani.  Az integrált megoldások már sokkal közelebb állnak a 
felhasználókhoz. Legtöbb esetben egy szolgáltatás részét képezik, aminél a célcsoport 
már nem feltétlenül a fejlesztő. A Salesforce Einstein AI-t egy CRM (Customer 
Relationship Management) rendszerbe építették be, ami szinte egy asszisztensként segíti 
a felhasználót gyorsabb és jobb döntések meghozatalában. Ez a megoldás egy nagyon jó 
példája annak, hogyan lehet egy szolgáltatásba egyszerre több mesterséges intelligenciára 
támaszkodó megoldást jól integrálni. 
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Szinte mindegyik machine learning megoldás esetén a legnehezebb rész a modellünk 
tanítása. Ehhez a folyamathoz szükségünk van számítási kapacitásra és nagy mennyiségű 
adatra. A számítási kapacitás már könnyen megoldható Cloud Computing segítségével, 
viszont a nagy mennyiségű adatok elérése még mindig problémát okoz. Például egy 
kisebb méretű cégnek a beszéd felismeréshez, vagy a szöveg feldolgozáshoz nincs meg a 
megfelelő mennyiségű adata ahhoz, hogy az ML modellje sikeresen tanuljon. Szerencsére 
nagyobb cégek, mint a Google vagy Amazon rendelkeznek a megfelelő adatokkal és 
számítási kapacitással ahhoz, hogy komplex modelleket is képesek legyenek tanítani, és 
ezeket sok esetben fizetős szolgáltatásként publikálják. Az Amazon például elérhetővé 
tette AWS platformján azt a betanított modellt, amit az Alexa nevű terméke is használ a 
feltett kérdések megértéséhez. Számos egyéb előre betanított modell is található, így már 
a kisvállalkozások is képesek olyan eszközöket használni, amelyek például 
automatikusan felcímkézik a felhasználók által feltöltött képeket, negatív felhasználó 




4 AI Marketplace 
4.1 Termék vízió 
A diplomamunka által eddigiekben felvázolt problémának megoldására egy olyan 
szolgáltatás megvalósítása a cél, amely egy teljesen új megközelítésben szolgáltat 
mesterséges intelligencián alapuló megoldásokat felhasználók számára. A szolgáltatás 
célcsoportja elsősorban azok a kisvállalkozások, magánszemélyek, akik szeretnék 
fejleszteni a vállalkozásukat, kiegészíteni vagy egyszerűsíteni a munkafolyamat egy 
részét vagy esetlegesen egy teljesen új terméket szeretnének bevezetni, valamint nincs 
meg a megfelelő technológiai ismeret, anyagi háttér vagy egyáltalán nem is tud az ilyen 
jellegű megoldások létezéséről. Az elképzelt szolgáltatás egy tematizált piactér, ahol a 
felhasználó egyszerűen tud választani különböző problémákra kínált mesterséges 
intelligenciát integrált megoldások közül. Ellentétben a jelenleg elérhető 
szolgáltatásokkal, a termék kifejezetten a célcsoport tudásának megfelelő módon teszi 
elérhetővé a különböző  megoldásokat, kerülve a szakmai kifejezéseket, egyértelmű 
leírással és utasításokkal. A termék célja egy olyan online piactér kialakítása, amelyet 
domaintól és felhasználói tudástól függetlenül képes használni bárki, aki szeretné élvezni 
a mesterséges intelligencia által biztosított lehetőségeket. 
4.2 Követelményelemzés 
Munkám során is gyakran találkozom olyan vállalkozásokkal, magánszemélyekkel, akik 
érdeklődnek a mesterséges intelligencia felhasználási lehetőségei után. Vannak, akik 
kíváncsiak, hogy milyen megoldások valósíthatóak meg, azok milyen előnyökkel járnak 
és vannak, akik már konkrét elképzeléssel rendelkeznek, csak épp nem tudják, hogy 
ennek a megoldására valamilyen mesterséges intelligenciát szükséges alkalmazni. A 
részletek feltérképezése, a követelmények elemzése a legtöbb esetben az ügyfelek 
interjúztatásával kezdődik. Napjainkban erre már egy külön szakma épül (Requirement 
engineer), amely kifejezetten azzal foglalkozik, hogy a projektet a lehető legalaposabban 
megértse és dokumentálja. Esetünkben a követelmények meghatározásánál a nehézséget 
az okozza, hogy nagyon nehezen tudunk olyan ügyfelet találni, aki pontos elképzeléssel 
rendelkezik a használni kívánt szolgáltatásról. Mivel egy teljesen új, innovatív 
megközelítésről van szó, nem igazán várható el az ügyfelektől, hogy egy olyan területről 
nyilatkozzanak, amiről nem is biztos, hogy egyáltalán hallottak. Nagyobb cégek 
mesterséges intelligencia használatáról készített esettanulmányokból lehet és kell is 
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ötletet meríteni, viszont ott az esetek túlnyomó részében vagy erre szakosodott fejlesztők 
foglalkoznak vele, vagy egy sokrétű enterprise alkalmazásba van integrálva. Ezeket 
alapul véve  elemeztem négy ügyféllel való beszélgetés során szerzett tapasztalataimat. 
Ezek közül három online szolgáltatást üzemeltet, a negyedik pedig sport oktatással 
kapcsolatos vállalkozást vezet. A négyből két esetben már gondolkodott az alany hasonló 
megoldásban, bár nem tudta, hogy ez már mesterséges intelligencia. 
• Utazás és program portál 
A vállalkozás négy éve értékesít tovább utazási ajánlatokat, kikapcsolódási lehetőségeket, 
reptéri transzfert stb. a Karib térségben található szigeteken és összesen egy főt alkalmaz. 
A weboldal forgalma ettől függetlenül nagy és számos funkció automatizált. A hasonló 
szolgáltatással foglalkozó weboldalak esetében korán előkerül az a probléma, hogy a 
felhasználók túl sok lehetőség közül tudnak választani. Nincs kedvük, idejük minden 
lehetőséget végig böngészni, miközben általában van egy vagy több jól behatárolható úti 
cél, ami alapján a találatokat már lehet szűkíteni. A jelenlegi weboldalon ezek a funkciók 
meg is találhatóak, lehet desztináció és különböző paraméterek alapján keresni, vannak 
kiemelt események, de még így is rengeteg lehetőség van és a felhasználónak sokat kell 
keresnie mire, megtalálja a megfelelőt. Ennek a problémának a megoldásaként szeretett 
volna az ügyfél valamilyen logika mentén személyre szabott ajánlatokat megjeleníteni az 
oldalon, illetve az oldal elhagyását követően email re-marketinggel fenntartani a 
felhasználók érdeklődését, ezáltal bízva abban, hogy több olyan tartalom jut el a 
felhasználókhoz, ami számukra releváns és ezáltal nagyobb eséllyel fognak még az előtt 
rendelést leadni, mielőtt megunják a keresést és elhagyják az oldalt.  
Ebben az esetben kifejezetten hatékony megoldás a gépi tanulás segítségével egy olyan 
modell építése, ami termékek között összefüggéseket talál és ezáltal releváns felhasználó 
profilt épít, ahol felhasználó  
• Webáruház 
Az előző szolgáltatáshoz hasonló módon online értékesítéssel foglalkozó kisvállalkozás 
lévén, szintén fontos a felhasználók minél hosszabb távú megtartása. A különbség az, 
hogy míg az előző szolgáltatás az értékesítések mellett további tartalommal is szolgál a 
felhasználóknak (látványosságok, cikkek), melyet a felhasználó el is olvas, addig egy 
átlagos webáruház esetében a felhasználók minél gyorsabban szeretnék kiválasztani a 
terméket, megvásárolni, majd az oldalt elhagyni. Ebből kifolyólag a tulajdonos szerette 
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volna, ha a Sales Funnel (eladási tölcsér) rövidebb lenne, ami azt eredményezi, hogy az 
oldalra érkezéstől a vásárlásig kevesebb lépés történik, ezzel gyorsítva a vásárlás 
folyamatát. Továbbá említette, hogy a bevétel 10%-a hírlevél kiküldésből származik - 
amely jelentős mennyiség - és a vásárlók egy jó része visszatérő. Számos esetben a Sales 
Funnel azért is olyan nagy, mert a felhasználók úgy érkeznek meg az oldalra, hogy nem 
tudják mit szeretnének vásárolni és mire megtalálják azt a kategóriát, márkát, terméket, 
amit szeretnének sok lépés történik. A hírlevél kiküldő rendszer tudatosabb tartalom 
kezelése jelentős mértékben tudna ezen javítani. A visszatérő felhasználók az e-mailben 
már olyan tartalmat láthatnának, amelyről tudjuk, hogy érdekli őket, vagy esetleg 
kiegészítő információként szolgálhat. Ha már csak a felhasználó nemére leszűkítjük az 
ajánlatokat, máris több mint 50%-kal több releváns termékeket tudunk mutatni. 
Valószínű, hogy a tárolt adatok között ennél jóval több információ áll rendelkezésre, amit 
érdemes kihasználni. Amennyiben nem visszatérő felhasználóról van szó, úgy akár 
elemezhetjük az általános trendet is és ez alapján ajánlhatunk neki olyan terméket, 
amelyre a hírlevél kiküldése időpontjában jelentősen megugrott a kereslet (pl.: akció, 
szezon, esemény). Ezeknek a megoldásoknak a segítségével jelentős mértékben nő annak 
az esélye, hogy a felhasználó már a hírlevélben olyan terméket lát, amit szeretne 
megvásárolni, így egy kattintással már akár a kosarába is kerülhet, vagy a fizetés oldalra 
is navigálhatjuk a felhasználót, ezzel drasztikusan leredukálva az eladási tölcsért. 
• Karrier portál 
Szintén online szolgáltatásként működő karrier portál, ahol nem csak az új munkavállaló 
és a pozíció között van kapcsolat (állás keresés, munkavállaló keresés), hanem egy cég 
vagy részleg újra strukturálásánál is szerepet játszik, ahol a meglévő alkalmazottak 
meglévő pozíciókra pályázhatnak. A tulajdonos elképzelése alapján a HR munkáját 
jelentős mértékben könnyítené, ha a betöltendő pozíciókra a rendszer ajánlásokat tenne 
első körben a cég alkalmazásában lévő, majd partner cégtől távozó vagy ajánlott, végül 
egy általános pool-ban lévő munkavállalókra. A rendszerben lévő munkavállalók 
tapasztalatai, végzettségei, jelenlegi pozíciója, valamint a pozíciókhoz szükséges 
tapasztalatok rendelkezésre állnak. A korábbi példákhoz hasonlóan lehetőségünk van 
olyan modellt építeni, ami az egyes munkavállalók és a pozíciók között lévő 
összefüggéseket elemzi, amely figyelembe veszi a munkavállaló forrását (saját, partner, 
egyéb) és ennek segítségével javasol a HR-nek a pozíciók betöltésére megfelelő alanyt. 
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A HR munkatársa megerősítheti vagy elutasíthatja a javaslatot, ezzel is segítve a modell 
fejlődését. 
• Személyi edző 
Több éve testnevelő tanárként és személyi edzőként dolgozó egyéni vállalkozót 
kérdeztem, hogy hallott-e már korábban mesterséges intelligencia alkalmazásáról az ő 
területén. Az elmondása alapján sosem gondolkodott még ilyen megoldásban és nem is 
tudta, hogy ez hol tudná segíteni az ő munkáját. A beszélgetés folyamán kiderült, hogy 
rengeteg időt tölt azzal, hogy az egyes ügyfeleinek az edzéstervét személyre szabottan 
összeállítsa. Egy óra tervezésnél számos olyan paramétert figyelembe kell vennie, ami 
fontos a folyamatos fejlődés érdekében. Ilyenek például a gyakorlatok listája, 
ismétlésszámok, korábbi órák visszajelzések, van-e az ügyfélnek valamilyen sérülése, mi 
a végcél, stb. Egy héten általában 10 különböző ügyfélnek tart edzést, ráadásul van, ahol 
csoportosan, így ezeknek a menedzselése sok időt vesz igénybe. 
4.2.1 Funkcionális követelmények 
A követelmények meghatározásánál az egyik fő kategória a funkcionális követelmények. 
Ebben a részben kerülnek specifikálásra a rendszer vagy annak komponenseihez tartozó 
funkciók viselkedése, valamint leírja, hogy egyes bemeneti adatokra milyen módon kell 
reagálnia. A korábban szerzett tapasztalatok és az eredeti elképzelés alapján egy olyan 
rendszer funkcióinak a megtervezése a cél, ahol a célcsoportnak megfelelő egyszerűség 
és a sokrétű felhasználási lehetőség van középpontban. Az egyszerű kezelést jól átgondolt 
UX és UI tervezéssel lehet kivitelezni, míg a sokrétű felhasználást a piactéren található 
megoldások széles választékával. 
A rendszer használata regisztrációhoz kötött, ahol a bejelentkezést követően a felhasználó 
egy dashboard-ra kerül. A felhasználónak lehetősége van egy kvíz segítségével 
„megoldást” létrehozni. A kvízben található kérdések próbálják feltérképezni a 
felhasználó problémáját, amire a végén a „megoldást” tudja ajánlani. 
A „megoldás” egy burkolt projekt vagy alkalmazás, ami mögött egy vagy több 
mesterséges intelligenciát alkalmazó algoritmus található. Amennyiben sikerült rávezetni 
a felhasználót, hogy milyen megoldás tudja leginkább segíteni az ő problémáját, úgy 
elindul az alkalmazás konfigurációja. A konfiguráció magában foglalja a szükséges 
adatok beszerzését és kezelését, az algoritmus személyre szabását és egyéb, a kiválasztott 
alkalmazásra jellemző további beállításokat. A konfigurációt követően az alkalmazás 
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indíthatóvá válik. A következő szekcióban részletesen kifejtésre kerülnek az egyes főbb 
funkciók működési mechanizmusai.  
4.2.1.1 Megoldás 
A „megoldás” egy olyan önálló entitás a rendszerben, amely minden esetben egy konkrét 
problémára nyújt megoldást. A „megoldás” mögött egy olyan összetett, előre elkészített 
alkalmazás található, ami kifejezetten az adott problémára lett kifejlesztve, és valamilyen 
integrált mesterséges intelligenciát tartalmaz. Minden alkalmazásból több példány is 
elkészítető, melyek egyenként konfigurálhatóak és futtathatóak. A „megoldás” lehet 
például egy személyre szabott termékajánló, egy kockázat elemző alkalmazás vagy akár 
egy szentimentális elemző felhasználói kommentekre. Ezeknél a „megoldásoknál” 
fontos, hogy egyértelműen legyenek meghatározva és könnyen lehessen őket 
konfigurálni. Így lehetőséget biztosítunk arra, hogy a felhasználó egyszerűen megtalálja 
a számára leginkább ideális megoldást. 
4.2.1.2 Megoldás tér 
A megoldás tér egy olyan kereshető gyűjtemény, ahol a célcsoportra jellemző problémák 
megoldásai vannak tematizáltan összegyűjtve. A keresőbe is gépi tanulás kerül 
integrálásra, ezzel is tovább javítva a keresési hatékonyságot. A megoldások olyan 
kategóriákba kerülnek besorolásra, amelyek szintén a célcsoport számára érthetőek. Ilyen 
kategóriák lehetnek például a felhasználási területek (pénzügy, retail, média, gyártás, 
oktatás, egészségügy stb.), munkakör (sales, marketing, manager, tanár stb.), 
felhasználási típus (természetes nyelv feldolgozás, ajánlás, beszéd felismerés stb.). 
4.2.1.3 Kollekciók 
Szinte minden megoldásnak szüksége van bemenő adatokra, ami alapján a modelljét 
felépíti. Ezeket az adatokat első körben a személyre szabás (konfiguráció) folyamán lehet 
megadni kollekciók segítségével. Amennyiben egy alkalmazás elvárja, hogy bizonyos 
formátumban van szüksége az adatokra, úgy egy kollekció létrehozásával és annak 
mezőinek megfelelő módon történő feltöltésével ennek eleget tudunk tenni. Az adatok 
minősége és mennyisége kritikus lehet egy algoritmus pontosságára nézve, ami kihat 
annak minőségére és megbízhatóságára. Amennyiben nem megfelelő adatokkal 
dolgozunk számos nem várt problémába ütközhetünk. Ennek kiküszöbölésére, a 
„megoldás” által bekért adatok bevitelét a lehető legegyszerűbb és legátláthatóbb módon 
kell megtenni. Ebben lehet segítségünkre a „megoldás” által előre definiált oszlop vagy 
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feature struktúra megkövetelése, automatikus mező és oszlop validáció, interaktív hiba 
javítás és további hasonló UX megoldások. Egy kollekció több algoritmushoz is 
felhasználható, valamint a „megoldás” személyre szabásánál azonnal létrehozható, mivel 
a szükséges struktúra általában előre definiált. Lehetőséget kell biztosítani olyan 
algoritmusok készítésének is, amelyek nem feltétlenül követelnek meg fix adatstruktúrát, 
mint például az unsupervised learning megoldások. 
4.2.1.4 Probléma meghatározó 
A probléma meghatározó egy varázsló vagy kvíz, ahol egymást követő kérdésekkel 
pontosítjuk a felhasználó által keresett megoldást. A felhasználó általában a problémáját 
ismeri és nem azt, amivel azt meg lehet oldani. Esetünkben ez egy fontos szempont, amit 
érdemes figyelembe venni, mivel olyan megoldásokról is lehet szó, amiről a felhasználó 
még nem is hallott, így inkább a probléma irányából érdemes megközelíteni a keresést. 
A probléma meghatározónak a célja, hogy a rendszerben található megoldásokat a 
felhasználó problémájához tudjuk párosítani, ezzel is könnyítve a keresést.  
4.2.1.5 Megoldás konfiguráció 
A megoldások a legtöbb esetben nem pontosan fedik egy felhasználó problémáját, így 
lehetőséget kell biztosítani a személyre szabásra. A konfigurációs folyamat során kerül 
meghatározásra az adatok formátuma, a szükséges feature-k kijelölése, a kimenetek 
felhasználási módja, stb. Minden megoldásnak egyedi konfigurációja van, ami 
kifejezetten ahhoz lett elkészítve. A személyre szabás folyamata szintén egy interaktív 
folyamat, ahol a felhasználót folyamatosan segíti a rendszer a kért beállítások 
értelmezésében. A folyamatnak a lehető legegyszerűbbnek kell lennie, és amit lehet, 
automatikusan kell meghatározni, vagy alapértelmezett értékekkel ellátni, ezzel is 
gyorsítva és egyszerűsítve a konfigurációt. Opcionálisan egy haladó szintű beállítás 
biztosítása javasolt. 
4.2.1.6 Megoldás futtatási lehetőségei 
Amennyiben a felhasználónak sikerült megtalálnia a számára ideális megoldást és 
sikeresen meghatározásra kerültek az adatok, valamint megtörtént a személyre szabás, 
úgy lehetőséget kell biztosítani annak futtatására. Egy megoldás futtatása több módon 
történhet, lehet folyamatos vagy egyszeri. Általában ezt a megoldás jellege határozza 
meg, de a személyre szabás folyamán is lehet rá beállítási lehetőséget biztosítani. Ha a 
megoldás például egy ajánló, ami integrálva van egy webáruházba és annak folyamatosan 
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kell fogadni az felhasználó által kiváltott új eseményeket és kiszolgálni a szükséges 
ajánlásokat, úgy azt folyamatos futtatással lehet elindítani. Amennyiben viszont egyetlen 
eredményre van szükségünk, például a feltöltött adatok alapján szeretnénk egy 
kockázatelemzést elvégezni, úgy nem feltétlenül szükséges, hogy a megoldás 
folyamatosan fusson, így elég azt alkalmi módon elindítani. Az elindítás módjának 
megválasztását a legtöbb esetben felesleges a felhasználóra bízni, mert azt meghatározza 
a megoldás jellege. Az indítási folyamatot természetesen a felhasználónak nem javasolt 
ennyire direkt módon prezentálni, azt ennél sokkal árnyaltabban és informálisabban 
érdemes. Például, ha egy megoldás megtalálásától az elindításáig pár kattintás alatt, 
megszakítás nélkül kell eljutni, akkor lehetséges opció, hogy a folyamat közben az 
alkalmazás magától elindul a háttérben vagy a felhasználó egy “új kockázatelemzés” 
gombbal implicit elindítja. 
4.2.1.7 Műszerfal (Dashboard) 
A műszerfal a felhasználó nyitó oldala, ahol a fontosabb és gyakrabban használt 
információk vannak összegyűjtve. Jelentősen tudja könnyíteni a navigációt és a 
szolgáltatás által nyújtott funkciók felhasználását egy jól strukturált dashboard. Mivel ez 
a szolgáltatás egy központi oldala, ezért javasolt olyan elemeket és funkciókat is 
elhelyezni, amelyek segítik a felhasználót a tájékozódásban, például pontosan milyen 
lehetőségük van a szolgáltatáson belül, merre induljanak el a használatában. Ajánlhatunk 
neki funkciókat, mint a probléma meghatározó, kérhetünk be részletesebb profil adatokat, 
amelyek segítségével taníthatjuk az ajánló modellünket és így relevánsabb megoldásokat 
javasolhatunk. Megjeleníthetjük a futó alkalmazások fontosabb adatait, linkjeit és még 
számos más lehetőség létezik, amelyek mind érdekessé és informatívvá teszik a 
szolgáltatást. 
4.2.1.8 Minta megoldások 
Ahogy korábban is láthattuk, fontos, hogy egy megoldás egyetlen problémára 
fokuszáljon, ezzel is segítve az értelmezést. Ha a korábban bemutatott interjúkat vesszük 
alapul, akkor a például egy ajánló rendszer jó megoldás lehet arra a problémára, ha túl 
sok a termék és a felhasználó nem találja meg a számára ideálist. Egy ilyen megoldás 
használatához szükségünk van a felhasználótól a termék adatbázisára, valamint a 
megoldás integrálására az ő weboldalába. Bizonyos esetekben az integrálás is elég lehet, 
mert a termék adatbázis lekérése és feldolgozása automatizálható. Fontos megjegyezni, 
hogy az integrálás egy elég kritikus pontja a rendszernek és a folyamat egyszerűsítése 
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jelentős mértékben függ az integrálási környezettől. Amennyiben egy jól dokumentált, 
jól konfigurálható, külső plugin vagy extension telepítése megengedett, széles körben 
elterjedt webáruház vagy CMS rendszerről beszélünk, akkor az integrálási folyamat jó 
eséllyel pár kattintással megoldható. Például ha egy Magento vagy egy WordPress - 
WooCommerce webáruházról beszélünk, úgy elég megkérni a felhasználót, hogy 
telepítse az extension-t, aminek segítségével a teljes folyamat automatizálható. BuildWith 
által készített 2018-as statisztikában a webáruházak 62%-a készült az 5 legismertebb 
webáruház motorok egyikével és ezek közül mindegyik támogatja külső extension 
telepítését. Így elég nagy valószínűséggel a célcsoport is ezek közül használja 
valamelyiket.  
 
2. ábra eCommerce technológiát használó honlapok megoszlása9 
Abban az esetben, ha egy egyéni fejlesztésű vagy nem támogatott webáruház motorról 
beszélünk, akkor az integrációhoz már fejlesztő közreműködése szükséges. 
A személyi edző esetében szintén egy ajánló rendszer húzódik a háttérben, viszont ebben 
az esetben a felhasználása sokkal interaktívabb. A megoldás létrehozásánál a rendszer 
bekéri a résztvevők adatait, milyen típusú edzés lesz, milyen rendszerességgel és van-e 
                                                          
9 forrás: https://www.aitoc.com/blog/what-is-magento-market-share-and-how-to-
evaluate-it/ letöltve 2019. május 9.  
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valakinek valamilyen sérülése. A rendszer az edzések végén visszajelzést vár az edzőtől 
vagy akár a résztvevőktől egy mobil appon keresztül és ezáltal építi a profiljukat, amit 
felhasznál új edzésterv generálásra, értékelésre stb. Ebben az esetben a gyakorlatok, azok 
kategorizálása és a köztük lévő összefüggések már a megoldás részét képezik, így ezzel 
a felhasználónak külön nem kell foglalkoznia. Ebben az esetben jól látszik, hogy egy 
megoldásnak összetettebb logikával rendelkező megvalósítást is támogatnia kell. 
Esetenként előre feltöltött adatokkal és betanított modellt kell tartalmaznia, valamint 
rendelkezhet olyan interfésszel, amin keresztül más platformokkal is kommunikálhat, 
mint például egy mobil, vagy akár egy IoT eszköz. Ezekből a példákból is látszik, hogy 
egy egyszerű problémára sok esetben csak komplex megoldással tudunk válaszolni, amit 
csak egy sokrétű alkalmazás képes megvalósítani. 
4.2.2 Nem funkcionális követelmények 
4.2.2.1 Adatvédelem 
Az adatok védelme már korábban is fontos volt, de a GDPR bevezetése óta különösen 
előtérbe került. A felhasználási esetekben általában jelentős mennyiségű adat keletkezik 
és kerül tárolásra, melyek között szerepelhetek érzékeny adatok is. A GDPR szerencsére 
nem tiltja az adatgyűjtést, csak szabályozza. Kimondja, hogy a gyűjtött adatoknak 
felhasználó által törölhetőnek és letölthetőnek kell lenni, biztosítani kell a felhasználónak 
a profilozás letiltásának lehetőségét, valamint informálni kell őt az adatok gyűjtésének a 
tényéről. Minden esetben azt a felhasználót kell értesíteni, akiről az adatgyűjtés történik, 
így például egy weboldalba integrált megoldás esetén a weboldal üzemeltetőjének van 
értesítési kötelezettsége, amibe bele kell foglalnia, hogy egy harmadik fél is megkapja az 
adatokat. A GDPR miatt még számos olyan megkötés van, aminek eleget kell tennünk, 
de ezeknek akkor is meg kell felelni, ha nem használunk mesterséges intelligenciát. 
Például egy egyszerű regisztráció esetén is már biztosítani kell a felhasználót arról, hogy 
a róla tárolt adatok letölthetőek és törölhetőek legyenek. Ezeket figyelembe véve a 
GDPR-nak való megfelelés esetünkben csak gondosabb odafigyelést követel meg, de 
nem feltétlenül bonyolítja a szolgáltatás felhasználását. 
4.2.2.2 Biztonság 
A rendszer jelentős mennyiségű harmadik féltől származó adatot tárol, ezért kiemelt 
fontosságú az adatok védelme. Mivel lehetőség van más weboldalba történő integrációra, 
ezért a kommunikáció tervezése során ügyelni kell arra, hogy mindenki kizárólag csak a 
saját adataihoz férjen hozzá. Általában egy ilyen rendszer számos különböző szoftverből 
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áll, amelyeknek külön-külön kell vizsgálni a biztonságosságát és folyamatosan 
monitorozni az elérhető frissítéseit. 
4.2.2.3 Performancia 
Általában a mesterséges intelligencia megoldásoknak az erőforrás felhasználása jelentős, 
így a performancia kiemelt figyelmet kell, hogy kapjon a tervezéskor. Előfordulhat, hogy 
bizonyos megoldások azért nem megvalósíthatóak, mert túlságosan sok erőforrásra lenne 
szüksége, vagy túl lassú lenne a modell kiértékelése. Emiatt fontos, hogy olyan 
megoldásokat integráljunk a rendszerbe, amik kiszolgálhatóak. Úgy kell tervezni a 
rendszert, hogy az egyes komponensei skálázhatóak legyenek és az erőforrás 
felhasználásuk szabályozható legyen.   
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5 Rendszer tervezése 
5.1 Megvalósíthatóság 
Felmerülhet a kérdés, hogy ha jelenleg nem elérhető ilyen szolgáltatás, akkor vajon 
megvalósítható-e egyáltalán. Melyek lehetnek a technológiai, biztonságtechnikai, 
adatvédelmi vagy akár grafikai buktatói egy ehhez hasonló terméknek. Ahogy a korábbi 
fejezetekben bemutattam, a mesterséges intelligencia egy rendkívül új, gyorsan fejlődő 
és komplex tudományág. Ezt átültetni egy olyan platformra, amely megpróbálja teljesen 
általánosítani és leegyszerűsíteni, nem egyszerű feladat. Számos szempontot figyelembe 
kell venni, amitől megvalósíthatóvá válik például több különböző mesterséges 
intelligenciát használó algoritmus párhuzamos futtatása, felhasználóhoz vagy projekthez 
kötött biztonságos adatbázisok használata, nagy mennyiségű adat valós idejű 
feldolgozása, valamint mindezeket olyan módon prezentálni a felhasználónak, hogy a 
bonyolult háttérfolyamatok, technológiai megoldások teljes mértékben elfedésre 
kerüljenek és egy könnyen használható egyértelmű interface vezesse őket a 
felhasználásban. 
A projekt megvalósíthatóságát két különböző irányból vizsgáltam meg. Az elsőben azt 
szerettem volna kideríteni, hogy a napjainkban is elterjedt technológiák és szoftverek 
használatával maradéktalanul megvalósítható-e a célunk. A második esetben a 
megvalósíthatóság vizsgálatához össze kellett gyűjteni azokat a komponenseket, 
amelyekre szükség van a termék fejlesztése során. Ezek a komponensek lehetnek már 
létező keretrendszerek, adatbázisok, algoritmusok, felhő alapú szolgáltatások és egyéb 
open source termékek, amelyek integrálása jelentősen gyorsítja a termék fejlesztését. Az 
egyik legfontosabb ilyen komponens az a réteg, ahol a maga a mesterséges intelligencia 
számára szükséges algoritmusok futhatnak. 
5.1.1 Platform 
Több olyan keretrendszer is található, amely képes gépi tanulásra, neurális hálók 
építésére, valamint jól dokumentált és széles körben elterjedt, ilyen például a TensorFlow, 
Keras, Torch, Theano, Apache Mahout, CNTK, stb. Mindegyiknek megvannak a maga 
előnyei és hátrányai, viszont esetünkben a cél egy olyan technológiai stack összeállítása, 
amely akár több komponenst is helyettesít egyszerre, de mégis rugalmas tud maradni. A 
PredictionIO egy olyan nyílt forrású Machine Learning server, ami az architektúra 
jelentős részét kiváltja. 
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3. ábra Lambda In PredictionIO10 
A 3.  ábrán látható a PredictionIO architektúra három fő része az Event szerver, a Training 
szerver és a Prediction szerver. A különböző rétegek szabadon konfigurálhatóak, de 
alapvetően HBase-re, Elasticsearch-re és Apache Sparkra épül. 
A PredictionIO-t kifejezetten Machine Learning-re tervezték, így neurális hálók nem 
feltétlenül támogatottak benne, de egy Keras / Tensorflow kiegészítés már megoldást 
nyújthat. A használt szoftverek kifejezetten nagy terhelésre lettek kifejlesztve, jól 
skálázhatóak és rendkívül gyorsak. A PredictionIO rendelkezik egy Engine Template 
rendszerrel, ahol testre szabhatók az egyes engine-ek mögött található logikák, 
algoritmusok. Képes több engine párhuzamos futtatására, melyekhez különböző 
template-ek rendelhetők és web serviceként telepíthetőek. Beépített Rest API található az 
adatok beküldésére és a predikciók lekérdezésére. Lehetőség van saját engine 
implementálására is, ez Scala nyelven támogatott DASE architektúra mentén, amelyre a 
következő fejezetben térek ki.  
5.1.2 Elérhető algoritmusok és template rendszer 
Fontos tudnunk, hogy a használni kívánt platformon milyen algoritmusok érhetőek már 
el, illetve miket tudunk egyedileg implementálni. Egy adott problémára megfelelő 
algoritmus kiválasztását többféle módon is megközelíthetjük, de egy jól átlátható és 
részletes levezetés a Scikit Learn ábrája (4. ábra), ahol a rendelkezésre álló 
adatmennyiség és a felhasználási cél alapján kapunk algoritmusra ajánlást.  
                                                          
10 forrás: https://actionml.com/docs/pio_architecture letöltve 2019. május 2.   
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4. ábra Algoritmus ajánlás adatmennyiség és felhasználási cél alapján11 
A PredictionIO-ban megtalálható template rendszer lehetőséget biztosít arra, hogy egyéni 
algoritmusokat készítsünk, valamint rendelkezésre áll egy template galéria, ahol már 
implementált megoldások kerültek összegyűjtésre. Az egyik legnagyobb és legtöbbet 
használt ilyen template az ActionML által készített Universal Recommender, amely 
többek között képes felhasználó alapú, egyénre szabott ajánlásokra, hasonló termékek 
párosítására, népszerű termékek meghatározására, valamint akár ezeknek az ötvözésére 
is.  
5.1.2.1 Correlated Cross Occurrence (CCO) 
Az ajánlásokhoz a Correlated Cross Occurrence (CCO) algoritmust használja, mely 
kifejezetten arra lett kifejlesztve, hogy megtalálja az összefüggéseket a felhasználó 
viselkedése és az ajánlani kívánt akció között. Ha például szeretnénk egy termék 
vásárlását, lejátszását vagy olvasását ajánlani, akkor lehetséges, hogy a felhasználóról 
ismert adatok, mint például egy kategóriának a preferenciája, egy oldal kedvelés, korábbi 
lokáció, használt eszköz, stb. összefüggésben vannak az ajánlani kívánt termékkel. Az 
összefüggések teszteléséhez a Log-Likelihood Ratio (LLR) módszert alkalmazza, amely 
kiemelten fontos annak kiküszöbölésére, hogy megkülönböztethessünk olyan 
eseményeket, amelyek egymástól függetlenül vagy együtt történtek. Ezeknek az 
eseményeknek az együtt előfordulásai alapján generál egy valószínűségi pontszámot, 
amit akár egy sorba rendezéshez is használhatunk. 
                                                          
11 forrás: https://thinkport.digital/cheat-sheets-for-ai-machine-learning-neural-networks-
big-data-deep-learning/ letöltve 2019. május 2-án.  
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5.1.2.2 Naive Bayes 
Classification-re használt beépített template alapértelmezett Naive Bayes algoritmust 
használja. Számos felhasználási területen alkalmazzák, ezek közül a hírek kategorizálása, 
email spam detekció, arc felismerés, érzelem analízis, orvosi diagnózis, időjárás 
előrejelzés csak néhány a sok közül. 
5.1.2.3 Lineáris és logisztikus regresszió 
A template-ek között megtalálható egy túlélés-analízisre használt algoritmus, amely 
szintén nagyon széles körű felhasználási lehetőséget rejt magában. Használatával 
megfigyelhetőek azok a vásárlók, akiknek magasabb a túlélési rátája, vagyis tovább 
maradnak ügyfelek, megbecsülhető egy ügyfél jövőbeli értéke, így azokra 
fókuszálhatunk, akik hosszabb távon jövedelmezőbbek a vállalkozásunknak. Előre 
jelezhető egy ügyfél aktivitása, így a megfelelő időben vehetjük fel vele a kapcsolatot. 
Számos más esetben és különböző területeken is hatékonyan lehet alkalmazni. 
5.1.2.4 Természetes nyelv feldolgozás (NLP) 
A természetes nyelv feldolgozás (Natural Language Processing) nagyon gyors és 
hatékony módszer például közösségi média posztok, kommentek vagy akár chatbot 
streamek feldolgozására, melynek segítségével lehetőség nyílik az ügyfelek 
véleményének, akaratának megértésére, nyomon követésére vagy akár azonnali 
reagálásra is. Ezáltal felismerhetjük a negatív hangvételű üzeneteket, vagy 
kiegészíthetjük az ügyfélszolgálatot chatbottal. 
5.1.2.5 További algoritmusok és lehetőségek 
A PredictionIO alapértelmezetten az Apache Spark-ra épül, így például a Spark MLlib 
által kínált összes algoritmus felhasználható (döntési fák, lineáris és logisztikus 
regresszió, k-means, LDA, SVD, PCA stb.). Amint azt láttuk korábban a PredictionIO 
által nyújtott template rendszer rendkívül sokrétűen használható, így a megoldásokat 
nyújtó algoritmusok implementálásában a fejlesztő szabad kezet kap és számos olyan 
eszköz használható, amelynek segítségével a fejlesztési idő jelentős mértékben csökken. 
5.1.3 Adatok tárolása 
Az elérhető algoritmusokon kívül a másik alapvető összetevő az adat. Nagy mennyiségű 
adat tárolása és gyors, valós idejű feldolgozása nehéz feladat. Különböző felhasználású 
adatok tárolásáról kell gondoskodni, amelyeknek más és más elvárásoknak kell 
megfelelniük. Biztonságosnak kell lenniük, különböző alkalmazások és felhasználói 
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adatok egymástól jól elkülönítve legyenek tárolva, valamint a nagy terhelés miatt stabilak 
és jól skálázhatóak legyenek. Fontos biztonságtechnikai szempont, hogy az adatok 
hozzáférése szabályozható legyen. Különböző felhasználók egymás adataihoz 
illetéktelenül ne férhessenek hozzá. A PredictionIO a tárolt adatokat egy alkalmazáshoz 
kapcsolja, így a szükséges hozzáféréseket egy felhasználóhoz csatolás segítségével 
könnyedén szabályozhatjuk. Az adatok tárolására kizárólag olyan eszközöket használ 
(Elasticsearch, HBase), amelyek a Big Data világában elterjedtek, biztonságosak és 
rendkívül nagy terhelésre lettek tervezve.  
5.1.4 Megvalósíthatóság vizsgálata egy konkrét problémán 
Megvalósíthatóság vizsgálatához érdemes a rendszer működését egy konkrét cég 
problémájára is kivetítetni, mint megoldandó feladat. A szolgáltatás kritikus pontja a 
megoldások mögött húzódó algoritmusok és azok konfigurációja, így erre fókuszálva 
mutatom be a folyamatot és a megvalósításhoz szükséges eszközöket. A korábban 
bemutatott személyi edző problémát alapul véve szükségünk van egy olyan megoldásra, 
amely már tartalmazza a lehetséges gyakorlatokat és azok hatásait. Ez azt jelenti, hogy a 
gyakorlatok, mint termékek jelennek meg, amelyeknek vannak különböző 
tulajdonságaik, s ezeket egy szakember segítségével el kell készítenie a „megoldás” 
implementálójának. Ezen felül szükséges tárolni az edző sportolóit (felhasználók) és azok 
visszajelzéseit az elvégzett gyakorlatokról. Az edzések automatikus tervezéséhez vagy az 
egyes gyakorlatok ajánlására tökéletesen alkalmazható az Universal Recommender által 
is használt CCO (Correlated Cross-Occurrence) algoritmus, amely a felhasználók korábbi 
tevékenységei vagy visszajelzései alapján javasol gyakorlatokat. Ezek a gyakorlatok 
például különböző izomcsoportok alapján leszűkíthetők, vagy sérülés miatt kihagyhatók, 
amit egy egyszerű filterrel megoldhatunk. A fentiekből is látszik, hogy a rendszernek 
támogatnia kell komplett alkalmazások implementálását, de a megoldás kritikus pontja 
egy ML algoritmus integrálásával, valamint a szükséges adatok biztosításával 
megvalósítható. 
5.1.5 Megvalósíthatóság konklúziói 
A termék megvalósíthatósága technikai oldalról a korábban leírtak mentén megalapozott. 
Számos olyan felhasználási esettel találkozhatunk, amelyek komolyabb tervezést 
igényelnek és nem is biztos, hogy elsőre beleillenek a rendszerbe. Ezeknél minden 
esetben meg kell vizsgálni, hogy egyáltalán érdemes-e egy ilyen rendszerbe integrálni 
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vagy inkább egy független, kifejezetten arra a problémára optimalizált környezetben 
érdemes futtatni. 
5.2  Infrastruktúra 
A rendszer működéséhez szükséges infrastruktúra kialakítása alapos tervezést igényel. 
Megfelelő környezetet kell biztosítani a jellemzően magas számítási igénnyel rendelkező 
algoritmusoknak, a nagy mennyiségű adatok valós idejű feldolgozásának, valamint a 
rendszer egyéb kapcsolódó komponensei számára. Több olyan pontja van a rendszernek, 
amelyet kiemelkedően nagy terhelés érhet, így ezeknél a komponenseknél kifejezetten 
fontos a skálázhatóság. Figyelembe kell venni, hogy a terhelések nem feltétlenül 
egyenlően oszlanak el időben, így meg kell teremteni a rugalmas skálázhatóság 
lehetőségét. A cloud szolgáltatók, mint az Amazon AWS, vagy a Digitalocean számos 
lehetőséget biztosít a számítási kapacitás dinamikus kezelésére, így mindenképp javasolt 
ezek kihasználása.  
5.2.1 Platform 
A platform kiválasztásánál szinte elkerülhetetlen egy cloud szolgáltató használata. A 
jelentős terhelés miatt, csak ezzel a megoldással lehet biztosítani a megfelelő számítási 
kapacitást. A megvalósíthatósági részben a PredictionIO keretrendszert megfelelőnek 
bizonyult, így az infrastruktúrát ez alapján részletezem. Mivel a PredictionIO bizonyos 
komponensei rugalmasan cserélhetőek, így nagy eséllyel más struktúra is megfelelő 
lenne.  
5.2.2 Skálázhatóság 
Az egyik legfontosabb része az infrastruktúrának az a pontja, hogy igény esetén a 
kapacitást kényelmesen növelni tudjuk. Ehhez az egyes komponensek esetében 
Clusterben kell gondolkodni, ahol az elérhető node-ok számát dinamikusan tudjuk 
módosítani. Az öt szükséges szoftver közül mindegyik kifejezetten nagy terhelésre lett 
kifejlesztve, így támogatják Cluster kialakítását. 
5.2.2.1 Hadoop Cluster 
Az Apache Hadoop egy nyílt forráskódú keretrendszer, amely adat-intenzív elosztott 
alkalmazásokat támogat. Kifejezetten arra tervezték, hogy nagy mennyiségű adatok 
tárolását és feldolgozását tegye lehetővé elosztott környezetben számítógép clustereken 
keresztül, amely akár több száz gépet is tartalmazhat. A Hadoop fájlrendszerét úgy 
fejlesztették, hogy elosztott fájlrendszert támogasson. A HDFS (Hadoop Distributed File 
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System) a többi elosztott fájlrendszerhez képest erősen hibatűrő és olcsó hardverekhez 
tervezték.12 A Spark és a HBase is HDFS-re épül, valamint a PredictionIO Event Server-
be importálandó adatok és bizonyos modellek tárolására is használható. 
5.2.2.2 Spark Cluster 
Az Apache Spark egy rendkívül gyors adatfeldolgozó és analitika szoftver, amely 
kiválóan használható gépi tanulásra. A Spark is rendkívül jól skálázható különböző 
lehetőségekkel, mint local vagy standalone cluster. Esetünkben az utóbbi mód javasolt, 
ahol a worker gépek horizontálisan skálázódnak, valamint tartalmaz egy mastert és egy 
driver gépet is, ahogyan az 5. ábrán is látható. A worker ebben az esetben a gép összes 
magját tudja használni az elosztott számításokhoz. Ezek a számítások alapértelmezetten 
memóriában történnek, viszont az egyes executorok között eloszlanak, így például, ha 
                                                          
12 [https://hadoop.apache.org/] 
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szükségünk van 64GB memóriára egy számításhoz, úgy nem szükséges egy gépen belül 
rendelkezésre állnia, hanem a teljes clusterben elérhető összes memóriát tudja használni. 
 
5. ábra Apache Spark cluster13 
5.2.2.3 Elasticsearch Cluster 
Az Elasticsearch egy széles körben használt, jól skálázható, nyílt forráskódú kereső és 
analitika motor. Segítségével képesek vagyunk közel valós időben (NRT - Near Real-
time) tárolni, keresni, nagy mennyiségű adatokat elemezni. A közel valós idő azt takarja, 
hogy megközelítőleg egy másodperc telik el a dokumentum indexelése és a kereshetősége 
között. Az Elasticsearch cluster - egy vagy több node - együtt tárolják a teljes adatot és 
közös indexelési és keresési lehetőségeket biztosít az összesen node-on keresztül. Ebben 
az adatbázisban tárolódnak többek között olyan metaadatok, mint model verzió, engine 
                                                          
13 forrás: https://actionml.com/docs/intro_to_spark 
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verzió, hozzáférési kulcsok (access key), app ID map-ek, kiértékelése eredmények, 
valamint bizonyos templatek esetében a modell is tárolható. 
5.2.2.4 HBase Cluster 
Alapértelmezetten a PredictionIO Event Server HBase-t használ, ami szintén nyílt 
forráskódú, elosztott NoSQL (non-relational database) adatbázis. Képes hatalmas méretű 
táblák kezelésére, amelyek tartalmazhatnak akár több milliárd adatot vagy több millió 
oszlopot is. A HBase cluster menedzselésére Apache ZooKeeper-t használ, aminek 
segítségével képesek vagyunk karbantartani az egyes node-okat, lehetőségünk van 
konfigurálni, szinkronizálni, csoportos szolgáltatásokat biztosítani stb. Éles környezetben 
javasolt a “Fully Distributed” konfiguráció telepítése, ahol a cluster több node-ot is 
tartalmaz. A node-oknak tartalmazniuk kell egy elsődleges és egy backup master 
példányt, mindegyik szerveren rendelkezésre kell állnia a ZooKeeper-nek és legalább két 
node-on RegionServer-nek.14 
Node Name Master ZooKeeper RegionServer 
node-a.example.com yes Yes no 
node-b.example.com backup yes yes 
node-c.example.com no yes yes 
 
6. ábra Elosztott Cluster -Demo Architecture 15 
5.2.2.5 Load balanced PredictionIO 
A PredictionIO egy stateless framework, tehát önmaga nem tárol állapotot. Minden 
állapotot elosztott rendszerekben tárol, amelyek korábban már részletezésre kerültek. Ez 
a réteg nagyon vékony, így csak rendkívül nagy terhelés esetén szükséges a skálázása. 
Lehetőségünk van az Event Server-ből és a Prediction Server-ből több példányt 
létrehozni, amiket elhelyezhetünk egy load balancer (pl.: HAProxy, Nginx) mögé. 
                                                          
14 forrás:  [https://hbase.apache.org/book.html#_introduction]. 
15 forrás:  [https://hbase.apache.org/book.html#quickstart_fully_distributed]. 
35 
5.2.3 Monitoring 
A monitoring egy ilyen méretű rendszernél elengedhetetlen. Nyomon kell követnünk az 
erőforrásokat és bizonyos esetekben riasztást is ki kell tudnunk váltani. Az 
infrastruktúrában lévő jelentős mennyiségű eszköz miatt ez kifejezetten nehéz feladat és 
érdemes olyan monitorozó eszközt választani, amely egyszerre több eszközt is képes 
megfigyelni. A kutatásom alapján a Prometheus egy jó választás, mivel mindegyik 
használt eszköz monitorozható vele. A Prometheus az egyik legelterjedtebb nyílt 
forráskódú monitorozó alkalmazás, amely rendkívül jól konfigurálható és számos 
integrációra ad lehetőség. Grafana segítségével lehetőség van webes felhasználói 
felületen keresztül, jól átlátható metrikák megjelenítésére. 
5.2.4 Server management, Container orchestration 
Az infrastruktúrában található szerverek karbantartásával kapcsolatban érdemes 
megvizsgálni, milyen módon van lehetőségünk a szerver példányok kezelésére, 
konfigurációjára, telepítésére. A cloud egyik legnagyobb előnye, hogy a számítási 
kapacitások dinamikusan kezelhetőek, így lehetőségünk van szükség esetén növelni vagy 
akár csökkenteni az erőforrások számát. Az egyik lehetséges mód a konténerizáció, ahol 
rugalmasan tudjuk kezelni a clusterekben található node-okat. A Kubernetes segítségével 
lehetőségünk van konténerek kezelésére, skálázására és automatikus telepítésére. Például 
ha az Elasticsearch cluster-t egy ilyen rendszerben telepítjük, akkor kényelmesen tudjuk 
horizontálisan skálázni. A nagyobb cloud szolgáltatóknál (AWS, DigitalOcean) már 
elérhető az integrált Kubernetes, ahol akár egy felhasználói felületen keresztül is 
kezelhetjük az egyes szerver példányokat. Az Amazon AWS szolgáltatásai között már 
megtalálható a Kubernetes AutoScaling megoldása is, aminek segítségével terhelés 
függvényében automatikusan skálázható az alkalmazásunk. Ez a megoldás kiváltható a 
monitorozásra használt Prometheus szoftver segítségével is, ahol a mért metrikák alapján 
tud kérést küldeni egy új példány indítása érdekében. 
5.3 Szoftver architektúra 
A rendszer architektúrájának tervezése több részből áll. A korábbi elemzések és a 
rendelkezésre álló információk alapján szét kell bontanunk a rendszerünket önálló 
komponensekre, amelyek között meg kell határoznunk a kommunikációs csatornákat. A 
rendszer architektúrájának bizonyos részei adottak a felhasznált keretrendszerek miatt, de 
az elvárt funkciók teljesítéséhez ki kell egészíteni a szükséges komponensekkel. A 
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rendszer komponensei két fő kategóriába sorolhatóak, az egyik a frontend-hez tartozó 
komponensek a másik pedig a backend-hez. 
5.3.1 Frontend 
A frontend esetében egy javascript framework (pl.: Angular, React) használata javasolt, 
így az teljesen elválasztható a backend működésétől. Könnyű a tesztelése, a backend 
szükség esetén teljes egészében mockolható, valamint nagy terhelés vagy világszintű 
felhasználás esetén a teljes frontend akár egy CDN-re (Content Delivery Network) is 
telepíthető. A backend-el egy Rest API-n keresztül kommunikál, amihez szükség esetén 
más kliens oldali alkalmazások is köthetőek, mint mobil alkalmazások, IoT eszközök, stb.  
5.3.2 Backend 
A backend esetén érdemes megfontolni, hogy a third party eszközök cserélhetőek 
legyenek. Esetünkben a PredictionIO helyettesíthető lenne más mesterséges intelligencia 
frameworkkel, például TensorFlow-al. Amennyiben nincs erre felkészítve a rendszer, 
akkor egy ilyen változtatás esetén a teljes backend-et újra kellene írni. Ennek 
kiküszöbölésére egy extra réteget tervezünk a mesterséges intelligencia réteg (AI layer) 
elé, nevezzük ezt API layer-nek. Ezen a rétegen vannak meghatározva azok a 
komponensek, amik kiszolgálják a kliens oldalt és kommunikálnak az AI réteggel. Más 
szempontból is érdemes egy ilyen réteget közbe iktatni. Lehetőséget biztosít az egyes 
kérések közé ékelődni, így egy egyéni logika mentén képesek vagyunk elfedni a mögöttes 
struktúrát. Implementálhatjuk a jogosultságokat, kollekciókat, megoldásokat és az összes 
olyan funkciót, ami az alkalmazásra vonatkozó követelmények között szerepel. Az utóbbi 
évek egyik legfelkapottabb szoftver architektúrája a “Microservice Architecture”, ami 
bizonyos logika mentén külön szolgáltatásokra bontja az egyes komponenseket. Ezek 
egymástól jól elkülönítve, saját interfésszel rendelkeznek, így lehetőséget biztosít arra, 
hogy a microservice-ket külön tudjuk tesztelni, telepíteni, frissíteni. A PredictionIO 
architektúrája is ehhez illeszkedik, így a kettő jól kombinálható. A “The Art of 
Scalability” könyv szerző ajánlása alapján a microservice architektúrát három dimenzió 
mentén érdemes kialakítani, úgy, mint X, Y és Z tengely. Más néven Scale Cube-nak is 
hívják. Az X tengely szolgál a hagyományos horizontális skálázásra (Scale by Clone), az 
Y tengely funkcionális dekompozícióra szolgál, ahol az egymástól különböző dolgokat 
szétválasztjuk. A Z tengely hasonlít az X-re, a nagy különbség, hogy ebben az esetben az 
adatokat osztjuk szét például egy elsődleges kulcs mentén több szerverre, ami 
tulajdonképpen adat particionálást (sharded) jelent. A szerző említést tesz a Z tengellyel 
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kapcsolatban arról, hogy a számos pozitív hatás mellett jelentősen növeli az alkalmazás 
komplexitását, így annak fejlesztését is. Az infrastruktúránkban található szoftverek 
közül mindegyik támogatja a Z tengely mentén történő skálázást. A microservice 
architektúra kialakításánál számunkra leginkább a X tengely mentén történő skálázás a 
leginkább jelentős, ami a különböző funkciók mentén bontja szét az alkalmazást.16 A 7. 
ábrán található egy elképzelt architektúra, amin jól látható, hogy a komponensek milyen 
módon vannak felbontva és melyek között van kommunikáció. A teljes architektúra 
rétegekre van bontva, amely esetünkben kizárólag azért fontos, hogy meghúzzunk egy 
határt a mesterséges intelligencia és a rendszer egyéb funkcióit kiszolgáló komponensek 
között. Így láthatjuk, hogy melyik pontokon érdemes leválasztani, amennyiben 
cserélnénk az AI réteget. 
7. ábra Szoftver architektúra 
5.3.2.1 API layer 
Az API layer általában a Microservice Architectura legfelső szintje. Ezen keresztül tartja 
a kapcsolatot a rendszer külvilággal. A réteg több service-t is tartalmaz és mindegyik jól 
elkülönített funkciót lát el. Esetünkben a  backend-re érkező kérések minden alkalommal 
az API Gatewayen keresztül érkeznek. Ennek nem kellene feltétlenül így lennie, sok 
esetben előfordul, hogy a kliens oldal direktben hívja a különböző service-ket, de mi 
szeretnénk a beérkező kéréseket egy belépési pontban kezelni, így viszonylag könnyen 
tudjuk figyelni a forgalmat. Skálázás szempontjából fontos megemlíteni, hogy az API 
layerben található service-k mindenképpen stateless-ek legyenek. 
                                                          
16 forrás:  https://microservices.io/articles/scalecube.html 
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5.3.2.2 API Gateway 
Az API Gateway egy általános interfész, ami a felhasználói felületeknek és különböző 
klienseknek biztos csatlakozási pontot, például REST API segítségével. Számos olyan 
funkció előfordul, ahol szeretnénk elemezni a ki és belépő forgalmat, valamint azok 
tartalmát, így például ha szeretnénk rate limitet alkalmazni, akkor azt ezen a ponton 
megtehetjük, és nem kell az alatta lévő servicek-re külön-külön implementálni. Ahogy az 
a 7. ábrán is látható az API Layeren található minden microservice ezen az interfészen 
keresztül érhető el. 
5.3.2.3 Event Service 
Az Event Service segítségével tudunk egyéni logikát vinni az AI rétegben található Event 
Server kezelésébe. A felhasználói felületekről beérkező összes esemény ezen keresztül 
kerül továbbításra. A PredictionIO-ban az események alkalmazásokhoz (app) tartoznak, 
így például szükségünk van arra, hogy ezeket az alkalmazásokat a megfelelő 
felhasználóhoz kössük. Lehetőségünk nyílik a business logikát úgy kialakítani, hogy 
képesek legyünk az alkalmazások jogosultságait vizsgálni vagy akár a berkező 
események adat struktúráját konvertálni az Event Server által elvárt formátumra. Jelentős 
mértékben nő az események kezelésének a rugalmassága, valamint így lehetővé válik az 
Event Server vagy akár maga az Event Service skálázhatósága is. Az esemény (Event) 
egy generikus struktúrában van felépítve, ahol egy Entity határozza meg, hogy kiről vagy 
miről szól az esemény, TargetEntity, hogy mivel van interakcióban, valamint extra 
paramétereket is tartalmazhat. Az utóbbi kettő opcionális. Ha mondatban szeretnénk 
illusztrálni, akkor a következőképp lehetne. Entity “ige” targetEntity “néhány extra 
információ”.  
Például: “User-1” értékelte az “item-1”-et 4 csillagra. 
A JSON reprezentációja a következő módon néz ki: 
{   
   "event":"rate", 
   "entityType":"user", 
   "entityId":"1", 
   "targetEntityType":"item", 
   "targetEntityId":"1", 
   "properties":{   
      "rating":4 




5.3.2.4 Prediction Service 
A Prediction Service az előzőhöz hasonló megfontolásból kerül külön microservice-ként 
integrálásra. Hasonló módon szeretnénk saját logikát építeni és kihasználni a skálázási 
lehetőségeket. Ezen a service-n keresztül tud a kliens oldal predikciókat lekérni (query) 
a kívánt megoldás alapján. A PredictionIO-val lehetőségünk van Engine-k telepítésére, 
aminek egy template határozza meg a működését. A template lehet egy termék ajánló, 
vagy bármilyen más mesterséges intelligencia implementáló megoldás. Egy Engine-t 
telepíthetünk webservice-ként, amin keresztül végezhetjük a lekéréseket. A webservice 
alapértelmezetten nem rendelkezik semmilyen autentikációval így elvárt a megbízható 
környezetben való futtatás. A prediction service ennek kiküszöbölésére is hivatott, ahol 
ezt szabadon, megkötések nélkül implementálhatjuk. 
5.3.2.5 AI Management Service 
A korábban leírtak alapján látható, hogy az AI rétegben található komponensek nem a 
külvilág számára lettek kifejlesztve. A PredictionIO komponenseket CLI-n keresztül van 
lehetőségünk managelni. A termék funkcióinak működéséhez szükségünk van új 
megoldások indítására, leállítására, törlésére, a modellünk tanítására és még sok más 
olyan opcióra, amit csak CLI-n keresztül tudnánk kezelni. Az AI Management Serviceben 
kerülnek implementálásra azok a funkciók, amelyek segítségével lehetőség nyílik REST 
API-n keresztül az AI layer-en található szerverek kezelésére. Így akár kliens oldalról is 
tudunk új Engine-t indítani, utasítani a Spark-ot tanulásra stb.  
5.3.2.6 AI Layer 
Az AI layer esetünkben gyakorlatilag a PredictionIO-t framework-t jelenti. Itt 
helyezkedik el az Event Server, a telepített Engine-k, valamint az Apache Sparkot 
használó Training Server. Ahogy a 8. ábrán is látható az AI réteggel szinte mindegyik 
microservice kapcsolatban áll. A réteg komponensei Lambda Architektúrában épülnek 
fel, amely a big data világban elterjedt adat feldolgozási modell. Ez a megközelítés 
megkísérli kiegyensúlyozni a késleltetést, az átfolyó adatot és a hibatűrést tömeges 
(batch) feldolgozással ahhoz, hogy képes legyen átfogó és pontos képet nyújtani a batch 
adatokról (batch layer), miközben szimultán biztosítja az aktuális adatok valós idejű 
feldolgozását (speed layer). A kettő kimenete opcionálisan kombinálható is a felhasználás 
előtt. A lambda architektúra elterjedése összefügg a big data és a valós idejű analitika 
használatának népszerűvé válásával és az elsődleges célja a map-reduce technika 
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késleltetésének az enyhítése volt.17 A lambda architektúra részletes felépítése a 8. ábrán 
látható.  
 
8. ábra Lambda architektúra18 
5.3.2.7 Event Server 
A PredictionIO egy webservice-t biztosít, amely REST API-n keresztül gyűjti a beérkező 
eseményeket. Az Event Server egy access token segítségével azonosítja az eseményhez 
tartozó alkalmazást. Az események alapértelmezetten Apache HBase-ben vannak tárolva, 
amelyet a telepített Engine-k használnak fel tanulásra, majd kiszolgálásra. A tárolt 
adatokat lehetőségünk van manipulálni, így szükség esetén törölhetjük vagy 
módosíthatjuk is őket. Az adatokat közvetlenül az Engine-k olvassák, amelyek a 
korábban már említett DASE komponenseken keresztül kerülnek feldolgozásra, mielőtt 
kiszolgálásra kerülnének. A 9. ábrán látható folyamatból is kiderül, hogy az eseményeket 
több Engine is felhasználhatja, majd szükség esetén a predikcióknak az eredményét 
kombinálva kiértékelhetjük. Ez esetünkben azért is érdekes, mert egy kollekcióhoz akár 
több megoldást is tudunk párosítani, így a már rendelkezésre álló adatforráshoz számos 
különböző algoritmus alapján tudunk predikciókat indítani. 
                                                          





9. ábra Event Server folyamatábra19 
5.3.2.8 Prediction Server 
A Prediction Server tulajdonképpen telepített Engine-k, amelyek saját interfésszel 
rendelkeznek. Az Engine két fő feladatot lát el, az egyik a modell tanítása, a másik pedig 
a predikciók kiszolgálása valós időben. A training folyamán lehetőségünk van több 
modell tanítására is, amelyek külön-külön más algoritmusokat használhatnak, 
kiszolgálásnál pedig ezek eredményeit kombinálhatjuk, adhatunk választ. A DASE 
felépítés a “separation-of-concern” elv alapján került implementálásra, ahol az egyes 
komponensek a következő módon vannak definiálva. 
[D] Data Source és Data Preparator 
A Data Source adatokat olvas valamilyen bemenetről és az elvárt formára alakítja.  
A Data Preparator egy adat elő-feldolgozó rész, amely továbbítja az adatokat modell 
tanítását végző algoritmusnak. Tipikus felhasználása például a “feature extraction”, ahol 
a kiválasztjuk azokat az adatokat, amelyek szükségesek a modell tanításához, vagy ha 
több algoritmust használunk, akkor elkészíthetjük az elvárt adat struktúrákat. 
[A] Algorithm 
Az algoritmus komponens szolgáltatja a Machine Learning-el kapcsolatos algoritmust, a 
paraméterek beállításának lehetőségét, valamint meghatározza, hogy a modellünk hogyan 
legyen felépítve.  
                                                          
19 forrás: https://predictionio.apache.org/datacollection/  
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[S] Serving 
A kiszolgáló komponens a predikciókhoz szükséges query-ket fogadja, majd a predikció 
eredményével tér vissza. Amennyiben az Engine több algoritmust is tartalmaz, úgy a 
kapott eredményeket ezen a ponton összekombinálhatjuk, vagy további finomításokat 
végezhetünk rajta.  
[E] Evaluation Metrics 
A kiértékelési metrika segítségével mérhetővé válik a predikció pontossága, így az 
algoritmusok összehasonlíthatóak válnak, valamint segít az algoritmusok 
optimalizálásban. 
 
10. ábra Engine DASE felépítése20 
5.4 Adatbázis 
A PredictionIO egy vékony storage réteggel rendelkezik, amely három repository-t 
különböztet meg a meta data, event data és a model data. Mind a három mögött található 
adatbázis konfigurálható és igény szerint cserélhető. A meta data a telepített enginek-
hez tartozó training és kiértékelési információk tárolására szolgál, amely mögött egy 
Elasticsearch adatbázis található. Az event data az Event Server által mentett események 
tárolására, valamint a telepített enginek által használt adatok kiszolgálására szolgál, 
mindezeket HBase-ben tárolja. A model data a betanított modellek automatizált 
perzisztens tárolására alkalmas. Alapértelmezetten lokális fájlrendszert használ, de 
számos adatbázist vagy cloud megoldást is támogat, például Amazon S3. 
A fenti három repository-n felül szükségünk van egy negyedikre is (application data), 
amely az alkalmazásban keletkező felhasználói adatokat, kollekciókat, megoldásokat, 
                                                          
20 forrás: https://predictionio.apache.org/datacollection/ 
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weboldallal kapcsolatos konfigurációkat stb. tárolja. Ezeknek az adatoknak a tárolására 
nem feltétlenül a legalkalmasabb az Elasticsearch vagy HBase, mivel ezek más 
felhasználási céllal jöttek létre. Az Elasticsearch inkább keresésre van optimalizálva, míg 
a HBase írás intenzív felhasználásra. A kettő között jó átmenet lehet akár egy MongoDB 
vagy esetleg egy MySQL adatbázis. Mivel a korábbi követelmények alapján szeretnénk 
az Event Service-ben a beérkező eseményeket, valamint a Prediction Service-ben a 
válaszokat elemezni, így a MongoDB jobb választás a könnyű skálázhatóság és a 
rugalmasabb adatstruktúra tárolási lehetőségek miatt. 
5.5 UX / UI 
A szolgáltatás célcsoportja megköveteli, hogy olyan grafika megoldások legyenek 
alkalmazva, amely egyértelművé teszi a rendszer használatát. A felületek kialakításánál, 
a navigációnál, a funkciók megjelenítésénél fokozottan figyelnünk kell arra, hogy a 
felhasználók korábban még nem feltétlenül találkoztak hasonló rendszerrel és nem 
ismerik a technológia megoldásokat. A rendszernek azt a látszatot kell nyújtania, hogy a 
hozzájuk hasonló kompetenciákkal rendelkező embereknek készült és nem pedig 
fejlesztőknek. A kutatásom során több olyan visszajelzés is érkezett, amelyből azt a 
következtetést vontam le, hogy nem feltétlenül bíznának meg egy ilyen rendszer 
integrálásával egy fejlesztőt, hanem saját maguk is utánanéznek. Ennek több oka is van, 
de a legfőbb általában a fejlesztők anyagi vonzatának az elkerülése. Ezek alapján 
fontosnak tartom, hogy a felhasználó már a szolgáltatással találkozás első pillanatában 
azt érezze, hogy ezt ő is képes lesz kezelni. A UX (User Experience) tervezés mentén a 
potenciális felhasználók folyamatos bevonása elengedhetetlen, ahol lehetőség nyílik a 
vélemények meghallgatására. Ezáltal a funkciók olyan nézőpont szerint kerülnek 
kialakításra, amely az általunk meghatározott célközönség igényeinek megfelelnek. A 
követelményelemzésben meghatározott funkciók is hasonló megfontolásból lettek ilyen 
módon kialakítva és elnevezve. A felhasználóval való teszteléshez – akár a teljes 
rendszerhez, vagy csak egy megoldáshoz – érdemes készíteni prototípust, ahol jól 
illusztrálhatók az egyes felhasználói esetek és folyamatok. Segít a jobb felhasználói 
élmény elérésében és még a konkrét implementáció előtt lehetőségünk van a folyamatok 
vizualizációjára. Egy prototípusnak nem kell feltétlenül a végső designnal rendelkeznie, 
különböző pontosságúak (fidelity) lehetnek. A low fidelity (lo-fy) prototípusok gyorsan 
és könnyen elkészíthetők és kevésbé tükrözik a végső grafikát, viszont rengeteg segítenek 
az egyes folyamatok meghatározásánál, pontosításánál vagy akár megértésénél. Mivel 
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könnyen és gyorsan elkészíthetők, ezért költséghatékonyak, viszont komplex animációk, 
áttünések ezzel a módszerrel nem kivitelezhetők. Általában ennél a megoldásnál a 
wireframe egyes oldalait kötik össze, így kialakítva az egyes folyamatokat. A high fidelity 
(hi-fy) prototípusok megjelenítése és funkcionalitása a kész termékkel szinte megegyező 
módon kerül elkészítésre. A grafikai elemek részletgazdagok, lehetőség van komplexebb 
animációk megjelenítésére és általában már a végső grafika kerül feldolgozásra. Kiválóan 
alkalmas demonstrációra vagy akár tesztelésre is. Amennyiben a prototípust már a cél 
környezetben kódoljuk és nem egy erre alkalmas szoftverrel készítjük (pl.: Adobe XD), 
úgy egy nagyon jó alapot adhat a teljesen funkcionáló alkalmazásunknak és nem egy 
egyszer használatos eldobható prototípusba fektetjük az energiát. Ettől függetlenül fontos 
figyelembe venni, hogy ezeknek a prototípusoknak sosem az a céljuk, hogy egy újra 
használható kód készüljön, hanem hogy egy olyan grafikát implementáljunk, amivel a 
felhasználók a leghamarabb interakcióba kerülhetnek.21 
  
                                                          
21 forrás: https://theblog.adobe.com/prototyping-difference-low-fidelity-high-fidelity-prototypes-use/ 
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6 Összefoglalás 
Diplomamunkámban arra kerestem a választ, hogy vajon a jelenleg mesterséges 
intelligencián alapuló megoldást jellemzően nem, vagy csak kevéssé használó kis- és 
középvállalkozások részére létrehozható-e egy olyan globális megoldás, mely 
segítségével jelentős anyagi ráfordítás és szakemberi segítség igénybevétele nélkül 
számukra is elérhetővé válnak a jelenleg főként nagyvállalatok által igénybevett „okos” 
megoldások. A kezdeti problémafelvetést követően bemutattam a mesterséges 
intelligencia és a gépi tanulás témaválasztáshoz kapcsolódó főbb fogalmait, majd 
kitértem a mesterséges intelligencia szélesebb körben történő alkalmazására, annak 
nehézségeire, illetve napjaink legnépszerűbb okos megoldásaira. Igazoltnak tűnik az a 
kezdeti feltételezésem, mely szerint a kis- és középvállalkozások vezetői sokszor nem is 
hallottak még effajta eszközökről, vagy azokat megfizethetetlennek tartják, illetve 
szakértelem híján a gyűjtött adatok felhasználása is nehézkes. Ezt követően felvázoltam 
egy szolgáltatást, amely egy lehetséges megoldásként szolgálhat a problémára. A termék 
követelményeinek meghatározásához több olyan kisvállalkozás problémáit is elemeztem, 
akik a potenciális célcsoportba tartoznak. A tapasztalatok alapján kidolgoztam a 
funkcionális és nem funkcionális követelmények kardinálisabb pontjait. A kutatás 
folyamán elemzett keretrendszerek közül a PredictionIO-t választottam a mesterséges 
intelligenciát használó algoritmusok futtatására, amelynek alkalmasságáról 
meggyőződtem az implementálható algoritmusok és a keretrendszer által használt 
szoftverek vizsgálatával. Folytatásként megterveztem az infrastruktúrát, ahol az egyes 
szoftverek skálázhatósága kifejezetten fontos szerepet játszott a várható nagy 
adatforgalom okozta terhelés miatt. A microservice architektúra kidolgozása kapcsán 
megvizsgáltam a PredictionIO felépítését és ezzel összehangoltan kiegészítésre került egy 
új réteggel, ahol a szolgáltatás funkcióit lehet implementálni. A szolgáltatás célközönsége 
miatt egy rövid grafikai áttekintéssel zártam a diplomamunkát, ahol kiemelésre került a 
felhasználói élmény, az egyszerű kezelhetőség, valamint a prototípus készítés lehetősége. 
A diplomamunka készítése során számos új technológiát vizsgálhattam meg közelebbről, 
lehetőségem nyílt megismerni a kisvállalkozások jelenlegi hozzáállását a mesterséges 
intelligenciához és megerősítette bennem azt a gondolatot, hogy egy ilyen szolgáltatásnak 
van létjogosultsága. 
6.1 Kihívások és lehetőségek további kutatáshoz 
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A szolgáltatás tervezése közben jelentős mennyiségű ötlet fogalmazódott meg, amivel a 
jövőben érdemes még foglalkozni. A rendszer implementálása, a felhasználói felületek 
megtervezése lehet egy következő cél, ahol már konkrét megoldásokon keresztül lehetne 
kipróbálni a működést. A munkám során több olyan kisvállalkozással is tartok 
kapcsolatot, ahol lehetőség lenne integrálni a szolgáltatást. Továbbfejlesztési ötletként 
felmerült még a rendszer megnyitása fejlesztők irányába, ami lehetővé tenné a közösség 
által készített megoldások integrálását, valamint azok értékesítését. Vizsgálni lehetne a 
párhuzamosan futtatott modellek terhelhetőségét, optimalizálni a cloud rendszerben 
felhasznált erőforrásokat automatikus skálázással, valamint a tanítás periodikus 
futtatásával. Érdemes lehet alaposabban megvizsgálni olyan szektorokat, mint például 
oktatás, pénzügy, jog és olyan megoldásokat kínálni nekik, amivel kihasználhatják a 
mesterséges intelligencia számos előnyét és ezzel párhuzamosan fokozatosan 
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