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V diplomskem delu je predstavljen sistem daljinskega upravljanja krmilnika 
razsvetljave s protokolom DMX preko brezžičnega omrežja. V sistemu se s pomočjo 
platforme WeMos krmili diode RGB LED. Na začetku so predstavljeni protokoli, ki 
se uporabljajo za krmiljenje razsvetljave, njihova primerjava ter podroben opis 
protokola DMX. V naslednjem poglavju je opisana arhitektura sistema, v kateri so 
opisani tudi pomembni ukazi programske kode, brezžična komunikacija in povezava 
vseh komponent sistema. Nato je razloženo delovanje izdelanega sistema, ki je 
opisano po postopkih programske kode, in tudi prikazano na primeru praktične 
izvedbe, ki mu sledijo napisani rezultati testiranj sistema in optimizacija. 
 
Ključne besede: DMX, mikrokrmilnik, WeMos, ESP8266, Wi-Fi, daljinsko 





The diploma thesis presents remotely managed DMX lighting controller using 
wireless network. With the help of WeMos platform, it enables the system to control 
RGB LEDs. The beginning of the thesis presents protocols that are used in stage 
lighting, compares them and gives a detailed description of the DMX protocol. The 
following chapter describes the architecture of the system, which includes 
descriptions of important parts of source code, wireless communication and 
connection between all components of the system. Next it presents the functioning of  
the final product and  describes it through steps of source code. Functioning is also 
shown on a practical example and at the end it is followed by results of tests and 
optimisation of the system. 
 






1  Uvod 
Najstarejše znane oblike odrskega osvetljevanja so obstajale že v času grških in 
pozneje tudi rimskih gledališč. Ker takrat še ni bilo odkrite umetne razsvetljave, so si 
ljudje morali pomagali z naravno svetlobo. Njihova prizorišča so bila obrnjena proti 
zahodu in niso bila pokrita, da so izkoristila kar največjo moč svetlobe sonca, ki je 
osvetljevalo oder. Takšen način osvetljevanja prizorišč so uporabljali v več 
zgodovinskih obdobjih. Ko so pozneje začeli graditi prizorišča v zaprtih prostorih, je 
bila potreba po umetni svetlobi vse večja. Preden smo ljudje odkrili umetno svetlobo, 
smo se morali zanašati na različne primitivne načine osvetljevanja, ki so delovali na 
načelu ognja. Skozi zgodovino so bili odkriti vse bolj učinkoviti načini osvetljevanja 
odra, od preprostih sveč do uporabe leč in gorljivih plinov. 
Šele ko je bila odkrita elektrika ter izumljena žarnica in njej podobne naprave, 
je človek ustvaril prvo umetno svetlobo oz. umetno razsvetljavo, ki je izboljšala in 
poenostavila življenje. Umetna svetloba se je začela uporabljati za vse več namenov, 
eden izmed teh je bilo tudi osvetljevanje odrov in prizorišč. Danes je osvetljevanje 
odrov in prizorišč priljubljeno in uporabljeno na prizoriščih po vsem svetu. 
Uporablja se za več namenov, ne le za osvetlitev odra. Najpogostejše naloge uporabe 
osvetljevanja, poleg osvetlitve prizorišča, so še preusmeritev pozornosti gledalcev na 
določen del na odru, sprememba vzdušja in razpoloženja ljudi na prizorišču, 
projekcija elementov ali celotne scenografije na odru, prikaz zgodbe samo z lučmi na 
prizorišču ali le izpostavljenost določenih delov na odru, ki jim ustvarjalec želi dati 
večjo pozornost [1]. Osvetlitev prizorišča je najbolj priljubljena v glasbeni industriji, 
kjer se uporablja barvna osvetlitev za vizualne učinke, ki poleg glasbe pozitivno 
vplivajo na občinstvo.  
 Leta 2014 so na Univerzi v Liegeu opravili študijo, kako svetloba učinkuje na 
človeške možgane. Prepoznali so unikatno fotoreceptorsko celico, imenovano 
melanopsin, ki se nahaja v očesu in je povezana z ne-vizualnimi centri v možganih. 
Ugotovili so, da ko svetloba sproži reakcije v fotoreceptorjih melanopsina, se 
sprožijo različne možganske funkcije in spremembe v svetlobi povzročijo, da 
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začnemo bolje in jasneje razmišljati. Na takšen način naj bi pravzaprav delovala tudi 
naša ''biološka ura'', zaradi sprememb svetlobe skozi dan, ki smo je vajeni. Te 
raziskave tudi dokazujejo, da uporaba in oblika svetlobnih sistemov izboljša 
človekove miselne sposobnosti [2].  
 Kot je znanstveno dokazano, poleg glasbe tudi svetloba pozitivno učinkuje na 
ljudi. Obstaja veliko načinov, kako lahko zvočni inženirji in oblikovalci svetlobnih 
učinkov vplivajo na čustva in psihološke odzive občinstva. Ne nazadnje je namen 
številnih uprizoritev, da se dotaknejo gledalcev. 
V današnjih časih pri razsvetljavi odrov in prizorišč luči niso vedno 
uporabljene z maksimalno močjo in jakostjo svetlobe. Da pride do pravega učinka, je 
običajno potrebno, da se zatemnijo ali osvetlijo in uporabljajo z različnimi jakostmi 
svetlobe. Zato se za krmiljenje razsvetljave uporablja temu namenjen krmilnik oz. 
regulator svetlobe. Najpogostejši uporabniki oz. operaterji s takšnimi krmilniki so 
upravljavci scenskih elementov in naprav na prizoriščih. Ker se tudi v domovih vse 
pogosteje uporabljajo t. i. pametne naprave, so uporabniki takih sistemov tudi 
posamezniki, ki s pomočjo poenostavljenih krmilnikov vplivajo na ozračje, sceno in 
celotno razsvetljavo prostorov svojega doma. 
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2  Pregled protokolov digitalnih sistemov za krmiljenje 
razsvetljave 
Danes obstaja veliko komunikacijskih sistemov, ki se uporabljajo za povezavo 
in komunikacijo z regulatorji svetlobe. Delijo se na analogne in digitalne sisteme. 
Analogni sistemi uporabljajo krmilni signal, ki variira v električni napetosti ali toku v 
neposredni zvezi s potrebno jakostjo svetlobe. Digitalni sistemi uporabljajo krmilne 
signale, ki v obliki vrednosti števila pošiljajo potrebno krmiljeno raven za vsak kanal 
naprave posebej. Digitalni sistemi so zato od analognih sistemov hitrejši, bolj 
zanesljivi in se uporabljajo za bolj natančna krmiljenja [3]. 
Primeri najpogostejših digitalnih sistemov oz. krmilnih protokolov so: 
- DSI, 
- DALI,  
- DMX,  
- RDM.  
 
DSI (angl. Digital Serial Interface) je protokol, ki je bil razvit za krmiljenje 
razsvetljave v zgradbah. Temelji na Manchester kodiranem 8-bitnem protokolu s 
hitrostjo prenosa 1200 bit/s in uporablja samo en byte za krmiljenje jakosti svetlobe. 
Protokol se uporablja za komunikacijo samo z napravami razvijalca protokola in 
deluje preko ene žice. DSI je bil prvi uporabljeni digitalni sistem za krmiljenje 
razsvetljave. Njegov naprednejši naslednik se imenuje DALI [4]. 
DALI (angl. Digital Addressable Lighting Interface) je bil primarno razvit za 
energetsko učinkovitost fluorescentnih luči v javnih prostorih. Ustanovljen je bil kot 
naslednik za krmiljenje od 0 do 10 V ter kot odprt standard in alternativa protokolu 
DSI, na katerem tudi temelji. Je enostaven, komunikacija poteka preko dveh žic in 
omogoča več enotam v omrežju upravljanje drugih ali vseh enot. Njegova hitrost 
prenosa podatkov je 1200 bit/s, naslovi pa lahko največ 64 različnih naprav v enem 
omrežju. DALI-naprave se v omrežju poljubno povezujejo [5]. 
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DMX (angl. Digital MulipleX) je standard, ki je bil razvit za krmiljenje 
dinamične razsvetljave in reguliranje jakosti svetlobe luči s pomočjo DMX-konzole 
na odrih in drugih prizoriščih. Njegova glavna lastnost je, da omogoča nemoteno 
povezavo in komunikacijo z napravami različnih proizvajalcev. Uporablja serijski 
prenos podatkov s hitrostjo 250 kbit/s in lahko naslovi do 512 različnih naprav v 
omrežju. DMX-naprave se povezujejo v zaporedni vezavi. Ker se največkrat 
uporablja v barvni razsvetljavi, so izrazi DMX, RGB in LED pogosto pojmovani kot 
enaki [6]. 
RDM (angl. Remote Device Management) je nadgrajena oblika protokola 
DMX, ki omogoča dvosmerno komunikacijo med napravo in krmilnikom ter 
dodanimi RDM-napravami, ki so povezane na DMX-povezavo. Omogoča 
konfiguracijo, daljinsko spremljanje stanja in upravljanja naprav, pri tem pa ne moti 
delovanja drugih v DMX-omrežju. Omogoča tudi naslavljanje naprav s pomočjo 
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2.1  Primerjava protokolov 
Da smo se lažje odločili za protokol, preko katerega krmilimo sistem, smo 
poleg njihovih prednosti in slabosti primerjali tudi druge pomembne lastnosti, ki so 
prikazane na tabeli 2.1. 
 








64 512 512 
Hitrost prenosa 1200 bit/s 1200 bit/s 250 kbit/s 250 kbit/s 
Možnost več 
naprav z enakim 
naslovom 












Ne Da Da Nezanesljiva 
Tabela 2.1:  Primerjava lastnosti protokolov [6] 
 
Od primerjanih ima največ slabosti protokol DSI, prvi digitalni sistem za krmiljenje 
razsvetljave, ki vsebuje še veliko pomanjkljivosti. Največja težava je, da ne omogoča 
komunikacije z drugimi napravami, ampak le z napravami svojega razvijalca. Prav 
tako je povezava z napravo možna samo z eno žico, kar pomeni, da če bi bilo v 
omrežju veliko naprav, bi bilo prav toliko žic, zato bi bilo težko najti in odpraviti 
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Največja težava protokola RDM je združljivost z določenimi DMX-napravami. 
Zaradi drugačnih podatkov v začetni kodi bi lahko pri nekaterih DMX-napravah 
prišlo do nepravilnega branja ukazov in neprimernega obnašanja naprave. Zaradi 
njegove značilne dvosmerne komunikacije bi lahko prišlo tudi do konflikta ukazov v 
omrežju. Prav tako bi lahko prišlo do težav z ostalimi tehnologijami razsvetljave, ker 
se zanaša na njihovo združljivost le na podlagi domnev. 
Pri končni izbiri smo se odločali med protokoloma DMX in DALI. Izbrali smo 
protokol DMX, ki je eden izmed najbolj razširjenih protokolov v tej tehnologiji. V 
primerjavi s protokolom DALI omogoča večji razpon digitalnega naslavljanja naprav 
v omrežju, DALI lahko naslovi le 64, medtem ko DMX lahko naslovi 512 unikatnih 
naprav. Prav zaradi velikega števila naslovov se tudi pogosto uporablja pri 
naslavljanju svetlečih diod (LED). Prav tako lahko protokol DMX naslovi več 
naprav z enakim naslovom, medtem ko DALI tega ne zmore. S hitrostjo 250 kbit/s 
ima DMX veliko hitrejši prenos podatkov kakor DALI s 1200 bit/s in zaradi tako 
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2.2  Protokol DMX 
DMX je komunikacijski protokol, ki se uporablja pri daljinskem upravljanju 
luči in v pametnih sistemih. Kratica DMX izhaja iz besede digitalno multipleksiranje 
(angl. Digital MultipleX), kar je postopek pošiljanja podatkov v zaporedju preko ene 
povezave. 
Zasnovan je za komunikacijo s svetlobnimi napravami, ne glede na 
proizvajalca. Protokol DMX omogoča uporabnikom celoten nadzor nad svetlobnimi 
napravami, ki jih upravljajo. Uporablja se tudi za druge vrste naprav in ne samo za 
luči, ki so najpogosteje v uporabi. DMX je bil razvit, da omogoča proizvajalcem 
svetil, da so med seboj združljivi in ne potrebujejo posebnih krmilnih postaj za vsako 
svetilo. To je bil v zvočni in vizualni industriji prelomen trenutek, ker je omogočal 
krmiljenje vsega z le enim virom ter je s tem ponudil več svobode in prilagodljivosti 
pri ustvarjanju svetlobnih predstav [3]. 
 
2.2.1  Lastnosti in delovanje 
DMX je protokol za upravljanje (na osnovni ravni) jakosti svetlobe luči v 
gledališču, krmiljenje premikajočih se luči, dimnih naprav, stroboskopov itd. 
Sestavljen je iz enega 8-bitnega signala za vsako luč, ki se ji določi jakost svetlobe 
(0–100 %) z eno izmed 256 možnih ravni. 
Zasnovan je tako, da pošilja ponavljajoče se krmilne podatke iz enega 
krmilnika do enega ali več prejemnikov. Ta protokol je namenjen krmiljenju 
regulatorjev svetlobe, drugih svetlobnih naprav, kot tudi ostale opreme z 
nenevarnimi učinki. Ker ta standard ne določa preverjanja napak, ni primeren za 
upravljanje nevarnih naprav, kot so npr. premikajoče ploščadi ali pirotehnika. 
Protokol v DMX-vodilu je podoben navadni serijski komunikaciji, kakršno 
najdemo pri standardu RS-232, ki deluje z 8-podatkovnimi biti in 1 stop bitom. DMX 
je serijski prenos podatkov preko standarda RS-485 s hitrostjo 250 kbit/s in s 
formatom, kjer je podatkovno okno sestavljeno iz 8 podatkovnih bitov, 1 start bita in 
2 stop bitov. 
Prenos DMX-podatkov vsebuje tudi ''reset'' stanje, kar označuje začetek novega 
paketa, okno z začetkom kode in do 512 podatkovnih oken. Začetek paketa se označi 
z Break, ki mu sledi oznaka MAB (angl. Mark After Break). Sledi prvo okno paketa, 
imenovano ''start code'' okno, ki pove, kakšen tip paketa se pošilja, in nato do 512 
podatkovnih oken [3]. 
 
2.2  Protokol DMX 15 
 
2.2.2  Sestava DMX-paketa 
Paket protokola DMX je sestavljen iz manjših enot, imenovanih DMX-okno, ki 
je sestavljeno iz 11 bitov. Na sliki 2.1 je prikazana sestava DMX-okna. 
 
DMX-okno je sestavljeno v naslednjem vrstnem redu: 
- Start bit, ki ima logično vrednost 0. 
- Zaporedje osmih podatkovnih bitov, ki vsebujejo vrednost med 0 in 255. 
- Stop bit in Release bit, ki imata logično vrednost 1 [8]. 
 
Slika 2.1:  DMX-okno [8] 
Vsako okno shranjuje eno vrednost (jakost svetlobe) za en kanal. Ker DMX 
krmili 512 kanalov, mora poslati 512 oken v enem nizu. 
DMX-signal je sestavljen iz zaporedja, imenovanega paket (angl. packet), ki je 
prikazan na sliki 2.2. DMX-paket se vedno znova pošilja, kar poveča robustnost 
sistema. Od pošiljatelja podatkov je odvisno, koliko od 512 vrednosti se pošlje. Če je 
paket manjši, je cikel pošiljanja hitrejši. 
 
DMX-paket je sestavljen iz več različnih delov: 
- Break, ki je oznaka za začetek paketa, ima logično vrednost 0 in je velika 
minimalno 22 bitov. 
- MAB (angl. Mark After Break) označuje konec oznake Break in začetek 
podatkovnih paketov. Ima logično vrednost 1 in velikost 2 bita. 
- MTBP (angl. Mark Time Between Packets) označuje čas med posameznimi 
paketi in ima logično vrednost 1. 
- MTBF (angl. Mark Time Between Frames), označuje čas med posameznimi  
okni in ima logično vrednost 1. Njegova časovna dolžina je med 0 in 1 s, 
manjša ko je časovna dolžina, bolje je. 
- ''Start code'' oz. okno z začetno kodo, ki se pošlje v prvem oknu paketa, pove 
sprejemniku, kakšen tip paketa se bo poslal. Uporablja se za spreminjanje 
pomena podatkovnih oken, ki mu sledijo. Privzeta vrednost tega okna je 0, 
preostale vrednosti se redko uporabljajo [9]. 
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Slika 2.2:  Sestava DMX-paketov [10] 
DMX-paket so pravzaprav ukazi, poslani v nizu. V protokolu DMX je časovna 
dolžina enega bita 4 µs in zato je tudi hitrost prenosa podatkov 250 kbit/s. Iz tega 
izračunamo, da ima oznaka Break z minimalno velikostjo 22 bitov časovno dolžino 
vsaj 88 µs. 
Začetek niza ukazov se začne z oznako Break, ki traja minimalno 88 µs, in 
oznako MAB (angl. Mark After Break), ki ima minimalno časovno dolžino 8 µs. 
Sledi začetna koda oz. ''start code'', ki ima kakor vsako podatkovno okno velikost 11 
bitov in časovno dolžino 44 µs. Sledijo mu podatkovna okna, ki jih je največ 512 
[11]. Časovne dolžine osnovnih delov DMX-paketa so prikazane na sliki 2.3. 
Standard ne navaja izrecnega minimalnega števila podatkovnih oken v paketu, 
določen je le minimalen in maksimalen čas med dvema paketoma. Na tabeli 2.2 je 
razviden minimalen čas 1204 µs in maksimalen 1 s. Če je v uporabi samo en 
prejemnik in potrebuje samo eno okno s podatki, se morajo ostali paketi ponastaviti 
ali dodati prazna okna, da na koncu doseže zahtevano minimalno časovno vrednost. 
Maksimalen časovni okvir pogosto ni potreben, dokler se paket pošilja vsaj enkrat na 
sekundo. 
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Break 92 µs 176 µs 88 µs 
MAB 8 µs 12 µs 8 µs 
MTBF < 1 s / < 1 s 
MTBP < 1 s / < 1 s 
Velikost DMX-paketa 1204 µs – 1 s / 1196 µs – 1,25 s 
Velikost 
podatkovnega okna 
44 µs 44 µs 44 µs 
Tabela 2.2:  Časovne vrednosti parametrov DMX-paketa [12] 
 
Slika 2.4:  Časovne dolžine posameznih bitov v DMX-paketu [13] 
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2.2.3  Topologija protokola DMX 
DMX-naprave se med seboj vežejo zaporedno, kot je prikazano na sliki 2.5. 
Vir podatkov (krmilnik) se poveže na vhod prve naprave, izhod prve naprave se 
poveže na vhod druge naprave itd. Zaradi te lastnosti je protokol DMX znan kot 
enostaven in robusten. 
V primeru RGB povezave vsaka povezava potrebuje 3 DMX-kanale. Če se 
naslovijo ukazi na kanal 001, bodo podatki zavzeli kanale 001,002 in 003. Naslednji 
prosti kanal bi bil 004. Lahko se povežeta tudi 2 enaki vezavi na isti naslov in se 
bosta enako obnašali. Ta tehnika se lahko uporablja, da si lahko vsak izdela svojo 
DMX-povezavo oz. DMX-univerzo. 
DMX-univerza je serija 512 kanalov, na katerih DMX-signali delujejo. 
Vsebuje 512 naslovov in ena DMX-linija oz. kabel lahko prenaša eno DMX-
univerzo. DMX-univerza je sestavljena iz naslovnega prostora, kabla, ki prenaša 
podatke, in opreme, ki jih prejema. Če je za delovanje opreme potrebna več kot ena 
DMX-univerza, se jih s pravo programsko opremo in tehnikami združevanja tudi 
poveže [14]. 
 
Slika 2.5:  Primer povezave naprav v DMX-univerzi 
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3  Zasnova sistema za daljinsko upravljanje krmilnika 
razsvetljave s protokolom DMX preko brezžičnega 
omrežja 
Splošna zasnova sistema za daljinsko upravljanje krmilnika razsvetljave s 
protokolom DMX preko brezžičnega omrežja, je sestavljena iz: 
- krmilnika, ki omogoča možnost prenosa podatkov preko protokola DMX, 
- brezžičnega Wi-Fi modula, preko katerega se krmilnik daljinsko upravlja, 
- krmilnega vezja in naprave, ki se upravlja preko protokola DMX. 
 
Krmilnik mora biti v tem primeru naprava, ki zna prejeti ukaze s strani 
uporabnika, jih pretvoriti v izhodne signale in poslati dovolj hitro na končno napravo 
preko protokola DMX. Krmilniki, ki so narejeni prav za takšne namene in so v tej 
industriji najbolj razširjeni, so DMX-konzole. Konzole so nekakšne škatle, 
sestavljene iz več gumbov in potenciometrov, kar jim omogoča enostavno 
upravljanje na prizoriščih, kjer se večinoma upravlja luči in njihove svetlobne efekte. 
Wi-Fi modul, preko katerega se DMX-krmilnik daljinsko upravlja, je element, 
ki omogoča komunikacijo med DMX-krmilnikom in brezžičnim omrežjem, na katero 
je povezan tudi uporabnik sistema. Danes obstajajo tudi DMX-konzole z že 
vgrajenimi Wi-Fi moduli.  
Naprav, ki se jih upravlja preko protokola DMX, je veliko, od odrskih luči, 
svetlečih diod (LED), zatemnilnikov, vse do naprav za meglo. Da se lahko določena 
naprava upravlja z DMX-ukazi, mora imeti vsaka tudi svoje krmilno vezje, ki 
pretvori prejete DMX-signale v pravilne izhodne signale.  
Možnosti za izbiro krmilnika je veliko, ker pa so omenjene DMX-konzole 
omejene le na gumbe in DMX-priklop na naprave, jih ni mogoče sprogramirati za 
delovanje na poljubnih vrednostih in sistemih. Zato je najbolje kot krmilnik izbrati 
odprtokodno krmilno vezje, ki ima možnost prenosa podatkov preko protokola 
DMX, s čimer se možnosti upravljanja sistema zelo povečajo. Nekatera izmed 
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najbolj priljubljenih odprtokodnih krmilnih vezij so Arduino, WeMos, Raspberry Pi, 
Intel Edison, Particle Photon, platforme Sparkfun itd. 
Če se izdela sistem DMX-krmilnika z odprtokodnim krmilnim vezjem, je 
potrebno na krmilno vezje posebej dodati še brezžični Wi-Fi modul, ki bo z njim 
združljiv. Za platforme Arduino obstaja modul, imenovan Arduino Wi-Fi ščit (angl. 
shield), platforma WeMos že ima vgrajen Wi-Fi modul ESP8266, medtem ko ga je 
na ostalih treba pravilno povezati. Wi-Fi modul ESP8266 je najbolj razširjen in 
priljubljen, saj omogoča veliko možnosti, pa tudi cenovno je najugodnejši. V 
zadnjem času se je na trgu pojavila izboljšana verzija modula ESP8266, imenovana 
ESP32, ki pa v času raziskave še ni tako razširjena in združljiva. 
 
3.1  Arhitektura sistema 
Kakor je prikazano na sliki 3.1, je sistem za daljinsko upravljanje DMX-
krmilnika sestavljen iz mikrokrmilnika, ki ima svoje zunanje napajanje, iz nanj 
povezanega brezžičnega Wi-Fi modula, ki skrbi za brezžično komunikacijo 
uporabnika s sistemom, krmilnega vezja, ki pretvarja ukaze iz mikrokrmilnika v 
pravilno obliko, in naprave, ki jo krmilno vezje krmili preko protokola DMX.  
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3.2  Strojna oprema 
Strojna oprema, ki smo jo izbrali za sistem daljinskega vodenja DMX-
krmilnika z Wi-Fi podporo, je sestavljena iz platforme WeMos D1, ki deluje v vlogi 
DMX-krmilnika, z vgrajenim Wi-Fi modulom ESP8266, in iz diode RGB LED, 
povezane s krmilnim vezjem WS2821A. 
Platforma WeMos je skoraj enaka platformi Arduino, lahko se programira v 
razvojnem okolju Arduino IDE in ima že vgrajen svoj Wi-Fi modul. Komponente, ki 
se upravljajo preko platforme WeMos, so pametni krmiljeni viri svetlobe, ki so 
sestavljeni iz krmilnih vezij WS2821A in diod RGB LED. Zaradi ločenega 
krmiljenja vsake komponente lahko vsaka od treh barv svetlobe, ki jo oddaja dioda 
LED, dosega eno izmed 256 ravni nasičenosti. 
 
3.2.1  Platforma WeMos D1 
WeMos D1 je mikroprocesorska enota, ki deluje s pomočjo ESP8266 Wi-Fi 
čipa na ploščici, zelo podobni Arduino UNO, kar pomeni, da je po videzu in 
delovanju (v večini primerov) enaka Arduinu. Na sliki 3.2 se opazi, da je tudi enake 
velikosti kakor tradicionalna platforma Arduino UNO R3.  
Imata enak priključek za napetost in, kar je najbolj pomembno, enake 
priključke za priklop dodatkov, kot so senzorji in druge komponente, ki so bile 
izdelane za platformo Arduino.  
Najbolj očitne razlike med njima so, da ima platforma WeMos povezavo micro 
USB tam, kjer ima Arduino UNO povezavo mini USB, in da Arduino UNO deluje na 
mikrokrmilniku Atmel ATmega328P, medtem ko WeMosu omogoča delovanje čip 
ESP8266, ki je pravzaprav tudi modul za komunikacijo preko povezave Wi-Fi.  
V primerjavi zmogljivosti platforme WeMos D1 z Arduino UNO ima WeMos 
veliko bolj zmogljivo procesorsko enoto in pomnilnik. Procesor v modulu ESP8266 
(WeMos) ima hitrost 80 MHz, ki jo je mogoče povečati na 160 MHz, medtem ko 
procesor ATmega328P Arduinu omogoča le 16 MHz. Prav tako ima WeMos 4 MB 
flash pomnilnika, medtem ko ima Arduino UNO le 32 kB [15]. 
WeMos D1 sestavlja 11 digitalnih vhodov/izhodov, 1 analogen vhod, procesor, 
ki lahko deluje na frekvencah 80 MHz ali 160 MHz, povezava micro USB in še 
druge komponente. Napaja se lahko preko povezave USB ali zunanjega napajanja. 
WeMos je prav tako združljiv z vsemi funkcijami in knjižnicami, ki jih omogoča 
razvojno okolje Arduino IDE. Tehnične specifikacije platforme WeMos D1 so 
izpisane v tabeli 3.1. 
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Slika 3.2:  Primerjava platform WeMos D1(levo) in Arduino UNO (desno) 
 
Mikrokrmilnik ESP8266-EX 
Delovna napetost 3,3 V 
Meje vhodne napetosti Od 9 V do 24 V 
Digitalni vhodi/izhodi 11 (od tega jih 10 omogoča PWM) 
Analogni vhodi 1 
Frekvenca procesorja 80 MHz / 160 MHz 
Pomnilnik 4 MB flash, 160 kB RAM 
Tabela 3.1:  Tehnične specifikacije platforme WeMos D1 [16] 
 
WeMos D1 je sestavljen iz 11 digitalnih in 1 analognega priključka. Vsak od 
11 digitalnih priključkov na ploščici se lahko uporabi kot vhod ali izhod. Vsi 
digitalni vhodi/izhodi delujejo na napetosti 3,3 V. Na sliki 3.3 je razvidno, da ima 
poleg podatkovnih priključkov tudi priključke za ozemljitev (GND), za napetost 5 V 
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Nekateri priključki imajo svoje posebne funkcije, ki se najpogosteje uporabljajo: 
- Serijska povezava se nahaja na priključkih D0 (RX) in D1 (TX). 
- Priključek, ki je priključen na vgrajeno diodo LED z uporom za dvig nivoja, 
je na položaju D9. 
- Vsi digitalni priključki omogočajo prekinitve (angl. interrupt), komunikacijo 
med integriranimi vezji oz. I2C (angl. Inter-Integrated Circuit) in pulzno-
širinsko modulacijo oz. PWM (angl. Pulse Width Modulation). 
 
WeMos D1 Priključek Funkcija 
D0 RX 
D1 TX 
D2 IO (Input/Output) 
D3 (D15) IO, SCL (Clock Line) 
D4 (D14) IO, SDA (Data Line) 
D5 (D13) IO, SCK (Serial Clock) 
D6 (D12) IO, MISO (Master In Slave Out) 
D7 (D11) IO, MOSI (Master Out Slave In) 
D8 IO, upor za dvig nivoja 
D9 IO, upor za dvig nivoja, vgrajena dioda LED 
D10 IO, upor za spust nivoja, SS (Slave Select) 
A0 Analogni vhod 
Tabela 3.2:  Priključki na platformi WeMos D1 ter njihove funkcije [16] 
 
Slika 3.3:  Razpored vseh priključkov na platformi WeMos D1 
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3.2.2  Brezžični modul ESP8266 
Brezžični modul ESP8266 je nizkocenoven Wi-Fi modul, ki ima zmožnost 
delovanja tudi kot samostojna mikrokrmilna enota. Na platformi WeMos poleg vloge 
Wi-Fi modula deluje tudi v vlogi procesorja. Modul vsebuje integrirane TCP/IP-
protokole, ki omogočajo kateremu koli drugemu mikrokrmilniku dostop do Wi-Fi 
omrežja in komunikacije.  
ESP8266 je zmožen gostovanja aplikacij ali prenašanja Wi-Fi funkcij iz 
drugega programskega procesorja. Ima dovolj močno vgrajeno procesorsko in 
pomnilniško zmogljivost, ki mu omogoča, da se veže s senzorji in drugimi 
specifičnimi napravami preko njegovih vhodno-izhodnih priključkov oz. priključkov 
GPIO (angl. General-Purpose Input/Output), z minimalno potrebnim razvijanjem 









Delovna napetost  Od 2,5 V do 3,6 V 
Povprečen deloven tok  80 mA 
Delavna temperatura  Od -40 ℃ do 125 ℃ 
Wi-Fi Protokol  802.11 b/g/n/e/i 
Wi-Fi način Station/SoftAP/SoftAP+Station 
Varnost  WPA/WPA2 
Šifriranje gesla  WEP/TKIP/AES 
Omrežni protokoli  IPv4, TCP/UDP/HTTP/FTP 
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3.2.3  Krmilno vezje WS2821A 
WS2821A je krmilno vezje, ki sprejme vzporeden signal iz vezave, ima 
neodvisen programirljiv naslov, velik razpon programirljivega konstantnega toka in 3 
neodvisne izhodne kanale. Vsak od kanalov lahko realizira 256 različnih stopenj 
jakosti svetlobe (PWM), ne da bi spremenil barvo diode LED. Vsebuje tudi signalni 
dekoder, podatkovni medpomnilnik (angl. buffer) in vgrajen prostor za shranjevanje 
naslovov. Načeloma se uporablja za različne projekte osvetljevanja z LED-
tehnologijo za notranjo in zunanjo uporabo [19]. 
Glavne lastnosti krmilnega vezja so: 
- Signal je združljiv s signalom protokola DMX. 
- Na vsakem kanalu se lahko izvede 256 različnih stopenj jakosti svetlobe. 
- Hitrost prenosa podatkov je od 250 kbit/s do 750 kbit/s. 
- Privzeti tok na izhodu R/G/B-priključkov je 19 mA, maksimalen je 60 mA. 
- Vgrajeni prostor za shranjevanje naslovov podpira 1024 vzporednih povezav. 
 
Krmilno vezje WS2821A sestavlja tudi 8 priključkov, katerih funkcije so 
napisane v tabeli 3.4. 
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Št. priključka Simbol Ime Opis 
1 ADRO 
Naslovni izhodni signal 
(angl. Address output) 
Izhod pri kaskadnem 
določanju naslova 
2 ROUT 
Krmiljen izhodni signal 
R (angl. red, rdeča LED)  
PWM-krmiljen izhod 
3 GOUT 
G (angl. green, zelena LED) 
PWM-krmiljen izhod 
4 BOUT B（angl. blue, modra LED) 
PWM-krmiljen izhod 
5 GND / Ozemljitev krmilnega vezja 
6 DAI 
Podatkovni vhodni signal 
(angl. Data Input) 
Vhod za signal jakosti 
svetlobe, ki ima vrednost med 
0 in 255 
7 ADRI 
Naslovni vhodni signal 
(angl. Address Input) 





Vhodna napetost  
(tipična napetost je 5 V) 
Tabela 3.4:  Funkcije posameznih priključkov na krmilnem vezju WS2821A [19] 
 
Tehnične specifikacije iz tabele 3.5 veljajo v primeru, ko je temperatura okolja 25 ℃ 
in ozemljitev 0 V (TA = 25 ℃ in GND = 0 V). 
 
Parameter Oznaka Razpon 
Napajalna napetost Vcc Od -0,5 V do 5,5 V 
Logična vhodna napetost Vi -0,5 V～VDD + 0,5 V 
Izhodni tok, ki gre skozi diodo LED Iol 60 mA 
Poraba električne moči PD < 250 mW 
Delavna temperatura Topt Od -25 ℃ do +85 ℃ 
Temperatura okolja Tstg Od -55 ℃ do +150 ℃ 
ESD (elektrostatična razelektritev) VESQ > 2000 V 
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3.2.4  Svetleča dioda RGB (LED) 
Vsako svetlečo diodo RGB (LED), ki je v vezju, se upravlja preko treh 
kanalov. Vsak kanal služi za eno izmed RGB-barv. Dioda RGB LED je v notranjosti 
sestavljena iz treh različnih diod LED (R – angl. red, rdeča / G – angl. green, zelena / 
B – angl. blue, modra) in njim skupne katode, kot je razvidno na sliki 3.5. 
 
Slika 3.5:  Shema notranje vezave diode RGB LED s skupno katodo  
Vhodna napetost 5 V 
Maksimalen tok 60 mA 
Maksimalna moč 0,3 W 
Dimenzije premer 8 mm 
Zorni kot  med 150° in 180° 
Tabela 3.6:  Tehnične specifikacije diode RGB LED [20] 
 
Vsaka dioda se upravlja preko drugega kanala in vsak izmed kanalov ima 
razpon od 0 do 255 (256 različnih jakosti svetlobe vsake barve). S kombinacijo vseh 
treh se na diodi lahko prikaže 1.677.216 (256×256×256) različnih barv. Na tabelah 
3.7 in 3.8 so primeri DMX-vrednosti kanalov na diodi, ki določajo jakost svetlobe ali 
barvo izbrane diode. 
 
DMX-vrednost Jakost svetlobe 
0 0 % (ugasnjena) 
64 25 % 
128 50 % 
192 75 % 
255 100 % (maksimalna jakost) 
Tabela 3.7:  Jakost svetlobe na posamezni diodi glede na DMX-vrednost 
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Tabela 3.8:  Primeri barv na diodi RGB LED glede na vrednosti kanalov 
 
Na vezjih na sliki 3.6 je prikazan položaj priključkov, na katere se priključi 
napajanje (5 V), ozemljitev (GND), podatkovni vhodni signal (DIN), naslovni 
vhodni signal (ADI) in naslovni izhodni signal (ADO). 
 
Slika 3.6:  Priključki na krmilnih vezjih, povezanih z diodami RGB LED 
 
 
Slika 3.7:  Primer naprave, ki uporablja krmiljene RGB LED diode 
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3.2.5  Delovanje krmilnega vezja z diodo RGB LED 
Krmilna vezja WS2821A, povezana z diodami RGB LED, se med seboj vežejo 
zaporedno. Vhodni naslovni signal se pošlje samo prvemu vezju v vrsti, medtem ko 
imajo vir napetosti (VCC), ozemljitev (GND) in signal jakosti svetlobe oz. vhodni 
podatkovni signal (DAI) skupne in vezane vzporedno, kot je prikazano na sliki 3.8.  
Vhodni naslovni signal (ADRI) pri delovanju krmilnega vezja ni potreben in se 
uporablja le pri posebnem programiranju naslovov. Ostala krmilna vezja DMX-
protokola te povezave nimajo. Vhodni podatkovni signal (DAI) je tisti, ki je potreben 
za dodeljevanje vrednosti na diodah. 
Krmilno vezje deluje tako, da se paket DMX-ukazov, ki je poslan prvi, izvede 
na diodi na prvem kanalu, paket ukazov, ki je poslan drugi, se pošlje na diodo na 
drugem kanalu itd. 
 
 














3.2.6  Povezava komponent celotnega sistema 
Celoten sistem je sestavljen iz komponent, ki so naštete in opisane v poglavju 
3.2. Sistem sestavlja platforma WeMos D1, ki ima vgrajen modul ESP8266, 10 
krmilnih vezij WS2821A, na katera je vgrajenih 10 diod RGB LED, in zunanje 
napajanje. Na sliki 3.9 je prikazana povezava vseh komponent. 
 Od vseh vhodno-izhodnih priključkov GPIO ima ESP8266 v privzetih 
nastavitvah že vnaprej določen priključek, na katerem se lahko izvaja DMX-
povezava. Na modulu ESP8266 je to priključek GPIO2, na platformi WeMos pa je 
imenovan kot priključek D9. Zaradi teh nastavitev pri vezavi sistema uporabimo 
priključek D9. Preko priključka za 5 V, ki se nahaja na platformi WeMos, se 
napajajo vsa krmilna vezja in diode RGB LED. 
Platforma WeMos v sistemu uporablja zunanje napajanje z napetostjo 12 V in 
tokom 2 A. Zato se celoten sistem lahko nahaja kjerkoli, potrebuje le dovolj velik 
doseg Wi-Fi signala in vir napetosti. Napajanje je možno tudi preko povezave USB. 
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3.3  Programska oprema 
Za programsko opremo je potrebno razvojno okolje, ki je združljivo z 
uporabljenim krmilnikom. Zato je za razvoj tega sistema uporabljeno razvojno okolje 
Arduino IDE, ki omogoča dodajanje potrebnih platform in knjižnic, da se lahko vse 
komponente združijo in sprogramira v končen delujoč sistem.  
 
3.3.1  Razvojno okolje Arduino IDE 
V razvojnem okolju Arduino IDE se piše, preverja in nalaga programsko kodo 
na vse platforme Arduino. Prav tako omogoča delovanje z drugimi platformami, 
katerih knjižnice so bile dodane v razvojno okolje. Ena izmed takih platform je 
platforma WeMos, ki je združljiva z Arduino razvojnim okoljem in omogoča pisanje 
programov z vsemi Arduino funkcijami in knjižnicami. 
Programi v razvojnem okolju Arduino se pišejo v programskem jeziku C oz. 
C++. Sestavljeno je iz urejevalnika besedila za kodo, predela za sporočila, konzole za 
besedilo, orodne vrstice z različnimi meniji in s primeri že napisanih programov. 
Vsebuje tudi serijski vmesnik (angl. Serial monitor), preko katerega se lahko 
spremlja, vnaša in spreminja določene parametre programa med samim delovanjem. 
Za določanje, branje in pisanje na vhodne ali izhodne priključke se 
najpogosteje v programski kodi uporabljajo ukazi, kot so npr.:  
- pinMode(), priključek se definira, ali gre za vhod ali izhod, 
- digitalWrite(), priključku se določi logična vrednost 1 ali 0,  
- digitalRead(), iz priključka se prebere logična vrednost 1 ali 0.  
 
Slika 3.10:  Urejevalnik besedila (levo) in serijski vmesnik (desno) v razvojnem okolju 
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Za pisanje in nalaganje programov na platformo WeMos preko razvojnega 
okolja Arduino je potrebno v razvojno okolje uvoziti in naložiti pakete knjižnic 
modula ESP8266. 
Prvi korak je, da se preveri, ali je razvojno okolje Arduino IDE verzije vsaj 
1.6.5 ali novejše. V nasprotnem primeru se poišče na spletni strani Arduina in naloži. 
Ko je naložena prava verzija, se v razvojnem okolju izbere zavihek Datoteka 
(angl. File) in možnost Nastavitve (angl. Preferences).  
Kakor je prikazano na sliki 3.11, se v polje Additional Boards Manager URL 
vpiše naslov: http://arduino.esp8266.com/stable/package_esp8266com_index.json in 
potrdi. 
 
Slika 3.11:  Polje za vnos naslova URL knjižnice ESP8266 
 
Nato se izbere zavihek Orodja (angl. Tools), možnost Plošča (angl. Board), in 
se nato izbere Boards manager. Odpre se novo okno, imenovano Boards manager, 
kjer se kakor na sliki 3.12 v iskalno polje vnese ''esp8266'', da program filtrira izbiro. 
Prikaže se paket esp8266, ki se ga izbere in naloži z gumbom Install. 
 
 
Slika 3.12:  Okno Boards manager 
 
Ko je paket esp8266 naložen, se v polju Board pojavijo nove platforme, med 
njimi je tudi WeMos D1, ki se jo izbere in tako omogoči programiranje in delovanje 
z njim preko razvojnega okolja Arduino IDE. 
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3.3.2  Uporabljene knjižnice in ukazi v programski kodi 
Ko so v razvojno okolje dodane potrebne knjižnice za platformo WeMos, sta 
za daljinsko krmiljenje s protokolom DMX potrebni še dve dodatni knjižnici. 
- Prva od teh je knjižnica ESPDMX.h, ki omogoča krmiljenje naprav preko 
DMX-vodila, povezanega na modul ESP8266 in posledično tudi na platformo 
WeMos [21]. 
- Druga se imenuje WebSocketsServer.h, ki se uporablja za komunikacijo 
platforme s spletnim vmesnikom ali s kakšno drugo zunanjo aplikacijo. WebSocket je 
protokol, ki omogoča polno dvosmerno komunikacijo skozi TCP-povezavo [22]. 
 
Poleg njiju je treba v programski kodi uporabiti še že dodane knjižnice, ki se 
nahajajo v paketu esp8266 [23]. Te knjižnice so: 
- ESP8266WiFi.h, ki je najbolj pomembna knjižnica za delo z Wi-Fi modulom 
ESP8266. Doda podporo ESP8266-čipu v Arduino okolju. Omogoča pisanje 
programov in uporabo Arduino funkcij in knjižnic ter poganjanje programa 
neposredno na ESP8266, brez potrebe po zunanjem mikrokrmilniku. S to knjižnico 
se tvorijo strežniki, klienti in pošilja/prejme UDP-pakete skozi povezavo Wi-Fi. IP-
naslov je lahko dodeljen statično ali preko DHCP. Knjižnica lahko upravlja sistem 
domenskih imen oz. DNS (angl. Domain Name System). 
- ESP8266WebServer.h, ki podpira uporabo zahtevkov GET in POST v 
protokolu HTTP, omogoča razčlenjevanje parametrov in obdeluje kliente drugega za 
drugim. Knjižnica se uporabi, da se ustvari lokalni strežnik v omrežju, prav tako pa 
omogoča, da se napišejo vsi parametri na strežniku v jeziku HTML v razvojnem 
okolju Arduino IDE. 
- ESP8266mDNS.h oz. sistem domenskih imen z večvrstnim oddajanjem (angl. 
Multicast Domain Name System) implementira večvrstno query podporo za 
ESP8266-čip, na katerem deluje Arduino program. V času raziskave je v njej 
implementirana samo podpora za razreševanje naslovnih poizvedb (angl. query). 
Pogoji, ki so potrebni za delovanje te knjižnice, sta knjižnica ESP8266WiFi in 
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Za daljinsko upravljanje DMX-krmilnika preko povezave Wi-Fi je potrebno 
nekaj pomembnih ukazov, ki omogočajo delovanje vseh komponent in komunikacij.  
Na začetku programa je treba deklarirati vse potrebne parametre in funkcije, ki 
se bodo uporabljale. V našem primeru so najbolj pomembni naslednji ukazi: 
 
// ime in geslo omrežja, na katero se povezujemo 
const char* ssid  = "Omrežje";   
const char* password = "geslo123";   
 
// deklaracija DMX-serijske povezave 
DMXESPSerial dmx;  
  
// deklaracija strežnika modula ESP8266 in povezave websocket 
ESP8266WebServer server = ESP8266WebServer(80);  
WebSocketsServer webSocket = WebSocketsServer(81); 
 
 
Najbolj pomembni ukazi so ukazi za vzpostavitev platforme WeMos z 
dostopno točko preko povezave Wi-Fi. Ukazi, ki to omogočajo, so naslednji: 
 
// Wi-Fi modul nastavljen v način klienta ('station') 
WiFi.mode(WIFI_STA);     
 
// vzpostavitev Wi-Fi povezave z omrežjem 
WiFi.begin(ssid, password);  
 
// zanka, ki preverja, ali je povezava vzpostavljena 
while(WiFi.waitForConnectResult() != WL_CONNECTED){   
      WiFi.begin(ssid, password); 
      Serial.println("WiFi connection failed, retrying."); 
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Ko je povezava z dostopno točko uspešna, se s pomočjo spodnjega ukaza na 
serijskem vmesniku izpiše lokalni IP-naslov platforme oz. strežnika modula 
ESP8266: 
 
//izpis IP-naslova ESP8266 strežnika  
Serial.println(WiFi.localIP());   
 
Ukazi, ki so potrebni za izvajanje strežnika modula ESP8266 s spletnim 
vmesnikom in WebSocket protokola za komunikacijo platforme z njim, so naslednji: 
 
// start strežnika modula ESP8266 in websocket povezave 
server.begin();   
webSocket.begin();    
 
// ukaz, ki čaka na podatke, da izvede funkcijo webSocketEvent 
webSocket.onEvent(webSocketEvent);   
 
Funkcija webSocketEvent() je funkcija, ki se nahaja v knjižnici 
WebSocketsServer.h in deluje tako, da interpretira prejete podatke in glede na njihov 
format izvede ustrezne ukaze. 
 
Za delo z ukazi za prenos DMX-podatkov se uporabljajo naslednji ukazi: 
 
// inicializacija povezave DMX z dolžino 512 
dmx.init(512);  
 
// na prvi (rdeči) naslov se zapiše vrednost rdeče diode 
dmx.write(address, red);   
// na drugi (zeleni) naslov zapiše se vrednost zelene diode 
dmx.write(address+1, green);  
// na tretji (modri) naslov zapiše se vrednost modre diode 
dmx.write(address+2, blue); 
 
// pošiljanje vseh vrednosti na DMX vodilo 
dmx.update();     
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Da se program, strežnik in povezave WebSocket, ki so napisani v funkciji 
setup(), izvajajo v neskončni zanki, sta potrebna spodnja ukaza, ki se izvajata v 
funkciji loop(): 
webSocket.loop();    
server.handleClient();   
 
 
3.3.3  Komunikacija preko Wi-Fi 
Naprava, ki je povezana na Wi-Fi omrežje, se imenuje ''station'' (STA). Ko je 
brezžična naprava v načinu Station, deluje kot klient v omrežju, ki se povezuje na 
dostopne točke. Povezavo Wi-Fi jim omogoča naprava, imenovana dostopna točka 
oz. angl. Access Point (AP). Dostopna točka je tista, ki je na drugi strani tudi 
povezana na internet. Dostopna točka, ki se jo po navadi uporablja, je del 
brezžičnega usmerjevalnika (angl. router) [24]. 
Modul ESP8266, ki se nahaja v platformi WeMos, je tisti, ki omogoča 
brezžično komunikacijo celotnega sistema preko povezave Wi-Fi. Deluje lahko v več 
različnih vlogah v Wi-Fi omrežju, odvisno od nastavitve v programski kodi. Lahko 
deluje v načinih Station, SoftAP (angl. Soft Access Point) ali SoftAP+Station. V 
načinu, ki se v tem primeru uporabi, je način Station. Način Station se uporabi, da se 
lahko platforma poveže na dostopno točko (ki se nahaja v brezžičnem 
usmerjevalniku) in preko njega komunicira z drugo napravo (računalnik, mobilni 
telefon), ki tudi deluje v načinu Station [24]. 
Da se modul ESP8266 poveže z dostopno točko, sta v programski kodi 
določena tudi SSID (angl. Service Set IDentifier) in geslo (angl. password). SSID je 
ime omrežja, na katero se bo ESP8266 povezal, password pa je geslo tega omrežja 
(če ima določeno).  
Ko se ESP8266 poveže v omrežje, se mu dodeli lokalni IP-naslov, ki se tudi 
izpiše na serijskem vmesniku v razvojnem okolju Arduino. Nato se ustvarijo še 
strežnik modula ESP8266, websocket povezava in uporabniški vmesnik.  
Komunikacija modula ESP8266 v brezžičnem Wi-Fi omrežju deluje na 
transportnem sloju preko protokola TCP/IP (angl. Transmission Control Protocol / 
Internet Protocol) za nadzor prenosa.  
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Preko lokalnega IP-naslova nato uporabnik s pomočjo brskalnika dostopa do 








4  Delovanje izdelanega sistema 
V tem poglavju je teoretično opisan potek delovanja izdelanega sistema in 
programske kode, ki mu sledita tudi prikaz in opis postopkov za delovanje na 
praktičnem primeru. 
4.1  Potek programske kode in delovanje celotnega sistema 
Programska koda za platformo WeMos je napisana v razvojnem okolju 
Arduino IDE v programskem jeziku C. V osnovi je vsak program sestavljen iz dveh 
glavnih funkcij: setup() in loop(). V funkciji setup() so ukazi, ki se izvedejo samo 
enkrat, medtem ko so v funkciji loop() ukazi, ki se izvajajo v neskončni zanki. Pred 
glavnima funkcijama so še vključitev vseh potrebnih knjižnic in deklaracije 
pomembnih elementov (strežnik modula ESP8266, websocket povezava, DMX-
povezava).  
V našem sistemu so vsi pomembni ukazi napisani v funkciji setup(). V njej se 
modul ESP8266 najprej poveže na določeno Wi-Fi omrežje. Ime omrežja, na katero 
se povezuje, je v programski kodi določeno s spremenljivko SSID (angl. Service Set 
Identifier) in z geslom. Z ukazom while() program nenehno preverja povezavo Wi-Fi 
in v primeru prekinitve počaka 500 ms ter nato skuša ponovno povezati.  
Potem se ustvari websocket povezava in z ukazom webSocket.onEvent() 
posluša ter čaka na prejete podatke, da nato izvede ustrezno funkcijo 
(webSocketEvent()).  
V HTML-jeziku sledijo napisani vmesnik, strežnik modula ESP8266 in celotna 
websocket povezava, ki omogoča neposredno komunikacijo in prenos podatkov med 
brskalnikom in strežnikom modula ESP8266.  
Sledi zagon strežnika modula ESP8266, ki mu sledita ukaza za dodanje 
mDNS-storitve za porta-TCP, ki sta uporabljena pri povezavi. Na koncu setup() 
funkcije je inicializirana tudi DMX-povezava. 
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V funkciji loop() sta v tem primeru napisana ukaz za izvajanje neskončne 
zanke pri websocket povezavi in ukaz, s katerim strežnik modula ESP8266 nenehno 
posluša in čaka na prejete podatke, da nato izvede ustrezno funkcijo. 
Celoten potek sistema deluje tako, da po deklaraciji vseh potrebnih parametrov 
najprej poveže platformo z določenim Wi-Fi omrežjem, zažene websocket povezavo 
in ustvari strežnik modula ESP8266, pošlje vrednosti parametrov iz vmesnika preko 
websocket povezave nazaj na modul ESP8266 preko dostopne točke, s pomočjo 
funkcije webSocketEvent() prebere in interpretira prejete podatke v DMX-format, jih 
pošlje na krmilna vezja, povezana na platformo WeMos, ki jih nato pošlje na 
ustrezne naslove diod RGB LED, da pravilno zasvetijo. Ti postopki se nato nenehno 
ponavljajo, dokler prihaja do sprememb vrednosti parametrov v vmesniku na 




Slika 4.1:  Diagram delovanja celotnega sistema 
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Poleg obeh glavnih funkcij se v programu uporabi še dodatna funkcija, 
imenovana webSocketEvent(), ki interpretira podatke, prejete od uporabnika preko 
vmesnika na strežniku, kot je prikazano na sliki 4.2. Websocket je pravzaprav 
tehnologija dvosmerne komunikacije za spletne aplikacije, ki deluje preko enega 
''socketa'' ter je napisana v vmesniku JavaScript in deluje na brskalnikih, ki podpirajo 
jezik HTML 5. Ko je websocket povezava vzpostavljena, se s pomočjo določenih 
ukazov pošilja in prejema podatke iz brskalnika [25]. 
Funkcija webSocketEvent() deluje tako, da najprej inicializira povezavo z 
websocket gostiteljem, nato pa posluša oz. čaka na prejete podatke, da preide v 
naslednjo fazo funkcije. 
Prejeti podatki se delijo na različne vrste: CONNECTED, DISCONNECTED, 
TEXT in BIN. CONNECTED podatki so podatki, ki jih funkcija prejme, ko se klient 
poveže preko websocket povezave na vmesnik, DISCONNECTED so podatki, ki jih 
funkcija prejme, ko se povezava med klientom in vmesnikom prekine, TEXT pa so 
podatki, ki jih funkcija prejme, ko so podatki poslani v obliki teksta [22]. Ko so 
podatki prejeti v tej obliki, jih nato ostali ukazi preverijo, ali se začnejo z znakom 
''#''. Ta znak pomeni začetek pravilnih podatkov za nadaljnjo obdelavo. Nato pretvori 
prejete podatke v parametre, kot so address, red, green in blue, ki so potrebni za 
delovanje DMX-sistema.  
Sledi preverjanje naslova (angl. address), na katerega se pošiljajo vrednosti 
parametrov. Če je naslov manjši od 1, ne naslovi nobene diode, če je vnesen naslov 
pravilen, se ga pretvori v RGB-naslove za diode ter zapiše in pošlje naprej na DMX-
povezavo s krmilnim vezjem, ki jih nato razpošlje na ustrezne kanale in vrednosti 
diod RGB LED. 
 
4.1  Potek programske kode in delovanje celotnega sistema 41 
 
 















4.2  Opis delovanja na primeru in končni rezultat 42 
 
4.2  Opis delovanja na primeru in končni rezultat 
Za primer daljinskega upravljanja krmilnika razsvetljave s protokolom DMX 
preko brezžičnega omrežja se odločimo obarvati prve štiri diode RGB LED v 
zaporedju: svetlo modra, temno vijolična, rumena in rdeča.   
Vrednosti RGB-kanalov za te barve so torej: 
- svetlo modra (0,255,255), 
- temno vijolična (102,0,102), 
- rumena (255,255,0), 
- rdeča (255,0,0). 
 
Da se ugotovi IP-naslov spletnega vmesnika na strežniku modula ESP8266, se 
z računalnikom, fizično preko USB-povezave, priključimo na platformo WeMos in v 
razvojnem okolju Arduino odpremo serijski vmesnik. 
Na serijskem vmesniku opazujemo izpis stanja povezave med modulom 
ESP8266 in dostopno točko.  
Ob uspešni povezavi platforme WeMos z dostopno točko se, kot je prikazano 
na sliki 4.3, na serijskem vmesniku izpišejo IP-naslov strežnika, kjer je dostop do 
spletnega vmesnika za upravljanje diod RGB LED, indikator prejete moči signala oz. 




Slika 4.3:  Izpis podatkov na serijskem vmesniku 
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Ko je povezava uspešna in lokalni IP-naslov strežnika znan, se z napravo, ki je 
brezžično povezana na dostopno točko, preko brskalnika povežemo na strežnik 
modula ESP8266, na katerem je spletni vmesnik. 
Kot je razvidno na sliki 4.4, je spletni vmesnik za upravljanje diod RGB LED 
sestavljen iz polj, kamor se vnese pozicijo diode LED, ki se jo upravlja, in iz polj za 
vnos vrednosti RGB-kanalov. Poleg polj za vnašanje RGB-kanalov so tudi drsniki, s 
katerimi je mogoče lažje izbrati vrednosti RGB-kanalov. 
Vsa polja se ob vsaki spremembi nenehno osvežujejo in posodabljajo vrednosti 
na diodah, zato so spremembe vidne takoj in upravljanje je mnogo hitrejše. 
 
 
Slika 4.4:  Spletni vmesnik v brskalniku 
Ker so bile na začetku izbrane barve prvih štirih diod svetlo modra, temno 
vijolična, rumena in rdeča, je potrebno vnesti v primerna polja njihove primerne 
vrednosti. 
Primer: da druga dioda sveti s temno vijolično barvo, je potrebno v polje za 
pozicijo diode napisati število 2, v polja R, G in B pa vrednosti R: 102, G: 0 in B: 
102, kot je prikazano na sliki 4.5. 
Na tak način se vnesejo še vse preostale potrebne pozicije diod in njihove 
vrednosti RGB-kanalov, da je na koncu dobljen želeni rezultat, ki ga prikazuje slika 
4.6. 
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Slika 4.5:  Primer vnosa parametrov za diodo temno vijolične barve na poziciji 2 
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4.3  Rezultati testiranja in optimizacija 
Prvotna različica sistema in programske kode, ki smo jo nameravali uporabiti, 
so imele kar nekaj pomanjkljivosti, ki jih je bilo treba optimizirati. 
Najbolj opazna je bila premajhna hitrost in odzivnost sistema. Ob testiranju 
prvotnega sistema je bila opažena slaba odzivnost glede na poslane ukaze. Hitrost 
prenosa podatkov in komunikacije platforme s serijskim vmesnikom je bila 
nastavljena na 19200 bit/s, ki smo jo zato povečali na 115200 bit/s, kar je šestkrat 
hitrejše od prvotne. Prav tako je bilo veliko različnih ukazov, ki so se morali izvesti 
za dosego cilja, in posledično veliko količino programske kode, kar je povzročalo 
dodatne težave z odzivnostjo. Za rešitev teh pomanjkljivosti smo uporabili drugačne 
knjižnice, ki omogočajo enako izvedbo, le z manj potrebnimi ukazi v programski 
kodi.  
 Druga večja pomanjkljivost je bila dostopnost sistema. V prvotni različici je 
bila komunikacija s sistemom možna samo preko fizične povezave. Računalnik je bil 
povezan preko USB-povezave na platformo in se krmilil preko serijskega vmesnika v 
razvojnem okolju. Na ta način sta bila omejena dostopnost in število naprav, ki so 
lahko krmilile sistem. Zato smo sistemu dodali možnost daljinskega vodenja z Wi-Fi 
podporo ter s tem tudi povečali doseg in omogočili sistemu, da ni več odvisen od 
fizične povezave z uporabnikom za delovanje.    
Ker je bilo krmiljenje sistema možno samo preko serijskega vmesnika, je bilo 
tudi nepraktično, prav tako so bili ukazi za uporabnika prezapleteni. Sprememba 
programske kode in implementacija daljinskega upravljanja sta to težavo odpravili. 
 Sistemu je nazadnje manjkala tudi zanesljivost, saj ob vnesenem napačnem 
ukazu ali prekinitvi povezave tega ni poiskal in javil nazaj uporabniku. Zanesljivost 
smo v sistemu izboljšali tako, da smo dodali programsko kodo, ki nenehno preverja 
brezžično povezavo s sistemom, in ko naleti na težavo, jo sporoči uporabniku in jo 
tudi sama skuša odpraviti. 
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5  Sklepne ugotovitve 
S pomočjo krmilnih protokolov za komunikacijo sistemov za razsvetljavo smo 
razširili možnosti upravljanja razsvetljave prizorišč. Vse večji razvoj različnih vrst 
mikrokrmilnikov nam omogoča, da tudi sami ustvarimo sistem, s katerim krmilimo 
poljubne komponente. V diplomskem delu prikazujemo sestavo komponent daljinsko 
vodenega krmilnika, ki krmili diode RGB LED preko protokola DMX. Razložena sta 
tudi delovanje vseh komponent sistema in komunikacija med njimi. Testiranje je bilo 
narejeno na prvotni različici sistema, ki se je s pomočjo rezultatov tudi dobro 
optimizirala.  
Med izdelovanjem sistema se je pojavilo nekaj manjših pomanjkljivosti. 
Največ jih je nastalo zaradi nepodprtosti nekaterih knjižnic programske kode, kar je 
povzročalo nezdružljivost strojne opreme. Potrebna je bila menjava določenih 
komponent ter temeljito iskanje novih primernih delov programske opreme. Ob 
testiranjih smo ugotovili še številne možnosti za bodoče nadgradnje v smeri varnosti 
pri krmiljenju sistema. Prav tako pa bi se z poenostavljenimi krmilnimi vezji lahko 
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// WiFi nastavitve 
const char* ssid     = "Omrezje"; 
const char* password = "geslogeslo12345"; 
 
DMXESPSerial dmx; 
ESP8266WebServer server = ESP8266WebServer(80); 
WebSocketsServer webSocket = WebSocketsServer(81); 
 
void webSocketEvent(uint8_t num, WStype_t type, uint8_t * payload, 
size_t lenght) { 
    switch(type) { 
        case WStype_DISCONNECTED: 
            Serial.println("Disconnected!"); 
            break; 
        case WStype_CONNECTED: 
            Serial.println("Client connected!"); 
            // send message to client 
            webSocket.sendTXT(num, "Connected"); 
            break; 
        case WStype_TEXT:  
            // # is the start for this data        
            if(payload[0] == '#') { 
                char * pEnd; 
 uint32_t address = strtol ((const char *)&payload[1],&pEnd,16);     
                 // pretvori string v long int 
            // strtol (const char* str, char** endptr, int base)    
            uint32_t red = strtol ((const char *) pEnd+1,&pEnd,16); 
           uint32_t green = strtol ((const char *) pEnd+1,&pEnd,16); 
            uint32_t blue = strtol ((const char *) pEnd+1,&pEnd,16); 
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                //zapis na DMX-povezavo 
 
                if (address > 0) 
                { 
                // pretvori kanale v RGB naslove diod 
                address = address*3 - 2;  
 
                dmx.write(address, red); 
                dmx.write(address+1, green); 
                dmx.write(address+2, blue); 
                dmx.update();           
                dmx.update(); //za brez delaya 
        
            } 
            break; 
    } 
} 
 
void setup() { 
    Serial.end(); 
    Serial.begin(115200); 
    Serial.println(); 
 
    // povezava WiFi  
    WiFi.hostname("rgbdmx"); 
    WiFi.mode(WIFI_STA);  // nacin STATION 
    WiFi.begin(ssid, password);   // ime in geslo 
     
    // preverjanje WiFi povezave 
    while(WiFi.waitForConnectResult() != WL_CONNECTED){ 
      WiFi.begin(ssid, password); 
      Serial.println("WiFi connection failed, retrying."); 
      delay(500); 
    } 
 
    // start webSocket  
    webSocket.begin(); 
    webSocket.onEvent(webSocketEvent); 
 
    if(MDNS.begin("rgbdmx")) { 
        Serial.println("MDNS responder started"); 
    } 
 
     //vmesnik v HTML 
    // handle index 
   server.on("/", []() { 
        // send index.html 
        server.send(200, "text/html", "<html><head><script>var 
connection = new WebSocket('ws://'+location.hostname+':81/', 
['arduino']);connection.onopen = function () { 
 connection.send('Connect ' + new Date()); }; connection.onerror = 
function (error) {    console.log('WebSocket Error ', error);}; 
connection.onmessage = function (e) {  console.log('Server: ', 
e.data);}; id_array= new Array(\"addr\",\"r\",\"g\",\"b\"); 
values=new Array(id_array.length);  function prepareVar(id,position) 
{  for (i = 0; i < id_array.length; i++) {   var a = 
parseInt(document.getElementById(id_array[i]).value).toString(16); 
  if(a.length < 2) { a = '0' + a; }   values[i]=a; } sendVars(); } 
   function sendVars() { var data = '#'+values; console.log('Data: ' 
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+ data); connection.send(data); }  </script></head><body>LED 
Control:<br/><br/> <form> Pozicija diode: <input id=\"addr\" 
type=\"number\" placeholder=\"1\" min=\"0\" max=\"512\" step=\"1\" 
onchange=\"prepareVar('addr',0);;\" /><br/> R: <input id=\"r\" 
type=\"range\" min=\"0\" max=\"255\" value=\"0\" step=\"1\" 
onchange=\"prepareVar('r',1);\" 
oninput=\"this.form.r_in.value=this.value\" /><input id=\"r_in\" 
type=\"number\" min=\"0\" max=\"255\" value=\"0\" step=\"1\" 
onchange=\"prepareVar('r',1);\" 
oninput=\"this.form.r.value=this.value\" /><br/> G: <input id=\"g\" 
type=\"range\" min=\"0\" max=\"255\" value=\"0\" step=\"1\" 
onchange=\"prepareVar('g',2);\" 
oninput=\"this.form.g_in.value=this.value\" /><input id=\"g_in\" 
type=\"number\" min=\"0\" max=\"255\" value=\"0\" step=\"1\" 
onchange=\"prepareVar('g',2);\" 
oninput=\"this.form.g.value=this.value\" /><br/> B: <input id=\"b\" 
type=\"range\" min=\"0\" max=\"255\" value=\"0\" step=\"1\" 
onchange=\"prepareVar('b',3);\" 
oninput=\"this.form.b_in.value=this.value\" /><input id=\"b_in\" 




    // dodan ukaz value=\"0\" da so vsi RGB na 0 
    });   
 
    server.begin(); 
    MDNS.addService("http", "tcp", 80); 
    MDNS.addService("ws", "tcp", 81); 
 
    dmx.init(512); // inicializacija DMX-povezave 
  
    Serial.print("IP address: "); 
    Serial.println(WiFi.localIP());   //IP-naslov ESP serverja 
    Serial.print("RSSI: "); 
    Serial.print(WiFi.RSSI());  // moč prejetega signala 




void loop() {   
    webSocket.loop(); 
    server.handleClient();    
} 
 
