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1. Introducció
1.1 Què és UPCdroid?
L'objectiu  d'aquest  projecte  ha  estat  la  creació  d'una  aplicació  mòbil  que permetès  a 
l'usuari  tindre  accés  a  diversos  recursos digitals  de  la  UPC.  S'enten  per  usuari  a  un 
estudiant, a un professor o qualsevol persona que visiti la universitat. Tots tindran al seu 
abast recursos tant diversos com noticies, directori de contactes, servei de mapes, accés 
a videos o bé llistat de seminaris. Tot això de forma centralitzada en una única aplicació.
L'aplicació UPCdroid es compatible amb qualsevol versió del sistema operatiu Android, tot 
i que les seves vistes són òptimes per a smartphones.
Les funcionalitats de l'aplicació són les següents:
Noticies oferirà a l'usuari una llista de fonts de noticies relacionades amb la UPC. Les 
fonts que formen part  de la llista estaran determinades per l'administrador d'UPCdroid 
mitjançant un XML disponible via internet. Quan s'accedeixi a una font, apareixerà la llista 
de les últimes noticies i es podran llegir, guardar-les per llegir-les posteriorment en offline 
o obrir el link de la noticia en el navegador per veure la pàgina original.
Videos és molt semblant a la funcionalitat Noticies. Tindrem una llista de canals de videos 
(la  llista  estarà  controlada també per  l'administrador  de UPCdroid),  els  quals,  un cop 
seleccionat el que volem explorar, ens mostrarà els últims videos afegits.
Quan seleccionem el que volem veure, ens apareixerà una vista amb tota la informació 
del video i podrem realitzar les següents accions: reproduïr el video, obrir en el navegador 
o afegir a preferits.
Seminaris ens permet consultar els seminaris que estan disponibles a la web de HiPEAC 
(European Network of Excellence on High Performance and Embedded Architecture and 
Compilation).  Si  seleccionem  un  dels  seminaris,  podrem  consultar  tant  la  informació 
bàsica com els documents adjunts (videos, pdf, docs...). A més podrem, com en altres 
funcionalitats, obrir la pàgina en el navegador o guardar el seminari a preferits, així com 
veure el video del seminari en streaming.
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Contactes recull tota la informació que hi ha al Directori de la UPC. A la vista principal 
tindrem una llista de les unitats universitàries per explorar els seus membres. A més, des 
d'aquesta vista, podem utilitzar el botó “cerca” característic de tots els dispositous Android 
per realitzar cerques dins tota la informació dels contactes. La cerca és realitzarà sobre el 
nom, la unitat, la direcció, el telefon o el correu. Un cop obrim el contacte, a part de veure 
tota la informació disponible, podrem realitzar les accions trucar, enviar un correu, afegir a 
preferits o afegir als contactes del mòbil.
Cal destacar que la informació del contactes és adaptada per un script que s'executa al 
servidor principal d'UPCdroid i que contrueix la informació per a que el dispositiu la pugui 
consultar eficientment. Aquest informació s'ha d'anar actualitzant periòdicament per poder 
tenir els detalls dels contactes al dia.
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Fig. 3: Informació 
d'un seminari
Fig. 2: Vista d'un 
video
Fig. 1: Menú 
principal
Mapes permet situar  diferents edificis  de la UPC en un mapa.  Els  edificis  es podran 
seleccionar d'una llista i un cop seleccionat, apareixerà el mapa amb el lloc senyalitzat. A 
més també es podrà seleccionar entre mapa senzill o mapa per satel·lit.
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Fig. 7: Vista del 
mapa
Fig. 4: Llista 
unitats
Fig. 6: Vista d'un 
contacte
Fig. 5: Cerca de 
contactes
Agents que hi intervenen
feeds.ac.upc.edu: és  el  servidor  central  d'UPCdroid  i  és  on  està  tota  la  informació 
relacionada amb les seves funcionalitats. Conté la llista de canals de notícies, videos i 
punts del mapa, url de la llista de seminaris i la informació dels contactes del directori de 
la UPC. Aquesta informació serà gestionada per l'administrador d'UPCdroid.
Canals de notícies: són les webs on accedirà l'aplicació per llegir-ne les noticies. La llista 
de webs la obté del servidor central.
Canals de videos: són les webs on accedirà l'aplicació per llegir-ne els vídeos. La llista 
de webs la obté del servidor central.
Seminaris HiPEAC: Web amb els seminaris de HiPEAC. La url de la web la descarrega 
del servidor central.
Google Maps: Android descarrega els mapes a través de la API de Google Maps. Els 
punts a dibuixar els obté del servidor central.
directori.upc.edu: és el directori de la UPC i conté tota la informació dels contactes que 
formen part de la universitat. L'aplicació no accedeix directament al directori, si no que el 




A cada  any  que  passa,  apareixen  nous  dispositius  mòbils  i  cada  un  d'ells  millors 
tecnològicament. Aquests, anomenats “smartphones”, cada cop tenen una presencia més 
important  a  la  població.  Per  altra  banda,  la  innovació  en  la  distribució  d'aplicacions  i 
l'interés despertat en els desenvolupadors, ha fet que aquests dispositius tinguin cada dia 
més valor dins la societat.
Altres universitats ja han reconegut la necessitat de tenir presència dins aquest nou món i 
han desenvolupat aplicacions que centralitzen els seus recursos digitals, els quals posen 
a  disposició  del  usuaris.  Algunes  universitats  internacionals  són  Stanford,  Illinois  o 
University of Texas, i algunes nacionals són la Universitat de Navarra, la Universitat de 
Jaén, la Universitat Internacional de Catalunya o la propia UPC (amb el projecte iUPC).
En  el  mercat  dels  smartphones,  existeixen  dos  sistemes  operatius  majoritaris,  iOS 
(sistema  operatiu  d'Apple)  i  Android  (sistema  operatiu  originari  de  Google).  iUPC  és 
l'aposta de la nostra universitat per iOS, per tant vam creure necessària una aposta per 
Android que aportés, com a mínim, el mateix que aporta iUPC a iOS, i d'aquí va néixer 
UPCdroid.
1.3 Motivació
Una  de  les  raons  per  realitzar  aquest  projecte  ha  estat  l'exploració  del  nou  sistema 
Android i determinar les seves possibilitats com a plataforma de desenvolupament per a 
aplicacions mòbils. L'altra gran raó ha estat fer un projecte útil i palpable per la majoria 
d'estudiants i professors de la UPC.
1.4 Objectius
Els  objectius  del  projecte  han  estat:  obtindre  experiencia  en  un  projecte  real  de 
programació, aprendre el llenguatge de programació més utilitzat al mercat laboral, Java, 
fer un estudi de la plataforma Android i entendre els seus components, i el més important, 
millorar la usabilitat dels recursos digitals de la UPC i centrilitzar-los en una sola aplicació.
1.5 Organització del document
Aquest document té tres objectius principals: el primer és explicar totes les interioritats de 
l'aplicació perque qualsevol persona que vulgui reprendre el projecte, pugui fer-ho sense 
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complicacions: implementació de les diverses parts, formats de les fonts de noticies o 
fitxers remots que l'aplicació necessita per funcionar, com a exemple.
El segon objectiu és ser una referència per a aquelles persones que es vulguin iniciar en 
el  món  de  la  programació  en  Android.  S'explicaran  la  majoria  de  components  que 
intervenen en una aplicació i com interactuen entre ells. A més s'explicaran molts detalls 
que només s'aprenen a base d'experiència i que poden fer perdre molt de temps als nou 
vinguts.  Amb  aquest  document,  i  juntament  amb  la  documentació  oficial  d'Android, 
qualsevol persona serà capaç de programar una aplicació mòbil per el sistema de Google.
Per últim, també preten ser una guia visual de l'aplicació i les seves funcionalitats. Una 
guia d'ús per a l'usuari novell.
Amb tot això, l'estructura del document queda de la següent manera:
1. Guia d'ús de les funcionalitats d'UPCdroid:  Aquest capítol és tant una descripció 
com una guia de cada una de les funcionalitats d'UPCdroid. S'explicaran tots els detalls 
rellevant per a l'utilització de l'aplicació.
2.  Aspectes  tècnics  del  sistema  operatiu  Android: Aquí  es  farà  un  resum  de  la 
documentació  oficial  d'Android  posant  més  ènfasi  en  aquells  apartats  que  tenen 
importància dins el projecte. En cap cas preten ser un substitut de la documentació oficial.
Especialment útil tant per la gent que sent curiositat pel sistema com per la gent que es 
vol iniciar en la programació en Android. També pot ser necesari si es vol entendre la 
implementació de l'aplicació.
3.  Implementació  de  les  diferents  parts  d'UPCdroid: Per  últim  s'explicarà 
l'implementació de l'acplicació. S'explicarà el disseny visual, el disseny lògic i les dades de 
les que s'alimenta. Es farà un repàs per les classes més importants, per els fitxers locals i 
remots que utilitza, i per les “activities” més rellevants.
Els últims capítols expliquen com s'ha gestionat el projecte.
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2. Guia D'ús De Les Funcionalitats 
D'UPCdroid
2.1. Noticies
La funció Noticies ens dóna la possibilitat de:
• Llegir les últimes noticies dels diferents departaments i organitzacions de la UPC.
• Guardar  noticies  com a  preferides  per  poder  llegir-les  sense estar  connectat  a 
internet.
• Obrir la notícia en el navegador per veure-la en el medi original.
Analitzem una per una les pantalles que podem trobar:
2.1.1. Canals de notícies
La  primera  pantalla  que  veurem  és  la  del  llistat  de  canals  de  notícies  que  podem 
consultar. Només hem de clicar-ne un i s'obrirà el llistat de les noticies.
Si apretem el botó “menú” del dispositiu, ens apareixerà un menú on podrem seleccionar 
l'opciò preferits. Aquesta opció en portarà a la llista de les noticies que hem anat guardant.
2.1.2. Llista de noticies
Un cop seleccionem el canal que volem consultar, ens apareixeran les noticies que hi ha 
disponibles. Podrem veure el títol i la data de publicació.
Des d'aquesta pantalla també podem accedir als preferits apretant el botó menú.
2.1.3. Llista de preferits
La pantalla de preferits és exactament igual que la llista de notítices d'un canal, amb la 
única diferència que podrem accedir-hi sense estar connectats a internet.
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2.1.4. Pantalla d'una noticia
Quan seleccionem una notícia, ens apareixerà tota la informació: el títol, l'autor que l'ha 
publicat,  la  data  i  el  contingut  en  format  html.  A més,  podem realitzar  dues  accions: 
afegir/eliminar la noticia a preferits o bé obrir-la en un navegador.
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Fig. 8: Llista de 
notícies
Fig. 9: Llista de 
notícies preferides
Fig. 10: Vista d'una 
notícia
Si la noticia no està a preferits, veurem el següent botó “Add to favorites”. En canvi, si la 
noticia està afegida a preferits, veurem el botó “Delete from favorites".
A més, tenim la opció d'obrir la noticia al navegador amb el botó “Open in Browser”
La pantalla d'una noticia, independentment si accedim des de la llista que ens ofereix el 
canal o la llista de preferits, és exàctament la mateixa. Les dues úniques diferències que 
trobarem si accedim des de la llista de preferits són que, podem accedir-hi offline i que el 
botó que veurem serà el de “Eliminar de favoritos” en lloc de “Añadir a favoritos”.
2.2. Videos
La funció Videos ens dóna la possibilitat de:
• Veure els últims vídeos de les diferents fonts de videos que té disponibles la UPC.
• Guardar  els  videos com a  preferits  per  poder  accedir-hi  directament.  Tot  i  que 
podrem llegir la informació relacionada amb el video mentre no tenim connexió a la 
xarxa,  el  video no es guardarà al  dispositiu.  Per tant  necessitarem internet  per 
visualitzar-lo.
• Obrir els videos en el navegador.
Està basada en gran part en la funcionalitat de Noticies. Per tant farem un repàs per les 
característiques més destacables.:
2.2.1. Canals de videos
La primera pantalla que veurem és la del llistat de canals de videos que podem consultar. 
De la mateixa manera que amb les Noticies, podem accedir als videos preferits apretant el 
botó “menú”.
2.2.2. Llista de videos
Un cop seleccionem el canal que volem consultar, ens apareixeran els videos que hi ha 
disponibles.
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2.2.3. Llista de preferits
La pantalla  de  preferits  és  exactament  igual  que la  de Notícies.  Podrem consultar  la 
informació del video sense tindre que estar connectats a la xarxa. El vídeo en si, però, 
només estarà disponible accedint a internet.
2.2.4. Pantalla d'un video
Quan seleccionem un video, ens apareixerà tota la informació d'aquest video, com el títol, 
l'autor o la descripció. A més, podem realitzar tres accions:
• Veure el video
• Afegir/eliminar-lo de preferits
• Obrir-lo en un navegador.
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Fig. 11: Llista de 
canals de vídeos
Fig. 12: Llista de 
vídeos
2.3. Seminaris
Seminaris  també és similar  a Noticies,  però en aquest  cas només tenim un canal  de 
seminaris, que és HiPEAC (http://hipeac.ac.upc.edu/seminars/).
Dins aquesta funcionalitat, tenim les següents possibilitats:
• Consultar els últims seminaris que s'han celebrat.
• Consultar la informació relacionada amb el seminari.
• Descarregar els arxius adjunts del seminari, com poden ser documents en PDF, 
presentacions, etc.
• Veure el video del seminari.
• Guardar-los a preferits.
És, també, molt semblant a Noticies i Videos.
2.3.1. Llista de seminaris
Només accedir a Seminaris, en sapareixerà una llista amb els últims seminaris publicats a 
la web. Per consultar-ne qualsevol d'ells, hi fem clic.
A més,  des d'aquesta pantalla,  podem accedir  a  la  llista de preferits  apretant  el  botó 
Menú, igual que a Notícies o Videos.
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Fig. 13: Vista d'un 
vídeo
2.3.2. Pantalla amb la informació del seminari








Els arxius adjunts apareixeran en forma de llista i tenim l'opció d'obrir el que ens interessi. 
Només hi hem de fer clic.
A més, si el seminari té algun video per streaming, tindrem l'opció de reproduir-lo.
Per últim també podrem afegir-lo a preferits o obrir-lo en el navegador.
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Fig. 14: Llista de 
seminaris
Fig. 15: Vista de 
seminaris
2.4. Contactes
La  funcionalitat  Contactes  ens  permet  tindré  accés  a  tot  el  Directori  de  la  UPC 
(http://directori.upc.edu) des del mòbil. La llista de característiques és:
• Consultar la informació dels contactes presents al Directori de la UPC.
• Cerca de contactes per paraula clau o per exploració de les unitats.
• Afegir un contacte a l'agenda del dispositiu.
• Afegir un contacte a preferits dins l'aplicació.
• Trucar o enviar un correu electrònic al contacte.
• Actualitzar la llista de contactes del dispositiu amb la última versió  d'internet. Un 
cop  descarregada,  es  poden  consultar  els  contactes  sense  necessitat  de 
connectar-se a la xarxa.
2.4.1. Llista d'unitats
A la  pantalla  principal  tindrem una  llista  de  les  unitats  per  les  quals  s'organitzen  els 
contactes.  Per  exemple  “Arquitectura  de  Computadors”  o  “Facultat  d'Informàtica  de 
Barcelona”.
Si cliquem una d'elles, veurem tots els contactes que s'hi agrupen.
El primer cop que utilitzem aquesta funcionalitat necessitarem descarregar el fitxer que 
conté tota la informació dels contactes. Veurem una pantalla així:
Només caldrà accedir al menú com em fet anteriorment i apretar l'opció “Actualizar”.
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2.4.2. Llista de contactes
Un cop  escollim  la  unitat  que  volem consultar,  ens  apareixerà  la  llista  de  contactes. 
Només cal seleccionar el que volguem consultar.
2.4.3. Cerca de contactes
A part d'explorar les unitats per trobar els contactes que en formen part, també podem fer 
cerques a tot el directori. Per fer-ho, apretem el botó “cerca” del dispositiu (no hi és a tots) 
o  bé  seleccionem  l'opció  al  menú.  Les  cerques  estaran  disponibles  des  de  la  llista 
d'unitats.
Podem cercar qualsevol troç de text o bé combinar-ne més d'un. La cerca es realitzarà 
sobre tota la informació del contacte: el nom, el correu, el telèfon, etc.
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2.4.4. Consultar un contacte
Quan escollim el contacte que volem consultar, ens apareixerà una pantalla on veurem el 
nom, la unitat a la que pertany, l'adreça del despatx, el seu número de telèfon i el seu 
correu.
A més, també tenim la opció de:
• Iniciar una trucada.
• Enviar un correu electrònic.
• Afegir-lo a l'agenda del nostre mòbil.
• Afegir-lo a la llista de favorits.
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Fig. 18: Cerca de 
contactes
Fig. 19: Menu de 
contactes
2.4.5. Actualitzar la informació dels contactes
Per tenir un directori actualitzat, tenim que descarregar el fitxer  de contactes. Per fer-ho, 
només hem de seleccionar la opció actualitzar, del menú, i començarà l'actualització. En 
cas de que ja estigui en la última versió, ens apareixerà un missatge que ens informarà.
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Fig. 20: Vista d'un 
contacte
Fig. 21: Trucar un 
contacte
Fig. 22: Contacte 
afegit a Android
Fig. 23: Última 
versió
2.5. Mapes
Gràcies a aquesta funcionalitat, podem ubicar els edificis de la UPC en un mapa. Podem 
escollir un edifici d'una llista i ens apareixerà una marca al punt exacte on està l'edifici.
A més, des de el menú, podrem escollir si volem la vista de mapa o bé de satèl·lit.
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Fig. 24: Punt 
senyalat en el 
mapa
Fig. 25: Menú del  
mapa
3. Aspectes Tècnics Del Sistema 
Operatiu Android
3.1. Introducció
Android és un sistema operatiu dissenyat expressament per correr en dispositus mòbils. 
Es per això que les seves característiques difereixen força de qualsevol  altre sistema 
operatiu.  A  continuació  es  llisten  les  característiques  més  importants,  i  en  apartats 
posteriors ens endinsarem a fons en algun d'ells.
• Framework  d'aplicació: Permet  la  reutilització  de  components  per  diverses 
aplicacions.
• Màquina  virtual  Dalvik: Máquina  virtual  de  Java  optimitzada  per  dispositius 
mòbils.
• Navegador web integrat: Basat en el motor de codi lliure WebKit
• Gràfics: optimitzats  gràcies  a  una  llibreria  basada  en  OpenGL  ES  1.0,  amb 
acceleració per hardware opcional.
• SQLite: per enmagatzemar dades estructurades.
• Suport  audiovisual: suporta  la  majoria  de  formats  de  video,  audio  o  imatges 
(MPEG4, H.264, MP3, AAC, AMR, JPG, PNG, GIF)
I característiques que depenen del hardware:
• Telefonia GSM.
• Bluetooth, EDGE, 3G, i WiFi.
• Càmara, GPS, compàs i accelerometre.
3.2. Arquitectura
Per il·lustrar  gràficament  els  components de l'arquitectura d'Android,  tenim el  següent 
gràfic:
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Explorem cadascuna de les capes:
3.2.1. Linux Kernel
És  la  capa  més  baixa  del  sistema.  S'encarrega  de  gestionar  el  hardware,  les 
comunicacions de xarxa, la gestió de processos, la gestió de la memòria i la seguretat. Tot 
i estar basat en Linux, Google a fet les seves modificacions i per això és complicat portar 
aplicacions existents de GNU/Linux a Android.
3.2.2. Android Runtime
Android inclou només algunes de les llibreries Java. Llibreries com java.beans, java.rmi o 
els subpaquets de org.w3c.dom no estan inclosos.
Es pot consultar el llistat de llibreries incloses a la documentació oficial de Android.
3.2.3. Llibreríes
Android inclou una sèrie de llibreries en C/C++ utilitzades per diversos components del 
sistema. Aquestes llibreries estan disponibles per  a que qualsevol desenvolupador les 
utilitzi a les seves aplicacions.
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Algunes són:
• System C Library: és una implementació derivada de BSD de libc, optimitzada per 
funcionar en dispositius mòbils basats en Linux.
• Media Libraries: basades en PacketVideo's OpenCORE. Les llibreries permeten la 
reproducció i la grabació de la majoria de formats populars d'audio i video, així com 
visualització d'imatges, com per exemple MPEG4, H.264, MP3, AAC, AMR, JPG, i 
PNG.
• Surface Manager: Gestiona el sistema de visualització.
• LibWebCore: Llibreria  de  WebKit  que  utilitzen  tant  el  navegaor  Android  i  les 
WebViews.
• SGL: Motor de gràfics 2D.
• 3D libraries: implementació basada en les APIs de OpenGL ES 1.0. Les llibreries 
utilitzen tant acceleració 3D per hardware (quan està disponible) com per software.
• FreeType: renderitzat de fonts.
• SQLite: potent i lleuger motor de base de dades relacional disponible per a totes 
les aplicacions.
3.2.4. Application Framework
Oferint una plataforma oberta de desenvolupament, Android permet utilitzar lliurement, per 
exemple, el hardware del dispositiu, obtenir informació de localització geogràfica, correr 
serveis en segon pla o interactuar amb altres aplicacions.
Tant les aplicacions del nucli del sistema com les de tercers, utilitzen la mateixa API, no es 
fan diferències en aquest sentit. A més, l'arquitectura de les aplicacions està dissenyada 
de manera que una aplicació pugui oferir funcionalitats perque siguin utilitzades per altres 
aplicacions.  De  la  mateixa  manera,  permet  que  l'usuari  substitueixi  components  del 
sistema per altres.
Hi ha una sèries de serveis o sistemes que són comuns. En altres apartats s'explicaran 
més a fons:
• Un conjunt de  vistes que permeten crear intefícies visuals riques per a l'usuari: 
llistes, taules, caixes de text, botons o, fins i tot, “vistes de navegador” (per carregar 
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contingut web).
• Content Providers: permeten intercanvi d'informació entre aplicacions.
• Resource Manager: petmet l'accés a recursos de l'aplicació que no siguin codi.
• Notification Manager: permet a totes les aplicacions motrar notificacions a la barra 
d'estat.
• Activity Manager: gestiona el cicle de vida de les aplicacions.
3.2.5. Applications
Android ve amb una serie de aplicacions per defecte, com per exemple un client d'email, 
un de SMS, calendari, mapes, navegador i altres, totes escrites en Java.
3.3. Fonaments d'una aplicació
Una  aplicació  en  Android  té  moltes  diferencies  conceptuals  respecte  a  una  aplicació 
convencional d'escriptori. Aquest apartat és vital per entendre l'implementació d'UPCdroid.
3.3.1 Fonaments
Les aplicacions s'escriuen en Java i són empaquetades en fitxers d'extensió .apk. Aquest 
fitxer és el  que es distribueix i  instal·la  l'aplicació als  mòbils.  Tot el  codi  d'un .apk es 
considera una sola aplicació.
En certa manera, cada aplicació viu aïllada de la resta:
• Cada aplicació corre en el seu propi procés: s'arranca quan és necessària i s'atura 
quan ja no és necessaria. Cal destacar que no s'atura quan retornem a la pantalla 
d'inici d'Android, si no que el sistema mata el procés quan necessita els recursos 
que està utilitzant. Per tant, nosaltres mai sortim realment de l'aplicació, només la 
posem en repòs.
• Cada aplicació corre a la seva màquina virtual, per tant el codi corre aïllat del codi 
d'altres apps.
• Per defecte, cada procés té el seu propi Linux ID, i els permisos estan setejats de 
tal  manera que només la propia aplicació té accés als seus recursos. De totes 
maneres, hi ha la possibilitat d'exportar a altres aplicacions.
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3.3.2. Components
A diferencia d'altres aplicacions Java, les d'Android no tenen un punt d'inici central tal com 
main(). És possible inicialitzar qualsevol part de l'aplicació sense necessitat d'iniciar tot el 
conjunt. Això permet la reutilització de components de la propia aplicació per altres, de la 
mateixa manera que la nostra pot utilitzar components d'altres sense necessitat d'incloure 
el codi o enllaçar-lo.
Activities
Una definició d'Activitat podria ser “una interficie d'usuari per un objectiu concret i tancat”. 
Cada Activitat consisteix en diferents vistes per aconseguir una funcionalitat concreta, i 
cada aplicació consisteix en una sèrie d'Activitats que s'enllacen entre elles.
 Per poder entendre el concepte, podem el símil d'un site web:
• Tens una pàgina d'inici on tens un títol, un text i algun botó. Té la finalitat concreta i 
tancada de presentar el site web i enllaçar amb les altres pàgines.
• Des de la primera accedeixes a una segona on tens una llista de fotos amb la 
possibilitat de fer-hi clic.
• Si fas clic en una de les entrades de la llista, obres una nova pàgina on veus la foto 
ampliada junt amb una certa descripció i un botó per comparir-ho.
Una  aplicació  pot  consistir  en  una  sola  Activitat  o  moltes.  Normalment  una  de  les 
Activitiats es marca com a inicial, de tal manera que quan s'inicia l'aplicació, auquesta és 
la primera en apareixer. Enllaçar amb altres activitats s'aconsegueix quan l'Activitat actual 
arranca la nova. Cada Activitat acostuma a mostrar una finestra per defecte. Aquesta pot 
omplir la pantalla sencera o bé només una part i que quedi flotant per sobre una altra.
El contingut visual de l'activitat es defineix amb una jerarquia de Vistes, que són objectes 
derivats de la classe base View. Cada Vista controla una petita part de la pantalla. Les 
Vistes  pare  organitzen  a  les  Vistes  fill,  mentre  que  aquestes  últimes  responen  a  les 
accions de l'usuari dins la seva àrea d'influència.
Serveis
Un Servei no té part visual, però a diferència d'una activitat, aquest pot correr en segon 
pla durant un període indefinit  de temps. Per exemple pot estar descarregant quelcom 
mentre  l'usuari envia un SMS.
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És possible connectar-se a un Servei que ja estigui corrent o bé iniciar-ne un. Mentre 
estàs connectat, pots comunicar-te amb el Servei mitjançant una interficie que el propi 
Servei exposa. Un reproductor de música exposaria el “play”, “pause”, etc.
Com les Activitats o altres components, els Serveis corren al thread principal de l'aplicació. 
Per tant, si volem que no bloqueji el fluxe normal de l'aplicació, cal crear un altre thread on 
corri el Servei.
Broadcast receivers
Els Broadcast receivers (BR a partir d'ara) simplement reben transmissions d'informació i 
reaccionen a elles. Aquestes transmissions es poden originar dins el propi sistema (canvi 
de zona horaria, baixa bateria o canvi d'idioma) o bé es poden iniciar des de una aplicació 
(per avisar de que una descarrega ha finalitzat i que ja està disponible a la resta).
Cada aplicació pot tenir tants BR com necessiti per respondre al nombre de transmissions 
que cregui importants.
Tot i que els BR no tenen interfície d'usuari, si que poden obrir una activitat en resposta a 
una informació rebuda o bé llençar una alerta.
Content Providers
Un Content Provider (CP) permet a una aplicació, posar a disposició d'altres aplicacions 
certes dades que tingui enmagatzemades. Les dades poden estar en el sistema de fitxers, 
en una base de dades SQLite o en altres formats.
El CP implementa una sèrie de mètodes que permeten obtenir o guardar dades. Per cridar 
aquests  mètodes  s'utilitzen  els  Content  Resolvers  (CR).  Un  CR  pot  interactuar  amb 
qualsevol CP.
3.3.3. Activar components: intents
Excepte els Content Providers, que són activats per els Content Resolvers, la resta de 
components s'activen mitjançant missatges asíncrones anomenats Intents. Un intent és 
un objecte Intent que conté l'acció a realitzar i l'URI de les dades que utilitzarà. Llavors el 
sistema s'encarrega de determinar quin és el component que pot realitzar aquella acció 
amb aquelles dades.
Per altra banda també podem especificar directament la classe del component que volem 
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utilitzar, i li podem passar les dades dins el propi intent.
Per iniciar una nova activitat podem utilitzar els següent mètodes:
• Context.startActivity():  iniciem  una  activitat  sense  importar-nos  el  resultat. 
Simplement li passem l'intent amb les dades necessàries i ens en oblidem.
• Activity.startActivityForResult(): iniciem  una  activitat  de  la  qual  esperem  un 
resultat. Amb aquest mètode, a més de passar-li un intent, li passem un codi per 
identificar posteriorment el resultat.
Per gestionar l'intent que ha cridat a l'activitat actual, utilitzem el mètode getIntent(), i per 
rebre  el  resultat  d'una  activitat,  hem  d'implementar  el  mètode  onActivityResult()  dins 
l'activitat que ha cridat a startActivityForResult().
3.3.4. AndroidManifest.xml
Abans  que  Android  pugui  iniciar  un  component,  necessita  saber  que  existeix.  Això 
s'aconsegueix declarant-los a AndroidManifest.xml, un fitxer que va empaquetat dins el 
.apk de l'aplicació.
AndroidManifest.xml  és un fitxer  estructurat  en XML únic  a cada aplicació.  En ell  s'hi 
declaren els  components de l'aplicació,  es descriuen les  llibreries  que  necessiten ser 
linkades i s'especifiquen quins permisos necessita per funcionar. Un exemple seria:
<?xml version="1.0" encoding="utf-8"?>
<manifest . . . >









3.3.5. Activities and Tasks
Com hem comentat, una activitat pot iniciar-ne una altra. Suposem que tenim una activitat 
A i volem iniciar l'activitat B. Crearem un intent amb la informació necessària i cridarem a 
startActivity() amb l'intent creat. Posteriorment, quant volguem tornar endarrera, apretarem 
el  botó BACK (característic  dels  dispositius  mòbils)  i  tornarem a  l'activitat  A.  Aquesta 
activitat pot estar definida en una altra aplicació, però de cara a l'usuari semblarà com si 
aquesta formés part de la propia aplicació.
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Per aconseguir aquesta funcionalitat, existeix el concepte de Task. Una task és un conjunt 
d'activitats relacionades entre elles, ordenades en una pila. L'activitat que hi ha a sota de 
tot, és la que crea la tasca i normalment es llença des del menú d'aplicacions. L'activitat 
que hi ha a sobre de tot de la task és la que veu l'usuari i amb la que interactua.
Quan des de una activitat  iniciem una altra,  aquesta es posa a dalt  de tot  de la pila, 
mentre que quan apretem el boto BACK, eliminem la que està a dalt de tot de la pila.
Si la task té més d'una instància de l'activitat A, les dues es tracten com si fossin diferents, 
per tant podem tenir dues instancies d'A a la mateixa task.
Totes les activitats d'una task es mouen juntes com una entitat. Imaginem que tenim una 
task 1 amb A, B, C, D activitats.  Apretem el boto HOME i iniciem una nova aplicació. 
S'iniciarà una task 2 amb l'activitat E. Si ara recuperem la task 1 (mantenir apretat HOME i 
seleccionant la task), ens apareixerà l'activitat D en pantallà, però si apretem BACK, no 
tornarem a l'activitat E (la que estava en pantalla abans de D), si no a C. Això és perquè 
no formen part de la mateixa task.
El  comportament  de  les  tasks  i  com s'associen  les  activities  està  molt  explicat  a  la 
documentació  oficial.  S'aconsegueix  afegint  flags  a  l'intent  o  modificant  la  definició 
d'AndroidManifest.xml.
En  el  codi  d'UPCdroid  s'utilitza  el  flag  FLAG_ACTIVITY_CLEAR_TOP  (sobretot  a  la 
funcionalitat de mapes): bàsicament busca una instància de la mateixa activitat i  borra 
totes les que hi ha per sobre. A continuació la substitueix per ella mateixa.
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Fig. 1: Agrupació 
d'activitats
Quan revisem la implementació s'explicarà amb més detall.
3.3.6. Activity lifecycle
Analitzarem només el cicle de vida d'una activitat ja que és l'únic component que s'utilitza 
a UPCdroid.
Una activitat té, essencialment, 3 estats:
• Està activa quan està visible en la pantalla (a la part superior de la pila de la task 
actual). Aquesta és l'activitat que té el focus de l'usuari.
• Està pausada si es perd el focus però encara està visible. Per exemple quan salta 
un  popup,  que  no  ocupa  tota  la  pantalla.  En  aquests  casos,  l'activitat  segueix 
completament viva: conserva l'estat i la informació introduïda. No obstant, pot ser 
“matada” per el sistema si li falta memòria en algun punt.
• Està aturada quan deixa d'estar visible per l'usuari. Per exemple quan es crida una 
altra activitat.  Tot  i  això conserva l'estat  i  la  informació introduïda,  però té  més 
possibilitats de ser eliminada si falten recursos.
El sistema pot eliminar les activitats demanant que s'aturin (cridant el mètode finish()) o 
simplement matant-les. Cal destacar, que tot i eliminar-les, si anem fent BACK a la task i 
arribem  a  una  activitat  finalitzada,  aquesta  es  reiniciarà  0  (s'haurà  perdut  l'estat  i 
l'informació introduïda). Per tant, el programador s'ha de preocupar de restaurar l'estat 
cada cop que es reactivi l'activitat.
Les  transicions  entre  estats  es  notifiquen  a  l'activitat  cridant  els  mètodes onCreate(), 
onStart(), onRestart(), onResume(), onPause(), onStop() i onDestroy(). Aquests es poden 
sobreescriure per programar accions en cas de que l'activitat canvii d'estat. Implementar 
onCreate() és obligat per a totes i onPause() es pot utilitzar, per exemple, per guardar la 
informació en fitxer o base de dades.
Per  entendre  els  cicles  d'una activitat  i  les  seves transicions  només cal  mirar  aquest 
diagrama:
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La part visual de les activitats es defineixen amb una jerarquia de nodes que representen 
vistes i grups de vistes (ViewGroup), tal com es representa en el següent diagrama:
Per  tal  d'associar  una  jerarquia  de  vistes  a  una  activitat,  cal  cridar  al  mètode 
serContentView()  (dins  Activity.onCreate())  i  passar-li  com  a  paràmetre  el  node  arrel. 
Aquest node arrel, juntament amb la resta, estan definits en un fitxer .xml.





















Fig. 3: Jerarquia de vistes i grups de vistes.
En aquest exemple, LinearLayout és un ViewGroup que conté dos TextView (dues vistes). 
També podríem haver  posar  un altre LinearLayout  dins el  primer,  i  que aquest  segon 
contingués altres nodes. Podem anar del layout més simple al més complex.
Existeixen una gran varietat de vistes i  grups de vistes, cada un d'ells amb una sèrie 
d'atributs per personalitzar-los.  Només cal consultar la documentació per obtindre'n un 
llistat.
Cada element de l'XML té la seva classe en Java. En aquest cas existeixen les classes 
LinearLayout i TextView. Aquestes ens serviran per manipular les vistes dins el codi i, per 
exemple, variar els seus atributs.
Veiem un exemple de codi Java manipulant vistes:
@Override
protected void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.layout1);
TextView tv = (TextView) findViewById(R.id.text1);
tv.setText(“UPCdroid!”);
tv = (TextView) findViewById(R.id.text2);
tv.setText(“UPCdroid2!”);
}
Podem  veure  com  creem  objectes  que  fan  referència  a  les  vistes  del  layout,  i  a 
continuació podem modificar els seus atributs.  En aquest  cas, modifiquem el  text  que 
mostra.
De la mateixa manera que creem objectes basats en un layout,  podem crear objectes 
independents  i  afegir-los  a  un  ViewGroup directament  des  de  el  codi  Java.  De totes 
maneres, no es recomana aquesta metodologia. Si tenum les definicions del layout en un 
fitxer .xml, les modificacions que fem a la UI no afectaran al codi font. Això és molt útil per 
exemple quan tenim diferents orientacions de la pantalla, diferents mides, etc.
Per identificar els objectes vista, s'utilitzen els ID. L'id identifica a una vista concreta dins 
la jerarquia. Quan l'aplicació es compila, aquest id es referencia amb un enter, però en la 
definició del xml, s'utilitza un string.
La sintaxi és la següent:
android:id="@+id/text2"
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L'@ al principi li diu al parser d'Android que ha d'entendre el text que va a continuació com 
un ID de recursos de l'aplicació. El símbol “+” li indica que ha de crear un id i, el propi text 
“id” li diu on ha de crear l'id “text2” (els recursos creats estan al fitxer R.java).
Si volem fer referència a un recurs d'android, utilitzarem el prefix “android” de la següent 
manera:
android:id="@android:id/resource_id"
Li estem dient que utilitzi els recursos de android.R, en lloc d'utiitzar els recursos locals de 
R.java.
UI Events
Un cop se li mostren a l'usuari les vistes, voldrem saber com interactua amb elles. Per 
aconseguir-ho utilitzarem els anomenats “event listeners” (EL). La classe View conté una 
sèries d'interficies anomenades On<event>Listener,  cada una amb un mètode callback 
anomenat  On<event>().  Només  cal  implementar  un  On<event>Listener,  definir  el  seu 
On<event>() i registrar-lo a la vista amb setOn<event>Listener().
Veiem un exemple en codi:
Button b = (Button) findViewById(R.id.button1);
b.setOnClickListener(new OnClickListener() {
@Override
public void onClick(View v) {
/* do something*/
});
En aquest exemple volem saber quan fem clic al  botó “button1”.  Hem de registrar un 
objecte OnClickListener amb el codi que volguem dins el mètode onClick(). Després l'hem 
de registrar amb el mètode setOnClickListener().
De la mateixa manera que ho hem fet amb la captura d'un clic, tenim molts altres listeners 
per utilitzar.
Menus
Els menús d'aplicació són una altra part  important de la UI,  ja que permeten mostrar 
diverses funcionalitats de l'aplicació. El menú més comú és el que es mostra apretant el 
botó MENU del dispositiu, tot i que existeix també el “Context Menu”, que es mostra quan 
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mantens apretat un objecte de la pantalla.
Un menú consisteix també en una jerarquia de vistes, però en aquest cas no ho definim 
nosaltres. Només cal que definim onCreateOptionsMenu() o onCreateContextMenu() a la 
nostra activitat, i que declarem quins objectes es volen incloure al menu. Android crearà 
les vistes quan sigui necessari.
Els menús capturen els seus events, per tant tampoc fa falta que els registrem nosaltres. 
Quan  un  objecte  del  menu  sigui  seleccionat,  el  framework  quidarà  a 
onOptionsItemSelected() o onContextItemSelected().
Posarem un exemple d'implementació d'un OptionsMenu:
Com definim un menú?









Com carreguem un menú?
Hem de definir el mètode onCreateOptionsMenu() dins l'activitat de la següent manera:
public boolean onCreateOptionsMenu(Menu menu) {




Com capturem la selecció d'una opció?
Hem de definir el mètode onOptionsItemSelected() dins l'activitat de la següent manera:













A vegades, voldrem omplir un grup de vistes amb dades que no es poden escriure en 
codi,  per  exemple  informació  d'una  base  de  dades  o  d'un  array.  En  aquests  casos, 
utilitzarem un AdapterView com a grup de vistes i un Adapter per omplir les vistes.
Posem  un  exemple  de  codi.  Suposem  que  volem  emplenar  una  llista  amb  diverses 
entrades:
ListView l = (ListView) findViewById(R.id.list1);
ListAdapter adapter = new SimpleAdapter(this,
data,
R.layout.list_item, //Item layout


















Assumim que data és una llista d'objectes Map, els quals tenen dos elements,  “title” i 
“text”. Aquesta llista la podem obtenir d'on sigui. Només hem de saber els seus camps. 
Després creem un adaptador que el que farà serà mapejar els camps “title” i  “text” de 
data, amb les vistes R.id.title i R.id.text del layout R.layout.list_item.
Finalment associem aquest adaptador amb la llista “l” i cada cop que es carregui la llista, 
es carregaran les dades.
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I com sabem si es clica un ítem determinat de la llista?
Com en altres ocasions, creem un OnItemClickListener() i quan l'usuari fagi clic, rebrem la 
posició del item clicat dins l'array de dades:
ListView l = (ListView) findViewById(R.id.list1);
ListAdapter adapter = new SimpleAdapter(this,
data,
R.layout.list_item, //Item layout





public void onItemClick(AdapterView<?> parent, View view, int position, 
long id){
/* do something*/
/* data.get(i) has been selected */
}
});
3.5. Enmagatzemament de dades
A android tenim diverses maneres per  guardar  dades de forma persistent.  La solució 
escollida dependrà de les necessitats específiques.
Shared Preferences
La classe SharedPreferences permet  guardar  y  obtenir  dades persistent  en forma de 
Clau-Valor.  Els  valor  que  es  poden  guardar  són  qualsevol  tipus  primitiu,  i  les  dades 
guardades sobreviuen entre sessions i, fins i tot, si es mata l'aplicació.
Tenim dues formes d'obtenir una instancia de SharedPreferences:
• getSharedPreferences(): utilitzem aquest mètode si  volem tenir més d'un fitxer 
identificat per nom a la nostra activitat.
• getPreferences(): per si només volem un únic fitxer per a la nostra activitat.
Un cop tenim la intància, podem guardar-hi dades de la següent manera:
• cridar a edit() i obtenir SharedPreferences.Editor.
• afegint valors amb putBoolean() o putString().
• guardem els valors amb commit().
I per llegir-ne dades, amb la instància SharedPreferences, només cal cridar mètodes com 
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getBoolean() o getString().
Un exemple de codi:
public class Test1 extends Activity {
    public static final String PREFS_NAME = "MyPrefsFile";
    @Override
    protected void onCreate(Bundle state){
       super.onCreate(state);
  
       SharedPreferences settings = getSharedPreferences(PREFS_NAME, 0);     
       SharedPreferences.Editor editor = settings.edit();
       editor.putBoolean("bool1", true);
       editor.commit();
       boolean silent = settings.getBoolean("bool1", false);
    }
}
Storage intern
També podem guardar dades directament en un fitxer dins l'storage del dispositiu. Per 
defecte,  els  fitxers que es crein  seran privats  per  a  la  propia  aplicació.  Quan l'usuari 
desinstal·li l'aplicació, aquests fitxers seran eliminats.
Per a crear un fitxer:
• Cridar  a  openFileOutput()  amb un nom i  un mode d'operació,  i  ens  retorna un 
FileOutputStream.
• Escribim en el fitxer amb write().
• Tanquem el canal amb close().
Exemple:
FileOutputStream fos = openFileOutput(“file1”, Context.MODE_PRIVATE);
fos.write(string.getBytes());
fos.close();
Per llegir d'aquest fitxer:
• Cridar a openFileInput() amb el nom del fitxer i ens retorna un FileInputStream.
• Llegim del fitxer amb read().
• Tanquem el canal amb close().
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Storage extern
Tots els dispositius compatibles amb Android, suporten storage extern. Aquest pot ser tant 
una targeta SD o un altre storage intern, però en els dos casos els fitxers són llegibles per 
qualsevol, i seran accessibles quan connectem per USB el dispositiu a l'ordinador.
A més, si l'usuari extreu aquest storage o el monta a l'ordinador (i per tant es desmonta al 
mòbil), els fitxers deixen de ser accessibles. Per tant, hem de comprobar cada cop que hi 
volguem  accedir,  que  aquest  està  disponible.  Això  ho  aconseguim  amb  el  mètode 
getExternalStorageState().
Per aprofundir en l'ús de l'storage extern consultar la documentació oficial.
Bases de dades SQLite
Android proporciona suport complert a SQLite. SQLite és un motor de base de dades de 
codi obert, que com a característiques destacades té:
• “Self-contained”: requereix el mínim suport de llibreries externes o del sistema 
operatiu.
• “Serverless”: a diferència d'altres motors, on els client s'han de comunicar amb un 
sevidor que rep i després respon a les peticions, SQLite permet que els processos 
que volen accedir a la BD accedeixin directament al disc.
• “Zero-configuration”: SQLite  no  necessita  configuració  per  funcionar.  No 
necessita arrancar processos, ni modificar fitxers de configuració, ni realitzar cap 
acció quan el sistema falla o hi ha una caiguda de tensió. Simplement funciona.
• Transaccional: les  consultes  a la  BD són ACID (Atomic,  Consistent,  Isolated  i 
Durable).
Les bases de dades creades són accessbles per totes les classes de la mateixa aplicació, 
però no fora d'ella.
La  forma  recomenada  de  crear  una  nova  BD  és  crear  una  subclasse  de 
SQLiteOpenHelper i sobreescriure el mètode onCreate(), on podem executar la comanda 
que crea la base de dades. Per exemple:
public static final String KEY_ID = "_id";
public static final String KEY_TITLE = "title";
public static final String KEY_TEXT = "text";
private static final String DATABASE_NAME = "test";
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private static final String DATABASE_TABLE = "table1";
private static final String DATABASE_CREATE = "create table " + DATABASE_TABLE 
+ " ("+KEY_ID+" integer primary key autoincrement, " + KEY_TITLE + " text not 
null, " + KEY_TEXT + " text not null);";
private static class DatabaseHelper extends SQLiteOpenHelper {
    DatabaseHelper(Context context) {
        super(context, DATABASE_NAME, null, DATABASE_VERSION);
    }
    @Override
    public void onCreate(SQLiteDatabase db) {
        db.execSQL(DATABASE_CREATE);
    }
}
Un cop tenim una instància d'aquesta subclasse, podem escriure o llegir una base de 
dades  cridant  els  mètodes  getWritableDatabase()  o  getReadableDatabase(),  que  ens 
retornarà un objecte SQLiteDatabase, el qual representa la base de dades i en ofereix 
mètodes per fer operacions a la bd.
Podem fer-hi consultes amb el mètode query() o bé utilitzant SQLiteQueryBuilder. En tot 
cas,  una  consulta  SQL ens  retornarà  un  Cursor  que  permetrà  recorrer  totes  les  files 
trobades.
Quan examinem la implementació d'UPCdroid veurem casos concrets on utilitzem SQLite.
Connexió per xarxa
També es poden enviar  i  rebre  dades connectant  amb algun web-service  a la  xarxa. 
Només cal tenir accés a internet i utilitzar les subclasses de java.net.* o android.net.*
3.6. Cerques
Les  cerques  són  una  part  fonamental  d'Android.  Els  usuaris  han  de  poder  buscar 
qualsevol informació que estigui disponible per a ells, ja estigui al mateix dispositiu o a la 
xarxa. A més, es vol que l'experiència d'usuari sigui uniforme a tot el sistema, i és per això 
que  Android  proporciona  un  framwork  que  ens  ajudarà  a  oferir  cerques  a  la  nostra 
aplicació.
Aquest  framework  de  cerques  ens  proporciona  les  eines  necessàries  perque  no  ens 
tinguem que preocupar de crear cap Activity que gestioni les cerques. En lloc d'això, el 
framework ens proporciona un quadre de cerca que apareix a la part superior de l'activitat 
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sense interrompre-la.
Quan  l'usuari  realitza  la  cerca en  aquest  diàleg,  la  consulta  es  transmet  a  l'aplicació 
perque aquesta realitzi la cerca.
Cal  aclarir  que  el  framework  no  proporciona  una  API  per  fer  cerques,  només  per 
gestionar-les. La nostra aplicació s'ha d'encarregar de fer les cerques, i la forma de fer-les 
dependrà del tipus de dades que tinguem que explorar. En el nostre cas, explorarem una 
base de dades SQLite, per tant utilitzarem la API de SQLite.
A continuació,  tot  i  que hi  ha diversos temes dins la documentació oficial,  només ens 
centrarem en el Search Dialog, que és el que utilitzarem a la nostra aplicació:
Android Search Dialog
Fonaments
El framework de cerques de Android s'encarrega de gestionar el diàleg de cerca de la teva 
aplicació.  Podríem  dir  que  s'encarrega  de  tota  la  part  d'interacció  amb  l'usuari.  El 
component que s'encarrega de tot això és el SearchManager.
Quan l'usuari executa una cerca, el SearchManager crea un intent per enviar la consulta a 
l'activitat que hem declarat que rebrà les consultes. Bàsicament només necessitem una 
activitat que rebi la consulta, realitzi la cerca i mostri els resultats.
Més concretament, hi ha tres punts necessaris:
• Una “searchable configuration”:  un fitxer XML que configura el diàleg de cerca i 
altres funcionalitats, com cerca per veu o suggerències de cerca.
• Una “searchable Activity”:  l'activitat que rep la consulta, la processa i mostra els 
resultats.
• Un mecanisme que  invoqui  la  cerca:  Per  defecte,  el  botó  “cerca”  que  porta  el 
dispositiu, invoca una cerca, però la presència d'aquest botó no està garantida. Per 
tant hem de contemplar un mètode alternatiu.
Searchable Configuration
Aquesta configuració és un fitxer XML que defineix diverses opcions del diàleg de cerca. 
Aquest fitxer s'ha d'anomenar searchable.xml i s'ha de guardar al directori res/xml/.
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El contingut del fitxer consisteix en un node arrel <searchable> amb un o més atributs que 




    android:label="@string/app_name"
    android:hint="@string/search_hint" >
</searchable>
L'únic atribut necessari és “android:label”, i en aquest cas està apuntant a una cadena 
dels recursos de l'app.
Searchable Activity










D'aquesta  manera  li  diem que accepti  els  intents del  tipus  “ACTION_SEARCH” i  que 
trobarà la configuració a “@xml/searchable”.
Per a realitzar la cerca, l'activitat  rebrà un intent del tipus .action.SEARCH i  amb una 
consulta en forma d'string. A partir d'aquí, realitzarem la cerca de la manera que creiem 
adequada. Quan veiem l'implementació de la funcionalitat Contactes, ens hi endinsarem i 
veurem pas a pas com ho fem.
Invocar la cerca
Per invocar la cerca només cal apretar el botó “cerca” del propi dispositiu. Aquest botó, 
però, no està garantit que hi sigui present, per tant hem de proporcionar una alternativa.
La manera de fer-ho és simplement cridar el mètode onSearchRequested(), des de un 
item del menú o des de un ButtonView.
UPCdroid 46
3.7. Localització i Mapes
El  framework  d'Android  només  proporciona  el  servei  de  localització,  mentre  que  si 
utilitzem la llibreria externa de Google Maps tenim accés als mapes i controls típics de 
Google Maps.
Tenim a la nostra disposició la vista MapView, que s'encarrega de descarregar, renderitzar 
i fer cache dels mapes que volem visualitzar. També captura tots els gestos que l'usuari fa 
sobre el mapa i actua en concecuencia.  A més, MapView en proporciona mètodes per 
poder dibuixar punts sobre el mapa.
Però al  no formar part  del  framework,  pot  ser  que alguns dispositius  no incorporin  la 
llibreria. A més, necessitem descarregar l'add-on per l'SDK que ens permeti utilitzar-la dins 
l'emulador i així poder testejar la nostra aplicació.
Com a últim requisit, també cal obtenir una Maps API key per poder accedir a les dades 
de Google Maps i poder obtenir els mapes.
Punts importants per implementar MapView
AndroidManifest.xml
Donat que estem utilitzant una llibreria externa al framework, li hem de dir que la volem 
utilitzar. Això ho aconseguim afegint el següent codi al fitxer AndroidManifest.xml:
<uses-library android:name="com.google.android.maps" />
A més,  també  hem  de  demanar  permís  per  accedir  a  internet,  ja  que  necessitem 
descarregar els mapes. Això ho fem també afegint el següent codi a AndroidManifest.xml:
<uses-permission android:name="android.permission.INTERNET" />
MapView Layout





    android:orientation="vertical"
    android:layout_width="fill_parent"
    android:layout_height="fill_parent" >
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    <com.google.android.maps.MapView
        android:id="@+id/map_view"
        android:layout_width="fill_parent"
        android:layout_height="fill_parent"
        android:layout_alignParentTop="true"
        android:layout_alignParentLeft="true"
        android:clickable="true"
        android:apiKey="API KEY"
    />
</RelativeLayout>
L'atribut clickable permet que l'usuari pugui interactuar amb la vista i a l'atribut apiKey hem 
de colocar-hi la key que hem obtingut per Google Maps API.
MapView Activity
L'activitat  que controlarà el  mapa,  ha d'heredar la classe MapActivity i  implementar el 
mètode isRouteDisplayed(), que és obligat. Tot i que amb això ja tenim un mapa el qual 
podem  explorar,  li  podem  afegir  controls  de  zoom  simplement  cridant  el  mètode 
setBuiltInZoomControls(true).
El codi quedaria així:
public class UpcMap extends MapActivity {
MapView mMapView;
@Override
protected boolean isRouteDisplayed() {
    return false;
}
@Override
protected void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.map_view);





Per poder dibuixar  punts sobre el  mapa,  necessitem una classe que gestioni  aquests 
punts. Per fer-ho implementem una classe ItemizedOverlay.
ItemizedOverlay conté una llista de punts a dibuixar sobre el mapa. Aquesta llista de punts 
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s'ha d'afegir al MapView per a que siguin dibuixats.
El codi de la classe ha de ser semblant a:
private class UpcOverlay extends ItemizedOverlay<OverlayItem>{
private List<OverlayItem> items = new ArrayList<OverlayItem>();
private Drawable marker = null;





















public int size() {
return(items.size());
}







Ara podem utilitzar la classe ItemizedOverlay per crear una capa de punts que afegirem al 
MapView.
Per aconseguir-ho, cal afegir al mètode onCreate() els següents punts:
• creem un OverlayItem, que representa el punt que es dibuixarà al mapa. Li hem de 
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passar un GeoPoint,  i  de forma opcional un nom i una descripció. Un GeoPoint 
consisteix en un punt determinat per latitud i longitud.





• crear un ItemizedOverlay. Li passem l'icona que marcarà el punt sobre el mapa. A 




• per últim, afegim l'overlay que hem creat a la llista d'overlays del MapView:
List<Overlay> listOfOverlays = mMapView.getOverlays();
listOfOverlays.add(upc);
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Per accedir a totes les funcionalitats de l'aplicació, s'ha implementat una pantalla principal 
on tenim 5 icones que ens permetran seleccionar quina utilitzar.
Com s'ha implementat?
El  trobarem  implementat  a  upc.upcdroid.activities.MainMenu  i  l'estructura  del  menú 
consisteix en una activitat que carrega un GridView, el qual mostrarà una sèrie d'icones 
organitzats en una quadrícula i que reaccionaran a un clic a sobre seu.
Les icones utilitzades les trobem a res/drawable/ i totes tenen una mida de 90x90 pixels. 
Per  referenciar-les  dins  l'aplicació  utilitzarem  la  sentència  R.drawable.*  (ex: 
R.drawable.news).
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Fig. 1: Menú 
principal
Les parts de codi més importants són:
• Un Adapter que contingui tota la informació necessària per omplir  la quadrícula. 
Aquest  adapter  contindrà  la  llista  d'elements  i  com  els  dibuixarem  dins  la 





















class MainMenuAdapter extends BaseAdapter {
[...]
// create a new ImageView for each item referenced by the Adapter
public View getView(int position, View convertView, ViewGroup 
parent{
RelativeLayout v;
if (convertView == null) {
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Fig. 2: Llista de imatges
        LayoutInflater li = LayoutInflater.from(mContext);
        v = (RelativeLayout) li.inflate(R.layout.main_menu_icon, 
null);
        ImageView iv = (ImageView) 
v.findViewById(R.id.main_menu_icon_image);
        iv.setImageResource(mThumbIds[position].getId());
        TextView tv = (TextView) 
v.findViewById(R.id.main_menu_icon_text);
        tv.setText(mThumbIds[position].getText());
        
            v.setLayoutParams(new GridView.LayoutParams(90, 130));
            v.setPadding(5, 5, 5, 5);
        } else {
            v = (RelativeLayout) convertView;
        }
        return v;
    }
    // references to our images




    new MenuItem(R.drawable.news, 
getString(R.string.main_menu_news), 
"upc.upcdroid.news.activities.NewsMain"),
    new MenuItem(R.drawable.maps, 
getString(R.string.main_menu_maps), 
"upc.upcdroid.maps.activities.UpcMapView"),
    new MenuItem(R.drawable.videos, 
getString(R.string.main_menu_videos), 
"upc.upcdroid.videos.activities.VideosMain"),
    new MenuItem(R.drawable.seminars, 
getString(R.string.main_menu_seminars), 
"upc.upcdroid.seminars.activities.SeminarsMain"),
    }; }
Cada ítem conté informació de l'icona, del text que ha de mostrar i la classe que ha 
de cridar quan rebi un clic. Aquesta informació serà interpretada per el GridView.
La funció  getView genera la  vista  de cada ítem basant-se en la  informació  de 
mThumbIds i el layout main_menu_item.
• L'activitat  principal  s'encarrega de preparar el  GridView, passant-li  l'adapter que 
conté la informació a utilitzar i dient-li quina acció dur a terme quan un item rebi un 
clic.
@Override
protected void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.main_menu);




    
@Override
public void onItemClick(AdapterView<?> parent, View view, int 
position, long id) {
Class<?> c = null;
MenuItem item = (MenuItem) parent.getItemAtPosition(position);
try {
c = Class.forName(item.getClassName());
} catch (Exception e) {
e.printStackTrace();
}
if(c == null) return;





Amb  gridview.setAdapter()  li  diem  quin  adapter  li  proporcionarà  la  informació 
necessària per  ompli la quadricula, només hem de crear una instància de la classe 
Adapter que hem creat.
Per  altra  banda,  dins  OnItemClickListener(),  creem un nou intent.  Aquest  intent 
carregarà la classe referenciada per l'item clicat, que en aquest cas són activitats i 
per tant s'obrirà una nova vista de la funcionalitat escollida.
4.1.2. Interpretació de feeds
Una de les funcions més utilitzades a l'aplicació és el “parsing” (interpretació) dels fitxers 
XML que proporcionen els feeds, ja siguin de notícies, de videos o el de seminaris.
Un feed és un medi de redifusió que proporciona informació actualitzada freqüentment de 
la web.
Per tal d'oferir notícies actualitzades, molts dels despartaments de la UPC tenen un feed 
disponible  a  les  seves  webs,  el  qual  es  va  actualitzant  amb  les  últimes  notícies. 
L'inconvenient és que totes les webs no utilitzen el mateix format per generar els seus 
XML: els formats més importants són RSS i Atom (en les seves diverses versions). Si a 
aquests els hi sumem iTunes o qualsevol altre ampliació que s'adaptati a les necessitats 
concretes de la web (s'utiitzen namespaces per ampliar un format base), tenim un ampli 
ventall de possibilitats. Per tant hem tingut que buscar una solució genèrica que permeti 
adaptar-la al màxim nombre de formats.
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4.1.2.1. Possibilitats contemplades.
Implementació des de 0 basada en DOM
Crear una implementació basada en DOM (una API per interpretar XML) que busqui tags 
fills dins un tag pare.
La idea és que, sàpiguent quins tags necessitarem per mostrar per pantalla, li passem el 
nom d'aquests segons quin  feed sigui.  Per aconseguir-ho,  a la llista de feeds que es 
descarrega UPCdroid (i que administrem nosaltres), a més de dir-li el nom i la URL del 
feed, hi afegirem un altre tag amb la URL del fitxer que descriu l'estructura.
Aquest fitxer tindrà el format següent:
• ac_news_struct.xml









El que ens diu aquest fitxer és que els tags “item”, “title” o “author” (que són els que coneix 
el programa), dins el feed s'anomenen “item”, “title” o “dc:creator”.
D'aquesta manera, cada feed de notícies té associat un fitxer que descriu l'estructura.
Utilitzar una llibreria externa que interpreti els feeds
L'altra  possibilitat  era  utilitzar  una  llibreria  externa  que  sàpigues  interpretar  diversos 
formats i que, a més, es pogués ampliar per suportar altres formats.
A Java, la llibreria per excelència s'anomena ROME, un projecte de codi lliure sota la 
Apache License 2.0 que suporta, per defecte, els formats RSS 0.90, RSS 0.91 Netscape, 
RSS 0.91 Userland, RSS 0.92, RSS 0.93, RSS 0.94, RSS 1.0, RSS 2.0, Atom 0.3, i Atom 
1.0. A més, existeix la possibilitat d'implementar mòduls per suportar altres formats. A la 
web tenim disponibles GeoRSS, iTunes, Microsoft SSE i SLE, o Google Gdata.
4.1.2.2. Avantatges i inconvenients.
Avantatges primera opció
UPCdroid 55
• Idea senzilla i  adaptada a les necessitats inmediates. A priori  podem interpretar 
qualsevol format.
• Només creant  el  fitxer  que defineix  l'estructura,  podem interpretar  un nou feed 
sense modificar el codi.
Inconvenients primera opció
• Implementació des de 0, amb tot el que comporta: errors, poca eficiència del codi i 
manteniment del codi.
• Solució  massa  senzilla  per  un  problema  complex.  S'obvien  característiques 
importants de XML com els namespaces (utilitzat per ampliar formats base).
• Només obtenim el contingut del tag, no els seus atributs. No podem diferenciar quin 
tag tindrà contingut rellevant en un o altre lloc.
Avantatges segona opció
• Solució complerta, que només per defecte ja suporta la majoria de formats utilitzats 
pels gestors de continguts.
• Hi  ha  una  comunitat  que  soluciona  els  errors  en  codi,  que  l'optimitza  i  que el 
millora.
• Ampliable mitjançant mòduls. Alguns de coneguts com iTunes estan disponibles per 
descarregar.
Inconvenients segona opció
• Moltes  de  les  funcionalitats  de  ROME  no  s'utilitzen,  però  importem  la  llibreria 
sencera.
• La versió original té problemes amb Android i hem d'utilitzar una versió adaptada 
(es soluciona en versions posteriors a la 2.1)
• Necesitem modificar la aplicació (i per tant l'usuari l'ha d'actualitzar) cada cop que 
volem suportar un nou format. Això, però, passarà molt poques vegades.
4.1.2.3. Solució escollida
Al  final  hem obtat  per  utilitzar la llibreria ROME, per  tot  el  que representa tindre una 
comunitat que s'encarregui de mantenir-la. A més, la primera solució tenia limitacions a 
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l'hora d'interpretar els feeds de, per exemple, Youtube. En canvi, amb ROME, per defecte 
podem interpretar tots els formats estàndars que s'utilitzen avui en dia per les notícies o 
vídeos.
Per tant, com a requeriment per les fonts de videos i noticies, tenim que han d'estar en un 
dels formats estàndars.
Quan explorem la implementació de Notícies o Vídeos, veurem el codi que utilitza ROME.
4.1.3. Múltiples idiomes
Per poder oferir l'aplicació en múltiples idiomes, utilitzem internacionalització del sistema 
Android. Per cada idioma que volem suportar, em de crear una carpeta “values-<lang>”, 
siguent la carpeta “values” l'idioma per defecte.
I a dins de cada carpeta, tenim el fitxer strings.xml, que defineixen les cadenes de text 
utilitzades a l'aplicació.
En  el  nostre  cas,  suportarem tres  idiomes:  català,  castellà  i  anglès,  siguent  l'anglès, 
l'idioma per defecte. L'idioma es determina per l'idioma del mòbil: si el llenguatge del mòbil 
és el català, l'aplicació estarà en català; si el mòbil està en castellà, l'aplicació també; i si 
el mòbil està en anglès o qualsevol altre idioma que no suportem, l'aplicació estarà en 
anglès.
4.1.3.1. Com suportar un nou idioma?
Suposem que volem afegir l'idioma francès (codi: fr)
• Crear una nova carpeta “value-<lang>” dins res/ per al nou idioma: res/values-fr/
• Copiar el fitxer res/values/string.xml a res/values-fr/string.xml
• Traduïr totes les cadenes de res/values-fr/string.xml
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Fig. 3: Llistat de 
ftxers strings.xml
• Per comprobar la traducció, canviem l'idioma del mòbil al francès.
4.1.4. Funció preferits
Per implementar la característica de preferits,  utilitzem una base de dades SQLite  on 
guardarem les dades de cada ítem. Com s'ha explicat a l'apartat 2 d'aquest document, 
SQLite és un motor de base de dades que crea un fitxer per cada BD.
Tindrem una subclasse DatabaseHelper que ens crearà la base de dades a partir d'una 
sentència CREATE:
private static final String DATABASE_CREATE = "create table " + DATABASE_TABLE 
+ " (" + KEY_ROWID + " integer primary key autoincrement, " + KEY_TITLE + " 
text not null, " + KEY_LINK + " text not null, " + KEY_DESCRIPTION + " text, " 
+ KEY_AUTHOR + " text, " + KEY_PUBDATE + " text not null);";
private static class DatabaseHelper extends SQLiteOpenHelper {
    DatabaseHelper(Context context) {
        super(context, DATABASE_NAME, null, DATABASE_VERSION);
    }
    @Override
    public void onCreate(SQLiteDatabase db) {
        db.execSQL(DATABASE_CREATE);
    }
 
    @Override
    public void onUpgrade(SQLiteDatabase db, int oldVersion, int newVersion) {
        Log.w(TAG, "Upgrading database from version " + oldVersion + " to "
                + newVersion + ", which will destroy all old data");
        db.execSQL("DROP TABLE IF EXISTS " + DATABASE_TABLE);
        onCreate(db);
    }
}
Després,  a  la  classe  pare  (ex:  NewsFavoritesDb)  implementarem  els  mètodes  que 
interactuaran amb la BD. Veiem alguns exemples:
public NewsFavoritesDb open() throws SQLException {
    mDbHelper = new DatabaseHelper(mCtx);
    mDb = mDbHelper.getWritableDatabase();
    return this;
}
    
public void close() {
    mDbHelper.close();
}
public long addToFavorites(NewsItem n) {
    ContentValues initialValues = new ContentValues();
    initialValues.put(KEY_TITLE, n.getTitle());
    initialValues.put(KEY_LINK, n.getLink());
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    initialValues.put(KEY_DESCRIPTION, n.getDescription());
    initialValues.put(KEY_AUTHOR, n.getAuthor());
    initialValues.put(KEY_PUBDATE, n.getPubdate());
    return mDb.insert(DATABASE_TABLE, null, initialValues);
}
public List<NewsItem> fetchAll() {
List<NewsItem> news = new ArrayList<NewsItem>();
Cursor all =  mDb.query(DATABASE_TABLE, new String[] {KEY_ROWID, 
KEY_TITLE, KEY_LINK, KEY_DESCRIPTION, KEY_AUTHOR, KEY_PUBDATE}, null, null, 
null, null, null);
if(all==null || all.getCount() == 0){
return news;
}
        
all.moveToFirst();
        
do{




        
return news;
}
Cada mètode prepara una consulta a la base de dades, la executa i retorna les dades 
obtingudes.  En  el  cas  d'insertar  informació,  prepara  la  consulta  amb  els  paràmetres 
d'entrada i l'executa.
Quan volguem interactuar amb la BD cridarem els mètodes open() i close(), i entre mig 
farem les operacions necessàries. El mètode open() obre la BD o la crea si no existeix.
Cada funcionalitat de l'aplicació (Notícies, Vídeos, Seminaris i Contactes) implementa la 
seva propia classe per  gestionar  els  preferits,  però totes tenen la  mateixa  estructura. 
L'estructura de la base de dades també varia d'un a l'altre.
4.2. Llegir notícies
Aquesta  funcionalitat  permet  llegir  les  notícies  publicades per  uns  canals  en  concret, 
determinats per un fitxer remot. En aquest apartat explorarem la part tècnica d'aquesta 
funcionalitat.
4.2.1. Especificació
Els punts que defineixen aquesta part d'UPCdroid són:
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• La vista inicial mostrarà el nom dels canals de noticies disponibles.
• Aquests canals estaran definits en un fitxer XML que l'aplicació es descarregarà de 
la xarxa.
• Quan fem clic  sobre un  canal,  accedirem a  una segona vista  amb la  llista  de 
notícies del canal seleccionat. Veurem el títol i la data de publicació.
• Tant des de la pantalla de canals com des de la llista de notícies, tindrem disponible 
un menú, des de el qual podrem accedir a la llista de notícies preferides.
• Quan  fem clic  sobre  una  notícia,  s'obrirà  una  altra  vista,  que  ens  mostrarà  la 
informació corresponent: el títol, la data de publicació, l'autor i el contingut.
• Des de la vista de la notícia, també tindrem dos botons: un per afegir o eliminar la 
noticia de favorits, i l'altre per veure la noticia en el navegador d'Android.
4.2.2. Decisions de disseny
Per  complir  l'especificació  a  dalt  descrita,  s'han  pres  les  decisions  de  disseny  a 
continuació explicades:
4.2.2.1. Fitxer de definició de canals de notícies
Per definir la llista de canals de notícies, tindrem un fitxer XML que definirà tant el nom 
com la URL del canal. Aquest fitxer es descarregarà quan accedim a la funcionalitat de 
notícies, per tant hem de tenir accés a la xarxa.
L'avantatge de definir nosaltres quins canals de notícies podrà consultar l'usuari és que, 
com hem vist un punts abans, no suportem tots els formats XML disponibles. Per tant, és 
necessari tindre el control sobre quins canals estaran disponibles.
El fitxer XML que enumera els canals tindrà el següent format:












Per afegir un nou canal de notícies, només cal afegir un nou element <feed>, amb els dos 
tags obligatoris <title> i <link>, igual que els altres.
4.2.2.2. Vista de la informació de la notícia
Per visualitzar informació com al títol, l'autor o la data de publicació, simplement agafem el 
contingut del tag i el mostrem per pantalla.
El  contingut  de  la  notícia,  però,  consisteix  en  text  pla  i  en  tags  html,  que  hauríem 
d'interpretar.  Per  tant,  en  lloc  d'utilitzar  TextViews  com  amb  els  altres  tres  casos, 
utilitzarem un WebView. D'aquesta manera, el contigut serà interpretat pel motor WebKit.
Aquesta  solució  té  algun  inconvenient,  com  que  el  tamany  del  WebView  no  es 
redimensiona segons el contingut. Això fa que li tinguem que donar un tamany fixe i que si 
el contingut ocupa més, haurem de fer scroll per poder visualitzar-lo tot.
4.2.3. Implementació del codi
4.2.3.1. Llistat de noticies, canals i preferits.
La funcionalitat Noticies té tres vistes on es llisten ítems. En concret el llistat de canals de 
notícies, el llistat de notícies i el llistat de preferits. Per les tres vistes utilitzem la mateixa 
activitat: NewsMain.
Per passar d'un llistat a un altre, utilitzarem un Intent que apunti a la mateixa classe, a 
NewsMain, amb la diferència que li afegirem informació extra descrivint quina informació 
ha de mostrar. D'aquesta manera agrupem tres vistes diferents en una mateixa activitat i 
reutilitzem codi.
Veiem un per un com funciona cada llistat. Després veurem el codi que ho gestiona:
• Llistat de canals: és el primer llistat que apareixerà quan accedim a Notícies. En 
aquest cas, com que l'Intent que ha cridat a NewsMain no portava informació extra, 
es carregarà el llistat per defecte, el llistat de canals de notícies.
• Llistat de notícies:  Quan seleccionem un canal de notícies, es genera un Intent 
que apunta a NewsMain i a més li afegeix informació extra: el títol del feed, la url 
del feed i un booleà “news” per dir-li a l'activitat que la seva funció serà mostrar les 
notícies del canal.
• Llistat  de  preferits:  Per  últim  tenim  el  llistat  de  preferits,  que  de  la  mateixa 
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manera,  el  cridarem  afegint  un  booleà  “favorites”  a  l'intent.  Aquest  intent  el 
generem quan l'usuari escull l'opció “Favoritos” des de el menú.
El codi que gestiona els tres llistat el tenim separat en dues parts. En primer lloc tenim el 












String url = getString(R.string.news_feeds_url);












4.2.3.2. Activitat per visualitzar una notícia.
En concret està implementada en la classe NewsView i no representa massa complexitat. 
Simplement recuperem la informació passada en el Intent i a continuació emplenem tots 
els TextView de la vista amb el contingut corresponent.
A més, el text que mostri el botó preferits variarà segons si la notícia ja ha estat afegida. 
Això ho sabem fent una crida a NewsFavoritesDb.exists().
Veiem el codi d'aquesta última característica:
mFavButton = (Button) findViewById(R.id.newsview_favorite_button);











public void onClick(View v) {












4.2.3.3. Parts del codi a destacar.
Algunes parts del codi que val la pena destacar són:
• GenericParser.getFeeds(...): Aquest  mètode interpreta els  fitxers que tinguin el 
mateix format XML que el descrit al punt 4.2.2.1, el del llistat de canals de notícies.
Com que la funcionalitat Videos també utilitza el mateix format XML, s'ha decidit 
implementar-ho en una classe genèrica i així reutilitzar la mateixa funció.
El resultat és una llista d'objectes “Feed” que conté el títol i el link del canal.
public static List<Feed> getFeeds(String url){
List<Feed> feeds = new ArrayList<Feed>();
Document doc = null;
try {
URL sourceUrl = new URL(url);
DocumentBuilder docbuilder = 
DocumentBuilderFactory.newInstance().newDocumentBuilder();
InputStream is = new 
ByteArrayInputStream(GenericParser.downloadFeed(sourceUrl));
doc = docbuilder.parse(is);




NodeList items = doc.getElementsByTagName("feed");
for(int i=0; i<items.getLength(); i++) {







• NewsParser.parse(...): NewsParser té aquesta única funció. Li passem la url del 
canal que volem interpretar i utilitzant la llibreria ROME, n'extreu tota la informació. 
Per últim, crea una llista de “NewsItem” i la retorna.
També  podem  destacar  el  mètode  GenericParser.downloadFeed(),  que  hem 
implementat per descarregar el fitxer xml de cop, en lloc de que la llibreria ROME la 
vagi descarregant i implementant. Així millorem el rendiment.
public static List<NewsItem> parse(String url) {
List<NewsItem> news = new ArrayList<NewsItem>();
SyndFeed feed;
try {
URL sourceUrl = new URL(url);
InputStream is = new 
ByteArrayInputStream(GenericParser.downloadFeed(sourceUrl));
feed = new SyndFeedInput().build(new InputSource(is));




List<SyndEntry> entries = (List<SyndEntry>) feed.getEntries();
for(int i=0; i<entries.size(); i++) {








• showFeeds() i  showNews() s'encarreguen  d'emplenar  la  llista  amb  canals  de 
notícies o bé amb les notícies del canal seleccionat. En els dos casos creem un 
adapter amb l'informació necessària i li passarem a la llista. A més, definirem quina 
acció fer quan cliquem un canal o una notícia:
private boolean showFeeds() {
//Data for SimpleAdapter
List<HashMap<String, String>> data = new ArrayList<HashMap<String, 
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String>>();




for(int i=0; i<this.mFeeds.size(); i++) {











public void onItemClick(AdapterView<?> parent, View view,
int position, long id){









private boolean showNews() {
[...]
getListView().setOnItemClickListener(new OnItemClickListener() {
public void onItemClick(AdapterView<?> parent, View view,
int position, long id){














• NewsFavoritesDb: És  la  classe  que  implementa  la  funció  preferits  per  a  les 
Notícies. L'estructura de la classe així com els mètodes més importants ja han estat 
explicats en el  punt 4.1.4,  per tant només comentem l'estructura de la base de 
dades.
La part més important de la funció preferits, a part de recordar notícies, és de poder 
llegir-les sense estar connectat a la xarxa. Per tant,  necessitem guardar tota la 
informació a la base de dades.
Els camps de la taula seran sis:
• _id: id únic de la notícia
• title: títol de la notícia
• link: link per veure la notícia original
• description: contingut de la notícia
• author: autor de la notícia
• pubdate: data de publicació
Per  cada notícia,  insertarem una nova fila  amb tota  la  informació,  així  quan la 
volguem tornar a consultar, la tindrem disponible a la base de dades.
4.2.4. Implementació de les vistes
Tenim dues activitats que fan tota la feina de Notícies, i per definir la part visual d'aquestes 
activitats hem implementat quatre layouts:
4.2.4.1. generic_list.xml
Aquest layout defineix una llista, però una llista genèrica. Android té la capacitat de definir 
per un costat el layout d'una llista, i per altra banda el layout de cada ítem. Per tant, hem 
decidit aprofitar aquest layout per a totes les activitats que siguin llistes.
Consisteix en un TextView que és el títol i un ListView, que és la llista en si. També hi ha 
un TextView que, en cas de que la llista estigui buida, es mostrarà. L'utilitzarem per dir que 





         android:orientation="vertical"
         android:layout_width="fill_parent" 
         android:layout_height="fill_parent">
     <TextView android:id="@+id/list_title"
               android:layout_width="fill_parent" 
               android:layout_height="wrap_content"
               android:background="#3c7faf"
               android:textColor="#FFFFFF"
               android:textStyle="bold"
               android:textSize="20px"
               android:padding="5px"
               android:gravity="center"             
               />
                
     <ListView android:id="@android:id/list"
               android:layout_width="fill_parent" 
               android:layout_height="wrap_content"
               />
 
     <TextView android:id="@+id/empty"
               android:layout_width="wrap_content" 
               android:layout_height="wrap_content"
               android:textSize="20px"               
               />
</LinearLayout>
4.2.4.2. news_feeds_list_item.xml
Amb aquest  layout  definim com serà cada ítem de la llista de canals  de notícies.  En 
aquest cas, només consisteix en un TextView que mostrarà el títol del canal.


















Amb aquest layout definim com serà cada ítem de la llista de notícies i de preferits (ja que 
la única diferència entre els  dos és el  títol  de la llista).  L'XML només consisteix en 2 
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TextView:  un  que  mostrarà  el  títol  de  la  notícia  i  un  altre  que  mostrarà  la  data  de 
publicació.





















Per últim tenim el layout que utilitzarà l'activitat NewsView. Aquest consisteix en:
• TextViews: Un per cada camp de la notícia (títol, autor...) i, a més, per els textos 
introductoris abans de cada camp (“Autor”, “Fecha” i “Contenido”).
• WebView: Com ja s'ha comentat anteriorment, el contingut de les notícies no són 
text  pla,  sinó que contenen tags HTML. Per  tant,  necessitem un WebView que 
interpreti el codi.
• Buttons: Amb  els  que  podrem  obrir  la  notícia  en  el  navegador  o  bé  afegir-
la/eliminar-la de preferits.
• ScrollView: Si per mostrar tota la informació de la notícia necessitem més pantalla 
que la del dispositiu, necessitarem fer scroll per veure la resta. Per tant hem de 























































Aquesta funcionalitat  permet visualitzar els videos publicats  en uns canals en concret, 
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determinats per un fitxer remot. En aquest apartat explorarem la part tècnica d'aquesta 
funcionalitat. La base utilitzada per la implementació és la de la funcionalitat Noticies, per 
tant la majoria de l'especificació i la implementació són iguals.
4.3.1. Especificació
Els punts que defineixen la funcionalitat Videos són:
• La vista inicial mostrarà el nom dels canals de videos disponibles.
• Aquests canals estaran definits en un fitxer XML que l'aplicació es descarregarà de 
la xarxa.
• Quan fem clic sobre un canal, accedirem a una segona vista amb la llista de videos 
disponibles. Veurem el títol i la data de publicació.
• Tant des de la pantalla de canals com des de la llista de videos, tindrem disponible 
un  menú,  des  de  el  qual  podrem accedir  a  la  llista  de  videos  marcats  com a 
preferits.
• Quan fem clic sobre un video de la llista, s'obrirà una altra vista, que ens mostrarà 
la informació corresponent: el títol, la data de publicació, l'autor i el contingut de la 
descripció.
• Des de la vista del video, també tindrem tres botons: un per veure el video, un per 
afegir o eliminar el video de favorits, i l'altre per veure'l en el navegador d'Android.
4.3.2. Decisions de disseny
Per  complir  l'especificació  a  dalt  descrita,  s'han  pres  les  decisions  de  disseny  a 
continuació explicades:
4.3.2.1. Fitxer de definició de canals de videos
Seguint el mateix model que la llista de canals de Notícies, aquí també utilitzarem un fitxer 
remot per especificar quins canals de videos pot consultar l'usuari. En aquest cas però, el 
fitxer s'anomena videos.xml. La resta és exactamente igual.
4.3.2.2. Visualització dels videos.
El mètode que utilitzarem per poder visualitzar el video serà utilitzant un intent. Serà un 
intent del tipus “ACTION_VIEW” i li passarem el link. Després, Android ja decidirà quina 
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aplicació és l'adequada per visualitzar el video: utilitzar l'aplicació de Youtube, obrir el visor 
de streaming o bé la descarrega del fitxer.
4.3.3. Implementació del codi
4.3.3.1. Llistat de videos, canals i preferits.
Funciona exactament  igual  que  a  la  funcionalitat  de  Noticies.  Aquest  cop però,  és la 
classe VideosMain la que s'encarrega de controlar les llistes
Veiem un per un com funciona cada llistat. Després veurem el codi que ho gestiona:
• Llistat de canals: és el primer llistat que apareixerà quan accedim a Videos. En 
aquest cas, com que l'Intent que ha cridat  a VideosMain no portava informació 
extra, es carregarà el llistat per defecte, el llistat de canals de videos.
• Llistat de videos: Quan seleccionem un canal de notícies, es genera un Intent que 
apunta a VideosMain i a més li afegeix informació extra: el títol i la url del canal, i un 
booleà “videos” per dir-li a l'activitat que la seva funció serà mostrar els videos del 
canal.
• Llistat  de  preferits:  Per  últim  tenim  el  llistat  de  preferits,  que  de  la  mateixa 
manera,  el  cridarem  afegint  un  booleà  “favorites”  a  l'intent.  Aquest  intent  el 
generem quan l'usuari escull l'opció “Favoritos” des de el menú.
El codi que gestiona els tres llistat el tenim separat en dues parts. En primer lloc tenim el 




} else if(mIntent.getBooleanExtra("favorites",false)) {
//favorites






String url = getString(R.string.videos_feeds_url);





} else if(mIntent.getBooleanExtra("favorites",false)) {







4.3.3.2. Activitat per visualitzar un video.
En concret està implementada en la classe VideoView i no representa massa complexitat. 
És exactament com NewsView, amb la única diferència que incorpora un botó més per 
visualitzar el video.
Veiem el codi d'aquest botó:
//Set videolink button
Button b = (Button) findViewById(R.id.videoview_videolink_button);
b.setOnClickListener(new OnClickListener() {
@Override
public void onClick(View v) {
Intent i;
try{
i = new Intent(Intent.ACTION_VIEW, 
Uri.parse(mVideo.getVideoLink()));
startActivity(i);






Com ja hem comentat, simplement preparem un intent ACTION_VIEW i li passem el link 
com a paràmetre. Android ja decidirà com ho interpreta.
4.3.3.3. Parts del codi a destacar.
La majoria de codi que trobem a Videos, ja l'hem explicat a Noticies. Si veiem el codi font 
podem aprofitar l'explicació que ja hem fet a l'altra funcionalitat.
4.3.4. Implementació de les vistes
Degut a que la única diferència entre Videos i Noticies és el  link del  video, les vistes 
també són iguals. La única que varia és la de video_view.xml, perquè incorporà un nou 
botó per visualitzar el video.
4.4. Consultar seminaris
La  funcionalitat  seminaris  ens  permet  consultar  els  seminaris  publicats  a  la  web  de 
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HiPEAC http://hipeac.ac.upc.edu/seminars/. A diferència de Noticies o Videos, en aquest 
cas no necessitem cap fitxer remot que ens digui de on obtenim els seminaris, ja que 
només hi ha una única URL. Tot i això, la implementació també té molts punts en comú 
amb el que hem vist fins ara. Per tant, ens centrarem en les parts diferencials.
4.4.1. Especificació
Els punts que defineixen la funcionalitat Seminaris són:
• La vista inicial mostrarà els seminaris publicats a la web HiPEAC de la upc. Veurem 
el títol, el ponent i la data del seminari.
• La URL es http://hipeac.ac.upc.edu/seminars/?q=eventslist/feed.
• Des de la llista de seminaris, tindrem disponible un menú, des de el qual podrem 
accedir a la llista de seminaris marcats com a preferits.
• Quan  fem clic  en  un  seminari,  accedirem a  la  vista  que  ens  mostrarà  tota  la 
informació  disponible.  Aquesta  informació  inclou:  títol,  ponent,  data  d'inici, 
localització, descripció i fitxers adjunts.
• A més de la informació, també tindrem disponibles tres botons: un per veure la 
pàgina del seminari al navegador, un per veure el seminari en streaming (si està 
disponible), i un altre per afegir o eliminar de preferits.
4.4.2. Decisions de disseny
Per  complir  l'especificació  a  dalt  descrita,  s'han  pres  les  decisions  de  disseny  a 
continuació explicades:
4.4.2.1. Fitxer de definició de l'estructura del feed de seminaris
El feed de seminaris no segueix un format estàndar i per tant, no hem pogut utilitzar la 
llibreria ROME per interpretar el fitxer xml. Hem decidit crear una implementació el més 
genèria  possible  però  que  alhora  sigui  adaptable  a  un  format  no  estàndar.  Això  ho 
aconseguim amb un fitxer que en defineixi l'estructura.
El constructor de la classe SeminarsParser, genera un diccionari d'equivalències. Tenim 
nou tags que utilitzem per interpretar el XML, i donat que al no ser un format estàndar pot 
variar en el futur, li hem de dir quin nom té cada tag.
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Aquestes equivalències es defineixen en un fitxer remot, de tal manera que si en algun 
moment  donat,  canvies  el  nom d'algun tag,  només caldria  modificar  aquest  fitxer.  No 
caldria tocar el codi. El fitxer té la següent estructura:












A l'apartat de la implementació del codi veurem com s'utilitza aquest fitxer.
4.4.2.2. Llistat de fitxers adjunts.
Alguns dels seminaris tenen adjuntats fitxers adjunts. Hem valorat diverses maneres de 
fer-los disponibles a l'usuari, entre elles: crear un botó per cada fitxer, crear una segona 
vista amb la llista de fitxers o accedir directament a la web per poder veure la llista.
Finalment hem decidit insertar un ListView dins la pantalla del seminari de manera que 
tenim el llistat de fitxers adjunts juntament amb la resta d'informació. Fent clic en el nom 
del fitxer podrem descarregar-lo.
Quan  repassem la  implementació  del  codi,  veurem que  insertar  un  ListView  dins  un 
ScrollView no ha estat fàcil, ja que hem tingut que superar un bug del sistema.
4.4.3. Implementació del codi
4.4.3.1. Llistat de seminaris i preferits.
Funciona  exactament  igual  que  a  la  funcionalitat  de  Noticies  i  Videos.  És  la  classe 
SeminarsMain la que s'encarrega de controlar les llistes.
Fem un repàs de com funciona cada llista. Després veurem el codi que ho gestiona:
• Llistat  de  seminaris:  Quan  accedim  a  seminaris,  crearem  una  instància  de 
SeminarsParser  passant-li  com  a  paràmetre  la  URL  de  l'estructura  del  feed. 
L'estructua definida al fitxer es carregarà a l'instància i després només cal cridar el 
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mètode parse() amb la URL del feed com a paràmetre.
El mètode parse() ens retornarà una llista d'objectes Seminar amb la informació 
obtinguda.
• Llistat de preferits: El llistat de preferits el cridarem afegint un booleà “favorites” a 
l'intent. Aquest intent el generem quan l'usuari escull l'opció “Favoritos” des de el 
menú.
Veiem el codi que gestiona les dues llistes.
if(mIntent.getBooleanExtra("favorites",false)) {
//favorites





SeminarsParser sp = null;
//Create a SeminarsParser with the given struct
try {
String link = getString(R.string.seminars_struct_url);
sp = new SeminarsParser(link);







Després,  en  els  dos  casos,  només  cridem  a  showSeminars().  La  implementació  de 
showSeminars() és igual que la de showVideos o showNews().
4.4.3.2. Interpretació del feed XML.
Com ja hem comentat abans, hem tingut que implementar el codi que interpreti el format 
no estàndar del  feed de seminaris.  Veurem pas a pas com descarreguem el fitxer de 
l'estructura, el guardem, descarreguem el feed, l'interpretem i el guardem en una llista 
d'objectes Seminar.
Guardar l'estructura del feed
public SeminarsParser(String struct) throws MalformedURLException {
this.structUrl = new URL(struct);
loadFields();
}




private Boolean loadFields() {
Document doc = null;
try {
DocumentBuilder docbuilder = 
DocumentBuilderFactory.newInstance().newDocumentBuilder();
InputStream is = new 
ByteArrayInputStream(GenericParser.downloadFeed(getStruct()));
doc = docbuilder.parse(is);
} catch (Exception e) {
return false;
}
NodeList items = doc.getElementsByTagName("seminar");












El  constructor  guarda  la  URL  de  l'estructura  i  posteriorment  crida  a  loadFields(). 
LoadFields() el que fa és descarregar el fitxer que defineix l'estructura i crea un Document 
(objecte generat amb l'XML transformat a codi Java).
Després  fem  diverses  cerques  als  nodes  del  Document  amb GenericParser.getTag(), 
buscant  aquell  nodes  que  contenen  la  correspondencia  del  tag.  Per  exemple, 
GenericParser.getTag(tags, "body")) busca el tag “body” dins els nodes “tags” i en retorna 
el contingut, en el nostre cas “body”. Després afegeix una nova entrada al diccionari de 
correspondencies.
Interpretació del XML
Ara que ja tenim l'estructura del feed guardat al nostre objecte SeminarsParser, ara ja li 
podem dir que ens interpreti el feed. Cridem doncs a parse() i li passem la URL. El codi 
d'aquest mètodes és el següent:
public List<Seminar> parse(String url) {
List<Seminar> seminars = new ArrayList<Seminar>();
Document doc = null;
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try {
URL sourceUrl = new URL(url);
DocumentBuilder docbuilder = 
DocumentBuilderFactory.newInstance().newDocumentBuilder();
InputStream is = new 
ByteArrayInputStream(GenericParser.downloadFeed(sourceUrl));
doc = docbuilder.parse(is);
} catch (Exception e) {
return seminars;
}
NodeList items = doc.getElementsByTagName(this.fields.get("item"));
for(int i=0; i<items.getLength(); i++) {



















De la mateixa manera que a loadFields(), aquí també ens descarreguem el XML del feed 
de la url  que ens han passat com a paràmetre i  creem un objecte Document amb la 
informació del feed.
Dins el XML, cada seminari està delimitat pel tag “item” (el nom exacte l'hem obtingut del 
fitxer d'estructura), per tant fem un recorregut per tots els items del fitxer i n'anem extraient 
la informació. Aquesta informació l'agafem buscant els tags que la contenen, dins l'”item”.
Per cada item que hi ha dins el feed, creem un objecte Seminar i hi anem guardant la 
informació. Al final retornem una llista d'objectes Seminar.
D'aquest  codi  cal  destacar  el  mètode getSomeTags().  Com que dins un “item” podem 
trobar més d'un “attachfile”, necessitem iterar fins trobar tots els tags. Al final ens retornarà 
una llista d'URLs.
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4.4.3.3. Parts del codi a destacar
La majoria de codi d'aquesta funcionalitat és molt semblant al que s'ha vist anteriorment. 
Aquí destacarem el “workaround” o solució temporal que hem tingut que implementar per 
evitar un bug d'Android: http://code.google.com/p/android/issues/detail?id=6552.
El bug consisteix en que si posem un vista ListView dins un ScrollView, l'altura de la llista 
queda fixada i no s'adapta al contingut. En el nostre cas, volem mostrar tots els items de 
la llista, però per culpa d'aquest bug, hem tingut moltes dificultats.
La solució que hem implementat ha estat crear una classe que heredi ListView i editar la 
variable de classe WIDE_HEIGHT. El valor que li  donem es el  que té un ListView en 
condicions “normals”, en condicions on es dimensiona bé.
El segon canvi és sobreescriure el mètode onMeasure() perque utilitzi aquesta variable:
public class HeightListView extends ListView {
private static final int WIDE_HEIGHT = -2147483218;
[...]
@Override





4.4.4. Implementació de les vistes
Veiem els punts més importants de la vista que ens mostra la informació del seminari. La 

































En general és igual que la resta de vistes: TextViews per veure el text, un WebView per 
veure el contingut del seminari o Buttons per realitzar accions.
El que destaca d'aquest codi és que hem utilitzat upc.upcdroid.activities.HeightListView en 
lloc d'un ListView normal, perque com podem veure, està dins d'un ScrollView.
4.5. Directori de Contactes
El directori  de contactes deixa de basar-se en un feed RSS. La complexitat d'aquesta 
funcionalitat a fet que tinguem que utilitzar solucions externes que eliminim el màxim de 
treball del dispositiu.
Hem  implementat  un  script  en  Python  que  recorre  el  directori  de  la  UPC 
(http://directori.upc.edu) i genera una base de dades SQLite amb tota la informació dels 
contactes. A més, la taula creada utilitza la tecnologia FTS3.
FTS3 és un mòdul que genera una taula virtual i que permet a l'usuari realitzar cerques de 
text  a tota la taula.  Per aconseguir-ho, indexa tots  els camps de la taula per després 
realitzar cerques eficients. En certa manera és el mateix que fa Google amb la WWW i de 
fet Google a contribuït amb parts del codi d'aquest mòdul.
Així  doncs,  el  script  de  Python  genera  un  fitxer  SQLite  periòdicament,  i  l'usuari  el 
descarrega al mòbil.  Donat que el fitxer pot ser molt pesat per una connexió mòbil, la 
descarrega es fa de forma manual quan l'usuari cregui convenient. L'aplicació farà una 




Els punts que defineixen la funcionalitat Contactes són:
• Hem  de  poder  accedir  a  la  informació  dels  contactes  que  trobem  a 
http://directori.upc.edu.
• La vista inicial mostrarà la llista d'unitats de la UPC. Veurem el nom de la unitat.
• Des  de  la  llista  d'unitats,  podem  accedir  a  la  llista  de  contactes  d'una  unitat 
seleccionant-la a la llista.
• Tant a la llista d'unitats com a la de contactes, tenim disponible un menú des de el 
qual podem: realitzar cerques utilitzant la opció del menú o bé apretant el botó 
“cerca” del dispositiu, accedir a la llista de contactes preferits, o bé actualitzar la 
base de dades de contactes.
• L'actualització de contactes consisteix en descarregar un arxiu SQLite amb tota la 
informació. Aquest fitxer es genera en el servidor central periòdicament.
• Quan  fem clic  en  un  contacte,  accedirem a  la  vista  que  ens  mostrarà  tota  la 
informació  disponible.  Aquesta  informació  inclou:  nom,  unitat  a  la  que  pertany, 
direcció física del despatx, número de telèfon i correu..
• A més de la informació, també tindrem disponibles quatre botons: un per realitzar 
una trucada al seu número, un per enviar-li un email, un altre per crear un contacte 
Android  amb la seva informació,  i  per  últim,  un botó per  afegir-lo a  la llista  de 
preferits de l'aplicació.
4.5.2. Decisions de disseny
Per  complir  l'especificació  a  dalt  descrita,  s'han  pres  les  decisions  de  disseny  a 
continuació explicades:
4.5.2.1. Generació d'una base de dades SQLite amb tota la informació
Aquesta decisió  ha  estat  necessària  per  evitar  una gran  càrrega de processament  al 
dispositiu.
En  un  primer  moment  es  va  plantejar  generar  un  fitxer  XML amb  la  informació  del 
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Directori, i que posteriorment cada dispositiu s'encarregués de descarregar-lo i interpretar-
lo. Les probes realitzades mostraven una nul·la usabilitat, ja que el temps que tardava el 
dispositiu en interpretar el fitxer era massa alt.
A més la única manera de tenir una cerca de contactes real y prou eficient per ser viable 
en un dispositiu mòbil era, generar una base de dades SQLite. Per tant s'ha decidit que en 
lloc de generar un fitxer XML es generaria directament un fitxer SQLite, de tal manera que 
el dispositiu només necessita descarregar-lo i utilitzar-lo directament.
Aquesta feina de generació de la base de dades la realitza un script Python que corre en 
el servidor central.
4.5.2.2. Cerca de contactes
Una de les funcionalitat bàsiques a l'hora de tenir un directori de contactes, és la de cerca. 
Hem implementat una funcionalitat de cerca que és capaç de trobar un contacte basant-se 
en una o més cadenes de text i  buscant en tots els camps d'informació: nom, correu, 
direccio, telefon...
Per  aconseguir  aquesta funcionalitat  hem utilitzat  un mòdul  que incorpora la  base de 
dades SQLite: el FTS3. Amb aquest mòdul hem indexat totes les columnes d'informació 
del contacte i cada cerca es realitza en cada una d'elles.
Gràcies a aquest mòdul, les cerques són prou eficients per executar-se en un dispositiu 
mòbil.
4.5.3. Implementació del codi
Hi ha moltes parts en comú amb les altres funcionalitats i  no cal comentar-les. Veiem 
només aquelles parts que són diferents.
4.5.3.1. Actualització de la base de dades de contactes
Per actualitzar la base de dades s'implementa una funció que en primer lloc comprova 
que és necessari  actualitzar.  Aquest comprobació consisteix en mirar si  el  tamany del 
fitxer és diferent o que la data de creació del fitxer remot és posterior a la del local.
Aquesta informació està en un fitxer separat, anomenat contacts.modtime, i té el format:
1292790127;3035136
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Equival a <data creacio en segons>:<tamany en bytes>.
El codi que fa la comprobació és:
public Boolean isUptodate(String file) throws IOException {
if (file == "") file = 
mCtx.getDatabasePath(DATABASE_NAME).getAbsolutePath();
//get last modified time from remote
InputStreamReader timeisr = null;
URL lastModTimeUrl = new 
URL(mCtx.getString(R.string.contacts_modtime_url));
URLConnection ur = lastModTimeUrl.openConnection();
ur.setConnectTimeout(5*1000);
timeisr = new InputStreamReader(ur.getInputStream());
char[] timeString = new char[32];
timeisr.read(timeString); //10 chars
String t = new String(timeString);
//local file
File f = new File(file);
//local time
long localTime = f.lastModified()/1000; //need seconds
//remote time
long remoteTime = Long.parseLong(t.trim().split(";")[0]);
//local bytes
long localBytes = f.length();
//remote bytes
long remoteBytes = Long.parseLong(t.trim().split(";")[1]);
return (localTime > remoteTime) && (localBytes == remoteBytes);
}
Si no es compleixen les dues condicions, vol dir que el fitxer que tenim en local no és el 
correcte, i per tant necessitem actualitzar.
Un cop sabem que hem d'actualitzar,  procedim a descarregar  el  nou fitxer.  Primer  el 
descarreguem en un fitxer temporal i després substituim l'antic fitxer.
Veiem-ne part del codi:
public void updateContacts() throws IOException, Exception {
File dbPath = mCtx.getDatabasePath(DATABASE_NAME);
String tmpDbName = dbPath.getName()+"_new";
String tmpFile = dbPath.getParent()+"/"+tmpDbName;
URL fromUrl;
InputStream in = null;
FileOutputStream out = null;
//download new db 
try{
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fromUrl = new URL(mCtx.getString(R.string.contacts_url));
in=fromUrl.openConnection().getInputStream();
out = new FileOutputStream(tmpFile);
[...]
//check temp file is OK
if(!isUptodate(tmpFile)){
mCtx.deleteDatabase(tmpDbName);
throw new Exception("Error downloading new DB");
}
//move temp file
FileInputStream newFile = null;
try {
newFile = new FileInputStream(tmpFile);





throw new Exception("Error in DB. Please re-update");
}
}
4.5.3.2. Cerca de contactes
Per habilitar la funcionalitat de cerca, hem tingut que seguir els passos explicats a l'apartat 
2.6 d'aquest document.
• En primer lloc hem creat el fitxer res/xml/searchable.xml:
<?xml version="1.0" encoding="utf-8"?>
<searchable xmlns:android="http://schemas.android.com/apk/res/android"
    android:label="@string/app_name"
    android:hint="@string/search_hint" >
</searchable>









• Per últim, hem creat un ítem al menú que permeti fer cerques, per si el dispositiu no 
té el botó de cerca:
case R.id.contacts_menu_search:
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    onSearchRequested();
    return true;
Cada cop que l'usuari realitza una cerca, necessitem capturar el text introduit i crear la 
consulta SQL adient. Rebrem un intent amb el text de la consulta. Veiem el codi que ho fa:
private boolean loadData() {
Thread t = new Thread() {
public void run() {
if (Intent.ACTION_SEARCH.equals(mIntent.getAction())) {




public List<Contact> searchContacts(String content){




s = mDb.rawQuery("SELECT * FROM " + DATABASE_CONTACTS_TABLE +" WHERE 
" + DATABASE_CONTACTS_TABLE + " MATCH ? ORDER BY name", new String[]
{"*"+content+"*"});
}catch (Exception e) {
return contacts;
}




















Podem veure que la consulta utilitza la paraula clau “MATCH”, que serveix per utilitzar el 
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mòdul FTS3.
4.5.4. Implementació de les vistes
Totes les vistes són iguals a les vistes anteriorment.
4.6. Geoposicionament dels edificis de la UPC
La intenció d'aquesta funcionalitat és ser capaços de situar en un mapa, els edificis de la 
UPC. Básicament utilitzarem la API de Google Maps per aprofitar les seves capacitats. 
Nosaltres només hem de dir-li el punt exacte del mapa on situar la marca.
4.6.1. Especificació
Els punts que defineixen la funcionalitat Mapes són:
• La vista principal serà el mapa centrat en la Facultat d'Informática de Barcelona.
• Des de el  menú podem accedir  a  la llista  de punts disponibles.  També podem 
decidir si veure el mapa en mode “Satel·lit” o en mode “Mapa”.
• Els punts disponibles els obtenim del servidor central, de tal manera que si volem 
afegir més punts, no caldrà actualitzar l'aplicació.
• Al seleccionar un punt de la llista, es centrarà el mapa en el punt escollit.
4.6.2. Decisions de disseny
La única decisió important a l'hora de dissenyar aquesta funcionalitat ha estat la d'utilitzar 
la llibreria de Google Maps com a proveïdora dels mapes.
Android ofereix algunes classes per gestionar mapes, però són massa simples i bàsiques, 
i requereixen massa desenvolupament per arribar a tenir quelcom funcional.
La alternativa és utilitzar la llibreria de Google Maps, que va inclosa en el sistema Android. 
Tot i això, és necessari generar una clau per poder-la utilitzar (tal com s'explica en el punt 
2.7).
Aquesta llibreria ens gestiona la descarrega i  tractament dels mapes. No ens hem de 
preocupar de quin tros de mapa hem de descarregar o d'implementar el zoom. Tot això 
ens ho proporciona la llibreria. A més, també ens ofereix diverses classes per gestionar 
els punts que volem senyalar en el mapa.
UPCdroid 85
A partir  d'aquí,  nosaltres  utilitzem  aquestes  classes  per  guardar-hi  els  punts  i  que 
posteriorment la llibreria s'encarregui de dibuixar els punts en el mapa.
4.6.3. Implementació del codi
Aquesta aplicació gira al voltant de l'activitat MapActivity, que ens proporciona la llibreria 
de Google Maps.
4.6.3.1. Implementació del mapa
Tota la implementació del mapa la trobem a la classe UpcMapView.java, i la major part ja 
ha estat explicada en el punt 2.7. Nosaltres només mirem si l'intent conté un punt per 
dibuixar al  mapa:  si  el  té,  creem un GeoPoint  amb les dades de l'intent.  Si  no el  té, 
dibuixem el punt per defecte, el de la FIB.
També podem destacar el mètode “  setBuiltInZoomControls”, que li diu a la llibreria que 
mostri els controls del zoom. Ho gestiona tot Google Maps.
Veiem-ne el codi:
@Override
protected void onCreate(Bundle savedInstanceState) {
super.onCreate(savedInstanceState);
setContentView(R.layout.map_view);
OverlayItem globalPoint = new OverlayItem(new GeoPoint(41388570, 2112271), 
"campus nord", "campus nord"); //Campus Nord
mCtx = this;
//Create map
mMapView = (MapView) findViewById(R.id.map_view);
mMapView.setBuiltInZoomControls(true);
//If a point is received, replace global point and create overlay with it.
if(getIntent().hasExtra("lat") && getIntent().hasExtra("lon")){
//Need to be in latitudeE6 and longitudeE6
Integer lat = new 
Integer(getIntent().getStringExtra("lat").replace(".", ""));
Integer lon = new 
Integer(getIntent().getStringExtra("lon").replace(".", ""));
globalPoint = new OverlayItem(new GeoPoint(lat, lon), 
getIntent().getStringExtra("name"),"");
}
UpcOverlay upc = new 
UpcOverlay(getResources().getDrawable(R.drawable.redmarker));
upc.addOverlayItem(globalPoint);









Amb aquest codi, creem un punt, l'afegim a la capa UpcOverlay i l'afegim a la llista de 
capes del mapa.
4.6.3.2. Llista de punts disponibles
Per  aquesta  opció,  utilitzarem  la  generic_list.xml,  tal  com  hem  fet  en  les  altres 
funcionalitats.  Tant  el  codi  de  l'activitat  com  el  layout  són  semblants  a  la  resta 
d'implementacions que ja hem vist fins ara.
Els punts estan agrupats per categories. Per exemple, per seleccionar el punt de l'edifici 
B6 del campus nord, cal seleccionar “Barcelona - Campus Diagonal Nord” -> “Facultat 
d'Informàtica” -> “Edifici B6”.
Aquesta informació està en fitxers XML al servidor central, i cada cop que seleccionem 
una categoria, descarreguem el fitxer que conté la informació d'aquella categoria. Aquesta 
informació poden ser altres categories o bé els punts dels edificis.
Els fitxers XML tenen el següent format (en el cas de contenir categories):
<list>
<item>
















Un cop sabem quin format tenen els fitxers, podem analitzar el codi que obté els punts, 
que el trobarem a la classe MapItemsParser. El mateix codi funciona pels dos tipus de 
fitxers explicats a dalt. Analitzem només la part més important:
for(int i=0; i<nodes.getLength(); i++) {
HashMap<String, String> item = new HashMap<String, String>();
item.put("name", GenericParser.getTag(nodes.item(i), "name"));
String itemUrl = GenericParser.getTag(nodes.item(i), "url");
if(itemUrl != null) item.put("url", itemUrl);
String latPoint = GenericParser.getTag(nodes.item(i), "latitude");
String lonPoint = GenericParser.getTag(nodes.item(i), "longitude");






Iterem sobre  cada element  del  fitxer  XML i  busquem els  tags del  tipus “name”,  “url”, 
“latitude” i “longitude”. Segons quins tags trobem, els items que anem generant tindran 
com a keys “name i “url”, o “lat” i “lon”. D'aquesta manera, contemplem els dos casos i no 
hem de tenir un codi per a cada cas.
Un cop hem vist quin codi ens dona els punts, ara veurem qui els processa i els ofereix a 
l'usuari. D'aquesta part se n'encarrega l'activitat MapItemsList. La base de l'activitat és la 
mateixa que totes les que hem vist fins ara i que es basaven en una ListActivity. Per tant, 
només veurem el codi diferenciador:
getListView().setOnItemClickListener(new OnItemClickListener() {
public void onItemClick(AdapterView<?> parent, View view,
int position, long id){
Intent i = null;
if(data.get(position).containsKey("url")){
i = new Intent(mCtx, MapItemsList.class);
i.putExtra("url", data.get(position).get("url"));
}
else if(data.get(position).containsKey("lat") && 
  data.get(position).containsKey("lon")){








Aquest es el codi que s'executarà cada cop que seleccionem un item de la llista generada 
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per l'activitat. Tenim contemplats els dos casos: el que ens mostra una llista de “links” i el 
que  ens  genera  una  llista  de  punts.  Segons  el  cas  que  detecti  (mirant  quines  claus 
contenen els items), creem un intent amb el text extra “url” o bé en creem un amb els 
extres “lat” i “lon”. A més, segons el cas, tornarem a cridar a MapItemsList per mostrar el 
contingut de “url”, o bé cridem a UpcMapView per veure el punt seleccionat.
Per altra banda, si es un punt, li afegim el flag  FLAG_ACTIVITY_CLEAR_TOP. D'aquesta 
manera evitem que es vagin acumulant els punts a la “task” de l'aplicació. Si no, cada cop 
que féssim “back” amb el botó, tornariem a veure els punts consultats.
4.6.4. Implementació de les vistes
En aquesta funcionalitat  hem introduït  una nova vista per poder mostrar mapes i  que 
l'usuari hi pugui interactuar. Tot i això, la vista que utilitza l'activitat UpcMapView és molt 
senzilla.  Només consta de dues vistes:  un com.google.android.maps.MapView dins un 
RelativeLayout. Aquesta vista MapView ja s'encarrega de tota la part visual dels mapes.
<?xml version="1.0" encoding="utf-8"?>
<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android"
    android:orientation="vertical"
    android:layout_width="fill_parent"
    android:layout_height="fill_parent" >
    <com.google.android.maps.MapView
        android:id="@+id/map_view"
        android:layout_width="fill_parent"
        android:layout_height="fill_parent"
        android:layout_alignParentTop="true"
        android:layout_alignParentLeft="true"
        android:clickable="true"
        android:apiKey="0-9YeTs4EU6YsSUnhBYe2Xwy9adjPlMiPxxbKmw"
    />
</RelativeLayout>
Un punt a destacar és l'atribut android:apiKey, que s'utilitza per cridar a la API de Google 
Maps.  Tota  la  informació  relacionada  es  pot  trobar  a  http://code.google.com/intl/es-
ES/android/add-ons/google-apis/mapkey.html
L'activitat MapItemsList utilitza la generic_list.xml, compartida amb altres funcionalitats. Ja 
ha estat explicada anteriorment.
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5. Planificació I Costos
Per realitzar un projecte d'aquesta naturalesa, ha estat important una planificació inicial 
orientativa que ens ajudi a les persones implicades en el procés, a tenir cert ordre perque 
el projecte es realitzi de forma eficient.
A continuació detallarem una divisió de les tasques i les fases del projecte, i s'explicarà 
quina era la previsió inicial de cada una d'elles. Tot seguit, s'exposaran els motius pels 
quals s'ha vist modificada la previsió incial, es presentarà un diagrama de Gantt amb la 
planificació final i compararem les hores previstes inicials.
Per últim farem un càlcul del cost total que ha suposat aquest projecte.
5.1. Tasques i fases
Tasca Descripció
Preparació Instal·lació del SDK i l'entorn de desenvolupament, 
i llistat de documentació disponible.
Documentació previa Lectura  i  estudi  de  la  documentació  oficial 
d'Android, i primeres aplicacions de probes. Estudi 
d'altres aplicacions universitàries similars.
Definició dels objectius Definició general de les funcionalitats d'UPCdroid.
Especificació de l'aplicació Llistat  detallat  de  les  característiques  de  cada 
funcionalitat.
Implementació  de  la  funcionalitat 
Noticies
Disseny de la funcionalitat. Estudi de les diferents 
maneres de parsejar feeds XML. Implementació.
Implementació  de  la  funcionalitat 
Videos
Disseny de la funcionalitat. Implementació. Test de 
la compatibilitat de les fonts de videos de la UPC.
Implementació  de  la  funcionalitat 
seminaris
Disseny  de  la  funcionalitat.  Reunions  amb 
l'administrador  de  la  web  de  HiPEAC  per 
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determinar l'estructura del feed . Implementació.
Implementació  de  la  funcionalitat 
Mapes
Comparació de les solucions per a Mapes. Disseny 
de  la  funcionalitat  basada  en  Google  Maps  Api. 
Registre a la API. Implementació.
Implementació  de  la  funcionalitat 
Contactes
Disseny  de  la  funcionalitat.  Implementació  d'un 
script  en  Python  que  recuperi  la  informació  del 
directori de la UPC. Implementació.
Testing i depuració d'errors Testing  intensiu  a  l'emulador  i  al  dispositiu. 
Depuració  dels errors apareguts.
Validació de l'aplicació Validació de l'aplicació (validar l'especificació) per 
part del tutor i per terceres persones.
Redacció de la memòria Redacció  de  la  memoria  i  preparació  de 
l'exposició.
5.2. Planificació estimada inicial
La planificació que es va estimar en un principi és la següent.  Es va presuposar una 
dedicació de 2h diaries.
• 1 setmanes per a la definició dels objectius i especificacions de cada funcionalitat
• 3 setmanes d'estudi de la plataforma Android i primeres aplicacions de proba.
• 2 setmanes per la implementació de la funcionalitat Noticies.
• 1 setmana per Videos i 1 per Seminaris, ja que reutilitzen codi de Noticies.
• 2 setmanes per la funcionalitat Contactes.
• 1 setmana per la funcionalitat de Mapes.
• 2 setmana per testing al dispositiu i fixing de bugs.
• 4 setmanes per redactar la memoria.
En total seran 17 setmanes, uns 4 mesos.
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5.3. Planificació final
Diversos motius han fet que s'hagi allargat la duració del projecte. El principal ha estat que 
no se li ha pogut donar la dedicació de 2h diaries planejada. El fet de traballar a jornada 
completa ha fet que només li pogués dedicar els caps de setmana.
Per altra banda, alguna de les funcionalitats ha requerit més hores.
Al final se li ha dedicat 12 mesos, a raó d'una mitja de 20h al mes.
5.3.1. Diagrama de Gantt final
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5.3.2. Comparació d'hores planificades i hores reals invertides.
Tasques Estimació inicial Real
Definició dels objectius i especificacions 10 15
Estudi de la plataforma Android 30 45
Implementació de la funcionalitat Noticies 20 35
Implementació de la funcionalitat Videos 10 15
Implementació de la funcionalitat Seminaris 10 10
Implementació de la funcionalitat Contactes 20 30
Implementació de la funcionalitat Mapes 10 15
Testing al dispositiu i fixing de bugs 20 20
Redacció de la memòria 40 60
Total 170 Hores 245 Hores
5.4. Costos d'implementació
S'ha decidit assignar les tasques a dos perfils professionals: “anàlisis” i “programació”. En 
cas  de  que  el  projecte  el  realitzés  un  equip  de  persones,  aquests  serien  els  perfils 
necessaris.
Les  tasques del  primer  perfil  seran les  de definició d'objectius,  especificació,  part  del 
testing i part de la memòria. Les tasques del programador seran l'estudi de la plataforma, 
la implementació de l'aplicació,  el  testing i  fixing de bugs,  i  part  de la redacció de la 
memòria. El cost de cada perfil serà de 63€/h per l'analista i 26€/h pel programador.
A continuació tenim una taula on es fa el càlcul del cost de tot el projecte.
Tasques Analista Programador Cost
Definició dels objectius i especificacions 15h 0h 945,00 €
Estudi de la plataforma Android 0h 45h 1.170,00 €
Implementació de la funcionalitat Noticies 0h 35h 910,00 €
Implementació de la funcionalitat Videos 0h 15h 390,00 €
Implementació de la funcionalitat Seminaris 0h 10h 260,00 €
Implementació de la funcionalitat Contactes 0h 30h 780,00 €
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Implementació de la funcionalitat Mapes 0h 15h 390,00 €
Testing al dispositiu i fixing de bugs 10h 10h 890,00 €





• http://developer.android.com/index.html: Documentació  oficial  d'Android,  amb 
tutorials, exemples i guia de referència.
• http://www.anddev.org: Forum  de  consultes  relacionades  amb  el 
desenvolupament d'Android
• http://download.oracle.com/javase/:  Guia de referència de Java
• https://rome.dev.java.net/: Pàgina oficial amb la documentació del mòdul Rome.
• http://docs.python.org/: Documentació oficial de python.
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7. Conclusions
El  projecte  tenia  com  a  objectius  l'estudi  del  sistema  operatiu  Android  a  nivell  de 
desenvolupador així com la realització d'una aplicació per aquest SO que sigués útil per a 
la comunitat universitària. El primer objectiu queda implicit en el segon, per tant sempre 
s'ha tingut en ment realitzar una aplicació Android per a la UPC.
Els dos objectius han estat assolits: en primer lloc, hem aconseguit una aplicació funcional 
i útil per als membres o visitants de la UPC. En segon lloc, s'ha aconseguit un alt nivell de 
coneixement de la plataforma Android, coneixement molt valorats avui en dia. A més, ha 
servit per aplicar una metodologia autònoma tant d'aprenentatge com de treball.
Un cop acabat el projecte, puc afirmar que el fet d'haver après sobre la marxa tots els 
coneixements necessaris per aquest projecte, ha provocat que el desenvolupament hagi 
estat lent i que hi hagi moltes parts de codi que es podrien haver millorat.
Per tant, considero aquest projecte molt útil tant a nivell personal com per a la universitat. 
Personalment  m'emporto  uns  coneixements  molt  importants  i  la  UPC  disposa  d'una 
aplicació per Android que facilita l'accés als seus recursos.
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8. Anexes
L'aplicació UPCdroid ha de ser administrada per actualirzar la informació que es 
descarrega. A continuació veurem con administrar la informació de les diverses 
funcionalitats.
Tots els fitxers que es descarrega l'aplicació estan al servidor 
http://feeds.ac.upc.edu/UPCdroid. Les URLs estan definides a res/values/strings.xml. Com 
que no estan definides a els altres idiomes, tots ho aniran a buscar al mateix fitxer.
Anex 1: Gestió dels feeds de notícies i videos
La  informació  de  canals  de  notícies  i  videos  estan  a  la  carpeta 
/var/www/feeds.ac.upc.edu/UPCdroid.
Exemple de llista de feeds:











Com afegir un nou feed?






L'etiqueta <title> serà el text que apareixerà a la llista de feeds de l'aplicació, y l'etiqueta 
<link> serà la que contingui la url a un feed valid.
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Anex 2: Gestió de la llista de punts del mapa
La llista de punts s'estructura amb dos tipus de fitxers. Un tipus que conté enllaços a 
altres fitxers, i un altre tipus que conté la llista de punts. Tots els fitxers els trobarem a 
/var/www/feeds.ac.upc.edu/UPCdroid/maps/.
Exemple de fitxer amb enllaços:
<?xml version="1.0" encoding="UTF-8" ?>
<list>
<item>














Exemple de fitxer amb punts:
















Com afegir un nou element a l'estructura?
Tenim dues possibilitats: afegir un nou fitxer que contingui enllaços a altres fitxers o afegir 
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un nou fitxer que contingui punts.
• En el primer cas, crearem un fitxer amb el següent format:













• En el segon cas, crearem un fitxer amb el següent format:





<latitude>Latitud en graus (com al google maps)</latitude>










Anex 3: Gestió de la base de dades de contactes
L'aplicació UPCdroid es descarrega una base de dades SQLite del servidor. Aquesta BD 
la genera el script Python “parse_directori.py” que s'ha d'executar periòdicament.
A cada execució es generarà un nou contacts.db, i  s'actualitzarà l'enllaç de la carpeta 
/var/www/feeds.ac.upc.edu/UPCdroid/, que sempre apuntarà a l'última versió.
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