In the last few years the web has evolved from just being a source of information to a platform for business applications. In parallel to this, wireless sensor network technologies have evolved to a stage where they are capable of connecting to the web. This amalgamation of technologies referred to as "Web of Things", has created new opportunities for intelligent application development. However, the "Web of Things" has brought interesting challenges like -efficiently utilizing online sensors, sensor composition for just in time application development and others that require urgent attention. In this paper, we propose a conceptual framework and reference architecture for embedding the notions of Ubiquitous Intelligence and Computing within the "Web of Things" and empowering their use in a broader context.
Introduction
The last few years have seen an explosive growth in the use of the web for many aspects of business and human endeavor. The web has evolved from its very early days where it was purely used for information dissemination, to application deployment, the read-write web with web 2.0 and progressively the provision of semantics on the web. In parallel with this development has been that of ubiquitous computing with the deployment of sensors and minimal computing devices on the person or in the environment of interest. These two trends have initially developed essentially on their own separate tracks. More recently there has been an increasing trend towards connecting these sensors and wearable devices to the internet leading to the formulation of the notion of the so called "Internet of Things". However, to be truly of the web rather then just being connected through it is necessary to have effective mechanisms for:
1. Locating these sensors. 2. Having a sharable interface description that is consistent with the developing web. Here it is important to remember that these sensors will not only have information but also some very limited computing capability. 3. Invoking and composing sensor data and functions. 4. Defining an architectural framework.
A realization of this has led to the definition of the "Web of Things" which provides a framework for addressing these issues.
In this paper, we propose a conceptual framework and reference architecture for embedding the notions of Ubiquitous Intelligence and Computing within the "Web of Things" and empowering their use in a broader context. It also outlines some existing application areas.
2 Service-Oriented Architecture (SOA) vs. Resource Oriented Architecture (ROA)
In order to solve the UCDs and sensor integration problems, the supporting IT systems need to be simple and malleable. Research [1] has outlined the requirement for a service-based approach. Service-based approaches achieve loose coupling among interacting systems where disparate components may interact using a common interaction protocol and certain architectural and protocol constraints. By abstracting a component's internals through an interface, components become well isolated and standardized. Such architectures define component location, integration, management, monitoring and security in a straightforward way. Tailorable systems may then be rapidly adapted to satisfy specialized and evolving requirements. Tailorable system architectures require specific tools and significant technological support. We have identified the following categories and features that must be investigated when developing architectures for the "Web of Things" to allow composition, Interaction and collaboration and these are:
• Context independence -Identifying the clear decompositions in such a system is a key to developing a hierarchical system architecture where systems are built from building blocks.
• Service Model or a Resource Model -A service or Resource model ensures that disparate devices which reside on different platforms, can interoperate.
• Accessibility -Services and Resources must be accessible by clients that are implemented using different technologies, and are distributed over a network.
• Data Exchange -A data exchange model is a communication protocol that enables components to interact and transfer data in a standardized way.
• Location Transparency -To achieve location transparency and seamless interoperability, a piece of wrapping middleware code lies between components that make interactions transparent.
• Contracts -An interaction contract guarantees that an interface exists, and provides its advertised services.
• Plug and Play -The use of stable, published interfaces represented in a sharable standardized representation enables assembly or integration of applications from disparate sources. In this way, components can be reconfigured, added, removed, or replaced after system deployment.
• Automation -The use of macros and scripts that are implemented to facilitate dynamic discovery, interaction and integration of reusable components at runtime [2] [3].
