Concepts of connecting microcontrollers to wired networks by Janc, Jernej
 
UNIVERZA V LJUBLJANI 




























































UNIVERZA V LJUBLJANI 



























































Zahvaljujem se predvsem mentorju  prof. dr. Janezu Diaciju za vodenje in usmerjanje pri 
raziskovalnem delu ter asist. dr. Marku Cornu, za pomoč pri praktičnem delu in  
potrpežljivost pri raziskovanju. Prav tako se zahvaljujem vsem zaposlenim v laboratoriju 
LDSE za uporabo prostorov in zagotovitev materialnih sredstev.  
 












 UDK 004.312.466+004.725.4(043.2) 
 
















 Raspberry Pi 







Diplomsko delo zajema teoretični pregled in eksperimentalno izvedbo dveh konceptov 
povezovanja mikrokrmilnikov v lokalno omrežje. Oba koncepta izhajata iz omrežnega  
modela TCP/IP. UDP je vključen kot nezanesljiv protokol na transportni plasti, MQTT pa 
deluje kot aplikacija na vrhu modela. Zasnovali smo eksperiment, ki nam pokaže odzivnost 
in zanesljivost obeh rešitev. Merimo čas od pošiljanja sporočila na eni enoti, do časa prejema 
in prepoznave sporočila pri drugi enoti. Eksperimentalni del je uspešno izveden s pomočjo 
razpoložljivih odprtokodnih platform in programov. Ugotovili smo, da sta obe rešitvi v 
postavljenem omrežju zanesljivi, UDP zahteva manj sredstev, je hitrejši in primeren za 
direktno komunikacijo med končnimi napravami. MQTT ima potencial za shranjevanje in 
obdelavo podatkov, vendar zahteva večjo zmogljivost in več naprav. Njegova vzpostavitev 
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The thesis includes theoretical examination and experimental implementation of two 
concepts of connecting microcontrollers to the local network. Both concepts come from 
TCP/ IP network model. UDP is included as an unreliable protocol on the transport layer, 
and MQTT acts as an application on top of the model. We have designed an experiment to 
assess the responsiveness and reliability of both solutions. We have measured time interval 
between sending a message from one IoT device and receiving and recognizing message 
with another IoT device. The experimental part was successfully implemented with the help 
of available open source platforms and programs. We found that both solutions in the 
established network are reliable, UDP requires less resources, it is faster and suitable for 
direct communication between end devices. MQTT has more potential for storing and 
processing data, but requires higher capacity and more devices. It is easy to implement and 
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Seznam uporabljenih simbolov 
Oznaka Enota Pomen 
   
 t s čas 
U V električna napetost 
Hz  s-1 frekvenca 
   
   
   
   







Seznam uporabljenih okrajšav 
Okrajšava Slovenski pomen in izvirni angleški izraz  
DHCP Omrežni protokol za dinamično nastavitev gostitelja (ang. Dynamic 
Host Configuration Protocol)  
FTP Standard za prenos datotek med različnimi operacijskimi sistemi. 
(angl. File Transfer Protocol) 
IOT Medmrežje stvari (angl. Internet Of Things) 
IP Internetni protokol (angl. Internet Protocol) 
IDE  Integrirano razvojno okolje (angl. Integrated development 
environment) 
LAN Računalniško omrežje, ki povezuje naprave v omejenem območju. 
(angl. Local Area Network) 
MAC Unikatno zaporedje znakov omrežne naprave (angl. Media Access 
Control) 
MQTT (angl. Message Queue Telementry) 
M2M Komunikacija med napravami (angl. Machine to Machine) 
PC Osebni računalnik (angl. Personal Computer) 
RFID Radiofrekvenčna identifikacija (angl. Radio Frequency 
IDentification) 
SMTP Standardni protokol za prenos elektronske pošte (angl. Simple Mail 
Transfer Protocol) 
SD Spominska kartica(angl. Secure Digital) 
TCP/IP Internetni sklad protokolov (angl. Transmission Control 
Protocol/Internet Protocol) 
UDP  Ne povezovalni protokol za prenos paketov (angl. User Datagram 
Protocol) 
USB Univerzalno serijsko vodilo (angl. User Datagram Protocol) 






1.1 Ozadje problema 
Osembitni mikrokrmilniki se uporabljajo v številnih mehatronskih aplikacijah kot krmilniki 
posameznih komponent in preprostejših sistemov. S širitvijo medmrežja na mnoga nova 
področja (t.i. medmrežje stvari) postaja vse bolj zanimivo tudi povezovanje takih 
mehatronskih sistemov v medmrežje. Pri tem je temeljno vprašanje, kako hkrati zagotoviti 
odzivnost vgradnih mikrokrmilnikov v krmilni aplikaciji. S hitrimi odzivi na trenutna stanja 
zagotovimo tekoče in varno delovanje celotnih sistemov. Na trgu se pojavlja veliko različnih 
tehnologij, ki omogočajo povezovanje stvari v poljubno velika internetna omrežja. Vsaka 




V teoretičnem delu obravnavamo dva koncepta povezovanja osembitnih mikrokrmilnikov, 
ki izvajajo realno-časovne operacije krmiljenja v mehatronskih sistemih, v ožičena omrežja.  
S pomočjo ugotovitev teoretične analize razvijemo sistem za testno implementacijo 
konceptov z obstoječimi odprtokodnimi programskimi orodji. Sistem uporabimo za 
izvajanje eksperimentov s katerim dokažemo funkcionalnost izvedbe (krmiljenje in 
povezovanje v medmrežje) in analiziramo  meje funkcionalnosti. 





2 Teoretične osnove in pregled literature 
2.1 Medmrežje stvari 
Internet oz. medmrežje stvari (Internet of Things)  je skovanka, s katero je Kevin Ashton 
leta 1999 naslovil predstavitev idejne povezave izdelkov z RFID oznako  in internetom [1]. 
Danes se izraz Internet of Things pojavlja od naslovov znanstvenih člankov, poimenovanj 
Evropskih konferenc do oglaševanja izdelkov [2].  Imamo mnogo različnih definicij, v 
splošnem pa IoT opisuje idejo, kjer stvari prepoznamo, preberemo, lociramo, naslovimo in 
upravljamo čez internet. Stvar je lahko oseba z srčnim spodbujevalnikom, žival z 
oddajnikom, avtomobil, ki pokliče pomoč v nesreči, virtualni strežnik oziroma vsak objekt, 
ki mu lahko določimo IP naslov ter je zmožen prenašanja podatkov čez omrežje[3]. 
 Zanimiva je tudi definicija podjetja Cisco, ki opisuje IoT kot časovno prelomnico, ko je bilo 
na internet povezano več stvari kot ljudi. Po ocenah smo jo dosegli okoli leta 2009, ko je 
bilo na medmrežje povezano več kot 6,7 milijona stvari.  [4]      
 
 
2.2 Omrežni model TCP/IP  
TCP/IP je standardizirana množica protokolov, ki omogoča povezovanje in komuniciranje 
med različnimi platformami (PC, Mac, Unix).  Povezovanje različnih platform je mogoče, 
ker posamezni proizvajalci ne smejo dodajati svojih dodatkov. Standard je odprte narave je 
zmogljiv in robusten. Danes večina omreži podpira TCP/IP, saj omogoča nadzor nad 
pretokom informacij, zato je primeren tudi za prostrana omrežja (WAN)[5]. 
 
Protokolni sklad TCP/ IP je razdeljen na naslednje štiri plasti: 
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Slika 2.1: Štiri plast TCP/IP (prirejeno po [6]) 
 
 
2.2.1 Aplikacijska plast 
 Na vrhu modela TCP/IP je aplikacijska plast, kjer imajo aplikacije dostop do omrežja [5]. 
Sem spadajo storitve in protokoli, kot na primer: brskalniki, Telnet, FTP, SMTP (elektronska 
pošta), DHCP.  
 
 
2.2.2 Transportna plast 
 Transportni protokoli zagotavljajo prenos podatkov med dvema končnima računalniškima 
aplikacijama.  Sprejme zahteve aplikacijske plasti ter jih izvrši s pomočjo omrežnega sloja. 
Za transportni protokol se najpogosteje uporabljata TCP in UDP. TCP se uporablja, ko 
potrebujemo zanesljive povezave in pošiljamo večje količine podatkov. UDP pride v poštev 
v neobremenjenih in stabilnih omrežjih, ko želimo najhitreje prenesti informacije.   
 
 
2.2.2.1 TCP  
TCP (ang. Transmission Control Protocol) je bil razvit v osemdesetih letih za takratna 
nezanesljiva omrežja. Je povezovalno orientiran, kar pomeni, da klient in strežnik 
vzpostavita povezavo pred izmenjavo sporočil s pomočjo trosmernega rokovanja. Sposoben 
je zaznati izgubljene pakete, ter jih ponovno zahtevati od pošiljatelja. Posledično jih tudi 
uredi v pravilen vrstni red. Velikost glave je 20 bajtov. Glavna prednost je zanesljivost, 
slabost pa  nizka, hitrost saj je potrebna vzpostavitev seje.   
 
Trosmerno rokovanje je namenjeno vzpostavitvi seje med dvema uporabnikoma omrežja. 
Končni točki se dogovarjata, pod kakšnim parametri se bodo prenašali paketi, npr. zahteve 
internetnih brskalnikov. Naenkrat je na omrežju možno vzpostaviti več sej v obe smeri, kar 
omogoča pošiljanje več tokov podatkov po eni fizični plasti. Trajanje trosmernega rokovanja 
je približno 84 ms. 
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Slika 2.2: Trosmerno rokovanje protokola TCP (prirejeno po [7]) 
 
 
Klient oziroma odjemalec (Sika 2.2) pošlje paket SYN na strežnik. V glavi paketa je SYN 
bit nastavljen na 1.  Strežnik po prejemu paketa označi v glavi paketa prejetje paketa ACK 




 UDP (ang. Unreliable Data Protocol) je zelo nezanesljiv sklad protokolov, saj deluje na 
principu »upam, da paket prispe« . Klient pošlje paket na vtičnico strežnika, vendar ni 
nobenega preverjanja, če je paket res prispel ter kateri po vrsti je prišel na cilj. Paket 
izstrelimo in nanj pozabimo.  Ima glavo velikosti 8 bajtov, zaradi majhnosti paketov in 
nepreverjanja pošiljanja je transport hiter.    
 
 
2.2.3 Internet – IP  
Na internetnem sloju  se pakete  zapakira v omrežne datagrame ter usmerjanja skozi 
topologijo omrežja. Usmerjevalni algoritmi vodijo pakte preko vozlišč od izvornega proti 
ciljnem naslovu. Naslova sta zapisana v glavi vsakega paketa.   
 
 
2.2.4 Računalniško omrežje  
 Računalniško omrežje oziroma plast omrežnega vmesnika (angl. Network interface layer) 
zajema vse možnosti povezovanja naprav v omrežja, pogoj je le, da so sposobne pošiljati in 
sprejemati IP pakete. Povezuje lokalna omrežja (npr. Ethernet in token ring) v prostrana 
omrežja, kjer deluje internetni sloj.  
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2.3 Povezovanje z MQTT Message Queue Telementry 
MQTT je aplikacijski protokol za povezovanje naprav (M2M) stila izdajatelj /naročnik. 
Razvit je bil v podjetju IBM za hkraten monitoring mnogih naprav na naftnih ploščadih iz 
celine. Zaradi potrebe po zanesljivosti pri satelitskih povezavah ima na transportnem sloju 
protokol TCP/IP. Zelo je uporaben za IoT, saj ima nizek odtis, majhno porabo energije in 
zanesljivo dostavljanje podatkov do mnogo stvari. Od leta 2016 je registriran kot standard, 
največ zaslug pa gre odprtokodni implementaciji posrednika Mosquitto.   
 
Posrednik« (angl. broker) deluje kot strežnik, ki povezuje izdajatelje in naročnike (angl. 
Publishers and Subscribers) [8]. Izdajatelji pošiljajo sporočila po temah (angl. topics) do 
posrednika, ki jih nato posreduje vsem naročnikom, ki so se pri njem naročili na to temo. 
Vsak naročnik je lahko hkrati izdajatelj ter spremlja in objavlja v več temah (slika 2.3).  
 
 
Slika 2.3: Prikaza izdajateljev in naročnikov   
 
 
2.3.1 Eclipse Mosquitto – odprtokodni MQTT posrednik 
Mosquitto je odprtokodna verzija strežnika in klienta razvita v okviru projekta podprtega z 
Eclipse Foundation. Namenjen je uporabi v vseh situacijah, kjer je potreba po pošiljanju 
lahkih sporočil, še posebej na napravah z omejenimi zmogljivostmi [9]. 
Poleg pojavljanja v akademskih raziskavah se uporablja v odprtokodnih projektih, kot sta 
avtomatizacija doma in projekt sledenja osebne lokacije, ter je integriran v komercialne 
produkte.  
 
Sam projekt je sestavljen iz 3 delov: 
 Glavi Mosquitto server 
 Kliente za različne platforme mosquitto_pub in mosquitto_sub za komunikacijo z 
MQTT strežnikom 
 MQTT knjižnica za klienta napisana v jeziku C
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3 Metodologija raziskave 
3.1 Zasnova eksperimenta  
Pri mehatronskih sistemih, kjer imamo več pametnih enot povezanih v omrežje je odzivnost 
takega sistema odvisna od hitrosti obveščanja med enotami.  Eksperiment simulira primer 
izrednega stanja, ki ga je zaznala glavna enota. Za čim manjše posledice napake potrebujemo 
hitro reakcijo od ostalih enot v omrežju. Glavna enota se odzove na spremembo in ob tem 
obvesti ostale naj ravnajo podobno. 
Eksperiment je zasnovan tako, da na poljubno omrežje priključimo tri podobne odprtokodne 
Iot stvari. Stvari se morajo biti sposobne povezati na omrežje in generirati merljiv digitalni 
izhodni signal. Ena izmed stvari ima glavno funkcijo (MAIN), kar pomeni, da je zadolžena 
za pošiljanje ukaza čez omrežje do ostalih stvari. Pri pošiljanju ukaza tudi sama odda 
digitalni izhodni signal, ki predstavlja izhodišče za merjenje časa. Merili bomo čas, ki 
preteče od izhodišča do točk, ko podrejeni stvari (SUB 1 in SUB 2)  sprejmeta in obdelata 
ukaz ter nanj odgovorita z napetostjo na svojem digitalnem izhodu. Z različnimi rešitvami 
omrežnih povezav in protokolov skušamo doseči čim krajše čase, ter čim večjo zanesljivost 
pri pošiljanju ukazov. Iz izmerjenih časov, vidimo katera rešitev je odzivnejša in za koliko.  






Slika 3.1:Shema zasnove eksperimenta 
 
 
3.2 Opis eksperimentalne opreme 
3.2.1 Mikrokrmilna plošča Arduino Uno REV 3 SMD 
Arduino je odprtokodna platforma, ki  zajema razvoj in proizvodnjo mikrokrmilnih plošč, 
integrirano razvojno okolje ter močno uporabniško skupnost. Namenjen projekta je 
realizacija različnih preprostih mehatronskih projektov, brez potrebnega predznanja o 
mikrokrmilnikih oziroma elektroniki na splošno. Za vse Arduino krmilnike je na voljo 
brezplačno programsko okolje – Arduino IDE . V okolju pišemo kodo v skice (Slika 3.1), ki 
imajo dve glavni funkciji, to sta »void setup()«, ki se izvede ob zagonu, ter »void 
loop()«, kjer se koda izvaja neprestano. Programira se v jeziku C++ . IDE izvede 






Slika 3.2: Primer skice v programskem okolju 
 
 
Arduino Uno REV 3 SMD (slika 3.2) poganja Atmelov 8-bitni ATmega328P mikroprocesor 
(1). Na matični plošči se nahajajo večnamenski priključki za  digitalne vhode/izhode (2), 






Preglednica 3.1: Tehnične specifikacije Arduino Uno REV 3 SMD 
Mikroprocesor  ATmega328P 
Delovna napetost  5 V 
Digitalni vhodi/izhodi 14 







Slika 3.3: Arduino Uno SMD z označenimi deli (prirejeno po [11]) 
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Bliskovni pomnilnik 32 KB 
SRAM 2 KB 
EEPROM 1 KB 
Hitrost ure 16 MHz 
Dolžina in širina 68.6 mm, 53.4mm 
 
 
Več podatkov in tehničnih specifikacij je dosegljivih v dokumentu [10].  
 
 
3.2.2 Arduino Ethernet shield 2 s POE 
Arduino ethernet shield 2 (slika 3.3) je razširitveni modul za osnovno Arduino ploščo, ki 
omogoča povezavo z internetom. Modul se namesti direktno na ploščo, s katero komunicira 
preko sinhrone serijske podatkovne povezave - SPI. Na omrežje ga povežemo s standardnim 
konektorjem RJ45. POE (ang. Power over internet ) označuje verzijo, ki se je zmožna 
napajati preko omrežnega kabla. 




Slika 3.4: Razširitvena plošča Ethernet shield 2 
 
 
Preglednica 3.2: Značilnosti Ethernet shield 2 
Podpira protokole TCP, UDP, IPv4, ICMP 
Število simultanih neodvisnih vtičnic 8 
Notranji spomin 32 KB 
Za hitrosti 10/100 Mbps 
 
 




3.2.3 Omrežni usmerjevalnik TP – LINK Archer C2  
Omrežni usmerjevalnik za vzpostavitev lokalnega in brezžičnega omrežja. Ima štiri vrata za 
10/100/1000 Mbps LAN povezavno in anteni za 2.4Ghz ter 5Ghz brezžično povezavo. 
Podpira standarda IEEE 802.11ac/n/a5GHz in IEEE 802.11b/g/n 2.4GHz. Podpira IPv4 in 
IPv6. Za dodeljevanje IP naslovov uporablja  DHCP.  
 
 
Slika 3.5: Omrežni usmerjevalnik TP-LINK 
 
 
Ostale značilnosti so dostopne v dokumentu [13]. 
 
 
3.2.4 Raspberry PI 3 Model B 
Raspberry Pi (slika 3.5) je mikroračunalnik v velikosti kreditne kartice. Razvit je bil za 
učenje osnov računalništva, danes pa se uporablja v raznovrstnih mehatronskih projektih od 
avtomatizacije doma do robotskih rok. Zaradi viskokega razmerja med zmogljivostjo in ceno 
(cca. 35 €)  je uporabljen kot osnova  Iot aplikacij.  
V nalogi je uporabljen Raspberry PI model B tretje generacije, ki ga poganja štiri-jedrni 64-
bitni mikroprocesor ARM Cortex A53. 1 GB pomnilnika si deli z grafičnem procesorjem. 
Ima 4 USB 2.0 vhode, največkrat uporabljene za miško in tipkovnico,  monitor lahko 
priključimo v HDMI izhod. Za napajanje potrebuje 5 V napetosti na priključku Micro – 
USB. S spletom se povežemo Ethernet 10/100, na razpolago imamo še 40 priključkov, za 
generiranje vhodnih ali izhodnih signalov.  
Operacijski sistem je nameščen na spominski kartici. Namestili smo operacijski sistem 




Slika 3.6:Raspberry PI 3 model B  
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3.2.5 Tektronix DPO 2024B  
Za zajemanje digitalnih signalov smo uporabili osciloskop Tekrtonix DPO 2024B (slika 3.6).  
Ima frekvenco vzorčenja 1 GS/s, ter možnost opravljanja meritev na štirih analognih kanalih.  
 




Slika 3.7: Osciloskop z nameščenimi sondami  
 
 
Rezultate smo izvažali s pomočjo pripadajoče programske opreme OpenChoice desktop  
preko USB – B vrat na osebni računalnik ter v Excel preglednico.  
 
Vzorce smo zajemali s pasivnimi napetostnimi sondami Tektronix TPP020. Namenjene so 




Slika 3.8: Merilne sonde TPP020  
 
 




3.3 Opis eksperimentalnega sistema 
Na podlagi preučene teorije in zasnovanega poizkusa smo postavili eksperimentalni sistem, 
s katerim smo izmerili odzivnost prenašanja informacij za protokola UDP in MQTT. V 
laboratoriju smo postavili lokalno mrežo in nanjo priključili komponente.  
 
 
3.3.1 Rešitev s protokolom UDP  
3.3.1.1 Fizična postavitev komponent 
Osnova eksperimentalnega sistema so bili trije mikrokrmilniki Arduino Uno Rev 3 (SMD) 
z nameščenimi razširitvenim ploščami  Arduino Ethernet Shield 2. Ti so predstavljali stvari 
v omrežju. Razširitvene plošče za dostop do interneta so bile povezane z omrežnim 
usmerjevalnikom TP-LINK Archer C2  preko standardnega UTP kabla. Usmerjevalnik je z 
DHCP protokolom dodelil stvarem unikatne IP naslove, ki omogočajo prepoznavanje 
povezanih med seboj. Na Arduinih se je izvajala programska koda, ki smo jo nalagali in 
spremljali preko serijske komunikacije. Prav tako so se mikrokrmilniki napajali preko USB 
povezave. Na osciloskop Tektronix DPO2024B smo priključili pasivne napetostne sonde 
TPP020. En del sonde smo namestili na priključek, kjer smo spreminjali napetost, drugi del 
pa na priključek »ground«. Na osciloskopu smo nastavili samosprožilec, ki se je sprožil, ko 
je glavni Arduino (MAIN) sprožil svoj PIN ter poslal paketa na IP naslova mikrokrmilnikov 




Slika 3.9: Topografija povezav za rešitev z UDP 
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3.3.1.2 Programska koda  
Za pisanje kode, njeno preverjanje in nalaganje smo uporabili okolje Arduino IDE. V sklopu 
okolja je tudi serijski vmesnik, preko katerega dobivamo povratne informacije iz plošče. V 
tej nalogi nam je služil predvsem kot orodje za odkrivanje hroščev v skicah. Napisali smo 
dve kodi, eno kompleksnejšo za mikrokrmilnik MAIN, ter eno za SUB 1 in 2.  
 
Programska koda MAIN 
 
 Naloga glavnega Arduina (Main), je bila da na omrežju najde predpisano število 
mikrokrmilnikov, ter si zapomni njihove IP naslove. Naslove je potreboval, da je imel naslov 
za  pošiljanje paketov čez UDP protokol. Poleg IP naslova, smo določili še fiksno številko 
vrat, kamor je pošiljal pakete, SUB 1 in 2 pa sta zanje poslušata.   
Posamezne dele skice smo povzeli iz knjige [16],  ter iz vgrajenih primerov v Arduino IDE.  
 
V prvem delu kode smo uvozili uporabljene knjižnice in definirali globalne spremenljivke. 
 
Uporabili smo knjižnici: 
 Ethernet2 knjižnica za Ethernet Shiled 2 s čipom Wiznet W5500. Knjižnica je 
dostopna na spletu[17]. 
 
 EEPROM knjižnico smo uporabili za manipuliranje podatkov v istoimenskem    
vgrajenem spominu.    
 
 
Definirali smo MAC naslov, pri katerem smo pazili, da je bil unikaten na lokalni mreži.  
 
      
 
V funkciji »void setup()« smo določili, na katerem priključku bo digitalni izhod, 
vzpostavili serijsko povezavo s računalnikom in zagnali internetno povezavo. IP naslov je 
Arduinu dodelil omrežni usmerjevalnik s protokolom DHCP. Iz nevolatilnega podatkovnega 
pomnilnika (EEPROM) smo prebrali vrednosti pomembnih spremenljivk, ki so enake za vse 
tri mikrokrmilnike. To sta številka vrat, kamor pošiljamo in poslušamo UDP pakte ter število 






Funkcija » void UDPsetup()« je bila namenjena, da glavni mikrokrmilnik pridobi IP 
naslove ostalih povezanih na mreži. To smo dosegli tako, da je glavni Arduino poslal pakete 
preko UDP protokola naslovljene na prej določena vrata in logične IP naslove. Prve tri 
osembitne vrednosti je vzel iz svojega naslova, četrtega pa iskal v množici, ki je bila pred 
nastavljena na omrežnem usmerjevalniku oziroma v razponu 1-255. Na naslove je poslal 




V funkciji »void loop()« se je izvajala koda, ki je bila ključna za meritve. Najprej smo 
vključili napetost na digitalnem izhodu glavnega Arduina, zatem poslali pakete na 
pridobljene IP naslove mikrokrmilnikov, kjer so po obdelavi paketa aktivirali njihove 
digitalne izhode. Signal na digitalnih izhodih spreminjamo direktno v registrih, saj je tak 




Programska koda SUB 1 in 2 
 
Na Arduinih, ki sta čakala na pakete je bila naložena koda SUB. Večina kode je podobna 
vsebini v MAIN, glavna razlika se nahaja v funkciji »UDPlisten()«. 
Funkcija prebere vsebino prejetih paketov, ter primerno odreagira. Na primer, če je vsebina 








3.3.2 Rešitev s MQTT 
3.3.2.1 Fizična postavitev komponent 
Postavitvi rešitve s protokolom UDP smo dodali Raspberry Pi 3 model B (slika 3.10). Ima 
funkcijo posrednika (angl. broker) pri izvajanju MQTT protokola. Mikrokrmilnik MAIN  
deluje  kot izdajatelj, SUB 1 in 2 pa sta  naročnika kanala, kamor je MAIN pošiljal sporočila. 
Pi je povezan na lokalno mrežo preko standardnega kabla z omrežnim usmerjevalnikom. Za 




Slika 3.10: Topografija povezav za rešitev z MQTT 
 
 
3.3.2.2 Programska koda  
Posrednik Raspberry Pi 
 




Po namestitvi zaženemo v terminalu posrednika. Izpiše se nami nameščena verzija in 






Za preverjanje delovanja odpremo dva terminala, na enem se naročimo na temo, na drugem 
pa objavimo željeno sporočilo.  
 









Programska koda MAIN 
  
Naloga glavnega mikrokrmilnika  je objavljanje sporočil v temah, na katere sta naročena 
podrejena mikrokrmilnika.  
 
S spleta smo uvozili odprtokodno knjižnico PubSubClient [18],  ki je namenjena za Arduino 
z Ethernet shield. Omogoča preprosto komuniciranje izdajatelj/naročnik med Arduinom in 
strežnikom oziroma posrednikom. Na osnovi priloženih primerov iz knjižnice [18] napišemo 
kodo za naš eksperimentalni sistem. Določili smo unikaten MAC naslov ter IP strežnika, ki 




V »void setup()« zaženemo internet povezavo, definiramo priključek, kazalnik na 
funkcijo, ki se izvede ob prejemu pakta ter podrobnejše informacije strežnika. 
  
»Void reconnect ()« skrbi za vzpostavlanje in ohrnajanje povezave s strežnikom. 
Povezujemo se na strežnik z funkcijo »clinet.conncet()«, ki ji moramo podati 
edinstveno ime našega klienta. Ob uspešni vzpostavitvi povezave, na temo startTopic 





V funkcij »void loop()« ohranjamo povezavo s posrednikom, prožimo digitalni signal 




Programska koda SUB 1 in 2 
 




Glaven del kode se nahaja v funkciji »void callback«, ki se izvede ob prejetem 
sporočil na naročenih kanalih. Po prejetem sporočilu sprožimo signal na digitalnem izhodu, 
neglede kam je sporočilo prišlo in kakšno vsebino ima.  
 
   
 
Celotna koda obeh verzij se nahaja v prilogah. 
 
 
3.4 Opis eksperimenta  
Cilj eksperimentov pri obeh rešitvah je izmeriti čim krajši čas med, ki ga mikrokrmilnik  
MAIN potrebuje za uspešno obveščanje SUB 1 in 2. Glavni mikrokrmilnik je zadolžen za 
začetni ukaz, po katerim ta in še dva podrejena SUB 1 in SUB 2 aktivirajo napetost na 
digitalnem izhodu. Pasivne napetostne sode namestimo na priključke vseh treh Arduinov ter 
njihove meritve zajemamo na osciloskopu. Meritve zajemamo s pomočjo samosprožilca, ki 
se sproži, ko se dvigne napetost na glavnem nad 100 mV. 
Metodologija raziskave 
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 S pomočjo funkcij osciloskopa ob sprožitvi dobimo tudi vrednosti časov t1 in t2 (slika 3.11) 
med vodilnim robom digitalnega signala glavnega ter vodilnim robom obeh podrejenih 
signalov. Na abcisni osi imamo čas v milisekundah, na ordinati osi pa napetost v voltih. 
Pričakovani čas med signali je manjši od 10 ms. Pričakovana najvišja izmerjena napetost je 









4 Rezultati in diskusija 
4.1 Rešitev s protokolom UDP 
Na sliki 4.1 imamo postavljeni eksperimentalen sistem za izvajanje protokola UDP. Vsi 
Arduini se napajajo preko USB prenosnika,  prav tako je z njim povezan osciloskop za izvoz 
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Po uspešni dodelitvi IP naslovov trem mikrokrmilnikov je MAIN začel pridobivati še IP 
naslova podrejenih naprav. Proces do začetka pošiljanja UDP paketov traja približno minuto. 
Prvi poslani paket sproži signal na izhodu glavnega to osciloskop zazna kot sprožilec 
(povišana napetost) ter naredi posnetek zaslona. Na posnetku zaslonu (slika 4.2) vidimo tudi 
zajeta signala iz podrejenih mikrokrmilnikov, ki reagirata na prejeti paket. Signali so 
razporejeni po ordinatni osi ter drugače skalirani (MAIN) zaradi boljše predstave rezultatov. 
Vsake 5 s pride nova sprememba napetosti na MAIN in jo prikažemo na ekranu. Meritve 
časov se izpisujejo spodaj desno, sproti jih zapisujemo v Excel tabelo na prenosniku.  




Slika 4.2: Prikaz rezultatov UDP na osciloskopu 
 
 
Zajete vrednosti časovnih razlik med glavnim mikrokrmilnikom (MAIN) in dvema 
podrejenima (SUB 1 in SUB 2 ) ter razliko med SUB 2 in SUB 1  smo uvozili v tabelo in 
izračunali njihovo povprečje. 
 
 
Preglednica 4.1: Vrednosti meritev UDP 
Meritev SUB 1 [ms] SUB 2 [ms] SUB 2- SUB 1 [ms] 
1 1,6416 2,1866 0,545 
2 1,6526 2,1767 0,5241 
3 1,6474 2,2282 0,5808 
4 1,635 2,2165 0,5815 
5 1,6279 2,2101 0,5822 
6 1,6042 2,1837 0,5795 
7 1,6611 2,2397 0,5786 
8 1,6678 2,2063 0,5385 
Meritve 
Ime signala 
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9 1,6694 2,1957 0,5263 
10 1,6064 2,1957 0,5893 
11 1,6608 2,1901 0,5293 
12 1,6469 2,189 0,5421 
13 1,6152 2,216 0,6008 
14 1,6105 2,2136 0,6031 
15 1,6451 2,1862 0,5411 
16 1,6415 2,2252 0,5837 
17 1,6445 2,1872 0,5427 
18 1,6422 2,1836 0,5414 
19 1,6485 2,2006 0,5521 
20 1,6314 2,236 0,6046 
21 1,6284 2,226 0,5976 
22 1,6072 2,2294 0,6222 
23 1,6044 2,1782 0,5738 
24 1,599 2,2205 0,6215 
25 1,614 2,2408 0,6268 
26 1,6245 2,2513 0,6268 
27 1,6445 2,2081 0,5636 
28 1,6376 2,1938 0,5562 
29 1,6266 2,1829 0,5563 
30 1,6212 2,1972 0,576 
31 1,6085 2,2059 0,5974 
32 1,6679 2,2071 0,5392 
33 1,6564 2,2157 0,5593 
34 1,6596 2,1821 0,5225 
35 1,6572 2,2388 0,5816 
36 1,6544 2,2051 0,5507 
37 1,6396 2,185 0,5454 
38 1,6344 2,1931 0,5587 
39 1,6696 2,2329 0,5633 
40 1,6482 2,2322 0,584 
41 1,6269 2,1983 0,5714 
42 1,6157 2,2118 0,5961 
43 1,6082 2,2423 0,6341 
44 1,612 2,1791 0,5671 
45 1,6063 2,1888 0,5825 
Srednja 
vrednost 






0,0206 0,205 0,0292 
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Slika 4.3: :Raztros rezultatov UDP 
 
 
Iz pridobljenih rezultatov (preglednica 4.1) opazimo, da je paket poslan čez protokol UDP 
vedno prišel do naslovnika, saj imamo za vsak poslan paket iz glavnega odgovor obeh 
podrejenih mikrokrmilnikov. UDP je v postavljenem lokalnem omrežju, ki ni bilo 
obremenjeno deloval popolnoma zanesljivo. Zanesljivost, v teoriji njegova najslabša lastnost 
v naši aplikaciji ne predstavlja težav.   
Na sliki 4.2 je opazen zamik med obema SUB napravama. Povprečna vrednost zmika v 
zajetih rezultatih je 0,57 ms.  
Zamik je pričakovan saj predstavlja čas potreben za generiranje in pošiljanje paketa oziroma 
eno izvajanje zanke »for«. Vsaka naprava več, priključena na eksperimentalni sistem bo 
imela še za cca. 0,6 s daljši odzivni čas. Torej nam z večanjem števila stvari v omrežju raste 
povprečen odziven čas ter se veča razlika med prvim in zadnjim odzivom, kar pa predstavlja 
veliko oviro pri implementaciji večjega števila naprav, od katerih zahtevamo hitre reakcijske 
čase.  
Iz standardnega odklona rezultatov (slika 4.3.) opazimo, da so rezultati enakomerno 
razpršeni okoli srednje saj je največja razlika med dvema točkama okoli 0,12 ms. Sklepamo, 


























RAZPRŠENOST REZULTATOV OKOLI SREDNJE 
VREDNOSTI UDP
Srednja vrednost Spodnja meja standardnega odklona
Zgornja meja standardnega odklona
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4.2 Rešitev s protokolom MQTT 
Na sliki 4.3 predstavlja postavljeni eksperimentalen sistem za izvajanje protokola MQTT. V 






Slika 4.4: Eksperimentalni sistem MQTT 
 
 
Najprej zaženemo Pi in v terminalu zaženemo posrednika Mosquitto. Pogledamo IP naslov 
na katerem stoji strežnik ter ga vnesemo v skice Arduinov. Po nalaganju skic zaženemo 
mikrokrminlike. MAIN objavi sporočilo v temi, ki jo spremljamo preko Pi terminala tako, 
da vidimo pravilno delovanje kode. Začne se cikel objavljana sporočil na temi, ki jo 
poslušata podrejena mikrokrmilnika. Na zaslonu osciloskopa se nam prikažejo spremembe 
napetosti. Meritve se izvajajo zelo podobno kot pri UDP, tudi tukaj en razdelek v x osi 






Sonda TPP020 Arduino + Ethernet Shield 
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Slika 4.5: Prikaz rezultatov MQTT na osciloskopu 
 
 



















Meritev SUB 1 [ms] SUB 2 [ms] SUB 2- SUB 1 [ms] 
1 2,7616 2,7688 0,0072 
2 2,7616 2,6776 0,084 
3 2,5856 2,6776 0,092 
4 2,5096 2,5632 0,0536 
5 2,4624 2,5808 0,1184 
6 2,5856 2,6584 0,0728 
7 2,5856 2,6592 0,0736 
8 2,4624 2,5808 0,1184 
9 2,5096 2,5632 0,0536 
10 2,6832 2,7784 0,0952 
11 2,6832 2,552 0,1312 
12 2,46 2,552 0,092 
13 2,46 2,7512 0,2912 
14 2,6856 2,7512 0,0656 
15 2,6856 2,6376 0,048 
16 2,516 2,6376 0,1216 
17 2,516 2,8088 0,2928 
18 2,7216 2,8088 0,0872 










































19 2,7216 2,5944 0,1272 
20 2,4824 2,5947 0,117 
21 2,4813 2,5944 0,101 
22 2,5824 2,6944 0,112 
23 2,7432 2,7712 0,028 
24 2,724 2,836 0,112 
25 2,6688 2,7448 0,076 
26 2,6688 2,7448 0,076 
27 2,752 2,8144 0,0624 
28 2,752 2,7528 0,0008 
29 2,6752 2,7528 0,0776 
30 2,6752 2,7384 0,0632 
31 2,6864 2,7384 0,052 
32 2,628 2,7136 0,0856 
33 2,6864 2,7392 0,0528 
34 2,6872 2,6928 0,0056 
35 2,6872 2,692 0,0048 
36 2,5616 2,5424 0,0192 
37 2,628 2,7136 0,0856 
38 2,7432 2,7712 0,028 
39 2,724 2,836 0,112 
40 2,432 2,5608 0,1288 
41 2,432 2,5508 0,1188 
42 2,6248 2,7304 0,1056 
43 2,6864 2,7384 0,052 
44 2,5616 2,5424 0,0192 
45 2,628 2,7136 0,0856 
Srednja 
vrednost 






0,103 0,089 0,057 
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Iz slike 4.4 opazimo, da imata signala SUB 1 in 2 zvišanje napetosti skupaj, kar pomeni, da 
sta reagirala skoraj sočasno. To potrdi tudi izračunana razlika med njima, ki je v povprečju 
manjša od 0,1 ms.  Vsaka dodatna SUB naprava pride v to območje zaradi same zgradbe 
sistema.    
Iz preglednice 4.2 opazimo, da imamo za vsako spremembo napetosti na MAIN tudi 
spremembe na obeh podrejenih, kar priča o zanesljivosti protokola in sistema. V primeru, da 
kateri od SUB nebi prejel sporočila, ne bi reagiral s spremembo napetosti.  
Povprečni čas obeh povprečnih časov je 2,652 ms, kar je odlično za večino IoT aplikacij. Iz 
razpršenosti rezultatov (slika 4.6) opazimo dve meritvi, ki odstopata od srednje vrednosti  za 
okoli 0,2 ms ter nekaj rezultatov okoli vrednosti 0. Tak raztros je posledica izvajanja kode v 
mikroprocesorju ali pa ponovnega pošiljanja paketa čez TCP protokol. 
Pri izvedbi eksperimenta smo uporabili Raspebery Pi, ki sam predstavlja določen strošek ter 
dodatno električno energijo in računalniško moč. Sama vzpostavitev eksperimentalnega 
sistema je zelo preprosta, saj ima projekt Mosquitto razvite programe z navodili za uporabo  
za strežnike in kliente za večino platform in močno uporabniško skupnost.      
 
 
UDP protokol je primeren za uporabo v neobremenjenih lokalnih omrežjih, predvsem za 
komunikacijo med manjšim številom naprav (M2M). V primerjavi s MQTT nima vedno 
vzpostavljene povezave zato potroši malo sredstev. V pošiljanju prvega ukaza je od rešitve 
MQTT hitrejši za 1ms vendar za vsak naslednji paket potrebuje dodatnih 0,6  ms, MQTT pa 




























 Slika 4.6: Razpršenost rezultatov MQTT 
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rezultatov je pri protokolu MQTT (0,057 ms) skoraj še enkrat večji od UDP rešitve 
(0,029 ms). Kar si razložimo z dejstvom, da ima MQTT vedno vzpostavljeno povezavo med 
posrednikom in naročnikom in v primeru napak ponovno pošlje paket na naročnika. Proces 
pa traja nekaj časa zato zakasnitev.   Za delovanje MQTT potrebuje dodatna sredstva, ki smo 
jih zagotovili s Pi. Pri eksperimentu je bila povezava nenehno vzpostavljena. Je dražja 
rešitev, vendar imamo sedaj v mreži vse funkcije računalnika, kar lahko izkoristimo. Pi bi 
bil lahko zadolžen za pamet medtem ko bi prejemal podatke za shranjevanje in obdelavo od 
enostavnejših stvari v mreži. Prednost MQTT je tudi njegova zmožnost povezovanja 
različnih platform ter dejstvo, da se projekt še naprej razvija.    





V okviru diplomskega dela smo dosegli cilj testne implementacije ožičenega omrežja 
povezovanja mikrokrmilnikov s protokoloma MQTT in UDP. Za obe izvedbi smo uporabili 
odprtokodne rešitve, kot sta platforma Arduino in  program Mosquitto. MQTT je protokol 
tipa izdajatelj/ naročnik, kjer je strežnik zadolžen za usmerjanje sporočil med odjemalci. 
Posamezne naprave objavljajo sporočila v informacijske kanale ali pa se nanje naročijo, da 
prejemajo obvestila. V omrežnem modelu TCP/IP se nahaja v aplikacijskem sloju, zato pri 
povezovanju uporablja trosmerno rokovanje. UDP se v modelu pojavi na transportni plasti, 
kjer zamenja TCP. Deluje na principu »upam, da paket prispe« .  
 Zasnovali smo eksperiment, s katerim smo preizkusili odzivnost sistema ter njegovo 
zanesljivost. Izmerili smo odzivne čase obeh rešitev v neobremenjeni lokalni mreži in 
ugotovili, da je UDP zanesljiv ter da se povprečen odzivni čas povečuje sorazmerno s 
številom povezanih mikrokrmilnikov. Za implementacijo protokola MQTT smo potrebovali 
Raspberry Pi, ki je imel funkcijo posrednika, odzivnost pa ni bila odvisna od števila 
mikrokrmilnikov saj sta bila odziva obeh naročnikov na začetni ukaz med seboj zakasnjena 
za manj kot 0,1  ms. Ugotovili smo, da je UDP primeren za uporabo v lokalnih 
neobremenjenih omrežjih, predvsem za komunikacijo med samimi napravami (M2M), kjer 
se izkaže, da je hitrejši tudi za 1  ms.   MQTT je preprostejši za izvedbo povezovanja 
različnih platform, vendar zahteva več sredstev, zato potrebujemo dodatnega posrednika. 
Nadgradnje eksperimenta so možne v preizkušanju funkcionalnosti rešitev pri 
obremenjevanju omrežja. Zanimivo bi bilo določiti, koliko rešitvi obremenjujeta in 
omejujeta delovanje samih stvari, saj omrežna povezava ni glavna naloga, ki jo ima IoT 
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Priloga A - koda UDP Main 
/* 
  Arduino M2M - Main 
  This sketch is part of final thesis 
  "Concepts of connecting microcontrollers to wired networks" 
  FS Ljubljana Slovenia 
  september 2018 






////MAC address for your controller, it must be uniqe for every device connectet to your 
router 
byte mac[] = { 
  0x10, 0xA2, 0xDA, 0x70, 0x74, 0xAF 
}; 
//defining global variables 
byte startup = 0; 
byte numberofMc; 
const byte maxnumberofMc = 4; 
unsigned int portnumber; 
int HostIPendings[maxnumberofMc]; 
int MyIP[] = {0, 0, 0, 0}; 
int HostIP[] = {0, 0, 0, 0}; 
char StartBuffer_0[] = "state_0"; 
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char StartBuffer_1[] = "state_1"; 
char StartBuffer_2[] = "state_2"; 
byte i1 = 0; 
byte i = 0; 
byte Replay[] = "respond to me" ; 
byte counter = 0; 
byte connectedMc = 0; 
byte state; 
byte PIN_OUT = 4; 
int time_2 = 0; 
byte frequency = 1; 
int reference = 30000; 
int incomingByte = 0; 
int  time_1 = 0; 
byte eeAddress = 0; 
struct MyConfig { 
  byte value_Mc; 
  unsigned long value_Port; 
}; 
// An EthernetUDP instance to let us send and receive packets over UDP 
EthernetUDP Udp; 
 
void setup() { 
  // put your setup code here, to run once: 
  pinMode(PIN_OUT, OUTPUT); 
  digitalWrite(PIN_OUT, LOW); 
  Serial.begin(9600); 
  Serial.println("Serial begins"); 
  MyConfig setting1 ; 
  EEPROM.get(eeAddress, setting1); 
  portnumber = setting1.value_Port; 
  numberofMc = setting1.value_Mc; 
 
  if ( numberofMc > maxnumberofMc) { 
    Serial.println("Invalid data read from EEPROM: "); 
    return; 
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  } 
  Serial.println("Read custom object from EEPROM: "); 
  Serial.println(setting1.value_Mc); 
  Serial.println(setting1.value_Port); 
 
  // start Ethernet, DHCP will assign IP 
  if (Ethernet.begin(mac) == 1 ) { 
    Serial.println("DHCP connection successful"); 
    Serial.print("My IP address: "); 
 
    // Print my IP adress on serial 
    for (byte thisByte = 0; thisByte < 4; thisByte++) { 
      MyIP[thisByte] = Ethernet.localIP()[thisByte]; 
      Serial.print(Ethernet.localIP()[thisByte], DEC); 
      Serial.print("."); 
    } 
    HostIP[0, 1, 2] = MyIP[0, 1, 2]; //Host Mc have same first 3 numbers in IP 
    Serial.println(); 
  } 
  else { 
    Serial.println("Failure, check cabeles and router settings"); 
    return; 
  }; 
 
  Serial.println("end of setup"); 
} 
void loop() { 
  // put your main code here, to run repeatedly: 
  UDPsetup(); 
 
  switch (state) { 
  case 0: 
      if (digitalRead(8) == HIGH ) { 
        state = 1; 
      } 
      break; 
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    case 1: 
      PORTD = PORTD ^ B00100000; 
      for (int i = 1; i < numberofMc; i++ ) { 
        Udp.beginPacket({MyIP[0], MyIP[1], MyIP[2], HostIPendings[i - 1]}, portnumber); 
        Udp.write(StartBuffer_1); //UDP.write(buffer, size); 
        Udp.endPacket(); 
      }; 
      PORTD = PORTD ^ B00100000; 
      delay(2000); 
      state = 1; 
      break; 
  } 
} 
void UDPsetup() { 
  char packetBuffer[UDP_TX_PACKET_MAX_SIZE] = {0}; 
  char AskBuffer[] = "Are you there"; 
  char ReplyBuffer[] = "I know you"; 
  byte now = 0; 
  byte last = 0; 
  Udp.begin(portnumber); 
  while (connectedMc < numberofMc - 1 ) { 
    now = 0; 
    last = 0; 
    connectedMc = 0; 
    //send packet to IP adresses 
    for (byte i = 1; i <= 6; i++) { 
      byte packetSize = 0; 
      Udp.begin(portnumber); 
      // sending packet 
      Udp.beginPacket({MyIP[0], MyIP[1], MyIP[2], i}, portnumber); 
      Udp.write(AskBuffer); //UDP.write(buffer, size); 
      Udp.endPacket(); 
      delay(100); 
      packetSize = Udp.parsePacket(); 
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      if (packetSize) { 
        counter = 1; 
        Serial.print("Received packet of size "); 
        Serial.println(packetSize); 
        Serial.println(i); 
        now = last + 1; 
        last = now ; 
        //save last number of IP to array 
        HostIPendings[now - 1] = i; 
        Serial.print("From "); 
        IPAddress remote = Udp.remoteIP(); 
 
        //print IP of sender 
        for (byte j = 0; j < 4; j++) { 
          Serial.print(remote[j], DEC); 
          if (j < 3) { 
            Serial.print("."); 
          } 
        } 
        //print port of sender 
        Serial.print(", port "); 
 
        // read the packet into packetBufffer 
        Udp.read(packetBuffer, UDP_TX_PACKET_MAX_SIZE); 
        Serial.println("Contents:"); 
        Serial.println((char*)packetBuffer); 
        Udp.beginPacket(Udp.remoteIP(), Udp.remotePort()); 
        Udp.write(ReplyBuffer); 
        Udp.endPacket(); 
      } 
      switch (counter) { //known IP counter 
        case 0: 
          break; 
        case 1: 
          connectedMc = connectedMc + 1; 
          Serial.print(" im in counter = "); 
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          Serial.println(connectedMc); 
          counter = 0; 
          break; 
      } 
    } 
    if (connectedMc < numberofMc - 1 ) { 
      connectedMc = 0 ; 
    } 
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Priloga B – koda UDP Sub 
/* 
  Arduino M2M - SUB 
 This sketch is part of final thesis  
 "Concepts of connecting microcontrollers to wired networks"  
 FS Ljubljana Slovenia 
  september 2018 




//MAC address for your controller, it must be uniqe for every device connectet to your router 
byte mac[] = {0x30, 0xA2, 0xDA, 0x10, 0xA8, 0xBE}; 
 
unsigned int portnumber = 65553; // number of port of this device for UDP in range 0-65535; 
byte startup = 0; // start at case 0 
int packetSize; // holds received packet size 
byte remoteIp[4]; // holds received packet's originating IP 
unsigned int remotePort; // holds received packet's originating port 
int MyIP[] = {0, 0, 0, 0}; //array for obtained IP address 
byte state; 
byte PIN_OUT = 4; // 
 




void setup() { 
  // put your setup code here, to run once: 
  pinMode(PIN_OUT, OUTPUT); 
  digitalWrite(PIN_OUT,LOW); 
  
  Ethernet.begin(mac); //Begin ethernet, DHCP server  will assign IP 
  Serial.begin(9600); //Begin serial communication at 9600 baud 
  Serial.println("Serial begins"); 
  Udp.begin(portnumber); //begin listening for packets on port 
 
  // Print my IP adress on serial 
  Serial.print("My IP address: "); 
  for (byte thisByte = 0; thisByte < 4; thisByte++) { 
    // print the value of each byte of the IP address: 
    MyIP[thisByte] = Ethernet.localIP()[thisByte]; 
    Serial.print(Ethernet.localIP()[thisByte], DEC); 
    Serial.print("."); 
    state = 0; 
     
  } 
} 
 
void loop() { 
  // put your main code here, to run repeatedly: 
  UDPlisten(); 
 
 
  switch (state) { 
    case 0: 
      ; 
      break; 
 
    case 1: 
       PORTD = PORTD ^ B00100000; 
      delay(5); 
       PORTD = PORTD ^ B00100000; 
      state = 0; 
      break; 
 
    case 2: 
       PORTD = PORTD ^ B00100000; 
      delay(3000); 
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      PORTD = PORTD ^ B00100000; 
      break; 




void UDPlisten() { 
  char packetBuffer[UDP_TX_PACKET_MAX_SIZE] = {0}; //buffer to hold incoming packet and is 
cleared with every loop 
  char Reply[] = "Here i am";       // a string to send back 
  Udp.begin(portnumber); 
  int packetSize = 0; 
  //  Serial.println("udp listen"); 
  packetSize = Udp.parsePacket(); 
 
  if (packetSize) { 
    Serial.print("Received packet of size "); 
    Serial.println(packetSize); 
    IPAddress sender = Udp.remoteIP(); 
 
    // read the packet into packetBufffer 
    Udp.read(packetBuffer, UDP_TX_PACKET_MAX_SIZE); 
    Serial.println("Contents:"); 




    if (strcmp(packetBuffer, "Are you there") == 0) { 
      Serial.println("HEY"); 
 
      // send a reply to the IP address and port that sent us the packet we received 
      Udp.beginPacket(Udp.remoteIP(), Udp.remotePort()); 
      Udp.write(Reply); 
      Udp.endPacket(); 
      Udp.stop(); 
 
    } 
 
    if (strcmp(packetBuffer, "state_1") == 0) { 
      Serial.println("im in state_1"); 
      state = 1; 
    } 
 
    if (strcmp(packetBuffer, "state_2") == 0) { 
      Serial.println("im in state_2"); 
      state = 2; 
    } 
 
    if (strcmp(packetBuffer, "state_0") == 0) { 
      Serial.println("im in state_0"); 
      state = 0; 
    } 
 
 
    Udp.stop(); 
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/* 
  Arduino M2M - MQTT MAIN 
 This sketch is part of final thesis  
 "Concepts of connecting microcontrollers to wired networks"  
 FS Ljubljana Slovenia 
  september 2018 
  by: Jernej Janc 
*/ 
 




// Update these with values suitable for your network. 
byte mac[]= {  0xDE, 0xED, 0x8A, 0xFE, 0xFE, 0xE6 }; 
IPAddress server(192, 168, 1, 2);  
 
byte state = 0;  




void callback(char* topic, byte* payload, unsigned int length) { 
 




void reconnect() { 
  // Loop until we're reconnected 
  while (!client.connected()) { 
    Serial.print("Attempting MQTT connection..."); 
    // Attempt to connect 
    if (client.connect("arduinoMAIN")) { 
      Serial.println("connected"); 
      // Once connected, publish an announcement... 
      client.publish("startTopic"," Main"); 
      // ... and resubscribe 
       
    } else { 
      Serial.print("failed, rc="); 
      Serial.print(client.state()); 
      Serial.println(" try again in 5 seconds"); 
      // Wait 5 seconds before retrying 
      delay(5000); 
    } 





  Serial.begin(9600); 
  pinMode(PIN_OUT, OUTPUT); 
  digitalWrite(PIN_OUT,LOW); 
  client.setServer(server, 1883); 
  client.setCallback(callback); 
 
  Ethernet.begin(mac); 
  // Allow the hardware to sort itself out 





void loop() { 
  // put your main code here, to run repeatedly: 
  if (!client.connected()) { 
    reconnect(); 
  } 
  else{ 
     PORTD = PORTD ^ B00000100; 
     client.publish("workTopic","MAIN HERE"); 
     PORTD = PORTD ^ B00000100; 
     delay(5000); 
      
    } 
     
  client.loop();   
   
 
} 
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/* 
  Arduino M2M - MQTT SUB 1 
 This sketch is part of final thesis  
 "Concepts of connecting microcontrollers to wired networks"  
 
 
 FS Ljubljana Slovenia 
  september 2018 








// Update these with values suitable for your network. 
byte mac[]    = {  0xDE, 0xED, 0xBA, 0xFE, 0xFE, 0xE1 }; 
IPAddress server(192, 168, 1, 2); 
byte PIN_OUT = 2; 
 
void callback() { 
     PORTD = PORTD ^ B00000100; 
      delay(50); 






void reconnect() { 
  // Loop until we're reconnected 
  while (!client.connected()) { 
    Serial.print("Attempting MQTT connection..."); 
    // Attempt to connect 
    if (client.connect("SUB1")) { 
      Serial.println("connected"); 
      // Once connected, publish an announcement... 
      client.publish("startTopic","SUB 1 conn"); 
      // ... and resubscribe 
 
 
      client.subscribe("workTopic"); 
    } else { 
      Serial.print("failed, rc="); 
      Serial.print(client.state()); 
      Serial.println(" try again in 5 seconds"); 
      // Wait 5 seconds before retrying 
      delay(5000); 
    } 





  Serial.begin(9600); 
   pinMode(PIN_OUT, OUTPUT); 
  digitalWrite(PIN_OUT,LOW); 
  client.setServer(server, 1883); 
  client.setCallback(callback); 
 
  Ethernet.begin(mac); 
  // Allow the hardware to sort itself out 





  if (!client.connected()) { 
    reconnect(); 
  } 
  client.loop(); 
} 
 
