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V zaključni nalogi je predstavljena izdelava mobilne aplikacije, ki deluje na platformi 
Android ter služi kot pripomoček pri računanju hidravličnih parametrov. V nadaljevanju 
smo predstavili osnove programiranja in programskega jezika, v katerem se gradi 
aplikacijo ter obravnavali enačbe, ki se nahajajo v njej. Sledil prikaz in opis 
preizkuševališč za primerjavo izmerjenih vrednosti z izračunanimi rezultati. Namen 
zaključne naloge je izdelati delujočo aplikacijo predvsem za pomoč in olajšanje dela pri 
dimenzioniranju hidravličnih elementov. Prikazani so rezultati meritev vrtilne hitrosti gredi 
hidravličnega motorja s tlaki na različnih predelih sistema in temperaturo olja ter tlačne 
izgube skozi ravno cev, hkrati pa tudi izračunane vrednosti. Izkaže se, da so vrednosti 





























In the following thesis, we have presented the process of design a mobile application, 
operating on the Android platform, which serves as an assistance in calculating hydraulic 
parameters. Further, we have delineated the basics of coding and the programming 
language in which the application was built, and analyzed the equations that the application 
contains. Next, we have demonstrated and described the tests with which we compared the 
values measured with the results calculated by the application. The purpose of the thesis is 
to construct a working application, which is to be used primarily as a help in alleviating 
work in dimensional placement of hydraulic elements. What is also shown is the results of 
measurements of revolutions in a hydraulic motor with pressure points on various areas of 
the systems, temperature of the oil, pressure loss through a straight pipe, as well as the 
calculated values. As it turns out, the values are comparable and the applications works 
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Seznam uporabljenih simbolov 




d Mm premer 
del / delež predpolnitve 
l m
 dolžina 
L m dolžina prekritja 
M Nm vrtilni moment 
n vrt/min vrtilna hitrost 
ne / eksponent ekspanzije 
nk / eksponent kompresije 
p bar, Pa, MPa tlak 
P kW moč 




Re / Reynoldsovo število 
s m povprečna višina reže 
t min čas 
v m/s hitrost 
V l volumen 
ρ kg/m3 gostota 
   
η / izkoristek 
λ / koeficient trenja 
ν m2/s kinematična viskoznost 
ξ / koeficient linijskih izgub 
φ / faktor oblike cevi 
   
Indeksi   
c/eksc centričnost/ekscentričnost  
Č črpalka  
HM hidravlični motor  
i izstopna  
izt iztekajoči  
L lekažni  
M motor  
maks maksimalni  
mh mehansko-hidravlični  
n notranji  
povp poprečni  
s skupni  
sp najnižji  
v volumetrični  
VV varnostni ventil  
zg najvišji  
 xiii 
Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
LFT Laboratorij za fluidno tehniko 
AVD androidna virtualna naprava (angl. Android Virtual Device) 
BIOS temeljni vhodno-izhodni sistem (angl. Basic Input Output System) 
HSE hidrostatična enota 
HTML jezik za označevanje hiperbesedila (angl. Hypertext Markup Language) 
HM hidravlični motor 
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1. Uvod 
1.1. Ozadje problema 
Dandanes se je skoraj nemogoče izogniti področju tehnike, ki ne bi bilo vsaj malo 
povezano s hidravliko. Z njo se srečujemo vse od transportnih sistemov, samih transportnih 
vozil, infrastrukture do gradbene, kmetijske in industrijske mehanizacije, torej na področjih 
kjer so potrebne velike moči za kontrolirano premikanje večjih obremenitev. Seveda razvoj 
stremi k izboljšanju oziroma izpopolnjevanju ali celo uresničevanju novih idej, tako glede 
hidravličnih elementov kot tudi celih sistemov in strojev. Cilji izboljšav so čim boljši 
izkoristki, manjši stroški, prijaznost do okolja ter čim manjše dimenzije ter masa, kar olajša 
prenosljivost in mobilnost. Pomembno vlogo ima tudi življenska doba obratovanja. 
 
Za načrtovanje in zasnovo je potrebna določitev hidravličnih parametrov sestavin kot so 
hidravlične črpalke in motorji, ventili itd. Hidravlične črpalke so primarne sestavine in 
pretvarjajo energijo pogonskega elektromotorja ali motorja z notranjim izgorevanjem v 
tlačno energijo, medtem ko hidravlični motorji pretvarjajo ravno obratno, iz tlačne v 
mehansko energijo. Sem sodijo tudi hidravlični valji, ki imajo translatorne pomike. Tako 
se znanstveniki in raziskovalci vedno poslužujejo simulacij in numeričnih analiz preden se 
spustijo v realizacijo. Delo jim olajša standardizacija mnogih elementov. 
 
V hidravliki se mnogokrat srečujemo ne samo s praktičnim delom, temveč je potrebno tudi 
teoretično preračunavanje hidravličnih veličin, ki pa je brez poznanih enačb ter računala 
težje izvedljivo. Prav tako je pogost primer, ko se srečamo z različnimi ali celo 





Cilj naloge je izdelava mobilne aplikacije, ki deluje na operacijskem sistemu Android, njen 
hitri dostop pa je omogočen kjerkoli in kadarkoli, tako na terenu kot tudi v laboratoriju in 
doma. Aplikacija pa bo poenostavila preračunavanje osnovnih hidravličnih veličin. Prav 
tako bo aplikacija predstavila ter seznanila njene uporabnike z Laboratorijem za fluidno 
tehniko (LFT) na Fakulteti za strojništvo v Ljubljani in njihovimi storitvami, ki jih nudijo. 
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Tako se bo potrebno pri izdelavi zaključne naloge spoznati s programom za izdelavo 
androidnih aplikacij, katere temeljijo na programskem jeziku Java. Ker se na Fakulteti za 
strojništvo omenjenega jezika ne obravnava, bi to lahko predstavljalo problem. Po izdelani 
aplikaciji bo sledil praktičen eksperimentalni del, kjer se bodo v laboratoriju opravljale 
meritve, rezultati pa primerjali s teoretičnimi izračuni po enačbah, uporabljenih v mobilni 
aplikaciji. 




2. Teoretične osnove 
2.1. Enačbe za prepračun hidravličnih parametrov 
Izbrane enačbe, uporabljene v mobilni aplikaciji se koristijo pri dimezioniranju oziroma 
izbiri hidrostatičnih enot (HSE). Ker praviloma izdelovalci HSE v svojih katalogih veličine 
podajajo v enotah, so enačbe številske namesto veličinske. Uporabljene enačbe so bile 
povzete po skripti predavanj iz hidravlike [1]. 
 
Naloga črpalke je, da potiska v sistem oziroma tlačni vod kapljevino, ta pa je v hidravliki v 
tekočem agregatnem stanju. 
Tok kapljevine, ki ga v tlačni vod tlači črpalka se izračuna po sledeči enačbi (2.1), pri 
kateri je potrebno poznati delovni volumen oziroma iztisnino (  ), vrtljaje (n) ter 
volumetrični izkoristek črpalke       ). 
 
   
         





Za pogon črpalke je potreben motor, ki z potrebno močjo poganja črpalko. Gre za moč na 
pogonski gredi črpalke katerega definirata enačbi (2.2) in (2.3). 
 
   
     






   
      




Enačbi (2.2 in 2.3) veljata v primeru direktnega prenosa moči, torej ko je prestavno 
razmerje med motorjem in črpalko 1:1. Najvišji tlak na izstopu črpalke pČ je praviloma 
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tlak, ki se ga nastavi na varnostnem ventilu pVV, tako da velja pČ = pVV. V primeru, da 
hidravlična kapljevina vstopa v črpalko že z nekim tlakom, se uporabi namesto tlaka pČ 




Ko namesto elektromotorja črpalko poganja motor z notranjim izgorevanjem, to pa je 
ponavadi pri vseh mobilnih strojih, sta najvišji dopustni tlak črpalke pČ, ki se seveda spet 
lahko zamenja z nastavljivim tlakom varnostnega ventila pVV in dopustni delovni volumen 
črpalke qČ odvisna od vrtilnega momenta na izstopni gredi pogonskega motorja. Tako se  
za potrebni vrtilni moment motorja, ki poganja črpalko, za dani pČ in qČ, upošteva enačba 
(2.4), ki podaja potreben moment na gredi črpalke. 
 
   
     
           




Še vedno pa enačba (2.4) velja za prestavno razmerje 1:1 med izstopno gredjo motorja in 
gredjo črpalke. 
Potreben oziroma dopustni delovni volumen črpalke qČ enačba (2.5), ki pri zahtevani 
vrtilni hitrosti gredi nČ ter danih izkoristkih da zahtevan tok kapljevine QČ, izhaja iz enačbe 
(2.1). 
 
   
       





Skupni izkoristek hidrostatične enote enačba(2.6), to je črpalke oziroma hidravličnega 
motorja je produkt volumetričnega in mehansko-hidravličnega izkoristka. 
 




Skupni izkoristek črpalke se tako izrazi z enačbo (2.7). 
 




Kadar je »lekažni« (notranje popuščanje) vod izveden navzven, je priporočljivo zaradi 
možnosti nadzora stanja ter vzdrževanja poznati tok hidravlične kapljevine na vtočni strani 
hidravličnega motorja enačba (2.8) in ta je enak vsoti toka na iztočni strani in toka 
notranjega puščanja (lekažnega toka). Če pa je lekaža notranja pa je to prikrito, saj se 
vstopna stran delno polni iz toka notranjega puščanja.  
 
    
       
         






Pri razpoložljivem toku hidravlične kapljevine QHM, ki je pogosto QČ, in zahtevanih 
vrtljajih hidravličnega motorja nHM potrebujemo ob danem volumetričnem izkoristku HM 
njegovo iztisnino enačba (2.9).  
 
    
             





Vrtilni moment hidravličnega motorja na izstopni gredi ob konstantnem številu vrtljajev, 
torej brez pospeševanja, je lahko izračunati s pomočjo enačbe (2.10). 
 
    
              





Pri tem je ΔpHM razlika tlakov med vtočno in iztočno odprtino HM. 
Ko je za znani HM podan delovni volumen qHM ter dotok QHM, je mogoče izračunati, s 
kakšno vrtilno hitrostjo nHM se bo vrtela njegova gred enačba (2.11). 
 
    
             





Izstopna moč hidravličnega motorja na njegovi izstopni gredi pa se izračuna po enačbi 
(2.12). 
 
     
             





Skupni izkoristek ηsHM pa sledi iz splošne enačbe (2.6) za skupni izkoristek hidravličnih 
sestavin. 
Številska enačba za izračun notranjega premera cevnega voda dn je izpeljana iz veličinskih 
enačb (2.13) in (2.14) pri katerih se zamenjajo enote z najbolj uporabljenimi v hidravliki 
ter izrazi notranji premer cevnih vodov (2.15). 
 












    
     







Po ceveh se zaradi trenja, vrtinčenja ter ostalih dejavnikov pojavljajo linijske izgube, 
katere pa je potrebno mnogokrat upoštevati v različnih enačbah. Zaradi odpora pri toku 
kapljevine, katera ima gostoto ρ ter se pretaka skozi cev s povprečno hitrostjo v, pride do 
izgube oziroma padca tlaka enačba (2.16). 
 
   






Koeficient linijskih izgub za ravne cevi s krožnim prerezom ξ enačba (2.17) je 
proporcionalen dolžini cevi l in koeficientu trenja λ vendar obratno sorazmeren notranjem 
premeru cevi d. 
 
  






Koeficient trenja λ je predvsem odvisen od Reynoldsovega števila Re, izračunanega po 
enačbi (2.18), katerega vrednost določa ali bo gibanje kapljevine laminarno ali turbulentno. 
Na Reynoldsovo število vpliva hitrost kapljevine ter njene kinematične viskoznosti in 
notranji premer cevi po kateri se pretaka. 
 
   






V kolikor je vrednost Reynoldsovega števila manjša od 2320 (Re<2320), velja laminarno 
področje in ne prihaja do vrtinčenja kapljevine v cevi. Za laminarno področje se koeficient 
trenja izračuna po enačbi (2.19). 
 
  






Ko vrednost Reynoldsovega števila preseže 2320 in je Re>2320, potem je področje 
turbolentno, za izračun koeficienta trenja pa se uporabi aproksimativno Colebrookovo 
enačbo (2.20) z napako ± 1%. 
 
  
    





V hidrostatični reži med cilindričnim batom in cilindrično izvrtino prihaja do notranjega 
puščanja, ki se mu drugače reče tudi »lekaža« in se izračuna po enačbi (2.21). 
 
                
          
 
        






Faktor centričnosti oziroma ekscentričnosti krmilnega bata v izvrtini (fc/eksc) je 1 v kolikor 
je bat centriran v izvrtini, krajna in s tem največja ekscentričnost pa je (fc/eksc) je 2,5. 
 
V hidravličnih sistemih se lahko pojavi tudi hidravlični akumulator. Njegova naloga je 
dušenje nihanja tlaka ter zniževanje števila vklopov črpalke kar pripomore k podaljšanju 
njene življenjske dobe. Kot že samo ime pove, akumulira oziroma ohranja hidravlično 
tlačno energijo. Polnijo se z različnimi plini, pri uporabi mineralnih olj pa se najpogosteje 
uporablja dušik. Ima imensko velikost oziroma volumen (  ), kateri se lahko izračuna po 
enačbi (2.22). 
   
    
 
     
   
 
 
   
  
  




   
   
   
 
 
   





Tlak predpolnitve plina p0 je tlak plina s katerim je akumulator napolnjen. Tlak pri katerem 
hidravlična naprava izvaja vse delovne funkcije se imenuje spodnji tlak hidravličnega 
akumulatorja psp, najvišji računski delovni tlak oziroma tlak pri katerem črpalka ponovno 
začne delovati pod obremenitvijo tlaka pa pzg. Najvišji možni delovni tlak pri katerem se 
črpalka razbremeni je pmaks. 
 
2.2. Osnove JAVA 
Java, ki je bila kot programski jezik razvita v sredini 90. let s strani združbe Sun 
Microsystems, je v desetletju njenega obstoja doživela velik napredek ter si pridobila 
zaupanje mnogih programerskih mojstrov. Cilj je bil ustvariti preprost ter predmetni jezik, 
ki bi lahko bil tudi prenosljiv. Poustvarili so ga iz programskega jezika C++, vendar so mu 
odvzeli nekatere težje prevedljive sestavke, ki so bili manjkrat uporabljeni. Ker je v Javo 
tudi vdelan tolmač za večino spletnih pregledovalnikov, se lahko izvajajo programi v 
obliki HTML dokumenta oziroma vsaj kot del njega. Tako je postal priljubljen po letu 
1996 predvsem zaradi hitrega širjenja interneta ter za njim nastalega svetovnega spleta. 
Torej se je pri javi vse začelo s svetovnim spletom in brskalniki. Kasneje z razvojem 
prenosnih naprav, kot so pametni mobilni telefoni ter seveda njihovega operacijskega 
sistema, v tem primeru Android, pa se je uporaba Jave še povečala, saj aplikacije nastajajo 
v tem programskem jeziku [3]. 
 
Razvijalci programske opreme se za izdelovanje programčkov (ang. applets), katerih 
delovanje je identično običajnim PC programom, mnogokrat kljub večjem naboru 
programskih jezikov poslužujejo prav Jave. Njihovo delovanje pa je odvisno od 
programerjevega želenega končnega cilja oziroma izdelka ali želje naročnika programa. 
Čeprav dandanes javanskih programčkov »applets« na internetnih straneh skoraj ni več 
mogoče zaslediti zaradi novih programskih orodij, pa je prilagodljivost Jave omogočila kot 
že omenjeno, prestop na nekatera nova področja, na tehnologijo prisotno povsod - področje 
prenosnih telefonov, dlančnikov ter tabličnih računalnikov [3]. 
 
Lahko bi se reklo, da Java sestoji iz več členov in sicer samega programskega jezika, 
njegove knjižnice ter okolja, kjer se izvaja. V programski knjižnici je že vdelanih ogromno 
pripomočkov, kar omogoča hiter začetek dela in nadaljnjo gradnjo ideje programa. Vendar 
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pa se zaradi pojavljanja več različnih oblik Jave danes prilagajanje na izvajalno okolje ter 
knjižnice med seboj razlikujejo. Vsak ustvarjen program ima začetek pri izvorni kodi, 
katera je prevedena s prevajalnikom v vmesno kodo, ki interpretira program, ne da bi prišlo 
do kakršnih koli sprememb. Zato je le-to mogoče izvajati povsod, kjer koli je na voljo 
posebno okolje, imenovano izvajalno okolje. 
Sam program za Javo je mogoče napisati v katerem koli urejevalniku besedil, kateri 
shranjuje besedilo le kot besedilo, zato so urejevalniki namenjeni urejanju dokumentov 
temu neprimerni. Vsi sodobni operacijski sistemi že vsebujejo urejevalnik kot njihov 
sestavni del, tak je na primer beležnica (ang. Notepad), ki je preprost program v 
operacijskem sistemu Windows ter podobnih sistemih. Mogoče je uporabiti tudi nekoliko 
naprednejše programerske urejevalnike, namenjene ravno programiranju. Ti barvno 
označujejo kodo in kličejo orodja za prevajanje, omogočajo pa tudi preizkušanje programa, 
kar uporabniku znatno olajša delo [3]. 
 
























    EditText ID_teksta; 
 
    Button ID_gumba; 
 




    double D, F, p; //1,15851654 realno število double 
 
Pomembno je, da se vnesena koda v tem primeru shrani z imenom »Ime_primera.java«. 
Paziti je potrebno na veliko začetnico, saj mora biti ime datoteke ravno Ime_primera.java, 
ne pa morda z malo začetnico »ime_primera.java«. Pomembno je, kako je naslovljena 
datoteka v izvorni kodi [3]. Ko je koda shranjena, se jo lahko prevede. V ukazni vrstici se 
prevajalniku posreduje ime datoteke, ki ima izvorno kodo, katero želimo prevesti in 
kolikor v njej ni napak, prevajalnik ne bo opozarjal ničesar, saj se je koda prevedla 
uspešno. Mnogokrat pa je verjetno, da prevajalnik javlja nepravilnost v kodi. Te so 
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najpogostejše zaradi velikosti znakov, katere upošteva prevajalnik, zato je kodo potrebno 
natančno vnesti. Na primer, zapisati je potrebno »public« z malo začetnico, torej z malim p 
ter zatem vsako besedo po natančnem zapisu. V primeru, da je prišlo do napake glede 
velikosti znakov še kje, lahko javi različne napake, takrat pa se kodo pogleda natančneje. 
Ime razreda mora biti identično imenu datoteke s kodo. Razred kliče beseda »class«, ime 
razreda pa je beseda oziroma stavek, ki sledi temu, v našem primeru je to »Ime_primera«. 
Ime datoteke mora biti v tem primeru natančni »Ime_primera.java«, upoštevajoče velikost 
znakov. Ena pogostejših napak je tudi izpuščanje podpičja (;), ki je na koncu programskega 
stavka obvezno, če pa pride do napake, sporoči številko vrstice, kjer je do nje prišlo. Do 
izpusta podpičja ponavadi pride, ko se konča prejšnja vrstica. Kljub temu bi se program 
prevedel, ne glede na to, če bi bilo podpičje vnešeno na mesto kjer ga prevajalnik označi. 
Prazen prostor imenovan »whitespace« tako kot pri mnogih programskih jezikih ne vpliva 
na kodo in njen pomen, zato se ga uporablja za boljšo preglednost kode po presoji pisca 
programa. Pogosto se lahko pripeti tudi, da stavčni blok ni zaključen in je odprt. Blok 
pomeni skupek enega oziroma več stavkov, ki so zapisani med zavitima oklepajema ({}). 
Zaviti oklepaji morajo biti v parih, vsak oklepaj mora imeti svoj zaklepaj, drugače 
prevajalnik javi napako. Pogosto se uporabljajo tudi nizi znakov (ang. strings), kateri se 
pišejo med narekovaji. Te morajo biti prav tako zaprti kot oklepaji, vendar še preden se 
nadaljuje s pisanjem v novi vrstici. 
 
Ker se javanski programi ne prevedejo v strojno kodo, se izvajajo v procesorju posredno. 
Tisto kar poskrbi, da se izvajajo, je izvajalno okolje, to pa naloži kodo ter razvrsti 
optimalno v pomnilnik, zatem pa po korakih preveri, prilagodi in udejanji. Izvajalnemu 
sistemu je potrebno posredovati ime razreda, ki ga bo pognal. To ime ne vključuje 
podaljška ne ».java« ne ».class« in se odrazi tako v imenu že prevedene datoteke, kjer je 
vmesna koda, kot tudi v imenu z njeno izvorno kodo. Izvorno kodo prevajalnik razčleni na 
osnovne komponente, pri tem izloči vse komentarje ter zanemari dodatne prazne prostore, 
ki niso del konstantnih nizov, ubežne kode pa nadomesti. Če ni prišlo do napake, potem 
prevede v izvedljiv program preostale osnovne člene jezika. Vsi znaki so obravnavani po 
»Unicode« standardu, kar pomeni v 16-bitni obliki, pri tem pa je potrebno še enkrat 
poudariti razlikovanje med malimi in velikimi črkami abecede. 
 
Programe se sestavlja iz komponent oziroma členov, ki se podrobnejše delijo na operatorje 
(ang. operators), spremenljivke (ang. variables) in dobesedne vrednosti (ang. literals). Vse 
tri se lahko na primer skupaj s klicanjem metod sestavlja v izraze, te pa se izračunajo in 
vračajo nove vrednosti. Nekateri izrazi lahko nastopajo kot zaključena celota kode, 
samostojno. Takšna enota se imenuje stavek (ang. statement) in je najmanjša enota, ta pa je 
lahko pomensko precej podobna stavku naravnega jezika. Obstajajo tudi druge vrste 
stavkov kot le sestavljene iz izrazov, in sicer stavke, ki nadzorujejo izvajalni tok (ang. 
control flow statements), izraz pa je mnogokrat del njih ter napovednih stavkov (ang. 
declarations). Vendar pa ne glede na vrsto stavka velja, da se mora ta vedno zaključiti s 
podpičjem. 
 
Kot že rečeno, je stavke mogoče sestavljati v bloke. Gre za skupino stavkov, postavljenih v 
par zavitega oklepaja in zaklepaja. Pogosto se pojavljajo pri stavkih, ki nadzirajo tok, ko se 
želi pri nekih pogojih opraviti več opravil. Java je bila ustvarjena kot predmetni jezik 
programerjev, zato ne pozna samostojnih funkcij ali podprogramov. Zaključna dejanja 
oziroma opravila morajo biti vključena v metodo (ang. method). Gre za funkcijski 
podprogram, ki pripada določenem razredu ter določa kako se bo njegov del obnašal (ang. 
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behaviour). Klic neke metode običajno predstavlja izraz oziroma njegov del. Metode je 
zaželeno poimenovati z malo začetnico, kar omogoča hitro ločevanje od ostalih členov 
programske kode. V izvorni kodi se metode preprosto prepozna, saj njihovemu imenu 
sledijo oklepaji, notri so lahko nanizani parametri za podrobnejše določanje delovanja 
klicani metodi. V primeru, da metoda nima parametrov, je par oklepajev vseeno potrebno 
zapisati. Določiti ji je potrebno tudi tip za določitev vrste podatka, ki ga vrne. Vrne ga z 
besedo »return«, nastopa pa lahko kjerkoli v metodi, lahko pa jih je tudi več. Metoda, ki ne 
vrača ničesar je metoda »Main()« in to je tudi njena posebnost. Mogoče pa jo je razbrati 
tudi iz besede »void«, katera je tudi potrebna za njeno klicanje. Stavek klicanja metode se 
lahko stoji tudi samostojno, a se takrat vrnjenega morebitnega izida ne upošteva [3] 
 
Tako kot v vsakem programskem jeziku je tudi pri javi potrebno poimenovati programske 
elemente s simboličnimi imeni. Simbolična imena (ang. identifiers) se lahko pripišejo 
metodam oziroma funkcijam, spremenljivkam, paketom ter podatkovnim tipom vmesnikov 
in razredov. Pomembno je, da se ime prične s črko, kateri lahko sledijo ali črke ali števke, 
dolžina pa je neomejena. Zaradi ločevanja velikosti črk, je dovoljeno pisati podobne 
stavke, kot na primer »String string = " "«. V tem primeru je z veliko zapisan tip razreda 
»String«, z malo začetnico pa njegova spremenljivka, vendar pa se je takemu podobnemu 
poimenovanju boljše izogibati zaradi nepreglednosti kode, pri pregledovanju pa lahko 
pride tudi do dvoumnosti. Pri pisanju ključnih besed in njihovem simboličnem 
poimenovanju velja pravilo, da ne smejo biti enake. »Keywords« oziroma ključne besede 
so osnovne komponente jezika, z natančno določenimi vlogami, zato se jih ne sme 
uporabiti nikakor drugače. Tako bi prevajalnik na primer sporočil napako v kolikor bi bilo 
ime spremenljivke poimenovano kot ključna beseda. Ključne besede se pišejo vse z malo 
začetnico in malimi črkami (za tako imenovane primitivne podatkovne tipe na primer 
»double«, beseda »class« za ključne strukturne besede itd.) [3]. 
 
Realna števila v javi so ali cela ali vrednost z decimalko, vedno zapisana desetiško. Tu je 
mogoče izbirati med dvema natančnostma, med 32-bitno običajno ali 64-bitno dvojno 
natančnostjo. V kolikor se natančnost s pripisom ne določi, velja razumevanje prevajalnika 
za dvojno natančnost. V programski kodi je vedno pika kot decimalno ločilo, a se za 
decimalno število lahko zapiše tudi kot obliko eksponentnega zapisa, z oznako »E« 
oziroma »e« ter eksponentom. Natančnost zapisovanja se lahko določi ali s pripisom »F« 
oziroma »f«, kot »float« za enojno natančnost ali »D« oziroma »d«, kot »double« za 
dvojno. Dvojna se uporablja ponavadi pri občutljivejših preračunavanjih, za reševanje 
problemov matematike v numeriki [3]. 
 
Pri javi je omogočeno pisanje nizov v obliki dobesednih vrednosti direktno v izvorno kodo 
(ang. string literals), zaradi česar je programiranje precej olajšano. Nizi so sestavljeni iz 
znakov v zaporedju, napisanih med par narekovajev. Če med dvema narekovajema ni 
znakov, potem gre za posebno obliko niza poimenovanega prazen niz. Za vse nize pa velja 
pravilo, da morajo biti znotraj programske kode končani v isti vrsti kot so začeti, v 
nasprotnem primeru gre za napako. Znotraj programske kode se najde tudi simbole, ki se 
uporabljajo kot ločila (ang. separators). Vsak sprogramiran stavek mora biti zaključen s 
podpičjem, več sorodnih stavkov pa je lahko združenih v blok stavkov omejen s parom 
zavitih oklepajev. Parametri posredovani določenim metodam se pišejo v par navadnih 
oklepajev. Navadni oklepaji pa se uporabljajo tudi za vrstni red izračunavanj v 
matematičnih izrazih in enačbah. Le te dajejo prednost izvedenega preračunavanja znotraj 
oklepaja. Pri nastopanju več parametrov, se te ločujejo z vejico. Naslednje pogosto ločilo 
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je oglati oklepaj, uporabljen za naslavljanje polj tako imenovanih »arrays«. Zaporedja za 
določanje komentarjev v programski kodi se prav tako prištevajo k ločilom. Namen 
komentarjev je vnos opomb in razlag kode, ki lahko pripomorejo k njenemu razumevanju, 
prevajalnik pa jih pri prevajanju popolnoma zanemari [3]. 
Konstante so obravnavane specifično in so v bistvu tako rekoč spremenljivke dokončane 
oblike. V knjižici Jave že obstajajo nekateri natančnejši približki matematičnih konstant, 
katere se kliče kot statične lastnosti razreda poimenovanega »Math«. Imena konstant 
sledijo zapisana temu razredu in se pišejo celotno z velikimi črkami. Tako bi se za primer 
klicanja matematične konstante Pi napisalo »Math.PI«. Operandi v izrazu so povezani 
preko operatorjev, tej pa se delijo glede vrednosti, vrednotene po številu zahtevanih 
operandov (to so eniški, dvojiški ali trojiški) ali skupaj operandi samimi (predmetni, 
aritmetični ali logični). Matematični aritmetični ali računski izrazi so pogosto uporabljeni v 
programih, vendar pa velja nekaj posebnosti v javi za uspešno računanje. Omogočeno je 
hitro računanje in reševanje z optimalnim izkoriščanjem strojnega računanja, a lahko z 
drugim procesorjem pride do drugačnega izida zaradi drugačnih napak zaokrožitev. 
Naslednja posebnost v programski kodi je ta, da matematične funkcije nastopajo kot 
statične metode razredov, saj Java pozna samo metode. Lahko se jih uporablja brez 
pravega razreda predmeta. Kot tudi že omenjeno se večina funkcij kliče z razredom 
»Math«, ki se nahaja v javanski knjižnici. Predmetov iz tega razreda ni mogoče izdelati, saj 
služi ta samo kot zbirka postopkov in funkcij iz matematike. V razredu se najde 
uslužnostne funkcije, to so na primer funkcije za iskanje največje ali najmanjše vrednosti 
med posredovanimi (»Math.max()« in »Math.min()«), navadne funkcije trigonometrije 
(»Math.cos()«, »Math.sin()«,…). Potenciranje je potrebno izvajati s temu namenjeno 
metodo zaradi javanskega nepoznavanja potenčnega operatorja, in sicer »Math.pow(a,n)«, 
a predstavlja bazo oziroma osnovo potence medtem, ko je n njen eksponent oziroma 
stopnja. Na podoben način z metodami se rešuje tudi naravni logaritem, korenjenje ali 
eksponentno funkcijo oziroma njeno nasprotje (»Math.log()«, »Math.sqrt()«, 
»Math.exp()«), zaradi pomoči in večje natančnosti pa sta na razpolago tudi dve v 
matematiki pogosto uporabljeni konstanti, »Math.E« ter »Math.PI«. 
Za stvaritev novega izvoda predmeta (ang. class instance) oziroma razreda se uporabi 
operator »new« [3]. 
 
Med programiranjem programov se pogosto uporablja tudi znakovne nize (ang. strings), ki 
so v posebnem razredu »String« pravzaprav kot predmeti, ampak nepodprti s strani Jave 
kot primitivni tipi. Zaradi pogoste uporabe so obravnavani na specifičen način za olajšanje 
programiranja. Konstantni nizi znakov se zapisuje med parom narekovajev, vsak niz pa se 
s prevajanjem avtomatično spremeni v subjekt razreda »String«, kar pomeni da se lahko 
kateri koli parameter razreda »String« nadomesti s nizom znakov, ki je konstanten. Vsak 
posamičen stavek, končan s podpičjem lahko izraža, priklicuje ali napoveduje metode. Več 
stavkov se lahko s stavčnim blokom združi v povezano celoto z uporabo zavitih oklepajev. 
Prav tako so razredi objeti z zavitimi oklepaji, kakor seveda tudi metode znotraj njih. Bloki 
stavkov so uporabni tudi pri nadzorovanjem izvajanja programa. Enotne značilnosti 
predmetov v sorodu določajo razredi, ki služijo kot načrti. Tako v Javi brez razredov ni 
mogoče ustvariti niti najpreprostejšega programa, saj se na njihovi podlagi izdeluje željeno 
število predmetov. Lahko bi se reklo, da je razred podatkovni tip, predpisan nekemu 
simboličnem predmetu, z imenom pa je predmetna spremenljivka ponazorjena. Da je 
razred koristen, mora biti ta uporaben za javnost in zunanji svet, da lahko z njegovo 
pomočjo in navodil izdelajo sorodne oziroma podobne predmete poljubnega števila. 
Razredi, ustvarjeni iz stavčnega bloka »class«, so lahko javni ali zasebni. S strani 
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javanskega prevajalnika je zahtevan eden javni razred v eni datoteki izvorne kode, ime pa 
mora biti enako poimenovanju datoteke in je brez podaljška ».java«. Javni razred se določi 
s besednim pridevnikom »public«, vendar pa ima lahko vsaka datoteka tudi več nejavnih, 
pomožnih razredov. Metode in konstruktorji so podprogrami za določanje razrednega 
obnašanja, njegovo stanje pa je popisano s spremenljivkami. Ker je pri nekoliko bolj 
kompleksnih programih ogromno datotek in je vsak javni razred pisan v svoji kodi izvorne 
kode, so povezani v bolj velike enote imenovane pakete (ang. packages) [3]. Gre za princip 
urejanja sorodnih razredov v skupine, katero pripomore k ločevanju opravil različnih 
organizacij ali skupin. Pravilno je, da je vsak razred, ki je koristen, vključen v paket 
poimenovan s simboličnimi imeni, združenimi z znaki pika. Imena paketov se zapisujejo z 
malimi črkami. Pri prevodu izvorne v vmesno kodo, katera je shranjena v datoteki, ki se 
podaljšuje z ».class«, se poimenujejo vsi razredi, kateri so bili uporabljeni, s celotnim 
imenom. To ime sestavlja ime paketa, pika ter ime razreda. Zaradi poimenovanja razredov 
z malo, paketov pa z veliko začetnico, se lahko na primeru celega, polnega imena 
»java.imepaketa.ImeRazreda« razloči, da »java.imepaketa« predstavlja paket s tem 
imenom, »ImeRazreda« pa razred [3]. 
 
Dedovanje je definiranje novega razreda glede na osnovo obstoječega starega razreda. 
Novo nastali razred razširja ali podeduje lastnosti prednika. Paket naj bi bil poimenovan 
enolično, da razredi lahko sodelujejo brez težav s kodo pridobljeno od drugod. 
Priporočljiva je uporaba obrnjene lastne domene za izhodišče poimenovanja paketov. Na 
primer, če bi imelo neko podjetje domeno imepodjetja.si, bi lahko bil paket poimenovan na 
primer »si.imepodjetja.storitve« ali kako drugače. V kolikor uporabnik oziroma programer 
nima domene, si jo lahko izmisli ter ni nujno da ta sploh obstaja [3]. 
2.3. Stanje tehnike  
V obzir smo si izbrali nekaj člankov iz spletne strani Science Direct, kateri se nanašajo na 
aplikacije, delujoče na platformi Android, idejami in cilji v prihodnosti, tako glede 
aplikacij samih na različnih področjih kot tudi izboljšanja glede delovanja, preprečevanja 
virtualnih zlorab in kraj, ter na numerične analize in simulacije iz področja hidravlike. 
 
Android se danes uvršča med najpomembnejše platforme za pametne telefone in vprašanja 
v zvezi z varnostjo in zasebnostjo tega sistema so v zadnjih letih pritegnila veliko 
pozornosti. Študije kažejo, da se je zlonamerna programska oprema za Android dramatično 
povečala in da je tatvina zasebnosti v zadnjih letih postala glavna oblika napada. 
Raziskovalci po vsem svetu [6-11] poznajo problem škodljive programske opreme, v 
angleščini poimenovane »malicious software« z akronimom »malware«. Ti vplivajo na 
pametne telefone in njihova tarča je ravno operacijski sistem Android. Te kritične 
varnostne okoliščine so ustvarile velik interes za razvoj sistemov, ki samodejno zaznajo 
zlonamerno vedenje aplikacij. Prav tako so študije pokazale, da se večina škodljive 
programske opreme skriva v prepakiranih aplikacijah, te pa potem vdrejo v uporabniške 
naprave. Ponovno pakirane aplikacije so običajno okužene različice priljubljenih aplikacij. 
To pomeni, da za določeno preneseno aplikacijo z obratnim inženiringom pridobijo kodo, 
nato dodajo svojo, pogosto zlonamerno kodo, prepakirajo ter sprostijo v uporabniško 
okolje. Androidne aplikacije so ranljive za obratno inženirstvo, zaradi česar je uporaba 
nedovoljenih programov in prepakiranje relativno enostavno. Številne tehnike, predlagane 
v raziskavah in številni komercialni izdelki proti virusom, so osredotočeni tudi proti 
»malware-om«. Obstaja tudi veliko tehnik, ki se v celoti osredotočajo na odkrivanje 
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prepakiranih aplikacij. Odkrivanje in preprečevanje prepakiranja pa je koristno tudi za 
prvotnega razvijalca oziroma založnika, saj tako ni ogrožen njihov prihodek in ugled. 
Naslednja študija predlaga sistem za odkrivanje zlonamerne programske opreme, ki 
zagotavlja natančno klasifikacijo in učinkovito občutljivo analizo prenosa datotek. Gre za 
strojni učni pristop z uporabo aplikacijskih programskih vmesnikov (API - application 
programming interface) kot funkcije razvrščanja za odkrivanje škodljive programske 
opreme v povezavi s pretokom podatkov. Naslednja metoda je statična detekcija, ki je ena 
tipičnih metod za analizo zlonamerne kode. Vendar pa obstoječa metoda enotne statične 
detekcije lahko ustvari visoko lažno stopnjo alarma in je primerna samo za omejeno 
področje uporabe. V naslednjem članku predlagamo integriran okvir za statično detekcijo, 
ki je sestavljen iz štirih slojev mehanizmov filtriranja, to je vrednosti razčlenitve sporočil, 
kombinacije zlonamernih dovoljenj, nevarnih dovoljenj in nevarnega namena. Predvsem za 
odkrivanje nevarnih dovoljenj je predlagan intuitiven model grožnje. Poleg tega izvajajo 
prototipni sistem in potrjujemo njegovo izvedljivost, učinkovitost in razširljivost. 
 
Ker ročne naprave (pametni telefoni, tablični računalniki itd.) postajajo zelo uporabne 
naprave s pomembnim tržnim deležem, osnovna tehnologija, ki jih podpira, prispeva k 
znatnemu povečanju računskih zmogljivosti za vsako novo generacijo [8]. »Android 
Ecosystem« zagotavlja razvojni okvir, ki zagotavlja prenosljivost kode na široko paleto 
platform. Vendar pa je učinkovita uporaba takšnih naprav stalni izziv zaradi njihove 
heterogenosti in vse večjega računskega povpraševanja aplikacij končnih uporabnikov. 
Španski raziskovalci so obravnavali problem prenosa učinkovitosti, ki poskuša zagotoviti 
tudi, da bo koda učinkovito delovala na različnih platformah. Predlagali so metodo, ki 
omogoča izdelavo analitičnega modela za pridobitev parametrov za optimalne izvedbe 
vzporednih »Renderscript« kod. Model je bil uspešno potrjen v številnih primerjalnih 
aplikacijah. 
 
Ameriški razvijalci [5] so menili, da naj bi bilo optimiziranje aplikacij za mobilne naprave 
v razvojnem ciklu ključna strategija za doseganje višje uvrstitve glede uporabnosti 
uporabnikov oziroma več prenosov aplikacij. Tako sami oblikovalci mobilnih platform 
objavljajo posebne smernice ter orodja za optimiziranje. Vendar pa je bilo opravljenih 
malo raziskav z ugotavljanjem ter razumevanjem dejanskih praks optimizacije, ki jih 
izvajajo razvijalci. Cilj je bil raziskati prakse razvijalcev Android v smeri izboljšanja 
učinkovitosti svojih aplikacij z mikro-optimizacijami, katere pomagajo zmanjšati porabo 
pomnilnika oziroma CPU-ja. Rezultati pa so pokazali, da razvijalci le redko izvajajo 
mikro-optimizacije in, da je bil v večini primerov vpliv analizirane mikro-optimizacije na 
porabo pomnilnika zanemarljiv. Seveda imajo odprtokodne aplikacije večjo možnost za 
mikro-optimizacijo, praksa za njeno odkrivanje in izvajanje pa ni razširjena, dejstvo pa je, 
da se z odstranitvijo neuporabljenih virov aplikcije lahko znatno zmanjša poraba 
pomnilnika CPU. 
 
Nemški razvijalci so se spustili predvsem v področje, gledano tako iz ekonomskega kot 
tudi uporabniškega vidika in predstavili klasifikacijo, ki omogoča navigacijo preko 
pokrajine orodij za kakovost aplikacij za lažjo izbiro in bolj ciljno vrednotenje orodij [13]. 
Konkurenčni pritisk v trgovinah z aplikacijami ter neposredne in pregledne povratne 
informacije o pregledih aplikacij v aplikacijah so povzročili povečano povpraševanje po 
izjemni kakovosti aplikacij in uporabniških izkušnjah. Hkrati je treba razmisliti o 
zmanjšanem času na trgu, zmanjšanih proračunih in času, ki je na voljo za zagotavljanje 
kakovosti, ter skrbnega načrtovanja uporabniških izkušenj. V odgovor je ogromen trg za 
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kakovost aplikacij za mobilne naprave in orodja za uporabniško izkušnjo zrasel okoli 
mobilnih aplikacijskih ekosistemov. Razvijalci, ki sledijo enostavnim in agilnim razvojnim 
pristopom, stalno proizvajajo nove funkcije in povečujejo programsko opremo.  
 
Vendar pa se programerji ter razvijalci ne ukvarjajo le z reševanjem problemov škodljive 
programske opreme in delovanjem strojne opreme, temveč stremijo k stalnem ustvarjanju 
novih aplikacij, ne le namenjeni zabavi, ampak tudi uporabnosti na različnih področjih. Na 
primer, nekateri azijski znanstveniki in programerji so se usmerili v aplikacije iz področja 
zdravstva [14-16]. Cilj nekega prispevka je bila izdelava aplikacije, ki bi olajšala vsakdanje 
življenje osebe, ki jo je prizadela Alzheimerjeva bolezen. Naslednja aplikacija za android, 
se osredotoča na izračun ostrine vida pacienta s pomočjo prednje kamere telefona in 
vprašalnika za bolnika. Spet naslednji članek opisuje mobilni sistem za spremljanje 
zdravja, ki je sestavljen iz prenosnih večfunkcijskih fizioloških parametrov. Na drugi strani 
sveta so se američani lotili aplikacije, ki lahko opravlja več nalog, ki so bistvene v 
geoloških študijah [17]. 
 
Tako se danes število uporabnih aplikacij in orodij široke palete področij z dneva v dan 
veča. Seveda obstajajo android aplikacije tudi iz področja hidravlike, vendar ni bilo 
najdenega nobenega članka, ki bi se na to navezoval. Pri člankih o hidravliki znanstveniki 
pogosto predstavljajo rezultate raznih analiziranj, simulacij ali predstavljajo nove sisteme 
oziroma izboljšave. 
 
Nemški znanstveniki [18-19] so v prispevku predstavili model nadzorovanega in 
diagnostičnega sistema za hidravlične in v prihodnosti elektrohidravlične zavorne sisteme 
za osebna vozila. Vzpostavljen je bil model stanja zavornega sistema, ki omogoča izračun 
tlakov v posameznem zavornem cilindru vsakega kolesa in količino zavorne tekočine, 
porabljene zaradi napak v zavornem sistemu. Na podlagi tega modela je bil razvit nadzorni 
sistem v realnem času, ki omogoča zgodnje odkrivanje in diagnosticiranje puščanj in 
zajetja zraka v hidravličnem podsistemu. Ta nadzorni sistem zahteva samo podatke 
senzorjev, ki so že na voljo v sodobnih osebnih avtomobilih. 
 
Prav tako iz Nemčije prihaja predstavitev koncepta in nekaterih izbranih metod virtualnega 
prototipnega orodja za izdelavo prototipov tlačnih ventilov z uporabo nelinearne 
simulacije, kar omogoča hitrejši in cenejši razvojni proces, saj so za razvoj tlačnih ventilov 
je značilna velika laboratorijska testiranja. Za razvoj modela, ki vsebuje celoten sistem, se 
uporablja obstoječi proporcionalni regulacijski tlak. To pomeni modeliranje hidravlike in 
mehanike ter magnetov in elektrike. Bistvo je pokazati možnosti odkrivanja parametrov z 
uporabo geometrijskih ali materialnih podatkov. Uporabljeni so hidravlični upori za dokaz, 
kako se parametri določajo z analitičnimi pristopi. Zapletenejše geometrije zahtevajo 
uporabo numeričnih metod. Učinkovitost celotnega modela se primerja z meritvami, ki 
vključujejo opombe o kakovosti modela in parametra. 
 
Kitajska je v sodelovanju z Ameriko [20] predlagala numerični pristop za simuliranje 
cevne erozije, ki temelji na samodejno prilagodljivi premični mreži. Ta pristop prilagaja 
mrežo, da diskretizira domeno. Tako zmanjša simulacijo dvodimenzionalnega transporta 
gibajočih se delcev na enodimenzionalni problem z izkoriščanjem prednosti koncepta 
pretočne cevi. Poleg tega uporablja stopenjski postopek za ločevanje enačb trdne in tekoče 




Francoski znanstveniki [23] so preučevali obnašanje različnih kavitacijskih modelov ter 
modelirali dvofazne tokove s faznim prehodom skozi enodimenzionalne ekspanzijske 
probleme. Predlagali so nov izvorni vir za prenos snovi med fazami, simulacije pa izvajali 
na problemih razločevanja, ki so jih primerjali z referenčnimi rešitvami. 
 
Numerična analiza mehanizmov [21], ki uravnavajo pretok v porozni regiji, je bistvenega 
pomena za modeliranje poroznih medijskih tokov. Ta študija indijskih ter francoskih 
znanstvenikov opisuje prilagojeno in učinkovito tehniko modeliranja turbulence za to 
kategorijo poroznih medijskih tokov. Glavni cilj je zagotoviti podroben opis pretoka 
tekočine skozi pore in analizirati nastanek koherentnih struktur v območju blizu trdne 
stene, ki je pogojena z vplivom turbulence na manjši skali. Izračuni so bili izvedeni v 
tridimenzionalnem reprezentativnem osnovnem volumnu porozne matrice, ki je obsegal 
periodično paleto krožnih valjev. 
 
Kitajski znanstveniki [22] so s pomočjo numeričnih simulacij, ki pokrivajo porazdelitev 
toka, vrtinčenje in ostale lastnosti, preučevali značilnosti na stranskem vstopu oziroma 
izstopu črpališč. Na podlagi preizkusa fizičnega modela so v 3-D simulaciji stranskega 
vstopa / izstopa uporabili izvedljivi k-ɛ turbulentni model in predlagali novo shemo za 
pridobitev neenakomerne porazdelitve pretoka v treh odprtinah. 
 
Veliko konvencionalnih tovornih in delovnih strojev je opremljenih z dodatnimi 
hidravličnimi sistemi za obdelavo, ki se navadno napajajo preko mehanske povezave z 
motorjem z notranjim zgorevanjem, kar ovira slabo učinkovitost. Zlasti je to pogost 
položaj za industrijska vozila, katerih naloge vključujejo ustrezno porabo energije s 
hidravličnimi sistemi na vozilu, glede na tisto, kar je res potrebno samo za vleko. V tem 
članku, ki izhaja iz Italije [24] je bila predlagana inovativna rešitev, ki temelji na sprejetju 
sistema za obnovitev zavorne energije, s katero bi krmilili učinkovit hidravlični sistem. 
Predlagani sistem so nato sprejeli in testirali na tovornjaku znamke Isuzu, opremljenem s 
hidravličnim orodjem za zbiranje smeti. Prototip sistema je bil zasnovan, sestavljen in 
preizkušen, kar kaže na ustrezno izboljšanje učinkovitosti sistema in izvedljivost 
predlaganega pristopa. V prispevku je predstavljena predlagana rešitev, ki prikazuje 
simulacijske modele in predhodne rezultate validacije, vključno z eksperimentalnimi 
napravami, sestavljenimi za izvajanje testov. 
 
Prelomni labirintni prehod je sestavljen iz vrste pravokotnih zavojev v disku 
visokotlačnega regulacijskega ventila. V tem članku so kitajski znanstveniki [25] izdelali 
numerične simulacije za porazdelitev hitrosti in tlaka v tem prehodu. Pokazalo se je, da 
lahko "serijski prehod" povzroči učinkovitejši padec tlaka. Njegova glavna naloga je, da 
povzroči padec tlaka, medtem ko "vzporedni prehod" služi predvsem za reguliranje 
pretoka. Pri procesu prečnega prereza pride do tako imenovanega večstopenjskega padca 
tlaka, saj tlak pada in se delno umirja. S tem je mogoče nadziranje hitrosti kjerkoli v 
prelomnem labirintnem prehodu. 
 
Tako modeliranje in simulacije znanstvenikom znatno olajšajo delo, predvsem pa z 
fizičnimi testiranji prihranijo na času in denarju. Za določanje parametrov pa uporabljajo 
tudi iz trakov sestavljene drsnike (slika 2.1), kateri se premikajo glede na določene 




Slika 2.1: Primer računala z več drsniki za hitro določevanje hidravličnih parametrov [VTR]. 




3. Metodologija raziskave 
3.1. Programiranje 
Na začetku se je bilo potrebno odločiti v katerem od dostopnih programov za izdelavo 
mobilnih android aplikacij se bo ideja aplikacije pravzaprav uresničevala in gradila. Izbran 
je bil program Android Studio, ki je za laika nekoliko kompleksnejši program vendar ima 
še vedno dobro možnost vizualizacijskega oblikovanja aplikacij z enostavnejšimi ali bolj 
zapletenimi aktivnostmi. Prav tako vsebuje emulator AVD – Android Virtual Device za 
simulacijo aplikacije. Program je moč brezplačno dobiti na internetnem omrežju, na spletni 
strani Android Developers. Po namestitvi in zagonu je takoj na začetku potrebno opredeliti 
projekt, ki se ga bo izdelovalo, s tem pa je mišljeno ime aplikacije in paketa, naprave na 
katere bo aplikacija v svoji končni obliki potem nameščena ali bo to pametni telefon, 
tablični računalnik ali pametna ura. Paket se imenuje »com.siegwolf.lfthydraulics« in je 
seveda izmišljeno. Določiti je potrebno tudi minimalno zahtevano verzijo operacijskega 
sistema naprave na katero bo aplikacija nameščena in verzijo v kateri se aplikacija gradi ter 
tudi obliko začetne, glavne aktivnosti, ki je lahko določena glede na namen aplikacije 
oziroma glede na željeno začetno stran aplikacije. Po končani opredelitvi se odpre glavna 
stran in gradnja ter oblikovanje se lahko prične. Aplikacijo je mogoče sprotno preverjati na 
android virtualni napravi (AVD), simulatorju telefona, vendar ga je potrebno predtem 
usposobiti, kar pomeni, izbrati kateri model in vrsta bo virtualna naprava, seveda se jih 
lahko poustvari več in  se potem naknadno izbere specifično, željeno napravo. Za tem 
obstaja velika verjetnost, da kljub namestitvi virtualne naprave le – ta ne funkcionira ter 
najavlja napako ker računalnik nima omogočene uporabe simulatorjev virtualnih naprav. 
To se preprosto spremeni v BIOS operacijskem sistemu računalnika. 
 
Za začetek si je bilo potrebno zamisliti, kako bi izbirali in razvrstili željene funkcije, ki jih 
bo omogočala aplikacija. Torej ustvariti je bilo potrebno meni, preko katerega pridemo s 
klikom na gumb v drug dokument. To nam omogočajo hiperbesedila oziroma 
hiprepredstavnosti. Obe obliki hiperpovezav sta v elektronskih dokumentih zelo pogosti. 
Hiperbesedilo je stavek ali beseda, povezana s podatki drugih elektronskih elementov. Te, 
ko so izbrani na zaslonu samodejno pojavijo naslednji dokument, ki ima podatke, na katere 
se je navezovala beseda ali stavek. Seveda se kadarkoli lahko vrne v prejšnji dokument s 
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klikom na gumb »Return« ali »Back«, kjer je bila hiperpovezava, mogoče je tudi 
nadaljevanje, če v novem dokumentu sledi več povezav. Pri hiperpredstavnosti gre za enak 
princip, le da povezave z novimi podatki ne omogočajo besedila, temveč animacije ter 
slike. Tako je mogoče, da vsak element na zaslonu pripelje do novih podatkov. V 
zamišljeni aplikaciji smo se posluževali obeh vrst hiperpovezav, glavni meni (slika 3.1), 
imenovan »MainActivity« pa je zgrajen zgolj iz hiperpredstavnostnih slik.  
 
 
Slika 3.1: zasnova glavnega menija aplikacije »LFT-hydraulics«. 
V skrajno zgornjem delu zaslona je angleško imenovan »Action Bar«, v katerem se 
ponavadi nahaja logotip in ime aplikacije, katero smo poimenovali »LFT-hydraulics«, 
vendar pa to ni nujno in je stvar oblikovalca. Oblikuje se lahko poljubno, od spreminjanja 
barve do odstranitve te vrstice. Pod njo se nahaja polje vsebine, katerega smo v našem 
primeru razdelil na horizontalno vzporedne zgornje, srednje in spodnje območje. Slednje je 
razdeljeno še dodatno vertikalno na dva dela. 
 
Območja je potrebno graditi s tako imenovanimi »Layout-i«, elementi, ki omogočajo 
različne postavitve ostalih elementov, kot so besedila (ang. TextView), slike (ang. 
ImageView), gumbi in podobno. Vsak element ima svoje id ime, preko katerega ga 
program identificira. 
Slika zgornjega območja aplikacije ustvarja povezavo s spletno stranjo Laboratorija za 
fluidno tehniko, vendar mora biti ob uporabi omogočena internetna povezava. Srednja 
hiperpovezava je namenjena predstavitvi laboratorija ter njihovih storitev, spodnje 
področje pa je služi hiperpovezavama glavnega cilja te zaključne naloge, to je 
preračunavanje hidravličnih veličin. S klikom se odpre nov dokument s seznamom (ang. 




Slika 3.2: Simulirani izgled seznama izbranih enačb za preračune hidravličnih parametrov. 
 
Oblikovanje, kako bo zadeva zgledala na zaslonu poteka z vnašanjem elementov, kot so 
slike, besedilo in podobno v delovnem oknu datoteke z njenim imenom in ».xml« 
podaljškom (v tem primeru »activity_en1.xml«). Tu ima oblikovalec na razpolago 
oblikovalno (ang. design) (slika 3.3) ali tekstovno (ang. text) okno (slika 3.4). Oblikovalno 
okno omogoča hitro grafično gradnjo. 
 
Dokumente z enačbami smo oblikovali tako, da je za uporabnika čim preprostejše. Za 
katero enačbo gre da jasno vedeti naslov enačbe na vrhu zaslona, ki je tudi napisan z 
največjimi črkami. Pod naslovom sledi slika z enačbo, za tem pa v besedilu napisana 
označba veličine, ki jo iščemo z njeno enoto ter prostor kjer se izpiše rezultat. Podatke, ki 
jih potrebujemo za izpolnitev enačbe veličine, se vnaša v polja za vnašanje besedila. Ker je 
potrebno paziti enote, smo s tekstom pri vsakem polju podali, v kateri enoti je potrebno 






Slika 3.3: Oblikovalno oknomed razvojem aplikacije »LFT-hydraulics«. 
 
 
Ko izberemo željen element izbere iz palete nabora ter ga povlečemo na zgled zaslona, mu 
je potrebno podati ime, po katerem ga računalnik prepozna, širino in višino, ki jo bo 
obsegal ter ostale lastnosti, ki niso tako obvezne in so zgolj za oblikovanje. 
Lastnosti vsakega vnesenega elementa se sproti samodejno zapisujejo v kodi, kjer jih je 





Slika 3.4: Tekstovno okno med programiranjem aplikacije»LFT-hydraulics«. 
 
Po opravljeni postavitvi polj je potrebno sprogramirati enačbo, da ta funkcionira. To se 
stori v datoteki z enakim imenom in končnico ».java« (v tem primeru »Activity_en1.java«) 
(slika 3.5). Najprej je bilo potrebno klicati razred ter določiti vse elemente, ki sodelujejo v 
enačbi tega dokumenta. Ti elementi so polja kamor se vnaša besedilo oziroma podatke 
(»EditText«), polje, ki nam izpiše besedilo oziroma rezultat (»TextView«) in gumb s 
katerim ukažemo preračun. Programu je potrebno sporočiti da bodo števila, označimo jih z 
besedo »double« ter za njo naštetimi prej poimenovanimi parametri. Preko » id imen«, ki 
smo jih poimenovali že pri oblikovanju, jih program locira. V kodo je potrebno napisati 
tudi, da gumb deluje na klik oziroma drugače rečeno, ko ga kliknemo se nekaj zgodi, v tem 
primeru program računa. Podati je bilo potrebno tudi enačbo in se tako kot v mnogih 
ostalih programskih jezikih napiše standardno z operatorji in poimenovanimi parametri. Na 





Slika 3.5: Okno datoteke »Activity_en1.java« med programiranjem.  
Na enak način smo napisali tudi dokumente za ostale enačbe, razlika je bila le v številu 
parametrov, imena pa so se lahko ponavljala, saj razredi katere kličemo delujejo kot zaprti 
paketi in zato ne pride do zmote oziroma napake med njimi, kljub enakim poimenovanjem 
parametrov. Izgled končno oblikovanega uporabniškega vmesnika za preračun pretoka 




Slika 3.6: Končen uporabniškega vmesnika za preračun pretoka črpalke. 
 
3.2. Eksperimentalni del 
3.2.1. Preizkuševališče 
Odločili smo se za dvoje preizkuševališč in sicer, za dva preprosta sistema, katerih dveh 
izmerjene rezultate oziroma podatke je mogoče primerjati in uporabiti v izbranih enačbah 
aplikacije. Preizkuševališči sta bili postavljeni v Laboratoriju za fluidno tehniko na 
Fakulteti za strojništvo v Ljubljani. Uporabljeno je bilo hidravlično olje ISO VG 46. Oba 
sistema je preko črpalke poganjal elektromotor moči 7,5 kW z 1450 vrtljaji na minuto ter 
ustvarjal s črpalko pretok 8 l/min. 
 
Cilj prvega preizkuševališča (slika 3.7 in slika 3.8) je bil izmeriti obrate gnanega 
hidravličnega motorja (preglednica 3.1), katere se lahko prav tako izračuna po enačbi 
(2.11). V sistem smo vgradili tudi pet tlačnih ter temperaturni senzor in sicer, prvi P1 se je 
nahajal takoj za črpalko gnano z elektromotorjem ter njenim varnostnim ventilom in pred 
ventilom za nastavljanje pretoka. Za njim smo vgradili mehanski merilnik pretoka, 
naslednji merilnik tlaka P2 in pa merilnik temperature T. Vod je potem peljal do 4/3 
potnega ventila, ki smo ga krmilili preko elektromagnetov s stikali, ta pa je upravljal 
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hidravlični motor pred in za katerim sta bila nameščena merilnika PA in PB, na povratnem 
vodu med potnim ventilom ter filtrom pa se je nahajal še peti merilnik PT. 
 
 
Slika 3.7: Shematski prikaz prvega uporabljenega preizkuševališča. 











Tlak [bar] Št. vrtljajev[min-1] Masa 
[kg] 
3125.471.33 1,66 0,42 Nom. maks. Min. Nom. maks. 1 





Slika 3.8: Slika prvega uporabljenega preizkuševališča v LFT ju. 
Drugo preizkuševališče (slika 4.5 in 3.10) je bilo namenjeno merjenju tlačnih izgub vzdolž 
ravne cevi določene mere s konstantnim prerezom. Del sistema do vključno s potnim 
ventilom, je ostal nespremenjen, za potnim ventilom pa smo vgradili cev dolžine 249 mm 
in notranjega premera 4 mm. Na obeh straneh cevi sta bila nameščena merilnika tlaka, s 
katerima lahko določimo tlačne izgube ter primerjamo z izračunanimi iz enačbe (2.16) na 








Slika 3.10: Slika drugega preizkuševališča v LFT ju. 
 
3.2.2. Postopek meritev 
Meritve na prvem sistemu (slika 3.7 in3.8) so potekale tako, da smo zagnali elektromotor 
in s tem črpalko, tlak varnostnega ventila pa nastavili na 150 bar. S tokovnim ventilom 
smo nastavili pretok do hidravličnega motorja. In sicer smo naredili štiri različne meritve z 
2, 4, 6 ter 8 l/min, pri vsakem pretoku pa je bilo ročno z laserskim merilnikom izmerjeno 
število vrtljajev gredi HM na minuto. Hkrati so se preko računalnika zajeli tudi podatki o 
tlakih na posameznih mestih sistema in temperaturi olja, ki je pomembna zaradi vpliva na 
njegovo kinematično viskoznost. Podatki so se zajemali z 100 Hz ter se izvozili v obliki 
Excelovega dokumenta. Postopek smo enako ponovili še za ostale pretoke, pri 8 l/min pa je 
bil pretok največji (ventil za nastavljanje pretoka je bil popolnoma odprt) in se ga ni dalo 
preseči, saj je največji pretok črpalkez 8 l/min. 
 
Kinematično viskoznost mineralnega hidravličnega olja ISO VG 46 smo določili z 






Slika 3.11: Diagram viskoznosti v odvisnosti od temperature [1]. 
Po opravljenih meritvah na prvem preizkuševališču je bilo potrebno pripraviti drugo 
preizkuševališče za tlačne izgube. Seveda je bilo pred tem potrebno z metrom in kljunastim 
merilom izmeriti dolžino cevi ter notranji premer. Za razliko od prejšnjega preizkusa pri 
tem nismo spreminjali pretoka, smo pa kljub temu zaradi spremljanja vgradili mehanski 
merilnik. Sistem smo trikrat zagnali, ter preko računalnika zajeli podatke merilnikov tlaka 
na vsaki strani cevi ter temperature na vtočni strani cevi. Ti so bili prav tako izvoženi v 
obliki Excelovega dokumenta. 
 
Zaradi velike količine podatkov smo v Excelovih dokumentih posameznih meritev 
izračunali povprečja tlakov in temperatur ter izrisali diagrame tlaka oziroma temperature v 
odvisnosti od časa. Vrednosti volumetričnih izkoristkov hidravličnega motorja je bilo 
potrebno odčitati iz njegovega karakterističnega diagrama volumetričnega izkoristka v 
odvisnosti od tlaka. Tu smo upoštevali povprečno vrednost tlaka PA. Zaradi narisanega 
razpona izkoristka o upoštevali njegovo srednjo vrednost. 
V drugem preizkusu je potrebno za preračun poznati viskoznost olja in ker se ta s 
temperaturo spreminja, je bilo prav tako potrebno kinematično viskoznost razbrati iz 
diagrama kinematične viskoznosti v odvisnosti od temperature za posamezna mineralna 
hidravlična olja, v našem primeru za olje VG 46 (slika 3.11). Tudi tu smo upoštevali 
povprečne vrednosti temperature posamezne meritve. 
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4. Rezultati in diskusija 
Kot že omenjeno v prejšnjem poglavju, so na prvem preizkuševališču potekale meritve 
vrtljajev hidravličnega motorja z iztisnino (qHM) 1,66 cm
3
 in njegovem približnem 
volumetričnem izkoristkom (ηvHM))  0,9. Hkrati pa smo merili še tlake na različnih predelih 
sistema ter temperaturo olja. Za končno obliko izmerjenih rezultatov smo izdelali 
preglednico 4.1 kjer so prikazane povprečnih vrednosti. 
 
































































Iz izmerjenih vrednosti smo izdelali tudi grafe (slike od 4.1 do 4.4) tlakov in temperature v 
odvisnosti od časa pri različnih pretokih. 
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Slika 4.2: Izmerjeni tlaki in temperatue v odvisnosti od časa pri pretoku 4 l/min. 
 




Slika 4.3: Izmerjeni tlaki in temperature v odvisnosti od časa pri pretoku 6 l/min. 
 
 
Slika 4.4: Izmerjeni tlaki in temperature v odvisnosti od časa pri pretoku 8 l/min. 




Ker je bil prvotni cilj primerjava izmerjene vrednosti vrtilne hitrosti gredi HM pri 
posameznem pretoku z izračunanimi z izdelano aplikacijo smo za lažji pregled izdelali 
preglednico 4.2. Ugotovili smo, da aplikacija ustrezno deluje. Meritve smo začeli najprej 
opravljati pri pretoku 4 l/min, nato 6 in 8 ter nazadnje zaključili s pretokom 2 l/min. 
Mogoče je ravno zaradi tega pri pretoku 4 l/min razlika največja, saj je mogoče, da je 
prišlo do nihanja tlaka v sistemu, ki se je potem z nadaljnjimi meritvami umirilo. Merjenje 
vrtilne hitrosti gredi HM je potekalo prostoročno s pomočjo laserskega merilca, zato je 
prihajalo do manjšega nihanja vrednosti med samim odčitavanjem. Poleg tega so tudi 
tlačne vrednosti pri temu pretoku najbolj odstopale. K odstopanjem moramo upoštevati 
tudi računske deleže, za katere se lahko pritrdi, da so zagotovo kriva tudi zaokroževanja in 
odstopanja zaradi decimalnih mest. 
 
 
Preglednica 4.2: Primerjava izmerjenih ter izračunanih rezultatov. 













2 1104 1084 20 
4 1935 2168 233 
6 3381 3253 128 
8 4316 4337 21 
 
Vedeti je potrebno tudi, da se volumetrični izkoristek ηvHM načeloma s tlakom spreminja, 
mi pa smo upoštevali približno vrednost pri izračunu v aplikaciji (slika 4.6). 
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Slika 4.5: Simulacija izračunanih rezultatov v aplikaciji »LFT-hydraulics«. za različne pretoke. 
Ker so nas na drugem preizkuševališču zanimale tlačne izgube pri pretoku skozi ravno cev, 
je bilo glavno zajeti vrednosti tlakov na obeh straneh cevi. Opravili smo tri zajemanja 
podatkov in jih povprečili v preglednici 4.3, vendar smo si za analizo izbrali zadnjo, tretjo 
meritev. 
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Preglednica 4.3: Zbrani rezultati meritev drugega preizkuševališča. 
Meritev Pretok, l/min Tlak P1, bar Tlak P2, bar Temperatura T, 
°C 



















Za izračun padca tlaka je potrebno poznati tudi nekatere ostale parametre, ki smo jih 
izračunali po enačbah z aplikacijo, medtem ko smo kinematično viskoznost odčitali iz 
diagrama. Vse parametre potrebne za računanje smo zbrali zaradi preglednosti v 
preglednici 4.4, ter njihove vrednosti uporabili pri končnem izračunu z aplikacijo (slika 
4.6). 
 

























Slika 4.6: Simulacija izračunanih rezultatov za tlačne izgube v aplikaciji»LFT-hydraulics«.. 
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Končne rezultate smo prav tako kot v prvem primeru za primerjavo zbrali v preglednici 4.5 
in ugotovili, da odstopajo med merjenim in izračunanim za 3,395 bar.  
 
Preglednica 4.5: Primerjava izmerjenih ter izračunanih rezultatov. 
 Izmerjeno Izračunano s pomočjo 
aplikacije 
Tlačna izguba Δp, bar 34,081 30,686 
 
 
V tem primeru gre predvsem lahko zaradi napake odčitavanja z diagrama viskoznosti, ter 
seveda ponovno od zaokroževanja ter števila decimalnih mest. Pretok v tem primeru je bil 
merjen zgolj za evidenco. Natančnost merjenja cevi je skoraj zanemarljiva, saj je tlak na 
centimeter cevi padal z 0,0136 bar. Glede na vrednost Reynoldsovega števila, ki je bila 
okoli 568 pa smo ugotovili, da je šlo za laminarni tok, kar pa je bilo lahko sklepati pri 
takem pretoku in majhnem prerezu cevi. 
  




V tej zaključni nalogi smo se podali v svet razvijanja mobilnih programov v povezavi s 
hidravliko in na koncu realizirati aplikacijo kot pripomoček za dimenzioniranje določenih 
hidravličnih sestavin. 
 
1) Pri pregledu stanja tehnike smo ugotovili, da programerji mobilnih aplikacij mnogo 
pozornosti posvečajo ne samo izdelavi novih pripomočkov tako zabavnih kot 
vsakdanjih ali specializiranih, temveč tudi zaščiti uporabnikov pred zlorabmi 
zasebnosti in podatkov, ki jih lahko prinesejo zlonamerno narejeni programi. 
Veliko se posvečajo tudi pripomočkom, ki sodelujejo z nekaterimi funkcijami 
telefonov kot so navigacija, giroskop, kamera in ostale, s tem pa povečujejo 
njihovo uporabnost. 
2) Izdelava aplikacije nam je kot laikom iz tega področja vzela veliko časa. Vloženo je 
bilo tudi ogromno truda, pa kljub temu ni uspelo realizirati vseh idej. 
3) Opravili smo dva preizkusa z več meritvami v povezavi z uporabljenimi enačbami. 
Dobljeni rezultati iz prvega preizkuševališča so kazali na začetku pri meritvi s 
pretokom 4 l/min nekoliko slabše rezultate, potem pa so se izboljšali z naslednjimi 
zaporednimi meritvami. 
4) Pri drugem preizkuševališču nas ni zanimal pretok, kljub temu pa smo trikrat 
zagnali sistem. V tem primeru so pri vseh treh meritvah rezultati podobni, zato smo 
za nadaljno analizo izbrali zadnjo opravljeno meritev. 
5) S simulacijo aplikacije smo ugotovili, da aplikacija deluje in daje zadovoljivo dobre 
rezultate. Prav tako je delo z aplikacijo veliko bolj olajšano kot z navadnim 
računalom. 
 
Z izdelavo zaključne naloge in samo izdelavo aplikativnega mobilnega pripomočka smo 
pokazali, da je aplikacijo za katerokoli področje mogoče izdelati tudi, če nam je tako 
programiranje nepoznano. Potreben je dober vir kot za raziskovanje predvsem z širokim 








Predlogi za nadaljnje delo 
 
Ker mobilne aplikacije ter samo programiranje omogoča uresničitve neskončnega razpona 
idej je mogoče za nadaljnje delo narediti marsikaj. Poleg posodobitev, ki jih je mogoče 
opravljati na že izdelani aplikacije je mogoče dodajati novosti. Prav tako pa bi se lahko 
lotili podobnih primerov še za ostale smeri strojništva. 
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