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RESUMEN

Este proyecto tiene como finalidad el diseño, desarrollo y validación de un software
que permita mejorar la atención de los niños con trastorno por déficit de atención
con Hiperactividad (TDAH).
Para lograr esto se utilizó la metodología AODDEI, la cual consiste en el análisis u
obtención de requerimientos, diseño, desarrollo, evaluación e implementación. Se
utilizo el lenguaje de modelado unificado o UML para el diseño del software, este
consistió en un sistema integrado por una aplicación móvil basada en realidad
aumentada (RA), una interfaz de programación de aplicaciones (API) y un sistema
web para guardar los usuarios y partidas que ingresaron en la aplicación móvil. Para
lograr esto se contó con recomendaciones y encuestas realizadas a profesores y
niños.
Se utilizó un caso de uso descriptivo para validar el software con 9 niños divididos
en dos grupos 5 de control y 4 de validación, utilizándose para la evaluación de la
atención dos pruebas psicológicas como lo fueron la prueba de figuras y la prueba
de Stroop. La aplicación mejoro el puntaje global de la prueba de figuras para medir
la atención en un promedio de 47,92% para el grupo de control y 9,82% para el
grupo de validación. En la prueba de Stroop se encontró un incremento del
rendimiento de valores P, C y PC en las respectivas pruebas de 4.36%, 15.76%,
12.97% para el grupo de validación, mientras que en el grupo de control valores de
1.68% 2.99%, y 8.87%. En el factor de interferencia el grupo de control supero un
promedio de rendimiento de 104.57% y el grupo de control un rendimiento negativo
de - 23,41%.
Se concluyo que el juego brindo una experiencia agradable para fortalecer la
concentración y la atención de los niños mostrándose su efectividad en el refuerzo
de la atención.
Palabras clave: RA, TDAH, Aplicación, pruebas de atención.
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INTRODUCCIÓN

En los últimos años se ha visto la necesidad de mejorar la calidad, cobertura e
integración de la educación en los estudiantes sin importar sus condiciones o
limitaciones (físicas, mentales, emocionales, económicas o de otra índole), según
(Lindqvist, 1994). “La inclusión se ve como el proceso de identificar y responder a
la diversidad de las necesidades de todos los estudiantes a través de la mayor
participación en el aprendizaje, las culturas, las comunidades, y reduciendo la
exclusión en la educación”. Para esto es importante desarrollar e implementar
recursos adaptados a las diferentes necesidades.
Dado que la tecnología se ha expandido y popularizado permitiendo un avance en
el aprendizaje, nuevas oportunidades, rupturas de barreras físicas entre otros
factores, Según (Sunkel & Trucco, 2012) cada vez más se evidencia de un interés
en el potencial educativo de las tecnologías de la información y de las
comunicaciones (TIC) debido a dos factores: la generalización de su uso por parte
de los alumnos, fuera de las aulas, y la emergencia de nuevas oportunidades
tecnológicas. Cada vez más son los casos de países que apoyan e implementan
iniciativas para promover el buen uso de herramientas tecnológicas en el campo de
la educación como lo presenta el informe “el programa una computadora por niño
del Uruguay y otras en Argentina, Chile, Colombia, Costa Rica, México, Panamá,
que incluyen a poblaciones tanto urbanas como rurales, grupos indígenas y otros
con necesidades especiales”. (Sunkel & Trucco, 2012)
En esto se tienen en cuenta los recursos tecnológicos. Los cuales son medios de
apoyo para fortalecer la pedagogía y enriquecer las experiencias de aprendizaje y
enseñanza. Este es el caso de la realidad aumentada (RA), la cual permite ofrecer
recursos digitales en dispositivos de fácil acceso como los dispositivos móviles
(celulares y tablets), computadoras, entre otros. Un factor importante en el uso de
la RA para la educación es la experiencia de interactuar con el ambiente, lo cual
ofrece un experiencia dinámica para los alumnos sin importar sus características y
limitaciones, según (Díaz, 2018) la RA es una herramienta que favorece la inclusión
en las aulas, donde futuros docentes mencionaron no solo promover el desarrollo
de educación intercultural y multicultural sino también el desarrollo de aprendizaje
activo (el alumno aprende experimentando e interactuando) el cual puede ser
fácilmente adaptado a las necesidades de cada individuo logrando un aprendizaje
más eficaz.

Además de lo anterior, es importante destacar que los procesos de enseñanza y
aprendizaje han venido reestructurándose e incorporando características de un
modelo virtual o enseñanza por medio de internet. Según (Fardouna, González,
Collazos, & Yousef, 2020), “una enseñanza a distancia en línea se define como una
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modalidad en donde la docencia se desarrolla en su totalidad a través de escenarios
o entornos digitales, aunque puede existir algún encuentro físico cara a cara entre
el alumnado y docentes”, esto ha enfatizado la importancia del manejo y acceso a
internet como herramienta de apoyo. Algunos usos de estas tendencias han sido
evidentes en la capacidad de compartir y enlazar contenidos por medio de
plataformas, aplicaciones (YouTube, Facebook, Teams, entre otras) y páginas web.
El acceso a la información y recursos por medio de internet ha promovido un
crecimiento en tecnologías como las bases de datos, plataformas educativas, entre
otras. Estas tecnologías han permitido brindar nuevas opciones en el campo de la
educación favoreciendo procesos de acceso, vinculación, almacenamiento y
análisis.

El actual proyecto tiene como objetivo desarrollar un software basado en RA para
niños con trastorno por déficit de atención con hiperactividad (TDAH) para el apoyo
de análisis y recolección de datos de manera remota; para esto se implementó una
base de datos, una página web y una Interfaz de programación de aplicaciones
(API).
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1. PLANTEAMIENTO DE PROBLEMA

En la siguiente sección se planteará el problema evidenciado en cuanto a la
implementación de tecnologías basadas en RA para niños con TDAH. Se
describirán los objetivos generales y específicos para este proyecto.

1.1 DESCRIPCIÓN DEL PROBLEMA

En Colombia a lo largo de estos últimos años se han implementado planes sociales
y tecnológicos para la inclusión de niños con trastorno de la atención con
hiperactividad (TDAH), estos estudiantes debido a sus características psicológicas
se les dificulta el desarrollo de sus competencias de aprendizaje adecuada al
modelo estándar educativo. El ministerio de salud realizó un estudio para definir la
población afectada por trastornos mentales en niños, niñas y adolescentes, el
estudio encontró que en la población de 7-11 años; 3.2% presentan trastornos
mentales, dentro de los cuales el TDAH se muestra como la patología psicológica
más frecuente (MINSALUD, 2017) A pesar de que existen diferentes planes de
incorporación para estudiantes con diferentes trastornos y discapacidades, dichos
procedimientos se centran en temáticas netamente sociales o tradicionales;
generando pocas alternativas a dicha población, de ahí nace la necesidad de una
opción que incorpore la versatilidad de la tecnología como la Realidad Aumentada
(RA); una herramienta que permita al usuario interactuar con objetos virtuales y el
entorno real, Permitiéndolo incorporar conceptos de manera individual, formando
criterios personales.

1.2 FORMULACIÓN DEL PROBLEMA

¿Qué impacto puede tener un software basado en realidad aumentada para
fortalecer el aprendizaje de niños con trastorno por déficit de atención con
hiperactividad (TDAH)?
A continuación, se presentarán los objetivos generales y específicos que se tuvieron
en cuenta para el desarrollo de este trabajo.
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1.3 OBJETIVOS GENERALES

Desarrollar un software para el refuerzo de procesos donde interviene la memoria
en niños con trastorno por el (TDAH) basado en realidad aumentada (RA).
1.4 OBJETIVOS ESPECÍFICOS
•

Diseñar los escenarios (ambientes computacionales gráficos donde se llevará a
cabo las actividades educativas) que tendrá en cuenta el software basado en RA
con dificultades en los procesos atencionales.

•

Implementar los escenarios teniendo en cuenta los eventos y marcadores que
permitan una interacción con el estudiante de forma amigable.

•

Validar el software con docentes expertos y al menos 4 niños que tengan la
dificultad.
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2. ESTADO DEL ARTE

Para el desarrollo de este proyecto se hicieron consultas relacionadas con trabajos
anteriores que se hayan publicado en fuentes de información públicas y académicas
como lo fueron: IEEE explore, Science, Dialnet. Esto permitió un acercamiento y
conocimiento de metodologías, análisis, resultados y conclusiones que
investigadores tuvieron en cuenta para trabajos relacionados con tecnologías
educativas emergentes, educación en niños con discapacidad y TDAH. A
continuación, se presentarán algunos trabajos desarrollados desde el campo de la
educación escolar, otros desde una perspectiva más inclusiva.
(Santamaría & Torres, 2013) presenta la metodología de investigación utilizada para
el diseño de un ambiente virtual como método de aprendizaje para usuarios con
Síndrome de Down (SD), la herramienta se diseñó para el fácil desarrollo de
competencias de escritura y lectura. En este caso se diseñan entornos donde se
realizarán diferentes lúdicas pedagógicas enfocadas en alfabetización de forma
gráfica y fonética. Estos entornos son diseñados por medio del motor de
videojuegos Unity, utilizando técnicas de modelado en 3D como “Low Poli”. El
proyecto fue enfocado en 4 niveles de aprendizaje diseñados por la fundación
Neuroharte: Pre-Silábico 1, Pre-Silábico 2, Silábico y Alfabético; utilizaron la técnica
de desarrollo SCRUM (donde se articulan los enfoques tanto pedagógicos como
técnicos) y la metodología de desarrollo VRML (con etapas como: especificación,
planificación, muestra, diseño, construcción, pruebas y publicación), además de
reuniones diarias y retrospectiva (sprint) por cada escenario, para la construcción
de un total de once escenarios. Se muestra en este estudio que, por parte de los 6
niños encuestados, se comprobó como con estudiantes que utilizan ambientes
virtuales tienen resultados de aprendizaje más significativos, además de
encontrarse con un componente de motivación con respecto a pruebas hechas con
videos.
(Delgado, Parra, & Trujillo, 2013) muestran a través de la aplicación educativa (ARLearning) una metodología pedagógica para involucrar las Tecnologías de la
información y comunicación (TIC); más específicamente la RA, como estrategia de
enseñanza en clases de música (escuela primaria). El software fue probado por
alumnos de diferentes edades del colegio Gabriel y Galán de Cáceres, en él los
alumnos interactúan con los instrumentos musicales. Se obtuvo un mejor
desempeño de factores como interacción, motivación, interés, comunicación entre
profesor-alumno y desarrollo de la iniciativa mediante el uso de la aplicación ARLearning. La aplicación desarrollada es sencilla y de fácil manejo lo que supone un
aspecto importante para futuros trabajos donde se desea usar este tipo de
metodologías en otras temáticas y con mayores niveles de complejidad.
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(Lin, y otros, 2016), exploran una nueva forma de integrar la tecnología de
visualización avanzada en actividades educativas para niños con discapacidades;
para cumplir el objetivo se plantea el diseño e implementación de una aplicación
móvil de RA para facilitar el aprendizaje en el área de la geometría. Los resultados
muestran que el sistema en RA ayuda a los niños de la escuela a terminar las
actividades lúdicas de manera individual y más eficientemente a comparación de
métodos tradicionales, los resultados obtenidos de la prueba con veintiún niños
muestran que el uso de tecnología de RA mejora el aprendizaje, motivación y
tolerancia de los niños con necesidades especiales a la hora de aprender;
disminuyendo las frustraciones y aumentando la retentiva del tema lúdico.
(Osuna, Almenara, & Moreno- Fernández, 2016), desarrollan una aplicación de un
objeto de aprendizaje basado en RA, para la enseñanza en estudiantes de medicina
de la universidad de Sevilla (España). Se muestra como es mejorada la recepción
y atención que tienen los estudiantes universitarios al utilizarse este tipo de
tecnologías, la RA despierta la curiosidad y atención adoptadas por estos últimos.
Se encontró una mayor motivación e interés por parte de los estudiantes al aplicar
el objeto, así como la falta de relación entre el género de sexo de los alumnos con
el grado de motivación encontrada. Finalmente, la investigación muestra cómo la
utilización de objetos de aprendizaje basados en RA sirve como una herramienta en
la pedagogía de la enseñanza universitaria, demostrando una aplicación de fácil
uso.

(Guzmán, Putrino, Martínez, & Quiroz, 2017), presentan una implementación de
tecnologías para el tratamiento de pacientes con trastorno de espectro autista
(TEA), alteraciones del neurodesarrollo caracterizados por dificultades en
interacción social con principal hincapié en la comunicación, sea esta verbal y no
verbal, resaltando el uso de tecnologías para mejorar la comunicación de los niños
con TEA.
Estas herramientas en el área terapéutica posibilitan una generalización del
comportamiento hacia contextos naturales del niño. Por lo tanto, el uso de un
software en dispositivos móviles, portátiles o plataformas de fácil acceso permitirá
que se avance con su tratamiento fuera del ambiente clínico, llevando un registro
detallado en un ambiente donde el niño pueda socializar de manera amena con su
círculo familiar; en el artículo el autor resalta los entornos de realidad virtual (RV)
como una opción que puede ofrecer la posibilidad de presentar las tareas de
aprendizaje de forma que sean realistas pero dentro de un entorno simplificado y
monitoreado. Estas interfaces van desde entornos tridimensionales que utilizan una
palanca de mando y una computadora personal, hasta entornos totalmente
inmersivos sin una pantalla, estrictamente en ambientes virtuales con
representación en toda la habitación controlado por el cuerpo del niño con TEA.
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(Schiavi, Gechter, Gechter, & Rizzo, 2018), muestra el desarrollo de un nuevo
protocolo de enseñanza usando la aplicación “Teach Me a Story” basada en RA y
dirigida a estudiantes de educación secundaria; a través de una comparación entre
los resultados de hacer una clase tradicional solo con la ayuda de diagramas en 2D,
con respecto a recursos tridimensionales y dinámicos. La aplicación está dirigida a
enseñar los orígenes de la civilización humana; la nueva metodología de enseñanza
aplicando la herramienta permite una visualización de escenarios como el Zigurat,
el palacio Royal, las tumbas, los puertos mercantes y las casas de los habitantes de
la antigua Mesopotamia a través del escaneo de imágenes o “layers” y
sobreponiéndoles imágenes tridimensionales. Se compararon las dos
metodologías, una explicando tradicionalmente los paisajes-escenarios a través de
imágenes y la otra metodología mediante la aplicación “Teach Me an story”. Se
obtuvo en los estudiantes, una mayor reducción del tiempo de enseñanza (veinte
minutos respecto a una hora para la metodología tradicional), los alumnos en
quienes se presentó la RA mostraron una mayor retención de la información,
entusiasmo y motivación. En conclusión, se obtuvieron mejores resultados al aplicar
la aplicación “Teach Me a Story” para la enseñanza de conceptos de historia en
estudiantes de educación secundaria respecto a la manera tradicional de una clase
de historia.
(Wang & Hsu, 2018), muestran el desarrollo de la primera de tres etapas de un
trabajo de investigación realizado para mejorar el coeficiente cognitivo en niños con
déficit de atención y desorden de hiperactividad (ADHD) utilizando la aplicación
“CHICCO”, junto a un juego con bloques para el desarrollo de la RA. Para llevar a
cabo esta investigación se hicieron dos grupos: uno de control y otro de
experimentación; en el grupo de control se utilizaron métodos tradicionales de
enseñanza para manejar conceptos espaciales, sonidos, coordinación manos-ojos
y otros conceptos generales. Para el grupo de experimentación mediante la
aplicación “CHICCO” y el juego con bloques, se desarrollaron estos mismos
conceptos. El periodo de estudio usado fue de tres meses. Para la recolección de
información se utilizaron cuestionarios junto con observaciones y entrevistas de las
metodologías empleadas. Finalmente se pudo encontrar que la aplicación CHICCO
permitía en los niños con déficit de atención y desorden de hiperactividad una mayor
agilidad de aprendizaje, así como atracción respecto a actividades relacionadas con
apariencia, colores, reconocimiento de animales a través de juegos, así como su
identificación mediante dibujos.
En la tabla 1, se puede observar un cuadro comparativo entre cada estudio citado
incluyendo: tipo de tecnología, campo de acción, conclusiones.
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Tabla 1 Comparación de estudios relacionados con la RA y la educación.
AUTOR

TIPO DE
CAMPO DE
TECNOLOGIA
ACCION
(Santamaría & Realidad
virtual Educación
en
Torres, 2013)
(RV)
niños
con
Síndrome
de
Down

(Delgado et
al.,2013)

(Lin, y
2016)

Realidad
Educación
aumentada (AR) niños
con marcadores
primaria

otros, AR

(Osuna,
Almenara,
MorenoFernández,
2016)

Educación
infantil

Objeto virtual de Educación
& aprendizaje
universitaria
basado
(OVA)
basado en RA
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CONCLUSIONES

“Se obtuvo un mayor
progreso en cuanto a
aprendizaje
de
competencias
en
lectura
y
escritura
además de una mayor
motivación por parte de
los 6 niños en los que
se hicieron las pruebas
”.
en Se obtuvo un mejor
de desempeño de factores
como:
• Interacción
• Motivación
• Interés
• comunicación entre
profesor-alumno
“La RA mejora el
aprendizaje,
motivación y tolerancia
de los niños con
necesidades
especiales a la hora de
aprender;
disminuyendo
las
frustraciones
y
aumentando
la
retentiva del tema de la
lúdica”.
“[…] La RA despierta
la curiosidad y
atención, …, se
encontró una mayor
motivación e interés

(Guzmán,
Diferentes
Putrino,
entornos virtuales
Martínez,
&
Quiroz, 2017)

Tratamiento de
pacientes con
trastorno
de
espectro autista
(TEA),

por parte de los
estudiantes.”
Estas herramientas en
el área terapéutica
posibilitan
una
generalización
del
comportamiento hacia
contextos naturales del
niño, …, permitiendo
que se avance con su
tratamiento fuera del
ambiente clínico,

en Se obtuvo, …, una
mayor reducción del
tiempo de enseñanza
(veinte
minutos
respecto a una hora
para la metodología
tradicional),
los
alumnos en quienes se
presentó
la
RA
mostraron una mayor
retención
de
la
información,
entusiasmo
y
motivación.
(Wang & Hsu, RA basado en Educación
en La aplicación CHICCO
2018)
marcadores
niños con TDAH (basada
en
RA)
tridimensionales
permitía en los niños
como “bloques”
con TDAH una mayor
agilidad
de
aprendizaje, así como
motivación
con
respecto a actividades
relacionadas con:
• apariencias
• colores
• reconocimiento
de animales a
través
de
juegos.
(Schiavi,
App basada
Gechter,
realidad
Gechter,
& aumentada
Rizzo, 2018)

en Educación
secundaria

Fuente: El autor.
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De la tabla 1 se pudo observar en las tecnologías como: AR, RV y OVAs, resultados
convergentes en el aumento de motivación, curiosidad e interés por parte de los
usuarios, además de generar un progreso en el aprendizaje como, por ejemplo:
aumento de la retención de conocimientos, agilidad de aprendizaje y reducción del
tiempo de explicación en clases teóricas, presencia de motivación e interés. Estos
resultados se han estudiado no solo en los niños, jóvenes y universitarios sino
también en niños con dificultades atencionales y/o con discapacidades como lo son:
Síndrome de Down (SD), trastornos de espectro autista (TEA) y TDAH, entre otros.
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3. MARCO TEÓRICO

Como se puede dar cuenta en la temática de este proyecto se establece un enfoque
didáctico y pedagógico para niños con TDAH utilizando la RA, es por tanto necesario
tomar conceptos referentes a áreas de psicología y tecnología, que serán útiles para
un mejor entendimiento del desarrollo del proyecto.
3.1 MARCO CONCEPTUAL PSICOLOGICO

Se presentarán a continuación un marco de conceptos psicológicos importantes
para el desarrollo de este proyecto.
3.1.1 TRASTORNO POR DÉFICIT DE ATENCIÓN CON HIPERACTIVIDAD
(TDAH)
El trastorno por déficit de atención con hiperactividad es una patología que se
descubre generalmente en la etapa temprana de la niñez y la adolescencia, según
(Association Psiquiatric American (APA), 1995) : “La característica esencial del
trastorno por déficit de atención con hiperactividad es un patrón persistente de
desatención y/o hiperactividad-impulsividad, que es más frecuente y grave que el
observado habitualmente en sujetos de un nivel de desarrollo similar”.
El TDAH se caracteriza por un patrón de comportamiento, presente en múltiples
entornos (por ejemplo, la escuela y el hogar), que puede dar lugar a problemas de
rendimiento en entornos sociales, educativos o laborales, incluyendo
comportamientos como la falta de atención a los detalles externos, la dificultad para
organizar las tareas y actividades propuestas, exceso de conversación, la inquietud
o la incapacidad para permanecer sentado en situaciones apropiadas. (AMERICAN
PSYCHIATRIC ASSOCIATION, 2013)
3.1.2 ATENCIÓN
La atención es un fenómeno de nuestra consciencia, existen varias posturas y
definiciones; según (James, 1890) “Su esencia son la localización y la concentración
de la consciencia. lo que implica dejar de lado unas cosas para poder tratar de forma
efectiva otras”. Implica una facultad de selección de nuestros pensamientos.
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3.1.2.1 ATENCIÓN SELECTIVA
La atención selectiva es una de los diferentes tipos de atenciones, según (Villa,
2008) , “[…] la atención selectiva o focalizada es la capacidad para atender a uno o
dos estímulos relevantes sin confundirse ante el resto de estímulos que actúan
como distractores”, además menciona una diferenciación entre la atención selectiva
y la atención focalizada: “[…] entendiendo la primera como mantenerse ajeno a los
distractores y la segunda como la capacidad para atender a los estímulos.” Algunos
de las pruebas utilizadas para evaluar la atención selectiva son: Stroop, D2, Dígitos,
aritmética. y para la atención ejecutiva pruebas como TMT A, Claves, Stroop, SDMT
(Aidyné, 2012)
3.1.2.2 ATENCIÓN SOSTENIDA
según (Villa, 2008), “[…] consiste en la habilidad de mantener la atención y
permanecer en estado de vigilancia durante un periodo determinado de tiempo a
pesar de la frustración y el aburrimiento”, suele medirse en pruebas como D2, caras,
pasat en donde se tiene un generalmente un gran número de elementos que tendrá
que estar constantemente evaluando. (Aidyné, 2012)
3.1.2.3 ATENCIÓN DIVIDIDA
Entendiéndose como la capacidad de atender a dos o varios estímulos, según
(cognifit, 2021), “La atención dividida se puede definir como la capacidad que tiene
nuestro cerebro para atender a diferentes estímulos o tareas al mismo tiempo”
siendo esta una capacidad importante de todas las personas al momento de atender
a diferentes compromisos, estímulos, eventos, etc.
3.1.2.4 PRUEBAS DE STROOP
La prueba de Stroop o prueba de colores y palabras es una prueba psicológica que
se usa para medir la atención selectiva, dividida, capacidad de inhibición a procesos
cognitivos, tanto en ambientes clínicos como en investigación. Se basa en poner a
los participantes de 6 a 85 años 3 hojas en donde se tendrán 100 palabras ubicadas
en 5 columnas, la prueba se medirá en un periodo de 45 segundos para cada hoja.
En la primera hoja se dispondrán de elementos con palabras (palabras sin
interferencia de color) es decir impresa en tinta negra, la segunda hoja dispondrá
de elementos sin palabras, pero con colores, en la tercera hoja se tendrán palabras
con interferencia de otros colores es decir la palabra impresa con otra tinta. Esta
prueba permite a la persona conocer y evaluar sus capacidades de lenguaje,
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velocidad de procesamiento, capacidad para inhibir una respuesta habitual (en la
tercera hoja). (Golden, 2020)
3.1.2.5 PRUEBA DE COLORES-FORMAS
Prueba psicológica en donde se dispone de un conjunto de figuras o banco de
baterías con múltiples imágenes, donde se tiene una cantidad definida de figuras.
Los participantes tendrán un tiempo límite para 10 preguntas. Existen páginas que
disponen de esta prueba sin ningún costo. Como por ejemplo (Guerri, 2021), en
donde se muestran 5 niveles diferentes además de otras pruebas.
La prueba de colores y figuras permite un análisis de la velocidad de respuesta,
cantidad de preguntas respuestas, porcentaje global de respuestas, entre otras
variables.
3.1.3 INCLUSIÓN
La inclusión es el proceso continuo de un aumento en la presencia, participación y
logros de todos los niños y jóvenes en las escuelas de la comunidad local. Se hace
referencia a procesos de educación escolar inclusivos cuando tiene en cuenta a
todos los niños que quieran ser parte de una institución educativa local sin importar
su etnia, discapacidades, religión entre otros factores. (Manchester, 2012)
3.2 MARCO CONCEPTUAL TÉCNICO
Se presentará una serie de conceptos relacionadas con la base tecnológica de este
proyecto como lo son: software, hardware, RA, API, Bases de datos, páginas web.
3.2.1 Hardware
El hardware es el componente tangible o físico, el cual podemos tocar, percibir.
“Viene de la etimología en inglés: Hard: duro y ware: cosas, literalmente las cosas
duras o compactas de un sistema” (https://softwarelab.org, 2020)
3.2.2 Software
Es el componente digital e intangible del sistema. El software según la RAE es: “El
Conjunto de programas, instrucciones y reglas informáticas para ejecutar ciertas
tareas en una computadora. (REAL ACADEMIA ESPAÑOLA, 2014)
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3.2.3 INTERFAZ
La Interfaz de un software corresponderá con la parte visual que un usuario o
persona puede interactuar, la persona no necesita tener en cuenta toda la
implementación con la que está desarrollado este sistema. (ed.team, 2020)
3.2.4 REALIDAD AUMENTADA
La realidad aumentada (RA), es una tecnología que permite introducir interfaces
digitales en un mundo real. Se deriva de la realidad virtual (RV) la cual se basa en
crear una realidad diferente a la real. La realidad aumentada no pretende crear o
simular una realidad distinta a la actual, sino en base en la actual mejorar las
experiencias del usuario. Esta tecnología utiliza un componente de hardware o
medio físico como: gafas, lentes, dispositivos móviles entre otros. (Mohn, 2018).
3.2.4.1 COMPONENTES DE LA REALIDAD AUMENTADA
Para Toro (2012), los 3 principales subsistemas de las aplicaciones en realidad
aumentada son: visualización (salida), ubicación de objetos virtuales en el mundo
real (registro) y métodos de interacción (entrada). La forma de plasmar las imágenes
en RA se hace a través de dispositivos de visualización (cascos, lentes, celulares,
etc.) compuestos principalmente de una pantalla de cristal líquido (LCD). Los
registros obtienen la posición de los objetos virtuales y los métodos de interacción
manipulan dichos objetos. Dentro de la realidad aumentada se han involucrado
diferentes arquitecturas para el desarrollo de estas, Brügge, Bernd, McWilliams, Asa
y Reicher presentan un resumen de las principales características de RA citados
por Toro, como se pueden ver en la figura 1.
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Figura 1 Estructura general de una Sistema basado en RA.

Fuente: (Brügge, MacWilliams, & Reicher, 2004)

3.2.4.2 TIPOS DE RA.
Existen diversas maneras de clasificar la realidad aumentada, según (LensFitgerald, 2009), se clasifican principalmente en 4 niveles; un nivel inicial con
códigos (código de barras, QR) se caracteriza por un reconocimiento y seguimiento
de imágenes en 2 dimensiones.
El segundo nivel, es la implementación de realidad aumentada basado en
marcadores (o targets) con imágenes en dos dimensiones. Además, se utilizan
características del reconocimiento de imágenes como los colores, bordes, formas
que son utilizados para sobreponer un recurso digital a una imagen.

El tercer nivel tiene que ver con funcionalidades usando sensores y dispositivos
incorporados en los dispositivos como: giróscopos y acelerómetros para acceder a
información como localización y orientación (por medio del Sistema global de
posicionamiento (GPS)) , ejemplos de este tipo de aplicaciones se pueden ver con
casos de la industria del entretenimiento como por ejemplo Pokémon GO; Se utiliza
también el reconocimiento de partes del cuerpo para hacer el seguimiento, de los
objetos virtuales.

El siguiente nivel denominado por (Lens-Fitgerald, 2009) como visión aumentada,
se enfoca en generar una realidad inmersiva, contextualizada al usuario, hoy en día
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se pueden ver estos ejemplos con dispositivos de empresas como Google Glass o
Microsoft Hololens, entre otras. Estos hacen que la experiencia sea mucho más
realista e inmersiva.
3.2.4.3 LIBRERÍA VUFORIA.
Se muestra una definición del término librerías de realidad aumentada como:
“conjunto de herramientas de software pequeño y autónomo que ofrece una
funcionalidad muy específica al usuario, normalmente orientada a sus
desarrolladores” (Lee, 2017). Ellas proporcionan funcionalidades que facilitan el
desarrollo de las aplicaciones.

3.2.4.4 VUFORIA
(Mesía, 2019), muestra a Vuforia como una librería utilizada ampliamente en el
desarrollo de aplicaciones con RA, RV entre otros, posee una comunidad de
desarrolladores, documentación desde el 2013, soporta múltiples plataformas como
Windows, Linux, Mac, dispositivos móviles (iOS y Android), smartglasses; ofrece
planes de pago que incluyen mayores funcionalidades que la versión personal para
estudiantes o aplicaciones básicas donde incorpora una marca de agua1 . cuenta
con tipos de reconocimiento de RA como lo son: reconocimiento por imágenes,
objetos (cajas, cilindros, planos), Vumarks (imágenes que permite personalizar
diseños), ambientes, localización, texto, permite la detección y seguimiento
simultaneo de diferentes marcadores en la escena, reconocimiento de marcadores
alojados en una nube, así como objetos personalizados.
3.2.5 UNITY
Una herramienta desarrollo pensada originalmente para hacer video juegos (unity
soporta juegos en 2D, 3D, entre otros), desarrollado por la empresa Unity
Tecnologies. Es también conocido como un motor de videojuegos multiplataforma;
tiene una comunidad de desarrolladores, así como foros para resolver preguntas,
errores; Cuenta con diferentes planes de pago, así como una licencia gratuita (este
lleva una marca de agua y limitación en cuanto a características); Para el uso de
programación se utilizan lenguajes de programación como: javascript, c# y Boo
(Oliver Moll, 2016).
Unity además cuenta con librerías en cuanto a: gráficos, físicas (colisiones, masas,
inercias, etc), renderizados, audio, animación, interfaz usuario (UI, User Interface
logo de la empresa desarrolladora que se visualiza cuando la aplicación se
ejecuta
1
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por sus siglas en ingles), plataformas de integraciones con librerías para RA, RV y
realidad mixta (oculus, Windows mixed reality, Google VR, Open VR, Input and
interactions, entre otras.
3.2.6 BLENDER
Para la creación de software en RA, es importante contar con experiencias
tridimensionales. Para ello es importante modelar, texturizar, iluminar, renderizar los
modelos que se utilizan en la experiencia que tendrá el usuario.
Blender es un software diseñado para creación de objetos en 3D, entre otras
funciones, “Soporta modelado, animación, simulación, renderizado, composición,
seguimiento de movimiento, edición de vídeo, entre otras funciones”. (blender,
2020) . Lo cual lo vuelve un software muy útil para el desarrollo de recursos
tridimensionales.
Tiene la licencia de código abierto (definida bajo la licencia general public license,
GNU), lo cual lo hace accesible y sin ningún costo de licencia para el actual
proyecto; cuenta además con documentación, foros, tutoriales y comunidades de
desarrolladores.
Posee una integración con Unity, lo cual da una ventaja en cuanto al desarrollo de
modelos, animaciones, texturas. Entre las desventajas se considera: el tiempo de
aprendizaje que se requiere para conocer y utilizar el software.
3.2.7 BASE DE DATOS
Una base de datos (BD) es un repositorio o almacén de información,
según (Marqués, 2011) “Una base de datos es un conjunto de datos almacenados
en memoria externa que están organizados mediante una estructura de datos”. Un
dato es una unidad de informacion, que es utilizada con diferentes propósitos como:
el almacenamiento para análisis de la información, así como acciones de consultar,
editar, crear o eliminar (CRUD) informacion. Un ejemplo de una BD se puede
observar en el almacenamiento de clientes para una empresa específica, en donde
se les solicitara informacion como: nombres, correos, celulares, direcciones entre
otros datos.
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3.2.7.1 MODELO ENTIDAD RELACIÓN
Una de las metodologías empleadas para el diseño de BD es la utilización de
modelos como lo es el modelo entidad - relación, que permiten un diseño de
modelos conceptuales. El objetivo de este modelo está en obtener un diagrama,
que represente los requisitos que se necesitan para el diseño de la BD. estos
requisitos se obtienen a partir de un seguimiento y un proceso de observación entre
el diseñador, el administrador (o el personal encargado de conocer el
funcionamiento de la empresa o entidad). (Marqués, 2011)

3.2.7.2 POSTGRESQL
PostgreSQL es un gestor de bases de datos relacional; con licencia
de código abierto. Según (The PostgreSQL Global Development Group,
2020) “Utiliza y extiende el lenguaje SQL combinado con varias características que
almacenan y escalan con seguridad las cargas de trabajo de datos más
complicados; además está disponible para múltiples plataformas como Windows,
Linux, macOS, Solaris, BSD”.
3.2.7.3 ORM
Mapeo de objeto relacional (Object Relational Mapping, ORM por sus siglas en
ingles), es una herramienta que permite modelar y consultar bases de datos desde
un lenguaje de modelos entidad – relación, donde se toma en cuenta los objetos y
las relaciones que tengan, llevándolos mediante un proceso automático a un
lenguaje de bases de datos relacionales. (Alvial Cid, Saavedra Quevedo , &
Valenzuela Parada , 2011)
Algunas de las ventajas que se destacan de estos sistemas se pueden ver en la
tabla 2.

Tabla 2 ventajas y desventajas de los ORM
VENTAJAS

DESVENTAJAS

Mas estabilidad
Optimizan el desarrollo
Mejoran la poblabilidad
Uniformidad de notación
Autonomía de los gestores de BD

Tiempo de aprendizaje
Mayor tiempo de respuesta
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Seguridad
Mantenimiento y reutilización
Fuente: (Alvial Cid , Saavedra Quevedo , & Valenzuela Parada , 2011)

3.2.7.4 GOLANG Y GOREM
GOLANG, es un lenguaje de programación de código abierto que permite
una más optima codificación. Una introducción de las ventajas: “Go es un lenguaje
de propósito general. Está fuertemente tipificado, recogido y tiene un soporte
explícito para la programación concurrente, permite mejores resultados en cuanto a
eficiencia de máquina, entre otros beneficios.” (https://golang.org, 2020)
3.2.8 HTML
El lenguaje de marcado de hipertextos (HyperText Markup Language) es un
lenguaje desarrollado para la creación de páginas web, La estructura de la página
se hace por medio de etiquetas. (Gutiérrez, 2006)
3.2.9 TYPE SCRIPT
Es un lenguaje de programación orientado a objetos que permite dar solución al
tipado o definicion de variables de objetos, según (Microsoft, 2020), “TypeScript es
un lenguaje de código abierto que se basa en JavaScript, Los tipos proporcionan
una forma de describir la forma de un objeto, proporcionando una mejor
documentación, y permitiendo a TypeScript validar que el código está funcionando
correctamente.” Siendo Typescript un lenguaje que extiende las funciones de java
script y que puede ser utilizado para desarrollar aplicaciones que se ejecutaran
desde el cliente o servidor.
3.2.10 ALOJAMIENTO WEB
Un servicio de alojamiento en internet o hosting provee el almacenamiento de
archivos en un servidor, entre estos archivos se pueden encontrar: videos, correos
electrónicos, documentos, páginas web, entre otros. Los servidores estarán
conectados permanentemente para asegurar el acceso de usuarios a las páginas y
recursos cuando se requieran. (Coral Quinto, 2018)
Para este proyecto un alojamiento gratuito es ideal debido a las prestaciones del
proyecto. Se utilizo 000WebHost como hosting para el alojamiento de la página web
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ya que permite un plan gratuito para el dominio de la página, 300 Mb de espacio de
disco, 3Gb de ancho de banda, panel de control para administrar archivos, no tiene
anuncios, compatibilidad con bases de datos. (000webhost.com, 2020)
3.2.11.1 HTTP
El Hypertext Transfer Protocol es un protocolo desarrollado para el transporte de
objetos web desde un servidor a un cliente. Según (Fielding, y otros, 1999) “es un
protocolo genérico, sin estado, que puede ser utilizado para muchas tareas más
allá de su uso para el hipertexto, como lo son: nombres de servidores y sistemas
distribuidos de gestión de objetos, códigos de error y encabezados”. Este protocolo
mediante unos métodos permite el envió de informacion desde clientes al servidor
o servidores.

3.2.11.2 METODOS HTTP
Http maneja diferentes métodos, según (Gourley, Totty, Sayer, Aggarwal, & Reddy,
2002) son comandos que le comunicaran al servidor que acciones a ejecutar como,
por ejemplo: envío, eliminación, obtención, actualización de información al servidor,
en la tabla 3 se puede observar la descripción de estos métodos.
Tabla 3 Métodos Http.
METODO
GET

DESCRIPCION
Envía un recurso específico del servidor
al cliente
POST
Envía la informacion de un cliente a una
aplicación de la puerta de enlace del
servidor
PUT
Almacena información desde un cliente
a una aplicación de la puerta de enlace
del servidor
DELETE
Eliminar un recurso especifico de un
servidor
Fuente: (Gourley, Totty, Sayer, Aggarwal, & Reddy, 2002)
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3.2.12 JSON
JavaScript Object Notation, o archivos JSON, son formatos de archivos livianos para
transporte y almacenamiento de información, se utilizan con frecuencia para el envió
de información entre un servidor y una página web. (w3schools, 2020)
3.2.13 ANGULAR
Angular es un framework de código abierto (open source), utilizado para desarrollar
aplicaciones en plataformas: web, web móvil, móvil y escritorio nativos; está basada
en el lenguaje de programación Typescript y HTML. (Saks, 2019)
3.2.14 BOOTSTRAP
Bootstrap es un framework desarrollado para facilitar el desarrollo web, está basada
en la licencia de MIT (Licencia originada por el Massachusetts Institute of
Technology , MIT), lo cual lo hace accesible y gratuito, entre las ventajas del uso de
este framework estan:
•
•

•
•

Facilidad de uso: con un conocimiento básico de html y ccs, se puede
incorporar a una página web componentes de una manera relativamente
sencilla (Refsnes Data, 2020)
Incorporan Plantillas de diseño basadas en HTML y CSS para tipografía,
formularios, botones, tablas, navegación, módulos, carruseles de imágenes
y muchos otros, así como complementos de JavaScript opcionales. (Refsnes
Data, 2020)
Características de respuesta: su respuesta ccs se ajusta a tablets, móviles,
equipos de escritorio. (Refsnes Data, 2020)
Compatibilidad con la mayoría de los navegadores (Chrome, Firefox, Internet
Explorer 10+, Edge, Safari, and Opera) (Refsnes Data, 2020)

3.2.15 API
Para el desarrollo de la página web, se consideró el desarrollo de una interfaz de
programación de aplicaciones (API), que permita la vinculación entre la aplicación y
la página web. Una API, según (Red Hat, Inc., 2020) una empresa proveedora de
servicios en tecnologías de la información (TI) a nivel mundial, “es un conjunto de
definiciones y protocolos que se utilizan para desarrollar e integrar el software de las
aplicaciones. Este concepto ha sido muy utilizado en el desarrollo de
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aplicaciones por sus grandes beneficios como lo son: reducción de tiempo de
desarrollo, simplificación de código, flexibilidad a la hora de hacer cambios y/o
ajustes a los sistemas, entre otros. Permite que dos o más aplicaciones puedan
integrarse sin necesariamente conocer como están implementadas. Un ejemplo de
esto es la API de Google maps, la cual permite a los desarrolladores oportunidades
de simplificar sus desarrollos y monetizar sus servicios sin un costo de inversión
elevado. (ed.team, 2020).
3.2.16 HEROKU
Para almacenar en un servidor la API y poder tener conexión con la página web y
la aplicación móvil, se requirió de una plataforma para su almacenamiento y
ejecución. Heroku es una plataforma basada en contenedores de la nube como
servicio (container-based cloud Platform as a Service o PaaS) utilizado para
manejar, desarrollar y escalar aplicaciones (Heroku, 2020).
Uno de los beneficios de Heroku es su posibilidad de generar y alojar bases de
datos PostgreSQL con un tiempo de disponibilidad del 99.5%, límite de 10000 filas
para una base de datos, capacidad de almacenamiento de 1Gb. (Heroku, 2020)
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4. METODOLOGÍA

Para el desarrollo del proyecto se utilizó la metodología AODDEI, la cual es una
metodología sencilla inicialmente utilizada para el desarrollo de OVAs. Consiste en
5 fases: Análisis u obtención, diseño, desarrollo, evaluación, implementación.
Se definieron los requerimientos iniciales con base a encuestas realizadas con los
usuarios finales, tales como: gustos e intereses, características de hardware y
software, contenido. Seguidamente se diseñó el software, base de datos, y pagina
web usando una recopilación de requerimientos, diagramas de casos de uso,
entidad relación, tablas entre otros.
Seguidamente se implementó la aplicación móvil en el motor de juegos Unity 3D
junto con la librería vuforia. En la cual también se usó la herramienta blender para
la modelación y animación de diseños 3D.
Para la programación e integración con el servidor y la aplicación se utilizaron scripts
en c#; el ORM “GORM” se utilizó para crear una API utilizada para la comunicación
entre el juego y la base de datos; la base de datos fue creada con Heroku.com,
utilizando el motor de bases de datos PostgreSQL.
Para la página web se utilizaron librerías o framework como angular, sweetalert2
Bootstrap, donde además fue utilizado un servicio de hosting gratuito por parte de
www.000webhost.com.
Finalmente se desarrollaron las pruebas de rendimiento en la aplicación móvil. Y
finalmente se validó el producto en niños de 7 a 11 años con TDAH. En la figura 2,
se muestra un esquema de la metodología aplicada en el proyecto.

Figura 2 Diagrama de la Metodología propuesta
ANALISIS

DISEÑO

DESARROLLO

PRUEBAS

VALIDACIÓN
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Fuente: el autor.

4.1 ACTIVIDADES

Para una descripción más detallada de la metodología empleada se muestra en la
tabla 4 una descripción de las actividades ejecutadas para cada actividad.

Tabla 4 Etapas con sus respectivas subetapas, así como sus fechas de realización
ETAPA METODOLOGIA AODDEI
ANALISIS

ACTIVIDADES
Requerimientos con docentes
estudiantes
Diseño de funcionalidades

DISEÑO

DESARROLLO

Diseño de software
Diseño de interfaz
Diseño de base de datos
Diseño de la página web
Desarrollo de la aplicación
Desarrollo de la base de datos
Desarrollo de la página web
Integración de aplicación, base de
datos y pagina web

EVALUACIÓN

Pruebas de funcionabilidad
Pruebas de rendimiento

IMPLEMENTACIÓN

Rediseño
Pruebas con niños
Análisis de pruebas

Fuente: el autor.
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y

4.1 DISEÑO

Para tener un acercamiento con los niños de la población obtenida, se realizó un
cuestionario a profesores que permitieran dar a conocer y encontrar opiniones y
sugerencias relacionadas con pedagogías en niños con TDAH.
Para el diseño de la aplicación se partió de requerimientos claves, se utilizó un
modelo de casos de uso, diagramas de flujo, diagramas de actividades, diagramas
entidad-relación, diagramas de clases, diseño de la base de datos.

4.1.1 ENCUESTA A PROFESORES
Se realizaron 4 preguntas con un enfoque en sugerencias y recomendaciones para
un mejor desempeño con actividades en niños con TDAH, uno de los temas
seleccionados para trabajar en el contenido de la aplicación se enfocó en el
reconocimiento de letras y objetos para niños de 7-11 años, estas preguntas se
orientaron a la memoria operativa y la lectura como área seleccionada para trabajar
en niños con TDAH.
las preguntas realizadas se mostrarán a continuación:
•

¿Hay alguna(s) dificultad(es) o necesidad(es) que tenga o haya tenido en cuanto
a los procesos donde interviene la memoria de palabras y letras además de sus
significados?, ¿Cuál (es)?

•

¿Qué problemática(s) ha tenido en los niños con TDAH?
o
o
o
o
o
o
o
o
o
o

•

Es distraído, no recuerda los contenidos.
No sigue instrucciones, desobedece y/o es impulsivo.
Molesta a sus compañeros, incluso después de llamados de atención.
No recuerda lo que hace, olvida trabajos, tareas, etc.
No termina lo que empieza.
Es desordenado.
falta de compromiso y motivación.
Falta de apoyo (económico, afectivo, etc.) por parte de los padres.
Ninguno de las anteriores.
Todas las anteriores.

¿Qué actividades utiliza y recomendaría para ayudarles a los niños a reconocer
mejor las palabras, las letras y/o sus significados? (puede escoger los que vea
convenientes)
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o
o
o
o
o
o
o
o
o

Ejercicios de escritura.
Ejercicios de lectura.
Ejercicios de escucha.
Ejercicios con el habla.
Actividades que involucren movimiento (Actividades físicas, danzas,
juegos de movimiento, etc.).
Actividades lúdicas con material digital (juegos en páginas web, vídeos,
ambientes de aprendizaje virtual u OVAs)
Actividades lúdicas con material físico (carteleras, pinturas, uso de
plastilina)
Ninguno de las anteriores.
Todos los anteriores.

•

¿Qué podría recomendar para fortalecer la asociación y memoria de trabajo de
las palabras?

•

Del 1 al 5, siendo 1 lo menos recomendable y 5 lo más recomendable, ¿qué
valoración proporcionaría usted para la selección de escenarios (ambientes
que se situaran dentro de una aplicación móvil) ?, Esto para atraer más la
atención de niños entre 7-11 años, además de facilitar su asociación con las
palabras y sus significados.
o
o
o
o

•

Universo (Espacio, estrellas, Planetas)
Naturaleza (bosques, lagos, desiertos)
Urbanos (casas, colegios, ciudades)
Fantasía (magia, mitología, etc.)

En su opinión y experiencia, considera alguna recomendación importante para
desarrollar un material pedagógico o interactivo como una aplicación móvil,
adaptado a las necesidades de los niños con TDAH.

En la figura 3 se muestra los resultados de la pregunta dada para identificar
problemáticas en los procesos donde interviene la memoria de palabras y letras.
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Figura 3 Respuesta a la primera pregunta del cuestionario para profesores.

Fuente: (google.com, 2020)

En la figura 4 se puede ver la descripción de la pregunta orientada a las
problemáticas de los niños con TDAH.

Figura 4 Respuesta a la segunda pregunta del cuestionario para profesores.

Fuente: (google.com, 2020)

En la figura 5, se presentan los resultados para un fortalecimiento entre, letras,
palabras y sus significados.
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Figura 5 Respuesta a la tercera pregunta del cuestionario para profesores.

Fuente: (google.com, 2020)
En la figura 6, se muestran los resultados de la tercera pregunta donde se pregunta
por actividades para fortalecer la memoria de trabajo específicamente en las
palabras.

Figura 6 Respuesta de la cuarta pregunta del formulario a docentes

Fuente: (google.com, 2020)

En la figura 7, se muestra las respuestas de la cuarta pregunta donde se propone
una valoración de los escenarios sugeridos para una actividad deseada.
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Figura 7 Respuesta de la quinta pregunta del formulario a docentes.

Fuente: (google.com, 2020)
En la figura 8, se muestra la última pregunta relacionada con recomendaciones a
tener en cuenta para creación de material didáctico.

Figura 8 Respuesta de la sexta pregunta del formulario a docentes.

Fuente: (google.com, 2020)
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Dentro de los análisis de las respuestas de los profesores se pudo destacar:
•
•
•
•

Para el caso específico de lectura se recomendó una utilización de métodos
dinámicos; en el caso del reconocimiento de palabras: ejercicios de escritura,
lectura, habla y actividades lúdicas con material físico.
Se recomienda la incorporación de sonidos, imágenes, juegos didácticos.
Se evidencia por parte de los profesores una preferencia a escenarios
relacionados con la naturaleza y lugares urbanos, seguido de espacios como
estrellas, fantasías, planetas.
Se obtuvieron recomendaciones como: creación de un personaje, uso de
retos o desafíos, preguntar a los niños directamente entre otros.

ACTIVIDAD SELECCIONADA
Para la actividad empleada en el diseño se contó con una base de informacion
obtenida por los docentes citados, en donde algunas actividades tomadas en cuenta
por su capacidad de estimular la atención fueron:
•
•
•

Juegos de memoria de cartas: Juego tradicional que gira en torno de levantar
cartas ocultas, recordando su imagen, para ir descubriendo las parejas ocultas
en un arreglo aleatorio.
Actividad de letras: el sujeto deberá estar atento y oprimir un botón o la pantalla
del celular para ganar puntos cada vez que reconoce que dos letras (una de una
palabra y otra aleatoria) que constantemente cambian, son iguales.
Actividades de números el sujeto tendrá que estar atento a una secuencia de
números dada que estará cambiando, cuando aparece los números de la
secuencia el sujeto oprimirá un botón (o entrada).

Para la selección de una alternativa se usó una rubrica en donde se evaluaron
criterios del 1 al 10, siendo el 1 como valor menos favorable y 10 como el valor más
recomendable. Los criterios para la selección de la actividad fueron:
•
•
•

Originalidad: Idea que pueda ser innovadora, escaza y/o única en el mercado
y que supusiera una actividad diferente a lo conocido. En este criterio entre
mayor sea el valor mayor será la originalidad de la actividad.
Usabilidad: Capacidad de usar fácilmente la actividad. En este criterio entre
mayor sea el valor mayor será la facilidad de usar la actividad.
Costos: costo de implementación teniendo en cuenta posibles materiales,
tecnologías implicadas, etc. En este criterio entre mayor sea el valor mayor
serán los costos estimados para la actividad.
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En la tabla 5, se describen las actividades planteadas usando los 4 criterios
mencionados.

Tabla 5 Tabla de descripción de variables para selección.
CRITERIO
ORIGINALIDAD

USABILIDAD

COSTOS

JUEGO
DE
MEMORIA
Juego popular,
ampliamente
conocido.

JUEGO
DE
LETRAS
Existen variantes
disponibles
en
internet
como
sopas de letras,
ahorcados,
puzzle.

Al ser fácil de usar
es muy sencillo el
funcionamiento y
explicación.
Material
imprimible: puede
ser en objetos 3D
o 2D.

se necesita una
introducción
o
tutorial
para
explicar las reglas
Material
imprimible: puede
ser en objetos 3D
o 2D.

JUEGO
DE
NÚMEROS
actividad
encontrada
en
algunas
aplicaciones
y
páginas web, en
algunos casos con
variantes como las
figuras en vez de
números.
se necesita una
introducción
o
tutorial
para
explicar las reglas
Material
imprimible: puede
ser en objetos 3D
o 2D.

Fuente: El autor.
Con base a estos criterios se asignaron los valores numéricos anteriormente
explicados, en la tabla 6.
Tabla 6 Valoración de criterios con valores de 1 a 10.
Criterio
Originalidad
Usabilidad
Complejidad
Total
Fuente: El autor.

Juego de Memoria

Juego de Letras

6
9
5
26

10
6
5
27

Juego de
Números
7
6
5
24

La actividad de juego de letras fue seleccionada gracias a su originalidad, esta idea
fue desarrollada en conjunto con los docentes anteriormente citados.
Una de las propuestas fue crear o realizar una actividad distinta que pudiera ser
potencialmente incorporada en las aulas como un lúdica. Se diseñó una actividad
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que pudiera tener un uso innovador y complementario a temas académicos además
de aprovechar los recursos de la RA.
Dada la informacion existente en tanto en el marco teórico, entrevistas entre otros
trabajos como (Calleros G, García, & Rangel, 2019) se tuvo en cuenta los siguientes
ítems para la actividad:
•
•
•
•

El uso de animaciones y sonidos para la dinámica de los juegos.
Posibilidad de contar con registros de las partidas realizadas.
Diferentes dificultades.
La interacción entre recursos físicos (como los marcadores para la experiencia
de la realidad aumentada).

El uso de un mecanismo en el cual se pueda aprovechar los significados de las
palabras las cuales representan los modelos aumentados permite un
aprovechamiento para ambas áreas. La actividad desarrollada consistió en el
reconocimiento de letras según una palabra de un animal como un modelo
tridimensional. La dinámica de la actividad se planteó como:

1. El juego está basado en secuencia de letras
2. El niño o usuario podrán reconocer de un modelo 3D, las letras individuales de
la palabra del modelo (ej. Un koala en 3D mostrará la palabra “Koala”), se
evaluará cada una las letras de la palabra (ej. Primero la “K”, Segundo la “O”,
seguidamente la “A”, etc.).
3. Reconocerá que hay una letra más grande o letra guía a la cual será la que
prestará su atención al momento de presionar la pantalla del dispositivo móvil.
4. El objetivo del juego es que el niño pueda atender y presionar la pantalla del
dispositivo cada vez que la letra de la palabra coincida con la letra guía
5. Al lograr exitosamente acertar, ganará puntos y podrá llegar a un límite final de
puntos, en caso contrario no se aumentarán los puntos.
6. Cuando se complete un límite de puntos alcanzados se ejecutará una animación
para el modelo 3D, acompañado de un sonido.

4.1.1.2 SELECCIÓN DE MARCADORES
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Para la selección de los marcadores se desarrolló un cuestionario acerca de los
gustos e intereses de los niños, se mostrarán las preguntas y respuestas obtenidas.
Se presentan las preguntas realizadas para este análisis como.
1. ¿Qué edad tienes?
2. ¿Eres hombre o mujer?
•
•

Hombre
Mujer

3. ¿has visto o jugado juegos con realidad aumentada como por ejemplo
Pokemón gol?.
•
•

Si
No

4. ¿Qué tipo de juegos te gustan más para jugar en un celular?
•
•
•
•
•
•

Disparos
Carros
Aventuras
Acertijos
Acertijos
Otra

5. ¿Qué lugares te llaman más la atención de un juego?
•
•
•
•
•
•
•

Espacio exterior
Bosques
Desiertos
Océanos
Playas
Ciudad
Otra

6. ¿Qué personajes de programas, películas, o cómics te gustan?
• Animales.
• super héroes o villanos.
• Monstruos, mutantes, zombis.
• humanos normales.
• Ninguno.

50

En la figura 9, se puede ver la distribución de las edades para los niños
encuestados.

Figura 9 Resultados de la primera pregunta del cuestionario para niños.

Fuente: (google.com, 2020)

La figura 10, se muestra el género de los niños encuestados.

Figura 10 Resultados de la segunda pregunta del cuestionario para niños.

Fuente: (google.com, 2020)
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En la figura 11, se muestra la información del porcentaje de niños que han
experimentado RA anteriormente.

Figura 11 Resultados de la tercera pregunta del cuestionario para niños.

Fuente: (google.com, 2020)

En la figura 12, se muestran resultados de los géneros de juegos preferidos por
los encuestados.
Figura 12 Resultados de la cuarta pregunta del cuestionario para niños.

Fuente: (google.com, 2020)
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En la figura 13, se muestran resultados de los géneros de juegos preferidos por
los encuestados.

Figura 13 Resultados de los escenarios preferidos por los niños encuestados.

Fuente: (google.com, 2020)

En la figura 14, se muestran resultados de personajes favoritos en los niños
encuestados.
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Figura 14 Resultados de los personajes preferidos por los niños encuestados.

Fuente: (google.com, 2020)

Con las respuestas y análisis recogidos de los dos cuestionarios anteriormente
mostrados se obtuvieron los siguientes análisis para el diseño de los marcadores y
escenarios:
•

Debido a la diversidad y necesidad de hacer más interesante un juego en RA,
se requiere de una variedad de modelos tridimensionales por lo que se define
un numero de 6 modelos aumentables, para lograr una variedad y diversidad de
opciones.

•

Se necesitan lugares conocidos y deseables, se propone usar: la ciudad, el
bosque, el océano, la playa, el espacio exterior como escenarios.

•

Se requiere de modelos que representen a los usuarios, como existe una
variedad de gustos entre los 7-11 años y siguiendo una recomendación dada por
docentes se propone utilizar: animales, monstruos y héroe.

•

Como animales se decidió implementar 4 modelos: Pez, Foca, Nutria, Koala
modelos que se utilizaran además para representar el habitad de los escenarios
planteados. Se utilizo un personaje espacial para representar también el interés
por el espacio y un zombi cuyo escenario representara una ciudad nocturna.
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•

Otro factor importante para considerar fue el uso de sonidos en el juego; capaces
de atraer la atención de los usuarios.

•

Finalmente, los modelos tridimensionales, se utilizó animaciones como parte de
un contenido audio visual, con el fin de incentivar el interés por parte de los
usuarios.

4.2.1 REQUERIMIENTOS DE LA APLICACIÓN

Para los requerimientos del software se tuvo en cuenta las dificultades de los
niños con TDAH, la usabilidad (facilidad de uso de la aplicación). Con esto se
concretaron los siguientes criterios para el diseño:
•
•
•
•

•
•

La aplicación debe tener el objetivo funcional de mejorar los procesos
atencionales de los niños con TDAH.
Pensado para niños de 7-11 años.
Ubicación de la población objetivo en centros urbanos.
Diseño para plataformas principalmente en dispositivos móviles, y sistema
operativo Android (debido a que la población a la cual va dirigido cuenta con
una mayor probabilidad de contar con este sistema operativo a diferencia del
sistema iOS).
Disponibilidad de usar el juego con y sin conexión a internet.
Uso de tarjetas para los marcadores de RA.

Para el caso de los requerimientos de hardware y software en la página de vuforia
se ofrece documentación pertinente, en la figura 15 se puede ver las características
de hardware y software para el desarrollo y ejecución de aplicaciones usando la
librería de vuforia con Unity. En la figura 16 se puede ver las APIs para renderización
de gráficos que soporta la librería vuforia en los diferentes sistemas operativos.
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Figura 15 Requerimientos necesarios para el uso de dispositivos móviles con la
librería de vuforia.

Fuente: ( Unity Technologies, 2018)

Figura 16 Lista de las APIs de gráficos soportados por vuforia.

Fuente: (Unity Technologies, 2018)
Se destaco que deben usarse sistemas operativos Android mayores a la versión
4.1.x, y la API de gráficos OpenGL ES 2.0 o 3.X. En la figura 17, se puede observar
una información técnica brindada por (intel, 2017) para recomendaciones de
especificaciones técnicas de sistemas operativos Android 4.2 y 4.4.
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Figura 17 Especificaciones técnicas para sistemas operativos Android 4.2 y 4.4

Fuente: (intel, 2017)

Se recomienda tener una memoria RAM de 2 GB (o más), un procesador Intel Atom
o superior y una resolución de 1280x800.

4.2.2 DISEÑO DE CASOS DE USO
Se define un usuario (jugador), el cual estará encargado de ejecutar las actividades
de RA con el juego, además de crear un perfil el cual permitirá dar registro a sus
actividades: en cuanto a niveles de dificultad, puntajes y tiempos; el invitado tendrá
acceso a las actividades de RA, ver contenido como: tutoriales y créditos sin estar
registrado, lo cual permite el uso de la aplicación sin contar con acceso a internet;
El Administrador, tendrá permitido la ejecución de tareas como: creación, consulta,
modificación y eliminación (CRUD) de perfiles de usuarios, además de la consulta
de registros con información de las partidas. Para una mejora en la optimización de
la aplicación y su navegabilidad se utilizó la página web para las funciones de
CRUD; en tanto que la aplicación se utilizó para las actividades de RA, además de
la creación y consulta del perfil.
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En la figura 18, se pueden ver los casos de uso del software diseñados para la
aplicación móvil, en tanto que en la figura 19 se pueden ver los casos de uso para
el diseño de la página web.
Figura 18 Diagrama de caso de uso para la aplicación móvil.

Fuente: el autor.
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Figura 19 Diagrama de casos de uso para página web.

Fuente: el autor.
Para la descripción de los actores en las tablas de la 7 a la 12 se mostrará la
descripción de cada actor encontrado.
Tabla 7. Descripción del actor usuario
ACTOR
TIPO

Usuario
Primario
Ingresa a la aplicación para ejecutar las actividades de RA,
DESCRIPCIÓN
además de registrar sus datos.
Ejecutar aplicación, jugar actividad con RA, consultar perfil,
CASOS DE USO
editar perfil, registrar perfil, consultar registros
Fuente: el autor.
Tabla 8. Descripción del actor invitado
ACTOR
TIPO

Invitado
Primario
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Ingresa al sistema para ejecutar las actividades de RA, con o
sin acceso a internet, ver tutorial, ver créditos; no registra sus
datos en la base de datos.
Ejecutar aplicación, jugar actividad con RA, mostrar
CASOS DE USO
contenidos.
Fuente: el autor.
DESCRIPCIÓN

Tabla 9. Descripción del actor administrador
ACTOR
TIPO

ADMINISTRADOR
Primario
Tiene el acceso a los perfiles de usuarios y partidas registrados
DESCRIPCIÓN
en la BD. Tiene todos los permisos y accesos como un usuario.
Ejecutar aplicación, jugar actividad con RA, consultar perfil,
editar perfil, registrar perfil, eliminar perfil, consultar registros,
CASOS DE USO
consultar registros generales, limpiar registros, mostrar
contenidos.
Fuente: el autor.
Tabla 10. Descripción del actor Directorio Vuforia/Unity
ACTOR
TIPO

Directorio Vuforia/Unity
Pasivo/Secundario
Se refiere al directorio de la aplicación donde se almacena la
interfaz, los marcadores, los escenarios, los elementos
DESCRIPCIÓN virtuales (modelos, animaciones, sonidos), así como el
reconocimiento de imágenes, visualización-seguimiento de
modelos 3D y conexión con la aplicación de servicio (API).
Mostrar contenidos, Reconocer imágenes, visualizar modelos
CASOS DE USO
3D.
Fuente: el autor.
Tabla 11. Descripción del actor página web
ACTOR
TIPO

PAGINA WEB
Pasivo/Secundario
Se refiere a la página web que tendrá formularios, tablas,
DESCRIPCIÓN
avisos.
CASOS DE USO Mostrar contenidos
Fuente: el autor.
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Tabla 12. Descripción del actor ApiService
ACTOR
TIPO

ApiService
De apoyo
Se refiere a una aplicación alojada en un servidor (en este caso
Heroku.com) el cual presta servicio de ser intermediario entre
el gestor de base de datos y la aplicación móvil, así como de la
página web.

DESCRIPCIÓN
CASOS DE USO
Fuente: el autor.

A continuación, se presenta una descripción de los casos de uso de la aplicación
móvil vistos en la figura 18.

CASO DE USO EJECUTAR APLICACIÓN
En este caso de uso el usuario, invitado o administrador ingresan a la interfaz de la
aplicación móvil; se ejecuta el contenido relacionado con la interfaz, ventanas,
botones, campos, entre otros. En la tabla 13 se puede ver la descripción del caso
de uso ejecutar aplicación.
Tabla 13 Caso de uso ejecutar la aplicación.
CASO DE USO
DESCRIPCIÓN

EJECUTAR APLICACIÓN
El usuario, invitado o administrador
inician sesión en la aplicación.
USUARIO, ADMINISTRADOR,
INVITADO

ACTOR PRINCIPAL
ACTOR SECUNDARIO
TIPO
EXTIENDE
PRECONDICIONES

Asociación
Mostrar contenidos
1. Asegurarse de tener acceso a
una conexión a internet estable
(para acceder como usuario o
administrador).
2. Tener a la mano los marcadores.
• El usuario y administrador no
podrán acceder al contenido si
no tienen acceso a internet.
• El usuario y administrador no
podrán acceder al contenido si

EXCEPCIONES
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•

no están registrados en la base
de datos previamente.
El usuario y administrador no
podrán acceder al contenido si el
correo y la clave no concuerdan
con los registrados en la base de
datos.

Fuente: el autor.

CASO DE USO JUGAR CON RA
En este caso de uso el usuario, invitado y administrador podrán interactuar con la
RA generada por los sistemas de reconocimiento, visualización y seguimiento de la
librería vuforia. Esta relación permitirá además acumular puntos cada vez que se
acierta en el juego. En la tabla 14 se explica el caso de uso jugar con RA.
Tabla 14 Caso de uso jugar con RA
CASO DE USO
DESCRIPCIÓN

JUGAR CON RA
Una vez ingresado a la ventana del
juego se podrá desarrollar la
actividad pensada para los niños, en
ella, al enfocar una imagen
(marcador), se iniciará el juego de
RA.
USUARIO, ADMINISTRADOR E
INVITADO

ACTOR PRINCIPAL
ACTOR SECUNDARIO(S)
TIPO
EXTIENDE

Asociación
Reconocer imágenes, visualizar
modelos 3D, mostrar contenidos
Seleccionar dificultad.
1. Asegurar una conexión estable a
internet (ya sea para iniciar como
usuario o administrador).
2. Contar con las imágenes
descargadas,
impresas
y
recortadas.
• Mantener abierta la aplicación.
• Asegurar una conexión a internet
estable (en caso de acceder
como usuario o administrador).

INCLUYE
PRECONDICIONES

POST CONDICIONES
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•

EXCEPCIONES

•
•

Exceso o poca intensidad
lumínica del medio ambiente.
Enfocar
una
imagen
no
guardada en el directorio
Unity/Vuforia.
Enfocar varias imágenes que el
sistema reconoce (no se
asegura que reconozca una en
específico)

Fuente: el autor.
CASO DE USO RECONOCER IMÁGENES
En este caso de uso el reconocimiento de imágenes proporcionado por la librería
vuforia, permite el reconocimiento de las imágenes que se muestran en la cámara
del dispositivo móvil, además por medio del directorio Unity / Vuforia se identifica el
nombre del marcador. En la tabla 15, se explica el caso de uso reconocimiento de
imágenes.
Tabla 15 explicación de caso de uso reconocimiento de imágenes
CASO DE USO
DESCRIPCIÓN

RECONOCER IMAGENES
El reconocimiento de imágenes de
la librería vuforia y los códigos
(scripts) desarrollados en Unity,
permiten una identificación de las
imágenes, sus nombres y modelos
3D.

ACTOR PRIMARIO
ACTOR SECUNDARIO(S)

DIRECTORIO DE VUFORIA /
UNITY
Extensión

TIPO
EXTIENDE
PRECONDICIONES

1. Asegurar una conexión estable a
internet (ya sea para usar iniciar
como usuario o administrador).
2. Tener a la mano las imágenes
descargadas,
impresas
y
recortadas.
3. Abrir la aplicación.
4. Iniciar sesión.
5. Pulsar botón “Jugar” en el menú
principal
6. Ingresar a la ventana del juego”.
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7. Enfocar la cámara del dispositivo
móvil a una imagen.
• Mantener abierta la aplicación.
• Asegurar una conexión a internet
estable (en caso de acceder
como usuario o administrador).
• Exceso de intensidad lumínica
del medio ambiente.
• Poca o nula intensidad lumínica
del medio ambiente
• Enfocar
una
imagen
no
guardada en el directorio
Unity/Vuforia.
Enfocar varias imágenes que el
sistema reconoce (no se
asegura que reconozca una en
específico)

POST CONDICIONES

EXCEPCIONES

Fuente: el autor.
CASO DE USO VISUALIZAR MODELOS 3D
En este caso de uso el sistema de seguimiento y visualización de la librería vuforia,
permite sobreponer el modelo 3D en la posición preajustada en la imagen enfocada
por la cámara. En la tabla 16 se explica el caso de uso mostrar modelos en 3D.
Tabla 16 Caso de uso visualizar modelos en 3D
CASO DE USO
DESCRIPCIÓN

VISUALIZAR MODELOS 3D
Luego del reconocimiento de
imágenes,
el
sistema
de
seguimiento y visualización de la
librería vuforia, permitirá una
visualización de la RA, para las
cartas que se enfocaron.

ACTOR PRINCIPAL
ACTOR SECUNDARIO(S)
TIPO
EXTIENDE
PRECONDICIONES

DIRECTORIO VUFORIA / UNITY
Extensión
1. Asegurar una conexión estable a
internet (ya sea para usar como
usuario o administrador).
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2. Contar con las imágenes
descargadas,
impresas
y
recortadas.
3. Abrir la aplicación.
4. Iniciar sesión con un perfil.
5. Presionar el botón “jugar”
6. Seleccionar
un
nivel
de
dificultad.
7. Acceder a la ventana principal
del juego.
8. Enfocar la cámara del dispositivo
móvil a una imagen deseada.
• Mantener abierta la aplicación.
• Mantener la cámara enfocando
el marcador.
• Asegurar una conexión a
internet estable (en caso de
acceder
como
usuario
o
administrador).
• Exceso de intensidad lumínica
del medio ambiente.
• Poca o nula intensidad lumínica
del medio ambiente
• Enfocar
una
imagen
no
guardada en el directorio
Unity/Vuforia.
• Enfocar varias imágenes que el
sistema reconoce (no se
asegura que reconozca una en
específico)

POST CONDICIONES

EXCEPCIONES

Fuente: el autor.

CASO DE USO SELECCIONAR DIFICULTAD
En este caso de uso seleccionar dificultad el usuario, invitado o administrador
ingresarán la dificultad deseada para el juego. En la tabla 17 se explica el caso de
uso seleccionar dificultad.
Tabla 17 Caso de uso seleccionar dificultad
CASO DE USO

SELECCIONAR DIFICULTAD
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DESCRIPCION

El usuario, invitado o administrador
seleccionaran la dificultad deseada
para el juego.
USUARIO INVITADO O
ADMINISTRADOR

ACTOR PRINCIPAL
ACTOR SECUNDARIO(S)
TIPO
EXTIENDE
PRECONDICIONES

Inclusión
1. Abrir la aplicación.
2. Establecer una conexión estable
a internet (ya sea de usuario o
administrador).
3. Iniciar sesión.
4. Pulsar botón “JUGAR”.
• Mantener abierta la aplicación.
• Asegurar Una Conexión Con
Internet estable. (en caso de
entrar
como
usuario
o
administrador)
• No se logrará seleccionar
dificultad si no ingresa a la
aplicación.

POST CONDICIONES

EXCEPCIONES

Fuente: el autor.
MOSTRAR CONTENIDO
En este caso de uso el usuario, administrador o invitado podrán acceder a la
información virtual preparada. En la tabla 18 se explica el caso de uso mostrar
contenido.

Tabla 18 Caso de uso ver contenido
CASO DE USO
DESCRIPCION

MOSTRAR CONTENIDO
El usuario administrador o invitado
accederán al contenido de las
ventanas de información como:
tutorial y créditos, respuestas a
consultas, modificaciones de perfil,
consulta de registros.
USUARIO, INVITADO O
ADMINISTRADOR

ACTOR PRINCIPAL
ACTOR SECUNDARIO(S)
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TIPO
EXTIENDE
PRECONDICIONES

Extensión
1. asegurar una conexión con
internet estable. (para el caso de
ingresar
como
usuario
o
administrador)
2. Abrir la aplicación o página web.
3. Iniciar sesión.
4. Ingresar al menú de opciones.
• Mantener la aplicación abierta.
• Mantener una conexión a
internet estable (para el caso de
ingresar
como
usuario
o
administrador).
• El
usuario,
invitado
o
administrador
cierran
la
aplicación.

POST CONDICIONES

EXCEPCIONES

Fuente: el autor.

CONSULTAR PERFIL
En este caso de uso el administrador o usuario pueden consultar su perfil, ya sea
desde la aplicación móvil, como de la página web. El usuario, administrador
consultaran la información del perfil con el que se ingrese al sistema. En la tabla 19
se explica el caso de uso consultar perfil.

Tabla 19 Caso de uso consultar perfil.
CASO DE USO
DESCRIPCION

CONSULTAR PERFIL
El administrador o usuario consultan
su perfil desde la aplicación móvil
y/o página web. Se consultarán los
datos que estén guardados en el
sistema información.
USUARIO, ADMINISTRADOR

ACTOR PRINCIPAL(ES)
ACTOR SECUNDARIO
TIPO
EXTIENDE
PRECONDICIONES

Asociación
Mostrar contenidos
1. Asegurar una conexión con
internet estable.
2. Abrir la aplicación o página web.
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3. Iniciar
sesión
como
“ADMINSTRADOR”
o
“USUARIO”.
El usuario accedió a sus datos
personales y mantiene abierta la
aplicación.
• No acceso a una red de internet

POST CONDICIONES

EXCEPCIONES
Fuente: el autor.

EDITAR PERFIL
En este caso de uso el usuario edita la información de su perfil y el administrador
selecciona un perfil en específico para editar. En la tabla 20 se explica el caso de
uso editar perfil tanto para la aplicación móvil como de la página web.
Tabla 20 caso de uso editar perfil.
CASO DE USO
DESCRIPCION

EDITAR PERFIL
El usuario o administrador podrán
modificar el perfil dentro del sistema
tanto de la aplicación como de la
página web.
USUARIO, ADMINISTRADOR

ACTOR PRINCIPAL
ACTOR SECUNDARIO
PRECONDICIONES

•
•
•

POST CONDICIONES

•
•
•

EXCEPCIONES

•
•
•

Fuente: el autor.
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Asegurar una conexión con
internet estable.
Abrir La Aplicación o página web.
Iniciar sesión como “USUARIO”
o ADMINISTRADOR.
Pulsar Botón “Perfil”.
Mantener abierta la aplicación.
Asegurar una conexión con
internet estable.
el campo de edad no es un
numero entero mayor a cero.
Si al presionar el botón para
crear el usuario, no están
completados todos los campos.
No conexión con una red de
internet.

CREAR PERFIL
El caso de uso crear perfil se refiere cuando un usuario o un administrador, crean
un perfil nuevo, al crear un perfil el actor que ejecuta esta acción ingresará
información del tipo de persona como: Nombre, correo, clave, generó, edad. La
descripción del caso de uso registrar perfil se puede evidenciar en la tabla 21.

Tabla 21 Caso de uso Crear Perfil.
CASO DE USO
DESCRIPCIÓN

REGISTRAR PERFIL
El usuario o administrador podrán
crear un perfil, este perfil estará
conformado por información de la
persona que vaya a jugar el juego,
tanto desde la aplicación como
desde la página web
USUARIO, ADMINISTRADOR

ACTOR PRINCIPAL
ACTOR SECUNDARIO
TIPO
EXTIENDE
PRECONDICIONES

Asociación
Mostrar contenidos
o Abrir La Aplicación o página
web.
o Asegurarse de tener acceso a
una conexión de internet estable.
o Pulsar Botón “Crear Una
Cuenta”.
• Mantener abierta la aplicación.
• Asegurarse de tener acceso a
una conexión de internet estable.

POST CONDICIONES

•

EXCEPCIONES

•
•
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Al ingresar los campos, el correo
ya haya sido usado por un
usuario registrado.
Al ingresar el campo de edad,
este no sea un numero entero
mayor a cero.
Al ingresar el campo del correo,
esta no contenga el carácter
“@”.

•
•

Al presionar el botón crear, algún
campo este nulo.
No conexión con una red de
internet.

Fuente: el autor.
ELIMINAR PERFIL

En el caso de uso eliminar perfil se utilizará desde la página web, el administrador
podrá eliminar un perfil especifico. En la tabla 22 se explica el caso de uso eliminar
perfil.
Tabla 22 Caso de uso eliminar perfil
CASO DE USO
DESCRIPCION

ELIMINAR PERFIL
El administrador podrá eliminar un
perfil de usuario.
ADMINISTRADOR

ACTOR PRINCIPAL
ACTOR SECUNDARIO
TIPO
EXTIENDE
PRECONDICIONES

Asociación
Mostrar contenidos
• Asegurar Una Conexión Con
Internet Estable.
• Ir a la página web de la
aplicación.
• Ingresar como administrador
• Aparecerá
una
ventana
emergente indicando que el
perfil ha sido borrado o salvado.
• Mantener abierta la página web.
No acceso a internet

POST CONDICIONES

EXCEPCIONES
Fuente: el autor.

CASO DE USO CONSULTAR REGISTROS
En este caso de uso el usuario o administrador podrán consultar sus registros
personales, a través de la aplicación o de la página web. En la tabla 23 se explica
el caso de uso consultar registros personales.
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Tabla 23 Caso de uso consultar registros
CASO DE USO
DESCRIPCIÓN

CONSULTAR REGISTROS
El usuario o administrador podrán
consultar sus registros personales.
USUARIO, ADMINISTRADOR

ACTOR PRINCIPAL
ACTOR SECUNDARIO
TIPO
EXTIENDE
PRECONDICIONES

Asociación
Mostrar contenidos
1. Asegurarse de tener acceso a
una conexión de internet estable.
2. Haber jugado el juego con
anterioridad y haber llegado al
puntaje máximo (100 puntos).
3. Abrir la aplicación o página web
• Mantener la aplicación o página
web abierta.
• Mantener una conexión a
internet estable.
• No conexión de internet

POST CONDICIONES

EXCEPCIONES
Fuente: el autor.

CASO DE USO CONSULTAR REGISTROS GENERALES

En este caso de uso el administrador podrá consultar todos los registros de partidas
hechas por cada usuario registrado en la base de datos. En la tabla 24 se explica el
caso de uso consultar registros generales.
Tabla 24 Caso de uso consulta de registros generales
CASO DE USO

CONSULTAR REGISTROS
GENERALES
El administrador podrá consultar los
usuarios registrados en la Base de
datos desde la página web o la
aplicación móvil.
ADMINISTRADOR

DESCRIPCION

ACTOR PRINCIPAL
ACTOR SECUNDARIO(S)
TIPO
EXTIENDE
PRECONDICIONES

Asociación
Mostrar contenidos
1. Asegurarse de tener acceso a
una conexión de internet estable.
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2. Un usuario haya jugado el juego
con anterioridad y haya llegado al
puntaje máximo (100 puntos)
3. Ir a la página web de la
aplicación.
4. Iniciar
sesión
como
“ADMINISTRADOR”.
5. Ingresar a “registros”
• Mantener la página web abierta.
• Mantener una conexión a
internet estable.
• No conexión a internet.

POST CONDICIONES

EXCEPCIONES
Fuente: el autor.
ELIMINAR REGISTROS

En este caso de uso el administrador podrá eliminar los registros de usuarios
mediante la página web. En la tabla 25 se explica el caso de uso eliminar registros.

Tabla 25 Caso de uso eliminar registros
CASO DE USO
DESCRIPCION

ELIMINAR REGISTROS
El administrador limpia o elimina los
registros de un determinado
usuario.
ADMINISTRADOR

ACTOR PRINCIPAL
ACTOR SECUNDARIO(S)
TIPO
EXTIENDE
PRECONDICIONES
POST CONDICIONES

Asociación
Mostrar contenido
1. Abrir la página web.
• Mantener la página web abierta.
• Asegurar una conexión con
internet estable.
No conexión con internet

EXCEPCIONES
Fuente: el autor.

4.2.3 DIAGRAMAS DE FLUJO Y SECUENCIAS
Una vez identificado las funcionalidades de los actores por medio de los casos de
uso, se continúa a identificar los diagramas de secuencias y diagramas de flujo para
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visualizar la relación que tendrán los diversos actores y el flujo principal que tendrá
la aplicación.
En la figura 20, se muestra el diagrama de flujo del caso de uso ejecutar aplicación,
se puede ver que hay 2 opciones para ingresar: como usuario o como invitado. Al
ingresar como invitado accederá directamente al menú d opciones, en tanto si
ingresa como usuario deberá: ingresar su clave y correo, la aplicación validará sus
datos. Sí son válidos se ejecutará la solicitud a la API, en caso de ser correctos el
usuario y clave, se ingresará al menú de opciones. Si los datos no son
correspondientes con los almacenados en la BD, no se pudo ejecutar la solicitud o
los datos ingresados son inválidos entonces se mostrará un mensaje con el error.

Figura 20 Diagrama de flujo de caso de uso ejecutar aplicación

Fuente: el autor.

El diagrama de secuencia del caso de uso ejecutar aplicación se puede consultar la
figura 21. El usuario ingresa el correo y su clave en la interfaz, está le enviará los
datos al directorio de Unity/Vuforia, que a su vez hace una solicitud de verificación
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a la ApiService, la API realiza la petición de consulta en la BD, la cual devuelve una
respuesta a la API enviándolo a la aplicación. si la información ingresada
corresponde con los datos guardados en la base de datos el usuario ingresará al
menú de opciones en caso contrario devolverá un mensaje de error.

Figura 21 Diagrama de secuencia de caso de uso ejecutar aplicación

Fuente: el autor.
Para el diagrama de secuencia y diagrama de flujo de los casos de uso: jugar con
RA, mostrar contenido 3D, reconocimiento de imágenes y selección de dificultad ver
figura 22 y 23 correspondientemente.
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Después de haber ingresado al menú de opciones y seleccionado jugar con RA, se
seleccionará la dificultad deseada, seguidamente se cargará la ventana del juego y
todos sus recursos. Cuando se acerque un marcador a la cámara y este lo
reconozca se iniciará el juego. las letras del marcador reconocido aparecerán en la
parte superior derecha, una letra (que podrá ser aleatoria o una de las letras del
modelo) aparecerá debajo de las letras del marcador. Esta última, será evaluada
cada vez que el usuario toque la pantalla con una de las letras del modelo
reconocido.
se esperará a que el usuario o invitado presionen la pantalla, la letra que estaba en
ese momento será cargada al directorio para ser evaluada, si las letras son
coincidentes entonces el puntaje aumentará y en caso contrario no se aumentará.
La puntuación que el usuario tenga hará que se visualicen diferentes animaciones
del modelo, una vez que se haya llegado al puntaje máximo, se enviaran los datos
del tiempo, dificultad, usuario, puntaje, fecha a la API para ser registrados en la BD,
en caso de ser invitado no se enviaran los datos y se esperara a que el usuario
reinicie el juego.
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Figura 22 Diagrama de flujo de casos de uso: Juagar con RA, selección de
dificultad, reconocimiento de imágenes.

Fuente: el autor.
Para el diagrama de secuencia, la interfaz gráfica del juego le mostrará al usuario o
invitado las opciones de dificultad, después de que el invitado o usuario hayan
seleccionado la dificultad deseada la interfaz le enviará una señal al directorio para
que cargue la ventana del juego, este cargará la interfaz del juego con todos los
recursos, cuando el usuario o invitado acerquen un marcador a la cámara, el
directorio de unity/vuforia reconocerá si el marcador es conocido y reconocible
devolviendo el modelo 3D y enviándolo a la interfaz para iniciar el juego (se iniciará
una visualización de las letras del modelo junto con una letra a seguir que podrá
corresponder o no con una letra del marcador), en caso contrario se esperará a que
el usuario ingrese un marcador que reconozca el directorio de Unity/vuforia.
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Figura 23 Diagrama de secuencia del caso de uso jugar con RA.

Fuente: el autor.
En la figura 24 se puede ver el diagrama de flujo del caso de uso mostrar contenidos.
Para la visualización de las interfaces, se tiene en cuenta que Unity/Vuforia utiliza
códigos, texturas, objetos, entre otros recursos para poder renderizar cada interfaz
en la pantalla. Para esto después de haber ingresado como usuario o invitado al
menú de opciones se ingresará a diferentes ventanas por medio de algún elemento
de la interfaz (por ejemplo, un botón), al utilizar este comando para cambiar de una
ventana a otra, se cargarán los recursos, códigos y otros elementos necesarios para
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la visualización de cada una de las interfaces: jugar con RA, perfil, registros,
tutoriales y créditos.
Figura 24 Diagrama de flujo del caso de uso mostrar contenidos

Fuente: el autor.
En la figura 25 se puede ver el diagrama de secuencia del caso de uso mostrar
contenidos, el usuario o invitado ingresan a su perfil y seleccionan una determinada
opción entre: el juego, perfil, registros de las partidas, créditos o tutorial por medio
de la interfaz, la cual se comunicará con el directorio de Unity/vuforia para cargar el
escenario o ventana que el usuario haya seleccionado. El directorio cargará los
escenarios, objetos, códigos entre otros recursos necesarios para la visualización
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de la opción escogida en la interfaz. Finalmente, la interfaz proyectará la opción
escogida al usuario o invitado.
Figura 25 Diagrama de secuencia de caso de uso mostrar contenido.

Fuente: el autor.

En la figura 26 se puede ver el diagrama de flujo de los casos de uso crear,
consultar, editar y eliminar un perfil, en donde el usuario completa todos los datos
que se desean ingresar para las operaciones deseadas (los campos para nombre,
correo, edad, genero, clave o simplemente el id del usuario seleccionado), solo se
podrá eliminar en caso de ser administrador. Luego la API envía una solicitud
correspondiente y se devuelve la respuesta si la petición fue exitosa o no. En caso
de no haberse completado la petición se imprimirá un mensaje con el error, de haber
sido ejecutada correctamente la petición, se cambiará de ventana.

Figura 26 Diagrama de flujo para crear, consultar, editar y eliminar un perfil.
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Fuente: el autor.
En la figura 27 se puede ver el diagrama de secuencia de los casos de usos de perfil
(consulta, creación, modificación) desde la aplicación y en la figura 28 y 29 se podrá
consultar los diagramas de secuencia de CRUD desde la página web. Primero la
interfaz le mostrará al usuario o administrador una ventana con los formularios o
información necesaria, en el caso de crear y registrar un perfil se requerirán los
formularios correspondientes, para la consulta o eliminación de un perfil será el id
de un usuario especifico. Estos datos se enviarán de una interfaz a un directorio o
página web y de alguno de estos a la API, donde se realizarán las solicitudes
determinadas con la información del id de usuario ingresado. La base de datos le
regresará la información de la petición realizada, la API retornará al directorio de
Unity/Vuforia o página web la información a través de un archivo JSON, el directorio
o la página web convertirán el mensaje JSON en una clase donde se almacenará
toda la información del usuario. Finalmente, el directorio de Unity/vuforia o la página
web devolverá la información del perfil almacenada mediante una interfaz para que
el usuario la pueda consultar.
Figura 27 Diagrama de secuencia del caso de uso Crear, Consultar, Editar perfil
desde la aplicación móvil.
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Fuente: el autor.
Figura 28 Diagrama de secuencia para modificación y registro de usuario desde la
página web.

Fuente: propia.
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Figura 29 Diagrama de secuencia para consulta y eliminación de usuarios mediante
la página web.

Fuente: el autor.
Se puede ver el diagrama de flujo del caso de uso consulta de registros tanto
personales (para la aplicación y la página web) como generales (página web) en la
figura 30. En este, el usuario o administrador pueden consultar las partidas desde
la aplicación móvil o página web. Para esto primero ingresarán su correo y clave,
seleccionando la opción de consultar perfiles en la aplicación móvil o puntajes en la
página web, en donde se generará una petición a la API para hacer una consulta a
la BD, la cual retornará la información del usuario y los registros permitidos para
cada caso. De ser exitosa la consulta, se ordenará la información en una tabla ya
sea en el directorio de Unity o en la página web y se podrá visualizar; En caso
contrario no se mostrará ninguna información.
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Figura 30 Diagrama de flujo del caso de uso consultar registros personales.

Fuente: el autor.
Para el diagrama de secuencia del caso de uso consultar registros personales en la
app se puede ver la figura 31. En este, una vez el usuario o administrador hayan
ingresado el comando para consultar los registros de partidas (por ejemplo: por
medio de un botón) desde el menú de opciones de la aplicación, la interfaz enviará
esta instrucción al directorio de Unity/ Vuforia, los cuales ejecutarán una solicitud a
la API para la consulta de registros, la API ejecutará la consulta en la base de datos
y la base de datos regresará toda la información de las partidas hechas por el
usuario ingresado, la API enviará está información al directorio de Unity/Vuforia en
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un archivo JSON, el directorio o página web convertirá este archivo a una clase. Si
la consulta fue exitosa se almacenará toda la información de los registros de
partidas en el directorio de Unity/vuforia y se ordenará la información para ser
visualizada como una tabla en la interfaz, si la consulta no fue exitosa se mostrará
la ventana de registros sin ninguna información.

Figura 31 Diagrama de secuencia del caso de uso consultar registros personales
desde app.

Fuente: el autor.

Para los casos de usos consulta de registros generales mediante la página web el
diagrama de secuencia se puede ver en la figura 32. El administrador una vez
ingresado en la página web podrán ingresar a puntajes (registros de los puntajes
almacenados), la página web le dará la instrucción a la API para consultar todos los
registros de todos los usuarios. Devolviendo la información de partidas existentes a
la API, este regresará la información recibida a la página web. En donde tendrá
acceso a los registros de todos los usuarios.
Figura 32 Diagrama de secuencia de caso de uso consultar registros generales y
específicos mediante la página web.
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Fuente: el autor.
El diagrama de flujo del caso de uso “limpiar registros” se puede ver en la figura 33.
En donde una vez ingresado como administrador, este ingresará a un perfil en
específico, en donde al seleccionar la opción para limpiar registros se ejecutará una
solicitud a la API para el borrado de los registros del perfil seleccionado. Si la
solicitud fue ejecutada correctamente se mostrará una ventana con la información
de la operación, volviendo a la selección de usuarios, si no se pudo generar la
solicitud de borrado se mostrará un mensaje con el error y se volverá a los usuarios.
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Figura 33 Diagrama de flujo de caso de uso limpiar registros mediante la página
web.

Fuente: el autor.
El diagrama de secuencia del caso de uso “limpiar registros” se puede ver en la
figura 34. En donde el administrador accede a la información de un usuario
especifico, la página web le muestra al administrador un botón para limpiar registros
del usuario ingresado. validando este comando la página le enviará a la API la
solicitud de eliminación de los registros asociados al usuario específico. La API se
comunicará con la base de datos y ejecutará una sentencia para la eliminación de
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registros. La base de datos le devolverá una respuesta a la API y esta será enviada
a la página web, que por último mostrará una ventana emergente con la información
de la acción realizada.
Figura 34 Caso de uso limpiar registros.

Fuente: el autor.

4.2.4 ACCION Y MULTIPLICIDAD ENTRE CLASES
Para la construcción de la aplicación se desarrolló de clases que se utilizarán tanto
en la aplicación móvil como en la API

4.2.4.1 DIAGRAMA ENTIDAD RELACIÓN DE APLICACIÓN Y APISERVICE
Se identificaron 5 relaciones: 3 relaciones de asociación y dos de herencia, en la
figura 35, se muestra un diagrama entidad relación con las clases necesarias para
la aplicación móvil y la API.
•

Relación USUARIO-REGISTROS: Una relación donde uno o varios
usuarios pueden tener ninguno o varios registros.
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•

Relación USUARIO-MENSAJE: Una relación donde uno o varios usuarios
pueden tener uno o varios mensajes.

•

Relación MENSAJE-REGISTROS: Una relación donde uno o varios
mensajes pueden tener ninguno o varios registros.

•

Relación USUARIO - MODELO DE TIEMPO / REGISTRO - MODELO DE
TIEMPO: Una relación de herencia donde el usuario y/o registro tendrán
atributos de la clase padre (fecha de creación, actualización y borrado)

Figura 35 Diagrama entidad relación para comunicación entre la aplicación móvil y
la API.

Fuente: el autor.

4.3 DISEÑO DE LA BASE DE DATOS
Para la base de datos se continuo con identificar las tablas, campos usados y
relaciones. Tomando como ejemplo (ROMERO MORENO & ALFONSO CASTILLO,
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2018) en la tabla 26 se presenta una breve descripción de una tabla que se utilizará
para el diseño.
Tabla 26 Descripción de tablas para la base de datos.
ATRIBUTO

NOMBRE DE LA TABLA
DESCRIPCIÓN
P
Indicación si es una
llave primaria con
una Y.

R
Indica si el campo
tiene
es
nulo
indicado con la
letra “N” o si lleva
algún valor “Y”.

Fuente: (ROMERO MORENO & ALFONSO CASTILLO, 2018)

4.3.1 CLASE USUARIOS
La clase USUARIOS guarda la información que pueda identificar a un jugador:
correo como campo de acceso al sistema, clave o id, nombre, edad, genero, maxima
puntuación, estado de administrador y estado de activo, entre otros, ver tabla 27.

Tabla 27 Descripción de tabla usuarios.
ATRIBUTO
Id Usuario

Correo

Clave

Nombre

USUARIOS
DESCRIPCIÓN P
Identificador
dado por el
sistema,
Correo,
Y
identificara al
usuario cuando
ingrese tanto en
la página web
como en la
aplicación
móvil.
Contraseña del
perfil de
la
persona
El nombre del
usuario
ingresado
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R
Y

Y

Y

Y

Edad
Genero

Maxima
Puntuación

Edad
del
usuario
Genero
del
usuario puede
ser: Masculino
(M), Femenino
(F) u Otro (O)
Es el máximo
puntaje
alcanzado por
el usuario

Y
Y

Y

Fuente: el autor.

4.3.2 CLASE REGISTROS
La clase registros es la encargada de tener toda la información de las partidas de
los usuarios como lo son: dificultad, fecha, duración, nombre del usuario, id del
registro. En la tabla 28 se muestra la descripción de la tabla registros.

Tabla 28 Descripción de tabla registros.
ATRIBUTO
Id Registro

REGISTROS
DESCRIPCIÓN
P
Identificador dado Y
por el sistema del
registro

R
Y

Id usuario

Identificador del
usuario asociado
a la partida.

Y

Dificultad

Dificultad de
partida
Tiempo
de
partida
Fecha
de
partida

la

Y

la

Y

la

Y

Duración
Fecha
Fuente: el autor.
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En la figura 36 se puede observar un diagrama entidad relación de las clases
USUARIOS Y REGISTROS con sus respectivos tipos de datos.

Figura 36. Diagrama entidad relación usuarios – registros para la base de datos.

Fuente: el autor.

4.4 CARACTERISTICAS PARA EL DISEÑO DE INTERFACES
Una de las características pensadas para el diseño de la interfaz fue la usabilidad,
según la norma (iso25000, 2020): “Capacidad del producto software para ser
entendido, aprendido, usado y resultar atractivo para el usuario, cuando se usa bajo
determinadas condiciones”. Según esto se tuvieron en cuenta los siguientes
factores para la implementación del software:
•

•
•

Estética de la interfaz: capacidad de la interfaz para ser atractiva y amigable con
el usuario. Esto se puede reflejar: manteniendo una imagen coherente en todas
las ventanas de la aplicación, evitando saturación de ventanas con textos y
contenido.
Protección contra errores: capacidad del sistema para proteger e informar al
usuario de errores en el manejo del software. Por ejemplo, avisando de un error
de falta de conexión, error de validación de correos y contraseñas.
Capacidad para ser usado: facilidad de uso del manejo del software.
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•
•

Capacidad de aprendizaje: capacidad con la que el usuario puede aprender con
la misma aplicación como operarla mejor.
Accesibilidad: capacidad para permitir el uso de la aplicación a personas con
determinadas características, discapacidades y limitaciones, como por ejemplo
el uso de la aplicación sin necesidad de internet.

4.5 IMPLEMENTACIÓN DE LA APLICACIÒN

Primero se obtuvieron los diseños de marcadores tomando en cuenta los gustos e
intereses de niños de 7-11 años, luego se obtuvieron imágenes que sean acordes
con la edad de los niños y que puedan usarse de manera libre, seguidamente se
llevó a cabo una verificación de las imágenes por medio de la herramienta
TargetManager en la página oficial de vuforia, la cual permite dar una valoración de
las características de las imágenes. Una vez completada esta validación, se
continuó con crear la licencia de vuforia en donde se enviaron las imágenes de los
marcadores a una carpeta de Unity, así como la licencia brindada por Vuforia. Unity
realizó una validación de la licencia permitiendo una configuración de la librería en
el editor.
A continuación, se generó, adaptó e importó los archivos multimedia (modelos,
animaciones, sonidos, texturas) para que Unity los pueda incorporar a los
marcadores y a la ventana del juego. Se desarrolló la configuración de reglas del
juego, así como otras funciones de código para navegación y comunicación con la
API por medio del lenguaje de programación c#.
Se desarrolló el diseño de las interfaces por medio de adobe ilustrator, recursos
gráficos como texturas, sonidos entre otros, y la incorporación de estos en el editor
de Unity. Luego de completar todas las interfaces del juego se procede a integrarla
con la API y la BD. En la figura 37 se puede ver el diagrama de actividades con la
información del proceso de desarrollo en la aplicación móvil.
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Figura 37 Diagrama de actividades para el desarrollo de la aplicación móvil

Fuente: el autor.
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En la figura 38, se muestra un diagrama de secuencia para la visualización de la
navegabilidad de la aplicación. Al iniciar la aplicación se ingresará a una ventana de
inicio o “portada” donde se podrá ingresar al juego o registrarse si se quiere iniciar
como usuario. Si se accedió a la ventana de registro y se registró satisfactoriamente,
la aplicación se dirigirá a la ventana de ingreso para rectificar el correo y la clave; Si
ingresan a la ventana “iniciar sesión” podrá ingresar como invitado (navegará
directamente al menú de opciones) o como usuario (ingresando correo y clave). Una
vez ingresado al software como usuario o como invitado se accederá a la ventana
“menú de opciones” donde podrá acceder a 5 diferentes ventanas: “perfil” (el
contenido del perfil de usuario ingresado), “juego” (inicio del juego), “créditos”
(información de los autores de recursos utilizados) “tutoriales” (ventana para dar
instrucciones del juego) y “registros” (ventana con totas las partidas hechas por el
usuario ingresado). Cuando ingresa al juego primero aparecerá una ventana que
del “nivel de dificultad” deseado, y después ingresará al juego.

Figura 38 Mapa de navegación de la aplicación móvil

Fuente: el autor.

4.5.1 METODOLOGIA EMPLEADA EN LA API

Para el desarrollo de la API, primero se creó una base de datos PostgreSQL en
Heroku ver figura 39, la cual internamente alojara la base de datos en Amazon Web
Services (AWS) con unas credenciales específicas (servidor, nombre de la base de
datos, usuario, puerto y contraseña). Seguidamente se implementó un nuevo
proyecto en Visual Studio Code, Clonándolo a un repositorio en GitHub (para
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guardar las versiones y cambios ejecutados). Se continuó con el desarrollo del
código de la API utilizando el lenguaje de programación GO.
Figura 39 base de datos hecha con Heroku.

Fuente: (Heroku, 2020)
Se creó la estructura de la aplicación incorporando las carpetas de rutas, modelos,
servicios, controles. Seguidamente se agregaron las credenciales de la base de
datos en un archivo JSON (obtenidas de Heroku) además de incluir las llaves RSA
público y privadas para la utilización del Token (cadena de caracteres para encriptar
informacion del usuario y sus registros).
Se continuó con el desarrollo de la conexión con la base de datos y la definición de
los modelos empleados (mensaje, registros, usuarios, estructura del token). Una
vez hecho esto, se configuró el código para la creación del token y funciones para
la creación de tablas en la base de datos.
Una vez configurada la conexión con la base de datos y la creación de las tablas,
se configuró las funciones de administración de la API como: CRUD de usuarios y
registros, validación de token y validación de administrador. Se configuran las
funciones para navegar entre las rutas de usuarios, registros, así como el
enrutamiento de toda la API; se hicieron pruebas para enviar y recibir datos con la
aplicación móvil.
Se continuaron las validaciones y correcciones integrando la API con la página web.
Para el desarrollo de la API se puede observar el diagrama de actividades en la
figura 40,
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Figura 40 Diagrama de actividades del desarrollo de la API

Fuente: el autor.
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4.6 IMPLEMENTACIÓN DE SISTEMA DE INFORMACIÓN WEB
Para la implementación de la página web, se creó un proyecto en visual Studio Code
utilizando el framework Angular enlazándolo a un repositorio en GitHub. Para las
pruebas y la visualización de la página se utilizó un servidor local brindado por la
herramienta de angular “Angular Live Development Server”, en tanto que para el
desarrollo final de la página se incorporaron los archivos generados por angular a
la carpeta de administración de una página web gratuita hecha con 000WebHost.
Primero se crearon archivos base para los componentes y modelos que se
requirieron en la página (tablas, botones, modelos de registro y usuario, entre otros),
así como servicios para conectarse con la API; se crearon las rutas que se utilizaron
para navegar entre usuarios, registros, ingreso, salida, entre otras funciones.
Se configuraron los componentes y formularios, además de funciones para navegar
entre las diferentes rutas, CRUD de perfiles y usuarios, creación de consultas
POST, GET, PUT y DELETE.
Además de la programación anteriormente mencionada, también se incluye la
conexión con la API, la validación de los Token, la generación de validaciones y
filtros de los datos recibidos (duración, fecha, dificultad, puntaje).
Para el diseño de interfaces se utilizaron librerías como Bootstrap (utilizados
componentes como botones, barra de opciones o navbar, tablas) y sweetalert2 para
mensajes de alerta en acciones en las que se quiere mostrar un mensaje de aviso
o confirmación como: creación, edición, eliminación de un usuario o registro.
Finalmente, luego de haber creado y validado la página web en el servidor local, se
ejecuta la aplicación y Angular produce todos los archivos de la página web
guardados en la carpeta “dist” como se puede ver figura 41, se procede a subir estos
archivos en la página de administración que ofrece 000webhost como se indica en
la figura 42. Para el desarrollo de la página web se puede observar el diagrama de
flujo en la figura 43.
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Figura 41 Archivos de la página web almacenados en la carpeta “dist”.

Fuente: el autor.

Figura 42 Pagina de administración ofrecida por web host para cargar los archivos
de la página web.

Fuente: el autor.
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Figura 43 Diagrama de actividades del desarrollo de la página web

Fuente: el autor.
Se puede ver en la figura 44, el diagrama de actividades para la navegabilidad de
los formularios de la página web. Al iniciar la página web se ingresará a un formulario
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principal donde el usuario o administrador podrán ingresar su correo y la clave para
iniciar sesión o dirigirse a la ruta de registro.
Una vez se haya registrado, aparecerá una ventana de confirmación y después se
regresará a la ruta de la página principal. Cuando un administrador o usuario
ingresen satisfactoriamente la clave y el correo en la página principal, entonces
accederán a la ruta de usuarios, donde se habilitarán diferentes opciones
dependiendo si se ingresó como usuario o administrador.
Al ingresar como administrador se podrá: crear, consultar, modificar y limpiar los
registros de un perfil en específico; si ingresó como un usuario podrá acceder a
consultar y editar su perfil. Cuando el usuario se dirija a puntajes se cargará la ruta
de sus registros personales, en tanto si ingresó como administrador se cargarán
todos los registros hechos por cada usuario.
Figura 44 Diagrama de secuencia para la navegación de la página web.

Fuente: el autor.
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4.6 SISTEMA COMPLETO
Para el sistema final se desarrolló una aplicación basada en RA, un sistema web y
una API, para el acceso y validación de la aplicación de manera remota, en la figura
45, se puede ver un diagrama de proceso con la informacion general del sistema
completo integrado.
El invitado solo tendrá acceso a la aplicación móvil, en donde podrán jugar la
actividad con RA sin necesidad de acceso a internet; la aplicación le mostrara los
modelos 3D, tutoriales y créditos.
El usuario y administrador podrán acceder a la aplicación móvil y a la página web,
en cualquier caso, se requerirá de tener acceso a internet. El usuario una vez se
haya registrado e ingresado a la aplicación podrá acceder a los contenidos de la
aplicación como: registros de puntuaciones, perfil, créditos, tutoriales y acceso a
jugar el juego de RA. El administrador tendrá en la aplicación móvil los mismos
accesos, es decir únicamente podrá acceder a consultar los registros e informacion
de su perfil.
El usuario podrá en la página web registrarse, iniciar sesión, consultar su perfil y
registros personales; el administrador podrá acceder a todos los perfiles, y registros
personales de cada usuario que haya ingresado en la aplicación.
La página web y la aplicación móvil realizaran solicitudes http POST, PUT, GET y
DELET a la dirección web donde estará almacenada la API, y recibirán un archivo
JSON con la informacion solicitada, una vez que se haya validado el acceso como
usuario o administrador con el estándar JWT (JSON WEB TOKEN). LA API se
direcciona con la BD de donde procede a ejecutar las sentencias SQL para hacer
las consultas o peticiones requeridas. El contenido de las consultas SQL se
devolverán de la API como un mensaje JSON a la página web u aplicación móvil.
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Figura 45 Diagrama de proceso de sistema completo

Fuente: El autor
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5. DESARROLLO DE LA APLICACIÓN MOVIL

A continuación, se presentan el desarrolló tanto en la aplicación móvil, la página
web, como la API.

Aprovechando las características de imágenes que recomienda vuforia para la
optimización del reconocimiento como: diversidad de texturas, formas, evitar uso de
bordes rectos y utilizar curvas para una mayor cantidad de puntos de
reconocimiento, se utilizaron las imágenes de las figuras 46 a la 51, estas fueron
imágenes obtenidas de fuentes abiertas como freepik.
Figura 46 Imagen para el marcador del modelo tridimensional de una foca y koala.

Fuente: (brgfx, 2020)

Figura 47 Imagen para el marcador del modelo tridimensional de un koala.

Fuente: (brgfx, 2020)

103

Figura 48 Imagen para el marcador del modelo tridimensional de una nutria.

Fuente: (brgfx, 2020)

Figura 49 Imagen para el marcador del modelo tridimensional de un pez.

Fuente: (brgfx, 2020)

Figura 50 Imagen para el marcador del modelo tridimensional de una soldado
espacial.

Fuente: (Mason, assetstore.unity.com, 2020)
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Figura 51 Imagen para el marcador del modelo tridimensional de un zombi.

Fuente: (freepik, 2020)

Se utilizo la herramienta de vuforia para evaluar el reconocimiento de imágenes
“Target Manager”, que permitió una valoración de las imágenes en formato JPG o
PNG, en las figuras de la 52 a 57 se puede ver los puntos de reconocimiento
generados por el Target Manager, así como su evaluación en rating (medida de la
rastreabilidad que tendrá la determinada imagen).
Figura 52 Reconocimiento de la imagen de la foca, dado por vuforia Target
Manager.

Fuente: (vuforia.com, 2020)
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Figura 53 Reconocimiento de la imagen del koala, dado por vuforia Target
Manager.

Fuente: (vuforia.com, 2020)

Figura 54 Reconocimiento de la imagen de la nutria, dado por vuforia Target
Manager.

Fuente: (vuforia.com, 2020)
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Figura 55 Reconocimiento de la imagen del pez, dado por vuforia Target Manager.

Fuente: (vuforia.com, 2020)

Figura 56 Reconocimiento de la imagen del soldado, dado por vuforia Target
Manager.

Fuente: (vuforia.com, 2020)
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Figura 57 Reconocimiento de la imagen del Zombi, dado por vuforia Target
Manager.

Fuente: (vuforia.com, 2020)

En la figura 58, se puede observar los resultados de la valoración o rating obtenida
por la herramienta Target Manager de la página oficial de vuforia, que indica una
excelente detección de las imágenes.

Figura 58 Evaluación de todas las imágenes, dado por vuforia Target Manager.

Fuente: (vuforia.com, 2020)

Para la implementación de los escenarios se dispuso una de las herramientas
brindadas por Unity, se utilizó la renderización de ambientes mediante los Skyboxes,
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los cuales según ( Unity Technologies, 2019), “Los skyboxes son ambientes que se
renderizan alrededor de la escena entera con el fin de darle una impresión de un
escenario complejo en el horizonte.” los skyboxes se utilizaron como ambientes
configurados desde la programación del juego para que se habiliten al reconocerse
un determinado marcador.
Para implementar un ambiente Skybox se utiliza un material Skybox, que se puede
implementar en el escenario de varias formas: seleccionando la ventana
Windows > Rendering > Lighting Settings, ingresando un material tipo Skybox,
como se puede ver en la figura 59.

Figura 59 Incorporación de Skyboxes a la escena del editor de unity.

Fuente: ( Unity Technologies, 2018)
O arrastrando un material tipo Skybox a la escena de edición. Los materiales Skybox
se pueden crear a partir de varias formas: utilizando 6 lados o texturas (6 sided) de
todas las direcciones de un ambiente, un material tipo cubemap (seis texturas
cuadradas que representan un entorno), una imagen panorámica y una textura
procedural (configurada con parámetros del editor), para ver los tipos de formatos
de un material Skybox ver figura 60.
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Figura 60 Tipos configurar un material Skybox

Fuente: ( Unity Technologies, 2018)

Dado a que con los materiales de los 6 lados (un material logrado a partir de 6
imágenes con en todas las direcciones de un ambiente) se consiguió un mejor
efecto, se buscaron 6 materiales utilizando imágenes de ambientes en sus 6
direcciones de fuentes libres. para ver los escenarios seleccionados ver imágenes
de los ambientes dentro del editor de unity ver las figuras de la 61 a la 66.
Figura 61 Ambiente de la playa, utilizado con el modelo Foca.

Fuente: (Persson, www.humus.name, 2013)

110

Figura 62 Ambiente de un bosque, utilizado con el modelo koala.

Fuente: (Persson, www.humus.name, 2010)

Figura 63 Ambiente del espacio exterior, utilizado con el modelo soldado espacial.

Fuente: (Skies0258, 2020)
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Figura 64 Ambiente de la ciudad en la noche, utilizado con el modelo zombi.

Fuente: (Persson, http://www.humus.name, 2007)

Figura 65 Ambiente del océano, utilizado con el modelo nutria.

Fuente: (avainx, 2018)
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Figura 66 Ambiente del océano, utilizado con el modelo Pez.

Fuente: (Morabis, 2017)

Para el desarrollo de los modelos tridimensionales se utilizó el software blender
V2.83, además de recursos de la AssetStore de Unity. Para la creación de modelos
3D con blender se utilizó modelado, texturizado y animación. En la figura 67 se
puede observar una malla creada con el software blender, en la figura 68 y 70 se
pueden ver las imágenes de las texturas creadas con el editor de blender y para la
edición de las animaciones se puede ver en la figura 69 el proceso de animación,
en donde se desarrolló utilizando componentes conocidos como huesos “bones”
que se utilizan para relacionar la malla de un objeto con un determinado objeto de
referencia (hueso) para animar los modelos.
Figura 67 modelo 3D creado con blender

Fuente: (blender.org, 2020)
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Figura 68 Texturas creadas en blender para los modelos Foca y Koala.

e
Fuente: (blender.org, 2020)

Figura 69 Texturas creadas en blender para los modelos de nutria y pez.

Fuente: (blender.org, 2020)
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Figura 70 Animación de los modelos, realizados con blender.

Fuente: (blender.org, 2020)

Unity permite integrar archivos desde blender que contendrán las mallas de los
modelos, materiales, animaciones, cámaras, luces entre otros objetos como se
puede ver en la figura 71.
Figura 71 Importación de archivos de blender a Unity

Fuente: ( Unity Technologies, 2019)
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Los archivos importados de los modelos son también conocidos como prefabricados
o Prefabs en unity, de las figuras 72 a la 75 se pueden ver los archivos prefabricados
de los modelos realizados con blender.
Figura 72 Modelo prefabricado del pez

Fuente: El autor

Figura 73 Modelo prefabricado del koala

Fuente: El autor

Figura 74 Modelo prefabricado de la nutria

Fuente: El autor
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Figura 75 Modelo prefabricado de la foca

Fuente: El autor
Para las animaciones de los 4 modelos anteriormente señalados se trabajó basado
en 3 animaciones ideadas para el juego:
•
•
•

La primera animación corresponde a un escalamiento del modelo, la escala
será coherente con el puntaje que se tenga en el juego (de 0 a los 33 puntos).
La segunda animación corresponde a la creada con blender, utilizando una
armadura con huesos (de 33 a los 66 puntos) como se puede ver en la figura
69.
La tercera animación corresponde a un cambio de colores, logrado desde
Unity. Esta animación representara que el jugador ha logrado el puntaje
máximo (100 puntos).

Para el caso de los modelos del soldado espacial y el zombi al ver posibilidades en
el desarrollo hecho de la comunidad de unity, y viendo el impacto que este tendría
en el juego se utilizó la AssetStore. Para esto se importaron los archivos
correspondientes como se puede ver en las figuras 76 y 77.

Figura 76 Sección del modelo de soldado utilizados de la Asset Store de unity.

Fuente: (Mason, https://assetstore.unity.com, 2020)
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Figura 77 Sección del modelo de zombi utilizados de la Asset Store de unity.

Fuente: (Pxltiger, 2019)
En la figura 78 se pueden ver los modelos de la Asset store una vez importados a
Unity.
Figura 78 Modelos 3D de la Asset store importados en el editor de Unity

Fuente: ( Unity Technologies, 2019)
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Estos modelos ya cuentan con animaciones preestablecidas, por lo que se utilizó 3
de las animaciones disponibles.
•

Para el caso del Zombi se utilizó una animación de estado suspendido (Idle) que
se incorpora en el juego con el escalamiento del modelo a partir del puntaje,
seguidamente de una animación del zombi caminando y finalmente el zombi
atacando para indicar el puntaje máximo.

•

Para el soldado se utilizó una animación de estado idle junto al escalamiento de
acuerdo con el puntaje como el caso anterior, una animación disparando y
finalmente una animación del soldado saltando, indicando un logro del puntaje
máximo.

Para el Sonido de los juegos se incorporó 3 tipos de audios o clips durante el juego,
cada vez que el jugador logra cambiar de animación el sonido cambia. Se utilizaron
canciones adaptadas para el inicio, intermedio y final de cada partida, utilizándose
fuentes libres como freesound.org y notevibes.com.
Algunos de los audios utilizados fueron:
•
•
•
•
•

Clip de introducción a la ventana de ingreso dada por (BeatArchive, 2018).
Clip para la primera animación de los modelos dada por (robcro6010,
2016).
Clip para la segunda animación de los modelos dada por (robcro6010,
2016).
Clip para la tercera animación de los modelos dada por (mrickey13, 2020).
Clips de las letras (notevibes.com, 2020).
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6. CODIGOS

6.1 APLICACIÓN MOVIL
Para el desarrollo de la aplicación móvil basada en RA, se utilizó el editor Visual
Studio mediante el lenguaje c#. Se programo un código o script para el juego de
RA, uso de las funciones dadas por la librería vuforia, comunicación con la API,
Además de las funciones para la navegabilidad entre ventanas.
En la tabla 29 se puede ver la descripción del código principal para el juego de la
aplicación basada en RA.

Tabla 29 Pseudocódigo para programa principal del juego en RA
CLASE CONTROLLER
Clase Juego()
Función de inicio
Cargar variables globales en Variables locales
Si jugador == usuario
Cargar clase para conexión con la API
Ciclo Letras //el periodo del ciclo será mas corto a mayor dificultad
Fin Función
Función de actualización
//función para ejecución de sonidos de acuerdo al puntaje
Ejecución de Sonidos
Si Plataforma aplicación == Android
Si evento_presionar_pantalla == verdadero
Validación letras
Imprimir puntaje
Insertar sonido
conteo de tiempo
Fin Función de actualización
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Función de puntaje
Guardar palabra del marcador reconocido en variable local
Si palabra ¡= “Ninguno” Entonces
Ciclo evaluación de todos los marcadores
Si palabra de marcador == palabra
Guardar Modelo, sonido, animación, escala maxima
Regresar
Fin Ciclo
Ejecutar Animación del modelo
Fin Función de puntaje
Función de evaluación de puntajes
Si puntaje <= 50
Escalizar modelo según puntaje
Ejecutar animación_1
Si puntaje >= 50 && puntaje <= 100
Ejecutar animación_2
Si puntaje >= 100
Ejecutar animación_3
Insertar escala en modelo
Fin Función evaluación de puntajes

Corrutina iteración de letras
Si puntaje >= 100
Si jugador == “usuario”
Enviar los datos de la partida a la API
Imprimir “has ganado”
Sino
Leer palabra del modelo
Si palabra ¡= “”
Ejecutar Cambio de palabra
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Fin corrutina
Fin clase

Fuente: el autor
6.1.1 CODIGO PARA CONEXIÓN CON LA API

se puede observar toda la descripción de la Clase ApiService la cual será la encargada de
la comunicación con la API ubicada en el servidor “Heroku”, en la tabla 30 se puede ver el
pseudocódigo de la conexión con la API.

Tabla 30 Pseudocódigo para conexión con la API
conexión con la API
clase ApiService
definicion de las direcciones URL
Función inserter_Token
guardar token como variable global
fin función
Función obtener_Token
guardar el token global en una variable local
si token == ""
regresa "";
regresa "?authorization=" + token;
Fin función
Función peticion (petición www)
enviar peticion web a la API
si problema de conexión ¡= nulo
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Imprimir error;
guardar mensaje proveniente del servidor
convertir mensaje de JSON a una clase
Fin Función
// Corrutinas para utilizar el objeto UnityWebRequest, con el fin de hacer
peticiones POST,PUT,GET Y DELETE
Corrutina Post
crear peticion POST con el token y la url
inciar corrutina
Fin corrutina
Corrutina GET
Crear petición GET con el token y la url
iniciar corrutina
Fin corrutina
Corrutina
Crear peticion PUT con el token y la url
iniciar corrutina
Fin corrutina
Corrutina
Crear peticion DELETE con el token y la url
inciar corrutina
Fin corrutina
Funcion Ingreso(ClaseUsuario usuario)
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Crear un objeto de formulario web
Guardar campos “correo” y “clave” del usuario en el formulario
Iniciar de corrutina Post a la dirección url “Login”
Si mensaje != vacio && token nuevo != vacio
ingresar_usuario (token nuevo)
Fin función

// crear un formulario privado con validación de los campos: nombre, correo,
clave, genero, edad, admin y activated de una clase UserModel
Funcion formulario_usuario (Clase_usuario usuario)
Creación objeto formulario
Validación de variables de usuario
Guardar variables en los campos del formulario
//verbo pueden ser: post para creación, get para consulta, put para edición,
delete para eliminación
Funciones CRUD_usuario (Clase_usuario usuario)
ejecuta corrutina verbo (url de usuario, formulario_usuario(usuario))
fin funciones

Fuente: el autor

6.1.2 CÓDIGO EMPLEANDO, USANDO LA LIBRERÍA VUFORIA

Para poder utilizar la RA más óptimamente fue necesario utilizar clases de la librería
vuforia; específicamente las clases Trackablebehavior para el comportamiento de
los marcadores y la clase DefaultTrackableEventHandler para poder utilizar los
eventos cuando reconoce un marcador y cuando deja de reconocerlo, Se utilizo un
filtro para evitar el posible reconocimiento de otros marcadores que no corresponde.
En la tabla 31 se puede ver la descripción del código utilizado para el reconocimiento
de los marcadores.
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Tabla 31 Pseudocódigo de la clase para el reconocimiento de marcadores
CLASE RECONOCIMIENTO DE MARCADORES
CLASE Puntajes
Función inicio()
Importar clases para el manejo de los marcadores
Configuración de evento reconocimiento y no reconocimiento de
marcador
Almacenar número de marcadores disponibles
Resetear puntaje inicial y numero de reconocimientos
Fin de funcion
// función que se ejecutara cuando se reconoce un marcador
Función reconocimiento de marcador()
Almacenar número de reconocimientos en variable local
Ejecuta filtro de reconocimientos
Deshabilitación de imagen de indicaciones
Si numero de reconocimientos == 1
Almacenamiento de nombre del marcador en una variable global
inicialización de recursos en la clase de principal del juego
Fin Función
Funcion perdida de reconocimiento()
guardar variable de nombre del marcador como “ninguno”
inicializar recursos en la clase de principal del juego
ejecutar reseteo del número de reconocimientos
Fin funcion

//función para filtrar las imágenes y asegurar un mejor reconocimiento y
seguimiento de la imagen
Funcion filtro de reconconocimientos()
si numero de reconocimientos >= 1
Ciclo (cada uno de los marcadores)
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Si Contador de marcador <= 15
Resetear número de reconocimientos
SiNo
Regresar
Fin Ciclo
Fin Función
Fin clase

Fuente: el autor
6.2 API
Para el desarrollo de la API fue utilizado el editor de VisualCode y un repositorio en
github. Se mostrará el seudocódigo utilizado para la configuración con la BD,
definición de CRUD para usuario y registros además de funciones para validación.
A continuación, se mostrará el desarrollo implementado.

6.2.1 CLASE GO
En la carpeta configuración se realizó la configuración de la base de datos, tomando
el archivo JSON con las credenciales de la base de datos. En la tabla 32 se puede
ver el pseudocódigo para la configuración con la BD,
Tabla 32 Pseudocódigo para la configuración con la BD.
CONFIGURACIÓN CON LA BD
Funcion configuracion()
guardar archivo JSON con las credenciales de la BD
Abrir conexión con la BD
Si error de conexion != vacio
Imprimir “error” + error de conexion
Cerrar conexion con BD
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Creación de variable de configuración
Decodificación de archivo JSON de la BD
Si error != vacio
Imprime "error:"+" no se decodifico archivo de base de datos"
Sino
Regresar variable de configuración
Fin funcion
Funcion Conexion
Cargar configuracion
almacenar credenciales de la BD en variable local
iniciar conexión con la BD usando las credenciales
guarda error de la conexión
si error != vacio
imprimir error
regresar BD
Fin funcion
Fin clase
// Validación se valida que exista las tablas
Funcion Validacion(): booleano
Ejecutar Conexion ()
Cierra configuracion con la BD
Verificacion de tablas de usuarios y registros en la BD
regresa booleano de la verificación
Fin funcion
//Migrate proceso de limpiado y creacion de tablas
funcion Migracion()
imprimir "Se resetea base de datos"
Ejecutar Conexion ()
Cierra configuracion con la BD
Borra la BD
Crea las tablas de la BD
Crea las restricciones de la BD
Crea valores por defecto de la BD
Fin funcion
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Fuente: el autor
6.2.2 CONTROLES DE USUARIO
El archivo User se encarga de administrar las acciones realizadas a los usuarios,
se utilizan diferentes funciones como ingreso, creación, actualización, eliminación
y consulta, validación de administrador. En la tabla 33, se puede ver la descripción
del código utilizado para las tareas en los usuarios.
Tabla 33 Pseudocódigo para tareas de administración de usuarios
Funciones para administración de usuarios
funcion EncriptarContrasena(string contrasena) string {
Ejecutar encriptación de contraseña
regresar contraseña en una cadena de texto
Fin funcion
funcion InicioSesion(modelo usuario, modelo mensaje)
ejecutar EncriptarContrasena (contraseña del usuario ingresado)
ejecutar Conectar a la BD
Cierra configuración con la BD
ejecutar Consulta de usuario en la BD usando el correo y contraseña
Vaciar la contrasena del usuario
Si id del usuario <= 0
guardar un código http para respuesta no encontrada en el modelo
mensaje
guardar en el modelo de mensaje "Verificar Nombre y/o clave"
regresar
Creación del token con el modelo de usuario
Si error de creacion de token != nulo
guardar un código http en el modelo mensaje para respuesta no valida
guardar en el modelo de mensaje "error generando token"
regresar

guardar un código http en el modelo mensaje para respuesta valida
guardar token en el modelo mensaje
guarda id del usuario en el modelo mensaje
fin función
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funcion validacionAdministrador(Modelo mensaje) booleano
si mensaje.usuario.admin == falso
guardar en el código del mensaje un código http de error por defecto
guardar en el mensaje "no esta autorizado"
regresar
regresar admin de usuario del mensaje
Fin funcion
funcion CRUD_Usuario(Modelo usuario, modelo mensaje)
guardar en el código del mensaje un código http de error por defecto
ejecutar validación de atributos del usuario
configuración con la BD
cerrar conexión con BD
ejecutar acción de CRUD en la la BD
si error en la consulta != nulo {
Guardar en codigo del mensaje un codigo http de estatus de error
Guardar en el modelo mensaje " no se encotro Usuario "
Regresar
Guardar en codigo del mensaje un codigo http de estatus ok
Guardar en el mensaje "Usuario encontrado"
Guardar en el mensaje la información del usuario
Fin funcion
Funcion ConsultarListaUsuarios(Modelo usuario, modelo mensaje)
Si id de modelo == 0 && validacionAdministrador(mensaje)==falso
Guardar el id de usuario en el mensaje
Guardar usuario en lista de usuarios
conexion con la BD
Cerrar la configuracion de BD
Consulta de usuarios en la BD
Si error en la consulta != nulo {
Guardar en codigo del mensaje un codigo http de estatus de error
Guardar en el modelo mensaje " no se encontró listado de Usuarios "
Regresar
Guardar en código del mensaje un código http de estatus ok
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Guardar en el mensaje " lista de Usuarios "
Guardar lista de usuarios en la información del mensaje
Fin funcion

Fuente: el autor

6.2.3 CONTROLES DE REGISTROS
El archivo registro provee el código para las tareas como CRUD de registros,
consulta y eliminación de lista de registros. En la tabla 34, se puede ver la
descripción de las tareas realizadas para la administración de registros.
Tabla 34 Pseudocódigo para la administración de registros.
Funciones para la administración de registros
funcion CRUDRegistro(Modelo Registro, Modelo mensaje)
guardar en el código del mensaje un código http de error por defecto
validar campos de registros
ejecutar configuracion de la DB
cerrar configuracion con la DB
ejecutar acción de CRUD registro en la BD
Si error de peticion != nulo
guardar en código del mensaje un código http de estatus de error
guardar en el modelo mensaje " Registro no se creo "
regresar
guardar en id de usuario el código del registro de usuario
guardar en código del mensaje un código http de estatus ok
Guardar en el mensaje " Registro creado "
Guardar registro en el mensaje
Fin de funcion
funcion ConsultarListaRegistros(Modelo Registro, Modelo mensaje)
si código de usuario == 0 && validacionAdministrador(mensaje) == falso
guardar en el código de registro el id de usuario del mensaje
guardar registro en una la lista de registros
configuración con la BD
cerrar configuración con la BD

130

consulta de lista de registros en la BD
Si error de consulta != nulo
guardar en el código del mensaje un código http de error por defecto
guardar en el mensaje " no se encontró listado de Registros "
regresar
guardar en código del mensaje un código http de estatus ok
guardar en el mensaje lista de registros "lista de registros guardada”
guarda lista de registros en el mensaje
Fin funcion

funcion BorrarListaRegistros (Modelo Registro, Modelo mensaje)
si id de usuario del registro<= 0
guarda en codigo del mensaje un codigo http de estatus de error
Guardar en el modelo mensaje " especifique Registro "
regresa
si validacionAdmintrador(mensaje) = false
regresar
conexion con la BD
Cerrar la conexión
Eliminacion de lista de registro en la BD
si error de eliminacion != nulo
guarda en código del mensaje un codigo http de estatus de error
Guardar en el modelo mensaje " lista de registros no se borro"
Regresar
Guardar en el id de usuario el id de usuario del registro
Consultar usuario en la BD
Guardar en la maxima puntuación de usuario 0
Actualizar usuario en la BD
guarda en código del mensaje un código http de estatus ok
Guardar en el mensaje "borrado correctamente"
Guarda registro en el mensaje
Fin funcion
Fuente: el autor.
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6.2.4 CREACIÓN DE TOKEN
El archivo auth es encargado de validar las llaves público y privada, además de la
generación de Token, para la autentificación de usuarios. Para esto se utiliza el
estándar JWT (JSON Web Token) que se utiliza para codificar la información de un
usuario. El token será una cadena de texto de 64 bits que representará toda la
información del usuario codificada. En la tabla 35, se puede ver la descripción de
las funciones para autentificar usuarios.

Tabla 35 Pseudocódigo para la autentificación de usuarios
Autentificación de usuarios
Clase auth
funcion al iniciar
cargar una vez la funcion de lectura y validación de las llaves RSA
Fin funcion
Funcion carga de archivos()
Leer archivos donde estan las llaves publicas y privada
validación de archivos de las llaves publico y privadas
Si error de lectura != vacio
Imprime “no lee el archivo” + error
parseo de llaves publicas y privadas
Si error de parseo != vacio
Imprimir "no se parseo llave privada" + error
Fin funcion
// devuelve cadena de texto y error
Funcion generaciónToken(modelo user)
creación de objeto para uso de la clase jwt con el modelo de usuario
encriptación del usuario
creación de token usando llave privada
Si error de creacion != vacio
regresar "" + error
Regresar mensaje con el token y error
Fin funcion
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Función respuesta(Contexto c, modelo Mensaje) error
Si informacion de mensaje != vacio
Creacion de archivo JSON con la informacion del mensaje
guarda en el mensaje el archivo JSON como texto
vacia la informacion del mensaje incial
Regresar un contexto con el archivo JSON creado
Fin función
Fin clase

Fuente: el autor

6.3 PAGINA WEB

Para la página se utilizó el framework de Angular CLI versión 10.0.2, la biblioteca
Bootstrap 4.5.0 para optimizar la programación de los lenguajes html , ccs,
JavaScript además de utilizar el lenguaje de programación Typescript. Se mostrará
la programación realizada para la creación de los diferentes servicios de CRUD de
usuarios y registros, así como la configuración con la BD y la creación de token. En
la tabla 36 se puede ver la descripción de la clase para la conexión con entre la API
y la página web.

Tabla 36 Pseudocódigo para la conexión entre la pagina web y la API
CONEXIÓN ENTRE LA PÁGINA WEB Y LA API
Clase ServicioServidorApi()
Definir variables como el servidor, rutas
Funcion InsertarToken () string
Guardar el token en sesión storage
Ejecutar Token(Texto token)
Almacenar en la sessionStorage el token con la variable "game-token"
Guardar en una variable global el token
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Fin funcion
Funcion ObtenerToken () string
Si en sessionStorage hay un token en la variable "game-token"
Guardar en una variable global el token
Regresar el texto "Bearer + token”
SiNo
regresar "";
Fin funcion
Función BorrarToken ()
si en sessionStorage hay un token en la variable "game-token"
borrar contenido de la variable "game-token"
Fin función
Función DecodificacionToken(): dato
si en sessionStorage no hay un token en la variable "game-token"
regresar "";
filtrar la información del usuario del token
decodificar informacion del Token, regresando un archivo json
autentificar el token
guardar el usuario en la variable local de usuario
fin de funcion
//petición según verbo utilizado Post,Put,Delete,Get
Funcion verbo(string query, booleano token):Objeto observable
si token == verdadero
guardar el token global en variable local aut
SiNo
Guardar aut = "";
crear una cabecera o header con aut
ejecutar solicitud del verbo con ¨query¨ y la cabecera creada
validación de objeto de la estructura del mensaje
regresar resultado de la solicitud
fin función
Fin clase
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Fuente: el autor

En la tabla 37 se puede ver la descripción de los servicios para registros de
puntajes.
Tabla 37 Pseudocódigo para registros de puntajes.
SERVICIOS PARA FUNCIONES CON REGISTROS
clase ServicioPuntajes
Definicion de direcciones,
Importar clases para usar servicios con la API y direccionamiento de rutas
//CRUD: Consultar(get), Registrar(post), actualizar(put), eliminar(delete)
Funcion CRUDRegistros (int id): Lista de registros
Ejecutar acción de CRUD en la lista de registros con el id de usuario
filtrar la informacion de puntajes del mensaje recibido
regresar informacion de acción generada en el registros
Fin funcion
Funcion ObtenerListas(int id): Lista de registros
Consultar de lista de registros con el id de administrador id
filtrar la informacion de registros del mensaje recibido
regresar array con informacion de las listas de registros
Fin funcion
Funcion BorrarListas(int id): Lista de registros
eliminar lista de registros con el id de administrador
filtrar la información de registros del mensaje recibido
regresar array con información de las listas de registros
Fin funcion
Funcion EnrutamientoListas(numero id)

135

enrutamiento para navegación a lista de puntajes de id de administrador
Fin funcion
Funcion EnrutamientoLista(int id)
Ejecutar enrutamiento para navegación a lista de puntajes del id de usuario
Fin funcion
Fin clase

Fuente: el autor

En la tabla 38 se puede ver la descripción de los servicios para CRUD en
usuarios.
Tabla 38 Pseudocódigo para funciones con usuarios
SERVICIOS PARA FUNCIONES CON LOS USUARIOS
clase ServiciosUsuarios {
funcion Ingreso()
creación de un usuario sin token
filtrar la información del mensaje recibido
regresar información del mensaje recibido
Si nuevo token == verdadero
guarda token a variable global
regresar información del mensaje de respuesta
Fin funcion
funcion Salida()
BorrarToken()
BorrarVariablesGlobales()

Fin funcion
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Funcion ObtenerUsuariosActuales(): ModeloUsuario
Regresar token de la variable global
Fin funcion
Funcion obtenerEstadoAdministrador(): booleano
regresa estado si es o no administrador del token guardado
Fin funcion
Funcion CRUD_Usuario(int id): Usuario
Ejecutar acción de CRUD con el id de usuario
filtrar la informacion de puntajes del mensaje recibido
regresar informacion de acción generada en el registros
Fin funcion
Fin clase
Fuente: el autor.

6.2.4 INTEGRACION DE LA API CON LA APLICACIÓN MOVIL Y LA PAGINA
WEB
Para la integración de la API con la aplicación móvil y la BD, fue utilizado un entorno
de pruebas utilizando el servidor local o localhost y el puerto 80802 para la aplicación
móvil, La clase UnityWebRequest desde la aplicación fue utilizada para direccionar
un archivo JSON a la dirección URL en donde está la API, y recibir de esta dirección
archivos JSON. y desde el lado de la API se ejecuta utilizando el servidor local y el
puerto 54323; en donde se ejecutaron pruebas haciendo consultas POST, PUT,
GET y DELETE tanto de usuarios como de registros.

El puerto 8080 es el puerto alternativo al puerto 80 TCP para servidores web,
normalmente se utiliza este puerto en pruebas (Espinosa, 2020)
3 Es el correspondiente al servicio PostgreSQL
2
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7. RESULTADOS
Dentro de los resultados obtenidos se mostrarán los resultados encontrados en el
juego de RA, interfaces de la aplicación móvil

7.1 JUEGO DE RA
Una vez que el usuario recibe la aplicación y los modelos adjuntos, al iniciar el juego
el usuario, invitado o administrador podrán ver la ventana de inicio del juego como
se puede ver en la figura 79, además de dos iconos que servirán para dar una breve
instrucción anterior al juego. Indicando que se requerirá de enfocar una imagen y
tocar la pantalla. A continuación, procederán a acercar el marcador a la cámara
como se puede ver en la figura 80.

Figura 79 Capturas de pantalla iconos de interfaz inicial al iniciar el juego

Fuente: el autor.

Una vez la cámara haya enfocado el marcador, se inicia el juego, reconociendo la
imagen y aumentando el modelo tridimensional correspondiente junto con la palabra
del modelo en la parte superior derecha.
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Figura 80 Foto y captura de imagen del acercamiento del marcador para iniciar el
juego

Fuente: el autor.

Iterativamente cada una de las letras de la palabra se ira resaltando con un color,
En la figura 81, se muestra una imagen para mostrar mejor las letras modelo y la
letra guía.
El jugador deberá presionar la pantalla del dispositivo móvil cuando la letra guía sea
correspondiente con la letra a la cual se esté evaluando, sí al presionar la pantalla
las letras coinciden se aumentará un puntaje, en caso contrario no se aumentará el
puntaje. Cada vez se lleguen a unos límites de puntaje el modelo cambiará de
animación y se reproducirá un audio diferente.
Al terminar los 100 puntos se indicará del logro alcanzado como se puede ver en la
figura 82 y se podrá repetir el juego con el botón de reinicio de la interfaz.
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Figura 81 Captura de pantalla visualización de letras del modelo y letras guía

Fuente: el autor.

Figura 82 Captura de pantalla visualización de finalización de partida.

Fuente: el autor.
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Para el juego de RA se tienen en cuenta los marcadores, modelos tridimensionales,
escenarios. A continuación, en las figuras 83 a la 85 se pueden ver los escenarios
una vez enfocado cada marcador, se mostrarán los escenarios desarrollados junto
con sus modelos respectivos.

Figura 83 Escenario del espacio exterior y ciudad nocturna.

Fuente: el autor
Figura 84 Escenario de lago y océano

Fuente: el autor

141

Figura 85 Escenario de bosque y playa

Fuente: el autor.

7.2 INTERFACES
Se presentan todas las interfaces diseñadas para la aplicación móvil, tomando en
cuenta la normatividad expuesta en el apartado de diseño e implementación. Para
el caso de la RA, la interfaz de juego se aplica junto con los escenarios que se
activan al acercar un marcador, de las figuras 86 a 90 se muestran las interfaces
creadas para la aplicación.

Figura 86 Interfaces de portada (izquierda) e ingreso (derecha) para aplicación.

Fuente: el autor
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Figura 87 Interfaces de registro (izquierda) y edición del perfil (derecha) para
aplicación.

Fuente: el autor

Figura 88 Interfaces de menú de opciones (izquierda) y selección de dificultad
(derecha) para aplicación.

Fuente: el autor.
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Figura 89 Interfaces del juego principal (izquierda) y las instrucciones (derecha)
para aplicación.

Fuente: el autor

Figura 90 Interfaces de créditos (izquierda) y registro (derecha) para aplicación

Fuente: el autor.
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7.3 SISTEMA WEB
Para la página web, se obtuvieron resultados esperados con la norma 25010 que
se utilizó para el diseño de las interfaces del juego, como lo son: estética, capacidad
para ser usado, protección contra errores.
En la figura 91 se puede observar la página principal, se tienen los campos para
ingresar como administrador o usuario y una funcionabilidad para recordar el
usuario, así como el enlace para cargar el formulario de registro.

Figura 91 Formulario de la página web para ingreso como usuario o administrador.

Fuente: el autor

El formulario de registro se puede ver en la figura 92, donde la página incorpora
textos de otro color para especificar si un campo no es válido. Además, en la figura
93 se pueden observar las ventanas emergentes que se obtienen al finalizar el
registro ya sea de notificación de error o de éxito.
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Figura 92 Formulario web para creación de usuario

Fuente: el autor

Figura 93 ventanas de confirmación de la operación de registro.

Fuente: el autor

En la figura 94, se muestra el formulario para lista de usuarios (lista de los perfiles
ingresados) disponible solo para el administrador, la figura 95 muestra la lista de
usuarios disponible para un usuario en específico.
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Figura 94 lista de usuarios, disponible para administrador.

Fuente: el autor.

Figura 95 lista de usuario disponible para cada usuario.

Fuente: el autor

Al ingresar a la lista de usuarios, el administrador puede crear, consultar, editar,
eliminar y limpiar un registro de un usuario específico utilizando los iconos de la
figura 96, Para seleccionar o editar se utiliza el mismo icono de edición. El usuario
solo tendrá acceso a consulta y edición de sus datos ingresados.
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Figura 96 Botones implementados con Bootstrap para crear, editar, eliminar y
limpiar registros.

Fuente: el autor

Al ingresar al formulario de edición de usuario, el formulario de administrador se
puede observar en la figura 97 y para el usuario en la figura 98. Una vez consultada,
editada o borrada la información del perfil y hecho los cambios deseados aparecerá
una de las ventanas emergentes en las figuras 99 y 100.
Figura 97 Formulario de administrador para edición de un usuario

Fuente: el autor.
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Figura 98 Formulario de usuario para edición de su información.

Fuente: el autor

Figura 99 ventana emergente para informar de edición exitosa o advertencia de
operación de eliminación de usuario.

Fuente: el autor.

Figura 100 ventana emergente para informar de usuario no eliminado u operación
de eliminación exitosa.
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Fuente: el autor.

En las figuras 101, se puede ver el formulario de lista de puntos registros por parte
del administrador, para consultar un perfil en específico o todos los perfiles
existentes se utiliza una barra desplegable y un botón de búsqueda. En la figura 102
se puede ver el formulario de lista de puntos o registros para el caso de un usuario
en específico.

Figura 101 Lista de partidas realizadas por todos los usuarios, disponible para el
administrador.

Fuente: el autor
Figura 102 Lista de partidas realizadas por un usuario especifico, disponible para
el usuario
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Fuente: el autor.
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8. PRUEBAS Y ANALISIS

Se mostrarán las diferentes pruebas que se realizaron en cuanto a la aplicación
móvil en su rendimiento, así como el caso de uso empleado.
8.1 PRUEBAS DE RENDIMIENTO
Para la aplicación móvil, se desarrolló un análisis utilizando el perfilador de Unity, el
cual permite evaluar características de la aplicación como el consumo de CPU y la
memoria almacenada, cabe destacar que para este análisis se tiene en cuenta el
consumo de CPU como un indicador del tiempo que Unity utiliza para cada una de
las tareas ejecutadas, útil para la verificación de áreas como por ejemplo
renderización, códigos (scripting), físicas, animaciones entre otras. El módulo de
memoria indica el total de la memoria usada que la aplicación está utilizando, así
como la memoria total que el sistema utiliza, entre otras características.
Se evaluó el inicio de la aplicación, cambio de ventana, reconocimiento de
imágenes, ventana del juego y ventana de registros, ya que estos demuestran una
estimación de los recursos que se utilizaron en interfaces con y sin uso de la RA;
Para esto se utilizó un computador Intel Core i7-4710MQ de 2.50 GHz, con una
memoria RAM de 16 GB y una tarjeta de video AMD Radeon HD 8690M de 2 GB.
•

Inicio de la aplicación: se ejecuta la aplicación dentro del editor de Unity, se
puede ver en la figura 103 que la tarea que más consumo tiene de CPU fue el
ciclo de edición (Editor Loop). Para la memoria de la aplicación se tuvo un total
de uso de 0.89 GB y un total de la memoria en el sistema de 1.4 GB, ver figura
104.

Figura 103 rendimiento del uso de la CPU al inicio de la aplicación

Fuente: el autor
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Figura 104 Rendimiento de la memoria al iniciar la aplicación.

Fuente: el autor
•

Cambio de ventana : al cambiar de la ventana de portada a la ventana de
ingreso, se puede ver en la figura 105 que la tarea que mas consumo de CPU
utilizó fue el PlayerLoop con un 88.5%, utilizandose un total de 0.93 GB de
memoria y 1.45 GB para uso de la memoria del sistema, ver figura 106.

Figura 105 Rendimiento del uso de la CPU al cambio de ventanas de la aplicación

Fuente: el autor
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Figura 106 rendimiento del uso de la memoria al momento de iniciar la aplicación

Fuente: el autor
•

Inicio del juego: se puede observar un comportamiento diferente en cuanto a
memoria de codificación guardada, esto debido a las tareas que se realizan para
el reconocimiento cada imagen que proviene de la cámara. la tarea que más
demandó consumo de CPU fue dada en el ciclo de reproducción (Player Loop)
los cuales son rutinas de actualización. siendo una memoria total utilizada de
1.37 GB y un uso total en la memoria del sistema de 2.6 GB. En esta actividad
se encontró el máximo almacenamiento utilizado en la memoria, en la figura 107
se puede ver el rendimiento logrado y en la figura 108 el uso de memoria
obtenido.

Figura 107 rendimiento del uso de la CPU al iniciar el juego

Fuente: el autor
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Figura 108 rendimiento del uso de la memoria al momento iniciar el juego.

Fuente: el autor
•

Reconocimiento de imagen: Para el reconocimiento de los marcadores, se
encontró que el Behavior update más específicamente la tarea de actualización
de vuforia (vuforiaBehavior.Update) tiene el mayor consumo de CPU como se
puede ver en la figura 109, además de un total de uso de 1.38 GB de la aplicación
y 2.5 GB de uso total de memoria del sistema; en la figura 110 se muestra
además que cuando se reconoce un marcador la memoria de codificación
guardada (GC Allocated) tiene un comportamiento más regular que cuando está
esperando al reconocimiento de un marcador.

Figura 109 rendimiento del uso de la CPU al reconocer un marcador.

Fuente: el autor
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Figura 110 rendimiento del uso de la memoria al reconocer un marcador.

Fuente: el autor
•

Registros: para la ventana de registros donde está la tabla con los registros
observados se puede ver un mayor consumo de tiempo en el Editor Loop con un
84.8%, un uso total de la memoria de 1.04 GB y un uso aproximado de la
memoria total del sistema de 1.51 GB, en la figura 111 y 112 se puede observar
el rendimiento de uso de CPU y memoria correspondientes

Figura 111 rendimiento del uso de la CPU en la ventana de registros.

Fuente: el autor.
Figura 112 rendimiento del uso de la memoria en la ventana de registro.

Fuente: el autor
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8.1.1 ANÁLISIS DE PRUEBAS DE RENDIMIENTO
Al haber eventos como un cambio de ventana o la inicialización del juego se utiliza
más funciones del ciclo de juego o Player Loop, clase utilizada para el orden en la
actualización de sistemas que maneja unity, en tanto que para ventanas que no
contienen elementos como la portada y los registros se utilizó más notablemente el
ciclo Editor Loop, que son los recursos invertidos por el editor de unity de escritorio.
En la figura 113 se puede ver un gráfico de las pruebas de consumo de CPU.
Figura 113 Resumen de las pruebas de CPU para la aplicación.
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83,2
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17,4

84,8

53,7

Player loop

14,7

88,5

81,9

13,6

44,8

Fuente: el autor

Para las pruebas de memoria se encontró que la memoria de uso promedio fue de
0,97 Gb y la memoria total del sistema usada fue de 1,47 Gb. En actividades de RA
se destaca un notable aumento de la memoria utilizada por la aplicación. En la figura
114 se puede ver un gráfico con los datos obtenidos de las pruebas.
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Figura 114 Pruebas de Memoria utilizada para la aplicación móvil.
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Fuente: el autor

8.2 CASO DE ESTUDIO
Para evaluar la efectividad del software en los niños con y sin TDAH se utilizó un
caso de estudio descriptivo en donde se realizaron pruebas en 9 niños con edades
de 7-11 años. Para la definición de los usuarios se tomó como referencia (Carvajal
& Astrolabio, 2010) en donde se expresa: “Una prueba debería contar con al menos
tres usuarios para identificar cerca del 70% de fallas”. A partir de esto se definieron
dos grupos uno de validación con un numero de 4 niños con TDAH (propuesto
desde los objetivos) y un grupo de control con 5 niños sin el trastorno.
Tomando como ejemplo (Seidel Schlenker, 2016) en donde se hace un estudio de
caso descriptivo para validar un software de RA, se utiliza la metodología que se
puede ver en la figura 115.
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Figura 115 Plan de pruebas desarrollado para validación de aplicación.

Fuente: El autor.

Para cada fase se hace una aclaración y se muestra su aplicación en el actual
proyecto.

FASE 1: Para el contexto del actual proyecto se empleó una prueba en cada uno de
los niños desde sus casas, se utilizaron los equipos con que contaban los usuarios,
conexión a internet, un celular Android Huawei P20 Lite con 6 Gb de RAM, junto con
los 6 marcadores para la RA, el consentimiento informado por parte de los padres,
una encuesta realizada desde la aplicación de Microsoft Forms, el material de la
prueba de Stroop (3 hojas correspondientes a las pruebas).
FASE 2: Para las pautas de validación, se tiene como objetivo medir el rendimiento
que la aplicación móvil puede tener en los niños con y sin TDAH, para esto se
requirió de pruebas que permitan evaluar la atención de los niños antes y después
de utilizar la aplicación.
La evaluación de la atención se hace posible gracias a diferentes pruebas
psicológicas como lo son la prueba de Stroop y la prueba de figuras.
Para la prueba de figuras se utilizó una página web gratuita para los usuarios dada
por (Guerri, 2021) donde se dan diferentes pruebas accesibles para analizar y medir
la atención. La prueba de figuras muestra una secuencia de 10 imágenes en donde
los usuarios tendrán que contar las figuras y responder la cantidad de figuras que
evaluaron todas en un máximo de 90 segundos (este tiempo varía dependiendo de
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la dificultad), para las pruebas solo se utilizó el primer nivel. Se evaluó el porcentaje
global de éxito que se consiguió restándole al total de aciertos los fallos obtenidos.
Para la prueba de Stroop, se utilizó el material brindado por (UNIVERSIDAD
NACIONAL DEL COMAHUE, 2011); en donde se entregó a los estudiantes 3 hojas
con 100 palabras en cada una, en todas las hojas se evaluaron la cantidad de
palabras o elementos que el niño pudo decir correctamente en 45 segundos. En la
primera el niño lee solo palabras impresas con tinta negra el valor será denominado
valor “P”, la segunda hoja contendrá caracteres (por ejemplo “xxxx”) impresas con
colores, donde se evaluarán la cantidad de colores mencionados correctamente el
valor de colores correctamente señalados se denominara valor “C”, para la última
prueba se evaluaron palabras de colores impresos con un color diferente a la
palabra (por ejemplo la palabra “rojo” impresa con el color azul), también conocido
como palabra con interferencia de color, en este caso se evaluará el color con que
estará impreso y no la palabra, este valor será denominado “PC”.
Además de estos se evaluará la resistencia a la interferencia. Esta medida se basa
en los resultados de cada prueba, se procede a obtener PC´ o “PC estimada” como:
PC´ = (P x C)/(P + C) , y la interferencia como I = PC − PC´.
Para estimar el rendimiento, se usó el equivalente a un error relativo usando los
valores antes (al inicio de la prueba) y después (al final de la prueba). El porcentaje
de rendimiento en los valores de cada prueba se muestra en la ecuación 1, para el
caso de valores que incluyen números negativos como se muestra con los valores
de interferencia, ver la ecuación 2.

𝑉𝑎𝑙𝑜𝑟 𝑑𝑒𝑠𝑝𝑢é𝑠 − 𝑉𝑎𝑙𝑜𝑟 𝑎𝑛𝑡𝑒𝑠

𝑅𝑒𝑛𝑑𝑖𝑚𝑖𝑒𝑛𝑡𝑜 = (

𝑉𝑎𝑙𝑜𝑟 𝑎𝑛𝑡𝑒𝑠

𝑉𝑎𝑙𝑜𝑟 𝑎𝑛𝑡𝑒𝑠 − 𝑉𝑎𝑙𝑜𝑟 𝑑𝑒𝑠𝑝𝑢𝑒𝑠

𝑅𝑒𝑛𝑑𝑖𝑚𝑖𝑒𝑛𝑡𝑜 = (

𝑉𝑎𝑙𝑜𝑟 𝑎𝑛𝑡𝑒𝑠

) ∗ 100

Ecuación 1

) ∗ 100

Ecuación 2

FASE 3: La prueba se realizó en 4 casas, algunas pruebas se realizaron asistiendo
en cada casa 2 o 3 niños, con una duración estimada de 80 minutos por sesión, en
la actividad se evaluó la atención de los niños antes y después de usar la aplicación
con RA, con el fin de tener una medida del impacto de la aplicación en los procesos
atencionales. Se tuvo en cuenta la siguiente serie de pasos para el desarrollo de las
validaciones o pruebas:
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•
•
•
•
•
•
•

Encontrar niños que fueran acordes a la edad entre 7-11 años, con que se pueda
contar con el consentimiento informado de los padres o tutores (ver anexo D) y
que presenten o no el diagnostico de TDAH.
Evaluación de la atención de los niños utilizando las pruebas de formas y la
prueba de Stroop, (ver anexo E).
Creación de usuario para acceder con un perfil, mediante la página web o
aplicación móvil.
Inicio al juego en la aplicación móvil con un usuario.
Periodo de juego relativo entre 2 a 5 min, mostrando los diferentes marcadores.
Completar encuesta para medir la usabilidad del sistema.
Realización de las dos pruebas: figuras y Stroop, para medir resultados después
de haber jugado con la aplicación.

Dentro de las revisiones desarrolladas para el estudio de caso, se desarrolló una
evaluación con dos docentes para conocer las retroalimentaciones y perspectivas.
Dentro de la metodología propuesta.
1. Se mostro el funcionamiento de la aplicación junto con la página web.
2. Se mostro la metodología planeada para la valoración de la atención.
3. Se hicieron preguntas referentes a: valoraciones con respecto a la
aplicación, aportes o sugerencias cualitativas que podrían hacerse para
mejorar el desempeño de la aplicación.
Dos profesionales que dieron sus valoraciones trabajan en el momento de redactar
el documento con el departamento de Funza Cundinamarca, la primera profesional
trabaja como docente con niños que incluyen casos con diagnósticos de inclusión,
la segunda trabaja desde la psicología conociendo los procesos de diagnóstico en
niños con TDAH, ambas expresaron sus perspectivas respecto a la aplicación como:
•
•
•
•

El uso en niños de 7- 11 años se recomienda replantear debido a la diferencia
de edades, intereses, patrones que existen. Preferiblemente de 7-9 o 9-11.
Se recomendó emplear en la actividad niveles de dificultad especialmente
para niños con TDAH.
Se recomendó el uso del consentimiento informado, al momento de hacer
pruebas.
Se recomendaron pruebas para evaluar la atención que utilizaran colores,
figuras, y recursos visuales.

Con estas recomendaciones se tuvieron en cuenta al momento de ejecutar las
implementaciones del estudio de caso.
FASE 4: Para el análisis de los datos se tomaron en cuenta los datos cuantitativos
de las pruebas y para el análisis de la usabilidad se analizarán los datos registrados
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en el cuestionario. En los análisis cuantitativos, se obtuvo un aumento tanto en las
pruebas de figuras como la prueba de Stroop.
Para la prueba de figuras el porcentaje global de preguntas respondidas, se muestra
la tabla 39 y figura 116. En donde se puede evidenciar que en el grupo de control
se tuvo un incremento promedio más elevado con un 47,92% (no se incluyó el niño
4 del grupo de control debido a una indeterminación al momento del cálculo)
respecto al grupo de control 9.82%. En ambos casos se encontro un aumento en el
rendimiento salvo 2 excepciones en donde la cantidad de preguntas respondidas se
mantuvo constante.

Tabla 39 Resultados prueba de figuras antes y después del uso de la aplicación.
Grupo
Niño(a)
1
3
4
5
8
2
6
7
9
Promedio

Control
Control
Control
Control
Control
Validación
Validación
Validación
Validación

Antes
[%]
40
80
0
80
60
80
70
40
40
54,44

Rendimiento
Después Rendimiento medio de Grupo
[%]
[%]
[%]
90
125,00
47,92
100
25,00
60
-100
25,00
70
16,67
80
0,00
9,82
80
14,29
40
0,00
50
25,00
72,44
28,87

Fuente: El autor.
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Figura 116 Porcentaje global de aciertos para la prueba de figuras
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Fuente: El autor.

En cuanto a la prueba de Stroop, se obtuvieron resultados que mostraron una
mejora en el rendimiento en la mayoría de los casos, en las tablas 40 y 41 se
muestran los resultados de la prueba de Stroop para los niños(as) antes y después
de usar la aplicación móvil.

Tabla 40 Resultados pruebas Stroop previo al uso de la aplicación
GRUPO
Control
Control
Control
Control
Control
Validación
Validación
Validación
Validación

NIÑO
(A)
1
3
4
5
8
2
6
7
9

Promedio

EDAD
10
9
11
10
11
11
7
11
10

PALABRA COLOR
73
35
57
43
64
46
80
52
89
61
83
55
66
47
68
50
48
42
72,50
48,63

Fuente: El autor.
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PALABRACOLOR
27
19
18
33
31
34
25
34
27
27,63

INTERFERENCIA
3,34
-5,51
-8,76
1,48
-5,19
0,92
-2,45
5,19
4,60
-1,37

Tabla 41 Resultados pruebas Stroop después al uso de la aplicación
GRUPO
Control
Control
Control
Control
Control
Validación
Validación
Validación
Validación

NIÑO
(A)
1
3
4
5
8
2
6
7
9

EDAD
10
9
11
10
11
11
7
11
10

Promedio

PALABRA COLOR
74
53
62
43
77
49
65
62
98
62
85
62
64
47
56
52
60
40
72,63
53,75

COLORPALABRA
36
21
20
32
35
40
33
38
20
31,88

INTERFERENCIA
5,12
-4,39
-9,94
0,27
-2,98
4,15
5,90
11,04
-4,00
1,15

Fuente: El autor.

En la tabla 42 se puede ver el incremento en porcentajes de cada una de las
pruebas, en la figura 117 se muestra el incremento de los puntajes de las 3 pruebas
dentro de la prueba de Stroop y en la figura 118 se muestra el incremento del
rendimiento de la interferencia.

Tabla 42 Porcentajes de rendimiento entre las pruebas de Stroop realizadas.

GRUPO
NIÑO

PRUEBA
PRUEBA
PALABRAPALABRA PRUEBA
COLOR INTERFERENCIA
EDAD
[%]
COLOR [%]
[%]
[%]

1

Control

10

1,37

51,43

33,33

53,12

3

Control

9

8,77

0,00

10,53

-25,50

4

Control

11

20,31

6,52

11,11

11,87

5

Control

10

-18,75

19,23

-3,03

-81,97

8

Control

11

10,11

1,64

12,90

-74,57

2,41

12,73

17,65

350,91

-3,03

0,00

32,00

141,54

Validación
2

11
Validación

6

7
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Validación
7

-17,65

4,00

11,76

112,81

25,00

-4,76

-25,93

-186,96

11
Validación

9

10

Fuente: El autor.

Figura 117 Resultado del rendimiento para la prueba de Stroop para pruebas P,C y
PC.
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l
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2
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7

9

Prueba Palabra [%]

1,37

8,77

20,31

-18,75

10,11

2,41

-3,03

-17,65

25,00

Prueba Color [%]

51,43

0,00

6,52

19,23

1,64

12,73

0,00

4,00

-4,76

Prueba Palabra-Color [%]

33,33

10,53

11,11

-3,03

12,90

17,65

32,00

11,76

-25,93

Fuente: El autor.
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Figura 118 Resultado del rendimiento para la interferencia de los niños(as).
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Fuente: El autor.

Con estos datos se desarrolló un promedio general de los rendimientos que se
tuvieron para los dos grupos, notándose que en el grupo de control hay un mayor
rendimiento en las tres pruebas (palabras, colores, Palabra-Colores) siendo estas
de 4.36%, 15.76%, 12.97% respectivamente y en el grupo de validación valores de
1.68% 2.99%, y 8.87%, sin embargo, el grupo de validación mostro un mejor
rendimiento de interferencia con 104,57% en tanto el grupo de control mostro una
reducción este mismo -23.41%. Esto se puede deber a que la variable de
interferencia hace referencia a la inhibición de una respuesta preprogramada como
es la de reconocer palabras por el reconocimiento de colores (Golden, 2020), el
grupo de validación puede mostrar una mejor capacidad de inhibición de respuestas
cognitivas. En la tabla 43 se pueden observar estos resultados.

Tabla 43 Promedio de rendimiento de las variables de la prueba de Stroop
Promedio de
rendimiento
Palabra [%]
Control
4,36
validación
1,68
Fuente: El autor.
Grupo

Promedio de
rendimiento
Color [%]
15,76
2,99
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Promedio de
rendimiento
Palabra Color [%]
12,97
8,87

Promedio de
rendimiento
Interferencia [%]
-23,41
104,57

8.2.2 PRUEBAS DE USABILIDAD
Además de los datos cuantitativos, se muestra las pruebas de usabilidad usando el
formulario que los niños completaron después de haber utilizado la aplicación.
Para la encuesta de satisfacción y retroalimentación se puede consultar las
preguntas y respuestas del cuestionario en las figuras 119 a la 126.
Para la primera pregunta, se indagó por un valor numérico que describiera la
percepción de los niños que jugaron el juego en cuanto a la funcionabilidad para
lograr un refuerzo de la atención de los participantes indicando una calificación
media de 8,69/10 para consultar la primera pregunta y su respuesta media del
cuestionario de usabilidad ver figura 119.

Figura 119 Primera pregunta del Cuestionario de usabilidad.

Fuente: (Microsoft, 2020)
Para la segunda pregunta se indagó por una medida cuantitativa de la facilidad de
uso de la primera vez que se utilizó la aplicación, mostrando que el promedio de la
puntuación obtenida para esta medida fue de 7,56 / 10; indicando una usabilidad
alta, para consultar la segunda pregunta y su respuesta media del cuestionario de
usabilidad ver figura 120.

Figura 120 Segunda pregunta del cuestionario de usabilidad.

Fuente: (Microsoft, 2020)
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En la tercera pregunta se utilizó una medida cuantitativa para describir la facilidad
que tuvieron los usuarios después de usar la aplicación la primera vez, indicando
un promedio de 7,33 / 10. para consultar la tercera pregunta y su respuesta media
del cuestionario de usabilidad ver figura 121.

Figura 121 Tercera pregunta del Cuestionario de usabilidad.

Fuente: (Microsoft, 2020).
En la cuarta pregunta se indagó por los problemas y errores que se hayan
presentado en la instalación y la ejecución de la aplicación, se encontró que los
problemas detectados fueron asociados a la no aparición de los modelos 3D, esto
puede deberse a las condiciones de iluminación donde se hizo la prueba de quienes
hayan presentado estos errores. Para consultar la cuarta pregunta y sus respuestas
del cuestionario de usabilidad ver figura 122.
Figura 122 Cuarta pregunta del Cuestionario de usabilidad.

Fuente: (Microsoft, 2020).
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En la quinta pregunta se indagaron posibles errores adicionales que no se hayan
contemplado en la anterior pregunta. En esta pregunta se obtuvo un porcentaje nulo
de otros errores, para ver la cuarta pregunta y sus respectivas respuestas del
cuestionario de usabilidad ver figura 123.

Figura 123 Quinta pregunta del cuestionario de usabilidad.

Fuente: (Microsoft, 2020).
La sexta pregunta se utilizó para describir los posibles errores, se puede observar
las respuestas en la figura 124,

Figura 124 Sexta pregunta del cuestionario de usabilidad.

Fuente: (Microsoft, 2020).
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Para la séptima pregunta, se indago por una medida cuantitativa que permita medir
el grado de recomendación que darían de la aplicación, encontrándose una medida
de 8,56 / 10. para ver la pregunta y la puntuación media obtenida en las respuestas
ver figura 125.

Figura 125 Sexta pregunta del Cuestionario de usabilidad.

Fuente: (Microsoft, 2020).
Para la última pregunta, se indagó por las sugerencias y retroalimentaciones que
los usuarios dieron. Entre las respuestas obtenidas se encontró que fue útil, se
desea más variedad de elementos, mejorar las gráficas, más tiempo de juego, más
vidas, minijuegos adicionales. Para la octava pregunta y sus respuestas del
cuestionario de usabilidad ver la figura 126.

Figura 126 Octava pregunta del Cuestionario de usabilidad.

Fuente: (Microsoft, 2020).
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Se encontró que, al utilizar elementos tridimensionales, sonidos y animaciones la
realidad aumentada es una gran herramienta para atraer la atención de los niños
encuestados, los usuarios recomiendan la aplicación, su facilidad de uso, así como
la funcionabilidad de mejorar la atención.
Existen fallas importantes que mejorar en el desarrollo del juego como lo son el
reconocimiento de imágenes y la estabilidad de la aplicación. Además, se
recomienda incluir mejores gráficos, mayor variedad de juegos, nuevas dinámicas
para el mismo juego como el uso de vidas o tiempo
RESULTADOS DE LA PAGINA WEB

A partir de los datos registrados se una tendencia de interés a los niveles de
dificultad más intermedios seguidos de avanzados, como se puede ver en la figura
127, en la tabla 44 se puede ver los tiempos promedios por cada nivel de dificultad.
Mostrándose un tiempo promedio de 2,34 seg por partida.

Figura 127 Distribución de participación según los niveles de dificultad

Participación promedio
39

38,26

38

Puntuación

37
36

35,17

35

Total; 34,36

34
33
32
dificil

mediano

Fuente: El autor.
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normal

Tabla 44 Duración promedio de las partidas de acuerdo con el nivel de dificultad.
DIFICULTAD

DURACIÓN [Min]

NORMAL

2,15

MEDIANO

2,25

DIFÍCIL

2,71

TOTAL

2,34

Fuente: El autor.
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9.

CONCLUSIONES

Se desarrolló un software basado en RA para niños con TDAH, el cual permitió
evaluar el tiempo, nivel de dificultad, fecha de las partidas, duración; registrándolos
a un sistema web.
Se diseño, implementó y valido 6 escenarios para la aplicación basada en RA.
Encontrándose que al hacer el juego en niños con y sin TDAH se comprobó que se
mejoró los resultados de las pruebas de atención; la prueba de figuras y colores
mostro un incremento en el rendimiento del puntaje global en un 47,92% para el
grupo de control y 9,82% para el grupo de validación.
En la prueba de Stroop se encontro un incremento de las tres variables (pruebas de
palabras “P”, colores “C”, palabras-colores “PC”) realizadas en el grupo de
validación siendo estas de 4.36%, 15.76%, 12.97% respectivamente, mientras que
en el grupo de control valores de 1.68% 2.99%, y 8.87%. Sin embargo, en el factor
de interferencia en el grupo de validación se obtuvo un promedio de rendimiento de
104.57% mientras que el grupo de control mostro un rendimiento negativo de
23,41% mostrando un indicador de no estar desarrollando la capacidad de inhibir
respuestas preprogramadas.
En la herramienta del perfilador de unity se evidenció un uso de 1,46 GB para el
reconocimiento de marcadores y 2,45 GB para un uso total del sistema; para
actividades diferentes al uso de RA se utilizó 1 GB aproximada para uso total y 1,5
GB para uso total del sistema.
El tiempo medio de juego por parte de los usuarios fue de 2.34 minutos, y los niveles
de dificultad que más se utilizaron fueron el nivel intermedio seguido del difícil.
El juego brindo una experiencia agradable para fortalecer la concentración y
atención de los niños. Se encontro una recomendación positiva con una puntuación
de 8.56 / 10 en las encuestas brindadas, además de varias recomendaciones por
parte de los usuarios como mejorar la calidad de las gráficas, variedad de juegos y
otras dinámicas para aumentar el tiempo de uso.
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10. RECOMENDACIONES Y TRABAJOS FUTUROS

Se aconseja utilizar mayores retos y promover una mayor duración de los ejercicios
o lúdicas planteadas, los niños en especial si tienen un déficit de atención o
hiperactividad requieren de actividades con retos que logren captar por un periodo
de tiempo su atención, esto puede lograrse más fácilmente con recursos audio
visuales como los modelos tridimensionales adaptados a sus gustos e intereses.
Para ello se aconseja el uso de actividades con movimientos de los dispositivos
móviles, agregando una mayor dinámica. La incorporación de movimientos puede
llegar a tener índices más altos en indicadores de la atención.
Se recomienda trabajar con grupos de personas entre edades más cercanas, por
ejemplo 7-9 y 10-11 años.
El uso de tecnologías como la RA presento ser una adecuada herramienta que
puede ser fácilmente adoptado en los espacios académicos para mejorar las
experiencias que los usuarios en especial con dificultades atencionales puedan
tener, es por lo que se propone incorporar dentro de un juego múltiples minijuegos,
que permitan una mayor diversidad y atracción al usuario.
Es necesario usar RA más avanzada como el reconocimiento con sensores,
giróscopos, realidad aumentada en páginas web, utilización de juegos con
novedosas dinámicas y actividades.
La RA es un campo con mucho potencial en cuanto al desarrollo de capacidades,
porque facilita una interacción con modelos, animaciones, sonidos, juegos, desde
algún dispositivo. Se recomienda usar más juegos que no requieran únicamente de
materiales físicos, haciéndolos más accesibles.

Se recomienda incorporar modos de acceso más sencillos para el registro del juego.
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ANEXO A: MANUAL DE USUARIO

MATERIALES NECESARIOS
Para imprimir las imágenes del juego:
•
•

Computadora con conexión a internet.
Impresora (se imprimirán 2 páginas, puede ser a blanco y negro).

Para la instalación de la aplicación:
• Celular con Android 4.1 o superior
• Celular preferiblemente con una resolución de 720x1280
• 2 Gb de RAM
• Espacio de almacenamiento de 90 Mb
• La aplicación solo solicitara permiso de Cámara.
1. Revisar que tienes el enlace para descargar la aplicación y las imágenes ya
sea desde tu correo o tu medio de contacto con el administrador como por
ejemplo WhatsApp, este enlace te llevara a la ventana donde estarán los
archivos como se puede ver en la figura 1.
Figura 1 lugar del enlace enviado donde estará la aplicación y las imágenes en el
pdf.

Fuente: El autor

2. conecta el celular donde se instalará la aplicación a un equipo mediante cable
USB. Verifica que el celular esté conectado y presiona la opción transferir
archivos, ver figura 2.

Figura 2 opciones para usar el celular una vez conectado el USB

Fuente: El autor

3. Ve al enlace (figura 1), descarga la aplicación y el documento con las
imágenes necesarias para el juego (descarga e imprime el documento,
puede ser a blanco y negro), como se ve en la figura 3.

Figura 3 Imagen de la descarga del archivo .apk

Fuente: El autor

4. Copia el archivo .apk desde el lugar donde se descargó la aplicación en tu
equipo (figura 4), y pégala en una carpeta de tu celular (por ejemplo,
descargas. Ver figura 5).

2

Figura 4 imagen de los archivos descargados.

Fuente: El autor
Figura 5 Carpeta del celular donde se debe guardar el archivo .apk

Fuente: El autor

5. En tu celular ve a un programa de almacenamiento y encuentra la aplicación
como se puede ver en la figura 6 (si no aparece igual que la figura, ver la
carpeta donde se descargó el archivo .apk por ejemplo descargas).

3

Figura 6 almacenamiento, donde se puede encontrar la aplicación Appmemory

Fuente: El autor

6. Presiona el icono de Unity para iniciar el proceso de instalación, ver figura
(7).

Figura 7 instalación de la aplicación

Fuente: El autor

7. Permite a tu celular reconocer e instalar la aplicación, es probable que al no
estar verificada por Google Play te advierta de algún peligro por aplicaciones

4

desconocidas, no te preocupes y una fuente confiable, presiona la opción de
instalación, como se puede observar en la figura 8.

Figura 8 Autorización para instalar la aplicación móvil

Fuente: El autor

8. Al terminar la instalación se abrirá la ventana de la aplicación con una
pequeña presentación del programa usado para la creación, espera a
ingresar, ver figura 9.

Figura 9 Ventana al abrir la aplicación, visualización del logo Unity

Fuente: El autor
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9. Ingresa a crear usuario, ver figura 10.
Figura 10 portada de la aplicación para crear una cuenta

Fuente: El autor

10. Ingresa los datos del niño que va a jugar el juego. (recuerda el correo y la
clave, ver figura 11)

Figura 11 Ventana de registro para el ingreso como un usuario
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Fuente: El autor

11. Una vez terminado ingresaras con el correo y la clave, ver figura 12.

Figura 12 ventana de ingreso, para iniciar como usuario

Fuente: El autor
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12. Presiona el botón jugar con RA, ver figura 13.

Figura 13 menú de opciones cuando ingresa a la aplicación

Fuente: El autor.

13. Selecciona el nivel de dificultad deseado (por ejemplo, fácil. Ver figura 14)
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Figura 14 ventana para seleccionar las dificultades del juego

Fuente: El autor

14. Ingresaras al juego, donde luego acerca una de las imágenes descargadas
e impresas, ver figura 15.
Figura 15 ventana principal del juego

Fuente: El autor
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ANEXO B: MANUAL DE PROGRAMADOR DE APP MEMORY
UNITY
Para el desarrollo de la aplicación móvil basada en RA, se utilizó el editor Visual
Studio para la programación del software mediante el lenguaje c#. Se programo un
código o script para cada ventana usada en la aplicación, un código usando clases
de la librería vuforia, un código para la comunicación con la API, las clases de los
modelos empleados y el código funcional del juego

Modelos y ApiService
En la tabla 1,2,3 se muestra el desarrollo de la clase UserModel, ScoreModel y
MessageModel las cuales fueron desarrolladas para guardar la información del
usuario que ha ingresado al juego e interactuar con el juego y con la Api.

Tabla 1 Descripción de Código de clase UserModel
UserModel
// Se serializa para poder enviar y recibir información de la API
[System.Serializable]
//clase publica utilizada para consultar, crear, actualizar y borrar la informacion
del usuario
public class UserModel
{
public int id;
public string fecha_creacion;
public string fecha_actualizado;
public string fecha_borrado;
public string nombre;
public string correo;
public string clave;
public string genero;
public int edad;
public int max_puntage;
public bool admin;
public bool activo;
}
//clase publica utilizada para crear un vector de usuarios, necesario para recibir
todos los usuarios de la BD.
public class UserListModel
{
public UserModel[] lista;
}

Fuente: Los autores
Para el desarrollo de la clase ScoreModel se puede observar la tabla 2, la cual
describira las variables que se toman en cuenta de la Api en cuanto a registros de
usuarios.

Tabla 2 Descripción de Código de clase ScoreModel
ScoreModel
// Se serializa para poder enviar y recibir información de la API
[System.Serializable]
//clase publica utilizada para consultar, crear, actualizar y borrar la informacion
de los registros o puntajes de los usuarios.
public class ScoreModel
{
public int id;
public string fecha_creacion;
public string fecha_actualizado;
public string fecha_borrado;
public int id_usuario;
public int id_dificulta;
public string Duracion;
public int Puntage;
}
//clase publica utilizada para crear un vector de registros, necesarios para recibir
todos los registros de partidas de usuarios en la BD.
public class ScoreListModel
{
public ScoreModel[] lista;
}
Fuente: Los autores
Para el ingreso de un usuario es necesario su validación mediante un sistema de
seguridad como lo es el token, la clase MessageModel que se puede ver su
descripción en la tabla 3, muestra los campos necesarios para la validación de un
mensaje desde la Api.

Tabla 3 Descripción de Código de clase MesageModel
MesageModel
// Se serializa para poder enviar y recibir información de la API

[System.Serializable]
//clase publica utilizada para recibir la información de un mensaje dado por la
Api respecto al intento de ingreso de un usuario.
public class MesageModel
{
public int code;
public string data;
public string data_string;
public string message;
public string new_token;
}
Fuente: Los autores
En la tabla 4 se puede observar toda la descripción de la Clase ApiService la cual
será la encargada de la comunicación con la API ubicada en el servidor “heroku”.

Tabla 4 Código de la clase que se conecta con la Apiservice
API SERVICE
public class ApiService : MonoBehaviour
{
// dirección de la pagina donde esta la aplicación
private string api_url = "https://app-memoria-proyecto.herokuapp.com/" +
"api/v1/";
// ruta de usuarios y registros
private string _urlUser = "usuario";
private string _urlScore = "scored";
//clase publica del mensaje y su información en variable string que llega de la
Api
publicó MesageModel mensaje;
publicó string mensajeString;
// funciones para insertar y consultar un token como variable global de tipo string
public void SetToken(string token)
{
PlayerPrefs.SetString("token", token);
}
public string GetToken()
{
var s = PlayerPrefs.GetString("token", "");
if (s == "")
{

return "";
}
return "?authorization=" + s;
}
// funciones para insertar y consultar el usuario ingresado, variable global string
public void SetUser(string user)
{
if (user != null && user != "" && int.Parse(user, 0) != 0)
{
PlayerPrefs.SetString("User", user);
}
}
public int GetUser()
{
return int.Parse(PlayerPrefs.GetString("User", ""), 0);
}
// función para validar conexión con servidor y convertir una respuesta de la Api
de .json a la clase MessageModel
IEnumerator query(UnityWebRequest www)
{
www.downloadHandler = new DownloadHandlerBuffer();
yield return www.SendWebRequest();
if (www.isNetworkError)
{
Debug.Log(www.error);
}
else
{
mensajeString = www.downloadHandler.text;
mensaje = JsonUtility.FromJson<MesageModel>(mensajeString);
}
}
// Corrutina para utilizar el objeto UnityWebRequest, con el fin de hacer
peticiones POST,PUT,GET Y DELETE de la información del usuario
(codificadas en un token), a la dirección web de la Api.
IEnumerator Post(string url, WWWForm form)
{
UnityWebRequest www = UnityWebRequest.Post(api_url + url +
GetToken(), form);
yield return StartCoroutine(query(www));
}
IEnumerator Get(string url)
{
UnityWebRequest www = UnityWebRequest.Get(api_url + url +
GetToken());

yield return StartCoroutine(query(www));
}
IEnumerator Put(string url, string data)
{
UnityWebRequest www = UnityWebRequest.Put(api_url + url + GetToken(),
data);
yield return StartCoroutine(query(www));
}
IEnumerator Put(string url, byte[] data)
{
UnityWebRequest www = UnityWebRequest.Put(api_url + url + GetToken(),
data);
yield return StartCoroutine(query(www));
}
IEnumerator Delete(string url)
UnityWebRequest www = UnityWebRequest.Delete(api_url + url +
GetToken());
yield return StartCoroutine(query(www));
}
/////////////////////////////////////////////
// Corrutina publica para enviar el correo y clave al servidor y si el mensaje de la
api no es nulo ni su nuevo token, entonces guarda el nuevo token en una
variable global
public IEnumerator Login(UserModel user)
{
WWWForm form = new WWWForm();
form.AddField("email", user.correo);
form.AddField("password", user.clave);
yield return StartCoroutine(Post(_urlUser + "/login", form));
if (mensaje != null && mensaje.new_token != null)
{
SetToken(mensaje.new_token);
}
}
// crear un formulario privado con validación de los campos: nombre, correo,
clave, genero, edad, admin y activated de una clase UserModel
private WWWForm formUser(UserModel user)
{
WWWForm form = new WWWForm();
if (user.nombre != null && user.nombre != "")
{
form.AddField("name", user.nombre);
}

if (user.correo != null && user.correo != "")
{
form.AddField("email", user.correo);
}
if (user.clave != null && user.clave != "")
{
form.AddField("password", user.clave);
}
if (user.genero != null && user.genero != "")
{
form.AddField("gender", user.genero);
}
if (user.edad != null && user.edad != 0)
{
form.AddField("age", (int)user.edad);
}
if (user.admin != null)
{
form.AddField("admin", (bool)user.admin ? 1 : 0);
}
if (user.activo != null)
{
form.AddField("actived", (bool)user.activo ? 1 : 0);
}
return form;
}
// Corrutina publica para crear un usuario, que además utiliza la corrutina Post
para enviar un formulario validado a la dirección url de usuarios de la Api
public IEnumerator UserCreate(UserModel user)
{
yield return StartCoroutine(Post(_urlUser, formUser(user)));
}
// Corrutina pública para consultar un usuario y todos los usuarios, usando la
corrutina GET para consultar la información de un id de usuario en específico.
public IEnumerator UserGet(int id)
{
yield return StartCoroutine(Get(_urlUser + "/" + id));
}
public IEnumerator UserGetList(int id)
{
yield return StartCoroutine(Get(_urlUser + "/list/" + id));
}
// Corrutina pública para utilizar los verbos de actualización (PUT) y borrado
(DELETE) de un formulario de usuario validado.

public IEnumerator UserUpdate(UserModel user)
{
yield return StartCoroutine(Post(_urlUser + "/" + user.id, formUser(user)));
}
public IEnumerator UserDelete(UserModel user)
{
yield return StartCoroutine(Delete(_urlUser + "/" + user.id));
}
/////////////////////////////////////////////
// crear un formulario privado con validación de los campos: id de usuario,
dificultad, duración, puntaje de una clase WWWForm
private WWWForm formScore(ScoreModel score)
{
WWWForm form = new WWWForm();
if (score.id_usuario != null && score.id_usuario != 0)
{
form.AddField("coduser", (int)score.id_usuario);
}
if (score.id_dificulta != null && score.id_dificulta != 0)
{
form.AddField("CodDifficulty", (int)score.id_dificulta);
}
if (score.Duracion != null && score.Duracion != "")
{
form.AddField("Duration", score.Duracion);
}
if (score.Puntage != null && score.Puntage != 0)
{
form.AddField("score", (int)score.Puntage);
}
return form;
}
// Corrutina pública para utilizar el verbo POST (de creación) de un formulario de
registros validado.
public IEnumerator ScoreCreate(ScoreModel score)
{
yield return StartCoroutine(Post(_urlScore, formScore(score)));
}
// Corrutina pública para consultar los registros de un usuario y todos los
registros utilizando el verbo de consulta (GET) de un id de usuario.
public IEnumerator ScoreGet(int id)
{
yield return StartCoroutine(Get(_urlScore + "/" + id));
}
public IEnumerator ScoreGetList(int id)
{

yield return StartCoroutine(Get(_urlScore + "/list/" + id));
}
// Corrutinas públicas para actualizar y borrar los registros de una clase
ScoreModel, bajo el atributo de id del registro.
public IEnumerator ScoreUpdate(ScoreModel score)
{
yield return StartCoroutine(Post(_urlScore + "/" + score.id,
formScore(score)));
}
public IEnumerator ScoreDelete(ScoreModel score)
{
yield return StartCoroutine(Delete(_urlScore + "/" + score.id));
}
}
Fuente: Los autores

Interfaces
A continuación, se procederá mostrar los códigos empleados para el
funcionamiento de las interfaces de la aplicación.
Para el código de la primera interfaz o portada se puede ver su descripción en la
tabla 5, esta tuvo un desarrollo más simple ya que su función es permitirle al
usuario navegar entre una ventana de inicio de sesión y una ventana de creación
de usuario.

Tabla 5 Descripción de Código de clase PortadaController
PortadaController
public class PortadaController : MonoBehaviour
{
public Button Button_CreateUser;
public Button Button_init;
// configuración de los botones con los llamados de funciones login y CreateUser
que se ejecutaran una vez sea activado el botón correspondiente.
void Start()
{
Button_init.onClick.AddListener(Login);
Button_CreateUser.onClick.AddListener(CreateUser);
}

// Se carga escena ingreso como usuario o invitado.
void CreateUser()
{
SceneManager.LoadScene("UserNewScene");
}
// Se carga escena para registro de usuario
void Login()
{
SceneManager.LoadScene("LoginScene");
}
}
Fuente: Los autores
Seguidamente se continua con la visualización de la ventana de ingreso o Login, el
usuario o administrador ingresan sus correos y claves, pueden ocultar o visibilizar
la contraseña. Y también ingresar como invitado.
Para el código de la ventana de ingreso se puede ver la descripción del código en
la tabla 6.

Tabla 6 Descripción de Código de clase LoginUserController
LoginUserController
public class LoginUserController : MonoBehaviour
{
// variables
public Sprite eyeClosed, eyeOped;
public InputField intUsuario;
public InputField intClave;
public Button Button_init;
public Button Button_invitado;
public Button Button_Back;
public Button Button_Ocultar;
public Text textAviso;
private int ColorCode;
private bool estado_ojo;
private Color color1, color2, color3;
private UserModel user1;
private ApiService apiService;
/ Inicialización de variables, configuración de botones, creación de objeto de la
clase ApiService y UserModel.
void Start()

{
user1 = new UserModel();
Button_init.onClick.AddListener(Login0);
Button_invitado.onClick.AddListener(Invitado);
Button_Back.onClick.AddListener(Back);
ColorCode = 0;
color3 = new Color(0, 0, 255);
color2 = new Color(255, 0, 0);
color1 = new Color(0, 0, 0);
apiService = gameObject.AddComponent<ApiService>();
estado_ojo = false;
Button_Ocultar.onClick.AddListener(Ocultar);
intClave.contentType = InputField.ContentType.Password;
}
// función que se ejecuta cuando se oprime el botón de ingresar como usuario
void Login0()
{
StartCoroutine(Login());
}
//corrutina de ingreso, se registra el correo y la clave a la clase UserModel y se
envía a la clase ApiService, si se ingreso correctamente cambiara de escena;
En caso contrario mostrara un mensaje con el error.
IEnumerator Login()
{
user1.correo = intUsuario.text;
user1.clave = intClave.text;
{
textAviso.text = "espere un momento ...";
yield return StartCoroutine(apiService.Login(user1));
Debug.Log(apiService.mensaje.code);
if (apiService.mensaje.code == 200)
{
PlayerPrefs.SetInt("invitado", 0);
apiService.SetUser(apiService.mensaje.data_string);
SceneManager.LoadScene("SelectScene");
}
else

{
Cambio_color();
textAviso.text = apiService.mensaje.message;
}
}
}
// función de acceso como invitado, cambia de escenario como un invitado
void Invitado()
{
PlayerPrefs.SetInt("invitado", 1);
SceneManager.LoadScene("DificultadScene");
}
// Regreso a la ventana anterior
void Back()
{
SceneManager.LoadScene("Portada");
}
// Función para cambiar el tipo de caracteres de la clave, haciéndola visibles o
no y cambiando la imagen del botón.
void Ocultar()
{
if (!estado_ojo)
{
intClave.contentType = InputField.ContentType.Standard;
Button_Ocultar.image.sprite = eyeClosed;
estado_ojo = true;
}
else
{
intClave.contentType = InputField.ContentType.Password;
Button_Ocultar.image.sprite = eyeOped;
estado_ojo = false;
}
this.intClave.ForceLabelUpdate();
}
// función utilizada para cambiar el color del texto si hubo un error al ingresar
como usuario
void Cambio_color()
{
switch (ColorCode)
{
case (0):
textAviso.color = color1;

ColorCode++;
break;
case (1):
textAviso.color = color2;
ColorCode++;
break;
case (2):
textAviso.color = color3;
ColorCode = 0;
break;
default:
textAviso.color = color1;
ColorCode++;
break;
}
}
Fuente: Los autores
La ventana de registro de usuarios, tiene 4 entradas de texto (nombre, correo,
edad, clave), una lista de opciones (o también llamada dropdown para la selección
de genero) ; un boton para visualizar u ocultar la clave , un boton para regreser a
la portada y un boton para registrar el usuario. En la tabla 7, se puede observar el
código empleado para esta ventana.

Tabla 7 Descripción de Código de clase LoginUserController
CreateUserController
public class CreateUserController : MonoBehaviour
{
public InputField intNombre;
public InputField intCorreo;
public Dropdown intgenero;
string intGenero;
public InputField intEdad;
public InputField intClave;
public Button Button_Save;
public Button Button_Cancel;
public Button Button_clave1;
public Sprite eyeClosed, eyeOped;
bool estado_ojo1;

private UserModel user1;
private ApiService apiService;
List<string> options = new List<string>() { "HOMBRE", "MUJER", "OTRO" };
// Start es llamado antes del primer cuadro (frame)
void Start()
{
//Se inicializa las opciones del dropdown
intgenero.AddOptions(options);
intgenero.value = 0;
// Se crea un objeto de la clase apiService
apiService = gameObject.AddComponent<ApiService>();
//Se configura los botones de cancelar y guardar con eventos como el buton1
y buton2.
Button_Cancel.onClick.AddListener(boton1);
Button_Save.onClick.AddListener(boton2);
estado_ojo1 = false;
Button_clave1.onClick.AddListener(change);
}
//funcion para para regresar a la escena portada
private void boton1()
{
SceneManager.LoadScene("Portada");
}
//Funcion para leer, validar los datos de los campos e inicia corrutina
CreateUser
private void boton2()
{
ReadUserView();
StartCoroutine(CreateUser());
}
//corrutina para validar la clase UserModel y llamar la corrutina de creación de
usuario de la clase ApiService. De ser exitoso el ingreso se cambiara a la
ventana de ingreso, en el caso de haber un error no se podra cambiar de
escena.
IEnumerator CreateUser()
{
{
UserModel user = ReadUserView();
if (user != null)
{
yield return StartCoroutine(apiService.UserCreate(ReadUserView()));
if (apiService.mensaje.code == 200)

{
boton1();
}
}
}
}
//clase para leer, validar y guardar los campos completados en la clase
UserModel
private UserModel ReadUserView()
{
var user2 = new UserModel();
user2.nombre = intNombre.text;
user2.correo = intCorreo.text;
change_gender(intgenero.value);
user2.genero = intGenero;
string edad = "0" + intEdad.text;
user2.edad = int.Parse(edad, 0);
if (intClave.text != "")
{
user2.clave = intClave.text;
}
else
{
return null;
}
return user2;
}
// clase públicas para la selección de la letra que se guardara en la clase
UserModel según lo seleccionado por el Dropdown o barra de opciones.
public void change_gender(int index)
{
switch (index)
{
case (0):
intGenero = "M";
break;
case (1):
intGenero = "F";
break;
case (2):
intGenero = "O";
break;

default:
intGenero = "O";
break;
}
}
//clase utilizada para modificar la visualización de la lista de opciones del genero
(componente Dropdown) la opción que se haya seleccionado (cambiara el valor
del atributo intgenero.value)
public void recive_gender(string index)
{
switch (index)
{
case ("M"):
intgenero.value = 0;
break;
case ("F"):
intgenero.value = 1;
break;
case ("O"):
intgenero.value = 2;
break;
default:
intgenero.value = 2;
break;
}
}
// Función utilizada para cambiar el tipo de caracteres de la clave, haciendo la
visible o no y cambiando la imagen del botón ocultar.
void change()
{
if (!estado_ojo1)
{
intClave.contentType = InputField.ContentType.Standard;
Button_clave1.image.sprite = eyeClosed;
estado_ojo1 = true;
}
else
{
intClave.contentType = InputField.ContentType.Password;
Button_clave1.image.sprite = eyeOped;
estado_ojo1 = false;

}
this.intClave.ForceLabelUpdate();
}
}
Fuente: Los autores
La ventana de edición del perfil mostrara toda la información del usuario
ingresado, además de consultar sus datos el usuario puede editar algunos campos
como lo son: el nombre, la edad, género y la clave. Los campos Id y puntaje
máximo no serán editables.
El código implementado de la ventana de edición de perfil se puede ver en la tabla
8.

Tabla 8 Descripción de Código de clase EditUserController.
EditUserController
public class EditUserController : MonoBehaviour
{
//definicion de variables
public InputField intID;
public InputField intNombre;
public InputField intCorreo;
public Dropdown intgenero;
private string intGenero = "O";
public InputField intEdad;
public InputField intPuntuacion;
public InputField intClave;
public InputField intClave2;
public Button Button_clave1;
public Button Button_Save;
public Button Button_Cancel;
public Sprite eyeClosed, eyeOped;
private bool estado_ojo1;
private UserModel user1;
private ApiService apiService;
List<string> options = new List<string>() { "Hombre", "Mujer", "Otro" };
// Start es llamado antes del primer frame o ciclo de actualizacion,
void Start()
{
//inicializa la lista de opciones
intgenero.AddOptions(options);
//crea un objeto de la clase ApiService

apiService = gameObject.AddComponent<ApiService>();
//Inicia corrutina de busqueda del usuario ingresado
StartCoroutine(GetUser());
estado_ojo1 = false;
//configuran los botones con eventos como boton 1 y boton 2 para cambiar de
ventanas
Button_Cancel.onClick.AddListener(boton1);
Button_Save.onClick.AddListener(boton2);
Button_clave1.onClick.AddListener(cambio1);
}
// clase utilizada para la visualización o ocultamiento de los caracteres de la
clave y el cambio de imagen del boton
void cambio1()
{
if (!estado_ojo1)
{
intClave.contentType = InputField.ContentType.Standard;
Button_clave1.image.sprite = eyeClosed;
estado_ojo1 = true;
}
else
{
intClave.contentType = InputField.ContentType.Password;
Button_clave1.image.sprite = eyeOped;
estado_ojo1 = false;
}
this.intClave.ForceLabelUpdate();
}
// asignación de letra a la variable de genero del usuario
public void change_gender(int index)
{
switch (index)
{
case (0):
intGenero = "M";
break;
case (1):
intGenero = "F";
break;
case (2):
intGenero = "O";
break;

default:
intGenero = "O";
break;
}
}
//función para visualizar la lista de opciones de la interfaz grafica según opcion
seleccionada: M,F y O
public void recive_gender(string index)
{
switch (index)
{
case ("M"):
intgenero.value = 0;
break;
case ("F"):
intgenero.value = 1;
break;
case ("O"):
intgenero.value = 2;
break;
default:
intgenero.value = 2;
break;
}
}
// consulta, valida y guarda la informacion que esta en las entradas o campos y
lo guarda si es valido en el modelo de usuario
private UserModel ReadUserView()
{
var user2 = new UserModel();
user2.id = user1.id;
user2.nombre = intNombre.text;
change_gender(intgenero.value);
user2.genero = intGenero;
user2.edad = int.Parse(intEdad.text);
if (intClave.text != "")
{
user2.clave = intClave.text;
}
else
{
intClave.text = "Llenar clave";

}
return user2;
}
//Imprime en la interfaz todos los datos que se recibieron del usuario ingresado.
private void WriteUserView()
{
intID.text = "" + (int)user1.id;
intNombre.text = user1.nombre;
intCorreo.text = user1.correo;
recive_gender(user1.genero);
intEdad.text = "" + (int)user1.edad;
intPuntuacion.text = "" + (int)user1.max_puntage;
}
// corrutina desarrollada para habilitar las demás corrutina de comunicación en la
clase ApiService mediante UnityWebRequest.
IEnumerator GetUser()
{
{
yield return StartCoroutine(apiService.UserGet(apiService.GetUser()));
//si el mensaje de la ApiService signfica que el usuario esta registrado en la BD
el mensaje de la api se convertirá de un archivo .json a una clase UserModel
if (apiService.mensaje.code == 200)
{
user1 =
JsonUtility.FromJson<UserModel>(apiService.mensaje.data_string);
WriteUserView();
}
}
}
//evento para cambiar a la escena “menú de opciones”
private void boton1()
{
SceneManager.LoadScene("SelectScene");
}
//evento para consultar la información de las entradas guardada en la clase
userModel e inicia corrutina para actualización del usuario
private void boton2()
{
ReadUserView();
StartCoroutine(UpdateUser());
}
IEnumerator UpdateUser()

{
{
yield return StartCoroutine(apiService.UserUpdate(ReadUserView()));
if (apiService.mensaje.code == 200)
{
boton1();
}
}
}
}
Fuente: Los autores
Para la consulta de las partidas hechas por el usuario se procede a ingresar en la
ventana de Registros donde una tabla visualizara todos los datos registrados en la
BD. Se mostraran los campos: id del registro, dificultad de la partida, duración,
puntuación y fecha.
Para ver la descripción del código empleado por la ventana de registros, se puede
ver la tabla 9.

Tabla 9 Descripción de Código de clase EditUserController.
RegistroController
public class RegistroController : MonoBehaviour
{
private ApiService apiService;
public UnityEngine.UI.Button btReload;
public Text intid;
public Text intdif;
public Text intdura;
public Text intpunt;
public Text intfech;
private ScoreListModel registros;
// se crea objeto de la clase ApiService, se configura el boton para regresar y se
inicia la corrutina getRegistros.
void Start()
{
apiService = gameObject.AddComponent<ApiService>();
btReload.onClick.AddListener(volver);
StartCoroutine(getRegistros());
}
// funcion para ir a la escena de menú de opciones.
private void volver()

{
SceneManager.LoadScene("SelectScene");
}
// corrutina para obtener todos los registros del usuario ingresado.
IEnumerator getRegistros()
{
{
//espara a que la clase ApiService devuelva la informacion de registros de un
usuario
yield return
StartCoroutine(apiService.ScoreGetList(apiService.GetUser()));
//si el código del mensaje dado por la ApiService es de acceso, el mensaje
recibido de un archivo .json se convertirá a la clase ScoreListModel, un vector
de la clase ScoreModel
if (apiService.mensaje.code == 200)
{
registros=JsonUtility.FromJson<ScoreListModel>(apiService.mensaje.data_strin
g);
imprimirRegistros();
}
}
}
//función para imprimir todos los registros del usuario que habían en la base de
datos
void imprimirRegistros()
{
foreach (ScoreModel registro in registros.lista)
{
intid.text += registro.id + "\n";
intdif.text += dificultad(registro.id_dificulta) + "\n";
intpunt.text += registro.Puntage + "\n";
intdura.text += registro.Duracion + "\n";
}
}
//función privada para convertir la opción de dificultad dada por la Api a una
palabra en la lista que se mostrara en la aplicación
private string dificultad(int index)
{
switch (index)
{
case (1):
return "Fácil";

case (2):
return "Mediano";
case (3):
return "Difícil";
default:
return "Fácil";
}
}
}
Fuente: Los autores

Para la selección de opciones o también conocida como menú de opciones, el
usuario puede seleccionar entre 5 diferentes ventanas. En la tabla 10, se muestra
el código implementado para esta ventana.

Tabla 10 Descripción de Código de clase SelectController.
SelectController
public class SelectController : MonoBehaviour
{
public Button btPlay;
public Button btScore;
public Button btEdit;
public Button btClose;
public Button Button_tutorial;
public Button Button_creditos;
// Start es llamado antes del primer frame o ciclo
void Start()
{
// configuración de eventos para los botones del menú de opciones. una vez el
boton sea presionado de ejecutara el evento indicado
btPlay.onClick.AddListener(changePlay);
btScore.onClick.AddListener(changeScore);
btEdit.onClick.AddListener(changeEdit);
Button_tutorial.onClick.AddListener(Tutorial);
Button_creditos.onClick.AddListener(Creditos);

btClose.onClick.AddListener(changeClose);
}
void changeClose()
{
//lipiar token
gameObject.AddComponent<ApiService>().SetToken("");
//Ingreso a la ventana del inicio
SceneManager.LoadScene("LoginScene");
}
void changePlay()
{
//Ingreso a la ventana de selección de dificultad
SceneManager.LoadScene("DificultadScene");
}
void changeScore()
{
//Ingreso a la ventana del registros de las partidas del usuario
SceneManager.LoadScene("RegistrosScene");
}
void changeEdit()
{
//Ingreso a la ventana del perfil
SceneManager.LoadScene("UserScene");
}
void Tutorial()
{
//Ingreso a la ventana de instrucciones
SceneManager.LoadScene("InstruccionesScene");
}
void Creditos()
{
//Ingreso a la ventana de creditos
SceneManager.LoadScene("CreditosScene");
}
Fuente: Los autores
Para la visualización de los créditos y agradecimientos, se implemento una tabla
similar a la utilizada en la ventana de registros. En esta se guarda por defecto
todos los créditos de recursos como tipografia, modelos, iconografía, sonidos,
imágenes, entre otros. Para ver el código de la ventana créditos ver tabla 11.

Tabla 11 Descripción de Código de clase CreditosController.

CreditosController
public class CreditosController : MonoBehaviour
{
public Button Button_return;
public Text texto;
// Start is called before the first frame update
void Start()
{
Button_return.onClick.AddListener(ReturnScene);
imprimir();
}
// Función imprimir, guarda en la variable Text toda la información de
agradecimientos por los recursos utilizados y la imprime en la interfaz.
void imprimir()
{
string Text;
int f1 = 40, f2 = 35, f3 = 30;
Text = "\n" +
"<size=" + f1 + "><b>Íconos</b></size>\n\n" +
"<size=" + f2 + "><b>Ojo</b></size>\n" +
"Iconos diseñados por & lt; a href = &quot,
https://www.flaticon.es/autores/freepik&quot" +
"title = &quot; Freepik & quot; &gt; Freepik & lt;/ a & gt; from & lt; a href =
&quot, https://www.flaticon.es/&quot, title=&quot,Flaticon&quot,&gt" +
"www.flaticon.es & lt,/ a & gt\n\n" + "…"+
"Targetas \n\n" +
"Koala\n" +
"Imagen de <a href= https://www.freepik.es/fotos-vectores-gratis/caracter>
Vector de Carácter creado por brgfx - www.freepik.es</a>\n\n" +

"Modelos \n\n" +
"Koala\n" +
¨...¨
texto.text = Text;
}
void ReturnScene()

{
// Vuelve a la escena “menu de opciones”
SceneManager.LoadScene("SelectScene");
}
}
Fuente: Los autores
Para la ventana de instrucciones, se implementó una interfaz que pueda dar
indicaciones en forma de imágenes y que cambie cada vez que se presiona la
pantalla; para ello se dispuso de tener una colección de imágenes como iconos de
las instrucciones. La ventana visualiza el siguiente paso o indicación una vez
presionada la pantalla o cada 1,3 segundos. Para ver la implementación del
código usado en la venta instrucciones ver tabla 12.

Tabla 12 Descripción de Código de clase Instruction.
Instruction
public class Instruction : MonoBehaviour
{
public SpriteRenderer instruction;
public Sprite[] instructions;
public Button back;
int index = 0;
int Max;
// Start es llamado antes del primer cuadro (o frame)
void Start()
{
//se guarda el tamaño de imágenes para las instrucciones
Max = instructions.Length;
//se crea una iteración que se repite cada 1,3 segundos y que inicia al 0,1
segundo de haber ingresado a la ventana
InvokeRepeating("Instruccion", 0.1f, 1.3f);
back.onClick.AddListener(Salir);
}
// Se carga ventana de dificultad
void Salir()
{
SceneManager.LoadScene("DificultadScene");
}
//funcion para cambiar de imágenes cuando se presiona la pantalla

void Instruccion()
{
if (index >= Max)
{
index = 0;
}
instruction.sprite = instructions[index];
index++;
}
}
Fuente: Los autores

Código con librería Vuforia

Para poder utilizar la RA más óptimamente fue necesario utilizar clases de la librería
vuforia; específicamente las clases Trackablebehavior para el comportamiento de
los marcadores y la clase DefaultTrackableEventHandler para poder utilizar los
eventos cuando reconoce un marcador y cuando deja de reconocerlo, Se utilizo un
filtro para evitar el posible reconocimiento de otros marcadores que no corresponde
con un marcador. En la tabla 12, se puede observar la descripción del código
empleados para el funcionamiento del código Score,

Tabla 13 Descripción de Código de clase Score.
Score
public class score : MonoBehaviour
{
private TrackableBehaviour target;
private DefaultTrackableEventHandler vuforia;
public GameObject Click;
public GameController controller;
int[] filter;
int maxTargets, count_F;
// Start es llamado antes del primer ciclo de actualización
void Start()
{
// se crea una instancia de las clases TrackableBehaviour y
DefaultTrackableEventHandler para el uso de marcadores

target = gameObject.GetComponent<TrackableBehaviour>();
vuforia = target.GetComponent<DefaultTrackableEventHandler>();
// se configuran los eventos TargetFound y TargetLost cuando se reconoce
o no un marcador
vuforia.OnTargetFound.AddListener(TargetFound);
vuforia.OnTargetLost.AddListener(TargetLost);
// se establece el número de marcadores disponibles
maxTargets = controller.targets.Length;
filter = new int[maxTargets];
//se resetean los valores de puntaje
PlayerPrefs.SetFloat("Score", 0f);
PlayerPrefs.SetInt("Count", 0);
}
// evento que se ejecutara cuando se reconoce un marcador
void TargetFound()
{
//se guarda el numero de veces que se ha reconocido antes
count_F = PlayerPrefs.GetInt("Count", 0);
//se aplica una función de filtros
filters();
// se deshabilita un sprite o imagen que da indicaciones del juego
Click.SetActive(false);
if (count_F == 1)
{
//se guarda el nombre del marcador en una variable global
PlayerPrefs.SetString("ModelName", target.TrackableName);
// se inicializa el tamaño de las letras, y recursos en la clase Controller
controller.InitValidData();
}
}
void TargetLost()
{
// se habilita un Sprite o imagen que da indicaciones del juego
Click.SetActive(true);
// se cambia la variable de nombre del marcador
PlayerPrefs.SetString("ModelName", "Ninguno");
controller.InitValidData();
//funcion que funciona en conjunto con el filtro, resetea el numero de veces
que se ha reconocido

turnOff();
}
//función para filtrar las imágenes y asegurar un mejor reconocimiento y
seguimiento de la imagen
void filters()
{
if (count_F >= 1)
{
// Evaluacion de todos los marcadores
for (int i = 0; i < maxTargets; i++)
{
// No se permite el reconocimiento del marcador sin haber conseguido un
contador en 15 frames o actualizaciones de la aplicación
if (filter[i] <= 15)
{
count_F = 0;
}
else
{
return;
}
}
switch (target.TrackableName)
{
// Se habilita un contador para filtrar imágenes que se hayan podido
confundir
case ("Koala"):
filter[0]++;
break;
case ("Pez"):
filter[1]++;
break;
case ("Foca"):
filter[2]++;
break;
case ("Nutria"):
filter[3]++;
break;
case ("Zombie"):
filter[4]++;
break;

case ("Soldado"):
filter[5]++;
break;
}
}
else
{
count_F++;
PlayerPrefs.SetInt("Count", count_F);
}
}
// funcion para inicializar las variables globales y los contadores cuando se deja
de reconocer un marcador
void turnOff()
{
for (int i = 0; i < maxTargets; i++)
{
if (filter[i] == 0)
{
count_F = 0;
PlayerPrefs.SetInt("Count", count_F);
return;
}
}
switch (target.TrackableName)
{
case ("Koala"):
filter[0] = 0;
break;
case ("Pez"):
filter[1] = 0;
break;
case ("Foca"):
filter[2] = 0;
break;
case ("Nutria"):
filter[3] = 0;
break;
case ("Zombie"):
filter[4] = 0;
break;

case ("Soldado"):
filter[5] = 0;
break;
}
}
}
Fuente: Los autores
Código del juego

A continuación, se procederá mostrar los códigos empleados para el funcionamiento
de las interfaces de la aplicación. Para el código del juego se puede ver en la tabla
14, el código empleado.

Tabla 14 Descripción de Código de clase GameController.
GameController
public class GameController : MonoBehaviour
{
/// <summary>
/// Elementos de la interfaz grafica
public Button Button_return;
public Button Button_again;
public Text textoScore;
public SpriteRenderer spriteData;
public Sprite[] spriteList;
public Text textoNumeros;
///Barra de puntajes
public UnityEngine.UI.Image barra;
float Maxscore = 100f;
///sonidos
public AudioSource Audio, Audio2, source;
public AudioClip[] Clips, ABC;
///Skyboxes
public Material[] Skyboxes;
public Camera camera;
///elementos de la libreria vuforia
public TrackableBehaviour[] targets;
private TrackableBehaviour target;
private DefaultTrackableEventHandler vuforia;

//elementos del juego
// Vector de valores numericos del 0-26, correspondiente letras al azar y letras
del marcador
private int[] ListNumero;
// Vector de valores numericos del 0-26, correspondiente a las letras de la
palabra del marcador
private int[] numerosValidos;
//posicion a evaluar de letra en la palabra del marcador (numero a evaluar del
vector numerosValidos)
private int posNumbre = 2;
//numero maximo de letras de la palabras en el marcador reconocido
private int maxNumber;
//varible para registrar que un usuario supero el puntage maximo
private int NumberValid = 0;
//variable privada del puntaje del usuario
private float scoreValue = 0;
//variables privadas para el tiempo de juego
private string time;
private float timer;
//colores para la visualizacion de la letra individual
private Color m_color1, m_color2, m_color3;
//variable que actua como contador para asignar en cada posicion un color
diferente
private int estateColor = 0;
//variable entera que funciona como bandera para designar que se ha ganado
y se activen los sonidos.
public int iterations = 0;
//varible que guardara la dificultad seleccionada
private int Dificultad;
//variable entera que funciona como indicador de haber entrado como invitado
o ususario.
private int Invitado;
//variable string del marcador reconocido
String modelo;
//Objeto de la clase Score para integracion con las animaciones de modelos
segun el puntaje
private score score;
//Objeto de la clase ApiService para comunicacion por UnityWebRequewst a
unity
private ApiService apiService;
// variables utilizadas para: los modelos,animaciones y definicion de las
escalas de los modelos
public GameObject[] Models;

private GameObject Model;
public Animator[] Animators;
private Animator Animator;
public float[] Totals;
private float Total, scale;
//Variable Ascci utilizada para pasar letras del modelo de caracteres a codigo
Ascii
ASCIIEncoding ascii;
// elementos de los modelos
/// </summary>
/ Start es llamado antes del primer ciclo de actualización
public void Start()
{
//guarda variables globales: dificultad, puntaje, si es o no invitado en
variales locales
Dificultad = int.Parse(PlayerPrefs.GetString("Dificultad", "1"));
PlayerPrefs.SetFloat("Score", 0f);
Invitado = PlayerPrefs.GetInt("invitado", 0);
//Definición de 3 colores para la visualización en la letra que sera evaluada
m_color1 = new Color(0, 255, 0);
m_color2 = new Color(255, 255, 0);
m_color3 = new Color(0, 0, 255);
//definicion del tamaño de Abc como 26 letras
maxNumber = spriteList.Length;
//guarda el valor del modelo en la variable local, por defecto sera "Ninguno"
modelo = PlayerPrefs.GetString("ModelName", "Ninguno");
//se definen los tamaños de vectores e inicializan
ListNumero = new int[2];
numerosValidos = new int[modelo.Length];
ListNumero.Initialize();
numerosValidos.Initialize();
// creacion de instancia de clase Ascciencoding para codificacion de letras
a codigo Ascci
ascii = new ASCIIEncoding();
if (Invitado == 0)
{
//si es un usuario se instancia un objeto de la clase ApiService
apiService = gameObject.AddComponent<ApiService>();
}

//Invocacion de un ciclo para evaluar cada una de las letras de los modelos
con una letra
//especifica; varia de duración segun la dificultad seleccionada.
InvokeRepeating("LaunchProjectile", 0.9f, 1.9f - (Dificultad * 0.3f));
//configuracion de los eventos regresar y volver a iniciar el juego, cuando se
oprima un boton
Button_return.onClick.AddListener(ReturnScene);
Button_again.onClick.AddListener(Again);
}
// Update es llamado en cada frame o cuadro
void Update()
{
//funcion para ejecutar un determinado sonido de ambiente, depende del
puntaje obtenido
SoundController(1);
// la aplicacion se ejecuta en plataforma android
if (Application.platform == RuntimePlatform.Android)
{
if (Input.touchCount > 0)
{
//Se evaluara el juego cuando se ha presionado la pantalla
Touch touch = Input.GetTouch(0);
if (touch.phase == TouchPhase.Began)
{
//comparacion entre la letra evaluada del modelo y la que se ve en
pantalla
validarEvento();
//Asignacion de puntaje
Score();
//Sonido de la letra presionada
SoundController(0);
}
}
}
else if (Input.GetKeyDown("space"))
{
//para otras aplicaciones como windows se hara el proceso anterior si se
presiona la barra espaciadora
validarEvento();
Score();
SoundController(0);
}
//funcion evaluar el tiempo

min_seg();
}
//funcion para asignacion del nombre,modelo,sonido,animacion,escala final
del marcador reconocido
void Score()
{
//guarda el nombre del marcador reconocido
modelo = PlayerPrefs.GetString("ModelName", "Ninguno");
if (modelo != "Ninguno")
{
for (int i = 0; i < targets.Length; i++)
{
if (targets[i].TrackableName == modelo)
{
//asignacion del modelo, sonido, animacion, escala final a variables
internas
Model = Models[i];
source = Model.GetComponent<AudioSource>();
Animator = Animators[i];
Total = Totals[i];
break;
}
}
//ejecucion de funcion para las animaciones de los modelos del juego
juego();
}
}
void juego()
{
//si el puntaje esta entre 0 y 50f se insertara en el modelo la escala
proporcional al puntaje
if (scoreValue >= 0f && scoreValue < 50f)
{
scale = (scoreValue / 50f) * Total;
if (scoreValue < 10f)
{
scale = (0.1f) * Total;
}
// se ejecuta la primera animacion
Animator.SetTrigger("zero");
}
// si el puntaje esta entre 50 y 100 se activara la segunda animacion.
else if (scoreValue >= 50f && scoreValue < 100f)
{
scale = Total;

Animator.SetTrigger("anim2");
}
//si el puntaje supera el puntaje maximo, se activara la ultima animación
else if (scoreValue >= 100f)
{
scale = Total;
resetAnims();
Animator.SetTrigger("Color");
}
//se inserta la escala del modelo segun el puntaje objtenido previamente
Model.transform.localScale = new UnityEngine.Vector3(scale, scale, scale);
}
// Cambio de color de texto
void ChangeText(Color color)
{
string s = "";
for (int i = 0; i < modelo.Length; i++)
{
//se inserta un color blanco las letras que no se evaluaran
if (i != posNumbre)
{
s += "<color=#FF0000" + ">" + modelo[i] + "</color>";
}
else
//se inserta uno de los 3 colores definidos para diferenciar la letra a
evaluar
{
s += "<color=#" + ColorUtility.ToHtmlStringRGBA(color) + ">" +
modelo[i] + "</color>";
}
s += " ";
}
//configuracion de fuente e impresion del nombre del marcador reconocido
textoNumeros.fontSize = 110;
textoNumeros.text = s;
}
//funcion para cambiar el color cada ciclo.
private void ChangeColor()
{
//se usan la variable estateColor como un indicador del estado previo.
if (estateColor == 1)
{
//cambio del color de la imagen en la pantalla utilizada para evaluar.
spriteData.color = m_color2;
//cambio de la letra a evaluar del nombre de modelo

ChangeText(m_color2);
//actualización de bandera
estateColor++;
}
else if (estateColor == 2)
{
spriteData.color = m_color3;
ChangeText(m_color3);
estateColor = 0;
}
else
{
spriteData.color = m_color1;
ChangeText(m_color1);
estateColor++;
}
//Impresion del puntaje actual en la interfaz grafica
textoScore.text = "PUNTAJE: " + scoreValue;
}
//función para cambiar la letra de referencia que se visualiza en la interfaz
private void ChangeSprite()
{
//el contador posNumbre indica la letra que sera evaluada
if (posNumbre >= modelo.Length - 1)
{
//se reincia una vez llegado a la ultima letra de la palabra (del marcador)
posNumbre = 0;
}
else
{
//aumenta si no ha llegado a la ultima letra de la palabra (del marcador)
posNumbre++;
}
//funcion para insertar la siguiente letra de referencia
insertDat();
//Impresion de la letra de referencia en la interfaz
spriteData.sprite = spriteList[ListNumero[0]];
//Cambio de color de la letra de referencia
ChangeColor();
}
// iteracion que se ejecuta durante todo el juego para el cambio de la letra de
referencia o sprite
private void LaunchProjectile()

{
if (scoreValue >= 100 && NumberValid < 1)
{
if (Invitado != 1)
{
//si el jugador ha superado los 100 puntos y no han ganado antes se
enviara los datos a la Api
StartCoroutine(setSource());
}
//Numbervalid es actualizado, indicando que el jugador ya supero el
puntaje maximo
NumberValid++;
// Impresión de un mensaje indicador del logro
printScore(NumberValid);
return;
}
else if (NumberValid < 1)
{
//si no se ha superado el puntaje maximo se cambiara la letra de
referencia si se reconoce un marcador
modelo = PlayerPrefs.GetString("ModelName", "Ninguno");
if (modelo != "Ninguno")
{
ChangeSprite();
}
}
}
// se codifica el valor de una letra en codigo Ascii
void coder()
{
//se guarda en un array de byte el codigo ascii del modelo en mayuscula
Byte[] list = ascii.GetBytes(modelo.ToUpper());
//solo se habilitan codigos ascii del 65 al 90
for (int i = 0; i < modelo.Length; i++)
{
if (list[i] < 65 || list[i] > 90)
{
list[i] = 65;
}
// se guarda en el vector numerosValidos las letras en un orden de 0 a 26
numerosValidos[i] = Convert.ToInt32(list[i]) - 65;
}
}

//inicialización de los vectores numerosValidos,ListNumero para las letras y
los skybox para el ambiente
public void InitValidData()
{
modelo = PlayerPrefs.GetString("ModelName", "Ninguno");
if (modelo != "Ninguno")
{
//inicialización de los vectores
ListNumero = new int[2];
numerosValidos = new int[modelo.Length];
//función para agregar numeros aleatorios o del modelo al vector
ListNumero
insertAle();
//codificación de la vaiable modelo de string a enteros del 0 al 26
coder();
//Configuración del skybox o ambiente segun el marcador ingresado
camera.clearFlags = CameraClearFlags.Skybox;
skyboxes(modelo);
}
else
{
//Configuración de la camara para no presentar un skybox
camera.clearFlags = CameraClearFlags.SolidColor;
}
}
//función para asignación del puntaje segun acierto o error.
private void Score(int action)
{
//aumento del puntaje segun la dificultad del juego
if (action == 1)
{
scoreValue += 20 + (Dificultad * 2);
}
//disminucion de puntaje segun la dificultad
else
{
scoreValue -= 10 - (Dificultad);
}
// si el puntaje es menor a cero , se convertira en un cero.
if (scoreValue <= 0)
{
scoreValue = 0;
}
//impresion del puntaje y visualizacion de barra puntajes

printScore(0);
Barra();
}
//Impresion del mensaje en pantalla mostrando el puntaje o el mesaje de exito
del juego
void printScore(int op)
{
if (op != 1)
{
PlayerPrefs.SetFloat("Score", scoreValue);
textoScore.text = "PUNTAJE: " + scoreValue;
}
else
{
textoNumeros.fontSize = 80;
textoNumeros.text = "<color=#FFFFFF" + ">" + "Bien hecho !!!" +
"</color> ↺";
}
}
//función para evaluar la letra a representar con la letra del modelo
private void validarEvento()
{
if (numerosValidos[posNumbre] == ListNumero[0])
{
//si la palabra del modelo es igual con la letra a representar, se generara
un acierto
Score(1);
}
}
//Insertar un dato en el vector ListNumero sea randomico o una letra de la
palabra a evaluar
private void insertDat()
{
//se mueven los datos del vector ListNumero
moverDat();
//aleatoriamente se va intercambiando entre agregar numeros aleatorios o
de la vaiable modelo
int newDat = UnityEngine.Random.Range(0, 10);
if (newDat < 5)
{
insertNumber();
}

else
{
insertAle();
}
}
//funcion para pasar los datos de la segunda posición a la primera posición
private void moverDat()
{
ListNumero[0] = ListNumero[1];
}
//inserta un numero aleatorio que estara entre los limites de la cantidad de
letras disponible
private void insertAle()
{
ListNumero[1] = UnityEngine.Random.Range(0, maxNumber - 1);
}
private void insertNumber()
{
//función para ingreso de una letra del vector numerosValidos
if (posNumbre != modelo.Length - 1)
{
ListNumero[1] = numerosValidos[posNumbre + 1];
}
else
{
ListNumero[1] = numerosValidos[0];
}
}
//función para ejecutar la animacion de la barra de puntajes segun los puntos
obtenidos
void Barra()
{
//si sobre pasa el puntaje mantener unicamente el puntaje máximo
if (scoreValue > Maxscore)
{
scoreValue = Maxscore;
}
//Calculoe insertando la escala de la barra, dividiendo el puntaje actual
entre el maximo
float scale = scoreValue / Maxscore;
barra.transform.localScale = new UnityEngine.Vector2(scale, 1f);
//cambio de color de la barra segun su puntaje: 0-33; 33-80 y mayor a 80

if (scoreValue < 33)
{
barra.color = m_color3;
}
else if (scoreValue >= 33 && scoreValue < 80)
{
barra.color = m_color2;
}
else
{
barra.color = m_color1;
}
}
IEnumerator setSource()
{
// Corrutina para guardar los datos en el modelo ScoreModel
ScoreModel newscore = new ScoreModel();
newscore.id_usuario = apiService.GetUser();
newscore.id_dificulta = Dificultad;
newscore.Duracion = time;
newscore.Puntage = (int)scoreValue;
//inicio de corrutina y envio de informacion a la clase Apiservice
yield return StartCoroutine(apiService.ScoreCreate(newscore));
}
//funcion para guardar el tiempo de la partida
void min_seg()
{
//Acumulador del tiempo ejecutado
timer += Time.deltaTime;
//visualizacion de formato en segundos
if (timer < 60)
{
time = "0:" + timer.ToString("f0");
}
//visualizacion de formato en minutos
else
{
var min = Convert.ToInt32(timer / 60);
var seg = timer - (min * 60);
time = min.ToString("f0") + ":" + seg.ToString("f0");
if (seg == 0)
{
time = "";

time = min.ToString("f0");
}
if (seg < 0)
{
min--;
seg = timer - (min * 60);
time = min.ToString("f0") + ":" + seg.ToString("f0");
}
}
}
// inicializa variables y regresa a seleccion de dificultad
void ReturnScene()
{
//inicializa variables
resetScore();
// carga a escena seleccion de dificultades
SceneManager.LoadScene("DificultadScene");
}
// Funcion para reinciar variables del juego
void resetScore()
{
iterations = 0;
scoreValue = 0;
NumberValid = 0;
PlayerPrefs.SetFloat("Score", 0);
}
//reseteo de todas las animaciones
void resetAnims()
{
Animator.ResetTrigger("Color");
Animator.ResetTrigger("anim2");
Animator.ResetTrigger("zero");
}
//funcion para reinicio del juego
void Again()
{
//se reinicializan variables
resetScore();
resetAnims();
//Funcion para cargar todos los modelos, animaciones, escalas , sonido del
marcador reconocido

Score();
}
// sonidos
void Audios(int op)
{
//Activa un clip del vector Clips y lo reproduce
Audio.clip = Clips[op];
Audio.Play();
}
void win()
{
//si no se ha cargado el sonido del modelo se cargara una vez completado
el puntaje maximo
if (iterations < 1)
{
Audio.Pause();
Audio.loop = false;
Audio.clip = source.clip;
Audio.Play();
iterations++;
}
else
{
//si el audio principal no se esta reproduciendo activar el sonido de exito
if (!Audio.isPlaying)
{
Audio.loop = true;
Audios(4);
return;
}
}
}
//funcion para reconocer el clip de musica que se esta usando en ejecucion
int FindClip()
{
int clip = 1;
for (int j = 0; j < Clips.Length; j++)
{
if (Audio.clip == Clips[j])
{
return clip = j;
}
}

return clip;
}
//Funcion para evaluar el clip a reproducir dependiendo del puntaje obtenido
void SelectFunctionClip()
{
int num = FindClip();
if (num == 2)
{
if (scoreValue >= 50f && scoreValue < 100f)
{
Audio.Pause();
Audios(3);
return;
}
else if (scoreValue >= 100f)
{
win();
}
}
else if (num == 3)
{
if (scoreValue >= 0f && scoreValue < 50f)
{
Audio.Pause();
Audios(2);
return;
}
else if (scoreValue >= 100f)
{
win();
}
}
else if (num == 4)
{
if (scoreValue >= 0f && scoreValue < 50f)
{
Audio.Pause();
Audios(2);
return;
}
else if (scoreValue >= 50f && scoreValue < 100f)
{
Audio.Pause();
Audios(3);

return;
}
}
else
{
if (scoreValue >= 0f && scoreValue < 50f)
{
Audio.Pause();
Audios(2);
return;
}
else if (scoreValue >= 50f && scoreValue < 100f)
{
Audio.Pause();
Audios(3);
return;
}
else if (scoreValue >= 100f)
{
win();
}
}
}
//funcion de seleccion entre una fuente de sonido para el ambiente y otra para
sonidos de las letras
void SoundController(int i)
{
if (i != 0)
{
SelectFunctionClip();
}
else
{
ABCController();
return;
}
}
//funcion para reproduccion de la letra que ha estado una vez se haya
presionado la pantalla
void ABCController()
{
if (modelo != "Ninguno")
{
// se reproducira el sonido de letra de referencia proyectado en la interfaz
Audio2.clip = ABC[ListNumero[0]];

Audio2.Play();
}
}
// función para renderizar el Skybox de acuerdo al marcador reconocido
void skyboxes(string op)
{
switch (op)
{
case ("Koala"):
RenderSettings.skybox = Skyboxes[1];
break;
case ("Pez"):
RenderSettings.skybox = Skyboxes[4];
break;
case ("Foca"):
RenderSettings.skybox = Skyboxes[3];
break;
case ("Nutria"):
RenderSettings.skybox = Skyboxes[5];
break;
case ("Zombie"):
RenderSettings.skybox = Skyboxes[0];
break;
case ("Soldado"):
RenderSettings.skybox = Skyboxes[2];
break;
}
}
}
Fuente: Los autores

API SERVICE
Para el desarrollo de la API fue utilizado el editor de VisualCode y github una
plataforma donde se guardan todos los códigos desarrollados, gracias a sus
beneficios como un lenguaje que permite optimizar código, mantenimiento se utilizo
el lenguaje programación Golang junto a GORM el ORM oficial de este lenguaje. La
aplicación fue guardada en heroku.com a continuación se mostrara el desarrollo
implementado.

Heroku al tener constantes cambios y actualizaciones solicita un archivo para
especificar las versiones de librerías de github que se conectara, una vez creadas
se completaran automáticamente. La tabla 14 muestra la implementación del
código usado en los archivos go.mod y go.sum

Tabla 15 Descripción de Código de clase Go.
Go.mod
go 1.14
module github.com /ApiMemoria_01
require (
github.com/dgrijalva/jwt-go v3.2.0+incompatible
github.com/jinzhu/gorm v1.9.14
github.com/labstack/echo v3.3.10+incompatible
github.com/labstack/gommon v0.3.0 // indirect
github.com/valyala/fasttemplate v1.2.0 // indirect
)
Go.sum
github.com/PuerkitoBio/goquery v1.5.1/go.mod h1:GsLWisAFVj4WgDibEWF4pv
YnkVQBpKBKeU+7zCJoLcc=
github.com/andybalholm/cascadia v1.1.0/go.mod h1:GsXiBklL0woXo1j/WYWtSY
YC4ouU9PqHO0sqidkEA4Y=
github.com/davecgh/gospew v1.1.0/go.mod h1:J7Y8YcW2NihsgmVo/mv3lAwl/skON4iLHjSsI+c5H38=
github.com/denisenkom/go-mssqldb v0.0.0-20191124224453732737034ffd/go.mod h1:xbL0rPBG9cCiLr28tMa8zpbdarY27NDyej4t/EjAShU=
github.com/dgrijalva/jwtgo v1.0.2 h1:KPldsxuKGsS2FPWsNeg9ZO18aCrGKujPoWXn2yo+KQM=
github.com/dgrijalva/jwtgo v3.2.0+incompatible h1:7qlOGliEKZXTDg6OTjfoBKDXWrumCAMpl/TFQ4/5k
LM=
github.com/dgrijalva/jwtgo v3.2.0+incompatible/go.mod h1:E3ru+11k8xSBh+hMPgOLZmtrrCbhqsmaPHj
LKYnJCaQ=
github.com/erikstmartin/go-testdb v0.0.0-201602192145068d10e4a1bae5/go.mod h1:a2zkGnVExMxdzMo3M0Hi/3sEU+cWnZpSni0O6/Yb/
P0=

github.com/go-sqldriver/mysql v1.5.0/go.mod h1:DCzpHaOWr8IXmIStZouvnhqoel9Qv2LBy8hT2V
hHyBg=
github.com/golang-sql/civil v0.0.0-20190719163853cb61b32ac6fe/go.mod h1:8vg3r2VgvsThLBIFL93Qb5yWzgyZWhEmBwUJWevA
kK0=
github.com/jinzhu/gorm v1.9.14 h1:Kg3ShyTPcM6nzVo148fRrcMO6MNKuqtOU
wnzqMgVniM=
github.com/jinzhu/gorm v1.9.14/go.mod h1:G3LB3wezTOWM2ITLzPxEXgSkOX
AntiLHS7UdBefADcs=
github.com/jinzhu/inflection v1.0.0 h1:K317FqzuhWc8YvSVlFMCCUb36O/S9MC
KRDI7QkRKD/E=
github.com/jinzhu/inflection v1.0.0/go.mod h1:h+uFLlag+Qp1Va5pdKtLDYj+kHp
5pxUVkryuEj+Srlc=
github.com/jinzhu/now v1.0.1/go.mod h1:d3SSVoowX0Lcu0IBviAWJpolVfI5UJV
ZZ7cO71lE/z8=
github.com/labstack/echo v1.4.4 h1:1bEiBNeGSUKxcPDGfZ/7IgdhJJZx8wV/pIC
Jh4W2NJI=
github.com/labstack/echo v3.3.10+incompatible h1:pGRcYk231ExFAyoAjAfD85k
QzRJCRI8bbnE7CX5OEgg=
github.com/labstack/echo v3.3.10+incompatible/go.mod h1:0INS7j/VjnFxD4E2wk
z67b8cVwCLbBmJyDaka6Cmk1s=
github.com/labstack/gommon v0.3.0 h1:JEeO0bvc78PKdyHxloTKiF8BD5iGrH8T
6MSeGvSgob0=
github.com/labstack/gommon v0.3.0/go.mod h1:MULnywXg0yavhxWKc+lOruYd
AhDwPK9wf0OL7NoOu+k=
github.com/lib/pq v1.1.1 h1:sJZmqHoEaY7f+NPP8pgLB/WxulyR3fewgCM2qaSl
Bb4=
github.com/lib/pq v1.1.1/go.mod h1:5WUZQaWbwv1U+lTReE5YruASi9Al49XbQI
vNi/34Woo=
github.com/mattn/gocolorable v0.1.2 h1:/bC9yWikZXAL9uJdulbSfyVNIR3n3trXl+v8+1sx8mU=
github.com/mattn/gocolorable v0.1.2/go.mod h1:U0ppj6V5qS13XJ6of8GYAs25YV2eR4EVcfRqFIhoB
tE=
github.com/mattn/goisatty v0.0.8/go.mod h1:Iq45c/XA43vh69/j3iqttzPXn0bhXyGjM0Hdxcsrc5s=
github.com/mattn/goisatty v0.0.9 h1:d5US/mDsogSGW37IV293h//ZFaeajb69h+EHFsv2xGg=
github.com/mattn/goisatty v0.0.9/go.mod h1:YNRxwqDuOph6SZLI9vUUz6OYw3QyUt7WiY2yME+cCi
Q=
github.com/mattn/gosqlite3 v1.14.0/go.mod h1:JIl7NbARA7phWnGvh0LKTyg7S9BA+6gx71ShQilpsu
s=

github.com/pmezard/godifflib v1.0.0/go.mod h1:iKH77koFhYxTK1pcRnkKkqfTogsbg7gZNVY4sRDYZ/4=
github.com/stretchr/objx v0.1.0/go.mod h1:HFkY916IF+rwdDfMAkV7OtwuqBVzr
E8GR6GFx+wExME=
github.com/stretchr/testify v1.4.0/go.mod h1:j7eGeouHqKxXV5pUuKE4zz7dFj8
WfuZ+81PSLYec5m4=
github.com/valyala/bytebufferpool v1.0.0 h1:GqA5TC/0021Y/b9FG4Oi9Mr3q7XY
x6KllzawFIhcdPw=
github.com/valyala/bytebufferpool v1.0.0/go.mod h1:6bBcMArwyJ5K/AmCkWv1jt
77kVWyCJ6HpOuEn7z0Csc=
github.com/valyala/fasttemplate v1.0.1/go.mod h1:UQGH1tvbgY+Nz5t2n7tXsz52
dQxojPUpymEIMZ47gx8=
github.com/valyala/fasttemplate v1.2.0 h1:y3yXRCoDvC2HTtIHvL2cc7Zd+bqA+z
qDO6oQzsJO07E=
github.com/valyala/fasttemplate v1.2.0/go.mod h1:UQGH1tvbgY+Nz5t2n7tXsz52
dQxojPUpymEIMZ47gx8=
golang.org/x/crypto v0.0.0-20190308221718c2843e01d9a2/go.mod h1:djNgcEr1/C05ACkg1iLfiJU5Ep61QUkGW8qpdssI0+w
=
golang.org/x/crypto v0.0.0-20190325154230a5d413f7728c/go.mod h1:djNgcEr1/C05ACkg1iLfiJU5Ep61QUkGW8qpdssI0+w
=
golang.org/x/crypto v0.0.0-20191205180655e7c4368fe9dd h1:GGJVjV8waZKRHrgwvtH66z9ZGVurTD1MT0n1Bb+q4aM=
golang.org/x/crypto v0.0.0-20191205180655e7c4368fe9dd/go.mod h1:LzIPMQfyMNhhGPhUkYOs5KpL4U8rLKemX1yGLhDg
Uto=
golang.org/x/net v0.0.0-20180218175443cbe0f9307d01/go.mod h1:mL1N/T3taQHkDXs73rZJwtUhF3w3ftmwwsq0BUmAR
s4=
golang.org/x/net v0.0.0-20190404232315eb5bcb51f2a3/go.mod h1:t9HGtf8HONx5eT2rtn7q6eTqICYqUVnKs3thJo3Qplg=
golang.org/x/net v0.0.0-2020020209462616171245cfb2/go.mod h1:z5CRVTTTmAJ677TzLLGU+0bjPO0LkuOLi4/5GtJWs/
s=
golang.org/x/net v0.0.0-20200324143707d3edc9973b7e h1:3G+cUijn7XD+S4eJFddp53Pv7+slrESplyjG25HgL+k=
golang.org/x/net v0.0.0-20200324143707d3edc9973b7e/go.mod h1:qpuaurCH72eLCgpAm/N6yyVIVM9cpaDIP3A8BGJE
C5A=
golang.org/x/sys v0.0.0-20190215142949d0b11bdaac8a/go.mod h1:STP8DvDyc/dI5b8T5hshtkjS+E42TnysNCUPdjciGhY
=

golang.org/x/sys v0.0.0-20190222072716a9d3bda3a223/go.mod h1:STP8DvDyc/dI5b8T5hshtkjS+E42TnysNCUPdjciGhY
=
golang.org/x/sys v0.0.0-2019041221310397732733099d/go.mod h1:h1NjWce9XRLGQEsW7wpKNCjG9DtNlClVuFLEZdD
NbEs=
golang.org/x/sys v0.0.0-20190813064441fde4db37ae7a/go.mod h1:h1NjWce9XRLGQEsW7wpKNCjG9DtNlClVuFLEZdD
NbEs=
golang.org/x/sys v0.0.0-2020032322241485ca7c5b95cd/go.mod h1:h1NjWce9XRLGQEsW7wpKNCjG9DtNlClVuFLEZdD
NbEs=
golang.org/x/text v0.3.0 h1:g61tztE5qeGQ89tm6NTjjM9VPIm088od1l6aSorWR
Wg=
golang.org/x/text v0.3.0/go.mod h1:NqM8EUOU14njkJ3fqMW+pc6Ldnwhi/IjpwHt
7yyuwOQ=
gopkg.in/check.v1 v0.0.0-2016120818132520d25e280405/go.mod h1:Co6ibVJAznAaIkqp8huTwlJQCZ016jof/cbN4VW5Yz0
=
gopkg.in/yaml.v2 v2.2.2/go.mod h1:hI93XBmqTisBFMUTm0b8Fm+jr3Dg1NNxq
wp+5A1VGuI=

Fuente: Los autores

Con el fin de hacer mucho más flexible y adaptable el código se implementaron
carpetas y archivos que luego se llamarían en varios lugares, Config.json se utiliza
para la configuración de los parámetros de la base de datos, permite mayor
flexibilidad a la hora de hacer cambios en características como: dirección de la base
de datos, servidor, usuario ,puerto y contraseña. En la tabla 16, se puede ver una
descripción del archivo json

Tabla 16 Descripción de archivo JSON con las credenciales.
Config.json
{
"server": "ec2-34-202-7-83.compute-1.amazonaws.com",
"database": "d8ukm1rr8e9fb1",
"user": "mtmghirxcvswlu",
"port": "5432",
"password": "524d67bab320780584d90fedd783841e2c02c8ea7dc38d9b0ca7f5
6bb046e147"

}

Fuente: Los autores
Dentro de la aplicación se pueden ver las carpetas: models, routes, migration,
keys, configuration, commons a continuación se explicará cada carpeta.

Models
En esta carpeta se crearan todos los modelos como user (usuarios), register
(registros), message (mensaje que ira a la aplicación), base así como funciones :
claim y getParams. En la tabla 17, se puede observar la tabla para user, register y
message.

Tabla 17 Descripción de Código de modelo de usuario.
User
//User modelo de usuario
type User struct {
ModelBig //clase ModelBig para fechas
Email string `json:"correo,omitempty"
gorm:"type:varchar(100);not null;U
NIQUE_INDEX;default:''"`
Name string `json:"nombre,omitempty"
gorm:"type:varchar(50);not null;d
efault:''"`
Password string `json:"clave,omitempty"
gorm:"type:varchar(256);not null;
default:''"`
Gender string `json:"genero,omitempty"
gorm:"type:varchar(1);not null;de
fault:'M'"`
Age
uint8 `json:"edad,omitempty"
gorm:"type:smallint;not null"`
MaxScore uint64 `json:"max_puntage"
gorm:"type:bigint;not null;default
:0"`
Admin bool `json:"admin,omitempty"
gorm:"type:bool;not null;default:fal
se"`
Actived bool `json:"activo,omitempty"
gorm:"type:bool;not null;default:tru
e"`
ChangeAdmin bool `json:"-" gorm:"-"`
}
//UserList lista de registros
type UserList struct {
Lista []User `json:"lista"`

}

Fuente: Los autores
Para el modelo de registro, se implemento una estructura similar a la de usuarios,
La tabla xx muestra la descripción del código UserModel
Register
package models
//Register modelo de registros
type Register struct {
ModelBig
CodUser
uint64 `json:"id_usuario,omitempty" gorm:"type:bigint;not null"`
CodDifficulty uint8 `json:"id_dificulta,omitempty" gorm:"type:smallint;not null"`
Duration
string `json:"Duracion,omitempty" gorm:"type:varchar(8);not null
"`
Score
uint64 `json:"Puntage,omitempty"
gorm:"type:bigint;not null"`
Date
string `json:"Duracion,omitempty" gorm:"type:varchar(8);not null"`
}
//RegisterList lista de registros
type RegisterList struct {
Lista []Register `json:"lista"`
}

Fuente: Los autores

El modelo de mensaje se implementa para recibir los mensajes de respuesta
provenientes de la aplicación móvil. En La tabla 18 se muestra la descripción del
código de Message Model.

Tabla 18 Descripción de Código de estructura del mensaje.
Message
package models
//Message estructura de los mensajes de respuesta
type Message struct {
Code
int
`json:"code"`

Data
interface{} `json:"data,omitempty"`
DataString string
`json:"data_string,omitempty"`
Message string
`json:"message,omitempty"`
NewToken string
`json:"new_token,omitempty"`
User
User
`json:"-"`
}
Fuente: Los autores
El modelo de Base contiene estructuras para guardar fechas, como de creación,
edición y borrado; a su vez se puede utilizar para el almacenamiento del Id de
usuario, como una variable de 8,32 o 64 bit. Se utilizo el Modelo Big para guardar
64 bits junto a las estructuras de tiempo. En La tabla 19 se muestra la descripción
del código de Base.

Tabla 19 Descripción de Código de estructura base para tiempos.
Base
package models
import "time"
//TimeModel, estructura de tiempo
type TimeModel struct {
CreatedAt time.Time `json:"fecha_creacion,omitempty" gorm:"NOT NULL;DE
FAULT:CURRENT_TIMESTAMP"`
UpdatedAt time.Time `json:"fecha_actualizado,omitempty"`
DeletedAt *time.Time `json:"fecha_borrado,omitempty" sql:"index"`
}
type Modelsmall struct {
ID uint8 `json:"id,omitempty" gorm:"type:smallserial;NOT NULL;primary_key" `
TimeModel
}
type Model struct {
ID uint32 `json:"id,omitempty" gorm:"type:serial;NOT NULL;primary_key"`
TimeModel
}
type ModelBig struct {
ID uint64 `json:"id,omitempty" gorm:"type:bigserial;NOT NULL;primary_key"`
TimeModel
}

//TimeValidator estructura para validar y corregir los tiempos
type TimeValidator struct {
I time.Time
E time.Time
Zh int
M int
}

Fuente: Los autores
Para la generación de un token, utilizado para enviar y recibir la informacion
codificada se utilizó una estructura con la instanciación de la clase jwt. En La tabla
20 se muestra la descripción del código de claim.

Tabla 20 Descripción de Código de estructura para el uso de Token.
Claim
package models
import "github.com/dgrijalva/jwt-go"
//Claim Estructura con el token
type Claim struct {
User `json:"user"`
jwt.StandardClaims
}
Fuente: Los autores
Para la consulta de parámetros desde la URL , se utilizó la estructura Getparams,
la cual se puede ver su descripción en la tabla 21.

Tabla 21 Descripción de estructura para traer parámetros en la URL
GetParams
package models
import "github.com/labstack/echo"
//GetParams estructura para traer parametros en la url
type GetParams struct {

C echo.Context
P string
}

Fuente: Los autores
KEYS
Carpeta que guarda los archivos .rsa de las llaves privada (genera la informacion
que se desea codificar) y pública (valida la información), se puede ver el contenido
de estos archivos en la figura 1 y 2.

Figura 1 Archivo. RSA, llave privada

Fuente: (Microsoft, 2020)

Figura 2 Archivo. RSA, llave pública.

Fuente: (Microsoft, 2020)

Controllers
La carpeta controllers administra las operaciones como: consulta (GET),
actualización (PUT), registro (POST) y borrado (DELETE) tanto del modelo de
usuarios como registros; además de las validaciones para el ingreso. Contiene 3
archivos: register, user y validate.

User.go
El archivo User se encarga de administrar las acciones realizadas a los usuarios,
se utilizan diferentes funciones como ingreso, creación, actualización, eliminación y
consulta, la cual se puede ver su descripción en la tabla 22.

Tabla 22 Descripción de clase para administrar funciones de Usuario.
User
package controllers
import (
"crypto/sha256"
"errors"
"fmt"
"net/http"
"strings"
"github.com/jinzhu/gorm"
"github.com/marioferyhwh/ApiMemoria_01/commons"

"github.com/marioferyhwh/ApiMemoria_01/configuration"
"github.com/marioferyhwh/ApiMemoria_01/models"
)
//encriptPasswordUser Se encripta la clave
func encriptPasswordUser(password string) string {
c := sha256.Sum256([]byte(password))
return fmt.Sprintf("%x", c)
}
//Login funcion de inicio de seccion
func Login(u models.User, m *models.Message) {
pwd := encriptPasswordUser(u.Password)
db := configuration.GetConnection()
defer db.Close()
db.Where("(email = ?) and password = ? and actived = true", u.Email, pwd).Fir
st(&u)
u.Password = ""
if u.ID <= 0 {
m.Code = http.StatusUnauthorized
m.Message = "Verificar Nombre y/o clave"
return
}
// u.Password = ""
token, err := commons.GenetateJWT(u)
if err != nil {
m.Code = http.StatusBadGateway
m.Message = "error generando token"
return
}
m.Code = http.StatusOK
m.NewToken = token
m.Data = u.ID
}
/*······························································
································································
··············· Usuario
································································
······························································*/
//UserCreate crea un nuevo Usuario
func UserCreate(u models.User, m *models.Message) {
m.Code = http.StatusBadRequest
if u.Email == "" {

m.Message = "falta email"
return
}
u.Email = strings.Join(strings.Split(u.Email, " "), "")
if u.Name == "" {
m.Message = "falta nombre"
return
}
if u.Password == "" {
m.Message = "falta clave"
return
}
if u.Age == 0 {
m.Message = "falta edad"
return
}
if u.Gender != "M" && u.Gender != "F" {
u.Gender = "O"
}
//encriptar clave
pwd := encriptPasswordUser(u.Password)
u.Password = pwd
db := configuration.GetConnection()
defer db.Close()
err := createUser(&u, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Usuario no se creo"
return
}
u.Password = ""
m.Code = http.StatusOK
m.Message = "Usuario creado"
m.Data = u
}
//UserGet traer un nuevo Usuario
func UserGet(u models.User, m *models.Message) {
if u.ID <= 0 {
m.Code = http.StatusBadRequest
m.Message = "especifique Usuario"
return
}
db := configuration.GetConnection()
defer db.Close()

err := getUser(&u, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "no se encotro Usuario"
return
}
m.Code = http.StatusOK
m.Message = "Usuario encontrado"
m.Data = u
}
//UserGetList traer lista de Usuario
func UserGetList(u models.User, m *models.Message) {
if u.ID == 0 && !validateAdmin(m) {
u.ID = m.User.ID
}
var list = models.UserList{}
list.Lista = []models.User{u}
db := configuration.GetConnection()
defer db.Close()
err := getUserList(&list.Lista, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "no se encontro litado de Usuarios"
return
}
m.Code = http.StatusOK
m.Message = "lista de Usuarios"
m.Data = list
}
//UserUpdate se edita un Usuario
func UserUpdate(u models.User, m *models.Message) {
if u.ID <= 0 {
m.Code = http.StatusBadRequest
m.Message = "especifique Usuario"
return
}
if u.Gender != "M" && u.Gender != "F" {
u.Gender = "O"
}
if u.Password != "" {
pwd := encriptPasswordUser(u.Password)
u.Password = pwd
}

if u.ID != m.User.ID && !validateAdmin(m) {
return
}
if validateAdmin(m) {
u.ChangeAdmin = true
}
db := configuration.GetConnection()
defer db.Close()
err := updateUser(&u, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Usuario no se actualizo"
return
}
m.Code = http.StatusOK
m.Message = "se actualizo Usuario"
m.Data = u
}
//UserDelete se borra un Usuario
func UserDelete(u models.User, m *models.Message) {
if u.ID <= 0 {
m.Code = http.StatusBadRequest
m.Message = "especifique Usuario"
return
}
if !validateAdmin(m) {
return
}
db := configuration.GetConnection()
defer db.Close()
err := getUser(&u, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Usuario no se encontro"
return
}
err = deleteUser(&u, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Usuario no se borro"
return
}
m.Code = http.StatusOK
m.Message = "borrado correctamente"

m.Data = u
}
/*······························································
······························································*/
//createUser crea Usuario
func createUser(u *models.User, db *gorm.DB) error {
err := db.Create(u).Error
return err
}
//getUser trae Usuario (id,created_at,updated_at,descrip)
func getUser(u *models.User, db *gorm.DB) error {
err := db.Select("id,created_at,updated_at,actived,email,name,gender,age,ma
x_score,admin").First(u).GetErrors()
if len(err) != 0 {
return errors.New("no se encuentra")
}
return nil
}
//getUserList trae lista de Usuarios (id,descrip)
func getUserList(us *[]models.User, db *gorm.DB) error {
where := ""
var u models.User
if len(*us) == 1 {
u = (*us)[0]
}
if u.ID != 0 {
where = fmt.Sprintf("id = %v", u.ID)
}
err := db.Where(where).Select("id,created_at,updated_at,actived,email,name,
gender,age,max_score,admin").Find(us).GetErrors()
if len(err) != 0 {
return errors.New("no se encuentra")
}
return nil
}
//updateUser actualizar el Usuario
func updateUser(u *models.User, db *gorm.DB) error {
omitList := []string{"id", "deleted_at", "email"}
if u.Password == "" {
omitList = append(omitList, "password")

}
if u.MaxScore == 0 {
omitList = append(omitList, "max_score")
}
if !u.ChangeAdmin {
omitList = append(omitList, "actived", "admin")
}
err := db.Model(u).Omit(omitList...).Save(u).Error
return err
}
//deleteUser borras el Usuario
func deleteUser(u *models.User, db *gorm.DB) error {
err := db.Unscoped().Delete(u).GetErrors()
if len(err) != 0 {
return errors.New("Error al borrar")
}
return nil
}

Fuente: Los autores
Register.go
El archivo register provee el código para las tareas como consultas, creación,
modificación y eliminación de registros. En la tabla 23 se puede ver el código
implementado a su vez se comentarios para la documentación.

Tabla 23 Descripción de clase para administrar funciones de registros
Register
package controllers
import (
"errors"
"fmt"
"net/http"
"github.com/jinzhu/gorm"
"github.com/marioferyhwh/ApiMemoria_01/configuration"
"github.com/marioferyhwh/ApiMemoria_01/models"

)
/*······························································
································································
··············· Registro
································································
······························································*/
//RegisterCreate crea un nuevo Registro
func RegisterCreate(reg models.Register, m *models.Message) {
m.Code = http.StatusBadRequest
//validaciones
if reg.CodUser <= 0 {
reg.CodUser = m.User.ID
}
if reg.CodDifficulty <= 0 {
m.Message = "falta dificultad"
return
}
if reg.Score <= 0 {
reg.Score = 0
}
//configuracion de la base de datos
db := configuration.GetConnection()
defer db.Close()
err := createRegister(&reg, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Registro no se creo"
return
}
var u models.User
u.ID = reg.CodUser
err = getUser(&u, db)
if reg.Score > u.MaxScore {
u.MaxScore = reg.Score
err = updateUser(&u, db)
}
m.Code = http.StatusOK
m.Message = "Registro creado"
m.Data = reg
}

//RegisterGet traer un nuevo Registro
func RegisterGet(reg models.Register, m *models.Message) {
if reg.ID <= 0 {
m.Code = http.StatusBadRequest
m.Message = "especifique Registro"
return
}
db := configuration.GetConnection()
defer db.Close()
err := getRegister(&reg, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "no se encotro Registro"
return
}
m.Code = http.StatusOK
m.Message = "Registro encontrado"
m.Data = reg
}
//RegisterGetList traer lista de Registro
func RegisterGetList(reg models.Register, m *models.Message) {
if reg.CodUser == 0 && !validateAdmin(m) {
reg.CodUser = m.User.ID
}
var list = models.RegisterList{}
list.Lista = []models.Register{reg}
db := configuration.GetConnection()
defer db.Close()
err := getRegisterList(&list.Lista, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "no se encontro litado de Registros"
return
}
m.Code = http.StatusOK
m.Message = "lista de Registros"
m.Data = list
}
//RegisterUpdate se edita un Registro
func RegisterUpdate(reg models.Register, m *models.Message) {
if reg.ID <= 0 {

m.Code = http.StatusBadRequest
m.Message = "especifique Registro"
return
}
if !validateAdmin(m) {
return
}
db := configuration.GetConnection()
defer db.Close()
err := updateRegister(&reg, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Registro no se actualizo"
return
}
m.Code = http.StatusOK
m.Message = "se actualizo Registro"
m.Data = reg
}
//RegisterDelete se borra un Registro
func RegisterDelete(reg models.Register, m *models.Message) {
if reg.ID <= 0 {
m.Code = http.StatusBadRequest
m.Message = "especifique Registro"
return
}
if !validateAdmin(m) {
return
}
db := configuration.GetConnection()
defer db.Close()
err := getRegister(&reg, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Registro no se encontro"
return
}
err = deleteRegister(&reg, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Registro no se borro"
return
}
m.Code = http.StatusOK

m.Message = "borrado correctamente"
m.Data = reg
}
//RegisterDeleteList se borra lista de Registro
func RegisterDeleteList(reg models.Register, m *models.Message) {
if reg.CodUser <= 0 {
m.Code = http.StatusBadRequest
m.Message = "especifique Registro"
return
}
if !validateAdmin(m) {
return
}
db := configuration.GetConnection()
defer db.Close()
err := deleteRegisterList(&reg, db)
if err != nil {
m.Code = http.StatusBadRequest
m.Message = "Registro no se borro"
return
}
var u models.User
u.ID = reg.CodUser
err = getUser(&u, db)
u.MaxScore = 0
err = updateUser(&u, db)
m.Code = http.StatusOK
m.Message = "borrado correctamente"
m.Data = reg
}
/*······························································
······························································*/
//createRegister crea Registro
func createRegister(bt *models.Register, db *gorm.DB) error {
err := db.Create(bt).Error
return err
}
//getRegister trae Registro (id,created_at,updated_at,descrip)
func getRegister(bt *models.Register, db *gorm.DB) error {
err := db.Select("id,created_at,updated_at,cod_user,cod_difficulty,duration,sco
re").First(bt).GetErrors()

if len(err) != 0 {
return errors.New("no se encuentra")
}
return nil
}
//getRegisterList trae lista de Registros (id,descrip)
func getRegisterList(bts *[]models.Register, db *gorm.DB) error {
where := ""
var bt models.Register
if len(*bts) == 1 {
bt = (*bts)[0]
}
if bt.CodUser != 0 {
where = fmt.Sprintf("cod_user = %v", bt.CodUser)
}
err := db.Where(where).Select("id,cod_user,cod_difficulty,duration,score").Fin
d(bts).GetErrors()
if len(err) != 0 {
return errors.New("no se encuentra")
}
return nil
}
//updateRegister actualizar el Registro
func updateRegister(bt *models.Register, db *gorm.DB) error {
omitList := []string{"id", "deleted_at", "cod_user"}
err := db.Model(bt).Omit(omitList...).Save(bt).Error
return err
}
//deleteRegister borras el Registro
func deleteRegister(bt *models.Register, db *gorm.DB) error {
err := db.Delete(bt).GetErrors()
if len(err) != 0 {
return errors.New("Error al borrar")
}
return nil
}
//deleteRegisterList borra el Registro
func deleteRegisterList(bt *models.Register, db *gorm.DB) error {
err := db.Unscoped().Where("cod_user = ?", bt.CodUser).Delete(bt).GetErrors
()
if len(err) != 0 {

return errors.New("Error al borrar")
}
return nil
}

Fuente: Los autores

Validate.go
El archivo Validate autentifica que el usuario o administrador ingresado, sean los
correctos en la base de datos. En la tabla 24, se puede ver la descripción del
código para validaciones.

Tabla 24 Descripción de clase para administrar funciones de registros
Validate
package controllers
import (
"errors"
"net/http"
"strings"
"github.com/dgrijalva/jwt-go"
"github.com/labstack/echo"
"github.com/marioferyhwh/ApiMemoria_01/commons"
"github.com/marioferyhwh/ApiMemoria_01/models"
)
/*······························································
································································
··············· validación de token
································································
······························································*/
//ValidateJWT se valida que el token que llega sea valido
func ValidateJWT(next echo.HandlerFunc) echo.HandlerFunc {
return func(c echo.Context) error {

var m models.Message
tokenString, err := getToken(c.Request())
if err != nil {
m.Code = http.StatusUnauthorized
m.Message = err.Error()
return commons.DisplayMessage(c, &m)
}
verifyFuction := func(token *jwt.Token) (interface{}, error) {
return commons.PublicKey, nil
}
token, err := jwt.ParseWithClaims(tokenString, &models.Claim{}, verifyFucti
on)
if err != nil {
m.Code = http.StatusUnauthorized
switch err.(type) {
case *jwt.ValidationError:
mErr := ""
vErr := err.(*jwt.ValidationError)
//se puede agregar un modo debug e imprimir el error en
caso de que ocurra
switch vErr.Errors {
case jwt.ValidationErrorExpired:
mErr = "su token a expirado"
default:
mErr = "erro de validacion de token"
}
m.Code = http.StatusBadRequest
m.Message = mErr
default:
m.Code = http.StatusBadRequest
m.Message = "erro y punto"
}
return commons.DisplayMessage(c, &m)
}
if !token.Valid {
m.Code = http.StatusUnauthorized
m.Message = "Su token no es valido"
return commons.DisplayMessage(c, &m)
}
user := token.Claims.(*models.Claim).User
c.Set("user", user)
return next(c)

}
}
//getToken trae el token de params o de
func getToken(r *http.Request) (string, error) {
ah := r.Header.Get("Authorization")
if ah == "" {
ah = r.URL.Query().Get("authorization")
if ah == "" {
return "", errors.New("no llego ninguna authorization")
}
return ah, nil
}
if len(ah) > 6 && strings.ToUpper(ah[0:6]) == "BEARER" {
return ah[7:], nil
}
return "", errors.New("el header no contiene la palabra bearer")
}
/*······························································
································································
··············· validacion de administrador
································································
······························································*/
func validateAdmin(m *models.Message) bool {
if !m.User.Admin {
m.Code = http.StatusBadRequest
m.Message = "no esta autorizado"
}
return m.User.Admin
}

Fuente: Los autores

Migration
Se creo la cls migration para hacer las configuraciones necesarias para la
conexión con la base de datos (DB), la cual se puede ver su descripción en la
tabla 25.

Tabla 25 Descripción de clase para creacion, limpieza de tablas en la BD.
Migration
package migration
import (
"fmt"
"github.com/jinzhu/gorm"
"github.com/marioferyhwh/ApiMemoria_01/configuration"
"github.com/marioferyhwh/ApiMemoria_01/controllers"
"github.com/marioferyhwh/ApiMemoria_01/models"
)
//Validacion se valida que exista las tablas
func Validacion() bool {
db := configuration.GetConnection()
defer db.Close()
return db.HasTable(&models.User{}) && db.HasTable(&models.Register{})
}
//Migrate proceso de limpiado y creacion de tablas
func Migrate() {
fmt.Println("Se resetea base de datos")
db := configuration.GetConnection()
defer db.Close()
deteleTables(db)
createTables(db)
createConstrain(db)
createDataInt()
}
//remplaza tablas si ya existen
func deteleTables(db *gorm.DB) {
db.DropTableIfExists(&models.User{})
db.DropTableIfExists(&models.Register{})
}
//crea tablas de registro y usuarios
func createTables(db *gorm.DB) {
db.CreateTable(&models.User{})
db.CreateTable(&models.Register{})
}
//agrega las llaves foraneas a las tabla de registros

func createConstrain(db *gorm.DB) {
db.Model(&models.Register{}).AddForeignKey("cod_user", "users(id)", "REST
RICT", "RESTRICT")
}
//crea un usuario de administracion por defecto
func createDataInt() {
users := []models.User{
{
Email: "admin@correo.com",
Name: "admin",
Password: "admin",
Gender: "M",
Age:
20,
MaxScore: 0,
Admin: true,
},
}
//para cada usuario se crea un mensaje
var m models.Message
for _, user := range users {
controllers.UserCreate(user, &m)
}
}

Fuente: Los autores

Configuration
En la carpeta configuración se realiza la configuración de la base de datos, tomando
el archivo JSON de configuración de la base de datos. En la tabla 26, se muestra la
descripción del código implementado para la configuración de la base de datos.

Tabla 26 Descripción de clase para la conexión con la base de datos.
Go.mod
package configuration
import (
"encoding/json"
"fmt"

"log"
"os"
"github.com/jinzhu/gorm"
_ "github.com/jinzhu/gorm/dialects/postgres"
)
type configuration struct {
Server string
Port string
User string
Password string
Database string
}
// getConfig realiza la lectura y decodificacion del archivo de configuracion .json
func getConfig() configuration {
file, err := os.Open("./config.json")
if err != nil {
log.Fatal("error:", err, "no se leyo elo archivo de configuracion de base de d
atos")
}
defer file.Close()
var c configuration
err = json.NewDecoder(file).Decode(&c)
if err != nil {
log.Fatal("error:", err, " no se decofifico archivo de base de datos")
}
return c
}
// GetConnection se inicia conexion de base de datos
func GetConnection() *gorm.DB {
c := getConfig()
dsn := fmt.Sprintf("host=%s port=%s user=%s dbname=%s password=%s ssl
mode=disable", c.Server, c.Port, c.User, c.Database, c.Password)
db, err := gorm.Open("postgres", dsn)
if err != nil {
log.Fatal(err)
}
return db
}

Fuente: Los autores
Commons
La carpeta commons contendrá variables y funciones comunes, además de
contener 3 archivos: auth, display_message y variables.

auth.go
El archivo auth es encargado de validar las llaves público y privada, además de la
generación de Token, para la autentificación de usuarios. Para esto se utiliza el
estándar JWT (JSON Web Token) que se utiliza para codificar la información de
un usuario. El token será una cadena de texto de 64 bits que representará toda la
información del usuario codificada. En la tabla 27 se puede ver la descripción del
Código utilizado para la autentificación de usuarios.

Tabla 27 Descripción de clase para la autentificación de usuario.
auth
package commons
import (
"crypto/rsa"
"io/ioutil"
"log"
"sync"
"github.com/dgrijalva/jwt-go"
"github.com/marioferyhwh/ApiMemoria_01/models"
)
var (
privateKey *rsa.PrivateKey
//PublicKey usada para validacion del token
PublicKey *rsa.PublicKey
once
sync.Once
)
func init() {
once.Do(func() {
loadSignFiles()
})
}

func loadSignFiles() {
// lectura y validación de archivos de las llaves publico y privadas
privateBytes, err := ioutil.ReadFile("./keys/private.rsa")
if err != nil {
log.Fatal("no lee el archivo privado->", err)
}
publicBytes, err := ioutil.ReadFile("./keys/public.rsa")
if err != nil {
log.Fatal("no lee el archivo publico->", err)
}
// parseo de llaves publicas y privadas, analiza las llaves
privateKey, err = jwt.ParseRSAPrivateKeyFromPEM(privateBytes)
if err != nil {
log.Fatal("no se parseo llave privada->", err)
}
PublicKey, err = jwt.ParseRSAPublicKeyFromPEM(publicBytes)
if err != nil {
log.Fatal("no se parseo llave publica", err)
}
}
//Genera JWT, creacion de token
func GenetateJWT(user models.User) (string, error) {
c := models.Claim{
User: user,
StandardClaims: jwt.StandardClaims{
Issuer: "forest",
},
}
t := jwt.NewWithClaims(jwt.SigningMethodRS256, c)
resul, err := t.SignedString(privateKey)
if err != nil {
return "", err
}
return resul, nil
}

Fuente: Los autores

DisplayMessage
El archivo DisplayMessage .go, conierte el atributo Data de la estructura message
en una cadena string que será fácilmente recibida por la Aplicaciond de unity. En
la tabla 28 se puede ver la estructura de respuesta de ingreso.

Tabla 28 Descripción de clase para la estructura de respuesta de ingreso.
DisplayMessage
package commons
import (
"encoding/json"
"github.com/labstack/echo"
"github.com/marioferyhwh/ApiMemoria_01/models"
)
//DisplayMessage estructura de respuesta de ingreso
func DisplayMessage(c echo.Context, m *models.Message) error {
if m.Data != nil {
body, _ := json.Marshal(m.Data)
m.DataString = (string(body))
m.Data = nil
}
return c.JSON(m.Code, m)
}

Fuente: Los autores

Variables
Se desarrollo un archivo de variables globales que se usaran en otros archivos como
los son: el puerto de acceso y el usuario que será traído del token. En la tabla 29,
se puede observar el código implementado para las variables comunes.

Tabla 29 Descripción de clase para la estructura de respuesta de ingreso.
DisplayMessage
package commons
//Port puerto del servidor web

var Port int
//User nombre de usuario traido en el token
var User = "user"
Fuente: Los autores

PAGINA WEB
Para la página se utilizó el framework de Angular CLI versión 10.0.2, la biblioteca
Bootstrap 4.5.0 para optimizar la programación de los lenguajes html , ccs,
JavaScript además de utilizar el lenguaje de programación Typescript. Se uso el

editor Visual code. En la figura 3 se puede ver la carpeta que contiene todos los
archivos de la pagina web.

Figura 3 Directorio de proyecto para la API

Fuente: (Microsoft, 2020)

Para la estructura inicial de la página se creó un solo archivo html que contenga una
cabecera (head) y un cuerpo (body), en la tabla 30 se puede ver la estructura de la
página principal. En esta pagina se cargan las rutas para las diferentes funciones
de la pagina como ir a formularios (registro, actualización, consulta y borrado) de
usuarios y puntajes. Angular crea unos archivos por defecto para la simplificación
de tareas

Tabla 30 Descripción del archivo principal de la pagina
Index.html
<!doctype html>
<html lang="es">
<head>
<meta charset="utf-8">
//titulo de la pagina web
<title>AppMemoriaGame</title>
<base href="/">
//definicion de archivos meta data
<meta name="viewport" content="width=device-width, initial-scale=1">
//link para el icono de la pagina.
<link rel="icon" type="image/x-icon" href="favicon.ico">
//link para vincularse a la librería de bootstrap
<link rel="stylesheet" href="https://stackpath.bootstrapcdn.com/bootstrap/4.5.0
/css/bootstrap.min.css" integrity="sha3849aIt2nRpC12Uk9gS9baDl411NQApFmC26EwAOH8WgZl5MYYxFfc+NcPb1dKG
j7Sk" crossorigin="anonymous">
<link rel="stylesheet" href="https://cdnjs.cloudflare.com/ajax/libs/animate.css/3
.7.2/animate.min.css">
</head>
<body>
//clase app-root para direccionamiento de otros componentes
<app-root></app-root>
//libreria fontawesome para botones y componentes prefabricados
<script src="https://kit.fontawesome.com/6a5b535a13.js" crossorigin="anonym
ous"></script>
//librería jquery v3.5.1 para la simplificación de programación con java script
del sitio web.
<script src="https://code.jquery.com/jquery3.5.1.slim.min.js" integrity="sha384DfXdz2htPH0lsSSs5nCTpuj/zy4C+OGpamoFVy38MVBnE+IbbVYUew+OrCXaR
kfj" crossorigin="anonymous"></script>
// jsdelivr es un servicio de CDN gratuito para alojar archivos de java script y
acelerar el desarrollo.
<script src="https://cdn.jsdelivr.net/npm/popper.js@1.16.0/dist/umd/popper.mi
n.js" integrity="sha384Q6E9RHvbIyZFJoft+2mJbHaEWldlvI9IOYy5n3zV9zzTtmI3UksdQRVvoxMfooAo
" crossorigin="anonymous"></script>
//link para vincularse a la librería de bootstrap
<script src="https://stackpath.bootstrapcdn.com/bootstrap/4.5.0/js/bootstrap.mi
n.js" integrity="sha384-

OgVRvuATP1z7JjHLkuOU7Xw704+h835Lr+6QL9UvYjZE3Ipu6Tp75j7Bh/kR0JK
I" crossorigin="anonymous"></script>
</body>
</html>
Fuente: Los autores
Dentro del desarrollo empleado se crearon diferentes carpetas donde se ubicarán:
los componentes de la página web, clases donde se definirán los modelos: usuarios,
registros, mensajes; filtros realizados a las variables para una validación de la
información; servicios de la API entre otras funciones. A continuación, se mostraran
las carpetas y archivos desarrollados.
MODULES
Se desarrollo la programación html y typescript, junto con recursos de fontawesome,
Bootstrap, sweetalert2. Estos modulos se organizaron en varias carpetas para
proveer una más organizada estructura de desarrollo. Estas carpetas son: body
(cuerpo de la página), components (los componentes usados en la página como
formularios, ventanas, tablas, botones, etc), not found(elemento cuando no se
encuentra un usuario), y score/score list (estructura para la tabla de registros). Para
todos los módulos la estructura es muy similar, en cada carpeta se puede observar
los archivos html, ccs, ts (type Script) y spec.ts (archivo para pruebas, desarrollado
por la librería angular).
Componentes
Para la carpeta de componentes se guardaron 13 diferentes componentes. En
algunos se utilizaron recursos de la librería fontawesome, el cual facilito el código
de los iconos utilizados .
Botón borrar
El código base de componentes como agregar, borrar, editar, un ojo para ocultar la
contraseña, cargar, estos componentes tienen una estructura de código como se
puede ver en la tabla 31, donde los módulos vienen configurados con la librería de
angular.

Tabla 31 Descripción de un archivo typescripte y html de un componente
button-delete.component .ts
import { Component, OnInit } from '@angular/core';

@Component({
selector: 'app-button-delete',
templateUrl: './button-delete.component.html',
styleUrls: ['./button-delete.component.scss']
})
export class ButtonDeleteComponent implements OnInit {
constructor() { }
ngOnInit(): void {
}
}
button-delete.component.html
<i class="fa fa-trash btn btn-danger" aria-hidden="true">
Fuente: Los autores

Figura 4 Icono de basura

Fuente: ( Font Awesome, 2020)

Footer y Header
Para el footer (pie de pagina web) y header (cabecera o parte superior), se
desarrollo mas el código en los archivos typescript. En el archivo typescrit del
componente footer se puede notar la implementación de una funcion para la
actualizacion del año en la pagina web, en la tabla 32 se puede ver los archivos
.html y .ts (el ccs no fue utilizado).

Tabla 32 Descripción de un archivo typescripte y html de componente footer y
navbar

Footer-component.html
<footer class="footer page-footer container">
<p>&copy;{{fecha}} Juego </p>
</footer>
Footer-component.ts
import { Component, OnInit } from "@angular/core";
@Component({
selector: "app-footer",
templateUrl: "./footer.component.html",
styleUrls: ["./footer.component.scss"],
})
//funcion para actualizar el año
export class FooterComponent implements OnInit {
fecha: number;
constructor() {
this.fecha = new Date().getFullYear();
}
ngOnInit(): void {}
}

Fuente: Los autores
Para el header se utilizó un navegador de barra (navBar), el cual se implementó
como un componente individual. En la tabla 33, se muestra el código del
componente header.

Tabla 33 Descripción de un archivo typescripte y html de un componente header
Header-component.html
<header class="header container">
<app-nav-bar></app-nav-bar>
</header>
Header-component.ts
import { Component, OnInit } from '@angular/core';
@Component({
selector: 'app-header',
templateUrl: './header.component.html',
styleUrls: ['./header.component.scss']
})

export class HeaderComponent implements OnInit {
constructor() { }
ngOnInit(): void {
}
}
Fuente: Los autores
Nav-Bar
Para el componente NavBar o barra de navegación, se puede ver el código
documentado en la tabla 34.

Tabla 34 Descripción de un archivo typescripte y html de un componente barra de
navegación.
Nav-Bar.html
<nav class="navbar navbar-expand-lg navbar-light bg-light">
<a class="navbarbrand" [routerLink]="['/usuario','lista']" href="#">JUEGO DE MEMORIA</a>
//boton para navegacion entre usuarios y registros
<button class="navbar-toggler" type="button" data-toggle="collapse" datatarget="#navbarSupportedContent"
aria-controls="navbarSupportedContent" aria-expanded="false" arialabel="Toggle navigation">
<span class="navbar-toggler-icon"></span>
</button>
<div class="collapse navbar-collapse" id="navbarSupportedContent">
//barra como una lista
<ul class="navbar-nav mr-auto">
<li class="nav-item active">
// enrutamiento para lista de usuarios
<a class="nav-link" [routerLink]="['/usuario','lista']">Usuarios</a>
</li>
<li class="nav-item active">
// enrutamiento para lista de Puntajes o registros
<a class="nav-link" [routerLink]="['/puntaje','lista',id]">Puntajes</a>
</li>
// enrutamiento para volver a la pagina de ingreso.
<li class="nav-item active">
// se utiliza la funcion logout generada desde el .ts

<a class="nav-link" (click)="logOut()" [routerLink]="[ '/login']">Salir</a>
</li>
</ul>
</div>
</nav>
Nav-Bar.ts
import { Component, OnInit } from "@angular/core";
import { UserService } from "src/app/services/user.service";
import { ApiServerService } from "src/app/services/api-server.service";
import { GlobalService } from "src/app/services/global.service";
@Component({
selector: "app-nav-bar",
templateUrl: "./nav-bar.component.html",
styleUrls: ["./nav-bar.component.scss"],
})
export class NavBarComponent implements OnInit {
private levenNow: number;
public admin: boolean;
public id: number;
constructor(
private _userServer: UserService,
private _apiService: ApiServerService
){
//validación de administrador
this.admin = _apiService.userToken().admin;
//retornar el id del usuario ingresado
this.id = _apiService.userToken().id;
}
ngOnInit(): void {}
// funcion usando la clase ServerSevice para cerrar sesión
logOut() {
this._userServer.logout();
}
}
Fuente: Los autores
Formulario de ingreso
Para los formularios como el formulario de login y de usuario se utilizaron
funciones más avanzadas. El formulario Login puede observarse en la tabla 35.

Tabla 35 Descripción de un archivo typescripte y html de un formulario de ingreso.
Form-login.html
<form class="col-8 offset-2 textleft" autocomplete="off" (ngSubmit)="onAction()" [formGroup]="forma">
// texto y entrada del correo
<div class="form-group row">
<label class="col-4 col-form-label" for="correo">correo:</label>
<div class="col-8">
<input class="formcontrol" type="email" placeholder="correo" formControlName="correo" [class.isinvalid]="correoInvalid">
<span class="text-danger" *ngIf="correoInvalid">
correo no valido
</span>
</div>
</div>
//texto y entrada de la clave
<div class="form-group row">
<label class="col-4 col-form-label" for="clave">clave:</label>
<div class="col-8">
<input class="formcontrol" type="password" placeholder=" **********" formControlName="clave" [cl
ass.is-invalid]="claveInvalid">
<span class="text-danger" *ngIf="claveInvalid">
Clave no valida
</span>
</div>
</div>
//botón para recordar usuario
<div class="form-group form-check">
<input type="checkbox" formControlName="remenber" class="form-checkinput">
<label for="remenber" class="form-check-label"> recordar usuario</label>
</div>
//boton para iniciar sesión
<button type="submit" class="btn btn-outline-primary btnblock">iniciar</button>
</form>

Form-login.ts
import { Component, OnInit } from "@angular/core";
import { FormGroup, FormBuilder, FormArray, Validators } from "@angular/forms
";
import { Router } from "@angular/router";
import { UserModel } from "src/app/shared/models/user.model";
import { UserService } from "src/app/services/user.service";
import Swal from "sweetalert2";
@Component({
selector: "app-form-login",
templateUrl: "./form-login.component.html",
styleUrls: ["./form-login.component.scss"],
})
export class FormLoginComponent implements OnInit {
private user: UserModel;
public forma: FormGroup;
private emailLS: string = "game-email";
public remember: boolean = false;
constructor(
private _fb: FormBuilder,
private _router: Router,
private _userService: UserService
){
this.initForm();
this.dataForm();
}
ngOnInit(): void {}
//identifica si existe un usuario en la variable emails del local storage para
imprimirlo por defecto
dataForm() {
if (localStorage.getItem(this.emailLS)) {
this.forma.reset({
correo: localStorage.getItem(this.emailLS),
remenber: true,
});
}
}
//ejecutar accion cuando presiona el boton de ingresar
onAction() {
// si el formulario es invalido, se indicara en pantalla
if (this.forma.invalid) {

console.log(this.forma);
//para todos los controles del formulario como clave y controles
Object.values(this.forma.controls).forEach((c) => {
//se marcaran todos los controles como marcados o editados
if (c instanceof FormGroup) {
Object.values(c.controls).forEach((c) => {
c.markAsTouched();
});
} else {
c.markAsTouched();
}
});
return;
}
//Para el desarrollo de las ventanas emergentes de utilizo la librería
SweetAlert2
// Creación de una ventana emergente indicando “espere porfavor”
const toast = Swal.mixin({
allowOutsideClick: false,
icon: "info",
text: "Espere Por favor",
});
//función para imprimir la Ventana emergente
toast.fire();
//deshabilita el boton y muestra la animación de carga
toast.showLoading();
//se convierte el modelo de usuario en un valor del actual formulario
const user = <UserModel>this.forma.value;
//ejecuta función login, usando la clase ApiServerService para ingresar las
variables de usuario
this._userService.login(user).subscribe(
//si el correo y clave son correctos , navegara a usuario lista
(resp) => {
//cierra ventana emergente
toast.close();
if (this.forma.value["remenber"]) {
//si se activa la opción para recordar usuario, se guarda en la variable emails
del local storage el usuario ingresado
localStorage.setItem(this.emailLS, user.correo);
} else if (localStorage.getItem(this.emailLS)) {

//si se activa la opción para recordar usuario, se borra la variable emails del
local storage.
localStorage.removeItem(this.emailLS);
}
//navegacion a usuario lista
this._userService.routeList();
},
// si ocurre un error se crea otra ventana emergente para indicar que la clave
y correo no se validaron
(err) => {
//creacion de Ventana emergente
const toast = Swal.mixin({
icon: "error",
title: "Error al autentificar",
text: err["error"].message,
});
//impression de la Ventana emergente
toast.fire();
console.log({ err });
}
);
}
//inicializar el formulario como un objeto de la clase formGroup con corro y
clave ambas entradas obligatorias y el correo o un patrón de validación
initForm() {
this.forma = this._fb.group({
correo: [
"",
[
Validators.required,
Validators.pattern("[a-z0-9._%+-]+@[a-z0-9.-]+.[a-z]{2,3}$"),
],
],
clave: ["", [Validators.required]],
remenber: [],
});
}
//función de consulta comun para validar clave y correo
InvalidField(Field: string): boolean {
return this.forma.get(Field).invalid && this.forma.get(Field).touched;
}
// función para validar correo
get correoInvalid(): boolean {
return this.InvalidField("correo");

}
// función para validar clave
get claveInvalid(): boolean {
return this.InvalidField("clave");
}
}
Fuente: Los autores

Formulario de usuarios
Para el formulario de usuarios, se puede ver la descripción del código en la tabla
36.

Tabla 36 Descripción de un archivo typescripte y html de un formulario de registro
de usuarios.
form-user.component .html
<app-loading *ngIf="!data"></app-loading>
// se define las características del formulario si hay información
<form class="col-8 offset-2 textleft" *ngIf="data" autocomplete="off" (ngSubmit)="onAction()" [formGroup]="form
a">
// definición del texto Id y de la entrada de texto
<div class="form-group row" *ngIf="data.id">
<label class="col-4 col-form-label" for="id">ID:</label>
<div class="col-8">
<input class="formcontrol" type="text" placeholder="id" formControlName="id">
</div>
</div>
// definición de la opción para activar usuario, solo para administradores
<div class="form-group row" *ngIf="Admin">
<label class="col-2 col-form-label" for="activo">activo:</label>
<div class="col-2">
<input class="formcontrol" type="checkbox" formControlName="activo" [class.isinvalid]="activoInvalid">
</div>

// definición de la opción para convertir a administrador, solo para
administradores
<label class="col-2 col-form-label" for="admin">admin:</label>
<div class="col-2">
<input class="formcontrol" type="checkbox" formControlName="admin" [class.isinvalid]="adminInvalid">
</div>
// definición de la opción para activar cambio de clave, solo para administradores
<label class="col-2 col-formlabel" for="cambiar_clave">cambiar Clave:</label>
<div class="col-2">
<input class="formcontrol" type="checkbox" formControlName="cambiar_clave"
[class.is-invalid]="cambiar_claveInvalid">
</div>
</div>
// definición de la entrada de nombre
<div class="form-group row">
<label class="col-4 col-form-label" for="nombre">nombre:</label>
<div class="col-8">
<input class="formcontrol" type="text" placeholder="Nick Name" formControlName="nombre"
[class.is-invalid]="nombreInvalid">
<span class="text-danger" *ngIf="nombreInvalid">
nombre no valido
</span>
</div>
</div>
// definición de la entrada de correo
<div class="form-group row">
<label class="col-4 col-form-label" for="correo">correo:</label>
<div class="col-8">
<input class="formcontrol" type="email" placeholder="correo" formControlName="correo"
[class.is-invalid]="correoInvalid">
<span class="text-danger" *ngIf="correoInvalid">
correo no valido
</span>
</div>
</div>

// definición de la entrada de genero, como una lista
<div class="form-group row">
<label class="col-4 col-form-label r" for="genero">Genero:</label>
<div class="col-8">
<select class="form-control" formControlName="genero" [ngClass]="{'isinvalid':generoInvalid}">
//definicion de los diferentes generos
<option *ngFor="let dat of generos" [value]="dat.id">{{dat.description}}</opti
on>
</select>
<span class="text-danger" *ngIf="generoInvalid">
especifique tipo de genero
</span>
</div>
</div>
// definición de la entrada de edad
<div class="form-group row">
<label class="col-4 col-form-label" for="edad">edad:</label>
<div class="col-8">
<input class="formcontrol" type="text" formControlName="edad" [ngClass]="{'isinvalid':edadInvalid}">
<span class="text-danger" *ngIf="edadInvalid">
Edad no valida
</span>
</div>
</div>
// definición de la entrada de máximo puntaje
<div class="form-group row" *ngIf="data.id">
<label class="col-4 col-form-label" for="max_puntage">max_puntage:</label>
<div class="col-8">
<input class="formcontrol" type="number" placeholder="" formControlName="max_puntage"
[class.is-invalid]="max_puntageInvalid">
<span class="text-danger" *ngIf="max_puntageInvalid">
Puntaje no encontrado
</span>
</div>
</div>
// definición de la entrada de clave
<div class="form-group row">

<label class="col-4 col-form-label" for="clave">clave:</label>
<div class="col-8">
<input class="formcontrol" type="password" placeholder=" **********" formControlName="clave"
[class.is-invalid]="claveInvalid">
<span class="text-danger" *ngIf="claveInvalid">
Clave no valida
</span>
</div>
</div>
// definición de la entrada confirmación de clave
<div class="form-group row">
<label class="col-4 col-formlabel" for="confirmar_clave">confirmar clave:</label>
<div class="col-8">
<input class="formcontrol" type="password" placeholder=" **********" formControlName="confirmar
_clave"
[class.is-invalid]="confirmar_claveInvalid">
<span class="text-danger" *ngIf="confirmar_claveInvalid">
no conciden las claves
</span>
</div>
</div>
//llamado del componente crear-editar
<div class="form-group row">
<label class="col-4 col-form-label">&nbsp;</label>
<app-button-create-edit class="col-md-8 inputgroup" [id]="data.id" (onCancel)="cancel()"></app-button-create-edit>
</div>
</form>
//impresión de estados si esta en modo debug
<pre *ngIf="debug">
{{forma.status}}
{{forma.controls['name'].status}}
{{forma.value | json}}
</pre>
form-user.component.ts
import { Component, OnInit, Input, Output, EventEmitter } from "@angular/core";
import { UserModel } from "src/app/shared/models/user.model";
import { FormGroup, FormBuilder, Validators } from "@angular/forms";

import { Router } from "@angular/router";
import { UserService } from "src/app/services/user.service";
@Component({
selector: "app-form-user",
templateUrl: "./form-user.component.html",
styleUrls: ["./form-user.component.scss"],
})
export class FormUserComponent implements OnInit {
//La variable data declara como una entrada
@Input() public data: UserModel;
//La variable onData se declara como una salida
@Output() public onData: EventEmitter<UserModel>;
//definición de variables
public forma: FormGroup;
public debug: boolean;
public Admin: boolean = false;
//definicion de lista para los generos
public generos = [
{ id: "M", description: "Hombre" },
{ id: "F", description: "mujer" },
{ id: "O", description: "otro" },
];
//Inicialización de variables y valores iniciales
constructor(
private _fb: FormBuilder,
private _router: Router,
private _userService: UserService
){
this.debug = false;
this.onData = new EventEmitter();
this.initForm();
this.Admin = this._userService.IsAdmin;
}
ngOnInit(): void {}
//cada vez que se agrega un cambio al formulario se valida los valores de los
campos, así como permisos por ingresar como usuario o administrador
ngOnChanges() {
this.dataForm();
}

// acción de enviar la información ingresada del usuario
onAction() {
// se activa la indicación de editado si se ha validado la información. En caso
contrario se indica que se ha editado en todos los campos.
if (this.forma.invalid) {
console.log(this.forma);
Object.values(this.forma.controls).forEach((c) => {
if (c instanceof FormGroup) {
Object.values(c.controls).forEach((c) => {
c.markAsTouched();
});
} else {
c.markAsTouched();
}
});
return;
}
//se guarda la edad como un entero en el formulario
this.forma.value["edad"] = parseInt(this.forma.value["edad"]);
const d = <UserModel>this.forma.value;
//se Vuelve a guardar el id del usuario
d.id = this.data.id;}
//se elimina la clave para no mostrar la clave actual
if (d.clave == null) {
delete d.clave;
}
//se guarda el máximo puntaje
d.max_puntage = this.data.max_puntage;
console.log({ d });
//Se envian los datos guardados
this.onData.emit(d);
}
dataForm() {
console.log(this.data);
//Se configuran los valores iniciales, resetean valores y deshabilitan entradas
como Id, máximo puntaje.
if (this.data != null) {
//
if (this.data.activo == null) {
this.data.activo = false;
}
if (this.data.admin == null) {
this.data.admin = false;

}
if (this.data.cambiar_clave == null) {
this.data.cambiar_clave = false;
}
this.forma.reset({ ...this.data });
if (this.data.id != null) {
this.forma.get("correo").disable();
}
// si no es administrador se deshabilita las opciones para activar un usuario,
convertirlo a administrador y permiso de cambiar clave
if (!this.Admin) {
this.forma.get("activo").disable();
this.forma.get("admin").disable();
this.forma.get("cambiar_clave").disable();
}
}
}
//inicializa el formulario con sus valores iniciales y caracteristicas
initForm() {
this.forma = this._fb.group({
id: [0],
// el correo se especifica con máximo 100 caracteres, ser obligatorio y patrones
como tener caracteres alfanuméricos seguido de “@” y de “.”
correo: [
"",
[
Validators.required,
Validators.maxLength(100),
Validators.pattern("[a-z0-9._%+-]+@[a-z0-9.-]+.[a-z]{2,3}$"),
],
,
],
//nombre requerido y máximo 50 caracteres de longitud
nombre: ["", [Validators.minLength(3), Validators.maxLength(50)]],
clave: [""],
//genero requerido
genero: ["", [Validators.required]],
//edad como valor numérico , requerida y con valores como mínimo 0
edad: [5, [Validators.required, Validators.min(0)]],
max_puntage: [""],
//Las variables de administrador se inicializan y se vuelven requeridas o
obligatorias.
admin: [false, [Validators.required]],

activo: [true, [Validators.required]],
cambiar_clave: [true, [Validators.required]],
confirmar_clave: [""],
});
//no se habilita los campos id y maxima puntuación, para no editarlos
this.forma.get("id").disable();
this.forma.get("max_puntage").disable();
}
//enrutamiento a la lista de usuarios cuando cancela el formulario
cancel() {
this._userService.routeList();
}
//función común para confirmar si un campo es invalido
InvalidField(Field: string): boolean {
return this.forma.get(Field).invalid && this.forma.get(Field).touched;
}
// función de cada variable del formulario para conocer si es invalido
get correoInvalid(): boolean {
return this.InvalidField("correo");
}
get nombreInvalid(): boolean {
return this.InvalidField("nombre");
}
get claveInvalid(): boolean {
return this.InvalidField("clave");
}
get generoInvalid(): boolean {
return this.InvalidField("genero");
}
get edadInvalid(): boolean {
return this.InvalidField("edad");
}
get max_puntageInvalid(): boolean {
return this.InvalidField("max_puntage");
}
get adminInvalid(): boolean {
return this.InvalidField("admin");
}
get activoInvalid(): boolean {
return this.InvalidField("activo");
}
get cambiar_claveInvalid(): boolean {
return this.InvalidField("cambiar_clave");
}

//función de confirmación de clave , valida que ambas claves sean iguales
get confirmar_claveInvalid(): boolean {
return !(
this.forma.get("clave").value === this.forma.get("confirmar_clave").value
);
}
}
Fuente: Los autores
Tabla de puntajes o registros
en la tabla 37 se puede observar una descripción del componente Table-Score
List, que será la tabla de registros o puntajes logrados.

Tabla 37 Descripción de un archivo typescripte y html de componente de tabla de
registros.
Componente table-score
table-score.component.html
<app-loading *ngIf="!data"></app-loading>
//valida si hay informacion y la longitud de los resultados es mayor que cero
<h2 *ngIf="data && data.length == 0 ">No hay resultado</h2>
//estructura de la tabla de puntajes o registros
<table class="table table-sm" *ngIf="data && data.length > 0 ">
<thead>
<tr>
<th scope="col" *ngIf="Admin">#</th>
<th scope="col" *ngIf="Admin">Usuario</th>
<th scope="col">Dificultad</th>
<th scope="col">Puntuacion</th>
<th scope="col">Duracion</th>
<th *ngIf="edit"></th>
</tr>
</thead>
<tbody>
//se ingresa cada uno de los datos de puntajes que se tienen almacenados
<tr *ngFor="let dat of data">
//si es administrador se visualiza el Id del registro y el nombre del usuario
<th *ngIf="Admin" scope="col">{{dat.id}}</th>
<td *ngIf="Admin">{{changeId(dat.id_usuario)}}</td>
//tanto para usuario como para administrador se visualiza dificultad, puntaje y
duración.
<td>{{dat.id_dificulta | dificultad}}</td>

<td>{{dat.Puntage |score}}</td>
<td>{{dat.Duracion| duracion}}</td>
//se habilitan botones de edición y eliminación para administrador
<td *ngIf="edit && Admin">
<app-button-edit (click)="editItem(dat.id)"></app-button-edit>
<app-button-delete (click)="deleteItem(dat.id)"></app-button-delete>
</td>
</tr>
</tbody>
</table>
//configuración de archivos para debug de archivos
<pre *ngIf="debug">
{{data | json}}
</pre>
table-score.component.ts
import { Component, OnInit, Input, Output, EventEmitter } from "@angular/core";
import Swal from "sweetalert2";
import { ScoreModel } from "src/app/shared/models/score.model";
import { ScoreService } from "src/app/services/score.service";
import { UserService } from "src/app/services/user.service";
import { UserModel } from "src/app/shared/models/user.model";
import { GlobalService } from "src/app/services/global.service";
@Component({
selector: "app-table-score",
templateUrl: "./table-score.component.html",
styleUrls: ["./table-score.component.scss"],
})
export class TableScoreComponent implements OnInit {
//decalracion de data y edir como entradas
@Input() data: ScoreModel[];
@Input() edit: boolean;
//decalracion de onReload como salidas
@Output() onReload: EventEmitter<string>;
public debug: boolean;
public Admin: boolean;
public users: UserModel[];
//inicialización de variables
constructor(
private _scoreService: ScoreService,
private _userService: UserService,
private _globalService: GlobalService

){
//evento para actualizer informacion
this.onReload = new EventEmitter();
//variables para confirmacion de administrador y variables globales
this.Admin = this._userService.IsAdmin;
this.users = this._globalService.varUsers;
}
//encuentra el nombre del id ingresado
changeId(id: number) {
const c = this.users.find((a) => a.id == id);
//console.log({ c });
return c.nombre;
}
// función de eliminar
deleteItem(id: number) {
// Ventana emergente para indicar confirmación de acción
const toast = Swal.mixin({
title: "SEGURO",
text: "no se podra revertir",
icon: "warning",
showCancelButton: true,
confirmButtonText: "Si, borrar!",
cancelButtonText: "No, cancel!",
reverseButtons: true,
});
//Ventana de confirmacion segun resultado obtenido
toast.fire().then((result) => {
//si se ejecuta el resultado correctamente confirmación de acción exitosa
if (result.value) {
this._scoreService.delete(id).subscribe(
(resp) => {
const toast = Swal.mixin({
title: "BORRADO",
text: "registro borrado",
icon: "success",
});
toast.fire();
this.onReload.emit("");
console.log(resp);
},
// si no se pudo borrar los datos mostrar el mensaje de error
(err) => {
const toast = Swal.mixin({

title: "CANCELADO",
text: "no se pudo borrar",
icon: "error",
});
toast.fire();
console.log(err);
}
);
} else {
// en caso de no eliminar el registro mostrar ventana emergente que indica el
mensaje “registro esta salvado”
const toast = Swal.mixin({
title: "CANCELADO",
text: "registro esta a salvo",
icon: "error",
});
toast.fire();
}
});
}
// function para navegar a la ruta del puntaje de un usuario en especifico
selectItem(id: number) {
this._scoreService.routeSee(id);
}
}

Fuente: Los autores
Tabla de usuarios
Para la tabla de usuarios se utilizo una estructura similar a la anterior, se muestra
en la tabla 38, la descripción del código implementado.

Tabla 38 Descripción de un archivo typescripte y html para la tabla de usuarios.
Componente TableUserComponent
TableUserComponent .html
<app-loading *ngIf="!data"></app-loading>
// Si no hay existencia de usuarios impresión “No hay resultados”
<h2 *ngIf="data && data.length == 0 ">No hay resultado</h2>
// definición de tabla con validación de existencia de usuarios

<table class="table table-sm" *ngIf="data && data.length > 0 ">
<thead>
<tr>
//definición de titulos empleados para la tabla
<th scope="col">#</th>
<th scope="col">genero</th>
<th scope="col">nombre</th>
<th scope="col">Max</th>
<th *ngIf="edit"></th>
</tr>
</thead>
<tbody>
//agregacion de cada uno de los datos en las filas de la tabla
<tr *ngFor="let dat of data">
<th scope="col">{{dat.id}}</th>
<td>{{dat.genero}}</td>
<td>{{dat.nombre}}</td>
<td>{{dat.max_puntage | score}}</td>
// si esta en modo edición y es administrador, el boton de editar y borrar se
visualizara en cada usuario de la tabla de
<td *ngIf="edit">
<app-button-edit (click)="editItem(dat.id)"></app-button-edit>
<app-button-delete *ngIf="Admin" (click)="deleteItem(dat.id)"></app-buttondelete>
</td>
</tr>
</tbody>
</table>
// configuración de datos en formato JSON para debug o revisión paso a paso
de la pagina
<pre *ngIf="debug">
{{data | json}}
</pre>
TableUserComponent .ts
import { Component, OnInit, Input, Output, EventEmitter } from "@angular/core";
import { UserModel } from "src/app/shared/models/user.model";
import { UserService } from "src/app/services/user.service";
import Swal from "sweetalert2";
@Component({
selector: "app-table-user",
templateUrl: "./table-user.component.html",
styleUrls: ["./table-user.component.scss"],

})
export class TableUserComponent implements OnInit {
@Input() data: UserModel[];
@Input() edit: boolean;
@Output() onReload: EventEmitter<string>;
public debug: boolean;
public Admin: boolean;
//constructor, se inicializan la variable de salida y la variable de confirmación de
administrador.
constructor(private _userService: UserService) {
this.onReload = new EventEmitter();
this.Admin = _userService.IsAdmin;
}
//funcion para borrar usuarios de la tabla
deleteItem(id: number) {
//declaracion de una Ventana emergente para eliminar un usuario
const toast = Swal.mixin({
title: "SEGURO",
text: "no se podra revertir",
icon: "warning",
showCancelButton: true,
confirmButtonText: "Si, borrar!",
cancelButtonText: "No, cancel!",
reverseButtons: true,
});
//confirmacion de la accion ejecutada mediante otra ventana emergente de la
librería sweetalert2
toast.fire().then((result) => {
//en caso de ser exitosa la eliminación
if (result.value) {
this._userService.delete(id).subscribe(
(resp) => {
const toast = Swal.mixin({
title: "BORRADO",
text: "usuario borrado",
icon: "success",
});
toast.fire();
this.onReload.emit("");
console.log(resp);
},
(err) => {

// en caso de no poderse eliminar el usuario
const toast = Swal.mixin({
title: "CANCELADO",
text: "no se pudo borrar",
icon: "error",
});
toast.fire();
console.log(err);
}
);
}
// mensaje de cancelacion de operación, se “salva” el usuario
else {
const toast = Swal.mixin({
title: "CANCELADO",
text: "usuario esta a salvo",
icon: "error",
});
toast.fire();
}
});
}
//function para navegar a la ruta de usuarios con un id especifico
selectItem(id: number) {
this._userService.routeSee(id);
}
//function para navegar a la ruta de edición de usuario
editItem(id: number) {
this._userService.routeEdit(id);
}
}

Fuente: Los autores
Componente para la lista de puntajes o registros
Para la visualización de la lista de puntajes o registros en la página web, se puede
ver la tabla 39, la documentación del código implementado.

Tabla 39 Descripción de un archivo typescripte y html de lista de registros.
Componente Score/ScoreList
Score/ScoreList.html
<h1 class="text-center">lista de puntos</h1>

// definición del formulario para búsqueda de partidas de usuarios, solo para
administradores
<form class="form-inline my-2 my-lg0" autocomplete="off" (ngSubmit)="onBuscar()" [formGroup]="forma" *ngIf="Adm
in">
//barra de opciones donde se ingresan cada uno de los usuarios para
consultar
<select class="form-control col-10" formControlName="search">
<option value="0">Todos</option>
<option *ngFor="let dat of users" [value]="dat.id">{{dat.id +" "+dat.nombre}}</o
ption>
</select>
// definición del botón para consulta de puntajes
<button class="btn btn-outline-success my-2 my-sm0" type="submit">Busqueda</button>
</form>
//definición de la tabla para la lista de puntajes que utilizara la función getData
en impresión de resultados
<app-table-score [data]="scores" [edit]="false" (onReload)="getData()"></apptable-score>
Score/ScoreList.ts
// importa las librerías que utilizara
import { Component, OnInit } from "@angular/core";
import { ScoreModel } from "src/app/shared/models/score.model";
import { ScoreService } from "src/app/services/score.service";
import { UserService } from "src/app/services/user.service";
import { GlobalService } from "src/app/services/global.service";
import { UserModel } from "src/app/shared/models/user.model";
import { ActivatedRoute } from "@angular/router";
import { FormGroup, FormBuilder, Validators } from "@angular/forms";
// decorador para determinar como el componente será instanciado, procesado
y usado junto a los archivos .html y .ccs
@Component({
selector: "app-score-list",
templateUrl: "./score-list.component.html",
styleUrls: ["./score-list.component.scss"],
})
// definición de las clases que se utilizaran
export class ScoreListComponent implements OnInit {
public scores: ScoreModel[];
public forma: FormGroup;

public users: UserModel[];
public Admin: boolean;
private _scoreService: ScoreService,
private _userService: UserService,
private _activedRoute: ActivatedRoute,
private _fb: FormBuilder,
private _globalService: GlobalService
){
//inicialización de variables globales y la confirmación de ingreso como
administrador
this.initForm();
this.users = this._globalService.varUsers;
this.Admin = this._userService.IsAdmin;
}
//al iniciar el juego se obtiene los valores de variables de los puntajes y del
usuario ingresado
ngOnInit(): void {
this.getData();
}
//se inicializa un formulario con una sola variable de consulta llamada “search”
requerida.
initForm() {
this.forma = this._fb.group({
search: ["", [Validators.required]],
});
}
//obtiene información del usuario: id, validación de si es un administrador, lista
de puntajes, errores
getData() {
this._activedRoute.params.subscribe((params) => {
const id = this._userService.IsAdmin
? params["id"] || 0
: this._userService.getuserNow().id;
this._scoreService.getList(id).subscribe(
(res) => {
this.scores = res;
},
(err) => {
console.log(err);
}
);
});

}
// si el formulario ingresado es invalido, regresa y en caso contrario trae el
listado de puntajes del id de usuario especificado
onBuscar() {
if (this.forma.invalid) {
return;
}
const id = this.forma.value["search"];
this._scoreService.routeList(id);
}
onNew() {
}
}

Fuente: Los autores

Not found
Para el caso de hacer una petición de usuario o registro no encontrado se
desarrolló el componente Not found, en la tabla 40 se puede observar su código
implementado.

Tabla 40 Descripción de un archivo typescripte y html del componente para el
caso de no encontrar usuarios o registros.

Not-found.component.ts
import { Component, OnInit } from '@angular/core';
@Component({
selector: 'app-not-found',
templateUrl: './not-found.component.html',
styleUrls: ['./not-found.component.scss']
})
export class NotFoundComponent implements OnInit {
constructor() { }
ngOnInit(): void {
}

}
Not-found.component.html
<div class="container body text-center">
esta pagina no se encuentra
</div>
Fuente: Los autores
Body
Para la estructura del cuerpo de la pagina se desarrolló un componente que se
enrutara con otras clases. En la tabla 41 se puede ver la descripción del codigo
empleado.

Tabla 41 Descripción de un archivo typescripte y html de componente para el
cuerpo de la página.
body.component.html
<app-header></app-header>
<div class="container body">
//uso de la clase RouterModule para el enrutamiento a otras direcciones
<router-outlet></router-outlet>
</div>

body.component.ts
import { Component, OnInit } from '@angular/core';
@Component({
selector: 'app-body',
templateUrl: './body.component.html',
styleUrls: ['./body.component.scss']
})
export class BodyComponent implements OnInit {
constructor() { }
ngOnInit(): void {
}
}

Fuente: Los autores
User
Para los usuarios se creo una carpeta con respecto a estas funcionalidades como
el ingreso (login), registro, consulta de usuarios activos.

User New
Para la creación de un usuario desde cero, se utilizo el componente User-new, para
la implementación de esta funcionalidad. En la tabla 42, se puede ver la descripción
de este código.

Tabla 42 Descripción de un archivo typescripte y html de nuevo usuario.
User-new.component.html
<h1 class="text-center">nuevo Usuario</h1>
<app-form-user [data]="user" (onData)="onCreate($event)"></app-form-user>
User-new.component.ts
import { Component, OnInit } from "@angular/core";
import { UserModel } from "src/app/shared/models/user.model";
import { UserService } from "src/app/services/user.service";
import Swal from "sweetalert2";
@Component({
selector: "app-user-new",
templateUrl: "./user-new.component.html",
styleUrls: ["./user-new.component.scss"],
})
export class UserNewComponent implements OnInit {
public user: UserModel;
constructor(private _userService: UserService) {
//inicializa variables con los datos que se encuentren en la clase UserModel
this.user = new UserModel();
this.user.activo = true;
}
ngOnInit(): void {}
onCreate(u: UserModel) {
//console.log(u);
//Ventana emergente para indicar “espere por favor” mientras se registra el
usuario guardado”
const toast = Swal.mixin({

allowOutsideClick: false,
text: "espere por favor",
icon: "info",
});
toast.fire();
toast.showLoading();
//uso de la clase ApiService para registrar un usuario
this._userService.create(u).subscribe(
// si la petición fue validada , se devuelve una ventana emergente con la
indicación de “Usuario creado”.
(resp) => {
toast.close();
const toast2 = Swal.mixin({
title: "Usuario creado",
text: "",
icon: "success",
});
toast2.fire();
//console.log(resp);
//navega a ruta de lista de usuarios
this._userService.routeList();
},
(err) => {
//si ocurre un error se mostrará en una ventana emergente el error encontrado
const toast = Swal.mixin({
title: "error al crear usuario",
text: err["error"].message,
icon: "error",
});
toast.fire();
//console.log(err);
console.log(err.error);
}
);
}
}

Fuente: Los autores

User-Edit
Para la edición o actualización de la informacion de usuarios, se puede ver el
desarrollo del código generado en la tabla 43.

Tabla 43 Descripción de un archivo typescripte y html de componente de edición
de usuario
User-edit.component.html
<h1 class="text-center">editar Usuario</h1>
<app-form-user [data]="user" (onData)="onUpdate($event)"></app-form-user>
<button *ngIf="Admin && user" type="button" class="btn btnwarning" (click)="deleteScore()">LIMPIAR REGISTRO</button>
User-edit.component.ts
import { Component, OnInit } from "@angular/core";
import { UserModel } from "src/app/shared/models/user.model";
import { UserService } from "src/app/services/user.service";
import { ActivatedRoute } from "@angular/router";
import Swal from "sweetalert2";
import { ScoreService } from "src/app/services/score.service";
@Component({
selector: "app-user-edit",
templateUrl: "./user-edit.component.html",
styleUrls: ["./user-edit.component.scss"],
})
export class UserEditComponent implements OnInit {
//clase de usuarios y variable de validacion de administrador
public user: UserModel;
public Admin: boolean;

//constructor con las clases de servicios de usuario, puntajes navegación de
rutas.
constructor(
private _userService: UserService,
private _scoreService: ScoreService,
private _activedRoute: ActivatedRoute
){
this.Admin = _userService.IsAdmin;
}
// al iniciar la clase se consulta todos los id de usuarios y se guardan localmente
ngOnInit(): void {
this._activedRoute.params.subscribe((params) => {

this._userService.get(params["id"]).subscribe(
(res: UserModel) => {
this.user = res;
console.log(res);
},
//si no se encuentra el usuario se muestra una ventana emergente y navega a
la lista de usuarios
(err) => {
const toast2 = Swal.mixin({
title: "usuario no encontrado",
text: "",
icon: "info",
});
toast2.fire();
//console.log({ err });
this._userService.routeList();
}
);
});
}
// se mostrara una ventana emergente y se ejecutara la petición de edición.
onUpdate(u: UserModel) {
//console.log({ u });
const toast = Swal.mixin({
allowOutsideClick: false,
text: "espere por favor",
icon: "info",
});
toast.fire();
toast.showLoading();
this._userService.edit(u).subscribe(
//si se edita el usuario, aparecerá otra ventana emergente y se ira a la lista de
usuarios para administrador
(resp) => {
toast.close();
const toast2 = Swal.mixin({
title: "Usuario editado",
text: "",
icon: "success",
});
toast2.fire();
this._userService.routeList();
},

//si ocurre un error se muestra una ventana del error encontrado
(err) => {
toast.close();
const toast2 = Swal.mixin({
title: "error",
text: err.error.message,
icon: "error",
});
toast2.fire();
console.log({ err });
}
);
}
//se muestra una ventana de validación de la operación de borrado
deleteScore() {
const toast = Swal.mixin({
title: "SEGURO",
text: "no se podra revertir",
icon: "warning",
showCancelButton: true,
confirmButtonText: "Si, borrar!",
cancelButtonText: "No, cancel!",
reverseButtons: true,
});
//si se continua con la eliminación evalua, si se pudo eliminar aparecerá una
ventana emergente con el mensaje de eliminación
toast.fire().then((result) => {
if (result.value) {
this._scoreService.deleteList(this.user.id).subscribe(
(resp) => {
const toast = Swal.mixin({
title: "BORRADO",
text: "registros borrados",
icon: "success",
});
toast.fire();
console.log(resp);
},
//si no se pudo ejecutar la eliminación aparecerá una ventana emergente con el
mensaje
(err) => {
const toast = Swal.mixin({

title: "ERROR",
text: "registros no pudieron borrarse",
icon: "error",
});
toast.fire();
console.log(err);
}
);
}
// en caso de no eliminar el usuario, se inicia una ventana emergente
else {
const toast = Swal.mixin({
title: "CANCELADO",
text: "registros esta a salvo",
icon: "error",
});
toast.fire();
}
});
}
}
Fuente: Los autores
User-list
User-List Es un componente que se utiliza para la obtención de la consulta de la
lista de usuarios. En la tabla 44, se puede ver la descripción del código
implementado.

Tabla 44 Descripción de un archivo typescripte y html de componente de lista de
usuarios

User-list.html
<h1 class="text-center">lista de usuarios</h1>
<app-table-user [data]="users" [edit]="true" (onReload)="getData()"></app-tableuser>
<app-button-new class="d-block" (click)="onNew()"></app-button-new>
User-list.component.ts
import { Component, OnInit } from "@angular/core";
import { UserModel } from "src/app/shared/models/user.model";
import { UserService } from "src/app/services/user.service";
import { GlobalService } from "src/app/services/global.service";

@Component({
selector: "app-user-list",
templateUrl: "./user-list.component.html",
styleUrls: ["./user-list.component.scss"],
})
export class UserListComponent implements OnInit {
public users: UserModel[];
constructor(
private _userService: UserService,
private _globalService: GlobalService
) {}
ngOnInit(): void {
this.getData();
}
//función para consultar el id del administrador (por defecto es cero) y consultar
la lista de usuarios
getData() {
const id = this._userService.IsAdmin
?0
: this._userService.getuserNow().id;
//obtienen la lista de usuarios con el id actual y guarda en variables globales
this._userService.getList(id).subscribe(
(res) => {
this.users = res;
console.log({ res });
this._globalService.varUsers = this.users;
},
(err) => {
console.log(err);
}
);
}

// navega a la ruta de nuevo usuario
onNew() {
this._userService.routeNew();
}
}

Login
La carpeta login crea una ruta para la creación de un usuario sin antes estar
registrado. En la tabla 45, se muestra el código desarrollado. el archivo TypeScript
es similar al cargado por defecto con la librería de angular.

Tabla 45 Descripción de un archivo typescripte y html de componente ingreso
Login.component.html
<app-header></app-header>
<div class="container body">
//uso de la clase RouterModule para el enrutamiento a otras direcciones
<router-outlet></router-outlet>
</div>
Fuente: Los autores

MODELS
Para el alojamiento de los datos de usuarios, registros de puntajes además de la
información que se comunicara con la Api, es necesario crear unas clases donde
se almacenen dicha información de la misma manera que se hizo con la Api y la
aplicación móvil. Se desarrollaron 5 clases como modelos, que agruparan atributos
e incluso vectores de otras clases, estas clases son: base-db.model, globalvar.model, score-model y user.model.

Modelo para la Base de datos
La clase BaseDBmodel, se creó para almacenar las fechas de creación,
actualización y borrado. Similar a la clase Time en la Api y desarrollada con el mismo
fin. En la tabla 46, se puede observar la descripción del código de la clase
BaseDBmodel .

Tabla 46 Descripción de clase para fechas específicas de la base de datos.
BaseDbModel
export class BaseDbModel {

// variables de fechas para un id especifico
constructor(
public id?: number,
public create_at?: Date,
public update_at?: Date,
public delete_at?: Date
) {}
}

Fuente: Los autores
Variables Globales
La clase globalVarModel exporta un vector de la clase UserModels, se utiliza para
el almacenamiento de todos los usuarios. en la tabla 47, se puede ver el código de
este modelo.

Tabla 47 Descripción de clase para uso de lista de usuarios como variable global.
GlobalVarModel
import { UserModel } from "./user.model";
export class GlobalVarModel {
users?: UserModel[];
}
Fuente: Los autores
Modelo de respuesta o mensaje
La clase RespModel es una clase utilizada para el almacenamiento de la
información que se recibirá y enviara por parte de la API, esta clase contendrá los
atributos: código, data, data_string, message y new_token.
El atributo código enviara información de solicitudes; data tendrá la informacion de
usuarios y registros; data_string será usada para el envio de la informacion de data
en una variable tipo string; message será la información que se enviara y recibirá
de la API; new_token será la cadena de texto o token que se generara una vez el

usuario haya ingresado a la página. en la tabla 48, se puede ver el código de este
modelo.

Tabla 48 Descripción de clase para estructura de mensaje
RespModel
export class RespModel {
code: number;
data?: any;
data_string?: string;
message: string;
new_token?: string;
}
Fuente: Los autores
Modelo de puntajes o registros
El modelo de puntajes o ScoreModel, es una clase desarrollada para guardar la
informacion de las partidas. En la tabla 49, se puede ver la descripción del código.

Tabla 49 Descripción de clase puntajes.
BaseDbModel
import { BaseDbModel } from "./base-db.model";
export class ScoreModel extends BaseDbModel {
id_usuario: number;
id_dificulta: number;
Duracion: string;
Puntage: number;
}
Fuente: Los autores
Modelo de usuarios
Finalmente, para guardar la información de un usuario en la página, se utilizó una
clase llamada UserModel, la cual se encargara de reunir toda la información del
usuario como: correo, clave, id, nombre, edad, genero, maxima puntuación,
administrador, estado de activación, permisos de cambio de clave. En la tabla 50,
se puede ver el código desarrollado para esta clase.

Tabla 50 Descripción de clase de usuarios.
UserModel
import { BaseDbModel } from "./base-db.model";
export class UserModel extends BaseDbModel {
correo: string;
nombre: string;
clave: string;
genero: string;
edad: number;
max_puntage: number;
admin: boolean;
activo: boolean;
cambiar_clave: boolean;
}

Fuente: Los autores
PIPES
Para reducir la información de las clases userModel, RespModel, ScoreModel en
la información deseada, se utilizó una serie de filtros (pipes). A continuación, se
mostrará los filtros desarrollados, todos estos desarrollados en Typescript.

Dificultad
Para la visualización en la pagina web de la dificultad, se transforma la dificultad de
un entero (1,2 o 3) a una cadena de caracteres (“facil”, “medio”, “dificil”). La cual es
mostrada con estos nuevos valores para cada uno de los elementos de dificultad,
en la tabla 51 se puede ver la implementación del código.
Tabla 51 Descripción de clase filtro dificultad.
DificultadPipe
import { Pipe, PipeTransform } from "@angular/core";
@Pipe({
name: "dificultad",
})
export class DificultadPipe implements PipeTransform {
//a partir del valor numerico de dificultad lo convierte en un string para cada uno
de los puntajes registrados
transform(value: number, ...args: unknown[]): unknown {
switch (value) {

case 1:
return "normal";
case 2:
return "mediano";
case 3:
return "dificil";
default:
return null;
}
}
}
Fuente: Los autores
Duración
Se utiliza para cambiar el formato de impresión dado desde la aplicación de unity.
Cuando lleguen segundos con un “,” se tomó solo los segundos enteros. En la
tabla 52, se puede observar el código implementado.

Tabla 52 Descripción de clase filtro duración.
DuracionPipe
import { Pipe, PipeTransform } from "@angular/core";
@Pipe({
name: "duracion",
})
export class DuracionPipe implements PipeTransform {
transform(value: string, ...args: unknown[]): unknown {
return value.split(",")[0];
}
}
Fuente: Los autores
Score
Para el puntaje se valida que haya un valor numérico o cero. se puede ver en la
tabla 53, el código implementado para este filtro.

Tabla 53 Descripción de clase filtro puntaje.
ScorePipe
import { Pipe, PipeTransform } from "@angular/core";

@Pipe({
name: "score",
})
Si retona un valor igual a cero lo devuelve, en caso de encontrar otro valor lo
devulve
export class ScorePipe implements PipeTransform {
transform(value: number, ...args: unknown[]): unknown {
return value || 0;
}
}

Fuente: Los autores
Usuario
Se utiliza para cambiar el formato de impresión dado desde la aplicación de unity.
Cuando lleguen segundos con un “,” se tomó solo los segundos enteros. En la
tabla 54, se puede observar el código implementado.

Tabla 54 Descripción de clase filtro usuarios.
UserPipe
import { Pipe, PipeTransform } from "@angular/core";
@Pipe({
name: "user",
})
export class UserPipe implements PipeTransform {
transform(value: number, ...args: unknown[]): unknown {
// se utiliza un multiplicador para que cada vez que haya un valor de numero
de usuarios, la lista se aumenta. Aumentando el cupo
return value * 10;
}
}
Fuente: Los autores
Servicio
Los servicios seran las funciones requeridas para poder ejecutar tareas con las
clases http header (configuraciones de la cabecera o header para solicitudes http),
http client (realiza las solicitudes http), UserModels (clase de usuarios),
RespModel (Clase de mensajes), validaciones de usuario mediante el estándar

jws (json web token o jws, por sus siglas en ingles, para envio y validacion de
credenciales de manera segura).

ApiServerServices
ApiServerService es una clase que permite la ejecución de solicitudes como
consulta, edición, eliminación y creación de usuarios; validación del token y de la
información del usuario. En la tabla 55, se puede observar la descripción del código
implementado.

Tabla 55 Descripción de clase servicios de servidor
ApiServerService
import { Injectable } from "@angular/core";
import { HttpClient, HttpHeaders } from "@angular/common/http";
import { Observable } from "rxjs";
import { UserModel } from "../shared/models/user.model";
import { map } from "rxjs/operators";
import { RespModel } from "../shared/models/resp.model";
@Injectable({
providedIn: "root",
})
export class ApiServerService {
private _server = "https://app-memoria-proyecto.herokuapp.com/";
private _url = this._server + "api/v1/";
private _nameToken = "game-token";
private _token: string;
private _user: UserModel;
constructor(private _http: HttpClient) {
this._token = "";
}
Guarda el token en sesión storage
setToken(token) {
sessionStorage.setItem(this._nameToken, token);
this._token = token;
}
//si encuentra el token en el sesión storage lo regresa con la palabra Bearer en
caso contrario devuelve un string vacio
getToken(): string {
if (sessionStorage.getItem(this._nameToken)) {
this._token = sessionStorage.getItem(this._nameToken);

return `Bearer ${this._token}`;
} else {
return "";
}
}
//remueve el token del sesión storage
deleteToken() {
if (sessionStorage.getItem(this._nameToken)) {
sessionStorage.removeItem(this._nameToken);
}
//Vacia la variable local _token y el objeto _User
this._token = "";
delete this._user;
}
//decodificación en base 64 del payload o información del Token retorna un
archivo json con la información del usuario
dataToken(): any {
//si el token no se encuentra regrese un string vacio
if (!sessionStorage.getItem(this._nameToken)) {
return "";
}
//selecciona la segunda parte del token o payload (información del usuario)
const base64Url = this._token.split(".")[1];
//decodificación en base 64 del payload o informacion del Token retorna un
archivo json con la informacion del usuario.
const base64 = decodeURIComponent(
atob(base64Url)
.split("")
.map(function (c) {
return "%" + ("00" + c.charCodeAt(0).toString(16)).slice(-2);
})
.join("")
);
return JSON.parse(base64);
}
//autentificación del token si el token es valido retornara un booleano verdadero
(true)
isAutentication(): boolean {
if (this._token == "") {
this.getToken();

}
if (this._token.length < 2) {
return false;
}
const data = this.dataToken();
if (data == "") {
return false;
}
//guarda el usuario en la variable _user
this._user = data["user"];
return true;
}
// regresa el usuario guardado o crea un modelo de usuario vacio
userToken(): UserModel {
return this._user || new UserModel();
}
//Consulta un usuario utilizando un parámetro “query” y el token
GetQuery(query: string, token: boolean = true): Observable<object> {
let aut: string;
// guarda el token en la variable aut
if (token) {
aut = this.getToken();
}
// cabecera o header creada apartir del token
const header = new HttpHeaders({
"Content-Type": "application/json",
Authorization: aut,
});
//función get de la clase Http client para consultar la información con el
parámetro query y la cabecera creada
return this._http.get(`${this._url}${query}`, { headers: header }).pipe(
map((data: RespModel) => {
//validación de objeto de la clase RespModel o la estructura del mensaje
data = data || new RespModel();
if (data.data_string != "") {
const temp = JSON.parse(data.data_string);
//validación de que haya una “lista” o se retorna un archivo json del
data.data_string
data.data = temp["lista"] || temp;
}
return data;
})

);
}
//función para agregar un usuario utilizando la estructura similar al GetQuery
PostQuery(
query: string,
data: any,
token: boolean = true
): Observable<object> {
let aut: string;
//si el token esta guardado se crea una cabecera o header con la información
de usuario.
if (token) {
aut = this.getToken();
} else {
aut = "";
}
const header = new HttpHeaders({
"Content-Type": "application/json",
Authorization: aut,
});
return this._http
// solicitud de registro de un usuario con el parámetro de entrada ¨query¨ y la
cabecera creada
.post(`${this._url}${query}`, data, { headers: header })
.pipe(
//valiada que tenga un objeto con información de la clase RespModel
map((data: RespModel) => {
return data || new RespModel();
})
);
}
//función para enviar solicitud de edicion o actualizacion de la información de
usuario
PutQuery(
query: string,
data: any,
token: boolean = true
): Observable<object> {
let aut: string;
//si el token es valido, podrá ejecutarse la solicitud
if (token) {
aut = this.getToken();
}

//completa la cabecera o header con el token guardado
const header = new HttpHeaders({
"Content-Type": "application/json",
Authorization: aut,
});
//solicitud de actualizacion a con la informacion del usuario y el parámetro
query
return this._http.put(
`${this._url}${query}`, data, { headers: header }).pipe(
map((data: RespModel) => {
//validación de objeto RespModel
return data || new RespModel();
})
);
}
//Solicitud para eliminar usuarios
DeleteQuery(query: string, token: boolean = true): Observable<object> {
let aut: string;
if (token) {
aut = this.getToken();
}
//cabecera o header con el token guardado
const header = new HttpHeaders({
"Content-Type": "application/json",
Authorization: aut,
});
//solicitud para eliminación de la información del usuario ingresado
return this._http.delete(`${this._url}${query}`, { headers: header }).pipe(
//validación del objeto RespModel
map((data: RespModel) => {
return data || new RespModel();
})
);
}
}

Fuente: Los autores

Global Services
La clase Global service se puede consultar en la tabla 56. Permite el uso de
variables globales como “_nameVar” para el almacenamiento en el local storage del
navegador y “_Variables” para las operaciones de CRUD (consulta, registro,
actualizacion y eliminación ) de la clase GlobalVarModel, una clase de la lista de los
usuarios registrados.

Tabla 56 Descripción de clase servicios globales.
GlobalService
import { Injectable } from "@angular/core";
import { ApiServerService } from "./api-server.service";
import { GlobalVarModel } from "../shared/models/global-var.model";
import { UserModel } from "../shared/models/user.model";
@Injectable({
providedIn: "root",
})
export class GlobalService {
private _variables: GlobalVarModel;
private _nameVar = "game-var";
constructor() {}
//Obtención y parseo de objeto o creación de objeto GlobalVarModel
getVar(): void {
if (sessionStorage.getItem(this._nameVar)) {
this._variables = JSON.parse(sessionStorage.getItem(this._nameVar));
} else {
this._variables = new GlobalVarModel();
}
}
//remover variable _namevar
clearVar() {
if (sessionStorage.getItem(this._nameVar)) {
sessionStorage.removeItem(this._nameVar);
}
}
//Guarda las variables _nameVar y convierte en JSON string los arrays de
UserModels,
varAllSave() {
sessionStorage.setItem(this._nameVar, JSON.stringify(this._variables));
}

//propiedad de la clase GlobalService para guardar un array de usuarios al
_variables.users y el local storage
set varUsers(dato) {
this._variables.users = dato;
this.varAllSave();
}
//propiedad de la clase GlobalService para traer los usuarios de
_variables.users y el local storage
get varUsers(): UserModel[] {
this.getVar();
if (this._variables.users == null) {
this._variables.users = [];
}
return this._variables.users;
}
// vacia el array de UserModel y guarda los cambios en el local storage
varUserDelete() {
this._variables.users = null;
this.varAllSave();
}
}

Fuente: Los autores
ScoreServices
Para el servicio relacionado con los registros o puntajes se utilizó la clase
ScoreService, en la tabla 57 se puede ver la descripción de su código. Esta clase
permite hacer solicitudes mediante las funciones ya desarrolladas de la clase
ApiService como POST, PUT, GET, DELETE. Además de tener unas funciones para
navegación de rutas con un id de usuario especifico.

Tabla 57 Descripción de clase servicios globales en registros de usuarios.
ScoreService
import { Injectable } from “@angular/core”;
import { ApiServerService } from “./api-server.service”;
import { Router } from “@angular/router”;
import { Observable } from “rxjs”;
import { ScoreModel } from “../shared/models/score.model”;
import { RespModel } from “../shared/models/resp.model”;
import { map } from “rxjs/operators”;

@Injectable({
providedIn: “root”,
})
export class ScoreService {
//variable string para referenciar direccion de registros
private _urlA: String = “scored”;
//variables de la clase ApiServerService y Router, para la ejecución de
solicitudes y el enrutamiento de direcciones
constructor(private _api: ApiServerService, private _router: Router) {}
// se utiliza la función GetQuery de la clase ApiServerService, además de usar
filtros adicionales para regresar solo el atributo data (la informacion) en la clase
RespModel de todos los ScoreModel existentes.
getList(c: number): Observable<ScoreModel[]> {
return this._api.GetQuery(`${this._urlA}/list/${c}`).pipe(
map((data: RespModel) => {
return <Array<ScoreModel>>data.data;
})
);
}
// muy similar a la funcion anterior, a diferencia retorna solo el atributo data (la
informacion) en la clase RespModel de un solo ScoreModel (un usuario
especifico)
get(id: number): Observable<ScoreModel> {
return this._api.GetQuery(`${this._urlA}/${id}`).pipe(
map((data: RespModel) => {
return <ScoreModel>data.data;
})
);
}
//crea un ScoreModel, usando las funciones de la clase ApiServerService
create(sr: ScoreModel): Observable<ScoreModel> {
return this._api.PostQuery(`${this._urlA}`, sr).pipe(
map((data: RespModel) => {
return <ScoreModel>data.data;
})
);
}
//edita un ScoreModel, usando las funciones de la clase ApiServerService
edit(sr: ScoreModel): Observable<ScoreModel> {

let id = sr.id;
return this._api.PutQuery(`${this._urlA}/${id}`, sr).pipe(
map((data: RespModel) => {
return <ScoreModel>data.data;
})
);
}
//elimina un ScoreModel con un id en especifico, usando las funciones de la
clase ApiServerService
delete(id: number): Observable<ScoreModel> {
return this._api.DeleteQuery(`${this._urlA}/${id}`).pipe(
map((data: RespModel) => {
return <ScoreModel>data.data;
})
);
}
//elimina todos los registros de un id en especifico, usando las funciones de la
clase ApiServerService
deleteList(id: number): Observable<ScoreModel> {
return this._api.DeleteQuery(`${this._urlA}/user/${id}`).pipe(
map((data: RespModel) => {
return <ScoreModel>data.data;
})
);
}
//enrutamiento para 129avegación ver lista de puntajes, cuando ingresa como
administrador
routeList(id: number) {
this._router.navigate([“/puntaje/lista/” + id]);
}
//enrutamiento para 129avegación de puntajes cuando ingresa como usuario
routeSee(id: number) {
this._router.navigate([“/puntaje”, id]);
}
}

Fuente: Los autores
UserServices
Para los servicios relacionados con las solicitudes POST, GET,PUT y DELETE de
usuarios, además del enrutamiento a través, y las funciones de ingreso y salida
(Login y Logut en inglés) se utilizó la clase UserService, en la tabla 58 se puede

ver la descripción de su codigo. Esta clase permite hacer solicitudes mediante las
funciones ya desarrolladas por la clase ApiService y Global Service; Además de
tener unas funciones para navegación de rutas con un id de usuario e ingreso o
salida de la pagina.

Tabla 58 Descripción de clase servicios en usuarios.
UserService
import { Injectable } from "@angular/core";
import { ApiServerService } from "./api-server.service";
import { Router } from "@angular/router";
import { Observable } from "rxjs";
import { UserModel } from "../shared/models/user.model";
import { RespModel } from "../shared/models/resp.model";
import { map } from "rxjs/operators";
import { GlobalService } from "./global.service";
@Injectable({
providedIn: "root",
})
export class UserService {
// variable string para el direccionamiento de usuarios en la pagina web
private _urlA: String = "usuario";
// constructor de clases importadas que se utilizaran
constructor(
private _api: ApiServerService,
private _router: Router,
private _globalService: GlobalService
) {}
// Se utiliza la funcion PostQuery de la clase ApiServerService para crear un
usuario sin el Token
login(user: UserModel) {
return this._api.PostQuery(`${this._urlA}/login`, user, false).pipe(
map((data: RespModel) => {
//una vez generado el usuario guarda el Token
if (data.new_token) {
this._api.setToken(data.new_token);
}
return data;
})
);
}

//una vez de haya cerrado sesión se borrara el token y las variables globales
logout() {
this._api.deleteToken();
this._globalService.varUserDelete();
}
//llama la funcion de ApiServerService para regresar el token, se validara el
usuario ingresado
getuserNow(): UserModel {
return this._api.userToken();
}
// funcion para llamar de la clase ApiServerService la variable booleana que
indique si el usuario ingresado es un administrador
get IsAdmin(): boolean {
return this._api.userToken().admin || false;
}
// funcion para usar de la clase ApiServerService una funcion de consulta, para
traer todos los usuarios en un array y luego filtrar la información
getList(c: number): Observable<UserModel[]> {
return this._api.GetQuery(`${this._urlA}/list/${c}`).pipe(
map((data: RespModel) => {
//retorna al atributo data de la clase RespModel el array de todos los User
Model
return <Array<UserModel>>data.data;
})
);
}
// función para usar la función GetQuery de la clase ApiServerService,
consulta un usuario por medio de un id y luego filtrar la información
get(id: number): Observable<UserModel> {
return this._api.GetQuery(`${this._urlA}/${id}`).pipe(
map((data: RespModel) => {
//retorna en el atributo data de la clase RespModel la información del
UserModel consultado
return <UserModel>data.data;
})
);
}

// función para usar la función PostQuery de la clase ApiServerService, agrega
un usuario por medio de un UserModel y luego filtrar la información
create(sr: UserModel): Observable<UserModel> {
return this._api.PostQuery(`${this._urlA}`, sr).pipe(
map((data: RespModel) => {
//retorna en el atributo data de la clase RespModel la información del
UserModel registrado
return <UserModel>data.data;
})
);
}
// función para usar la función PutQuery de la clase ApiServerService,
actualiza un usuario por medio de un UserModel y luego filtrar la información
edit(sr: UserModel): Observable<UserModel> {
let id = sr.id;
return this._api.PutQuery(`${this._urlA}/${id}`, sr).pipe(
map((data: RespModel) => {
//retorna en el atributo data de la clase RespModel la información del
UserModel actualizado
return <UserModel>data.data;
})
);
}
// función para usar la función DeleteQuery de la clase ApiServerService,
elimina un usuario por medio de un UserModel y luego filtrar la información
delete(id: number): Observable<UserModel> {
return this._api.DeleteQuery(`${this._urlA}/${id}`).pipe(
map((data: RespModel) => {
//retorna en el atributo data de la clase RespModel, la información del
UserModel eliminado
return <UserModel>data.data;
})
);
}
//enrutamiento al inicio o login
routeLogin() {
this._router.navigate(["/login"]);
}
//enrutamiento a la lista de usuarios, disponible para administradores

routeList() {
this._router.navigate(["/usuario/lista/"]);
}
//enrutamiento para creación de un usuario nuevo
routeNew() {
this._router.navigate(["/nuevo"]);
}
//enrutamiento para edición de un usuario
routeEdit(id: number) {
this._router.navigate(["/usuario", id, "editar"]);
}
//enrutamiento a la informacion o perfil de un usuario en especifico
routeSee(id: number) {
this._router.navigate(["/usuario", id]);
}
}
Fuente: Los autores
Enrutamiento y validación
Para el enrutamiento o direccionamiento de las rutas, las cuales son direcciones
virtuales que se crean en la página web, que se tendrán para cargar los formularios
y habilitar funciones, se requirieron de diferentes archivos como lo son: appmodule.ts, app-component.ts, App-routing.module.

App-module
El archivo denominado app-module.ts se encargara de la importación de librerías
como: BrowserModule, AppRoutingModule, HttpClientModule, ModulesModule .
Esto permitirá el uso de estas librerías desde otros archivos, a su vez que se definió
el archivo AppComponent para el Bootstrap. En la tabla 59, se puede ver el código
del archivo module.ts.

Tabla 59 Descripción de clase para importación de librerías.
AppModule
import { BrowserModule } from "@angular/platform-browser";
import { NgModule } from "@angular/core";
import { AppComponent } from "./app.component";
import { AppRoutingModule } from "./app-routing.module";
import { ModulesModule } from "./modules/modules.module";
import { HttpClientModule } from "@angular/common/http";

@NgModule({
declarations: [AppComponent],
imports: [BrowserModule, AppRoutingModule, HttpClientModule, ModulesModu
le],
providers: [],
bootstrap: [AppComponent],
})
export class AppModule {}

Fuente: Los autores
App-Component
El archivo app.component.ts será llamado desde el html principal de la página
mediante el selector ´app-root´, y a su vez se enlazara con su página html para
definir la directiva de la clase routerModule que se encargara del enrutamiento. En
las tablas 60 y 61 se puede observar el código de los archivos App-component.ts y
Appcomponent.html.

Tabla 60 Descripción de clase para importación de librerías en la página principal.
App-component.html
<div class="base-footer all-height">
//directiva que habilitara la clase RouterModule.RouterOutlet importada de
angular, para el enrutamiento
<router-outlet></router-outlet>
</div>
Fuente: Los autores
Tabla 61 Descripción de clase para importación de librerías para el enrutamiento.
App-component.ts
import { Component } from '@angular/core';
@Component({
// el selector 'app-root' se llamara desde la pagina principal o index.html
selector: 'app-root',
templateUrl: './app.component.html',
styleUrls: ['./app.component.scss']
})
export class AppComponent {

title = 'app-memoria-game';
}
Fuente: Los autores
App-routing
El archivo app-routing.module.ts conectara directamente los componentes con las
rutas. En la tabla 62, se puede observar el código de este archivo

Tabla 62 Descripción de clase para navegación entre las diferentes rutas.
AppRoutingModule
import { NgModule } from "@angular/core";
import { CommonModule } from "@angular/common";
import { Routes, RouterModule } from "@angular/router";
import { LoginGuard } from "./guards/login.guard";
import { LoginComponent } from "./modules/user/login/login.component";
import { BodyComponent } from "./modules/body/body.component";
import { NotFoundComponent } from "./modules/not-found/notfound.component";
import { UserNewComponent } from "./modules/user/user-new/usernew.component";
import { UserEditComponent } from "./modules/user/user-edit/useredit.component";
import { UserListComponent } from "./modules/user/user-list/userlist.component";
import { ScoreListComponent } from "./modules/score/score-list/scorelist.component";
// se enlazan las rutas con los componentes de cada ruta
const routes: Routes = [
{ path: "login", component: LoginComponent },
{ path: "new", component: UserNewComponent },
//apartir del componente BodyComponent, se enrutaran varios componentes
hijos
{
path: "",
component: BodyComponent,
//LoginGuard se llama para la validación de usuario, si es válidado accederá a
las siguientes rutas hijas.
canActivate: [LoginGuard],
children: [
{ path: "not-found", component: NotFoundComponent },

{ path: "nuevo", component: UserNewComponent },
{ path: "usuario/lista", component: UserListComponent },
{ path: "usuario/:id", component: UserEditComponent },
{ path: "usuario/:id/editar", component: UserEditComponent },
{ path: "puntaje/lista", component: ScoreListComponent },
{ path: "puntaje/lista/:id", component: ScoreListComponent },
//en caso de no encontrar ningúna ruta se dirigira a la ruta “not-found”
{ path: "**", pathMatch: "full", redirectTo: "not-found" },
],
},
{ path: "**", pathMatch: "full", redirectTo: "login" },
];
@NgModule({
imports: [RouterModule.forRoot(routes)],
exports: [RouterModule],
})
export class AppRoutingModule {}
Fuente: Los autores
Validación de usuario
Para la validación de un usuario se tuvo en cuenta la función CanActivated de la
clase Interface, para habilitar el acceso de un usuario una vez su correo y clave
sean correctamente autentificados. En la tabla 63, se puede observar el código
implementado para la validación de usuarios.

Tabla 63 Descripción de clase para validación de usuarios.
Login.guard.ts
import { Injectable } from "@angular/core";
import {
CanActivate,
ActivatedRouteSnapshot,
RouterStateSnapshot,
Router,
} from "@angular/router";
import { ApiServerService } from "../services/api-server.service";
@Injectable({
providedIn: "root",

})
export class LoginGuard implements CanActivate {
constructor(private _api: ApiServerService, private _router: Router) {}
canActivate(
next: ActivatedRouteSnapshot,
state: RouterStateSnapshot
): boolean {
// se utiliza la función de autentificación de la clase ApiServerService, que en
caso de ser válida se continuara con las siguientes rutas gracias a la clase
ActivatedRouteSnapshot
if (this._api.isAutentication()) {
return true;
}
// en caso de no ser valido se quedara en la ruta login
this._router.navigate(["/login"]);
return false;
}
}
Fuente: Los autores

ANEXO C: CONSENTIMIENTO INFORMADO
yo______________________________ identificado con documento de identificación ______ y
número
_____________________________,
tutor
y/o
responsable
del
niño
_______________________________________, identificado con documento de identificación
_____ y número _____________________________ acepto ser parte del grupo de validación que
utilizara la aplicación móvil desarrollada en el trabajo de grado descrito, constatando que soy
consciente de:
1. Se realizará una actividad de diagnóstico de la atención conocido como Test de contar figuras
de manera virtual y test de Stroop, que busca tener una medida del tiempo transcurrido para
reconocer y medir un índice de la atención antes y después de la actividad con la aplicación
desarrollada.
2. Realizar la actividad de RA, usando un usuario, que se puede hacer registrándolo desde la
aplicación móvil o página web, los datos solicitados se utilizaran para evaluar datos como edad,
genero, puntuación, niveles de dificultad, correo y contraseña para acceder a la aplicación.
3. Se realizará una encuesta de manera virtual diseñada para los niños en donde se utilizarán los
datos cualitativos y cuantitativos para analizar los resultados y poder ser bases de conclusiones
para el trabajo de grado realizado.
Doy mi autorización para que los resultados y conclusiones obtenidos de esta actividad hecha el día
___ de mes _______ del año _________ en la ciudad de ___________ Colombia, sirvan como
actividad en el desarrollo del trabajo de grado titulado “Software de realidad aumentada para niños
con trastornos de déficit de atención e hiperactividad (TDAH)”. Los resultados pertinentes y las
conclusiones de los cuales se desarrollarán las siguientes actividades del proyecto de grado señalado
anteriormente serán publicados en internet, por medio del documento final.

_______________________

_______________________

Firma de acudiente

Firma del niño

Acudiente

niño

ANEXO D: PRUEBAS PSICOLOGICAS

Figura 1. Formulario de palabras prueba de Stroop

Fuente: Fuente: (UNIVERSIDAD NACIONAL DEL COMAHUE, 2011).

Figura 2. Formulario de colores prueba de Stroop

Fuente: Fuente: (UNIVERSIDAD NACIONAL DEL COMAHUE, 2011).

Figura 3. Formulario de palabras con interferencia de color

Fuente: Fuente: (UNIVERSIDAD NACIONAL DEL COMAHUE, 2011).

Figura 4. Prueba de colores y formas

Fuente: Guerri, M. (2021).

