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Resumo
A utilização de sistemas de rega pelo ser humano remonta às primeiras populações que
adotaram um estilo de vida sedentário em vez de um estilo nómada. Desde então, as
técnicas utilizadas diversificaram-se indo ao encontro das necessidades de cada época.
Independentemente das técnicas utilizadas e do propósito da rega (e.g., lazer ou agri-
cultura), a racionalização dos recursos hı́dricos foi desde cedo uma prioridade. Essa
racionalização exigia normalmente a supervisão humana para controlo e ajustamento da
quantidade de água utilizada. Além disso, esse controlo era baseado em experiência e
intuição e poderia nem sempre revelar-se o mais adequado ao tipo de plantas.
Nas últimas décadas tem-se assistido a uma tendência para automatizar os sistemas de
rega, reduzindo a mão de obra necessária para a sua manutenção, e mais recentemente à
utilização de sensores para monitorizar as necessidades de cada planta. Apesar de exis-
tirem já diversos sistemas automáticos em vigor, muitos deles obrigam ainda assim à
programação local dos controladores de rega. Se considerarmos a gestão de centenas de
jardins, essa tarefa pode revelar-se dispendiosa, muito em parte devido ao tempo despen-
dido e às despesas de deslocação. Por outro lado, muitos dos controladores que permitem
a comunicação remota não se preocupam com o consumo energético pois têm acesso à
rede elétrica. Em muitos casos onde não é possı́vel ter acesso à rede, torna-se fundamen-
tal repensar o rendimento energético do controlador já que a comunicação remota exige
mais energia.
O Sistema de Rega Inteligente (SRI) é um produto constituı́do por vários controla-
dores e por uma plataforma de gestão. Os controladores têm como caracterı́sticas prin-
cipais a elevada autonomia energética, facilidade de instalação, compatibilidade com as
infraestruturas de rega já existentes (válvulas solenoides), execução de um plano de rega
automático, conetividade com vários sensores e gestão e reprogramação remotas sem
fios. A plataforma de gestão permite controlar e monitorizar a rega de vários jardins em
simultâneo recolhendo periodicamente diversas informações de cada controlador e que
serão úteis para melhorar o plano de rega de cada jardim. O SRI é orientado ao controlo
de rega em jardins municipais mas vários conceitos poderão ser facilmente expandidos
para outras utilizações, em particular, na agricultura.
Para satisfazer os requisitos referidos, desenvolvemos uma solução de software cons-
tituı́da por uma plataforma de gestão que utiliza a tecnologia Java Enterprise Edition
viii
[Ora13b] e que está instalada no sistema de nuvem da Amazon [Ama]. Adicionalmente,
concebemos um circuito elétrico de raiz, que nos permitirá produzir uma placa de circuito
impressa feita à medida. O resultado é um controlador que permite comunicação remota
sem fios e ao mesmo tempo altamente eficiente.
Palavras-chave: sistemas de rega, microcontroladores, circuitos elétricos, controlo




Irrigation systems have been used by human beings since sedentary lifestyle took
over their nomad habits. Since then, a multitude of techniques were developed to meet
the requirements of each epoch.
Regardless of the technique used or of the irrigation purpose (e.g., leisure or agri-
culture), the water savings were, undoubtedly, one of the main concerns. This concern
required, typically, the human supervision for control and adjustment of the quantity of
water used. Moreover, that control was mainly based on experience and intuition and
many times revealed itself inadequate for plants’ needs.
On the last decades, efforts were made to automate the irrigation systems, reducing
human labor. Also, recently, different kinds of sensors were introduced to monitor each
different plant kind. Although several automatic systems are in use today, many still
require a local programming for each controller. If one considers the management of
hundreds of gardens, the water scheduling task can be extremely costly for the time and
itineration costs it demands. Moreover, many controllers which support remote commu-
nication don’t care about energy consumption since they have access to public electric
network. Where it is not feasible to have this energy source, one must rethink the way
controllers are designed regarding their consumption. This is particularly important be-
cause remote communication has strong energy requirements.
SRI (Smart Irrigation System) is a product comprising several controllers and a man-
agement platform. Controllers are characterized by a high energy efficiency, ease of in-
stallation, compatibility with existent water infrastructures (solenoid valves), execution
of an automatic irrigation plan, support for several sensors and support for remote wire-
less management and reprogramming. The management platform offers the possibility
to control and monitorize the irrigation in several gardens simultaneously and gather pe-
riodically data, useful for improving the irrigation plan of each specific garden. SRI is
public gardens oriented, but several concepts can be easily reused for other purposes, like
agriculture.
In order to satisfy the client requirements, we developed a software solution composed
by a management platform which is build on top of the Java Enterprise Edition [Ora13b]
technology. This platform is installed on the Amazon cloud system [Ama]. Furthermore,
we designed an electric circuit from scratch to be used on a custom made printed circuit
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board. The result is a controller capable of remote wireless communication but also highly
efficient.
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7.8 Comparação entre os módulos M10 e SM5100B . . . . . . . . . . . . . . 85
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“You can’t just ask customers what they want and then try to give that to
them. By the time you get it built, they’ll want something new.”
(Steve Jobs, 1 de Abril de 1989)
O trabalho que se apresenta nasceu de uma necessidade real, que nos foi proposta por
um profissional de rega e construção de jardins públicos. Neste capı́tulo introdutório
enunciamos as razões que nos motivaram a desenvolver este projeto e quais as suas
contribuções. Em seguida resumimos o trabalho efetuado e terminamos com uma breve
descrição da estrutura desta tese.
1.1 Motivação
Atualmente a instalação de jardins urbanos encontra-se disseminada um pouco por todo o
mundo. O desejo de aproximação da comunidade aos espaços verdes, último reduto de la-
zer e refúgio de ar puro das grandes cidades, incentiva fortemente a criação de jardins em
locais públicos. Estes espaços verdes têm tamanhos e caracterı́sticas diferentes e, regra
geral, possuem um sistema de rega automático. Contudo, na maioria dos casos, é ne-
cessária a deslocação de técnicos ao local para ajustar o planeamento da rega, o que pode
significar a deslocação a centenas de jardins. Adicionalmente, a escassez de funcionalida-
des de muitos dos sistemas já instalados contribui fortemente para o desperdı́cio de água
que se deve, em grande parte, à negligência das condições atmosféricas e caracterı́sticas
especı́ficas de cada jardim, sendo a rega praticamente idêntica em todos eles. Este des-
perdı́cio tem consequências graves em termos financeiros e agrava a pegada ecológica
relativa ao consumo de água potável [Dum12, Eco13].
Com o projeto SRI pretendemos oferecer um sistema para controlar de forma remota
a rega em jardins. Em qualquer altura, a partir de qualquer lugar, será possı́vel gerir e mo-
nitorizar um plano de rega otimizando-o às necessidades de cada jardim. A monitorização
de diversos parâmetros, como humidade do solo, pressão da água e duração da rega per-
mite uma rega mais eficiente, poupando a utilização de recursos hı́dricos e, consequen-
1
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temente, contribuindo para a redução de gastos com a rega. Estes dados têm um papel
importante para melhorar os planos de rega que tenderão a ser mais precisos à medida
que se colecione informação histórica.
Nesta tese apresentamos uma plataforma Web e um equipamento, o controlador de
rega. O desenvolvimento deste controlador envolve a parte de programação do micro-
controlador e o desenho do circuito eletrónico do produto que integra um módulo de
comunicação GPRS e permite a ligação externa de vários sensores.
As principais contribuições deste trabalho são:
• uma pesquisa do estado da arte que inclui patentes registadas e soluções comercia-
lizadas relacionadas com o nosso produto;
• um protótipo funcional de hardware capaz de receber instruções de uma aplicação
remota e que justifica o desenvolvimento de um produto final;
• o desenho e inı́cio de desenvolvimento de um produto final de hardware, o contro-
lador SRI, com alta eficiência energética;
• uma solução de software, a plataforma de gestão central, que permite comunicar
com os controladores SRI e executar a rega remota;
• a entrada de um pedido de patente provisório com vista a proteger as ideias que
constituem a nossa solução;
• preparação do produto para comercialização.
1.2 Planeamento
O objetivo inicial deste projeto pressupunha a construção de um protótipo de hardware
capaz de ser testado num ambiente controlado e a implementação de uma aplicação Web
que comunicasse com o protótipo. Dado o sucesso na construção deste protótipo, quise-
mos enriquecer o projeto e iniciámos o desenvolvimento de um produto final de hardware
comercializável. A aplicação Web sofreu também melhorias suportando mais funcionali-
dades do que aquelas inicialmente propostas pelo cliente. O facto de trabalharmos com
um cliente que pretende comercializar este produto, alertou-nos para a forte pressão do
mercado e motivou um desenvolvimento mais acelerado. Estes fatores obrigaram, ine-
vitavelmente, à revisão do planeamento inicialmente previsto. Em baixo resumimos o
planeamento seguido:
• 10 de Setembro de 2012 – 18 de Outubro de 2012: reunião com o cliente e equipa
do TECLABS; levantamento do estado da arte, estudo de sistemas de irrigação exis-
tentes no mercado, análise de requisitos e estudo de microcontroladores, sensores e
consumos energéticos;
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• 18 de Outubro de 2012 – 16 de Novembro de 2012: escrita de casos de uso; inı́cio
da implementação da plataforma central de gestão;
• 16 de Novembro de 2012 – 18 de Janeiro de 2013: escrita do relatório prelimi-
nar; testes da máquina virtual Callas; inı́cio do desenvolvimento com o controlador
Arduino Uno;
• 18 de Janeiro de 2013 – 15 de Março de 2013: aquisição de hardware: sensores,
painel solar, módulo GPRS; integração do Arduino Uno com sensores e módulo
GPRS; inı́cio do desenvolvimento da biblioteca GPRS; continuação do desenvol-
vimento da plataforma central; demonstração ao cliente das funcionalidades já im-
plementadas no controlador; revisão dos casos de uso;
• 15 de Março de 2013 – 15 Abril de 2013: reunião com o cliente e equipa do TE-
CLABS: demonstração do protótipo em funcionamento com utilização da plata-
forma central; aquisição do Arduino Pro Mini e experiências para medir o consumo
energético; aperfeiçoamento da biblioteca GPRS; aperfeiçoamento da plataforma
central: módulo de comunicação com o controlador; experiências com o micro-
controlador ATMEGA328P num breadboard; testes básicos de consumo; reunião
com o cliente e equipa do TECLABS: pesquisa do Estado da Técnica e proteção do
produto;
• 15 de Abril de 2013 – 24 de Maio de 2013: inı́cio do desenho do circuito eletrónico
final; continuação do desenvolvimento do software do controlador: máquina de es-
tados, interrupções, modo sleep; aperfeiçoamento da plataforma central: segurança,
gestão dos planos de rega; aquisição de hardware: microcontrolador ATMEGA644,
módulo GPRS M10 e experiências com o material adquirido; instalação da plata-
forma central num servidor Amazon EC2; reunião com o cliente e equipa do TE-
CLABS: balanço do trabalho desenvolvido e inı́cio do registo provisório de patente;
• 24 de Maio de 2013 – 24 de Julho de 2013: conclusão do desenho do circuito:
alimentação, microcontrolador ATMEGA644 e módulo GPRS M10; conclusão do
desenvolvimento da plataforma central e do controlador; inı́cio da escrita da Tese;
1.3 Estrutura do documento
Este documento começa por apresentar a visão do projeto, onde se expõem os objetivos
iniciais, uma pesquisa de mercado de produtos relacionados, a identificação dos proble-
mas na gestão de rega e de como a nossa solução pode ser vantajosa. A estrutura deste
documento reflete o desenvolvimento das duas peças, uma de software e outra de hard-
ware, que formam a solução que apresentamos: a solução de software é uma plataforma
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de gestão na forma de uma aplicação Web. Os capı́tulos 3 e 4 descrevem a fase de análise,
onde se apresentam o modelo de domı́nio, os casos de uso e os requisitos não funcionais,
e o desenho, onde se referem o diagrama de classes, a arquitetura do sistema e o modelo
de dados. O capı́tulo 5 descreve a implementação da plataforma de gestão e termina com
a apresentção dos resultados obtidos.
A solução de hardware descreve a constituição de um protótipo e de um produto final.
O capı́tulo 6 aborda a conceção e implementação do protótipo, os resultados obtidos e as
razões que nos levaram à implementação de uma solução feita à medida. O produto final,
que designamos de Controlador SRI, é apresentado no capı́tulo 7. Este capı́tulo inclui o
desenho do hardware, com uma descrição detalhada dos componentes utilizados e como
estes se interligam, e a descrição do software embebido no controlador. O capı́tulo contém
ainda uma secção dedicada à poupança energética.
O capı́tulo 8 introduz aspetos abordados durante o projeto, mas que por limitações
várias não foram concluı́dos e o capı́tulo 9 faz um balanço geral dos resultados obtidos e
apresenta uma introspeção sobre o trabalho desenvolvido.
Finalmente, acresentamos informação adicional, em apêndice, que complementa a
compreensão do trabalho desenvolvido.
Capı́tulo 2
Visão
2.1 Oportunidade de negócio
O projeto SRI pretende auxiliar os profissionais de rega na tarefa de irrigação de jardins
públicos oferecendo uma forma de programar remotamente os componentes de rega. A
necessidade de desenvolver um sistema deste tipo nasceu após a identificação dos seguin-
tes problemas:
1. a atualização do plano de rega tem de ser feita in loco e individualmente para cada
controlador na maior parte das instalações em zonas verdes;
2. muitos sistemas não se adequam automaticamente às alterações climatéricas;
3. os sistemas que utilizam comunicação sem fios obrigam à montagem das infrastru-
turas nos jardins (e.g., antenas, repetidores) e requerem um ponto de alimentação
(220V), bem como um ponto de acesso à Internet;
4. os sistemas de rega não registam o consumo de água.
2.2 Alternativas e produtos concorrentes
Nesta secção, identificamos os produtos com caracterı́sticas semelhantes existentes no
mercado. Nas pesquisas realizadas online utilizámos motores de busca generalistas e a
base de dados do Gabinete Europeu de Patentes [EPO13]. A procura incidiu sobre siste-
mas de rega em geral, sistemas de rega com controlo remoto através de General Packet
Radio Service (GPRS), tipos de sensores utilizados, técnicas para a obtenção de dados
meteorológicos e modelos de controladores de rega, incluindo as suas caracterı́sticas e
modo de funcionamento.
5
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2.2.1 Estudo de mercado
O estudo de mercado incidiu em produtos que são potenciais concorrentes da nossa
solução, destacando-se aqueles que permitem programação remota. Os produtos encon-
trados, dividem a sua oferta em plataforma de gestão (quando existente), controlador,
sensores e restante material necessário à rega (e.g., válvulas solenóides). Na maioria dos
casos a plataforma de gestão é especı́fica dos controladores do mesmo fabricante. Neste
capı́tulo, o termo “sistema de rega” denota a plataforma de gestão e os respetivos contro-
ladores.
Os sistemas de rega denominados inteligentes conseguem fazer a gestão automática
da rega baseada num conjunto de parâmetros, como por exemplo, precipitação, humidade
do solo, meteorologia, histórico de rega, tipos de plantas e zona geográfica. A forma
como esta informação é obtida e processada é uma das principais caracterı́sticas diferen-
ciadora destes sistemas de rega. A tabela 2.1 apresenta uma comparação para os produtos
que consideramos mais relevantes, diferenciando entre três tipos de gestão da rega au-
tomática: via estudo dos solos, recolhendo diversos tipos de informação, via utilização de
sensores locais que recolhem informação regularmente ou via obtenção de dados de uma
estação meteorológica, normalmente através da Internet [oti12]. A tabela mostra ainda
o tipo de interface utilizado nos diferentes sistemas, ou seja, a forma como o operador
pode interagir com o sistema programando um plano de rega, obtendo informações dos
sensores, etc. Para o tipo de interface diferenciamos também três formas de interação:
1. local no controlador: normalmente através de um pequeno ecrã e botões;
2. remotamente sem um servidor intermediário: comunicação direta, e.g., via rádio
através de um dispositvo semelhante a um comando ou de um computador com um
adaptador especial;
3. remotamente com utilização de um servidor intermediário: o operador interage com
o servidor para definir o planeamento da rega e obter diversas informações.
As caracterı́sticas apresentadas nesta tabela mostram uma grande heterogeneidade en-
tre os produtos. Contudo, observa-se que, dos quinze produtos, existem apenas quatro
que suportam todas as formas de gestão da rega automática, sendo o controlador SRI
um deles. É interessante referir que desses quatro produtos, todos eles suportam o tipo
de interação “remotamente com utilização de um servidor intermediário”. Quase todos
os produtos possibilitam a programação local sendo o controlador SRI neste caso uma
exceção à regra pois este não é um requisito do cliente.
A tabela 2.2 compara caracterı́sticas mais técnicas relacionadas com o tipo de alimentação
e o tipo de protocolo utilizado para comunicação remota.
Finalmente, a tabela 2.3 apresenta uma comparação dos sensores utilizados para os
mesmos sistemas de rega apresentados anteriormente. Como se pode observar, apenas
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três produtos suportam mais de quatro sensores para monitorização das condições locais.
O SRI destaca-se fortemente nesta comparação sendo o único que suporta todos os sen-
sores. Esta vantagem é possı́vel pois o controlador SRI é reprogramável e possui portas
























































































RainDrip WeatherSmart Pro Con-
troller
7 7 X X 7 7
Rainbird - 7 X 7 X 7 7
Calsense ET2000e 7 X X X X X
Cyber-rain Long Range Pro Con-
troller
7 X X 7 X 7
ET Water Smart Controller, Mo-
del 205
X X X X 7 X
Hunter (IMMS) - 7 X 7 X X 7
HydroPoint Weather
TRAK
WirelessFlow X X X X 7 X
HydroSaver ETIC 7 X 7 X X X
Irrisoft - 7 X X X 7 X
RainMaster da Irritrol
(iCentral)
- 7 X X X 7 X





7 X X X 7 X
Tucor RKD / RKS 7 X X X 7 X
Weathermatic (Smar-
tLink)
Smartline X X X X 7 X
SRI - X X X 7 7 X
Tabela 2.1: Sistemas de rega e suas caracterı́sticas (parte I)


























RainDrip WeatherSmart Pro Con-
troller
7 7 X 7 7 7
Rainbird - X 7 7 7 7 7
Calsense ET2000e 7 7 X X X X
Cyber-rain Long Range Pro Con-
troller
7 7 X 7 X 7
ET Water Smart Controller, Mo-
del 205
7 7 X 7 N/A N/A
Hunter (IMMS) - 7 X 7 X X X
HydroPoint Weather
TRAK
WirelessFlow 7 X 7 7 7 X
HydroSaver ETIC 7 7 X X 7 7
Irrisoft - 7 X 7 7 X 7
RainMaster da Irritrol
(iCentral)
- 7 7 7 7 7 X





7 7 X X X X
Tucor RKD / RKS 7 7 X 7 7 X
Weathermatic (Smar-
tLink)
Smartline 7 X 7 X 7 X
SRI - X 7 7 7 7 X
Tabela 2.2: Sistemas de rega e suas caracterı́sticas (parte II)
2.2.2 Pesquisa de patentes existentes
Quando se desenvolve um novo produto com foco na comercialização é imprescindı́vel fa-
zer uma pesquisa prévia para encontrar produtos já existentes cujas caracterı́sticas tenham
sido patenteadas, indepedentemente destes estarem a ser comercializados. A pesquisa que
fizemos foca-se nas seguintes caracterı́sticas:
• controlo remoto de sistemas de rega;
• sistemas de rega de baixo consumo;
• sistemas inteligentes de rega;
• programação remota de dispositivos.















































RainDrip WeatherSmart Pro Con-
troller
- - - - - - - - -
Rainbird - - - - - - - - - -
Calsense ET2000e X X X X - - - - X
Cyber-rain Long Range Pro Con-
troller
X 7 X 7 7 7 7 7 7
ET Water Smart Controller, Mo-
del 205
X X X 7 7 7 7 7 7
Hunter (IMMS) - X X X X X 7 7 7 7
HydroPoint Weather
TRAK
WirelessFlow X X X 7 X 7 7 7 7
HydroSaver ETIC X X X X 7 X X X X
Irrisoft - X 7 X 7 7 7 7 7 7
RainMaster da Irritrol
(iCentral)
- X 7 X 7 X 7 7 7 X





7 7 X 7 7 7 7 7 7
Tucor RKD / RKS X X X 7 7 7 7 7 X
Weathermatic (Smar-
tLink)
Smartline X 7 X 7 X 7 7 7 7
SRI - X X X X X X X X X
Tabela 2.3: Sistemas de rega e sensores suportados
A tabela 2.4 apresenta os produtos mais relevantes encontrados em pesquisas efetua-
das à base de dados do Gabinete Europeu de Patentes (GEP) [EPO13] apresentando para
cada um a sua referência e nome.
Uma análise atenta destes documentos permitiu-nos concluir que há uma diferença
acentuada entre a descrição do produto que é patenteado e entre e aquilo que na realidade
é comercializado. Isto acontece pois no processo de escrita de patente de um produto são
descritas inúmeras caracterı́sticas que se assemelham à ideia principal para minimizar a
concorrência. Por esta razão, à primeira vista, muitos dos resultados da nossa pesquisa
parecem idênticos mas na verdade existem algumas subtilezas que os diferenciam. O
controlador SRI não é exceção e na secção 2.3 apresentamos algumas caracterı́sticas que
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Referência Nome
WO2010051652 Wireless irrigation automation and control system
CN1951170 Remote controlled automated irrigation system based on public
communication network and control method thereof
ES2176112 Automatic, low cost system to remotely manage and control ex-
tensive irrigation networks
US4626984 Remote computer control for irrigation systems
WO0122177 Irrigation control system
EP1008293 Self-contained ecological watering system
WO8704275 Remote process control apparatus
US2012036091 System and method for automated, range-based irrigation
US20130085619 Methods and systems for remote controlling of irrigation systems
US20120290139 Remote control irrigation system
EP2201834 Centralised, automated and remote watering system
WO9727733 Irrigation control system
US7058478 Irrigation controller water management with temperature budge-
ting
US6898467 Distributed control network for irrigation management
Tabela 2.4: Patentes mais relevantes resultantes da pesquisa à base de dados do GEP
o tornam único e competitivo no mercado.
2.2.3 Estudo de caso - Controlador RainBird
O contacto com o cliente permitiu-nos conhecer em detalhe a solução RainBird. Apesar
desta solução não ser das mais avançadas tecnologicamente e não permitir programação
remota, tem uma larga utilização na rega de jardins urbanos atualmente. O estudo desta
solução é fundamental quer para identificarmos requisitos funcionais, quer para nos aper-
cebermos das lacunas que devem ser colmatadas no novo produto a desenvolver.
O controlador RainBird em estudo é o modelo WP 6 Series [Rai13b], que permite gerir
até seis válvulas solenóides alimentadas com um impulso de 9V, ao qual se pode ligar um
sensor de chuva. Este controlador só pode ser programado localmente com auxı́lio de
um pequeno LCD. Para além da programação básica através do agendamento de tarefas,
permite ainda algumas funcionalidades inteligentes, como por exemplo, suspender a rega
em caso de chuva (se ligado ao sensor de chuva).
Definição de um ciclo de rega
Para definir um ciclo de rega no controlador RainBird é necessário seguir os seguintes
passos:
1. Acertar a hora e dia da semana;
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2. Definir entre um e três programas escolhendo quais os dias da semana em que deve
regar (e.g., o programa A deve regar às segundas e sextas-feiras);
3. Regular a duração de rega por estação de rega e atribuição de cada estação a um
programa;
4. Definir as horas de arranque para cada programa de rega configurado no passo 2
(até um máximo de 8 horas de arranque).
Programa O que faz o programa? Horas de Arranque (máx. 8)
A Rega 2as e 6as 6h, 20h
B Rega 3as e 5as 5h, 8h, 22h
C Nunca rega -
Tabela 2.5: Exemplo da definição de três programas distintos
Estação Tempo de rega da estação Programa escolhido para a estação
1 20 min A
2 13 min B
3 30 min C
Tabela 2.6: Exemplo da definição de um ciclo de rega com base nos programas previa-
mente definidos
Descrição do plano definido nas tabelas 2.5 e 2.6
• Na estação 1, a rega será ativada à 2a e 6a (programa A) durante 20 minutos, 2
vezes ao dia nas horas definidas;
• Na estação 2, a rega será ativada à 3a e 5a (programa B) durante 13 minutos, 3 vezes
ao dia nas horas definidas;
• Na estação 3, a rega nunca será ativada (programa C está vazio).
Limitações
No controlador RainBird existem várias limitações que se prendem sobretudo com o con-
ceito de programa e com o tempo de rega das estações.
• Está limitado a um número máximo de 3 programas;
• Mesma hora de arranque para cada programa. Se o programa A rega às segundas e
sextas-feiras e tem como horas de arranque “6h, 20h”, então todas as ações de rega
de segunda e sexta desse programa têm a mesma hora de arranque;
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• Há um tempo de rega especı́fico para cada estação;
• Uma estação tem no máximo um programa associado e portanto tem inevitavel-
mente as limitações desse programa.
2.3 Caracterı́sticas diferenciadoras
As secções anteriores mostram que, apesar de alguns sistemas já existentes no mercado
permitirem a rega remota, o SRI é uma oportunidade de negócio viável e prometedora.
De seguida apresentamos as principais vantagens que este projeto acrescenta.
Compatibilidade A arquitetura é versátil em relação aos controladores que podem ser
instalados. A programação por módulos permite facilmente a adaptação de vários tipos
de controladores e de sensores, facilitando a evolução do sistema com o surgimento de
novas tecnologias. A plataforma central é independente dos controladores desde que estes
obedeçam ao protocolo de comunicação.
Por outro lado, fisicamente, o controlador desenvolvido pretende ser o mais com-
patı́vel possı́vel com os sistemas já instalados. Este cuidado prende-se com a escolha da
alimentação energética e pelos modelos de válvulas que podem ser utilizados.
Mercado Muitos dos sistemas de rega utilizados na Europa (nomeadamente em Por-
tugal) são produtos provenientes dos Estados Unidos e muitas vezes com programações
especı́ficas desse paı́s. Um produto especı́fico para o mercado Europeu pode resultar na
exploração de um nicho de mercado mais reduzido e com mais sucesso.
Autonomia energética Os controladores que encontrámos e que comunicam através
de GPRS não estão preparados para funcionar com uma bateria. O SRI foi pensado
especialmente para permitir a utilização de controladores autónomos energeticamente
por um longo perı́odo de tempo, estendendo a periodicidade com que é preciso fazer a
manutenção do sistema.
Programação da rega O SRI introduz um novo paradigma baseado no tipo de rega de
cada válvula. Esta solução permite a gestão de centenas de jardins de uma só vez, liber-
tando o profissional de jardinagem para aquilo que é realmente importante: a manutenção
fı́sica do jardim. Outra caracterı́stica importante é a utilização de um calendário na
programação de um plano de rega. Esta visão tem uma curva de aprendizagem curta
e elimina a necessidade de definir um tempo de rega especı́fico para cada estação.
Capı́tulo 2. Visão 13
2.4 Mercado alvo
A identificação do mercado alvo é uma tarefa crucial quando se quer comercializar um
produto. Com base nos conhecimentos do cliente que nos foram transmitidos e numa
introspeção sobre aplicações do nosso produto, identificámos um conjunto de potenciais
compradores do SRI. Em baixo enumeramos por ordem descrescente de importância os
compradores mais relevantes identificados:
1. Câmaras municipais;
2. Empresas privadas com propriedades orientadas ao desporto (e.g., campos de golfe,
futebol);
3. Empresas privadas com propriedades orientadas à agricultura;
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Capı́tulo 3
Análise
Após as primeiras reuniões e o levantamento do estado da arte, foi elaborada a primeira
versão do Documento de Especificação. Este documento incluiu o levantamento dos re-
quistos que são apresentados neste capı́tulo. A análise que aqui apresentamos inclui o
modelo de domı́nio, a descrição textual dos casos de uso e os requisitos não funcionais.
3.1 Modelo de domı́nio
O Modelo de domı́nio pretende ilustrar as principais entidades que constituem a aplicação
e a forma como estão relacionadas. A figura 3.1 apresenta o Modelo de Domı́nio para a
aplicação SRI.
3.1.1 Descrição das entidades
Todas as entidades têm uma referência diferente. O objetivo deste campo é ter uma forma
de identificação de cada entidade independente da implementação (e.g., chave primária
na base de dados). Embora os utilizadores tenham conhecimento desta referência, ela é
sempre gerada automaticamente na criação de uma entidade.
Jardim Um jardim é um espaço fı́sico onde podem ser instalados vários controladores.
A informação do jardim é composta pela referência, nome, comentários e coordenadas.
O sistema guarda um catálogo de jardins.
Controlador Um controlador pertence a um único jardim. A sua informação é com-
posta pela referência, nome, comentários e código de barras. O código de barras é um
número único de cada controlador e deve coincidir com o número de identificação do
controlador real. Para adicionar um controlador, é necessário escolher primeiro qual o
jardim onde o controlador está instalado, ou seja, não é possı́vel ter controladores que não
estejam associados a um jardim. Para além da ligação jardim-controlador, o sistema deve
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Figura 3.1: Modelo de Domı́nio para a aplicação SRI
ter um catálogo de controladores que gere todas as operações relacionadas com a rega
(e.g., ativar uma válvula a uma determinada hora, ler um sensor, etc.).
Sensor Cada controlador pode ter vários sensores (não é obrigatório) com caracterı́sticas
distintas. No entanto, vários controladores podem partilhar o mesmo tipo de sensor (e.g.,
dois controladores diferentes têm ambos um sensor de humidade do solo cada um). As-
sim, o sistema deve possuir um catálogo de sensores que após serem criados poderão ser
associados aos respetivos controladores. O sensor tem um carácter dinâmico no sentido
em que pode ser adicionado e removido em qualquer altura de um determinado controla-
dor.
Estação de rega A estação de rega é consituı́da na realidade por uma válvula solenóide.
A função da estação é ativar ou desativar a irrigação de uma zona do jardim. Para adici-
onar uma estação, é necessário escolher primeiro qual o controlador onde está instalada,
ou seja, não é possı́vel ter estações de rega que não estejam associados a um controlador.
Para além da referência, cada estação tem um número associado que a identifica no con-
trolador e que tem uma relação direta com a instalação fı́sica (i.e., a porta do controlador
onde a válvula está ligada). Dependendo da zona onde a válvula está localizada, esta tem
sempre um tipo de rega associado.
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Tipo de rega O tipo de rega define as caracterı́sticas da irrigação para uma determinada
zona do jardim. O tipo de rega varia em função do tipo de solo, da exposição solar,
das plantas predominantes, etc. Uma vez que existem vários jardins com zonas que têm
o mesmo tipo de rega, existe no sistema um catálogo de tipos de rega que poderão ser
associados a uma determinada estação de rega de um controlador. O conceito de tipo de
rega é muito importante pois torna fácil a programação da rega mesmo quando se gere
uma grande quantidade de jardins. Embora possam existir centenas de estações, existem
relativamente poucos tipos de rega. Como uma estação de rega tem sempre um tipo de
rega associado, basta definir um plano de rega para cada tipo e a programação está feita.
Plano de rega O plano de rega é composto por uma referência, nome, comentários,
data de entrada em vigor, um campo que define se o plano está ativo e um conjunto de
eventos. Um plano está ativo se estiver a ser executado por algum controlador e está
associado obrigatoriamente a um tipo de rega mesmo quando inativo. Um plano pode
estar associado indiretamente a uma ou mais válvulas a partir do tipo de rega (e.g., um
plano que está associado ao tipo de rega X que por sua vez está associado a dez estações
de rega).
Evento Cada plano tem um conjunto de eventos que definem os momentos de execução
da rega numa semana. Um evento é constituı́do por uma referência, dia da semana, inı́cio
(hora e minutos), duração (hora e minutos).
3.2 Casos de uso
A captação dos objetivos de um projeto exige um acordo de requisitos do novo sistema en-
tre o analista e os clientes. Como forma de descrever cada finalidade do sistema, recorre-
se à descrição textual de casos de uso. Os casos de uso são exemplos de utilização do
sistema e cobrem os vários cenários de utilização. Um caso de uso pressupõe um ator
principal que realiza ações e o sistema a quem são delegadas ações.
Pode portanto dizer-se que os casos de uso têm duas funções fundamentais:
• representam um contrato entre as partes interessadas no sistema;
• são uma referência para o programador.
Os casos de uso que escrevemos dizem respeito às operações executadas pelo utiliza-
dor final e que a nossa aplicação deve suportar. Estas operações foram identificadas du-
rante as diversas reuniões com os intervenientes no projeto e são independentes do tipo de
tecnologia utilizada (e.g., browser Web, aplicação móvel, aplicação desktop, etc.). Neste
capı́tulo descrevemos apenas alguns casos de uso que dão a noção das operações mais
comuns (e.g., pesquisar entidade, adicionar entidade, etc.) suportadas pela aplicação. A
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tabela 3.1 enumera todos os casos de uso identificados cuja descrição completa pode ser
consultada em anexo na secção A.
Grupo Código Nome do caso de uso





Planos de rega CU-PR1 Gerir plano de rega
CU-PR2 Adicionar plano de rega
CU-PR3 Editar plano de rega
CU-PR4 Remover plano de rega
CU-PR5 Adicionar evento ao plano de rega
CU-PR6 Remover evento do plano de rega
CU-PR7 Definir como plano de rega em vigor
Tipos de rega CU-PR1 Gerir tipo de rega
CU-TR2 Adicionar tipo de rega
CU-TR3 Editar tipo de rega
CU-TR4 Consultar planos de rega associados




Estações de rega CU-ER1 Adicionar estação de rega
CU-ER2 Editar estação de rega
CU-ER3 Remover estações de rega
CU-ER4 Parar a rega imediatamente
CU-ER5 Iniciar a rega imediatamente
CU-ER6 Desativar a rega temporariamente
Sensores CU-S1 Adicionar sensor
CU-S2 Editar sensor
CU-S3 Remover sensores
CU-S4 Consultr registos do sensor
Tabela 3.1: Casos de uso SRI
3.2.1 Pesquisar entidade
Existem cenários em que a grande quantidade de um mesmo tipo de entidade pode jus-
tificar a existência de uma pesquisa. É o caso da entidade “Jardim” que não pertence
a nenhuma outra entidade e que torna mais complexa a sua identificação e seleção. A
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pesquisa por jardins deve possuir um conjunto de filtros que permite encontrar mais fa-
cilmente um jardim ou conjunto de jardins especı́ficos. Por exemplo, pesquisar todos os
jardins de uma freguesia.
Caso de Uso: Pesquisar jardins.
Ator principal: Operador.
Pré-condições: Não existem.
Pós-condições: O sistema devolve a lista de jardins que satisfazem os critérios de pes-
quisa.
Cenário principal de Sucesso:
1. O operador indica que pretende fazer uma pesquisa de jardins;
2. O sistema devolve uma lista com nomes de filtros para pesquisar jardins;
3. O operador seleciona um filtro;
4. O sistema apresenta um formulário com os campos a preencher para o filtro seleci-
onado;
5. O operador completa as informações para cada filtro;
6. O operador escolhe a opção “Pesquisar”;
7. O sistema devolve a lista dos jardins definidos no sistema contendo os atributos
“referência”, “nome”, “latitude”, “longitude” e “estado” com base no filtro selecio-
nado;
8. O operador indica que quer ver mais jardins;
9. O operador repete os passos 7 e 8 enquanto desejar ou até o sistema avisar que não
há mais jardins para mostrar.
Extensões:
7A - O sistema mostra a mensagem “Não existem resultados para o filtro selecionado” e
retoma-se o cenário principal a partir do passo 2
Observações: O estado do jardim é ativo se pelo menos uma das estações de um dos
controladores estiver a regar ou é inativo se nenhuma estação estiver a regar.
3.2.2 Adicionar entidade
Uma das operações fundamentais é adicionar uma nova entidade. Todos os grupos de
casos de uso que escrevemos possuem esta operação. Regra geral, um tipo de entidade é
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adicionado a partir de outro tipo de entidade. Os dois casos de uso que mostramos aqui
são exemplo disso. No caso da entidade “Evento de rega”, esta só pode ser adicionada se
já existir uma entidade “Plano de rega” criada e que esteja a ser gerida. Analogamente,
a entidade “Tipo de rega” é adicionada a uma entidade “Controlador”. Exceção a esta
regra é o caso da entidade “Jardim” (ver secção A.0.1 em anexo). Uma entidade só é
adicionada ao sistema após boa validação dos dados submetidos.
Caso de Uso: Adicionar evento ao plano.
Ator principal: Operador.
Pré-condições: Existe um plano de rega em gestão.
Pós-condições: É adicionado um evento ao plano de rega em gestão.
Cenário principal de Sucesso:
1. O operador indica que pretende adicionar um evento ao plano de rega;
2. O sistema apresenta um formulário contendo os atributos “dia da semana”, “hora
de inı́cio” e “duração”;
3. O operador fornece a informação e escolhe a opção “Adicionar”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
evento foi adicionado com sucesso.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
6A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e retorna-se ao passo 2.
Caso de Uso: Adicionar estação de rega.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
Pós-condições:
A estação de rega indicada é adicionada ao sistema.
É feita uma associação entre a nova estação e o controlador selecionado.
Cenário principal de Sucesso:
1. O operador indica que pretende adicionar uma estação de rega ao controlador;
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2. O sistema apresenta um formulário com os atributos “número da porta de instalação
da estação no controlador” e uma lista de tipos de rega;
3. O operador fornece a informação e escolhe a opção “Adicionar”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema valida os dados submetidos, mostra uma mensagem a informar que a
estação de rega foi adicionada com sucesso e o caso de uso termina.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
6A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 2.
3.2.3 Gerir entidade
As entidades cuja lógica de negócio representa maior complexidade têm o caso de uso
que permite fazer a gestão da entidade. Estas são entidades que tipicamente se relacio-
nam com vários tipos de entidades diferentes como é o caso da entidade “Controlador”
que mostramos aqui. Gerir uma entidade não é apenas consultar as suas informações. Ti-
picamente, ao gerir uma entidade, é possı́vel consultar as suas informações mas também
as informações das entidades relacionadas e modificar esses dados. É igualmente a partir
deste caso de uso que são executados casos de uso de operações especı́ficas da entidade
(como exemplo ver a secção 3.2.5).
Caso de Uso: Gerir controlador.
Ator principal: Operador.
Pré-condições: Existe um jardim em gestão.
Pós-condições: O sistema mostra as informações do controlador indicado.
Cenário principal de Sucesso:
1. O operador seleciona o controlador que pretende gerir;
2. O sistema devolve as informações do controlador contendo os atributos “nome”,
“referência”, “comentários”, “código de barras”, “nome do jardim onde está ins-
talado”, uma lista de eventos contendo os atributos “referência”, “hora de inı́cio”,
“hora de fim”, “dia da semana” e “válvula”, uma lista de estações de rega contendo
os atributos “referência”, “tipo de rega”e “estado”e uma lista de sensores contendo
os atributos “referência”, “nome” e “valor lido” e o caso de uso termina;
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Extensões:
2A - O sistema mostra a mensagem “Não existem eventos associados ao controlador in-
dicado”.
2B - O sistema mostra a mensagem “Não existem estações de rega associadas ao contro-
lador indicado”.
2C - O sistema mostra a mensagem “Não existem sensores associados ao controlador in-
dicado”.
3.2.4 Consultar informações de uma entidade
Esta categoria de casos de uso descreve operações que permitem obter os dados associ-
ados a uma entidade especı́fica. À semelhança do que foi referido na secção 3.2.2, as
informações de um tipo de entidade são obtidas a partir de outro tipo de entidade. Os dois
casos de uso que apresentamos de seguida são um bom exemplo desta condição. O caso
de uso “Consultar planos de rega associados” permite obter dados da entidade “Plano de
rega” mas pertence à entidade “Tipo de rega”. Estas relações são inerentes à lógica de
negócio, observável no modelo de domı́nio descrito na secção 3.1. Um cenário idêntico
apresenta-se para o caso de uso “Consultar registos do sensor”.
Caso de Uso: Consultar planos de rega associados.
Ator principal: Operador.
Pré-condições: Existe um tipo de rega em gestão.
Pós-condições: O sistema devolve uma lista com os planos de rega associados ao tipo de
rega em gestão.
Cenário principal de Sucesso:
1. O operador indica que pretende consultar os planos de rega associados;
2. O sistema devolve uma lista de planos de rega associados ao tipo de rega em gestão
e o caso de uso termina;
Extensões:
2A - O sistema mostra a mensagem “Não existem planos de rega associados” e o caso de
uso termina.
3A - O operador escolhe a opção “Cancelar” e o caso de uso termina.
Caso de Uso: Consultar registos do sensor.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão com pelo menos um sensor adicionado.
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Pós-condições: O sistema apresenta uma lista de registos com as leituras dos sensores
selecionados.
Cenário principal de Sucesso:
1. O operador seleciona um ou mais sensores;
2. O operador indica que pretende consultar os registos dos sensores;
3. O sistema devolve uma lista de registos com as leituras dos sensores selecionados e
o caso de uso termina.
Extensões:
3A - Não existem registos para os sensores selecionados e o caso de uso termina.
3.2.5 Outras operações
Finalmente incluı́mos dois casos de uso que dizem respeito a operações exclusivas de
cada tipo de entidade: o caso de uso “Definir como plano de rega em vigor” que apenas
faz sentido para a entidade “Plano de rega” e o caso de uso “Iniciar a rega imediatamente”
que pertence à entidade “Estação de rega”.
Caso de Uso: Definir como plano de rega em vigor.
Ator principal: Operador.
Pré-condições:
Pós-condições: O plano indicado passa a ser o plano ativo para o tipo de rega indicado.
Cenário principal de Sucesso:
1. O operador indica que pretende definir um plano de rega como o plano ativo para o
seu tipo de rega associado;
2. O sistema mostra um formulário contendo o campo “data de entrada em vigor”;
3. O operador fornece a informação e escolhe a opção “Definir como plano de rega
em vigor”;
4. O sistema mostrar uma mensagem a informar que o plano de rega irá ficar em vigor
a partir da data indicada no passo 3.
Extensões:
4A - O sistema mostra a mensagem de erro “a data não é válida” a informar que o plano
de rega não pode ficar em vigor.
4B - O sistema mostra a mensagem de erro “já existe outro plano agendado para a mesma
data” a informar que o plano de rega não pode ficar em vigor.
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Caso de Uso: Iniciar a rega imediatamente.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
Pós-condições: A rega é iniciada nas estações de rega selecionadas.
Cenário principal de Sucesso:
1. O operador seleciona uma ou mais estações de rega;
2. O operador indica que pretende iniciar a rega nas estações de rega selecionadas;
3. O sistema pede para o operador confirmar o pedido;
4. O operador escolhe a opção “Sim”;
5. O sistema mostra uma mensagem a informar que a rega foi iniciada nas estações de
rega selecionadas e o caso de uso termina;
Extensões:
4A - O utilizador escolhe a opção “Não” e o caso de uso termina.
5A - O sistema mostra a mensagem de erro “só pode iniciar a rega se a estação estiver
desativa” e o caso de uso termina.
3.3 Requisitos não funcionais
Os requisitos não funcionais descrevem comportamentos ou caracterı́sticas desejáveis na
utilização do produto, mas que são independentes das suas funcionalidades. Exemplos
comuns deste tipo de requisitos numa aplicação de software são velocidade de reposta
na interação com o utilizador, segurança da aplicação, tipo de comunicação suportada,
etc. De acordo com o cliente, foram identificados os requisitos não funcionais para o SRI




O controlador deve ter elevada autonomia energética com duração
da bateria igual ou superior a um ano.
Comunicação re-
mota sem fios
O controlador deve ser capaz de comunicar com a plataforma cen-
tral de forma rápida (na ordem dos segundos) e fiável utilizando
uma ligação sem fios e de médio alcance (pelo menos 30 Km).
Usabilidade da
aplicação
A plataforma central de gestão deve facilitar a gestão das várias
entidades oferecendo uma interface intuitiva e com uma curva de
aprendizagem reduzida.
Segurança A plataforma central deve permitir a autenticação de utilizado-
res bloqueando certas operações para um conjunto de utilizadores
com menos privilégios. Adicionalmente a comunicação com os
controladores deve ser segura impendido a utilização inevida dos
vários controladores que estão instalados em zonas públicas e que




O software implementado tanto na aplicação da plataforma cen-
tral como no controlador deve seguir uma filosofia que permita a
adapatação a diferentes cenários de instalação. No caso da plata-
forma central a lógica de negócio deve ser independente do tipo
de aplicação (e.g., aplicação Web, aplicação móvel, etc.). No caso
do controlador, o código desenvolvido deve separar bem as res-
ponsabilidades (e.g., comunicação móvel, acesso aos sensores,
execução do plano de rega, medidas de poupança energética) per-
mitindo uma adaptação fácil a mudanças de hardware (e.g., o mi-
crocontrolador ou o módulo de comunicação mudam).
Escalabilidade
da aplicação
O sistema que gere os controladores deve suportar um nı́vel ele-
vado de escalabilidade. O sistema pode crescer rapidamente
devido ao número de jardins adicionados e consequemente ao
número de controladores. Uma gestão em massa dos controla-
dores terá inevitavelmente picos de utilização que deverão ser de-
vidamente antecipados.
Time-to-market A pesquisa do estado da arte revelou diversas soluções existen-
tes no mercado ou patenteadas que podem ser concorrentes ao
SRI. Adicionalmente, o nosso cliente tem conhecimento de enti-
dades interessadas num sistema como este colocando uma enorme
pressão na comercialização rápida deste produto.




Após a fase de análise onde são identificados os conceitos e requisitos principais da
solução a desenvolver, é importante pensar numa estratégia de software que resolva as
necessidades e os problemas levantados pelo cliente. Neste capı́tulo, identificamos os
objetos de software que devem representar os objetos identificados na fase de análise e
como estes colaboram entre si. Para cada um descrevemos os seus atributos e operações
de acordo com as suas responsabilidades.
4.1 A utilização do Java Enterprise Edition
A plataforma de gestão que desenvolvemos utiliza a tecnologia Java Enterprise Edition
(JavaEE) ideal para o desenvolvimento de aplicações empresariais que são disponibiliza-
das na Web. Uma das grandes vantagens desta tecnologia é a encapsulação da conexão
dos vários módulos necessários à implementação de uma aplicação enterpresarial. Assim,
é possı́vel, por exemplo, construir uma aplicação Web com um domı́nio robusto, indepen-
dente, com ligação a uma base de dados e ainda utilizar serviços na Web com apenas
algumas modificações ao código. A utilização de anotações torna-se especialmente útil,
pois permite fazer injeção de dependências, ou seja, ser a própria plataforma JavaEE a
criar automaticamente referências entre os vários componentes da aplicação, poupando
muito trabalho ao programador. A explicação pormenorizada dos conceitos de JavaEE
referidos neste capı́tulo sai fora do âmbito desta tese. No entanto, uma boa referência é o
tutorial oficial [Ora13b].
4.1.1 Aplicação do Model View Controller
Um dos padrões de desenho mais utilizados no desenvolvimento de software é o Model
View Controller (MVC) [Fow06]. Este padrão separa conceptualmente uma aplicação em
três módulos fundamentais: modelo, vista e controlador. O modelo contém a definição
dos objetos que representam as entidades no mundo real. Na nossa aplicação, os con-
troladores (hardware) ou os jardins, são exemplos de objetos que constituem o mo-
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delo. A definição dos objetos do modelo deve ser independente da forma como estes são
apresentados numa determinada interface. Assim, compete ao módulo vista tratar desta
apresentação que pode ser através de uma interface gráfica Web, uma aplicação Desk-
top, aplicação móvel, etc. Finalmente, o módulo controlador é responsável pela lógica
do negócio, ou seja, para uma determinada operação, procura a informação nos objetos
do modelo necessários e faz as transformações necessárias. Os resultados são passados à
vista e devidamente apresentados. Uma separação de módulos idêntica está bem presente
na numa aplicação JavaEE como explicamos nas próximas secções.
4.2 Camada de Negócio
A camada de negócio da plataforma de gestão está concentrada no módulo EJB. Numa
aplicação JavaEE, esta camada encaixa-se no módulo controlador do padrão MVC. Contém
todo o código responsável pela lógica do negócio e serve de suporte a outras camadas,
como por exemplo, a camada Web. O módulo EJB do JavaEE acrescenta o conceito
de Enterprise Java Beans (EJBs) que são objetos com propriedades especiais e cujo ci-
clo de vida é gerido automaticamente. Entre estas propriedades destacamos a capaci-
dade de invocação de métodos remotamente (designada de Remote Method Invocation
(RMI)), a disponibilização de serviços na Web e a utilização de recursos de um sistema
de informação empresarial (Enterprise Information System (EIS)), como por exemplo, o
acesso a uma base de dados relacional.
O domı́nio da nossa plataforma contém objetos chave com responsabilidades bem dis-
tintas seguindo os padrões de desenho de software que melhor se adequam aos requisitos
do sistema [Lar01] e que serão descritos mais à frente. Para além da utilização dos ob-
jetos EJB referidos, são utilizados também objetos Plain Old Java Object (POJO) cujo
ciclo de vida é da responsabilidade do programador. A figura 4.1 pretende ilustrar os
intervenientes principais da camada de negócio, e a forma como estes se relacionam entre
si, através de uma visão de alto nı́vel. Na figura é possı́vel ver também o papel de cada
interveniente na aplicação. De seguida fazemos uma descrição detalhada para cada um
destes intervenientes.
4.2.1 Entidades
De acordo com o modelo de domı́nio descrito na secção 3.1 existem entidades que repre-
sentam os principais intervenientes no sistema SRI. Estas entidades guardam a informação
especı́fica de cada interveniente, expõem as suas operações e mapeiam as interligações
entre intervenientes. As entidades são objetos POJO e constituem o módulo modelo do
padrão MVC. Cada classe de entidade implementa uma interface como se pode ver o
exemplo para a entidade “Jardim” na figura 4.2. As setas a tracejado simbolizam a in-
terface de uma determinada classe. As outras setas representam ligações entre entidades
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Figura 4.1: Camada de negócio - conceitos principais
relacionadas com os seus atributos (e.g., o jardim tem um atributo que é uma lista de
controladores).
Algumas entidades têm uma correspondência direta com o modelo de domı́nio, como
é o caso das entidades “Jardim”, “Controlador”, “Plano de rega”, “Tarefa”, “Tipo de
rega” e “Estação de rega”. A entidade “Controlador” é aquela que tem mais ligações com
outras entidades. Estas entidades e as suas relações são visı́veis nas figuras 4.3 e 4.4.
Outras entidades foram adicionadas de forma a enriquecer o modelo de negócio e que
descrevemos brevemente em baixo e na figura 4.5:
• “ClientRequest”: contém informação sobre um pedido efetuado na plataforma de
gestão e que deve ser convertido e enviado para o controlador. Exemplos de pedidos
são “atualizar o plano de rega”, “obter informação dos sensores de rega”, “obter o
estado da bateria”, etc. Um pedido é sempre identificado por um código único que
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Figura 4.2: Diagrama de classes - exemplo de entidade e sua interface
é conhecido tanto pela plataforma central como pelo controlador;
• “LogEntry”: esta entidade auxilia na criação de registos com todas as leituras feitas
para cada controlador. Sempre que é iniciada uma nova ligação é criado um novo
registo. Cada registo é constituı́do por várias leituras. É graças a estes registos que
será possı́vel ter um histórico para cada controlador;
• “LogReading”: representa uma leitura de um sensor especı́fico de um controlador.
Cada leitura tem por isso uma associação com um plugin (sensor) especı́fico;
• “LogWriting”: permite guardar informações relacionadas com os pedidos envia-
dos para o controlador em cada comunicação. Cada instância desta entidade terá
informações tais como “todos os pedidos enviados para o controlador foram recebi-
dos e executados com sucesso”, “data e duração da comunicação e de cada pedido
especificamente”, etc;
• “Plugin”: esta entidade é a representação lógica de um disposito capaz de ler valores
quando ligado a um controlador. Tipicamente, um plugin será um sensor relacio-
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Figura 4.3: Diagrama de classes - entidades (I)
nado com a rega. A ideia de plugin pretende oferecer flexibidade no crescimento
do sistema. Uma entidade para cada sensor especı́fico seria mais limitativo se qui-
sermos que o utilizador possa adicionar e remover sensores ao longo do tempo.
As entidades estão na base do modelo de negócio o qual está organizado em função
destas. Como veremos nas próximas secções, todos os intervenientes estão ligados direta
ou indiretamente com as várias entidades.
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Figura 4.4: Diagrama de classes - entidades (II)
4.2.2 Controladores
Estes objetos representam o padrão de desenho Controller, também designado de Handler
e que lhes dá uma parte do nome. Os controladores são a porta de entrada para os eventos
do sistema sendo responsáveis por encaminhar um pedido para o catálogo apropriado. A
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Figura 4.5: Diagrama de classes - entidades (III)
nossa implementação prevê três controladores:
• HandlerGardens (responsável por pedidos relacionados com a manipulação da en-
tidade “Jardim” incluindo a criação de novos controladores de jardins);
• HandlerPlans (responsável por pedidos especı́ficos relacionados com os planos e
tipos de rega)
• HandlerControllers (responsável por pedidos de todas as outras entidades e que se
relacionam diretamente com a entidade “Controlador”)
A figura 4.6 representa os controladores acima referidos.
Todos os controladores são EJBs stateless. Os eventos do sistema podem ocorrer de
duas formas: através da invocação do controlador a partir do módulo Web (ver secção 4.3)
ou a através da invocação de um webservice.
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Figura 4.6: Diagrama de classes - controladores
Serviços na Web
Os pedidos remotos Web que não modificam diretamente o aspeto da página são feitos
recorrendo a serviços na Web. A plataforma JavaEE facilita a criação destes serviços
bastando para isso anotar um EJB com “@Webservice”. Os controladores permitem a
invocação dos seus métodos através de serviços na Web.
4.2.3 Catálogos
Os catálogos guardam a lógica necessária para implementar cada caso de uso especı́fico.
Cada catálogo guarda uma referência para o EJB de arranque (“AppLoader”) a partir do
qual pode aceder às várias fábricas, repositórios e respetivas entidades. Os catálogos
implementados seguem a ideia do modelo de domı́nio com a excepção do cátalogo de
tipos de rega cujas operações são neste caso da responsabilidade do catálogo dos planos.
A figura 4.7 ilustra todos os catálogos do nosso sistema:“CatalogueGardens”, “Catalo-
gueControllers”, “CataloguePlans” e “CataloguePlugins”. Todos os catálogos são EJBs
stateless.
4.2.4 Repositórios
Os repositórios encapsulam o acesso à camada de persistência e a sua função principal é
expôr um conjunto de operações que permitem guardar e recuperar o estado das várias en-
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Figura 4.7: Diagrama de classes - catálogos
tidades. A camada de persistência pode variar de acordo com a instalação da aplicação em
ambientes diferentes e por isso é importante uniformizar as operações desta camada inde-
pendentemente do tipo de tecnologia utilizada (e.g., MySQL, Oracle, sistema de ficheiros,
memória volátil, etc.). O facto destes repositórios uniformizarem o acesso à camada de
persistência faz com que exista um conjunto de operações que são iguais para todas as
entidades. Exemplo destas operações são “obter uma instância de uma entidade pela sua
referência”, “obter todas as instâncias daquela entidade”, “remover uma instância da en-
tidade”, “guardar uma instância da entidade”, etc. Para estas operações, a única diferença
é o tipo de entidade que se quer persistir/recuperar. Para satisfazer estas necessidades
optámos por ter uma interface (IRepository<K,E>) com um conjunto de operações bem
definido e que pode ser implementada de diversas maneiras e para diferentes entidades. A
interface “IRepository” possui a caracterı́stica de ser um tipo genérico. Um tipo genérico
possui um ou mais parâmetros de tipo que são mais tarde substituı́dos quando o tipo é
instanciado ou declarado. Esta propriedade permite detetar qual o tipo de entidade que
deve ser utilizada em cada declaração da interface evitando ter uma interface diferente
para cada entidade. Neste caso concreto, a interface “IRepository” possui dois tipos de
parâmetros que dizem respeito ao tipo da chave de pesquisa da entidade (K) e ao tipo da
entidade (E), respetivamente.
A versão da aplicação que desenvolvemos e instalámos na fase de desenvolvimento
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utiliza uma base de dados MySQL e por isso a nossa implementação para a interface
“IRepository” utiliza a tecnologia JPA. A secção 4.2.7 descreve com mais detalhe esta
abordagem. Assim, temos uma classe (JPARepository) que implementa os métodos da
interface anteriormente referida. Todo o acesso à base de dados é encapsulado por uma
inteface do JPA (EntityManager).
Finalmente, pode ainda acontecer que, para além das operações básicas, existem
operações que são especı́ficas de cada entidade. Para alcançar esta flexibilidade, a classe
“JPARepository” pode ser estendida por outras classes que podem adicionar métodos es-
pecı́ficos. É na declaração destas classes que são especificados os tipos de parâmetro.
Para clarificar estes conceitos ilustramos na figura 4.8 o diagrama de classes que
exemplifica a utiliação dos intervenientes acima referidos para as entidades “Controller”
e “LogEntry”. Os repositórios são utilizados pelos vários catálogos referidos na secção
4.2.3 e neste caso concreto incluimos o catálogo “CatalogueControllers” que tem os res-
petivos repositórios para as duas entidades referidas. A classe “JPARepositoryLogEntry”
é um exemplo em que existe um método especı́fico para a respetiva entidade.
Figura 4.8: Diagrama de classes - repositórios
4.2.5 Fábricas
A utilização de interfaces e tipos genéricos, presente na organização dos repositórios, faz
com que o processo de criação de um novo repositório seja mais complexo. Embora
a interface “IRepository”seja comum a todos os repositórios, dependendo da entidade
que se quer persistir é necessário instanciar uma classe diferente bem como o tipo da
chave de pesquisa da entidade (K) e o tipo da entidade (E). Assim, para simplificar este
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processo recorremos à utilização de fábricas. As fábricas são exemplos de aplicação do
padrão de desenho Creator. Uma fábrica é responsável por criar um novo objeto que neste
caso concreto será uma instância de um repositório especı́fico. A fábrica dos repositórios
encapsula a informação necessária para a criação de todos os repositórios existentes.
A possibilidade de existirem diferentes implementações da camada de persistência
obriga à implementação de diferentes fábricas. Assim, a nossa aplicação tem uma inter-
face (IRepositoryFactory) e uma implementação especı́fica para a tecnologia JPA (JPA-
RepositoryFactory).
Embora comparando com os repositórios, a criação das várias entidades da camada de
negócio seja mais simples, seguimos o mesmo princı́pio tendo uma interface (IDomain-
Factory) e uma implementação especı́fica (DomainFactory).
A manipulação dos repositórios e das entidades é da responsabilidade de um catálogo
especı́fico. A figura 4.9 mostra o diagrama de classes das fábricas descritas utilizadas
pelo catálogo dos controladores.
Figura 4.9: Diagrama de classes - fábricas dos repositórios e das entidades
4.2.6 Inicialização dos componentes da aplicação
Já vimos que a aplicação tem diferentes repositórios para cada entidade e que podem
suportar diferentes implementações da camada de persistência (abstraı́das por uma inter-
face comum). Vimos também que existem diferentes fábricas responsáveis por criar estes
respositórios. Resta então saber quem é responsável por inicializar as fábricas e como é
especificado o tipo de persistência em cada execução da aplicação.
A classe “AppLoader” é um EJB do tipo singleton que é instanciado durante o arran-
que da aplicação (ao contrário dos restantes EJB). O facto de ser singleton dita que durante
o ciclo de vida da aplicação só existe uma instanciação desta classe. A fábrica das en-
tidades é inicializada diretamente na classe “AppLoader”. Para inicializar a fábrica dos
repositórios é utilizada uma classe auxiliar (PersistenceFacade) para carregar informações
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de um ficheiro de configuração sobre o tipo de persistência que deve ser usado no arranque
da aplicação (e.g., JPA). Com base nas informações lidas, a classe “PersistenceFacade”
cria uma fábrica especı́fica que é devolvida à classe “AppLoader”.
Como a classe “AppLoader” é partilhada pelos vários catálogos, estes têm também
acesso às fábricas.
Figura 4.10: Diagrama de classes - AppLoader e fábricas
4.2.7 Persistência
Como já referimos na secção 4.2.4, a plataforma de gestão SRI guarda a informação
numa base de dados relacional. Neste projeto utilizamos o sistema MySQL, embora
outro sistema seja facilmente implementado. Para fazer a ligação a esta base de dados
implementamos um repositório JPA na camada de negócio.
A Java Persistence API (JPA) oferece suporte ao mapeamento de objetos para tabelas
relacionais e é constituı́da essencialmente por entidades de persistência (Entities), um
gestor de entidades (EntityManager) e uma linguagem de interrogações (Java Persistence
Query Language (JPQL)). A tecnologia JavaEE integra esta API na sua especificação.
Na nossa implementação, as entidades de persistência JPA são as mesmas entidades
descritas na secção 4.2.1, estando mapeadas através de um ficheiro de configuração XML.
Assim, as tabelas da base de dados MySQL resultam do mapeamento direto das entidades,
como se pode observar no modelo Entidade-Relação em anexo (Figura B.1).
Para inicializar a aplicação com esta configuração é apenas necessário especificar no
ficheiro de configuração de arranque da aplicação (ver secção anterior) a entrada “persis-
tenceType = JPA”. As informações da base de dados são injetadas automaticamente graças
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à anotação “@PersistenceContext” e as operações da base de dados ficam acessı́veis
através da interface EntityManager já referida na secção 4.2.4.
4.2.8 Comunicação com os controladores
O sistema central escuta permanentemente pedidos de comunicação dos vários contro-
ladores. Para minimizar o tamanho da informção trocada é estabelecida uma ligação
Transmission Control Protocol (TCP) tradicional através de sockets. Contudo, a tecno-
logia JavaEE possui uma arquitetura onde a programação direta de sockets e threads é
abstraı́da do programador. Assim, para estabelecer uma ligação TCP tradicional, é pre-
ciso adicionar um conector Java EE Connector Architecture (JCA). Estes conectores são
instalados no servidor aplicacional onde corre a aplicação. A aplicação consegue aceder
às funcionalidades do conector embora na verdade sejam dois serviços independentes.
A solução que usamos no projeto é adaptada do projeto JCA Sockets [Jef10]. O conec-
tor JCA Sockets funciona como um servidor TCP tradicional. Sempre que um controlador
se liga ao sistema central é criada uma nova ligação e o conector notifica a aplicação de um
novo evento. O sistema de subscrição implementa a arquitetura JMS através da utilização
de um MessageBean que é notificado quando ocorre uma nova ligação e recebe o objeto
responsável pelo socket de um controlador especı́fico. A partir deste momento a aplicação
já pode comunicar diretamente com o cliente sem necessidade do conector. De seguida,
descrevemos como cada pedido é processado após já estar estabelecida uma ligação.
Processamento dos pedidos
Quando existe uma ligação criada, o sistema central inicia o protocolo de comunicação
enviando o primeiro pedido ao controlador. São depois trocadas diversas mensagens con-
soante a situação. O protocolo de comunicação está implementado com uma máquina
de estados separando a conversação em fases distintas consoante o tipo de ação a ser
executada.
Iniciar O sistema central inicia a conversação enviando um pedido
com o código “CGET ALL”.
Ler pedidos pendentes O sistema central lê os pedidos guardados na base de dados
que devem ser tratados.
Esperar O sistema central espera para ser notificado de novos pedi-
dos.
Fechar ligação O estado dos pedidos tratados é atualizado na base de da-
dos. A informação recebida do controlador é guardada no
histórico. Finalmente, a ligação é fechada.
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Figura 4.11: Diagrama de classes - comunicação remota com os controladores dos jardins
4.3 Camada Web
O módulo (ou camada) Web permite implementar um servidor Web dinâmico. Numa
aplicação JavaEE, o módulo Web não tem necessariamente uma correspondência direta
apenas com o módulo vista do modelo MVC. Na verdade, esta camada constitui só por si a
utilização dos três módulos do MVC e utiliza o módulo EJB descrito anteriormente como
auxiliar do módulo controlador. Nesta implementação, as Servlets são utilizadas como
controladores e as páginas Java Server Pagess (JSPs) são responsáveis pela apresentação.
4.3.1 Tratamento de um pedido Web
As Servlets estão organizadas em duas camadas: controladores Web (Handlers) e eventos
Web (Event).
Os controladores Web seguem o mesmo princı́pio dos controladores descritos na secção
4.2.2 e são a porta de entrada dos pedidos Web. Sempre que é feito um pedido de página
Web ao servidor, existe um controlador Web especı́fico para esse URL. Cada controlador
Web faz um novo pedido interno que é apanhado por um evento Web, responsável pelo
tratamento desse pedido.
Um evento Web analisa o pedido e se necessário faz a chamada à camada de negócio
invocando um ou mais dos controladores do domı́no disponı́veis. Finalmente, este evento
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Web invoca a página JSP que é responsável por constuir a página HTML passando, se for
o caso, uma referência para o controlador da camada de negócio.
O esquema 4.12 ilustra esta hierarquia:
Figura 4.12: Diagrama de Classes e JSP - Pedidos Web
Acesso à camada de negócio
Como referido na secção 4.2.2, o módulo EJB contém controladores preparados para re-
ceber eventos de outros módulos quer estejam na mesma máquina ou remotamente. Isto
é possı́vel, pois cada controlador tem uma interface especı́fica. Na aplicação desenvol-
vida, o módulo Web é instalado em conjunto com o módulo EJB na mesma máquina e
por isso as interfaces dos controladores contêm a anotação “@Local”. A utilização destas
interfaces permite que os métodos dos controladores possam ser usados nas Servlets e nas
páginas JSP.
Objetos de transferência
Para além dos controladores, é necessário, na maioria das vezes, utilizar os dados de uma
ou mais entidades. Os objetos de transferência (Transfer Objects) permitem transferir a
totalidade ou parte da informação guardada por uma entidade do domı́nio para a camada
Web ou diretamente através de um serviço na Web. O facto desta transferência poder
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ser remota obriga à serialização deste tipo de objetos. Estes objetos são construı́dos na
camada de negócio, mas são importados para o módulo Web como bibliotecas.
Exemplo - Interface para mostrar todos os planos de rega
A figura 4.13 ilustra a sequência de chamadas desde o momento que é feito o pedido Web.
Neste esquema omitimos a parte do domı́nio e o retorno da informação focando apenas
no sentido das chamadas da aplicação Web à camada de negócio.
Figura 4.13: Diagrama de Sequência - Obter todos os planos de rega
Capı́tulo 5
Plataforma de Gestão
O sistema de rega SRI é composto por um conjunto de controladores e por uma pla-
taforma central de gestão, sendo responsável por gerar os conteúdos da interface Web,
efetuar as operações do domı́nio, guardar a informação numa base de dados e assegu-
rar a comunicação com os controladores. Para além da implementação da plataforma
são necessários alguns passos para a sua configuração e instalação, sendo a segurança
informática uma das preocupações principais. Este capı́tulo descreve a arquitetura do sis-
tema, tecnologia utilizada na preparação da aplicação para produção e ainda a ilustração
das principais funcionalidades da plataforma de gestão.
5.1 Arquitetura
A Figura 5.1 ilustra a arquitetura que propômos. O nosso sistema é constituı́do por uma
plataforma central de gestão online (A) a partir da qual é possı́vel comunicar com vários
controladores (C1, C2, . . . , Cn) através de comunicação móvel (B) (e.g., GPRS). Em
cada jardim haverá tipicamente um controlador que será responsável por vários tipos de
sensores (D1, D2, . . . , Dn) e várias válvulas solenóides (eletroválvulas) (E1, E2, . . . , En).
A plataforma está disponı́vel para o operador a partir de um navegador Web, mas
versões posteriores poderão incluir outro tipo de clientes como, por exemplo, Desktop ou
dispositivos móveis (e.g., Android). As principais funcionalidades são: agendamento de
rega em cada jardim; efetuar operações remotas manuais, como ligar ou desligar imedi-
atamente o sistema de rega; e administrar o sistema. Os controladores são programáveis
exclusivamente através da plataforma e os principais requisitos são: comunicação remota,
baixo consumo, execução de um plano de rega e leitura de sensores.
5.2 Instalação
Uma aplicação JavaEE corre num servidor aplicacional. Neste projeto utilizamos o ser-
vidor Glassfish [Ora] e a nossa aplicação é distribuı́da num único ficheiro, um Enterprise
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Figura 5.1: Arquitetura geral do sistema
ARchive (EAR), que contém um módulo Web e um módulo EJB.
Para instalarmos e corrermos a aplicação de gestão utilizámos o serviço de computação
na nuvem Amazon EC2 da Amazon [Ama]. Este serviço disponibiliza servidores virtu-
ais remotos, disponı́veis vinte e quatro horas por dia e acessı́veis com IP público. Esta
máquina já vem configurada com um sistema operativo, no nosso caso, utilizámos um
sistema Linux, Ubuntu Server [Ubu]. Após instalarmos e configurarmos o servidor apli-
cacional Glassfish, fazemos deploy do ficheiro EAR, que contém a aplicação e informação
de instalação destinada ao Glassfish, e a aplicação fica pronta a utilizar.
5.3 Ilustração das funcionalidades
Nesta secção mostramos o aspeto da aplicação relativamente a algumas funcionalidades,
bem como a interação com o utilizador.
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5.3.1 Jardins
Mostrar os jardins
Os jardins são espaços fı́sicos georeferenciáveis. Optámos por utilizar a GoogleMapsAPI
[Goo13b] para mostrar a localização de cada jardim num mapa. A figura 5.2 mostra as
marcas dos jardins em cima do mapa nas localizações respetivas. Após o carregamento
do mapa, as marcas são automaticamente preenchidas a partir da base de dados utilizando
um serviço na Web. Quando este carregamento é feito, apenas a informação básica de
cada jardim é devolvida.
Figura 5.2: Interface com mapas da Google, marcas dos jardins e menu na barra superior
Seleccionar e gerir um jardim especı́fico
Para obter mais informações de um jardim pode selecionar-se a marca do mapa que lhe
corresponde. Nessa altura, o sistema carrega os dados especı́ficos daquele jardim (Figura
5.3). Associada à informação do jardim estão duas opções: “Gerir Jardim” e “Remover
Jardim”.
Se escolhermos a opção “Gerir Jardim” é apresentada uma janela modal por cima
do mapa com informação detalhada do jardim, incluindo a sua lista dos controladores
(Figura 5.4). A lista de controladores mostra informações básicas de cada controlador, se
há algum alerta e dá acesso à interface de gestão do controlador.
5.3.2 Planos de rega
Numa situção real, a plataforma de gestão SRI pode assegurar a rega de centenas de
jardins. Cada jardim pode ter mais do que um controlador e estes, por sua vez, podem ter
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Figura 5.3: Obter informação de um jardim especı́fico
Figura 5.4: Janela de gestão de um jardim
várias estações de rega. Uma das responsabilidades do operador do sistema é programar
os controladores para que cada estação abasteça a sua área de rega com a quantidade
de água necessária. Facilmente se percebe que esta tarefa pode tornar-se extremamente
repetitiva, morosa e conducente a erros. O que acontece tipicamente é que o processo de
rega é o mesmo para várias estações de controladores instalados em jardins com condições
semelhantes.
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A plataforma SRI pretende automatizar ao máximo a gestão da rega nos vários jardins
facilitando a programação dos controladores em larga escala. O sistema que propômos
prevê a atribuição de um plano de rega a um tipo de rega, ao invés de ser especı́fico por
estação. Cada estação tem obrigatoriamente um tipo de rega e por isso, ao associarmos um
plano de rega a um tipo de rega estamos automaticamente a programar todas as estações
desse tipo de rega. Esta organização simplifica ainda o número de tarefas que são guar-
dadas no sistema. Por exemplo, independentemente do número de estações de rega, se
existirem três tipos de rega cujos planos contenham cada um quatro tarefas, são apenas
necessárias guardar doze tarefas no total.
5.3.3 Gestão dos planos de rega
A partir da barra de menu superior podemos aceder à gestão dos planos de rega. Esta in-
terface permite escolher um plano já existente e configurar as suas tarefas num calendário.
A programação de um plano de rega é sempre referente a um ciclo de uma semana e por
isso não interessa identificar qual a semana do ano, mas sim quais as tarefas de cada dia
da semana.
A interface de calendário permite criar novas tarefas selecionando a hora de inı́cio e
arrastando o bloco até à hora de fim. Mais tarde podemos alterar o tamanho do bloco ou
arrastá-lo para outro horário. Quando terminarmos as alterações, selecciona-se a opção
“Ações” seguida de “Guardar”. Se, pelo contrário, quisermos reverter as alterações, sele-
cionamos a opção “Repôr”.
Figura 5.5: Gestão de um plano de rega seleccionado
5.3.4 Criar e remover um plano de rega
Para criar um novo plano, selecionamos a opção “Planos” seguida de “Novo plano”. Uma
janela modal é então apresentada (figura 5.6) requerendo as informações a preencher. Na
criação de um novo plano é ainda obrigatório definir qual o tipo de rega a que este deve
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ser atribuı́do e qual o dia do ano em que deve entrar em vigor. Um plano não tem data
de fim, evitando assim que, em caso de má configuração, as estações daquele tipo fiquem
sem qualquer tipo de rega associado. Pelo mesmo motivo, um plano só pode ser removido
se não estiver em vigor.
Figura 5.6: Criar um novo plano
5.3.5 Plano de rega em vigor
A plataforma SRI permite que cada tipo de rega tenha vários planos associados, mas
apenas um se encontra ativo para um determinado perı́odo de tempo. Esta organização
permite ter um histórico de planos atribuı́dos a um tipo de rega, o que pode facilitar a
programação da rega se existir uma mudança cı́clica.
A associação do plano a um tipo de rega permite definir a data de entrada em vigor.
Quando é atingida essa data, o plano previamente agendado fica automaticamente em
execução sobrepondo-se ao plano previamente em vigor. Em qualquer altura é possı́vel
ativar imediatamente um plano já existente, o que na prática significa alterar a sua data de
entrada em vigor.
Finalmente, sempre que um plano entra em vigor ou o plano em vigor é alterado, é
criado um novo pedido para enviar aos controladores respetivos (ver secção 4.2.8). Este
pedido é enviado imediatamente se o controlador estiver online ou agendado para enviar
mais tarde.
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5.3.6 Gestão do Controlador
Quando selecionamos a opção “Gerir Controlador” (ver secção 5.3.1) é apresentada uma
interface para gerir o controlador num novo separador do browser. A razão para abrir um
novo separador justifica-se se for necessário gerir simultaneamente vários controladores.
A interface de gestão do controlador é constituı́da por a) visão semanal do plano de
rega (eventos), b) informações detalhadas do controlador, c) lista de estações e d) última
leitura dos sensores. A Figura 5.7 ilustra esta interface.
Figura 5.7: Gestão do controlador
Estações e Calendário
Quando é atribuı́da uma nova estação ao controlador é obrigatório definir o seu tipo de
rega. Isto permite atribuir automaticamente o plano de rega que está ativo nesse momento
para aquele tipo de rega (ver secção 5.3.2). Assim, ao controlador estão associados indi-
retamente vários tipos de rega e o calendário de cada controlador apresenta a combinação
das tarefas dos planos de rega respetivos. Por esta razão, a visão do calendário na interface
de gestão do controlador é apenas de leitura.
A visão semanal tem uma data concreta, ao contrário da interface de gestão dos planos
(ver secção 5.3.5). Isso permite ao operador consultar os planos atualmente em vigor, bem
como o histórico de planos.
Cada bloco de rega tem os números das estações associadas, a cor do tipo de rega e o
nome do plano, facilitando a distinção dos vários planos. Contudo, um bloco desenhado
para uma tarefa de rega pode, na prática, representar vários eventos de rega para o con-
trolador SRI. Isto acontece se existirem várias estações com o mesmo tipo de rega, pois
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estas nunca estão ativas em simultâneo. Neste caso há uma sobreposição de eventos, a
plataforma é responsável por ajustar automaticamente a hora de inı́cio do evento.
Por exemplo na figura 5.7 o bloco azul da segunda-feira determina uma ação de rega
de 20 minutos que inicia às 8h. No entanto, como este bloco pertence a duas estações, o
plano de rega que é enviado ao controlador terá um evento das 8h-8h20 para a estação 3 e
das 8h20-8h40 para a estação 5.
Se quisermos desativar uma estação por tempo indeterminado podemos dizer que ela
é de um tipo especial que nunca tem nenhum plano de rega atribuı́do.
Para além da rega automática, as estações podem ser controladas manualmente quando
o controlador está online. As ações que podem ser desencadeadas são:
• Parar agora: esta opção permite parar imediatamente a rega numa estação. Esta
acção tem efeito somente no evento do plano que está em execução nesse momento;
• Iniciar agora: esta opção permite iniciar imediatamente a rega numa estação. Para
evitar que a rega se prolongue indefinidamente por descuido, existe um tempo
máximo de duração estabelecido.
• Temporizador: agendar um evento especial que se sobrepõe ao plano de rega. Este
evento tem uma data de inı́cio e uma data de fim e permite que uma estação seja
desativada durante um perı́odo de tempo limitado. Após esse perı́odo de tempo é
retomado o plano de rega em vigor.
As acções de iniciar ou parar imediatamente a rega são úteis para testar o bom funci-
onamento das válvulas solenóides e para efeitos de demonstração. A funcionalidade de
temporizador é útil se uma zona do jardim estiver temporariamente em obras, por exem-
plo.
Sensores
Na interface de gestão é ainda possı́vel consultar a última leitura dos sensores. Se algum
dos sensores apresentar valores fora do esperado, o operador será notificado através de
uma mensagem. A secção 8.1 explora a possibilidade futura de aceder a todas as leituras
registadas ao longo do tempo.
Como cada controlador pode ter uma configuração diferente de hardware, a interface
permite adicionar e remover sensores como se fossem plugins.
As opções das estações e dos sensores podem ser acedidas selecionando o botão
“Opções” como mostram as figuras 5.8 e 5.9.




Neste capı́tulo descrevemos detalhadamente a criação de um protótipo para o controlador
SRI. Este protótipo é composto por uma peça de hardware que prentende estudar a viabi-
lidade do projeto. É criado antes do produto final, sendo por isso uma peça temporária e
mais flexı́vel nas suas caracterı́sticas.
O desenvolvimento de um protótipo que implementa as funções básicas de um contro-
lador de rega tornou-se especialmente importante, contribuindo para ganhar a confiança
do cliente e para validar a solução que propomos. De seguida relembramos as funcionali-
dades principais requeridas para o controlador:
• comunicação com o sistema central através de GPRS;
• execução de um plano de rega através da gestão de várias válvulas solenóides;
• interação com diversos sensores;
• baixo consumo energético;
• ativação manual (ação através de botão local ao controlador);
• dimensões reduzidas;
• preço económico.
Nas próximas secções detalhamos os vários componentes escolhidos para a construção
do protótipo, o desenho do circuito, a programação do microcontrolador e finalizamos
apresentando alguns resultados e otimizações.
6.1 Controlador Arduino Uno
A criação de um protótipo com os requisitos acima referidos obriga, em primeiro lugar, à
utilização de um microcontrolador [Tan06] capaz de interagir com vários componentes de
entrada e saı́da (E/S), como é o caso dos sensores ou das válvulas solenóides. Tipicamente
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um microcontrolador encontra-se embutido numa Placa de Circuito Impresso (PCI) onde
estão inseridos também outros componentes. Usualmente esta placa possui um conjunto
de portas onde é possı́vel ligar dispositivos externos.
Atualmente, com a expansão do movimento Internet of Things [Pfi11], existe no mer-
cado uma oferta variada de controladores de uso geral que já contêm um microcontro-
lador e facilidades de ligação a outros componentes de hardware. Para a criação do
protótipo optámos pela utilização do controlador Arduino Uno, que pertence à famı́lia
Arduino [Ard13]. A escolha da plataforma Arduino prendeu-se sobretudo com a sua
larga utilização, com as várias bibliotecas de software já implementadas, a excelente
documentação, os preços acessı́veis e, finalmente, por ser uma plataforma de desenvolvi-
mento aberta.
Em baixo descrevemos brevemente as especificações do Arduino Uno, que serão úteis
para perceber as várias otimizações que foram feitas numa fase mais avançada do projeto,
abordadas no capı́tulo 7.
6.1.1 Microcontrolador
Um microcontrolador [Tan06] é um circuito integrado com capacidade de processamento,
memória e entrada e saı́da. O Arduino Uno possui um chip ATMEL AVR ATMEGA328P
[ATM] como microcontrolador principal, do qual se destacam as principais caracterı́sticas:
• utiliza a arquitetura Harvard modifi-
cada [Sin08];
• três memórias distintas: 1K EE-
PROM (não volátil, memória de
dados auxiliar), 32K FLASH (não
volátil, onde é guardado o bootloa-
der e o código a ser executado) e 2K
SRAM (volátil, memória de execução
principal);
• velocidade de relógio entre 1MHz e
20MHz;
• instruções RISC;
• oscilador interno e possibilidade de
oscilador externo;
• vários modos de sleep;
• temporizador programável Watchdog
Timer;
• interrupções externas com controlo
do tipo de sinal (Interrupt Sense Con-
trol) em dois pinos;
• auto-reset;
• tensão de entrada entre 1,8V e 5,5V;
• baixo consumo: 240µA @ 1,8V (li-
gado) ou 0,1µA @ 1,8V (adorme-
cido) com velocidade de relógio de
1MHz;
• reprogramação (In-System Program-
ming (ISP)) [Mic] utilizando o proto-
colo Serial Peripheral Interface (SPI)
[Ard].
No caso especı́fico do Arduino Uno, o microcontrolador contém as seguintes configurações:
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• 28 pinos (pacote Dual Inline Package (DIP), modelo ATMEGA328P-PU);
• operação a 5V;
• velocidade de relógio de 16MHz com oscilador externo;
• bootloader ocupa 0,5KB da memória FLASH.
A figura 6.1 ilustra o microcontrolador ATMEGA328P-PU.
Figura 6.1: Microcontrolador ATMEGA328P-PU
6.1.2 Entrada e Saı́da
O controlador Arduino Uno possui um conjunto de portas que abstraem e simplificam a
interação (entradas e saı́das) com o microcontrolador. Cada uma destas portas está mape-
ada para um ou mais pinos do microcontrolador. Em baixo descrevemos resumidamente
as portas mais importantes, ilustradas na Figura 6.2.
Portas digitais As portas digitais permitem ligar dispositivos de entrada ou saı́da e ler
ou escrever valores iguais a 0 ou a 1 (tensão respetiva de 0V (ground) e 3.3V/5V). São
especialmente úteis para controlar ações em dispositivos como, por exemplo, ativar a
ligação de uma válvula solenóide.
Portas especiais Algumas das portas presentes no controlador têm funções extra es-
pecı́ficas, como por exemplo:
• possibilidade de interrupção externa ao microcontrolador (D2 e D3);
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Figura 6.2: Mapeamento dos pinos do micontrontrolador para as portas do Arduino Uno
• possibilidade de simular uma saı́da analógica numa porta digital através da utilização
de Pulse With Modulation (PWM) (D3, D5, D6, D9, D10, D11);
• utilização de protocolos de comunicação (ver secção 6.1.2);
• reset externo ao microcontrolador (RST).
Portas analógicas As portas analógicas, só de entrada, (A0 - A5), permitem aplicar uma
tensão de entrada nos pinos do microcontrolador (entre o ground e ∼5V) e mapear esse
valor para um número inteiro entre 0 e 1023. São especialmente úteis para ler valores de
sensores como humidade do solo ou luminosidade, cujos valores são fornecidos de forma
analógica.
Portas de alimentação O controlador escolhido tem uma tensão nominal de operação
de 5V e permite uma alimentação no intervalo entre os 5V e os 12V de acordo com a sua
especificação [Ard12]. A utilização de valores de tensão superiores a 5V é possı́vel pois
o controlador possui um conversor de tensão incorporado. A alimentação pode ser feita
de quatro formas:
• aplicando tensão na porta “5V” sem utilização do conversor de tensão;
• aplicando tensão na porta “VIN” (ou “RAW”) (até 12V), que utiliza um conversor
de tensão interno;
• utilizando um jack de 2,1mm (até 12V), que utiliza o conversor de tensão;
• através da ligação USB (cerca de 5V).
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UART ou
USART
O protocolo UART permite a comunicação em série, assı́ncrona e requer
duas portas (RX - Recetor e TX - Transmissor, portas D0 e D1, respe-
tivamente) e uma massa comum (GRD ou ground) na sua configuração
mais básica. Este protocolo obriga a que os dois comunicadores uti-
lizem a mesma taxa de transmissão e tem limitações na velocidade de
transmissão máxima.
I2C (TWI) O protocolo Inter-Integrated Circuit (I2C) (portas A4 e A5) permite a
transmissão de dados sı́ncrona e utiliza duas linhas para a comunicação
entre dois ou mais dispositivos.
SPI O protocolo SPI estabelece uma comunicação em série, sı́ncrona e per-
mite a utilização de vários dispositivos periféricos ao mesmo tempo.
Existe a noção de master e slave em que há três linhas (MISO, MOSI
e SCK), que são partilhadas por todos os dispositivos, e uma linha es-
pecı́fica (SS) para cada periférico (slave). No controlador Arduino Uno,
este protocolo pode ser utilizado através das portas 10 (SS), 11 (MOSI),
12 (MISO) e 13 (SCK) ou através de conectores dedicados disponı́veis
no controlador. A instalação de um bootloader no microcontrolador
pode ser feita utilizando este protocolo.
USB O protocolo Universal Serial Bus (USB) pode ser utilizado graças à
adição de outro microcontrolador (ATmega16U2), que faz a conversão
de USB para Série (mapeando a comunicação para os pinos RX e TX
do microcontrolador ATMEGA328P). O microcontrolador adicional é
programado especificamente para fazer a comunicação USB e possui
firmware que permite fazer a ligação a um computador tal como um
dispositivo USB plug and play comum.
Tabela 6.1: Protocolos de comunicação suportados pelo Arduino Uno
As portas de alimentação também podem ser usadas para alimentar outros dispositi-
vos. Por exemplo, se se fornecer uma tensão de 9V na porta “VIN”, a porta “5V” fornecerá
uma tensão de saı́da de 5V e a porta “3V” uma tensão de saı́da de 3V. Outras combinações
também são possı́veis.
Cada porta de Entrada/Saı́da apresenta uma intensidade de 50mA.
Portas para comunicação O modelo Arduino Uno contém um conjunto de portas espe-
ciais que possibilitam a utilização de vários protocolos para comunicação com um com-
putador, outro Arduino ou outros microcontroladores e dispositivos periféricos em geral.
Estes protocolos são implementados pelo microcontrolador referido na secção 6.1.1. A
tabela 6.1 descreve brevemente estes protocolos.
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Figura 6.3: Portas e componentes principais do Arduino Uno
6.2 Hardware complementar
Dada a natureza de utilização geral do controlador Arduino Uno, este não tem a capa-
cidade de comunicar via GPRS ou controlar o fluxo de água, nem possui sensores es-
pecı́ficos úteis para monitorizar diversos parâmetros relacionados com a rega. É por isso
necessário juntar hardware extra com funções especı́ficas, mas capaz de interagir com
o controlador através das várias portas (ver secção 6.1.2). Mesmo no caso de um con-
trolador mais especı́fico, há vantagens em ter alguns componentes externos substituı́veis
para permitir uma maior compatibilidade e facilidade de manutenção. Além disso, exis-
tem restrições fı́sicas, por exemplo no caso das válvulas solenóides, que estão, na maior
parte das vezes, a uma distância considerável do controlador. Descrevemos de seguida os
componentes adicionados.
6.2.1 Módulo GSM/GPRS
Para comunicar via GPRS é necessário um módulo que suporta a comunicação GSM e
GPRS. O módulo SM5100B é um exemplo destes dispositivos, mas possui conetores de-
senhados para uma instalação Surface Mount Device (SMD) não sendo indicado para pro-
totipagem manual. Este cenário é bastante comum e existem por isso placas (shields) no
mercado que permitem adaptar o módulo ao controlador Arduino sem serem necessárias
ligações extra com fios. É o caso da placa SM5100B da SparkFun Electronics [Spa12]
que usamos neste protótipo. Como se pode ver na figura 6.4a, esta placa incorpora a) o
Capı́tulo 6. Protótipo 59
conetor do módulo, b) um conetor para introdução do cartão Subscriber Identity Module
(SIM) e c) um conversor de tensão. O módulo (figura 6.4b) já possui um conetor que
permite a ligação de uma antena (figura 6.4c).
Apesar das dimensões muito reduzidas do conetor do módulo GSM/GPRS, a placa
apresenta a mesma disposição de portas que é encontrada no Arduino Uno, mapeando
as ligações entre os pinos do microcontrolador do Arduino Uno e o módulo GSM/GPRS
(figura 6.4).
(a) Placa sem módulo (b) Módulo GSM/GPRS
(c) Antena (d) Placa acoplada ao Arduino Uno
Figura 6.4: Pormenores da placa SM5100B
6.2.2 Sensores
Para monitorizar diversos parâmetros relacionados com a rega, são utilizados sensores
que podem ser ligados ao controlador. A tabela 6.2 descreve os sensores utilizados neste
projeto, embora no futuro possam ser adicionados outros tipos de sensores. Os sensores
de temperatura, humidade e luminosidade recolhem informação sobre as condições ambi-
entais de cada jardim, que pode ser utilizada para controlar a execução do plano de rega. O
objetivo do caudalı́metro é detetar fugas de água, problema que afeta diversas instalações
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medição da temperatura (-10 a 50
graus celsius) e da humidade rela-




medição entre 0 e 950: solo seco
[0, 300]; solo húmido [300, 700];
água em excesso > 700
3,3V–5V analógica
Luminosidade a resistência do sensor varia em
função da quantidade de luz
3,3V analógica
Caudalı́metro mede o caudal de água que passa
num tubo (mede o fluxo entre 1 e
30 litros por minuto).
5V–18V digital
Tabela 6.2: Descrição dos sensores utilizados no controlador SRI
de rega. A figura 6.5 ilustra alguns dos sensores utilizados e a secção 6.3 descreve a
utilização do sensor de temperatura e humidade do ar em conjunto com o controlador.
(a) Temperatura e Humidade (b) Humidade do solo (c) Caudalı́metro
Figura 6.5: Ilustração dos sensores
Válvula solenóide
Outro componente complementar ao controlador é a válvula solenóide. A válvula é es-
sencial pois permite ativar e desativar a passagem de água numa determinada zona do
jardim. De acordo com o cliente, o controlador SRI deve ser desenhado de forma a ser
compatı́vel com as válvulas solenóides já existentes no mercado. Dessa forma evitar-se-
iam alterações invasivas aos sistemas de rega já implantados nos jardins públicos.
A válvula escolhida para utilização com o protótipo é da marca RainBird [Rai13a]
(figura 6.6) e é utilizada atualmente em muitas instalações de rega de jardins públicos em
Portugal. A secção D em apêndice descreve o funcionamento eletromecânico deste tipo
de válvulas e qual o circuito necessário para a sua utilização neste projeto.
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Figura 6.6: Válvula solenóide da empresa RainBird
6.3 Desenho do circuito
Para o desenho do circuito do protótipo utilizámos uma ferramenta de software chamada
Fritzing [Fri13]. A figura 6.7 mostra o desenho do circuito com o controlador Arduino
Uno e a placa GSM/GPRS. Mostra também os pontos de ligação dos sensores de tempe-
ratura, humidade do ar e luminosidade, fontes de alimentação e válvula solenóide. Além
disso são visı́veis componentes auxiliares (resistências, dı́odo e transı́stor) para efetuar
estas ligações. Na solução final serão utilizadas seis válvulas solenóides por controlador,
mas para efeitos de protótipo considerou-se apenas uma.
Figura 6.7: Circuito completo do protótipo
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6.3.1 Alimentação
De acordo com os requisitos do cliente, o produto final deverá ter autonomia energética
com duração aproximada de um ano, tornando a alimentação do protótipo um aspeto
muito importante. A alimentação total do circuito deve ter em conta as necessidades
de todos os seus componentes. O Arduino Uno e a placa GSM/GPRS podem receber
alimentação de uma fonte até 12V com a particularidade da placa necessitar de até 2A
em picos de comunicação. Por outro lado, a válvula necessita de 9V para ser ligada e
desligada.
Assim, para alimentar o controlador consideraram-se duas abordagens. Na primeira
hipótese pressupôe-se uma única fonte de alimentação partilhada pelo controlador e pela
válvula. A principal vantagem desta abordagem é que a substituição das pilhas é um
processo mais simples, pois só há um tipo de pilha. A alimentação do controlador e da
placa GSM/GPRS tem de ser feita na porta VIN, que converte a tensão para 5V, o que
na prática equivale a um desperdı́cio de energia. Outra consequência é que o facto de a
mesma fonte ser partilhada faz com que a corrente seja repartida pelos vários componentes
(circuito paralelo), podendo ser mais complicado assegurar que todos os componentes
recebem a intensidade de corrente desejável.
Na segunda hipótese, que adotámos, o controlador e a placa GSM/GPRS são alimen-
tados a 5V e a válvula a 9V, não sendo necessária a utilização de um conversor de tensão.
As vantagens e desvantagens desta alternativa são o oposto da abordagem anterior.
6.4 Programação
A plataforma Arduino disponibiliza um conjunto de bibliotecas que permitem programar
o microcontrolador e a interação com diversos componentes através das várias portas di-
gitais e analógicas presentes no controlador. Fazendo uso dessas bibliotecas, criámos um
programa com as funcionalidades que consideramos mais prementes: interação com um
sensor de temperatura e humidade do ar e com um sensor de luminosidade, comunicação
via GPRS e controlo de uma válvula solenóide. Nesta fase não abordámos o adormecer
do controlador, nem o agendamento de tarefas associadas a um plano de rega.
6.4.1 Comunicação local com o módulo
Para a comunicação com o servidor remoto utilizando o módulo GPRS é preciso esta-
belecer a comunicação entre o Arduino Uno e o módulo GSM/GPRS, que designaremos
por comunicação local. Esta é feita utilizando o protocolo UART. Na configuração mais
simples deste protocolo são usadas apenas as portas RX e TX dos dois dispositivos que
estabelecem a comunicação. A única exigência é que a porta RX de um dispositivo deve
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ligar-se à porta TX do outro dispositivo e vice-versa, como ilustra a figura 6.8. Adicio-
nalmente os dois dispositivos devem partilhar a mesma terra (GRD).
Figura 6.8: Comunicação UART entre o módulo GSM/GPRS e o controlador
Ao usarmos a placa SM5100B acoplada ao Arduino, todas as portas disponibilizadas
pelo Arduino passam a estar acessı́veis a partir da placa. Significa portanto que as portas
RX e TX da placa SM5100B pertencem ao Arduino e não ao módulo GSM/GPRS. Então
como estabelecer a comunicação indicada na figura 6.8? Em primeiro lugar, a placa
SM5100B apresenta uma configuração especial que mapeia as portas RX e TX do módulo
para as portas D2 e D3 da placa, respetivamente, como mostra a figura 6.9.
Figura 6.9: Comunicação UART entre a placa GSM/GPRS (com módulo) e o controlador
Mas surge outro problema: o controlador Arduino Uno só aceita comunicações série
nas portas D0 e D1. Para mitigar este problema, a plataforma Arduino possui uma bi-
blioteca especial, designada “Software Serial”, que implementa a comunicação série em
qualquer par de portas. Utilizando esta biblioteca podemos programar as portas D2 e
D3 do controlador para a comunicação local. A biblioteca “Software Serial” implementa
ainda um sistema de memória tampão (buffer), que guarda temporariamente os caracteres
recebidos do módulo.
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O controlo via software do módulo GSM/GPRS é feito enviando cadeias de caracteres
especı́ficas (comandos) que representam ações a serem executadas (e.g., iniciar ligação
remota usando o protocolo TCP). Estes comandos designam-se de comandos AT, lar-
gamente utilizados em equipamentos de comunicação. Neste projeto, implementámos
uma biblioteca que simplifica a utilização dos comandos AT. A secção 7.1.4 do próximo
capı́tulo contém mais informação sobre esta decisão.
6.4.2 Comunicação remota
Para além da comunicação local é necessário estabelecer uma comunicação remota entre
o controlador e o sistema central. Para satisfazer os requisitos do cliente, o nosso obje-
tivo centra-se na conceção de um controlador o mais eficiente possı́vel do ponto de vista
energético. Para tal, apresentamos o seguinte modo de funcionamento:
1. O sistema central atua como servidor escutando pedidos de vários controladores;
2. Um controlador acorda e inicia o processo de comunicação, estabelecendo uma
ligação ao sistema central através de um nome fixo e bem conhecido;
3. O sistema central controla a conversação enviando sucessivos pedidos de ações e
esperando uma resposta do controlador;
4. O controlador termina a ligação quando recebe um comando para este efeito do
sistema central.
Os dois primeiros passos permitem que os controladores não estejam em comunicação
permanente com o sistema central, poupando energia. Apenas em situações especı́ficas
(e.g., antes de se iniciar uma rega) é que o controlador comunica remotamente para atu-
alizar o plano de rega e enviar os dados dos sensores guardados localmente e outras
informações relevantes (e.g., estado da bateria). Uma vez que o controlador se regista na
rede celular diversas vezes, o seu endereço IP pode variar. Por outro lado, o sistema cen-
tral está sempre acessı́vel através de um nome conhecido pelos controladores, e quando
um controlador quer iniciar uma comunicação utiliza sempre os mesmos parâmetros de
ligação. Contudo, ao contrário da arquitetura cliente-servidor tradicional, a partir do mo-
mento em que se inicia uma ligação é o sistema central que passa a controlar a conversação
enviando sucessivos pedidos de ações e esperando uma resposta do controlador, como
descrito no terceiro passo. A comunicação feita é sempre sı́ncrona, sendo que só é envi-
ado um novo pedido após a boa recepção do pedido anterior.
Para efeitos de demonstração ao cliente foi desenvolvida uma aplicação em Java capaz
de estabelecer uma comunicação TCP via sockets com o controlador e que oferece uma
interface simples de texto onde se podem invocar ações no controlador. Esta aplicação
pretendia simular as acções do sistema central. Nesta primeira demonstração, o protocolo
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de comunicação dita que é o sistema central a terminar a comunicação, enviando para isso
a mensagem respetiva. Nessa altura, o controlador fecha a ligação e espera durante um
perı́odo de tempo até iniciar uma nova ligação. A secção 7.1.1 descreve a otimização
deste comportamento na construção do produto final. De seguida, apresenta-se o pseudo-
código que resume o funcionamento do controlador.
inicia o módulo GSM/GPRS;
inicia ligação TCP com o sistema central;
while o controlador está ligado do
lê variável de controlo de erro;
if não há erros then
bloqueia à espera de um pedido do sistema central;
lê o pedido do sistema central;
processa o pedido do sistema central;
envia uma resposta ao sistema central;
else
espera dois minutos;
inicia o módulo GSM/GPRS;




As mensagens trocadas neste protocolo são também muito simples. Numa primeira fase,
definiram-se dois tipos de mensagem: um para pedidos do servidor e outro para respostas
do cliente. Associado a cada acção a executar existe um código de mensagem conhe-
cido dos dois lados da comunicação. Os dois tipos de mensagem apresentam o seguinte
formato:
• do servidor para o cliente:
SERVIDOR_ID # CODIGO_ACAO #
• do cliente para o servidor:
CONTROLADOR_ID # CODIGO_ACAO_1 : VALOR_ACAO_1 #
... CODIGO_ACAO_n : VALOR_ACAO_n #
Tanto do lado do cliente como do lado do servidor as mensagens são sempre cons-
truı́das como um conjunto de caracteres ASCII.
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6.5 Resultados
O primeiro protótipo funcional é constituı́do por um controlador capaz de comunicar com
um servidor remoto e devolver respostas básicas (como por exemplo, leituras de sensores)
ou ativar uma válvula solenóide em função dos pedidos do servidor. A demonstração
deste protótipo ao cliente veio confirmar que a tecnologia escolhida permite implementar
a solução pedida. No entanto, identificámos alguns problemas que analisamos ao longo
desta secção e para os quais apresentamos possı́veis soluções.
Eficiênia Energética Embora na fase de prototipagem não tenham sido feitos testes
relevantes referentes à duração da bateria, a configuração do protótipo revela um conjunto
de caracterı́sticas que se sabem ser pouco eficientes:
• o controlador Arduino Uno incorpora um microcontrolador extra para conversão de
USB para Série não necessário num produto final;
• o controlador Arduino Uno incorpora um conversor de tensão até 12V. Qualquer
conversor de tensão é um agente dissipador de energia e quanto maior a tensão de
entrada, maior a dissipação. Se o produto final aceitar apenas uma tensão fixa e
mais baixa isso pode significar um ganho energético;
• a placa SM5100B é boa para prototipagem, mas apresenta um conjunto de compo-
nentes desnecessários no produto final, como a possibilidade de adicionar altifalante
e microfone e um conversor de tensão. Uma solução passa por adquirir apenas o
módulo GSM/GPRS juntamente com os componentes estritamente necessários;
• o controlador Arduino Uno e a placa SM5100B contêm vários LEDs que são des-
necessários.
A configuração do microcontrolador também não está otimizada no protótipo. A ve-
locidade de relógio atual (16MHz) pode ser reduzida e podem ser desativadas funções
desnecessárias. A secção 7.3 descreve os esforços feitos neste sentido, na construção do
produto final.
Dimensões Comparativamente a outros modelos da famı́lia Arduino, o Arduino Uno
apresenta dimensões médias. Na verdade o seu tamanho pode ser mais reduzido se não
for importante ser compatı́vel com a adição de outras placas e não forem necessárias fun-
cionalidades como a ligação USB. A compatibilidade com mais placas é uma limitação
imposta pela utilização da placa SM5100B. Se seguirmos a solução sugerida na secção
6.5 para o módulo, esta limitação desaparece. Por outro lado, num produto final, a mai-
oria dos componentes será do tipo SMD, permitindo obter uma placa com os mesmos
componentes, mas de dimensões reduzidas.
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Entrada e saı́da O facto da placa SM5100B utilizar exatamente as mesmas portas que
o Arduino Uno facilita a programação do módulo GSM/GPRS, mas a configuração relaci-
onada com a comunicação descrita na secção 6.2.1 obriga a que a utilização das portas D2
e D3 da placa (e consequentemente do Arduino Uno) esteja reservada para comunicação.
No entanto, de acordo com as especificações do Arduino Uno (ver a secção 6.1.2), são
exatamente essas portas que possibilitam a programação de interrupções face à ocorência
de eventos externos (por exemplo, ao ser pressionado um botão). Uma solução para este
problema passa por não utilizar a placa acoplada ao Arduino Uno. No entanto, esta
solução elimina a vantagem de fácil ligação da placa ao controlador. Uma abordagem
preferı́vel é incorporar os dois componentes numa só placa feita à medida com as ligações
necessárias.
O microcontrolador ATMEGA328P (presente no Arduino Uno), dispõe de treze portas
digitais. Se tivermos em conta que um produto final utiliza várias válvulas solenóides e
vários sensores, o número de portas torna-se insuficiente. Para este problema existem pelo
menos duas soluções. Na primeira utiliza-se um circuito integrado especial, designado de
multiplexador, que permite multiplicar o número de portas digitais (e.g., com três portas
digitais, conseguem-se oito portas digitais fornecidas pelo multiplexador). A segunda
solução passa por considerar a utilização de um microcontrolador com caracterı́sticas
diferentes.
Finalmente, a placa SM5100B incorpora o conetor do cartão SIM o que será uma
limitação para a instalação de um produto final no terreno. Idealmente, o conetor SIM
será independente da placa estando disponı́vel para o utilizador.
Custo de produção O custo de construção do protótipo ronda os 150e. Este valor não
é adequado ao requisito do cliente para a produção em massa de um produto final. Um
dos componentes que mais encarece o protótipo é a placa SM5100B, com cerca de 65%
do custo total, seguido do controlador Arduino Uno, com cerca de 20%. Também aqui
uma solução passaria por desenhar uma placa especı́fica contendo apenas os componentes
necessários.
Programação O código desenvolvido para o protótipo não contempla várias funciona-
lidades requeridas para um produto final:
• adormecer o microcontrolador;
• acordar o microcontrolador através de uma interrupção externa (e.g., botão);
• o protocolo de comunicação entre o controlador e o sistema central é muito limi-
tado;
• a comunicação entre o microcontrolador e o módulo GSM/GPRS é lenta e não
explora todas as funcionalidades do módulo;
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• o desenho de software é também simplificado, existindo pouca separação de respon-
sabilidades. Num desenvolvimento final algumas funções podem ser incorporadas
numa biblioteca especı́fica melhorando a reutilização de código;
• impossibilidade de guardar e executar um plano de rega periódico.
6.6 Um controlador mais eficiente
Entre os problemas identificados na secção 6.5, a eficiência energética é o mais impor-
tante. O desenvolvimento deste controlador não se foca na eficiência energética, mas sim
na prototipagem de uso geral. Numa tentativa de desenvolver um protótipo mais efici-
ente pesquisámos outros controladores da famı́lia Arduino com caracterı́sticas diferentes,
tentando evitar o desenho de uma solução de hardware à medida e de raı́z.
De entre os vários modelos Arduino, o Arduino Pro Mini, versão 3,3V (figura 6.10),
apresenta um conjunto de caracterı́sticas muito interessantes no que diz respeito à eficiência
energética e às suas dimensões. Apresentamos em baixo um comparativo com o Arduino
Uno:
• sem porta USB nem circuito integrado para conversão de USB para Série;
• conetores SPI partilhados com as portas digitais de uso geral;
• igual possibilidade de alimentação até 12V quando utilizada a porta RAW;
• possui o mesmo número de portas digitais e analógicas;
• ocupa menos de metade do tamanho do modelo Arduino Uno;
• é mais barato (cerca de 70% do custo do Arduino Uno);
O microcontrolador usado no Arduino Pro Mini pertence à mesma famı́lia que o mi-
crocontrolador do Arduino Uno apresentando apenas diferenças na forma como está ins-
talado fisicamente (instalação SMD) e na sua configuração:
• 32 pinos (pacote Plastic Quad Flat Package (TQFP), modelo ATMEGA328P-AU);
• operação a 3,3V;
• velocidade de relógio de 8MHz com oscilador externo.
As caracterı́sticas idênticas permitem reutilizar o código já produzido e utilizar as
mesmas formas de comunicação com o controlador. As diferenças na configuração aca-
bam também por ser uma vantagem, pois embora a velocidade de processamento seja
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Figura 6.10: Arduino Pro Mini
inferior, não é significativa para os objetivos do projeto e representa uma diminuição no
consumo energético.
A utilização do Arduino Pro Mini obriga à aquisição de uma placa extra (FTDI Basic
Breakout - 3.3V da SparkFun Electronics [Spa13]), que permite fazer a conversão de
USB para UART, e assim programar o dispositivo através de um computador (ver a figura
6.11). Esta diferença é um melhoramento do ponto de vista energético, pois permite
retirar componentes de hardware do protótipo, que apenas são necessários durante a fase
de programação e que num produto final é feita, em princı́cipo, apenas uma vez.
Figura 6.11: Adaptador FTDI
Apesar das experiências com este controlador revelarem melhorias no consumo energético,
as suas dimensões reduzidas tornam-no incompatı́vel com a utilização da placa GSM/G-
PRS. Além disso, não resolve o problema da limitação no número de portas digitais. Não
existindo uma solução da famı́lia Arduino energeticamente eficiente e ao mesmo tempo
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compatı́vel com a placa GSM/GPRS, justifica-se desenvolver uma solução feita à medida.
O capı́tulo 7 descreve a implementação desta solução.
Capı́tulo 7
Controlador SRI
A plataforma Arduino permitiu-nos criar um protótipo com várias funcionalidades num
curto espaço de tempo. No entanto, este protótipo apresenta várias desvantagens e não
cumpre ainda todos os requisitos do produto que pretendemos (ver secção 6.5). Apesar de
utilizarmos uma placa Arduino diferente, Arduino Pro Mini, chegámos à conclusão que,
embora mais eficiente energeticamente, levanta outros problemas tais como a incompati-
bilidade do shield GSM/GPRS com a placa do Arduino Pro Mini (ver secção 6.6). Vimos
também que o shield GSM/GPRS representa uma percentagem significativa do orçamento
total do protótipo que gostarı́amos de ver reduzida.
O estudo aprofundado da solução Arduino permitiu-nos concluir que, do ponto de
vista energético, não há uma solução pronta a usar (com todas as funcionalidades que
pretendemos) e, apesar do foco desta teser ser uma solução de software, decidimos ir
mais longe e conceber um produto à medida que possa enventualmente ser patenteado e
comercializado. Apesar de este ser ainda um trabalho em progressão, o resultado mais
importante deste esforço foi o desenho do circuito elétrico do nosso controlador a partir
do qual será possı́vel construir o produto final.
Neste capı́tulo começamos por descrever as funcionalidades de software desse pro-
duto. O comportamento do controlador é, em princı́pio, independente do seu hardware.
Por exemplo, se um dos objetivos do controlador é a comunicação remota, ele deve supor-
tar essa caracterı́stica independentemente da tecnologia usada para fazer a comunicação
(e.g., WI-FI, GPRS, ethernet, etc.). Esta abordagem permitir-nos-á antecipar futuras
modificações da instalação do controlador em diferentes cenários e oferece por isso uma
grande flexibilidade.
Seguimos depois para a descrição da implementação de hardware. À semelhança
do processo de desenvolvimento da plataforma de software, também a construção de um
produto de hardware passa por uma fase de desenho. É esse processo que descrevemos
também neste capı́tulo.
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7.1 As funcionalidades do controlador SRI
7.1.1 Comportamento
Com a adição de novas funcionalidades no controlador e consequente aumento de com-
plexidade do código, torna-se impreterı́vel repensar a forma como este está programado.
A nossa solução implementa uma máquina de estados seguindo uma abordagem idêntica
à utilizada na programação da comunicação do sistema central com o controlador (ver
secção4.2.8). Esta solução diferencia sete estados de funcionamento com ações distintas.
Iniciar 1 O controlador fornece energia ao módulo GSM/GPRS para
que este possa ligar-se e registar-se na rede.
Inı́cio de ligação 2 O controlador estabelece uma nova ligação com o sistema
central remoto.
Conversação 3 Já existe uma ligação estabelecida entre o controlador e o
sistema central e são trocadas uma ou mais mensagens de-
pendendo do contexto (consultar a secção 7.1.4). O contro-
lador pode sair desta fase porque recebeu um comando es-
pecı́fico do sistema central, porque excedeu o tempo limite
sem receber nenhum pedido novo ou ainda porque deteta
que a ligação foi interrompida.
Fim de ligação 4 A ligação é fechada.
Execução 5 Executa a(s) próxima(s) tarefas(s) do plano de rega (consul-
tar a secção 7.1.2).
Adormecer 6 Em primeiro lugar o módulo GSM/GPRS é desligado. Em
seguida, o controlador entra num estado de muito baixo
consumo. O controlador pode sair deste estado se for li-




7 O erro é identificado e o controlador é reiniciado para que
possa voltar a um estado de execução normal. Se não conse-
guir, o controlador adormece. Sempre que possı́vel, o plano
de rega instalado continua a ser executado mesmo em caso
de erro na comunicação.
O diagrama de fluxo 7.1 ilustra os vários estados e as possibilidades de transição entre
os mesmos.
7.1.2 Plano de rega
O plano de rega é o conjunto de eventos de rega que devem ser executados num perı́odo
de tempo igual a uma semana. Cada evento de rega ativa apenas uma válvula solenóide. A
tarefa principal do controlador é armazenar e executar um plano de rega recebido da pla-
taforma central. Podem no entanto existir excepções à execução deste plano consoante as
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Figura 7.1: Estados do Controlador
condições locais medidas com o auxı́lio dos sensores. Por exemplo, se houver um perı́odo
de chuva significativo e inesperado, alguns eventos de rega poderão ser temporariamente
suspensos.
Estrutura
Um plano de rega possui tipicamente diversos eventos e cada evento contém informação
sobre o dia, a hora, a válvula solenóide a ser ativada, a duração da rega, etc. É fundamen-
tal otimizar a forma como esta informação é armazenada. Para além das óbvias limitações
de memória do microcontrolador existem ainda limitações relacionadas com o tamanho
máximo do buffer da biblioteca de comunicação local “SoftwareSerial” e também da
própria comunicação GPRS.
De acordo com a arquitetura do microcontrolador, o mı́nimo de informação que pode
ser guardada em memória corresponde a 1 byte (8 bits). A nossa implementação repre-
senta os campos associados a um evento do plano da seguinte forma:
Capı́tulo 7. Controlador SRI 74
Dia da semana Cada semana tem 7 dias e portanto precisamos de 3 bits
(com 3 bits é possı́vel representar 8 números)
Hora de inı́cio Um dia tem 24 horas, logo são necessários 5 bits (embora
aqui haja algum desperdı́cio, 4 bits não seriam suficientes).
Minuto de inı́cio Cada hora tem 60 minutos, mas podemos simplificar em
múltiplos de 5. O número máximo é o 11, logo são ne-
cessários 4 bits.
Hora de duração Tipicamente um evento de rega não dura mais de 7 horas,
logo são necessários 3 bits.
Minuto de duração Igual ao minuto de inı́cio (4 bits).
Número da válvula O número de válvulas pode variar mas vamos assumir que
o controlador opera no máximo com 6 válvulas. Logo são
necessários 3 bits.
Se utilizássemos um byte para guardar cada um destes campos estarı́amos a desperdiçar
espaço em memória. Por exemplo, para guardar sete dias da semana necessitamos de ape-
nas três bits o que significa que estarı́amos a desperdiçar cinco bits. Assim, estruturamos
todas as informações de um evento em vinte e dois bits (3 + 5 + 4 + 3 + 4 + 3 = 22).
Para guardar vinte e dois bits precisamos de 3 bytes (3 × 8 = 24) e ainda nos sobram 2
bits. O campo que faz mais sentido aumentar a capacidade de armazenamento é o número
da válvula ficando assim com 5 bits disponı́veis o que permite ter um controlador capaz
de trabalhar com 32 válvulas. Em baixo apresenta-se a estrutura final para um evento
considerando a ordenação de bytes “big endian”.
01234567891011121314151617181920212223






Uma vez que o valor zero pode assinalar o fim de uma mensagem para o módulo
GSM/GPRS, esse valor nunca é usado para nenhum dos campos do evento. No final deste
documento descrevem-se os valores que podem ser utilizados para cada campo e qual o
seu signficiado (ver Apêndice C.2). Apresentamos em baixo dois exemplos de eventos
codificados.
Exemplo 1. Um evento para regar a válvula no3, aos Domingos, a começar às 17h20m
e com uma duração de 2h25m será representado por três inteiros de 8 bits: 25, 138 e 69.
01234567891011121314151617181920212223
Válvula Dia Hora Dur Hora Minuto Dur Min
00011 001 10001 010 0100 0101 Min
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Exemplo 2. Um evento para regar a válvula no5, às 4a-Feiras, a começar às 0h55m e
com uma duração de 1h30m será representado por três inteiros de 8 bits: 41, 193 e 182.
01234567891011121314151617181920212223
Válvula Dia Hora Dur Hora Minuto Dur Min
00101 100 11000 001 1011 0110







Quando o controlador possui um plano de rega guardado, a execução do plano é indepen-
dente da comunicação com a plataforma. Isso permite que o controlador execute o plano
de rega mesmo na eventualidade de não conseguir comunicar com a plataforma central.
Para evitar um desperdı́cio de energia, o controlador está adormecido o máximo de tempo
possı́vel e permite agendar eventos para voltar ao estado ativo. O agendamento destes
eventos é ditado pelas tarefas existentes no plano de rega. Assim, antes de adormecer,
o controlador procura no plano de rega qual a próxima data em que deve executar uma
tarefa de rega e agenda esse evento. Quando volta do estado de repouso, as tarefas são
executadas e o processo repete-se avançando no tempo. Este ciclo tem a duração de uma
semana, ao fim da qual o controlador volta a ler a primeira tarefa do plano de rega. Como
referido na secção 7.1.2 as tarefas do plano não contêm informação sobre o dia do ano,
mas sim sobre o dia da semana. O controlador é responsável por agendar os próximos
eventos no tempo em função da informação lida em cada tarefa.
7.1.3 Regulação e monitorização da rega
Para além de ser possı́vel agendar um plano de rega, o controlador faz ajustes automáticos
com base na medição de diversos parâmetros meteorológicos. Esta medição é feita a partir
da informação dos sensores ou através de informção recebida da plataforma de gestão
(e.g., informação de uma estação meteorológica).
Um exemplo desta regulação automática é o caso em que o controlador tem um plano
de rega atribuı́do mas que uma, ou mais, ações de rega são canceladas, pois houve um
perı́odo de chuva que não estava previsto. A monitorização feita pelos sensores será ainda
enviada regularmente para a plataforma central de forma a que o operador do sistema seja
alertado e possa agir convenientemente.
Será com base na medição regular deste tipo de valores que, ao longo do tempo, as
alterações ao plano de rega permitirão cada vez mais a sua aproximação às necessidades
reais de cada jardim em particular e diminuir o consumo de água.
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7.1.4 Comunicação com a plataforma central
A comunicação remota com a plataforma central de gestão é um dos requisitos principais
do controlador. Durante o desenvolvimento do protótipo inicial, vimos na secção 6.4.1
que foi utilizada a biblioteca “Software Serial” para comunicar com o módulo GSM/G-
PRS e que essa comunicação utilizava um protocolo com comandos especı́ficos (coman-
dos AT) que eram interpretados pelo módulo. Tal como dissemos no inı́cio deste capı́tulo,
a solução de software responsável pela comunicação deve ser independente da tecnologia
utilizada. Por essa razão, desenvolvemos uma biblioteca de comunicação para abstrair a
comunicação com o módulo GSM/GPRS distinguindo as operações que dizem respeito
ao funcionamento básico do controlador (e.g., execução do plano de rega) e aquelas que
são especı́ficas da comunicação (e.g., receber um novo plano da plataforma central). Esta
biblioteca está desenvolvida na linguagem C++ e é constituı́da por uma interface e uma
classe de implementação. Para além de permitir diferentes módulos GSM/GPRS, esta
biblioteca facilitará no futuro a adaptação a diferentes tecnologias, como por exemplo a
tecnologia sem fios WI-FI, caso haja necessidade. Como complemento desta biblioteca,
criámos ainda um Tipo de Dados Abstrato (TDA) que permite descodificar e armazenar a
informação das mensagens recebidas da plataforma central.
7.1.5 Protocolo de comunicação
O protocolo de comunicação do controlador SRI utiliza a mesma arquitetura do protótipo
(ver secção 6.4.2). A estrutura das mensagens trocadas foi otimizada satisfazendo o
número maior de funcionalidades. À semelhança do protótipo, as mensagens trocadas
nos dois sentidos da comunicação utilizam códigos que representam os pedidos a serem
executados no controlador e os valores da resposta a esses pedidos, mas no caso especı́fico
das mensagens de resposta do controlador, elas possuem agora um código especial que
fornece informação sobre o estado do pedido. Durante a execução do pedido existem três
estados distintos:
• OK: o pedido foi executado com sucesso;
• NOTOK: não foi possı́vel executar o pedido porque ocorreu um erro;
• RESEND: foi excedido o tempo de espera por um pedido do servidor e o controla-
dor pede que seja enviado de novo o mesmo pedido.
Importa referir que o inteiro “0” nunca é utilizado em nenhuma das mensagens pois
a sua interpretação pode ter significados diferentes dependendo da implementação nos
diferentes componentes de hardware. Para todos os casos em que é preciso referenciar o
valor zero é utilizado o inteiro “255”.
De seguida descrevemos com mais detalhe as mensagens enviadas para o controlador
e as mensagens enviadas para a plataforma central. Como complemento desta descrição,
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a secção C.3 em apêndice resume o cenário tı́pico de comunicação entre o sistema central
e o controlador e a descrição detalhada dos códigos pode ser consultada também em
apêndice na secção C.1.
Mensagens enviadas para o controlador
Cada mensagem trocada entre o sistema central e o controlador contém, tal como anteri-
ormente, a identificação do sistema central e um código associado a uma ação especı́fica.
Contudo, cada ação pode agora ter um conjunto de dados associados, como são os casos
em que é enviado um novo plano de rega ou é alterado o estado de uma válvula. Para di-
minuir o tamanho, as mensagens enviadas para o controlador passaram a ser estruturadas
como uma cadeia de bytes. Esta alteração tornou-se especialmente necessária quando se
definiu a estrutura de dados que representa um evento do plano de rega no controlador
(ver secção 7.1.2). Além desta alteração, o identificador do servidor foi simplificado para
um único número inteiro. Quanto à estrutura de dados, como o tamanho é variável, é
necesário incluir na mensagem um campo extra, que define o tamanho desta em bytes.
Formato 1. Estrutura da mensagem enviada do sistema central para o controlador.
SERVIDOR_ID CODIGO_PEDIDO N_BYTES DADOS
De seguida apresentamos um exemplo onde é comparada a estrutura das mensagens
para as duas abordagens: vetor de caracteres e vetor de bytes. O plano aqui representado
possui os dois eventos descritos anteriormente na secção 7.1.2.
Exemplo 3. O servidor com o identificador “SRV43” (“43” na nova abordagem) envia
um pedido para o controlador cuja acção é executar um novo plano de rega (corresponde
ao código “102”). O plano é constituı́do por dois eventos: “válvula no3, Domingo,
começa às 17h20m, duração de 2h25m” e “válvula no5, 4a-Feira, começa às 0h55m,
duração de 1h30m”.
Abordagem antiga (caracteres ASCII)
ID Código Dados
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Abordagem nova (bytes)
ID Código Tamanho Dados









Como se pode comprovar pelo exemplo, a utilização de um vetor de bytes (sem associação
ASCII) é claramente preferı́vel se quisermos poupar espaço, especialmente nos casos de
pedidos em que é enviada uma grande quantidade de dados (e.g., eventos do plano).
Mensagens enviadas para o sistema central
A estrutura das mensagens de resposta ao sistema central é a mesma utilizada na construção
do protótipo (ver secção 6.4.2) mas adicionámos um campo extra que permite controlar
o estado de um pedido (ver secção C.1). A secção 8.2 justifica algumas alterações que
poderão ser implementadas no futuro.
Formato 2. Estrutura da mensagem enviada do controlador para o sistema central. Um
pedido do servidor pode corresponder à execução de várias ações distintas (e.g., leitura
dos valores de todos os sensores) e por isso a resposta do controlador pode conter vários
valores. Para além dos valores das ações, cada resposta tem sempre um campo especial
que informa o servidor sobre o estado do pedido.
Código identificador
CODIGO_ID : CONTROLADOR_ID #
Código estado
CODIGO_ESTADO : VALOR_ESTADO #
Ações
CODIGO_ACAO_1 : VALOR_ACAO_1 #
CODIGO_ACAO_2 : VALOR_ACAO_2 #
...
CODIGO_ACAO_n : VALOR_ACAO_n #
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7.2 Componentes de hardware
A implementação das funcionalidades do controlador SRI é suportada por um conjunto
de componentes de hardware interligados entre si formando um circuito eletrónico. O
circuito que desenhámos permitirá a impressão de uma PCI preparada para conectar os
componentes internos (microcontrolador, módulo GSM/GPRS, resistências, etc.) e os
componentes externos (sensores, válvulas, etc). Por razões de ordem técnica o circuito
desenhado utiliza apenas componentes capazes de soldar manualmente. Numa fase poste-
rior este circuito poderá ser convertido facilmente para uma versão do tipo SMD. A figura
7.2 apresenta uma visão de alto nı́vel do circuito final. De seguida descrevemos cada um
dos componentes que devem integrar o controlador SRI.
Figura 7.2: Visão alto nı́vel do circuito final
7.2.1 Microcontrolador
A utilização do microcontrolador ATMEGA328P durante a fase de prototipagem reve-
lou duas grandes limitações: o número de portas digitais de E/S era insuficiente para o
número de sensores e válvulas que era necessário controlar e o tamanho da memória podia
ser uma limitação para guardar planos com um número grande de eventos. Ponderámos
por isso a utilização de um microcontrolador diferente. No entanto, era importante que
o novo microcontrolador apresentasse algumas caracterı́sticas idênticas permitindo acima
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de tudo reutilizar todo o código já desenvolvido (incluindo aqui as bibliotecas da plata-
forma Arduino). A nossa escolha incidiu no microcontrolador ATMEGA644 em vez do
ATMEGA328P pelas seguintes razões:
• tem o dobro da capacidade de RAM (4 KBytes) e EEPROM (2 KBytes);
• mais pinos (40 pinos);
• tensão de entrada idêntica (entre 2,7V e 5,5V);
• disponibiliza os mesmos protocolos de comunicação;
• API para programação idêntica;
• dimensões adequadas para instalação manual (pacote DIP).
O controlador SRI possui um conector DIP de 40 pinos para encaixar o chip AT-
MEGA644. A figura 7.3 ilustra o novo microcontrolador.
Figura 7.3: Microcontrolador ATMEGA644
Mapeamento dos pinos
O microcontrolador ATMEGA644 é um circuito integrado e por isso incorpora vários
componentes num único pacote. Para usufruir das funcionalidades do microcontrolador
este possui um conjunto de pinos com funções distintas e cada pino tem um identificador
único permitindo modificar o seu valor através de software. A programação de baixo
nı́vel do microcontrolador pode ser abstraı́da com uma camada de software intermédia
que expõe uma interface simples de utilizar fazendo o mapeamento dos identificadores
dos pinos para um número correspondente a uma porta digital ou analógica. A plataforma
Arduino já possui um conjunto de bibliotecas para esse efeito mas que obviamente tem
pequenas variações consoante o microcontrolador alvo.
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Apesar da programação e funcionalidades do chip ATMEGA644 e do chip ATMEGA328P
serem idênticas há uma diferença grande no mapeamento dos pinos. Para além do AT-
MEGA644 possuir mais pinos, a função de cada pino não tem uma correlação com o pino
correspondente no ATMEGA328P. A plataforma Arduino não possui nenhuma extensão
para o chip ATMEGA644 mas, à data de pesquisa, encontrámos um projeto relevante,
o Sanguino [Hoe08], cujo controlador utiliza também um microcontrolador da famı́lia
ATMEGA644.
Todos os pinos permitem uma ligação digital mas alguns têm funções extra. A figura
7.4 ilustra o mapeamento dos pinos do ATMEGA644 para o controlador SRI.
Figura 7.4: Mapeamento de pinos ATMEGA644
Método de programação do microcontrolador
No caso dos microcontroladores Atmel AVR (dos quais faz parte a famı́lia ATMEGA),
as instruções executadas pelo microprocessador são guardadas na memória FLASH, uma
memória não volátil e reprogramável. Para reescrever o conteúdo da memória existem
duas possibilidades: via hardware e via software.
Quando o microcontrolador recebe energia ou é feito reset, ele executa automati-
camente as instruções guardadas na memória. Se quisermos reescrever o conteúdo da
memória é necessário colocar o microcontrolador num estado especial. Isso é possı́vel
utilizando um dispositivo auxiliar, designado de Programador, que é ligado ao micro-
controlador num conjunto de pinos especı́ficos. A modificação do estado destes pinos
permite fazer reset ao microcontrolador, suspender a execução de instruções da memória
FLASH e enviar novas instruções que são escritas na memória. Este procedimento utiliza
o protocolo SPI e os pinos utilizados são os correspondentes a esse protocolo, tal como
descrito anteriormente na secção 6.1.2 durante a descrição do protótipo.
Capı́tulo 7. Controlador SRI 82
Embora este seja um processo com várias limitações (e.g., mais hardware, programação
tem que ser local) ele tem que ser feito pelo menos a primeira vez em que é utilizado o
microcontrolador pois a memória não tem ainda nenhum conteúdo.
A figura 7.5 ilustra a reprogramação do microcontrolador ATMEGA644 recorrendo
a um Arduino Uno como dispositivo programador externo. A configuração mais básica
deste microcontrolador apenas necessita das ligações “VCC” (tensão positiva ’+’) e “GRD”
(terra ’-’). Para a programação utilizando o protocolo SPI são necessárias as ligações
“MOSI”, “MISO” e “SCK” e ainda a ligação “RST” que permite fazer reset ao microcon-
trolador. Para mais informações sobre este protocolo, consultar a tabela 6.1 na secção
6.1.2. É comum utilizar um condensador perto dos pinos “VCC” e “GRD” para reduzir o
ruı́do eletrónico.
Figura 7.5: Programação do microcontrolador ATMEGA644 com utilização de um ar-
duino UNO como programador
O ATMEGA644 separa logicamente a memória FLASH em duas secções indepen-
dentes - “aplicação” e “bootloader” - e que podem ser reescritas por software, ou seja,
o microcontrolador executa instruções da memória que reescrevem a própria memória.
A principal diferença do bootloader em comparação com a aplicação principal é preci-
samente o sı́tio da memória onde são escritas as instruções. Sempre que é feito reset
ao microcontrolador, as instruções da zona de memória “bootloader” são executadas em
primeiro lugar. Por outro lado, se o microcontrolador iniciar sem ser feito reset o con-
trolo do programa salta automaticamente para a memória da aplicação e as instruções do
bootloader são ignoradas.
A utilização de um bootloader é uma alternativa muito poderosa à reprogramação
do microcontrolador via hardware pois permite que o programador instale novas versões
da aplicação sem necessidade de utilizar um programador externo. Uma configuração
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comum consiste em escrever um bootloader que escuta numa porta de comunicação
(e.g., UART, se for comunicação série) por novas instruções. Se forem recebidas novas
instruções, o bootloader reescreve a zona de memória da aplicação com essas instruções.
Se não forem recebidas instruções, ao fim de um certo perı́odo de tempo, a execução salta
para a zona de memória da aplicação. Em configurações mais avançadas pode até acon-
tecer que o bootloader atual reescreve a zona de memória do bootloader substituindo o
bootloader existente por um novo. Neste exemplo concreto é possı́vel comunicar entre
o microcontrolador e um computador com um cabo série diretamente. Com esse mesmo
tipo de comunicação, pode ser possı́vel, noutro cenário de exemplo, ligar o microcontro-
lador a um módulo GSM/GPRS e através de comunicação série enviar comandos AT que
permitam interagir com um dispositivo remotamente via TCP.
Figura 7.6: Programação do microcontrolador ATMEGA644 via comunicação série
A figura 7.6 ilustra a utilização de um microcontrolador ATMEGA644 que já tem um
bootloader instalado e que utiliza as portas série (RX - recetor e TX - transmissor) para
comunicar com outros dispositivos. Também nesta configuração é utilizada a ligação de
reset.
Importa ainda referir que quando é feita a programação via hardware é possı́vel mu-
dar algumas propriedades do microcontrolador. Entre elas destacamos o tamanho de cada
uma das zonas de memória, se essas zonas são apenas de leitura/escrita, qual a frequência
de relógio do CPU e qual a fonte de relógio que deve ser utilizada (oscilador interno ou
oscilador externo). Estas configurações têm impacto direto no desempenho e no consumo
energético do microprocessador. A secção 7.3 sobre poupança energética justifica algu-
mas das caracterı́sticas anteriores relacionadas com a diminuição do consumo energético
e a secção 8.1 sobre trabalho futuro descreve outras possibilidades de configuração do
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bootloader com vista à reprogramação remota. Finalmente, na secção E em apêndice po-
dem ser encontradas mais informações sobre a configuração do bootloader instalado no
controlador SRI.
RTC auxiliar
O controlador SRI possui um Real Time Clock (RTC) incorporado (ver figura 7.7). Este
componente permite agendar uma interrupção de hardware no tempo e sem ele o micro-
controlador não poderia adormecer mais de oito segundos (ver secção 7.3). O RTC pode
ser alimentado através do microntrolador ou através de uma pilha de pequenas dimensões.
Figura 7.7: RTC DS3234 com placa integrada
7.2.2 Módulo GSM/GPRS
A utilização do shield SM5100B na construção do protótipo revelou três grandes desvan-
tagens:
• Baixa eficiência energética (secção 6.5);
• Preço elevado (secção 6.5);
• Incompatibilidade fı́sica (6.6).
Para além destas desvantagens, as secções respetivas apontavam uma solução comum:
adquirir um módulo GSM/GPRS especı́fico e desenhar um circuito dedicado com os com-
ponentes estritamente necessários. Fizemos por isso uma pesquisa no mercado para ad-
quirir um módulo GSM/GPRS com as seguintes caracterı́sticas: baixo custo, alto rendi-
mento energético, capaz de ser soldado manualmente, boa documentação e programação
utilizando comandos AT.
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Optámos então pelo modelo M10 da Quectel [Que13]. Apesar desta empresa estar
filiada na China, possui parceiros em diversos pontos do mundo sendo Espanha o paı́s
representado mais próximo de Portugal. Cada módulo tinha à data de aquisição o preço
de 17e. Embora para integrar este módulo no circuito final sejam necessários mais alguns
componentes, o preço final é incomparavelmente reduzido com a solução anterior. A
figura 7.8 mostra lado a lado os dois módulos diferentes.
Figura 7.8: Comparação entre os módulos M10 e SM5100B
Preparação do módulo para utilização
Ao contrário do módulo SM5100B que era ligado a um único conector na placa GSM/G-
PRS (shield), o módulo M10 possui uma configuração diferente com vários pinos na
borda de cada uma das faces. A ligação deve ser feita individualmente para cada pino o
que na prática signfica soldar um pequeno fio a cada um deles. A utilização de todos estes
conectores não é obrigatória e depende das funcionalidades que se pretende tirar partido
do módulo. A figura 7.9 ilustra um módulo M10 em fase de preparação.
O manual de documentação do módulo M10 possui todas as informações necessárias
para preparar este dispositivo para utilização. A figura 7.10 esquematiza o módulo M10
indicando para cada pino a sua função. Face às necessidades para o nosso produto, apenas
alguns pinos são necessários (marcas a vermelho):
• VBAT, GRD, AGRD (alimentação);
• RXD, TXD, DTR, RTS, CTS, RI (comunicação série UART);
• RF ANT (antena);
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Figura 7.9: Módulo Quectel M10 em fase de preparação
• SIM VDD, SIM DATA, SIM CLK, SIM RST (cartão SIM de 5 pinos);
• STATUS (indicador do estado operacional do módulo);
• PWERKEY (botão de alimentação).
7.2.3 Componentes externos
Para além dos componentes integrados na placa principal, o controlador SRI oferece su-
porte à ligação de componentes externos. Estes são componentes que não poderão ficar
dentro da caixa envolvente da placa devido à sua função. É o caso dos vários sensores,
das válvulas ou do conetor para o cartão SIM. Embora a conceção da caixa do controla-
dor SRI saia fora do âmbito desta tese, o desenho da placa já deve ter em conta quais as
portas externas e tornar esse processo o mais simples possı́vel. Por exemplo, no caso das
válvulas em que é necessário um circuito dedicado (com transı́stor e dı́odo), esse circuito
é incluı́do na placa sendo que a ligação da válvula à caixa só necessita das duas ligações
convencionais (positivo e ground). Prevendo alterações futuras às necessidades de con-
trolo da rega, o desenho da nossa placa deixa ainda algumas portas livres sem nenhuma
função especı́fica atribuı́da.
A tabela em baixo descreve as portas que têm uma função bem conhecida:
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Figura 7.10: Significado dos pinos do módulo M10
Identificador da
porta
Função da porta Descrição dos conectores
P1 Temperatura e Humi-
dade do ar
(+) positivo; (-) ground; (d) dados
P2 Humidade do solo (+) positivo; (-) ground; (d) dados
P3 Luminosidade (+) positivo; (-) ground
P4 Caudalı́metro (+) positivo; (-) ground; (d) dados
P5 Ativação manual (botão
de pressão)
(+) positivo; (-) ground; (d) dados
P6 Conetor para cartão
SIM
(+) positivo; (-) ground; (d) dados
P7-14 Válvulas (1-8) (+) positivo; (-) ground;
P15 Alimentação (9V) (+) positivo; (-) ground;
7.2.4 Alimentação
No capı́tulo anterior onde falámos sobre o protótipo desenvolvido referimos duas aborda-
gens possı́veis para a alimentação dos componentes do circuito (ver secção 6.3). Con-
cluı́mos que a solução mais eficiente passava por ter mais do que uma fonte de alimentação
e foi essa a decisão tomada na implementação do protótipo.
Contudo, embora a eficiência energética seja um dos requisitos principais a compa-
tibilidade e facilidade de instalação do controlador SRI em sistemas de rega já existen-
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tes também é uma preocupação fundamental. Face a este cenário, consideramos mais
plausı́vel a hipótese de ter uma única fonte de alimentação e em contrapartida utilizar
conversores de tensão mais eficientes. A nossa pesquisa revelou que existem várias alter-
nativas para fazer a conversão de tensão. Destacamos aqui as três soluções mais comuns:
• DC/DC tradicional:
• SMPS (switcher: It is a switchmode regulator which means that it is very efficient
at converting the voltages, and will use a lot less input current to provide the same
output current.
• LDO:
Este é um aspeto que ainda se encontra em investigação à data de conclusão desta
tese. A figura 7.11 ilustra a configuração da alimentação do circuito do controlador SRI
referida anteriormente.
Figura 7.11: Alimentação do controlador SRI
7.3 Poupança Energética
A poupança energética foi identificada como uma preocupação crucial ao longo de vários
cenários abordados até agora relacionados com a construção do controlador SRI. Esta
secção pretende resumir os esforços feitos no sentido de tornar o controlador SRI num
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dispositivo com alta eficiência energética incluindo algumas decisões já referidas e acres-
centando outras decisões também importantes.
De seguida descrevemos as medidas que acreditamos terem mais impacto na redução
do consumo energético do controlador SRI.
Circuito feito à medida Tal como apontado na secção 6.5 do capı́tulo anterior, a de-
cisão de desenhar um circuito à medida elimina os componentes desnecessários e que
representam um desperdı́cio energético.
Comportamento do controlador O consumo energético do microcontrolador ATMEGA644
varia muito com a carga de instruções que são executadas pelo microprocessador. Assim,
a aplicação desenvolvida e que é executada pelo microcontrolador também tem impacto
no consumo indiretamente. Como foi descrito na secção 7.1.1, o controlador SRI passa
uma grande parte do tempo inativo, altura em que aguarda por executar uma nova tarefa
do plano de rega. O comportamento do controlador SRI foi pensado com vista à redução
máxima do trabalho executado:
• Regra geral o controlador está adormecido;
• O controlador só comunica com o servidor antes de ser iniciada uma nova rega ou
quando é ativado o botão de ativação manual;
• Como alternativa ao ponto anterior e caso seja mesmo necessário, durante uma rega
o controlador pode adormecer e acordar periodicamente para saber se deve parar
antes do tempo estipulado no plano de rega;
Durante o perı́odo de tempo em que o controlador está inativo, o ideal seria desligar
o controlador por completo. Porém, desligando o microcontrolador não há maneira deste
voltar a ligar-se autonomamente. A estratégia passa então por colocá-lo num estado de
execução que lhe permita consumir o mı́nimo de energia possı́vel (sleep). Como referido
na secção 7.2.1 do capı́tulo anterior, o microcontrolador possui vários modos de redução
de atividade cada um dos quais com caracterı́sticas e resultados no consumo diferentes.
Estes modos diferenciam-se essencialmente pela quantidade de funcionalidades que são
desativadas no hardware do microcontrolador. O estado que permite obter um consumo
mais baixo é aquele que desativa mais funcionalidades e que demora mais tempo a voltar
ao estado normal de execução.
Dependendo dos requisitos de cada produto, o tipo de sleep varia pois alguns mo-
dos desativam funcionalidades que são necessárias. Felizmente esse não é o caso do
controlador SRI. Durante o perı́odo de inativação do controlador SRI ele pode estar com-
pletamente adormecido o que nos permite utilizar o modo sleep mais eficiente, o “Power-
down”. O único requisito é que seja possı́vel “acordar” o microcontrolador de duas ma-
neiras: ativando um temporizador e através de uma operação manual (e.g., pressionando
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um botão). O modo “Power-down” permite reativar o microcontrolador com interrupções
externas (que alteram o estado dos pinos) e ativando o temporizador interno, o que apa-
rentemente vai de encontro aos dois requisitos levantados. Contudo, existe uma limitação
relacionada com o temporizador interno do microcontrolador ATMEGA644 que não con-
segue contar um perı́odo de tempo superior a oito segundos. Se quisermos “adormecer”
o controlador por um perı́odo maior de tempo então é necessário utilizar um dispositivo
auxiliar, um RTC, já referido na secção 7.2.1.
Configuração do microcontrolador Como já referido na secção 7.2.1, o microcon-
trolador ATMEGA644 pode ter diferentes comportamentos durante a sua execução. Esta
configuração é feita mudando o conteúdo de uma zona de memória especial e que é vul-
garmente referida como fuse bits. Esta zona de memória é completamente independente
das três memórias principais do microcontrolador (SRAM, EEPROM e Flash) e não é
alterada quando o conteúdo do microcontrolador é apagado (processo designado de chip
erase). Na secção E em anexo pode ser encontrada mais informação sobre a configuração
do microcontrolador visando a poupança energética.
Configuração do módulo GSM/GPRS Uma das razões que nos loevou a escolher o
módulo QUECTEL M10 é o facto de este ser um dispositivo com elevada eficiência
energética. Ainda assim, existem algumas medidas que podem ser tomadas para otimizar
o seu rendimento mas que saem do âmbito desta tese:
• A intensidade de corrente fornecida pela bateria pode ser reduzida se forem colo-
cados condensadores próximos do pino VBAT;
• A classe utilizada na comunicação GPRS (tipicamente 12) pode ser reduzida para
8 o que resulta em taxas de velocidade de transmissão mais lentas mas ao mesmo
tempo numa economização do consumo muito significativa;
• O módulo M10 também suporta um modo de consumo inferior (modo sleep) que
pode ser utilizado na comunicação do controlador SRI com a plataforma central.
Mesmo neste estado, o módulo consegue manter a comunicação TCP/IP e receber
dados do servidor remoto (só não consegue enviar);
Componentes externos eficientes A eficiência dos componentes externos também pode
ter impacto no consumo energético. A escolha desses componentes não pode ser contro-
lada totalmente por nós pois pode variar de cliente para cliente. Contudo, a restrição na
alimentação de saı́da de 3,3V (ver secção 7.2.4) acaba por obrigar à utilização de compo-
nentes com tensões baixas e que em princı́pio não terão um gasto energético considerável.
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Conversores de tensão eficientes Esta melhoria já foi abordada na secção 7.2.4. Os
conversores de tensão são peças de hardware que tipicamente são responsáveis por um
desperdı́cio energético considerável e se a sua utilização for mesmo necessária então o




A natureza multidisciplinar desta tese possibilitou a discussão de várias ideias. Algu-
mas delas não foram implementadas, mas acreditamos no seu potencial. Temos também
consciência que há várias caracterı́sticas que podem ser melhoradas e que são necessários
vários tipos de testes. Este capı́tulo pretende reunir estas ideias para uma futura implementação.
8.1 Novas funcionalidades
Filtragem de jardins A utilização de um mapa na interface Web é útil para ter uma
visão global de todos os jardins de uma área, mas pode ser complicado procurar um jardim
especı́fico. Uma atualização possı́vel é permitir a pesquisa por morada, nome do jardim
ou palavras-chave com redireccionamento automático para a zona do mapa respetiva.
Informação de Histórico Pretendemos adicionar a funcionalidade de histórico no con-
trolador. O controlador pode acordar mais frequentemente sem estabelecer uma ligação
remota e apenas fazer a leitura dos sensores. Esta informação será guardada e enviada
mais tarde quando for pedida pela plataforma Web através de um código especı́fico. Ace-
dendo à gestão do controlador na plataforma central, o utilizador poderá obter o registo
de leituras completo.
Vários controladores para um mesmo jardim Poderão existir casos em que um jar-
dim necessite de mais do que um controlador. Sendo assim, não é desejável que todos
os controladores estabeleçam comunicação com o sistema central. Nestes casos, e para
evitar gastos desnecessários em hardware e planos de dados, coloca-se o desafio de criar
uma rede privada de comunicação entre os controladores do mesmo jardim. Assim, só
um desses controladores comunicará com a plataforma central e será o responsável por
transmitir as suas informações e as dos outros controladores.
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Programação de uma máquina virtual Após a passagem a produção, prevê-se que
continue ativo o desenvolvimento do controlador SRI com vista a melhorar o seu de-
sempenho e possivelmente suportar mais funcionalidades. Este desenvolvimento poderá
justificar mudanças no hardware do controlador, mas a compatibilidade com versões an-
teriores da plataforma de gestão é também uma preocupação. A criação de uma máquina
virtual será um passo dado neste sentido adicionando uma camada de abstração extra en-
tre as funcionalidades do controlador que são expostas para o sistema central e a forma
como essas funcionalidades são implementadas para um controlador especı́fico.
Reprogramação remota do firmware do controlador A possibilidade de reprogramar
o controlador remotamente é motivada pelos seguintes fatores:
• o controlador será inacessı́vel do exterior pois estará dentro de uma caixa selada e
preenchida com resina;
• para melhorar a eficiência energética, os elementos de hardware necessários à reprogramação
do microcontrolador foram removidos do circuito da placa do controlador;
• será útil atualizar a versão do software do controlador corrigindo eventuais erros e
adicionando funcionalidades novas;
• a manutenção do controlador poderá ser preferı́vel à sua substituição e consequente
destruição sobretudo se disser respeito a uma grande quantidade de controladores;
• será útil adaptar o código do controlador em função dos sensores instalados;
Esta reprogramação é possı́vel se o bootloader instalado no microcontrolador estiver
preparado para estabelecer uma comunicação remota TCP. Neste caso, a aplicação insta-
lada e executada pelo controlador poderá ser completamente substituı́da exclusivamente
via software.
8.2 Melhoramentos de funcionalidades existentes
Consolidação da plataforma central De uma forma geral, as funcionalidades da plata-
forma central que apresentámos na secção 5 serão revistas no que toca à sua usabilidade e
robustez. Por outro lado, as funcionalidades incompletas serão finalizadas como é o caso
da gestão de tipos de rega cuja ilustração não foi incluı́da neste documento.
Mensagens trocadas entre a plataforma central e o controlador SRI As mensagens
de reposta do controlador para a plataforma Web são enviadas em ASCII. Uma atualização
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do protocolo de comunicação remota pode passar por uniformizar o formato das mensa-
gens de entrada e saı́da (ambos sem significado ASCII). Esta modificação será especial-
mente importante se o controlador armazenar dados a serem enviados e onde o tamanho
das mensagens pode justificar a passagem para um vetor de bytes.
Eficiência energética A preocupação com o consumo energético esteve sempre pre-
sente no desenvolvimento deste projeto. As medidas que apontámos na secção 7.3 são
importantes para melhorar a eficiência energética do controlador SRI mas este é um traba-
lho que deverá ter uma continuidade. Por exemplo, uma forma de prolongar a autonomia
do controlador SRI é utilizar um pequeno painel solar capaz de recarregar a bateria. Esta
será certamente uma solução a ponderar.
8.3 Testes e consumos energéticos
Uma das fases mais importantes deste projeto será a realização de testes e consumos
energéticos ao controlador. Os resultados destes testes serão determinantes para perceber
se o controlador desenvolvido estará preparado para ser comercializado e, caso não esteja,
fazer as alterações necessárias. Os testes serão feitos não só ao protótipo, mas também ao
sistema central.
Os testes ao sistema central pretendem apurar os seguintes parâmetros:
• usabilidade da interface Web;
• verificação das funcionalidades apontadas durante a fase de requisitos;
• robustez e segurança do sistema.
Os testes ao protótipo prentendem apurar os seguintes parâmetros:
• detalhar os consumos energéticos em diferentes cenários;
• fiabilidade da comunicação via GPRS em diferentes cenários;
• robustez e segurança do protótipo a nı́vel de software;
• robustez do circuito desenhado e da placa fabricada;
• capacidade de resistência da caixa do controlador e preparação para um ambiente




A possibilidade de pensar e implementar um sistema de rega remoto ofereceu desafios
muito interessantes que se estendem desde o desenho de um produto de hardware até ao
desenvolvimento de uma aplicação Web empresarial, passando pela pesquisa de sistemas
idênticos e pelo levantamento de requisistos que existem para uma situação da vida real.
Adicionalmente, o facto deste projeto ter como finalidade uma aplicação comercial foi
uma forte motivação, esperando colher-se esse sucesso num futuro próximo.
Os resultados deste projeto são uma solução de software constituı́da por uma pla-
taforma de gestão que utiliza a tecnologia Java Enterprise Edition [Ora13b] e que está
instalada no sistema de nuvem da Amazon [Ama]. Além disso, concebemos um circuito
elétrico de raiz, que nos permitirá produzir uma placa de circuito impressa feita à medida.
O resultado é um controlador que permite comunicação remota sem fios e ao mesmo
tempo altamente eficiente.
A realização deste projeto foi extremamente polivalente. Na área de Engenharia de
software abraçámos desafios como a programação de dispositivos embebidos com diver-
sas limitações (e.g., pouca memória e capacidade de processamento), utilização de tec-
nologias empresariais complexas (e.g., Glassfish, JavaEE). Também nas áreas de Redes
de Computadores, Sistemas Distribuı́dos e Segurança Informática através da utilização
de GPRS, comunicação TCP por sockets na utilização de paradigmas cliente-servidor e
peer-to-peer. Na área de Eletrónica, através do desenho de um produto final de hardware
que engloba o desenho e montagem de um circuito eletrónico especı́fico e escolha de ma-
teriais adequados a um ambiente de rega. Finalmente, os detalhes relacionados com a
gestão de um projeto com clientes reais e a criação de um pedido provisório de patente.
Posso dizer que cada detalhe deste projeto foi feito com imenso prazer e com a vontade
sempre presente de aprender mais e utilizar as tecnologias como forma de contribuição












Caso de Uso: Pesquisar jardins.
Ator principal: Operador.
Pré-condições: Não existem.
Pós-condições: O sistema devolve a lista de jardins que satisfazem os critérios de pes-
quisa.
Cenário principal de Sucesso:
1. O operador indica que pretende fazer uma pesquisa de jardins;
2. O sistema devolve uma lista com nomes de filtros para pesquisar jardins;
3. O operador seleciona um filtro;
4. O sistema apresenta um formulário com os campos a preencher para o filtro seleci-
onado;
5. O operador completa as informações para cada filtro;
6. O operador escolhe a opção “Pesquisar”;
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7. O sistema devolve a lista dos jardins definidos no sistema contendo os atributos
“referência”, “nome”, “latitude”, “longitude” e “estado” com base no filtro selecio-
nado;
8. O operador indica que quer ver mais jardins;
9. O operador repete os passos 7 e 8 enquanto desejar ou até o sistema avisar que não
há mais jardins para mostrar.
Extensões:
7A - O sistema mostra a mensagem “Não existem resultados para o filtro selecionado” e
retoma-se o cenário principal a partir do passo 2
Observações: O estado do jardim é ativo se pelo menos uma das estações de um dos
controladores estiver a regar ou inativo se nenhuma estação estiver a regar.
Gerir jardim
Caso de Uso: Gerir jardim.
Ator principal: Operador.
Pré-condições: Existe um jardim selecionado.
Pós-condições: O sistema devolve as informações associadas ao jardim.
Cenário principal de Sucesso:
1. O operador indica que pretende gerir um jardim;
2. O sistema devolve as informações associadas ao jardim contendo os atributos “nome”,
“referência”, “local”, “comentários” e “coordenadas” e uma lista de controladores
contendo os atributos “nome”, “referência” e “estado”;
2A - A lista de controladores está vazia.
Adicionar jardim
Caso de Uso: Adicionar jardim.
Ator principal: Operador.
Pré-condições: Não existem.
Pós-condições: O jardim indicado é adicionado ao sistema.
Cenário principal de Sucesso:
1. O operador indica que pretende adicionar um jardim;
2. O sistema mostra um mapa;
3. O operador escolhe a zona do mapa onde quer adicionar o novo jardim;
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4. O sistema apresenta um formulário com os atributos “nome”, “comentários” e
“nome do local”;
5. O operador fornece a informação e escolhe a opção “Adicionar”;
6. O sistema pede para o operador confirmar o pedido;
7. O operador escolhe a opção “Sim”;
8. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
jardim foi adicionado com sucesso.
Extensões:
2A - O utilizador indica as coordenadas ou a morada do jardim 5A - O utilizador escolhe
a opção “Cancelar” e o caso de uso termina.
7A - O utilizador escolhe a opção “Não” e retorna-se ao passo 4.
8A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 4.
Editar jardim
Caso de Uso: Editar jardim.
Ator principal: Operador.
Pré-condições: Existe um jardim selecionado.
Pós-condições: As informações do jardim selecionado são alteradas e registadas no sis-
tema.
Cenário principal de Sucesso:
1. O operador indica que pretende editar um jardim;
2. O sistema afixa um formulário com as informações atuais do jardim e que podem
ser alteradas;
3. O operador faz as alterações desejadas;
4. O operador escolher a opção “Concluı́do”
5. O sistema pede para o operador confirmar o pedido;
6. O operador escolhe a opção “Sim”;
7. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
jardim foi atualizado com sucesso.
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Extensões:
4A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
6A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
8A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 4.
Remover jardins
Caso de Uso: Remover jardins.
Ator principal: Operador.
Pré-condições: Existe pelo menos um jardim.
Pós-condições: Os jardins selecionados são removidos do sistema.
Cenário principal de Sucesso:
1. O operador indica que pretende remover jardins;
2. O operador seleciona os jardins que pretende remover;
3. O operador escolhe a opção “Concluir”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema mostra uma mensagem a informar que os jardins selecionados foram
removidos com sucesso.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
4A - O sistema mostra uma mensagem de aviso a informar quais os jardins que não é
possı́vel remover porque têm controladores com planos de rega em execução e volta-se
ao passo 2 do caso de uso.
4B - O sistema mostra uma mensagem de aviso a informar quais os jardins que não é
possı́vel remover porque existem ligações ativas de momento com os controladores e
volta-se ao passo 2 do caso de uso.
5A - O utilizador escolhe a opção “Não” e volta-se ao passo 2 do caso de uso.
6A - O sistema mostra uma mensagem de erro a informar quais os jardins que não é
possı́vel remover porque têm controladores com planos de rega em execução e o caso de
uso termina.
6B - O sistema mostra uma mensagem de erro a informar quais os jardins que não é
possı́vel remover porque existem ligações ativas de momento com os controladores e o
caso de uso termina.
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A.0.2 Planos de rega
• Gerir plano de rega
• Adicionar plano de rega
• Editar plano de rega
• Remover plano de rega
• Adicionar evento ao plano de rega
• Remover evento do plano de rega
Gerir plano de rega
Caso de Uso: Gerir plano de rega.
Ator principal: Operador.
Pré-condições: Não existem.
Pós-condições: O sistema mostra as informações do plano de rega indicado.
Cenário principal de Sucesso:
1. O operador indica que pretende gerir um plano de rega;
2. O sistema devolve uma lista de planos de rega;
3. O operador seleciona o plano que pretende gerir;
4. O sistema devolve as informações do plano contendo os atributos “nome”, “re-
ferência”, “comentários”, “data de entrada em vigor”, “tipo de rega” e “estado” e
uma lista de eventos;
Extensões:
2A - O sistema mostra a mensagem “Não existem planos de rega criados”e o caso de uso
termina.
3A - O operador escolhe a opção “Cancelar” e o caso de uso termina.
Adicionar plano de rega
Caso de Uso: Adicionar plano de rega.
Ator principal: Operador.
Pré-condições: Não existem.
Pós-condições: O plano de rega indicado é adicionado ao sistema.
Cenário principal de Sucesso:
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1. O operador indica que pretende adicionar um plano de rega;
2. O sistema apresenta um formulário com os atributos “nome”, “comentários”, “data
de entrada em vigor” e uma lista de tipos de rega;
3. O operador fornece a informação e escolhe a opção “Adicionar”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
plano de rega foi adicionado com sucesso.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
6A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 2.
Editar plano de rega
Caso de Uso: Editar plano de rega.
Ator principal: Operador.
Pré-condições: Existe um plano de rega em gestão.
Pós-condições: As informações do plano de rega selecionado são alteradas e registadas
no sistema.
Cenário principal de Sucesso:
1. O operador indica que pretende editar um plano de rega;
2. O sistema afixa um formulário com as informações atuais do plano de rega e que
podem ser alteradas;
3. O operador faz as alterações desejadas;
4. O operador escolher a opção “Concluı́do”
5. O sistema pede para o operador confirmar o pedido;
6. O operador escolhe a opção “Sim”;
7. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
plano de rega foi atualizado com sucesso.
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Extensões:
4A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
6A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
8A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 4.
Remover plano de rega
Caso de Uso: Remover plano de rega.
Ator principal: Operador.
Pré-condições: Existe um plano de rega em gestão.
Pós-condições: O plano de rega selecionado é removido do sistema.
Cenário principal de Sucesso:
1. O operador indica que pretende remover um plano de rega;
2. O sistema pede para o operador confirmar o pedido;
3. O operador escolhe a opção “Sim”;
4. O sistema mostra uma mensagem a informar que o plano de rega foi removido com
sucesso.
Extensões:
3A - O utilizador escolhe a opção “Não” e o caso de uso termina.
4A - O sistema mostra a mensagem de erro “um plano em vigor não pode ser removido” a
informar que o plano de rega não foi removido porque está atualmente em vigor e o caso
de uso termina.
Adicionar evento ao plano de rega
Caso de Uso: Adicionar evento ao plano.
Ator principal: Operador.
Pré-condições: Existe um plano de rega em gestão.
Pós-condições: É adicionado um evento ao plano de rega em gestão.
Cenário principal de Sucesso:
1. O operador indica que pretende adicionar um evento ao plano de rega;
2. O sistema apresenta um formulário contendo os atributos “dia da semana”, “hora
de inı́cio” e “duração”;
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3. O operador fornece a informação e escolhe a opção “Adicionar”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
evento foi adicionado com sucesso.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
6A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e retorna-se ao passo 2.
Remover evento do plano de rega
Caso de Uso: Remover evento do plano de rega.
Ator principal: Operador.
Pré-condições: Existe um plano de rega em gestão.
Pós-condições: O evento indicado é removido do plano de rega em gestão.
Cenário principal de Sucesso:
1. O operador indica que pretende remover um evento;
2. O sistema pede para o operador confirmar o pedido;
3. O operador escolhe a opção “Sim”;
4. O sistema mostra uma mensagem a informar que o evento foi removido com su-
cesso.
Extensões:
3A - O utilizador escolhe a opção “Não” e o caso de uso termina.
Definir como plano de rega em vigor
Caso de Uso: Definir como plano de rega em vigor.
Ator principal: Operador.
Pré-condições:
Pós-condições: O plano indicado passa a ser o plano ativo para o tipo de rega indicado.
Cenário principal de Sucesso:
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1. O operador indica que pretende definir um plano de rega como o plano ativo para o
seu tipo de rega associado;
2. O sistema mostra um formulário contendo o campo “data de entrada em vigor”;
3. O operador fornece a informação e escolhe a opção “Definir como plano de rega
em vigor”;
4. O sistema mostrar uma mensagem a informar que o plano de rega irá ficar em vigor
a partir da data indicada no passo 3.
Extensões:
4A - O sistema mostra a mensagem de erro “a data não é válida” a informar que o plano
de rega não pode ficar em vigor.
4B - O sistema mostra a mensagem de erro “já existe outro plano agendado para a mesma
data” a informar que o plano de rega não pode ficar em vigor.
A.0.3 Tipos de rega
• Gerir tipo de rega
• Adicionar tipo de rega
• Editar tipo de rega
• Consultar planos de rega associados
Gerir tipo de rega
Caso de Uso: Gerir tipo de rega.
Ator principal: Operador.
Pré-condições: Não existem.
Pós-condições: O sistema mostra as informações do tipo de rega indicado.
Cenário principal de Sucesso:
1. O operador indica que pretende gerir um tipo de rega;
2. O sistema devolve uma lista de tipos de rega;
3. O operador seleciona o tipo de rega que pretende gerir;
4. O sistema devolve as informações do tipo de rega contendo os atributos “nome”,
“referência”, e “comentários” e uma lista de planos de rega associados;
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Extensões:
2A - O sistema mostra a mensagem “Não existem tipos de rega criados”e o caso de uso
termina.
3A - O operador escolhe a opção “Cancelar” e o caso de uso termina.
Adicionar tipo de rega
Caso de Uso: Adicionar tipo de rega.
Ator principal: Operador.
Pré-condições: Não existem.
Pós-condições: O tipo de rega indicado é adicionado ao sistema.
Cenário principal de Sucesso:
1. O operador indica que pretende adicionar um tipo de rega;
2. O sistema apresenta um formulário com os atributos “nome” e “comentários”;
3. O operador fornece a informação e escolhe a opção “Adicionar”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
tipo de rega foi adicionado com sucesso.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
6A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e retorna-se ao passo 2.
Editar tipo de rega
Caso de Uso: Editar tipo de rega.
Ator principal: Operador.
Pré-condições: Existe um tipo de rega em gestão.
Pós-condições: As informações do tipo de rega selecionado são alteradas e registadas no
sistema.
Cenário principal de Sucesso:
1. O operador seleciona um tipo de rega;
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2. O operador indica que pretende editar o tipo de rega;
3. O sistema afixa um formulário com as informações atuais do tipo de rega e que
podem ser alteradas;
4. O operador faz as alterações desejadas;
5. O operador escolher a opção “Concluı́do”
6. O sistema pede para o operador confirmar o pedido;
7. O operador escolhe a opção “Sim”;
8. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
tipo de rega foi atualizado com sucesso.
Extensões:
5A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
7A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
9A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 3.
Consultar planos de rega associados
Caso de Uso: Consultar planos de rega associados.
Ator principal: Operador.
Pré-condições: Existe um tipo de rega em gestão.
Pós-condições: O sistema devolve uma lista com os planos de rega associados ao tipo de
rega em gestão.
Cenário principal de Sucesso:
1. O operador indica que pretende consultar os planos de rega associados;
2. O sistema devolve uma lista de planos de rega associados ao tipo de rega em gestão
e o caso de uso termina;
Extensões:
2A - O sistema mostra a mensagem “Não existem planos de rega associados”e o caso de
uso termina.
3A - O operador escolhe a opção “Cancelar” e o caso de uso termina.







Caso de Uso: Gerir controlador.
Ator principal: Operador.
Pré-condições: Existe um jardim em gestão.
Pós-condições: O sistema mostra as informações do controlador indicado.
Cenário principal de Sucesso:
1. O operador seleciona o controlador que pretende gerir;
2. O sistema devolve as informações do controlador contendo os atributos “nome”,
“referência”, “comentários”, “código de barras”, “nome do jardim onde está ins-
talado”, uma lista de eventos contendo os atributos “referência”, “hora de inı́cio”,
“hora de fim”, “dia da semana” e “válvula”, uma lista de estações de rega contendo
os atributos “referência”, “tipo de rega”e “estado”e uma lista de sensores contendo
os atributos “referência”, “nome” e “valor lido” e o caso de uso termina;
Extensões:
2A - O sistema mostra a mensagem “Não existem eventos associados ao controlador in-
dicado”.
2B - O sistema mostra a mensagem “Não existem estações de rega associadas ao contro-
lador indicado”.
2C - O sistema mostra a mensagem “Não existem sensores associados ao controlador in-
dicado”.
Adicionar controlador
Caso de Uso: Adicionar Controlador ao Jardim.
Ator principal: Operador.
Pré-condições: Não existem.
Pós-condições: O controlador indicado é adicionado ao sistema e associado ao jardim
atualmente em gestão.
Cenário principal de Sucesso:
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1. O operador indica que pretende adicionar um controlador;
2. O sistema apresenta um formulário com os atributos “nome”, “comentários” e
“código de barras”;
3. O operador fornece a informação e escolhe a opção “Adicionar”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema valida os dados submetidos e mostra uma mensagem a informar que o
controlador foi adicionado com sucesso.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
6A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 2.
Editar controlador
Caso de Uso: Editar Informações do Controlador do Jardim.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
Pós-condições: As informações do controlador selecionado são alteradas e registadas no
sistema.
Cenário principal de Sucesso:
1. O operador indica que pretende editar um controlador;
2. O sistema afixa um formulário com as informações atuais do controlador e que
podem ser alteradas;
3. O operador faz as alterações desejadas;
4. O operador escolher a opção “Concluı́do”
5. O sistema pede para o operador confirmar o pedido;
6. O operador escolhe a opção “Sim”;
7. O sistema valida os dados submetidos, mostra uma mensagem a informar que o
controlador foi atualizado com sucesso e o caso de uso termina.
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Extensões:
4A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
6A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
8A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 4.
Remover controlador
Caso de Uso: Remover Controlador do Jardim.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
Pós-condições: O controlador indicado é removido do sistema, as suas estações são re-
movidas e são também removidas as associações com os sensores respetivos.
Cenário principal de Sucesso:
1. O operador indica que pretende remover o controlador;
2. O sistema pede para o operador confirmar o pedido;
3. O operador escolhe a opção “Sim”;
4. O sistema mostra uma mensagem a informar que o controlador foi removido com
sucesso e o caso de uso termina.
Extensões:
3A - O utilizador escolhe a opção “Não” e o caso de uso termina.
4A - O sistema mostra a mensagem de erro “só é possı́vel remover o controlador se as
suas estações não tiverem um plano de rega ativo” a informar que o controlador não foi
removido porque existe pelo menos uma estação de rega do controlador que tem um tipo
de rega com um plano ativo.
A.0.5 Estações de rega
• Adicionar estação de rega
• Editar estação de rega
• Remover estação de rega
• Parar rega imediatamente
• Iniciar rega imediatamente
• Desativar a rega temporariamente
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Adicionar estação de rega
Caso de Uso: Adicionar estação de rega.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
Pós-condições:
A estação de rega indicada é adicionada ao sistema.
É feita uma associação entre a nova estação e o controlador selecionado.
Cenário principal de Sucesso:
1. O operador indica que pretende adicionar uma estação de rega ao controlador;
2. O sistema apresenta um formulário com os atributos “número da porta de instalação
da estação no controlador” e uma lista de tipos de rega;
3. O operador fornece a informação e escolhe a opção “Adicionar”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema valida os dados submetidos, mostra uma mensagem a informar que a
estação de rega foi adicionada com sucesso e o caso de uso termina.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
6A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 2.
Editar estação de rega
Caso de Uso: Editar estação de rega.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão com pelo menos uma estação de rega
adicionada.
Pós-condições: As informações da estação de rega selecionado são atualizadas e regista-
das no sistema.
Cenário principal de Sucesso:
1. O operador seleciona uma estação de rega;
2. O operador indica que pretende editar a estação de rega;
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3. O sistema afixa um formulário com as informações atuais da estação de rega e que
podem ser alteradas;
4. O operador faz as alterações desejadas;
5. O operador escolher a opção “Concluı́do”
6. O sistema pede para o operador confirmar o pedido;
7. O operador escolhe a opção “Sim”;
8. O sistema valida os dados submetidos, mostra uma mensagem a informar que a
estação de rega foi atualizada com sucesso e o caso de uso termina.
Extensões:
5A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
7A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
9A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 3.
Remover estações de rega
Caso de Uso: Remover estações de rega.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão com pelo menos uma estação adicio-
nada.
Pós-condições: A estação de rega selecionada é removida do sistema e são atualizados
os eventos de rega do controlador.
Cenário principal de Sucesso:
1. O operador indica que pretende remover estações de rega;
2. O operador seleciona as estações de rega que pretende remover;
3. O operador escolhe a opção “Concluir”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema mostra uma mensagem a informar que a estação de rega foi removida
com sucesso e o caso de uso termina.
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Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
4A - O sistema mostra uma mensagem de aviso a informar quais as estações de rega que
não é possı́vel remover porque só é possı́vel remover uma estação de rega se o seu tipo
não tiver um plano de rega ativo e volta-se ao passo 2 do caso de uso.
5A - O utilizador escolhe a opção “Não” e volta-se ao passo 2 do caso de uso
6A - O sistema mostra a mensagem de erro “só é possı́vel remover uma estação de rega
se o seu tipo não tiver um plano de rega ativo” a informar que a estação de rega não foi
removida porque existe um plano que está em vigor no tipo de rega dessa estação e o caso
de uso termina.
Parar a rega imediatamente
Caso de Uso: Parar a rega imediatamente.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
Pós-condições: A rega é interrompida nas estações de rega selecionadas.
Cenário principal de Sucesso:
1. O operador seleciona uma ou mais estações de rega;
2. O operador indica que pretende interromper a rega nas estações de rega seleciona-
das;
3. O sistema pede para o operador confirmar o pedido;
4. O operador escolhe a opção “Sim”;
5. O sistema mostra uma mensagem a informar que a rega foi interrompida nas estações
de rega selecionadas e o caso de uso termina;
Extensões:
4A - O utilizador escolhe a opção “Não” e o caso de uso termina.
5A - O sistema mostra a mensagem de erro “só pode parar a rega se a estação estiver
ativa” e o caso de uso termina.
Iniciar a rega imediatamente
Caso de Uso: Iniciar a rega imediatamente.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
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Pós-condições: A rega é iniciada nas estações de rega selecionadas.
Cenário principal de Sucesso:
1. O operador seleciona uma ou mais estações de rega;
2. O operador indica que pretende iniciar a rega nas estações de rega selecionadas;
3. O sistema pede para o operador confirmar o pedido;
4. O operador escolhe a opção “Sim”;
5. O sistema mostra uma mensagem a informar que a rega foi iniciada nas estações de
rega selecionadas e o caso de uso termina;
Extensões:
4A - O utilizador escolhe a opção “Não” e o caso de uso termina.
5A - O sistema mostra a mensagem de erro “só pode iniciar a rega se a estação estiver
desativa” e o caso de uso termina.
Desativar a rega temporariamente
Caso de Uso: Desativar a rega temporariamente.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
Pós-condições: A rega é desativada nas estações selecionadas pelo perı́odo de tempo
definido pelo operador.
Cenário principal de Sucesso:
1. O operador seleciona uma ou mais estações de rega;
2. O operador indica que pretende desativar a rega temporariamente nas estações de
rega selecionadas;
3. O sistema pede para o operador confirmar o pedido;
4. O operador escolhe a opção “Sim”;
5. O sistema mostra uma mensagem a informar que a rega estará desativada nas estações
de rega selecionadas até à data indicada pelo operador e o caso de uso termina;
Extensões:
4A - O utilizador escolhe a opção “Não” e o caso de uso termina.
5A - O sistema mostra a mensagem de erro “as estações de rega selecionadas já se encon-
tram desativadas até à data definida” e o caso de uso termina.





• Consultar registos do sensor
Adicionar sensor
Caso de Uso: Adicionar sensor.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão.
Pós-condições: O sensor indicado é adicionado ao sistema.
Cenário principal de Sucesso:
1. O operador indica que pretende adicionar um sensor ao controlador;
2. O sistema apresenta um formulário com os atributos “nome”, “código”, “comentários”
e “especificações”;
3. O operador fornece a informação e escolhe a opção “Adicionar”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema valida os dados submetidos, mostra uma mensagem a informar que o
sensor foi adicionado com sucesso e o caso de uso termina.
Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
6A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 2.
Editar sensor
Caso de Uso: Editar sensor.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão com pelo menos um sensor adicionado.
Pós-condições: As informações do sensor selecionado são atualizadas e registadas no
sistema.
Cenário principal de Sucesso:
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1. O operador seleciona um sensor;
2. O operador indica que pretende editar o sensor;
3. O sistema afixa um formulário com as informações atuais do sensor e que podem
ser alteradas;
4. O operador faz as alterações desejadas;
5. O operador escolher a opção “Concluı́do”
6. O sistema pede para o operador confirmar o pedido;
7. O operador escolhe a opção “Sim”;
8. O sistema valida os dados submetidos, mostra uma mensagem a informar que o
sensor foi atualizado com sucesso e o caso de uso termina.
Extensões:
5A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
7A - O utilizador escolhe a opção “Não” e retorna-se ao passo 2.
9A - O sistema mostra a mensagem de erro “campos inválidos” a informar quais os cam-
pos que contêm valores inválidos e volta ao passo 3.
Remover sensores
Caso de Uso: Remover sensores.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão com pelo menos um sensor adicionado.
Pós-condições: Os sensores selecionados são removidos do sistema.
Cenário principal de Sucesso:
1. O operador indica que pretende remover sensores;
2. O operador seleciona os sensores de rega que pretende remover;
3. O operador escolhe a opção “Concluir”;
4. O sistema pede para o operador confirmar o pedido;
5. O operador escolhe a opção “Sim”;
6. O sistema mostra uma mensagem a informar que os sensores foram removidos com
sucesso e o caso de uso termina.
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Extensões:
3A - O utilizador escolhe a opção “Cancelar” e o caso de uso termina.
5A - O utilizador escolhe a opção “Não” e volta-se ao passo 2 do caso de uso
Consultar registos do sensor
Caso de Uso: Consultar registos do sensor.
Ator principal: Operador.
Pré-condições: Existe um controlador em gestão com pelo menos um sensor adicionado.
Pós-condições: O sistema apresenta uma lista de registos com as leituras dos sensores
selecionados.
Cenário principal de Sucesso:
1. O operador seleciona um ou mais sensores;
2. O operador indica que pretende consultar os registos dos sensores;
3. O sistema devolve uma lista de registos com as leituras dos sensores selecionados e
o caso de uso termina.
Extensões:
3A - Não existem registos para os sensores selecionados e o caso de uso termina.

Apêndice B
Modelo Entidade-Relação da base de
dados SRIDB
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Figura B.1: Modelo Entidade-Relação da base de dados SRIDB
Apêndice C
Protocolo de Comunicação Remota
C.1 Códigos
Pedir o identificador do controlador
código do pedido 10
código da resposta 10
descrição Pede o identificador do controlador
formato do pedido <id servidor><10><255>
formato da resposta 1:2#10:<id controlador>#
Pedir a temperatura do ar
código do pedido 11
código da resposta 11
descrição Pede a temperatura do ar atual em graus Celsius.
formato do pedido <id servidor><11><255>
formato da resposta 1:2#10:<id controlador>#11:<temperatura>#
Pedir a humidade do ar
código do pedido 12
código da resposta 12
descrição Pede a humidade relativa do ar atual (percentagem).
formato do pedido <id servidor><12><255>
formato da resposta 1:2#10:<id controlador>#12:<humidade>#
Pedir a humidade do solo
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código do pedido 13
código da resposta 13
descrição Devolve um valor entre 0 e 950 que representa a quantidade de humi-
dade do solo.
formato do pedido <id servidor><13><255>
formato da resposta 1:2#10:<id controlador>#13:<humidade do solo>#
Pedir o nı́vel das baterias do controlador
código do pedido 14
código da resposta 14
descrição Devolve o valor das baterias do controlador em Volts.
formato do pedido <id servidor><14><255>
formato da resposta 1:2#10:<id controlador>#14:<nivel bateria>#
Pedir o estado de todas as estações do controlador
código do pedido 15
código da resposta 15
descrição Devolve o estado atual de cada uma das estações do controlador.
formato do pedido <id servidor><15><255>
formato da resposta 1:2#10:<id controlador>#15:<array de inteiros>#
Pedir todas as informações
código do pedido 99
código da resposta 11, 12, 13, 14, 15
descrição Devolve a informação associada a todos os dados do controlador.
formato do pedido <id servidor><99><255>
formato da resposta 1:2#10:<id controlador>#11:<temperatura>#12:<humidade>#
13:<humidade do solo>#14:<nivel bateria>#
15:<array de inteiros>#
Ativar/Desativar uma válvula
código do pedido 101
código da resposta ver estado do pedido
descrição Altera o estado de uma válvula. Para ligar a válvula é enviado o valor 1
e para desligar o valor 0.
formato do pedido <id servidor><101><2><numero valvula><valor valvula>
formato da resposta 1:2#10:<id controlador>#
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Adormecer o controlador
código do pedido 200
código da resposta ver estado do pedido
descrição Não há mais pedidos para fazer e o controlador pode adormecer.
formato do pedido <id servidor><200><0>





0 NOTOK não foi possı́vel executar o pedido porque ocorreu um erro
1 RESEND foi excedido o tempo de espera por um pedido do servidor e o
controlador pede que seja enviado de novo o mesmo pedido
2 OK o pedido foi executado com sucesso
C.2 Estrutura de um evento do plano de rega
A estrutura que apresentamos de seguida é utilizada quando é enviado um novo plano




Valores válidos e seu significado Total
desperdiçado
(bits)
Válvula 25 = 32 [1,31] 1
Dia 23 = 8 [1,7] em que 1=Domingo, 2=Segunda, 3=Terça,
4=Quarta, 5=Quinta, 6=Sexta e 7=Sábado
1
Hora 25 = 32 [1,24] em que 1=1h, 2=2h, 3=3h, (. . . ), 22=22h,
23=23h, 24=0h
9
Duração (horas) 23 = 8 [1,7] em que 1=1h, 2=2h, 3=3h, 4=4h, 5=5h,
6=6h, 7=0h
1
Minutos 24 = 16 [1,12] em que 1=5min, 2=10min, 3=15min,
4=20min, 5=25min, 6=30min, 7=35min,
8=40min, 9=45min, 10=50min, 11=55min,
12=0min
5
C.3 Diagrama de Comunicação
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Figura C.1: Diagrama do Protocolo de Comunicação
Apêndice D
Controlo de uma válvula solenóide com
auxı́lio de um transı́stor
Uma válvula solenóide é um dispositivo que permite controlar a passagem de um lı́quido
como é o caso da rega em que a válvula é utilizada para iniciar e parar a passagem da
água. O funcionamento da válvula solenóide assenta na aplicação do eletromagnetismo.
A válvula é composta por uma câmara que contém um objeto de metal no interior que se
pode deslocar (pistão). Esta câmara é envolvida por uma bobina que devido à aplicação
de corrente, gera um campo magnético que por sua vez provoca a deslocação do pistão
dentro da câmara. A esta câmara está ligada uma conduta que permite a passagem de um
lı́quido. Se o objeto metálico estiver na posição inferior o lı́quido não pode fluir criando-
se pressão apenas num dos lados da conduta. Essa é aliás a posição por omissão devido
à existência de uma mola que obriga o objeto a manter-se na posição inferior. Por outro
lado, se o objeto se deslocar, o lı́quido pode passar livremente.
Percebe-se assim como a válvula pode ser usada para ativar e desativar a rega. Se a
válvula for alimentada com uma certa tensão, à qual corresponde a passagem de corrente
na bobina, o objeto desloca-se e o lı́quido passa, caso contrário, o lı́quido não flui. No
entanto, fica por explicar quem controla a alimentação da válvula. A utilização de um dos
pinos do microcontrolador seria aparentemente suficiente para fazer esse controlo pois
cada pino pode ser programado como ligado ou desligado (passagem ou não passagem de
corrente, respetivamente). No entanto, a tensão de funcionamento do microcontrolador é
inferior a 9V (5V no caso do protótipo e 3,3V no caso do controlador SRI), enquanto que
a válvula solenóide precisa de 9V. Assim, a válvula tem que ser alimentada a partir de
uma fonte de tensão dedicada e independente da tensão de operação do microcontrolador.
Para permitir o controlo da válvula utilizando o controlador e ainda assim utilizar
alimentações distintas foi projetado um circuito adicional tendo por base um transı́stor
bipolar. Um transı́stor é um componente eletrónico que pode ser utilizado como uma
resistência variável controlada em tensão.
Um transı́stor é formado por três partes semicondutoras. As duas partes exteriores
são do mesmo semicondutor mas a parte do meio é um semicondutor diferente. Semi-
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condutores são materiais feitos a partir de metalóides (e.g., Silı́cio) que são dopados com
outros elementos. Um metalóide é mau condutor de eletricidade mas quando dopado com
certos elementos (e.g., Fósforo) ganha maior condutividade. Daı́ o nome semicondutor,
que se aplica por serem materiais com um nı́vel de condutividade inferior à dos metais
(e.g., Cobre) mas superior aos não-metais (e.g., Carbono). Os dois semicondutores utili-
zados na constituição de um transı́stor são dopados com elementos diferentes de tal forma
que estando ligados entre si numa configuração SC1a-SC2-SC1b e aplicando tensão entre
SC1a e SC1b não há passagem de corrente elétrica. Isso acontece pois a falta de eletrões
num dos semicondutores é preenchida pelo excesso de eletrões do outro semicondutor,
deixando de existir eletrões livres que formem uma corrente elétrica. Entre os dois se-
micondutores cria-se uma barreira chamada de zona de depleção. Contudo existe uma
exceção a esta condição: aplicando uma tensão (a partir de um certo valor) ao semicon-
dutor do meio independente da tensão aplicada a SC1a e SC1b, reúnem-se novamente
condições para a corrente fluir entre os dois semicondutores das pontas.A figura D.1
ilustra a composição de um transı́stor.
Figura D.1: Composição de um transı́stor
Associados às três partes semicondutoras de um transı́stor estão três pinos, dois com
função de entrada de tensão e um com função de massa. O transı́stor pode receber duas
alimentações diferentes. A estes três pinos dá-se a designação de emissor, coletor e base:
o emissor é a entrada da tensão que serve para alimentar outro circuito, o coletor é a
ligação à massa e a base é a entrada da tensão que permite controlar a passagem de
corrente entre o emissor e o coletor. Introduzindo os conceitos referidos no parágrafo
anterior, o emissor e o coletor são ligaçãos aos semicondutores das pontas SC1a e SC1b
e a base é a ligação ao semicondutor do meio SC2. Como a tensão aplicada na base pode
controlar uma tensão diferente (tipicamente superior) aos terminais do emissor e do cole-
tor diz-se que os transı́stores são amplificadores de sinal. Adicionalmente, os transı́stores
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podem comportar-se também como interruptores. É o caso especı́fico em que não há
tensão aplicada na base e não flui corrente entre o emissor e o coletor (estado 0 ou OFF)
ou em que há saturação do semicondutor do meio e a corrente passa entre o emissor e o
coletor com uma resistência perto de zero (estado 1 ou ON).
Importa agora contextualizarmos a utilização do transı́stor num circuito divisor de
tensão. Um circuito deste tipo tem a propriedade da tensão de saı́da ser igual ou inferior
à tensão de entrada em função da resistência dos elementos que o constituem. A figura
D.2 ilustra o diagrama deste circuito e na tabela D.1 são exemplificados quatros cenários
em que a tensão de saı́da é alterada com base na variação da resistência R2.
Figura D.2: Circuito necessário para uma válvula solenóide
Vcc R1 R2 Vout
9V 100Ω 1,5KΩ 6.0000V
9V 100Ω 200Ω 8,4375V
9V 100Ω 0.1Ω ∼0,0089V (∼0V)
9V 100Ω 10MΩ ∼8,9999V (∼9V)
Tabela D.1: Variação da tensão de saı́da em fução de R2
Resumindo, pode dizer-se que quanto mais elevado for o valor de R2 maior é a tensão
de saı́da (até ao nı́vel máximo que se aproxima muito do valor da tensão de entrada) e
quanto menos elevado for o valor de R2 menor é a tensão de saı́da (até ao nı́vel mı́nimo
que se aproxima do valor zero). Este circuito tem diversas utilidades mas tem uma
limitação: o valor da tensão de saı́da depende dos valores relativos das resistências R1
e R2. O ideal seria ter uma forma de controlar o valor de uma das resistências e conse-
quentemente controlar a tensão de saı́da. É exatamente esse o papel do transı́stor quando
usado num circuito divisor de tensão. A figura D.3 ilustra o diagrama do circuito e na
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tabela D.2 são exemplificados três cenários em que a tensão de saı́da é alterada com base
na variação da resistência do transı́stor (que substitui R2).
Figura D.3: Circuito necessário para uma válvula solenóide
Vin Vcc R1 Transı́stor (R2) Vout
0 9,0V 100Ω +∞Ω ∼9V
0 < Vin < 3,3V 9,0V 100Ω 0 < R2 < +∞ 0 < Vout < 9,0V
∼3,3V 9,0V 100Ω ∼0Ω ∼0V
Tabela D.2: Variação da tensão de saı́da em função da variação da resistência do transı́stor
A tabela D.3 relaciona a variação da tensão de entrada (tensão entre a base e o emissor
do transı́stor) com a tensão de saı́da recebida pela válvula solenóide e que é alterada
pelo controlador. Na configuração descrita a válvula está ligada (ON) quando o pino do
controlador não tem tensão (OFF) e vice-versa. Esta condição não é a mais desejável pois
obriga a que o pino do controlador tenha uma tensão não nula para que a válvula esteja
desligada. Uma das melhorias que pretendemos introduzir no futuro é alterar este cenário
e assim aumentar o rendimento energético do controlador.
Finalmente, importa referir que é conveniente colocar um dı́odo entre o transı́stor
e a válvula evitando picos de descargas de corrente no sentido válvula-controlador, ou
seja, evitar que o controlador receba uma tensão superior a 5V proveniente da fonte de
alimentação dedicada da válvula de 9V. A figura D.4 ilustra o circuito relacionado com a
válvula solenóide, o transı́stor e o dı́odo.
Pino do microcontro-
lador
Vcc Transı́stor (R2) Vout
OFF (∼0V) 9,0V +∞Ω (∼9V) ON Há tensão suficiente para
se criar o campo magnético e o
pistão levanta deixando a água cir-
cular.
ON (∼3,3V) 9,0V 0Ω (∼0V) OFF Sem tensão aplicada,
o campo magnético desaparece e o
pistão volta à posição inferior, logo
não há circulação da água.
Tabela D.3: Relação da tensão de entrada do controlador com a tensão de saı́da recebida
pela válvula solenóide
Figura D.4: Circuito de controlo da válvula solenóide
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Apêndice E
Configuração do microcontrolador AVR
ATMEGA644
A configuração do bootloader e dos fuses é um passo importante na preparação do micro-
controlador pois há diversos parâmetros que têm impacto no desempenho e rendimento
energético deste. A plataforma Arduino facilita o processo de configuração do microcon-
trolador fornecendo já várias configurações para os microcontroladores mais comuns. No
caso do microcontrolador ATMEGA644 são necessárias as seguintes modificações:
1. configuração do ficheiro “boards.txt” que contém as definições do protocolo de
comunicação, do bootloader e do microcontrolador;
2. configuração do ficheiro “pins arduino.h” que mapeia os pinos do controlador para
uma biblioteca de software;
3. configuração do ficheiro “makefile” que gera o código compilado do bootloader.
A configuração que utilizamos visa a poupança energética máxima sem que o desem-
penho seja demasiado sacrificado. De seguida apresentamos a configuração do ficheiro
“boards.txt”.





















Como se pode ver neste ficheiro, existem quatro secções principais. As tabelas E.1,
E.2 e E.3 detalham o significado de cada uma das propriedades definidas e apresentam
uma justificação para a escolha desses valores.
Nome Valor Significado Justificação












partir da interface do
editor Arduino.




protocolo stk500 protocolo de
comunicação
é o protocolo mais comum e





velocidade 19200 n/a n/a
Tabela E.1: Propriedades do protocolo de comunicação utilizado para carregar os dados
no microcontrolador
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C. Bootloader
Nome Valor Significado Justificação
low fuses 0xE2 é utilizado o oscila-
dor interno e uma ve-
locidade de relógio de
8MHz
Esta frequência é o valor mais
baixo que permite maior ren-
dimento energético sem sacri-
ficar demasiado o desempe-
nho. Com esta frequência o
microcontrolador pode funci-
onar com apenas 3,3V e não
necessita de um oscilador ex-
terno que consome mais ener-
gia.
high fuses 0xDC ativa o protocolo
SPI, define o tama-
nho do bootloader
(1024 words), define o




feito reset, desativa a
funcionalidade JTAG
O tamanho do bootloader va-
ria com as suas caracterı́sticas
e neste projeto queremos que
ocupe o mı́nimo possı́vel dei-
xando mais espaço para a
aplicação. O arranque au-
tomático e protocolo SPI são
configurações necessárias ao




0xFF desativa a funcionali-
dade de brown-out de-
tection
Esta funcionalidade permite
que o microcontrolador seja
desativado se atingir limites
extremos de tensão (e.g.,
tensão de alimentação é
muito baixa) mas tem um
custo no consumo energético.
Para o controlador SRI, assu-






atmega nome da pasta onde está




* nome do ficheiro que
contém o código com-
pilado do bootloader
n/a
unlock bits 0x3F . .
lock bits 0x2F . .
Tabela E.2: Propriedades do bootloader
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D. Compilação




atmega644 n/a Este valor varia em função do
microcontrolador utilizado e
consoante o identificador in-
dicado será gerado um bo-
otloader com caracterı́sticas
diferentes.
frequência 8000000L velocidade de relógio este valor vai gerar um bo-
otloader com caracterı́sticas
diferentes e deve estar de
acordo com a propriedade
low fuses.
bibliotecas arduino utiliza as bibliotecas de
funcionamento do Ar-
duino
O controlador SRI utiliza as
bibliotecas do Arduino res-
ponsáveis pelas funcionali-
dades básicas do controla-
dor (e.g., funções de entra-
da/saı́da, definição de tipos de
dados, etc.)
variantes sri utiliza um ficheiro
‘pins arduino.h” es-
pecı́fico que permite




A configuração que aqui usa-
mos é baseada no projeto
Sanguino [Hoe08]
Tabela E.3: Propriedades do processo de compilação
Apêndice F
Controlador SRI - Esquema do circuito
do controlador SRI
De seguida, apresentamos o esquema do circuito do controlador SRI. Para fazer este dese-
nho utilizámos uma das ferramentas mais comuns para o desenho profissional de circuitos,
o EAGLE [Cad].
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