Advanced filtering operation in the Linux operating system by Janura, Dominik
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
POKROČILÁ FILTRACE PROVOZU V OPERAČNÍM SYSTÉMU LINUX
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE DOMINIK JANURA
AUTHOR
BRNO 2011
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA ELEKTROTECHNIKY A KOMUNIKAČNÍCH
TECHNOLOGIÍ
ÚSTAV TELEKOMUNIKACÍ
FACULTY OF ELECTRICAL ENGINEERING AND COMMUNICATION
DEPARTMENT OF TELECOMMUNICATIONS
POKROČILÁ FILTRACE PROVOZU V OPERAČNÍM
SYSTÉMU LINUX
ADVANCED FILTERING OPERATION IN THE LINUX OPERATING SYSTEM
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE DOMINIK JANURA
AUTHOR











Student: Dominik Janura ID: 115192
Ročník: 3 Akademický rok: 2010/2011
NÁZEV TÉMATU:
Pokročilá filtrace provozu v operačním systému Linux
POKYNY PRO VYPRACOVÁNÍ:
Prozkoumejte možnosti filtrace běžného provozu v síti prostřednictvím linuxového firewallu netfilter a
popište možnosti, které nabízí při klasifikaci paketů. Seznamte se s metodami umožňujícími provádět
bezpečnostní audit firewallu a detekci síťových útoků v prostředí OS Linux. Sestavte základní sadu
pravidel na ochranu proti nejběžnějším síťovým útokům. Nastudujte možnosti detekce uživatelů v P2P
sítích a  navrhněte systém, který bude detekovat uživatele pomocí L7-filtrů.
DOPORUČENÁ LITERATURA:
[1] GHEORGHE, L. Designing and Implementing Linux Firewalls and QoS using netfilter, iproute2, NAT,
and L7-filter. Packt Publishing, 2006. 288 s. ISBN 1-904811-65-5.
[2] RASH, M. Linux firewalls - Attack Detection and Response with iptables, psad, and fwsnort. No
Starch Press, Inc., 2007. 334 s. ISBN 1-59327-141-7.
Termín zadání: 7.2.2011 Termín odevzdání: 2.6.2011
Vedoucí práce: Ing. Juraj Szőcs
prof. Ing. Kamil Vrba, CSc.
Předseda oborové rady
UPOZORNĚNÍ:
Autor bakalářské práce nesmí při vytváření bakalářské práce porušit autorská práva třetích osob, zejména nesmí
zasahovat nedovoleným způsobem do cizích autorských práv osobnostních a musí si být plně vědom následků
porušení ustanovení § 11 a následujících autorského zákona č. 121/2000 Sb., včetně možných trestněprávních
důsledků vyplývajících z ustanovení části druhé, hlavy VI. díl 4 Trestního zákoníku č.40/2009 Sb.
ABSTRAKT
Tato práce je zaměřená na problematiku filtrace síťového provozu a zabezpečení sítě
v prostředí operačního systému Linux. Přibližuje postup sestavení jednoduchého pa-
ketového firewallu využitím nástroje netfilter a ověřuje jeho efektivitu. Dále prověřuje
možnosti identifikace uživatelů v peer-to-peer sítích pomocí L7-filtru. Obsahuje návrh
systému, který detekuje provoz v nejpoužívanějších P2P sítích. Funkce tohoto systému
je prověřena simulací příslušného P2P provozu v lokální síti.
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ABSTRACT
This thesis is oriented on the subject of advanced filtering operations and network security
under Linux operating system. It explains the procedure of creating a simple packet
filtering firewall using the netfilter framework and verifies its efectivity. It further examines
the options of user identification in peer-to-peer networks using L7-filtering. It contains
design of a system that detects traffic in the most used P2P networks. This system’s
function is attested by simulating a P2P traffic inside the local network.
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ÚVOD
Jak postupem času neustále vznikají nové bezpečnostní hrozby, je potřebné držet
s útočníky krok a přizpůsobovat tomu metody zajištění naší sítě.
V operačním systému Linux je vhodným nástrojem k vytvoření firewallu a QoS
kombinace netfilter/iptables. Systém Linux přitom představuje spolehlivé a
levné řešení, které je navíc plně přizpůsobitelné požadavkům síťového administrá-
tora. Před samotným praktickým filtrováním provozu je ale důležité podrobněji se
obeznámit se síťovými modely ISO/OSI a TCP/IP pro lepší pochopení funkce sa-
motných bezpečnostních nástrojů.
V kapitole Teorie serverových útoků jsou popsány nejběžnější typy útoků a me-
tody využitelné k zabránění těmto útokům.
Hlavní část je věnovaná samotnému nástroji pro filtraci provozu – nástroji
netfilter. Popisuji jeho základní funkce, kterými jsou filtrace paketů, provádění
NAT a mangling paketů. Seznamuji s ovládáním a konfigurací těchto funkcí i pomocí
praktických příkladů.
Mým cílem bylo vytvořit jednoduchý firewall pro zabezpečení lokální sítě před
nejběžnějšími typy útoků, přičemž jsem využil poznatky z teoretické části práce.
Dalším cílem bylo sestavení systému pro identifikaci uživatelů v P2P sítích, a to
použitím filtrace dle sedmé vrstvy protokolu ISO/OSI.
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1 ŘEŠENÍ PRÁCE
1.1 Referenční model ISO/OSI
Model ISO/OSI je nejrozšířenějším vrstvovým modelem, který komplexně popisuje
síťovou architekturu. Je definován mezinárodní normou ISO IS 7498 a ITU X.200.
Jde o hierarchický model se sedmi vrstvami, které jsou navzájem nezávislé a nahra-
ditelné. Struktura modelu je vyobrazena na obr. 1.1 vlevo.
Aplikační vrstva je nejvyšší vrstvou modelu OSI. Poskytuje aplikacím přístup ke
komunikačnímu systému a definuje jak s ním tyto aplikace komunikují. Implemen-
tuje protokoly tvořící jádra konkrétních aplikací, příkladem je elektronická pošta -
protokoly POP3, IMAP, přenos souborů - FTP, atd.
Prezentační vrstva zahrnuje služby kódování, komprimace a šifrování. Její cí-
lem je upravit data do podoby, kterou používají aplikace. Vrstva se zaobírá jenom
formátem dat, nikoliv jejich významem. Standardní formáty textu, čísel, statických
obrázků, audia a videa umožňují komunikovat aplikacím různých systémů. Používa-
nými protokoly jsou LPP (Lightweight Presentation Protocol) nebo NDR (Network
Data Representation). [1, str. 28]
Relační vrstva řeší problematiku zajištění korektního vedení relací (sessions)
komunikujících aplikačních procesů. Realizuje navazování, udržování a rušení relací.
Určuje typ komunikace (simplexní režim, poloduplexní režim, duplexní režim), pro-
vádí synchronizaci a obnovení spojení. Příkladem můžou být protokoly L2F (Layer
2 Forwarding Protocol) nebo NFS (Network File System). [1, str. 28]
Transportní vrstva zajišťuje přenos dat mezi koncovými uzly. Zabezpečuje po-
třebnou kvalitu přenosu, nevyhnutnou pro funkci vyšších vrstev. To provádí pomocí
kontroly chyb a potvrzování, skládáním segmentů do správného pořadí, odstraňová-
ním zdvojených a nesprávně doručených paketů. Také převádí nespojované služby na
spojované, stará se tedy o budování, udržování a rozpad spojení. Příklady transport-
ních protokolů jsou TCP (Trnasmission Control Protocol) a UDP (User Datagram
Protocol) v sadě TCP/IP. [1, str. 28]
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Síťová vrstva řeší problematiku směrování paketů v síti a adresování v síti. Zave-
dením jednotného způsobu směrování sjednocuje různé sítě do jediné tzv. „intersítě“
(internet). Základní službou síťové vrstvy je poskytnout transportním entitám trans-
parentní přenos datových segmentů sítí. Nejdůležitější protokoly pracující na vrstvě
síťové jsou IP (Internet Protokol), ICMP (Internet Control Message Protocol) a
ARP (Address Resolution Protocol). [1, str. 27]
Spojová vrstva zajišťuje služby řešící komunikaci mezi sousedními uzly sítě.
Uspořádává bitová data z fyzické vrstvy do rámců. Vytváří spoje, nastavuje pa-
rametry spojů, formátuje fyzické rámce a stará se o synchronizaci. Na této vrstvě
pracují síťová zařízení jakými jsou zesilovače, opakovače, rozbočovače, směrovače,
atd. [1, str. 26]
Fyzická vrstva je nejnižší vrstvou modelu OSI a zabývá se vlastním přenosem
informace prostřednictvím elektromagnetického signálu po vodiči. Je specifikována
mechanickými, elektrickými, funkčními a procedurálními parametry. Aktivuje, udr-
žuje a deaktivuje fyzické spoje mezi koncovými body.
1.2 Architektura TCP/IP
V dnešní době je celosvětová síť internet založena právě na protokolové sadě TCP/IP.
Ta je vyvíjena od sedmdesátých let minulého století. Při jejím vývoji se kladl důraz
na zásady důležité pro sítě v podobě jako je dnes známe. V síti se preferuje nespojo-
vaný charakter komunikace, spojovaný charakter služeb si v případě potřeby vytvoří
až koncový uzel. Důležitá je hlavně rychlost přenosu dat po síti a ne spolehlivost
sítě. Proto ale musí koncové uzly obsahovat vyrovnávací paměť pro potřeby žádostí
o opakování. TCP/IP sítě tedy poskytují nespojované nespolehlivé služby. Model
TCP/IP je rozdělen do čtyř vrstev. Jsou to vrstvy aplikační, transportní, síťová a
vrstva síťového rozhraní. Srovnání vrstev plnících stejnou funkci u modelů OSI a
TCP/IP je na obr. 1.1.
Vrstva aplikační v sobě kombinuje funkce tří nejvyšších vrstev modelu OSI –
aplikační, prezentační a relační. Zabezpečuje tedy přístup aplikací ke komunikaci,
určuje formát dat a řídí vytváření a ukončování relací.
Transportní vrstva vytváří logické spoje mezi zdrojovými a cílovými uzly, a po-
skytuje aplikační vrstvě transportní služby. Na této vrstvě se nacházejí dva nejdůleži-
tější protokoly, a to TCP a UDP. Protokol TCP je spojově orientovaný a spolehlivý,
rozkládá zprávy na segmenty, které jsou opět složeny při doražení k cíli. Naopak pro-
tokol UDP je nespolehlivý a nespojově orientovaný, nepotřebuje tedy před přenosem
sestavovat spojení. Je proto používán zejména u jednodušších služeb, u kterých je
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kladen důraz na nízké zpoždění (nesmí dojít k prodlevám při ztrátě a opakování
paketů), jakou je třeba IP telefonie.
Síťová vrstva obsahuje funkce síťové vrstvy modelu OSI, její úlohou je tedy vyhle-
dat nejvhodnější cestu pro přenos daného paketu po síti z jednoho bodu do druhého.
Hlavním protokolem této vrstvy je protokol IP, který provádí adresování a vyhledá-
vání cesty mezi uzly bez ohledu na obsah paketu.
Vrstva síťového rozhraní kombinuje funkce spojové a fyzické vrstvy modelu OSI.
Zajišťuje fyzický přenos dat po přenosovém médiu, mapuje IP adresy na adresy














Model ISO/OSI Model TCP/IP
Obr. 1.1: Porovnávání struktury modelů ISO/OSI a TCP/IP.
1.3 Teorie serverových útoků
Základní rozděleni útoků je na útoky vnější (ze stanic mimo sítě), vnitřní (ze stanic
uvnitř sítě) a útoky typu MITM (Man In The Middle), při kterých dochází k přenosu
dat cizími uzly mezi dvěma částmi zabezpečené sítě. Eliminací těchto přechodových
bodů a zabezpečením slabých částí naší sítě se potom můžeme soustředit pouze na
1 typ útoků, a to útoky vnější. Situace je vyobrazena na následujícím obrázku 1.2,
kde je celá síť rozdělena na část vnitřní (LAN) a vnější (Internet). Zabezpečení naší












Obr. 1.2: Struktura sítě s vnitřními a vnějšími hrozbami a zabezpečením pomocí
firewallu.
MAC útoky MAC adresa je adresa síťového rozhraní přiřazena dané síťové kartě
bezprostředně při její výrobě. Skládá se ze 48 bitů a nejčastěji se zapisuje jako šestice
dvojciferných hexadecimálních čísel oddělených pomlčkami nebo dvojtečkami.
MAC útok CAM table overflow využívá přetečení tabulky CAM (Content Add-
ressable Memory), která ukládá informace o dostupných MAC adresách na přísluš-
ných fyzických portech. Při útoku je tabulka CAM zaplněna velkým množstvím fa-
lešných údajů. Výsledkem je nesprávné chování přepínače a následný možný MITM
útok.
Dalším druhem útoku je tzv. MAC address spoofing, který spočívá v změně při-
řazené MAC adresy konkrétnímu rozhraní na adresu jinou. To umožňuje útočníkovi
sledovat pakety původně určené napadené stanici. MAC address spoofing útok může
být blokován jenom v přepínačích, pokud jsou náležitě vybaveny. [2, str. 42]
DHCP útoky DHCP (Dynamic Host Configuration Protocol) je aplikační pro-
tokol, který pomocí jediného DHCP serveru umožňuje automatické přiřazování IP
adres jednotlivým stanicím v síti. Parametry nastavitelné pomocí DHCP jsou na-
příklad: IP adresa, maska sítě, brána, DNS server.
DHCP starvation attack spočívá v zabrání dostupného rozsahu IP adres alokova-
ných DHCP serverem. Provádí se to zasláním velkého množství DHCP požadavků.
DHCP server tak postupně přiděluje adresní rozsah útočníkovi až dokud nedojdou
volné IP adresy. Tím dochází k odmítnutí služby (Denial of Service) pro normální
klienty dotazující DHCP server. [2, str. 43]
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Packet Sniffing znamená odchytávaní IP provozu pomocí nástrojů jako dsniff,
tcpdump, ethereal, apod. Protože všechna data z vyšších vrstev modelu OSI jsou
zapouzdřená do IP paketů, tyto data mohou být odhalena při analýze těchto IP
paketů. Některé protokoly navíc přenášejí hesla v textové podobě a jejich odhalení
je potom o to jednodušší.
Omezení podobných útoků je možno dosáhnout například vytvořením šifrova-
ných VPN sítí pomocí IPsec nebo podobných metod. Pravděpodobnost odchycení
paketů potom klesá téměř k nule. Nebezpečí těchto útoků se také snižuje použitím
přepínačů místo rozbočovačů.
ICMP útoky Protokol ICMP se používá v síti pro odesílání chybových zpráv,
například pro oznámení, že požadovaná služba není dostupná nebo že potřebná
stanice nebo směrovač není dosažitelný. ICMP se svým účelem liší od TCP a UDP
protokolů tím, že se obvykle nepoužívá síťovými aplikacemi přímo. Výjimkou je např.
nástroj ping, který posílá ICMP zprávy Echo Request (a očekává příjem zprávy Echo
Reply), aby určil, zda je cílový počítač dosažitelný a jak dlouho paketům trvá, než
se dostanou k cíli a zpět. [2, str. 48]
Útočník může narušit komunikaci dvou hostů zasláním zpráv Time Exceeded
nebo Destination Unreachable oběma hostům. Dojde tím k útoku odmítnutím služby
(DoS).
Posíláním ICMP redirect zpráv může útočník přesměrovat pakety určené jinému
hostovi na svou IP adresu.
Teardrop útoky a jejich variace se používají k napadení a následném zatížení
stanic pomocí zasílání příliš velikých nebo překrývajících se IP fragmentů. V případě
zlé implementace TCP/IP v některých operačních systémech může dojít až k pádu
systému. Na tenhle útok jsou náchylné operační systémy Windows 3.1x, Windows
95, Windows NT a linuxové kernely verze 2.0.
TCP SYN útoky neboli SYN flooding zneužívá vlastnosti TCP protokolu při
navazování spojení. To probíhá pomocí tzv. „three-way handshake “ a to tak, že
odesílatel vyšle SYN paket druhé straně, příjemce po převzetí tohoto paketu odešle
zpátky SYN-ACK paket a odesílatel komunikaci opět potvrdí ACK paketem. Spojení
je sestaveno a přenos dat může být zahájen.
SYN flooding útok spočívá v zasílání velkého množství SYN paketů, přitom útoč-
ník nebere ohled na SYN-ACK pakety, které oběť posílá jako odpověď. Napadený
počítač vede po určitou dobu záznamy o částečně otevřených spojeních, a protože
tahle paměť je omezená, útok ji může zaplnit a způsobit tak pád systému. [2, str. 50]
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UDP útoky Jediným způsobem jak k napadení využít protokol UDP je zasláním
velkého množství UDP paketů na náhodné porty cílové stanice. Je tomu tak proto, že
protokol UDP nepoužívá žádné procedury k navázání spojení. Takovýto typ útoku
se označuje jako UDP flooding. Po přijetí těchhle paketů se stanice pokusí určit
aplikaci, pro kterou je paket určen. Přitom může dojít k zahlcení nebo pádu systému.
[2, str. 51]
Port Scan útoky jsou jedním z nejběžnějších druhů útoků. Útočník může po-
mocí ní zjistit, které TCP a UDP porty jsou na stanici otevřeny a které služby je
používají. Takhle může odhalit různé zranitelnosti (nezabezpečené služby, neaktuali-
zovaný software,...) systému a využít je k provedení dalšího útoku. Skenování portů
může stejně použít i správce sítě k prohlížení síťového rozhraní, může to pomoct
například k nalezení trojských koní.
1.4 IDS a IPS
V terminologii síťové bezpečnosti existují dva důležité pojmy, a to IDS a IPS. IDS
(Intrusion Detection System) představuje zařízení nebo aplikaci, která monitoruje
probíhající události v systému, zejména pak síťový provoz, a analyzuje je pro zjištění
možného narušení bezpečnostních pravidel. IPS (Intrusion Prevention System) je
vyspělejší systém, protože je právě na IDS založen. Kromě všech možností IDS (tj.
detekce a analýza bezpečnostních rizik) nabízí také metody k odstranění těchto rizik.
Někdy se pro tyto metody používá společný název IDPS (Intrusion Detection
and Prevention System). [3, str. 2-1]
1.4.1 Použití IDPS
IDPS se zaměřují na identifikaci možných bezpečnostních incidentů. V případě zne-
užití zranitelnosti systému může pak IDPS může takový incident zaznamenat a
odpovědný administrátor může učinit kroky k minimalizování důsledků útoku.
Konfigurace IDPS probíhá podobně jako u firewallu, kdy se pomocí sady pra-
videl vymezí síťový provoz narušující bezpečnostní zásady dané sítě. IDPS je také
schopen detekovat průzkumné aktivity, které indikují hrozící útok. Nejčastější tako-
vou průzkumnou aktivitou je skenování portů. A protože jsou tyhle aktivity mezi
síťovými útoky tak rozšířené, je jejich detekce jednou z nejdůležitějších schopností
IDPS systémů. Podstatnou vlastností IDPS systémů je ale i jejich nedokonalost, při
analýze probíhajících událostí totiž dochází k tzv. false positives – systém nesprávně
vyhodnotí neškodnou aktivitu jako hrozbu a naopak k tzv. false negatives – systém
nedetekuje škodlivou aktivitu.
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K dalším neméně významným využitím IDPS patří:
• Dokumentace bezpečnostních hrozeb. IDPS zaznamenává informace o deteko-
vaných incidentech. Tyto informace se pak dají využít k odhadnutí budoucích
hrozeb a k provedení potřebných bezpečnostních opatření.
• Identifikace problémů v nastavení bezpečnostních pravidel. Při chybném na-
stavení firewallu (například konfliktní bezpečnostní pravidla) mohou být tyhle
chyby nalezeny a následně opraveny.
• Odrazení útočníků od dalších pokusů o napadení. Když si je útočník vědom
toho, že jeho aktivity jsou monitorovány, může to vést k omezení jeho budou-
cích pokusů o napadení.
Klíčové funkce technologií IDPS
• Zaznamenávání informací o probíhajících událostech, vytváření správ o těchto
událostech a upozorňování odpovědných osob na důležité události. V případě
upozorňování na události se odesílá tzv. alert signál.
Techniky specifické pro IPS:
• Přerušení samotného útoku. Například pomocí okamžitého ukončení síťového
spojení či relace nebo zablokování přístupu na cíl, lokálně nebo globálně.
• Změna obsahu útoku. IPS technologie můžou úplně zrušit nebo pozměnit části
útoku k jeho zmírnění. Nejjednodušším příkladem je odstranění škodlivé pří-
lohy při přijetí elektronické zprávy.
• Změna bezpečnostního prostředí. IPS může v případě potřeby pozměnit na-
stavení jiných bezpečnostních prvků (např. síťových zařízení - směrovačů, fi-
rewallů) pro zablokování hrozícího útoku a zamezení přístupu útočníka k cíli.
[3, str. 2-2]
Nejběžnější metody detekce
Signature-based detection: Detekce založená na porovnávání pozorovaných
událostí s projevy už známých bezpečnostních hrozeb. Při nalezení shody se známou
hrozbou je tedy i současná událost vyhodnocená jako hrozba. Tato metoda detekce je
ale téměř nepoužitelná při zabraňování neznámým typům útoků, a je také neefektivní
při analýze komplexní komunikace, proto nedokáže odhalit většinu útoků skládajících
se z vícero událostí.
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Anomaly-based detection: Metoda založená na detekci anomálií. Porovnává
jakousi „databázi“ předpokládaných normálních chování při konkrétních událostech
s chováním při současné události. Při nalezení konfliktu je tato považována za hrozbu.
Profily předpokládaného chování se vytvářejí postupem času monitorováním vlast-
ností typických událostí. Tahle metoda bývá úspěšná také při odhalování dosud
neznámých útoků. Nevýhodou je pak možné nesprávné zařazení škodlivé aktivity do
profilu předpokládaného chování, co samozřejmě znemožňuje detekci tohoto útoku.
Stateful protocol analysis: Metoda velice podobná metodě Anomaly-based
detection. Na rozdíl od ní však pracuje s definicemi běžného chování konkrétních
protokolů a při neshodě událostí s nimi jsou tyto vyhodnoceny jako hrozba. Zatímco
u předchozí metody jsou profily specifické pro každou síť nebo stanici, stateful pro-
tocol analysis používá univerzální profily, které definují chování daných protokolů.
Pozitivum téhle metody je vyšší úspěšnost detekce než u ostatních metod, nevýho-
dami jsou větší náročnost na systémové prostředky a neschopnost detekovat útoky,
které nevybočují z charakteristik povoleného chování protokolu. [3, str. 2-3]
1.4.2 IDPS pomocí nástroje psad
Nástroj psad (Port Scan Attack Detector) je nástroj, který provádí analýzu za-
znamenaných zpráv z iptables pro zachycení podezřelého síťového provozu a to
zejména skenování portů. K dalším zajímavým vlastnostem nástroje psad je schop-
nost identifikovat operační systém a jiné podrobnější informace (jeho verzi, případně
u systémů Windows verzi Service Packu) počítače použitého k útoku. Tuto vlastnost
přebírá od nástroje p0f, který je speciálně určen k pasivnímu „snímání otisků prstů“
použitého OS. Dále umožňuje psad detekci činnosti mnohých backdoor a DDoS ná-
strojů, automatické blokování IP adres podle přednastavené úrovně zabezpečení,
integruje v sobě nástroj whois a další. [4, str. 83]
Protože je psad analyzátorem záznamů, v síti musí být firewall pomocí iptables
nakonfigurován do stavu log-and-drop. To znamená, že firewall propouští jenom pro-
voz nevyhnutný k správné funkčnosti sítě, ostatní pakety jsou zaznamenány a za-
hozeny. Mezi zahozenými pakety budou pak i všechny síťové útoky a vytvoří tak
data vhodná k zpracování nástrojem psad. Nástroj psad obsahuje mechanizmy pro
kontrolu správné konfigurace INPUT i FORWARD řetězců do stavu log-and-drop.
[4, str. 85]
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1.4.3 IDPS pomocí nástroje snort
Snort je volně dostupný Intrusion Detection System s otevřeným kódem. Pro svojí
činnost používá pravidla uložené v modifikovatelných textových souborech, přičemž
každý takový soubor představuje kategorii navzájem souvisejících pravidel. Tyto jed-
notlivé soubory jsou pak začleněny v hlavním konfiguračním souboru snort.conf.
Při každém spuštění jsou tyto pravidla ze souborů načtena a podle nich jsou vytvo-
řeny řetězce pro třídění dat. Snort obsahuje množství předdefinovaných pravidel,
uživatel může přidávat své vlastní pravidle případně, dojde-li ke konfliktu, může
předdefinovaná pravidla pozměnit či odstranit.





• Systém záznamů a upozornění
• Výstupní moduly
Uspořádání těchto komponentů je znázorněno na následujícím obrázku 1.3.
Každý paket je nejdřív zpracován dekodérem paketů, při cestě k výstupnímu modulu












Obr. 1.3: Symbolická struktura komponentů nástroje snort.
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Vytváření pravidel nástroje snort Příklad velice jednoduchého pravidla pro
generaci upozornění (v praxi ale nepoužitelného, protože nenese žádné užitečné in-
formace).
alert ip any any -> any any (msg: "IP Paket detekován";)
Význam jednotlivých částí tohoto pravidla:
• alert - tohle pravidlo bude generovat upozornění, pokud bude paket splňovat
kriteria určená dalšími parametry.
• ip - tohle pravidlo bude aplikováno na všechny IP pakety
• any - parametr označuje zdrojovou IP adresu, v tomhle případě je ní jakákoliv
adresa
• any - číslo portu, v tomhle případě jakýkoliv port
• -> - představuje směr cesty paketu
• any - označuje cílovou IP adresu, v tomhle případě opět jakákoliv adresa
• any - číslo cílového portu, v tomhle případě jakýkoliv port
• poslední část obsahuje textovou zprávu která bude zaznamenána spolu s upo-
zorněním [5, str. 78]
1.5 Architektura firewallu
Hlavní úlohou firewallu je ochránit jednu (naší soukromou) síť od sítě druhé (vnější,
nedůvěryhodná síť). Cílem je zabránit neoprávněnému přístupu k citlivým informa-
cím a přitom neomezovat legitimním uživatelům plnohodnotný přístup k síťovým
zdrojům.
Firewall je umístěn mezi interní a externí síť a monitoruje, případně blokuje
nevyžádaný přenos dat na vrstvě aplikační 1.4. Také může operovat na síťové a
transportní vrstvě, v tom případě zkoumá záhlaví přicházejících paketů a nakládá
s nimi podle definovaných pravidel. [6, str. 326]
Rozeznáváme několik druhů firewallů:
• Paketové filtry - Zkoumají každý paket a podle předdefinovaných pravidel jej
propustí nebo zahodí.
• Aplikační brány - Poskytují bezpečnostní mechanizmy specifickým aplikacím,
například FTP nebo SIP serverům.
• Stavové paketové filtry - Udržují také záznamy o spojeních přes firewall, jsou
schopny určit jestli paket zahajuje nové spojení, je částí existujícího spojení
nebo je to nevalidní paket.
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• Proxy servery - Klienti posílají na proxy server požadavky na konkrétní služby,
proxy server požadavky vyhodnocuje podle filtrovacích pravidel. Pokud je po-












Obr. 1.4: Zjednodušené schéma firewallu.
Demilitarizovaná zóna Demilitarizovaná zóna (DMZ) v síti izoluje hosty pří-
stupné z vnějšku sítě od interních hostů. Externí hosty jsou pak umístěny na samo-
statní přípojku firewallu. Všechen přenos mezi takhle vytvořenými zónami je pak
kontrolován firewallem. Takovéto rozdělení sítě napomáhá bezpečnosti, v případě
napadení jedné zóny jsou stanice v jiných zónách stále v bezpečí.
1.6 Netfilter, iptables
Projekt netfilter je framework, kterého úlohou je ovlivňovat tok paketů jádrem
operačního systému (konkrétně jeho subsystémem TCP/IP stack což je implemen-
tace protokolu TCP/IP v operačním systému). Průchod paketu je znázorněn
na obr. 1.5. Součástí linuxového jádra je od verze 2.4, kdy nahradil svého před-
chůdce, nástroj ipchains. Jako frontend k frameworku netfilter se používá ná-
stroj iptables, ten v podstatě spravuje moduly, ze kterých se netfilter skládá.
Rozčlenění netfiltru na moduly má hned několik výhod. Jednak je tím umožněno
zavádět jen ty konkrétní moduly, které uživatel potřebuje, jednak to ulehčuje rozši-
řování iptables, a to právě pomocí vlastních modulů. Jako vlastní moduly je možné
přidávat řetězce, cíle a taky filtrovací pravidla.
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Popis funkce nástroje netfilter
1. Uživatel sdělí jádru systému pravidla pro zpracování IP paketů přecházejících
systémem pomocí nástroje iptables.
2. Systém pak analyzuje záhlaví všech těchto IP paketů.
3. Pokud dojde při analýze ke shodě s některým pravidlem, paket je zpracován
podle tohoto pravidla. [2, str. 64]
Před dalším popisem funkčnosti nástroje netfilter je důležité objasnění někte-
rých základních pojmů. Netfilter se skládá z tabulek (tables), výchozí tabulkou
je tabulka filter. Dalšími základními tabulkami jsou tabulky nat a mangle. Typ
tabulky je možné změnit přepínačem -t (např. iptables -t nat). Každá tabulka
obsahuje několik sad pravidel, tyhle sady se nazývají řetězce (chains).
Základní tabulka filter obsahuje tyto tři řetězce:
• INPUT: Obsahuje pravidla pro příchozí pakety určené danému linuxovému
stroji.
• FORWARD: Obsahuje pravidla pro příchozí pakety, které jsou pak směrovány
na jinou IP adresu.
• OUTPUT: Obsahuje pravidla pro pakety přímo generované daným linuxovým
strojem. [2, str. 64]
Tabulka nat pak obsahuje tři výchozí řetězce PREROUTING, POSTROUTING,
OUTPUT, a tabulka mangle všech pět řetězců tabulek filter a nat (INPUT, FOR-
WARD, PREROUTING, POSTROUTING a OUTPUT).
Dalšími podstatnými pojmy jsou politika (policy), shoda (match) a cíl (target).
Politika je implicitním pravidlem, které se použije, pokud paket projde celým se-
znamem pravidel aniž by při některém pravidle došlo ke shodě. Cíl představuje
akci, která se provede nalezení shody. Nejčastějšími takovými akcemi jsou DROP a
ACCEPT. Pokud paket splňuje pravidlo s cílem DROP, je okamžitě zahozen. Pokud
splňuje pravidlo s cílem ACCEPT, je paket přijat bez ohledu na všechny následující
pravidla.
1.6.1 Operace nástroje iptables
Nejpoužívanějšími příkazy pro práci s iptables jsou:
• -A, --append - Přidá na konec řetězce nové pravidlo.
• -D, --delete - Smaže pravidlo (zadává se buď v přesném tvaru, jak bylo
pravidlo zadáno nebo jeho číslem, které lze získat volbou --lin).
• -R, --replace - Nahradí pravidlo.






































Obr. 1.5: Schéma cesty paketu jednotlivými tabulkami iptables a jejich řetězci.
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• -L, --list - Vypíše všechna pravidla v řetězci. Pokud řetězec není zadán,
jsou vypsány všechny řetězce s jejich pravidly.
• -F, --flush - Vyprázdní v řetězci všechna pravidla.
• -N, --new-chain - Vytvoří nový řetězec.
• -X, --delete-chain - Smaže vlastní řetězec (nelze odstranit výchozí).
• -P, --policy - Nastaví politiku řetězce.
• -E, --rename-chain - Přejmenuje vlastní řetězec.
Kromě přidání nového pravidla na začátek nebo konec řetězce (pomocí -I respek-
tive -A), můžeme přidat nové pravidlo na libovolné místo v řetězci specifikováním
pořadového čísla pravidla (iptables -I OUTPUT 3 přidá pravidlo na pozici 3 v ře-
tězci OUTPUT).
Specifikace filtrování Specifikace filtrování je částí iptables pravidel, která
slouží k identifikaci analyzovaných IP paketů. K tomu můžeme použít velké množ-
ství parametrů, nejčastěji specifikujeme síťové rozhraní (-i, --in-interface nebo
-o, --out-interface jako vstupní respektive výstupní rozhraní), protokol (-p,
--protocol), zdrojovou (-s, --src, --source) a cílovou (-d, --dst,
--destination) IP adresu nebo port (--sport, --source-port nebo --dport,
--destination-port pro vstupní respektive výstupní port). Tyto parametry lze
libovolně kombinovat podle potřeb uživatele. [2, str. 68]
Specifikace cílů Jak už bylo zmíněno, nejčastěji používanými cíli jsou ACCEPT
a DROP, kromě nich máme ale k dispozici i jiné alternativy. Cíl REJECT se chová
podobně jako cíl DROP s rozdílem, že REJECT po zahození paketu pošle odesílateli
paketu ICMP paket se správou „port unreachable “ (port nedostupný). Tato správa
se dá přepsat pomocí přepínače --reject-with. Cíl LOG můžeme použít pro za-
znamenávání paketů splňujících nastavená pravidla. Cíl LOG ale není ukončujícím
pravidlem, proto pokud paket splňuje pravidlo s cílem LOG, proto jádro pokračuje
dalšími pravidly, které tenhle paket splňuje. [2, str. 70]
Parametr cíl může být také použit pro odevzdání paketu jinému, uživatelsky
definovanému, řetězci. Na místo cíle v iptables pravidle pak uvedeme název námi
vytvořeného řetězce.
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Příklad vytvoření pravidla v iptables:
iptables -A INPUT -i eth0 -p tcp --dport ! 80 -j DROP
Tohle pravidlo zahodí všechny pakety přicházející z rozhraní eth0 protokolem
TCP na portech jiných než port 80.
1.6.2 NAT pomocí iptables
NAT je zkratkou pro Network Address Translation, tedy překlad IP adres. Někdy
se také označuje jako IP maškaráda (IP masquerading). Používá se z důvodu ne-
dostatku veřejných IP adres, protože jak víme, v modelu TCP/IP při vzájemné
komunikaci dvou stanic musí mít každá z nich jedinečnou adresu. NAT se nejčas-
těji realizuje na směrovači připojujícím naši lokální síť ke globální síti (internetu).
V našem případě bude NAT směrovač představovat zařízení s operačním systémem
Linux. Překlad adres pak vlastně znamená to, že směrovač přepisuje zdrojovou nebo
cílovou adresu zařízení uvnitř lokální sítě. V naší lokální síti pak můžeme použít
libovolné adresy, nejlépe z neveřejného rozsahu.
Pokud stanice uvnitř lokální sítě odesílá paket ven ze sítě, tento paket obsahuje
její zdrojovou IP adresu a port. NAT směrovač tuto adresu přepíše na svojí vlastní
veřejnou IP adresu a port přepíše podle NAT portu přiděleného dané stanici. Tyto
údaje o mapování IP adres si pak uloží do záznamu o spojeních, v Linuxu jsou
informace o všech spojeních uložena do souboru /proc/net/ip_conntrack. Tyto
záznamy obsahují údaje o IP adresách, typech protokolů, číslech portů, stavech
spojení a časových limitech. [2, str. 91]
Překlad adres může být proveden různými způsoby:
• One-to-one: Překládáme jednu soukromou IP adresu do jedné veřejné IP ad-
resy.
• One-to-many : Překládáme jednu soukromou IP adresu do mnoha veřejných
adres. Znamená to, že pro každé zahájené spojení vybere NAT směrovač adresu
z určitého rozsahu veřejných adres na přeložení soukromé adresy.
• Many-to-one: Obdobné předchozímu způsobu, větší počet soukromých adres
je překládán do jedné veřejné adresy. V případě, že je to adresa směrovače, jde
o IP maškarádu.
• Many-to-Many : Vetší počet soukromých adres překládáme použitím určitého
rozsahu veřejných adres.
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Specifickými typy překladu adres jsou SNAT (Source Network Address Trans-
lation), DNAT (Destination Network Address Translation) a PAT (Port Address
Translation). Při použití SNAT dochází pouze k překladu zdrojových IP adres.
DNAT je metodou inverzní, překládány jsou jenom adresy cílové. PAT, někdy také
nazývané NAPT (Network Address and Port Translation) překládá nejen IP adresy,
ale také čísla portů pro specifické hosty a porty.
NAT pomocí iptables Překlad adres v nástroji iptables obstarává tabulka nat.
Tato obsahuje 3 řetězce, a to PREROUTING, POSTROUTING a OUTPUT. Proces
překladu znázorňuje obr. 1.6.
Řetězec PREROUTING se analyzuje předtím než dojde k jakémukoliv směrování
paketu. Proto je nevyhnutné změnit adresu cíle v tomto řetězci (jde o DNAT).
POSTROUTING obsahuje pravidla analyzována po procesu směrování, takže již











Obr. 1.6: Princip procedury překladu adres.
Pro přidávání NAT pravidel se používá stejná syntaxe jako při filtrování, změní
se jenom parametr table na nat a parametr chain na požadovaný řetězec.
1.6.3 Packet Mangling pomocí iptables
Packet mangling je proces záměrného pozměňování dat v záhlaví IP paketu před
nebo po procesu směrování. Strukturu tohoto záhlaví se všemi důležitými poli mů-
žeme vidět na obr. 1.7.
Při překladu adres jsme v záhlaví paketu modifikovali zdrojovou nebo cílovou IP
adresu, packet mangling je tedy i součástí procesu překladu adres. Použitím tabulky
mangle nástroje netfiltermůžeme modifikovat tyhle dvě položky v záhlaví paketu:
• TOS (Type Of Service): Typ služby o délce 8 bitů
• TTL (Time To Live): Doba života datagramu o délce 8 bitů [2, str. 113]
Modifikace TOS pole je důležitá pro zajištění QoS (kvality služeb), můžeme
pomocí ní nastavit vyhrazení a dělení dostupné přenosové kapacity pro požadované
služby. V iptables se proto používá cíl TOS s parametrem --set-tos, který může
nabývat tyto hodnoty:
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Verze IP Délka záhlaví Typ služby
Identifikace IP datagramu
Doba života datagramu Protokol vyšší vrstvy
Celková délka IP datagramu
Kontrolní součet IP záhlaví





0 8 16 24 31
Obr. 1.7: Záhlaví IP paketu.
• 0, Normal-Service: Normální služba.
• 2, Minimize-Cost: Minimalizuje náklady na probíhající síťový provoz.
• 4, Maximize-Reliability: Maximalizuje spolehlivost služby.
• 8, Maximize-Throughput: Maximalizuje propustnost dat.
• 16, Minimize-Delay: Minimalizuje zpoždění přenosu.
Příklad použití tabulky mangle a TOS:
iptables -t mangle -A POSTROUTING -p tcp --sport 20 -j TOS --set -tos 8
Tohle pravidlo maximalizuje propustnost odcházejících FTP dat. [2, str. 114]
Pole TTL v záhlaví paketu můžeme modifikovat obdobně použitím cíle TTL
s parametry --ttl-set, --ttl-dec a --ttl-inc.
• --ttl-set: Nastaví dobu života paketu na hodnotu v rozsahu 0 až 255.
• --ttl-dec: Sníží dobu života paketu o hodnotu v rozsahu 1 až 255.
• --ttl-inc: Zvýší dobu života paketu o hodnotu v rozsahu 1 až 255.
25
Změnu TTL můžeme využít například k zabránění šíření dat od jednoho klienta
k ostatním. Dosáhneme toho nastavením hodnoty TTL paketů určeným jisté IP
adrese na 1. Pokud je paket určen stanici za touto IP adresou, TTL je sníženo o 1
a paket je zahozen.
iptables -t mangle -I POSTROUTING -o ppp0 -j TTL --ttl -set 1
Nastaví dobu života paketů odcházejícím z rozhraní ppp0 na 1. [2, str. 115]
V tabulce mangle se nejdříve uplatňují pravidla řetězce PREROUTING, jak již
název napovídá ještě před procesem směrování. Následně se uplatňují pravidla ře-
tězců FORWARD nebo INPUT a OUTPUT podle toho, jestli je paket určen tomuhle
směrovači nebo nikoliv. Nakonec jsou prohledávány pravidla řetězce POSTROU-
TING. Celý tenhle proces je na obr. 1.5.
U tabulky mangle je důležitý fakt, že se analyzují postupně všechna její pravidla
bez ohledu na to, jestli již došlo ke shodě. Je tomu tak z důvodu, že často potřebu-
jeme pozměnit paket víckrát než jen jednou. Doporučuje se tedy udržovat filtrovací
pravidla mimo této tabulky aby se předešlo neočekávanému chování.
1.7 Penetrační testy
Penetrační testy jsou praktickou metodou bezpečnostní analýzy, při které se provádí
kontrolované útoky na síť s cílem odhalit její nedostatky v zabezpečení. Jsou jed-
nou ze součástí celkového bezpečnostního auditu sítě. Opakováním takových testů
lze také ověřit odstranění nalezených nedostatků. Běžný penetrační test obsahuje
databázi útoků, které postupně simuluje a zpravidla bývá zaměřen hlavně na:
• kontrolu otevřených portů
• zranitelnost důležitých služeb v síti (DNS, WWW, FTP, NGS a další)
• zranitelnost firewallů a aktivních prvků sítě
• kontrolu zabezpečení mezi jednotlivými zónami sítě
• zranitelnost vůči útokům DoS a DDoS [7]
Tyto simulované útoky můžou probíhat z vnitřku sítě - napodobují situaci, kdy
útočník získal kontrolu nad počítačem v síti a nebo dokonce situaci, kdy je útočník
fyzicky přítomen a připojí svůj počítač do interní sítě. Specifickým případem první
situace je tzv. „sociální inženýrství“ , kdy útočník zneužije důvěřivost nebo nezna-
lost uživatele a podstrčí mu škodlivý kód, kterého provedením získá kontrolu nad
počítačem uživatele.
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Rozlišujeme tři hlavní druhy penetračních testů. Prvním je tzv. test černé skřínky
(black box testing), při kterém nepředpokládáme žádné znalosti o testované in-
frastruktuře. Tento test využívá externí popisy a specifikace softwaru. Protikladem
je test bílé skřínky (white box testing). Při tomto typu testování jsme obeznámeni
se specifikacemi systému. Na rozdíl od testu černé skřínky neprověřuje funkčnost sy-
tému, ale správnost vnitřní struktury systému. Posledním typem testů je test šedé
skřínky (grey box testing). Podle definice poskytuje jenom částečné informace o sys-
tému. Jsou nimi nejčastěji informace, ke kterým má přístup i běžný uživatel sítě,
například některé IP adresy, hostname, či možnost vzdáleného přístupu. [7]
Penetrační testy se dělí do třech fází:
1. Fáze před útokem - Tester nebo-li útočník zkoumá cílovou síť. Skládá se z pa-
sivního a aktivního průzkumu sítě, pasivní do sítě nezasahuje a je tedy nede-
tekovatelný.
2. Fáze samotného útoku - Představuje samotné napadení sítě. Rozdílem mezi
penetračním testem a skutečným útokem je to, že reálnému útočník si vystačí
s jedinou bezpečnostní dírou, při penetračním testu se hledají všechny.
3. Fáze po útoku - Je opět rozdílná u penetračního testu a v reálné situaci. Při
testu máme snahu navrátit systém do výchozího stavu, zatímco skutečného
útočníka zajímá nanejvýš jenom zahlazení stop po jeho útoku.
Protože mají penetrační testy pouze diagnostickou funkci, po jejich provedení
musí zákonitě následovat druhá fáze, a to odstranění nalezených nedostatků, napří-
klad pomocí dříve zmíněných metod.
1.7.1 Nástroje pro penetrační testování - nástroj NMAP
NMAP Security Scanner je volně dostupný software s otevřeným kódem sloužící
k mapování sítě. Informace získává čistě z IP paketů a určuje z nich dostupné hosty,
služby, které tyto hosty poskytují, operační systémy běžící na těchto hostech, ote-
vřené porty či použité firewally a filtry paketů. Na rozdíl od ostatních skenerů, které
pouze odesílají pakety v určitém časovém intervalu, NMAP počítá s proměnlivým
prostředím (kolísání latence, zahlcením sítě, atd.) během skenování. Zjednodušené
schéma vnitřních složek skenerů je na obr. 1.8
Skenování můžeme provádět centrálně pro celou síť, nebo jednotlivě pro každou
subdoménu či virtuální síť. Obě metody mají své výhody i nevýhody. Centrálně
kontrolované skenování přehledné, lehko udržovatelné, ale na druhou stranu pomalé
a jednotlivé skeny musí být zařazovány do fronty. U decentralizovaného skenování
můžou manažery spouštět skeny podle potřeby, ale často vzniká problém se spravo-














Obr. 1.8: Architektura skenerů.
Použití nástroje NMAP Základní syntaxe:
nmap <typ skenování > ... <volby > <specifikace cíle >
Některé typy skenování: -sA (ACK scan), -sN (Null Scan), -sS (SYN scan), -sT
(TCP connect scan), -sW (Windows scan), -sX (XMAS scan).
Pomocí voleb můžeme upravovat zejména formát výstupu NMAPu, například -oN,
-oX, -oG pro výstup v režimech Normal, XML, Greppable. [8]
1.8 Sestavení paketového firewallu
Jako typ firewallu byl zvolen tzv. paranoidní firewall, tj. výchozí politiky byli nasta-
veny u řetězců INPUT a FORWARD na DROP (vstupní a průchozí provoz zakázán)
a u řetězce OUTPUT na ACCEPT (odchozí provoz je považován za bezpečný.)
Některým typům útoků nám umožňuje předcházet již samotné jádro systému
Linux bez použití jakéhokoliv firewallu. Tato nastavení jsou soustředěna v systémové
složce /proc/sys/net/ipv4 pro protokol IPv4. Proto byla mým prvním krokem
editace těchto souborů. Konkrétní nastavení i s doplňujícími komentáři obsahuje
skript v příloze A.
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Následně byla sestavena samotná sada pravidel pro iptables pro splnění těchto
podmínek:
• Povolen provoz z lokální sítě a místní smyčky.
• Povolen provoz z existujících vyžádaných spojení.
• Stanicím v místní síti budou povoleny DNS dotazy na jakékoliv DNS servery.
• Povoleno provozování SSH, HTTP a FTP serveru.
• Omezení skenování portů, ICMP požadavků a SYN paketů.
• Základní anti-spoofing ochrana.
Pro ochranu vůči skenování portů byla nastavena hodnota v souboru
/proc/sys/net/ipv4/icmp_echo_ignore_all na 0 čím je zakázáno odesílání od-
povědí na ICMP ECHO požadavky a následně vytvořeny iptables pravidlá které
blokujou pakety se špatně nastavenými TCP flagy. Konkrétně je omezen průchod
paketů s flagem RST (reset) a úplně blokovány pakety pakety se všemi nebo žádnými
flagy.
Proti útokům typu SYN flooding bylo povoleno odesílání tzv. SYN cookies. Po-
užití SYN cookies umožňuje snížit počet zahozených žádostí o spojení po naplnění
fronty připravovaných spojení. Nenastává tak problém se zahlcením žádostmi, pro-
tože je systém přestane ukládat. Kromě toho bylo vytvořeno pravidlo, které pro-
pouští jenom omezený počet SYN paketů za určitý čas. Obdobný postup byl i v pří-
padě protokolu ICMP, úplné blokování by nebylo vhodné, znemožnili by jsme tím
funkci příkazu ping.
Proti spoofování adres ve vnitřní síti byl povolen rp_filter, který kontroluje
jestli zdrojová adresa odpovídá síťovému rozhraní, ze kterého paket přichází a pakety
propouští jenom v případě shody. Na spoofování adres mimo lokální sítě však nemá
vliv.
Zapnutí volby secure_redirects pomáhá proti MITM útokům, systém bude
přijímat ICMP přesměrování jenom ze stanic v seznamu výchozích bran. V případě
takovýchto požadavků od útočníka z neznámé stanice na ně server nebude vůbec
reagovat.
Dále bylo pro každé rozhraní vytvořeno pravidlo, které zahodí pakety nepatřící
žádnému ze známých spojení a pravidlo, které zahodí pakety přicházející na vnější
rozhraní, ale nejsou mu určeny.
Nakonec byl povolen provoz ze všech známých existujících spojení a provoz smě-
rem ven z vnitřní sítě.
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Na simulaci některých síťových útoků byl použit nástroj hping, který umožňuje
posílat po síti téměř libovolný tok paketů specifikovaný vstupními parametry.
Test ochrany proti síťovému útoku typu SYN flood :
hping --faster -S 192.168.56.101
HPING 192.168.56.101 (vboxnet0 192.168.56.101): S~set , 40 headers + 0 data bytes
--- 192.168.56.101 hping statistic ---
6803864 packets tramitted , 0 packets received , 100% packet loss
round -trip min/avg/max = 0.0/0.0/0.0 ms
Odpovídající záznam z výpisu statistik iptables:
pkts bytes target prot opt in out source destination
1143 45720 ACCEPT tcp -- any any anywhere anywhere tcp flags:FIN ,SYN ,
RST ,ACK/SYN limit: avg 5/sec burst 5
8416K 337M DROP tcp -- any any anywhere anywhere tcp flags:FIN ,SYN ,
RST ,ACK/SYN
Obdobným způsobem byl proveden test ICMP floodingu.
hping --faster -C echo -request 192.168.56.101
HPING 192.168.56.101 (vboxnet0 192.168.56.101): icmp mode set , 28 headers + 0 data
bytes
--- 192.168.56.101 hping statistic ---
3756242 packets tramitted , 0 packets received , 100% packet loss
round -trip min/avg/max = 0.0/0.0/0.0 ms
Odpovídající záznam z výpisu statistik iptables:
pkts bytes target prot opt in out source destination
5329K 149M DROP all -- any any anywhere anywhere state INVALID
Stav paketů byl vyhodnocen jako INVALID protože přijímané ICMP pakety
nepatřili k žádnému ze známých spojení.
Vytvořený firewall poskytuje pouze základní ochranu proti bezpečnostním rizi-
kům a je vhodný spíše pro menší lokální sítě s jednoduchou topologií.
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1.9 Identifikace protokolu použitím l7-filtru
Když chceme v síti filtrovat provoz pro určitou specifickou službu, běžně postupu-
jeme tak, že jako shodu použijeme příslušný port. Například pro zablokování HTTP
provozu by jsme filtrovali TCP pakety se zdrojovým nebo cílovým portem 80, který
je standardním HTTP portem. Server ovšem může být nastaven aby používal port
jiný, takže filtr nebude mít žádný efekt. Některé služby (zejména pro přenos v P2P
sítích) dokonce nemají standardní port a nebo můžou používat standardní porty
jiných služeb.
V těchto případech je nutné použít jinou metodu filtrace, takovou, která nezá-
visí na použitém protokolu/portu transportní vrstvy. Jedním z takových nástrojů
je i l7-filter, který se řídí daty přečtenými ze záhlaví IP paketů. Podporuje
velké množství protokolů, ale jeho nevýhodou je poměrně velká náročnost na systé-
mové prostředky, proto se hodí zejména pro použití v sítích s menším tokem dat.
[2, str. 133]
Hlavními částmi, ze kterých se l7-filter skládá jsou kernel patch, patch pro
iptables a sada definicí Layer7 protokolů.
Protože linuxové jádro v základu neobsahuje podporu pro filtrování provozu dle
sedmé vrstvy, je nutné přistoupit ke kompilaci jádra s aplikovanými příslušnými
úpravami. Verze programů, použitých v následujícím postupu jsou:
• linux kernel 2.6.32.40
• iptables 1.4.10
• l7-filter 2.22
Pro zprovoznění l7-filtru byl postup následovný:
Připravíme si všechny potřebné zdrojové soubory.
mkdir ~/src
cd ~/src
wget http :// www.kernel.org/pub/linux/kernel/v2.6/ longterm/v2 .6.32/ linux -2.6.32.40.
tar.bz2
wget http :// www.netfilter.org/projects/iptables/files/iptables -1.4.10. tar.bz2
wget http :// download.clearfoundation.com/l7-filter/netfilter -layer7 -v2.22. tar.gz
wget http :// download.clearfoundation.com/l7-filter/l7-protocols -2009 -05 -28. tar.gz
for i in *.bz2; do tar -jxf $i; done
for i in *.gz; do tar -zxf $i; done
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Na kernel aplikujeme patch pro zpřístupnění l7-filteringu. Podporu zapneme
v nastavení kernelu.
cd linux -2.6.32.40
patch -p1 < ../ netfilter -layer7 -v2.22/ kernel -2.6.25 -2.6.28 - layer7 -2.22. patch
make menuconfig
Pozn.: Příslušná volba se nachází v menu Networking Options --> Core Netfilter
Configuration --> layer7 match support





Po spuštění systému s novým jádrem nakonfigurujeme balíček iptables.
cd ~/src/iptables -1.4.10/ extensions/
cp ../../ netfilter -layer7 -v2.22/ iptables -1.4.3 forward -for -kernel -2.6.20 forward/
libxt_layer7 .* .
cd ..
./ configure --with -ksource =~/src/linux -2.6.32.40
make
sudo make install
Nainstalujeme databázi layer7 protokolů.
cd ~/src/l7-protocols -2009 -05 -28
sudo make install
Nakonec můžeme funkčnost layer7 modulu ověřit následujícím příkazem:
/usr/local/sbin/iptables -m layer7 -h
1.9.1 Detekce uživatelů v P2P sítích
Nyní, když systém podporuje filtrování podle sedmé vrstvy, je možné přistoupit
k vytvoření pravidel pro detekci P2P provozu. Byly zvoleny sítě BitTorrent, eDonkey
a Gnutella, protože patří v současnosti k nejrozšířenějším a l7-filter obsahuje
podporu pro každou z nich.
Pravidla mají stejnou podobu jako běžná iptables pravidla, je ovšem nutné
použít modul layer7, a to následujícím způsobem
iptables <specifikace tabulky a řetězce > -m layer7 --l7proto <protokol > -j <akce >
kde parametr --l7proto specifikuje požadovaný protokol. Všechny podporované
protokoly se nacházejí zpravidla ve složce /etc/l7-protocols.
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V iptables byl v tomhle případě zvolen řetězec POSTROUTING tabulky man-
gle, protože ním prochází úplně všechny pakety.
Provoz zachycený použitými pravidly je možné i blokovat, není to však nejrozum-
nější řešení, l7-filter totiž není dokonalý, mohlo by dojít i k blokování legitimního
provozu (tzv. false positives) a tím k omezení některých služeb. Na druhé straně
může filtr nezachytit (jeden protokol se může jevit jako protokol jiný). Důvodů je
ale více, například některé programy můžou na blokaci reagovat různými nechtě-
nými způsoby, jako jsou rychlé změny používaných portů (port hopping), přepínání
mezi protokoly TCP a UDP, použití šifrování, otevírání nového spojení pro kaž-
dou prováděnou operaci a podobně. Také použité šablony l7-filtru nebyli navržené
pro blokování provozu, například šablony pro P2P sítě nejsou zaměřeny na provoz
jiný jako ve směru downlink. Nejpodstatnější je ale fakt, že l7-filter neposkytuje
dostatečné zabezpečení a je ho možno jednodušeji obejít. Výhodnější možností je
jenom „označení“ detekovaných paketů, a následně jejich tok omezit využitím QoS,
konkrétně například nástrojem tc (traffic control). [9]
Ve mém skriptu (příloha B) jsou v cyklu vytvářena obdobná nastavení pro
všechny tři P2P sítě. Jsou upravena nastavení systémového logovacího démona
rsyslog a logovacích pravidel iptables tak, aby byly záznamy P2P provozu od-
děleny od jiných systémových hlášení do samostatných souborů a záznam byl tak
přehlednější. Zároveň je omezen počet zaznamenávaných paketů za minutu, aby ne-
docházelo k zahlcení záznamů velkým množstvím paketů. Dále je každý detekovaný
paket označen číslem 2 (může být libovolné celé číslo), takto označené pakety pak
mohou být zpracovány programem pro QoS.
Pro ověření funkčnosti byl na testovací stanici v lokální síti za serverem spuš-
těn provoz ve všech třech P2P sítích. Byly sledovány záznamy vytvořené démonem
rsyslog i statistiky programu iptables.
Záznam z provozu v síti BitTorrent :
May 19 17:36:12 debianbox kernel: [ 952.915133] bittorrent: IN=eth1 OUT=eth0 SRC
=10.0.2.15 DST =91.149.46.203 LEN=95 TOS=0x00 PREC=0x00 TTL=64 ID=0 DF PROTO=UDP
SPT =54321 DPT =51413 LEN=75
May 19 17:36:22 debianbox kernel: [ 963.277999] bittorrent: IN=eth1 OUT=eth0 SRC
=10.0.2.15 DST =93.212.93.66 LEN =108 TOS=0x00 PREC=0x00 TTL=64 ID =46967 DF PROTO
=TCP SPT =54745 DPT =54321 WINDOW =5840 RES=0x00 ACK PSH URGP=0
May 19 17:36:31 debianbox kernel: [ 972.792313] bittorrent: IN=eth1 OUT=eth0 SRC
=10.0.2.15 DST =84.119.16.143 LEN =108 TOS=0x00 PREC=0x00 TTL=64 ID =36523 DF
PROTO=TCP SPT =38200 DPT =51413 WINDOW =5840 RES=0x00 ACK PSH URGP=0
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Záznam z provozu v síti eDonkey :
May 19 18:11:22 debianbox kernel: [ 1365.558239] edonkey: IN=eth1 OUT=eth0 SRC
=10.0.2.15 DST =187.65.195.47 LEN=30 TOS=0x00 PREC=0x00 TTL=64 ID=0 DF PROTO=UDP
SPT =4672 DPT =6981 LEN=10
May 19 18:13:03 debianbox kernel: [ 1466.004671] edonkey: IN=eth1 OUT=eth0 SRC
=10.0.2.15 DST =212.76.57.115 LEN =153 TOS=0x00 PREC=0x00 TTL=64 ID =32464 DF
PROTO=TCP SPT =47803 DPT =15000 WINDOW =5840 RES=0x00 ACK PSH URGP=0
May 19 18:13:09 debianbox kernel: [ 1472.001298] edonkey: IN=eth1 OUT=eth0 SRC
=10.0.2.15 DST =212.76.57.115 LEN =153 TOS=0x00 PREC=0x00 TTL=64 ID =32465 DF
PROTO=TCP SPT =47803 DPT =15000 WINDOW =5840 RES=0x00 ACK PSH URGP=0
Záznam z provozu v síti Gnutella:
May 19 20:20:04 debianbox kernel: [ 9086.854634] gnutella: IN= OUT=eth0 SRC
=10.0.2.15 DST =184.56.232.22 LEN =551 TOS=0x00 PREC=0x00 TTL=64 ID =64556 DF
PROTO=TCP SPT =38009 DPT =7368 WINDOW =5840 RES=0x00 ACK PSH URGP=0
May 19 20:20:04 debianbox kernel: [ 9087.104048] gnutella: IN= OUT=eth0 SRC
=10.0.2.15 DST =184.56.232.22 LEN=40 TOS=0x00 PREC=0x00 TTL=64 ID =64557 DF PROTO
=TCP SPT =38009 DPT =7368 WINDOW =5840 RES=0x00 ACK FIN URGP=0
May 19 20:20:04 debianbox kernel: [ 9087.140830] gnutella: IN= OUT=eth0 SRC
=10.0.2.15 DST =142.68.90.157 LEN=40 TOS=0x00 PREC=0x00 TTL=64 ID =32881 DF PROTO
=TCP SPT =41922 DPT =2364 WINDOW =6432 RES=0x00 ACK FIN URGP=0
Vidíme, že detekce pomocí l7-filtru je účinná, pakety byly identifikovány i když
P2P protokoly používají náhodné porty (v záznamech údaje SPT – zdrojový port a
DPT – cílový port). Informaci o protokolu l7-filter získává ze záhlaví IP paketu,
konkrétně pole „Protokol vyšší vrstvy“ (obr. 1.7).
Používá k tomu regulární výrazy, například ten pro identifikaci protokolu
BitTorrent má tvar
^(\ x13bittorrent protocol|azver\x01$|get /scrape \? info_hash=get /announce \?
info_hash =|get /client/bitcomet /|GET /data\?fid=)|d1:ad2:id20 :|\x08 ’7P\)[RP]
a jsou uloženy v příslušných souborech /etc/l7-protocols/*.pat.
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2 ZÁVĚR
V této práci jsem se zabýval teoretickým rozborem filtrace síťového provozu a za-
bezpečení sítě v prostředí operačního systému Linux. Po nastudování této proble-
matiky jsem přistoupil k praktickému ověření možností nástrojů netfilter a jeho
nadstavby l7-filter.
Mým prvním úkolem bylo vytvořit sadu pravidel pro zabezpečení menší lokální
sítě. Využil jsem k tomu možnosti samotného jádra systému Linux (konkrétně fi-
lesystému /proc/sys/net/ipv4) a samozřejmě nástroje netfilter. Pravidla jsem
sestavil úspěšně, po jejích zavedení nedošlo k omezení legitimních služeb. Zabezpe-
čení tohoto firewallu jsem vyhodnotil simulací některých typů útoků a sledováním
statistik z iptables. Bohužel jsem ale neměl prostředky k simulaci všech potřeb-
ných typů útoků. Firewall samozřejmě nebyl neproniknutelný, volil jsem kompromis
mezi zabezpečením a neomezováním uživatelů v lokální síti.
Druhým úkolem byla identifikace uživatelů v P2P sítích. Přidání podpory
l7-filteringu do jádra proběhlo správně a tak jsem mohl přistoupit k vytvoření samot-
ného detekčního systému. Jeho správnou funkci jsem opět ověřoval na probíhajícím
P2P provozu na stanici umístěné za serverem v lokální síti. Analýzou záznamů jsem
dospěl k závěru, že l7-filter je efektivním prostředkem k detekci provozu vytvá-
řeného specifickými aplikacemi bez ohledu na použité síťové porty. Je to užitečný
nástroj zejména v kombinaci s použitím systému QoS v OS Linux.
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A SKRIPT PRO SESTAVENÍ FIREWALLU
#!/bin/bash
### Použité proměnné ###
WAN_IF="eth0" # Rozhraní vnější sítě
LAN_IF="eth1" # Rozhraní lokální sítě
WAN_IP=‘ifconfig $WAN_IF | grep "inet addr" | awk {’ print $2 ’} | cut -c6 -‘
LAN_IP=‘ifconfig $LAN_IF | grep "inet addr" | awk {’ print $2 ’} | cut -c6 -‘
IPT="/sbin/iptables"
### Nastavení /proc/sys/net/ipv4 ###
# Povolení forwardowání
echo 1 > /proc/sys/net/ipv4/ip_forward
# Ochrana vůči Ping scanningu - nepřijímat ICMP echo požadavky
echo 1 > /proc/sys/net/ipv4/icmp_echo_ignore_broadcasts
echo 1 > /proc/sys/net/ipv4/icmp_echo_ignore_all
# Neodesílat a nepřijímat ICMP redircty
echo 0 > /proc/sys/net/ipv4/conf/all/send_redirects
echo 0 > /proc/sys/net/ipv4/conf/all/accept_redirects
# Povolení TCP SYN cookies
echo 1 > /proc/sys/net/ipv4/tcp_syncookies
# Ochrana proti IP spoofingu
echo 1 > /proc/sys/net/ipv4/conf/all/rp_filter
# Ochrana proti útokům MITM
echo 1 > /proc/sys/net/ipv4/conf/all/secure_redirects
# Zaznamenávání nemožných adres
echo 1 > /proc/sys/net/ipv4/conf/all/log_martians
# Ignorování chybových odpovědí z broadcastu
echo 1 > /proc/sys/net/ipv4/icmp_ignore_bogus_error_responses
### Nastavení IPTABLES ###
### Výchozí politiky
$IPT -P INPUT DROP
$IPT -P FORWARD DROP
$IPT -P OUTPUT ACCEPT





$IPT -F -t nat
### Řetězec INPUT
# Povolit přenos z rozhraní loopback a lokální sítě
$IPT -A INPUT -i lo -j ACCEPT
$IPT -A INPUT -i $LAN_IF -j ACCEPT
# Povolit pakety z existujících spojení
$IPT -A INPUT -i $WAN_IF -m state --state ESTABLISHED ,RELATED -j ACCEPT
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# Zahodit neplatná příchozí spojení
$IPT -A INPUT -m state --state INVALID -j DROP
# Zabrání zahlcení ICMP pakety ale stále povoluje příkaz ping
$IPT -A INPUT -p icmp --icmp -type echo -request -m limit --limit 1/s --limit -burst 5
-j ACCEPT
$IPT -A INPUT -p icmp --icmp -type echo -request -j DROP
# Pro potřeby provozování SSH , HTTP , FTP serveru , povolí příslušné protokoly
$IPT -A INPUT -p tcp --syn --destination -port 22 -j ACCEPT
$IPT -A INPUT -p tcp --syn --destination -port 80 -j ACCEPT
$IPT -A INPUT -p tcp --syn --destination -port 21 -j ACCEPT
$IPT -A INPUT -p tcp --syn --destination -port 50000:50020 -j ACCEPT
# Zabrání zahlcení SYN pakety
$IPT -A INPUT -p tcp --syn -m limit --limit 5/s -j ACCEPT
$IPT -A INPUT -p tcp --syn -j DROP
# Omezení skenování portů
$IPT -A INPUT -p tcp -i $WAN_IF --tcp -flags SYN ,ACK ,FIN ,RST RST -m limit --limit 5/
s -j ACCEPT
$IPT -A INPUT -p tcp -i $WAN_IF --tcp -flags SYN ,ACK ,FIN ,RST RST -j DROP
$IPT -A INPUT -m state --state NEW -p tcp --tcp -flags ALL ALL -j DROP
$IPT -A INPUT -m state --state NEW -p tcp --tcp -flags ALL NONE -j DROP
# Zahodit pakety , které nejsou určené vnějšímu rozhraní
$IPT -A INPUT -i $WAN_IF ! -d $WAN_IP -j DROP
### Řetězec OUTPUT
# Zahodit neplatné odcházející pakety
$IPT -A OUTPUT -m state --state INVALID -j DROP
### Řetězec FORWARD
# Zahodit neplatné pakety
$IPT -A FORWARD -m state --state INVALID -j DROP
# Povolit spojení z vnitřní sítě směrem von
$IPT -A FORWARD -i $LAN_IF -o $WAN_IF -j ACCEPT
# Povolit pakety , které jsou součástí existujících spojení z vnější sítě do LAN
$IPT -A FORWARD -i $WAN_IF -o $LAN_IF -m state --state ESTABLISHED ,RELATED -j
ACCEPT
# Zabrání zahlcení ICMP pakety ve vnitřní síti
$IPT -A FORWARD -p icmp --icmp -type echo -request -m limit --limit 1/s --limit -burst
5 -j ACCEPT
$IPT -A FORWARD -p icmp --icmp -type echo -request -j DROP
# Anti -spoofing ochrana
$IPT -t nat -A PREROUTING -i $WAN_IF -s $LAN_IP /16 -j DROP
# Povolit DNS požadavky stanicím z lokalní sítě
$IPT -t nat -A POSTROUTING -o $WAN_IF -s $LAN_IP /16 -p udp --dport 53 -j MASQUERADE
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# Odstranění existujících pravidel iptables
$IPTL7 -F
# Cyklus vytvoří pravidla pro každý protokol
for PROT in bittorrent edonkey gnutella
do
# Změna nastavení rsyslog pro záznam do samostatných souborů
echo ":msg , contains , \"$PROT: \" -/var/log/$PROT.log\n& ~" > /etc/rsyslog.d/
$PROT.conf
# Logovací pravidlo s omezením počtu shod za minutu
$IPTL7 -t mangle -A POSTROUTING -m layer7 --l7proto $PROT -m limit --limit 6/
minute -j LOG --log -level 4 --log -prefix "$PROT: "
# Pravidlo pro označení paketů pro QoS
$IPTL7 -t mangle -A POSTROUTING -m layer7 --l7proto $PROT -j MARK --set -mark 2
# Následující řádek použijeme pokud chceme provoz i blokovat
# $IPTL7 -t mangle -A POSTROUTING -m layer7 --l7proto $PROT -j DROP
done
# Aby se změny projevili , je nutný restart logovacího démona rsyslog
/etc/init.d/rsyslog restart
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