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INTRODUCTION 
INTRODUCTION 
La réalisation de nombreux projets informatiques nécessite, vu la 
structure et le volume des informations manipulées, un système évolué 
de gestion de données - SGBD ou SGF (1) -. 
Ce système sera, sauf cas exceptionnels, choisi parmi les 
systèmes existants. Une conséquence non négligeable de ce choix est 
1-adoption implicite du modèle de données et des langages de 
description et de manipulation de données de ce système. or, cette 
adoption implicite n-est pas sans inconvénients dont le moindre n-est 
pas d-hypothéquer toute indépendance entre programmes d-application et 
système de gestion de données. 
Une analyse attentive de ces SGBD/SGF montre cependant,que les 
concepts décrits dans leurs modèles de données sont peu nombreux et se 
retrouvent presque tous dans chacun d-eux; dès lors un modèle de 
données unique pourrait suffire pour décrire n-importe lequel d-entre 
eux. ce modèle de données, a été développé a 1-institut 
d-informatique: ils-agit du modèle d-acc·s (2). Ce modèle, ou une 
vision restreinte de celui-ci, nous permet non seulement de décrire 
des SGBD (CODASYL ou autres) ou des SGF (COBOL par ex.), mais aussi de 
les manipuler grace aux primitives qui lui sont associées. 
Ce mémoire consiste en 1-étude et en la réalisation des moyens 
qui doivent permettre 1-exploitation a-un ensemble de fichiers "COBOL" 
considérés comme une réalisation - limitée aux possibilités de Cobol -
d-un SGBD/SGF ayant pour modèle de données, le modèle d-accès. 
c-est dans le cadre du projet I.D.M.L. (3) qu·est né 1·intérêt 
a·une telle étude : I.D.M.L. vise a mettre a la disposition de ses 
utilisateurs un langage de manipulation de données de haut niveau; 
cela, dans un contexte multi SGBD/SGF. Pour atteindre ce but, I.D.M.L. 
devait ,entre autres, avoir, des données gérêes par les différents 
1, SGBD 
SGF 
2. [ 5] 
Système de Gestion de Bases de Données. 
Système de Gestion de Fichiers. 
J.L. HAINAUT" Le modèle d-accès" 
3. I.D.M.L. : Interactive Data Manipulation Language 
(3) J.L. HAINAUT "IDML: an interface for efficient 
use of Codasyl data bases". 
(8) J,L. HAINAUT "IDML: système d-interaction avec 
des banques de données Codasyl". 
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SGBD/SGF un modèle unique de description: le modèle a-accès; il lui 
fallait aussi disposer de primitives uniques, applicables aux donnèes 
gêrêes par chacun de ces systèmes : les primitives associêes au modèle 
a-accès, regroupêes en interfaces spêcifiques a-abord a un SGBD/SGF, 
ensuite a une B.D. (1), ont êtê adoptêes. 
L-intêrêt de ce mêmoire ne se limite pas au projet I.D.M.L. 
L-aaoption du modèle a-accès comme modèle unique de description de 
donnêes introduit dans tous les cas un degrê supplêmentaire 
a-indêpendance entre progranunes a-application et SGBD/SGF, et permet 
donc de limiter les consêquences a-une êvolution ou a-un remplacement 
de ce dernier. 
Des interfaces a-accès, spêcifiques a une B.D., constituent le 
moyen qui a êtê retenu pour concrêtiser 1-adoption du modèle a-accès 
pour décrire des donnêes gêrées par le SGF Cobol. L-objet de ces 
interfaces sera de traduire les requêtes a-exêcution de primitives 
"modèle a- accès,", êmises par un utilisateur ( I .D.M.L. ou progranune 
a-application), en ordres Cobol. 
Les diffêrences entre deux interfaces ne reflêtant que celles 
existant dans le schéma des B.D. qu-ils gèrent, un moyen facile 
a-obtenir ces interfaces serait de rêaliser un système automatique 
chargé a-adapter les interfaces aux caractêristiques des B.D. qu-ils 
sont appelés a gêrer : ils-agira du système de gênêration automatique 
a-interfaces. 
Afin de permettre cette gênération, il nous a fallu prévoir un 
moyen pour dêcrire de façon formelle une B.D. Cobol : un langage de 
description de donnêes (D.D.L.) adaptê aux exigences du Cobol a donc 
étê conçu. 
Un second objectif, lié a 1-utilisation de 1-interface par le 
système I.D.M.L. a êtê de fournir a celui-ci une description de la 
B.D. adaptée a ses exigences. 
La structure de ce mémoire reflète la démarche qui a été suivie 
pour atteindre les objectifs dêfinis ci-dessus. 
Nous proposons tout a-abord une définition du modèle de données 
Cobol en termes de modèle a-accès (chapitre 1} ; basées sur cette 
définition,les spécifications des interfaces seront précisées dans le 
chapitre 2, tandis que le langage de description de donnêes sera 
dêfini dans le chapitre 3. Le chapitre 4 montrera comment les 
primitives du modèle a-accès peuvent être exprimêes en Cobol. Le 
schêma des ~ases de donnêes Cobol se verra adaptê au schéma de la base 
de donnêes des schêmas I.d.M.L. dans le chapitre 5. Nous introduirons 
ensuite le système de génération et son architecture (chapitre 6). 
Enfin la synthèse et la conclusion du travail font 1-objet du dernier 
chapitre. 
1. B.D. Base de Données. 
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CHAPITRE 1 
CH1'.PtTRE 1 LES MODELES DE DONNEES 
Dans ce pt:'emter. chapttre, nous dêcrivons les modèles de donnèes 
concer.nês dans ce mêmotre. Après un bref rappel des concepts du 
modèle d·accès, nous effectuons la description du modèle de donnêes 
Cobol. Une adaptati.on de quelques dêfinitions, nous pet:'mettt:"a 
a· about i.r. a. une dêf.tni.t ion du modèle d · accès restr.ei.nt aux 
poss i.bi. l i .tês de Cobol. 
1 .l T~ modèle d·accès (1). 
Ce modèle êlabor.ê et mis au point a. 1•institut d·inf.ot:'mati.que se 
veut êtr.e, de par la gênêralitê de ses concepts, un modèle de 
descr.tpti.on de donnêes apte a. dêcrire tout ensemble de donnêes, quel 
que soit le SGBD/SGF qui. les gère. 
Nous dêcr.tvons brièvement ci-dessous les concepts du modèle 
a·accès, r.êpartis en trois ensembles 
les str.uctures de donnêes, 
les mêcani.smes d·accès, 
les primi_tives. 
t.l.l T~s str.uctur.es de donnêes. 
a. T,a base de donnêes (B.D. ) . 
c· est la collection des articles d. un ensemble de ftchi.er.s; 
elle conttent toujours un article particulier (vir.tuel ou non) 
qui. est son point d·entrêe et qui porte le nom de cette base de 
donnêes. 
t. te lecteur. se r.êfêrera pour une description plus 
dêta i. l lee a. ( 5) : J. r.,. HAINAUT - Le modèle d ·accès. 
T,e r.êsumê qui. est fait ici s· inspire largement de celui. 
ecri.t dans (t3) : Y. DELVAUX et J.L. HAINAUT - Système 
por.table de manipulation de bases de donnêes hêtêrogènes. 
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h. T,e fi.chier. 
Un fi.chi.er est une collection dynamique d'articles; un 
arti.cle appartient toujours a un fichier. 
c. T-'e type d' arti.cle. 
tl décrit les propriétés générales des 
appa rt i.ennent a ce type . 
d. r,· i.tem. 
arti.cles qui. 
L'i.tem est un type d'information défini par un ensemble 9e 
valeurs. un i.tem est associé a au moins un type d'article. tl. 
par.te un nom qui. l'identifie parmi les items d'une B.D. 
Un i.tem peut être élémentaire ou décomposable la valeur. 
d'un i.tem élémentaire est atomique du point de vue de sa 
si.gni.fi.cati.on; la valeur d'un item décomposable est une li.ste de 
valeurs si.gnificatives; chacune de ces dernières apparti.ent a un 
i.tem qui. est dit composant de l'item décomposable. Un composant 
peut êtr.e lui.-même décomposable. 
Un i.tem peut être simple ou répétitif: il est dit simple si. 
a chaque article n·est jamais associée plus d'une valeur de cet 
i.tem: il est répétitif dans le cas contraire. 
Un item peut être obligatoire ou facultatif i.l est 
obli.gatoi.re pour un type d'article si a chaque article de ce type 
est associée au moins une valeur de cet item; il est facultatif 
si. i.l est permis de n·associer aucune valeur de cet i.tem a un 
arti.cle de ce type. 
e. r,· arti.cle. 
Uni.té d'information enregistrée, il peut faire l'objet d'une 
demande d'accès, de création, de modification ou de suppressi.on. 
Tous les articles sont distincts et chacun appartient a un seul 
type d'article. 
f. La valeur d'i.tem. 
Donnée manipulable par un progranune, ses propriétés sont 
décri.tes par l'item auquel elle est associée. 
g. Noti.on d'identifiant. 
Un identifiant est un item (ou une liste d'items) d'un type 
d'arti.cl~ tel qu'il n·existe pas, dans le référentiel précisé (ex 
: B.D. ou fichier), plus d'un article qui soit associé a une même 
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valeur de cet item (ou des items de cette liste). 
h. Clé d·accés. 
une clé d"accés est un item (ou une liste d"items) d"un type 
d"article tel qu·i1 existe un mécanisme qui permette d·accéder 
successivement aux articles auxquels est associée une valeur 
déterminée de cette clé. 
Une clé d·accès peut être identifiante ou non. 
Une clé d"accès est caractérisée par le référentiel dans 
lequel elle porte ses effets (ex: fichier, B.D. ). 
i. Le chemin d·accès. 
Le chemin d·accès est un mécanisme qui assoèie un article 
dit origine a o ,1 ou plusieurs articles dits cibles, d"une 
manière telle qu·il soit possible, a partir de son article 
origine, d"accéder successivement aux différents articles cibles 
ainsi associés. 
j. Type de chemin d·accès. 
Tout chemin appartient a un et un seul type qui en qéfinit 
les propriétés générales. Un type de chemin est caractérisé par 
les types d"article auxquels doivent appartenir d"une part, les 
articles origines et d"autres part, les articles cibles de ses 
chemins. 
k. w·article système. 
Toute base de données contient un et un seul article d·un 
type particulier qui porte le nom SYSTEME. 
cet article constitue un point d" ,entrée privilégié dans la 
base de données; il peut être origine de chemin d"accès. 
1. Chemin d·accès implicite. 
certains systèmes offrent des primitives d·accès séquentiel 
a des articles, alors qu·aucun chemin d·accès n·a été déclaré 
pour ces derniers; tel serait le cas de 1·accès : 
1. B.D. 
a tous les articles de la B.D. (1), 
a tous les articles d"un type dans la B.D., 
a tous les articles d"un fichier, 
base de données 
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a tous les articles d'un type dans un fichier. 
On peut décrire ces possibilités sous forme d'un chemin d'accès 
(implicite) ayant pour origine 1·article SYSTEME. 
m. Ordre des arti.cles cibles d'un chemin d'accès. 
r,· accès aux articles cibles offert par le mécanisme du 
chemin d · accès étant de nature essentiellement séquent i.e l le 
(accès aux cibles successives), il convient, dans certains cas, 
de pouvoir spéc.ifi.er une règle qui définit 1· ordre des articles 
cibles dans la séquence d'un chemin. 
Quatre classes d'ordre peuvent être envisagées 
quelconque, 
lié au moment de 
anti.chr.onologi.que, 
l'insertion chronolog.ique ou 
trié selon les valeurs d'une clé de tri 
dêcr.oissantes), 
croissantes ou 
dynamique : laissé a l'initiative de 1·utilisateur. 
l. l. i T,es mécanismes d ·accès. 
r,·accès est pour un programme la mise a disposition d·un 
objet de la base de données. cette opération n·est possible qu·a 
travers les mécanismes d'accès que voici: 
1.·accès a une base de données 
1.·accès a un fi.chier 
1.·accès aux articles d'une base de données, d'un fichier ou 
d'un type déterminé 
1·accès aux valeurs d'item d'un article 
1.·accès aux articles auxquels est associée une valeur 
déterminée a·un item (clé a·accès) 
1·accès a des articles a partir d'un article (chemin a·accès 
inter-article). 
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1.1.3 Les primitives. 
Elles correspondent aux opérations êlêmentaires qu-il est 
possible d·effectuer sur les objets d·une base de donnêes. Trois 
classes de primitives peuvent être distinguêes : 
les primitives d·accès qui mettent en oeuvre les mécanismes 
d·accès 
les primitives de modification qui font êvoluer 1·êtat de la 
base de donnêes 
les primitives de contrôle d·environnement qui permettent la 
crêation de super-primitives, 1·êtablissement de points de 
reprise et la maitrise de la sêcuritê et de la concurrence. 
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1.2 Le modèle de donnêes Cobol. 
Cobol est un langage de prograrmnation se voulant adaptê aux 
applications de type administratif. 
Parce qu•i1 est un des langages le plus pratiqué, Cobol se voit 
pêriodiquement remis a jour. c·est sur la norme publiêe en 1974 que se 
base la description du modèle de donnêes Cobol prêsentêe ci-dessous. 
Les interprêtations de la norme, faites par les rêalisateurs de 
compilateur (ou les restrictions qu•ils y apportent), ne permettent 
pas de garantir que cette description est universelle; nous la 
tiendrons cependant comme telle dans notre travail. 
La description du modèle de donnêes Cobol 
parties la description des structures de 
mêcanismes d·accès qui leur sont associês. 
1.2.1 Les structures de donnêes. 
a. Les fichiers. 
se compose de deux 
donnêes et celle des 
Suivant la norme Cobol, un fichier est toute collection 
d·enregistrements logiques(= records) susceptible d·être mise a 
la disposition d·un programme. 
A tout fichier est attribuê un nom qui 1·identifie parmi 
tous les fichiers connus du prograrmne et qui le rêfêrencera lors 
de toute opêration le concernant. La portêe de ce nom est 
limitêe au programme; 1·identification d·un fichier parmi tous 
les fichiers d·un système êtant au choix du constructeur, celui-
ci doit fournir un mêcanisme permettant de rêaliser la 
correspondance entre nom-programme et nom-système d·un fichier. 
Cobol reconnait trois types d·organisation de fichiers qui 
se distinguent par le mode d·accès aux articles du fichier 
fichier sêquentiel : les articles sont rangês a la suite 
1·un de 1·autre dans 1·ordre de leur crêation et ne sont 
accessibles que dans cet ordre; 
fichier relatif 
valeur numêrique 
possibles : 
les articles sont identifiês par une 
entière; deux modes d·accès sont 
mode sêquentiel, on accède aux articles dans 1·ordre donnê 
par les valeurs croissantes de la clê; 
mode alêatoire, on accède a un article dont la valeur de clê 
est donnêe. 
fichier sêquentiel-indexê : les articles sont identifiês par 
la valeur d·une clê d·accès constituêe d·un ou de plusieurs 
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items (clê primaire). n-autres clês (secondaires) peuvent 
être dêfinies (identifiantes ou non ) sur le même fichier. 
Les deux modes d-accês sont possibles 
mode sêquentiel: 1-ordre suivant lequel on accède aux 
articles est celui des valeurs croissantes de la clê 
spêcifiêe. 
mode alêatoire on accède a un article sur base de la 
valeur de la clê spêcifiêe. 
p. ~e type d-article. 
Le type d-article dêcrit les propriêtês des articles qui 
appartiennent a ce type. Chaque type d'article possède un nom 
qui l'identifie parmi tous les types d'articles susceptibles 
d'être contenus dans un fichier. Si, dans un prora.mme, deux 
types d'articles ont le même nom, ceux-ci devront être qualifiês 
par le nom du fichier qui les contient. L'identification du type 
de 1·article lu ou êcrit est a charge de 1-utilisateur. A un 
type d-article est toujours associê au moins un item. 
c. L-article. 
A un article est toujours associêe une collection de valeurs 
des items associês a son type d-article. Un article est une 
occurrence d·un type d"article et constitue la cible de tout 
ordre d'accès a des donnêes êmis par un programme. 
d. t•item. 
Un item dêcrit les propriêtês des valeurs d"item qui lui 
appartiennent; il est associê a un type d"article ou a un item 
dêcomposable. Les descriptions des items d"un type d"article se 
prêsentent dans 1·ordre dynastique de la structure de 
dêcomposition. Un item porte un nom qui 1-identifie parmi tous 
ceux ayant la même ascendance dans la structure de dêcomposition. 
un item est toujours obligatoire; il peut être rêpêtitif de 
rêpêtitivitê fixe (non nulle) ou de rêpêtitivitê variable 
limitêe. 
e. La valeur d"item. 
A un item êlêmentaire (non dêcomposable) est associê un 
ensemble de valeurs êlèmentaires (valeurs d"item) dont les 
propriêtês sont indiquêes dans la description de 1•item. 
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1.2.2 Les primitives. 
a. Interface entre SGF' Cobol et programme d'application. 
L'interface entre SGF Cobol et programme d'application est 
rêalisê de deux façons : tout d'abord, par fichier, une zone de 
mêmoire (dêcrite par la clause FD de description de type 
d'article) est accessible au SGF et au programme; elle contiendra 
successivement les articles du fichier qui sont manipulês par le 
programme; ensuite, la dêtection d'êvênements anormaux par le SGF 
est signalêe au programme qui peut en tenir compte de deux façons 
soit dans chaque instruction susceptible de provoquer la 
survenance d'un tel êvênement (ex READ... AT END ou 
WRITE ... INVALID KEY); soit dans une section gênêrique de 
traitement d'erreur (USE ... ). 
h. Connexion et dêconnexion des fichiers. 
OPEN: ouverture d'un fichier 
L'ordre OPEN s·assure de l'existence et de la disponibilitê 
d'un fichier; si tel est le cas, il fixe le pouvoir du programme 
sur le fichier et positionne les organes d'accès au dêbut du 
fichier (sauf EXTEND). Le pouvoir d'un programme sur un fichier 
peut consister en: 
lecture seule (INPUT) 
êcriture seule (OUTPUT ou EXTEND) 
lecture et êcriture (I-0) 
L'ordre OPEN n·effectue aucun accès a un article, mais doit 
être effectuê avant tout accès aux articles d'un fichier. 
Remarques valables pour les fichiers séquentiels 
1·option EXTEND n·existe que sur ces fichiers; elle permet 
l'ajoat d'articles après ceux existant dèja dans le fichier; 
1.·option OUTPUT supprime tous les enregistrements existants; 
1·option I-0 n·est possible que si le fichier se trouve sur 
support adress~le. 
CLOSE: fermeture d'un fichier 
L'ordre CLOSE Ote a un programme tout pouvoir a un fichier; 
apr~s un ordre CLOSE, seule 1·exécution d'un ordre OPEN rendra ce 
fichier de nouveau accessible au programme. 
N.B. La norme Cobol ne spécifie pas qu·un fichier ouvert par un 
programme ne puisse l'être par un autre. Le soin de gérer les 
concurrences est laissé au système d'exploitation, hôte du Cobol. 
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c. Accès aux articles. 
1. Notion de mode a·accês. 
Le mode a·accês définit 1-ordre dans lequel il sera accêdê 
aux articles a·un fichier. 
Cobol définit trois modes a-accès aux articles des fichiers: 
mode a-accès séquentiel 
a. Ecriture : 
Lors de la création a·un fichier en mode séquentiel, la 
succession des articles doit être la suivante: 
fichier séquentiel : les articles peuvent être 
fournis dans un ordre quelconque; 
fichier séquentiel-indexé : les articles doivent 
etre fournis suivant 1-ordre croissant des 
valeurs de la clê primaire; 
fichier relatif 1-ordre de succession est 
quelconque, mais ils se voient attribuer 
sêquentiellement un numéro a·ordre par le système 
de gestion de fichier; 
b. Lecture. 
La lecture séquentielle des articles se fait dans 
1-ordre suivant : 
fichier séquentiel 1-ordre dans lequel les 
articles sont lus, est 1-ordre de leur écriture; 
fichier relatif: suivant 1-ordre croissant des 
valeurs de clé; 
fichier 
croissant 
lecture; 
séquentiel-indexé suivant 1-ordre 
des valeurs de la clê utilisée pour la 
mode a·accês aléatoire 
Dans toute opération en mode a-accès aléatoire, la 
valeur de la clê a-accès identifie 1-article a traiter. 
ce mode n-a aucun sens pour 
séquentiels et est donc interdit. 
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les fichiers 
- mode a-accès dynamique : 
Ce mode est la conjonction 
precêdents. I~ ne a-applique 
des deux modes 
qu-aux fi.chi.ers 
sêquentiels-indexês et relatifs. 
remarque : le tableau 1.2.2.1 (cfr. infra) rêsume les 
possibili.tês a-opêrations offertes par Cobol sur chacun des 
fi.chi.ers en fonction du mode a-accès et du type a-ouverture 
r.èali.sèe. 
TABLEAU RECAPITULATIF 
Ce tableau montre les fichiers sur lesquels les opèr.ati.ons 
a-accès sont exêcutables, en fonction du mode a-·accês et du type 
a-ouverture. 
tableau 1. 2 . 2 . 1 
+ 
Instructions Open status 
Cobol IN OUT I-0 EXT 
+---+---+ + 
A 1 1 READ (NEXT) * 1 SRI SRt 1 
C 1 5 1 WRITE 1 SRI 5 1 
C 1 E 1 REWRITE 1 SRt 1 
E 1 Q 1 DELETE 1 SRt 1 
5 1 1 START * 1 RI RI 1 
+ 
M R READ * 1 RI RI 
0 A WRITE * 1 RI RI 
D N REWRITE * 1 RI RI 
E D DELETE * 1 RI 
+---+ +-----+ 
( 1) 
organisations 5 sêquentielle 
R relative 
I sèquentielle-indexèe 
( 1) I-0 seulement pour fichiers sur support adressable 
* : si. access mode dynamic 
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2. Lecture d·un article : READ 
t·ordre READ a pour effet de vêrifier 1·existence puis 
de fournir au programme les valeurs d·item d·un article du 
fichier. 
a. Lecture sêquentielle. 
L·ordre de lecture sêquentiel est celui dêfini dans le 
mode d·accès sêquentiel (cfr. ci-dessus). Lorsqu·un ordre 
READ est lancê, après la lecture du dernier article du 
fichier, le système de gestion des fichiers Cobol retourne 
au programme une valeur le signifiant (AT END ou FILE 
STATUS). 
b. Lecture alêatoire. 
t·article lu sera celui dont la valeur de clê est êgale 
a celle fournie par le programme au système de gestion de 
fichier. Si aucun article ne peut être trouvê, une valeur le 
signalant sera retournêe au programme. 
3. Ecriture d·un article WRITE. 
t·ordre WRITE êcrit un article dans un fichier. 
a. Ecriture sêquentielle : suivant 1·ordre dêfini dans le 
mode d·accès sêquentiel. 
b. Ecriture alêatoire : la valeur de la clê doit avoir êtê 
connnuniquêe au SGF avant 1·êcriture. 
fichiers relatifs une tentative d·êcriture d·un 
article dont la valeur de clê est dêja attribuêe a un 
article existant se soldera par le retour d·une valeur 
indiquant ce cas; aucune êcriture ne sera faite; 
fichiers sêquentiels-indexês : même chose que pour les 
fichiers relatifs, mais seulement pour la clê primaire 
du fichier (identifiante); 
4. Remplacement d·un article REWRITE. 
a. Accès sêquentiel: 
1·article fourni ira remplacer dans le fichier le 
dernier article lu. 
b. Accès alêatoire: 
une valeur de la clê d·accês (primaire pour les 
fichiers sêquentiels-indexês) doit être fournie au 
système de gestion de fichier par le programme. Une 
tentative de remplacement d·un article non existant 
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dans le fichier (si 
identifie aucun) 
la 
se 
remplacement n·aura lieu. 
valeur 
verra 
5. Suppression d·un article : DELETE. 
de clê fournie 
signalêe et 
cet ordre effectue la suppression logique d·un article d·un 
fichier; il devient inaccessible pour toute opêration 
ultêrieure. 
Les règles d-identification d·un article sont 
identiques a celles de 1·ordre REWRITE. 
6. Positionnement d·un fichier en lecture sêquentielle : START. 
L·ordre START permet de vêrifier 1·existence d·un 
article (dans un fichier relatif, dans un sêquentiel-indexê} 
dont la valeur de clê vêrifie une des conditions suivantes 
clê-article-fichier valeur clê fournie par programme 
clê-article-fichier > valeur clê fournie par programme 
clê-article-fichier not < valeur clê fournie par programme 
Si au moins un article satisfaisant la condition existe 
et si un ordre READ sêquentiel est exêcutê immêdiatement 
après le START, le READ fournit cet article; si plusieurs 
articles existent, 1·ordre READ fournit le premier de ceux-
ci, dans 1 · ordre de la crêation. Si aucun article ne 
satisfait la condition, le fait sera signalê au programme 
par le retour d·une valeur significative. 
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1.3 Définitions complémentaires. 
Dans la description du modèle Cobol que nous venons de faire, 
figurent certains êlêments dont une description différente qui 
n·oterait rien a leur spêcificitê, permettrait une intégration plus 
aisêe dans une approche du type modèle d·accès. 
Inversement, certains êlêments du modèle d"accès n·ont aucun 
èquivalent en Cobol; pourtant 1·extension du modèle Cobol a ces 
èlèments ne diminuerait en rien les possibilitès de Cobol et offrirait 
aux utilisateurs une plus grande souplesse d· utilisation. 
1.3.1 Redéfinition. 
a. Le fichier relatif. 
Il peut être considêrê comme un fichier sur lequel ne peut 
être dêfinie qu·une seule clê d·accès qui doit être numérique et 
identifiante. 
Afin d·uniformiser 1·utilisation des fichiers permettant 
1·accès par clê, nous considèrerons que cette clê d·accès est 
constituée par un item fictif, toujours placê en tête des 
articles des fichiers relatifs. 
b. OPEN des fichiers séquentiels. 
OPEN OUTPUT est équivalent a 1·application des deux primitives 
suivantes : 
1. suppression de tous les articles du fichier 
2. ouverture du fichier pour mise a jour 
tandis qu·oPEN EXTEND ne correspond qu·a la seconde. Si le 
fichier est inexistant, OPEN OUTPUT effectue dans de nombreux 
systèmes la création du fichier; dans le cas de 1·OPEN EXTEND, 
les rêactions des systèmes sont moins unanimes. 
1.3.2 Extensions du modèle Cobol. 
a. La base de données. 
Les structures de données Cobol ne dépassent pas le niveau 
des fichiers; on ne peut donc directement dériver du modèle Cobol 
une structure équivalente. Nous introduisons cependant une 
définition du concept "Base de donnêes" applicable dans le cadre 
du modèle a·accès Cobol : une base de données sera constituée de 
tout ensemble de fichiers pour lesquels un administrateur de B.D. 
aura - pour des raisons d·organisation ou de fonctionnement 
jugê opportun de disposer a·un interface unique qui prendra en 
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charge tous les accès a ces fichiers. 
Un nom et un mot de passe 
1-administrateur de la base de donnèes. 
donnèes ne sera autorisè que si nom 
corrects. 
b. Mècanismes a-accès a la B.D. 
seront attribuès par 
Tout accès a la base de 
et mot de passe sont 
Le concept B.D. n-ètant pas dèfini en Cobol, les mècanismes 
a-accès ne le sont pas davantage. ces mêcanismes seront mis en 
oeuvre par deux primitives supplèmentaires : 
ouverture a-une B.D. 
fermeture a-une B.D. 
c. Accès aux articles a-un type. 
Cobol n-identifie pas le type des articles a-un même fichier 
qui sont lus ou êcrits; charge en est laissêe a 1-utilisateur. 
L-extension des possibilitês de Cobol en cette matière a êtê 
jugêe opportune. Elle nêcessite un moyen de dêfinir pour un type 
a-article 1- (les) item(s) (et sa (ses) valeur(s)) qui 
permet(tent) sa reconnaissance dans les articles lus ou êcrits. 
Deux primitives mettent en oeuvre ce mècanisme a-accès : 
accès sêquentiel aux articles a-un type, 
accès par clê aux articles a-un type. 
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1.4 Le modèle d·accès Cobol. 
Après avoir rappelè les concepts du modèle d·accès (1.1) et 
dèfini le modèle de donnèes Cobol (1.2) en amènageant certaines 
dèfinitions (1.3), nous procèdons ci-dessous a la description du 
modèle d·accès restreint aux possibilitès du Cobol. 
Nous retrouvons les trois classes de concepts : 
les structures de donnèes, 
les mècanismes d·accès, 
les primitives. 
1.4.1 Les structures de donnèes. 
a. Base de donnèes. 
Une base de donnèes possède un nom qui 1-identifie parmi 
toutes les bases de donnèes disponibles. Elle est constituèe d·un 
ensemble de fichiers. 
b. Fichiers. 
Un fichier peut contenir des articles; il possède un nom qui 
1-identifie parmi tous les fichiers accessibles au processus. 
c. Type d·article 
Les types a·article ont un nom qui les identifie parmi tous 
les types d·article de la B.D. 
d. Articles. 
Un article appartient a un type qui en dècrit ses 
propriêtès. Un fichier peut contenir des articles de plusieurs 
types; mais les articles d·un type sont tous contenus dans le 
même fichier. A un article est toujours associêe une collection 
de ses valeurs a- items. 
e. Item. 
t·item est un type a-information dêfini par un ensemble de 
valeurs. 
A un type d·article peut être associê un ou plusieurs items. 
Un item porte un nom qui 1-identifie parmi tous les items de la 
B.D. Un item peut être èlèmentaire ou dêcomposable; il peut être 
simple ou rèpètitif (de rèpêtitivitè non nulle et limitèee); il 
est toujours obligatoire. Un item est dêclarê comme constituant 
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d·un type d"article ou d"un item dêcomposable. Il peut aussi 
être dêclarê comme identifiant de type d"articles. 
f. Valeur d"item. 
A tout article est associêe une collection 
appartenant aux items associes au type de 1·article 
valeurs d"items. L"item dêcrit l~s propriêtês des 
lui appartiennent. 
g. Clê d·accês. 
de valeurs 
ce sont ses 
valeurs qui 
Le rêfêrentiel d"une clê d"accês est toujours un fichier. 
Une clê d·accês est un item associe a tous les types d"article 
qui peuvent appartenir au fichier. La clê doit cependant être 
dêfinie pour les diffêrents types d"articles sur des items 
comparables. Plusieurs clês d·accês peuvent être dêfinies sur un 
fichier; cependant 1·une d"entre elles doit obligatoirement être 
identifiante. 
h. Chemins d"accês implicites. 
L"exploitation de deux types de chemins d"acces implicites 
est possible; ce sont : 
1·accês a tous les articles d"un fichier 
1·accès a tous les articles d"un type dans un fichier 
i. Ordre des articles associès a une clè d"accès. 
Pour les fichiers sur lesquels aucune clê d·accês n·est 
dêfinie, 1·ordre des articles est celui de leur crêation (ordre 
chronologique). 
Pour les autres fichiers, les items qui ont êtê dêclarês 
clès d"accês sont aussi des clês de tri pour 1·accês sêquentiel, 
et 1·ordre dans lequel on accède aux articles est celui des 
valeurs croissantes de la clê de tri considêrêe. 
j. Confidentialitê. 
Il est permis de dêfinir pour la base de donnêes, un mot de 
passe; celui-ci devra être fourni prêalablement a tout accès a la 
B.D. 
1.4.2 Les mêcanismes d"accès. 
Les mêcanismes d·accès du modèle d"acces Cobol sont les 
suivants 
1·accès a une B.D., 
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1·accès a un fichier, 
1·accès aux articles d·un type, 
1·accès aux articles d·un fichier, 
1·accès aux valeurs d"item d"un article, 1·accès aux 
articles auxquels est associèe une valeur dèterminèe d·une 
clè d·accès. 
1.4.3 Les primitives. 
Les primitives que le modèle d"accès Cobol est a 
sont ènumèrèes ci-dessous; leurs spècifications 
dètaillèes au chapitre 2. 
a. Les primitives d"accès. 
a la B.D. : 
ouverture de la B.D. 
fermeture de la B.D. 
aux fichiers : 
ouverture d · un (de tous les) fichier( s) 
fermeture d"un (de tous les) fichier(s) 
aux articles : 
accès sèquentiel aux articles d·un type 
accès par clè aux articles d·un type 
même d"offrir, 
prêcises seront 
accès sêquentiel aux articles d"un fichier 
accès par clè aux articles d·un fichier 
aux valeurs a·item a·un article 
b. Les primitives de modification. 
ayant pour cible un fichier 
suppression de tous les articles d·un fichier 
ayant pour · cible un article 
crêation d·un article 
suppression d"un article 
modification des valeurs d"item d·un article 
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CHAPITRE 2 
CHAPITRE 2 LES INTERFACES 
Avant d'aborder les spécifications détaillées des interfaces, 
nous avons tenu a. définir le contexte dans lequel se sont déroulées 
leur étude et leur réalisation; ceci afin de permettre au lecteur d'en 
percevoir. l'opportunité et d'évaluer les solutions présentées dans le 
cadre de ce mêmoire. 
?..1. T.es interfaces - Leur contexte. 
2.1.1 Définitions. 
Nous introduisons ici deux définitions nécessaires a. la 
compréhension de ce qui suit: 
dans le cadre de ce travail, le mot interface désigne un 
programme, spécifique a. une base de données, chargé de 
rêaliser toutes les requêtes émises par des utilisateurs, 
qui concernent cette base de données. Une requête consiste 
en une demande d · exécution d · une des primitives défi.ni.es 
dans le modèle d'accès. 
un utilisateur 
émettant des 
gère. 
sera, 
requêtes 
pour un interface, tout programme 
concernant la base de données qu'il 
2.1.2 Le contexte: t.D.M.L. (1) et son processeur base de données. 
Le projet I.D.M.L. vise a. offrir a. ses utilisateurs un 
langage de haut niveau lui permettant de manipuler des 
informations contenues dans des bases de données gérées par des 
SGBD/SGF (2) hétérogènes. 
ta machine I.D.M,L. est constituée de plusieurs processeurs; 
parmi ceux-ci, le processeur bases de données chargé 
spécifiquement d'effectuer toute requête concernant une base de 
donnêes. 
l. t.D.M.L. : Interactive Data Manipulation Language 
2, SGBD 
SGF 
Système de Gestion de Bases de Données. 
Système de Gestion de Fichiers. 
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Afin d·uniformiser les requêtes, le modèle d·accès a êtê 
retenu pour dêcrire les bases de donnêes indêpendamment du 
SGBD/SGF qui les gère, et les actions primitives sont celles 
dêfi..ni.es dans ce modèle. 
'REQUETE ( PRIMITIVE MODELE D·Acœs ) 
CONCERNANT LA BD (i) 
+-----------
PROCESSEUR BASES DE 
DONNEES 
+-----------. 
ROUTAGE 
1 interface 1 1 interface 2 1 
+:~~~~~-~1~-----+ 
+----- -------+ +----- __ __ ,. 
+-----------+ 
1 SGBO/SGF 1 1 SGBD/SGF 2 
+-----i-------+ +-----]-
+---- ----+ +--- -----+ 
1 B.D. l 1 B.D. 2 
+---------+ + 
fig. 2 . 1. 2 .1. 
---+ 
interface n 
+----- --+ 
SGBD/SGF n 
1 B.D. n 
TJa figure 2 .1. 2. 1. prêsente une vision schêmat i.que du 
processeur bases de donnêes; le fonctionnement en est le sui.vant: 
une requête est transmise au processeur B.D. A son entrêe, la 
requête est prise en charge par une fonction qui 1· oriente vers 
1·interface chargê de la gestion de la B.D. concernêe par la 
requête. Celui-ci exêcute la requête (primitive modèle d·accès) 
au moyen des ordres du langage de manipulation de donnêes du 
SGBD/SGF gêrant rêellement la B.D. Il est a noter que ces 
SGBD/SGF peuvent être aussi bien identiques que diffêrents. 
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T~ rôle de l'interface est donc de présenter a 1·utilisateur 
(dans ce cas, la machine I.D.M.L.) un modèle de données et un 
langage de manipulation de données uniques, quels que soient les 
SGBD/SGF gérant les bases de données. 
L'étude des interfaces, présentée dans ce chapitre, 
considère que ceux-ci sont autonomes : aucune contrainte n·est 
imposêe sur 1·environnement dans lequel ils sont appelés a être 
utilisés : que 1·on se trouve dans un contexte multi B.D. (cas du 
processeur B.D. d'I.D.M.L.) ou mono B.D., l'interface et son 
utilisation sont inchangés. L'interface, composant du processeur 
B.D., n·est chargê que de la gestion d'une B.D.; c·est au niveau 
de la fonction de routage que 1·existence de plusieurs B.D. est 
connue et assumêe. 
Ces considérations nous amènent a envisager un second cas 
d'utilisation possible d'un interface : celui où la requête lui 
serait transmise directement par 1·utilisateur. 
2.1.3 Les interfaces : contexte général. 
Les interfaces, même hors du contexte du processeur B.D. de 
I.D.M.L., constituent le moyen de matérialiser 1·avantage offert 
par un modèle unique de description des SGBD/SGF tel que le 
modèle d'accès. 
Tout programmeur familiarisé au modèle d'accès, sans 
connaitre les particularités de tel ou tel SGBD/SGF, pourra, s'il 
dispose de la description en termes du modèle d'accès d'une B.D., 
y accêder au travers d'un interface. 
Un avantage de l'utilisation de ces interfaces, conséquence 
de ce qui précède, est l'introduction d'un degré d'indépendance 
supplémentaire entre programmes et données si le SGBD/SGF, 
gêrant effectivement les donnêes change, la mise au point d'un 
interface adaptê au nouveau SGBD/SGF suffira pour garantir la 
continuité des traitements; cela pour autant que les possibilités 
de ce nouveau SGBD/SGF ne soient pas inférieures a celles du 
précèdent. 
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2.2 Spêcification des interfaces. 
Après avoir prêsentê dans un cadre gênêral la genèse des 
interfaces, nous allons en dêfinir les spêcifications. Nous dêcrirons 
les primitives d·accès et de manipulation mises a la disposition des 
utilisateurs. 
Le SGF-cible êtant le Cobol, toutes les primitives ne seront pas 
implêmentêes; cependant nous les dêcrirons toutes et nous signalerons 
celles n·ayant aucun êquivalent en Cobol. 
2.2.1 Utilisation et notions particulières. 
a. Utilisation des interfaces. 
Un interface est invoquê par un appel; un ~pel 
correspond a une demande a·exêcution a·une primitive. Les 
paramètres et zones de transmission a-informations sont 
transmis au moment de 1·appel. 
Nous estimons (sur base des prescriptions de mêthodes 
de structuration de programme·s aussi bien que sur base de 
nos observations) que la sêquence des opêrations sur B.D. 
qu·un module utilisateur adoptera le plus frêquenunent sera: 
ouverture de la B.D. 
ouverture(s) des fichier(s) 
mise a jour/ consultation des fichier(s) 
fermeture des fichier(s) 
fermeture B.D. 
Afin de permettre la standardisation de ces modules, et 
d-êviter toute contrainte sur 1·architecture qui les 
structure (imbrication, simultanê1tê) la possibilitê 
a·ouverture multiple de la B.D. et des fichiers a êtê prêvue 
dans les interfaces. 
b. Notion de rêfêrence a un objet. 
La rêfêrence a un objet est un identifiant associê 
automatiquement par 1-interface a tout objet auquel on a 
accêdê avec succès, et qui permet de le dêsigner lors de 
toute demande ultêrieure le concernant. Les objets 
susceptibles de se voir attribuer une rêfêrence sont les 
bases de donnêes, les fichiers et les articles. 
La rêfêrence B.D. est attribuêe de façon diffêrente des 
autres 1-interface s·attend a recevoir cette rêfêrence 
lors de la première demande a-ouverture de la B.D.; il ne 
1·attribue pas lui-même. cette rêfêrence, qui permet 
a-identifier une B.D. parmi a·autres, ne joue pleinement son 
rôle que dans un contexte multi B.D. 
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c. Durêe de vie a-une rêfêrence a un objet. 
Toute rêfêrence disparait avec le processus durant 
1-exêcution duquel elle a êtê attribuêe. 
Pendant 1-exêcution du processus, 
attribuêe ne le sera pas une seconde fois. 
d. Limitations dans 1-utilisation de la rêfêrence. 
une rêfêrence 
Les possibilitês a-accêder a un objet sur base de sa 
rêfêrence, vont dêpendre du SGBD/SGF-cible et des options 
prises lors de le spêcification de 1-interface. Ainsi, dans 
le cas des interfaces Cobol, la rêfêrence a-un article ne 
permet a-y faire accès que, pour autant qu-aucun autre accès 
n-ait êtê rêalisS aux articles du fichier qui contient cet 
article. Il est a noter qu-une option diffêrente, non 
implêmentêe, permettrait de rêaliser 1-accès par rêfêrence a 
tout moment a un article a-un fichier pour lequel une clê 
a-accès a êtê dêfinie : il suffirait que 1-interface assure 
la gestion a-une table de correspondance entre rêfêrences et 
clês primaires du fichier. 
Une ambiguitê se produit lorsque 1-on procède a des 
suppressions d-article sur base de la rêfêrence d-article: 
1-article supprimê, sa rêfêrence n-en est plus une; si 1-on 
veut accêder a 1-article suivant celui supprimê, . on 
considèrera que la rêfêrence de 1-article supprimê peut 
encore etre utilisêe comme rêfêrence de 1-article prêcêdent. 
cette convention n-est pas neuve et solutionne ce 
problème classique dans a-autres SGBD/SGF; nous n-en 
prendrons comme exemple que celui des SGBD de type CODASYL: 
1-ordre FIND NEXT OF SET" n-aurait aucun sens après la 
suppression de 1-article courant du set, si la même 
convention n-avait étê adoptée. 
e. Notion de code de type a-objets. 
Deux possibilitês de dêsignation ont êtê envisagêes 
soit le nom complet, soit un code. 
Les deux 
interfaces 
possibilitês ont êtê utilisêes dans les 
B.D. et fichiers seront désignês par leur nom 
types a-article, types de chemin, items et clês 
seront par un code. 
tandis que 
d-accès le 
La frêquence d-utilisation de ces désignations explique 
leur choix: B.D. et fichiers sont dêsignês uniquement lors 
de leur ouverture; les autres êlêments sont d-un usage 
beaucoup plus frêquent et la manipulation de leur nom 
complet a êtê jugêe par trop contraignante ( place, 
performance ) aussi un code leur sera attribuê. 
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ce code, peut être soit attribuê automatiquement par le 
système gênêrateur, soit laissê au choix de l'administrateur 
de la base de donnêes, qui disposera dans le D.D.L ( Data 
Description Language), de clauses lui permettant de fixer 
les codes des types d'objet (en Cobol : types d'articles et 
clês d'accès ). Cette possibilitê a êtê laissêe, afin 
d'offrir aux programmes utilisateurs une meilleure 
rêsistance aux modifications de la base de donnêes. En 
effet, si le système attribue lui-même les codes, on peut 
difficilement imaginer le lui voir faire autrement que 
sêquentiellement, vu qu'il ne disposera d'aucun êlêment 
d'information lui permettant d'estimer l'êvolution de la 
B.D. Toute insertion dans la B.D. d'un type d'article (par 
exemple) provoquera donc une modification du code de ceux 
qui le suivent; donc imposera une modification des 
programmes utilisateurs. 
2.2.2 Les paramètres d'appel - leur signification et leur utilisation. 
Les interfaces sont susceptibles de rêaliser de nombreuses 
primitives; encore faut-il que leur soient communiquêes les 
informations nêcessaires a 1·exêcution de celles-ci. c·est de 
ces paramètres que nous entreprenons maintenant la description. 
Nous pouvons distinguer cinq types particuliers de paramètres 
Les paramètres prêcisant l'opêration a effectuer et les 
objets sur lesquels elle s·applique: 
nom gênêrique : Z-CODES. 
Les paramètres permettant le transfert de valeurs 
d'identifiants ou de valeurs d'objets de 1·utilisateur 
vers l'interface : nom gênêrique : Z-IDENT/Z-VALUES. 
Des paramètres particuliers prêvus pour la transmission 
d'une liste de codes d'items: nom gênêrique: Z-ITEMS. 
Des paramètres utilisês pour la transmission des 
valeurs d'items auxquelles un accès a êtê demandê ( de 
l'interface vers 1·utilisateur ) : 
nom gênêrique : Z-RESP. 
Des paramètres qui concernent les chemin d'accès 
nom gênêrique : Z-SETS. 
Nous prêsenterons maintenant chacune de ces classes en ne 
dêtaillant que les paramètres retenus pour les B.D. Cobol. Le 
lecteur trouvera en annexe A, le type et le format prêcis de 
chacun de ces paramètres. 
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1. Z-CODES : cette classe comprend 
COP : code opèration, 
1. B.D. 
un code opèration a ètè atribuè a chaque primitive; lors de 
tout appel, COP doit contenir 1-un de ces codes; si tel 
n-est pas le cas, aucune primitive ne sera exècutèe. Nous 
signalerons, pour chaque primitive, la valeur attribuèe. 
SREF : rèfèrence du schèma (de bases de donnèes), 
cette rèfèrence qui identifie la B.D.(l), est fournie a 
1-interface par 1-utilisateur lors du premier appel 
(ouyerture base da donnèes); SREF devra contenir cette même 
rèfèrence lors de tous les appels successifs, sinon, aucune 
action ne sera faite par 1-interface. cas des ouvertures 
successives lors a-une ouverture B.D., autre que la 
première, SREF sera garni par 1-interface, avec la rèfèrence 
qui lui aura ètè fournie lors de la première ouverture B.D. 
COREC: code de type a-articles, 
COREC doit contenir un code numèrique attribuè a un type 
a-article, lors de la demande a-exècution a-une primitive 
qui requiert parmi ses paramètres, une identification de 
type a-articles. 
RETCODE: code de retour, 
contiendra après 1-exècution a-une requête par 1-interface, 
le diagnostic de cette exècution. La valeur o signifiera 
une exècution normale. Des valeurs diffèrentes de o 
signifieront la dètection a-une anomalie (paramètres 
incorrects, requête impossible a satisfaire .. ). Les valeurs 
attribuèes et leur signification figurent en annexe B. 
PROTECT: code de protection de fichier, 
deux interprêtations de ce paramètre existent 
a. en ouverture de fichier, 
il permet de prêciser la protection (aucune, protêgêe, 
exclusive) dèsirêe par un utilisateur sur un fichier 
lorsqu-il ouvre celui-ci. On associe souvent a cette notion 
de protection, celle a-intention de travail du programme sur 
le fichier (consultation/mise a jour). 
Les valeurs de PROTECT peuvent être dans ce cas 
1 
2 consultation 
3 mise a jour 
4 consultation protègêe 
5 mise a jour protêgèe 
6 consultation exclusive 
7 mise a jour exclusive 
L-interface Cobol ne reconnait que les valeurs 2 et 3. 
base de donnêes. 
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b. en ouverture de la base de donnêes, 
les valeurs reconnues sont 1 et 2 
1 signifie mode d-ouverture normal des fichiers on 
ne peut accêder a aucun article de la B.D. sans avoir 
ouvert le fichier qui le contient. 
2 signifie mode automatique d-ouverture des fichiers; 
les accès a des articles sont permis sans ouverture 
prêalable du fichier. cette possibilitê permet des 
accès rapides occasionnels avec un protocole simplifiê; 
en fait, elle permet a-ignorer la notion de fichier. 
COGET: code a-accès aux valeurs a-items a-un article. 
ce paramètre permet lors d-un accès a un article de signaler 
a 1-interface si 1-on dêsire accêder aux valeurs a-item de 
cet article; 
3 valeurs sont prêvues : 
si COGET = o pas a-accès aux valeurs a-items 
si COGET = 1 : accès a toutes les valeurs d-items 
si COGET = 2 : accès aux valeurs a-items dont les codes 
des types se trouvent dans Z-ITEMS. 
L-interface Cobol ne reconnait que les valeurs o et 1 vu que 
les mêcanismes a-accès aux items n-ont pas êtê dêveloppês au 
dela des posibilitês de Cobol. L- intêrêt de ces mêcanismes 
dont le dêveloppement aurait pris trop de temps, rêside dans 
1-introduction a-un degrê a-indêpendance supplêmentaire 
entre programmes a-application et SGP. On se rêfêrera a ce 
sujet, a la dêsignation des êlêments de la B.D. (2.2.le). 
CONTRL contrôle a-article, 
permet de préciser le contrôle que 1-interface doit exercer 
sur 1-article auquel on accède. une êtude ultêrieure de ces 
mécanismes généralisêe a a-autres modèles de donnêes, 
permettra de prêciser davantage le rôle de ce paramètre. 
RFIL: rêfêrence de fichier 
destiné a recevoir une rêférence de fichier lors de 1-appel 
des primitives qui exigent une telle réfêrence; 
RFIL est garni par 1-interface lors de 1-ouverture du 
fichier; toute requête ultérieure concernant ce fichier 
devra fournir cette rêférence. 
RREF: référence a-article 
après un accès réussi a un article, RREF contiendra la 
rêfêrence de cet article (l); RREF devra être garni par 
1-utilisateur pour 1-appel des primitives qui requièrent une 
telle rêfêrence. 
PREF: rêfêrence de 1-article prêcêdent : 
PREF est utilisé pour 1-accès aux articles; il doit contenir 
la rêférence du dernier article auquel on a accédê. 
1. cfr. 2.2.l b,c et d 
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Si PREF = o, on accèdera au premier article (d'un type ou 
d · un fichier) . 
COIŒY: code clé d'accès 
COIŒY doit contenir le code d'une clé d'accès lors de 
1·appel des primitives requérant une clé d'accès; lorsque 
RFIL et COIŒY figurent simultanément dans une liste d'appel, 
COIŒY ne peut contenir que le code d'une clé d'accès définie 
sur le fichier dont la référence est contenue dans RFIL. 
OPERAT: opérateur, 
permet, associé a Z-CLE, de prèciser une condition sur la 
clé de 1·article auquel on accède par clé. La condition est 
"Clè article accédé OPERAT Z-CLE". 
Les valeurs reconnues pour OPERAT sont: 
o = pas de condition 
1 = "=" 
2 = ">" 
3= "not < " 
D'autres possibilités existent (ex: appartenance a un 
intervalle), mais, n·étant pas utilisées dans les interfaces 
Cobol, elles ne seront pas définies ici. 
COMOD en réserve. 
COSET code d'un type de chemin, 
contient le code d'un type de chemin d'accès inter-articles, 
lors de 1·appel des primitives qui en exigent un. ce 
paramètre est inutilisé par l'interface Cobol (il n·existe 
pas de mécanismes d'accès inter-articles en Cobol). 
OREF: référence d'article origine d'un chemin (ou cible de 
chemin), 
contient la référence de 1·article origine d·un chemin 
a·accès lors de 1·appel des primitives faisant intervenir 
des mécanismes d·accès inter-articles. 
TYP : en réserve. 
2. Z-IDENT/Z-VALUE 
paramètres 
nous trouvons dans cette 
SSNAME : nom de la base de données; 
classe de 
ce nom est a fournir lors de la demande d·ouverture de la 
B.D. Il doit contenir le nom de la B.D. gérée par 
l'interface; dans le cas contraire, 1·accès a la B.D. sera 
refusé. 
PSW: mot de passe; 
mot de passe a fournir lors de la demande d'ouverture de la 
B.D. S'il ne correspond pas a celui dêfini pour la B.D. 
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gêrêe par 1·interface, aucun accès ne sera permis. 
PILNAME : nom de fichier; 
nom a fournir lors de la demande a·ouverture a·un fichier; 
ce nom doit être celui de 1·un des fichiers apartenant a la 
B.D. gêrêe par 1·interface. 
Z-VALIT: valeur a·item a·un article, 
destinê a contenir les valeurs a·items des articles en cas 
de crêation a·un article, ou de modification de valeurs 
a·items a·un article. 
Z-CLE : valeur de clê a·accès; 
lors des accès par clè, la valeur de la clê dont le code est 
contenu dans COIŒY, figurera dans ce paramètre. 
3. Z-ITEM contient une liste de codes a•items. 
Cette liste est destinêe a dêfinir le contenu de Z-VALIT et 
Z-RESP, les codes a-items correspondent successivement aux 
items dont les valeurs sont prêsentes dans Z-VALIT ou dans 
Z-RESP. cette zone n·est pas utilisêe par 1·interface 
Cobol; les mêcanismes de manipulation de valeurs de 
1•interface possèdent une granularitê manquant de la finesse 
requise. 
4. RFIELD. 
RPIELD est destinê a permettre le transfert de 1•interface 
vers 1·utilisateur, des valeurs auxquelles celui-ci accède. 
5. Z-SETS : cette classe de paramatre est ignorêe par les 
interfaces Cobol. 
STKREP: rèfêrence de stockage; 
destinê a recevoir un paramètre de stockage physique, 
nêcessitê par certains SGBD (ex. CODASYL: location mode 
direct ). 
SETLST: liste de codes de types de chemin a·accès; 
cette liste contient des codes permettant 1-identification 
des types de chemin auxquels appartiennent les chemins, 
auxquels sont associès les articles dont les rêfèrences sont 
dans CURLST, utilisèe lors de la crêation a·un article 
(STORE). 
CURLST: liste de rêfèrences a·articles; 
les rêfêrences contenues dans CURLST sont celles des 
derniers articles associês a des chemins, auxquels on ait 
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accêdê. Les codes des types de ces chemins sont dans SETLST; 
CURLST est utilisê pour les crêations d·articles. 
2.2.3 Les primitives. 
Nous abordons la spêcification dêtaillêe de chacune des 
primitives qu·un interface est susceptible de mettre a la disposition 
des utilisateurs. Tous les SGBD/SGF ne les offrent pas toutes; par 
exemple, les interfaces Cobol ne seront pas en mesure d·exêcuter les 
primitives mettant en oeuvre des mêcanismes d·accès inter-articles; 
ces mêcanismes n·existant pas en Cobol. Les primitives non-
implêmentêes en Cobol, ne seront dêcrites que brièvement. 
Conventions. 
Pour chacune des primitives, nous donnons dans 1·ordre : les 
paramètres d·entrêe et de sortie, et la fonction. Nous indiquons 
les diagnostics d·erreurs susceptibles d·être transmis a 
1·utilisateur par 1•interface (RETCODE). 
t·ordre dans lequel ces diagnostics sont renseignês indique 
pour chaque primitive, 1·ordre dans lequel ces vêrifications sont 
faites par 1·interface. Unseul diagnostic êtant transmis par 
appel a 1·interface, si plusieurs sont possibles, celui qui 
figure le plus tot dans la liste, sera seul transmis. 
Certains diagnostics, êtablis a 1·entrêe de 1·interface, 
sont communs a toutes les primitives. 
"SREF invalide" si SREF ne contient pas la rêfêrence de la 
base de donnêes qui a êtê fournie a 1·interface lors de la 
première ouverture de la B.D. ce diagnostic est valable pour 
toutes les primitives sauf" ouverture de la B.D.". 
"B.D. non ouverte" si un appel aure que "ouverture B.D. 
est transmis alors que la B.D. est fermêe. 
" 
"primitive non impleméntêe" si COP contient le code d·une 
primitive non implêmentêe dans 1·interface appe~~-
"opêration non dêfinie" si COP ne contient pas le code 
d·-une primitive. 
2.2.3.l Les primitives d·accès. 
a. Accès a la base de donnêes. 
ouverture de la base de donnêes 
entrêe : 
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COP : 11 
SSNAME 
PSW 
PROTECT 
SREF 
sortie : 
SREF 
RETCODE 
fonction: 
initialiser les accès a une Base de Données (B.D.); 
cette primitive doit être exécutée avec succès, au 
moins une fois avant toute autre primitive. 
vérifier l'existence de la B.D. dont le nom est contenu 
dans SSNAME. 
vérifier l'exactitude du mot de passe contenu dans PSW. 
si la B.D. est fermée au moment de l'appel, la 
référence B.D. contenue dans SREF sera mémorise·e et 
devra être contenue dans SREF lors de tous les appels 
ultérieurs, autres qu'une demande d'ouverture. 
si la B.D. est ouverte (ouvertures multiples 
cfr.2.2.la), SREF sera garni par l'interface avec la 
référence fournie (dans SREF) lors de la première 
demande d·ouverture, quelle que soit la valeur d'entrée 
de SREF. 
mémoriser le mode d·accês aux articles des fichiers, 
contenu dans PROTECT 
PROTECT = o : mode normal; ouverture obligatoire des 
fichiers avant tout accès a l'un de leurs articles. 
PROTECT 1 mode automatique; ouverture non 
obligatoire des fichiers avant tout accès a l'un de 
leurs articles (la notion de fichier est ignorée). 
diagnostics d'erreurs : (transmis dans RETCODE ) 
"B.D. inconnue" si SSNAME ne contient pas le nom de 
la B.D. gêrêe par l"interface. 
"mot de passe incorrect" si PSW ne contient pas le 
mot de passe de la B.D. gérée par l'interface. 
"PROTECT incorrect" si PROTECT est< 1 ou> 2. 
Fermeture de la base de données . 
entrée: 
COP 12 
SREF 
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sortie: 
RETCODE 
fonction: 
clôturer les accès a une base de données gérées par 
l'interface et dont la référence est dans SREF. 
rem: si plusieurs ouvertures de base de données ont 
été exécutées, celle-ci ne sera effectivement fermée 
que si le nombre de fermetures est égal au nombre 
d'ouvertures; de plus, au moment de la fermeture 
effective de la base de données, les fichiers encore 
ouverts seront fermés automatiquement par l'interface. 
diagnostics d'erreurs (transmis dans RETCODE) : 
"B.D. non ouverte" si, au moment de l'appel, la B.D. 
n'est pas ouverte. 
b. Accès aux fichiers. 
Ouverture des fichiers 
entrée : 
COP : 21 / 22 
SREF 
FILNAME 
PROTECT 
sortie : 
RETCODE 
RFIL 
fonction: 
vérifier l'existence et la disponibilité du fichier 
dont la référence est dans RFIL. 
initialiser l'accès a un (COP = 22) ou a tous (COP = 
21) les fichiers de la base de données dont la 
référence se trouve dans SREF. 
La protection établie sur le fichier pendant le travail 
de l'utilisateur sera fonction de la valeur contenue 
dans PROTECT (cfr. la définition de PROTECT). 
L'interface Cobol ne reconnait que deux valeurs 
PROTECT = 2 : consultation sans protection 
PROTECT = 3 : mise a jour sans protection 
D'autres codes prendront en charge les différences 
existant dans les installations hôtes. 
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si COP = 22 (ouverture d·un fichier), FILNAME doit 
contenir le nom du fichier que 1·on veut ouvrir; après 
1·exècution de la primitive, RFIL contiendra la 
rêfêrence attribuêe au fichièr par 1-interface 
(cfr.dêfinition de la rêfêrence : 2.1.1). 
si plusieurs ouvertures sur le même fichier sont 
demandêes, les droits restent ceux établis lors de la 
première ouverture. 
diagnostics a-erreurs (transmis dans RETCODE ) : 
"FILNAME invalide" si FILNAME ne contient pas le nom 
a·un fichier de la B.D. 
"PROTECT incorrect" si PROTECT < 2 ou> 3 
"fichier non disponible" si le fichier, dont le nom 
est dans FILNAME, n·est pas àccessible ou n·existe pas. 
"mode ouverture invalide" si, le fichier a êtê, lors 
de sa première ouverture, ouvert en consultation (en 
mise a jour), on cherche a 1·ouvrir lors d·un appel 
ultérieur, en mise a jour (en consultation). 
Fermeture des fichiers. 
entrêe : 
COP 23 / 24 
SREF 
RFIL 
sortie: 
RETCODE 
fonction: 
clôturer 1·accès a un (COP = 24) ou a tous (COP = 23) 
les fichiers de la base de donnêes dont la rêfêrence 
est dans SREF. 
si on dêsire la fermeture d·un seul fichier (COP 24), 
RFIL doit contenir la rêfêrence de ce fichier. 
une fermeture doit toujours avoir êtê prêc_êdêe par au 
moins une ouverture; cependant COP = 24 sera interprêtê 
comme êtant une demande de fermeture de tous les 
fichiers ouverts. 
la fermeture d·un fichier n·est effective que si le 
nombre de fermetures est êgal au nombre d·ouvertures 
demandée pour ce fichier. 
si la fermeture est effective, le(s) fichier(s) 
est(sont) devenu(s) inaccessible(s) pour 1·utilisateur. 
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Diagnostics d'erreurs (transmis dans RETCODE) 
"RFIL invalide" si RFIL ne contient pas une rèfèrence 
attribuèe a un fichier de la B.D. 
"fichier non ouvert" si RFIL ne contient pas une 
rèfèrence de fichier ouvert ou si aucun fichier n·ètait 
ouvert. 
c. Accès aux articles. 
Les primitives suivantes permettent d·accèder a des 
articles et a leurs valeurs d'items. on peut distinguer 
quatre types parmi ces primitives : 
accès aux articles d'un type, 
accès aux articles d'un fichier, 
accès aux articles cibles d'un chemin 
accès aux articles par leur rèfèrence. 
Les trois premiers types sont l'objet d'une subdivision 
supplèmentaire en accès sèquentiel et accès par clè. 
PREF doit contenir la rèfèrence du dernier article auquel on 
ait accèdè. Dans le cas où cet article a ètè supprimè, on 
considère que sa rèfèrence lui survit jusqu·a 1·accès 
suivant PREF doit contenir la rèfèrence de 1·article 
supprimè lors de 1·accès a 1·article suivant. 
Accès sèquentiel aux articles d'un type donnè. 
entrèe : 
COP 31 
SREF 
COREC 
COGET 
PREF 
COKEY 
sortie : 
RETCODE 
RREF 
RFIL 
RFIELD 
fonction: 
fournir (dans RREF) la rèfèrence de 1·article dont le 
type est donnè dans COREC et qui suit celui dont la 
rèfèrence est contenue dans PREF. 
garnir RFIL de la rèfèrence du fichier qui contient les 
articles du type donnè. 
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si COGET = 1, les valeurs d'item de 1·article seront 
placêes dans RFIELD. 
si PREF = o, 1·accès concernera le premier article du 
type donnê. 
Si aucune clê d'accès n·est dêfinie sur le fichier, 
1·ordre de 1·accès sêquentiel aux articles d'un type 
sera celui de leur crêation: du premier au dernier. 
Si une clè d'accès a êtè dèfinie sur le fichier, on 
accède aux articles dans l'ordre des valeurs 
croissantes de la clè. 
Si plusieurs clès sont dèfinies, COKEY contiendra le 
code de la clê dont les valeurs croissantes 
dêtermineront 1·ordre de 1·accès sèquentiel. 
Diagnostics d'erreurs (transmis dans RETCODE) 
"COREC invalide" si COREC ne contient pas le code 
d·un type d'article de la B.D. 
"COIŒY invalide" si COKEY ne contient pas le code 
d'une clè d'accès dêfinie sur le fichier contenant le 
type d'article dont le code est dans COREC. 
"COGET invalide" si COGET > 1 
"fichier non ouvert" si, lors d'une tentative d'accès 
a un article d'un fichier fermê si 1·ouverture de la 
base de donnèes s·est faite en mode normal 
"pas d'article trouvè "si le dernier article auquel 
on a dèja accêdê êtait le dernier du type considêrè, 
dans le fichier. 
Accès par clê aux articles a · un type donnê. 
entrêe : 
COP 32 
SREF 
COREC 
COGET 
PREF 
COIŒY 
OPERAT 
Z-CLE 
sortie: 
RETCODE 
RREF 
RFIL 
RFIELD 
fonction: 
fournir dans RREF la rèfèrence de 1·article dont le 
type est donnê dans COREC et qui vêrifie la condition 
"COIŒY OPERAT Z-CLE" . 
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PREF doit être garni avec la rêfêrence 
article de ce type auquel on a accêdê; si 
accède au premier, sinon, 1-article auquel 
sera le suivant de celui dont PREF 
rêfêrence. 
du dernier 
PREF = O, on 
on accède 
contient la 
fournir dans RFIL la rêfêrence du fichier qui contient 
cet article. 
si COGET = 1, les valeurs a-item de 1-article seront 
retournées dans RFIELD 
Diagnostics a-erreurs (transmis dans RETCODE) : 
les mêmes que ceux rencontrés dans 1-accès séquentiel 
avec en plus : 
"pas a-article trouvé si aucun article dont la 
valeur de clê ne satisfait la condition donnée, n-a pu 
être trouvé. 
Accès séquentiel aux articles a-un fichier. 
entrée 
COP 33 
SREF 
RFIL 
COREC 
PREF 
COGET 
COKEY 
sortie : 
RETCODE 
RREF 
RFIELD 
COREC 
fonction: 
fournir dans RREF la rêfêrence de 1-article contenu 
dans le fichier dont la rêfêrence se trouve dans RFIL; 
si COREC est diffèrent de o, cfr.: accès séquentiel aux 
articles a-un type. 
la séquence dans laquelle on accède aux articles sera 
celle définie pour 1-accès séquentiel aux articles a-un 
type. 
PREF doit contenir la rêfêrence du dernier article de 
ce fichier ou de ce type auquel on a accêdê; si PREF = 
o, on accèdera au premier. 
si COGET = 1, les valeurs a-item de 1-article seront 
transfêrêes dans RFIELD. 
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si COREC = o, si un seul type a-article est contenu 
dans le fichier ou si une eondition a-identification de 
type a-article a êtê spêcifiêe, COREC contiendra après 
1.-exêcution de la primitive le code du type de 
1-article auquel on a accêdê. 
Diagnostics a-erreurs (transmis dans RETCODF.) : 
les mêmes que ceux dêfinis pour 1-accês sêquentiel aux 
articles a-un type 
Accês par clê aux articles a-un fichier. 
entrêe : 
COP 34 
SREF 
RFIT, 
CORF.C 
PREF 
COGF.T 
COIŒY 
OPERAT 
7.-CT,E 
sor.ti.e : 
RETCODF. 
RREF 
RFIELD 
fonction: 
fournir dans RREP la rêfêrence de 1·article contenu 
dans le fichier dont la rêfêrence est dans RFIL et qui. 
vêr.ifie la condition "clê article OPERAT Z-CLE" sur la 
clê a·accès dont la rêfêrence est contenue dans COKF.:Y; 
cet article sera du type dont la rêfêrence est contenue 
dans COREC, ou sera de type quelconque si CORF.C = o. 
PRF.F doit contenir la rêfêrence du dernier article du 
fichier auquel on a accêdê; si PREP = O, on accède au 
premier qui vêrifie la condition; sinon 1·ar.ticle 
auquel on accède suivra celui dont la rêfèrence est 
dans PREF. 
si COGET = 1, les valeurs a-item de 1·article seront 
transfêrêes dans RFIELD. 
Diagnostics a-erreurs (transmis dans RETCODE) 
les mêmes que ceux dêfinis dans 1-accès par clê aux 
articles a·un type. 
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Accès sêquentiel. aux articles cibles a-un chemin. 
entr.êe : 
COP = 35/36 
SREF 
COSET 
COREC 
OREF 
COGET 
PREF 
sor.ti.e : 
RREF 
RFtTJ 
RFIET,D 
RETCOOE 
fonction 
non disponible dans les interfaces Cobol 
fournir dans RREF la rêfêrence de 1-article 
(type=COREC) cible a-un chemin dont la rêfêrence de 
1·article origine est donnêe dans OREF et le code du 
type (de chemin) dans COSET; sachant que la rêfêrence 
de 1·arti.cle prêcêdent est donnê dans PREF. 
fournir. la rêfêrence du fichier contenant cet ar.ti.cle 
et êventuellement ses valeurs d"item (suivant COGET). 
ordre du premier au dernier si COP = 35 
du dernier au premier si COP 36. 
Accès par. clê aux articles-cibles a·un chemin. 
entr.êe : 
COP=37 
SREF 
COSET 
COREC 
OREF 
COIŒY 
OPERAT 
Z-CT.,E 
COGET 
PREF 
sortie : 
RREF 
R.FIT., 
RFIET_.JO 
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fonctton 
non dtsponi.ble dans les interfaces Cobol 
la même que pour 1-accès séquentiel aux articles ctbles a-un 
chemtn, avec en plus, 1-obligation pourla valeur de clè 
contenue dans 1-article, de vêrifier la condttton: 
"clê arti.cle OPERAT Z-CLE" 
Accès par rêfèrence a un article. 
entrèe : 
COP 38 
SREF 
COREC 
RR'EF 
sortie : 
RE't'CODE 
RFITJ 
RFIEtD 
fonctton: 
st COGET = 1, fournir dans RFIELD les valeurs a-;_tem de 
1-arttcle dont la rêfêrence est contenue dans RREF, et dont 
le type est donnê par COREC . 
garnir. RFtt avec la rèfêrence du fichier qut conttent cet 
ar.ti.cle. 
cette pri.mitive ne 
r.êfêr.ence du dernier 
RREF ne peut contenir 
(cfr. restrictions 
cfr. 2 • l . ld) . 
fonctionne que si RREF contient la 
article de ce type auquel on a accêdê. 
la rêfêrence a-un article suppr.imê 
dans 1-utilisation a-une rêfêrence 
Dtagnosttcs a-erreurs (transmis dans RETCODE) 
"COREC invalide" si COREC ne contient pas le code a-un 
type a-article de la base de données 
"RREF invalide" si RREF ne contient pas la rêfêrence du 
der.nter article dont le type est contenu dans COREC auquel 
on ai.t accêdê, ou si cet article a ètê supprimé. 
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2.2.3.?. T.es pri.mi.ti.ves de modification. 
a. Pri.mi.t i. ves ayant pour cible un fichier. 
Rêini.ti.alisation des fichiers. 
entrêe : 
COP : 25 
SR'EF 
FITBMŒ 
sorti.e: 
RFITJ 
R'E'l'COD'E 
f.oncti.on: 
supprimer tous les enregistrements contenus dans le 
fichier dont le nom est contenu dans FILNAME; cette 
primitive ne fonctionne que sur des fichiers pour 
lesquels n·existe aucune clê d'accès; RFIL contiendra 
la rêf.êrence du fichier. 
Le fi.chier dont le nom est contenu dans FILNAME doit 
être fermê. 
Diagnostics d'erreurs (transmis dans RETCODE) : 
"FILNAME invalide" si FILNAME ne contient pas le nom 
d'un fi.chier de la base de données 
fichier et fonction incompatibles " si FITJNAME 
contient le nom d'un fichier sur lequel au moins une 
clê d'accès est dêfinie. 
"fichier en opération" si le fichier est dêjè ouvert 
"fichier non disponible" si FILNAME contient le nom 
d'un fichier non existant ou non access.ible par le SGF. 
b. Primitives ayant pour cible un article. 
Cr.êation d'un article. 
entrêe : 
COP 61 
SREF 
RFIT-' 
COREC 
Z-VALIT 
sortie : 
RETCODE 
RFI'ELD 
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fonction: 
crêer un article dans le fichier dont la rêfêrence est 
donnêe dans RFIL; le type de cet article est contenu 
dans COREC et ses valeurs d'item dans Z-VAtIT. 
cet article sera crêe de facon a ce que les ordres 
d'accès dêfinis sur le fichier soient respectês. Pour 
les fichiers sur le~quels sont dêfinis des clês 
d : accês, l"insertion se fera en respectant la sêquence 
des clês d'accès. Pour les autres fichiers, la 
crêation se fera en fin de fichier. 
Diagnostics d'erreurs (transmis dans RETCODE) 
"RFIL invalide" si RFIL ne contient pas la rêfêrence 
d"un fichier de la B.D .' 
"COREC invalide" si COREC ne contient pas le code 
d'un type d'article de la B.D. 
"mode-ouverture invalide 
rêfêrence est contenue 
consultation. 
si 
dans 
le fichier dont 
RFIL est ouvert 
la 
en 
"clê double" si la valeur de la clé identifiante de 
1·article a crêer est dêja identifiante d'un article du 
fichier. 
Suppression d'un article. 
entrêe: 
COP 62 
SREF 
COREC 
RREF 
sortie : 
RE'l'CODE 
fonction: 
supprimer du fichier auquel il appartient 1·article 
dont le type est donnê dans COREC et dont la rêfêrence 
est contenue dans RREF. 
la rêfêrence contenue dans RREF doit être celle du 
dernier article auquel on a accêdê dans le fichier. 
la rêfêrence de l'article supprimê peut encore être 
utilisée pour rêaliser 1·accès a l'article suivant, et 
pour cela uniquement. 
Diagnostics d'erreurs (transmis dans RETCODE) 
"COREC invalide" si COREC ne contient pas le code 
d"un type d"article de la B.D. 
"RREF invalide" si RREF ne contient pas la rèfèrence 
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du dernier article du type donnê auquel on a accêdê. 
Modi.f.i.cati.on des valeurs a-items a-un article. 
entrêe: 
COP s 71 
SREF 
COREC 
RREF 
7.-VAT.IT 
sortie: 
RETCODE 
f.oncti.on: 
remplacer les valeurs a·item de 1-arti.cle dont la 
rêf.êrence est dans RREF et le type dans COREC, par. les 
valeurs a· i.tem de 1- article contenues dans 7.-VAT,tT. 
pour les fichiers sur lesquels est dêfi.ni.e une clê 
a- accès identifiante, cette clê ne fai.t pas part i.e des 
items modifiables; il faut procèdera la suppression et 
a l a recrêation de •cet article. 
la rêfêrence contenue dans RREF doit être celle du 
dernier article auquel on a accêdê dans le fichier. 
Diagnostics a-erreurs (transmis dans RETCODE) 
"COREC invalide" si COREC ne contient pas le code 
d·un type a·article de la base de donnêes 
"RREF i.nvalie "si RREF ne contient pas la rêf.êrence 
du dernier article dont le type est contenu dans COREC 
auquel on ait accêdê, ou si cet article a êtê suppri.mê. 
tnserti.on a·un article dans un chemin. 
entrêe : 
COP 81 
SREF 
COSET 
OREF 
RREF 
SETT,ST 
CURT,ST 
sorti.e : 
RETCOOE 
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foncti.on 
non di.sponi.ble dans les interfaces Cobol 
insér.er. 1·ar.ticle dont la référence est dans RREF, dans 
le chemin ayant pour origine 1.·ar.ti.cle dont la 
r.êfêr.ence est dans OREF et pour type celui. dont le code 
est dans RREF; cet insertion doit se fai.r.e en foncti.on 
de 1·or.dre défini pour ce chemin, et/ou de 1·ar.ti.cle 
membre auquel on a déja accédé dans ce chemi.n (donné 
par. SETLST et CURLST). 
Retr.ai.t d'un article d·un chemin. 
P.ntr.êe: 
COP = 82 
SREF 
COSET 
OREF 
RREF 
SO't'ti.e : 
RETCODE 
f.oncti.on 
non disponible dans les interfaces Cobol 
Oter. d'un chemin (type 
1·ar.ti.cle-cible dont la 
RREF. 
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COSET origine = OREF), 
référence est contenue dans 
2. 2. 3. 3 T,es pr.i.mi.ti.ves de contr.Ole. 
ces pr.imitives ont pour objet de contrôler. et commander. les 
mêcani.smes chargés de la gestion de la concurrence et de la 
sécur.i.tê. Ces fonctions nécessitant une étude dans un contexte 
plus lar.ge que celui du modèle Cobol, ne seront pas i.mplêmentêes; 
des codes-opêrations leur ont cependant êtê attribués : 51, 52, 
53 Toute tentative d·accês a ces primitives se solder.a 
par. une valeur. de RETCODE signifiant leur non-implémentation. 
Des exemples de ces fonctions de contrôle seraient 
demande de contrôle sur un article fonction 
vêr.i.f.ier 1·existence d·un article 
four.ni.r. le type de 1·article 
bloquer. un article 
demande de li.bêration d·un article fonction 
abandonner le blocage d·un article 
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CHAPITRE 3 
CHAPT't'RR 3 LE LANGAGE DE DESCRIPTION DE DONNEES 
Après 1.-exposê des critères ayant prêsidê a son êlaboration, nous 
pr.oposer.ons un langage de description de donnêes ( D. D-. T,. ) adaptê au 
modèle de donnêes Cobol. 
3.l Objecti.fs. 
ce n.D.~. vise a mettre a la disposition a-un administr.ateur B.D. 
un moyen de dêcri re une B.D. Cobol. cette descript i.on, communi.quêe au 
système de gênêrati.on, permettra a celui-ci de gênêrer un interface 
char.gê de rêaliser les accès a cette B.D. Parce qu-il s-agit a-une 
B.D. Cobol gêr.êe par. un interface écrit en Cobol, 1-utilisateur du 
D.D.T .. devr.a être habituê aux clauses Cobol de description de 
fi.chi.ers . 
3.?. Cri.tères. 
Tr.oi.s facteurs ont êté jugês dêterminants dans la recherche a-un 
D.D.T,. opêrati.onnel 
son adaptation au modèle de donnêes Cobol; 
i. l va de soi. que le D. D. L. doit permettre de dêcr.i.r.e les 
êlêments du modèle de donnêes Cobol décrit au chapitre l; 
son "apparence naturelle" pour un utilisateur de Cobol; 
tant sêmantiquement que syntaxiquement, le D.D.L. doi.t être 
proche du Cobol et êviter dans la mesure du possible 
1.- i.ntroducti.on de concepts étrangers au langage Cobol; 
sa souplesse a-adaptation; 
le lecteur familier du 
dans le D . D . t. proposê, 
Cobol pour la description 
RESERVR ... ); les raisons 
i.ntr.odui.tes sont 
Cobol s-êtonnera de ne pas retrouver 
1-ensemble des clauses permises par 
des fichiers (ex.APPLY TECHNIQUE, 
pour lesquelles elles n-ont pas êté 
soit ces clauses concernent des caractéristiques physiques 
du fichier qui sont de plus en plus prises en charge par un 
systèe central de gestion de fichiers, et donc traitêes 
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comme des commentaires par les compilateurs 
soi.t el les 
lai.ssèes a 
Cobol 
font 
la 
intervenir des 
discrétion des 
techni.ques parti.cul i.ères 
constructeurs par la norme 
Pour ces raisons, nous souhaitons un D.D.L. dans lequel les 
adaptati.ons nècessitêes par un compilateur particulier. pourront 
être ai.sèment i.ntr.oduites. Appartiennent a cette catégorie, dans 
le D. D. T,. proposé, les clauses " records per b lock " et " 
assi.gned to "; clauses physiques qui peuvent être suppri.mêes ou 
remplacèes par. d'autres, suivant les exigences du compi.lateur. de 
1. • i.nsta l lat i.on hôte. 
3. 3 'Pr.oposi.t i.on de D. D. T,. 
3.3.l Conventi.ons. 
mot-mi.nuscule 
< mot > 
: := 
[ 1 t J J_· ê .èmen. 
1 
[ èl.èment J 
* 
"texte" 
<Cobol-db-descr.> 
<i.nteger> 
mot du langage (mo-clê,êlêment terminal) 
i.dentificat.ion du type "mot majuscule" exemple 
FtL'E-NAME pourrait prendre pour valeur F-CT,t'F.N'l', 
F-COM-CLI, ... qui sont des noms de fi.chi.er. 
: êlêment du langage a dêfi.nir. par une règle 
i.ndi.que que 1 · êlêment a défi.ni. r ( a gauche) est 
défi.ni. par 1 · expression de droi.te. T,e tout ètant 
une règle. 
l'èl.ément doit apparaitre dei. a j foi.s 
mi.s pour [élément]~ 
mi.s pour "nombre infini" 
1·un des êlêments doit apparattre 
dêfi.ni.ti.on non formelle d'un êlêment 
élément initial correspondant a la descri.pti.on 
d'une base de données 
repr.ésentati.on d'un entier positif 
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3.3.2 Le D.D.L. 
<Cobol-db-descr> 
<fi.le-descr> 
••= data-base description 
name : NOM-BD 
interface-na.me : NOM-INTERFACE 
password : MOT-DE-PASSE 
[ < file-descr>] ~ 
::= file description 
name : NOM-FICHIER 
(
{::~uential }; } 
organisation {sêquential-indexed 
sêq-ind 
{ relative rel 
assigned to: UNITE-PERIPH 
records per block: < integer > 
primary key: NOM-CLE-PRIMAIRE 
[
[ ::::::::e c::: {~u; i.}n:e::::_SECONDAIREJ 
nodup 
[internal code : < integer >] 
n [ < record-type-descr> ] 
1 
<record-type-descr> ::= record-type description 
name : NOM-TYPE-ART 
<i.tem-descr> 
<element-descr> 
[internal code : < integer >] 
[identification : CONDITION] 
[ 2 <item-descr> ] 
•·= NOM-ITEM [ occurs <integer> J 
[ 
<element-descr> ] 
( <integer> <item-descr> ] 
::= pic "format logique Cobol" 
[ usage "format physique Cobol" ] [ { ;~::ified right } J 
( synchronized] 
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3.4 Sémantique du D.D.L. proposé. 
data-base description 
doit-être la première clause de toute description de base de 
données (au moyen de ce D.D.L. ). 
indique que toutes les clauses qui suivent concernent la 
base de données, jusqu·au déput de la description d·un autre 
élément. 
name : NOM-BD 
déclaration du nom de la B.D., ce nom 1·identifie parmi les 
bases de données du système. 
interface-name : NOM-INTERFACE 
déclaration du nom de 1·interface qui gèrera la B.D.; ce nom 
1·tdentifiera parmi tous les interfaces chargés de la 
gestion d·une B.D. 
password : MOT-DE-PASSE 
déclaration du mot de passe : MOT-DE-PASSE devra être fourni 
a 1·interface avant que celui-ci n·autorise une action 
quelconque sur la B.D. 
file-description: 
débute la description de tout fichier 
toutes les clauses qui suivent concernent un fichier, 
jusqu·au début de la description d'un autre élément. 
name : NOM-FICHIER 
déclaration du nom identifiant le fichier parmi 1·ensemble 
des fichiers de la B.D. 
NOM-FICHIER doit, de plus, être le nom qui identifie le 
fichier parmi 1· ensemble ( ou sous-ensemble ) des fichiers 
du système. 
organisation: 
déclaration du type d'organisation du fichier 
seq ou sequential : organisation séquentielle 
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seq-ind ou sequential-indexed: organisation 
séquentielle-indexée 
rel ou relative: organisation relative 
astgned to: UNITE-PERIPH 
le fichier dont on procède a la description sera assigné a 
une unitê dont la dénomination (UNITE-PERIPH) sera confonne 
aux conventions du Cobol-hôte. 
records per block : <integer> 
les blocs physiques du fichier 
articles 
clés d·accès : 
contiennent <integer> 
les quatres clauses suivantes ne peuvent être présentes que 
dans le cas où 1·organisation du fichier décrit est 
séquentielle-indexée. 
primacy-key: NOM-CLE-PRIMAIRE 
déclaration de la clé primaire du fichier, dont la valeur 
doit obligatoirement être donnée pour création, suppression 
et modification. 
NOM-CLE-PRIMAIRE doit être le nom d·un item associé a un 
type d·article contenu dans le fichier; les items 
correspondant des autres types d·article seront prêsumés 
contenir aussi cette clé. 
internal-code : <integer> 
dêclaration d·une valeur de code qui identifiera la clê 
primaire parmi toutes les autres clês de la B.D. 
<integer> ne peut être une valeur attribuée a une autre clé 
si cette clause ne figure pas, le système se chargera de 
gênêrer un code, mais de façon séquentielle; ce qui peut 
diminuer la résistance des programmes aux modifications de 
la B.D. On se rêfêrera a 2.2.1 e pour de plus amples 
détails. 
cette déclaration et les remarques qui 1·accompagnent sont 
valables aussi pour clês secondaires et types d·article. 
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{
dup } 
alternate key : NOM-CLE-SECONDAIRE 
nodup 
dêclaration d-une clê secondaire du fichier, cette clê ne 
pourra etre utilisêe qu-en consultation 
NOM-CLE-SECONDAIRE doit etre un nom a-item associê a un type 
d-article du fichier 
le nombre de clês secondaires que 1-on peut dêclarer dêpend 
des spêcifications du Cobol-hôte. 
dup signifie que la clê secondaire dêclarêe n-est pas 
· identifiante, et, nodup le contraire. 
record-type-description 
dêbute la description a-un type a-article 
toutes les clauses qui suivent, jusqu-au dêbut 
description a-item, concernent ce type d-article 
name : NOM-TYPE-ART 
d-une 
dêclaration 
1-identifie 
du nom du 
parmi tous 
type a-article dêcrit; ce nom 
les types d-article pouvant être 
contenus dans un meme fichier 
identification : CONDITION 
cette clause permet a 1 - utili sateur a-indiquer au systême le 
moyen de dêtecter 1-appartenance a-un article au type 
dêcri.t; 
la forme "CONDITION" est celle a-une proposition logique 
Cobol (cfr [15] (1) 4.1.3.2.3 );avec ici, 1-obligation 
a-avoir pour terme prêcedent 1-opêrateur un nom a·item de la 
B.D. 
<integer> NOM-ITEM 
dêclaration d-un item dont le nom est nom d-item et le 
numêro de niveau dans 1-ordre de la description dynastique 
est <integer>. 
1. [15] A.CLARINVAL "COBOL" 
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occurs <integer> 
indique la rêpêtitivitê de 1•item dêcrit; 1·item sera 
prêsent <integer> fois 
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CHAPITRE 4 
CHAPITRE 4 EXPRESSION COBOL DES PRIMITIVES 
~pr.ês avoi.r énoncê les spêci.fications des pri.mitives (chapi.tr.e 
2), nous êtudi.ons maintenant le moyen de les réali.ser. a l'ai.de des 
or.dres du langage Cobol. Nous commençons par définir une structure 
globale de 1·tnterface constitué de 1·ensemble des primitives. Nous 
pr.êcisons ensui.te certaines options préalables qui ont ~ui.dê la 
r.êali.sati.on de l'i.nterface, avant de décrire données et trai.tements 
pr.opr.es a chaque primi.tive. 
4. l r,· i.nter.face structure et options. 
4.1..1. Str.ucture de l'interface. 
T,objecti.f qui. nous a guidé dans la recher.che d'une str.ucture 
globale de l'interface, a été d'isoler le plus possi.ble les 
traitements spéci.fiques a chacune des primitives. Nous avons 
voulu ai.nsi. permettre d'abord une mise au point ai.sée, pri.mi.ti.ve 
par. pr.i.mi.ti.ve, et, ensuite, permettre une adaptation aisée du 
tr.ai.tement d'une primitive aux particularités de l'i.nstallati.on, 
hôte du système d~ génération. 
TJ0 traitement d'une primitive est réalisé en deux niveaux: 
le pr.emi.er, le niveau logique, est chargé de véri.fi.er la 
cohêrence de la requête, et de séquencer la suite d'ordres 
d'accès aux données Cobol requise par 1·exécuti.on de la 
primitive. ces ordres d'accès Cobol constituent le second ni.veau 
du tr.ai.tement d'une primitive. 
Nous pouvons donner de la structure de l'interface, la 
vi.si.on schématique suivante : 
- 57 -
l?ri.m 1. 
exêcuti.on 
logi.que 
1 
1 ENTREE 
1 
----- - - -+---..... -----.+ 
1 1 
'Prim 2 1 • • • • • • • • • • • 1 Prim n 
1 1 
1 1 
exêcuti.on 1 1 exêcution 
logi.que 1 1 logique 
1 1 
1 1 
1 + 1 
----11--..)1 --k--1 --
< 1 1 ordres Cobol 1---1--,...., 
-----11- - - - - - - -~ d'accès aux 1 1 
-•---1- - - - - - - -~ donnêes 1 1 
1 1 1 1 1 
1 1 ----------+ 1 
1 1 1 
1 SORTIE 1 
1 1 
+---r--+ 
4.1..2 Opti.ons fondamentales. 
Nous tenons a prêciser certaines options qui ont êtê pri.ses 
afin d'assurer, aux utilisateurs des interfaces, un 
fonctionnement insensible aux particularitês des systèmes-hôtes. 
T,a norme Cobol la i.ssant beaucoup (trop) de l i.bertês aux 
concepteurs de systèmes Cobol, notamment en ce qui. concerne le 
tr.a i.tement des erreurs, et ces systèmes n · êtant pas exempts 
d'erreur.s, l ' interface n·êmettra que des requêtes cohêr.entes au 
système de gest i.on de fichiers Cobol. (ex: 1 · interface êvi.tera 
d' ~cr.i.r.e dans un fi.chier ouvert en input). 
Afi.n d' i.soler. au max.imum le système "uti.lisateur/i.nterface" 
des er.r.eurs de fonctionnement du SGF ou des "rêacti.ons 
i.nattendues" que celui.-ci pourrait avoir, seules des err.eurs 
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i.mprêvi.stl>les par l'interface (fin de fichier, fichiers 
inaccessibles .. ) seront a charge du SGF Cobol; les diagnostics de 
ce lu i.-c i seront transmis par 1 · interface a 1 · utilisateur. 
4.?. T,es donnêes de 1 · interface. 
Outre les para.me·tres d'appel (cfr chapitre 2 et annexe A), 
l'interface est appelê a manipuler des donnêes qui lui sont propres et 
qui sont nêcessaires a 1·exêcution des primitives. Nous distinguerons 
deux types de donnêes : celles internes a l'interface, contenant des 
informations de service et celles contenant des objets de la B.D. 
4.2.l ~es donnêes internes. 
ces donnêes servent, pour la plupart, a mêmoriser des êtats 
ou des caractêristiques des objets de la B.D. c·est sur ces 
donnêes que 1•interface se base pour rêaliser 1·exêcution logique 
des primitives. 
a. Base de donnêes. 
REF-BD: mêmorise la rêfêrence de la B.D., fournie par 
1 · utilisateur a 1·interface lors du premier appel. 
NBRE-OUV-BD: indique, a tout moment le nombre d·ouvertures 
de la B.D. qui ont êtê demandêes. 
NBRF.-FtCHIERS : contient le nombre de fichiers constituant 
la B.D. 
b. Fichiers. 
T,es donnêes qui sui vent concernent les fichiers; chacune 
d·entre elles est prêsente pour chacun des fichiers et doit donc 
être indicêe par un identificateur de fichier (cfr 4.2.2). 
NBRE-OUV-LOG 
un fichier. 
MODE-OUV-LOG 
d'un fi.chier 
mêmorise le nombre d'ouvertures demandêes sur 
mêmorise le mode de la première ouverture 
consultation ou mise-a-jour. 
MODE-OUV-PHYS : renseigne le mode d·ouverture physique du 
fichier fermê, input, output, I-0, extend. 
CURRENT contient la dernière rêfêrence attribuêe a un 
article du fichier. 
TYPF.-FICH: contient le code du type d·organisation du 
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fichier : sêquentielle, sêquentielle-indexêe, relative. 
NBRE-KEY: nombre de clês d'accès dêfinies sur le fichier. 
c. Types d·articles. 
Chacune des donnêes dêcrites ci-après doit être indicêe par 
un identificateur de type d·article. 
FI CH-CODE-ART 
1·interface) du 
type. 
contient un 
fichier qui 
identificateur (interne a 
contient les articles de ce 
d, Clês d'accès. 
Les donnêes ci-après seront indicêes par un identificateur 
(interne a l'interface) d·une ciê d·accès. 
FICH-CODE-KEY: contient un identificateur du fichier sur 
lequel est dêfinie la clê d'accès. 
4.?..2 ~es objets de la B.D. 
Nous dêcrivons ci-dessous les conventions prises dans 1•interface 
pour la formation des noms des objets de la B.D. 
les fichiers : leur nom cononence par F- et est suivi par un 
numêro qui, en sêquence de 1 an (n êtant le nombre de fichiers 
de _ la B.D.) identifie chaque fichier. 
les types d·articles : leur nom commence par R- suivi d'un numêro 
(cfr fichiers). Ce numêro est indêpendant du code qui a pu être 
fixê par 1·utilisateur dans le D.D.L. 
les items 
fichier). 
leur nom cononence· par I- suivi d·un numêro (cfr 
les clês d·accès : leur nom commence par 
(cfr fichier), indêpendant du code 
1·utilisateur dans le D.D.L. 
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K- suivi d·un numêro 
qui a êtê fixê par 
4.3 Les fonctions. 
Nous décrivons ci-dessous les fonctions qui constituent 
1·interface. Conformément a la structure définie en 4.1, nous 
distinguerons deux classes de fonctions : les fonctions logiques et 
les fonctions de manipulation physique des objets de la B.D. 
Conventi.on: 
Dans la description qui va suivre, les noms de fonction seront en 
majuscules entre< et>. 
Les conventions suivantes ont été adoptées pour 1·écriture des tables 
de décision. 
Les conditions figurent en début des tables et sont séparées par 
un trait de la seconde partie; celle-ci peut contenir deux types de 
li.gnes : 
ligne d·affectation dont le schéma est 
nom variable<--- 1 val 1 1 val 2 1 
et se lit : "dans le cas représenté par la colonne dans laquelle 
se trouve val i, val i est affectée a la variable dont le nom 
précède<---". 
La signification des val i est donnée immédiatement après la 
table. 
ligne instruction dont le schéma est 
instruction n n 
et se lit : "dans le cas reprêsentê par la colonne dans laquelle 
se trouve n exécuter "instruction" en eniême rang dans la 
séquence de toutes les instructions exécutables dans ce cas" 
Un"*", a la place den, signifie que "instruction" peut être 
exécutée n · importe quand dans la séquence. 
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4.3.1 les fonctions logiques. 
a. < DISCRIMINATION DES APPELS> 
entrêe COP, SREF 
sortie RETCODE 
fonction 
cette fonction est rêalisêe lors de tout appel a 
l'interface; son but est d'aiguiller 1·appel suivant le code 
opêration (COP) vers les fonctions qui exêcuteront la 
primitive demandêe. 
rêalisation 
si COP = 11 (ouverture de la B.D.) 
discriminer suivant COP 
sinon 
si SREF not = REF-BD 
RETCODE <---" SREP invalide" 
sinon 
si NBRE-OtN-BD > 0 
discriminer suivant COP 
sinon 
RETCODE <---"B.D. non ouverte" 
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b. Les primitives. 
< OUVER'l'URE DE LA BASE DE DONNEES> (COP - 11) 
entrêe SSNAME, PSW, PROTECT, SREF 
sortie RETCODE, SREF 
rêalisation: 
< VERIFIER LES PARAMETRES> 
si paramètres corrects 
sinon 
si NBRE-OtN-BD - 0 
sinon 
ajouter 1 a NBRE-OtN-BD 
< INIT INTERFACE> 
REF-BD<--- SREF 
ajouter 1 a NBRE-OtN-BD 
SREF <-- REF-BD 
RETCODE <---"nom-du-paramètre incorrect" 
< FERMETURE DE LA BASE DE DONNEES> (COP = 12) 
entrêe SREF 
sortie RETCODE 
rèalisation: 
< VERIFIER PARAMETRES> 
si paramètres incorrects 
RETCODE <--- "nom-du-paramètre incorrect" 
sinon 
si NBRE-OtN-BD not = 1 
soustraire 1 de NBRE-OtN-BD 
sinon 
soustraire 1 de NBRE-OtN-BD 
< FERMETURE DES FICHIERS (COP = 23) > 
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< OUVERTURE DES FICHIERS> (COP = 21/22) 
entrée FILNAME PROTECT, COP 
sortie RETCODE RFIL 
réalisation : 
COP = 21 : ouverture de tous les fichiers 
< VERIFIER PROTECT > 
si PROTECT est correct 
pour chaque fichier 
< OtN-LOG-ONE-FILE > 
sinon 
RETCODE <--- "PROTECT incorrect" 
COP = 22 : ouverture d·un fichier 
< VERIFIER LES PARAMETRES> 
si paramètres corrects 
< GARNIR RFIL > 
< OtN-LOG-ONE-FILE > 
sinon 
RETCODE <-- "nom-du-paramètre incorrect" 
< FERMETURE DES FICHIERS> (COP = 23/24) 
entrée RFIL, COP 
sortie RETCODE 
réalisation: 
COP = 23 : fermer tous les fichiers ouverts 
pour chaque fichier 
< CLOSE-LOG-FICH > 
COP = 24: fermer un fichier 
< VERIFIER RFIL > 
si RFIL correct 
< CLOSE-LOG-FICH > 
sinon 
RETCODE <--- "RFIL incorrect" 
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< ACCES SEQUENTIEL AUX ARTICLES D' UN TYPE> (COP = 31) 
entrèe COREC, COGET, PREF, COlŒY 
sortie RETCODE, RREF, RFIL, RFIELD 
réalisation: 
< VERIFIER PARAMETRES> 
si paramètres corrects 
RFIL <--- ART-FICH (COREC) 
< ACCES SEQUENTIEL AUX ARTICLES D'UN FICHIER> 
sinon 
RETCODE <--- "nom-du-pa:r;-amètre j_ncorrect" 
< ACCES PAR CLE AUX ARTICLES D' UN TYPE> (COP - 32) 
entrèe COREC COGET, PREF, COKEY, OPERAT, Z-CLE 
sortie RETCODE, PREF, RFIL, RFIELD 
réalisation: 
< VERIFIER PARAMETRES> 
si paramètres corrects 
RFIL <--- ART-FICH (COREC) 
< ACCES PAR CLE AUX ARTICLES D'UN FICHIER> 
sinon 
RETCODE <--- "nom-du-paramètre" invalide 
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< ACCT.S SEQUENTIEL AUX ARTICLES o-UN FICHIER> ( COP = 33 ) 
- entrèe RFITJ , COREC , PREF , COGET COKEY 
- sor.ti.e RETCODE , · PREF, RFIELD 
- r.êali.sati.on: 
a) si ORG (RFIL) sèquentielle 
1 1 1 1 1 1 1 1 1 1 
PRF.F = 0 10 0 0 0 0 0 0 N N N 
N'BRE-OtN-LOG (RFIL ) = 0 1= = > > > > > = > > 
MODE-OtN-PHYS (RFIL ) 1- - 0 l l ?. 4 - - 0 
PREF = CURRENT (RFIL ) 1- - - 0 N - N 
MOD'~-OPMA-BD 10 1 
+-+-+ 1 1 1 . 1 1 1 
RETCODF. Il 2 l 
<CTA>SF.-PHYSIQUE> 1 5 1. 1. 
TYPF.-OPEN-PHYS = INPUT 1 1. 1 2 2 
<OP'F.:N-PHYSIQUE> 1 2 2 3 3 
<LEC-SEQ-LOG> 1 3 3 1 4 4 
RRF.F <--- CURRENT (RFIL ) 1 4 4 2 5 5 
+-+ 1 1 1 1 1 1 1 
RF.'t'CODF. "fichier non ouvert" l 
2 
3 
"mode ouverture fichier invalide" 
"PREF invalide" 
MODF.-OUV-PHYS 0 CLOSED 
1 = INPUT 
2 OUTPUT 
3 = I / 0 
4 EXTEND 
MODF.-OPMA-BD 0 MANUEL 
1 AUTOMATIQUE 
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3 
0 
1 
3 
1 
1 1 1 1 
N N NI 
> > > 1 
1. ?. 4f 
0 0 01 
-1 
1 1 1 1 
?. ?. 1 
1 
1 
1 
l 1 
?. 1 
1 1 1 1 
b) si ORG (RFIL) non séquentielle 
+ 1 1 1 1 1 1 1 1 
PREP = 0 10 0 0 0 N N NI 
NBRE-OUV-LOG 0 1= 
-
> > = > > 1 
PREP = qJRRENT (RPIL ) 1- - 0 N - N 01 
MODE-OPMA-BD Il ?. - - -1 
+--------- + 1 1 1 1 1 
1 RETCODE Il 2 3 1 
1 <CLOSE-PHYSIQUE> 1 l 1 
1 TYPE-OPEN-PHYS = I/0 1 1. 2 1 
1 <OPEN-PHYSIQUE> 1 2 3 1 
1 7.-CLE <-- LOW-VALUE 1 3 1 4 1 
1 <RGT-KEY> 1 4 2 5 1 
1 <START-PHYS> 1 5 3 6 1 
1 <LEC-SEQ-LOG> 1 6 4 7 1 
1 RREF <--- CURREN'l' (RFIL ) 1 7 5 8 21 
+ 1 ' ' ' +-+-+-+ 
RETCODF. 1 ''file-not-open" 
2 "séquence incorrecte" 
3 "RREP invalide" 
< ACCES PAR CLF. AUX ARTICLES D'UN FICHIER> (COP = 34) 
- ent rêe : RPIT, , COREC , PREP , COGET 
CT.,F. 
- sor.ti.e : RETCODE , RREF , RFIELD 
- r.êali.sati.on: 
< VF.R!PIER PARAMETRES> 
si. paramètres incorrects 
COIŒY, OPF.RAT 
RETCODF. <-- "nom de paramètre incorrect" 
sinon: 
+ 
IORG (RPIL) = séq-ind ou rel 
INBRF.-OUV-LOG = 0 
IPREF = 0 
IMODE-OPMA-BD 
+-+-+-+-+-+-+ 
10 0 0 0 0 NI 
1= = > > 1 
IO ON N N 1 
Il 2 1 
+ 
IRETCODE 
----------------+-+-+ T,_,_,_, 
ITYPE-OPEN-PHYS <-- 3 
!<OPEN-PHYSIQUE> 
l<RAND-LEC-LOG> 
IRREP <--CURRENT (RFIL) 
1 CT.,OSE 
+ 
RETCODF. "B.D. not open" 
"PREF incorrect" 
Il 2 31 
1 1 1 
1 2 1 
1 3 l l 1 
1 4 2 2 1 
1 5 1 
+ 1 1 1 1 1 
1 
2 
3 "fichier et fonction incompati.bles" 
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z-
< ACCES PAR REFERENCE A UN ARTICLE> (COP == 38) 
entrêe COREC, RREF, COGET 
sortie RETCODE RPIL, RPIELD 
rêalisation: 
< VERIFIER PARAMETRES> 
si. paramètres corrects 
si. RREF =- 0 
RETCODE <-- "RREF invalide" 
sinon 
RPIL <-- FICH-ART (COREC) 
si RREF = CURRENT (RFIL) 
< GET-TRSFRT > 
sinon 
RETCODE <--- "RREF invalide" 
sinon 
RETCODE <---" nom du paramètre invalide" 
< REINITIALISATION D'UN FICHIER> (COP = 25) 
entrêe RFIL 
sortie RETCODE 
rêalisation: 
vêrifier RFIL 
si RFIL correct 
si ORG (RFIL) est sêquentielle 
si NBRE-OtN-LOG (RFIL) = 0 
TYPE-OPEN-PHYSIQUE<-- output 
<OPEN-PHYSIQUE> 
<CLOSE-PHYSIQUE> 
sinon 
RETCODE <-- "fichier en opêration" 
sinon 
RETCODE <---" fichier et fonction incompatibles" 
sinon 
RETCODE ·<-- "RFIL invalide " 
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< CREATlON o·UN ARTICLE> (COP = 61 ) 
entrée RFIL, COREC, Z-ART 
SO"['tie RETCODE, RPIELD 
réalisation: 
< VERIFIER PARAMETRES> 
si paramètres corrects 
si.non 
si NBRE-OtN-LOG (RFIL) = 0 
RETCODE <-- "file not open" 
sinon 
si MODE-OtN-LOG (RPIL) = RETRIEVAL 
RETCODE <-- "open mode invalide" 
sinon 
si TYPE-FICH (RFIL) = séquentielle 
sinon 
si MODE-OtN-PHYS (RFIL) = closed 
TYPE-OPEN-PHYS (RFIL) <-- OUT 
<OPEN-PHYSIQUE> 
sinon 
< WRITE-LOG > 
si MODE-OtN-PHYS (RFIL) = OUT ou = 
EXT 
< WRITE-LOG> 
sinon 
RETCODE <---"mode ouverture 
fichier invalide" 
< WRITE-LOG > 
RETCODE <-- "nom paramètre invalide" 
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< SUPPRESStON o-UN ARTICLE> (COP = 62) 
entrêe COREC, RREF 
RETCODE so-rti.e 
-rêalisation: 
< VERIFIER PARAMETRES> 
si. paramètres corrects 
si.non 
RFIT, <-- FICH-ART ( COREC) 
si. TYP-FICH (RFIL) = sêquentiel 
RETCODE <--- "fich;ier et fonction incompatibles" 
si.non 
si NBRE-OtN-LOG (RFIL) = 0 
RETCODE <-- "file not open" 
sinon 
si MODE-OtN-LOG (RFIL) • RETRIEVAL 
RETCODE <-- "mode open invalide" 
sinon 
si RREF NOT= CURRENT (RFIL) 
si ORG (RFIL) = sêq-ind 
sinon 
RETCODE <-- "RREF invali.de" 
sinon 
REF-KEY<-- RREF 
< DEL-PHYS > 
< DEL-PHYS > 
RETCODE <-- "nom paramètre invalide" 
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< MODIFICATION D'UN ARTICLE> (COP = 71) 
entrée COREC, RREF, Z-ART 
sortie RETCODE 
réalisation: 
< VERIFIER PARAMETRES> 
si. paramètres corrects 
RFIT.1 <-- FICH-ART ( COREC) 
si. TYP-FICH (RFIL) = sêq 
RETCODE <--- "fichier et fonction incompatibles" 
sinon 
si NBRE-OUV-LOG (RFIL)-= 0 
RETCODE <-- "file not open" 
sinon 
si MODE-OUV-LOG (RFIL) = retrieval 
RETCODE <-- "mode open invalide" 
sinon 
si RREF not = CURRENT (RFIL) 
si ORG (RFIL) = sêq-ind 
RETCODE <-- "RREF invalide" 
sinon 
REL-KEY<-- RREF 
< REWR-PHYS > 
sinon 
< REWR-PHYS > 
si.non 
RETCODE <-- "nom du paramètre invalide" 
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c. 'Foncti.ons logi.ques complêmentaires. 
< tNtT-tNTERFACE '> 
Cette fonction consiste en 1·initialisation des vecteurs 
d · êtats des fi.chi.ers. 
Pour. chaque fichier 
NRRF.-OtN-LOG a: 0 
MODF.-OtN-LOG - 0 
MODF.-OtN-PHYS = 0 
CtJR.REN'l' = 0 
< OPT.OG-ONF.-FtT.F. > 
entr.êe : RFit, PROTECT 
foncti.on 
ouvr.ir. logiquement un fichier dont 1·identifi.cateur. se 
tr.ouve dans RFIL et le mode d·ouverture dans PROTF.CT 
r.êalisation 
+ 1 1 1 1 1 1 1 1 1 f 1 1-+ 
ITYPF.-FICH = sêq 10 0 0 0 0 0 N N N N N NI 
IPROTEC'l' (4) IR R R U U U R R R tJ u tJ 1 
INBRE-OtN-T..OG 0 1 > > = > > = > > == > > =1 
IMODF.-OtN-LOG = 0 ION - N O - 0 N - N 0 -1 
1 1 1 1 1 1 1 -1 1 1 1 1 1 
INBRE-OtN-LOG + 1 I* * * * * * * *I 
IMOD'E-OtN-LOG <-- PROTECT 1 * * * * 1 
1 ·cURREN'l' <-- 0 1 * * * *I 
j'l'YPF.-OPEN-PHYSIQUE <-- ( 2) 1 I A Al 
1 < OPEN-PHYSIQUE > 1 * * *I 
IRETCOD'E <-- 1 1 1 1 l 1 
+ + 1 1 1 1 f 1 1 1 1 1 
(1) ( 3) ( 3) 
(1.) la première demande a·accès sur 
per.mettr.a de dêterminer le mode 
tnput, Output, I-0. 
ce fichier. 
d·ouverture 
sêquenti.el 
physi.que : 
( ?. ) t = INPUT, A = INPUT-OUTPUT 
(3) pour. les fichiers sêquentiels-indexês et relatifs, le 
mode a·ouverture INPUT-OUTPUT, permettant toutes les 
opêr.ati.ons, sera seul utilisê par 1·interface. 
(4) R = RETRIEVAL, U = UPDATE 
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< CU)S'E-TJOG-FICH > 
entrêe RFIL 
sortie 
fonction 
fermeture logique du fichier 
numêrique est dans RFIL. 
rêalisation: 
si. NBRE-OtN-LOG ( RFIL) < 1 
dont 
RETCODE <-- "fichier non ouvert" 
si.non 
si NBRE-OtN-LOG (RFIL) = 1 
la rêfêrence 
si MODE-OtN-PHYS (RFIL) • closed 
soustraire 1 de NBRE-OtN-LOG (RFIL) 
sinon 
sinon 
soustraire 1 ed NBRE-OtN-LOG (RFIL) 
MODE-OtN-LOG (RFIL) <-- closed 
<CLOSE-PHYSIQUE> 
soustraire 1 de NBRE-OtN-LOG (RFIL) 
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< tEC-SEQ-LOG > 
- entrée INDIC-ARTICLE-TROUVE= 0, RFIL, COREC 
ERREUR= 0 
sorti.e INDIC-ARTICLE-TROUVE, INDIC-ERREUR 
fonction 
INDIC-
réaliser la lecture séquentielle d'un article dont la 
référence du type est dans COREC et qui apartient au 
fichier dont la référence est dans RFIL; év~ntuellement 
assurer le transfert de l'article lu dans RFIELD 
(suivant COGET); vérifier le type de 1·article lu. 
réalisati.on: 
< LEC-SEQ-PHYS > 
si. pas d'erreurs 
si COREC = 0 
INDIC-ARTICLE-TROUVE<-- 1 
< GET-TRSFRT > 
sinon 
si ORG (RFIL) = séq ou séq-ind 
CURRENT (RFIL) + 1 
sinon 
CURRENT (RFIL) <-- REL-KEY 
<RECH-TYPE-ART-LU> 
si COD-ART-LU= COREC 
INDIC-ARTICLE-TROUVE<-- 1 
< GET-TRSFRT > 
si ORG (RFIL) = séq ou séq-ind 
CURRENT (RFIL) + 1 
sinon 
sinon 
EXIT 
CURRENT (RFIL) <-- REL-KEY 
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<RAND-LEC-LOG> 
entrêe 
OPERAT 
RFIL, COREC, COKEY, INDIC-ERREUR=- 0, Z-CL'E 
sortie INDIC-ERREUR 
fonction 
effectuer la lecture alêatoire d-un article sur base 
d-une clê, dont le code est dans COKEY, la valeur dans 
Z-CL'E et a-un opêrateur (=,not >,>) dont le code est 
contenu dans OPERAT. 
rêalisation: 
< RGT-KEY > 
< START-PHYS > 
si. pas a-erreurs 
< LEC-SEQ-LOG > 
< VERIF-COND-JŒY > 
CURRENT {RPIL) + 1 
sinon 
EXIT 
< 'R'EF-REAO-LOG > 
entrêe RREF, RPIL 
sort i.e INDIC-ERREUR 
fonction 
rêaliser la lecture a-un article dans un fichier 
relatif (rêfêrence dans RFIL); le numêro de cet article 
est dans RREF. 
rêalisation: 
REL-KEY<-- RREF 
< REF-READ-PHYS > 
CURRENT (RFIL) <-- REL-KEY 
- 75 -
< WRITE-LOG > 
entrée RFIL, Z-ART, OREC 
sortie INDIC-ERREUR 
- · foncti.on 
assure l'écriture d'un article dont le type est contenu 
dans COREC et dont les valeurs d·items sont contenues 
dans Z-ART; cet article appartient au fichier dont la 
référence est dans RFIL. 
réali.sation 
si. ORG (RFIL) = relatif 
REL-KEY<-- RREF 
sinon 
< PUT-TRSFTR > 
< WRITE-PHYS > 
COGET <-- 1 
< GET-TRSFRT > 
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4.3.2 l.es fonctions physiques. 
Ces fonctions réalisent les manipulations physiques des objets de 
la B.D. Une fonction est capable d-effectuer la même manipulation sur 
tous les objets d-un même type; la fonction "lire un article" reçoit 
le code du fichier et lit ensuite un article de ce fichier. 
ces fonctions physiques sont : 
<OPEN-PHYSIQUE> 
exécute 1-ouverture d-un fichier dont la référence est dans RFIL; 
le type d-ouverture (INPUT, OUTPUT, I-0, EXTEND) est donné dans 
TYPE-OPEN-PHYSIQUE. 
< CT.,OSE-PHYSIQUE > 
exécute la fermeture d~un fichier donné dans RFIL. 
< RGT-KEY > 
effectue le transfert de la clé transmise dans Z-CLE dans la zone 
devant contenir la clê du fichier. COJŒY contient le code de la 
clê. 
< PU'l'-TRSFRT > 
transfère un article dont le code du type est donnê dans COREC de 
Z-ART (paramètre d-appel) dans la zone tampon du fichier. 
< GET-TRSFRT > 
effectue le transfert d-un article lu, de la zone tampon du 
fichier vers Z-RESP. 
< START-PHYS > 
effectue un START sur le fichier dont la rêférence est dans RFIL; 
la condition sur la clê est donnée par OPERAT et Z-CLE. 
< LEC-SEQ-PHYS > 
réalise la lecture séquentielle d-un article d-un fichier dont la 
rêfêrence est dans RFIL. 
< DEL-PHYS > 
suppression d-un article du fichier dont la réfêrence est dans 
RFIL. 
< REWR-PHYS > 
réécriture de 1-article dont le code du type est dans COREC. 
< WRITE-PHYS > 
écriture d-un article dont le code du type est dans COREC. 
< VERIF-COND-JŒY > 
vêrifie si 
satisfaite 
la clé. 
une condition (donnée par OPERAT et Z-CLE) est 
par la clê de 1-article lu; COJŒY contient le code de 
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CHAPITRE 5 
CHAPITRE 5 CONTENU ET FORMAT DE LA B.D. DES SCHEMAS. 
Nous dêcri.vons, dans ce chapitre, la forme sous laquelle les 
descriptions des schémas de B.D. doivent être mises a la disposition 
du système t.D.M.L. c·est parce que I.D.M.L. est un utilisateur 
potentiel des interfaces, et que 1·exécution de certains de ses 
processus nécessite des accès aux descriptions des B.D. sur lesquelles 
le système peut travailler, que la description de ces schémas doi.t lui 
être communiquée par le système de génération ( cfr. Chap. 6 ). 
~près la présentation de leurs raisons d·être dans le contexte 
t .D.M.L., nous décrivons les tables qui contiendront les descripti.ons 
de schémas et la forme sous laquelle I.D.M.L. s·attend a ce qu·elles 
lui. soi.ent communiquées. 
5,1 Raisons d·être. 
t.O.M.t. ayant pour modèle de description de données, le modèle 
d·accès, les descriptions des schémas de B.D. qu-il manipule sont 
réalisées en termes du modèle d·accès (quel que soit le SGBD/SGF 
mani.pulant ces tables). 
r.· intérêt de ces descriptions, au niveau d· I .D.M. t., est 
multiple. Elles seront utilisées pour la compilation des programmes 
t.D.M.L. et pour 1·établissement de rapports destinés aux programmeurs 
et qui leur présenteront, en termes de modèle d·accès, les données 
qu-ils peuvent manipuler. Une autre utilisation envisageable de ces 
desc~iptions pourrait être la génération automatique de programmes de 
chargement, de consultation ou de mise a jour de B.D. Le lecteur se 
reportera utilement a (3] et a (8] (1) pour de plus amples détails. 
l. ( 3] J. t. HAINAUT "IDML : an interface for efficient 
use of Codasyl data bases". 
( e] ,J. L. HAINAUT "IDML : système d- interaction avec 
des banques de données Codasyl". 
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5.7. Descripti.on des schêmas. 
T,e schêma conceptuel de ces descriptions se trouve dans [18) (1). 
5.2.l Conventi.ons . 
La description que nous donnons est sous forme de tables que 
nous reprêsenterons de la façon suivante 
nom-table (nom l,nom 2, ... nom n). 
nom l,nom 2,nom n êtan~ les 
(domaines) parmi lesquelles 
prendre ses valeurs. 
noms des ensembles de valeurs 
1-êlêment 1, 2, n d · une ligne peut 
Chaque 1 igne a- une tab'le est ide nt if iêe par le rang qu - elle 
occupe dans la table. Les êlêments identifiants seront 
souli.gnês. Un"*" signifie qu·un êlêment a une rêpêtitivitê 
êgale au nombre qu i suit cet"*" 
5. 2. 2 Dêfi.ni.ti.ons des domaines. 
NOM i.dentificateur a · un êlêment de la B.D. B.D., fichier, type 
d·arti.cle, i.tem ou type de chemin. La table dans la ligne de 
laquelle il figure permettra de dêterminer s•i1 s · agit d·un 
i.denti.fi.cateur de B.D., de fichier ou de ... 
MOT-PASSF. : mot de passe de la B.D. 
NOM-INTERFACE identificateur de 1-interface chargê de la gestion de 
la B.D. 
OPER code i.denti.fiant une opêration possible sur un êlêment de la 
B.D. 
CODE : code identifiant un êlêment de la B.D. (cfr 2.2.1 e ). 
PT-nom-table : pointeur vers une ligne de la table dont le nom est 
nom-table. Il s·agit en fait du nwnêro d·une ligne de 
cette table. 
CONN-O 
CONN-C 
dêfinit le nombre de clês a · accès dêfinies pour un type 
a·arti.cle. 
connecti.vi.tè Origine dans un type de chemin. 
connectivitê Cible dans un type de chemin. 
1. [18) J . 'L. HAINAUT" Base de donnêes des schêmas" 
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PT-INVERSF. PT-TCHEMIN si TCHEMIN est le type de chemin inverse du 
type de chemin dêcrit. 
NO-NIVEAU: numêro de niveau d-un item. 
STR-TN'l'ERNE dêcrit le type d-un item 
numêri.que ... 
imprimable, alphabêti.que, 
UNITE dêcrit le code interne utilisê - 4 bits, 6 bits, 7 bi.ts, 8 
bits ... 
LONG: longueur d-un item en nombre d·unitês du code interne utilisê. 
LONG-DECIM: le nombre de digits a prendre en comptes-il s·agit d "un 
i.tem numérique. 
FAC/O'BT, code indiquant si un item est facultatif ou obligatoire. 
REPET: rêpêti.tivi.tê d-un item. 
PT-COMPTEUR: PT-ITEM si ITEM est le compteur de rêpêtitivi.tê de 
1-i.tem dêcrit. 
TYPF.-0/C indi.que si un type d-article est origine ou cible d"un type 
de chemin. 
MODF.-INS : mode d " insertion dans un type de chemin. 
MODE-RETR: mode de retrait dans un type de chemin. 
CLASSE : peut-être identifiant, clê a-accès, ordre. 
TYPE-REFER: type de rêfêrentiel. ex.: fichier, B.D., type article. 
ORDRE : dêcrit 1·ordre d "êlêments de la B.D.; 
les possibilités suivantes sont prêvues 
prior, next, sorted. 
nêant, first, last, 
DOUBLE détermine le traitement des doubles. Peut-être sans objet 
(si CLASSE= identifiant), first ou last. 
SF.NS : peut-être sans objet, croissant ou décroissant. 
TYPF.-t/TC: permet d"indiquer s-il s·agit d"un item ou d-un type de 
chemin. 
PT-t/TC pointeur vers une ligne de la table d - items (I) ou de la 
table des types de chemin (TC). 
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5.2.3 Les tables. 
Les tables permettant de décrire le schéma sont au nombre de 10, 
nous les présentons ci-dessous en ne détaillant que celles nécessaires 
a la description a-une B.D. Cobol. 
1. B.D. (NOM, MOT-PASSE, NOM-INTERFACE, OPER*4) 
cette table ne contient qu-une ligne par description de schéma. 
Elle associe a une B.D. de nom NOM, un mot de passe, un nom 
a-interface et les opérations qu-on peut effectuer. 
,2. FICHIER ( NOM, OPER*8) 
Description du fichier de nom NOM; huit opérations possibles 
peuvent être définies sur ce fichier. 
3. TARTICLE (NOM, CODE, OPER*S, PT-CONTIENT, PT-ITEM, PT-ORIG-CIBLE, 
PT-SIMPLE, NBRE-CLE) 
Description a-un type a-article de nom NOM, de code CODE. Les 
opérations qu·il est possible de définir sont au nombre des. 
T..es pointeurs et NBRE-CLE n-ont été introduits que dans un but 
a-accélération des traitements. 
PT-CONTIENT pointe vers la ligne de la table CONTIENT qui associe 
le type a·article décrit a un fichier. 
PT-ITEM pointe vers la ligne qui, dans la table ITEM contient la 
description du premier item associé a ce type a-article. 
PT-ORIG-CIBLE n·est pas utilisé en Cobol (pas de chemin inter-
articles). 
PT-SIMPLE pointe vers la ligne qui contient la description de 
premier simple défini pour le type a-article. 
NBRE-CLE contient le nombre de clés définies pour ce type 
d·article. 
4. TCHEMIN (NOM, CODE, CONN-0, CONN-C, PT-INVERSE) 
Table sans objet en Cobol. Elle contient les descriptions des 
types de chemin. 
S. ITEM (NOM, CODE, NO-NIVEAU, (STR-INTERNE, UNITE, LONG, LONG-DECIM), 
FAC/OBL, REPET, PT-COMPTEUR, OPER*2) 
Cette table contient les descriptions des items. L-ordre des 
descriptions est celui de la décomposition dynastique. Un item 
de numéro de niveau= 1 est décrit' pour chaque type a·article. 
6. CONTIENT (PT-TARTICLE, PT-FICHI~R) 
cette table associe un type a·article au(x) fichier(s) qui 
contiendra(ont) les articles de ce type. 
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7. ORIG-CIBLE (PT-TARTICLE, TYPE-0/C, PT-TCHEMIN, MODE-INS, MODE-RETR, 
OPER*4) 
cette table associe un type d-article a un type de chemin, elle 
n-est pas utilisée en Cobol. 
8 . GLOBAL ( CLAS_SE, TYPE-REFER, PT-REFER, ORDRE, CODE) 
une ligne de cette table décrit un mécanisme 
classe est soit identifiant, soit clé a-accès, 
des êlêments de la B.D. dans un référentiel qui 
B.D., un fichier ou un chemin a-un type. 
global dont la 
soit ordre pour 
peut être la 
9. SIMPLE (PT-TARTICLE, CLASSE, TYPE-REFER, ORDRE, CODE, DOUBLE, 
PT-COMPOSANT) 
Même signification que GLOBAL mais restreint a un type a-article. 
10. COMPOSANT (PT-SIMPLE, TYPE-I/TC, PT-I/TC, SENS) 
Réalise la liaison entre un mécanisme (simple) et 1-élément de la 
B. D '. ( item ou type de chemin), grace auquel est réalisé ce 
mécanisme. 
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5.3 Le fichier des tables. 
Après avoir dêfini les tables de description de schêmas, nous 
allons prêsenter la forme sous laquelle 1·ensemble de ces tables doit 
être communiquê au système I.D.M.L. 
ces tables seront rangêes dans un fichier qui ne contiendra 
qu·une seule description de B.D.; 1·ordre dans lequel les tables sont 
prêsentêes dans ce fichier est quelconque; cependant, 1·ordre dans 
lequel figureront les lignes d'une table est dêfini ci-dessous : 
1. B.D. : une seule ligne par schêma 
'-·FICHIER: triêe sur nom. 
3. TARTICLE : triêe sur nom. 
pas de tri. 
4. TCHEMIN: vide dans le cas d'une B.D. Cobol. 
s. ITEM: l'ordre dynastique de dêcomposition doit être respectê, 
donc pas de tri. 
6. CONTIENT triêe sur (PT-TARTICLE, PT-FICHIER). 
7. ORIG-CIBLE : vide dans le cas d·une B.D. Cobol. 
8. GLOBAL 
9. SIMPLE 
CODE). 
triêe sur (CLASSE, TYPE-REFER, PT-REFER, CODE). 
triêe sur (PT-TARTICLE, CLASSE, TYPE-REFER, PT-REFER, 
10. COMPOSANT triêe sur (PT-SIMPLE). 
La gênèration de ce fichier peut être envisagèe de la façon 
suivante: deux fichiers seront crêès; 1·un ne contenant que la table 
ITEM et 1·autre contenant toutes les autres tables. ce second fichier 
sera triè sur ( identification de table, clè), avec clè contenant au 
moins, pour chaque ligne, les èlêments sur lesquels elle doit être 
trièe. Une fusion ultérieure des deux fichiers permettra de constituer 
le fichier demandè. 
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CHAPITRE 6 
CHAPtTRF. 6 LE SYSTEME DE GENERATION. 
Ce chapitre décrit le système de génération tel qu-i.l a été 
i.mplémentê a 1·1.nstitut a-Informatique. Nous présentons, tout 
a-abord, 1·archi.tecture globale des fonctions dont il est consti.tuê; 
ensui.te nous décrivons chacune de ces fonctions en prêci.sant son 
objecti. f e .t les pri.nci.pes ayant présidé a sa spécificati.on. 
6.l Archi.tecture du système. 
6.1.1. tdenti.fi.cati.on des fonctions. 
T,es objectifs du système, génération a- interfaces et · mi.se a jour 
de la B.D. des schémas a-r.D.M.L., nous permettent de distinguer 
i.nunédi.atement deux fonctions. 
tl nous a paru utile de leur en adjoindre une troi.si.ème: en 
effet, la description ,initiale de la B.D. est écrite avec le D.D.T •. 
défi.ni. au chapitre 3. 
Cette forme n·étant pas de manipulation aisée par des programmes, 
une troisième fonction a été prévue dans le système: la traduction du 
t'exte n. n. T,. sous forme de tables. 
De plus, la vérification du texte D.D.L. n·étant pas nécessaire a 
chaque exécution a·une des deux fonctions définies ci - dessus, cette 
troisième fonction assurera cette vérification. 
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T..e flux du système correspondra donc au schéma suivant 
+ 
Génêration 
interfaces 
6. l.?. A.rchi.tecture. 
description 
B.D. 
(D.D.L.) 
1 Traduction 1 
1 1 
+----- ------+ 
Description 
( format 
interne) 
+ 
1 
+ 
mise a jour 
B.D. schémas 
Afin a-offrir plus de souplesse au système, nous introduisons une 
quatrième fonction dans le système. cette fonction fonction 
dir.ectrice ) assurera le séquencement des autres fonctions du système 
suivant les dêsi.rs de \·utilisateur. 
En effet, un utilisateur peut désirer génèrer un interface sans 
mettre a jour la B.D. des schèmas; on peut aussi. imaginer que cette 
fonction permette le stockage des descriptions des schémas sous forme 
i.nterne, 1- ut i. l isateur n - ayant qu - a en donner le nom a cette fonction 
di.r.ectr.i.ce pour y accéder. 
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r,- archi.tecture adoptêe est donc 
fonction 
utilisateur••----~, 1 
1 directrice 
1 
Traducti.on Gênêration 
+ 
6.l Description des fonctions. 
+--------
1 
1 Mise a jour 
1 B.D. schêmas 
1 
+ 
Nous allons, ci-dessous, dêcrire les fonctions, leurs objecti.fs 
et les mêcani.smes mis en oeuvre pour atteindre ceux-ci. Nous 
prêcisons qu-il ne s-agit pas a-une description complète des 
traitements de chaque fonction, mais a- une prêsentation des princi.pes 
qui nous ont gui.dê dans leur rêalisation. 
6.2.1. T.e traducteur de D.D.L. 
ce traducteur a, comme objectifs, la vêrification du texte D.D.L. 
introdui.t sous la forme a-un fichier sêquentiel, et sa traduction en 
une forme interne exploitable par les autres fonctions. 
6.2.1.1 La description du D.D.L. 
Un des critères a-êlaboration du D.D.L. ( cfr.chap.3 ) ètai.t de 
permettre, grace a une description souple du texte D.D.L., des 
modifi.cati.ons aisêes de sa dêfinition. Nous prêsentons ci. dessous 
la forme donnêe a cette description. 
Dêtermi.nons, tout a-abord, les êlêments a dêcrire: 
le premi.er de ceux-ci est le texte D.D.L.; il est composê de clauses 
du langage D.D.L. qui se suivent dans un certain ordre. 
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T..e second êlêment a dêcrire est constituê par les clauses du langage: 
un ou, en gênêral, plusieurs mots les composent; ceux - ci feront 
1.-objet d-un troisième niveau de description. 
a. Description du texte. 
La description du texte qui a êtê adoptêe trouve son origine dans 
la constatation suivante: le nombre de clauses diffêrentes qui peuvent 
suivre une clause dêterminêe, est fini. Cela nous permet de modêliser 
le texte sous forme a-un graphe orientê dont les arcs indiquent les 
successions possibles des clauses reprêsentêes par les sommets. 
Exemple de graphe. 
entrêe 
On dira 1-ensemble des suivants de CLl 
" " " " CL2 
" CL4 
= { CL2} 
= { CL3 
= { CL5 
~-~sortie 
CL6} 
CL3} 
Un texte D.D.L. sera donc reprêsentê par un chemin particulier 
parcouru dans ce graphe, dont 1-origine et la cible sont fixêes (par 
convention: clause initiale et clause terminale). 
Dans le cas du D.D.L. proposê, la clause initiale sera "data-base 
description" et la clause terminale : "<element-descr>". 
La forme sous laquelle ce graphe a êtê reprêsentê dans le 
traducteur, est celle d-une matrice de succession. Chaque clause a 
reçu un numêro arbitraire qui donne le numêro de la ligne qui contient 
celui des clauses suivantes. 
on interprètera donc : 
ligne i : si, s2, s3, s4, s5, ... 
La clause i (dont le numêro identifiant est i), peut avoir pour 
successeur 1-une des clauses sl, s2, ... (dont le numêro identifiant 
est sl, s2, ... ). 
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Nous pouvons prêsenter 
vêrification du texte : 
une êbauche de 1-a1gorithme 
si la permiêre clause du texte est la clause initiale 
sinon 
i <-- numêro de la clause initiale 
pour chaque clause 
si clause appartient a {suivantes de la clause i} 
traitement clause 
sinon 
erreur 
erreur 
b. Description des clauses 
de 
Chaque clause êtant constituêe d·une suite de mots, il nous 
suffit pour dêcrire une clause, de lui associer les identifiants des 
mots qui la composent. 
Ici aussi, une table nous permettra de rêaliser cette 
description: 
si. ( i) (ml, m2, m3, ... ) 
reprêsente la iême ligne de cette table, on lira: la clause dont le 
numêro est i (cfr. Description du texte), est composêe des mots dont 
les identifiants sont ml, m2, m3, ... 
c. Description des mots 
Les mots composant les clauses du texte D.D.L. sont de quatre 
types: 
1) les êlêments terminaux propres au langage D.D.L. 
2) les terminaux facultatifs : 
êlêments terminaux non obligatoires 
3) les non-terminaux: on n·en connait que le format 
4) les non-terminaux facultatifs : idem 
Chaque êlêment terminal, facultatif ou non, constitue une ligne 
d·une table, ligne dont la rang sert d.identifiant au mot. Les 
identifiants les plus petits sont ceux des mots non facultatifs. Les 
non-terminaux ont reçu une identification (supêrieure au nombre 
maximum d.êlêments terminaux), qui spêcifie leur format. Les 
identifiants les plus petits sont ceux des non facultatifs. 
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exemple: 
terminaux: de 1 a 40 (si 40 êlêments terminaux existent) 
non-terminaux: de 50 a ... 
50 identifiant par exemple un format alphabêtique de 
longueur - 1. 
En rêsumê, la description du D.D.L. est constituêe de .3 tables : 
1. une table de successeurs dêcrivant le graphe de succession 
2. une table de description des clauses; les êlêments d'une ligne 
êtant identificateurs des mots de la ligne 
3. une table de mots contenant les êlêments terminaux et une 
codification des formats 
L'objectif de cette description êtant de permettre d es 
modifications aisêes du D.D.L.; considêrons quelques exemples : 
a. modification d'une clause : 
remplacer un mot par un autre consiste a remplacer dans la 
description de la clause un identifiant de mot par un autre; si 
le mot (format) remplaçant n·est pas codifiê dans la table des 
mots, 1·y ajouter (lui crêer un code). 
b. suppression d·une clause 
adapter le graphe de sêquence en fonction de cette suppression; 
la clause supprimêe ne peut plus appartenir a aucun ensemble de 
suivants et, son ensemble de suivants est a joindre a celui des 
clauses qu·elle suivait. 
c. ajoot d'une clause : 
ajouter la description de cette 
ses mots (formats) dans la 
(formats); 
clause; êventuellement 
table (codification) 
ajouter 
des mots 
crêer une entrêe supplêmentaire correspondant a la nouvelle 
clause, dans la table de succession; 
y mettre ses sùivantes; 
modifier les suivants de la (des) clause(s) qui la prêcêde(nt); 
6.2.1.2 La forme interne du schêma 
La forme interne du D.D.L est celle sous laquelle la description 
de la B.D. est accessible aux autres fonctions du système. Nous en 
donnons ci-dessous la description sous formes de tables; Les 
conventions adoptêes pour la description de ces tables sont celles 
dêfinies au chapitre 5 (5.2.1). 
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Dêfinition des domaines 
BDIBD 
BDIIN 
BDPSW 
FIDEN 
FASGN 
FORGN 
FNORB 
RTIDE 
RTCON 
RTINC 
IIDEN 
IIDPE 
ILENU 
identificateur de la B.D. 
identificateur de 1-interface gêrant la B.D. 
mot de passe de la B.D. 
identificateur a-un fichier 
unitê a-assignation a-un fichier 
organisation a-un fichier 
nombre d ' articles par bloc a-un fichier 
identificateur de type a-article 
condition d'appartenance a - un article a un type d'article 
code interne a-un type d'article 
identificateur a-un item 
identificateur de l'item père de l'item considêrê 
numêro de niveau d'un item 
IPICT: format logique d'un item 
IUSAG 
IOCCU 
IJUST 
ISYNC 
KIDEN 
KINCO 
code physique d'un item 
rêpêtitivitê d'un item 
justification a droite d'un item 
synchronisation d'un item sur frontière de mot 
identificateur d'une clê 
code interne d'une cl'. 
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Les tables générées sont 
BD (BDIBD, BDIIN, BDPSW) 
La B.D. dont le nom est BDIBD a pour mot de passe BDPSW 
et le nom de 1·interface chargé de sa gestion est BDIIN. 
FICHIER (FIDEN, FASGN, FORGN, FNORB) 
Table des descriptions des fichiers. 
FICH-TYP-ART (FIDEN, RTIDE) 
cette table associe un type d·article a un fichier. 
TYP-ART (RTIDE, RTCON, RTINC) 
Table des descriptions des types d·articles. 
TYP-ART-ITEM (RTIDE,IIDEN) 
Cette table associe un item a un type d·article. 
ITEM (IIDEN, IIDPE) 
cette table contient des descriptions d·item dans 
1·ordre dynastique de la description de la structure. 
ELEM-ITEM (IIDEN, ILENU, IPICT, IUSAG, IOCCU, IJUST, ISYNC) 
Contient les descriptions des items élémentaires. 
FICH-CLE (FIDEN, KIDEN) 
Associe une cle a un fichier. 
CLE-ITEM (KIDEN, IIDEN) 
Associe une cle d·accès a un fichier et un item. 
CLE (KIDEN, KINCO) 
Table des descriptions des clès. 
6.2.2 Le génèrateur. 
Nous presentons ci-dessous le genèrateur rèalisé. Après 1·expose 
des principes retenus, nous décrirons les moyens mis a la disposition 
de 1·utilisateur pour effectuer une génération. 
6.2.2.1 Principes de génération, 
Deux voies ont été envisagées pour la génération des interfaces : 
dans la première, le texte du programme générateur contient 
entièrement celui de 1•interface; le programme generateur est 
fige; il procède sequentiellement a la génération. 
dans la seconde, 1·interface est externe au générateur; le texte 
de 1·interface contient des directives de génération qui sont 
interprêtées par le generateur, 
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Solution 1 
SCHEMA 
INTERNE 
INTERFACE 
GENERATEUR 
INTERFACE 
GENERE 
Solution 2 
SCHEMA 
INTERNE 
INTERFACE 
( templet) 
INTERFACE 
GENERE 
Une modification de 1·interface entraine, dans le premier cas, 
celle du générateur et sa recompilation, et, dans le second cas, celle 
de 1·interface, sans intervention sur le générateur. 
De plus, la première solution nous amène a écrire un programme 
spécifique a la génération d·interfaces Cobol; la génération 
d'interfaces pour d'autres SGBD/SGF faisant 1·objet de travaux 
ultérieurs, il nous a paru interessant de proposer ici, une voie 
susceptible d·extensions. La seconde solution a donc été retenue. 
Le principe appliqué dans cette solution s·apparente en fait, a 
celui retenu pour les macros-gênêrateurs : un texte est traité par un 
pr.ogranune qui, en fonction des directives contenues dans ce texte, 
génère un texte définitif. Le texte initial se verra appelê dans la 
suite de 1·exposé "templet". 
Dans notre cas, le templet sera, par exemple, 1·interface écrit 
en Cobol et contenant des directives de génération, tandis que le 
texte généré sera l'interface, prêt a être compilé. 
Si le principe est celui des macro-générateurs, les directives de 
génération ne représentent qu·un sous-ensemble très réduit de celles 
des macro-générateurs. En effet, le templet (l.interface), peut être 
décomposé en sous-séquencès, plus ou moins importantes 
spécifiques aux fichiers, aux articles ou aux clés. Ces sous-
séquences réalisent chacune une action particulière sur les objets de 
la B.D. Cobol. Considérant cela, nous avons pu déterminer les 
possibilités du générateur il doit pouvoir recopier du texte; en 
effet, certaines parties de l'interface sont invariantes quel que soit 
le schéma de la base de données. Pendant cette recopie, il peut avoir 
a insérer, éventuellement, une vaieur (ex: nom de fichier); Cette 
possibilité sera donc prévue. Vu la découpe du templet en sous-
sêquences générales (cfr. supra), l'itération sera le mécanisme qui 
permettra, sur la base de la description de la B.D., la génération de 
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ces sous-sèquences pour tous les èlèments du type qu·elle manipule. 
outre cette restriction quant aux possibilitès du langage, une 
autre diffèrence par rapport aux macro-gènèrateurs, est que le texte 
source ne contient pas toutes les informations nècessaires a la 
gènèration une part importante de ces informations est constituèe 
par la forme interne de la descripton du schèma (cfr 6.2.1.2). 
Appliquons ce principe a un exemple : 
soit gènèrer un paragraphe de nom dèterminè contenant un ordre de 
lecture; cela, pour tous les fichiers de la B.D.; 
le texte source serait 
dèbut itèration 
gènèrer pour chaque fichier 
texte: 
NOM-PARAGRAPHE-"identificateur-fichier" 
READ "identificateur-fichier" 
fin itèration: 
fin gènèration. 
Les deux mècanismes de gènèration sont illustrès : 
1·itèration pour chaque fichier 
1·insertion : identificateur-fichier sera remplacè par sa 
valeur ( pour le fichier concernè par 
1 · i tèration) . 
Nous allons maintenant dètailler ces deux mècanismes et leurs 
possibilitès. 
6.2.2.2 Les directives de gènèration. 
a. Les itèrations. 
Les objets de la B.D. sur lesquels ls itèrat~ons sont possibles, 
sont les suivants : fichiers, types d·articles, clès d·accès et 
items. En plus, un mècanisme èlèmentaire de sèlection a ètè 
introduit qui permet les itèrations sur les fichiers sèquentiels, 
sêquentiels-indexès et relatifs. 
Une itèration se marque de la facon suivante 
*/GENERATE FOR EACH "objet" 
texte a gènèrer 
*/END 
*/ : la raison de la prèsence de ces caractères est expliquèe en 
6.2.2.2 c. 
Imbricaton des itèrations. 
une imbrication n·est possible que si 1·objet de la boucle 
intèrieure est descendant direct de 1·objet de la boucle 
extèrieure, sur 1·arbre suivant : 
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B.D. 
_____ ....._ __ - sêquentiel 
FICHIER - sêq-ind 
- relatif 
TYPE CLE D'ACCES 
ITEM 
t·objet de la boucle intêrieure voit son nom qualifiê par 
celui de 1 · objet de la boucle extêrieure; le systême 
considêre que le texte source commenèe par GENERATE FOR B.D. 
et se termine par END 
exemple: 
les ordres suivants 
*/GENERATE FOR EACH FILE 
texte 
*/GENERATE FOR EACH RECORD-TYPE 
texte 
*/GENERATE FOR EACH ITEM 
texte 
*/END 
*/END 
*/END 
sont êquivalents a 
*/GENERATE FOR EACH FILE OF B.D. 
texte 
*/GENERATE FOR EACH RECORD-TYPE OF FILE 
texte 
*/GENERATE FOR EACH ITEM OF RECORD-TYPE 
texte 
*/END 
*/END 
*/END 
L'objet de la boucle extêrieure peut être quelconque. 
Dans un but de facilité, les trois ordres END peuvent être 
remplacés par END*3 qui signifie fin des trois boucles, ou 
encore par END* qui signifie fin de toute boucle. 
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b. Insertion. 
ce mécanisme permet d·insérer dans le texte une information 
contenue dans la forme interne de la description de la B.D. (cfr 
6.2.1.2 ) Les para.mètres sont ceux définis en 6.2.1.2. Dès que le 
générateur rencontre une des abréviations définies, il la remplace par 
la valeur correspondante actuelle de la forme interne du schéma. Cela 
signifie que les valeurs concernant la B.D. (les abréviations 
commencent par BD) peuvent être générées n·importe où dans le texte; 
celles concernant le fichier, uniquement a l'intérieur d"une boucle 
*/GENERATE FOR EACH FILE 
et ainsi de suite. 
Exemple: 
Soit générer les clauses F.D. décrivant les articles du fichier 
accessibles par un programme Cobol 
*/GENERATE FOR EACH FILE 
PD F-#FIDEN 
*/GENERATE FOR EACH RECORD-TYPE 
01 R-#RTIDE 
*/GENERATE FOR EACH ITEM 
#ILENU I-#IIDEN #IPICT #IUSAG ... 
*/END * 3 
c. Directives techniques. 
A ces mécanismes s•ajoutent des ordres destinés a améliorer les 
performances du générateur; ce sont SCAN et NOSCAN. SCAN déclenche la 
recherche dans chaque ligne d·abrêviations a remplacer. NOSCAN 
arrête cette recherche. 
Les lignes sur lesquelles figurent des ordres GENERATE, END, SCAN 
ou NOSCAN, auront pour premiers caractères "*/"; tandis que les 
para.mètres commenceront par"#". ces conventions n·ont d'autre but 
que 1·a.mêlioration des performances du générateur. 
6.2.2.3 Evaluations. 
Les possibilitès du gênêrateur apparaissent sans 
étendues, pour la seule génération d'interfaces Cobol. 
effet la génération de tout autre programme ou même d'un 
documentation sur la B.D. (cfr annexes E et P). Mais ces 
offrent aussi des voies d •·extension : 
doute, trop 
Il permet en 
rapport de 
possibilités 
tel quel (ou avec des modifications très légères) on pourrait très 
bien générer des interfaces écrits en des langages dont le modèle de 
données est proche de celui du Cobol (PLl par ex,); avec des 
extensions, soit des directives de génération (en permettant des 
sélections moins primaires), soit des informations contenues dans le 
schéma interne (en incluant la notion de chemin inter-articles), il 
sera sans doute possible de générer des interfaces pour des modèles de 
données plus évoluées; ceci fera l'objet d·un travail ultérieur. 
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6.2.3 Production du schèma destinè a I.D.M.L. 
Cette fonction, essentiellement une conversion effectuée entre 
les tables du système de génèration et celles dèfinies dans I.D.M.L. 
(cfr chapitre 5), ne prèsentant au niveau de sa réalisation, que peu 
d·intérêt, ne sera pas dècrite. 
6.2.4 La fonction directrice. 
Cette fonction, outre la synchronisation de toutes les 
du système, permet en outre, des extensions fonctionnelles 
1·implèmenteur (par exemple : sauvetage ou restauration 
internes). 
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fonctions 
au choix de 
des tables 
6.3 Schéma général de fonctionnement du système. 
Le schéma général de fonctionnement du système de génération est 
le suivant : 
D.D.L. 
UTILISATEUR 
TRADUCTEUR 
D.D.L. 
,,, 
,,, 
SCHEMA 
INTERNE 
, 
,,, 
GO 
M-A-J 
BD des 
SCHEMAS 
,,"'--------
TEMPLET 
RESULTAT 
GENERATION 
La description du schéma (D.D.L. dans un fichier séquentiel) est 
soumise au traducteur de D.D.L., celui-ci produit un schéma interne 
(tables) qui sera transmis a la mise a jour de la B.D. des schemas et 
au generateur. Celui-ci, sur base du templet (fichier séquentiel), 
effectuera la génération dont le résultat sera rangé dans un fichier 
sêquentiel. La fonction directrice gèrera 1·ensemble du système en 
fonction des ordres de 1·utilisateur. 
- 99 -
CONCLUSION 
CONCLUSION. 
Nous pouvons, au terme de ce mêmoire, tenter d-êvaluer la 
dêmarche suivie et son adaptation aux objectifs poursuivis. 
Nous distinguons deux phases dans notre dêmarche. La première 
qui consiste en la dêfinition des interfaces est constituêe de trois 
par.ties : restriction du modèle a-accès aux possibilitês du SGBD/SGF 
cible, adaptation des primitives au modèle a-accès restreint et 
spêcification dêtaillêe des interfaces; la seconde phase est 
constituêe par la recherche et la description des moyens nêcessaires a 
la gênêration des interfaces dêfinis au terme de la première phase. 
Une remarque que 1·on peut faire immêdiatement sur ce schêma, est 
qu·aucune de ses êtapes n·est spêcifique a un SGBD/SGF (1) particulier 
Cobol ou autre L'application de cette dêmarche pourrait donc 
être envisagêe quel que soit le SGBD/SGF cible. 
Les rêsultats auxquels nous avons abouti au terme de cette 
dêmarche nous fournissent un second êlêment a·apprêciation de celle-
ci. Les interfaces gênêrês, correspondant a 1·objectif dêfini en 
dêbut de ce travail manifestent 1·adaptation des moyens aux objectifs. 
Si, dans la phase de dêfinition des interfaces, 1-adaptation de 
la mêthode aux objectifs parait claire, la seconde phase semble, au 
contraire, nous avoir amenê a mettre en oeuvre des moyens 
disproportionnês par rapport a son objectif la gênêration 
automatique a-interfaces; en effet, le système proposê fournit le 
moyen de gênêrer autre chose que des int~rfaces Cobol. 
cette interprêtation, pour justifiêe qu·elle est, nous parait 
devoir être corrigêe en replaçant l'êtude qui a êtê rêalisêe dans un 
cadre plus gênêral que celui du Cobol. 
Le Cobol ne constituant que le premier SGBD/SGF pour lequel des 
interfaces seront gênêrês de façon automatique, il nous est apparu non 
dênuê d'intêrêt de proposer des moyens susceptibles de dêveloppement. 
Dès lors, si, pour d·autres SGBD/SGF, le système de gênêration - ou 
une adaptation de celui-ci - se rêvèle capable d'assurer la gênêration 
des interfaces, l'importance des moyens proposêes dans ce mêmoire 
trouvera sa justification. 
1. SGBD 
SGF 
Système de Gestion de Bases de Donnêes. 
système de Gestion de Fichiers. 
- 101 -
BIBLIOGRAPHIE 
BIBLIOGRAPHIE 
[l) C.J. DATE 
"An introduction to database systems" - Second edition 
Addison-Wesley - 1977 
[2) JAMES MARTIN 
"Computer data-base organisation" - second edition 
Prentice Hall - 1977 
(3) J-T,. HAINAUT 
"Interactive data manipulation language 
- An interface for efficient use of Codasyl data bases." 
Institut d-Informatique Namur - Mars 1979 
[ 4) HARTMUT WEDEKIND 
"System independent program design with data bases" 
Technical University Darmstadt - fêvrier 2978 
(5) J-L. HAINAUT 
"Un modèle de description de fichiers 
Institut a-Informatique Namur - 1980 
(6) J-L. HAINAUT 
le modèle a-accès" 
"Caractêrisation des accès proposês par le DBTG Codasyl (1971)" 
Institut a-Informatique Namur -
[7) B. LE CHARLIER et J-L. HAINAUT 
"Modèles,langages et systèmes pour 
1-exploitation de bases de donnêes" 
Institut a-Informatique Namur -
[8) J-L. HAINAUT 
la conception et 
"I.D.M.L. : Système a-interaction avec des banques de donnêes 
Codasyl" 
Berne Ecole a-êtê de 1-AFCET Namur - Juillet 1978 
(9) Y. DELVAUX 
"Rêsumê des propositions Codasyl" (Projet I.D.M.L.) 
Institut a-Informatique Namur - CODASY.DOC/1 - Janvier 1979 
(10) J-L. HAINAUT 
"Machine virtuelle Codasyl" 
Institut d·Informatique Namur - CVM1 DOC/1 - Mars 1979 
(11) J-L. HAINAUT 
"Implêmentation des programmes I.D.M.L." 
Institut d·tnformatique Namur - IMPl.DOC/1 - Juin 1979 
(12) Y. DELVAUX J-L. HAINAUT 
"Système portable de manipulation de 
hètêrogênes" 
Institut d · Informatique Namur - Mars 1981 
(13) J-L. HAINAUT 
bases 
"Theorical and practical tools for data base design" 
Institut d·Informatique Namur -
(14) A. CTARINVAL 
"COBOL" (norme 1974) 
Institut d·Informatique - Juin 1979 
(15) A. van LAMSWEERDE 
"Programming systems for non-programmera" 
Some wishes and some attemps 
MBLE - Bruxelles - Janvier 1979 
(16) DIGITAL EQUIPMENT CORPORATION 
"Cobol user·s manual" 
(17) TEXAS INSTRUMENTS 
"Cobol programmer·s guide" 
Juin 1979 
[18) J-L. HAINAUT 
"Base de donnêes des schêmas" 
Institut d·informatique - Namur(l981) 
de donnêes 
ANNEXES 
ANNEXE A TYPE E'I' FORMAT DES PARAMETRES D-APPEL DE L-INTERPACE 
0l Z-COD'ES. 
02 COP 
02 SREF 
02 COREC 
02 RE't'CODE 
02 PRO'l'ECT 
02 COGET 
02 CONTRT, 
02 RPIT..1 
02 RREF 
02 PREF 
02 COKEY 
02 OPERAT 
02 COMOD 
02 COSE'I' 
02 OREF 
02 TYP 
01. Z-IDEN'l'. 
PIC XX. 
PIC X. 
PIC X. 
PIC 9999. 
PIC 9. 
PIC 9. 
PIC 9. 
PIC X. 
PIC S9( 10). 
PIC S9( 10). 
PIC X. 
PIC 9. 
PIC 9. 
PIC X. 
PIC S9( 10). 
PIC X. 
02 SSNAME PIC X(30). 
02 PSW PIC X(30). 
02 FitLER PIC X(196). 
0l Z-FIT, REDEFINES Z-IDENT. 
02 FILNAME PIC X(30). 
02 FILLER PIC X(226), 
01 Z-VM.I'I' REDEFINES Z-IDENT. 
02 FILLER PIC X(256). 
0l Z-CT.JE REDEFINES Z-IDENT. 
02 FILLER PIC X(256). 
01 Z-ITEM. 
02 ITEMLST. 
03 ITEM 
01. Z-RESP. 
02 RFIELD 
0l Z-SETS. 
02 S'I'KREF 
02 SETLST. 
03 SETL 
02 CURLST. 
03 CURNT 
PIC X OCCURS 32. 
PIC X( 256). 
PIC S9( 10). 
PIC X OCCURS 32. 
PIC S9(10) OCCURS 32. 
ANNEXE B Codes a-erreurs 
No~s ênumêrons ci-dessous les 
transmises a 1-utilisateur lors 
1.-interface. 
valeurs de RETCODE qui. seront 
de la détection a-erreurs par 
97 SREF incorrect 
99 COP incorrect 
93 PSW incorrect 
98 BDNAME incorrect 
9:). PROTECT incorrect 
94 FILNAME incorrect 
91. RFIL incorrect 
88 COJŒY incorrect 
72 COGET incorrect 
78 RREF incorrect 
75 s OPERAT incorrect 
78 PREF incorrect 
96 COREC incorrect 
95 B.D. non ouverte 
89 fonction non disponible 
30 fi.chier non disponible 
77 mode ouverture fichier incompatible 
80 fichier non ouvert 
76 fi.chier en opêration 
76 €i.chier et fonction incompatible 
22 clê double 
26 pas d. arti.cle trouvê 
ANNEXE C Codes opêrati.ons. 
Nous rappelons cl-dessous les codes opérations attribués a 
chacune des fonctions susceptibles d·être rêali.sêes par les 
i .nter.faces. 
Un"*" a la suite du code opération signalera celles qui. ne sont 
pas di.sponi.bles dans les interfaces Cobol. 
ll ouverture B.D.· 
1.2 fenneture B.D. 
7.1. ouver.ture de tous les fichiers. 
,.,. ouver.tur.e d"un fichier. 
23 fennetur.e de tous les fichiers. 
'-4 fenneture d·un fichier. 
25 r.êi.ni.ti.al i.sation d" un fichier 
31. accès sêquenti.el aux articles d"un type 
3'- accès par. clê aux articles d"un type 
33 accès séquentiel aux articles d"un fi.chier 
34 : accès par. clé aux articles d"un fichier 
35* accès séquentiel aux articles cibles d·un chemin 
du premier. au dernier 
36* accès séquentiel aux articles cibles d·un chemin 
du der.nier. au premier 
37* accès par. clé aux articles cibles d"un chemin 
38 accès par. r.êfêr.ence a un article 
51.* contrôle B.D. 
5'-* contrôle fi.chier. 
53* contrôle ar.ti.cle 
61. crêati.on d·un article 
6'- suppression d"un article 
71 modi.fi.caton des valeurs d"item d·un article 
81.* i.nserti.on d·un article dans un chemin 
87.* retrait d"un article d"un chemin 
