













Örökölt szoftverrendszerek karbantartása jelent®s költségekkel járhat. Legtöbbször egy ilyen rendszer
újratervezése jobb választás mintsem újraírni azt a semmib®l [9]. Az újratervezés két fázisból áll: a
jelenlegi rendszerben található információk visszatervezéséb®l és - erre az információra alapozva - a
jelenlegi rendszer egy új verziójának megtervezéséb®l. A sikeres újratervezés az örökölt rendszer egy
nagyon megbízható visszatervezését követeli meg, mivel bármilyen döntés az új rendszer megtervezését
illet®en a visszatervezés során meghatározott információn alapszik. Ez motivált minket egy olyan
módszer kifejlesztésére, amely b®víti és javítja az egyik visszatervez® eszközünket, valamint arra, hogy
visszatervez® eszközök kiértékeléséhez benchmarkokat fejlesszünk ki és kísérleteket végezzünk el.
A munka során tervezési minta keres®kkel, duplikált kód detektorokkal és szabálysértés ellen®rz®k-
kel foglalkoztunk. A tervezési minta keres® eszközök segítik egy rendszer és annak komponenseinek
megértését. A duplikált kód detektáló eszközök olyan veszélyes forráskód másolatokat azonosítanak,
melyek potenciálisan ugyanazokat a hibákat tartalmazhatják és ezáltal a rendszer karbantartását meg-
nehezítik. A szabálysértéseket ellen®rz® eszközök tipikus programozási hibákat ellen®riznek a forrás-
kódban. Az ilyen eszközök örökölt rendszerekr®l fontos információkkal szolgálnak, de az eredményeik
tartalmazhatnak hamis találatokat is.
Továbbfejlesztettük a tervezési minta keres® eszközünket, amely a Columbus visszatervez® keret-
rendszer [6] egyik komponense. A mintafelismerést tovább pontosítottuk úgy, hogy az eredeti algo-
ritmus által visszaadott mintajelölteket igaznak vagy hamisnak jelöltük meg [34], majd gépi tanulási
módszereket alkalmaztunk. Ezután három tervezési minta felismer® eszközt is összehasonlítottunk
(Columbus, Maisa and CrocoPat) három szempontból: találatok közötti különbségek, id®- és me-
móriaigény [35]. Majd kísérleteket végeztünk el egy újonnan kifejlesztett benchmarkon (DEEBEE),
amely tervezési minta keres® eszközök kiértékelését és összehasonlítását támogatja. A benchmark
segítségével két tervezési minta keres® eszköz pontosságát értékeltül ki a tervezési minták referencia
implementációján, valamint két szoftverrendszeren [36, 37, 38]. Bevezettük a DPDX-et is, amely egy
közös csere formátum tervezési minta felismer® eszközök számára. Itt megadtunk egy jól deniált és
b®víthet® metamodellt, amely a jelenlegi eszközök számos hiányosságát kezeli. A metamodellt egy
XML alapú nyelvben implementáltuk [39, 40]. Végül, de nem utolsó sorban bevezettük a DEEBEE
rendszer egy új verzióját, a BEFRIEND-et, amely szélesebb körben használható, mivel általánosítottuk
a kiértékelési szempontokat és a kiértékelhet® eszközök típusát. A BEFRIEND-el a forráskód tetsz®-
leges tulajdonságait felismer® visszatervez® eszközök eredményei értékelhet®ek ki és hasonlíthatóak
össze egymással [41, 42].
Az értekezés öt tézist tartalmaz, melyek a következ®k:
1. Egy tervezési minta keres® eszköz továbbfejlesztése.
2. Tervezési minta keres®k performanciájának kiértékelése.
3. Tervezési minta keres® eszközök validációja.
4. Terezési minta keres® eszközök közös formátuma.
5. Visszatervez® eszközök validációja.
A következ® fejezetekben röviden ismertetem ezeket a téziseket és minden fejezet végén kiemelem a
saját hozzájárulásomat.
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1. Egy tervezési minta keres® eszköz továbbfejlesztése
A legtöbb mintaillesztésen alapuló mintafelismerési megközelítéssel az a probléma, hogy természetük-
nél fogva számos hamis eredményt állítanak el®, ahol bizonyos kódrészek - melyek a mintaleírásnak
csak strukturálisan felelnek meg - mintajelöltekként kerülnek azonosításra. Most bemutatunk egy gépi
tanulási módszert és néhány kísérleti eredményt, melyek megmutatják, hogy hogyan javíthatóak ter-
vezési minta keres® eszközök eredményei és hogy hogyan dönthet® el, hogy az eredmények helyesek-e
vagy sem. A munka során a Columbus keretrendszer tervezési minta felismer®jét alkalmaztuk [4]
és kísérleteket végeztünk el a StarOce [28] szövegszerkeszt®jén, a StarWriteren, amely több mint
6000 osztályt tartalmaz. Itt a Columbus mintafelismer® algoritmusát alkalmazva számos mintajelöltet
találtunk, melyeket tovább sz¶rtük gépi tanulási algoritmusokkal, így végül pontosabb eredményeket
sikerült elérnünk.
A tanulási folyamat
A következ®kben egy áttekintést adunk a kifejlesztett tanulási folyamat egyes lépéseir®l.
1. Prediktor értékek kiszámítása. Az eredeti mintafelismer® folyamatban [4] a Columbus (CAN)
analizálja a forráskódot és készít egy Absztrakt Szemantikus Gráf (ASG) reprezentációt. Ezután
a Columbus tervezési minta felismer® komponense (CAN2Dpm) azonosítja a tervezési mintákat
(jelölteket), melyek megfelelnek az aktuális DPML (Design Pattern Markup Language) fájlnak,
ami az éppen keresett minta struktúráját írja le. Minden egyes tervezési minta rendelkezik olyan
tulajdonságokkal (prediktorok), melyek nem kapcsolódnak annak szerkezeti leírásához. Ezeket
az információkat az ASG-b®l nyerjük ki és elmentjük egy CSV fájlba (prediktor tábla fájl), amit
a tanulórendszereknek adunk meg.
2. Kézi vizsgálat. A forráskód kézi vizsgálata alapján eldöntjük, hogy egy adott mintajelölt ha-
mis vagy sem. A prediktor tábla fájlt b®vítjük egy új oszloppal ami a kézi vizsgálat (döntés)
eredményét tartalmazza.
3. Gépi tanulás. Itt elvégezzük a gépi tanuló algoritmusok (döntési fa [25] és neurális háló [7])
betanítását. Ezek kimenetei a megtanult tudást tartalmazó modellek lesznek.
4. Integráció. Végül, az eredeti folyamatba integráljuk a gépi tanulás eredményeit.
Az 1. ábra grakusan mutatja be ezt a folyamatot. A Columbus keresési folyamatának eredeti
elemeit egyenes vonalak és üres dobozok jelölik, míg a jelen tanulmány által újonnan bevezetett
részeket szaggatott vonalak és teli dobozok.
Kísérletek
Két tervezési mintával (Adapter Object és Strategy) végeztünk el kísérleteket. A tanulási folyamat si-
kerességének kiértékeléséhez a keresztvalidáció módszerét alkalmaztuk: a prediktor táblát felosztottuk
három egyenl® részre és a tanulást-tesztelést három alkalommal végeztük el. A tanulási pontossá-
got minden esetben a tanulási rendszer helyes döntéseinek száma (a kézi osztályozáshoz képest) és
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1. ábra. A tanulási folyamat
Tervezési minta Döntési fa Neurális háló
Adapter Object 66.70% (21.79%) 66.70% (23.22%)
Strategy 90.47% ( 4.13 %) 95.24% ( 4.12 %)
1. táblázat. Átlagos pontosság és szórás (zárójelben) a keresztvalidáció alapján
az összes jelöltek számának arányaként deniáltuk. Kiszámítottuk az átlagot és a szórást a három
tesztelési eredményt felhasználva és a 1. táblázatban látható eredményeket kaptuk.
A célünk a struktúra alapú mintafelismer® eszközünk eredményeib®l [4] a hamis jelöltek kisz¶rése
volt. A kísérleteink során 6795%-os pontosságot értünk el, és az el®állt modellel képesek voltunk a
hamis Adapter Object jelöltek 86%-át, valamint a hamis Strategy jelöltek 94%-át kisz¶rni.
Saját hozzájárulás
A szerz® végezte el a kísérleteket a Strategy tervezési mintával, valamint kézzel felcímkézte az alap
tervezési minta keres® eszköz Strategy mintára adott eredményeit. Ennek a tézisnek az eredményeit
a [34] cikkben publikáltuk.
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2. Tervezési minta keres®k performanciájának kiértékelése
Ebben a tanulmányban három tervezési minta keres® eszközt hasonlítottunk össze, a Columbust,
a Maisat és a CrocoPatet. Azért választottuk ezeket az eszközöket, mert a Columbussal közös
bemenetet lehet gyártani mindhárom eszköz számára. Korábbi munkánk már biztosította a bemenetet
a Maisa számára [12], míg a CrocoPat esetében kifejlesztettünk egy új Columbus plugint, amely képes
a megfelel® formátumot el®állítani. Ezt a folyamatot a 2. ábrán illusztráljuk.
2. ábra. Keretrendszer
Összehasonlítási módszer
Tervezési minta keres® eszközökhöz kialakítottunk egy összehasonlítási módszert, mely a következ®
szempontokat tartalmazza.
• Az azonosított tervezési minta jelöltek közötti különbségek. Az eszközök néha ugyanazt a min-
tajelöltet eltér®en közlik. Ezeknek a különbségeknek számos oka lehet. Az eszközök különböz®
technikákat alkalmazhatnak a tervezési minták deniálására, valamint az eredmények reprezen-
tálása is eltérhet. Kísérletek során megpróbáltuk felderíteni a különbségek lehetséges okait.
• Sebesség. A sebesség az eszköz által az adott tervezési minta felismeréséhez szükséges id®t
jelenti.
• Memória használat. A tervezési minta felismeréséhez szükséges maximális memóriaigényt mér-
tük.
Kísérletek
Négy nyílt forráskódú kisebb-nagyobb rendszeren (DC++, WinMerge, Jikes and Mozilla) végeztünk
összehasonlítást, ezzel elértük azt, hogy az eredmények függetlenek legyenek olyan rendszerjellem-
z®kt®l mint például a méret, a komplexitás és az alkalmazás típusa. Minden tesztet ugyanazon a
számítógépen végeztük, ezáltal a mért értékek függetlenek a hardvert®l és az eredmények összehason-
líthatóak. A tesztszámítógép 3GHz-es Intel Xeon processzorral és 3GB memóriával rendelkezett.
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Tervezési minta jelöltek közötti különbségek.
Az eszközök által azonosított mintajelöltek az esetek többségében lényegében megegyeztek volna, ha
a különbségek következ® gyakori okaitól eltekintünk.
Tervezési minták eltér® deniálása. Meggyeltük, hogy néhány tipikus oka volt annak, hogy az
eszközök ugyanazon mintajelölteket eltér®en jelentették. A f® ok az volt, hogy bizonyos esetekben a
tervezési minta leírás nem vett gyelembe egy résztvev®t, ahogyan a Maisa a Builder minta esetében.
Itt a Maisa által adott deníció nem tartalmazta a Director résztvev®t, így a Maisa jelöltjei nem egyez-
tek a másik két eszköz jelöltjeivel. Ilyen különbségek persze lehetnek szándékosak de véletlenszer¶ek
is, emiatt ezeket nehéz egységesíteni és kiküszöbölni.
Minta leírások pontossága. Egy másik különbség a mintaleírások pontossága volt. Például a Jikes
esetében az Adapter Class jelöltek száma azért tért el, mert a CrocoPat és a Columbus a Target
szerepl®t absztraktnak deniálta, míg a Maisa nem.
Eltér® algoritmusok. Különbségeket találtunk a tervezési minta felismer® algoritmusokban is. Pél-
dául a Columbus és a Maisa bizonyos osztályokkal közösen rendelkez® jelölteket egyszer jelentik, de a
CrocoPat minden el®fordulást külön-külön közöl. A jelöltek helyességének korrekt összehasonlításakor
az ilyen jelleg¶ különbségeket kezelni és egységesíteni kell.
Sebesség.
Összességében arra jutottunk, hogy a legjobb eszköz a sebességet tekintve a CrocoPat, habár bizonyos
esetekben a Columbus gyorsabb volt. A Columbust kis és közepes méret¶ rendszerek és bonyolultabb
tervezési minták (pl. Visitor) esetében célszer¶ használni. Ami a CrocoPatet illeti, nagyobb rendszerek
esetén vagy egyszer¶bb tervezési mintáknál (pl. Template Method) el®nyös alkalmazni.
Memória használat.
Az eredmények azt mutatták, hogy a memóriafogyasztás jelent®sen függ az elemzett projekt méretét®l,
viszont független az adott tervezési mintától. A Columbus esetében a szükséges memória igen nagy
volt a másik kett®höz képest. Ez annak a következménye, hogy a Columbus egy általános visszatervez®
keretrendszer és a tervezési minta felismerés csak egy képessége a sok közül. Ebb®l adódóan ASG
reprezentációt használ, ami minden információt tartalmaz a forráskódról. Megjegyezzük, hogy a
CrocoPat és Maisa memóriaigénye kisebb volt, mivel a bemeneteik csak a mintafelismeréshez szükséges
információt tartalmazták a forráskódról. Összességében, a memóriaigényt tekintve a Maisa teljesített
a legjobban.
Saját hozzájárulás
A szerz® fejlesztette ki a Columbus-CrocoPat exportert és integrálta a Columbus keretrendszerbe.
Számos tervezési mintát is deniált a CrocoPat reprezentációs nyelvén (RML). Továbbá, a szerz®
végezte el a tézisben bemutatott kísérleteket, és részt vett az összehasonlítási és kiértékelési módszer
meghatározásában is.
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3. Tervezési minta keres® eszközök validációja
Kifejlesztettünk egy publikusan elérhet® benchmarkot, a DEEBEE-t (DEsign pattern Evaluation BEnc-
hmark Environment), tervezési minták kiértékelésére és összehasonlítására. A benchmarkunk általános:
nyelv-, szoftver-, eszköz- és mintafüggetlen. Ezzel a benchmarkkal az eszközök pontossága (precision)
és teljessége (recall) bárki által validálható.
A benchmark
A 3. kép a benchmark folyamatát mutatja be alulról felfelé. Els® lépésként a tervezési minta keres®
eszközök és a fejleszt®k tervezési mintákat azonosítanak a forráskódban. Ezután a tervezési minta
keres® eszközök a saját, specikus formátumukban kiírják eredményeiket, melyeket ezután konvertálni
kell a DEEBEE bemeneti formátumára (ami egy CSV fájl).
3. ábra. DEEBEE folyamat
A fejleszt®k id®közben kézzel azonosítanak tervezési mintákat és az eredményeiket közvetlenül
a DEEBEE CSV fájlformátumában tárolják el. A következ® lépésben, a CSV fájlba összegy¶jtött
jelölteket feltöltjük a benchmarkba. Ezután a DEEBEE online felületén keresztül lehet®ség nyílik a
jelöltek lekérdezésére, kiértékelésére és összehasonlítására. S®t, a benchmark képes automatikusan
statisztikákat generálni (pl. pontosság és teljesség) a felhasználók korábbi szavazatai alapján. Ezek
a funkcionalitások szignikánsan megkönnyítik a tervezési minta keres® eszközök kiértékelésének és
összehasonlításának folyamatát.
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Ahogyan a második tézispontban bemutattuk, a tervezési minta keres® eszközök eredményei szá-
mos ok miatt eltérhetnek. Ennek kezelésére DEEBEE-ben bevezettünk egy módszert. A lényegében
megegyez®, de eltér®en közölt mintajelölteket testvéreknek neveztük el. A testvérek azonosítása a
mintajelöltek alapvet® résztvev®in alapul. Például a State [13] minta esetében az alapvet® résztvev®
a State osztály szerepét játsza el.
A benchmark 1,274 tervezési minta jelöltet tartalmaz három C++ szoftverrendszerb®l (Mozilla [21],
NotePad++ [22] és FormulaManager [29]), három Java szoftverrendszerb®l (JHotDraw [17], JRefac-
tory [18] és JUnit [19]) és tervezési minták C++ referencia implementációiból. A feltöltött mintajelöl-
teket három tervezési minta keres® eszköz azonosította: a Columbus (C++) [4], a Maisa (C++) [23]
és a Design Pattern Detection Tool (Java) [30].
Kísérletek
A Gamma és társai által publikált könyv [13] alapján a tervezési minták referencia implementációit
készítettük el az eszközök alapos összehasonlításához. Ezekkel a referencia implementációkkal a C++
tervezési minta keres® eszközök alapvet® képességei kiértékelhet®ek és összehasonlíthatóak. Mivel
a referencia implementációk a tervezési minták egy összefüggéstelen és mesterkélt megvalósításai,
emiatt kifejlesztettünk a FormulaManager programot, ahol minden tervezési minta legalább egyszer
el®fordul valós környezetben. Továbbá szoftverfejleszt®k által a NotePad++-ban azonosított minta
példányokat is hozzáadtunk a benchmarkhoz.
Két tervezési minta keres® eszközt - Maisat és Columbust - értékeltünk ki és hasonlítottunk össze
a DEEBEE segítségével. Az eszközöket a referencia implementációkon, a FormulaManageren, és a
NotePad++-on értékeltük ki. Az eredményeket a 2. táblázat mutatja be.
Rendszer Referencia impl. NotePad++ FormulaManager
Eszköz Columbus Maisa Columbus Maisa Columbus Maisa
Pontosság 100% 80.00% 62.50% 16.67% 52.27% 80%
Teljesség 58.33% 33.33% 29.41% 11.76% 71.88% 25%
2. táblázat. Eredmények
Saját hozzájárulás
A szerz® fejlesztette ki a benchmarkot az instance view kivételével. Továbbá deniálta és implemen-
tálta a feltöltési formátumot, a testvér mechanizmussal együtt. A szerz® végezte el a kísérleteket a
Maisa és Columbus eszközökkel, valamint feltöltötte az eredményeiket a benchmarkba. Részt vett
a benchmark architektúrájának megtervezésében is, a kiértékelési szempontok meghatározásában, az
eszközök eredményeinek kézi kiértékelésében és a benchmark használati eseteinek megtervezésében.
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4. Tervezési minta keres® eszközök közös formátuma
A jelenlegi tervezési minta keres® eszközök (DPD) kimeneti formátumainak hiányosságait próbáltuk
korrigálni, pótolni egy jól deniált és b®víthet® metamodellen alapuló, közös csereformátum (DPDX)
bevezetésével. Ez a formátum segíti a különböz® mintakeres® eszközök kimeneteinek összehasonlítá-
sát [35], fúzióját [20], vizualizációját [10], és validációját [37].
Követelmények
A következ® alapvet® követelményeket támasztjuk a közös csereformátummal szemben azért, hogy a
jelenlegi mintakeres® eszközök kimeneti formátumainak hiányosságait pótolja és az eszközök "szövet-
ségének" az alapja legyen.
1. Specikáció. A csereformátumot formálisan kell specikálni ahhoz, hogy a DPD eszközfejlesz-
t®k könnyen tudjanak generátorokat, elemz®ket és konvertereket implementálni.
2. Reprodukálhatóság. Az eszközt és az elemzett programot expliciten kell közölni ahhoz, hogy
a kutatók reprodukálni tudják az eredményeket.
3. Indoklás. A formátumnak tartalmaznia kell magyarázatokat és pontokat az eszköz által közölt
eredmények megbízhatóságára vonatkozóan.
4. Teljesség. A formátumnak képesnek kell lennie a programrésztvev®ket oly mértékben repre-
zentálni, ahogyan az a tervezési minták irodalmában szerepel.
5. Szerepjátékosok azonosítása. Minden egyes programrésztvev®t, amely egy tervezési minta
szerepet játszik el, egyértelm¶en kell azonosítani.
6. Jelöltek azonosítása. Minden jelöltet egyértelm¶en kell azonosítani és csak egyszer lehet
közölni.
7. Összehasonlíthatóság. A formátumnak meg kell engednie az eszközben megadott minta
deníciók és az alkalmazott módszerek közlését ahhoz, hogy az eredmények összehasonlíthatóak
legyenek.
8. Nyelvfüggetlenség. (opcionális) A közös csereformátumnak el kell vonatkoztatnia nyelvspe-
cikus fogalmaktól, így használható tetsz®leges imperatív programozási nyelven írt programban
azonosított jelöltek közlésére is.
9. Szabványosság. (opcionális) A formátum specikációja a létez® szabványokkal konzisztens
kell legyen azért, hogy könnyen adaptálható, karbantartható és fejleszthet® maradjon.
Metamodellek
Három metamodell közösen deniálja a DPDX formátumot: a tervezési minták sémáinak metamo-
dellje, a programelem azonosítók metamodellje és a DPD eredmények metamodellje. A séma meta-
modell lehet®vé teszi azt, hogy az eszközök közöljék a keresett mintákat, azok sémáit; a programelem
metamodell teszi lehet®vé, hogy az eszközök azonosítsák azokat a programelemeket a forráskódban,
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melyek valamilyen szerepet játszanak egy mintában; valamint az eredmény metamodell írja le az
azonosított tervezési minta jelölteket.
A modellek kapcsolatát a 4. ábra mutatja be, ahol a eredmények az eredmény metamodell pél-
dányai. A legfontosabb rész a sémában megadott szerepek és kapcsolatok megfeleltetése a program-
elemekkel (a programelem modellben). Egy jelölt lényegében egy ilyen megfeleltetés. Megjegyezzük
azt, hogy a jelöltek átfedhetik egymást; vagyis bizonyos programelemek különböz® minta sémákban is
eljátszhatnak szerepeket, ahogyan az egyik Singleton jelölt átfedi az egyik Decorator jelöltet a 4. ábrán.
T eszköz eredményei P programra
Séma
metamodell


















4. ábra. Kapcsolat a séma, az eredmények és a példányok között
Implementáció
A hosszútávú karbantarthatóság miatt a metamodellek implementációja amennyire csak lehet szabvá-
nyos kell hogy legyen. Emiatt a közös csereformátumot XML-re alapoztuk. A DPDX implementációja
a három metamodell megvalósítását tartalmazza. A következ® általános alapelvekhez ragaszkodtunk
a metamodellek és az XML formátum közötti leképezés során azért, hogy az implementáció a lehet®
legegyszer¶bb maradjon: (1) a metamodell osztályai az XML tageknek felelnek meg; (2) a metamodell
elemek attribútumai az XML tagek attribútumainak felelnek meg; (3) a metamodell elemei közötti
aggregációkat az XML szül®-gyerek beágyazási technikája reprezentálja; (4) egy hivatkozható elem
rendelkezik egy `id' attribútummal, és az az elem amelyik szeretne erre az elemre hivatkozni, egy
attribútummal teheti meg; (5) az egynél nagyobb multiplicitású asszociáció egy csoportosító elemben
megadott hivatkozó elemekkel kerül reprezentálásra.
Saját hozzájárulás
A szerz® fejlesztette ki a séma metamodell kezdeti implementációját és bemutatta a Maisa eszközt.
Részt vett a kezdeti ötletek (alapvet® elképzelések, metamodell, implementáció) lényeges továbbfej-
lesztésében és véglegesítésében is.
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5. Visszatervez® eszközök validációja
A DEEBEE rendszert továbbfejlesztettük a kiértékelési szempontok és a kiértékelend® adatok általáno-
sításával, ezzel segítve azt, hogy szélesebb körben is alkalmazható legyen. Az új rendszer a BEFRIEND
(BEnchmark For Reverse engInEering tools workiNg on source coDe). A BEFRIEND öt szempontban
jelent®sen eltér az el®djét®l (DEEBEE).
1. Területek (domains). A DEEBEE a tervezési minta keres® eszközök kiértékelését és összeha-
sonlítását támogatja. A BEFRIEND-el a forráskód tetsz®leges tulajdonságait azonosító visszater-
vez® eszközök eredményei értékelhet®ek ki és hasonlíthatóak össze egymással. Ilyen eszközök a
tervezési minta keres®k, a duplikált kód azonosítók és a szabálysértés ellen®rz®k. A BEFRIEND-
ben a felhasználó képes beállítani az aktív területet (domaint), amelyre minden további m¶velet
(pl. jelöltek listázása) vonatkozik.
2. Kiértékelési szempontok. A DEEBEE el®re rögzített kiértékelési szempontokkal rendelkezik,
viszont a BEFRIEND lehet®vé teszi az eredmények kiértékelési szempontjainak tetsz®leges felvé-
telét és törlését. A feltöltött jelölteket ezek alapján lehet kiértékelni. Egy kiértékelési szempontnál
meg kell adni egy kérdést, amelyre tetsz®leges számú válasz deniálható. Minden egyes válaszra
be kell állítani egy százalékos arányt, amely azt mutatja, hogy az adott kérdést milyen mértékben
válaszolták meg. A felhasználók visszajelzéseire alapozva a benchmark ezeket az arányszámokat
felhasználva képes különböz® statisztikákat számolni.
3. Felhasználói felület. A DEEBEE felhasználói felületét is továbbfejlesztettük a BEFRIEND
kialakításakor. Például, az instance view csak egy kódrészletet mutat DEEBEEben, míg a BE-
FRIEND két kódrészletet jelenít meg (lsd. 5. ábra). Ez a b®vítés többek között egyszer¶síti a
duplikált kód keres® eszközök által azonosított másolt kódrészletek összehasonlítását.
4. Csoportosító mechanizmus. A BEFRIEND általánosítja a csoportosító mechanizmust és a
testvér kapcsolatokat az egyéb területek problémáinak kezelése miatt. Például a duplikált kód
keres® eszközök számára a meghatározó résztvev®k nem használhatóak fel a csoportosítás alap-
jaként úgy, mint a DEEBEE esetében. A BEFRIEND-ben három tényez® határozza meg a testvér
kapcsolatot két jelölt között. Ezek a forráskód pozíciók megfeleltetése, az egyez® résztvev®k
minimális száma, és a terület függ® névillesztés. A testvér relációk beállításai pedig minden egyes
területhez külön állíthatóak.
5. Plug-in architektúra. A DEEBEE-nek egy speciális CSV feltöltési formátuma van, egy tervezési
minta keres® eszköz kimenetét erre a formátumra kell konvertálni. A BEFRIEND viszont lehet®vé
teszi különböz® formátumok feltöltését egy plug-in architektúra bevezetésével. A megfelel® plug-
in implementálásával biztosítható egy új eszköz eredményeinek feltöltése.
Kísérletek
A BEFRIEND-et három visszatervez® területen alkalmaztuk: tervezési minta keres®k, duplikált kód
detektorok és kódolási szabálysértés azonosító eszközök esetén. A duplikált kód terület esetén végez-
tünk kísérleteket a benchmarkkal. Öt duplikált kód keres® eszközt értékeltünk ki két különböz® nyílt
forráskódú rendszeren, a JUnit-on és a NotePad++-on. A kiértékeléshez három kiértékelési szem-
pontot használtunk. A Correctness (helyesség) kritériumot arra használtuk, hogy eldöntsük, hogy egy
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5. ábra. Group instance nézet
klón csoport milyen mértékben tartalmaz másolt kódrészleteket; a pontosság (precision) és teljesség
(recall) pontok ezen a kritériumon alapultak. A második szempont a Procedure abstraction volt, a
kapcsolódó kérdés pedig: 'Megéri-e a duplikált kódrészleteket kicserélni egy új függvénnyel és függ-
vényhívásokkal?. A harmadik kritérium a Gain volt, a kapcsolódó kérdés pedig: 'Mekkora a becsült
haszon a függvények bevezetésének?'. A JUnit esetében kapott eredményeket mutatja a 3. táblázat.
Eszköz Bauhaus clones CCFinder Columbus PMD Simian
Precision 62.79% 54.84% 100.0% 100.0% 100.0%
Recall 84.38% 53.13% 12.5% 15.63% 6.25%
Proc. abstr. 48.31% 44.23% 79.0% 73.0% 66.25%
Gain 29.36% 30.98% 62.5% 62.5% 62.5%
3. táblázat. Eredmények a JUnit rendszeren
Saját hozzájárulás
A szerz® adaptálta és általánosította a testvér kapcsolatok elméletét és megadta a kapcsolódó imple-
mentációt. Továbbá részt vett a terminológia lefektetésében, az eredmények benchmarkban történ®
kézi kiértékelésében, valamint a benchmark architektúrájának bemutatásában.
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Összefoglalás
Jelen munka f® hozzájárulásai a következ®kképpen foglalhatóak össze. El®ször gépi tanuló algorit-
musokat alkalmaztunk a tervezési minta keres® eszközünk eredményeinek pontosításához. Ebben a
tanulmányban megmutattuk, hogy egy gépi tanuláson alapuló módszer sikeresen alkalmazható egy
visszatervez® eszköz hamis találatainak kisz¶résére. Korábban számos érdekes megközelítést is publi-
káltak [32, 33, 16, 1] tervezési minta keres® eszközök eredményeinek javítására, de egyik sem próbálta
az eredményeket úgy javítani, ahogyan azt mi tettük.
A második tanulmányban kísérleteink során három tervezési minta keres® eszközt értékeltünk ki és
hasonlítottunk össze. A kísérletek közben az eszközök eredményei közötti gyakori eltéréseket is össze-
gy¶jtöttük, és megmutattuk, hogy mely eszköz használható adott körülmények között a sebességet
illetve a memóriaigényt tekintve.
A második tanulmány eredményeire alapozva kifejlesztettük a DEEBEE-t, egy benchmarkot ter-
vezési minta eszközök kiértékelésére és összehasonlítására, és elvégeztünk néhány kísérletet. A bench-
mark általános, nyelv-, szoftver-, eszköz- és mintafüggetlen. A benchmarkkal az eszközök pontossága
bárki által validálható. Korábban számos tanulmányt publikáltak [24, 15, 11, 2, 14] a tervezési minta
keres® eszközök kiértékelésér®l, összehasonlításáról, áttekintésér®l, de egy olyan benchmark, mint a
DEEBEE korábban nem létezett (pl. a jelöltek automatikus csoportosításával).
Szintén bevezettünk a tervezési minta keres® eszközök számára egy XML alapú közös formátumot
(DPDX). A javasolt formátum egy jól deniált és b®víthet® metamodellen alapul, amely a korábbi
tervezési minta keres® eszközök formátumainak hiányosságait pótolja. Ez a formátum segítheti a
különböz® tervezési minta keres® eszközök kimeneteinek összehasonlítását [35], fúzióját [20], vizuali-
zációját [10], és validációját [37].
Végül, de nem utolsó sorban kifejlesztettük a BEFRIENDet, egy benchmarkot, amely visszater-
vez® eszközök kiértékelésére és összehasonlítására használható. A BEFRIEND-et három visszatervez®
területre alkalmaztuk: tervezési minta keres® eszközökre, duplikált kód keres® eszközökre, és kódolási
szabálysértéseket azonosító eszközökre. A duplikált kód területen kísérleteket is elvégeztünk a benc-
hmarkkal öt duplikált kód keres® eszközt felhasználva. Számos cikket publikáltak [5, 27, 8, 31, 3, 26]
a különböz® visszatervez® eszközök kiértékelésér®l és összehasonlításáról de egy olyan általános benc-
hmark, mint a BEFRIEND korábban nem létezett.
A 4. táblázat összefoglalja a tézis eredményeit és a kapcsolódó publikációkat.
N o. [34] [35] [36] [37] [38] [39] [40] [41] [42]
1. •
2. •
3. • • •
4. • •
5. • •
4. táblázat. A tézispontok és a kapcsolódó publikációk közötti kapcsolat.
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