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1 Introduction
Computational Fluid Dynamics (CFD) has enjoyed the speed-up available from supercomputer technology
advancements for many years. In the coming decade, however, the architecture of supercomputers will change,
and CFD codes must adapt to remain current.
Based on the predictions of next-generation supercomputer architectures it is expected that the ﬁrst com-
puter capable of 1018 ﬂoating-point-operations-per-second (1 ExaFLOPS) will arrive in around 2020. Its ar-
chitecture will be governed by electrical power limitations, whereas previously the main limitation was pure
hardware speed. This has two signiﬁcant repercussions [14, 17, 25]. Firstly, due to physical power limitations
of modern chips, core clock rates will decrease in favour of increasing concurrency. This trend can already been
seen with the growth of accelerated “many-core” systems, which use graphics processing units (GPUs) or co-
processors. Secondly, inter-nodal networks, typically using copper-wire or optical interconnect, must be reduced
due to their proportionally large power consumption. This places more focus on shared-memory communica-
tions, with distributed-memory communication (predominantly MPI - “Message Passing Interface”) becoming
less important.
The current most powerful computer, Tianhe-2 [26], capable of 33 PFlops, consists of 3,120,000 cores. The
ﬁrst exascale machine, which will be 30 times more powerful, is likely to be 300-times more parallel – which is
a massive acceleration in parallelization compared to the last 50 years. This concurrency will come primarily
from intra-node parallelization. Whereas Tianhe-2 features an already-large O(100) cores per node, an exascale
machine must consist of O(1k-10k) cores per node.
CFD has beneﬁted from weak scalability (the ability to retain performance with a constant elements-per-core
ratio) for many years; its strong scalability (the ability to reduce the elements-per-core ratio) has been poor and
mostly irrelevant. With the shift to massive parallelism in the next few years, the strong scalability of CFD
codes must be investigated and improved.
In this paper, a brief summary of earlier results [12] is given, which identiﬁed the linear-equation system
solver as one of the least-scalable parts of the code. Based on these results, a chaotic iterative solver, which is
a totally-asynchronous, non-stationary, linear solver for high-scalability, is proposed. This paper focuses on the
suitability of such a solver, by investigating the linear equation systems produced by typical CFD problems. If
the results are optimistic, future work will be carried out to implement and test chaotic iterative solvers.
2 ReFRESCO
The work presented in this paper focuses on the development of ReFRESCO – a typical viscous-ﬂow CFD
code. ReFRESCO solves multiphase, unsteady, incompressible ﬂows with the Reynolds-Averaged Navier Stokes
(RANS) equations, complemented with turbulence models, cavitation models and volume-fraction transport
equations for diﬀerent ﬂuid phases [27]. ReFRESCO represents a general-purpose CFD code, with state-of-the-
art features such as moving, sliding and deforming grids and automatic grid reﬁnement – but has been veriﬁed,
validated and optimized for numerous maritime industry problems.
The RANS equations are discretized in strong conservation form using a ﬁnite-volume approach with cell-
centred collocated variables. The SIMPLE algorithm is used to ensure mass conservation, with pressure-weighted
interpolation (PWI) to tackle pressure-velocity decoupling issue arising from the collocated arrangement [16].
Time integration is performed implicitly with ﬁrst or second-order backward schemes. At each time step,
the non-linear system for velocity and pressure is linearized with Picard’s method – and a segregated method
applied. All non-linearity is tackled by means of an iterative process so-called the outer loop. For each outer-
loop iteration, and for each transport equation, an algebraic system of linear equations is solved iteratively until
a prescribed residual decay is achieved.
All numerical schemes used to discretize the transport equations (convection schemes, diﬀusion, gradients,
non-orthogonality corrections, eccentricity corrections) apply their low-order contributions implicitly, to the
left-hand side of the equation system; and their higher-order contributions explicitly, to the right-hand side of
the system, using values from the previous outer loop.
The code is parallelized using MPI and sub-domain decomposition. The grids are partitioned in sub-domains,
each one having a layer of common cells so-called ghost-cells. Each of these sub-domains is calculated in its
own MPI process. The ghost-cells are treated as normal cells, as far as the numerical algorithms are concerned,
and are therefore handled implicitly.
ReFRESCO is currently being developed at MARIN (Netherlands) [8] in collaboration with IST (Portugal)
[22], the University of Sao Paulo (Brazil) [24], the Technical University of Delft (the Netherlands) [16], the
University of Groningen (the Netherlands) [4] and recently at the University of Southampton (UK) [12].
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In previous work [12], ReFRESCO was proﬁled using Score-P [28] to extract timings from the code and its
relevant functions. In a CFD code, these functions can be grouped together into the following categories, giving
a breakdown of the code (see ﬁgure 1.a for illustration):
• Assembly – the assembly of each inner-loop linear equation system, including discretization, linearization
and face-value interpolation for each transport equation.
• Solve – the iterative solving of the linear equation system for each transport equation, in each outer loop.
• Gradients – the calculation of gradient values at cell centres, using Gauss theorem.
• Exchange – MPI data exchange of cell-centred variables and gradients across ghost cells.
• Other – the remainder of the above, including initialization routines.
The results of a typical breakdown, using the well-known KVLCC2 case2, are shown in ﬁgure 1, where the
“speedup” is deﬁned as the relative decrease in wall-time with N cores compared to the serial or single-node
(16 cores) runtime. The results of the nodal speedup (1.b) show relatively good scalability (up to ≈40k cells-
per-core), but hide the intra-node ineﬃciencies which are important for next-generation machines (with high
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Figure 1: (a) An illustration of the SIMPLE algorithm, with colour-coding relating the various proﬁled functions of the code. (b)
Total scalability of ReFRESCO normalized to single-node runtime, with two diﬀerent grid sizes. (c) Scalability breakdown of a
typical simulation showing the proﬁled functions individually and (d) the proportions of execution time spent in those routines [12].
The scalability graph (1.c) shows that assembly and gradient computations scale well, and the relative
proportions graph (1.d) shows that these routines account for a very small proportion of run-time. The other
routines do not scale so well, but are a small contribution to total run-time, so are of little concern.
The solve routines are an area for improvement. They exhibit poor scalability and take considerable amounts
of total runtime, with particularly poor performance at the shared-memory level due to memory bandwidth or
latency. Similarly, the exchange routines, which exhibit inverse scalability, are also a concern at the distributed-
memory level. The data exchange is performed using MPI functions, and possibilities to improve this include
switching to a hierarchical parallelization scheme (i.e. MPI + OpenMP) – as in [9, 10].
Up to ≈24k cells-per-core the iterative solver is the main limitation to scalability and should form the focus
of future work, particularly as shared-memory parallelization grows. However, the data exchange issues are also
an interesting area for further research and should not be neglected.
2KRISO Very Large Crude Carrier 2: half-body; two-equation κ-ω shear-stress transport (SST) turbulence model [21]; single-
phase; based on wind-tunnel experiments [18]; 1000 outer loops; 2.67m structured grid.4 Background to Iterative Solvers
The results shown in ﬁgure 1 used a Krylov subspace solver (GMRES - Generalized Minimal Residual method)
with a Block Jacobi pre-conditioner [3]. Other Krylov methods such as BiCGStab (Bi-Conjugate Gradient
Squared Stabilized) were tested with similar results. Other pre-conditioners were also tested, but Block Jacobi
was (by far) the most scalable [12].
The Krylov solvers are powerful, but create a bottleneck due to the computation of inner products, which
require global communication and synchronization in the form of MPI reductions. Eﬀorts have been made to
reduce the synchronization penalty of the Krylov solvers (down from two synchronized reductions to one, per
iteration), with considerable improvements, but the bottleneck remains [20, 29].
By returning to simple, so-called stationary methods, it may be possible to obtain better performance in the
limits of strong scalability. The task of a stationary solver (or, indeed, any iterative solver), for each transport
equation in each outer loop, is to solve Ax = b, where x is the unknown solution vector, A is an n-by-n sparse
coeﬃcient matrix, b is the constant right-hand-side (RHS) vector, and n is the number of elements.
Beginning with an initial guess for x, the system can be solved iteratively:
xk = −D−1(L + U)xk−1 + D−1b (1)
where D is the diagonal of A, and L/U are the lower- and upper-triangles respectively. The notation k represents
the iteration number. This is the Jacobi method, and the matrix D−1(L+U) is the iteration matrix, M. Each












/aii, i = 1,...,n. (2)
where a, x and b are the individual components of A, x and b respectively. At the end of each iteration the
new values of x must be globally communicated before the next iteration can begin.
See Barrett et al. [5] for more information on a variety of iterative solvers – Krylov, stationary and otherwise.
5 Chaotic Iterative Solver
In 1969, Chazan & Miranker [7] proposed the concept of Chaotic Relaxation whereby several processes (distributed-
memory processes or shared-memory threads) never synchronize. Instead, the processes freely pull values of
oﬀ-diagonal x from memory whenever they are required, and push new values for the diagonal xi whenever they
have been relaxed. In this way, each relaxation uses the values of x from the latest iteration that is available –












/aii, s < smax, i = 1,...,n. (3)
The order in which the n equations are relaxed is completely arbitrary. With this scheme, processes never need to
wait for each other. Although communication must still occur, it can be entirely asynchronous, thereby making
eﬃcient use of memory bandwidth and computational resources. Processes may even iterate multiple times on
the same data if memory bandwidth is completely saturated, making the best use of the available hardware.
Whilst this method is based on the stationary Jacobi method, s can vary between iterations implying that
chaotic methods are actually non-stationary.
Chazan & Miranker proved that this iterative scheme will converge for any real iteration matrix if ρ(|M|) < 1
so long as smax is bounded. ρ(·) denotes the spectral radius (the absolute value of the maximum eigenvalue)
and | · | represents a matrix where all the components have been replaced with their absolute values. The
implications of smax being bounded is simply that if two relaxations take diﬀerent amounts of time (either due
to imbalanced hardware or relaxation complexity), they cannot be left completely independent indeﬁnitely, such
that s could potentially become inﬁnite. Baudet [6] went on to prove that ρ(|M|) < 1 is a necessary condition
for convergence for any smax ≤ k. Baudet denoted the relaxation method where s = 0,...,k as an asynchronous
method but the terms “chaotic” and “asynchronous” are often used interchangeably. Bahi [2] further showed
that ρ(|M|) = 1 is also valid, if M is singular and smax is bounded.
Preconditioning of A usually serves to reduce the condition number and spectral radius of the equation
system; however, preconditioning is rarely applied to simpler solvers, since almost all preconditioners are more
complex than the solver itself.
At their conception, chaotic methods were considerably ahead of their time. Although created speciﬁcally
for parallel computing, the concurrency of state-of-the-art supercomputers in 1969 was too small to utilize the
methods eﬃciently. With new architectures, the true potential of chaotic methods may be realized. Anzt et al.
[1] begins to show the use of chaotic or asynchronous methods on a modern architecture, using the GPU to
perform block-relaxations. Despite the intrinsic loss in global convergence rates, Anzt et al. showed that chaotic
iterative methods provided a boost in real-time convergence rates compared to standard stationary methods(i.e. Jacobi) – although comparisons to the more advanced Krylov methods were not performed, and the chosen
matrices were not derived from CFD applications.
Chaotic methods provide a means to exploit massive parallelism due to the absence of synchronization
points. They are also implicitly heterogeneous, allowing seamless cooperation between CPUs, GPUs or co-
processors running at diﬀerent speeds – allowing all computational resources to be used to maximum capacity
with little concern for load-balancing. The convergence criteria, ρ(|M|) < 1, is stricter than that of standard
stationary methods which only require ρ(M) < 1, and stricter still than the oft-used Krylov methods (which
have no such requirements). The following section aims to determine if a range of standard CFD test cases
will produce matrices that satisfy the criteria – the results of which will determine whether chaotic solvers are
worth implementing and investigating.
6 Suitability of CFD Equation Systems
In this section, un-preconditioned matrices are extracted from a number of test cases. The matrices are analyzed
to obtain key statistics and determine their suitability to chaotic methods.
For each matrix, it is possible to plot the connectivity graph, following the methods of Hu [15] – this gives
a qualitative, visual insight into the sparse matrices by graphically connecting the elements of the matrix. The
largest eigenvalues of |M| can be found using ARPACK [19] routines, and plotted in an Argand diagram – for
ρ(|M|) < 1 all eigenvalues must lie within a unit circle. The sparsity pattern of the matrix A may also be
plotted directly to give qualitative clues on the matrix structure.
Assuming a satisfactory spectral radius, the condition number (the ratio of the largest to smallest eigenvalue)
of the original matrix A can be used to assess the diﬃculty of convergence (∝ number of iterations required).
The condition number is computed using a 1-norm condition estimator [11].
As explained in section 2, all higher-order inﬂuences on the linear equation system are shifted to the RHS
(the b vector) – which strongly decouples many common user settings (such as discretization scheme) from the
format of the iteration matrix M.
Changes in element-count and geometry may have a more profound eﬀect on the matrices, and special
equations (such as volume-fraction and cavitation equations) should also be examined. Thus the following test
cases are chosen for increasing geometric complexity and their additional equations.
• Lid-Driven Cavity Flow (LDCF) on a number of 2D structured grids (225, 14.4k, 1m elements); no
turbulence model; see [16].
• NACA0015 hydrofoil (15◦ angle-of-attack) on a two-dimensional multi-block structured grid (28k ele-
ments) with a two-eqn. κ-ω SST turbulence model [21]; see [23].
• KVLCC2 (half-body, no free surface, single-phase) on a three-dimensional multi-block structured grid
(317k elements) and a hexahedral unstructured grid (U) with hanging nodes (167k elements); κ-ω SST
turbulence; see [12].
• NACA0015(C), as before, but with a Sauer-modiﬁed cavitation model; κ-ω SST turbulence; see [13].
• Dambreak, a homogeneous two-phase, three-dimensional problem with a simple structured grid (16k
cells) with a volume-fraction equation; no turbulence; see [27].
• Cylinder, low Reynold’s number, unsteady (10 timesteps) on a structured grid (4.3k elements); no
turbulence; poor initial ﬂow estimation; see [24].
The matrices were extracted at outer loops 1, 5, 10, 50 and 100. The momentum equations (in x, y and
z) are identical, due to the way in which they are assembled. The diﬀerences between ρ(|M|) and ρ(M) were
negligible, implying that M is mostly positive.
Figure 2 shows the qualitative view of the simple 2D LDCF, the more complex 2D hydrofoil, and the 3D
KVLCC2 case at the 5th outer loop. The connectivity graphs show resemblance to the underlying geometry
and mesh structure – for example, the NACA0015 connectivity resembles the O-grid from which it arose.
The sparsity patterns are interesting from a computational perspective, since they highlight communication
patterns when the matrix is split into parallel blocks. Where oﬀ-diagonal components of an equation are spread
out, more cross-communication between processes is required – since the variables will be stored in parts of
memory not directly accessible. The sparsity is closely related to the structure of the grid and the cell-numbering
– the more complex KVLCC2 case is highly complex compared to the cartesian, structured LDCF grid.
Table 1 shows the quantitative results from all the test cases, taking the maximum values of all the extracted
outer loops. The condition number appeared to be higher for more complex cases, such as the 3D KVLCC2
case, although there was little correlation with ﬂow features or mesh structure. In all cases, ρ(|M|) ≤ 1, meeting
the requirements for chaotic solvers.
The pressure equation, which takes a Poisson-equation format, was singular for the LDCF and Dambreak
case, where only Neumann boundary conditions are applied. In all the other cases, a Dirichlet condition on
the outﬂow reduced the spectral radius, although it was still close to one. In the LDCF-225 case and the ﬁrst
timestep of the unsteady cylinder, the spectral radius was also very high – these cases both feature complex
ﬂows with simple initial-ﬂow estimations and coarse meshes; this large discrepancy and poor resolution could
be the reason for the the near-singular matrices (however, the condition number was still low).Figure 2: Connectivity, 100 largest eigenvalues, sparsity and statistics for the momentum equation (outer loop 5). [Top] LDCF-225,
[Middle] NACA0015-28k and [Bottom] KVLCC2-317k.
Additional matrices for the KVLCC2 case (up to 2.67m elements) and a 21.7m-element INSEAN E779A
propeller (with sliding interface) were tested, but could not be fully post-processed due to memory requirements
– nonetheless, the original matrices (A) were diagonally dominant: a suﬃcient condition for ρ(|M|) < 1.
Table 1: Quantitative results for a range of test matrices, showing condition number and spectral radius for momentum-, pressure-,
turbulence- and free-surface-/cavitation-equations.
Mom. Pres. Turb. 1 Turb. 2 V.F./Cav.
cond(A) ρ(|M|) cond(A) ρ(|M|) cond(A) ρ(|M|) cond(A) ρ(|M|) cond(A) ρ(|M|)
LDCF-225 210 0.955 9.4·e17 1.000
LDCF-14.4k 7 0.500 2.1·e18 1.000
LDCF-1m 4 0.500 2.9·e19 1.000
NACA0015 9.0·e3 0.884 6.53·e6 0.999 4.5·e3 0.849 4.8·e3 0.851
NACA0015(C) 6.3·e3 0.734 4.67·e6 0.999 5.1·e3 0.688 5.2·e3 0.690 2.3·e8 0.240
KVLCC2 2.6·e6 0.845 2.63·e8 .9999 1.2·e7 0.588 1.2·e7 0.594
KVLCC2 (unst.) 5.2·e6 0.810 5.4·e7 .9999 8.3·e6 0.726 7.7·e6 0.728
Dambreak 105 0.048 5.6·e18 1.000 7 0.048
Cylinder (t=1) 111 .9999 1.1·e6 .9999
Cylinder (t=2–10) 4.4·e2 0.520 1.1·e6 .9999
7 Conclusion
Chaotic iterative solvers have been proposed as a means to improve the scalability of a typical CFD code, in
preparation for a paradigm-shift towards massive parallelization in supercomputing architectures. The removal
of synchronization points from one of the major bottlenecks in the code (the solve routines) could lead to a vast
improvement in scalability, although the loss in convergence rate which compromises the speed-up is diﬃcult to
predict. The matrices which the chaotic solver would be required to solve have been extracted and evaluated,
and it has been determined that necessary and suﬃcient conditions for convergence have been satisﬁed.
Future work will focus on implementing a chaotic solver in a hierarchical parallel environment (MPI &
OpenMP & GPU/coprocessor). At the shared-memory (OpenMP) level, issues associated with double-precision
atomic operations and intra-core cache-coherency will be encountered; and methods must be investigated to hide
any cache latency that may occur. Maintaining true asynchronicity across memory-boundaries (for example,
across nodes, using MPI) will also be a unique challenge – since most MPI communications require at least two
nodes to synchronize. One-sided MPI operations may be investigated to allow direct access to non-shared mem-
ory. Similarly, true asynchronicity between host processes and attached GPUs/coprocessors must be achieved
– perhaps by assigning processes on the host processor purely for these communications.
From a numerical perspective, it is best if each equation in the system is iterated the same number oftimes/at the same speed (i.e. the equations do not become too out-of-synch). Regulating this, by moving
equations to diﬀerent processes dynamically, may be beneﬁcial for overall performance and may be necessary
for convergence when the pressure equation is singular.
Above all, however, is the intrinsic diﬃculty of debugging a chaotic scheme. As soon as instrumentation
points are added, the chaotic order of the process changes – indeed, every time the process is run, diﬀerent
numerical results and convergence rates may be obtained.
Chaotic methods introduce a number of unique challenges, but could create a signiﬁcant speed-up for CFD on
current and next-generation supercomputers. Whilst it has been shown that the chaotic methods will converge
for the relevant equations, it remains to predict their real-world performance for CFD applications; and to
implement and test them successfully.
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