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Abstrakt 
Tato práce se zabývá návrhem a implementací nástrojů pro vytvoření simulačního modelu počítačové 
sítě. Analýza sítě se provádí na základě konﬁguračních souborů ze zapojených síťových zařízení. Dle 
požadavků simulace je nutné se v konfiguračních souborech zaměřit na údaje, které se týkají 
sledovaných prvků či jejich vlastností nebo by je mohly nějakým způsobem ovlivnit. Výstup je pak 
předán simulačnímu prostředí, které na základě zjištěných dat vytvoří požadovaný model sítě, na 
kterém již lze provádět simulace. 
 
 
 
Abstractja  
This thesis deals with the design and implementation of tools for creating a computer network 
simulation model. Network analysis is based on configuration files from connected network devices. 
According to the requirements of the simulation it is necessary in the configuration file to focus on 
data relating to the monitored elements and their properties, or which may be of some influence. The 
output is then passed on simulation environment to form the desired network model by the observed 
data, which is already possible to perform simulations. 
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Úvod 
 
Tato diplomová práce je výsledkem mé účasti v projektu ANSA (1), který se zabývá modelováním 
a simulací počítačové sítě. Práce se zabývá konkrétně simulací počítačové sítě VUT a analýzou 
konfigurací jejích aktivních zařízení. 
 Provádění nastavení a následné testování v ostrém provozu na síti VUT, a počítačových sítích 
obecně, může být velmi nebezpečné. Může dojít k výpadkům určité části nebo celé sítě, a tím 
k nedostupnosti potřebných služeb. Před samotným provedením jakýchkoli změn systému nebo jeho 
testováním je vhodné mít možnost si tyto věci vyzkoušet ve virtuálním prostředí, tedy mimo reálnou 
síť, bez případných následků na chod sítě a s možností bezpečného návratu provedených změn. 
Výhodou simulace je i její rychlost - lze si otestovat např. měsíční provoz sítě za zlomek skutečného 
času. Další kladnou stránkou je hardwarová nenáročnost. Ve virtuálním prostředí můžeme simulovat 
např. rozšíření sítě o novou část a na základě simulace lze odhadnou, kolik nových síťových prvků 
bude nutné zakoupit pro plynulý a nepřetížený provoz na sítí.  
Do simulace však nejde zahrnout úplně všechny provozní aspekty sítě, např. hardwarové 
závady, chyby na linkách, apod. Ve virtuálním prostředí také nelze plně počítat s časy zpoždění na 
daných zařízeních a linkách, tyto údaje však lze získat sledováním provozu v reálné síti a následně 
naměřené hodnoty do simulace zavést. 
Je nutné si uvědomit, že simulace neslouží k plnému ověření správnosti volby nastavení 
systému, ale jen k potvrzení vhodně zvoleného směru, kterým se ubíráme. Opravdovou správnost lze 
otestovat až při nasazení do reálného systému.  
Cílem této práce je vytvoření nástroje, který umožňuje doplnění virtuálního modelu z reálné 
sítě, jehož konfigurace odpovídá co možná nejvíce reálnému stavu. Vstupem pro tento nástroj je 
konfigurace zapojených síťových zařízení. Nejprve je tedy nutné provést analýzu konfigurací těchto 
síťových prvků a vybrat požadovaná data. Ta budou následně převedena do výstupního souboru 
předávaného simulační části. Typ zájmových dat se odvíjí od typu simulace na síti.  
Na základě získaných údajů pak bude doplněn model sítě daných zařízení. Uživatel bude 
moci v tomto modelu provést ověření korektnosti zjištěných dat a případná chybějící nastavení 
doplnit. Následným spojením jednotlivých zařízení odpovídajícími linkami bude pak dokončena 
příprava modelu pro simulaci. 
1.1 Zaměření práce 
Práce se zaměřuje především na páteřní síť VUT. V této síti se vyskytují zařízení značek Hewlett-
Packard, Extreme Networks a 3Com. Je nutné nejprve vytvořit gramatiky umožňující překladači 
zpracování konfiguračních souborů těchto zařízení a vytvoření jednotného výstupu pro simulační 
nástroj. 
Použitá forma překladače bude umožňovat snadné rozšíření tohoto nástroje i pro zařízení 
dalších značek. Pro rozšíření bude nutné dodat gramatiku ke zpracování  konﬁguračního souboru. 
 
1.2 Struktura práce 
Práce je rozdělena do tří hlavních částí: analýza konfiguračních souborů, tvorba překladače a 
gramatik a jejich testování. 
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První části, analýze konfiguračních souborů, je věnována kapitola 2. U každé značky je zde 
uveden popis formátu konfigurace, obrázek daných zařízení, krátké shrnutí a ukázka konfiguračního 
souboru. Čtenář tak získá představu, jaká zařízení se na dané síti vyskytují. 
Ve 3.kapitole je čtenář informován o nástrojích pro tvorbu překladačů a jejich vývojových 
prostředích. Je zde detailně popsáno vytváření gramatiky pro zpracování obecného vstupu. Jsou zde 
zvlášť rozebrány obě části překladače – lexer i parser. Pro oba jsou uvedeny informace o tvorbě a 
formátu pravidel a možnostech jejich použití. Dále je popsána funkčnost lexeru a parseru tak, aby měl 
čtenář lepší přehled o vztahu mezi těmito prvky. Při popisu tvorby pravidel samozřejmě není 
opomenuta ani část, řešící chybová hlášení, která se mohou vyskytnout při tvorbě pravidel gramatiky. 
Na závěr třetí kapitoly jsou uvedeny způsoby exportu získaných dat z datových struktur do 
požadovaného formátu XML. 
Kapitola 4 se zabývá již konkrétním příkladem složitější gramatiky, konkrétně se zaměřením 
na gramatiku od společnosti Hewlett Packard, jejíž zařízení jsou v síti VUT nejčetněji zastoupena. 
Jsou zde probrány jednotlivé části implementace. Od tvorby konkrétních pravidel až po spuštění 
překladače pro daný konfigurační soubor. 
Testováním, výsledky exportu dat a možnosti simulací se zabývá kapitola 5. V této kapitole je 
zhodnoceno testování překladače na daných konfiguračních souborech a výsledky exportu jeho 
překladu. 
V závěru jsou zhodnoceny přínosy této diplomové práce, zhodnocení dosažených výsledků a 
doporučení pro možná rozšíření či další práci na tomto projektu 
 
 
 5 
2 Analýza konfiguračních souborů 
 
Vstupem, který dostane nástroj na simulaci sítě, jsou právě konfigurační soubory. Tato část se zabývá 
jejich zpracováním. Nejprve je zde zmíněno několik základních informací o síti VUT. Následně jsou 
v této kapitole uvedena vybraná nastavení, důležitá pro simulaci. Dále je popsána tvorba gramatik, 
překladače pro analýzu a formát a obsah výstupního souboru. 
2.1 Zařízení v síti VUT 
VUT v Brně má 18 budov propojených počítačovou sítí. Budovy jsou propojeny nejméně dvěma 
nezávislými optickými kabely. Významnými uzly sítě jsou Antonínská, Technická a Kounicova. 
V budově na Kounicově ulici se nachází také uzel sítě Cesnet2 (2). Vhodným uzlem pro pozorování 
provozu uživatelů ve špičkách vytíženosti sítě jsou např. Listovy koleje. Mapa sítě VUT (2) je 
znázorněna níže.   
 
 
Obrázek 2.1: Topologie sítě VUT 
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2.2 Vybraná nastavení 
Výběr nastavení neboli relevantní parametry konfigurace aktivních síťových prvků se řídí dvěma 
hlavními faktory. Tím prvním jsou požadavky simulace sítě. Na jejich základě je vybrána oblast 
či jednotlivá nastavení síťových zařízení, na která je nutné se zaměřit. Druhým faktorem jsou 
dostupná data, v našem případě údaje v konﬁguračních souborech. Je nutné zjistit jakým způsobem a 
v jakém rozsahu jsou požadovaná data zapsána a vytvořit gramatiku umožňující jejich získání. 
 Seznam vybraných nastavení: 
• název daného zařízení 
• rozhraní - názvy a nastavení 
• VLAN 
• IP adresy 
• směrovaní 
• nastavení pro multicast 
• spanning tree protokol 
• kvalita služeb (QoS - quality of service) 
2.3 Gramatika 
Tvorba gramatiky je jednou ze stěžejních částí zpracování konﬁguračních souborů. Jak již bylo 
zmíněno v úvodu, v síti VUT se vyskytují zařízení značek Hewlett-Packard, Extreme Networks 
a 3Com. Jejich konfigurační soubory se od sebe značně liší formátem zápisu daných nastavení, a 
proto je nutné vytvořit pro každou značku vlastní gramatiku.  
Samotná gramatika pro zpracování nebývá veřejně dostupná nebo častěji není vytvořena vůbec. 
Musíme tedy čerpat z dostupných informací. Obecně by se měly podrobné manuály k zařízením 
nacházet na stránkách výrobce. Tyto manuály obsahují, co se týká konfigurace zařízení, především 
nastavení přes příkazovou řádku, popřípadě webové rozhraní. Bohužel většinou je v nich jen velmi 
málo ukázek výpisu konﬁgurací pomocí příkazů k tomu určených. 
Musíme také počítat i s možností, že jsou nám k dispozici pouze konﬁgurační soubory zařízení 
v síti. Máme provést požadovanou simulaci, ale již nemáme přístup k daným zařízením. Proto nám 
nejčastěji zbývá vytvořit gramatiky vyhledáním postupu jednotlivých konﬁgurací v manuálech.  
Jako základ vytvářeného překladače konfiguračních souborů bude sloužit překladač z dřívější 
práce projektu ANSA (viz (3)), který se zabýval zpracováním konfiguračních souborů směrovačů 
značky Cisco a vytvořením modelu pro simulační nástroj OMNeT++. Tato práce se zaměřovala 
pouze na zařízení jedné značky, tedy na společný formát vstupních dat a tím také na jednu gramatiku. 
V našem případě máme zařízení tří značek, jejichž konfigurační soubory mají řadu odlišností. Nebude 
tedy možné rozšířit překladač o univerzální gramatiku, která by umožňovala pracovat se všemi 
zadanými konfiguračními soubory, ale vytvoří se tři verze tohoto překladače, pro každou gramatiku 
zvlášť. Při vytváření gramatik daných zařízení jsme se tedy snažili jak vyhledávat údaje a 
konfigurační příkazy vybraných nastavení (viz 2.2), tak porovnávat tyto gramatiky s gramatikou 
zařízení značky Cisco. 
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2.3.1 Konfigurační příkazy 
Konfigurační soubory obsahují posloupnost příkazu potřebných k nastavení daného zařízení. Tyto 
příkazy můžeme rozdělit do tří skupin: 
 Jednoduché příkazy: jedná se o příkazy, které jsou na jednom řádku a jsou ukončeny novým 
řádkem nebo odděleny od dalšího příkazu symbolem komentáře. 
Příklad: hostname "hp"   
 Složené příkazy: jedná se o posloupnost několika jednoduchých nebo dalších složených 
příkazů. Složené příkazy bývají většinou ukončeny příkazem exit nebo odděleny od dalšího 
příkazu symbolem komentáře. 
 
 Komentáře: Slouží k uvedení komentáře daného bloku konfigurací nebo k oddělování 
jednotlivých jednoduchých či složených příkazů. Jedná se nejčastěji o znaky !, # a ;. 
 
 
2.3.2 Zařízení Cisco 
Náš referenční překladač konfiguračních souborů byl zaměřen na zařízení značky Cisco. V síti VUT 
s ním mají daná zařízení řadu podobných vlastností. Pro jejich srovnání bude tedy vhodné uvést 
alespoň pár základních informací a příklad konfiguračního souboru. 
Konfigurační soubor sestává z jednoduchých a složených příkazů. Jako první je uveden 
zvolený název daného zařízení - hostname a následují parametry jeho nastavení. Jednotlivé 
jednoduché a složené příkazy jsou odděleny symbolem komentáře ‘!’ na novém řádku. Vypnutí či 
zakázání určitých prvků či nastavení lze indikovat pomocí klíčových slov no či shutdown.  
 
Shrnutí: 
Příkazy jednoduché i složené (odděleny znakem komentáře na novém řádku) 
Komentář ! 
Typ zařízení / verze SW version [sw_version] 
Název zařízení hostname [device_name] 
Indikace stavu prvků no | shutdown 
 
 
 
 
 
 
# 
 sysname 3Com 
# 
Kód 2.2: Příklad komentáře 
vlan 100  
   name "mgmt-vlan"  
   untagged A2  
   ip address 172.16.11.251 255.255.255.0  
   exit  
Kód 2.1: Příklad složeného příkazu 
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2.3.3 Zařízení 3Com 
V síti VUT jsou 4 zařízení značky 3Com (4). Jedná se o gigabitové L3 switche s typovým označením 
4800G podporující IPv6. 
 
 
Obrázek 2.2: 3Com switche řady 4800G 
 Gramatika zařízení 3Com je podobná gramatice zařízení značek Cisco. Konfigurační soubor 
se skládá z jednoduchých a složených příkazů, které jsou odděleny znakem komentáře ’#’ na novém 
řádku. 
Jako první bývá v konfiguračním souboru uvedena verze firmwaru zařízení - version. 
Následuje zvolený název pro dané zařízení sysname a poté již konfigurace jeho nastavení. Vypnutí 
či zakázání určitých prvků či nastavení lze indikovat pomocí klíčových slov undo nebo disable. 
 
 
! 
hostname R1 
! 
interface FastEthernet0/0 
ip address 10.1.12.1 255.255.255.0 
duplex auto 
speed auto 
! 
interface Serial0/0 
ip address 10.1.13.1 255.255.255.0 
duplex auto 
speed auto 
! 
interface Serial0/1 
shutdown 
! 
router ospf 1 
log-adjacency-changes 
network 10.0.0.0 0.255.255.255 area 0 
! 
router rip 
network 10.0.0.0 
! 
End 
Kód 2.3: Ukázka konfiguračního souboru zařízení značky Cisco 
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Shrnutí: 
Příkazy jednoduché i složené (odděleny znakem komentáře na novém řádku) 
Komentář # 
Typ zařízení / verze SW Version [version] Release [release], Release [release] 
Název zařízení sysname [device_name] 
Indikace stavu prvků undo | disable 
 
 
# 
 version 5.20 Release 2202, Release 2202 
# 
 sysname 3Com 
# 
vlan 1 
# 
vlan 2 
 description "IPv4" 
# 
interface Vlan-interface1 
# 
interface Vlan-interface2 
 ip address 172.16.1.10/24 
 ospfv3 1 area 0.0.0.0 
# 
interface GigabitEthernet1/0/1 
 port link-type hybrid 
 port hybrid vlan 2 untagged 
 undo jumboframe enable 
# 
interface GigabitEthernet1/0/2 
 port link-type hybrid 
 port hybrid vlan 2 to 3 tagged 
 port hybrid vlan 1 untagged 
 undo jumboframe enable 
# 
interface GigabitEthernet1/0/3 
 undo jumboframe enable 
# 
... 
# 
interface GigabitEthernet1/0/27 
 shutdown 
 undo jumboframe enable 
# 
interface GigabitEthernet1/0/28 
 shutdown 
 undo jumboframe enable 
# 
ospf 1 
# 
ospfv3 1 
 router-id 172.16.1.2 
 default-route-advertise 
 import-route static 
 area 0.0.0.0 
# 
 
Kód 2.4: Ukázka konfiguračního souboru značky 3Com 
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2.3.4 Zařízení Extreme Networks 
V síti VUT jsou čtyři zařízení značky Extreme Networks (5). Jedná se o gigabitové L3 switche 
s typovým označením Summit1i a Summit5i. 
 
 
Obrázek 2.3: Extreme Networks – Summit1i 
 
Obrázek 2.4: Extreme Networks – Summit5i 
 
Formát konfiguračního souboru zařízení Extreme Networks se liší od značky Cisco ze všech 
nejvíc. Nejvýraznější změnou je absence složených příkazů. Celý konfigurační soubor je tvořen 
pouze jednoduchými příkazy a komentáři. Jako znak komentáře je zde zvolen ‘#’. Komentáře slouží 
pro oddělení tematických celků a je v nich uvedeno i o kterou část konfigurace se jedná. V každém 
jednoduchém příkazu je přesně zapsáno, čeho se dané natavení týká, např. název rozhraní, takže je 
možné z každého řádku lehce vyčíst k čemu dané nastavení přiřadit. Jednotlivé jednoduché příkazy 
začínají vždy jedním z klíčových slov určujících o jaký typ nastavení se jedná: 
 configure / unconfigure - pro nastavení hodnot daných entit. 
 create / delete - slouží pro vytváření / rušení entit jako jsou např. VLANy, ACL, 
uživatelské účty, apod. 
 enable / disable – slouží k povolení / zakázání služeb či určitých vlastností daných 
entit. 
Další odlišností je absence názvu zařízení. Na začátku souboru je v komentáři uveden jen typ 
zařízení a verze jeho softwaru. Přidělení názvů zařízení bude tedy řešeno pravděpodobně dle jména 
konfiguračního souboru, které většinou odpovídají i reálným názvům těchto zařízení.  
Z důvodu větších odlišností v konfiguračních souborech této značky oproti značce Cisco bude 
náročnější vytvoření překladače pro danou gramatiku. 
ip route-static 0.0.0.0 0.0.0.0 172.16.1.1 
# 
return 
# End of configuration file for 3Com 
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Shrnutí: 
Příkazy pouze jednoduché 
Komentář # 
Typ zařízení / verze SW typ zařízení uveden v komentáři na začátku souboru  “# [type]“ 
Název zařízení není uveden 
Indikace stavu prvků enable | disable, configure | unconfigure, create | delete 
 
 
  
# Summit1i  
 
# Configuration Mode 
configure configuration-mode standard 
create vlan "mgmt-vlan"  
 
# 
# Config information for VLAN Default. 
configure vlan "Default" tag 1      
configure vlan "Default" protocol "ANY" 
# No IP address is configured for VLAN Default. 
# No port is associated with VLAN Default. 
# 
# Config information for VLAN mgmt-vlan. 
configure vlan "mgmt-vlan" tag 100     
configure vlan "mgmt-vlan" protocol "ANY" 
configure vlan "mgmt-vlan" ipaddress 172.16.1.12 255.255.255.0  
configure vlan "mgmt-vlan" add port 16 tagged 
# 
# Ports Configuration 
config port 1 aggregate-bandwidth percent 100 
configure port 1 display-string "1 Office" 
config port 2 aggregate-bandwidth percent 100 
configure port 2 display-string "2 Counting" 
... 
config port 5 aggregate-bandwidth percent 100 
configure port 5 display-string "5 access" 
config port 6 aggregate-bandwidth percent 100 
configure port 6 display-string "6 EN" 
configure port Mgmt display-string "MgmtPort" 
# -- IP Interface[1] = "mgmt-vlan" 
enable subvlan-proxy-arp "mgmt-vlan" 
configure ip-mtu 1500 vlan "mgmt-vlan" 
# Global IP settings. 
enable icmp access-list  
# 
# IP Route Configuration 
configure iproute add 172.16.1.0 255.255.255.0 10.0.10.1 1 
 
 
Kód 2.5: Ukázka konfiguračního souboru značky Extreme Networks 
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2.3.5 Zařízení Hewlett Packard 
Zařízení značky Hewlett Packard (6) tvoří největší část páteřní sítě VUT – celkem 85 zařízení. Jedná 
se o gigabitové L3 switche HP ProCurve z řad 2500, 2600, 2900, 4100 a 5400. Výhodou řad 4000 a 
5000 je jejich modulové složení - lze zapojovat a měnit různé komponenty. Je možné např. zapojit 
další řadu nových portů a při rozšíření sítě tak není potřeba kupovat nové zařízení a provádět jeho 
úplné nastavení. Stačí dokoupit jen modul s požadovaným počtem portů a zařadit v konfiguraci nové 
porty do patřičných již vytvořených nastavení.  
 
 
Obrázek 2.5: HP ProCurve řada 2500 
 
 
Obrázek 2.6: HP ProCurve řada 2600 
 
# RIP global parameter configuration  
disable rip aggregation 
enable rip splithorizon 
enable rip poisonreverse 
enable rip triggerupdate 
configure rip updatetime 30 
configure rip routetimeout 180 
configure rip garbagetime 120 
# Ospf Area Configuration 
create ospf area 0.0.0.0 
configure ospf area 0.0.0.0 interarea-filter "None" 
configure ospf area 0.0.0.0 external-filter "None" 
 
# Interface Configuration 
configure ospf vlan "mgmt-vlan" area 0.0.0.0 
configure ospf vlan "mgmt-vlan" priority 1 
configure ospf vlan "mgmt-vlan" timer 5 1 10 40 
configure ospf vlan "mgmt-vlan" authentication none 
 
# OSPF Router Configuration 
configure ospf routerid 172.16.1.2 
 
enable ospf 
 
# 
# End of configuration file for "summit-name". 
# 
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Obrázek 2.7: HP ProCurve řada 2900 
 
 
 
Obrázek 2.8: HP ProCurve řada 4100 (vlevo) 
Obrázek 2.9: HP ProCurve řada 5400 (vpravo) 
Gramatika zařízení HP je podobná gramatice u značky Cisco. Konfigurační soubor se skládá 
z jednoduchých a složených příkazů, které však nejsou odděleny znakem komentáře jak tomu je 
u Cisco. Znak komentáře ’;’ slouží pouze k podání několika informací – model daného zařízení 
a informaci o ukončení výpisu konfigurace. Model zařízení není uveden přímo názvem HP ProCurve 
[model], ale typovým označením, které používá HP a které jednoznačně určuje řadu a konkrétní typ 
zařízení – v ukázkovém příkladu je to J8697A, tedy HP ProCurve Switch 5400zl. U modulových typů 
(série 4000 a 5000) jsou konkrétní označení zapojených modulů uvedeny v konfiguračním souboru 
následovně: 
module <MODULE-NUM> type <MODULE-TYPE>  
MODULE-NUM: < 1 do 12 >  
MODULE-TYPE: < J8701A | J8702A | J8705A | … > 
Dle zapojených modulů se také odvíjí označení jednotlivých rozhraní – číslu modulu odpovídá 
písmeno v abecedě (např. pro modul 1 je to A). 
 Vypnutí či zakázání určitých prvků či nastavení lze indikovat podobně jako u Cisco pomocí 
klíčového slova no. 
Shrnutí: 
Příkazy jednoduché i složené (odděleny znakem komentáře na novém řádku) 
Komentář # 
Typ zařízení / verze SW typ zařízení uveden v komentáři na začátku souboru  “; [type]“ 
Název zařízení hostname [device_name] 
Indikace stavu prvků no 
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; J8697A Configuration Editor; Created on release #K.14.65 
 
hostname "hp"   
module 1 type J8706A  
interface A1  
   name "hp-a1"   
exit 
interface A2  
   speed-duplex 100-full  
exit 
ip routing  
vlan 1  
   name "Default "  
   untagged A2  
   no untagged A1  
   no ip address  
   exit  
vlan 100  
   name "mgmt-vlan"  
   untagged A2  
   ip address 172.16.11.251 255.255.255.0  
   exit  
router ospf 
   area 0.0.0.2 
   redistribute connected 
   redistribute static 
   restrict 10.0.0.0 255.0.0.0 
   restrict 172.16.0.0 255.240.0.0 
   exit 
; End of configuration file for hp 
 
Kód 2.6: Ukázka konfiguračního souboru značky HP 
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3 Překladač 
Nástroj pro analýzu a zpracování konﬁguračních souborů bude tvořen na základě nástroje ANTLR 
(ANotrher Tool for Language Recognition) (7). Bude se jednat o rozšíření nástroje z bakalářské práce 
(3) na podobné téma zaměřené na směrovače od firmy Cisco.  
Překladač je rozdělen na dvě části – lexikální a syntaktický analyzátor. Lexikální analyzátor 
se spouští jako první a jeho úkolem je rozdělit vstupní posloupnosti znaků konfiguračního souboru na 
tzv. lexémy, což jsou základní prvky daného jazyka – v našem případě jazyka, ve kterém je zapsán 
konfigurační soubor. Každý lexém může reprezentovat více či méně podstatnou část vstupu. Jedná se 
například o řetězce vyjadřující identifikátory, klíčová slova, čísla nebo naopak reprezentující např. 
pouze bíle znaky. Lexikální analyzátor při zpracovávání zdrojového souboru může také provádět 
např. odstranění komentářů a bílých znaků. Získané lexémy jsou dále předány jako tokeny 
syntaktickému analyzátoru, který dále udělá veškerou práci. Vytvoří abstraktní syntaktický strom, 
interpretuje daný vstupní kód a překládá ho do jiného jazyka dle námi zadané gramatiky. Úkolem 
syntaktického analyzátoru je také např. rozpoznat, zda jsou vstupní tokeny zapsány správným 
způsobem (odpovídají dané gramatice). Dále pak určit v jakém pořadí se budou jednotlivé příkazy 
provádět – např. u složeného příkazu musí zajistit, aby se zanořené příkazy nevztahovaly na prvky 
mimo toto zanoření apod.  
Rozšíření tohoto překladače bude spočívat především v zakomponování vytvořených 
gramatik pro nová zařízení. 
3.1 ANTLR 
ANotrher Tool for Language Recognition, ANTLR, je nástroj pro práci s jazykem, který poskytuje 
framework pro vytváření překladačů, interpretů a kompilátorů na základě gramatického popisu. 
Z formální gramatiky ANTLR generuje program, který rozhodne, zda daná vstupní sekvence patří do 
daného jazyka či nikoliv. Jinak řečeno ANTLR je program který píše jiné programy a to konkrétně 
v jazycích Java, C#, C++ a Python. Přidáním částí kódu do gramatiky se může z analyzátoru stát 
překladač nebo interpret. Aktuální verze distribuce ANTLR je 3.3. (7) 
3.1.1 ANTLRWorks 
Pro práci s ANTLR existuje i vývojové prostředí ANTLRWorks (8) s grafickým uživatelským 
rozhraním (viz Obrázek 3.1). Pro spuštění této aplikace je vyžadována Java (9) verze 1.5 nebo vyšší. 
ANTLRWorks je dostupné pro všechny operační systémy – Windows, Linux i Mac OS a je zdarma 
ke stažení na domovských stránkách. Aktuální verze programu je 1.4.3 (8). Spustitelný soubor se 
nachází i na CD – viz příloha 1. 
Tento nástroj umožňuje kvalitní a přehlednou tvorbu gramatik a jejich pravidel a provádí také 
kontrolu jejich zápisu. Tvar pravidel si je možné nechat zobrazit graficky pomocí automatu, který se 
zobrazuje v okně ve spodní části prostředí (viz Obrázek 3.1).  
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Obrázek 3.1: ANTLRWorks – gramatika pro ukázkový konfigurační soubor HP 
3.1.2 NetBeans 
Dalším z nástrojů pro zefektivnění práce v jazyce ANTLR je prostředí NetBeans (akt. verze 6.9) (10). 
Samotné prostředí s jazykem ANTLR pracovat neumí, ale na stránkách NetBeans je dostupný 
podpůrný plugin (11). Po jeho instalaci lze pak při práci využít nástrojů daného prostředí jako např. 
zabarvování klíčových slov, kontroly proměnných a jejich volání, které práci usnadňují a zpřehledňují 
(viz Obrázek 3.2). 
Mimo samotný plugin je nutné do prostředí dodat knihovnu ANTLR umožňující překlad 
gramatiky a vytvoření souborů lexikálního a syntaktického analyzátoru na základě dané gramatiky. 
Balíček souborů obsahující tuto knihovnu je možné stáhnout přímo ze stránek projektu ANTLR (7) 
v sekci Download nebo je také umístěném na CD  (viz příloha 1). Použitá verze pluginu je 0.2.6. 
Příklad založení projektu v NetBeans s ukázkovou gramatikou lze nalézt na NetBeans 
Wiki (12).  
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Obrázek 3.2: NetBeans – projekt podporující ANTLR 
Pro implementaci gramatik a překladače byl použit právě nástroj NetBeans a jako 
implementační jazyk byl zvolen jazyk Java. Od původně plánované implementace v jazyce C/C++ 
bylo nakonec upuštěno především vzhledem k větší kompatibilitě jazyka ANTLR s jazykem Java. 
3.2 Lexer 
Před vytvářením jednotlivých pravidel dané gramatiky je nutné se seznámit podrobněji s tvarem 
pravidel pro jednotlivé části překladače. 
Lexikální analyzátor (lexer) bere vstup jako tok znaků, který formuje do lexémů či tokenů, 
tedy skupin znaků dle zadaných pravidel.  
3.2.1 Pravidla pro lexer 
Každé pravidlo reprezentuje jeden token. Na začátku pravidla je název daného tokenu, pod kterým 
bude dále dostupný pro syntaktický analyzátor. Název tokenu se píše velkými písmeny, je ukončen 
dvojtečkou a je následován regulárním výrazem, který ho popisuje. 
 
TOKEN: regulární výraz; 
Kód 3.1: Formát zápisu pravidla (lexer) 
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Každá gramatika musí mít alespoň jedno lexikální pravidlo. ANTLR používá v pravidlech 
standardní regulární výrazy. Sekvence znaků v pravidle je uzavřena v apostrofech. 
 
 
Pro vyjádření více možností k jednomu tokenu jsou jednotlivé možnosti od sebe odděleny 
znakem ‘|‘. 
 
 
Pro vyjádření jakéhokoliv libovolného znaku se používá znak ‘.‘. Lze to použít např., pokud 
potřebujeme na daném vstupu v sekvenci ignorovat určitý znak. 
 
 
Pro zpřehlednění lze v pravidlech použít kulaté závorky ‘(‘ a ‘)‘. Pozn. Složené závorky ‘{‘ a 
‘}‘ pro tento účel použít nelze, ty se používají pro zápis funkčního kódu – bude vysvětleno později. 
 
 
Pro vyjádření intervalu mezi dvěma znaky se používá ‘..‘. Nejčastěji lze využít pro zápis 
tokenů symbolizujících čísla či znaky abecedy. 
 
3.2.2 Regulární operátory 
Pro zápis pravidel se používají regulární výrazy. Je tedy možné využít i standardních regulárních 
operátorů, jako jsou např. ‘+‘,‘*‘,‘?‘ nebo ‘~‘. 
Regulární operátor ‘+‘ lze použít pro alespoň jeden výskyt daného znaku či skupiny znaků.  
 
 
Operátor ‘*‘ využijeme, pokud se daný znak či skupina znaků v pravidle vyskytovat nemusí 
nebo tam může být i vícekrát. Tento operátor se také používá v pravidlech, kdy přijímáme jakoukoliv 
posloupnost znaků. 
CISLO: ’0’..’9’; // pouze jedno číslo (např. 0,2,4,7) 
CISLA: (’0’..’9’)+; //může být i více čísel (např. 1,29,123) 
ABECEDA: ’a’..’z’|’A’..’Z’; //jednotlivá písmena (např.a,d,z) 
SLOVA: (’a’..’z’|’A’..’Z’)+; //celá slova (např. ahoj) 
Kód 3.7: Pravidlo s regulárním operátorem + (lexer) 
CISLO: ’0’..’9’; 
ABECEDA_MALA: ’a’..’z’; 
ABECEDA_VELKA: ’A’..’Z’; 
Kód 3.6: Pravidlo pro interval (lexer) 
POZDRAV: (’Ahoj’)|(’Cau’); 
JAKYKOLIV_ZNAK: (.); 
Kód 3.5: Pravidlo se závorkami (lexer) 
JAKYKOLIV_ZNAK: .; 
Kód 3.4: Pravidlo pro libovolný znak (lexer) 
POZDRAV: ’Ahoj’|’Cau’; 
Kód 3.3: Pravidlo s více možnostmi (lexer) 
POZDRAV: ’Ahoj’; 
Kód 3.2: Příklad zápisu pravidla (lexer) 
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Pokud se jedná pouze o jeden nebo žádný výskyt znaku či skupiny znaků, tak je použit 
operátor ‘?‘. 
 
 
Pro vyjádření opačného významu pravidla, tedy že na vstupu se nevyskytuje daný znak nebo 
skupina znaku se používá operátor ‘~‘. 
 
 
Jednotlivé znaky nebo jejich skupiny lze mezi sebou i kombinovat. Je tak možné pomocí 
složení několika požadavků definovat pravidlo k získání specifického tokenu. Např. pravidlo pro 
zpracování přirozených čísel menších než 400. 
 
3.2.3 Funkčnost lexeru 
Co se týká fungování lexeru, je jeho algoritmus v podstatě velmi jednoduchý. Nejprve se vybere 
pravidlo, které má být použito a poté zpracuje vstup dle daného pravidla na odpovídající token. Po 
zpracování jedné části vstupu se vezme další část a opět lexer hledá vhodné pravidlo, které by mohl 
na daný vstup použít.  
Pravidlo s první nejdelší shodou 
Při tvorbě pravidel je důležité myslet na to, že lexer zvolí takové pravidlo, které nejvíce 
odpovídá danému vstupu, tedy se kterým pravidlem má vstup první nejdelší shodu. Pokud budeme 
mít například pravidla pro dva řetězce: 
 
 
Pokud by se pak lexeru na vstup dostal řetězec ’abcabc’, tak při hledání vhodného pravidla 
lexer zkontroluje pravidlo KRATKY_RETEZEC, se kterým má 3 společné znaky a následně pravidlo 
DLOUHY_RETEZEC, se kterým má shodných 6 znaků. Lexer tedy vybere pravidlo s delší shodou, 
tedy pravidlo DLOUHY_RETEZEC. 
 Pokud je pro daný vstup více odpovídacích pravidel se stejným počtem shodných znaků, tak 
lexer zvolí první z těchto pravidel. 
KRATKY_RETEZEC: ’abc’; 
DLOUHY_RETEZEC: ’abcabc’; 
Kód 3.12: Volba pravidla – délka řetězce (lexer) 
LESS_THEN_400:(’0’..’9’)|(’1’..’3’)(’0’..’9’)(’0’..’9’); 
//čísla 0-399 
Kód 3.11: Pravidlo s několika výrazy (lexer) 
NENI_CISLO: ~(’0’..’9’); //sekvence, ve které není číslo 
Kód 3.10: Pravidlo s regulárním operátorem ~ (lexer) 
A_NEBO_AB: (’A’)(’B’)?; //přijímané sekvence: ’A’ nebo ’AB’ 
Kód 3.9: Pravidlo s regulárním operátorem ? (lexer) 
COKOLIV: .*; //pravidlo pro příjem jakékoliv posloupnosti znaků 
Kód 3.8: Pravidlo s regulárním operátorem * (lexer) 
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Pro vstup ’abc’ odpovídá druhé a třetí pravidlo. Lexer zvolí první, na které narazí, tedy 
DLOUHY_RETEZEC_PRVNI. 
Porovnávání celých pravidel 
Při zpracování vstupu a tvorbě pravidel je také nutné pamatovat na to, že pokud lexer zvolí 
nějaké pravidlo, tak se porovná celé. To občas může vést k nečekaným chybám při zpracování 
vstupu. Názorněji je to předvedeno na následujícím příkladu gramatiky a vstupu. (13) 
 
 
Na vstup této gramatiky je vložen řetězec ’abcabcabc’ a lexer pro něj hledá nejvhodnější 
pravidlo. Jako první zvolí jasně pravidlo OPAKUJ_ABC.  Následně se na zbylý řetězec ’bcabc’ 
použije první pravidlo KONEC a po jeho aplikaci tak zůstane řetězec ’abc’. Pokud nyní uvažujeme, 
že naše gramatika obsahuje pouze zmíněna pravidla, vybere se pro zpracování zbývajícího vstupu 
opět druhé pravidlo. Pokud bychom mohli rozhodnout o následujícím pořadí pravidel, tak bychom 
pro korektní zpracování zvolili druhé pravidlo pro zpracování prvního ’a’ a následně první pravidlo 
pro zpracování zbytku řetězce ’bc’. Jak jsme si ale řekli dříve, Lexer vybírá pravidlo na základě 
nejdelší shody se vstupním řetězcem. Takže při volbě pravidel sice lexer zvolí druhé pravidlo, ale na 
vstup se aplikuje nejprve první částí tohoto pravidla (’abc’)* a tím dojde ke zpracování celého 
zbývajícího vstupu. Lexer však nekončí s koncem vstupu, nýbrž pokračuje v porovnávání zvoleného 
pravidla. Nyní tedy očekává, že bude na vstupu znak ’a’, který tam již ale bohužel není. Lexer tedy 
zahlásí následující chybu ohledně chybějícího očekávaného znaku. Pozn. Možné chyby a jejich řešení 
budou podrobněji probrány později. 
 
Konečná rozhodnutí 
Poslední důležitou vlastností lexeru, na kterou je třeba myslet při tvorbě pravidel gramatiky, 
se týká jeho konečnosti jeho rozhodnutí. Jakmile lexer zpracuje část vstupu dle určitého pravidla a 
zpracuje ho jako nový token, už se nemůže vrátit a změnit svoje rozhodnutí. Nelze se tedy rekurzivně 
zanořovat do jednotlivých pravidel a hledat nejvhodnější řešení pro konkrétní vstup. Lexer tedy 
nemůže „vidět“ dopředu a na základě toho volit vhodná pravidla. Vždy se zvolí jedno pravidlo dle 
aktuální vstupní sekvence znaků a po jeho zpracování se hledá další pravidlo znovu. I zde tak občas 
dochází k neočekávaným chybám. Názorněji je opět uvedeno na příkladu. 
 
KRATKY: ’aaa’; 
DLOUHY: ’aaaa’; 
Kód 3.16: Gramatika pro předvedení chyby při zpracování vstupu (lexer) 
line 1:9 mismatched character '<EOF>' expecting 'a'; 
Kód 3.15: Chybová hláška – nenalezen očekávaný znak (lexer) 
KONEC: ’bc’; 
OPAKUJ_ABC: (’abc’)* ’a’; 
Kód 3.14: Gramatika pro předvedení chyby při volbě pravidla (lexer) 
KRATKY_RETEZEC: ’a’; 
DLOUHY_RETEZEC_PRVNI: ’abc’; 
DLOUHY_RETEZEC_DRUHY: ’ab.’; 
Kód 3.13: Volba pravidla – první řetězec (lexer) 
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Vstup ’aaaaaa’by jako nejvhodnější volbu mohl lexer rozdělit jako dva tokeny dle pravidla 
KRATKY. Lexer ale pracuje na principu výběru pravidla s nejdelší shodou, takže je vybráno pravidlo 
DLOHY a zbývající vstup ’aa’ neodpovídá žádnému z pravidel, takže lexer zahlásí dvakrát chybu o 
znaku, pro který nemá pravidlo. 
 
3.2.4 Chybová hlášení 
Při tvorbě gramatik se mohou objevit chybová hlášení. Chyby nejčastěji vznikají špatným zápisem 
pravidel nebo k vůli kolizím mezi nimi. Většina chybových hlášek je však schopna určit přesně místo 
problému. Na začátku je uvedeno, na kterém řádku a pozici se daná chyba nachází a následuje její 
popis. Z daného popisu by mělo být znatelné, o jaký problém se jedná a dle toho se pak hledá vhodné 
řešení. 
Neočekávaný znak 
  Jako první byla zmíněna chybová hláška o neočekávaném znaku - viz Kód 3.15. Jak již 
samotná chyba říká, na vstupu je symbol, který neodpovídá očekávanému znaku dle zvoleného 
pravidla. Chyba může být tedy buď ve tvaru daného pravidla, kdy jsme se mohli omylem přepsat 
v nějakém znaku, nebo jsou pravidla zapsána v takovém tvaru, že pro daný vstup není zajištěna 
správná posloupnost pravidel pro jeho zpracování. V takovém případě je nutné provést kontrolu 
pravidel a případně potřebné úpravy. 
Neexistující pravidlo 
 Druhé hlášení (viz Kód 3.17) se týkalo neznámého pravidla. Tato chyba se může objevit, 
pokud je vstup zpracován dříve, než skončí zvolené pravidlo nebo pokud není pro daný vstup či jeho 
část vytvořeno pravidlo, které by mohl lexer vybrat. Řešením je zde opět kontrola a úprava pravidel 
nebo doplnění chybějícího pravidla. 
3.2.5 Fragmenty 
Pro zpřehlednění a usnadnění psaní pravidel můžeme použít jednak kulaté závorky, ale také prvky 
zvané Fragmenty. ANTLR umožňuje tvorbu pomocných pravidel. Tato pravidla nereprezentují 
tokeny, ale lze se na ně odkazovat v ostatních pravidlech. Pomocná pravidla bývají na jejich začátku 
označena klíčovým slovem fragment. V lexikálních pravidlech se můžete odkazovat pouze na 
pomocná pravidla. Odkazování na jiná pravidla, tokeny, není povoleno a bude ukončeno s chybovým 
hlášením o pokusu o odkaz na nefragmentové pravidlo.  
Jako ukázku použití takových pravidel můžeme přepsat pravidlo pro zpracování čísel 0-399 
za pomoci pomocných pravidel takto: 
 
 
fragment DIGITS: (’0’..’9’); 
fragment DIGITS_1_TO_3: (’1’..’3’); 
LESS_THEN_400: DIGITS | DIGITS_1_TO_3 DIGITS DIGITS;  
Kód 3.18: Pomocná pravidla - fragment (lexer) 
line 1:4 no viable alternative at character 'a'; 
line 1:5 no viable alternative at character 'a'; 
Kód 3.17: Chybová hláška – neznámé pravidlo (lexer) 
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Použitím fragmentů se zápis pravidel dosti zpřehlední a je pak snadnější často i porozumění 
významu jednotlivých pravidel.  
3.2.6 Bílé znaky 
Znaky jako např. mezery, tabulátory, konce řádků a další podobné znaky jsou často při zpracování 
vstupu vynechávány. ANTLR má dva hlavní kanály pro komunikaci mezi lexerem a parserem – 
standardní kanál (default channel) a skrytý kanál (hidden channel). (13) Parser naslouchá pouze na 
standardním kanálu, takže mu lze „skrýt“ některé tokeny pomocí jejich přesměrování na skrytý 
kanál.(13) 
 
3.2.7 Lexer závěr 
U jednoduchých gramatik, čítajících jen několik jednoduchých pravidel, k mnoha kolizím nedochází. 
Horší je to u složitějších gramatik, kdy musíte zpracovávat náročnější vstupní sekvence a se 
zvětšujícím se počtem pravidel se následně komplikuje i tvorba pravidel pro Parser. 
3.3 Parser  
Pravidla pro parser vypadají velice podobně jako pravidla pro lexer. Ve skutečnosti ale parser pracuje 
jinak. Zatím co lexer rozděluje vstup na jednotlivé tokeny, parser předávanou sekvenci těchto tokenů 
od lexeru převádí do dalších struktur. 
V této části kapitoly budou nejprve zmíněny rozdíly mezi pravidly pro lexer a parser. 
Následovat bude popis fungování parseru a na konci budou opět zmíněny problémy a chyby, se 
kterými se při tvorbě pravidel pro parser můžete setkat. 
3.3.1 Pravidla pro parser 
Pravidla pro parser taktéž používají regulární výrazy pro zpracování vstupu. Prvním rozdílem 
v zápisu těchto pravidel oproti lexeru je ve velikosti písma. U pravidel pro parser musí název pravidla 
začínat malým písmenem. 
 
 
Podobně jako u lexeru, i zde je možné zpracovat libovolný vstup. Význam tečkového operátoru 
‘.‘ je zde však trochu jiný. Jelikož parser nepřijímá jednotlivé znaky ze vstupu, ale již zpracované 
tokeny, tak ‘.‘ nahrazuje celý jeden token. Pro vyjádření příjmu všech možných tokenů lze opět 
doplnit ‘*‘. 
 
 
Stejně tak můžeme i u parseru využít vyjádření více možností pomocí ‘|‘, závorky pro oddělení 
či zpřehlednění zápisu pravidel či regulární operátory pro četnost tokenů (‘+‘,‘*‘,‘?‘). 
COKOLIV: .*; 
Kód 3.21:  Pravidlo pro libovolný token (parser) 
(lexer) 
nazevPravidla: regulární výraz; 
Kód 3.20:  Formát zápisu pravidla (parser) 
(lexer) 
WS : ( ' ' | '\t' | '\r' | '\n' )+ { $channel = HIDDEN; };  
Kód 3.19: Skrytí tokenů pro parser (lexer) 
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Odkazování pravidel 
První větší odlišností parseru je vzájemné spojení pravidel. Ve vztahu k pravidlům lexeru 
nemohou být v pravidlech parseru odkazována pomocná pravidla (s klíčovým slovem fragment), ale 
jen ta standardní (nefragmentová). Ve vzájemném vztahu pravidel parseru se lze v jednom pravidle 
odkazovat přímo na jiné.  
Není také nutné mít vytvořené tokeny pro každý řetězec, který chceme parserem přijmout. 
Tokeny lze totiž definovat přímo i v zápisu parserových pravidel, stačí jen dát danou sekvenci znaků 
do apostrofů (viz ukázka v Kód 3.22) a ANTLR již danou sekvenci dále bere jako token. 
3.3.2  Abstraktní syntaktický strom (AST) 
Každé pravidlo parseru odpovídá malé části konečného abstraktního syntaktického stromu. 
Standardně každý token reprezentuje jeden uzel a všechny uzly jsou spojeny do kořenového uzlu. 
Kořenový uzel je prázdný uzel, který neodpovídá žádnému z tokenů. (14) 
Pro názornější představu je uveden příklad. Jedná se o gramatiku, která je schopna zpracovat 
číselné seznamy. Nejprve je zpracován název seznamu a poté jeho prvky oddělené čárkou. 
 
 
Pro vstup “parcisel 1, 2, 3“ se vygeneruje následující AST: 
 
 
Chceme-li z AST vynechat tokeny, které pro nás nejsou důležité, stačí za daný token dát 
symbol '!'. A naopak, pokud chceme z nějakého tokenu udělat rodičovský (nadřazený) uzel dáme za 
něj symbol '^'. 
 
 
Pro stejný vstup je pak vygenerován následující AST, který je jistě přehlednější a 
srozumitelnější. 
 
parcisel 
-- 1 
-- 2 
-- 3 
Kód 3.25:  Vygenerovaný AST dle upraveného pravidla (parser) 
(lexer) 
// odstranění ',' z AST a SEZNAM_NAZEV jako root 
seznam: SEZNAM_NAZEV^ SEZNAM_PRVEK (','! SEZNAM_PRVEK)*; 
Kód 3.24:  Upravené pravidlo v gramatice pro ukázku AST (parser) 
(lexer) 
null 
-- parcisel 
-- 1 
-- , 
-- 2 
-- , 
-- 3 
Kód 3.23:  Vygenerovaný AST (parser) 
(lexer) 
SEZNAM_NAZEV: ('a'..'z')+; 
SEZNAM_PRVEK: ('0'..'9')+; 
//ignorování bílých znaků (dáme je na skrytý kanál) 
BILEZNAKY: ( ' ' | '\t' | '\r' | '\n') {$channel=HIDDEN;} ; 
  
seznam: SEZNAM_NAZEV SEZNAM_PRVEK (',' SEZNAM_PRVEK)*; 
Kód 3.22:  Gramatika pro ukázku AST (parser) 
(lexer) 
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3.3.3 Funkčnost parseru 
Parser zpracovává vstupní sekvenci tokenů dle počátečního pravidla. V daném pravidle začíná od 
jeho nejlevějšího prvku a jde postupně doprava.  
ANTLR při překladu gramatiky vygeneruje soubory pro parser a lexer. Pro spuštění 
zpracování vstupu je potřeba zavolat parser a jeho funkci, která odpovídá názvu počátečního pravidla. 
Pozn. Spouštění překladu gramatiky bude probráno později. 
 
 
Předávaný vstup by měl obsahovat sekvenci tokenů, kterou je dané pravidlo schopno 
zpracovat. Předpokládá se, že pravidla parseru jsou jednoznačná (deterministrická). Pro jakýkoliv 
vstup musí parser vědět, které pravidlo má v daný okamžik zvolit. Parser tedy nemůže být nucen dělat 
rozhodnutí mezi více stejnými volbami, ale měla by zde být jedna cesta, kterou zvolí. 
Zápis pravidel a jejich volání 
Je-li na začátku pravidla token, porovná se s prvním řetězcem vstupu. Jestli-že vstup 
neodpovídá danému tokenu, parser zahlásí chybu. Pokud je vstup v pořádku, dojde ke zpracování 
daného tokenu a parser pokračuje dalším prvkem pravidla. 
Odkazuje-li se pravidlo na jiné pravidlo parseru, tak se pro zpracování vstupu použije 
odkazované pravidlo. Parser se tedy „zanoří“ z aktuálního pravidla do dalšího pravidla, provede 
zpracování dané posloupnosti jeho prvků a poté se opět „vynoří“. 
 
 
Při zpracování vstupu parser jako první provede jinepravidlo. Jakmile skončí, parser se 
vrací do pravidlo a pokračuje dalším prvkem tohoto pravidla. 
 
 
 
Pokud je v pravidle volba více možností, tak parser vybírá tu nejvhodnější. Není to tedy jako 
u lexeru, kde se bere první dostupné pravidlo s nejdelší shodou. Parser prochází jednotlivé možnosti, 
dívá se dopředu, jaké obsahuje tokeny a porovnává je s danou vstupní sekvencí. Jakmile projde 
všechny nabízené možnosti, tak z nich zvolí tu nejvhodnější a tou poté při zpracování vstupu 
pokračuje. V uvedeném příkladu se zpracuje první token (POZDRAV) a dále se parser rozhoduje na 
základě druhého tokenu (JMENO/KONEC).  
Pokud ale v nabízených možnostech není žádný token, který by odpovídal danému řetězci na 
vstupu, parser zahlásí chybu. 
 
line 1:0 no viable alternative at input 'vstupni_retezec' 
Kód 3.29:  Chyba – chybějící pravidlo/token (parser) 
(lexer) 
pravidlo: nejakepravidlo | jinepravidlo; 
nejakepravidlo: POZDRAV JMENO KONEC; 
jinepravidlo: POZRAV KONEC; 
Kód 3.28:  Volání pravidla s více volbami (parser) 
(lexer) 
pravidlo: jinepravidlo TOKEN; 
jinepravidlo: … prvky pravidla (tokeny, pravidla)…; 
Kód 3.27:  Volání pravidla (parser) 
(lexer) 
parser.pravidlo(); 
Kód 3.26:  Volání parseru (parser) 
(lexer) 
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Nezávislost lexeru a parseru  
Je důležité si uvědomit, že lexer a parser běží nezávisle. Nejprve lexer rozdělí vstup na 
tokeny, které jsou poté předány jako vstup parseru a ten je zpracuje do požadované formy. Lexer však 
nezná pravidla parseru a naopak. Parser tak jen pracuje s výstupem lexeru (tokeny).  
3.3.4 Chybová hlášení 
Nyní bude opět uvedeno i několik příkladů chybových hlášení, se kterými je možné se setkat při 
tvorbě pravidel pro parser. (14) 
Neshoda tokenů 
Jedním z problémů, obzvláště u obsáhlejších gramatik, je neshoda tokenů zpracovaných 
lexerem s tokeny v pravidlech parseru. Tato chyba je nejčastěji způsobena výskytem vstupního 
řetězce, který je shodný s více pravidly lexeru. Může tak dojít ke špatné volbě tokenu, který není na 
parseru očekáván a a to způsobí chybu. Názorněji je to předvedeno na ukázce. 
 
 
Vstupní řetězec 'Ahoj Ahoj ! ' by dle dané gramatiky mohl být teoreticky rozdělen na tokeny 
POZRAV JMENO KONEC, kde JMENO bude řetězec 'Ahoj '. Lexer toto ale bohužel neudělá. Jak již 
bylo řečeno dříve, bere první pravidlo s nejdelší shodou, takže daný vstup rozdělí jako POZRAV 
POZRAV KONEC, který je následně předá parseru. Ten se snaží danou posloupnost tokenů zpracovat 
pomocí jeho pravidla, ale narazí na problém při porovnání druhého tokenu a zahlásí tedy chybu. 
 
 
Řešením je buď změna pravidel lexeru ohledně konfliktních tokenů nebo zahrnutí tokenů, 
které by mohly kolidovat na vstupu, do pravidel v místech konfliktu. Pro uvedený případ bychom 
tedy museli pravidlo změnit na:  
 
Startovací pravidlo 
Každá gramatika musí mít své startovací pravidlo. Jedná se o pravidlo, které je voláno jako 
první a není použito v žádném z dalších pravidel. Startovací pravidlo se také volá jako metoda 
vygenerovaného parseru pro spuštění zpracování vstupu danou gramatikou. Pokud se v gramatice 
startovací pravidlo nevyskytuje, tak ANTLR generátor zahlásí varování. 
 
 
 
 no start rule (no rule can obviously be followed by EOF) 
Kód 3.33:  Chyba – chybějící startovací pravidlo (parser) 
(lexer) 
 pravidlo: POZRAV(JMENO|POZDRAV) KONEC; 
Kód 3.32:  Upravené pravidlo pro zpracování řetězce (parser) 
(lexer) 
 line 1:6 mismatched input 'Ahoj ' expecting JMENO; 
Kód 3.31:  Chyba – neodpovídající token (parser) 
(lexer) 
KONEC: '!'; 
POZDRAV: 'Ahoj '; 
JMENO: ('a'..'z'|'A''Z')*; 
pravidlo: POZRAV JMENO KONEC; 
Kód 3.30:  Gramatika – zpracování řetězce (parser) 
(lexer) 
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Řešením je vytvoření startovacího pravidla ve správném formátu a splňující zmíněné 
vlastnosti.  
Kolize výběru pravidel 
U pravidel s nabídkou více možností se může vyskytnout problém podobnosti. I když není 
zápis pravidel úplně totožný, mohou být obě použita pro stejnou vstupní posloupnost, což není 
v souladu s požadavkem na jednoznačnost pravidel pro parser. 
 
 
 
Vstupní řetězec 'Ahoj' může být dle uvedené gramatiky interpretován oběma pravidly znam i 
neznam. V takovém případě generátor ANTLR zahlásí při překladu této gramatiky varování. 
 
 
 
Jak je z varování patrné, existuje nejednoznačné rozhodnutí na daném místě v gramatice. 
V hlášení je uvedeno, které z nabídek mají stejnou interpretaci. Následně generátor pokračuje ve 
zpracování gramatiky s tím, že vezme první vhodnou možnost z uvedených alternativ a zbývající 
nebudou použity. 
Tento problém lze vyřešit přepsáním pravidel takovým způsobem, aby se v nich 
nevyskytovaly podobné kolize. 
Nejednoznačnost 
 Porovnání sekvence tokenů s pravidly parseru by mělo být jednoznačné. Pokud je tedy na 
vstupu nějaký řetězec, měla by být jen jedna cesta, kterou má parser zvolit. 
  
 
 
Uvedená gramatika je jednoznačná. Každý prvek pravidla je mapován pouze na jeden token a 
existuje tak pouze jeden způsob, jak vstup zpracovat. 
 
 
TOKEN:'a'|'b';   
pravidlo: TOKEN* TOKEN TOKEN*;  
Kód 3.37:  Gramatika – nejednoznačná (parser) 
(lexer) 
POZDRAV:'Ahoj ';   
KONEC: '!'; 
 
pravidlo: POZDRAV KONEC;  
Kód 3.36:  Gramatika – jednoznačná (parser) 
(lexer) 
warning(200): Grammar.g:20:19: Decision can match input such as 
"POZDRAV" using multiple alternatives: 1, 2 
As a result, alternative(s) 2 were disabled for that input 
  
error(201): Grammair.g:27:10: The following alternatives can 
never be matched: 2 
Kód 3.35:  Chyba – kolize výběru pravidel (parser) 
(lexer) 
POZDRAV:'Ahoj ';   
JMENO:('A'..'Z')('a'..'z')*; //jmeno zacina velkym pismenem 
 
startovaciPravidlo: znam | neznam; 
znam: POZDRAV JMENO*;  
neznam: POZDRAV; 
Kód 3.34:  Gramatika – ukázka kolize výběru pravidel (parser) 
(lexer) 
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 Naopak tato gramatika je nejednoznačná. Existuje tedy více způsobů jak vstup zpracovat.  
Např. řetězec 'ba' je mapován jako TOKEN TOKEN, kde první token je 'b' a druhý 'a'. Gramatika 
má však dva možné způsoby mapování sekvence tokenů s pravidlem parseru: první token 'b' může 
odpovídat v pravidlu buď prvnímu TOKEN* a 'a' prostřednímu TOKEN nebo může 'b' odpovídat 
prostřednímu TOKEN a 'a' poslednímu TOKEN*. 
 Při překladu se objeví hlášení podobné tomu předchozímu.  
 
 
 
Řešením toho problému, může být vytvoření dalšího jednoduchého pravidla, kterým 
nahradíme část nejednoznačného pravidla. 
 
 
 
 Gramatika je stále nejednoznačná, ale ANTLR již vygeneruje gramatiku bez problémů a 
omezení pravidel. 
3.3.5 Parser závěr 
Funkčnost parseru a tvorba jeho pravidel je značně náročnější a složitější než tomu bylo u lexeru. 
Musíme pamatovat na řadu souvislostí, dodržení formátů a sledování pravidel, aby v nich nebyly 
kolize a nejasnosti. Se zvětšujícím se záběrem gramatiky roste i její náročnost a složitost. Základem 
pro vytváření gramatik je tedy znalost uvedených vlastností tvorby pravidel a zpracování vstupních 
řetězců. Dalším důležitým bodem je analýza možných vstupních řetězců pro zapisovanou gramatiku, 
abychom věděli v jakém formátu očekávat vstupní data. Tvorbou vlastní gramatiky se podrobněji 
zabývá následující kapitola. 
 
3.4 Příklad zápisu gramatiky 
Aplikaci tvorby pravidel pro lexer a parser a předvedení jejich možností lze nejlépe provést na 
konkrétním příkladu složitější gramatiky. Jednak lze vidět funkčnost pravidel v širším kontextu, ale 
lze také získat představu o tom, co vše je potřeba k vytvoření vlastní gramatiky. 
Jako příklad práce s ANTLR je uvedeno zadání gramatiky pro zpracování ukázkového 
konfiguračního souboru zařízení značky HP (viz 2.3.5). Celá gramatika je uvedena v  příloze 2 nebo 
také v souboru HPgrammar.g umístěném na CD  (viz příloha 1). 
Samotná tvorba gramatiky se dá rozdělit do několika částí: 
 Definice názvu gramatiky 
 Volba jazyka implementace 
 Definice používaných tokenů 
 Definice hlaviček a proměnných pro parser a lexer 
 Zápis pravidel gramatiky 
TOKEN:'a'|'b';   
pravidlo: kouzlo TOKEN TOKEN*;  
kouzlo: TOKEN*;  
Kód 3.39:  Gramatika – odstranění hlášení nejednoznačnosti (parser) 
(lexer) 
warning(200): Decision can match input such as "TOKEN TOKEN" 
using multiple alternatives: 1, 2 
As a result, alternative(s) 2 were disabled for that input  
Kód 3.38:  Chyba – nejednoznačnost (parser) 
(lexer) 
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Název gramatiky 
Jako první je nutné si zvolit název pro danou gramatiku. Tento název se musí shodovat 
s názvem souboru, ve kterém je daná gramatika uložena. V  příkladu byl zvolen název gramatiky 
HPgrammar, soubor se tedy bude jmenovat HPgrammar.g. V  souboru je název gramatiky zadán na 
prvním řádku ve tvaru: 
 
Implementační jazyk 
Dále je možné si zvolit implementační jazyk. Implicitně je vybrán jazyk Java. Pro ukázku 
zápisu volby jazyka je zvolen jazyk C. Mimo tento jazyk jsou v ANTLR podporovány také C++, C#, 
Objective-C, Python a Ruby. (14) 
 
Definice tokenů pro gramatiku 
Následuje sekce nazvaná tokens, ve které je vhodné si definovat klíčová slova 
z konfiguračních souborů. Zpřehlední a usnadní to pak jejich použití při vytváření dané gramatiky. 
Není tedy nutné pro každé klíčové slovo vytvářet složitě vlastní pravidlo pro lexer, ale celá klíčová 
slova, která chceme mít jako tokeny, stačí jednoduše vyplnit do tohoto bloku. Navíc mají tyto tokeny 
při zpracování vyšší prioritu než tokeny uvedené v pravidlech lexeru. Nedochází tak ke kolizím 
jednotlivých pravidel. 
 
 
 
 
 
tokens{ 
HOSTNAME = 'hostname'; 
MODULE = 'module'; 
TYPE = 'type'; 
INTERFACE = 'interface'; 
… 
} 
Kód 3.43: Ukázka definice tokenů 
tokens{ 
[tokenname] = '[tokentext]' 
} 
Kód 3.42: Definice tokenů v gramatice 
options{     
language = C; 
} 
Kód 3.41: Volba jazyka gramatiky 
grammar [grammar name];     
 
//v uvedeném příkladu gramatiky  
grammar HPgrammer; 
Kód 3.40: Název gramatiky 
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Hlavičky a proměnné souborů 
Při překladu dané gramatiky se vytvoří dva soubory – [grammarname]Lexer a 
[grammarname]Parser – které představují implementaci lexikální a syntaktické části překladače 
ve zvoleném jazyce. Jelikož jsou tyto soubory generovány při překladu, je zde možnost pro zapsání 
hlaviček daných souborů obsahující například include potřebných balíčků nebo připojení souboru do 
balíčku package. Pro každý ze souborů je tato sekce definována zvlášť. Pro syntaktickou část 
překladače je to @header{}, pro lexikální pak @lexer::header{}. 
 
 
Dále je možné pomocí bloku @members do generovaných souborů zakomponovat i instance 
proměnných a metod, které může parser využít při zpracování pravidel. To může opět sloužit ke 
zjednodušení a zpřehlednění zápisu pravidel a ke snadnější práci s proměnnými a tím i ukládáním 
potřebných dat ze vstupu. 
 
 
 
Pravidla gramatiky 
  
Dále již následují zápisy jednotlivých pravidel gramatiky. Formát zápisu pravidel byl zmíněn 
již dříve, ale pro jistotu uvedeme pár základních charakteristik pro zopakování - Pravidla jsou 
definována obecně v tomto tvaru: nejprve je zvolen název pravidla následovaný znakem ':'. Poté 
následuje jedno či více pravidel od sebe oddělených znakem '|'. Samotné pravidlo se může skládat 
z dříve definovaných tokenů, identifikátorů a dalších pravidel. Každé pravidlo je ukončeno znakem 
';'.  
Přímo v pravidle lze také zapsat funkční kód v daném jazyce. Tento kód je ohraničen 
složenými závorkami a má přístup k datům ze vstupu, která jsou v pravidle. Způsob získání těchto dat 
spolu s ukázkami zápisu funkčního bude uveden později. 
 
 
Při definici tokenů lze použít jak jednotlivé symboly, tak i dříve definované tokeny či kód 
zvoleného jazyka. Označení identifikátorů pro daný token si volí programátor, nejsou nijak předem 
určena.  
[rulename] 
: ( [TOKEN] ˅ [other rule name] ˅ {CODE})* 
| ( [TOKEN] ˅ [other rule name] ˅ {CODE})* 
; 
Kód 3.46: Tvar zápisu pravidla gramatiky 
Kód 3.45: Definice bloku @members pro parser 
Kód 3.44: Definice hlavičky souboru pro parser 
@header { 
package configParser; 
} 
@members { 
    String tmpStr; 
    String hostname; 
 
    private int tisk(String str){ 
        System.out.println("testovaci vypis: "+str); 
    }; 
} 
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 Při zpracování vstupu je často potřeba si určitá data ukládat. To lze udělat pomocí zápisu 
přiřazení do proměnné. Definice samotné proměnné není vyžadována. Slouží pouze k identifikaci a 
přístupu k uloženým hodnotám. 
Ukázka zápisu uložení hodnoty: 
[varname] = [TOKEN] 
K uloženým datům lze poté přistupovat pomocí $varname.value u číselných hodnot nebo 
přes $varname.text pokud se jedná o text. 
Jako ukázku všech výše zmíněných zápisů je uveden příklad definice pravidla pro zpracování 
příkazu ip addess, následovaný IP adresou a maskou.  Před tímto příkazem se může vyskytovat 
také slovo no, které provádí naopak odebrání IP adresy. V níže uvedené ukázce je popsána gramatika 
IPparser, která provede zpracování příkazu ip adress ze vstupu a vytiskne ji. 
 
 
 
 
 
grammar IPparser; 
tokens{ 
 NO = 'no'; 
 IP = 'ip'; 
 ADDRESS = 'address'; 
} 
config_file 
: (ip_address_cfg)* 
; 
ip_address_cfg 
: IP ADDRESS ip=IP_ADDR_STR mask=IP_ADDR_STR NEWLINE  
    {System.out.pritln("IP: "+$ip.text +"; MASK: "+$mask.text)} 
| NO IP ADDRESS NEWLINE  
   {System.out.pritln("ip adresa nenastavena.")} 
; 
IP_ADDR_STR  : DIGITS'.'DIGITS'.'DIGITS'.'DIGITS; 
NEWLINE : '\r'? '\n' ; 
WS    :    (' '|'\t')+ {skip();} ; 
ID    :    ('a'..'z'|'A'..'Z'|'0'..'9')+ ; 
DIGITS  : '0'..'9'*; 
 
Kód 3.48: Gramatika IPparser - zpracování ip adresy 
DIGITS : '0'..'9'*;  // čísla 
 
LETTERS :    ('a'..'z'|'A'..'Z')+;  // znaky 
   
WS   :    (' '|'\t')+ {skip();} ; // bílé znaky  
    // + instrukce pro jejich přeskočení 
 
NEWLINE : '\r'? '\n' ;  // nový řádek 
Kód 3.47: Ukázka několika nejčastěji používaných definic tokenů 
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Spuštění překladače 
 Při správném zápisu gramatiky a po odladění případných chyb či konfliktů je možné 
vygenerovat pomocí nástroje ANTLR požadovaný překladač pro danou gramatiku. Při překladu dané 
gramatiky se vytvoří dva soubory – [grammarname]Lexer a [grammarname]Parser – které představují 
implementaci lexikální a syntaktické části překladače ve zvoleném jazyce. Pokud tedy budeme chtít 
tyto soubory zapojit do nějakého existujícího projektu, je vhodné nejprve doplnit potřebná nastavení 
do sekcí určených pro překlad (viz část Hlavičky a proměnné souborů v této kapitole), kde doplníme 
např. aktuální balíček projektu do hlaviček generovaných souborů, či metody, které budeme chtít 
využívat, do bloku members.  
 Jednotlivé kroky pro spuštění zpracování vstupního souboru dle dané gramatiky odpovídají 
krokům při práci překladače. Nejprve je tedy předán lexeru vstupní soubor jako tok znaků. Následně 
je vstup zpracován do posloupnosti jednotlivých tokenů, které jsou dále předávány parseru. Spuštění 
parseru pak provedeme voláním funkce, jejíž název odpovídá názvu startovacího pravidla dané 
gramatiky. 
 
 
Zpracování souboru 
Výstupem našeho překladače je soubor, ve kterém je uloženo nastavení daného zařízení. 
Jelikož máme zařízení několika značek, mezi kterými je i řada formálních rozdílů, musíme zajistit, 
aby výstup, který pak předáváme simulační části, měl jednotnou formu. Jako univerzální prostředek 
k uložení dat byl vybrán jazyk XML. Popis tohoto jazyka a způsob ukládání dat do XML je popsán 
v následující kapitole. 
3.5 XML 
XML (eXtensible Markup Language) je značkovací jazyk, kterým lze popsat dokument 
z hlediska věcného obsahu jednotlivých částí. Pomocí XML značek můžeme vyznačit v dokumentu 
sémantiku jednotlivých částí textu, v našem případě význam a formát jednotlivých příkazů. Takto lze 
tedy vytvářet dokumenty, které již nejsou závislé na určité gramatice, ale mají jednotnou formu.  
3.5.1 Podpora XML  
Ve zvoleném implementačním jazyce Java existuje několik rozhraní pro práci s XML. Jedná 
se především o SAX (the Simple API for XML) a DOM (Document Object Model) Je zadán 
neplatný pramen.. Potřebné balíčky pro práci v těchto rozhraních jsou javax.xml.parsers pro 
vytvoření struktury dokumentu a javax.xml.transform pro převod této struktury do finálního 
XML dokumentu. Dalším balíčkem je org.w3c.dom, který slouží pro zápis jednotlivých elementů a 
jejich atributů v XML dokumentu. (15) 
CharStream inputSteam = new ANTLRFileStream(inputFile); 
          HPgrammarLexer lexer = new HPgrammarLexer(inputSteam); 
          CommonTokenStream tokens = new CommonTokenStream(lexer); 
          HPgrammarParser parser = new HPgrammarParser(tokens); 
           
          parser.config_file(); 
Kód 3.49: Spuštění zpracování vstupu dle gramatiky HPgrammar 
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Pomocí instance třídy DocumentBuilderFactory aplikace získá přístup k parseru 
vytvářejícímu stromové DOM objekty. DocumentBuilder vrací instanci DOM dokumentu, v našem 
případě xmlDocument, do kterého již můžeme dále zapisovat potřebná data. 
 
Zápis jednotlivých prvků probíhá ve stromové struktuře. Je tedy nutné nejprve vytvořit kořen a 
k němu lze poté připojovat další prvky a jejich atributy. Nový prvek (datový typ Element) se vytvoří 
voláním metody createElement daného dokumentu. Následně je vytvořený prvek potřeba připojit 
metodou appendChild buďto přímo k dokumentu, tím je definován jako kořen, nebo k jinému již 
existujícímu prvku. Pomocí metod appendChild a createTextNode lze zapisovat dané hodnoty. 
Atribut prvku (datový typ Attr) se vytváří jako samostatný datový prvek pomocí metody 
createAttribut. Jeho hodnota se nastaví pomocí metody setValue. Atribut se k danému prvku 
poté připojí voláním metody setAttributeNode s označením prvku.  
 
 
Posledním krokem je převod DOM dokumentu do XML formátu. Nejprve je nutné vytvořit 
instanci třídy TransformFactory, pomocí které získáme přístup k prvku provádějícímu samotný 
převod (třída Transformer). V jeho metodě transform je mu předán vstup (DOM object) a 
požadovaný výstup. 
<Switches> 
   <switch id="1"> 
      <hostname>test</hostname> 
  </switch> 
</Switches> 
Kód 3.52: Vytvořený obsah XML dokumentu 
//create root element 
Element rootElement = xmlDocument.createElement("Switches"); 
xmlDocument.appendChild(rootElement); 
Element SWelement = xmlDocument.createElement("switch"); 
rootElement.appendChild(SWelement); 
 
//set attribute to SWelement element 
Attr attr = xmlDocument.createAttribute("id"); 
attr.setValue("1"); 
SWelement.setAttributeNode(attr); 
 
Element eHostname = xmlDocument.createElement("hostname"); 
eHostname.appendChild(xmlDocument.createTextNode(varHosthame)); 
//varHostname je uživatelská proměnná obsahující jméno switche  
SWelement.appendChild(eHostname); 
Kód 3.51: Zápis prvků do XML dokumentu 
DocumentBuilderFactory docFact; 
docFact = DocumentBuilderFactory.newInstance(); 
DocumentBuilder docBuilder = docFact.newDocumentBuilder(); 
Document xmlDocument = docBuilder.newDocument(); 
Kód 3.50: Vytvoření struktury dokumentu: 
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3.5.2 Formát zapisovaných dat 
Formát zapisovaných dat z konﬁguračních souborů bude mít jednotnou formu pro všechna zařízení. 
Ukládaná nastavení v XML dokumentu by měla zahrnovat následující prvky: 
• identiﬁkace zařízení v síti – identifikace switche jeho jménem a jedinečná identifikace 
v rámci xml dokumentu. 
• instalované moduly – seznam zapojených modulů (u značky HP) 
• rozhraní – typ a jméno daného rozhraní, zařazení do VLAN a oblastí směrovaní, ip adresa a 
maska, rychlost, ad. 
• VLAN – název, seznam zapojených rozhraní nebo portů, ip adresa. 
• směrovaní – oblasti a jejich nastavení, ip adresy. 
• access-listy – seznam jednotlivých pravidel a jejich parametrů. 
• ostatní – případná doplňující nastavení 
 
 
<Devices> 
   <Switch id="1"> 
  <Hostname>HP</Hostname> 
  <Interfaces> 
   <Interface id="0"> 
    <Name>A1</Name> 
    <VLAN>1</VLAN> 
   </Interface> 
   <Interface id="1"> 
    <Name>A2</Name> 
    <VLAN>100</VLAN> 
   </Interface> 
  </Interfaces> 
  <VLANs> 
   <VLAN id="1"> 
    <Name>Default</Name> 
    <Tagged>0</Tagged> 
    <Nountagged>1</Nountagged> 
   </VLAN> 
   <VLAN id="100"> 
    <Name>mgmt_vlan</Name> 
    <IPaddress> 
     <IP>172.16.11.251</IP> 
     <Mask>255.255.255.0</Mask> 
    </IPaddress> 
Kód 3.54: Příklad zápisu dat v XML dokumentu 
TransformerFactory transformFac; 
transformFac = TransformerFactory.newInstance(); 
Transformer transformer = transformFac.newTransformer(); 
DOMSource source = new DOMSource(xmlDocument); 
StreamResult result; 
result = new StreamResult(new File("testing.xml")); 
transformer.transform(source, result); 
Kód 3.2: Převodu DOM objektu do XML 
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    <Nountagged>1</Nountagged> 
   </VLAN> 
  </VLANs> 
  <OSPF> 
   <Area>0.0.0.2</Area> 
   <redistribute>connected</redistribute> 
   <redistribute>static</redistribute> 
   <restrict> 
     <IP>10.0.0.0</IP> 
     <Mask>255.0.0.0</Mask>   
  
   </restrict>  
<restrict> 
     <IP>172.16.0.0</IP> 
     <Mask>255.240.0.0</Mask> 
   </restrict>    
  </OSPF> 
   </Switch> 
</Devices> 
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4 Implementace gramatik 
V této kapitole se zaměříme na stěžejní část práce a tedy na konkrétní gramatiky pro zpracování 
konfiguračních souborů. Největší důraz bude kladen na gramatiku pro zařízení od společnosti Hewlett 
Packard, protože drtivá většina zařízení v síti VUT je právě od této značky.  
 V popisu implementace budou zahnuty informace o celkové implementaci programu a 
použitých datových strukturách, tvorbě a zpracování pravidel daných gramatik a řešení převodu dat 
do jednotné podoby, společné pro všechna zařízení. 
4.1 Implementace programu 
Z gramatik jsou přímo volány i metody, které se vyskytují v jiných třídách a souborech. Pro lepší 
přehlednost a pochopení tedy bude vhodné se nejprve stručně seznámit s celkovou implementací 
programu.  
 Aplikace configParser slouží jako překladač údajů z konfiguračních souborů zařízení 
různých značek do jednotné formy. Překladač podporuje zpracování konfigurací od zařízení značek 
Hewlett Packard, 3COM, Extreme Networks a Cisco. Pro každou z těchto značek je na základě 
vytvořených gramatik vygenerován vlastní překladač, který je schopen konfigurační soubor dané 
značky zpracovat. 
Konfigurační soubory určené ke zpracování jsou umístěny do připravených složek 
odpovídajících názvům daných značek: HP, 3COM, EN a CISCO. Po spuštění aplikace (třída 
mainParser) se ověří dostupnost daných složek počet vložených konfiguračních souborů 
v jednotlivých složkách. Řízení programu následně zavolá postupně jednotlivé překladače k jejich 
zpracování. Výsledkem je poté soubor konfigurací všech zařízení ve formátu XML a seznam, v němž 
jsou uloženy názvy daných zařízení a počet jejich rozhraní. Tento seznam, spolu se soubory XML, je 
pak použit k vytvoření potřebných souborů pro simulační prostředí OMneT++. 
Důležitou roli z hlediska funkčnosti aplikace má také třída Sw (jako Switch). Tato třída 
poskytuje datové struktury pro uložení zjištěných dat z konfigurací a také metody pro práci s nimi. 
Pro uchování dat jsou vytvořeny jednotlivé podtřídy pro rozhraní (SwInterface), vlan (SwVlan) a 
access-listy (SwACL). Třída Sw mimo jiné zajišťuje i převod získaných údajů do formátu XML 
pomocí metody saveToXML(). 
Třídy pro jednotlivé překladače jsou generovány nástrojem ANTLR, který má jako vstup 
danou gramatiku. Dále se tedy budeme věnovat jednotlivým gramatikám. 
4.2 Gramatika HP 
Před tvorbou každé gramatiky je nutné nejprve provést analýzu vstupu, v našem případě tedy 
konfiguračních souborů. Je nutné zjistit formát vstupních dat, abychom mohli zapsat odpovídající 
pravidla pro jejich zpracování.  
Mimo jiné je potřeba se také zaměřit na prvky, které mohou výrazně ovlivnit zpracování 
souboru. U značky HP to je například možnost zapojení jednotlivých modulů k danému zařízení, což 
zvýší počet jeho portů (rozhraní). Další komplikací, způsobenou těmito moduly, je jiné označení 
modulových portů. K číslu označujícímu pořadí portu v modulu je navíc připojeno písmeno 
označující pozici modulu v daném zařízení. Je-li např. 24 portový modul zapojen do pozice 1 
v zařízení, mají jeho porty označení A1-A24. Pro dodržení jednotné formy výstupního souboru tak je 
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nutné provést převod označení těchto modulových portů na čistě číselné označení. Řešení tohoto 
problému je postupně uvedeno dále v této kapitole. 
Stručnou analýzu gramatiky jsme provedli již v kapitole 2.3.5. Nyní se můžeme zaměřit na 
zápis jednotlivých prvků. 
4.2.1 Pravidla pro lexer 
Jako první provedeme zápis pravidel pro lexer. Zde je vhodné zapsat především skupiny tokenů, které 
mají předem známou formu či konkrétní název. Pro gramatiku HP jsme vybrali následující tokeny: 
- Tokeny pro označení rozhraní pro trunk: 
TRUNK_STRINGS: 'Trk1' | 'Trk2' | 'Trk3' | 'Trk4' | 'Trk5' | 'Trk6' | 
'Trk7' | 'Trk8'; 
- Token pro zpracování ip adresy: 
IP_ADDR :  DIGITS'.'DIGITS'.'DIGITS'.'DIGITS; 
- Token pro zpracování nového řádku: 
NEWLINE:  '\r'? '\n'; 
- tento zápis podporuje odřádkování jak pro systém windows (\r\n) tak pro unixové systémy (\n) 
- Přeskočení bílých znaků: 
WS: (' '|'\t')+ {skip();} ; 
- v tomto případě jsme použili alternativní zápis pro ignoraci bílých znaků. V ukázkovém 
příkladu, viz kapitola 3.2.6. to bylo řešeno pomocí skrytého kanálu, zde je to řešeno pomocí 
přeskočení daného tokenu. 
- dále je od bílých znaků oddělen také symbol pro nový řádek (NEWLINE), který slouží jako 
informace o konci sekvence nastavení na daném řádku. 
- Token pro čísla: 
DIGITS :  '0'..'9'+; 
- Pomocná pravidla pro malá a velká písmena: 
fragment  LOWLETTER: 'a'..'z'; 
fragment UPPERLETTER: 'A'..'Z'; 
- Token pro obecný identifikátor: 
ID:  (LOWLETTER|UPPERLETTER|DIGITS|'-'|'_'|'/'|'.'|'#'|'('|')'|'@')+; 
- do možností tohoto obecného identifikátoru jsou přidány i méně obvyklé znaky. Je to z důvodu 
použití tohoto tokenu pro ukládání dat, jako jsou například názvy zařízení, rozhraní nebo jejich 
popisy či parametry daných nastavení. V těchto řetězcích mohou být obsaženy právě i tyto 
znaky a proto je nutné je pro jejich správné zpracování zahrnout do možných znaků 
vyskytujících se v tomto tokenu. 
 
K těmto zvoleným tokenům byly později přidány i následující skupiny, obsahující jednotlivé 
typy zařízení značky HP a jejich modulů. Jednotlivé skupiny jsou tvořeny prvky, které mají stejný 
počet rozhraní (portů). Počtu těchto portů odpovídá číslo na konci označení skupiny: 
- Token pro typy zařízení: 
DEVICETYPE_SINGLE8:  'J4902A' ;             
DEVICETYPE_SINGLE24: 'J4905A' | 'J8692A' | 'J9049A';      
DEVICETYPE_SINGLE26: 'J4813A' | 'J4900A' | 'J8164A' | 'J9019A';      
DEVICETYPE_SINGLE28: 'J9264A'; 
DEVICETYPE_SINGLE48: 'J4904A';          
DEVICETYPE_SINGLE52: 'J9452A'; 
 
// zarizeni pouze s moduly, nemaji vlastni interface (porty) 
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DEVICETYPE_MULTI: 'J4865A' | 'J8697A' | 'J8698A' | 'J9091A' ; 
- Token pro typy modulů: 
MODULTYPE0:   'J9051A' | 'J9052A' | 'J86wwA' | 'J90XXA'| 'J92zzA' | 
'J94yyA' | 'J94wwa' | 'J94zzA' ; 
// jedná se o servisní či monitorovací moduly, nemají žádné porty 
MODULTYPE2: 'J8694A' | 'J9154A'; 
MODULTYPE4: 'J8707A' | 'J8708A' | 'J9309A' | 'J86xxA' ; 
MODULTYPE6: 'J4863A' | 'J4893A' ; 
MODULTYPE24: 'J4862B' | 'J4864A'  | 'J8701A' | 'J8702A'  | 'J8705A' | 
'J8706A'  | 'J9307A' | 'J9308A'; 
 
 Další tokeny byly doplňovány průběžně až v bloku tokens. Jak již bylo zmíněno dříve, tokeny 
uvedené v tomto bloku mají vyšší prioritu než ty, které jsou zapsány v pravidlech lexeru. Nedochází 
tak ke vzájemným konfliktům mezi nimi. Do bloku tokens je vhodné zapisovat požadovaná klíčová 
slova. Příklad důležitých tokenů z gramatiky HP: 
tokens{  
    HOSTNAME = 'hostname'; 
 COMMENT = ';'; 
 INTERFACE = 'interface'; 
 EXIT = 'exit'; 
    MODULE = 'module'; 
    NAME = 'name'; 
 NO = 'no'; 
 IP = 'ip'; 
    ADDRESS = 'address'; 
    ROUTING = 'routing'; 
    VLAN = 'vlan'; 
    TAGGED = 'tagged'; 
    UNTAGGED = 'untagged'; 
    DEFAULT = 'default'; 
    OSPF = 'ospf'; 
    AREA = 'area'; 
 ACL = 'access-list'; 
 TCP = 'tcp';  
 UDP = 'udp';  
 ICMP = 'icmp';  
 IGMP = 'igmp';  
 IPADDR='ip-addr'; 
    IN='in'; OUT='out'; 
    ROUTE='route'; 
    ROUTER='router'; 
    ROUTERID='router-id'; 
    SPANNINGTREE='spanning-tree'; 
   … 
} 
 
 Dalším problémem, který se u gramatiky takového rozsahu objevuje je nemožnost využití 
operátoru ‘.*‘. Problém spočívá v paměťové náročnosti tohoto zápisu pro danou gramatiku obsahující 
velké množství tokenů. Překladač musí být schopen za tečku v pravidle dosadit všechny možné 
tokeny. Při zpracování tak často překladač zahlásí chybu nedostatku paměti nebo skončí s chybou již 
při překladu gramatiky.  
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4.2.2 Pravidla pro parser 
V pravidlech parseru lze již přistupovat k samotným údajům z konfigurace. Tyto údaje budeme 
potřebovat ukládat do připravených datových struktur. Tato úložiště ale nejprve musíme do 
překladače zakomponovat. K tomu slouží pole @headers a @members. 
Hlavičky 
Do pole @header a @lexer::header vložíme název balíčku, ve kterém se nachází i další, později 
volané třídy a potřebné knihovny: 
@header { 
    package configParser; 
    import java.io.*; 
} 
@lexer::header{ 
    package configParser; 
    import java.io.*; 
} 
Do pole @members pak vložíme instance třídy pro ukládání zjištěných dat (Sw) a pomocné 
proměnné a metody. 
@members { 
    Sw currSwitch = new Sw(); //instance datove struktury 
    String tmpStr = ""; //pomocny retezec 
    String vlanName = ""; //retezec pro ulozeni nazvu vlan 
    int currIntCounter = 0; //pocet rozhrani (typu switche a modulu) 
 
    private void getNmb(String str){ 
        int nmb = Integer.parseInt(str); 
   return nmb; 
    } 
} 
 
Nyní bychom již měli mít vše potřebné pro vytváření pravidel parseru. Na pořadí zápisu 
jednotlivých pravidel nezáleží. Můžeme se tedy v daném pravidle odkazovat na jiná pravidla, která se 
vyskytují před i za aktuálním pravidlem. Zápis pravidel by měl být jednoznačný (deterministický). 
Startovací pravidlo 
Jako první pravidlo parseru musí být startovací pravidlo. V našem případě se jedná o pravidlo 
config_file. Dále je toto pravidlo přesměrováno do dalšího pravidla command, které obsahuje odkaz 
na pravidla pro zpracování jednořádkového (one_line_command) i víceřádkového příkazu 
(multi_line_command): 
config_file:  
        ( command )+ //alespoň jedno volání příkazu 
 ; 
command: 
 one_line_cmd 
        | multi_line_cmd 
      ; 
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Jednořádkové příkazy 
Z pravidel pro zpracování jednořádkových příkazů si uvedeme jen pár nejdůležitějších. Bude 
se jednat o pravidla pro zpracování názvu (hostname_cfg), typu zařízení (device_cfg) a typu modulu 
(module_type). 
hostname 
Z analýzy konfiguračních souborů HP víme, že název daného zařízení je zapsán ve tvaru 
hostname “[name]“. Pravidlo pro zpracování tohoto řádku v tomto tvaru tak bude vypadat 
následovně: 
hostname_cfg:  
 HOSTNAME'"'{tmpStr="";} //priprava retezce pro ulozeni nazvu 
     (  
  host=(ID|DIGITS|'<'|'>'|':'|',')  
  // tokeny a znaky, ktere muze nazev obsahovat 
  {tmpStr += (""+$host.text);}  
  // prubezne spojovani casti nazvu 
      )+'"'  
  NEWLINE 
   {currSwitch.setHostName(tmpStr);} // ulozeni dat do struktury 
  ; 
V daném pravidle lze vidět zápis pro uložení hodnoty tokenu v názvu ( host=(ID|…) ). Do 
dočasné proměnné, jejíž platnost je pouze v daném pravidle, se uloží hodnota aktuálního tokenu na 
vstupu. K této hodnotě můžeme následně přistupovat pomocí $host.text. 
V názvu daného zařízení se nemusí vyskytovat jen znaky a/A-z/Z či čísla, ale i další možné 
znaky (v našem případě: '<', '>', ':' a ','). Pro správné zpracování názvu zařízení je tedy 
nutné tyto znaky taktéž zahrnout do očekávaných tokenů. Z tohoto důvodu je název ukládán při 
zpracování jeho jednotlivých tokenů do pomocné proměnné host a průběžně se pak aktualizuje další 
proměnná tmpStr, ve které je udržována již načtená část názvu. Ukončení zpracování daného řádku je 
signalizováno zpracováním tokenu NEWLINE. Poté se získaný název uloží do připravené datové 
struktury currSwitch pomocí metody pro nastavení jména setHostName(String name). 
device name 
Dalším jednořádkovým příkazem je typ daného zařízení. Tento údaj je zapsán na prvním 
řádku hned za znakem komentáře ‘;’ a je následován další částí komentáře, která nás však již 
nezajímá, takže ji budeme chtít po zpracování typu zařízení ignorovat. 
device_cfg :  
 COMMENT (  // dle typu zarizeni se nastavi pocet rozhrani 
   DEVICETYPE_SINGLE8 
          {currIntCounter+=8;  currSwitch.setDeviceInterface(8);} 
  | (DEVICETYPE_SINGLE24|'J9145A') 
     {currIntCounter+=24; currSwitch.setDeviceInterface(24);} 
  | DEVICETYPE_SINGLE26            
     {currIntCounter+=26; currSwitch.setDeviceInterface(26);} 
       | DEVICETYPE_SINGLE28            
    {currIntCounter+=28; currSwitch.setDeviceInterface(28);} 
  | (DEVICETYPE_SINGLE48|'J9148A') 
    {currIntCounter+=48; currSwitch.setDeviceInterface(48);} 
  | DEVICETYPE_SINGLE52            
    {currIntCounter+=52; currSwitch.setDeviceInterface(52);} 
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  | DEVICETYPE_MULTI 
   //nema vlastní rozhrani, jen moduly 
  ) (unwanted_command) // ignorovani zbytku radku 
     NEWLINE 
 ; 
Dle daného typu zařízení (tokeny dříve uvedeny v pravidlech lexeru) se do lokální proměnné 
currIntCounter zapíše počet vlastních rozhraní (portů) daného zařízení. Tato informace se dále pošle i 
funkci setDeviceInterface(int interfaceCount), která provede vytvoření daného počtu rozhraní 
v datové struktuře currSwitch.  
Dalším velice důležitým prvkem tohoto pravidla je pravidlo unwanted_command, které 
umožňuje ignorování řádku až do jeho konce (tokenu NEWLINE).  
unwanted_command 
   :      
      ( 
          ID 
          | DIGITS 
   | HOSTNAME 
         | 'aaa' 
   … 
      )* NEWLINE 
 ; 
Pravidlo není nic jiného než soubor tokenů, které se mohou v ignorované části řádku 
vyskytovat. Pokud chceme pravidlo použít obecně pro ignorování jakéhokoliv řádku, musíme do 
něho zahrnout převážnou většinu tokenu, které se mohou na ignorovaných řádcích nebo jejich částech 
vyskytovat. Musíme ovšem opět pamatovat na možné kolize s existujícími pravidly. 
module type 
 Tento příkaz nám podává informaci o zapojeném modulu v daném zařízení. Formát příkazu je 
ve tvaru module [cislo_slotu] type [typ_modulu]. Dle čísla slotu se pak odvíjí znak 
abecedy, který se vyskytuje u čísla rozhraní modulu. Pokud je tedy např. 8 portový modul zapojen do 
slotu 1, budou mít rozhraní tvar A1-A8. Pokud ten sám modul bude zapojen do slotu 2, budou 
rozhraní B1-B8, atd. 
 
 module_type :        
  MODULE DIGITS TYPE  
   moduleType=(  
    ( MODULTYPE0|'J9145A'|'J9148A') 
    |  MODULTYPE2   
     {currIntCounter+=2;  
       currSwitch.setModuleInterface(2, getNmb($DIGITS.text));} 
    | MODULTYPE4  {currIntCounter+=4;  
     currSwitch.setModuleInterface(4, getNmb($DIGITS.text));} 
    | MODULTYPE6  {currIntCounter+=6;  
     currSwitch.setModuleInterface(6, getNmb($DIGITS.text));} 
    | MODULTYPE24 {currIntCounter+=24;  
     currSwitch.setModuleInterface(24, getNmb($DIGITS.text));} 
    )NEWLINE 
  ; 
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Toto pravidlo ze vstupu zjistí dle zadaného typu modulu počet jeho rozhraní. Údaj, spolu 
s číslem slotu, ve kterém je modul zapojen, předáme dále metodě setModuleInterface(int intNmb, int 
moduleSlot). Tato metoda inkrementuje počet dostupných rozhraní na daním switchi o počet portů 
v daném modulu a modulové označení portu (s písmenem) převede na číselné označení. Číslování 
portů pokračuje prvním volným portem (pokud má switch vlastní porty). Zároveň se k  portu ukládá 
jako jeho popis dané modulové označení, aby bylo možné jednoznačně určit, o jaký port se jedná. 
Zápis a zpracování pravidel pro další jednořádkové příkazy probíhá obdobně jako u výše 
uvedených příkazů.  
Víceřádkové příkazy 
Zpracování víceřádkových příkazů je pouze soubor vlastních pravidel pro jednořádkové 
příkazy. Jako příklad je uvedeno rozhraní:  
interface A1  
   name "hp-test"  
   ip address 192.168.0.1 255.255.255.0  
exit 
 
Pravidla pro zpracování tohoto příkazu pak mají následující tvar: 
interface_cfg:  
   ( INTERFACE ( if_name=(ID|DIGITS)  
     {currSwitch.setInterface($if_name.text);} 
               ) NEWLINE  
 ) 
    interface_cfg_block 
       ;  
 
 interface_cfg_block:(   
  if_name_cfg  
      | if_ip_address_cfg  
      | if_unknownvlans 
    )+ EXIT NEWLINE 
      ; 
 
 if_name_cfg:  
   NAME '"'{tmpStr = "";} 
       (intDesc=( ID|DIGITS|','|'+') 
         {tmpStr += (" "+intDesc);} 
        )+'"' NEWLINE 
         ; 
                 
 if_ip_address_cfg:   
    IP ADDRESS (  ip=IP_ADDR mask=IP_ADDR) NEWLINE 
 { currSwitch.setIntIP($ip.text, $mask.text);}                          
| NO IP ADDRESS NEWLINE 
           ;  
Zpracování příkazu pro rozhraní začíná zjištěním jeho názvu. Poté se volí jedno z pravidel 
z bloku jednořádkových pravidel interface_cfg_block. Ty jsou následně jednotlivě 
zpracovávány dokud parser nenarazí na token EXIT, kterým je tento víceřádkový příkaz ukončen.  
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Zbývající víceřádková pravidla jsou tvořena stejným způsobem. Tedy zpracováním úvodního 
řádku a poté pravidly ve vytvořeném bloku pravidel. Víceřádkové příkazy v této gramatice slouží pro 
získání informací o rozhraní, vlan, access-listech, ospf a směrování. 
4.3 Další gramatiky 
Gramatiky po zařízení dalších značek - Cisco, 3COM, Extreme Networks jsou vytvořeny obdobně 
jako gramatika pro HP. U dalších gramatik tedy zmíním pouze výraznější rozdíly oproti gramatice 
HP. 
4.3.1 CISCO 
Konfigurační soubory zařízení značky Cisco jsou velice podobné souborům od HP. Mají stejné 
členění na jedno a víceřádkové příkazy. Jednotlivé příkazy jsou od sebe odděleny znakem ‘!‘.  
Kromě rozdílných názvů některých klíčových slov je snad jediným znatelným rozdílem 
zpracování názvu rozhraní. To má tvar FastEthernet0/0 či 0/1 nebo Serial0/0,0/1 nebo při výskytu 
více rozhraní daného typu může být Serial0/0/0 a 0/0/1. Jelikož se v označení rozhraní vyskytuje 
předem známý tvar řetězce, lze daný vstup rozdělit na posloupnost tokenů označujících typ rozhraní 
(Serial, FastEthernet) a číslo rozhraní (cislo/cislo příp. cislo/cislo/cislo). V konfiguračních souborech 
značky Cisco jsou vypsána všechna dostupná rozhraní, ať již jsou či nejsou nastavena, vždy se vypíše 
jejich aktuální konfigurace a je tak tedy možné zjistit i celkový počet rozhraní na daném zařízení. 
4.3.2 3COM 
Obdobně je tomu i u zařízení značek 3COM. Taktéž jsou v konfiguračních souborech této značky 
obsaženy jedno a víceřádkové příkazy od sebe oddělené znakem ‘#‘. Oproti gramatice HP se liší jen 
ve formátu některých pravidel a názvech klíčových slov.   
Název rozhraní zde má podobný formát jako má Cisco - interface GigabitEthernet1/0/1-1/0/28. 
I zde se rozhraní dá zpracovat rozdělením vstupu na token GigabitEthernet a číslo daného rozhraní ve 
tvaru číslo/číslo/číslo. 
4.3.3 Extreme Networks 
Gramatika zařízení značek Extreme Networks má oproti HP jeden velký rozdíl. Obsahuje pouze 
jednořádkové příkazy. Z každého příkazu tak lze snadno vyčíst, o jaké nastavení prvku se jedná. 
Jednotlivá pravidla začínají několika tokeny – configure/unconfigure, create/delete, enable/disable 
nebo use. Tato klíčová slova jsou následována dalším tokenem, znázorňující daný prvek, který je 
aktuálně na řádku nastavován. 
Snad jedinou nevýhodou formátu zápisu těchto konfiguračních souborů je častý přístup do 
rozdílných částí datové struktur s uloženými informacemi. To bylo ale vyřešeno implementací metod 
pro kontrolu a nastavení požadovaných dat. 
4.3.4 Implementace nové gramatiky 
Pokud bychom chtěli do aplikace zakomponovat zpracování konfiguračních souborů dalších značek, 
stačí vytvořit gramatiku dle zmíněných pravidel a nastavení a vygenerovat příslušný lexer a parser. 
Pak tyto soubory stačí jen připojit k naší aplikaci a nahrát konfigurační soubory do příslušné složky. 
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5 Testování 
V této kapitole bude ověřena funkčnost gramatik pro dané vstupní konfigurační soubory. Pro 
otestování vezmeme jeden z konfiguračních souborů obsahující různá nastavení. Překladač by měl 
konfigurační soubor v pořádku načíst, bez chyb ho projít a na výstupu by měl vrátit soubor XML 
s požadovanými daty. 
 Testovací vstupní konfigurační soubor byl z bezpečnostních důvodů pozměněn a data v něm 
zredukována. Pro ověření vstupní konfigurace byl použit testovací konfigurační soubor od značky HP 
(viz Příloha 3). V tomto souboru byly ponechány zástupci jednotlivých hledaných prvků daného 
konfiguračního souboru. Jsou zde např. nastavení rozhraní, vlan, access-listů.  
 Testovací soubor byl tedy předán překladači, který ho bez problémů přeložil. Výstup tohoto 
překladače lze nalézt v příloze 4. Je zde patrné, že se všechna požadovaná data úspěšně uložila a 
povedlo se je exportovat do XML. 
 Daný překladač byl samozřejmě testován na všechny dostupné konfigurační soubory. Při 
testování bylo nalezeno ještě několik chyb, které byly způsobeny především výskytem 
neočekávaných tokenů v názvech či popisech prvků. Po opravě několika pravidel již proběhl překlad 
všech souborů v pořádku.  
 Po exportování údajů z konfiguračních souborů a provedení analýzy získaných dat jsme ale 
bohužel došly k závěru, že množství dostupných dat, které můžeme získat z daných konfigurací, není 
dostačující pro tvorbu kvalitního simulačního modelu. Chybějící informace byly především v oblasti 
spojení jednotlivých switchů, což je pro automatizovanou tvorbu simulačního modelu sítě asi ten 
nejdůležitější parametr. Na základě získaných dat tak bohužel nebylo možné provést spojení switchů 
takovým způsobem, aby odpovídalo reálnému zapojení sítě. Pro vytvoření takového modelu by bylo 
nutné provést manuální spojení jednotlivých rozhraní, dle zapojení v reálné síti, což by bylo 
s narůstající velikostí sítě neškálovatelné 
 Na základě těchto zjištěných skutečností jsme upustili od provedení posledního bodu 
diplomové práce, týkající se simulace provozu na vytvořeném modelu sítě a místo toho se soustředili 
na vylepšení parsovacích schopností námi navrhovaných gramatik. 
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6 Závěr 
Na dodaných konfiguračních souborech aktivních síťových prvků z páteřní sítě VUT jsme provedli 
jejich analýzu a vybrali důležité údaje, které by bylo vhodné zahrnout do simulace. Aby bylo možné 
provést překlad a zpracování konfiguračních souborů, museli jsme se blíže seznámit s nástrojem 
ANTLR pro tvorbu překladačů. Při analýze konfiguračních souborů jsme také postupně poznávali 
strukturu sítě VUT. Zjišťovali jsme jaké značky a typy zařízení se na této síti nachází a jaká jsou 
jejich nastavení. Pro názornější představu o formě jednotlivých konfiguračních souborů a také pro 
předvedení práce s danými nástroji jsme vytvořili ukázkové příklady konfiguračních souborů pro 
zařízení všech značek v síti VUT. Na těchto konfiguračních souborech jsme provedli analýzu formátů 
zapisovaných dat, což nám umožnilo získat představu o podobě vytvářené gramatiky.  
 Abychom mohli spolehlivě zpracovat vstupní data, museli jsme se blíže seznámit 
s jednotlivými části překladače – lexerem a parserem. Detailně jsme rozebrali jejich funkčnost, 
vzájemné propojení, tvorbu pravidel a výskyt a řešení možných chyb. Dále jsme zjistili jak provést 
export dat do požadovaného výstupního formátu XML.  
 Jakmile jsme tedy věděli vše potřebné pro tvorbu překladače, začali jsme pracovat na 
konkrétní gramatice. Pro demonstrační účely jsme si vybrali gramatiku pro zařízení Hewlett Packard, 
jejíž zařízení jsou v síti VUT zastoupena nejvíce. Danou implementaci jsme postupně prošli po 
jednotlivých částech a předvedli aplikaci dříve získaných znalostí o tvorbě gramatik v praxi.  
 Výsledný program jsme pak testovali na dodaných konfiguračních souborech a kontrolovali 
správnost získaných dat. Na základě zjištěných skutečností však nebylo možné vytvořit plně funkční 
simulační model, odpovídající modelu sítě VUT. Problémem byl nedostatek dostupných dat 
v konfiguračních souborech, zejména ve vzájemném spojení jednotlivých prvků sítě. Od pokračování 
ve tvorbě simulačního modelu jsme tedy upustili a zaměřili jsme se raději na zlepšení parsovacích 
schopností našeho překladače.  
 Práce na tomto projekty mi přinesla mnoho nových zkušeností, zejména z oblasti překladačů 
a metody získávání dat. Prohloubily se rovněž mé znalosti v programování a použití nových knihoven 
a metod. Seznámil jsem se také s novými nástroji, jejichž přínos a využití vidím i do budoucna. 
 
 Na závěr bych chtěl jen poznamenat, že nebylo možné přiložit diplomové práci konfigurační 
soubory prvků páteřní sítě VUT. Jednalo by se o vysoké bezpečnostní riziko možnosti zneužití dat na 
tuto síť. Z tohoto důvodu se v práci odkazuji pouze na ukázkové či pozměněné a vybrané části 
konfigurací. Taktéž jsem nepřikládal v papírové podobě jednotlivé zápisy celých gramatik, protože by 
tyto přílohy vyšly na několik desítek stránek. Soubory s implementovanými gramatikami se nacházejí 
na přiloženém CD. Čtenář si je tak může prohlédnout v přehledné elektronické podobě. 
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Příloha 1 
Obsah CD: 
 Zdrojové soubory textu práce – adresář zpráva 
 Analýzy konfiguračních souborů – adresář grammars 
 Gramatiky pro ANTLR– adresář antlr 
 ANTLR + ANLTRWorks – v adresáři antlr 
 Použití programu configParser + příklady 
 
Pozn. Konfigurační soubory zařízení páteřní sítě VUT jsem z bezpečnostních důvodů do příloh 
nemohl uvést. Děkuji za pochopení. 
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Příloha 2  
Ukázka gramatiky pro ANTLR pro ukázkový příklad konfiguračního souboru HP (viz 2.3.5): 
grammar HPgrammar; 
 
tokens{ 
 HOSTNAME = 'hostname'; 
 MODULE = 'module'; 
 TYPE = 'type'; 
 INTERFACE = 'interface'; 
 NAME = 'name'; 
 EXIT = 'exit'; 
 SPEEDDUPLEX = 'speed-duplex'; 
 IP = 'ip'; 
 ROUTING = 'routing'; 
 VLAN = 'vlan'; 
 ADDRESS = 'address'; 
 TAGGED = 'tagged'; 
 UNTAGGED = 'untagged'; 
 AREA = 'area'; 
 REDISTRIBUTE = 'redistribute'; 
 RESTRICT = 'restrict'; 
 ROUTER = 'router'; 
 OSPF = 'ospf'; 
 COMMENT = ';'; 
 END = 'End'; 
 NO = 'no'; 
} 
// PARSER RULES 
 
config_file 
 : COMMENT MODULTYPE   {} ; 
end_config_file  
 : COMMENT END ; 
command : multy_line_cmd | one_line_cmd  
; 
one_line_cmd  
 :  hostname_cfg | module_cfg | iprouting 
 ; 
 
multy_line_cmd  
 : routerospf_cfg | vlan_cfg | interface_cfg 
 ; 
 
 
// One line commands //// 
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hostname_cfg  
 : HOSTNAME hostname=. NEWLINE  ; 
  
module_cfg  
 : MODULE nmb=DIGITS TYPE type=MODULTYPE NEWLINE  ; 
 
iprouting  
 : IP ROUTING ; 
 
 
// Multy-line commands//// 
 
// interface 
interface_cfg  
 : INTERFACE inter=. NEWLINE  
  interface_cfg_block EXIT ; 
 
interface_cfg_block  
 :       (if_name_cfg 
 | if_speed_duplex)+ 
 ; 
 
if_name_cfg   
 : NAME name=. NEWLINE  ; 
 
if_speed_duplex   
 : SPEEDDUPLEX speed=SPEED_RATE NEWLINE  ; 
 
// router ospf   
routerospf_cfg  
 : ROUTER OSPF  {} 
  routerospf_cfg_block EXIT ; 
  
routerospf_cfg_block   
 :       (if_area_cfg 
 | if_redistribute_cfg 
 | if_restrict_cfg)+ 
 ; 
  
if_area_cfg 
 : AREA area=(DIGITS|IP_ADDR) 
  NEWLINE ; 
if_redistribute_cfg 
 : REDISTRIBUTE redist=REDISTRIBUTE_TYPE ; 
if_restrict_cfg 
 : RESTRICT rest=IP_ADDR rmask=IP_ADDR  ; 
 
// vlan 
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vlan_cfg 
 : VLAN vlan=DIGITS NEWLINE  
  vlan_cfg_block EXIT ; 
 
vlan_cfg_block   
 :       (if_name_cfg 
 | if_ip_address_cfg 
 | if_tagged_cfg 
 | if_untagged_cfg)+ 
 ; 
 
if_ip_address_cfg  
 : IP ADDRESS ip=IP_ADDR mask=IP_ADDR NEWLINE  
 | NO IP ADDRESS NEWLINE ; 
if_tagged_cfg 
 : TAGGED port=INTERFACE_SIGN   ; 
if_untagged_cfg 
 : UNTAGGED port=INTERFACE_SIGN   
  NEWLINE 
 | NO UNTAGGED port=INTERFACE_SIGN  
  NEWLINE; 
 
 
IP_ADDR  : DIGITS'.'DIGITS'.'DIGITS'.'DIGITS ; 
  
DIGITS : '0'..'9'* ; 
  
NEWLINE  : '\r' | '\n' | '\r\n'  ; 
  
INTERFACE_SIGN :  'A1' | 'A2' | 'A3' | 'A4';   
  
MODULTYPE : 'J8697A' ;  
  
SPEED_RATE  : '100-full' ;  
  
REDISTRIBUTE_TYPE : 'connected'|'static';  
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Příloha 3  
 
; J8697A Configuration Editor; Created on release #K.13.71 
 
hostname "hp-test"  
max-vlans 1024  
time timezone 60  
time daylight-time-rule Western-Europe  
no cdp run  
fastboot  
ip access-list extended "deny-all"  
   100 deny ip 0.0.0.0 255.255.255.255 0.0.0.0 255.255.255.255  
   exit  
ip access-list extended "permit-all"  
   100 permit ip 0.0.0.0 255.255.255.255 0.0.0.0 255.255.255.255  
   exit  
ip access-list extended "vut1"  
   1000 remark "Vyjimky"  
   1010 remark "Buslab"  
   1020 permit ip 0.0.0.0 255.255.255.255 147.229.7.240 0.0.0.15  
   exit  
ip access-list extended "dir-out"  
   2011 permit tcp 147.229.3.18 0.0.0.0 0.0.0.0 255.255.255.255 eq 25  
   2020 remark "cz"  
   2021 permit tcp 147.229.3.145 0.0.0.0 0.0.0.0 255.255.255.255 eq 25  
   2351 permit tcp 147.229.72.16 0.0.0.0 0.0.0.0 255.255.255.255 eq 25  
   exit 
module 1 type J8702A  
interface A1  
   name "wifigw"  
exit 
interface A2  
   name "teplomer"  
exit 
interface A3  
   name "routant.eth5"  
   lacp Passive  
exit 
interface A4  
   name "radware"  
   lacp Passive  
exit 
interface A5  
   name "hp-sit"  
   lacp Passive  
exit 
interface A6  
   disable 
   name "hp-sit"  
   lacp Passive  
exit 
interface A7  
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   name "hp-sklad"  
exit 
interface A8  
   name "hp-ant66"  
exit 
interface A9  
   name "UPS"  
exit 
interface A10  
   name "jaguar"  
exit 
interface A13  
   ip access-group "deny-all" in 
exit 
interface A14  
   ip access-group "deny-all" in 
exit 
interface A15  
   name "hp-ant2"  
   lacp Passive  
exit 
interface A16  
   name "hp-ant2"  
   unknown-vlans Disable  
   lacp Passive  
exit 
interface A17  
   name "hawk.eth0"  
exit 
interface A18  
   disable 
   name "hp-ant4 (strizna)"  
   speed-duplex auto-10-100  
exit 
interface A21  
   name "hp-ant3(knihovna)"  
exit 
interface A22  
   name "routant"  
exit 
interface A23  
   name "hp-ant7 CVIS 4np,IS"  
exit 
interface A24  
   name "hp-antL2"  
exit 
ip routing  
vlan 1  
   name "DEFAULT_VLAN"  
   untagged A3,A5-A6,A9-A18,A20-A21,A23 
   no untagged A1-A2,A4,A7-A8,A19,A22,A24  
   no ip address  
   exit  
vlan 322  
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   name "vlan2"  
   ip address 147.229.254.178 255.255.255.252  
   tagged A8  
   ip igmp  
   exit  
 
password manager 
password operator 
 
; End of configuration file for hp-test 
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Příloha 4 
<?xml version="1.0" encoding="UTF-8" standalone="no"?> 
<Devices> 
  <Switch id="hp-test"> 
    <hostname>hp-test</hostname> 
    <Interfaces> 
      <Interface id="1"> 
        <VLAN>0</VLAN> 
      </Interface> 
      <Interface id="2"> 
        <VLAN>0</VLAN> 
      </Interface> 
      <Interface id="3"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="4"> 
        <VLAN>0</VLAN> 
      </Interface> 
      <Interface id="5"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="6"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="7"> 
        <VLAN>0</VLAN> 
      </Interface> 
      <Interface id="8"> 
        <VLAN>0</VLAN> 
      </Interface> 
      <Interface id="9"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="10"> 
        <VLAN>1</VLAN> 
      </Interface> 
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      <Interface id="11"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="12"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="13"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="14"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="15"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="16"> 
        <VLAN>1</VLAN> 
        <unknown-vlans>Disable</unknown-vlans> 
      </Interface> 
      <Interface id="17"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="18"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="19"> 
        <VLAN>0</VLAN> 
      </Interface> 
      <Interface id="20"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="21"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="22"> 
        <VLAN>0</VLAN> 
      </Interface> 
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      <Interface id="23"> 
        <VLAN>1</VLAN> 
      </Interface> 
      <Interface id="24"> 
        <VLAN>0</VLAN> 
      </Interface> 
    </Interfaces> 
    <VLANs> 
      <VLAN id="1"> 
        <Name>DEFAULT_VLAN</Name> 
        <Untagged>3</Untagged> 
        <Untagged>5</Untagged> 
        <Untagged>6</Untagged> 
        <Untagged>9</Untagged> 
        <Untagged>10</Untagged> 
        <Untagged>11</Untagged> 
        <Untagged>12</Untagged> 
        <Untagged>13</Untagged> 
        <Untagged>14</Untagged> 
        <Untagged>15</Untagged> 
        <Untagged>16</Untagged> 
        <Untagged>17</Untagged> 
        <Untagged>18</Untagged> 
        <Untagged>20</Untagged> 
        <Untagged>21</Untagged> 
        <Untagged>23</Untagged> 
        <Nountagged>1</Nountagged> 
        <Nountagged>2</Nountagged> 
        <Nountagged>4</Nountagged> 
        <Nountagged>7</Nountagged> 
        <Nountagged>8</Nountagged> 
        <Nountagged>19</Nountagged> 
        <Nountagged>22</Nountagged> 
        <Nountagged>24</Nountagged> 
      </VLAN> 
      <VLAN id="322"> 
        <Name>vlan2</Name> 
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        <Tagged>8</Tagged> 
      </VLAN> 
    </VLANs> 
    <ACLs> 
      <ACL name="deny-all"> 
        <entry seq_no="100"> 
          <action>deny</action> 
          <protocol>ip</protocol> 
          <IP_src>0.0.0.0</IP_src> 
          <Mask_src>255.255.255.255</Mask_src> 
          <IP_dst>0.0.0.0</IP_dst> 
          <Mask_dst>255.255.255.255</Mask_dst> 
          <port_beg_src/> 
          <port_end_src/> 
          <port_beg_dst/> 
          <port_end_dst/> 
        </entry> 
      </ACL> 
      <ACL name="permit-all"> 
        <entry seq_no="100"> 
          <action>permit</action> 
          <protocol>ip</protocol> 
          <IP_src>0.0.0.0</IP_src> 
          <Mask_src>255.255.255.255</Mask_src> 
          <IP_dst>0.0.0.0</IP_dst> 
          <Mask_dst>255.255.255.255</Mask_dst> 
          <port_beg_src/> 
          <port_end_src/> 
          <port_beg_dst/> 
          <port_end_dst/> 
        </entry> 
      </ACL> 
      <ACL name="vut1"> 
        <entry seq_no="1000"> 
          <action>remark Vyjimky</action> 
          <descr/> 
        </entry> 
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        <entry seq_no="1010"> 
          <action>remark Buslab</action> 
          <descr/> 
        </entry> 
        <entry seq_no="1020"> 
          <action>permit</action> 
          <protocol>ip</protocol> 
          <IP_src>0.0.0.0</IP_src> 
          <Mask_src>255.255.255.255</Mask_src> 
          <IP_dst>147.229.7.240</IP_dst> 
          <Mask_dst>0.0.0.15</Mask_dst> 
          <port_beg_src/> 
          <port_end_src/> 
          <port_beg_dst/> 
          <port_end_dst/> 
        </entry> 
      </ACL> 
      <ACL name="dir-out"> 
        <entry seq_no="2011"> 
          <action>permit</action> 
          <protocol>tcp</protocol> 
          <IP_src>147.229.3.18</IP_src> 
          <Mask_src>0.0.0.0</Mask_src> 
          <IP_dst>0.0.0.0</IP_dst> 
          <Mask_dst>255.255.255.255</Mask_dst> 
          <port_beg_src/> 
          <port_end_src/> 
          <port_beg_dst>25</port_beg_dst> 
          <port_end_dst/> 
        </entry> 
        <entry seq_no="2020"> 
          <action>remark cz</action> 
          <descr/> 
        </entry> 
        <entry seq_no="2021"> 
          <action>permit</action> 
          <protocol>tcp</protocol> 
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          <IP_src>147.229.3.145</IP_src> 
          <Mask_src>0.0.0.0</Mask_src> 
          <IP_dst>0.0.0.0</IP_dst> 
          <Mask_dst>255.255.255.255</Mask_dst> 
          <port_beg_src/> 
          <port_end_src/> 
          <port_beg_dst>25</port_beg_dst> 
          <port_end_dst/> 
        </entry> 
        <entry seq_no="2351"> 
          <action>permit</action> 
          <protocol>tcp</protocol> 
          <IP_src>147.229.72.16</IP_src> 
          <Mask_src>0.0.0.0</Mask_src> 
          <IP_dst>0.0.0.0</IP_dst> 
          <Mask_dst>255.255.255.255</Mask_dst> 
          <port_beg_src/> 
          <port_end_src/> 
          <port_beg_dst>25</port_beg_dst> 
          <port_end_dst/> 
        </entry> 
      </ACL> 
    </ACLs> 
  </Switch> 
</Devices> 
 
