Knowledge that can be expressed in words and numbers (i.e., explicit knowledge) 
INTRODUCTION
Dividing knowledge in the categories explicit/tacit or codified/personalized has, since the mid-1990s, been widely accepted through the seminal work of Nonaka and Takeuchi (1995) and Hansen et al. (1999) . Explicit knowledge is knowledge that is transmittable in formal, systematic language, while tacit knowledge is knowledge that is rooted in actions, commitment, and involvement in a specific context. For the purposes of this paper, we are listing explicit and tacit knowledge (Nonaka and Takeuchi 1995) as comparable with codified and personalized knowledge (Hansen et al. 1999) . Explicit knowledge has previously been argued as representing only the tip of the iceberg of the body of all possible knowledge (Polanyi 1966) .
Three process notation techniques dominate today, focusing on activities, objects, or roles (Kueng et al. 1996) . Activity oriented techniques are supported by BPMN (business process modeling language), object oriented techniques are support by UML/SPEM 2.0 (unified modeling language/software process engineering meta-model), while role oriented techniques are supported by RAD (role activity diagraming). In our study, we found that none of these have clearly established itself to be state-of-the-art, nor do they have well know, deployed, and successfully diffused tools supporting them (which in itself hinders effective management of explicit knowledge).
This study reports on three cycles of action research at a major development unit within the telecom company Ericsson AB we knew was heavily involved in this issue. Specifically addressed in this paper, we asked ourselves, how do software process descriptions affect understanding of software engineering knowledge? We argue that we cannot describe explicit knowledge in ways where it can be understood by the mass without a standard notation for process descriptions, and, without describing the explicit knowledge, we are hindered from effectively understanding and managing tacit knowledge. Through quantitative studies of process descriptions and qualitative interviews with senior engineers and managers, our research elaborates on the role played by explicit knowledge in forming an understanding of tacit aspects. As explicit knowledge, we have focused on the role software process descriptions, software process notations, and tools supporting formalization of software processes play in our study. Results indicate that the main reasons for having a described software process were storing organizational knowledge, discussing improvements, and communicating competences. The described process was identified as necessary for getting a common view of the current software engineering situation to discuss both improvements and competences for specific contexts. The explicit knowledge was thereby found to be an enabler for managing actions, commitment, and involvement between individuals for specific situations (i.e., for understanding and managing the tacit knowledge). More specifically, we have found that the explicit nature of described software processes serves as a vital catalyst in initiating discussions of tacit knowledge.
We conclude that effectively managing explicit knowledge through commonly described software processes is far more important than just managing the tip of the iceberg of all possible knowledge. Aside from our contributions to process notations, this work also draws on the established concepts of tacit and explicit knowledge-well known and with considerable use primarily within knowledge management-to illustrate that these still have a considerable role to play. In our literature study, we could find no previous linking of software process notations (or models) with these concepts.
We present the theoretical context in section 2 by discussing knowledge management and software process notations. In section 3, we then describe the action research approach taken, and present the findings of each action research cycle in section 4. Discussion and analysis of the results follow in section 5, while the paper's conclusions are summarized in section 6.
THEORETICAL CONTEXT
This section explains the two main theoretical parts used in this paper. First, we present basic knowledge management theories and explain how we have made use of them in our study. Second, we present existing software process notations, and research related to them, while reflecting on how the growing interest in globally distributed software development makes our study even more relevant. For both sections, we have included promising future extensions of the context.
Knowledge Management
Knowledge management is an old management tradition where skills have been passed on in generations from parents to their children within family businesses, and exchanging know-how has been vital to survival. Over time, economies have shifted from natural resources to intellectual assets and managers started in the mid-1990s, to get interested in the concept of managing knowledge. However, as early as the 1960s, Polanyi (1996, p. 4 ) argued "we can know more than we can tell" and he divided knowledge in two categories. Explicit knowledge refers to knowledge that is transmittable in formal, systematic language. Explicit knowledge is more simply explained by saying it is knowledge that can be expressed by words and numbers. This type of knowledge only represents the tip of the iceberg of all possible knowledge. Tacit knowledge is rooted in action, commitment, and involvement in a specific context. Nonaka and Takeuchi (1995) made these two categories well known when analyzing Japanese innovation companies, where they proposed four different modes of knowledge conversion: socialization (from tacit to tacit), externalization (from tacit to explicit), combination (from explicit to explicit), and internalization (from explicit to tacit).
The research of Hansen et al. (1999) is also well-cited in the knowledge management area. They argue a company can choose to adopt two different knowledge management strategies, and claim that companies without a knowledge management strategy sooner or later die. Hansen et al. distinguish between codified and personalized knowledge. Knowledge is, in their view, codified to support a people-to-document strategy (i.e., knowledge is extracted from the person who created it). It is made independent of that person and is reused for a variety of purposes. In contrast, personalized knowledge is knowledge handed person-to-person (i.e., typically knowledge shared in brainstorming sessions and one-on-one conversations). As Hansen et al. argue, "A company's knowledge management strategy should reflect its competitive strategy: how it creates value for customers, how that value supports an economic model, and how the company people deliver on the value and the economics (1999, p. 3). Mathiassen et al. (2003) argue that both Nonaka and Takeuchi and Hansen et al. make no distinction between tacit and personalized knowledge, or explicit and codified knowledge. For the purposes of this study, we have knowingly elected to do the same as Nonaka and Takeuchi, and Hansen et al., as this paper represents an analysis of how explicit knowledge is understood in an organization. Adding a further level of analysis to our study prior to having established the role explicit knowledge plays in diffusing software management practices seems somewhat premature. Depending on outcomes, Mathiassen et al. could possibly be a useful next iteration in the action research conducted at the site. Somewhat differently from Nonaka and Takeuchi, as well as Hansen et al., Mathiassen et al. argue that codification of knowledge plays a crucial role both in relation to maturing professional practices and in relation to the use of information technology to support knowledge management. It is, therefore, important that people engaged in knowledge management activities appreciate the problems and opportunities related to the codification of knowledge. Mathiassen et al. distinguish between four different types of professional knowledge: situated (personalized and tacit), exemplary (personalized and explicit), community (codified and tacit), and procedural (explicit and codified).
At this time, we do not intend to argue whether or not there is a difference between codified and explicit knowledge, but we acknowledge arguments made to distinguish between them in favor of understanding and appreciating the importance of codified and explicit knowledge within software engineering.
Software Process Notations in the Context
of Distributed Development Ellmer and Merkl (1996) present strong arguments for the importance of described development processes to be successful as software organization, and describe its role as organizational memory: "A process model is an explicit representation of process knowledge and may thus serve as a means for storing and retrieving organizational knowledge about software process execution" (p. 60). Such a described software process is typically both codified and explicit. Arguments such as those of Ellmer and Merkl have been accepted increasingly in research as well as practice over the last decade. Today, however, we are seeing software development increasingly become a global activity. This move toward distributed work challenges us to revisit our established work practices, and has seen growing academic interest (see the MIS Quarterly's Special Issue on Information Systems Offshoring (32:2), June 2008). Considerable work has been reported on cultural differences, communication, and distributed communities (reviewing a task-technology fit perspective-Maruping and Agarwal 2004; elaborating on political, cultural, and global aspects-Nicholson and Sahay 2001; leveraging time-zone management in distributed work -Carmel 2006 ) . Remarkably little is to be found currently when looking at the role of formal process notations, but Sahay (2003) represents an exception to this. Considering his perspective is on global software alliances of small to medium sized companies, rather than multinational ones such as what our study examines, this paper settles for acknowledging that an interesting comparison could be made in future publications.
Looking specifically at existing process notations, Johansson (2007) , as a partial input to this study, found four groups of software process notations that we recall below.
• Activity-oriented process notations supported by business process modeling language (BPMN). These notations focus on the definition of processes as a sequence of activities. Examples of activity-oriented techniques are further discussed by Owen and Raj (2005) and White (2004) .
• Object-oriented process notations supported by unified modeling language/software process engineering meta-model (UML/SPEM 2.0). These notations leverage the more comprehensive modeling constructs of object-orientation to capture processes. Object-oriented process notations are further discussed by Haumer (2006) , Kalnins and Vitolins (2006) , and Russel et al. (1994) .
• Role-oriented process notations supported by role activity diagraming (RAD). These notations describe business processes based on the specific organizational roles and responsibilities involved. These techniques are discussed by Ould (1995) and Ould and Huckvale (1995) .
• Speech-act oriented process notations (not supported by any identified process notation language). The speech-act oriented notations view processes in the context of the speech-act language action paradigm. These notations are discussed by Kueng et al. (1996) . Considering the speech-act oriented process notation is barely mentioned outside of Kueng et al., we will be limiting our use of it to recognizing its existence, but refrain from further research on it before we bring it into the ongoing study on which this paper reports.
When reflecting on what makes a good software process notation, we recognize that Ould and Huckvale (1995, p. 334 ) list a number of features that must be met to achieve high-quality process descriptions. Concepts, objects, and relationships represented in the process description should be intuitively familiar, so that people can readily understand and talk about them. The notation should be easy for readers to grasp, after a limited verbal introduction. The notation should be unambiguous (another way of saying that it should have formal syntax and semantics) so that it can be analyzed and, possibly, enacted. It should be possible for the notation to draw attention to the purposes of what people do rather than the detail of how they do it. Finally, the notation should be able to handle complexity.
We also recognize that there are different types of information from which it should be possible to retrieve a process description (Curtis et al. 1992, pp. 77) . This includes what is going to be done, who is going to do it, when and where will it be done, how and why will it be done, and who is dependent on it being done. If a described process is used there are, according to Ould and Huckvale, several ways that this model can help organizations to be more effective. It may be used
• As a focus for discussion. If we use a good process notation that has a clear syntax and semantics together with process description guidelines, it will help the organization to ask the right questions and bring important points in focus for discussion.
• As a mean for communicating a process to others. In this way other people can use the process as a guide and they will save valuable time since they do not have to develop a new process over and over again. This view is also supported by Curtis et al. (1992) .
• As a basis for analysis. It is possible through analysis to find weaknesses in the process or to identify if a certain process does not give any value.
• For designing a new process. When creating different process descriptions and comparing them, it is possible to find the best solution and to use it.
• As a baseline for continuing process improvement. It is possible that the process models can be used to find different measures in how well the process works and in this way initiate improvements to the process. This view is also supported by Curtis et al.
Today there are three acknowledged ways to describe software processes that are supported by a process notation language. We also understand that a high quality process description needs to meet several different requirements. This is the type of process description that we define as a valuable explicit record of the organizational memory.
METHOD
This study has the dual goal of both understanding software process notations used in practice and contributing to the body of knowledge on the same theme. Collaborative practice research (CPR) (Mathiassen 2002 ) supports the realization of this dual goal, while at the same time supporting the insider/outsider perspective (Bartunek and Louis 1996) that has been a beneficial aspect of this research project. One of the two authors has been working within Ericsson with process descriptions, tools for describing processes, try-outs, learning sessions, and data collection during the period 2005-2007 and taken the insider role. The other author joined the research project in the later phases, taking the outsider role and contributing with interview design, interviews, analysis, discussions, and questioning in an unbiased way. This study has also benefitted from the assistance of a master's thesis (Johansson 2007) . The data collection design and the research method used (presented below) have helped us to answer the research question: How do software process descriptions affect understanding of software engineering knowledge?
The study is based on action research Wood-Harper 1996, 1998; Davison et al. 2004; Galliers 1992 ) with a focus on understanding the current process description situation, the awareness of the current situation, and the value of and use for a described process. Baskerville and Pries-Heje (1999) argue that the fundamental contention of action research is that a complex social process can be studied best by introducing changes into that process and observing the effects of these changes. We collected data throughout the research project in three iterative cycles as defined by Susman and Evered (1978) . Each cycle includes the activities diagnosing, action planning, action taking, evaluating, and specifying learning. The activities in respective iteration are summarized in Table 1 . Table 2 summarizes the data sources used in the study. The many different data sources have facilitated triangulation (Patton 1987; Yin 1994 ) and analysis in an unbiased way. We had informal interviews and discussions with practitioners who were users of the process descriptions Process descriptions We reviewed and analyzed 13 different formal and approved processes Process description presentations We presented, analyzed, and discussed the process description situation with two selected units
The questions used during the formal interviews in iteration three were designed based on understanding gained from both the process description investigation in iteration one and the literature review in iteration two. The table in Appendix A presents the questions used. Extensive use of laddering (Reynolds and Gutman 1988) , that is, asking a series of neutral probing questions to stimulate respondents to elaborate and explain their answers, was employed during the questioning.
THE CASE
In mid-2005, we started to analyze the use of different process notations for managing explicit software engineering knowledge (i.e., process descriptions used in software development). We wanted to understand what hinders effective management of explicit software engineering knowledge. The investigation was made in three main iterations. When starting iteration one, it was not obvious what iterations two and three would be, or if they would be necessary. Iterations were defined as a result of the previous iteration and a need to understand more about process notations for managing explicit software engineering knowledge. In iteration one, we wanted to understand the actual process description situation for software engineering. In iteration two, we wanted to create awareness within Ericsson about the situation and, by that, receive valuable feedback on how to proceed. The third and last iteration was designed to understand in detail the value of and use for a described process for software engineering. The three following sections describe how the iterations were executed and their results.
Iteration One: Process Description Situation
To understand the actual process description situation for software engineering, we analyzed a major development unit within Ericsson AB consisting of more than 1,500 employees, geographically distributed over five sites, in two different European countries. First, we searched the Ericsson intranet for approved formal processes for software engineering and then analyzed the different processes based on a number of attributes that would help us understand their quality (see Table 3 ). Thirteen different approved formal process descriptions were found in the search and formed the basis of the further analysis. It is important to note that these 13 process descriptions covered different parts of the software engineering scope (e.g., products development, software development, systems development, and project management).
The analysis revealed the following situation:
1. There was no obvious structure used for the entry pages. Processes used within the same development unit often had similar entry pages, but not always. 2. Seventy percent the analyzed processes were web-based and 30 percent were document-based. The document-based processes used Word, Frame Maker, Power Point, Excel, or Visio. 3. None of the processes followed specific notation guidelines. 4. The size of the processes varied from 70 to 3,600 links and from 22 to 230 pages. 5. The percentage of broken links varied from 1.3 to 67 percent. 6. The number of templates varied from 0 to 1,500. 7. The number of unavailable templates varied from 0 to 1,050. 8. Almost all (90 percent) of the process had an appointed and known process owner. 9. Seventy percent of the processes had recently (within 6 months) been updated and 20 percent had been updated within the past year. 10. Eighty percent of the processes had a formal revision state. The analysis of the process descriptions revealed a varying situation when it came to appearance, notation, size, and quality. We understood that no formal process notation was used to describe the explicit software engineering knowledge, but we still did not understand how much of a problem this was.
Iteration Two: Process Description Awareness
At this point, we knew that the process description situation varied and that there was no obvious process notation for managing diffusion of software engineering knowledge. To create awareness about this situation, we made a presentation explaining these facts and communicated it to selected Ericsson units working with improving software engineering and the described processes. Specifically, at the end of 2005 and during 2006, we communicated the result within the Ericsson unit globally responsible for processes, methods, and tools for research and development and within a local Ericsson unit developing a product for the data communication network.
The immediate reaction was that the lack of a tool for process modeling was the main reason for the current process description situation. This conclusion was mainly based on the fact that numerous variants for different layouts (#2 , Table 3 ) were used and, if a tool would have been used, specific notations would be followed (#3, Table 3 ). The lack of quality (#4 -#7, Table 3) of the described processes was mainly understood as a result of difficult manual maintenance that could be helped by a tool for describing processes.
Both the global and the local unit started initiatives to describe their engineering processes in a tool. They elected to start using rational method composer (RMC). The communication of the process description situation ended with an awareness that helped initiate actions to improve the situation. Within the started initiatives, it very soon became clear that only a tool would not be enough to deal with the current process descrip-tion situation. Process notations (#3 , Table 3 ) and process modeling guidelines were requested to assist in describing the processes in the tool. This awareness helped manifest an initiative to understand and learn more about process notation languages, starting with researching the literature of known process notations. This was done as a part of Johansson's (2007) master's thesis, which found that there were three different process notation techniques (activity-, object-, and role-oriented) (see section 2.2).
Iteration Three: Value of and Use for Described Processes
The awareness of the current process description situation, combined with the newly acquired knowledge about the need for and lack of deployed process notations, made us interested in understanding the actual value of and use for a described process. Maybe we would find explanations for the current process situation if we understood how engineers valued a described process and what they wanted to use it for.
We interviewed 12 senior engineers (see section 3 and Appendix A). The interviews revealed both what the interviewees valued as important for a well described process and what they wanted to use it for (Johansson 2007) . interviewees valued as important for a described process. Number in parentheses give a summary of the score, with not important equal to one point and very important equal to six points.
Contrary to what was found in the literature, the interviewees indicated "clearly shown deliverables" as most important for a well described process. As one interviewee argued, "that deliverables are clearly shown is very important for software process quality. It is in the interfaces between deliverables that product quality is created and the deliverables should be well defined in order to reach high quality in a software processes description." "Clearly shown deliverables" was followed by "easily understood process flows," "high correspondence to real world," and "easily understood symbols." "Use of standard notation" was valued as more important than not important by two thirds of the interviewees, but it was ranked in eighth place compared to other, more valued attributes. Some of the interviewees saw these standard notations as a form of restriction that might suffocate people creativity if they were too rigorous. On the other side, some of the interviewees saw it as mandatory that there should be a restriction in how to describe or model a specific software process. The attribute that ranked quite high in the literature, "clearly shown roles," was not valued as important at all by the interviewees.
One interviewee said, "Focus on roles often gives negative effect in that often when we start projects we begin with a plan of what roles we need and not what we will do. We don't have the free mind set about what roles are in software processes; instead we lock a role to a certain position and this causes more damage than benefit." Another interviewee said, "It is nice that the roles are visible, but most important are activities and that their input and outputs are visible."
Figure 2 presents a diagram for what the interviewees valued as the important reasons for having described processes. The interviewees wanted to use the described process to "store organizational knowledge," "discuss improvements," and "communicate knowledge and competence." Several of the interviewees saw a close relation between "store organizational knowledge" and "communicate knowledge and competence." Regarding the attribute "discuss improvements," one interviewee said, "It is first when the software process is described that we can be sure we talk about the same thing. Described software processes also play a role when initiating change [provides a given starting point] and enables comparison with actual events." Another interviewee, who also agreed about the importance of storing organizational knowledge, said, "Today we are not so good at storing organizational knowledge; it is boring to read documents created by other people." Furthermore, "finding weaknesses and problems," "increasing product quality," and "measuring improvements" were valued as important, but with somewhat lower rank than the first three. In addition to these attributes, which are all mentioned in the literature as important attributes for a described process, the interviewees mentioned 11 other attributes.
We finalized the interviews by asking an open question to name tools used for describing processes that the interviewees had come in contact with, used, or heard. The interviewees named 14 different tools. The six most frequently named tools were Rational Method Composer (mention by 11 interviewees), Microsoft PowerPoint (mentioned by 6 interviewees), HWDP (a local variant was mention by 5 interviewees), HTML (mention by 4 interviewees), PLCM (a local variant was mention by 3 interviewees), and Microsoft Visio (mention by 3 interviewees). The interviewees had no common view about what tools to use for describing processes, but they all agreed about
Figure 2. Reasons for Having Described Processes
the importance of having a tool for describing processes. One interviewee said, "Today we have such advanced and complex software processes that we must use a high-quality tool to be able to control them; Microsoft PowerPoint won't do the job anymore and we cannot do it using free-hand illustrations." Another interviewee said, "When using Microsoft PowerPoint, [the projects need to give good reviews] in order to find gaps in the deliverables or roles," and continued by noting that it is also "hard to keep the described software process models and links to the processes [updated] ."
ANALYSIS AND DISCUSSION
Recollecting the notions of tacit and explicit knowledge, and motivated by the growing work in globally distributed software development, we set out to answer the question, how do software process descriptions affect understanding of software engi-neering knowledge? We specifically looked to answer the question from the perspective of a globally active organization. In this section, we analyze and discuss our findings. First, we present the process description situation and awareness; second, we present a deeper analysis of the value of and use for described processes. We conclude the section by discussing implications for practice and research.
Lacking Obvious Standard Software Process Notation
In iteration one, we investigated a major development unit within Ericsson working with software engineering and found 13 different formal and approved process descriptions. These 13 process descriptions were analyzed through 10 different attributes as defined in Table 3 . The analysis revealed that, for software engineering, there were no obvious standard software process notations to enable diffusion of knowledge. An ocular inspection of the 13 process description showed that none of the 3 identified software process notations (BPMN, SPEM, or RAD, see section 2.1) were used. Ould and Huckvale (1995) argue for the importance of unambiguous process descriptions in order for them to be useful. Also, the investigated attributes (#4 -#7, Table 3) indicated that no obvious standard software process notation was followed as there was a large difference in size, tool used, and quality.
In iteration two, we presented the result from iteration one and there was one common view on why the process descriptions varied: lack of a tool. This common understanding was likely based on the fact that numerous variants for different layout (#2 , Table 3 ) were used and if a tool would have been used, specific notations would be followed (#3, Table 3 ). The lack of quality (#4 -#7, Table 3) of the described processes was mainly understood as a result of difficult manual maintenance that could be helped by a tool for describing processes. What was even more interesting for this conclusion was that no one questioned the result. In practice, this is very uncommon. It is likely that this depended on employees already having a gut feeling this was the situation, but there had been no prior attempts to visualize it. It is important to mention that several of the investigated process descriptions (the ones with good quality) were appreciated among users and provided employees with several benefits in the software engineering area.
We conclude that the investigation of the 10 attributes for the 13 process descriptions found, the reactions from employees during the process situation presentation, and the literature survey indicate that today there are no obvious standard software process notations to manage diffusion of explicit knowledge.
Unambiguous process descriptions are dependent on obvious software process notations. Established tools for describing software processes is likely an important enabler of this. Larsen et al. (2008) study the role of modeling in achieving information systems success. One of their findings argues that the usage of UML is linked to project success. Similar to our study, we see here a close correlation between the two studies regarding the value of explicit knowledge.
This conclusion was provided further support in the third iteration of the action research, as "use of standard notation" was leaning toward needed by two thirds of the interviewees (see Figure 1) . One interviewee argued that a standard notation is still needed, explaining that "there should be mandatory restrictions on how to describe or model a specific software process." At the same time, another interviewee was afraid a standard notation would suffocate people creativity. Our interpretation of this is that while software process notations are needed, the current notations may not provide the obvious support that is needed in all instances. Nevertheless, the importance of having a tool for describing the process was still clearly argued: "Today we have such advanced and complex software processes that we must use a high-quality tool to be able to control them; Microsoft PowerPoint won't do the job anymore, and we cannot do it using freehand illustrations."
Explicit Knowledge Facilitates Diffusion of Tacit Knowledge
Managing knowledge can be analyzed through the two categories, explicit and tacit knowledge (Nonaka and Takeuchi 1995; Polanyi 1966) . Explicit knowledge is knowledge that can be expressed with words and numbers (e.g., process descriptions), while tacit knowledge is knowledge that is rooted in actions, commitment and involvement in a specific context (e.g., when designing a software architecture or defining software requirements).
From the interviews in iteration three, we learned that for a process description to be valuable, "clearly shown deliverables," "easily understood process flows," "high correspondence to real world," and "easily understood symbols" were highly important. All of these but learly shown deliverables are also recognized by the literature to be of importance for a valuable process description (Lindland et al. 1994; Ould and Huckvale; . This is somewhat remarkable, considering our study indicated that learly shown deliverables was in fact the most important driver for generating value when using described processes (see Figure 1) .
Clearly described deliverables is a key driver for making the explicit knowledge-through described software processes-useful. Clearly described deliverables thus may become an important representative to understand the tacit knowledge.
Furthermore, storing organizational knowledge, discussing improvements, and communicating competences were the main reasons for using the described process. One interviewee said, "It is only when the software process is described that we can be sure we talk about the same thing. Described software processes also play a role when initiating change [provides a given starting point} and enables comparison with actual events," and thus points at the close relation between explicit and tacit knowledge and in particular how the explicit can act as a catalyst for understanding the tacit. Our interviewees confirm what Ellmer and Merkl (1996) argued, that the described process was perceived as needed to manage organizational memory. The described process (i.e., explicit knowledge) was a facilitator to initiate discussion and improvement of all kinds of software engineering activities where actions, commitments, and involvement are important ingredients (i.e., tacit knowledge). Explicit knowledge only represents the tip of the iceberg of the entire body of possible knowledge (Polanyi 1966) . Having said this, we do not argue that it is either possible or necessary to see the complete iceberg. However, without a clear view of this tip (Figure 3a) , there is a risk we might fail to see the rest of the iceberg, where challenges may need to be understood in order to be managed (Figure 3b) . Mathiassen et al. (2003) argue that codification of knowledge plays a crucial role both in relation to maturing professional practices and in relation to the use of information technology to support knowledge management. They also argue that people engaged in knowledge management activities should appreciate the problems and opportunities related to the codification of knowledge. Mathiassen et al.'s argument strengthens our view on the close relation between explicit and tacit knowledge, and our core argument that explicit knowledge is an important enabler of understanding the tacit within software engineering practice.
The explicit nature of described software processes serves as a vital catalyst in initiating discussions of tacit knowledge. These discussions enable valuable improvement suggestions to both tacit (e.g., work practices) and explicit (e.g., process descriptions) knowledge. Nonaka and Takeuchi (1995) and Hansen et al. (1999) argue that innovation emerges from new interactions between explicit and tacit. This argument is supported by the result from our study, visualized in Figure 2 , where "discussing improvements" (e.g., tacit knowledge) was valued as the second most important reason for having described processes (i.e., explicit knowledge).
We thus conclude by arguing that diffusing explicit software engineering knowledge is hindered by the lack of obvious standard notations for software processes and the tools to support them. In this way, the lack of obvious standard software process notations also hinders understanding tacit software engineering knowledge.
Implications for Practice and Research
For practice, it is important to spend time on understanding the current process description situation. It is also important to recognize the relation between explicit and tacit knowledge. Although the explicit knowledge is recognized only as the tip of an iceberg, without it, an organization would risk missing the opportunity for learning and improving when understanding of the tacit is not challenged. In daily work, where the tempo is high and unreflective actions are more common than not, a described process can indeed facilitate a common understanding of the current situation and thereby also form the basis for valuable discussions to initiate improvements. Furthermore, at this point, it may also be relevant to consider level of explicitness necessary in order to achieve maximum gains. To use our analogy, the question of how much of the iceberg it is relevant to see is becoming increasingly valid. On this note, our results provided hints that the level of abstraction from experiences from projects showed that the issue is far from obvious. On the one hand, enriching the explicit knowledge was recognized as potentially beneficial, but at the same time, several interviewees voiced concern that the process would be impossible for those not already experienced in using it, and that the overall purpose of guiding development would be defeated as any question directed toward a fully explicit process would result in so many answers-all depending on situation-that it would become almost impossible to know which experience to draw upon. Striking the right balance in what to make explicit would thus be an interesting area for further studies to see where practice may shed light on what works and why.
For research, it is important to understand that there is a lack of an obvious standard software process notation. Or at least, there is a lack of studies on deployed standard software process notations to be relied on as best practice examples. The software business would benefit from either having more focus on finding a valuable software process notation or by finding out why an already potentially valuable standard software process notation is not widely deployed. There are, of course, numerous explanations for why deployment fails, but it is likely some of them are related directly to understanding the value of a described process from a knowledge management perspective. From an agile software development perspective, it would be useful to understand more about how agile processes may be described and how they can facilitate understanding tacit knowledge.
Finally, as this study is limited to one software company (although involving many people at different sites and countries), it is possible that these findings are dependent on cultural issues related to this specific company such as process immaturity or lack of process competence. Other research in the software process improvement area (Börjes-son 2006; Börjesson et al. 2007; Börjesson and Mathiassen 2004) has shown that software process awareness, attention, and focus are high in the company.
CONCLUSIONS
This study aimed to understand more about software process descriptions used in practice. For this paper, we specifically looked at the research question, how do software process descriptions affect understanding of software engineering knowledge? Through action research during the period 2005-2007, we investigated 13 formal and approved process descriptions in a 1,500 employee unit working with software engineering with the telecom company Ericsson AB. The investigation was followed by presentations of the investigation and interviews of 12 senior managers and engineers. The study was framed and discussed in relation to the software process notations and knowledge management literature. The study is finalized by arguing that unambiguous process descriptions are dependent on obvious software process notations, where clearly described deliverables are a key driver for making the explicit knowledge-through described software processes-useful, and that the explicit nature of described software processes serves as a vital catalyst in initiating discussions of tacit knowledge.
