This work presents the recent developments of xraylib, an ANSI C library designed to provide convenient access to a large number of X-ray related databases, with a focus on quantitative XRF applications. The discussed enhancements include improved XRF production cross sections that take into account cascade effects and Mlines, as well as revised line energies, atomic level widths, Compton broadening profiles etc. A full overview is presented of the complete API.
INTRODUCTION
Quantitative X-ray fluorescence (XRF) methods draw extensively from databases of physical parameters relevant for X-ray -matter interactions. Fundamental parameter based methods for example, need access to absorption cross sections, XRF production cross sections and fluorescence line energies. Monte-Carlo methods require in addition (un)polarized differential scattering cross sections, partial photoionization cross sections, fluorescence yields, radiative rates and more depending on the features implemented in the code. Over the last decades, the acquisition of these parameters has been the subject of much research and multiple tabulations can be found throughout the literature. Some published results were obtained from experimental data, while others were derived from quantummechanical calculations. This situation implies a difficulty for researchers: out of the many different datasets available, which ones are most reliable? Unfortunately there is no straightforward answer to this question, as has been demonstrated by others. 1 In some cases there are even no reliable parameters available, for example in the case of line energies below 1 keV or Coster-Kronig transition probabilities of M-shells. Recently an initiative was started within the framework of the European X-ray Spectrometry Association to measure all relevant fundamental parameters.
2 Several metrology and research institutes such as NIST and PTB have already pledged their support. Results, however, are not expected to emerge in the near future, considering the comprehensive nature of the task. A second problem encountered when delving into the subject of X-ray databases is their accessibility: only very few have ever ventured into creating a software package that allows for the extraction of the required data in a convenient manner. Examples include the XCOM 3 package which is distributed by NIST and MUCAL, 4 a library and executable developed at the Illinois Institute of Technology. The former comes in the form of an executable (written in Fortran 77) and contains cross sections for scattering and photo ionization interactions. The latter contains essentially the same cross sections as well as fluorescence yields. Two versions of MUCAL are available: one written in Fortran 77, the other in ANSI C. A more recent and comprehensive example concerns the work of Elam et al. 5 who have compiled several databases of relevant fundamental parameters into a single unstructured ASCII text file. These parameters include atomic weights, densities, edge energies, jump ratios, fluorescence yields, Coster-Kronig transition probabilities, XRF line energies, radiative rates and various cross sections. In order to access the contents of this file, the authors have developed a computer code written in C++, with bindings for Perl and Fortran. Around 10 years ago, the authors of this work initiated the development of a software library, called xraylib, 6 with the goal to provide convenient access to a large number of different fundamental parameters, important in the field of XRF quantification methodology. A paper was published in 2004, detailing the features the package possessed at that time. Development, however, never ceased and in the meantime the library has seen many enhancements and extensions that will be covered in detail in the next sections, along with a short overview of the initial features. It is important to note that the included databases were selected by the authors and reflect their personal preferences, based on their experiences. The authors have never ventured into producing datasets of their own, whether through experiments or computational work, and lies beyond the scope of this work. The work presented in the next sections corresponds with version 2.15.0 of xraylib that was released to the public in June 2011.
RESULTS: THE XRAYLIB API
The functions from the xraylib application programming interface (API) provide access to the datasets hardcoded within the library. In this section, the different databases that constitute the library shall be discussed. A full overview of the API is given in Table 3 .
Cross section data (Compton, Rayleigh and photoionization)
It is well known that X-ray photons (0.1 keV-1000 keV) can interact with matter through three different types of interactions: Compton (inelastic) scattering, Rayleigh (elastic scattering and photoionization. The tabulations found in xraylib of the scattering cross sections are taken from Elam et al. 5 The photoionization cross sections are taken from Kissel et al., 7 and are calculated as the weighed sum of individual partial photoionization cross sections. The weights in this case correspond with the electronic occupation of the different subshells. Since these databases consist, for each element, of an array of energies with the corresponding cross sections, an interpolation technique is required to determine the cross section that corresponds with an arbitrary energy. In xraylib, this is accomplished using a cubic spline interpolation routine, which requires access to the second derivative values of the cross sections and which are consequently also stored in the library. Since the photoionization cross section profiles display discontinuous behaviour at the absorption edges, care has to be taken to avoid erroneous interpolation near these energies. This has been accomplished by setting the second derivatives to zero at the edge energies.
Differential cross sections
The databases provide access to several differential scattering cross sections. They are available for both unpolarized (U superscript) and polarized radiation (P superscript). In the former case, the functions depend on the polar scattering angle θ and the photon energy (except for the Thomson cross section), while in the latter case the azimuthal scattering angle (with regard to the photon electric field vector) is an additional dependency.
Differential Thomson cross section
with r e the classical electron radius.
Differential Klein-Nishina cross section
with:
In Eq. (5) the ratio K K0 the ratio of the scattered photonenergy to that of the incident photon.
Differential Rayleigh cross section
with x equal to 
Differential Compton cross section
with S the incoherent scattering function (taken from Cullen et al. 9 ).
XRF cross sections
One of the key features of xraylib is the possibility to calculate XRF cross sections, which are a requirement for (standardless) XRF quantification. This can be understood from the Sherman equation 10 that establishes a relation between net-line intensities I i,Y X and weight fraction w i of an element i, assuming the sample is irradiated with a monochromatic beam:
Here I 0 is the beam intensity, G is a geometry factor determined by the characteristics of the detector and its position with respect to the beam, Q i,Y X is the XRF production cross-section and ρ and T are respectively the density and thickness of the sample. Of special importance is the factor 1 − exp(−χρT ) χρT which will correct for the absorption of both the impinging beam and the produced fluorescence radiation. The factor χ is calculated as:
χ is determined both by the experimental setup through the angles α and β, as well as by the mass attenuation coefficients μ of all the elements in the samples for both the energy of the exciting beam and the K α fluorescence energy of element i.
A second commonly used quantification method for XRF involves (inverse) Monte-Carlo simulations of photon-matter interactions in a sample.
11-13 Such algorithms usually include variance reduction techniques, designed to reduce the computational time. This implies that after each interaction, the probability P i,Y X that a given XRF photon of element i with energy E i,Y X would reach the detector, can be calculated with the following equation:
where Ω det denotes the detector solid angle, while μ k,0 and μ k,1 correspond with the attenuation coefficient of element k for respectively the original photon energy and the fluorescence energy E Y X .
The XRF cross sections Q Y X that were encountered in Eqs. (10) and (12) can be calculated for the K-and L-lines using the equations:
In these equations σ Y stands for the partial photoelectric ionization cross section for shell Y , ω Y the fluorescence yield for shell Y , F Y X the radiative rate for XRF line Y X and f for the Coster-Kronig transition probabilities. In earlier versions of xraylib, the partial photoelectric ionization cross sections were approximated using so-called jump factors and the total photoelectric ionization cross sections. While these produce reliable results for K-shells, one has to be (very) careful when applying this approximation in the case of the L-and M-shells. For a comparison between XRF cross sections calculated using both methods, consult Brunetti et al. 6 Recently, the xraylib database was extended with the Kissel dataset for partial photoelectric ionization cross sections.
7 Using this dataset, a new function CS FluorLine Kissel was added to the software package, which calculates the XRF cross sections using these partial photoelectric ionization cross sections. Since the electron binding energies (edge energies) calculate by Kissel are slightly different from those provided by the EdgeEnergy function, the partial photoelectric ionization cross sections are extrapolated if the Kissel binding energy is higher than the value returned by EdgeEnergy.
Recent xraylib releases have seen the incorporation of the M-shells Coster-Kronig transition probability database, provided by Chen et al. 14, 15 Using these transition probabilities, combined with the partial photoelectric ionization cross sections database, it is now possible to calculate the XRF cross sections of M-lines. This is accomplished using the following formulas:
The XRF cross section functions also take into account possible cascade effects. These occur when the vacancy created after the transition or created after the Auger effect are subsequently filled by transitions of electrons from higher shells. The resulting fluorescence coming from these new vacancies is considerably higher then the amount produced by primary excitations of these shells, and should therefore not be neglected in quantitative efforts. An example is presented in Table 1 . 
Atomic parameters
The edge energies (electron binding energies) are from the tabulation by Larskin et al. The line energies are calculated by calculating the difference of the electron binding energies of the electrons that are involved in the transition. The X-ray emission rates were taken from Scofield 16, 17 and Bhalla, 18 while the fluorescence yields were taken from the Elam et al. 5 compilation. Atomic level widths are taken from the work of Campbell and Papp.
19 This last parameter enables, for example, the calculation of the half width at half maximum (HWHM) of the Lorentzian distribution centered at E 0 that describes the characteristic line shape of an XRF line, a fact that is usually ignored in XRF quantification procedures:
with γ E0 equal to half of the sum of the atomic level widths of the participating shells.
Recently the library was extended with the Compton broadening profiles of p z , the momentum of the scattering electron calculated by Biggs et al. 21 and taken from the LSCAT extension of the EGS4 program. 22 These values are required when calculating the energy-loss of a photon after having experienced Compton scattering over an angle θ i :
The momentum p z is usually selected from the Compton broadening profile (which are essentially probability density functions) by means of a random number generator.
Access to these functions from the xraylib API is managed through a number of macros which allow for the extraction of specific information, such as a particular XRF line or atomic shell. A number of examples can be found in our earlier work. However, care should be taken when using the macros corresponding with XRF lines. Despite the longstanding recommendation by the IUPAC to designate an XRF line based on the atomic levels involved in the transition (e.g. K − L 3 ), the Siegbahn notation is still widely used in X-ray spectroscopy. This notation (e.g. K α1 ), which classifies lines based on their relative intensities, is very often used in a way that overlapping lines are referred to using a single notation: e.g. K α corresponds with both K α1 and K α2 . Another examples is the L β line which actually corresponds with about twenty individual lines. This situation has an impact on how several functions from the xraylib API are used: First, when requesting an XRF cross section for a linegroup, the function must return the sum for all lines belonging to that group. A second problem arises when requesting the XRF line energy of a linegroup. One solution is returning a (weighted) average of the individual line energies. However, this would, in the case for elements with a high atomic number, result in a line energy that would be absent from a real experimental spectrum (e.g. Pb K − L 2 : 72.8045 keV, K − L 3 : 74.9693). Third, in the case of radiative rates, it makes no sense to request e.g. this value for L β since it corresponds with several lines, originating from the L 1 , L 2 and L 3 shells! These issues were circumvented before by defining 4 Siegbahn macros KA LINE, KB LINE, LA LINE and LB LINE which respectively correspond with 23 Their usage will avoid the earlier mentioned issues entirely. The original 4 Siegbahn macros are kept for backwards compatibility but their usage is deprecated. When invoking functions with these macros, the return values will be valid for the complete linegroup, which means that they will be different in some cases compared to older xraylib versions. The full list of all the available Siegbahn macros is presented in Table 2 . 
Compound parser and related functions
xraylib has been extended with a compound parser function that returns a structure containing an array of the elements of the chemical formula (as atomic numbers), as well as arrays containing the weight fractions and atomic fractions. The parser supports the use of brackets when dealing with formulas containing multiple repeated functional groups (e.g. Al 2 (SO 4 ) 3 ). Due to the internal use of a recursive function to parse the contents a functional group, there is no limit to using nesting when defining these groups.
The compound parser has been used to define a number of functions to return cross sections for a given compound instead of an element. These functions can be recognized by the " CP" suffix they carry.
Another application of the parser lies within the two functions that calculate the real and imaginary part of the refractive index n of a given compound. Assuming n is written as n = 1 − δ − iβ with:
with φ a and φ a resp. the real and imaginary parts of the anomalous dispersion correction.
DISCUSSION
The core xraylib library is written in ANSI C89, implying that it can be compiled and run on virtually every architecture. While earlier releases only included a shell script that allowed for compilation and installation on linux, installation support has been greatly extended in more recent versions. This has been accomplished by transitioning to a GNU Autotools (autoconf, automake and libtool) based procedure. The major advantage of this approach is immediate support on all UNIX and UNIX-like platforms. Using the combined strength of MSYS and MINGW32, the authors produced a working version for the Win32 platform. An installer was developed for Windows using NSIS, as well as rpm packages for Linux distributions such as Fedora, Red Hat, Scientific Linux and CentOS. Through MacPorts, it is possible for users of Mac OS X to download, compile and install xraylib in a very convenient way.
The authors have also developed several interfaces to other popular programming languages: xraylib can be called directly from C++ and Objective-C, while bindings were written for Fortran 2003, IDL, Perl, Python, .NET and Java. Bindings for Matlab and Ruby are under development.
The xraylib package also contains a command-line utility that allows to query the databases, implemented as a Python script.
The source code comes with the physical data tabulated in a number of ASCII files. Most of these files possess an intuitive layout and can be adjusted easily by the user. Other files, such as those containing the cross sections data, have a fixed layout and should not be modified directly. If necessary, these files can be adapted using a number of IDL scripts which are included in the package. The datafiles will be hardcoded into the library during the compilation which involves a bootstrapping stage during which the physical data will be written to a (huge) C source file that will be compiled into the final library. This avoids the need to load the data files at runtime, and improves performance. Special care was taken to ensure that the functions from the xraylib are thread-safe: it is possible to use them safely in multithreaded software using OpenMP, POSIX threads or the Windows multithreading API.
It is important to note that the datasets were taken over from their authors in their original form. This implies that in some cases the values return by the API are less than trustworthy and should be considered as informative only. An example of this includes for example the Coster-Kronig transition probabilities of the M-shells. The authors of xraylib, however, keep track of relevant new databases that are released to the public, and may replace some existing ones in xraylib if they are considered as more accurate. xraylib is released under a BSD license and can be obtained from http://github.com/tschoonj/xraylib. 
APPENDIX A. XRAYLIB API SUMMARY

