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Die beiden Doma¨nen Virtual Reality (VR) und Augmented Reality (AR) genießen wach-
sende Aufmerksamkeit, nicht nur im wissenschaftlichen Umfeld sondern versta¨rkt in ge-
werblichen und privaten Bereichen. Fu¨hrende Konzerne der Software- und Unterhaltungs-
industrie treiben Entwicklungen von VR- und AR-Brillen samt passenden Inhalten voran.
Tragbaren und vergleichsweise preiswerten Gera¨ten stehen spezielle VR-Installationen
gegenu¨ber, mit mehrseitigen Projektionsleinwa¨nden (s. Abb 1.1(a)) und hochwertigen
Trackingmo¨glichkeiten zur Erfassung natu¨rlicher Interaktionen. Ziel ist jeweils die Maxi-
mierung der Immersion fu¨r VR-Nutzer, so dass die Mensch-Maschine-Schnittstelle kaum
mehr als solche wahrnehmbar ist. Dazu tragen nicht nur stets realistischere Darstellun-
gen virtueller 3D-Welten bei. Vielmehr werden weitere Sinne angesprochen, z. B. durch
Klimagera¨te oder bewegliche Plattformen zur Vorta¨uschung von Kra¨ften. Neben derart
individuellen VR-Installationen liefern verbreitete und leistungsstarke Mobilgera¨te ihren
eigenen Beitrag. Tablets oder Smartphones bieten im Vergleich zu genannten Installa-
tionen zwar eine deutlich geringere Immersion, ebnen aber nicht zuletzt durch ihren
allgegenwa¨rtigen Einsatz den Weg fu¨r VR- und AR-Anwendungen (s. Abb 1.1(b)).
VR- und AR-Techniken bereichern ein ganzes Spektrum von Anwendungsgebieten, an-
gefangen von der Unterhaltungsindustrie u¨ber Trainingssimulationen, Produktplanung,
wissenschaftlicher Visualisierung, u. v.m. Schnell wird ersichtlich, dass mit der Vielfalt
an Mo¨glichkeiten ein entsprechender Bedarf an geeigneten Softwarelo¨sungen einhergeht.
(a) (b)
Abbildung 1.1: 3D-Fahrzeugkonﬁgurator in (a) immersiver virtueller Umgebung und (b)
als AR-Version auf einem Tablet
1
KAPITEL 1. EINFU¨HRUNG
Dabei stellen interaktive Anwendungen der Virtuellen und Erweiterten Realita¨t spezi-
elle 3D-Anwendungen dar. Wie ”gewo¨hnliche“ Software setzen sie sich zum einen ausprogrammierter Anwendungslogik zusammen. Zum anderen bestehen 3D-Anwendungen
aus mitunter aufwa¨ndig modellierten 3D-Inhalten, die zur Visualisierung oder als 3D-
Nutzerschnittstelle dienen. Interaktive 3D-Anwendungen erlauben Manipulationen vir-
tueller Objekte in strukturierten 3D-Welten. 3D-Welt und Anwendungslogik fu¨gen sich
zu einer gemeinsamen 3D-Anwendung zusammen, was folgendes einfaches Szenario ver-
bildlicht: Innerhalb einer 3D-Welt soll nach Beta¨tigen eines virtuellen Lichtschalters
eine virtuelle Lichtquelle aktiviert werden. Ereignisse innerhalb der 3D-Welt, wie ein
beta¨tigter Schalter, werden an Anwendungslogiken u¨bermittelt. Zudem greifen Anwen-
dungslogiken auf 3D-Welten zu und a¨ndern 3D-Inhalte, bspw. um Feedback fu¨r Anwen-
der durch Aktivieren virtueller Lichtquellen zu erzeugen. Programmierte Quelltexte und
3D-Inhalte stellen vo¨llig unterschiedliche Komponenten dar, sind in 3D-Anwendungen
jedoch eng miteinander verwoben. Demnach mu¨ssen modellierte 3D-Inhalte und pro-
grammierte Quelltexte nicht nur fu¨r sich genommen frei von Fehlern sein. In interakti-
ven 3D-Anwendungen ist insbesondere die Konsistenz zwischen 3D-Inhalten und Anwen-
dungslogiken wesentlich.
Vor allem im Hinblick auf die beteiligten Entwicklergruppen erscheint die Erstel-
lung konsistenter und fehlerfreier 3D-Anwendungen nicht trivial. Einerseits gestalten
kreativ orientierte 3D-Designer detailgetreue 3D-Inhalte, unter Einsatz spezieller 3D-
Modellierungswerkzeuge. Andererseits implementieren eher pragmatisch denkende An-
wendungsprogrammierer die Quelltexte der 3D-Applikation, u¨blicherweise in geeigneten
Entwicklungsumgebungen. Unterschiedliche Mentalita¨ten und Terminologien beider Ex-
pertengruppen fo¨rdern ein falsches Versta¨ndnis vom gemeinsam bearbeiteten Anwen-
dungsbereich. Hinzu kommt, dass die Programmierung ha¨uﬁg von 3D-modellierten In-
halten abha¨ngt, z. B. wenn Zugriﬀe auf virtuelle Objekte der 3D-Welt zu implementie-
ren sind. Solche Abha¨ngigkeiten, aber auch heterogene Entwicklergruppen, Werkzeuge
und Dateiformate fu¨hren bei konventioneller 3D-Anwendungsentwicklung zu einem feh-
leranfa¨lligen und ausgedehnten Entwicklungsprozess mit ad hoc Charakter. Daher wer-
den 3D-Anwendungen typischerweise iterativ entwickelt [VJ10].
In seiner Dissertation geht Arnd Vitzthum [Vit08] auf die Kluft zwischen den Ent-
wicklergruppen sowie auf weitere Herausforderungen bei der 3D-Anwendungsentwicklung
ein. Zur Ablo¨sung der konventionellen 3D-Anwendungsentwicklung schla¨gt er eine ge-
meinsame Speziﬁkation der gesamten 3D-Applikation durch abstrakte Softwaremodelle
vor. Die dafu¨r erarbeitete graﬁsche doma¨nenspeziﬁsche Softwaremodellierungssprache
adressiert gleichermaßen 3D-Designer als auch Programmierer und dient als Kommuni-
kations- und Vertragsgrundlage. In der Sprache erstellte Softwaremodelle beschreiben
3D-Inhalte sowie Anwendungslogiken und geben insbesondere Interrelationen zwischen
ihnen vor.
Im Kontext modellgetriebener Softwareentwicklung dienen abstrakte Softwaremodelle
zum Generieren von Softwareartefakten, z. B. Programmquelltexte. Doma¨nenspeziﬁsche
Softwaremodelle fu¨r 3D-Anwendungen bauen diesen Ansatz aus und erlauben die Gene-
rierung sowohl von Programmquelltexten als auch von Vorlagen fu¨r 3D-Inhalte. Gene-
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rierte 3D-Vorlagen und Strukturen von Anwendungslogiken enthalten diejenigen Schnitt-
stellen, an denen 3D-Designer und Anwendungsprogrammierer sonst aneinandergeraten,
bspw. in Form generierter Zugriﬀe auf virtuelle 3D-Inhalte aus Programmquelltexten her-
aus. Erzeugte 3D-Vorlagen und Programmquelltexte werden von jeweiligen Entwickler-
gruppen zeitgleich vervollsta¨ndigt, insbesondere ha¨ngt die Programmierung jetzt nicht
mehr unmittelbar von der 3D-Modellierung ab. Die 3D-Anwendungsentwicklung ﬁndet
insgesamt strukturierter statt.
Der modellgetriebene Entwicklungsansatz verlangt, dass sich Entwicklergruppen an
generierte Vorgaben aus Softwaremodellen halten und die 3D-Modellierung bzw. Pro-
grammierung im Rahmen der Speziﬁkation vornehmen. Abweichungen fu¨hren zu Inkon-
sistenzen zwischen 3D-Inhalten und Programmquelltexten und a¨ußern sich zur Laufzeit
der 3D-Anwendung durch unbestimmtes Verhalten bis hin zu Komplettausfa¨llen. Gru¨nde
fu¨r Abweichungen lassen sich im agilen Umfeld bspw. auf gea¨nderte Anforderungen an
die zu entwickelnde Software zuru¨ckfu¨hren. In heterogenen Entwicklerteams tra¨gt zu-
dem geringes gemeinsames Versta¨ndnis von der 3D-Anwendung zu Inkonsistenten bei.
Z. B. sind virtuelle Objekte der 3D-Welt, wie virtuelle Lichtquellen nach Umbenennun-
gen durch 3D-Designer gema¨ß eigener, vermeintlich korrekter Namenskonventionen nicht
mehr aus Programmquelltexten heraus adressierbar. Daru¨ber hinaus erschweren hetero-
gene Dateiformate und Werkzeuge, wie spezielle 3D-Modellierungsumgebungen die ge-
meinsame Entwicklung zusa¨tzlich. In Folge la¨uft die 3D-Anwendungsentwicklung auch
beim modellgetriebenen Ansatz iterativ ab [VJ10].
Ein unerwu¨nschter Eﬀekt bei modellgetriebener Softwareentwicklung tritt nach code-
getriebener Entwicklung auf, wie sie typischerweise bei agilem und iterativem Vorge-
hen anzutreﬀen ist. Nach den agilen Prinzipien halten sich Entwickler bewusst nicht
an strenge Speziﬁkationen, insofern die Entwicklung augenscheinlich davon proﬁtieren
kann [Han10]. Modellgetriebene Softwareentwicklung la¨uft zusammen mit codegetriebe-
ner Entwicklung Gefahr, dass Softwaremodelle zu Relikten verkommen und dann keinen
Mehrwert darstellen [PM06]. Die Implementierung ist nicht mehr konform zum urspru¨ng-
lichen Modell – der Kommunikationsgrundlage und ggf. Vertragsgegenstand.
Iteratives Vorgehen und Abdriften zu codegetriebener Entwicklung ko¨nnen bei mo-
dellgetriebener 3D-Anwendungsentwicklung zum Verwaisen der Softwaremodelle und zu
Inkonsistenzen zwischen 3D-Inhalten und Programmquelltexten fu¨hren [VJ10]. Diese
Herausforderungen lassen sich durch Techniken des sog. Round-trip Engineerings lo¨sen.
Wie beim modellgetriebenen Vorgehen nutzt Round-trip Engineering abstrakte Modelle
zur Erzeugung von Programmartefakten. Nach codegetriebener Entwicklung erlauben
weiterfu¨hrende Techniken des Round-trip Engineerings Softwaremodelle zu aktualisie-
ren und auf den Stand der Implementierung zu heben. Round-trip Engineering sieht
den inkrementellen Ausbau von Anwendungen auf Modell- und Implementierungsebene
fest vor und stellt durch Synchronisieren Konformita¨t sicher. Abweichungen der Imple-
mentierung werden explizit zugelassen und kontrolliert in die Speziﬁkation u¨bernommen,
insofern sie als ”sinnvolle“ Erweiterungen angesehen werden. Neben modellgetriebenerSoftwareentwicklung unterstu¨tzt Round-trip Engineering codegetriebene Ansa¨tze und
agile Prinzipien. Die 3D-Anwendungsentwicklung proﬁtiert außerdem von Round-trip
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Engineering durch regelma¨ßig synchronisierte und daher zueinander konsistente Schnitt-
stellen zwischen 3D-Inhalten und Anwendungslogiken.
Gegenstand dieser Arbeit ist Round-trip Engineering zur iterativ inkrementellen Ent-
wicklung von Anwendungen der Virtuellen und Erweiterten Realita¨t. Ein erweitertes
Vorgehensmodell knu¨pft an modellgetriebene 3D-Anwendungsentwicklung an und sieht
Ru¨ckspru¨nge zum Entwurf der Software fest vor, nicht nur im Fehlerfall. Durch den
Einsatz beliebiger Programmier- und 3D-Autorenwerkzeuge ﬁndet Synchronisieren der
Implementierung mit dem Modell nicht simultan, sondern kontrolliert nach der Imple-
mentierungsphase statt. Daru¨ber hinaus deutet die Vielzahl der eingangs aufgefu¨hrten
Gera¨teklassen an, dass 3D-Anwendungen fu¨r unterschiedliche Plattformen entwickelt
werden (s. Abb 1.1). Dabei lassen sich plattformunabha¨ngige Softwaremodelle zur Mul-
tiplattformentwicklung von 3D-Anwendungen mit Round-trip Engineering nutzen. An-
hand ausgewa¨hlter Plattformen wird gezeigt, welchen Beitrag Round-trip Engineering
zur 3D-Anwendungsentwicklung leisten kann.
Diese Arbeit entstand im Rahmen des DFG gefo¨rderten Projekts Roundtrip3D.
1.1 Zielstellung
In seiner Dissertation ”Entwicklungsunterstu¨tzung fu¨r interaktive 3D-Anwendungen“[Vit08] geht Arnd Vitzthum auf Herausforderungen der konventionellen 3D-Anwendungs-
entwicklung ein. Dabei erweist sich modellgetriebenes Vorgehen auf Grundlage der er-
arbeiteten graﬁschen Softwaremodellierungssprache als erfolgreicher Lo¨sungsweg. Der
natu¨rliche iterativ inkrementelle Charakter der 3D-Anwendungsentwicklung ﬁndet beim
rein modellgetriebenen Vorgehen dagegen noch keine Beachtung und ist Gegenstand der
vorliegenden Arbeit.
Die Arbeit verfolgt das Ziel, typischen Fehlern der 3D-Anwendungsentwicklung vorzu-
beugen, sie im Bedarfsfall automatisch zu ermitteln und auszura¨umen. Die strukturierte
3D-Anwendungsentwicklung soll weiter ausgebaut und im Kontext iterativ inkrementel-
len Vorgehens untersucht werden. Die gesamte Implementierung von 3D-Anwendungen
umfasst 3D-Inhalte und Anwendungslogiken und soll durch Automatismen zur Entwick-
lungsunterstu¨tzung dauerhaft konsistent gehalten werden. Zudem wird Konformita¨t der
Implementierung zur Speziﬁkation in Form von Softwaremodellen verlangt. Es ergeben
sich folgende Aufgaben und Bedingungen:
• Aufstellen des iterativ inkrementellen Vorgehensmodells fu¨r 3D-Anwendungen als
Erweiterung des modellgetriebenen Entwicklungsansatzes
• Dauerhaftes Sicherstellen der Konsistenz aller generierten und manuell bearbeite-
ten Modell-, Quelltext- und 3D-Artefakte
• Beru¨cksichtigen bestehender Implementierungen nach inkrementeller Entwicklung
von Softwaremodellen
• Nicht simultanes und dabei kontrolliertes Aktualisieren von Softwaremodellen nach
codegetriebener Entwicklung
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• Einbeziehen von Multiplattformentwicklung
• Evaluieren der 3D-Anwendungsentwicklung mit Round-trip Engineering
Weiter ist zu beachten, dass sich Softwaremodelle und detaillierte Implementierungen
bezu¨glich ihres Abstraktionsniveaus deutlich voneinander abgrenzen. Beim beidseitigen
Abgleichen ist Informationsverlust unbedingt auszuschließen.
1.2 Aufbau der Arbeit
Kapitel 2 begru¨ndet strukturierte Softwareentwicklung und fu¨hrt mit einem U¨ber-
blick zu Vorgehensmodellen in die Thematik ein. Modellgetriebene Softwareentwick-
lung erlaubt iteratives Vorgehen und fo¨rdert gleichzeitig gemeinsames Versta¨ndnis unter
Projektbeteiligten. Wo modellgetriebene Softwareentwicklung an Grenzen sto¨ßt, fu¨hrt
Round-trip Engineering den iterativen Gedanken fort, speziell mit codegetriebener Ent-
wicklung. Hierzu stellt das Kapitel unterstu¨tzende Werkzeuge und abschließend wesent-
liche Merkmale gegenu¨ber.
Kapitel 3 betrachtet Einsatzbereiche von 3D-Anwendungen, konkret VR- und AR-
Anwendungen und stellt Besonderheiten in ihrer Beschaﬀenheit in den Vordergrund. Dar-
auf aufbauend werden Herausforderungen der 3D-Anwendungsentwicklung beschrieben.
Neben der konventionellen Entwicklung betrachtet das Kapitel Vorschla¨ge der Literatur
zum strukturierten Vorgehen und fasst genannte Schwierigkeiten abschließend zusam-
men.
Kapitel 4 pra¨sentiert den Roundtrip3D Entwicklungsprozess zur strukturierten und
iterativ inkrementellen 3D-Anwendungsentwicklung. Der Ansatz wird im Kontext zuvor
genannter Anforderungen betrachtet und fu¨r multiple Plattformen ausgelegt. Ein u¨ber-
sichtliches Beispiel verdeutlicht das iterative Vorgehen, auch anhand verschiedener Platt-
formen. Abschließend unterstreicht eine knappe Zusammenfassung wesentliche Merkmale
des Ansatzes.
Kapitel 5 geht auf das Roundtrip3D Framework ein. Dazu werden Techniken zu Trans-
formationen von Modellen und Quelltexten betrachtet. Es folgen eine Begru¨ndung der
Mehrstuﬁgkeit des pra¨sentierten Ansatzes und die Vorstellung der Lo¨sungsseite anhand
entwickelter Werkzeuge. Zuletzt greift das Kapitel den modellzentrierten Kerngedanken
dieser Arbeit auf und zeigt wie erstellte Werkzeuge darauf eingehen.
Als wesentlicher Aspekt beim Roundtrip3D Entwicklungsprozess kommt kontrollier-
tes Zusammenfu¨hren von Softwaremodellen im separaten Kapitel 6 unter. Nach der
Vermittlung von Grundlagen vervollsta¨ndigt eine erste, automatisierte Lo¨sung zum Zu-
sammenfu¨hren den Roundtrip3D Prozess. Auch unter Beru¨cksichtigung der Literatur
geht eine zweite, interaktive Lo¨sung zum Zusammenfu¨hren von Softwaremodellen ge-
zielt auf die Visualisierung ermittelter Inkonsistenzen ein. Abschließend werden Sta¨rken
und Schwa¨chen beider Ansa¨tze gegenu¨bergestellt.
Kapitel 7 betrachtet erarbeitete Konzepte und Werkzeuge kritisch. Der Fokus liegt
auf einer zweisemestrigen Fallstudie zu zwei Softwareprojekten. Die Umsetzung und
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Resultate der Studie werden ausgewertet und der Beitrag des Roundtrip3D Prozesses
analysiert.
Das letzte Kapitel hebt den Mehrwert des Roundtrip3D Entwicklungsprozesses und
des zugeho¨rigen Werkzeugs hervor. Abschließend geht die Arbeit auf resultierende Fra-
gestellungen ein und gibt Ausblicke zu aktuellen und ku¨nftigen Entwicklungen.
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2 Strukturierte Softwareentwicklung
Mit seinem Zitat zur ACM Turing Award Lecture im Jahre 1972 begru¨ndete Dijkstra
die Notwendigkeit der strukturierten Programmierung, um dem damals neu gepra¨gten
Begriﬀ der ”Softwarekrise“ und der damit verbundenen Ernu¨chterung u¨ber die Program-mierung entgegenzuwirken:
”. . . as long as there were no machines, programming was no problem atall; when we had a few weak computers, programming became a mild problem,
and now we have gigantic computers, programming had become an equally
gigantic problem.“ E.Dijkstra [Dij79]
Einhergehend mit dieser Erkenntnis vero¨ﬀentlichten Isaac Nassi und Ben Shneiderman
1973 das bedeutende Nassi-Shneiderman-Diagramm als Hilfsmittel zur Strukturierung
prozeduraler Programme [YS78]. Die graﬁsche Notation dieser Struktogramme kann als
fru¨he Art der Softwaremodellierung angesehen werden, die sich in den damals noch
unstrukturierten Entwicklungsprozess eingliederte.
Heutzutage sind Computer und Programme deutlich komplexer und umfangreicher
als zur Zeit von Dijkstras Zitat. Die Entwicklung ma¨chtiger Softwarekomponenten la¨uft
strukturiert in vielschichtigen Vorgehensmodellen ab, um Misserfolge in Softwareprojek-
ten zu reduzieren. Dieses Kapitel fu¨hrt mit einem U¨berblick zu sequenziellen Vorge-
hensmodellen in die strukturierte, zuna¨chst universelle Softwareentwicklung ein. Weiter
unterteilt Abschnitt 2.1 moderne, iterativ inkrementelle Verfahren in schwergewichtige
und agile Ansa¨tze. Abschnitt 2.2 motiviert mit gemeinsamem Versta¨ndnis unter Projekt-
beteiligten die Formalisierung von Speziﬁkationen und tra¨gt zur Begru¨ndung modellge-
triebener Softwareentwicklung in Abschnitt 2.3 bei. Darin werden auch Grundlagen zum
weiterfu¨hrenden Round-trip Engineering in Abschnitt 2.4 gelegt. Abschnitt 2.5 beleuch-
tet aktuelle Werkzeuge bevor das Kapitel mit einer Zusammenfassung in Abschnitt 2.6
endet.
2.1 Vorgehensmodelle
In den letzten Jahrzehnten konnten sich zahlreiche Vorgehensmodelle in der Praxis eta-
blieren. Als unterstu¨tzender Leitfaden zur Projektentwicklung verfolgen sie das Ziel,
Misserfolge von Projekten zu minimieren. Dabei wird der komplexe Entwicklungsprozess
(auch Softwarelebenszyklus) in u¨bersichtliche Phasen mit klar formulierten Zwischener-
gebnissen untergliedert. Zudem lassen sich ausgearbeitete Vorgehensmodelle in Vertra¨ge
zu Softwareprojekten einbeziehen, z. B. um den zeitlichen Ablauf des Projektes abzuste-
cken. Vorgehensmodelle alleine ko¨nnen den Erfolg der Entwicklung keinesfalls sicherstel-
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len, da dieser von weiteren Faktoren abha¨ngt, bspw. Team- oder Kommunikationsfa¨hig-
keiten aller Projektbeteiligten.
Kompakt beschrieben handelt es sich bei einem Vorgehensmodell um eine semiforma-
le Ablaufbeschreibung eines Entwicklungsprozesses unter Beru¨cksichtigung unterschiedli-
cher Rollen, Aktivita¨ten, Dokumente sowie Phasen. Unter den Phasen lassen sich oftmals
die folgenden wesentlichen Teilschritte identiﬁzieren [PM06, PTN+07, ZGK04]: Anforde-
rungen, Analyse, Design, Realisierung, Testen, Installation und Wartung. Im Folgenden
werden verschiedene Vorgehensmodelle sowie deren Sta¨rken und Schwa¨chen beleuchtet.
2.1.1 Sequenzielle Vorgehensmodelle
Bereits in den 70er Jahren wuchs das Bedu¨rfnis nach einer strukturierten Entwicklung
immer komplexerer Software. Als erste Vertreter konnten sich sequenzielle Vorgehens-
modelle, vor allem nach Erkenntnissen aus der Praxis etablieren. Auch wegen seiner his-
torischen Bedeutung ist zuna¨chst das popula¨re Wasserfallmodell nach Royce von 1970
[Roy70] zu nennen. Mit Hinblick auf Zeit- und Kosteneﬃzienz legt das auf Erfahrungs-
werten aufbauende Vorgehen den Fokus auf klar abgegrenzte Phasen: System- und Soft-
wareanforderungen, Analyse, Programmdesign, Programmierung, Testen und Wartung.
Die Phasen werden streng sequenziell durchlaufen, wobei Zuru¨ckkehren zur vorherigen
Phase zugelassen wird. Ru¨ckspru¨nge zur fru¨hen Designphase aus einem fortgeschrittenen
Stadium, z. B. der Testphase, wird wegen erho¨htem Zeit- und Kostenaufwand als nicht
wu¨nschenswert erachtet. Einen solchen Fall fu¨hrt das Wasserfallmodell auf einen groben
Designfehler zuru¨ck.
Kommunikation zwischen den beteiligten Rollen Designer, Management und Kunden
wird beim Wasserfallmodell bereits als zu vage angesehen, um als Entscheidungsgrund-
lage dienen zu ko¨nnen. Stattdessen kann eine umfangreiche Dokumentation die Kommu-
nikation unterstu¨tzen.
Das auf dem Wasserfallmodell basierende V-Modell [Boe84] unterteilt die Phasen des
Entwicklungsprozesses zusa¨tzlich in zwei Bereiche. Die ersten Phasen, in Abbildung 2.1
links dargestellt, dienen der Planung und Realisierung der Software und werden an-
schließend von zugeho¨rigen Phasen des zweiten Teilbereiches (Abb. 2.1, rechts) gepru¨ft
[ZGK04]. Dabei wird zwischen Veriﬁkation zum Test auf Korrektheit der Implementie-
rung gegenu¨ber der Speziﬁkation und Validation als Pru¨fung der Funktionsfa¨higkeit/
Nutzbarkeit der Software unterschieden. Analog zum Wasserfallmodell sind die Phasen
auch hier sequenziell zu durchlaufen, zuna¨chst mit der Option zur jeweils Vorherigen
zuru¨ckzukehren.
Zwar als ungu¨nstig betrachtet kann notfalls im fortgeschrittenen Entwicklungsprozess
auch zu fru¨hen Phasen zuru¨ckgesprungen werden. Nach erfolgter A¨nderung werden die
nachfolgenden Schritte erneut durchlaufen, wobei bereits erzielte Ergebnisse aus dem
vorherigen Durchlauf verworfen werden. Daher geht das eigentlich sequenzielle Vorge-
hensmodell im Falle eines Zuru¨ckspringens von einer Verdopplung des Zeit- bzw. Kosten-
aufwands aus. Solche ”starren“ Vorgehensmodelle eignen sich insbesondere dann, wenndie betrachtete Doma¨ne sehr gut erschlossen ist, sich Anforderungen an die Software
vollsta¨ndig beschreiben lassen und daru¨ber hinaus Entwicklerteams klein genug sind,
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Abbildung 2.1: Phasen im V-Modell (nach [Boe84])
um gleichzeitig und gemeinsam dieselben Teilschritte umzusetzen. Bei dieser Herange-
hensweise erha¨lt der Kunde nach einem la¨ngeren Entwicklungzeitraum das ﬁnale Pro-
dukt. Anforderungen an die Software du¨rfen sich wa¨hrend der Entwicklung nicht a¨ndern
[ZGK04].
2.1.2 Iterativ inkrementelle Vorgehensmodelle
Im Gegensatz zu sequenziellen Vorgehensmodellen verfolgen iterative und inkrementelle
Ansa¨tze eine weniger starre Herangehensweise [HHR08, ZGK04]. Auch hier wird versucht,
sa¨mtliche Anforderungen an die Software gleich zu Beginn der Entwicklung mo¨glichst
vollsta¨ndig – in jedem Falle aber korrekt – zu erfassen und speziﬁzieren. Basierend darauf
entsteht die Software dann schrittweise in mehreren Iterationen, jedoch auf Grundlage
einer kontinuierlich erweiterten Speziﬁkation. Der Betrag um den die Software jeweils
”wa¨chst“, wird als Inkrement bezeichnet. Iterativ inkrementelle Vorgehensmodelle ver-folgen u. a. das Ziel, lauﬀa¨hige Versionen der Software innerhalb ku¨rzerer Entwicklungs-
zyklen hervorzubringen. Daraus resultiert oftmals eine stark codegetriebene Entwicklung
und eine zur einstigen Speziﬁkation inkonsistente Implementierung [PM06].
Iterationen dienen zum Ausmerzen von Fehlern und zum Ausbau der Software um
zusa¨tzliche Funktionalita¨ten. Die mo¨glichst vollsta¨ndige Erfassung der Anforderungen
zu Beginn jeder Iteration stellt sicher, dass Inkremente stets zur bestehenden Software
passen. Somit lassen sich Ergebnisse fru¨herer Iterationen erwartungsgema¨ß wiederver-
wenden und mu¨ssen nicht verworfen werden. Eventuelle Ru¨ckschla¨ge am Ende einer
Iteration beziehen sich u¨blicherweise nur auf das aktuelle Inkrement. Fehlentwicklungen
mit umfangreichen Folgen, wie z. B. beim Wasserfallmodell mo¨glich, lassen sich so ver-
meiden. Wesentliche Merkmale zum iterativ inkrementellen Vorgehen fasst Deﬁnition 1
zusammen [Bal00, HHR08, ZGK04]:
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Deﬁnition 1. Basierend auf einer mo¨glichst vollsta¨ndigen Anforderungsanalyse werden
bei der iterativ inkrementellen Entwicklung lauﬀa¨hige Teilprodukte der Software in je
einer Iteration erstellt. Jede Iteration durchla¨uft dabei die gleichen Phasen und erweitert
die Software um ein geplantes Inkrement. Anpassungen der Speziﬁkation ko¨nnen in jeder
Iteration vorgenommen werden.
Inkrementelle Vorgehensmodelle sollen Anwendung ﬁnden, wenn nicht sa¨mtliche An-
forderungen an eine Software bzw. Mo¨glichkeiten ihrer Umsetzung bekannt sind oder sich
die Software ﬂexibel an wechselnde Anforderungen anpassen muss [Han10]. Inkrementelle
Vorgehensmodelle lassen sich weiter in schwergewichtige und agile (oder leichtgewichtige)
Vertreter unterteilen.
Schwergewichtige Vorgehensmodelle
Das V-Modell XT des Bundes [IAB17, TK09] soll an dieser Stelle als popula¨rer Ver-
treter der inkrementellen Vorgehensmodelle aufgefu¨hrt werden. Es dient generisch zum
Planen und Durchfu¨hren von Entwicklungsprojekten und schreibt Rollen (Verantwort-
lichkeiten), Aktivita¨ten und Produkte als deren Ergebnisse vor. Sog. Vorgehensbausteine
identiﬁzieren dabei Teilprozesse im Projekt. Der inkrementelle Charakter des V-Modell
XT wird in Abb. 2.2 am Entscheidungspunkt ”Iteration geplant“ deutlich. Am Endejeder Iteration nimmt der Auftraggeber ein Teilprodukt ab, wonach die Option zur
Durchfu¨hrung einer weiteren Iteration besteht. Multiplizita¨ten zwischen Entscheidungs-
punkten erlauben Ha¨uﬁgkeiten der nachfolgend abzuarbeitenden Punkte festzulegen. Die
vereinfachte Darstellung in Abbildung 2.2 verzichtet auf die Untergliederung von Vor-
gehensbausteinen in verschiedene Teilprozesse, bspw. um Teile der Software getrennt
voneinander durch externe Subunternehmer entwickeln zu lassen.
Das V-Modell XT wird versta¨rkt in Bereichen eingesetzt, in denen Software fu¨r Ge-
sundheit oder Leben verantwortlich ist, wie beim Milita¨r oder in der Medizin. Auf Grund
seiner Dokumentationslastigkeit wird es den schwergewichtigen Vorgehensmodellen zu-
geordnet [FHKSL09, Han10].
Der Rational Uniﬁed Process (RUP) [HHR08, Kru01, SDW+10] der Firma IBM Ratio-
nal ist ein weiterer Vertreter inkrementeller, ebenfalls schwergewichtiger Vorgehensmodel-
le. RUP basiert auf dem Uniﬁed Process (UP), einem Metamodell fu¨r Vorgehensmodelle
zur Softwareentwicklung der Object Management Group (OMG). Beim UP wird ange-
nommen, dass auf Grund der Komplexita¨t vieler Softwareprojekte diese nicht innerhalb
eines Durchganges realisiert werden ko¨nnen, sondern eine inkrementelle Herangehenswei-
se zwingend notwendig ist. Nach einer initialen Planungsphase in der noch nicht sa¨mtliche
Anforderungen bekannt sein mu¨ssen, wird die Software solange iterativ ausgebaut bis
sie eine ausreichende Qualita¨t zur Auslieferung aufweist. Mo¨gliche Fehlentwicklungen
werden in der Testphase festgestellt und beschra¨nken sich auf das aktuelle Inkrement.
Einen zusa¨tzlichen Vorteil bringt die sta¨rkere Zielorientierung auf naheliegende Resul-
tate am Iterationsende [ZGK04]. Greifbare Ziele fu¨hren zu eﬃzienteren Arbeitsweisen
und somit ku¨rzeren Entwicklungszeiten als ferne Ziele, wie z. B. ein globales Projektende.
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Abbildung 2.2: Vorgehensbausteine im V-Modell XT mit iterativ inkrementellem Cha-
rakter durch den Entscheidungspunkt ”Iteration geplant“ (vereinfachtnach [FHKSL09])
Den RUP zeichnet zum einen die Anwendungsfallorientierung aus, wonach Anforderun-
gen der Kunden im Vordergrund stehen. Zum anderen zeigt das Vorgehen eine starke
Architekturzentrierung. Dabei werden von Beginn an Bedingungen der Zielumgebung
wie Betriebssysteme beru¨cksichtigt. Diese vergleichsweise starke Fokussierung auf die
Architektur schra¨nkt die Flexibilita¨t im weiteren Entwicklungsprozess entsprechend ein
[PM06, ZGK04].
Abbildung 2.3 zeigt den RUP, der sich aus den vier horizontalen Phasen Einstieg
(Inception), Entwurf (Elaboration), Konstruktion (Construction) und U¨bergang (Tran-
sition) zusammensetzt. Im Detail besteht er aus den sechs technischen Arbeitsschritten
Gescha¨ftsmodellierung, Anforderungen, Analyse und Entwurf, Implementierung, Test,
Auslieferung sowie weiteren drei unterstu¨tzenden Arbeitsschritten Projektmanagement,
Konﬁgurations-/A¨nderungsmanagement sowie Infrastruktur (s. Abb 2.3, vertikale Ach-
se). Abha¨ngig von den Phasen sind die Arbeitsschritte unterschiedlich stark ausgepra¨gt.
Iterationen ﬁnden nicht nur u¨ber den gesamten Entwicklungsprozess, sondern auch in
jeder der horizontalen Phasen statt.
Der RUP unterstu¨tzt agile Methoden, wird aber in der Literatur wie das V-Modell
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Abbildung 2.3: Iterativer Ansatz des RUP mit unterschiedlich ausgepra¨gten Arbeits-
schritten in vier Phasen (nach [Kru01])
XT den schwergewichtigen Vorgehensmodellen zugeordnet. Beide Vorgehensmodelle wei-
sen einen hohen Formalisierungsgrad auf, die Phasen sind klar beschrieben und stark
dokumentengestu¨tzt. Das soll insgesamt die korrekte Funktionsweise der Software si-
cherstellen, was vor allem in lebenswichtigen Bereichen signiﬁkant ist. Schwergewichtige
Vorgehensmodelle gelten als unﬂexibel und ko¨nnen Projekten mit sta¨rker wechselnden
Anforderungen nur schwer gerecht werden [Han10, Rum12]. Im Nachfolgenden werden
agile Herangehensweisen mit ho¨herer Flexibilita¨t beleuchtet.
Agile Entwicklungsprozesse
Das Gegenstu¨ck zu den schwergewichtigen Vorgehensmodellen bilden leichtgewichtige
Entwicklungsprozesse, die sog. agilen Methoden, mit Vertretern wie Extreme Program-
ming (XP) oder Scrum zum Projektmanagement. Agile Softwareentwicklung zielt auf die
ﬂexible Umsetzung von Projekten ab, z. B. durch umfassende Freiheiten und Vertrauen in
Entwickler. Lauﬀa¨higer Programmcode wiegt mehr als die Vorgaben des Entwicklungs-
prozesses, wie Dokumente, Ta¨tigkeiten oder Abla¨ufe. Dennoch unterliegen auch agile
Methoden einer strukturierten Vorgehensweise und laufen nicht chaotisch ab [Han10,
Rum12]. Um einen Prozess als agil zu bezeichnen, muss dieser dem Agilen Manifest,
den Leitsa¨tzen zur erfolgreichen und eﬃzienten Softwareentwicklung genu¨gen. Die vier
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2.2. GEMEINSAMES VERSTA¨NDNIS IN ENTWICKLERGRUPPEN
Punkte des Manifests1 lauten:
1. ”Individuals and interactions over processes and tools“
2. ”Working software over comprehensive documentation“
3. ”Customer collaboration over contract negotiation“
4. ”Responding to change over following a plan“
Dabei wird explizit betont, dass die schwa¨cher gewichteten Punkte, wie eine umfassen-
de Dokumentation oder das Befolgen eines Plans, dennoch von Bedeutung sind und
nicht vernachla¨ssigt werden du¨rfen. Durch dieses Manifest grenzt sich agiles Vorgehen
klar von schwergewichtigen Vorgehensmodellen ab. Agile Entwicklungsansa¨tze eignen
sich fu¨r den Einsatz in kleinen Teams fu¨r Projekte, bei denen Anforderungen an die
Software zu Beginn nicht umfassend bekannt sind und fein ausgearbeitete Speziﬁkatio-
nen nach Anforderungsa¨nderungen hinfa¨llig sind. Agile Ansa¨tze reagieren ﬂexibel auf
gea¨nderte Anforderungen und versuchen sie zum Vorteil der Entwicklung zu nutzen
[Han10, HHR08].
Um ”unno¨tige“ Arbeiten zugunsten der Eﬃzienz zu ersparen, gehen agile Ansa¨tze be-wusst Risiken bei der Softwareentwicklung ein und versuchen Fehlentwicklungen vorzu-
beugen, durch ha¨uﬁges Feedback und durch eine intensive Kommunikation zwischen allen
Beteiligten. Bspw. werden Kunden fru¨hzeitig in Entwicklungsprozesse eingebunden und
nehmen wie Entwickler an regelma¨ßigen Besprechungen teil. Idealerweise verfu¨gen alle
Projektbeteiligten u¨ber den gleichen Kenntnisstand zur betrachteten Doma¨ne. Der fol-
gende Abschnitt betrachtet dazu gemeinsames Versta¨ndnis in (heterogenen) Entwickler-
gruppen und schla¨gt Mo¨glichkeiten vor, wie Wissen formalisiert und gemeinsames Ver-
sta¨ndnis unter Teilnehmern gefo¨rdert werden kann.
2.2 Gemeinsames Versta¨ndnis in Entwicklergruppen
Allen genannten Vorgehensmodellen gemein ist die Unterscheidung verschiedener Rollen.
Das sind auf der einen Seite Auftraggeber und auf der anderen Seite Entwickler, die sich
weiter in Anforderungsanalysten, Softwaredesigner, Programmierer, Tester, usw. unter-
teilen lassen. U¨blicherweise verfu¨gen all diese Gruppierungen u¨ber vo¨llig unterschiedliche
Auﬀassungen des Problembereiches, nutzen z. B. fu¨r Andere unbekannte Terminologien
oder setzen Fachbegriﬀe homonym ein. Fu¨r den Erfolg eines Projekts ist jedoch unab-
dingbar, dass mo¨glichst alle Beteiligten u¨ber ein gemeinsames Versta¨ndnis (engl.: shared
understanding) [GF13, HSDA01] der betrachteten Doma¨ne verfu¨gen. Sprechen Manager
bspw. von Kosten einer Softwarekomponente, bewerten sie die Software vermutlich aus
moneta¨rer Sicht. Dagegen stellen sich Programmierer unter Kosten eher beanspruchte
Ressourcen vor, bspw. Arbeitsspeicher oder Rechenleistung.
1U¨bernommen von www.agilemanifesto.org/iso/en/, Abgerufen am 22.08.2016
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Abbildung 2.4: Einteilung zum gemeinsamen Versta¨ndnis (nach [GF13])
Unter Beteiligten dasselbe gemeinsame Versta¨ndnis zu schaﬀen, stellt eine immense
Herausforderung dar, zumal sich Unklarheiten oder Mehrdeutigkeiten nur schwer identi-
ﬁzieren lassen. Wissen, das nicht formal festgehalten wird, z. B. weil es bei Beteiligten
vorausgesetzt wird, fa¨llt in den Bereich des impliziten geteilten Versta¨ndnisses, wie der
beispielhafte Kostenbegriﬀ. Demgegenu¨ber steht Wissen, das einer Speziﬁkation unter-
liegt und entsprechend unter explizites geteiltes Versta¨ndnis fa¨llt. Abbildung 2.4 zeigt ei-
ne Untergliederung des gemeinsamen Versta¨ndnisses, u. a. in explizites/implizites und in-
korrektes/korrektes geteiltes Versta¨ndnis. Genannter Kostenbegriﬀ ist der Kategorie des
inkorrekten und impliziten geteilten Versta¨ndnisses zuzuordnen, verursacht durch Pro-
jektbeteiligte mit unterschiedlichem Doma¨nenwissen. Solche Missversta¨ndnisse mu¨ssen
als ”Hindernisse“ erkannt und beseitigt werden.
Wissen explizit zu teilen, geht mit Aufwand und folglich Kosten einher. Fu¨r Software-
projekte ist es notwendig ein angemessenes Verha¨ltnis der Formalisierung von Wissen zu
ﬁnden. Softwaremodelle stellen ein geeignetes Mittel dar, um Wissen u¨ber die Struktur
oder das Verhalten der Software explizit verfu¨gbar zu machen [GF13]. Da sie einer forma-
len Speziﬁkation unterliegen (mehr dazu in Abschnitt 2.3), lassen sich Softwaremodelle
nicht nur von Projektteilnehmern eindeutig interpretieren, sondern auch an anderen Stel-
len wiederverwenden, z. B. als Vertra¨ge zwischen Auftraggebern und Auftragnehmern.
Dabei muss sichergestellt sein, dass sich Softwaremodelle allen Beteiligten erschließen.
Daru¨ber hinaus dienen Softwaremodelle als zentraler Bestandteil der modellgetriebenen
Softwareentwicklung zur Erzeugung von Programmartefakten, bspw. Quelltexte. Der fol-
gende Abschnitt betrachtet zuna¨chst den in dieser Arbeit bedeutenden Modellbegriﬀ




Die in Abschnitt 2.1 genannten Vorgehensmodelle beschreiben Phasen, Rollen, etc., um
Softwareprojekte strukturiert durchzufu¨hren, ohne jedoch Techniken oder Werkzeuge zur
Umsetzung vorzuschreiben. Modellgetriebene Softwareentwicklung (engl.: Model-Driven
Software Development (MDSD)) [PM06, PTN+07, SVEH07] zielt als technisches Hilfs-
mittel darauf ab, automatisiert mo¨glichst viele Teile der Software auf Grundlage einer
modellbasierten Speziﬁkation zu erstellen, z. B. um wiederkehrende und fehleranfa¨llige
manuelle Implementierungsaufgaben zu ersparen. Der Begriﬀ MDSD umfasst dabei alle
an diesem Prozess beteiligten Techniken und Werkzeuge. Die na¨chsten Abschnitte be-
leuchten zuna¨chst die zentralen Begriﬀe Softwaremodell, Softwaremodellierungssprache,
Modelltransformation und Generator, bevor Sta¨rken und Grenzen modellgetriebenen
Vorgehens aufgezeigt werden.
2.3.1 Softwaremodelle
Als Ausgangspunkt von MDSD werden an Softwaremodelle folgende Anforderungen ge-
stellt [Bal00, PM06, PTN+07]:
1. Ein Softwaremodell spiegelt einen Auszug eines realen oder abstrakten Gegen-
standsbereiches wider.
2. Die Komplexita¨t des Gegenstandsbereiches wird durch Weglassen von Eigenschaf-
ten und Aspekten reduziert.
3. Das Softwaremodell ist formal, also durch eine formale Sprache beschreibbar. Struk-
tur, Syntax und Semantik sind durch Metamodelle vorgegeben.
Punkt eins beschra¨nkt Softwaremodelle2 auf eine Doma¨ne, die ein Modell mo¨glichst gut
nachbildet. Zusa¨tzlich reduziert Punkt zwei Modelle in ihrer Komplexita¨t. Detailinfor-
mationen, wie sie sich in der Implementierung wiederﬁnden, blenden Modelle bewusst
aus. Diese ersten beiden Punkte schaﬀen eine fu¨r Menschen versta¨ndliche Repra¨senta-
tion der Software, wodurch Modelle bspw. als Kommunikationsgrundlage dienen und
so zum gemeinsamen Versta¨ndnis unter Beteiligten beitragen ko¨nnen. Abstraktionsgrad
und Detailreduzierung sorgen zudem fu¨r die Plattformunabha¨ngigkeit des Softwaremo-
dells. Dabei wird in dieser Arbeit der Begriﬀ Plattform nach [PM06] verwendet: Software
beno¨tigt eine Plattform als ”logische oder physische Ablaufumgebung“ und bildet zusam-men mit ihr ein lauﬀa¨higes System. Weil abstrakte Softwaremodelle i. d. R. keine Details
zu verwendeten Plattformen beinhalten, bezeichnet man sie als Platform Independent
Models (PIMs).
Die dritte Eigenschaft zur Beschreibung durch formale Sprachen ermo¨glicht die Verar-
beitung von Softwaremodellen durch Computer. Vorgaben zur formalen Beschreibung ei-
nes Modells stammen aus dessen Speziﬁkation, dem Metamodell. Valide Modelle erfu¨llen
Vorgaben und Bedingungen ihrer Metamodelle und sind konform zu ihnen. Metamodelle
2In der weiteren Arbeit auch kurz als Modelle bezeichnet
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Abbildung 2.5: Ebenen der MOF-Metadaten-Architektur (nach [SVEH07])
sind wiederum zu ihren Speziﬁkationen konform, den Meta-Metamodellen. Letztere bil-
den in der Praxis das obere Ende der Metamodellhierarchie und lassen sich durch sich
selbst beschreiben [SVEH07]. Vertreter solcher Meta-Metamodelle sind bspw. die Meta
Object Facility (MOF) der OMG oder Ecore im Eclipse Modeling Framework (EMF).
Modell- und Metaebenen der MOF illustriert Abbildung 2.5: Das Meta-Metamodell auf
Ebene M3 la¨sst sich durch sich selbst beschreiben. Darunterliegende Instanzen jeder
Ebene gehen jeweils konform zu ihren u¨bergeordneten Modellen. So ﬁndet sich bspw. die
Uniﬁed Modeling Language (UML) als Instanz der MOF auf Ebene M2 wieder und dient
zugleich zum Erstellen konkreter UML-Modelle auf Ebene M1. Programmquelltexte stel-
len Auspra¨gungen von UML-Diagrammen dar und geho¨ren zur Ebene M0 [SVEH07].
Metamodelle legen Semantik und Syntax der darunterliegenden Modelle fest. Bspw.
erga¨nzt die Object Constraint Language (OCL)3 als deklarative Sprache die UML zur
Eingrenzung von Semantik. OCL la¨sst sich somit zur Pru¨fung der Konsistenz von Mo-
dellen einsetzen. Erfu¨llen Softwaremodelle die Vorgaben ihrer formalen Beschreibungen
werden sie als wohlgeformt bezeichnet [PM06, PTN+07, SVEH07].
Neben der oben genannten Charakterisierung von Softwaremodellen existiert im Kon-
text der Softwareentwicklung ein weiterer Modellbegriﬀ, z. B. [MM+14, Tru06], dem die
Reduzierung des Gegenstandsbereiches fehlt. Softwaremodelle ko¨nnen demnach mit De-
tailinformationen angereichert und sehr umfangreich und komplex werden. Gema¨ß OMG
ist die Menschenlesbarkeit aller Ausdru¨cke in einem Modell nicht zwingend erforderlich
[MM+14].
Fu¨r die weitere Arbeit sind neben graﬁsch notierten und menschenlesbaren Software-
modellen bzw. Metamodellen auch solche Modelle von Relevanz, die angereichert mit
3Auch fu¨r die OCL existiert ein MOF-konformes Metamodell.
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Detailinformationen lediglich zur automatisierten Weiterverarbeitung dienen und deren
Semantik sich nur in bedingtem Umfang erschließen la¨sst. Die formale Beschreibung von
Softwaremodellen wird hingegen in allen Quellen gefordert. Als Softwaremodellierungs-
sprache kommen neben UML auch doma¨nenspeziﬁsche Sprachen mit eigenen Notatio-
nen in Betracht. Der na¨chste Abschnitt stellt beide Ansa¨tze zur Softwaremodellierung
gegenu¨ber.
2.3.2 Modellierungssprachen
Die UML [Bal00, Obj11, PTN+07, Rum12, ZGK04] der OMG stellt als erste inter-
national anerkannte und standardisierte Sprache den wohl popula¨rsten Vertreter zur
graﬁschen Modellierung objektorientierter Software dar. UML umfasst eine Reihe un-
terschiedlicher Sprachmodule (engl. Language Units) zur Formalisierung verschiedener
Aspekte. Diese Module werden in die drei Bereiche Strukturmodellierung (z. B. Klas-
sendiagramme), Verhaltensmodellierung (z. B. Verhaltensdiagramme), und Erga¨nzungen
untergliedert [Obj11, PM06]. Analog zu General Purpose Languages (GPLs) zur Pro-
grammierung ist die UML als Modellierungssprache an keinen Fachbereich gebunden.
Mit der ausdrucksstarken Sprache lassen sich Anwendungen generisch speziﬁzieren. Um
auch konkrete Doma¨nen speziﬁsch nachzubilden, la¨sst sich das UML-Metamodell mit Hil-
fe der Proﬁle erweitern. Proﬁle stellen Ansammlungen sog. Stereotype dar, die Klassen
des Metamodells auf eine vorgesehene Weise erweitern.
Diese Spezialisierung auf eine Doma¨ne geht mit einem Metamodell einher, das um-
fangreicher als das der UML selbst ist, da neben hinzugekommenen Stereotypdeﬁnitio-
nen keine Teile des urspru¨nglichen Metamodells der UML entfallen. Mit zunehmender
Komplexita¨t der Metamodelle steigt auch deren Verwaltungsaufwand [SVEH07]. Die
bereitgestellten Mechanismen, wie Proﬁle machen die UML zu einer ma¨chtigen Model-
lierungssprache, wobei ihre Ausdruckssta¨rke in der Praxis von den eingesetzten Werk-
zeugen abha¨ngt. Oftmals decken diese nicht einmal das UML-Metamodell selbst ohne
Erweiterungen ab [SVEH07].
Fu¨r Projektbeteiligte wird vorausgesetzt, dass sie relevante Teile der UML sowie
doma¨nenspeziﬁsche Stereotypdeﬁnitionen voll erschließen. Auf Grund der ”technischen“Notation der Modellierungssprache erscheint das nicht selbstversta¨ndlich. Die Modellie-
rungssprache stellt ein erfolgsentscheidendes Kriterium fu¨r das Softwareprojekt dar und
sollte nicht nur den Problembereich abdecken, sondern vor allem auf Projektbeteiligte
zugeschnitten sein [PTN+07, SVEH07].
Doma¨nenspeziﬁsche Sprachen (DSLs) [Fow10, PM06, PTN+07, SVEH07] stellen spe-
ziell ausgerichtete Alternativen zur UML dar. Sie beschra¨nken sich auf einen Fachbereich
und setzen geeignete Notationen ein. Damit richten sich DSLs in erster Linie an ihre
Nutzer, die Entwickler die Softwaresysteme modellieren, die Sprache als gemeinsame
Kommunikationsgrundlage nutzen oder Anwendungen implementieren. Die Autoren in
[PTN+07] fassen den Begriﬀ DSL wie folgt:
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Deﬁnition 2. ”Eine DSL ist eine Modellierungs-, Programmier-, und/oder Speziﬁka-tionssprache, die sich auf die abstrakte Darstellung von Sachverhalten einer fachlichen
und/oder technischen Doma¨ne beschra¨nkt und dies mit doma¨nennahen Sprachmitteln
eﬃzient ermo¨glicht.“
Doma¨nenspeziﬁsche Modellierungssprachen beschreiben Sachverhalte auf abstrakte
Art und Weise und erlauben irrelevante Detailinformationen zugunsten von Lesbarkeit
und Versta¨ndnis auszublenden. Die Orientierung der DSL, technisch oder fachlich, ist
anhand des Einsatzes zu wa¨hlen. Zur Entwicklung verschiedener Anwendungen fu¨r die
gleiche Plattform fungiert die DSL auch als high-level Programmiersprache mit techni-
scher Ausrichtung. Wird dagegen eine langfristige Entwicklung fu¨r verschiedene Platt-
formen angestrebt, ist eine fachlich motivierte DSL angebracht [PM06, PTN+07]. DSLs
richten sich an Doma¨nenexperten und erlauben abha¨ngig vom Anwendungsfall eﬃzien-
teres Arbeiten als GPLs oder die UML und somit eine Zeit- und Kostenersparnis. Dieser
positive Eﬀekt ha¨lt bis zur Wartungsphase der Software an [PTN+07].
Ziele von DSLs und ihren Notationen sind schnelle Erfassbarkeit und Eindeutigkeit
ohne Interpretationsspielra¨ume. Ob eine DSL eine textuelle, graﬁsche oder eine Kombina-
tion beider Notationsarten erha¨lt, ha¨ngt vom Einsatzzweck ab. Z. B. sind fu¨r komplexe
Sachverhalte textuelle Notationen vorzuziehen, da graﬁsche Darstellungen hier schwe-
rer zu erschließen sind. Analog zur Wahl der Plattform oder der Programmiersprache
ist auch die Wahl einer vorhandenen oder die Erstellung einer eigenen DSL abzuwa¨gen
[Fow10, PTN+07, SVEH07].
Fu¨r eine eigene DSL muss zuna¨chst die Doma¨ne genau beleuchtet werden, worauf-
hin ein speziell ausgerichtetes Metamodell4 zu erstellen ist. Das in Abschnitt 2.3.1 an-
gefu¨hrte Meta-Metamodell Ecore wird in EMF verwendet und basiert auf Essential MOF
(EMOF), einer Version der MOF die auf Kernkonzepte reduziert wurde. Ecore bildet die
Grundlage fu¨r eine Vielzahl Eclipse-basierter Werkzeuge zur doma¨nenspeziﬁschen Model-
lierung und Programmierung, die im Eclipse Modeling Project [Ecl17] zusammengefasst
sind. Mit Hilfe dieser Sammlungen lassen sich u. a. Metamodelle fu¨r eigene DSLs auf gra-
ﬁsch und/oder textuelle Weise erstellen. Z. B. kann ein graﬁsch erstelltes Ecore Metamo-
dell noch textuell durch Ausdru¨cke der OCL angereichert werden [SBPM09, SVEH07].
Auf Grundlage von Metamodellen lassen sich bspw. fu¨r die Eclipse-Umgebung eigene
Werkzeuge fu¨r DSLs erstellen, wie Editoren zur Softwaremodellierung in der DSL-eigenen
Notation oder Modellvalidatoren zur Pru¨fung auf Wohlgeformtheit.
Um ganze Anwendungen auf Grundlage doma¨nenspeziﬁscher Softwaremodelle um-
zusetzen, ko¨nnen Laufzeitumgebungen als Interpreter fu¨r Modelle dienen. Bei diesem
Ansatz ist die Ma¨chtigkeit der Anwendung auf die der Modellierungssprache begrenzt
[SVEH07]. Ha¨uﬁg kommen doma¨nenspeziﬁsche Softwaremodelle zur Erzeugung von Text-
dokumenten, z. B. Programmquelltexten zum Einsatz. Dazu dienen sog. Generatoren.




Softwaremodelle lassen sich in Verbindung mit Generatoren automatisiert weiterverar-
beiten [Fow10, PTN+07, SVEH07]:
Deﬁnition 3. Generatoren sind Metaprogramme, also Programme die andere Program-
me erzeugen oder modiﬁzieren, indem sie Teile von Softwaremodellen zu Artefakten der
zu erstellenden Software verarbeiten.
Artefakte bezeichnet Balzert [Bal00] vage als durch menschliches Ko¨nnen geschaﬀene
Kunsterzeugnisse. Pra¨ziser wird der Begriﬀ in [PM06] gefasst, als ”Arbeitsergebnisse(End- oder Zwischenergebnisse), die wa¨hrend eines Projektes produziert und benutzt
werden. Artefakte werden verwendet, um projektspeziﬁsche Informationen festzuhalten
oder zu u¨bermitteln.“ Zu Artefakten geho¨ren z. B. Softwaremodelle und Quelltexte oder
jeweils Teile daraus, Konﬁgurationsdateien, etc. Außerdem wird im Kontext von MDSD
zwischen manuell erstellten und generierten Artefakten unterschieden.
Generatoren sind auf eine Doma¨ne ausgerichtet [SVEH07]. Fu¨r popula¨re Anwendungs-
fa¨lle existieren bereits Generatoren, z. B. zur Erzeugung von Programmcode in der Spra-
che Java aus Ecore-basierten Modellen. Hierfu¨r bietet bspw. die Entwicklungsumgebung
Papyrus5 Modellierungs-, Generierungs- und Programmierungsunterstu¨tzung. Fu¨r selbst
entwickelte DSLs sind dagegen entsprechende Generatoren auf Grundlage des Metamo-
dells zu entwickeln. Dabei ko¨nnen sich DSL-Editor, Generator und Programmierumge-
bung in eine integrierte Entwicklungsumgebung (IDE) einbetten oder voneinander un-
abha¨ngige Werkzeuge darstellen.
Bei Generatoren wird zuna¨chst zwischen zwei Arten unterschieden [SVEH07]: Templa-
tes und imperative Generatoren. Templatebasierte Ansa¨tze, wie Extensible Stylesheet
Language Transformations (XSLT)6 gelten als wenig ﬂexibel und werden bevorzugt ein-
gesetzt, um umfangreiche statische Texte mit dynamischen Informationen anzureichern.
Klassische imperative Generatorsprachen sind zwar ﬂexibler, bei ihnen wird jedoch der
Umgang mit Zeichenketten als problematisch angesehen. Hybride Sprachen, wie Xpand
[Ecl15c] sind speziell auf die Codegenerierung ausgelegt und kombinieren die beiden
genannten Ansa¨tze [SVEH07].
Automatisch erzeugte Programmquelltexte ko¨nnen eine Reihe von Vorteilen mit sich
bringen. Z. B. wenn generierte Quelltexte durch konkrete Implementierungen auf Indi-
rektionen verzichten und eﬃzienter ausfu¨hrbar sind7 [SVEH07]. Zudem weist Software
zugunsten der Flexibilita¨t ha¨uﬁg eine schwache Typisierung auf, die erst zur Laufzeit
gepru¨ft wird bzw. dann zu Fehlern fu¨hren kann. Hier la¨sst sich starke Typisierung durch
Generatoren sicherstellen. Auch ”ku¨nstliche Introspektion“, z. B. fu¨r C++ oder Aspekte-orientierung wie Logging lassen sich durch Generierung gezielt in Quelltexte einbringen
[PTN+07]. Neben optimierten Quelltexten bieten Generatoren weitere Vorteile, die im
Kontext modellgetriebener Softwareentwicklung im na¨chsten Abschnitt 2.3.4 beleuchtet
werden.
5www.eclipse.org/papyrus/, Abgerufen am 22.08.2016
6www.w3.org/standards/xml/transformation, Abgerufen am 23.08.2016
7Beim Verzicht auf Vererbung wird die konkrete Implementierung entsprechend umfangreicher.
19
KAPITEL 2. STRUKTURIERTE SOFTWAREENTWICKLUNG
2.3.4 Ziele und Grenzen modellgetriebener Softwareentwicklung
Abbildung 2.6: Einseitiger Abgleich der Speziﬁkation zur Implementierung bei MDSD
(nach [SVEH07])
MDSD [PM06, PTN+07, SVEH07] und untergeordnete Disziplinen bilden eine wesentli-
che Grundlage dieser Arbeit. Anschaulich beschrieben werden bei MDSD zuna¨chst Soft-
waremodelle in einer geeigneten Modellierungssprache erstellt. Die so erzeugte abstrakte
Repra¨sentation dient als Vorlage um Artefakte der Software zu generieren (s. Abb. 2.6).
Das ko¨nnen neben Programmquelltexten sa¨mtliche, fu¨r die lauﬀa¨hige Software notwen-
digen Ressourcen sein, z. B. Konﬁgurationsdateien. Durch geeignete Generatoren lassen
sich daru¨ber hinaus auch Softwaretests oder Dokumentationen zur Projektverwaltung
erzeugen. Die Autoren in [SVEH07] beschreiben MDSD wie folgt:
Deﬁnition 4. ”Modellgetriebene Softwareentwicklung (Model Driven Software Develop-ment, MDSD) ist ein Oberbegriﬀ fu¨r Techniken, die aus formalen Modellen automatisiert
lauﬀa¨hige Software erzeugen.“
Die automatisierte Verarbeitung durch Generatoren zu Quelltextartefakten wird durch
formale und wohlgeformte Modelle (s. Abschnitt 2.3.1) ermo¨glicht. Von Generatoren wird
gefordert, dass sie lauﬀa¨hige Software erzeugen. Generierter Quelltext muss syntaktisch
korrekt und von Compilern oder Interpretern akzeptiert werden.
Platform Independent Models (PIMs) (s. Abschnitt 2.3.1) dienen u¨blicherweise nicht
unmittelbar zur Generierung von Quelltextarktefakten, sondern werden zuna¨chst in sog.
Platform Speciﬁc Models (PSMs) u¨berfu¨hrt, bevor auf deren Grundlage die Generierung
der Platform Speciﬁc Implementations (PSIs) stattﬁndet und damit die eigentlichen
Quelltexte erzeugt werden [ALC08, PM06, SVEH07]. Anders als PIMs enthalten PSMs
konkrete Informationen zur PSI.
Die generierte Implementierung muss nicht vollsta¨ndig sein. Im Kontext von MDSD be-
schreiben Softwaremodelle nicht die gesamte Anwendung, sondern lediglich einen Aspekt
daraus. Komplexe Anwendungen ganz durch Modelle zu beschreiben, erscheint als bei-
nahe unmo¨gliche Aufgabe. Dem widersprechen zudem Anforderungen an Softwaremo-
delle, z. B. die Reduktion der Komplexita¨t (s. Abschnitt 2.3.1). Vielmehr bleiben Ent-
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wicklern durch Generierung wiederkehrende Implementierungsta¨tigkeiten erspart, wo-
nach sie sich auf die Vervollsta¨ndigung der erzeugten Artefakte konzentrieren ko¨nnen
[PTN+07, SVEH07].
Automatisch erzeugte und manuell erstellte Artefakte sind getrennt voneinander zu
behandeln, da manuelle Anpassungen an generierten Artefakten bei Neugenerierung ver-
loren gehen, z. B. nach iterativer Entwicklung der Softwaremodelle (s. Abb. 2.6). Daher
werden bei MDSD generierte Artefakte als unvera¨nderbar angesehen oder auch als ”Weg-werfprodukt“ bezeichnet [PTN+07, SVEH07].
Eine Lo¨sung zur Trennung bietet das Generation Gap Pattern (GGP) [Fow10]. Gene-
rierte und programmierte Quelltexte werden durch Vererbung miteinander kombiniert
und in separaten Dateien aufbewahrt. Generierte Klassen ko¨nnen als Basisklassen dienen,
wa¨hrend abgeleitete Klassen programmiert werden – oder auch umgekehrt. Eventuelle
Inkonsistenzen zwischen generierten und programmierten Artefakten mu¨ssen nach Erwei-
terungen an Softwaremodellen und Neugenerierungen aufgelo¨st werden. Abha¨ngig von
A¨nderungsraten stellt Refactoring eine denkbare Lo¨sung dar [Fow10, SVEH07].
Weitere Ansa¨tze zur Trennung generierter und programmierter Artefakte sehen Impor-
tieren generierter Dateien in programmierten Quelltexten vor oder nutzen sog. geschu¨tzte
Bereiche (engl.: protected regions) [PTN+07, SVEH07]. Solche Bereiche werden z. B. in
Form von Kommentaren oder Annotationen gekennzeichnet und umschließen program-
mierte Quelltexte in generierten Dateien. Bei der Neugenerierung erkennen Generatoren
diese Bereiche und belassen Inhalte unangetastet. Referenzen in geschu¨tzten Bereichen
auf generierte Artefakte außerhalb der geschu¨tzten Bereiche werden von Generatoren
nicht beru¨cksichtigt und ko¨nnen folglich zu fehlerhaften Quelltexten nach der Neuge-
nerierung aus gea¨nderten Softwaremodellen fu¨hren. MDSD schreibt vor, ”relevante“A¨nderungen der Software ausschließlich an Modellen vorzunehmen und automatisiert
in Quelltexte zu u¨bertragen. Das betriﬀt sa¨mtliche Modellartefakte die sich in Quelltex-
ten wiederﬁnden lassen. Beim iterativen Entwickeln auf Modellebene und Aktualisieren
der Implementierung werden fru¨here Versionen generierter Artefakte u¨berschrieben (s.
Abb. 2.6).
MDSD unterstu¨tzt Phasen und Abla¨ufe u¨bergeordneter Vorgehensmodelle einzuhal-
ten und kommt ha¨uﬁg bei iterativen Entwicklungen zum Einsatz [Rum12]. Z. B. wird
ausgeschlossen Softwaremodelle erst nach der Implementierungsphase automatisiert aus
Quelltexten abzuleiten. Agile Ansa¨tze nutzen MDSD, bspw. zur Skalierung von Software-
projekten oder um testgetriebene Verfahren zu fo¨rdern [SVEH07]. Im agilen Umfeld und
insbesondere bei der 3D-Anwendungsentwicklung (s. Abschnitt 3.1) verlaufen Entwick-
lungen codegetrieben. Dann besteht die Gefahr, dass sich Softwaremodelle und Quell-
texte voneinander entfernen und Speziﬁkationen zu historischen Artefakten verkommen.
Automatisches Ermitteln oder Beseitigen von Abweichungen zwischen Modellen und wei-
terentwickelten Quelltextartefakten fa¨llt nicht mehr in den Aufgabenbereich von MDSD.
Im na¨chsten Abschnitt wird beschrieben, wie sog. Round-trip Engineering diese Heraus-
forderungen lo¨st und dabei Sta¨rken des rein modellgetriebenen Vorgehens beibeha¨lt.
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2.4 Round-trip Engineering
Abbildung 2.7: Wechselseitiger Abgleich von Speziﬁkation und Implementierung bei
Round-trip Engineering (nach [SVEH07])
Round-trip Engineering (RTE) [AC06, ALC08, Aßm03, HLR08, PTN+07, Rum12, SK04,
SVEH07] ha¨lt sa¨mtliche Modell- und Quelltextartefakte einer Software wa¨hrend ihrer
Entwicklung konsistent zueinander und stellt wie MDSD Methodiken und Techniken zur
strukturierten Softwareentwicklung bereit. Dabei zielt RTE speziell auf iterativ inkremen-
telles Vorgehen ab. In dieser Arbeit dient RTE als grundlegende Herangehensweise, um
Herausforderungen der mit Besonderheiten ausgezeichneten 3D-Anwendungsentwicklung
entgegenzutreten (s. Kapitel 3).
RTE stellt zwei Sichten auf die zu entwickelnde Software bereit: Die Sicht auf abstrak-
te Softwaremodelle wird erga¨nzt durch die detaillierte Sicht auf die Implementierung.
RTE erlaubt die Bearbeitung der Software auf beiden Ebenen und ha¨lt diese durch Syn-
chronisieren konsistent zueinander. Der Abgleich ﬁndet in beide Richtungen statt, d. h.
Erweiterungen an Softwaremodellen werden in Quelltexten propagiert und umgekehrt.
Analog zu MDSD werden bei RTE zuna¨chst Quelltexte aus initialen Softwaremodel-
len generiert und diese anschließend von Hand vervollsta¨ndigt. Das Erzeugen von Quell-
textartefakten aus Modellen wird als Vorwa¨rtsschritt (engl. Forward Engineering) be-
zeichnet. Bei RTE folgt nach der Implementierungsphase ein Ru¨ckwa¨rtsschritt (engl. Re-
verse Engineering). Betreﬀen manuelle A¨nderungen oder Erweiterungen an Quelltexten
solche Artefakte, die sich auf Softwaremodellebene widerspiegeln, weicht die Implemen-
tierung von der Speziﬁkation ab. Im Ru¨ckwa¨rtsschritt werden Abweichungen identiﬁziert
und je nach u¨bergeordneter Strategie entweder in Softwaremodelle u¨bernommen oder ins-




Nach dem Ru¨ckwa¨rtsschritt spiegelt das aktualisierte Modell mit u¨bernommenen A¨n-
derungen den Stand der Implementierung wider und steht zur inkrementellen Entwick-
lung fu¨r nachfolgende Iterationen bereit. Erweiterungen an Modellen ﬂießen im Vorwa¨rts-
schritt der neuen Iteration in bestehende Implementierungen ein.
Die Bezeichnung Round-trip Engineering leitet sich vom iterativen Charakter und
sich abwechselnden Vorwa¨rts- und Ru¨ckwa¨rtsphasen ab (s. Abb. 2.7). Praxisbezogene
Beschreibungen aus der Literatur lassen sich zu folgender Deﬁnition zusammenfassen
[Ant07, PTN+07, Rum12, SK04, SVEH07]:
Deﬁnition 5. Round-trip Engineering stellt die Konsistenz zwischen speziﬁzierenden
Softwaremodellen und Implementierungen einer Software wa¨hrend ihrer Entwicklung si-
cher. Dazu synchronisieren geeignete Techniken zu festgelegten Zeitpunkten Speziﬁkation
und Implementierung wechselseitig, kontrolliert und verlustfrei.
Anforderungen an RTE gehen u¨ber die bloße Kombination von Forward und Reverse
Engineering hinaus. Automatismen du¨rfen in Vorwa¨rts- und Ru¨ckwa¨rtsschritten keine
Artefakte a¨ndern oder entfernen, insofern dies nicht in der jeweils anderen Sicht bezweckt
wird. Nach U¨berfu¨hren von Modellen in Quelltexte und umgekehrt sind die jeweiligen
Ergebnisse mit bestehenden Implementierungen bzw. Modellen kontrolliert zusammen-
zufu¨hren. Abbildung 2.7 skizziert den Ablauf eines Round-trips anhand folgender Pha-
sen:
1. Modellieren der Software durch Softwaredesigner in einer angemessenen Software-
modellierungssprache
2. Generieren von Quelltextartefakten aus Modellartefakten
3. Synchronisieren von generierten Quelltextartefakten mit bestehenden Quelltext-
artefakten
4. Vervollsta¨ndigen der Implementierung durch Entwickler
5. Ableiten von Modellartefakten aus der Implementierung
6. Synchronisieren von abgeleiteten Modellartefakten mit bestehenden Modellarte-
fakten
Neben dem iterativ inkrementellen Ausbau der Software bezweckt wiederholtes Durch-
laufen genannter Phasen, dass Implementierungen stets konform zur Speziﬁkation sind.
Inkremente ko¨nnen nach codegetrieber Entwicklung in die Speziﬁkation einﬂießen. In
der Literatur oftmals vernachla¨ssigte Schritte betreﬀen die Synchronisation generierter
und bestehender Artefakte, sowohl im Vorwa¨rts- und insbesondere im Ru¨ckwa¨rtsschritt.
Im Vergleich zu MDSD werden bei RTE keine Quelltextartefakte u¨berschrieben. Durch
die geforderte Synchronisation geht bei RTE bereits der Vorwa¨rtsschritt u¨ber reine mo-
dellgetriebene Softwareentwicklung hinaus (vgl. Abb. 2.6 und 2.7) [SVEH07].
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RTE stellt Techniken bereit, um Entwicklungsprojekte ﬂexibel auf gea¨nderte Um-
sta¨nde auszurichten und dabei strukturiert vorzugehen. Strukturiertes Vorgehen bedingt,
dass von der Speziﬁkation abweichende Quelltextartefakte nicht unkontrolliert in die Spe-
ziﬁkation u¨bernommen werden du¨rfen. Stattdessen sind programmierte Abweichungen
im Ru¨ckwa¨rtsschritt vor der U¨bernahme in Modelle zu pru¨fen, z. B. von verantwortlichen
Softwaredesignern. Abweichungen der Quelltexte die nicht zur U¨bernahme in Software-
modelle zugelassen sind, werden verworfen und mu¨ssen durch Techniken des Round-trip
Engineerings in bestehenden Implementierungen korrigiert werden.
Um Inkremente der Software nach codegetriebener Entwicklung auf Modellebene zu
u¨bernehmen, sind neben manuellem Besta¨tigen weitere Ansa¨tze mo¨glich: Bei sog. Tag-
ging werden Quelltextartefakte durch Annotationen gekennzeichnet. Der Ru¨ckwa¨rts-
schritt wertet Annotationen aus, wodurch A¨nderungen an gekennzeichneten Artefakten
auf Modellebene erzwungen werden. Z. T. werden Annotationen zur Projektverwaltung
als ”Verunreinigungen“ der Quelltexte angesehen. Alternativ sind externe Konﬁgura-tionen zum automatisierten U¨bernehmen bzw. Verwerfen oder auch Vorgaben durch
Metamodelle mo¨glich [SVEH07].
Deﬁnition 5 schließt nicht aus RTE mit einem Ru¨ckwa¨rtsschritt zu beginnen, indem
Softwaremodelle aus bestehenden Quelltexten durch klassisches Reverse Engineering ab-
geleitet werden. Der na¨chste Abschnitt stellt u. a. auf RTE ausgerichtete Werkzeuge vor,
die diesen Ansatz unterstu¨tzen. Ein solches Vorgehen widerspricht dem Grundgedanken
der strukturierten Softwareentwicklung, weshalb RTE in der weiteren Arbeit stets mit
einem Vorwa¨rtsschritt beginnt. Daraus wird lauﬀa¨hige Software generiert und diese in-
krementell in nachfolgenden Iterationen auf Modell- und Quelltextebene ausgebaut. Jede
Iteration endet mit aktualisierten Softwaremodellen. Insofern alle Abweichungen der Im-
plementierung im Ru¨ckwa¨rtsschritt in Softwaremodelle u¨bernommen werden bzw. keine
Abweichungen vorliegen, ist die Implementierung konform zur Speziﬁkation. Sonst ist
eine weitere Iteration no¨tig um Konformita¨t herzustellen.
2.5 Werkzeugunterstu¨tzung
Typischerweise erlauben RTE-Werkzeuge das Editieren von Modell- bzw. Quelltextarte-
fakten innerhalb einer IDE und sorgen durch geeignete Synchronisierungsmechanismen
fu¨r eine konsistente Beschreibung der Software. Dabei werden Modelle und Quelltexte
oftmals auf dasselbe Abstraktionsniveau gestellt, wonach Modelle zur Visualisierung der
Quelltexte dienen. RTE-Werkzeuge wenden sich ha¨uﬁg an Programmierer, z. B. um Klas-
senvariablen in UML-Modellen anstatt in Quelltexten zu verwalten. Im Gegensatz dazu
richten sich MDSD-Werkzeuge durch deutlich abstraktere Modelle an Softwaredesigner
[ALC08, PTN+07]. Im Folgenden werden MDSD- und RTE-Werkzeuge aufgefu¨hrt.
Simulink8 von The MathWorks integriert sich als MDSD-Werkzeug in MATLAB und
erlaubt modellbasiertes Design technischer Systeme durch die Verbindung graﬁscher
Blo¨cke zur Datenﬂussmodellierung. Derart modellierte Systeme ko¨nnen als Ganzes si-
8www.mathworks.com/products/simulink, Abgerufen am 24.08.2016
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1 public class Cal lHandl ingStatemachine
2 implements ICal lHandl ingStatemachine {
3 private f ina l class SCIUserImpl implements SCIUser {
4 private boolean a c c e p t c a l l ;
5 public void r a i s eA c c e p t c a l l ( ) {
6 a c c e p t c a l l = true ;
7 }
8 private boolean d i sm i s s c a l l ;
9 public void r a i s eD i sm i s s c a l l ( ) {
10 d i sm i s s c a l l = true ;
11 }
12 public void c l ea rEvent s ( ) {
13 a c c e p t c a l l = fa l se ;
14 d i sm i s s c a l l = fa l se ;
15 }
16 }
Listing 2.1: Auszug generierten Java Quelltextes zum Yakindu Statechart Modell aus
Abb. 2.8
Yakindu Statechart Tools10 ist eine Eclipse-basierte IDE zur textuellen und graﬁschen
Modellierung ereignisgesteuerter Systeme durch Zustandsautomaten (s. Abb. 2.8). Ne-
ben Validierungs- und Simulationsfunktionalita¨ten erlaubt das Werkzeug die Generie-
rung von Quelltexten fu¨r C, C++ sowie Java und die Erstellung eigener Generatoren
fu¨r weitere Sprachen. Erzeugte Quelltexte bieten klar deﬁnierte Schnittstellen (s. Lis-
ting 2.1) und stehen zur Vervollsta¨ndigung durch Programmierer bereit. A¨nderungen
an Quelltexten ko¨nnen nicht automatisiert in urspru¨ngliche Zustandsautomaten u¨ber-
nommen werden. Zudem mu¨ssen Inkonsistenzen, verursacht durch Neugenerierung nach
A¨nderungen an Modellen, manuell im programmierten Code behoben werden.
Mittlerweile bieten auch etablierte MDSD-Werkzeuge Round-trip Funktionalita¨ten.
Dabei ru¨cken Softwaremodelle na¨her an Quelltexte heran und verlieren an Abstraktions-
vermo¨gen: MagicDraw der Firma No Magic11 ist ein vielseitiges Entwicklungswerkzeug
und erlaubt u. a. die Modellierung und Generierung von Programmquelltexten. Ma-
gicDraw richtet sich an Software Designer, Programmierer und Software Tester. Aus
UML-Strukturdiagrammen kann Quelltext fu¨r eine Vielzahl von Sprachen, z. B. Java,
C# oder C++ generiert werden. Durch Reverse Engineering lassen sich aus Java und
C++ Quelltexten wieder UML-Diagramme ableiten. MagicDraw reduziert RTE auf For-
ward und Reverse Engineering, um Modelle und Quelltexte wa¨hrend ihrer Bearbeitung
synchron zu halten.
Model Compiler for reConﬁgurable Architecture (MOCCA) [LS11] legt den Fokus
neben der Multiplattformentwicklung vor allem auf Vollsta¨ndigkeit generierter Anwen-
dungen, speziell Graphical User Interfaces (GUIs). Zur Softwaremodellierung verbindet
MOCCA UML mit Executable OCL (XOCL), eine erweiterte und ausfu¨hrbare Form der
10https://www.itemis.com/en/yakindu/statechart-tools, Abgerufen am 23.02.2017
11www.nomagic.com/products/magicdraw.html, Abgerufen am 23.02.2017
26
2.5. WERKZEUGUNTERSTU¨TZUNG
OCL, die ebenfalls als Beschreibungssprache zur Verhaltensmodellierung dient. Ein GUI-
Editor erlaubt die Erzeugung von XOCL-Ausdru¨cken, die anschließend zur abstrakten
Beschreibung graﬁscher Oberﬂa¨chen verwendet werden. Informationen zu Zielplattfor-
men, z. B. zu GUI-Bibliotheken, sind im MOCCA-Framework hinterlegt, so dass kom-
plette und lauﬀa¨hige Programme generiert werden ko¨nnen. Bei MOCCA verschmelzen
Speziﬁkations- und Implementierungsphasen, wonach Quelltexte und entsprechend RTE
nicht betrachtet werden. U¨blicherweise kommen zur GUI-Entwicklung graﬁsche Editoren
zum Einsatz. Mit deren Hilfe lassen sich Quelltextstrukturen generieren, die anschließend
von Programmierern zu vervollsta¨ndigen sind.
UModel von Altova12 unterstu¨tzt iterative Entwicklungsprozesse mit Round-trip En-
gineering. A¨nderungen an Modellen lassen sich in bestehende Quelltexte u¨bertragen,
der umgekehrte Weg ist ebenfalls mo¨glich. UModel erlaubt die Modellierung einer Viel-
zahl von UML-Diagrammen, wie Klassen-, Aktivita¨ts- oder Sequenzdiagramme, die sich
zusammen mit Java, C# oder Visual Basic .NET verwenden lassen. Quelltexte dieser
Sprachen werden mit beliebigen Werkzeugen bearbeitet. Durch Plug-Ins, z. B. fu¨r Micro-
soft Visual Studio .NET oder die Eclipse Entwicklungsumgebung, ko¨nnen Modelle und
Quelltexte in diesen IDEs simultan bearbeitet und abgeglichen werden. Zum Synchroni-
sieren von gea¨nderten Quelltextartefakten mit korrespondierenden Modellartefakten im
Ru¨ckwa¨rtsschritt mu¨ssen sich Entwickler fu¨r eine Konﬁguration entscheiden: Entweder
werden bestehende Modellartefakte u¨berschrieben oder gea¨nderte Quelltextartefakte als
neue Artefakte in Modelle aufgenommen. Individuelle oder interaktive Entscheidungen
zum kontrollierten U¨bernehmen oder Verwerfen sind nicht vorgesehen. Zum Lo¨schen
von Modellartefakten besteht die Option, zugeho¨rige Quelltextartefakte auszukommen-
tieren anstatt sie ebenfalls zu lo¨schen. Weiterhin erlaubt reines Reverse Engineering die
Generierung von UML-Diagrammen aus bestehenden Quelltexten.
UML Lab13 der Yatta Solutions GmbH ist eine auf Eclipse basierende IDE zur Mo-
dellierung und Programmierung, die sich an Softwarearchitekten und Entwickler rich-
tet. Durch RTE werden A¨nderungen an UML-Diagrammen (Designsicht) bzw. am Java
Quelltext (Implementierungssicht) simultan auf die jeweils andere Sicht u¨bertragen (s.
Abb. 2.9). Unmittelbares Abgleichen von A¨nderungen an Quelltexten auf Softwaremo-
dellebene ohne Kontrollmechanismen, z. B. explizites Besta¨tigen, u¨bergeht die Software-
designphase. Außerdem beschra¨nkt simultanes Abgleichen von Quelltexten mit Modellen
die Programmierung auf eine Instanz des Werkzeugs. Kollaboratives Arbeiten an Quell-
texten ist durch simultanes Abgleichen mit ein und demselben Modell nicht gegeben.
Zusammenfu¨hren von getrennt entwickelten Softwaremodellen ist bei UML Lab und zu-
vor genannten Werkzeugen nicht vorgesehen.
Die Werkzeugsammlung FUJABA [NNWZ00] wurde unter Leitung der Universita¨t Pa-
derborn als Gemeinschaftsprojekt mehrerer Universita¨ten entwickelt und unterstu¨tzt mo-
dellgetriebene Softwareentwicklung sowie Reverse Engineering. UML-Klassendiagramme
werden erga¨nzt durch sog. Story-Diagramme zur Verhaltensmodellierung. Diese kombi-
nieren UML-Aktivita¨ts- mit Kollaborationsdiagrammen. FUJABA unterstu¨tzt Quelltex-
12www.altova.com/umodel, Abgerufen am 10.02.2015




Die DSL-Tools15 integrieren sich als Framework zur doma¨nenspeziﬁschen Entwick-
lung in Visual Studio. Entwickler ko¨nnen Metamodelle fu¨r eigene graﬁsche DSLs er-
stellen, dafu¨r Notationen deﬁnieren sowie semantische Bedingungen festlegen. Modelle
der eigenen DSL lassen sich mit Hilfe anpassbarer Templates in Quelltexte u¨berfu¨hren.
DSL-Tools unterstu¨tzen keine weiteren Transformationen oder das U¨berfu¨hren von Quell-
texten in Modelle.
Das Eclipse Modeling Framework (EMF) dient zum Erstellen von Modellierungswerk-
zeugen, bspw. fu¨r MDSD oder RTE. Neben dem in Abschnitt 2.3.1 vorgestellten Meta-
Metamodell Ecore bietet EMF u. a. umfangreiche Funktionalita¨ten zum Bearbeiten und
Transformieren von Softwaremodellen sowie zum Generieren von Quelltexten. Darauf
aufbauend erlaubt das Graﬁcal Modeling Framework (GMF) die Erzeugung Eclipse-
basierter Editoren fu¨r eigene graﬁsche Modellierungssprachen. Ausgehend von EMF-
Metamodellen zur Beschreibung eigener DSLs lassen sich speziﬁsche GMF-Modelle ablei-
ten. Diese mu¨ssen vervollsta¨ndigt werden und dienen zur Generierung graﬁscher Editoren
fu¨r eigene doma¨nenspeziﬁsche Modelle, mit u¨blichen Funktionalita¨ten wie Speichern/Ex-
portieren oder Undo/Redo von Nutzereingaben. Daneben lassen sich weitere Werkzeuge
fu¨r doma¨nenspeziﬁsche Modelle generieren, bspw. Datenstrukturen zur Programmierung,
Editoren mit Baumansichten, Modellvalidatoren oder Softwaretests.
Genannte Komponenten integrieren sich als Plug-Ins in die Eclipse Entwicklungsum-
gebung und ko¨nnen unmittelbar nach ihrer Generierung verwendet werden. Speziﬁsche
Anpassungen lassen sich z. T. auf Modellebene vornehmen, auf jeden Fall jedoch auf
Quelltextebene in geschu¨tzten Bereichen implementieren. In dieser Arbeit dienen ab-
strakte EMF-Modelle zur Speziﬁkation entwickelter Round-trip Werkzeuge.
2.6 Zusammenfassung
Zur erfolgreichen Umsetzung komplexer Softwareprojekte ist die Wahl eines geeigne-
ten Vorgehensmodells entscheidend aber kein Garant. Iterativ inkrementelle Vor-
gehensmodelle erweitern Speziﬁkationen und Implementierungen kontinuierlich in klar
abgegrenzten Phasen. Agile Ansa¨tze gehen lo¨sungsorientiert vor, zielen auf ﬂexiblen Um-
gang mit gea¨nderten Anforderungen ab und reduzieren Overhead schwergewichtiger Vor-
gehensmodelle zugunsten der Entwicklung.
Wa¨hrend der Entwicklung ist es notwendig allen Beteiligten relevante Informationen
explizit zur Verfu¨gung zu stellen, um so ein gemeinsames Versta¨ndnis vom Problem-
bereich zu schaﬀen und Missversta¨ndnisse auszura¨umen. Softwaremodelle reduzieren
Gegenstandsbereiche auf Wesentliches und stellen geeignete Kommunikationsgrundlagen
fu¨r Projektbeteiligte dar. Entscheidend ist die Wahl der Modellierungssprache. Im Ver-
gleich zur UML richten sich DSLs mit doma¨nennahen Sprachmitteln und ansprechenden
Notationen an Expertengruppen und konkrete Fachbereiche.
Generatoren nutzen formale Softwaremodelle und ersparen wiederkehrende Imple-
mentierungsarbeiten, fo¨rdern die Quelltextqualita¨t und sichern Schnittstellen zur gleich-
15www.msdn.microsoft.com/library/vstudio/bb126327, Abgerufen am 24.08.2016
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zeitigen Programmierung in getrennten Entwicklerteams zu. Generierte Software muss
lauﬀa¨hig aber nicht vollsta¨ndig sein.
RTE ha¨lt sa¨mtliche Artefakte einer Software konsistent zueinander und erweitert
MDSD um Mo¨glichkeiten zur codegetriebenen Entwicklung. Typische RTE-Werkzeuge
stellen Softwaremodelle und Quelltexte auf a¨hnliche Abstraktionsniveaus und gleichen
beide Sichten simultan miteinander ab. Implementieren in getrennten Entwicklerteams
stellt eine Sta¨rke des modellgetriebenen Vorgehens dar und entfa¨llt bei RTE-Werkzeugen
mit simultaner Synchronisation. Kontrolliertes Abgleichen von Quelltexten und Soft-
waremodellen wird von RTE-Werkzeugen selten beru¨cksichtigt und ist nicht individuell
oder interaktiv mo¨glich. Fu¨r RTE-Werkzeuge sind zur strukturierten Softwareentwick-
lung deutlich unterscheidbare Abstraktionsniveaus sowie nicht simultanes und kontrol-
liertes Synchronisieren wu¨nschenswert.
Das na¨chste Kapitel setzt bisher behandelte Themen in den Kontext von Anwendungen
der Virtuellen und Erweiterten Realita¨t. Deren Entwicklung unterliegt Besonderheiten,
verla¨uft u¨blicherweise iterativ, codegetrieben und kann von strukturiertem Vorgehen
mit Round-trip Engineering proﬁtieren. Die aufgefu¨hrten Werkzeuge zur generischen
Anwendungsentwicklung sind dafu¨r aber unzureichend und ungeeignet.
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3 3D-Anwendungen und ihre Entwicklung
Fu¨r Softwareentwicklungen ha¨ngt die Wahl des Vorgehensmodells, der Werkzeuge, der
Modellierungssprache, etc. von der betrachteten Doma¨ne ab. Diese Arbeit behandelt
Anwendungen der Virtuellen und Erweiterten Realita¨t, die auf Grund ihres Aufbaus
spezielle 3D-Anwendungen darstellen. Abschnitt 3.1 beschreibt wesentliche Merkma-
le von VR/AR und Einsatzbereiche. Abschnitt 3.2 nennt Herausforderungen bei 3D-
Softwareentwicklungen und stellt konventionellem Vorgehen strukturierte Ansa¨tze ge-
genu¨ber. Der letzte Abschnitt 3.3 zeigt, wo modellgetriebene 3D-Anwendungsentwick-
lung an ihre Grenzen sto¨ßt und RTE weiterfu¨hrt.
3.1 Arten von 3D-Anwendungen
Die folgende exemplarische Auﬂistung von 3D-Anwendungen erhebt keinen Anspruch
auf Vollsta¨ndigkeit, sondern soll vielmehr ihre weite Verbreitung aufzeigen. Außerdem
bestehen 3D-Anwendungen neben programmierter Anwendungslogik aus 3D-Inhalten
und grenzen sich dadurch signiﬁkant von Standardanwendungen ab.
3.1.1 U¨berblick zu 3D-Anwendungen
Eine Vielzahl von Anwendungsbereichen kann vom gezielten Einsatz von 3D-Computer-
graﬁken proﬁtieren. Stetige Leistungssteigerungen und der Preisverfall von 3D-Hard-
ware, ju¨ngst z. B. bei Mobilgera¨ten, tragen nicht zuletzt zum gesteigerten Einsatz von
3D-Anwendungen bei.
Computer- und Konsolenspiele stellen zumindest auf den ersten Blick wohl eines der
oﬀensichtlichsten Einsatzgebiete von 3D-Anwendungen dar. Seit Jahren versuchen Ent-
wicklerstudios mit immer realistischeren 3D-Computergraﬁken potentielle Kunden von
aktuellen Spieletiteln zu u¨berzeugen. Der Einsatz moderner Graﬁk- bzw. ganzer Spiele-
Engines, z. B. Unigine [Uni17a] spielt dabei eine wesentliche Rolle, nicht zuletzt weil sie
die beiden konkurrierenden Parameter Realismus (s. Abb. 3.1(a)) und Performance auf-
einander abstimmen. Je detaillierter und ﬂu¨ssiger 3D-Welten gerendert werden, desto
tiefer ko¨nnen Spieler darin eintauchen. Neben detailgetreuen, z. T. fotorealistischen Dar-
stellungen von 3D-Szenen spielen vor allem Interaktionsmo¨glichkeiten der Spieler inner-
halb der 3D-Welten eine wichtige Rolle. Beispielsweise ko¨nnen Spieler des Open-World-
Spiels Minecraft [Mic17a] innerhalb einer Klo¨tzchenwelt gemeinsam Strukturen erstellen,
z. B. komplexe Geba¨ude, Landschaften oder Schaltkreise (s. Abb. 3.1(b)). Erfolgreiche
Spiele werden meist fu¨r verschiedene Plattformen portiert, z. B. Sony Playstation, Micro-
soft Xbox oder mittlerweile auch VR-Umgebungen (s. Abschnitt 3.1.2).
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Abbildung 3.1: (a) Realistische 3D-Welt der Game-Egine Unigine [Uni17a] und (b) kom-
plexe Konstruktion in Minecraft [Mic17a]; (c) Wissenschaftliche Visuali-
sierung in virtueller Umgebung; (d) CAD-Entwurf [JR17] und (e) fotorea-
listischer Architekturentwurf [Gra17]; (f) Detailgetreuer Flugsimulator
[Mic15]
Wissenschaftliche Visualisierung als fachliche Doma¨ne jenseits der Unterhaltungsin-
dustrie tra¨gt zum Erschließen anspruchsvoller Themenfelder aus Wissenschaft und For-
schung bei. 3D-Visualisierungen komplexer Datenstrukturen, bspw. farbige Kodierungen
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Weitere Bereiche fu¨r 3D-Anwendungen werden durch technische Neuerungen wie 3D-
Scanner oder 3D-Drucker erschlossen. Die 3D-Kartographie erfasst großra¨umig reale
Umgebungen, bspw. zur Planung von Golfpla¨tzen (s. Abb. 3.2(a)) oder um schwer
zuga¨ngliche Bereiche wie Untertagebergwerke an Computern oder in virtuellen Um-
gebungen zu explorieren (s. Abb. 3.2(b)). 3D-Modelle vom eigenen Ko¨rper erlauben
beim Onlineshopping Kleidungsstu¨cke auf Passgenauigkeit und Aussehen zu pru¨fen. 3D-
Produktkonﬁguratoren erlauben bspw. das Wunschauto vorab individuell zusammenzu-
stellen und dienen daru¨ber hinaus zu Marketingzwecken.
3.1.2 Virtuelle Realita¨t
Die Virtuelle Realita¨t (engl. Virtual Reality (VR)) [DBGJ14, SC02] zielt darauf ab
Nutzern mo¨glichst immersive Eindru¨cke virtueller Welten zu vermitteln. Die Mensch-
Maschine-Schnittstelle soll kaum mehr als solche wahrnehmbar sein und Grenzen zwi-
schen realer und virtueller Welt verschwimmen. Spezielle VR-Installationen verfu¨gen
u¨ber moderne Mo¨glichkeiten zur Mensch-Computer-Interaktion, ru¨cken dadurch den
Problembereich in den Fokus und gelten als besonders intuitive Nutzerschnittstellen.
Anwendungen der virtuellen Realita¨t stellen spezielle 3D-Anwendungen dar. Im Folgen-
den werden die wichtigsten vier Elemente von VR, und zwar virtuelle Welt, Immersion,
Interaktionsmo¨glichkeiten der Nutzer und Feedback aus der virtuellen Welt zusammen-
gefasst [DBGJ14, SC02]:
Als virtuelle Welt kann jede computergenerierte Simulation dienen. Diese wird dem
Nutzer in Form von 3D-Computergraﬁken pra¨sentiert. Neben dem Realismus der geren-
derten 3D-Szenen spielen die 3D-Leistung sowie ﬂu¨ssige Bildwiedergaben bedeutende
Rollen, um den Bruch der Immersion durch stockende 3D-Graﬁken zu vermeiden.
Die Immersion beschreibt wie tief Nutzer in die virtuelle Welt eintauchen und ist das
Wesentliche am VR-Erlebnis. Zur Steigerung der Immersion werden menschliche Sinne,
insbesondere die visuelle Wahrnehmung aber auch Ho¨ren, Riechen, Fu¨hlen, Gleichge-
wichtssinn oder Wa¨rmeempﬁnden, etc. durch ku¨nstlich erzeugte Reize geta¨uscht. Die
Abgrenzung zur realen Welt wird schwer feststellbar. Um menschliche Sinne anzuspre-
chen, kommen eigens entwickelte Techniken zum Einsatz, z. B. mehrseitige Projektions-
leinwa¨nde, bewegliche Kabinen zum Vorta¨uschen von Kra¨ften oder Klimagera¨te.
Neben immersiven Installationen erlaubt kostengu¨nstige ”Fish Tank VR“ zweckdien-lich einen ersten Eindruck von VR zu vermitteln, bspw. durch gewo¨hnliche Monitore in
Kombination mit Stereoskopie oder perspektivischer Projektion [War12].
.
Interaktionsmo¨glichkeiten der Nutzer innerhalb virtueller Umgebungen sind ebenfalls
entscheidend fu¨r das VR-Erlebnis. Dafu¨r werden spezielle 3D-Interaktionsgera¨te einge-
setzt und diese optional durch natu¨rliche Eingabearten, z. B. Sprach- oder Gestensteue-
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Abbildung 3.5: Einordnung der Erweiterten Realita¨t zwischen Realita¨t und Virtueller
Realita¨t. Die Erweiterte Realita¨t fa¨llt neben der Erweiterten Virtualita¨t
in den Bereich der Mixed Reality (nach [DBGJ14])
gen zu minimieren. Alternativ werden auch LCD-Bildschirme eingesetzt. Obwohl deren
Rahmen stets schmaler werden, sind einzelne Bildschirme dennoch als solche zu erkennen
wodurch die Immersion abnimmt. Vorteilhaft an derartigen Installationen sind dagegen
geringere Einbautiefen.
3.1.3 Erweiterte Realita¨t
Erweiterte Realita¨t (engl. Augmented Reality (AR)) [MTUK95] beschreibt die Anreiche-
rung der realen Welt durch virtuelle Objekte und fa¨llt in den Bereich der Mixed Reality
(MR), mit stufenlosem U¨bergang von Realita¨t hin zu reiner VR (s. Abb. 3.5). Dane-
ben betrachtet Augmented Virtuality (AV) virtuelle Umgebungen, die um Objekte der
realen Welt angereichert werden und spielt fu¨r die weitere Arbeit keine Rolle. In die-
ser Arbeit wird AR durch die wesentlichen drei Punkte nach Azuma [Azu97] deﬁniert.
Anwendungen der Erweiterten Realita¨t
1. kombinieren die reale mit der virtuellen Welt
2. im 3D-Raum
3. und erlauben die wechselseitige Beeinﬂussung beider Welten in Echtzeit.
Wa¨hrend weiterfu¨hrende Deﬁnitionen zu AR [DBGJ14] auch zusa¨tzliche Sinne einbezie-
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(a) (b)
Abbildung 3.8: (a) Magic-Lens ohne und (b) mit korrigierter Perspektive [BLT+12]
Magic-Lens-Eﬀekt fu¨hrt. Nutzer blicken demnach durch eine realita¨tserweiternde ”ma-gische Linse“, wa¨hrend außerhalb des Bildschirmbereichs keine Erweiterung stattﬁndet
(s. Abb. 3.8(a)). Ausgabegera¨te mu¨ssen korrekt ausgerichtet werden, um den erweiterten
Ausschnitt der Umgebung perspektivisch korrekt im Blickfeld einzuordnen. Weiterfu¨hren-
de Magic-Lens-Ansa¨tze erlauben die Wiedergabe der erweiterten Szene aus Anwenderper-
spektive [BLT+12]. Neben Tracking der Umgebung ist hierfu¨r die zusa¨tzliche ra¨umliche
Erfassung des Nutzers notwendig (s. Abb. 3.8(b)).
In dieser Arbeit werden markerbasierte AR-Anwendungen fu¨r Smartphones und Ta-
blets entwickelt. Virtuelle 3D-Objekte werden Markern zugeordnet und sind unmittelbar
an deren 3D-Transformationen gebunden. Die virtuelle Welt la¨sst sich frei konﬁgurieren.
Im Idealfall u¨berdecken projizierte 3D-Objekte ihre zugeho¨rigen Marker im Videobild,
wonach Erweiterte Realita¨ten keine synthetischen Relikte aufweisen.
AR-Anwendungsbereiche
Das Anwendungsspektrum von AR-Anwendungen la¨sst sich mit unterschiedlichen Ge-
ra¨teklassen erschließen. Zur Programmierung stehen zahlreiche Frameworks bereit, z. B.
ARToolKit [Vau16] oder Vuforia [Qua15].
Entertainment AR-Anwendungen eignen sich zu Unterhaltungszwecken. Die Parrot
AR.Drone [Par14] ist ein ferngesteuerter Quadrocopter mit zwei Kameras. Nutzer verfol-
gen den Flug der Drone u¨ber deren Kamerabild auf ihren Tablets oder Smartphones, die
zugleich zur Steuerung der Drone dienen. Optional la¨sst sich der Videostream mit 3D-
Graﬁken anreichern, bspw. fu¨r spielerische AR-Kampfsimulationen. Aktuellere Versionen
der Dronen erlauben den Flug in Echtzeit mittels HMDs mitzuerleben.
Ingress [Nia16] ist ein AR-Spiel fu¨r Smartphones oder Tablets zum gemeinsamen Er-
kunden der Umgebung. Markante Objekte der realen Welt, bspw. Denkma¨ler werden
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mit virtuellen Inhalten angereichert. Medizinische Studien haben den gesundheitlichen
Mehrwert von AR-Spielen, wie Ingress oder Poke´mon Go nach versta¨rkter ko¨rperlicher
Bewegung nachgewiesen [AWH16].
Montage Produktiv la¨sst sich AR im industriellen Bereich zur Konﬁguration, War-
tung und Montage einsetzen. Mobile Augmented Reality Technical Assistance (MAR-
TA) [Vol16] ist eine AR-Anwendung zur Serviceunterstu¨tzung der Volkswagen AG. Die
Anwendung ermo¨glicht Arbeitspunkte und U¨berlagerungen virtueller Bauteile zu rea-
len Autos darzustellen und somit Arbeitsschritte kontextgerecht mit dreidimensionalem
Bezug vorzugeben (s. Abb. 3.9(a)). Nach einer Initialisierungsphase zum Erkennen der
Fahrzeugkonturen arbeitet das Tracking markerlos.
Medizin Im medizinischen Bereich wird AR z.B. zur in-situ Visualisierung bei chirur-
gischen Eingriﬀen verwendet. Easy Visualization In-Situ (EVI) [NTS+07] nutzt 3D-
Daten aus CT-Scans, die mittels Volumenrendering und HMDs u¨ber realen menschli-
chen Ko¨rperteilen eingeblendet werden (s. Abb. 3.9(b)). Zusa¨tzlich ko¨nnen Chirurgen
3D-Schnittebenen frei deﬁnieren, um Informationen aus dem Ko¨rperinneren anzuzeigen.
Werbeindustrie AR wird in Werbung und Marketing genutzt um Produkte eindrucks-
voll mit 3D-Inhalten in Szene zu setzen. Beim Lego 3D-Katalog dienen Kataloge oder
Verpackungen als Marker fu¨r AR-Anwendungen, um abgedruckte Produkte auf Mobil-
gera¨ten durch animierte 3D-Inhalte zu erweitern (s. Abb. 3.9(c)).
Navigation AR kann auf Head-Up-Displays (HUDs) oder Navigationsgera¨ten in Fahr-
zeugen zur Darstellung zusa¨tzlicher Informationen des Straßenverkehrs genutzt werden.
Hierfu¨r blendet bspw. die AR-Navigationssoftware Navigate [ROU14] die zu befahrende
Spur sowie ein virtuelles Auto im Kamerabild der Fahrbahn ein.
Geologie Um Geoinformationen, z. B. unterirdische Pha¨nomene direkt im Feld zu be-
trachten, blenden AR-Anwendungen (s. Abb. 3.9(d)) 3D-Modelle aus geologischen oder
hydrologischen Karten im Kamerabild ein [MMAT12].
Planung und Simulation AR-Anwendungen eignen sich um vorab einen Eindruck ge-
planter Installationen in realen Umgebungen zu erhalten. Bspw. lassen sich simulierte
Bewegungsabla¨ufe von Robotern in realen Umgebungen visuell analysieren und ggf. Pa-
rameter zum Standort optimieren (s. Abb. 3.9(f)) [FON12].
In der Architektur erlauben AR-Anwendungen geplante Geba¨ude an Baupla¨tzen ein-
zublenden, um sie vorab im Kontext der Umgebung wahrzunehmen (s. Abb. 3.9(e))
[RFSN13]. Nach [ARA11] ermo¨glicht die weite Verbreitung von Mobilgera¨ten eine Betei-
ligung der O¨ﬀentlichkeit zur gewu¨nschten Bebauung in sta¨dtischen Umgebungen.
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Anwendungen konnte bei Architekturstudenten eine Leistungssteigerung festgestellt wer-
den [RFSN13].
Animierte 3D-Graﬁken helfen komplizierte Sachverhalte in Lehrbu¨chern anschaulich
und interaktiv zu vermitteln. Marker auf einzelnen Seiten werden 3D-Inhalten zugeordnet
und diese auf Mobilgera¨ten dargestellt (s. Abb. 3.9(g)) [DWHB12].
Weitere Bereiche Aktuelle Entwicklungen zielen auf den allgegenwa¨rtigen Einsatz von
AR ab. Impression Pi [Imp16] ist eine VR-Brille mit AR-Funktionalita¨ten. Berechnen
und Rendern von 3D-Inhalten u¨bernimmt ein Smartphone, wa¨hrend das HMD Positions-
und Lagebestimmung vornimmt. Zwei separate Kameras an der Brille ermo¨glichen zudem
gestenbasierte Eingaben.
3.2 Herausforderungen der 3D-Anwendungsentwicklung
Im letzten Abschnitt wurden Techniken der Virtuellen und Erweiterten Realita¨t vorge-
stellt. AR-/VR-Anwendungen stellen spezielle 3D-Anwendungen dar, laufen auf unter-
schiedlichsten Hard- oder Softwareplattformen und nutzen spezielle Ein- bzw. Ausgabe-
gera¨te. Die folgenden Abschnitte beschreiben Herausforderungen und Herangehenswei-
sen bei der 3D-Anwendungsentwicklung.
3.2.1 Zusammensetzung von 3D-Anwendungen
Interaktive 3D-Anwendungen bestehen im Wesentlichen aus zwei Komponenten [VJ10]:
1. 3D-Inhalte zur Beschreibung virtueller Welten
2. Anwendungslogiken zur Programmsteuerung
Die virtuelle Welt wird durch eine 3D-Szene deﬁniert [DBGJ14]. Diese beinhaltet bspw.
Geometrie- sowie Materialbeschreibungen zu 3D-Objekten, Positionen und Orientierun-
gen virtueller Kameras oder Licht- und Audioquellen. Zur Laufzeit werden aus diesen
3D-Szeneninformationen 2D-Rastergraﬁken gerendert, die auf unterschiedlichen Ausga-
begera¨te wiedergegeben werden ko¨nnen, z. B. auf Desktopbildschirmen, Mehrprojektor-
systemen oder HMDs.
3D-Inhalte werden in 3D-Modellen gespeichert, die keinesfalls mit dem Modellbegriﬀ
zur Beschreibung von Software zu verwechseln sind (s. Abschnitt 2.3.1). 3D-Modelle ent-
halten Informationen zum Darstellen und ggf. Animieren von 3D-Objekten in geeigneten
Formaten und lassen sich auf unterschiedliche Arten erstellen und bearbeiten [DBGJ14].
Klassischerweise werden 3D-Modelle von ausgebildeten 3D-Designern modelliert. Dabei
kommen ma¨chtige 3D-Modellierungswerkzeuge zum Einsatz, z. B. Blender [Ble17] oder
3ds Max [Aut17a]. In technischen Bereichen erlauben CAD-Programme Ingenieuren Bau-
teile exakt dreidimensional zu konstruieren. Prozedurale Modellierung erlaubt dagegen
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Generieren von 3D-Modellen, z. B. virtuelle Landschaften oder Sta¨dte [GPSL03]. Die-
ser Ansatz kommt vor allem bei weitla¨uﬁgen virtuellen Welten zum Einsatz, wenn ma-
nuelles Modellieren zu aufwa¨ndig wird. Nichtsdestotrotz ist bei generierten oder auch
eingescannten 3D-Modellen oftmals manuelles Nachbearbeiten notwendig.
Als zweiter wesentlicher Bestandteil von 3D-Anwendungen ist die Anwendungslogik
fu¨r den Programmablauf verantwortlich. Interaktive 3D-Anwendungen erlauben die er-
eignisorientierte Verarbeitung von Nutzereingaben aus der 3D-Welt sowie deren Behand-
lung in Quelltexten. Die Anwendungslogik beno¨tigt Zugriﬀ auf die 3D-Szene, um sie zur
Laufzeit dynamisch anzupassen oder zu animieren [DBGJ14]. Beta¨tigen Nutzer in einer
3D-Anwendung bspw. einen virtuellen Lichtschalter, informiert das zugrundeliegende
Eventsystem die Anwendungslogik. Diese kann auf solche Ereignisse reagieren, bspw.
durch Aktivierung virtueller Lichtquellen.
Szenengraphen
Um die geeignete Strukturierung, Verwaltung sowie Optimierung auch komplexer 3D-
Szenen sicherzustellen, kommen u¨berwiegend Szenengraphen zum Einsatz [DBGJ14]. De-
ren Datenstruktur ist zuru¨ckzufu¨hren auf gerichtete, azyklische Graphen (engl.: Directed
Acyclic Graphs (DAGs)). DAGs bestehen zuna¨chst aus Knoten und gerichteten Kanten.
Jede gerichtete Kante beginnt immer an einem Elternknoten und verbindet diesen mit ei-
nem Kindknoten. Beide Knoten stehen dann in einer Eltern-Kind-Beziehung. Ausgehend
von einem ausgezeichneten Wurzelknoten, der als reiner Elternknoten u¨ber keine einge-
henden Kanten verfu¨gt, ist jeder u¨brige Knoten im Graphen u¨ber einen oder mehrere
gerichtete Wege erreichbar. Ein Weg ist eine abwechselnde Folge von Knoten und gerich-
teten Kanten. Als Bla¨tter werden Kindknoten ohne ausgehende Kanten bezeichnet. Fu¨r
den Graphen wird Kreisfreiheit gefordert, d. h. auf einem beliebigen Weg vom Wurzel-
knoten zu einem der Bla¨tter wird jeder Knoten des gesamten Graphen ho¨chstens einmal
besucht. Jeder Kindknoten kann dennoch u¨ber mehrere eingehende gerichtete Kanten
und somit Elternknoten verfu¨gen. Aus genannten Forderungen ergibt sich zudem, dass
Szenengraphen zusammenha¨ngend sind.
Szenengraphen werden zur hierarchischen Strukturierung von 3D-Szenen eingesetzt,
wofu¨r verschiedene konkrete Knotentypen als Eltern- respektive Kindknoten dienen. Ab-
bildung 3.10 zeigt einen Szenengraphen zur Beschreibung eines Autos auf einer Straße mit
einem Nagel. Neben bereits genanntem Wurzelknoten bu¨ndeln Gruppenknoten ihre Kind-
knoten und dienen somit zur Strukturierung der 3D-Szene. Transformationsknoten sind
spezielle Gruppenknoten, verfu¨gen jedoch zusa¨tzlich u¨ber 3D-Transformationsattribute
zur lokalen Beschreibung von Translation, Rotation, Scherung und Skalierung. Transfor-
mationseigenschaften werden auf den kompletten Teilbaum unterhalb eines Transforma-
tionsknotens angewendet. Ganze Transformationsknotenhierarchien erlauben geordnetes
Umsetzen komplexer 3D-Szenen. Informationen darzustellender 3D-Objekte ﬁnden sich
in Bla¨ttern in sog. Geometrieknoten wieder. Zur Laufzeit traversiert das eingesetzte
Szenengraphsystem alle Wege von der Wurzel zu den Bla¨ttern. Dabei werden lokale
Transformationsattribute durch Rechtsmultiplikation der Reihe nach angewendet, um
die globale Lage jeder Geometrie zu errechnen. In der Praxis existieren eine Reihe weite-
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Abbildung 3.10: Beispielhafter Szenengraph zur Beschreibung eines Fahrzeugs mit vier
Ra¨dern und derselben 3D-Geometrie (nach [DBGJ14])
rer Knotentypen um ga¨ngige Anwendungsfa¨lle nachzubilden, bspw. zur Beleuchtung der
3D-Szene. U¨ber eingesetzte Szenengraphsysteme erhalten Programmierer in Quelltexten
Zugriﬀ auf Szenengraphen, um sie zur Laufzeit zu manipulieren. Zudem u¨bermitteln
Szenengraphsysteme Ereignisse aus der 3D-Welt an die Anwendungslogik.
Eine weitere Sta¨rke von Szenengraphen liegt in der Wiederverwendung einzelner Kno-
ten bzw. ganzer Teilba¨ume: Bei mehreren Elternknoten zu einem Kindknoten werden
Letztere samt Subgraphen mehrmals in derselben 3D-Szene referenziert. Dabei liegen
sie im Szenengraphen und damit im Arbeitsspeicher tatsa¨chlich nur einmal vor. Z. B.
kommt die Radgeometrie in Abbildung 3.10 durch vier u¨bergeordnete Transformations-
knoten viermal am Auto vor. Letztendlich wird dieselbe Geometrie jedoch nur aus vier
verschiedene Perspektiven gerendert.
Neben einer Reduktion des Speicherbedarfs fu¨hrt diese Wiederverwendung zu u¨ber-
sichtlicheren Szenengraphen fu¨r Entwickler. Daneben bieten Szenengraphen eine Reihe
weiterer Vorteile, vor allem im Zusammenhang mit dem Sichtvolumen, auch Frustum ge-
nannt. Bspw. lassen sich ganze Teilba¨ume außerhalb des Frustums beim Culling aus dem
Szenengraphen entfernen, was zur Performance von 3D-Anwendungen beitra¨gt. Dagegen
erlaubt der Einsatz verschiedener Levels of Detail (LOD) hochaufgelo¨ste Versionen zu
vorerst einfachen Geometrien bei Bedarf nachzuladen [DBGJ14].
3.2.2 Konventionelle 3D-Anwendungsentwicklung
Die Zusammensetzung von 3D-Anwendungen aus 3D-Inhalte und programmierten Quell-
texten stellt aus verschiedenen Gru¨nden eine Herausforderung dar [VJ10].
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Konventionelles Vorgehensmodell
Abbildung 3.11 zeigt den Ablauf konventioneller 3D-Anwendungsentwicklung. U¨blicher-
weise werden nach der initialen Anforderungs- und Planungsphase 3D-Modelle durch
ausgebildete Designer erstellt. Nach der Modellierungsphase ko¨nnen Limitierungen der
Zielplattformen bezu¨glich Performance- oder Speicherressourcen Vereinfachungen detail-
lierter und umfangreicher 3D-Modelle bedingen. Nach 3D-Modellierung und eventuellen
Mesh-Vereinfachungen werden 3D-Objekte texturiert und ggf. animiert. Bei automatisch
erzeugten 3D-Modellen, z. B. durch 3D-Scans oder durch prozedurale Generierung, sind
oftmals manuelle Nacharbeiten und Fehlerkorrekturen der Polygonnetze notwendig. Im
letzten Arbeitsschritt der 3D-Designer werden zuvor erstellte 3D-Modelle innerhalb der
3D-Szene angeordnet. Bei dieser 3D-Szenenkomposition zeigt sich, ob Konventionen der
3D-Modellierung, z. B. einheitliche Maße eingehalten wurden.
Bis zu diesem Punkt liegen neben Artefakten der Planung und Dokumentation ers-
te Versionen der 3D-Inhalte vor, jedoch keine oder nur prototypisch programmierte
Quelltexte. Zur Implementierung der Anwendungslogik sind Programmierer auf 3D-
Szenen angewiesen, z. B. um darin enthaltene 3D-Objekte zu adressieren. Die konven-
tionelle 3D-Anwendungsentwicklung ﬁndet daher sequenziell statt – die Parallelisierung
von 3D-Modellierung und Programmierung ist nicht vorgesehen aber wu¨nschenswert
[JLV15, VJ10].
Implementierte Quelltexte werden letztendlich mit Artefakten der 3D-Szene, wie Geo-
metrien, Texturen, etc. zur gesamten Anwendung zusammengefu¨gt und getestet. Hier
zeigt sich, ob modellierte 3D-Szenen und programmierte Quelltexte konsistent zuein-
ander sind. Im Fehlerfall, z. B. wenn Knoten im Szenengraph nicht nach Speziﬁkation
benannt wurden, sind Ru¨ckspru¨nge zu fru¨heren Phasen notwendig (s. Abb. 3.11). Inkon-
sistenzen werden manuell ermittelt und programmierte mit 3D-modellierten Artefakten
aufeinander abgestimmt. 3D-Anwendungen werden daher typischerweise iterativ inkre-
mentell entwickelt [JLV15, LVJ12b, VJ10].
Abbildung 3.11: Konventioneller Entwicklungsprozess fu¨r 3D-Anwendungen (nach
[VJ10])
Heterogene Entwicklerteams An der 3D-Anwendungsentwicklung sind verschiedene
Entwicklergruppen beteiligt: Softwaredesigner fu¨hren die initiale Anforderungsanalyse
46
3.2. HERAUSFORDERUNGEN DER 3D-ANWENDUNGSENTWICKLUNG
durch und erarbeiten Pla¨ne zur Umsetzung. An der eigentlichen Implementierung sind
dagegen 3D-Designer und Anwendungsprogrammierer beteiligt. Diese beiden Gruppen
stammen aus vo¨llig unterschiedlichen Lagern. Kreativ orientierte 3D-Designer verfu¨gen
selten u¨ber Programmierkenntnissen oder technisches Versta¨ndnis und ko¨nnen Fachbe-
griﬀe der Softwareentwicklung nur bedingt einordnen. Umgekehrt fehlt pragmatischen
Programmierern ha¨uﬁg die Begabung originelle 3D-Inhalte zu erstellen. Die Bedienung
spezieller 3D-Modellierungswerkzeuge ist nicht trivial. Aus weitreichendem Fachwissen
zur eigenen Doma¨ne und fehlenden Kenntnissen zur jeweils anderen Doma¨ne resultiert
ein nur geringes gemeinsames Versta¨ndnis beider Entwicklergruppen bezu¨glich des ge-
samten Problembereichs [JLV15, VJ10].
In einem denkbaren Szenario stellen 3D-Designer Detailgrad und Texturierung von 3D-
Modellen in den Vordergrund ihrer Arbeit, wa¨hrend sie Namenskonventionen, bspw. zur
Groß- und Kleinschreibung von 3D-Objekten als irrelevant erachten und vernachla¨ssigen.
Anwendungsprogrammierern sind Namenskonventionen und ihre Relevanz typischerwei-
se gela¨uﬁg und befolgen sie daher. In der zusammengesetzten 3D-Anwendung scheitert
die Adressierung von 3D-Objekten aus Quelltexten zur Laufzeit. Deﬁzite beim gemeinsa-
men Versta¨ndnis beider Expertengruppen werden durch unterschiedliche Terminologien
versta¨rkt. Mangelnde oder missversta¨ndliche Kommunikation fu¨hrt zu weiteren Fehlent-
wicklungen. Um diesen vorzubeugen und allen Projektbeteiligten das notwendige gemein-
same Versta¨ndnis (s. Abschnitt 2.2) des gesamten Problembereichs zu vermitteln, schla¨gt
Glinz [GF13] die Formalisierung relevanter doma¨nenspeziﬁscher Aspekte vor.
Heterogene Werkzeugunterstu¨tzung Neben mangelndem gemeinsamen Versta¨ndnis
und voneinander abha¨ngigen Implementierungsphasen erschweren heterogene Werkzeuge
die 3D-Anwendungsentwicklung zusa¨tzlich. Ergebnisse der Planungsphase ko¨nnen Pﬂich-
tenhefte oder Softwaremodelle fu¨r die Anwendungslogik sein. Diese lassen sich bspw. mit
gewo¨hnlichen Oﬃce-Suiten oder vorgestellten Softwaremodellierungswerkzeugen (s. Ab-
schnitt 2.5) erstellen und betrachten. Im Anschluss nutzen Programmierer u¨blicherweise
geeignete Entwicklungsumgebungen, z. B. Eclipse [Ecl17] oder Visual Studio [Mic17b].
Diese bieten neben integrierten Compilern umfangreiche Funktionalita¨ten zum Verwalten
von Programmquelltexten, wie Refactoring, Versionierung oder zum kollaborativen Ent-
wickeln. Dagegen kommen fu¨r die 3D-Modellierung spezielle 3D-Computergraﬁk- oder
Animationsprogramme zum Einsatz. Vorgaben der Speziﬁkationen zur Komposition oder
zur Strukturierung der 3D-Szene mu¨ssen von 3D-Designern nachvollzogen und korrekt
umgesetzt werden [VJ10].
Multi-Plattform Entwicklung 3D-Anwendungen kommen auf einer Vielzahl von Platt-
formen zum Einsatz, bspw. auf Spielekonsolen, Mobilgera¨ten, VR-Brillen, Desktop-PCs,
in immersiven Umgebungen, etc. Der im Kontext von MDSD betrachtete Plattformbe-
griﬀ (s. Abschnitt 2.3.1) wird an dieser Stelle formal nach [PM06] festgehalten:
Deﬁnition 6. Ein Softwareprodukt ist Teil des gesamtes Systems auf dem es la¨uft. Die-
ses System setzt sich zusammen aus einer Hardwareplattform (auch physische Ablaufum-
gebung) und einer Softwareplattform (auch logische Ablaufumgebung).
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Bei der 3D-Anwendungsentwicklung ﬁnden sowohl physische als auch logische Ab-
laufumgebungen Beru¨cksichtigung [VJ10]. Softwareplattformen stellen speziﬁsche Biblio-
theken bereit, bspw. zum Rendern oder zur Ein- und Ausgabe. Typischerweise lassen
sich 3D-Anwendungen nicht ohne Weiteres auf andere Plattformen u¨bertragen, sondern
mu¨ssen durch Anpassen plattformspeziﬁscher Aufrufe portiert werden. Weichen Platt-
formen zu stark voneinander ab, mu¨ssen 3D-Anwendungen neu implementiert werden,
ggf. auch in anderen, zweckma¨ßigen Programmiersprachen. Die Vero¨ﬀentlichung von 3D-
Anwendungen fu¨r individuelle Plattformen hat die Entwicklung verschiedener Versionen
zur Folge.
Beim Einsatz popula¨rer Hardwareplattformen ko¨nnen sich 3D-Anwendungen ggf. in
Laufzeitumgebungen einbetten, die plattformspeziﬁsche Aufrufe abstrahieren. Die Por-
tierung ist in dem Fall mit u¨bersichtlichem Aufwand mo¨glich. Oﬀensichtlich muss die
Laufzeitumgebung selbst fu¨r die gewu¨nschte Plattform portiert worden sein. Die Un-
terstu¨tzung speziﬁscher Hardware, bspw. von virtuellen Umgebungen, ist selten gegeben.
Daru¨ber hinaus unterscheiden sich Hardwareplattformen bezu¨glich ihrer 3D-Leistungs-
fa¨higkeit. Bspw. sind Darstellungen detaillierter 3D-Modelle in Desktopumgebungen mit
modernen 3D-Graﬁkbeschleunigern erwartungsgema¨ß performanter als auf Mobilgera¨ten.
Hardwareplattformen sind daher bei der Entwicklung zu beru¨cksichtigen. Anpassungen
von 3D-Anwendungen fu¨r unterschiedlich leistungsstarke Hardwareplattformen bezie-
hen sich bspw. auf Mesh-Vereinfachungen oder nutzen LOD-Techniken. Aus genannten
Gru¨nden werden 3D-Anwendungen ha¨uﬁg nativ fu¨r die jeweilige Plattform entwickelt
[VJ10].
Werkzeugunterstu¨tzung
Spezialisierte Werkzeuge zur 3D-Anwendungsentwicklung richten sich in erster Linie an
Programmierer. Neben ga¨ngigen Quelltextoperationen bieten sie Funktionalita¨ten zur
Verwaltung von 3D-Inhalten, sog. Assets, wie 3D-Modellen, Texturen oder Materialien.
Deren Bearbeitung wird in den Werkzeugen dagegen nur rudimenta¨r unterstu¨tzt. U¨bli-
cherweise werden Assets mit Hilfe externer Bearbeitungsprogramme erstellt und diese
anschließend in die Entwicklungsumgebung importiert, um 3D-Inhalte und Anwendungs-
logik zusammenzufu¨hren.
jMonkeyEngine ist eine auf Java basierende Open Source Spiele-Engine fu¨r Mobil-
gera¨te, PCs oder VR-Umgebungen, z. B. Oculus Rift [JME17]. jMonkeyEngine baut auf
der Entwicklungsumgebung Netbeans auf und bietet neben Werkzeugen zur Program-
mierung Funktionalita¨ten zur Assetverwaltung, -bearbeitung und 3D-Szenenkomposition
(s. Abb. 3.12). Dazu ko¨nnen 3D-Inhalte aus externen Modellierungswerkzeugen in die
Entwicklungsumgebung importiert und anschließend adressiert werden. 3D-Modellierung
selbst wird nicht unterstu¨tzt.
Unity3D umfasst eine kommerzielle Spiele-Engine samt Entwicklungsumgebung fu¨r 3D-
Anwendungen, in erster Linie zum Erstellen von 3D-Computerspielen [Uni17b]. Das
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statt. UnigineScript ist an C++ angelehnt und dient zum iterativen Entwickeln und
Erlernen der 3D-Anwendungsprogrammierung.
3.2.3 Ansa¨tze zur strukturierten 3D-Anwendungsentwicklung
Das Vorgehensmodell der konventionellen 3D-Anwendungsentwicklung sieht Phasen zur
Analyse sowie Planung vor (s. Abb. 3.11). Dagegen la¨uft die anschließende Implemen-
tierung auf Grund heterogener Entwicklergruppen und Werkzeuge unabgestimmt und
wenig strukturiert ab. Die spa¨te Erkennung von Inkonsistenzen zwischen 3D-Inhalten
und Anwendungslogiken fu¨hrt zu Ru¨ckspru¨ngen in fru¨here Phasen und insgesamt zu
einer iterativen Entwicklung.
Neben ungeplanten Ru¨ckspru¨ngen wirkt sich der sequenzielle Ablauf beider Imple-
mentierungsphasen nachteilig auf den Entwicklungszeitraum und damit auf Entwick-
lungskosten aus [VJ10]. Dieser Abschnitt befasst sich mit Ansa¨tzen zur strukturierten
Entwicklung von VR- und AR-Anwendungen.
InTML steht fu¨r Interaction Techniques Markup Language und hat zum Ziel, VR-
Anwendungen samt 3D-Interaktionstechniken komplett zu beschreiben [FGH02]. InTML
erweitert Extensible 3D (X3D) in Form eines Proﬁls um VR-Eingabemo¨glichkeiten und
eventbasierte Filter. Neben der plattformunabha¨ngigen Deklaration der 3D-Szene wird
somit die gesamte 3D-Anwendung vollsta¨ndig in XML-Notation beschrieben. Auf den
Einsatz imperativer Programmiersprachen zur Steuerung der Anwendungslogik wird bei
diesem Ansatz verzichtet. Eine Laufzeitumgebung fu¨r InTML-Modelle stellt den Daten-
ﬂuss untereinander verbundener Objekte her, z. B. zwischen Eingabegera¨ten und VR-
Objekten.
Durch die komplette Beschreibung von 3D-Anwendungen in XML-Notation richtet sich
InTML weniger an 3D-Designer als an Programmierer. Mit Hilfe eines XML-Schemas
ko¨nnen InTML-Modelle validiert werden. Der Funktionsumfang von 3D-Anwendungen
ist durch die nicht vorgesehene imperative Programmierung auf die Ma¨chtigkeit von
InTML beschra¨nkt.
APRIL (Augmented Presentation and Interaction Language) ist eine DSL zur Entwick-
lung plattformunabha¨ngiger MR-Anwendungen [LS05]. Die Sprache abstrahiert Zielplatt-
formen sowie deren Techniken und richtet sich als Autorenwerkzeug an Ersteller von
3D-Inhalten, um MR-Anwendungen auch ohne tieferes technisches Wissen entwickeln zu
ko¨nnen. Durch Austauschen von Konﬁgurationsdateien zur Beschreibung eingesetzter
Hardware lassen sich MR-Anwendung auf weitere Zielplattformen portieren.
APRIL unterscheidet zwischen Programmierern, die technische Aufgaben wie die spe-
zielle Hardwarekonﬁguration erledigen, und den Erstellern der MR-Anwendung. Der An-
satz nutzt XML zur Notation und Validierung von Modellen. Mittels XSLT werden
APRIL-Modelle in plattformspeziﬁsche Artefakte fu¨r zwei speziell auf APRIL angepasste
AR-Frameworks transformiert. Ru¨ckstransformationen generierter oder manuell erstell-
ter Artefakte zu APRIL-Modellen sind nicht vorgesehen.
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SSIML (Scene Structure and Integration Modeling Language) [VP05] ist eine Sprachfa-
milie graﬁscher DSLs zur Modellierung von VR- oder AR-Anwendungen. SSIML kommt
in dieser Arbeit zum Einsatz, weshalb im Folgenden na¨her auf Konzepte und das Poten-
tial einzelner Teilsprachen eingegangen wird.
SSIML/Core erlaubt als Kern der Sprachfamilie die abstrakte und strukturelle Be-
schreibung der gesamten 3D-Anwendung. Hierfu¨r wird zuna¨chst der Szenengraph (s.
Abschnitt 3.2.1) der 3D-Anwendung mit Hilfe sog. SSIML-Szenengraphelemente model-
liert. Das resultierende Szenenmodell wird anschließend um Elemente des Interrelationen-
modells erweitert, um das Zusammenspiel der Anwendungslogik mit dem Szenengraph
festzulegen. Jedes SSIML/Core-Modell besteht aus einem Szenenmodell und einem In-
terrelationenmodell, die in einem Diagramm (s. Abb 3.13) vereint sind.
Zur graﬁschen Beschreibung des Szenenmodells stehen in SSIML/Core verschiedene
Knotenarten zur Verfu¨gung, zwischen denen gerichtete Kanten Eltern-Kind-Beziehungen
herstellen. Hierzu za¨hlen bspw. der Szenenknoten als ausgezeichneter Wurzelknoten, Ob-
jektknoten zur Angabe konkreter 3D-Geometrien oder Gruppenknoten. Durch spezielle
SSIML-Attributknoten lassen sich Eigenschaften konkretisieren, z. B. zur Bestimmung
von Lichtverha¨ltnissen der 3D-Szene oder Texturen fu¨r 3D-Objekte.
Das abstrakte SSIML-Szenenmodell spiegelt den Szenengraphen wider. Um auch Teile
der Anwendungslogik einzubinden, werden Elemente des Interrelationenmodells genutzt,
bspw. zur Deklaration von SSIML-Anwendungsklassen. Deren Assoziationen zu einzelnen
Knoten des Szenenmodells mittels vorgegebener Interrelationen bedeuten lesenden oder
schreibenden Zugriﬀ der Anwendungslogik auf die 3D-Szene.
Daneben bildet das SSIML-Eventsystem die Verarbeitung von Ereignissen aus der 3D-
Welt ab. Hierzu informieren Sensorknoten assoziierte SSIML-Anwendungsklassen u¨ber
vordeﬁnierte Events. Z. B. lassen sich konkrete Touchsensorknoten Objektknoten zuwei-
sen. Im SSIML-Modell lassen sich somit Nutzerinteraktionen zu 3D-Objekten speziﬁzie-
ren, bspw. Dru¨cken eines virtuellen Lichtschalters.
Die graﬁsche Notation der DSL richtet sich gleichermaßen an 3D-Designer als auch an
Programmierer. Mit SSIML erstellte Softwaremodelle stellen eine intuitive und eindeu-
tige Kommunikationsgrundlage wa¨hrend der 3D-Anwendungsentwicklung dar. SSIML-
Modelle erlauben 3D-Anwendungen nach dem in Abschnitt 2.3.1 vorgestellten Modellbe-
griﬀ zu speziﬁzieren. Der Anwendungsbereich wird abstrahiert und auf relevante Aspekte
reduziert. Relevant sind in erster Linie die Schnittstellen, an denen 3D-Designer und An-
wendungsprogrammierer aneinandergeraten. Szenen- und Interrelationenmodell decken
diese Schnittstellen ab.
Formalisierte SSIML-Modelle erlauben zugleich die Beschreibung der 3D-Szene, der
Anwendungslogik und den Interrelationen zwischen ihnen. Diese Arbeit nutzt SSIML-
Modelle, um Vorlagen fu¨r 3D-Inhalte und Geru¨ste der Anwendungslogiken zu generie-
ren, auch fu¨r verschiedene Plattformen. Ein graﬁscher SSIML-Modelleditor stammt aus
Vorarbeiten und stellt ga¨ngige Editierfunktionen, Werkzeugpaletten, Funktionalita¨ten
zum Layout, Speichern und Laden von Modellen, etc. bereit. Abbildung 3.13 zeigt
einen Screenshot des Editors mit einem SSIML-Modell. Dieses besteht aus dem SSIML-
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Abbildung 3.13: SSIML-Szenenmodell (oben) und SSIML-Interrelationenmodell (unten)
mit Zugriﬀ der Anwendungskomponenten auf den Szenengraph
Szenenmodell im oberen, nachtra¨glich blau hinterlegten Teil und dem SSIML-Interrelatio-
nenmodell im unteren, nachtra¨glich gelb hinterlegen Bereich. Das SSIML-Szenenmodell
bildet den Szenengraphen zum Beispiel aus Abbildung 3.10 (S. 44) nach. Unter dem
Wurzelknoten beﬁnden sich die beiden Transformationsknoten Straßen-Transform und
Fahrzeug-Transform zur Anordnung einer Straßen- bzw Autogeometrie. Analog zum
Szenengraph in Abbildung 3.10 besteht das Fahrzeug aus einer Rumpf- und Radgeo-
metrie. Eine Besonderheit in SSIML stellen Kardinalita¨ten dar, um mehrfach vorkom-
mende Knoten und angeha¨ngte Teilba¨ume, wie vier Ra¨der (s. Abb. 3.13), u¨bersicht-
lich zusammenzufassen [Vit08]. Entsprechend wird nicht nur der Transformationsknoten
Rad-Transform durch die angegebene Kardinalita¨t vervierfacht, sondern auch angeha¨ng-
te Kindknoten wie die Radgeometrie.
Das Interrelationenmodell erweitert den Szenengraph um Modellierungsmo¨glichkeiten
zur Anwendungslogik. Z. B. ist die Anwendungsklasse Autoszene mit dem Transforma-
tionsknoten des Fahrzeugs Fahrzeug-Transform und den Transformationsknoten zu je-
dem der vier Ra¨der assoziiert. Im modellierten Szenario erha¨lt die Anwendungsklasse
lesenden und schreibenden Zugriﬀ auf 3D-Transformationseigenschaften und kann so
zur Laufzeit der 3D-Anwendung bspw. Position und Orientierung des Autos a¨ndern.
Außerdem ist Drehen und damit Animieren der einzelnen Ra¨der denkbar.
Die vervierfachten Ra¨der sind je mit einem SSIML-Kollisionssensor assoziiert. Gema¨ß
SSIML-Modell wird die Anwendungsklasse bei Kontakt einer Radgeometrie mit der Na-
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gelgeometrie u¨ber dieses Ereignis benachrichtigt. Die Anwendungsklasse kann das Event
geeignet behandeln, z. B. indem die Drehung des betroﬀenen Rads nicht weiter animiert
wird.
Die Symbolik zur Repra¨sentation einzelner SSIML/Core-Knotentypen wurde in einer
Umfrage evaluiert, um die intuitive Notation der Sprache fu¨r verschiedene Entwickler-
gruppen zu quantiﬁzieren. Weitere Teile der SSIML-Sprachfamilie, z. B. SSIML/AR
[VH06] zum Modellieren von Anwendungen der Erweiterten Realita¨t, behandelt die
weitere Arbeit an entsprechenden Stellen. Ebenso werden Anpassungen bzw. Erweite-
rungen an SSIML-Metamodellen begru¨ndet. Insgesamt wurde die SSIML-Speziﬁkation
nur in wenigen Ausnahmefa¨llen angepasst.
Eine A¨nderung am SSIML-Metamodell betriﬀt die in Abbildung 3.13 gezeigten Trans-
formationsknoten. Wa¨hrend Transformationsknoten im urspru¨nglichen SSIML-Metamo-
dell als Attributknoten vorkommen, bilden sie nach der A¨nderung zu atomaren SSIML-
Knoten popula¨re Szenengraphsysteme, wie OpenSceneGraph [Rob16] oder X3D [DB08]
besser nach und erlauben zudem die unkomplizierte Beschreibung ganzer Transforma-
tionshierarchien. Nach dieser A¨nderung sind SSIML-Transformationsknoten gleichwertig
zu SSIML-Gruppenknoten, nur mit erweiterten Transformationseigenschaften.
3.3 Zusammenfassung
3D-Anwendungen ﬁnden weite Verbreitung und sind in den Doma¨nen der Virtuellen
und Erweiterten Realita¨t selbstversta¨ndlich. Neben Anwendungslogik bestehen sie
zusa¨tzlich aus 3D-Inhalten, wodurch sie sich signiﬁkant von ”Standardsoftware“ unter-scheiden. An der 3D-Anwendungsentwicklung sind neben Softwaredesignern mindestens
kreativ orientierte 3D-Designer und pragmatische Anwendungsprogrammierer beteiligt.
Unterschiedliche Mentalita¨ten und Terminologien in heterogenen Entwicklergrup-
pen fu¨hren zu Kommunikationsschwierigkeiten, fehlendem gemeinsamen Versta¨ndnis
und Fehlentwicklungen in Form von Inkonsistenzen zwischen 3D-Inhalten und Pro-
grammquelltexten. Heterogene Entwicklungswerkzeuge zur 3D-Modellierung und
Programmierung erho¨hen das Risiko von Fehlentwicklungen zusa¨tzlich. Notwendige Kor-
rekturen erfordern zeitaufwa¨ndige Ru¨ckspru¨nge zu fru¨heren Phasen im iterativ inkre-
mentell gepra¨gten Entwicklungsprozess. Die Programmierung der Anwendungslogiken
ha¨ngt von 3D-Inhalten ab, wonach 3D-Modellierung und Programmierung sequenziell
ablaufen und Entwicklungszeiten damit weiter ausdehnen.
VR- und AR-Anwendungen werden fu¨r mehrere Plattformen entwickelt. Ansa¨tze
zur modellgetriebenen 3D-Anwendungsentwicklung erlauben selten Modellieren auf
abstraktem Niveau oder richten sich durch XML-Notationen sta¨rker an technisch ori-
entierte Experten. Der modellgetriebene Ansatz zur 3D-Anwendungsentwicklung mit
SSIML adressiert heterogene Entwicklergruppen und Multiplattformentwicklung durch
ansprechende graﬁsche Notationen und einen hohen Grad an Abstraktion. Die Sprache
erlaubt zugleich die Beschreibung der 3D-Szene, der Anwendungslogik und den Inter-
relationen zwischen ihnen. Aus SSIML-Modellen lassen sich Geru¨ste der Anwendungs-
logiken und Vorlagen fu¨r 3D-Inhalte generieren. Damit stehen 3D-Designern und Pro-
53
KAPITEL 3. 3D-ANWENDUNGEN UND IHRE ENTWICKLUNG
grammierern zueinander konsistente Vorlagen bereit, die gleichzeitig in beliebigen 3D-
Modellierungswerkzeugen und Programmierumgebungen vervollsta¨ndigt werden ko¨nnen.
Bei der modellgetriebenen Entwicklung von 3D-Anwendungen mit SSIML du¨rfen 3D-
Designer oder Programmierer generierte 3D-Vorlagen und Programmgeru¨ste nicht ent-
gegen der Speziﬁkation a¨ndern. Implementierungen sind sonst nicht mehr konform zu
SSIML-Modellen, die in Folge verwaisen. Zudem sind 3D-Inhalte und Anwendungsquell-
texte eventuell nicht mehr konsistent zueinander. Analog zur konventionellen 3D-An-
wendungsentwicklung erfordert manuelles Beheben dieser Inkonsistenzen zeitaufwa¨ndi-
ge Ru¨ckspru¨nge und die enge Zusammenarbeit der Entwicklergruppen. ”Sinnvolle“ Er-weiterungen nach codegetriebener Entwicklung mu¨ssen von Hand in SSIML-Modellen
nachgetragen werden.
Das na¨chste Kapitel stellt Round-trip Engineering zur 3D-Anwendungsentwicklung
vor. Sta¨rken des modellgetriebenen Ansatzes bleiben erhalten und strukturiertes Entwi-
ckeln bei iterativem Vorgehen wird gefo¨rdert.
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4 Round-trip Engineering fu¨r
3D-Anwendungen
Round-trip Engineering verbindet modellgetriebene Softwareentwicklung und codegetrie-
bene Entwicklung zu einem vollsta¨ndig iterativen Entwicklungsprozess und stellt durch
beidseitiges Synchronisieren aktuelle Modelle und konforme Implementierungen sicher.
Dieses Kapitel pra¨sentiert den Roundtrip3D Entwicklungsprozess, der neben iterativem
Vorgehen weitere besondere Anforderungen der 3D-Anwendungsentwicklung adressiert:
Vorlagen fu¨r 3D-Inhalte und Programmquelltexte werden nach ihrer Generierung gleich-
zeitig in externen Werkzeugen vervollsta¨ndigt. A¨nderungen an 3D-Inhalten oder Quell-
texten werden nicht simultan, sondern nach ihrer Vervollsta¨ndigung zuru¨ck auf Model-
lebene entweder kontrolliert u¨bernommen oder verworfen. Das Abstraktionsniveau der
eingesetzten Modellierungssprache SSIML wird auch genutzt, um multiple Plattformen
in den Roundtrip3D Entwicklungsprozess einzubeziehen.
Abschnitt 4.1 stellt den Roundtrip3D Entwicklungsprozess sowie Zielplattformen vor
und beleuchtet Phasen und Rollen. Ein praktisches Beispiel in Abschnitt 4.2 verdeutlicht
wesentliche Merkmale des Entwicklungsprozesses, die Abschnitt 4.3 konkret darlegt.
4.1 Der Roundtrip3D Entwicklungsprozess
Der im Folgenden skizzierte Roundtrip3D Entwicklungsprozess (s. Abb 4.1) [JLV13,
JLV15, LVJ12a, LVJ12b, VJ10] zeichnet sich durch seinen modellgetriebenen An-
satz, die Parallelisierung von Implementierungsphasen sowie vorgesehenen Synchro-
nisationspunkten zur iterativ inkrementellen Entwicklung aus. Das Vorgehen kombi-
niert modellgetriebene mit codegetriebener Entwicklung durch Techniken des Round-trip
Engineerings und bedient die in Abschnitt 3.2.2 genannten Herausforderungen der 3D-
Anwendungsentwicklung. Die Entwurfsphase ist zu Beginn jeder Iteration fest vorgesehen
und untermauert den strukturierten Charakter.
Die Phasen des Entwicklungsprozesses sind vom konventionellen Vorgehen aus Ab-
bildung 3.11 her bekannt und werden neu angeordnet. Der initialen Anforderungsana-
lyse folgt der Softwareentwurf. Die im letzten Kapitel vorgestellte Modellierungsspra-
che SSIML eignet sich besonders um 3D-Anwendungen formal zu speziﬁzieren und be-
teiligten Entwicklergruppen ein gemeinsames Versta¨ndnis zu vermitteln. Ferner erlau-
ben SSIML-Modelle die Generierung zueinander konsistenter Quelltextgeru¨ste fu¨r 3D-
Szenen als auch Anwendungslogiken. Die Anwendungsprogrammierung ist nicht mehr
unmittelbar von der 3D-Modellierungsphase abha¨ngig und gleichzeitiges Durchlaufen
beider Implementierungsphasen wird ermo¨glicht. Dabei kommen beliebige Werkzeu-
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Abbildung 4.1: Parallele Implementierung und Ru¨cksprung zum Entwurf als fester Be-
standteil im Roundtrip3D Entwicklungsprozess
ge, genauer 3D-Modellierungsumgebungen bzw. IDEs zum Einsatz.
Bei der manuellen Vervollsta¨ndigung generierter 3D- und Quelltextartefakte fu¨hren
unbeabsichtigte A¨nderungen oder bewusst vorgenommene Erweiterungen zu Implemen-
tierungen, die zum einen nicht mehr konform zu SSIML-Modellen sind. Zum anderen
sind von Modellen abweichende Programmquelltexte und 3D-Dokumente eventuell nicht
mehr konsistent zueinander. Der Roundtrip3D Prozess sieht daher einen Ru¨ckwa¨rts-
schritt vor, um Abweichungen in vervollsta¨ndigten 3D-Dokumenten und Quelltexten zu
ermitteln. Abweichungen bzw. Inkremente lassen sich auf Modellebene u¨bertragen oder
verwerfen. Aktualisierte SSIML-Modelle stehen zur inkrementellen Entwicklung fu¨r die
na¨chste Iteration bereit. Dabei unterstu¨tzt der modellgetriebene Ansatz durch das ho-
he Abstraktionsniveau die iterative Entwicklung auch fu¨r multiple Plattformen, die im
Folgenden Abschnitt vorgestellt werden.
4.1.1 Zielplattformen
Zur Illustration der Multiplattformentwicklung kommen drei Umgebungen zum Ein-
satz: Webbrowser, eine immersive VR-Installation und Android Mobilgera¨te fu¨r AR-
Anwendungen. Programmquelltexte dieser drei Plattformen werden mit verschiedenen
Programmiersprachen und unter Zuhilfenahme ada¨quater Frameworks erstellt. Zur Be-
schreibung von 3D-Szenen kommt einheitlich auf allen drei Plattformen die XML-basierte
Szenenbeschreibungssprache X3D [DB08] zum Einsatz. Der Sprachstandard wurde vom
Web3D Konsortium speziﬁziert und unterteilt sich in verschiedene Proﬁle. Somit las-
sen sich gezielt Teilmengen der umfangreichen Sprache nutzen, wie X3D-Gruppen- oder
Transformationselemente im interchange proﬁle oder X3D-Inline-Elemente zum Nachla-
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den referenzierter X3D-Dokumente im interactive proﬁle.
Webbrowser mit WebGL-Unterstu¨tzung erlauben die unkomplizierte Verbreitung von
3D-Anwendungen und ermo¨glichen Nutzern einfachen Zugang zu ”Fish Tank VR“ (s.Abschnitt 3.1.2). Auf Grundlage des HTML5-Standards dient X3DOM [BEJZ09] zur
Darstellung von X3D-Dokumenten in Webbrowsern ohne zusa¨tzliche Plug-Ins. Hierfu¨r
lassen sich X3D-Dokumente verlustfrei in HTML5-Dokumente u¨berfu¨hren, z. B. mit Hilfe
des VR/AR-Frameworks InstantReality [Fra16]. Die Client-seitige Webanwendung wird
in JavaScript programmiert.
X-SITE (eXtreme deﬁnition Spatial Immersion and interacTion Environment) ist ei-
ne mehrseitige VR-Installation [Tec15]. Ultrahochaufgelo¨ste Projektionen interaktiver
3D-Welten werden durch insgesamt 24 Full HD Ru¨ckwandprojektionsfernseher erzeugt.
Diese Technik erlaubt den nahtlosen U¨bergang zwischen mehreren Bildschirmen einer
Leinwand (s. Abb. 3.1(c)). Neben der geringen ra¨umlichen Einbautiefe steht vor allem
die qualitativ hochwertige Darstellung von 3D-Inhalten im Vordergrund.
Das zugeho¨rige X-SITE-Framework abstrahiert die Programmierung von VR-Anwen-
dungen, bspw. durch Verteilung der 3D-Anwendung auf ein leistungsstarkes Renderclus-
ter und die synchrone Darstellung auf allen Projektoren. Zudem stellt das Framework ein
Eventsystem zur Verarbeitung von Eingaben eines pra¨zisen optischen Trackingsystems
zur Verfu¨gung. Anwendungen fu¨r diese Plattform werden in der Programmiersprache
C++ geschrieben. Im X-SITE-Framework kommt das Szenengraphsystem OpenScene-
Graph [Rob16] zum Einsatz, das auch den Import konvertierter1 X3D-Dokumente er-
laubt.
Android dient als Plattform fu¨r AR-Anwendungen auf Tablets oder Smartphones. Wie
in Abschnitt 3.1.3 beschrieben, genu¨gt die Hardwareausstattung dieser Gera¨teklassen
bereits zum Tracken der realen Welt und der interaktiven Darstellung virtueller 3D-
Inhalte in Kamerabildern. Die Programmierung der AR-Anwendungen ﬁndet mit Java
statt. Geeignete Bibliotheken dienen zum markerbasierten Tracking und 3D-Rendering,
z. B. Vuforia [Qua15] und Rajawali [Den15]. Auch hier dient X3D zur Beschreibung von
3D-Inhalten.
4.1.2 Der Roundtrip3D Entwicklungsprozess im Detail
Abbildung 4.2 stellt die kontinuierliche Entwicklung von Artefakten sowohl auf Modell-
als auch Implementierungsebene dar. Die U¨berfu¨hrung zwischen Modellen und Quelltext-
geru¨sten in beide Richtungen la¨uft beim skizzierten Ansatz nicht simultan, sondern zu
festgelegten Zeitpunkten ab. Daneben zeigt die Abbildung Arbeitsabla¨ufe der beteiligten
Rollen Softwaredesigner, 3D-Designer und Anwendungsprogrammierer.
1Coin3D erlaubt das Laden von VRML-Dateien in OpenSceneGraph.
57
KAPITEL 4. ROUND-TRIP ENGINEERING FU¨R 3D-ANWENDUNGEN
Der Roundtrip3D Prozess beginnt2 immer mit dem Entwurf der 3D-Anwendung im
Vorwa¨rtsschritt der ersten Iteration. Wenngleich mo¨glich, verfolgt Roundtrip3D im Kon-
text der strukturierten Entwicklung keine alternativen Einstiegspunkte, wie Reverse En-
gineering vorhandener Quelltextartefakte. Jede Iteration endet nach dem Ru¨ckwa¨rts-
schritt mit aktualisiertem Softwaremodell. Dieses basiert auf dem Modell der vorherigen
Iteration und spiegelt zudem die aktuelle Implementierung wider. Nach jedem Round-
trip besteht die Option die 3D-Anwendung in folgenden Iterationen weiter auszubauen.
Entwurf
Softwaredesigner erstellen die Speziﬁkation unter Verwendung der in Abschnitt 3.2.3
vorgestellten DSL SSIML. Diese richtet sich gleichermaßen an die beiden weiteren Ent-
wicklergruppen. Das abstrakte SSIML-Modell erfasst jene Aspekte der 3D-Anwendung,
die zugleich 3D-Designer und Programmierer bei ihrer interdisziplina¨ren Arbeit beru¨hren,
also Interrelationen zwischen dem Szenengraphen und der Anwendungslogik. Die For-
malisierung relevanter ”Schnittmengen“ zwischen 3D-Inhalten und Anwendungslogikenstellt die Konsistenz der generierten 3D-Anwendung sicher. Außerdem dient das Modell
zur Kommunikation und ggf. als Vertragsgrundlage [VJ10]. Im Sinne von MDSD und
iterativ inkrementellem Vorgehen wird korrektes, aber nicht notwendigerweise detaillier-
tes Ausarbeiten des initialen SSIML-Modells gefordert, um daraus lauﬀa¨hige Software
zu generieren.
Implementierung
Ferner dienen SSIML-Modelle zum automatischen Generieren strukturbeschreibender
Quelltextartefakte, sowohl fu¨r 3D-Szenen als auch fu¨r Programmquelltexte, die zusam-
men die gesamte Implementierung ergeben. Alle Knoten der SSIML-Szenenmodelle, vor
allem jedoch deren Strukturen, ﬁnden sich in erzeugten X3D-Dokumenten wieder. Diese
werden im Anschluss an 3D-Designer ausgeha¨ndigt und von ihnen mit Inhalten ange-
reichert. Dabei kommen beliebige Werkzeuge zur 3D-Modellierung, Texturierung und
Szenenkomposition zum Einsatz. Im Idealfall halten sich 3D-Designer an die Speziﬁka-
tion durch SSIML-Modelle und a¨ndern weder konkrete Knoten in Szenengraphen noch
deren Strukturen.
Zeitgleich zur 3D-Modellierung werden Codegeru¨ste der Anwendungslogiken fu¨r ge-
wu¨nschte Plattformen automatisch erstellt. Durch die gemeinsame Speziﬁkation stim-
men Vorgaben in erzeugten Programmquelltexten, wie Zugriﬀe auf Szenengraphenele-
mente oder Mechanismen zur Ereignisbehandlung, mit X3D-Dokumenten u¨berein. Die
Vervollsta¨ndigung der Quelltextskelette ﬁndet unabha¨ngig von der 3D-Modellierung in
bevorzugten Entwicklungsumgebungen statt.
Das zuna¨chst noch ”inhaltslose“ X3D-Dokument liegt Anwendungsprogrammierernebenfalls vor und erlaubt die Ausfu¨hrung der 3D-Anwendung zu Testzwecken wa¨hrend
der Implementierungsphase. Fehlende 3D-Inhalte lassen sich durch Mock-ups ersetzen,
bspw. erste fru¨here Versionen der 3D-Geometrien oder etwa Primitive.
2nach der Anforderungsanalyse
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Abbildung 4.2: Rollen und Arbeitsabla¨ufe im Roundtrip3D Entwicklungsprozess (nach
[JLV15])
Testen
Am Ende des Vorwa¨rtsschritts dient das Zusammenfu¨hren der 3D-Szene mit der An-
wendungslogik als Synchronisationspunkt der parallel durchlaufenen Implementierungs-
phasen (s. Abb. 4.1). Der anschließende Funktionstest [Ste02] der 3D-Anwendung kann
Fehler aufzeigen. Insofern auﬃndbar ko¨nnen Ursachen in 3D-Inhalten oder in program-
mierten Quelltexten behoben werden.
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Ru¨ckwa¨rtsschritt und Behandlung von Inkonsistenzen
A¨nderungen an generierten und aufeinander abgestimmten 3D- und Programmartefak-
ten wa¨hrend der Implementierung ko¨nnen zu Inkonsistenzen fu¨hren. Insbesondere ist
die 3D-Anwendung dann nicht mehr konform zu ihrer Speziﬁkation. Solche Inkonsis-
tenzen lassen sich in der Testphase nur schwer identiﬁzieren. Der Roundtrip3D Prozess
zielt daher auf die automatische Ermittlung von Inkonsistenzen ab: Im Ru¨ckwa¨rtsschritt
werden 3D-Szenenbeschreibung und Programmquelltexte eingesammelt und mit dem
SSIML-Modell verglichen. Fu¨r ermittelte Unstimmigkeiten ist zu entscheiden, ob sie
als fehlerhafte Abweichungen verworfen oder als sinnvolle Verbesserungen in zuku¨nftige
Versionen der 3D-Anwendung eingehen sollen. Neben Expertenurteilen zur Behandlung
von Abweichungen sind auch automatisierte Ansa¨tze zum U¨bernehmen oder Verwerfen
denkbar, z. B. Tagging oder externe Konﬁgurationen (s. Abschnitt 2.4). Am Ende des
Ru¨ckwa¨rtsschritts sind akzeptierte A¨nderungen im SSIML-Modell enthalten, das dann
zur weiteren Bearbeitung bereitsteht. Nicht ins SSIML-Modell u¨bernommene Abweichun-
gen der Implementierung mu¨ssen in einem weiteren Vorwa¨rtsschritt durch Techniken des
Round-trip Engineerings in bestehenden Quelltexten korrigiert werden.
Neustart der Iteration
Das erhaltene SSIML-Modell wird durch Softwaredesigner weiter ausgearbeitet. Damit
beginnt eine neue Iteration. Nach manuellen Modellerweiterungen sind bestehende Im-
plementierungen in Teilen nicht mehr konform zur Speziﬁkation. Weitere Abweichun-
gen der Implementierungen zum Modell resultieren aus abgelehnten A¨nderungen nach
codegetriebener Entwicklung des letzten Ru¨ckwa¨rtsschritts. Der anstehende Vorwa¨rts-
schritt ist daher notwendig, um die Implementierung zu aktualisieren damit sie dem
Stand der verfeinerten Version des SSIML-Modells entspricht. Auf Grundlage des neuen
Softwaremodells erzeugte 3D- und Quelltextgeru¨ste sind mit bestehenden Dokumenten
zusammenzufu¨hren. Dabei mu¨ssen sa¨mtliche A¨nderungen in Quelltexte einﬂießen, ohne
dass Teile unbeabsichtigt gelo¨scht werden. Im Anschluss sind Inkonsistenzen zwischen
3D- und Programmquelltexten ausgera¨umt und Implemenierungen konform zur Spezi-
ﬁkation. 3D-Designer bzw. Programmierer fu¨hren die 3D-Anwendungsentwicklung auf
aktualisierter Quelltextebene fort. Es folgen die Testphase und die Ermittlung von In-
konsistenzen im Ru¨ckwa¨rtsschritt, wonach die Iteration von neuem beginnt.
Ausbleibende Inkonsistenzen im Ru¨ckwa¨rtsschritt weisen darauf hin, dass die Imple-
mentierung konform zu ihrem Softwaremodell und damit 3D-Szene und Anwendungslo-
gik konsistent zueinander sind. Die so erhaltene Version der 3D-Anwendung ist frei von
typischen Fehlern der 3D-Anwendungsentwicklung [JLV15].
4.2 Demonstration am Beispiel
Anhand einer interaktiven 3D-Anwendung wird der vorgestellte Entwicklungsprozess ver-
deutlicht [JLV15]. Die zu entwickelnde Anwendung erlaubt Nutzern die Bedienung eines
virtuellen Industrieroboters mit zuna¨chst einem Freiheitsgrad. U¨ber zwei Steuerkno¨pfe
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innerhalb der virtuellen Welt kann der Roboter im oder entgegen des Uhrzeigersinns um
seine vertikale Achse gedreht werden. Abbildung 4.6(a) (S. 71) zeigt einen Screenshot
der spa¨teren 3D-Anwendung. Die 3D-Szene besteht aus
• einer Werkshalle,
• einem Arbeitsraum mit Absperrung,
• dem Industrieroboter
• sowie einem Kontrollpult mit zwei Steuerkno¨pfen.
Das bewusst minimalistisch gehaltene Beispiel umfasst die Verarbeitung von Events aus
der 3D-Welt in der Anwendungslogik, und zwar sobald einer der Steuerkno¨pfe beta¨tigt
wird. Außerdem greift die Anwendungslogik auf den Szenengraphen zu um den Roboter
zur Laufzeit zu rotieren. Daru¨ber hinaus verdeutlicht die Beispielanwendung erste Abbil-
dungen zwischen Modell- und Quelltextartefakten, bspw. von SSIML-Knoten auf X3D-
Elemente. Die Anwendung wird fu¨r alle drei Plattformen (s. Abschnitt 4.1.1) erstellt:
In einer Webversion sollen sich Nutzer komfortabel mit gewo¨hnlicher Desktophardwa-
re einen Eindruck des Roboters verschaﬀen ko¨nnen. Fu¨r ein intensiveres Erlebnis stellt
die X-SITE-Umgebung den Roboter in ”Lebensgro¨ße“ dar. Abschnitt 4.2.2 zeigt eineabgewandelte AR-Version, um den Einsatz des Roboters an realen Standorten vorab zu
visualisieren.
4.2.1 Entwickeln einer VR-Anwendung
Die Anwendung wird mit der DSL SSIML/Core speziﬁziert. Die anschließende Modellie-
rung der 3D-Szene ﬁndet zeitgleich zur Implementierung der Anwendungslogik fu¨r die
Zielplattformen Web und X-SITE statt. Die vorgestellte Implementierung des hypothe-
tischen Szenarios ist konform zu ihrer Speziﬁkation. Beispiele zu Abweichungen und die
Behandlung von Inkonsistenzen werden in Abschnitt 4.2.3 behandelt.
Modellieren der VR-Anwendung
Abbildung 4.3 zeigt die mit SSIML/Core modellierte 3D-Anwendung im graﬁschen Edi-
tor. Die ra¨umliche Anordnung der Elemente bleibt fu¨r das Modell ohne semantische
Bedeutung und dient lediglich zur optischen Aufbereitung. Es handelt sich um die erste,
zwar mo¨glichst korrekte jedoch nicht ﬁnale Version der Speziﬁkation. Weiterfu¨hrende In-
formationen zu eingesetzten SSIML-Elementen ko¨nnen bspw. in [Vit08] nachgeschlagen
werden.
Der Szenenknoten RobotScene fungiert als ausgezeichneter Wurzelknoten. SSIML be-
zeichnet Eltern-Kind-Beziehungen als PrimaryParentChildRelationships und notiert sie
als schwarze gerichtete Kanten3. Der Szenenknoten ist u¨ber eine PrimaryParentChild-
Relationship mit dem Transformationsknoten mainTrans verbunden, der zur groben
3Verfu¨gt ein Kindknoten u¨ber weitere Elternknoten, heißen die Beziehungen SecondaryParentChildRe-
lationships, die schwarz gestrichelt gezeichnet werden. In dieser Arbeit kommen SecondaryParent-
ChildRelationships nicht in Beispielen vor.
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TouchSensorAttribute leftTS bzw. rightTS. Sensoren sind Teil des SSIML-Interrelatio-
nenmodells und u¨bermitteln Ereignisse aus der 3D-Szene an Anwendungsklassen, hier
RobotControl. Die SSIML-TouchSensoren lo¨sen Ereignisse aus, sobald Nutzer mit asso-
ziierten 3D-Objekten in der virtuellen Welt interagieren, z. B. Anklicken (CLICKED) mit
Zeigegera¨ten wie einer Maus oder einem Flystick. Spezielle EventRelationships werden
als grau gestrichelte Linien notiert und stellen Verbindungen zwischen Sensoren und
Anwendungsklassen her.
Ebenfalls grau gestrichelt dargestellt geben sog. SceneAccessRelationships SSIML-An-
wendungsklassen Zugriﬀ auf verbundene Knoten. Im Beispiel erha¨lt die Klasse Robot-
Control schreibenden Zugriﬀ (MODIFIES) auf den Transformationsknoten baseRotation.
Im spa¨teren Programmquelltext resultiert dieser Transformationsknoten in einer geeigne-
ten Variable. Programmierer setzen deren Rotationswinkel bei der Ereignisbehandlung
nach Nutzerinteraktion mit den virtuellen Kno¨pfen. Zur Laufzeit dreht sich der Roboter
dann um seine vertikale Achse.
Das SSIML-Modell dient als Grundlage zur Entwicklung der konsistenten 3D-Anwen-
dung. 3D-Designer erhalten neben der Namensgebung relevanter Knoten vor allem Vor-
gaben zur Struktur der Szene. Abweichungen der modellierten 3D-Szene vom SSIML-
Modell ko¨nnen bspw. in nicht adressierbaren Knoten des Szenengraphen resultieren oder,
im Falle gea¨nderter Strukturen, zu fehlerhaftem Verhalten des Roboters fu¨hren. Program-
mierer erhalten Informationen zu Events aus der 3D-Szene sowie den gesicherten Zugriﬀ
auf Knoten des Szenengraphen.
Durch eine Vielzahl von SSIML-Knotenattributen kann das Modell mit zusa¨tzlichen
Informationen angereichert werden [Vit08]. Der SSIML-Objektknoten endEffektor (s.
Abb. 4.3) steht fu¨r das letzte Element der kinematischen Kette des Roboters. Im Beispiel
gibt dessen Objektattribut Encapsulated Content an, dass Geometrieinformationen
zum Endeﬀektor in der Datei endEﬀector.x3d zu speichern sind.
Das Setzen von Knotenattributen fu¨r die 3D-Welt, bspw. konkrete Translations- oder
Rotationswerte von Transformationsknoten oder Sichtbereiche virtueller Kameras, gestal-
tet sich auf SSIML-Ebene ohne geeignete Werkzeuge zur Veranschaulichung nur bedingt
intuitiv. Im SSIML-Modelleditor ko¨nnen solche Werte daher optional angegeben werden.
Im Rahmen dieser Arbeit wurde das SSIML-Metamodell um sinnvolle, ebenfalls optiona-
le Attribute erweitert, z. B. um Metadaten wie Namen zu generierender Quelltextdateien
festzulegen oder Versionsnummern von Modellen zu speichern.
Implementieren der 3D-Szene
Das SSIML-Beispielmodell aus Abbildung 4.3 setzt sich aus Interrelationenmodell so-
wie Szenenmodell zusammen. Letzteres beinhaltet sa¨mtliche Informationen um die X3D-
Szene in Listing 4.1 automatisch zu erzeugen. Zur besseren Lesbarkeit entha¨lt das ge-
nerierte X3D-Dokument keine mit Standardwerten initialisierten XML-Attribute (noch
vorhanden in Zeilen 6–7). Auch entfernt wurden Kommentare mit Metainformationen
wie in Zeile 1. Auf serialisierte Metainformationen geht Kapitel 6 ausfu¨hrlicher ein.
Jeder SSIML-Knoten resultiert in einem oder mehreren X3D-Elementen. Aus dem
SSIML-Szenenknoten ergeben sich bspw. das X3D-Scene-Element sowie das WorldInfo-
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1 < ! -- id=20356f15-bc3b -40e0-bad6 -340862 ae7fc5 -->
2 <X3D version="3.0" p r o f i l e="Interaction">
3 <Scene>
4 <WorldInfo DEF="generatedWorldInfo1" t i t l e="RobotScene" i n f o="">
5 </WorldInfo>
6 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
7 t r a n s l a t i o n="0.0 0.0 0.0" DEF="mainTransform">
8 <Transform DEF="robotTrans">
9 <Transform DEF="baseRotation">
10 <I n l i n e DEF="base" nameSpaceName="base" u r l="base.x3d">
11 </ I n l i n e>
12 <Transform DEF="middleRotation">
13 <I n l i n e DEF="middleArm" nameSpaceName="middleArm" u r l="segment0.x3d">
14 </ I n l i n e>
15 <Transform DEF="endRotation">
16 <I n l i n e DEF="endEffector" nameSpaceName="endEffector"
17 u r l="endEffector.x3d">






24 <I n l i n e DEF="controlPanel" nameSpaceName="controlPanel"
25 u r l="controlPanel.x3d">
26 </ I n l i n e>
27 <Transform DEF="rightTrans">
28 <I n l i n e DEF="rightBtn" nameSpaceName="rightBtn" u r l="button.x3d">
29 </ I n l i n e>
30 </Transform>
31 <Transform DEF="leftTrans">
32 <I n l i n e DEF="leftBtn" nameSpaceName="leftBtn" u r l="button.x3d">




37 <I n l i n e DEF="workspace" nameSpaceName="workspace" u r l="workspace.x3d">
38 </ I n l i n e>
39 </Transform>
40 <Transform DEF="hallTrans">
41 <I n l i n e DEF="hall" nameSpaceName="hall" u r l="hall.x3d">





Listing 4.1: Generiertes X3D-Dokument zum SSIML-Modell in Abb. 4.3. Zur besseren
Lesbarkeit wurden Standardwerte und Kommentare entfernt.
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Element. SSIML-Gruppen- und Transformationsknoten entsprechen ihren gleichnami-
gen X3D-Pendants. Namensattribute von SSIML-Knoten ﬁnden sich in DEF-Attributen
korrespondierender X3D-Elemente wieder und sind zur Adressierung des jeweiligen Sze-
nengraphenelements aus der Anwendungslogik heraus notwendig. SSIML-Objektknoten
bilden im X3D-Dokument auf Inline-Elemente mit Verweis auf externe X3D-Inhalte ab.
Bspw. ﬁndet sich der SSIML-Objektknoten endEffector in Listing 4.1 in den Zeilen 16–
17 als Inline-Element wieder. Dessen X3D-Attribut URL verweist auf die im SSIML-
Modell hinterlegte Datei endEﬀector.x3d.
Fu¨r jeden der beiden Kno¨pfe zur Interaktion mit dem Roboter wird dieselbe Geome-
trie aus der Datei button.x3d geladen (s. Listing 4.1, Zeilen 28 und 32). Statt diese
Geometrie zur Laufzeit durch mehrmaliges Laden im Speicher zu duplizieren, ist alter-
nativ der Einsatz des X3D-USE-Attributs denkbar4. Das X3D-USE-Attribut erlaubt im
X3D-Dokument zuvor deklarierte Elemente samt angeha¨ngter Teilba¨ume wiederzuver-
wenden, wodurch geringerer Speicherbedarf die Performance der 3D-Anwendung erho¨ht
[RC97].
Abbildungen zwischen SSIML-Knoten und X3D-Elementen sind in Abschnitt 5.3.3 des
folgenden Kapitels tabellarisch aufgefu¨hrt. Daneben spiegelt sich vor allem die Struktur
des SSIML-Modells in der des X3D-Dokuments wider, z. B. pra¨gnant im Teilbaum des
Roboters in Zeilen 8–22.
Auf Grundlage des SSIML-Modells erstellen 3D-Designer die geforderten 3D-Objekte
mit Werkzeugen ihrer Wahl, bspw. Blender in Abbildung 4.4(a). Gema¨ß Entwicklungs-
prozess in Abbildung 4.1 folgen dieser Modellierungsphase Meshvereinfachung sowie
Texturierung. Nach dem Export aus der Modellierungsumgebung liegen die fertigen
Geometrien in separaten X3D-Dateien vor, benannt nach den Vorgaben der Speziﬁka-
tion. Innerhalb der generierten Szene mu¨ssen die 3D-modellierten Objekte durch Ver-
schieben, Rotieren oder Skalieren angeordnet werden. Diese Komposition der Inline-
Elemente wird durch u¨bergeordnete Transform-Elemente unterstu¨tzt. Dabei zeigt sich
zudem ob modellierte 3D-Objekte zuvor festgelegte Konventionen erfu¨llen, z. B. mit der-
selben Maßeinheit skaliert sind oder ob jeweilige lokale Koordinatenurspru¨nge korrekt
gesetzt sind. Ggf. sind Nachbesserungen betroﬀener 3D-Objekte noch wa¨hrend der aktu-
ellen 3D-Modellierungsphase notwendig. Abbildung 4.4(b) zeigt die angeordnete Umge-
bung des Roboters in der Werkshalle zu den beiden a¨quivalenten SSIML-Knoten hall
und workspace.
Der Mechanismus zum Nachladen einzelner Geometrien u¨ber Inline-Elemente bringt
mehrere Vorteile mit sich: Geometrie- und Farbinformationen werden mit wachsendem
Detailgrad entsprechend umfangreich. Auslagern dieser Daten in separate X3D-Doku-
mente sorgt fu¨r eine kleinere und damit u¨bersichtlichere Hauptszenendatei, die bei Bedarf
sogar in Texteditoren geladen werden kann. Außerdem entha¨lt diese Hauptszenendatei
sa¨mtliche fu¨r den Entwicklungsprozess relevante X3D-Elemente. Damit reﬂektiert die
X3D-Szene als kompakte Implementierung die abstrakten Knoten und die Struktur des
Softwaremodells.
Weiterhin erlaubt Speichern der 3D-Geometrien in separaten X3D-Dateien und Nach-
4z. B. auf Grundlage von SecondaryParentChildRelationships
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Die Anwendungslogik der Webplattform wird mittels JavaScript implementiert und
greift u¨ber die DOM-Schnittstelle auf die 3D-Szene zu, um sie wa¨hrend der Laufzeit
dynamisch anzupassen. Zur Umsetzung von Nutzerinteraktionen innerhalb der 3D-Szene
kommt das etablierte HTML5-Eventsystem zum Einsatz. Listing 4.2 zeigt generierten
und manuell programmierten JavaScript Quelltext auf Basis des SSIML-Interrelationen-
modells in Abbildung 4.3 (S. 62).
1 function RobotControl ( ) {
2 "use strict" ;
3
4 var bas e ro ta t i on = document . que rySe l e c t o r ( ’[DEF=baseRotation]’ ) ;
5
6 this . l e f t B t n c l i c k = function ( event ) {
7 }
8
9 this . r i g h tB t n c l i c k = function ( event ) {
10 var ang le = ro ta t i onba s e . g e tAt t r ibute ("rotation" ) ;
11 ang le = parseF loat ( ang le . s p l i t (" " ) [ 3 ] ) ;
12 ang le+= 0 . 0 4 ;




17 function i n i t ( ) {
18 "use strict" ;
19
20 var r obo t con t r o l = new RobotControl ( ) ;
21 document . que rySe l e c to r ( ’[DEF=leftBtn]’ )
22 . addEventListener ("click" , r obo t con t r o l . l e f t B t n c l i c k ) ;
23
24 document . que rySe l e c to r ( ’[DEF=rightBtn]’ )
25 . addEventListener ("click" , r obo t con t r o l . r i g h tB t n c l i c k ) ;
26 }
Listing 4.2: Generiertes und manuell erweitertes JavaScript Quelltextgeru¨st
Die Struktur der generierten JavaScript Datei a¨hnelt der von klassenorientierten Pro-
grammiersprachen wie Java oder C++. Die SSIML-Anwendungsklasse RobotControl
mu¨ndet in der gleichnamigen JavaScript Funktion in den Zeilen 1–15. In Zeile 4 wird der
im SSIML-Modell deﬁnierte Zugriﬀ der Anwendungsklasse auf den Transformationskno-
ten baseRotation in einer Variablendeklaration und -deﬁnition umgesetzt. Fortan steht
das DOM-Element baserotation dem Programmierer als lokale Variable zur Verfu¨gung.
Der generierte Stub leftBtn click in den Zeilen 6–7 geho¨rt zum Objekt Robot-
Control und dient als Ru¨ckrufmethode zur Ereignisbehandlung. In der Methode init
(Zeilen 17–26) werden Objekte initialisiert und zur Ereignisbehandlung registriert. Bspw.
ﬁndet die Verknu¨pfung der Ru¨ckrufmethode leftBtn click mit dem DOM-Element
leftBtn nach einem Click-Event statt. Informationen zu Registrierung und Stub der
Ru¨ckruﬀunktion stammen aus der Interrelation des SSIML-Knotens leftBtn, dem Sen-
sorattribut leftTS sowie dessen Assoziation mit der Anwendungsklasse. Die Eventbe-
handlung des zweiten Steuerknopfes rightBtn erfolgt analog.
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Die Methode zur Initialisierung wird nach vollsta¨ndigem Laden der Internetseite au-
tomatisch aufgerufen. Das JavaScript Literal use strict (Zeilen 2 und 18) schreibt
innerhalb seines Scopes Programmierkonventionen vor, z. B. die zwingend notwendige
Deklaration von Variablen vor ihrer ersten Verwendung. Die im strict mode erweiterte
Fehlerpru¨fung verbietet nicht nur intransparente Sprachkonstrukte, sondern sorgt auch
fu¨r aussagekra¨ftige Fehlermeldungen und reduziert insgesamt die Fehlerrate wa¨hrend der
Programmierung [Ecm15].
Aufgabe der Programmierer ist die Vervollsta¨ndigung generierter Stubs wie bereits
exemplarisch in den Zeilen 10 –13 umgesetzt: Der nach Nutzerinteraktion aufgerufene
Programmcode nutzt das DOM-Element baserotation und erho¨ht den Wert des Ro-
tationswinkels (Bogenmaß), wonach sich der gesamte Roboter um seine vertikale Achse
dreht. Somit beschra¨nkt sich die Aufgabe der JavaScript Entwickler auf die Programmie-
rung des Verhaltens der 3D-Anwendung. Generierte Vorgaben zur Ereignisbehandlung
und Zugriﬀe auf DOM-Elemente sichern die Entwicklung nach Speziﬁkation zu, erspa-
ren wiederkehrende Implementierungsaufgaben und erlauben die Programmierung der
Anwendung parallel zur 3D-Modellierung.
X-SITE Zum Laden von X3D-Dokumenten in die X-SITE-Umgebung werden diese ins
verwandte VRML-Format u¨bertragen, wonach sie der Anwendung zur Laufzeit als Open-
SceneGraph Datenstrukturen zur Verfu¨gung stehen [JLV15]. Analog zur Webplattform
werden fu¨r die X-SITE-Umgebung zuna¨chst C++ Codegeru¨ste generiert, welche durch
Programmierer zu vervollsta¨ndigen sind. Der erzeugte C++ Quelltext ist auf Grund des
Codes zur Initialisierung der Anwendung im X-SITE-Framework deutlich umfassender
als entsprechender JavaScript Quelltext.
Die SSIML-Anwendungsklasse RobotScene ﬁndet sich in den Zeilen 3–30 in Listing A.1
(S. 139) wieder. Die Assoziation der Klasse zum Transformationsknoten baseRotation
resultiert im gleichnamigen, typisierten Zeiger (Zeile 29) auf den zugeho¨rigen Knoten
des Szenengraphen (Zeile 6). Die beiden Ru¨ckruﬀunktionen zur Ereignisbehandlung nach
Nutzerinteraktion beﬁnden sich in den Zeilen 17–21 bzw. 23–27. In den generierten Stubs
setzen Programmierer Rotationswerte der Variablen baseRotation und vervollsta¨ndigen
so das Verhalten des Roboters.
Die Klasse RobotScene (Zeilen 32–66) ist nach dem SSIML-Szenenknoten benannt
und dient zur Initialisierung der Anwendung, z. B. Laden der 3D-Szene oder Konﬁgurie-
ren des Flysticks. Nach der Registrierung der Anwendungsklasse fu¨r das Eventsystem
selbst (Zeile 40), ﬁndet die Zuweisung zwischen Ru¨ckruﬀunktionen, Ereignissen und
Szenengraphelementen statt (Zeilen 42 und 44). Weitere generierte Methoden, wie De-
struktoren, die Hauptschleifen simulate und update oder zusa¨tzliche selbst deﬁnierte
Methoden ko¨nnen von Programmierern ebenfalls genutzt werden. In den Zeilen 68–70
ﬁndet sich parametrisierter Quelltext zur Registrierung der VR-Anwendung als Plug-In
in der X-SITE-Umgebung wieder.
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4.2.2 Entwickeln einer AR-Anwendung
Eine AR-Version der Anwendung soll zur Visualisierung des Roboters an mo¨glichen
Standorten dienen. Dabei werden in der realen Umgebung zwei optische Marker platziert,
um jeweils Position und Orientierung des Steuerpults sowie des Roboters vorzugeben.
Im Kamerabild wird folglich die reale Umgebung zusammen mit virtuellem Roboter und
Steuerpult eingeblendet. Wie auch in der Web- und X-SITE-Version soll der Roboter
durch Dru¨cken der Steuerkno¨pfe rotiert werden [JLV15].
Modellieren der AR-Anwendung
SSIML/AR ist Teil der SSIML-Sprachfamilie und erweitert SSIML/Core um Model-
lierungsmo¨glichkeiten fu¨r 3D-Anwendungen der Erweiterten Realita¨t [VH06]. Z. B. er-
lauben SSIML-VideoTracker das Verfolgen der SSIML-Knoten Real- oder HybridObject
u¨ber sog. TracksRelationships, was in der spa¨teren AR-Anwendung dem Tracken op-
tischer Marker gleichkommt. Auf Grundlage der so ermittelten Trackinginformationen
erlauben SSIML-SceneUpdater u¨ber AlignsRelationships die geometrische Registrierung
assoziierter Objekte.
Die Speziﬁkation konkreter VideoTracker oder SceneUpdater auf Modellebene ent-
spricht der tatsa¨chlichen Umsetzung optischer AR-Verfahren (s. Abschnitt 3.1.3) und
verleiht SSIML/AR dadurch eine technische Orientierung (s. Abschnitt 2.3.2). U¨bli-
cherweise werden zur Entwicklung von AR-Anwendungen jedoch AR-Bibliotheken oder
Frameworks genutzt, die solche Trackingfunktionalita¨ten kapseln, z. B. Vuforia [Qua15].
Die Modellierung des AR-Verfahrens selbst ist somit nicht notwendig, zumal diese tech-
nische Orientierung neben der sonst fachlich orientierten Sprache SSIML/Core das Ab-
straktionsvermo¨gen der Modelle verringert [JLV15].
In der vorgestellten Arbeit kommt daher eine zweckma¨ßig reduzierte Version des
SSIML/AR Metamodells zum Einsatz, die auf technische Beschreibungen (VideoTra-
cker und SceneUpdater) verzichtet. Zentraler Knoten zur Modellierung von AR-Anwen-
dungen bleibt dagegen das SSIML-HybridObject. Wie SSIML-Objektknoten referenzie-
ren hybride Objektknoten X3D-Dateien zum Nachladen konkreter Geometrieinformatio-
nen. Zusa¨tzlich ko¨nnen auf Modellebene Angaben zu Markern hinterlegt werden, wo-
durch hybride Objektknoten Beziehungen zwischen realen und virtuellen Objekten her-
stellen. Gegenu¨ber der urspru¨nglichen SSIML-Speziﬁkation werden hybride Knoten wie
auch Objektknoten in dieser Arbeit als gruppierende Elemente verwendet, wodurch sich
SSIML-Modelle kompakter gestalten lassen.
Fu¨r die AR-Beispielanwendung wird das urspru¨ngliche SSIML/Core-Modell aus Abbil-
dung 4.3 (S. 62) nur leicht abgea¨ndert: Im SSIML/AR-Modell in Abbildung 4.5 ersetzt
der hybride Knoten workspace den urspru¨nglichen SSIML-Objektknoten. Somit la¨sst
sich der Arbeitsraum des Roboters im Kamerabild u¨ber einen Marker positionieren. Da
der Teilbaum des Roboters unter diesem hybriden Knoten ha¨ngt, wird er u¨ber denselben
Marker zusammen mit dem Arbeitsraum in der realen Szene platziert. Analog ersetzt der
hybride Knoten controlPanel den urspru¨nglichen Objektknoten und dient zur Positio-
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4.2.3 Reverse Engineering und Neustart der Iteration
Am u¨bersichtlichen Beispiel wird die iterative Entwicklung der VR-Anwendung fort-
gefu¨hrt. Die hier bewusst in die Implementierung eingebrachten Abweichungen vom
SSIML-Modell werden im Ru¨ckwa¨rtsschritt erkannt, teilweise ins Modell u¨bernommen
und dieses anschließend manuell erweitert. Erneutes Generieren der Quelltexte auf Basis
des aktualisierten Modells korrigiert Inkonsistenzen in Quelltexten und pﬂegt Erweite-
rungen in die Implementierungen ein.
Ermittlung und Behandlung von Inkonsistenzen
Im Anschluss an die Testphase beginnt der Ru¨ckwa¨rtsschritt mit dem Einsammeln ver-
vollsta¨ndigter Quelltextartefakte und deren U¨berfu¨hrung in Modellpra¨sentation. Jede
Abweichung (Diﬀerenz) der Implementierung vom Modell wird dabei als Inkonsistenz
erkannt die zu behandeln ist. Dabei ko¨nnen Diﬀerenzen entweder verworfen oder ins
Modell u¨bernommen werden. Hierfu¨r ist die graﬁsche Aufbereitung von Diﬀerenzen in
der SSIML-eigenen Notation denkbar (s Kapitel 6). Im Idealfall sind Softwaredesigner
zusammen mit Programmierern und 3D-Designern am gemeinsam Entscheidungsprozess
beteiligt. Alternativ kann die Behandlung von Inkonsistenzen auch automatisiert nach
vorgegebenen Konﬁgurationen und Priorisierungen erfolgen [JLV15, SVEH07].
Im hypothetischen Szenario fu¨hren folgende A¨nderungen am X3D-Dokument zu einer
nicht Modell-konformen Implementierung. Die Abweichungen stehen der Reihe nach fu¨r
die drei A¨nderungsoperationen Einfu¨gen (Insert), Entfernen (Delete) und Modiﬁzieren
(Update):
1. Durch ein Missversta¨ndnis gehen 3D-Designer von einem zu animierenden Roboter
mit zwei Freiheitsgraden aus und erstellen statt zwei Steuerkno¨pfen insgesamt vier
Steuerkno¨pfe auf dem Kontrollpult.
2. Die detaillierte 3D-Werkshalle kann nicht rechtzeitig fertiggestellt werden, weshalb
das Inline-Element aus dem X3D-Dokument entfernt wird.
3. Das eingesetzte 3D-Werkzeug zur Szenenkomposition benennt Transformationskno-
ten im generierten X3D-Dokument bei dessen Export nach eigener Konvention um,
z. B. baseRotation zu trans 002.
Wa¨hrend alle drei Punkte zu Inkonsistenzen zwischen dem Modell und der Implemen-
tierung fu¨hren, verursacht Punkt 3 zusa¨tzlich Inkonsistenzen zwischen programmierter
Anwendungslogik und der 3D-Szene. Der urspru¨ngliche Transformationsknoten baseRo-
tation ist nach seiner Umbenennung nicht mehr adressierbar. Dagegen bleiben hinzuge-
kommene Geometrien der Kno¨pfe bzw. die entfernte Werkshalle ohne Auswirkungen fu¨r
Programmquelltexte.
Die im Ru¨ckwa¨rtsschritt erkannten Diﬀerenzen werden wie folgt behandelt: Die ver-
sehentliche Umbenennung der Transformationsknoten durch das Kompositionswerkzeug
wird von Softwaredesignern als Fehler erkannt und abgelehnt, d. h. die urspru¨ngliche
Benennung soll beibehalten werden. Weiterhin wird die Lo¨schung der Werkshalle auf
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schaulichung und kann alternativ unter Verwendung von Kardinalita¨ten zu einer einzigen
Kette zusammengefasst werden [VP05].
Das SSIML-Modell in Abbildung 4.7 wurde aus der letzten Fassung der Quelltex-
te abgeleitet, indem manche Abweichungen aus Quelltexten kontrolliert ins SSIML-
Modell u¨bernommen wurden, wie zwei zusa¨tzliche Steuerkno¨pfe aus der X3D-Szene. Da-
neben wurden im Ru¨ckwa¨rtsschritt auch A¨nderungen aus Quelltexten zur U¨bernahme
ins SSIML-Modell abgelehnt, und zwar versehentlich umbenannte Transformationskno-
ten. Wa¨hrend des Ru¨ckwa¨rtsschritts werden Quelltexte zum Aktualisieren des SSIML-
Modells ”ausgelesen“ aber nicht gea¨ndert. Bezu¨glich des aktualisierten SSIML-Modellsbeﬁnden sich Programmquelltext- und X3D-Fassungen der letzten Implementierungspha-
se aus zwei Gru¨nden auf einem veralteten Stand: Zum einen sind die im Ru¨ckwa¨rtsschritt
abgelehnten A¨nderungen nach wie vor in Quelltexten enthalten. Im Beispiel tragen
alle Transformationsknoten im X3D-Dokument noch eigenwillige Bezeichnungen nach
dem Export aus der 3D-Modellierungsumgebung, z. B. trans 002. Daher berichtigen
Generatoren im anstehenden Vorwa¨rtsschritt die zuvor im Ru¨ckwa¨rtsschritt abgelehn-
ten Inkonsistenzen, bspw. durch Umbenennen von trans 002 zu baseRotation im X3D-
Dokument. Zum zweiten ist die Implementierung veraltet, weil manuelle Erweiterungen
am SSIML-Modell oﬀensichtlich noch nicht in Quelltexte u¨bertragen wurden. Neben
Korrekturen ﬂießen im anstehenden Vorwa¨rtsschritt Inkremente des SSIML-Modells in
bestehende Quelltexte ein, bspw. generierte Ru¨ckrufmethoden im JavaScript Dokument
aus zusa¨tzlich deﬁnierten SSIML-TouchSensorelementen.
Ausgehend vom aktualisierten SSIML-Modell sowie korrigierten und damit konformen
3D- und Programmquelltexten wird in der zweiten Iteration die manuelle Implemen-
tierung der 3D-Anwendung fortgefu¨hrt. Insbesondere sind auch X3D- und Programm-
quelltexte konsistent zueinander. Anwendungsentwickler programmieren das Verhalten
zur Steuerung des Roboters fu¨r die beiden neuen Kontrollkno¨pfe in dafu¨r vorgesehenen
Ru¨ckrufmethoden. Im X3D-Dokument sind die Knopfgeometrien bereits seit der vorheri-
gen 3D-Modellierungsphase vorhanden. 3D-Designer mu¨ssen beim na¨chsten Export der
3D-Szene auf die korrekte Namensgebung der X3D-Elemente achten.
Nach dem Zusammenfu¨hren von X3D- mit Programmquelltexten und der Testphase
folgt die Pru¨fung auf Inkonsistenzen im Ru¨ckwa¨rtsschritt, wonach der zweite Round-trip
mit abgeleitetem SSIML-Modell endet. Die iterative Entwicklung dauert an, bis Speziﬁka-
tion und Implementierung vollsta¨ndig sind, also keine weiteren Inkremente mehr deﬁniert
werden und die Implementierung konform zum Modell ist. Ausbleibende Inkonsistenzen
im Ru¨ckwa¨rtsschritt stellen ein Indiz fu¨r fehlerfreie 3D-Anwendungen dar.
Abbildung 4.8 zeigt die fortgeschrittene Version der Roboteranwendung in der X-SITE-
Umgebung gema¨ß SSIML-Modell in Abbildung 4.7. Zur Bedienung der vier Steuerkno¨pfe
kommt ein Flystick zum Einsatz. Der virtuelle Strahl vom Flystick in die 3D-Welt wird
vom X-SITE-Framework bereitgestellt und liefert optisches Feedback zum Zeigegera¨t.
Im abstrakten Modell ﬁnden sich derart anwendungsnahe Details nicht wieder.
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Abbildung 4.8: Fortgeschrittene Version der VR-Anwendung in der X-SITE-Umgebung
mit Head-Tracking und virtuellem Strahl als Feedback zur Eingabe mit
einem Flystick
4.3 Zusammenfassung
Der Roundtrip3D Entwicklungsprozess geht auf die Anforderungen der 3D-Anwendungs-
entwicklung ein. Softwaredesigner erstellen initiale SSIML-Modelle, zur Speziﬁkation von
3D-Anwendungen und um gemeinsames Versta¨ndnis in heterogenen Entwicklergrup-
pen zu fo¨rdern. Daru¨ber hinaus dienen Modelle zur Generierung konsistenter Quelltext-
geru¨ste, sowohl fu¨r 3D-Szenen als auch fu¨r Anwendungslogiken. Generierte Strukturen
geben die Speziﬁkation vor, ersparen Implementierungsarbeiten und sichern Schnittstel-
len zum 3D-Szenenzugriﬀ und zur Ereignisbehandlung zu. Die Programmierung kann
gleichzeitig zur 3D-Modellierung erfolgen. Programmierkonventionen fo¨rdern struktu-
riertes Programmieren und die Quelltextqualita¨t.
Der vorgestellte Ansatz unterstu¨tzt die Entwicklung von 3D-Anwendungen fu¨r mul-
tiple Plattformen: Webanwendungen mit JavaScript, immersive VR-Anwendungen in
C++ und AR-Anwendungen fu¨r Android Mobilgera¨te mittels Java. Fu¨r alle drei Platt-
formen ﬁndet die Deklaration der 3D-Szenen durch X3D statt.
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Programmierer und 3D-Designer setzen beliebige Werkzeuge zur Vervollsta¨ndigung
generierter Geru¨ste ein. Daher lassen sich Abweichungen der Implementierung von der
Speziﬁkation erst nach der Vervollsta¨ndigung ermitteln und nicht simultan mit dem ab-
strakten Softwaremodell abgleichen. Nach codegetriebener Entwicklung werden Inkon-
sistenzen der Implementierung zur Speziﬁkation im Ru¨ckwa¨rtsschritt festgestellt und
kontrolliert gelo¨st. Das resultierende SSIML-Modell steht in der neuen Iteration zum
inkrementellen Ausbau bereit. Im Ru¨ckwa¨rtsschritt abgelehnte A¨nderungen werden
im anstehenden Vorwa¨rtsschritt in vorhandenen Implementierungen korrigiert. Manuel-
le Erweiterungen an SSIML-Modellen ﬂießen ebenfalls in vorhandene Implementierungen
ein. Programmierte und 3D-modellierte Artefakte vorheriger Iterationen bleiben erhal-
ten, außer sie wurden bewusst auf Modellebene entfernt.
Die 3D-Anwendung wird abwechselnd auf Modell- und Quelltextebene erweitert und
von Fehlern bereinigt. Ausbleibende Inkonsistenzen im Ru¨ckwa¨rtsschritt besta¨tigen die
Konformita¨t der Implementierung zum Modell, wonach eine Version zur Vero¨ﬀent-
lichung bereitsteht. Der Round-trip3D Entwicklungsprozess erha¨lt die Sta¨rken des mo-
dellgetriebenen Ansatzes mit SSIML fu¨r den gesamten Entwicklungszeitraum und verbin-
det ﬂexibles mit strukturiertem Vorgehen. Das na¨chste Kapitel stellt das Roundtrip3D
Framework vor, das den dargelegten Entwicklungsprozess unterstu¨tzt.
76
5 Das Roundtrip3D Framework
Analog zur modellgetriebenen Softwareentwicklung wird auch der Roundtrip3D Ent-
wicklungsprozess erst durch ada¨quate Werkzeugunterstu¨tzung ermo¨glicht. Das im Rah-
men dieser Arbeit erstellte Eclipse-basierte Roundtrip3D Framework unterstu¨tzt die
iterative und strukturierte 3D-Anwendungsentwicklung des letzten Kapitels und vereint
Modelleditoren, Transformatoren, Generatoren, Parser, und Zusammenfu¨hren von Mo-
dellen in 30 Plug-Ins.
Zuna¨chst gibt Abschnitt 5.1 einen U¨berblick zu Transformationssprachen und fu¨hrt
Sta¨rken sowie Schwa¨chen konkreter Vertreter auf. Abschnitt 5.2 stellt die technische
Seite des mehrschichtigen Roundtrip3D Prozesses konzeptuell dar. Dabei betrachtet der
Abschnitt zudem Schnittmengen zwischen Modellierungs- und Implementierungsspra-
chen bezu¨glich ihrer Ausdruckssta¨rke und begru¨ndet damit ein Zwischenformat zum
Speichern sa¨mtlicher Artefakte der 3D-Anwendung. Abschnitt 5.3 behandelt konkrete
Transformationen im Vorwa¨rts- sowie Ru¨ckwa¨rtsschritt. Der Fokus liegt dabei auf dem
Einsatz zweckdienlicher Transformationssprachen, konsistenten Transformatoren und ei-
nem hohen Grad an Wiederverwendbarkeit. Abschnitt 5.4 hebt wesentliche Merkmale
des Roundtrip3D Werkzeugs hervor.
5.1 Arten von Transformatoren
Im Roundtrip3D Werkzeug kommen drei Arten von Transformatoren [SVEH07] zum
Einsatz:
• Model to Model (M2M)-Transformatoren u¨berfu¨hren ein oder mehrere Modelle in
ein Zielmodell. Beteiligte Modelle ko¨nnen dabei unterschiedliche oder gar keine
Metamodelle besitzen.
• Model to Text (M2T)-Transformatoren oder Generatoren dienen zur Serialisierung
von Modellartefakten in Quelltextartefakte, z. B. Platform Speciﬁc Models (PSMs)
zu Platform Speciﬁc Implementations (PSIs).
• Text to Model (T2M)-Transformatoren oder Parser u¨berfu¨hren Quelltextartefakte
in Abstract Syntax Trees (ASTs), die in dieser Arbeit synonym zu plattformspezi-
ﬁschen Modellen sind.
Ein weiteres Unterscheidungsmerkmal von Transformationssprachen ist ihr imperativer,
deskriptiver oder hybrider Charakter, der je nach Anwendungsfall Vorteile mit sich
bringt. Rein deklarative, regelbasierte Ansa¨tze bieten sich bspw. an, wenn Ausgangs-
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und Zielmodell starke A¨hnlichkeiten in Aufbau und Struktur aufweisen. Hybride Spra-
chen greifen ebenfalls auf Regeln zur Deﬁnition von Abbildungen zuru¨ck, erlauben
aber zusa¨tzlich die imperative Verarbeitung von Modellelementen [KPP08]. Zur Um-
setzung u¨bersichtlicher und kompakter Transformationen kommen neben generischen
Programmiersprachen vor allem speziell ausgerichtete Transformationssprachen in Fra-
ge [Jon03]. Nachfolgend sind Vertreter zur M2M-, M2T- sowie Parsergeneratoren zur
T2M-Transformation aufgefu¨hrt. Transformationen aus der Softwaretechnik verarbeiten
Modellartefakte und sind nicht mit dem Begriﬀ der geometrischen 3D-Transformationen
zu verwechseln.
5.1.1 Modelltransformatoren
Neben rein deskriptiven Transformationssprachen erweitern hybride Ansa¨tze Transfor-
mationsregeln durch imperative Instruktionen und erlauben so auch komplexere Abbil-
dungen zwischen Modellen [KPP08].
Query/View/Transformation (QVT) [OMG15] integriert sich als Speziﬁkation der
OMG in MOF und dient zur Beschreibung von M2M-Transformationen. Auf Grund-
lage ihrer Metamodelle lassen sich so verschiedene Arten von Modellen durch gegebene
Vorschriften ineinander u¨berfu¨hren. Die Speziﬁkation kombiniert imperative mit dekla-
rativen Sprachen, wodurch gezielt einzelne Relationen in komplexen Transformationen
aufrufbar sind. Eine teilweise Implementierung der Speziﬁkation ist durch QVT Opera-
tional [Ecl15b] gegeben.
ATLAS Transformation Language (ATL) [JK06] erlaubt als hybride M2M-Transfor-
mationssprache die Integration sowohl imperativer als auch deklarativer Sprachkonstruk-
te. Im Gegensatz zu QVT Operational la¨sst ATL auch nicht MOF konforme Modelle zur
Transformation zu.
Epsilon Transformation Language (ETL) [KPP08] ist als hybride M2M-Transforma-
tionssprache Teil von EOL [KPP06c], einer Sprachfamilie zur Verarbeitung von Modellen.
Z. B. erlaubt die im gleichen Projekt angesiedelte Sprache ECL [Kol09] die Ermittlung
von Unterschieden zwischen Modellen oder EML [KPP06a] das Zusammenfu¨hren von
Modellen. Ausdru¨cke dieser speziﬁschen Transformatoren sind kompatibel zueinander
und sprachu¨bergreifend verwendbar.
5.1.2 Quelltextgeneratoren
Zur U¨berfu¨hrung von Modellen in Quelltexte existieren neben Templates auch rein im-
perative Ansa¨tze.
MOFScript [Old06] ist eine Skriptsprache zur Quelltextgenerierung und orientiert sich
an MOF Model to Text Transformation (MOFM2T) [Obj08], der M2T-Speziﬁkation
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der OMG. MOFM2T ordnet sich neben UML, MOF sowie OCL ein und dient zur
U¨berfu¨hrung MOF-basierter Modelle in Text. MOFScript deckt den MOFM2T-Standard
nicht komplett ab, bietet aber neben M2T-Transformationen auch M2M-Transforma-
tionen fu¨r Ecore-basierte Modelle. Der umgekehrte Weg Text in Modelle zu u¨berfu¨hren,
ist nicht vorgesehen. Bei dem rein imperativen Ansatz sind Abbildungen zwischen Modell-
und Quelltextartefakten implizit in Generierungsskripten enthalten, was bei umfangrei-
chen Metamodellen zu intransparenten Transformationen fu¨hrt. Regelbasierte Ansa¨tze
wie ATL oder ETL lassen Abbildungen zwischen Elementen der Ursprungs- und Zielmo-
delle dagegen deutlicher erkennen [KPP08].
Java Emitter Templates (JET) [Ecl14] ist eine im Eclipse M2T-Projekt angesiedel-
te Templatesprache zum Erzeugen von Quelltextgeneratoren. Die syntaktisch an Java
Server Pages (JSP) angelehnte Sprache wird zuna¨chst in Java Quelltext u¨bersetzt, der
fu¨r die eigentliche Quelltextgenerierung beliebiger Sprachen aus Ecore-basierten Model-
len zusta¨ndig ist. Die Erweiterung der Templates durch Java Instruktionen erlaubt die
Anpassung der Generatoren, z. B. um Quelltexte im Kontext zu individualisieren.
Xpand2 [EFH+10] ist ein Generator Framework zur modellgetriebenen Softwareent-
wicklung und bietet u. a. Funktionalita¨ten zu Modelltransformationen, -Validierung sowie
Codegenerierung fu¨r beliebige Modelle. Die statisch typisierte Templatesprache ordnet
sich neben weiteren Sprachen desselben Frameworks ein, wie Check zur Deklaration von
Constraints oder Xtend, eine textuelle DSL zur Programmierung von Modelloperatio-
nen. Eine umfangreiche Workﬂow Engine erlaubt die Verwaltung einzelner Transforma-
tionsschritte, z. B. Laden von Modellen oder ganze Abfolgen von Transformationen und
Validierungen.
5.1.3 Parsergeneratoren
T2M-Transformatoren oder Parser verarbeiten Quelltexte zu ASTs [Bet13, Hro07, Jon03].
Syntaxba¨ume enthalten die Semantik des geparsten Dokuments in strukturierter Form
ohne konkrete Syntax.
Die U¨berfu¨hrung der Quelltexte in ASTs beginnt mit der lexikalischen Analyse durch
sog. Tokenizer oder Lexer. Diese erfassen zusammengeho¨rige Textbausteine, z. B. anhand
vorgegebener Schlu¨sselwo¨rter oder Operatoren und nehmen so erste grobe Unterteilun-
gen des Dokuments vor. Die weitere Verarbeitung der erhaltenen Tokens zum Erstellen
strukturierter ASTs obliegt dem Parser. Auf Grund des erho¨hten Aufwands und der Feh-
leranfa¨lligkeit werden Tokenizer und Parser u¨blicherweise nicht ha¨ndisch erstellt, sondern
auf Grundlage formaler Grammatiken generiert. In dieser Arbeit kommen zur Generie-
rung der Lexer und Parser kontextfreie Grammatiken zum Einsatz. Deren Produktionsre-
geln kommen ohne Terminalsymbole im zu ersetzenden Teil der Regel aus [Hro07, PF11],
worauf Abschnitt 5.3.4 genauer eingeht.
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ANTLR dient zum Generieren von Lexern und Parsern auf Basis kontextfreier Gram-
matiken [PF11]. So erzeugte Parser arbeiten Eingaben von links nach rechts ab und
verwenden Linksableitungen, d. h. sie ersetzen stets das am weitesten links stehende Nicht-
terminalsymbol. Der Lookahead k eines Parsers gibt die Anzahl der Symbole an, die zur
eindeutigen Bestimmung der na¨chsten Ableitung in Betracht gezogen werden. Aus der
Abarbeitungsrichtung von links nach rechts, der Linksableitung sowie dem Lookahead
ergibt sich die Bezeichnung der LL(k)-Grammatiken bzw. LL(k)-Parser [Hro07, PF11].
Xtend und Xtext [Bet13, EV06] sind kompakte und ausdrucksstarke DSLs zur Pro-
grammierung, werden in Java Quelltexte u¨bersetzt und lassen sich als Codegeneratoren
zum Serialisieren Ecore-basierter Modelle einsetzen. Xtext dient zur Entwicklung eigener
textueller DSLs und greift auf ANTLR zur Erzeugung von Parsern zuru¨ck, bietet daru¨ber
hinaus aber weitere Funktionalita¨ten: Neben der Xtext Grammatik kann zur Beschrei-
bung des AST ein Metamodell angegeben werden. Die Kombination aus Metamodell
und Grammatik erlaubt u. a. die Generierung von Xtend Templates zur Serialisierung
von PSMs in Quelltexte. Auf derselben Grundlage lassen sich Texteditoren fu¨r eigene
DSLs generieren, die bspw. Autovervollsta¨ndigung, Syntaxpru¨fung oder Baumansichten
der Quelltexte bieten. Zudem lassen sich darin Korrekturhinweise fehlerhafter, nicht von
der Grammatik erzeugbarer Dokumente einblenden. Daru¨ber hinaus erlauben Schnitt-
stellen in Xtend- und Parserklassen Individualisierungen, z. B. zur formatierten Ausgabe
von Quelltexten oder zum Einlesen von Dokumenten die auf mehrere Dateien verteilt
vorliegen.
5.2 Mehrstuﬁger Roundtrip3D Ansatz
– Divide et impera –
(Ro¨mische Maxime)
Zur Codegenerierung orientiert sich der Roundtrip3D Prozess an MDSD, indem Plat-
form Independent Models (PIMs) nicht unmittelbar, sondern u¨ber Zwischenformate wie
Platform Speciﬁc Models (PSMs) in Quelltexte u¨berfu¨hrt werden (s. Abschnitt 2.3.4).
Technische Anforderungen an den Roundtrip3D Prozess sind der Erhalt manuell erzeug-
ter Quelltextartefakte sowie der nicht simultane Abgleich zwischen Modellierung und
Implementierung – fu¨r mehrere Plattformen (s. Abschnitt 4.3). Der vorgestellte Ansatz
zielt versta¨rkt auf die modellbasierte Verarbeitung sa¨mtlicher Artefakte der gesamten
3D-Anwendung ab. Bspw. kommt zum Speichern generierter als auch manuell entwi-
ckelter Artefakte eine ebenfalls modellbasierte Lo¨sung in Form eines Zwischenformats
zum Einsatz. Die daraus resultierende Mehrstuﬁgkeit des Ansatzes erlaubt die Verwen-
dung ada¨quater Transformationssprachen in jedem Teilschritt und fu¨hrt zu transparen-
ten Transformatoren. Das reduziert zum einen deren Fehleranfa¨lligkeit und vereinfacht
zum anderen die nachtra¨gliche Aufnahme weiterer Sprachelemente oder ganzer Plattfor-
men [ALC08, JLV15, Jon03].
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Abbildung 5.1 dient in der weiteren Arbeit zur technischen Beschreibung des mehr-
stuﬁgen Roundtrip3D Prozesses. Sie zeigt Modelle, Transformationen und Zwischen-
formate sowie deren Speziﬁkationen in Analogie zum Entwicklungsprozess in Abbil-
dung 4.1 (S. 56): Im Vorwa¨rtsschritt wird das abstrakte SSIML-Modell zuna¨chst in ein
modellbasiertes Zwischenformat u¨bertragen (s. Abschnitt 5.2.2), das im Roundtrip3D
Prozess als generischer und persistenter Speicher sa¨mtlicher Artefakte der 3D-Anwen-
dung dient (s. Persistentes IM in Abb. 5.1). Basierend auf den Informationen im Zwi-
Abbildung 5.1: Transformationen, Modelle und Speziﬁkationen im mehrstuﬁgen
Roundtrip3D Entwicklungsprozess
schenformat erzeugen Transformatoren ein PSM fu¨r jede Plattform. Die Quelltextgene-
rierung stellt den letzten Vorwa¨rtsschritt dar. Dabei wird jedes PSM in seine a¨quivalen-
te textuelle Repra¨sentation u¨berfu¨hrt. Die Serialisierung plattformspeziﬁscher Modelle
zur Platform Speciﬁc Implementation (PSI) nimmt keine semantischen A¨nderungen vor
[ALC08].
Im Kontext von Quelltextgenerierung bzw. Parsen werden AST und PSM mitun-
ter als zueinander gleichwertig angesehen [ALC08, Bet13]. Diese Besonderheit wird im
Roundtrip3D Framework genutzt, um Transformatoren in Vorwa¨rts- und Ru¨ckwa¨rts-
schritten aufeinander abzustimmen. Jedes PSM stellt zugleich den AST der Plattform
dar, weswegen beide Bezeichnungen in dieser Arbeit synonym verwendet werden.
Generierte Quelltextgeru¨ste werden an Programmierer bzw. 3D-Designer ausgeha¨ndigt
und von ihnen vervollsta¨ndigt, wie ausfu¨hrlich in Kapitel 4 beschrieben. Nach der Imple-
mentierung von Programmcode und 3D-Szene werden die Phasen des Vorwa¨rtsschritts
in umgekehrter Reihenfolge durchlaufen: Aus vervollsta¨ndigten Quelltexten der Anwen-
dungslogiken und 3D-Szene erzeugen Parser ASTs bzw. PSMs, die auch die manuell er-
stellten Artefakte der Implementierung enthalten. Weiter u¨berfu¨hren M2M-Transforma-
toren PSMs ins generische Zwischenformat. Folglich liegt nun jeder der urspru¨nglichen
Quelltexte vollsta¨ndig als eigenes Modell im generischen Zwischenformat vor. Sa¨mtliche
Modelle des Zwischenformats, auch das des Vorwa¨rtsschritts werden geeignet zusammen-
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gefu¨hrt. Das resultierende Modell, ebenfalls im Zwischenformat, beinhaltet dann alle Ar-
tefakte der 3D-Anwendung. Dazu za¨hlen Elemente des SSIML-Modells genauso wie jedes
einzelne PSM und damit Quelltextartefakte – ob generiert oder manuell entwickelt. Aus
diesem umfassenden Modell extrahiert die letzte Transformation des Ru¨ckwa¨rtsschritts
SSIML-Artefakte und leitet so ein neues SSIML-Modell ab, das als Grundlage der na¨chs-
ten Entwurfsphase dient. Das Zwischenmodell entha¨lt die vollsta¨ndige 3D-Anwendung
und wird wa¨hrend des gesamten Roundtrip3D Prozesses beibehalten sowie sta¨ndig aktua-
lisiert. Zwischenschritte zur Diﬀerenzenbestimmung und Zusammenfu¨hren der Modelle
des Zwischenformats werden auf Grund des Umfangs im separaten Kapitel 6 behandelt.
Der Round-trip Prozess wiederholt sich wie zuvor beschrieben: Das abgeleitete und
von Softwaredesignern verfeinerte SSIML-Modell wird im Vorwa¨rtsschritt der neuen Ite-
ration wieder ins generische Zwischenformat u¨berfu¨hrt und mit dem vorhandenen Zwi-
schenmodell der letzten Iteration geeignet zusammengefu¨hrt. Transformatoren erstellen
bzw. extrahieren vorhandene plattformspeziﬁsche Artefakte aus dem Zwischenmodell
und erzeugen vollsta¨ndige PSMs. Diese beinhalten neben Inkrementen des aktuellen
SSIML-Modells auch manuell erstellte Artefakte der vorherigen Implementierungsphase
und lassen sich daher zu vollsta¨ndigen Quelltexten serialisieren. Derart generierte X3D-
Dokumente und Anwendungslogiken sind nun wieder konform zum aktuellen SSIML-
Modell und konsistent zueinander.
5.2.1 Ebenen im Roundtrip3D Framework
Dieser Abschnitt beleuchtet Sprachumfang und Metamodelle eingesetzter Modellierungs-
sowie Programmiersprachen und begru¨ndet damit das Zwischenformat und die Mehrstu-
ﬁgkeit des Ansatzes. Im Anschluss betrachtet Abschnitt 5.3 die einzelnen Transforma-
tionsschritte genauer.
SSIML-Modelle
Im Vorfeld dieser Arbeit wurden Metamodelle von SSIML/Core [VP05], SSIML/AR und
SSIML/Tasks [VH06] sowie SSIML/Behaviour [Vit05] mit Hilfe von UML-Werkzeugen
des EMF erstellt und in getrennten UML-Paketen organisiert. Nach deren Zusammenfu¨h-
ren (UML Package Merge) resultieren die einzelnen SSIML-Pakete in einem umfassenden
SSIML-Metamodell. Da alleine das Paket SSIML/Core 67 Klassen entha¨lt, wird auf
Abbildungen von Metamodellen der SSIML-Sprachfamilie verzichtet. Sie ko¨nnen in der
Literatur nachgeschlagen werden, z. B. [Vit08].
Das zusammengefu¨hrte SSIML-Metamodell dient zur Generierung eines Frameworks
zum Erstellen, Laden, Bearbeiten sowie Speichern von SSIML-Modellen. Zum Austausch
dieser Ecore-basierten Modelle kommt der XML Metadata Interchange (XMI)-Standard
der OMG [OBJ13] zum Einsatz. Zusa¨tzliche Annotationen im SSIML-Metamodell er-
lauben die Generierung eines Editors mittels GMF [Ecl15a] und die bereits gezeigte
SSIML-Notation. Templates und OCL-Ausdru¨cke erweitern den Generierungsprozess des
Editors und erlauben dessen Individualisierung bzw. schra¨nken Modellierungsfreiheiten
der SSIML-Modelle sinnvoll ein.
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Abbildung 5.2: SSIML-Modell im XMI-Format links und dessen graﬁsche Repra¨sentation
in separater Diagrammdatei rechts
Der generierte und manuell erweiterte Editor integriert sich als Plug-In vollsta¨ndig
in Eclipse und proﬁtiert von der Ma¨chtigkeit der Entwicklungsumgebung. Zur Software-
modellierung kann auf eine Vielzahl von Funktionalita¨ten zuru¨ckgegriﬀen werden, bspw.
automatisches Layouten graﬁscher Modelle, Undo und Redo von Nutzerkommandos oder
Versionierung von Dateien.
Beim Modellieren der 3D-Anwendung wird zwischen SSIML-Modelldatei (Abb. 5.2,
links) und Diagrammdatei zur graﬁschen Repra¨sentation (Abb. 5.2, rechts) unterschie-
den. Letztere beinhaltet lediglich Layoutinformationen und referenziert dateiu¨bergrei-
fend die tatsa¨chlichen Modellelemente. Durch die strikte Trennung von Modell und Dia-
gramm lassen sich beliebig viele Sichten auf das Modell realisieren. Assoziationen, wie
SSIML-Interrelationen oder Eltern-Kind-Beziehungen fu¨r Hierarchien im Szenengraph
stellen genau wie SSIML-Knoten eigensta¨ndige Objekte dar. Sa¨mtliche Modellelemente
werden gema¨ß SSIML-Metamodell unter dem Element SSIMLModell in verschiedenen
Containments gespeichert, woraus sich eine ﬂache Hierarchie in XMI-notierten SSIML-
Modellen ergibt. Die Semantik zur Hierarchienbildung ist in Assoziationen enthalten,
bspw. die hervorgehobene Eltern-Kind-Beziehung in Abbildung 5.2.
Sprachumfang: Speziﬁkation und Implementierung
Das Venn-Diagramm in Abbildung 5.3 skizziert den Sprachumfang der Modellierungs-
und Implementierungssprachen jeweils als Menge in Kreisform und visualisiert deren
U¨berlappungen. Die abstrakte Sprache SSIML (mittlerer Kreis) deckt Teile der 3D-
Szenenbeschreibung in X3D (oberer Kreis) als auch der Anwendungslogik mit Java,
C++ oder JavaScript (zusammengefasst im unteren Kreis) ab. Interrelationen zwischen
Anwendungslogik und 3D-Szenenbeschreibung, wie Ereignisbehandlung und Zugriﬀ auf
Szenengraphelemente ﬁnden sich im mittleren Bereich wieder, wo sich alle drei Mengen
schneiden. Solche Interrelationen werden folglich komplett durch SSIML-Modelle spezi-
ﬁziert.
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Abbildung 5.3: Venn-Diagramm zu Ma¨chtigkeiten der Softwaremodellierungssprache
SSIML, Programmiersprachen fu¨r Anwendungslogiken sowie der dekla-
rativen 3D-Beschreibungssprache
Ausprogrammierte Quelltexte oder konkrete Angaben zu 3D-Geometrien stellen De-
tails der Implementierung dar und werden nicht auf abstrakter SSIML-Modellebene re-
ﬂektiert. Die Implementierung entha¨lt dennoch beliebige Quelltextartefakte bzw. X3D-
Elemente fernab der SSIML-Speziﬁkation. Die im folgenden Abschnitt vorgestellten Me-
tamodelle zur Beschreibung der Anwendungslogik jeder Plattform bzw. zur 3D-Szenen-
beschreibung zeigen u. a., wie beliebige Artefakte der Implementierung ohne SSIML-
Pendants in den Roundtrip3D Prozess aufgenommen werden, damit sie wa¨hrend der
iterativen Entwicklung erhalten bleiben.
Plattformspeziﬁsche Modelle
Quelltexte werden im Roundtrip3D Prozess nicht unmittelbar aus SSIML-Modellen er-
zeugt, sondern, wie auch bei MDSD u¨blich auf Grundlage von PSMs generiert (s. Ab-
schnitt 2.3.4). Analog zum SSIML-Metamodell beschreibt je ein speziell ausgerichtetes
Metamodell das PSMs der Anwendungslogik fu¨r Android (Abb. B.4, S. 148), fu¨r die
X-SITE-Umgebung (Abb. B.3, S. 147), fu¨r das Web (Abb. B.2, S. 146) respektive die
X3D-Szene (Abb. B.1, S. 145).
Dabei speziﬁzieren die Metamodelle in erster Linie diejenigen Artefakte, zu denen A¨qui-
valente im SSIML-Metamodell existieren. Die vollsta¨ndige Abdeckung aller Konstruk-
te der eingesetzten Programmiersprachen bzw. Szenenbeschreibungssprache in PSMs
schaﬀt keinen Mehrwert, sondern erho¨ht die Komplexita¨t der Metamodelle und Trans-
formatoren unno¨tig [JLV13, JLV15].
Nicht auf SSIML-Ebene abbildbare Sprachkonstrukte werden im jeweiligen Metamo-
dell der Zielplattform geeignet zusammengefasst. Bspw. geht der Sprachumfang vom
eingesetzten X3D interactive proﬁle u¨ber den von SSIML hinaus (s. Abb. 5.3). Das Me-
tamodell zu X3D (s. Abb. B.1) fasst die nicht nach SSIML abbildbaren Elemente in der
Klasse ArbitraryNodes zusammen. In den PSMs der Anwendungslogiken ﬁnden sich ana-
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loge Klassen wieder: Sprachkonstrukte ohne konkrete Abbildungen nach SSIML werden
dort generisch zu Quelltextblo¨cken, z. B, CodeContainer (Abb. B.2) zusammengefasst,
d. h. eine semantische Unterscheidung zwischen sa¨mtlichen Konstrukten der Zielsprachen
ﬁndet nicht statt.
Das Roboterbeispiel wird genutzt um Zusammenha¨nge zwischen SSIML-Modell, dem
Metamodell fu¨r die Webplattform sowie zugeho¨rigem JavaScript Quelltext aufzuzeigen:
Im SSIML-Modell des Beispiels in Abbildung 4.3 erha¨lt die Klasse RobotControl Zugriﬀ
auf den Transformationsknoten baseRotation. Diese Beziehung spiegelt sich im Java-
Script Quelltext (Listing 4.2, S.67, Zeile 4) wider. Im Metamodell der Webplattform
(Abb. B.2) wird dieser Zugriﬀ u¨ber die Komposition domNode der Klasse DomSelection
speziﬁziert. Das A¨quivalent im Metamodell der X-SITE-Plattform (s. Abb. B.3, S. 147)
bildet die Komposition scenegraphNode der Klasse ApplicationClassConstructor.
5.2.2 Intermediate Modell
Im Zuge eines vollen Round-trips durchlaufen SSIML-Modellelemente im Vorwa¨rtsschritt
als auch sa¨mtliche PSM-Artefakte im Ru¨ckwa¨rtsschritt ein modellbasiertes Zwischenfor-
mat, das Intermediate Format [JLV15, LVJ12a, LVJ12b, JLV13]. Intermediate Models
(IMs) nehmen im Roundtrip3D Prozess generisch Daten und Metadaten Ecore-basierter
Modelle auf. Dafu¨r orientiert sich das Intermediate Metamodell aus Abbildung B.5
(S. 149) an Datenstrukturen des EMF [SBPM09]. Jede Entita¨t eines Ecore-basierten
Modells, z. B. ein SSIML-Transformationsknoten, la¨sst sich dabei durch ein Intermediate
Objekt repra¨sentieren. Intermediate Objekte legen wiederum beliebig viele Attributwer-
te der urspru¨nglichen Entita¨ten samt zugeho¨riger Metadaten in Intermediate Attributen
ab. Analog zum SSIML-Metamodell und den Metamodellen der Zielplattformen wird
EMF auch zur Generierung von Plug-Ins zum Laden, Speichern und Validieren von IMs
genutzt. Fu¨r das Intermediate Format ist keine graﬁsche Notation vorgesehen bzw. no¨tig.
Die eingangs erwa¨hnte Anforderung an den Round-trip Prozess, manuell erzeugte
Quelltextartefakte nach Neugenerierung zu erhalten, wird gleichfalls an MDSD gestellt
und dort auf Quelltextebene umgesetzt, z. B. mittels GGP oder geschu¨tzter Bereiche
(s. Abschnitt 2.3.4). Die feingranulare Einarbeitung generierter Artefakte in bestehende
Quellen nach Neugenerierung (engl. code weaving) erho¨ht dabei die Komplexita¨t von
Generatoren wie Templates [Rum12]. Im Gegensatz zu MDSD u¨berfu¨hrt Round-trip
Engineering Quelltextartefakte im Ru¨ckwa¨rtsschritt ohnehin in Modellrepra¨sentation.
Folglich la¨sst sich das Zusammenfu¨hren generierter und manuell erarbeiteter Artefakte
ohne Mehraufwand auf Modellebene verlagern. Dort eignen sich Baumstrukturen der
Modelle zum Traversieren oder bieten high-levelige Modelloperation, die auf textueller
Ebene nicht ohne Weiteres bereitstehen.
Wie erwa¨hnt werden die im Ru¨ckwa¨rtsschritt erhaltenen PSMs ebenfalls in IM-Repra¨-
sentation u¨berfu¨hrt und mit dem IM des Vorwa¨rtsschritts zu einem persistenten IM zu-
sammengefasst. Nach einer vollen Iteration, also einem Vorwa¨rts- und Ru¨ckwa¨rtsschritt,
entha¨lt das persistente IM die gesamte 3D-Anwendung in einheitlicher Modellrepra¨sen-
tation, einschließlich SSIML-Elemente sowie sa¨mtliche Quelltextartefakte – ob generiert
oder manuell entwickelt.
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Der Ansatz ermo¨glicht die Ermittlung von Inkonsistenzen (s. Abschnitt 4.2.3) der
Implementierung zum SSIML-Modell auf Intermediate Ebene. Außerdem ersetzt ein ein-
ziger Algorithmus zum Zusammenfu¨hren von IMs das sonst aufwa¨ndige code weaving ge-
nerierter und manuell erstellter Artefakte fu¨r jede Plattform (s. Kapitel 6). Im Vorwa¨rts-
schritt der folgenden Iteration dient das aktualisierte persistente IM zur vollsta¨ndigen
Neugenerierung aller PSMs und damit der PSIs, inkl. manuell entwickelter Artefakte der
vorherigen Iterationen.
5.3 Forward und Reverse Engineering
Abbildung 5.1 (S. 81) zeigt den Roundtrip3D Prozess mit je drei Transformationen im
Vorwa¨rts- und Ru¨ckwa¨rtsschritt:
• Vorwa¨rtsschritt:
1. M2M-Transformationen vom SSIML-Modell in das persistente IM
2. M2M-Transformationen vom persistenten IM zu PSMs
3. M2T-Transformationen der PSMs zu PSIs
• Ru¨ckwa¨rtsschritt:
4. T2M-Transformationen der PSIs zu PSMs
5. M2M-Transformationen der PSMs zu IMs
6. M2M-Transformation vom persistenten IM zum SSIML-Modell
Abschnitt 5.3.2 beschreibt den ersten Transformationsschritt, wie SSIML-Modelle durch
generische Transformatoren in die ebenfalls generische IM-Repra¨sentation u¨berfu¨hrt
werden. Nach [ALC08] bewirkt der hohe semantische Abstand zwischen abstraktem
Doma¨nenmodell und konkretem PSM komplexe Transformationen. Grund sind aufwa¨ndi-
ge Modell-Code-Abbildungen und die umfangreiche Generierung plattformspeziﬁscher
Artefakte aus der knappen abstrakten Speziﬁkation. Diese Phase ﬁndet sich beim Round-
trip3D Prozess in Schritt zwei wieder, bei der U¨berfu¨hrung vom persistenten IM zum
jeweiligen PSM (s. Abschnitt 5.3.3). Im Gegensatz zum hohen semantischen Abstand
zwischen PIM und PSM weisen PSMs dasselbe Abstraktionsniveau wie Quelltexte auf.
Beim Serialisieren im Vorwa¨rtsschritt bzw. Parsen der Quelltexte im Ru¨ckwa¨rtsschritt
werden lediglich zwei alternative Darstellungsweisen ineinander u¨berfu¨hrt, ohne semanti-
sche A¨nderungen vorzunehmen [ALC08]. Abschnitt 5.3.4 fasst Schritt drei zur Quelltext-
generierung sowie dem Parsen in Schritt vier zusammen. Die letzten beiden Ru¨ckwa¨rts-
schritte fu¨nf und sechs zum Ableiten einzelner IMs respektive einem SSIML-Modell fu¨hrt
Abschnitt 5.3.5 auf bekannte Vorwa¨rtstransformationen zuru¨ck.
Die im Folgenden beschriebenen Transformationen unterscheiden z. T. zwischen neu be-
gonnenem Entwicklungsprozess in der ersten Iteration und fortgeschrittenem Prozess mit
bereits vorhandenen Artefakten aus fru¨heren Iterationen. Bei Letzterem kann bspw. auf
die Initialisierung statischer Quelltextbausteine oder die Belegung von X3D-Attributen
mit Standardwerten verzichtet werden.
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erste Vorverarbeitung solche Kardinalita¨ten auf. Hierfu¨r kommt die hybride Transforma-
tionssprache ETL (s. Abschnitt 5.1.1) zum Einsatz. ETL-Regeln traversieren sa¨mtliche
Eltern-Kind-Beziehungen des urspru¨nglichen SSIML-Modells und vervielfa¨ltigen anhand
zugewiesener Multiplizita¨ten alle Kindknoten sowie Teilba¨ume. An urspru¨ngliche Ele-
mentnamen werden fortlaufende Za¨hler angefu¨gt [VP05].
Nach einem vollen Round-trip fasst eine entsprechende Umkehrtransformation im
letzten Ru¨ckwa¨rtsschritt alle zuvor vervielfa¨ltigten SSIML-Elemente wieder zusammen.
Beim Auﬂo¨sen und Zusammenfassen von SSIML-Elementen legen diese beiden M2M-
Transformationen notwendige Informationen in einer separaten Tracing-Datei ab, z. B.
urspru¨ngliche und erzeugte Elementnamen. Die so gespeicherten Informationen stellen
auch sicher, dass in nachfolgenden Iterationen SSIML-Elemente samt Attributwerten zu
exakt denselben Elementen wie bereits zuvor vervielfa¨ltigt werden.
5.3.2 Von SSIML zur Intermediate Repra¨sentation
Die von Kardinalita¨ten bereinigte Version des SSIML-Modells wird im ersten Vorwa¨rts-
schritt in ihre Intermediate Repra¨sentation u¨berfu¨hrt. Dabei spiegelt sich der generische
Charakter der Intermediate Datenstrukturen ebenfalls in dieser M2M-Transformation
wider: Unter Verwendung von EMF und dem Java Reﬂection API [Ull15] u¨berfu¨hrt
die reversible Transformation jedes SSIML-Element, bspw. Transformationsknoten oder
PrimaryParentChildRelationships in je ein Intermediate Objekt. Intermediate Objekte
enthalten neben den eigentlichen Werten ihrer SSIML-Pendants auch zugeho¨rige Meta-
daten. Die Umkehrtransformation, also SSIML-Elemente aus Intermediate Objekten zu
erstellen, ist damit verlustfrei mo¨glich. Genau wie die zuvor beschriebene Na¨he zwischen
PSM und PSI ist auch das IM lediglich eine alternative Darstellung fu¨r SSIML-Modelle
mit 1 : 1 Abbildungen. Insofern bereits ein persistentes IM aus fru¨heren Iterationen
existiert, wird das neu erstellte IM automatisiert darin eingearbeitet (s. Kapitel 6). An-
dernfalls dient das eben erstellte IM als erste Version des persistenten IM.
Der generischen Ansatz erlaubt die Verarbeitung sa¨mtlicher SSIML-Elemente ohne
Angabe von Abbildungsregeln1. Die Umkehroperation funktioniert nach demselben ge-
nerischen Prinzip. Daraus resultiert eine Robustheit gegen Erweiterungen am SSIML-
Metamodell. Folglich lassen sich SSIML-Modelle auf Grundlage weiterentwickelter Me-
tamodelle bis zu einem gewissen Grad in laufende Round-trip Prozesse integrieren, z. B.
nach der Aufnahme neuer Knotentypen.
Nach abgeschlossener Transformation stellt die Validierung der Modelle wa¨hrend ih-
rer Serialisierung deren Konformita¨t zum Metamodell sicher. Hilfsklassen zum Laden,
Serialisieren, Traversieren oder Validieren von Intermediate und SSIML-Modellen wer-
den auf Grundlage ihrer Metamodelle mittels EMF generiert und u¨ber das Generation
Gap Pattern ins Roundtrip3D Framework eingebunden. Als reiner Datenspeicher und
ohne graﬁsche Notation ist das persistente IM weder zum Lesen noch zum manuellen
Bearbeiten geeignet, was auch am Beispiel in Abbildung C.1 (S. 151) ersichtlich wird.
1Abbildungsregeln ergeben sich zur Laufzeit durch Introspektion.
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5.3.3 Erzeugen Plattformspeziﬁscher Modelle
Der zweite Vorwa¨rtsschritt u¨berfu¨hrt Intermediate Objekte in plattformspeziﬁsche Ar-
tefakte. Diese M2M-Transformationen beinhalten die eigentlichen Abbildungsregeln zwi-
schen urspru¨nglichen, nun im Intermediate Format vorliegenden SSIML-Elementen und
Artefakten der Zielplattformen. Beim Einsatz rein imperativer Transformationssprachen,
bspw. MOFScript (s. Abschnitt 5.1.2) steigen Komplexita¨t und damit Fehleranfa¨lligkeit
durch implizit enthaltene Abbildungsregeln [KPP08]. Zur Umsetzung eignen sich da-
her regelbasierte bzw. hybride Transformationssprachen wie ATL oder ETL. Dadurch
werden nicht nur Anpassungen des Transformators an Erweiterungen der DSL SSIML
erleichtert. Vielmehr dienen klar formulierte Abbildungen als Grundlage fu¨r die Regeln
der im Ru¨ckwa¨rtsschritt folgenden Umkehrtransformationen, die PSMs ins Intermediate
Format u¨berfu¨hren. Einheitliche Transformatoren mit klar abgegrenzten Regeln kommen
auch der Aufnahme weiterer Plattformen entgegen.
Neben regelbasierten Transformationssprachen greifen weiterfu¨hrende Ansa¨tze zur de-
klarativen Beschreibung von Abbildungen zwischen Metamodellen auf eigensta¨ndige
Mapping Modelle [LVJ12b] zuru¨ck. Z. B. bezeichnet die OMG im Kontext von Model
Driven Architecture (MDA) die Modellierung derartiger Abbildungen zwischen PIMs
und PSMs als Metamodel Mapping [MM03]. Abha¨ngig von der Komplexita¨t der Abbil-
dungen lassen sich solche Mappings z. T. fu¨r inverse Transformationen wiederverwenden.
Die vollsta¨ndige deklarative Zuordnung aller SSIML-Elemente, vor allem jedoch deren
Attribute zu entsprechenden Artefakten der PSMs ist nicht ohne Weiteres mo¨glich, so
dass eine imperative Verarbeitung erforderlich bleibt. Durch ihren zu geringen Mehrwert
lassen sich Mapping Modelle hier nicht rechtfertigen.
Fu¨r die Transformationen vom persistenten IM zu PSMs kommt ETL zum Einsatz.
Insgesamt vier Transformatoren erstellen regelbasiert je ein PSM fu¨r das X3D-Dokument,
die Anwendungslogik fu¨r Android, die Webplattform bzw. die X-SITE-Umgebung. Zur
Verarbeitung der Quell- und Zielmodelle setzt die objektorientierte Transformationsspra-
che deren Metamodelle voraus. Dabei besteht jede der ETL-Regeln aus einem Regelkopf
mit eindeutigem Namen, zu erstellenden Zielobjekten und einem Quellobjekt. U¨ber einen
optionalen guard ist die Angabe zusa¨tzlicher Bedingungen zur Ausfu¨hrung der Regel
mo¨glich [KPP08]. Die ETL-Laufzeitumgebung traversiert der Reihe nach alle Regeln
zu jedem Intermediate Quellobjekt. Sind die Bedingungen des guards erfu¨llt, wird das
angegebene Zielobjekt im Regelkopf erstellt und der imperative Teil im Regelrumpf
durchlaufen. Unabha¨ngig vom Regelkopf lassen sich im Regelrumpf beliebige Objekte
des Quell- oder Zielmodells erzeugen, manipulieren oder lo¨schen.
Plattformspeziﬁsche Modelle fu¨r X3D
Durch ihre Orientierung an X3D lassen sich SSIML-Szenenmodelle (in Intermediate Re-
pra¨sentation) beinahe 1 : 1 in X3D-Dokumente u¨bertragen [VP05]. Tabelle 5.1 zeigt
Abbildungen von SSIML-Szenengraphelementen auf ihre X3D-Pendants. Bspw. resul-
tieren SSIML-Objekte in X3D-Inline-Elementen, die 3D-Inhalte aus gesonderten X3D-
Dokumenten nachladen (s. Abschnitt 4.2.1). Welche konkreten X3D-Elemente in den
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Tabelle 5.1: Abbildungen von SSIML-Szenenelementen auf X3D-Elemente. Zuordnungen

















externen Dateien fu¨r Geometrie- oder Farbinformationen letztendlich zum Einsatz kom-
men, ha¨ngt vom Vorgehen bei der 3D-Modellierung und eingesetzten 3D-Werkzeugen
ab. Z. B. lassen sich Geometrien in X3D-Shape-Elementen als Primitive, Koordinaten-
und Indexlisten in sog. IndexedFaceSets oder IndexedTriangleSets, usw. darstellen. Da-
her werden Geometrieinformationen ausschließlich in Inline-Knoten gekapselt und de-
ren konkrete Inhalte nicht na¨her betrachtet. Daneben dienen SSIML-ObjectAttributes
[Vit08] zur detaillierten Beschreibung konkreter Geometrien, z. B. Texturen, Materiali-
en oder o. g. Geometrien. Um weitreichende Restriktionen bei der 3D-Modellierung zu
vermeiden, wird auf Angaben solcher Attribute zu Objektknoten in SSIML-Modellen
verzichtet. SSIML-Attribute zur na¨heren Speziﬁkation von Geometrien ﬁnden folglich
auch keine Abbildung auf X3D-Elemente. Zudem widersprechen feingranulare Angaben
konkreter Geometrieinformationen auf SSIML-Ebene dem abstrakten Modellgedanken
(s. Abschnitt 2.3.1).
Listing D.1 (S. 157) fu¨hrt eine ETL-Regel zum Erstellen von X3D-Transform-Elemen-
ten aus urspru¨nglichen SSIML-Transformationsknoten an. Als Quellobjekte dienen sa¨mt-
liche Intermediate Objekte (Zeile 7). Der guard pru¨ft, ob das Intermediate Objekt aus
einem ehemaligen SSIML-Transformationsknoten resultiert (Zeile 10). Dem erzeugten
X3D-Element werden im imperativen Teil der Regel weitere Attributwerte des Interme-
diate Quellobjekts zugewiesen, bspw. zum X3D-USE-Attribut (s. Abschnitt 4.2.1) in
Zeilen 18–19.
X3D-Attribute zu denen keine Werte aus dem SSIML-Modell oder aus fru¨heren Ite-
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rationen vorhanden sind, initialisiert der Transformator optional mit Standardwerten,
bspw. zur einheitlichen Skalierung oder Rotation von X3D-Transform-Elementen. Um die
Komposition von 3D-Objekten innerhalb des X3D-Dokuments zu unterstu¨tzen, werden
zu X3D-Inline-Elementen u¨bergeordnete Transformationsknoten erstellt. Das geschieht
auch dann, wenn Transformationsknoten nicht im urspru¨nglichen SSIML-Modell vorlie-
gen (s. Tabelle 5.1).
Jedes so erstellte PSM ist konform zu seinem Metamodell und bereit zur weiteren
Verarbeitung. Wie auch das persistente IM sind PSMs als Zwischenprodukte nicht zur
manuellen Bearbeitung geeignet. Abbildung C.2(a) (S. 152) zeigt das PSM fu¨r X3D zur
AR-Roboteranwendung, basierend auf dem SSIML-Modell in Abbildung 4.5 (S. 70).
Plattformspeziﬁsche Modelle der Anwendungslogiken
Fu¨r jede der drei Plattformen Webbrowser, Android Mobilgera¨te bzw. die X-SITE-
Umgebung u¨berfu¨hren ETL-Transformatoren SSIML-Modelle aus ihrer Intermediate Re-
pra¨sentation in PSMs der Anwendungslogik. Abbildungen zwischen SSIML-Modell und
Anwendungslogik sind im Vergleich zur X3D-Szenenbeschreibung komplexer, was auf
den ho¨heren semantischen Abstand des SSIML-Interrelationenmodells zu den Quelltex-
ten zuru¨ckzufu¨hren ist [ALC08]. Quelltexte der Anwendungslogik weisen eine gro¨ßere
Anzahl interner Referenzierungen auf als X3D-Dokumente. Zusa¨tzlich sind Elemente
des SSIML-Szenenmodells in Programmquelltexte einzubeziehen, z. B. um Szenengraph-
knoten zu adressieren. Bspw. sind im JavaScript Quelltext an der Registrierung einer
Ru¨ckrufmethode zur Ereignisbehandlung gleich mehrere Quelltextartefakte beteiligt (s.
Listing 4.2, S. 67, Zeilen 21–22), und zwar die Instanz der Anwendungsklasse2, die
aufzurufende Methode, das auslo¨sende Ereignis ”click“ sowie das SzenengraphelementleftBtn.
Die Grundlage korrekter und nachvollziehbarer Transformationen bilden schlu¨ssige
Metamodelle der Zielplattformen sowie klare Quelltextstrukturen. Deren Vereinheitli-
chung resultiert in plattformu¨bergreifend a¨hnlichen Transformatoren, wovon auch die
zuku¨nftige Aufnahme weiterer Plattformen ins Roundtrip3D Werkzeug proﬁtieren kann.
Folgender Abschnitt geht zuna¨chst auf Quelltextstrukturen ein, wie sie bereits in Ab-
schnitt 4.2 am Beispiel eingefu¨hrt wurden.
Plattformu¨bergreifend einheitliche Quelltextstrukturen Die Umsetzung des Round-
trips fordert eineindeutige Abbildungen zwischen Modell- und Quelltextartefakten, um
A¨nderungen verlustfrei in beide Richtungen zu propagieren. Diejenigen Quelltextarte-
fakte die sich auf SSIML-Modellebene reﬂektieren lassen, mu¨ssen demnach eindeutig in
Quelltexten bzw. PSMs3 aufgefunden werden. Hier schra¨nken Konventionen die Vielfalt
der Implementierungsmo¨glichkeiten sinnvoll ein [ALC08, JLV15]. Zudem unterstu¨tzen
sie als klare Vorgaben zum Quelltextaufbau, z. B. in Form generierter Stubs die struktu-
rierte Entwicklung, ohne Freiheiten der Programmierer zu stark einzuschra¨nken.
2SSIML-Anwendungsklassen werden in JavaScript Quelltexten durch Methoden nachgebildet.
3In dieser Arbeit stellt jedes PSM auch den AST der Plattform dar (s. Abschnitt 5.2).
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Zur SSIML-Anwendungsklasse RobotControl (s. Abb. 4.3, S. 62) wird bspw. eine
C++ Klasse samt Konstruktor erzeugt, in dessen Initialisierungsliste der Zeiger base-
Rotation auf den zugeho¨rigen Szenengraphknoten gesetzt wird (Listing A.1, S. 139,
Zeile 6). Gema¨ß Konvention im Roundtrip3D Framework erwarten Transformatoren Zu-
weisungen von Szenengraphelementen an besagter Stelle, obwohl sie oﬀensichtlich auch
im Rumpf des Konstruktors denkbar sind. Der Einsatz beliebiger Entwicklungsumgebun-
gen verhindert dabei notwendige Programmierkonventionen durch eigene Werkzeuge zu
unterstu¨tzen. Konventionen sind daher vorab an Entwickler heranzutragen, wozu auch
optional erzeugbare Kommentare und Hinweise in generierten Quelltexten beitragen.
Plattformu¨bergreifend wird die Vereinheitlichung von Metamodellen, Quelltextstruk-
turen sowie Modell-Code-Abbildungen und folglich Transformatoren angestrebt, auch
zur Entwicklung der Transformatoren selbst, um deren Fehleranfa¨lligkeit zu reduzieren
und Erweiterbarkeit zu vereinfachen.
Wa¨hrend beim Angleichen der Quelltextstrukturen die syntaktische Abgrenzung der
eingesetzten Programmiersprachen ohne Relevanz bleibt, besteht die Herausforderung
z. T. unterschiedlicher Paradigmen. Bspw. sind C++ und Java sta¨rker typisierte Spra-
chen als JavaScript. Bei Letzterer bilden konkrete SSIML-Objekte folglich immer auf un-
typisierte JavaScript Variablen ab. Z. B. ﬁndet sich der SSIML-Transformationsknoten
baserotation aus Abbildung 4.3 (S. 62) als untypisierte Variablendeklaration in Lis-
ting 4.2 (S. 67, Zeile 4) wieder. Dieser Umstand ist bei der Ru¨cktransformation zu
beachten um Informationsverlust zu vermeiden. Ein weiterer wesentlicher Unterschied
von JavaScript zu C++ oder Java ist das fehlende Klassenkonzept4. In dieser Arbeit wer-
den Klassen fu¨r JavaScript durch geeignete Schachtelung von Methoden als vollwertige
Objekte nachgebildet, wie zuvor im Beispiellisting 4.2 (S. 67) gezeigt.
Abbildung 5.5 schematisiert die Zusammensetzung der 3D-Anwendung fu¨r jede der
drei Plattformen in einer Spalte. Die a¨ußerste rechte Spalte fasst den strukturellen Auf-
bau der Anwendungslogiken aller drei Plattformen zusammen. Es existiert immer ein
Quelltextartefakt, das als Einstiegspunkt und zur Initialisierung der Anwendung dient.
Dazu geho¨ren bspw. die Funktion init in JavaScript (Listing 4.2, S. 67, Zeilen 17–26)
oder Methoden der Java Klasse RobotScene (Listing A.3, S. 141, Zeilen 32–38).
Zur Integration weiterer Logik in den Programmablauf stehen generierte Stubs zur
Ereignisbehandlung und sog. Hooks (Einschubmethoden) zur Verfu¨gung. Daneben las-
sen sich nach wie vor zusa¨tzliche Klassen, Methoden oder Variablen deklarieren und
verwenden. Konventionen beziehen sich auf die nach SSIML abbildbaren Artefakte, also
Variablen respektive Methoden zum Zugriﬀ auf Szenengraphelemente oder Konstrukte
zur Ereignisbehandlung.
Abbildung 5.5 zeigt zudem minimalistische Adapter die fu¨r jede Plattform als Schnitt-
stelle zu hardwarenahen AR- bzw. VR-Frameworks fungieren und so die vorgestellte
Quelltextstrukturierung erlauben. U¨blicherweise u¨bernehmen Framework und Wrapper
die Steuerung der 3D-Anwendung, was Fowler gemein als Inversion of Control oder
genauer als Dependency Injection beschreibt [Fow04]. Dabei ﬁnden Adapter in gene-
4Klassen wurden in JavaScript erst mit Edition 5 eingefu¨hrt [Ecm15] und finden in dieser Arbeit noch
keine Verwendung.
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Abbildung 5.5: Plattformu¨bergreifend a¨hnlicher Aufbau von 3D-Anwendungen im
Roundtrip3D Framework
rierten C++ und Java Klassen u¨ber Vererbung Einzug in die 3D-Anwendung [JLV15].
Bei der Generierung der Webversion wird automatisch JavaScript Quelltext eingebun-
den, der die Initialisierung der 3D-Anwendung nach erfolgreichem Laden des HTML5-
Dokuments aufruft. Gesteuert wird die Webanwendung u¨ber das HTML5-Eventsystem,
das die X3DOM-Laufzeit nahtlos integriert [JBG11].
Generierte und aufeinander abgestimmte X3D- und Programmquelltexte ergeben zu-
sammen mit Adaptern und daru¨ber angebundenen AR- bzw. VR-Bibliotheken die gesam-
te 3D-Anwendung. Im Sinne von MDSD ist diese bereits nach dem ersten Vorwa¨rtsschritt
lauﬀa¨hig, wenngleich nicht vollsta¨ndig.
Modell-Quelltext-Abbildungen Durch Vereinheitlichungen von Quelltextstrukturen so-
wie Mustern la¨sst sich die Generierung der drei verschiedenen PSMs zusammenfassend
beschreiben – trotz abweichender Paradigmen der Programmiersprachen. Dafu¨r werden
zuna¨chst relevante Klassen des SSIML-Interrelationenmodells betrachtet. Darin speziﬁ-
zierte SSIML-ApplicationElements, wie SSIML-Anwendungsklassen erhalten zum einen
u¨ber SSIML-ActionRelationships Zugriﬀ auf Szenengraphelemente und werden zum an-
deren durch EventRelationships u¨ber Ereignisse aus der 3D-Szene informiert. Konkrete
Unterklassen dieser drei SSIML-Metaklassen sind daher unmittelbar relevant zur Gene-
rierung von Quelltexten. Daneben stellen SSIML-Szenengraphelemente die eigentlichen
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Auslo¨ser von Ereignissen bzw. die zu adressierenden Elemente dar. Folglich ﬂießen auch
Informationen des Szenenmodells in Quelltexte der Anwendungslogik ein.
Im SSIML-Beispielmodell in Abbildung 4.3 (S. 62) leitet der SSIML-TouchSensor
leftTS Klickevents seines Besitzers leftButton u¨ber die konkrete TouchSensorEven-
tRelationship5 an die assoziierte Anwendungsklasse RobotControl weiter. Diese erha¨lt
u¨ber eine ValueAccessRelationship6 Zugriﬀ auf den Transformationsknoten baseRotaion.
Sensor-, Objekt- und Transformationsknoten geho¨ren zum SSIML-Szenenmodell, wohin-
gegen die Anwendungsklasse sowie die beiden genannten Assoziationen als Teile des
Interrelationenmodells die Verbindung zwischen 3D-Szene und Anwendungslogik herstel-
len.
Das Beispiel deutet bereits an, dass Elemente des Interrelationen- als auch des Sze-
nenmodells in verﬂochtenen Quelltextstrukturen resultieren. Tabelle 5.2 listet zu SSIML-
Quellelementen die zu erzeugenden Artefakte der drei Plattformen. Referenzierungen in-
nerhalb der Quelltexte gema¨ß Metamodelle und Grammatiken (s. Anhang B, ab S. 145)
stellen die konsistente Wiederverwendung von Artefakten sicher. Mappings aus Tabel-
le 5.2 deuten grob die Strukturierung der Quelltexte an, die sich im Detail anhand platt-
formspeziﬁscher Modelle zur Roboteranwendung in Anhang C.2 (S. 152) nachvollziehen
la¨sst.
Der erwa¨hnte hohe semantische Abstand zwischen abstraktem SSIML-Modell und
PSMs resultiert in der Erzeugung zahlreicher plattformspeziﬁscher Quelltextartefakte
[ALC08], deutlich nachvollziehbar beim Szenenknoten (s. Tabelle 5.2). Bspw. werden
daraus fu¨r die X-SITE-Umgebung nicht nur typische C++ Artefakte wie Konstruktor,
etc. erzeugt, sondern auch Methoden des Adapters bzw. des X-SITE-Frameworks. In
generierten C++ Klassen stehen die bei 3D-Anwendungen u¨blichen Hauptschleifen des
Renderers zur Verfu¨gung. Die hier durch das X-SITE-Framework vorgegebenen Metho-
den Simulate und Update werden auf einer zentralen Serverinstanz respektive jedem
Renderclient der VR-Umgebung ausgefu¨hrt und ermo¨glichen so die kontinuierliche Kon-
trolle der Anwendung, z. B. zur Umsetzung von Animationen. Analog la¨sst sich in der
Android Anwendung eine Ru¨ckrufmethode als Renderschleife registrieren. Das ereignis-
getriebene X3DOM-Framework sieht eine solche Renderschleife im JavaScript Quelltext
nicht unmittelbar vor. Stattdessen sollen im DOM deklarierte ereignisgesteuerte Inter-
polatoren diese typische Renderschleife ersetzen.
Eine Besonderheit bei der Android Plattform ist der Einsatz von Introspektion durch
den Adapter. Dieser kapselt die Registrierung von Ru¨ckrufmethoden (s. Listing A.3,
S. 141, Zeilen 25–30) sowie Zugriﬀe auf Szenengraphelemente und delegiert letztere
an das AR-Framework. Metamodell, Grammatik, Transformatoren und zu generieren-
de Quelltexte fu¨r die Android Plattform lassen sich dadurch weiter reduzieren.
Tabelle 5.2 zeigt weiter, dass jede SSIML-Anwendungsklasse in einer Klasse fu¨r Ja-
va oder C++ bzw. in einer stellvertretenden Methode fu¨r JavaScript resultiert. Von
SSIML-Anwendungsklassen ausgehende SSIML-Node- und ValueAccessRelationships re-
sultieren einheitlich in Variablendeklarationen der assoziierten atomaren Knoten. Analog
5Unterklasse der Metaklasse SSIML-EventRelationship
6Unterklasse der Metaklasse SSIML-ActionRelationship
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aus unterliegen PSM und AST jeder Plattform demselben Metamodell und sind daher
gleichzusetzen. Insgesamt sichert der u¨bergreifende Einsatz der Metamodelle nachfolgen-
den Transformatoren stets valide Quellmodelle zu, wovon das Roundtrip3D Framework
bezu¨glich Konsistenz und reduzierter Fehleranfa¨lligkeit proﬁtiert.
Eine Xtext Grammatik G la¨sst sich formal als 4-Tupel G = (N T P S) beschreiben
[BH12]: Die Menge der Terminalsymbole T ist dabei disjunkt zur Menge der Nichtter-
minalsymbole N , also gilt T ⋂N = ∅. Die Menge der Produktionsregeln P beschreibt
Ersetzungen der Nichtterminalsymbole durch Terminalsymbole und Nichtterminalsym-
bole, P ⊆ N × T ⋃N . Terminalsymbole du¨rfen nur in der Ersetzung, nicht aber auf
der ”linken Seite“ der Produktion vorkommen. Die Grammatik heißt dann kontextfreioder Typ-2 -Grammatik in der Chomsky-Hierarchie. Kontextfreie Grammatiken erzeugen
die kontextfreien Sprachen und damit die meisten Programmiersprachen [BH12]. Weiter
heißt eine Regel atomar wenn sie ausschließlich auf Terminalzeichen abbildet. Mit dem
Startsymbol S aus der Menge der Nichtterminalsymbole S ∈ N beginnt die Ableitung.
Erzeugen der Quelltextgeneratoren
Anhang E entha¨lt eine Xtext Grammatik zu jeder Plattform. Um darin Klassen und Da-
tentypen des zugeho¨rigen Metamodells sowie des Ecore-Metamodells bekannt zu machen,
werden beide u¨ber ihren Namensraum importiert (Listings E.1–E.4, S. 159, Zeilen 2–3).
Jede Regel in einer Xtext Grammatik entspricht einer Klasse im Metamodell. Folglich
ist stets ein Startsymbol der Grammatik zum Wurzelelement im PSM gegeben, z. B. die
Produktionsregel X3D (s. Listing E.1, S. 159, Zeile 5).
Außerdem werden in jeder Grammatik zu ignorierende Terminalzeichen angegeben,
z. B. WS fu¨r Whitespaces. Demnach bleibt jede Art von Leerzeichen, auch Zeilenum-
bru¨che zwischen Terminalsymbolen ohne semantische Bedeutung. Als Konsequenz ge-
hen individuelle Quelltextformatierungen beim Parsen und damit wa¨hrend der Round-
trips verloren. Stattdessen werden u¨bliche Konventionen zur Quelltextformatierung u¨ber
Pretty Printers realisiert [Bet13]. Das sind im Xtext Framework generierte Hilfsklassen
zum Traversieren der PSMs und Anpassen der Generatoren. Letztendlich lassen sich aus
Grammatiken, Metamodellen und individualisierten Hilfsklassen Quelltextgeneratoren
in Java erzeugen, die PSMs in Quelltexte u¨berfu¨hren [Bet13, EV06].
Erzeugen der Parser
Nach [Bet13] unterteilt sich allgemein als Oberbegriﬀ etabliertes Parsen in die vier Schrit-
te Lexikalische Analyse, tatsa¨chliches Parsen, Linken und Validieren. Der Lexer nutzt
atomare Regeln (terminal-Regeln in Xtext Grammatiken) zum Aufteilen der Eingabe
in Tokens (s. Abschnitt 5.1.3). Auf deren Grundlage stellt der Parser die Strukturen
des PSM her, indem er jeder Entita¨t genau einen Vaterknoten zuweist7. Im Anschluss
werden vom Linker PSM-interne Referenzierungen als zweite Art der Strukturierung vor-
genommen. Zuletzt pru¨ft der Validator das erstellte PSM auf dessen Konformita¨t zum
7abgesehen vom Wurzelknoten
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Metamodell. In dieser Arbeit werden die vier Teilprozesse zusammenfassend als Parsen
bezeichnet.
Wie in Abschnitt 5.2.1 begru¨ndet wird beim Parsen zwischen plattformspeziﬁschen Ar-
tefakten unterschieden die auf Elemente der SSIML-Modellebene abbilden und solchen,
die als detaillierte Implementierung ohne Relevanz fu¨r das abstrakte Modell bleiben. Letz-
tere mu¨ssen dennoch fu¨r zuku¨nftige Iterationen erhalten bleiben und sind entsprechend
vom Roundtrip3D Werkzeug zu beru¨cksichtigen. Dabei schaﬀt feingranulares Parsen der
detaillierten Implementierung keinen Mehrwert [JLV15, LVJ12b]. Implementierungsde-
tails werden daher in vorgesehenen Artefakten gekapselt. Bspw. geho¨rt die JavaScript
Metaklasse CodeContainer (s. Abb. B.2, S. 146) zur gleichnamigen Produktionsregel der
JavaScript Grammatik (s. Listing E.2, S. 161, Zeilen 32–33) und dient zum Aufnehmen
programmierter Quelltextbausteine, z. B. Anweisungen in Ru¨ckruﬀunktionen zur Ereig-
nisbehandlung. Quelltextbausteine werden so in den Round-trip Prozess aufgenommen
und generisch verwaltet. Fu¨r u¨brige Plattformen wird analog verfahren.
Schlu¨sselwo¨rter eingesetzter Programmiersprachen oder plattformspeziﬁsche Aufrufe
dienen als Terminalsymbole in Produktionen zur Bestimmung konkreter Tokens, um
modellrelevante Quelltextartefakte zu identiﬁzieren. Z. B. ermo¨glicht die JavaScript Va-
riable document den Zugriﬀ auf Elemente des DOM. Produktionsregeln nutzen das Ter-
minalzeichen document um konkrete X3D-Elemente zu erkennen, die ins SSIML-Modell
abbilden. Zusa¨tzlich ko¨nnen dieselben Terminalzeichen, wie document auch an beliebi-
gen Stellen im Quelltext zur Programmierung der 3D-Anwendung vorkommen. Damit
grenzen sich Folgen von Terminal- und Nichtterminalsymbolen konkreter Produktions-
regeln nicht eindeutig von frei programmierten Inhalten in Quelltextcontainern ab. Re-
sultierende Mehrdeutigkeiten beim Parsen, z. B. bereits einfache Klammern oder das
aus anderen Grammatiken bekannte Dangling Else Problem, lassen sich u¨ber das syn-
taktische Pra¨dikat (”=>“) nach Konvention lo¨sen [Bet13]. Im Roundtrip3D Frameworkwird das syntaktische Pra¨dikat so eingesetzt, dass erzeugte Parser im Zweifelsfall zu-
gunsten modellrelevanter Artefakte entscheiden. Demnach handelt es sich erst dann um
”beliebigen“ Quelltext in Codecontainern, wenn kein konkretes Element erkannt wird.Umgekehrt stellen Quelltextstrukturen sicher, dass nicht beliebige Quelltextbausteine
”aus Versehen“ in konkreten plattformspeziﬁschen Artefakten mu¨nden und auf SSIML-Modellebene abbilden.
Aus dieser Arbeit gehen fu¨r die JavaScript Anwendungslogik je zwei Metamodelle,
Grammatiken sowie Vorwa¨rts- und Ru¨ckwa¨rtstransformatoren hervor. Programmierern
erlaubt die zweite, u¨berarbeitete Version JavaScript Quelltexte beinahe ohne Konven-
tionen zu entwickeln. Wa¨hrend beide JavaScript Versionen im Roundtrip3D Frame-
work nutzbar sind (s. Abb. 5.6), konnten u¨berarbeitete JavaScript Transformatoren im
Ru¨ckwa¨rtsschritt bereits laufender Roundtrip3D Testszenarien ihre Vorga¨ngerversionen
ablo¨sen8. Mit dem Tausch eines Transformators verwaisen ebenfalls abgelo¨ste plattforms-
peziﬁsche Artefakte im persistenten IM. Bei Bedarf lassen sich solche Elemente anhand
ihrer Zuordnung zu einer Plattform ermitteln und lo¨schen.
8Der Austausch eines Transformators muss im Ru¨ckwa¨rtsschritt geschehen, um in der na¨chsten Iteration
vollsta¨ndige Quelltexte zu generieren.
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ten Elementen die auf SSIML-Modellebene abbildbar sind und Implementierungsdetails
unterschieden. Fu¨r Erstere werden aus dem Vorwa¨rtsschritt vorhandene Abbildungen
zwischen plattformspeziﬁschen Artefakten und SSIML-Modellelementen teilweise wieder-
verwendet (s. Tabellen 5.1 und 5.2). Solche plattformspeziﬁschen Artefakte resultieren
folglich in der Intermediate Repra¨sentation korrespondierender SSIML-Elemente. Alle
u¨brigen Artefakte werden ohne weitere Umwandlungen als Implementierungsdetails ins
Intermediate Format u¨bertragen und gespeichert. In nachfolgenden Vorwa¨rtsschritten
u¨berfu¨hren ETL-Transformatoren plattformspeziﬁsche Intermediate Objekte wieder in
PSMs. Insgesamt ist die verlustfreie Transformation plattformspeziﬁscher Artefakte ins
Intermediate Format und zuru¨ck sichergestellt.
Nach der U¨berfu¨hrung liegt jedes PSM und somit die komplette Implementierung als
eigenes IM vor. Es folgt die Zusammenfu¨hrung der einzelnen IMs mit dem persisten-
ten IM, worauf das folgende Kapitel 6 eingeht. Aus dem so neu erstellten persistenten
IM extrahieren generische Java-basierte Transformatoren die in Intermediate Objekten
vorliegenden SSIML-Elemente und leiten daraus ein aktualisiertes SSIML-Modell ab.
Im Vorwa¨rtsschritt vervielfachte SSIML-Elemente (s. Abschnitt 5.3.1) fasst ein ETL-
basierter Transformator wieder zusammen.
Vorhandene SSIML-Diagrammdateien der vorherigen Iteration referenzieren dateiu¨ber-
greifend SSIML-Elemente des veralteten Modells anhand von Indizes. Fu¨r das neu erstell-
te SSIML-Modell mit gea¨nderten Indizes lassen sich bestehende Diagrammdateien folg-
lich nicht ohne Weiteres wiederverwenden. Layout-Algorithmen des Editors unterstu¨tzen
allerdings die Anordnung von Elementen in Diagrammdateien. Das erhaltene SSIML-
Modell dient fu¨r Softwaredesigner als Grundlage zur inkrementellen Entwicklung der
anschließenden Iteration.
5.4 Zusammenfassung
Das vorgestellte Roundtrip3D Werkzeug unterstu¨tzt seinen u¨bergeordneten Entwick-
lungsprozess. Transformationen ﬁnden u¨ber Zwischenschritte und unter Einsatz ada¨qua-
ter Transformationssprachen statt. 3D-Inhalte und Quelltexte multipler Plattfor-
men werden mit dem abstrakten Modell in beide Richtungen abgeglichen. Das per-
sistente Intermediate Modell entha¨lt die gesamte 3D-Anwendung und erlaubt die
Neugenerierung aller Modell- und Quelltextartefakte.
Beim Roundtrip3D Werkzeug liegt der Fokus auf konsistenten Transformatoren und
einem hohen Grad an Wiederverwendbarkeit. Dazu werden einzelne Schritte im mehr-
stuﬁgen Prozess nicht isoliert betrachtet. Der transformationsu¨bergreifende Einsatz von
Metamodellen sichert nachfolgenden Transformatoren valide Modelle zu.
Außerdem erlauben plattformu¨bergreifend einheitliche Quelltextstrukturen, a¨hnliche
Grammatiken sowie Metamodelle auch plattformu¨bergreifend einheitliche und schlu¨ssige
Transformatoren. Inverse Transformatoren nutzen Metamodelle ihrer Vorwa¨rtspendants
und jeder AST einer Plattform stellt zugleich ihr PSM dar. Neben M2M-Transformatoren
ﬁndet sich der ho¨chste Grad der Wiederverwendung bei Quelltextgeneratoren und Par-
sern wieder, die sich jeweils komplett aus Metamodellen und Grammatiken ergeben.
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Wesentlich bei Round-trip Engineering ist generierte Ergebnisse mit bereits vorhande-
nen Artefakten vorangegangener Iterationen zusammenzufu¨hren. Als Besonderheit beim
Roundtrip3D Framework schließt Zusammenfu¨hren gleichermaßen 3D-Inhalte und An-
wendungslogiken fu¨r multiple Plattformen ein. Außerdem lassen sich Programmquelltex-
te und X3D-Dokumente erst nach ihrer Vervollsta¨ndigung in externen Werkzeugen auf
Modellebene u¨berfu¨hren, woraus sich ho¨here Anforderungen als bspw. bei simultanem
Abgleichen ergeben. Zudem sollen Abweichungen aus Quelltexten nach codegetriebener
Entwicklung kontrolliert auf Modellebene u¨bernommen werden. Zusammenfu¨hren von




6 Zusammenfu¨hren von Modellen
Das Roundtrip3D Framework ermo¨glicht die 3D-Anwendungsentwicklung auf abstrak-
ter Modell- sowie detaillierter Quelltextebene. Zur U¨berfu¨hrung zwischen Modell- und
Quelltextartefakten wurden im letzten Kapitel verschiedene Transformationen betrach-
tet und Intermediate Modelle eingefu¨hrt. Dieses Kapitel behandelt das Synchronisieren
sa¨mtlicher Artefakte von 3D-Anwendungen auf einheitlicher Intermediate Modellebene.
Wa¨hrend Zusammenfu¨hren von IMs im Vorwa¨rtsschritt vergleichsweise trivial erscheint,
sind im Ru¨ckwa¨rtsschritt eine Reihe von Anforderungen der 3D-Anwendungsentwicklung
zu beru¨cksichtigen: 3D-Designer verwenden spezielle Modellierungswerkzeuge und Pro-
grammierer greifen auf IDEs zuru¨ck. Der Einsatz beliebiger externer Implementierungs-
werkzeuge verhindert A¨nderungsoperationen simultan, also unmittelbar wa¨hrend ihrer
Umsetzung festzuhalten oder mit SSIML-Modellen abzugleichen. Stattdessen mu¨ssen
A¨nderungen in Quelltexten nach der Vervollsta¨ndigung bezu¨glich Vorga¨ngerversionen
ermittelt werden. Nach codegetriebener Entwicklung sind Abweichungen im Rahmen
strukturierten Vorgehens kontrolliert auf Modellebene zu u¨berfu¨hren, auch fu¨r mehrere
Plattformen.
Abschnitt 6.1 vermittelt Grundlagen zum Zusammenfu¨hren von Softwaremodellen.
Abschnitt 6.2 beschreibt einen auf Identiﬁkatoren basierenden und weitestgehend au-
tonomen Ansatz zum kontrollierten Zusammenfu¨hren von IMs. Eine zweite Variante
in Abschnitt 6.3 verzichtet auf Identiﬁkatoren und unterstu¨tzt die Visualisierung von
Modellunterschieden in angelehnter SSIML-Notation sowie interaktives und daher kon-
trolliertes Zusammenfu¨hren. Abschnitt 6.4 stellt beide Mo¨glichkeiten gegenu¨ber.
6.1 Was es zu beachten gilt
Nach Kolovos [KPP06a] umfasst Zusammenfu¨hren von Modellen vier Phasen:
1. Ermittlung korrespondierender Objekte
2. Diﬀerenzenbestimmung
3. Mergen
4. Validieren und ggf. Wiederherstellen der Konsistenz
Im Folgenden wird auf jede Phase kurz eingegangen [KPP06a].
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Die Ermittlung u¨bereinstimmender Elemente aus Softwaremodellen stellt die komple-
xeste der vier Phasen dar. Zum Vergleich werden Modellelemente, ihre Attribute und
jeweils deren Metadaten sowie konkrete Werte herangezogen. Zusa¨tzlich lassen sich Struk-
turen des Modells einbeziehen. Dabei werden Datenstrukturen der Softwaremodelle als
azyklischen Graphen aufgefasst [LGJ07, UW10, WDC03].
Tracing fasst allgemein Techniken zum U¨berwachen und ggf. Aufzeichnen von A¨nde-
rungen an Softwareartefakten wa¨hrend ihrer Bearbeitung zusammen, um so deren Ent-
wicklung detailliert nachzuvollziehen [KPP06b]. Bspw. werden in dieser Arbeit Tracing-
Informationen beim automatisierten Auﬂo¨sen und Zusammenfassen von Kardinalita¨ten
der SSIML-Modelle in separaten Dateien gespeichert (s. Abschnitt 5.3.1). Aufzeichnen
von A¨nderungen an Quelltexten wa¨hrend der Programmierung respektive 3D-Modellie-
rung ist bei der 3D-Anwendungsentwicklung aber ausgeschlossen.
Insgesamt existiert eine Reihe weiterer Ansa¨tze, um nachtra¨glich identische Elemente
in versionierten Modellen aufzuﬁnden: Z. B. erlaubt manuelles Herstellen eines sog. Wea-
ving Models [MJF+05] mittels graﬁscher Werkzeuge Zugeho¨rigkeiten zweier Modelle zu
deﬁnieren (s. Abb. 6.1). Das Weaving Model gibt somit Mappings vor und wird als ei-
gensta¨ndiges Softwareartefakt betrachtet, bspw. um darauf aufbauend Transformatoren
zum Mergen auszufu¨hren oder auch zu generieren. Gerade bei umfangreichen Model-
len wird manuelles Festlegen von Zugeho¨rigkeiten aufwa¨ndig und schnell unu¨bersichtlich
[KPP06a].
Identiﬁkatoren (IDs) stellen einen verbreiteten Ansatz zur eindeutigen Bestimmung
korrespondierender Elemente dar [AP03, CRGMW96]. Bei modellu¨bergreifender Ver-
wendung werden sie auch als im Modell hinterlegte Tracing-Informationen aufgefasst
[KPP06a]. Identische Elemente lassen sich dabei nur in voneinander abstammenden,
also versionierten Modellen wiederﬁnden. Zudem mu¨ssen synthetische Identiﬁkatoren,
z. B. Universally Unique Identiﬁers (UUIDs) wa¨hrend der gesamten Verarbeitung erhal-
ten bleiben. Insofern diese Bedingungen eingehalten werden, gelten Identiﬁkatoren als
zuverla¨ssig mit ho¨chstmo¨glicher Genauigkeit. Mitunter werden projektbezogene Informa-
tionen in Quelltexten als ”Verunreinigungen“ (engl.: code pollution) angesehen [SVEH07].
Signaturbasierte Algorithmen [RFG+05, WDC03] leiten anhand vorgegebener Berech-
nungsvorschriften Signaturen aus Modellelementen ab. Dabei werden z. B. Attribute und
deren konkrete Werte, aber auch Strukturen der Modelle beru¨cksichtigt. Durch den blo-
ßen Vergleich von Signaturen sind Vorschriften individuell auf jeden Anwendungsfall
abzustimmen, wodurch der Konﬁgurationsaufwand bei komplexen Modellen mit zahlrei-
chen Elementtypen steigt. Zudem la¨sst der Ansatz zur korrekten Wiedererkennung nur
wenige A¨nderungen im Modell zu.
Wie signaturbasierte Ansa¨tze ziehen a¨hnlichkeitsbasierte Algorithmen [LGJ07, UW10]
zuna¨chst Attribute von Modellelementen zum Vergleich heran, erlauben diese jedoch ﬂe-
xibel zu wichten. Innerhalb einer Metrik werden so A¨hnlichkeitsmaße bestimmt. Der
Ansatz betrachtet Elemente im Kontext und beru¨cksichtigt damit ebenfalls Modellstruk-
turen. Neben der Treﬀgenauigkeit spielt oftmals die Laufzeit des Vergleichsalgorithmus
eine Rolle. Bei der einfachsten Herangehensweise ist jedes Element mit jedem Element
des anderen Modells zu vergleichen. Um diesem Aufwand entgegenzuwirken werden Mo-
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gemeinsamen Vorga¨ngermodell basieren. Gema¨ß gebra¨uchlicher Terminologie existiert
dann mehr als nur ein rechtes Modell. Insofern mehr als drei Modelle zu vergleichen
sind, la¨sst sich dieser Fall stets auf den Drei-Wege-Vergleich (engl. Three-Way-Merge)
zuru¨ckfu¨hren [OWK03].
Modiﬁkationen an der Implementierung wurden bereits zuvor als potentielle Inkonsis-
tenzen gegenu¨ber der Speziﬁkation angefu¨hrt, bspw. in Abschnitt 4.2.3. Abbildung 5.3
(S. 84) zum Sprachumfang der Modellierungs- und Implementierungssprachen begrenzt
Inkonsistenzen auf die Artefakte der Implementierung, die sich auf SSIML-Ebene reﬂek-
tieren lassen. Somit fu¨hren bereits umbenannte X3D-Elemente zu Inkonsistenzen die im
Ru¨ckwa¨rtsschritt zu behandeln sind. Weiterhin ko¨nnen beim Zusammenfu¨hren mehrerer
Modelle A¨nderungen an korrespondierenden Elementen aus verschiedenen rechten Mo-
dellen auftreten. Dieser Fall konkurrierender A¨nderungsoperationen fu¨hrt zu Konﬂikten
[TI06], da sich – oﬀensichtlich – ho¨chstens eine der A¨nderungen u¨bernehmen la¨sst.
Mergen wertet Informationen korrespondierender Elemente sowie festgestellte Diﬀeren-
zen aus und stellt das eigentliche Zusammenfu¨hren der Modelle dar. Zum Umgang mit
Inkonsistenzen bzw. zum Auﬂo¨sen von Konﬂikten existieren sowohl manuelle als auch
automatisierte Ansa¨tze. Fu¨r Erstere bietet sich zusa¨tzlich eine geeignete Form der Visua-
lisierung an. Im einfachen Fall ko¨nnen bereits eingefa¨rbte Baumansichten der Modelle
hilfreich sein [MSW09]. Die Literatur beschra¨nkt sich oftmals auf Mergen von Modellen
mit gleichem Metamodell, was Zusammenfu¨hren von IMs im Roundtrip3D Framework
gleichkommt [KPP06a].
Die Validierung ist notwendig da bei fehlerhaftem Mergen ggf. invalide Softwaremodel-
le entstehen, die dann nicht mehr konform zu ihren Metamodellen sind. Auch ko¨nnen
unreferenzierte und damit verwaiste Elemente zusammengefu¨hrte Modelle ”aufbla¨hen“.Dieser letzte Schritt zum Beheben von derlei Inkonsistenzen wird in der Literatur sel-
ten betrachtet [KPP06a]. Modellvalidierungen ﬁnden im Roundtrip3D Prozess am Ende
aller Modelltransformationen statt und nicht nur speziell nach dem Zusammenfu¨hren.
Insbesondere werden persistente IMs auf unreferenzierte Intermediate Objekte hin un-
tersucht.
6.2 Kontrolliertes Zusammenfu¨hren
Dieser erste Ansatz zielt auf die eindeutige sowie unkomplizierte Wiedererkennung von In-
termediate Objekten ab. Zusammenfu¨hren ﬁndet ebenfalls auf Intermediate-Ebene statt,
allerdings vo¨llig autonom ohne jegliche Nutzerinteraktion. Dafu¨r kommen die im letzten
Abschnitt vorgestellten Identiﬁkatoren, genauer UUIDs zum Einsatz. Auf ihrer Grund-
lage wird ein Diﬀerenzenmodell erstellt, das zusammen mit einer vorgegebenen Konﬁgu-
ration Inkonsistenzen und Konﬂikte lo¨st und damit kontrolliertes Zusammenfu¨hren von
IMs ermo¨glicht. Der implementierte Algorithmus deckt zugleich das Mergen im Vorwa¨rts-




Jedes SSIML-Modellelement erha¨lt bei seiner Erstellung eine UUID, die es wa¨hrend
des Durchlaufs sa¨mtlicher Transformationen und Iterationen beibeha¨lt. Folglich la¨sst
sich jedes urspru¨ngliche SSIML-Element bspw. im Intermediate Format anhand seines
Identiﬁkators wiederﬁnden. Wie in Tabelle 5.2 aufgelistet, bilden verschiedene SSIML-
Elemente mitunter gemeinsam auf mehrere plattformspeziﬁsche Artefakte ab. Letztere
u¨bernehmen UUIDs und Typinformationen ihrer SSIML-Pendants um Zuordnungen fu¨r
den spa¨teren Ru¨ckwa¨rtsschritt festzuhalten. Beim Serialisieren ﬂießen diese Metainfor-
mationen in Form von Annotationen in Quelltexte ein.
Zur besseren Lesbarkeit fu¨hren Listings die Quelltexte (s. Anhang A, ab S. 139) weitest-
gehend ohne Annotationen auf, beinhalten sie bspw. aber noch in der generierten Java
Klasse in Listing A.4 (S. 142). An dem Listing wird die Schwa¨che serialisierter Identiﬁka-
toren in Form von code pollution deutlich [KPP06a], da sie oﬀensichtlich die Lesbarkeit
der Quelltexte erschweren. Zudem mu¨ssen Annotationen am Ende der Implementierungs-
phase noch vorliegen, was von Entwicklern zu beachten ist. Bei 3D-Werkzeugen zur
Szenenkomposition besteht die Gefahr, dass serialisierte UUIDs im X3D-Dokument bei
dessen Export verloren gehen.
Der Ansatz geht davon aus, dass Annotationen wa¨hrend der Implementierung unan-
geru¨hrt bleiben. Nach dem Parsen der Quelltexte zu ASTs und deren U¨berfu¨hrung in
Intermediate Repra¨sentation lassen sich Intermediate Objekte mit derselben ID unkom-
pliziert modellu¨bergreifend ermitteln. In Quelltexten neu hinzugefu¨gte Elemente, ob auf
SSIML-Ebene abbildbar oder nicht, erhalten bei ihrer Transformation ins Intermediate
Format eigene UUIDs. Ein Diﬀerenzenmodell wie in [KDRPP09, MSW09] vorgeschlagen,
speichert Matchings von Intermediate Objekten zwischen linkem und rechten Modellen.
Zu neu hinzugefu¨gten bzw. entfernten Intermediate Objekten existieren entsprechend
keine Pendants im linken respektive rechten Modell.
Abbildung B.6 (S. 150) zeigt das Metamodell zu Diﬀerenzenmodellen, das Teile des
Metamodells fu¨r IMs verwendet. Generierte Klassen halten u¨ber das Generation Gap
Pattern (GGP) (s. Abschnitt 2.3.4) Einzug ins Roundtrip3D Framework und wurden
manuell durch konkrete Unterklassen um notwendige Attribute und Methoden erweitert.
Genauso generisch wie IMs speichern Diﬀerenzenmodelle ermittelte Matchings und re-
ferenzieren Intermediate Objekte modellu¨bergreifend anhand ihrer IDs. Damit sind sie
ebenso robust gegen Erweiterungen am Roundtrip3D Framework wie das Intermediate
Format. Diﬀerenzenmodelle dienen ausschließlich in der aktuellen Iteration zum Zusam-
menfu¨hren und stellen damit nur ”ﬂu¨chtige“ Artefakte dar.
6.2.2 Diﬀerenzenermittlung
Weiter vergleicht der Algorithmus zur Diﬀerenzenermittlung Intermediate Attribute ei-
nes jeden Intermediate Objekts aller rechten Modelle mit Attributen zugeho¨riger Objekte
des linken Modells. Um dabei mo¨glichst nur korrespondierende Attribute gegenu¨berzu-
stellen, erzeugt und nutzt der Algorithmus Signaturen aus Attributname, FeatureID1
1Spezifische ID in Ecore-basierten Modellen
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und Datentyp. Attribute mit festgestellten A¨nderungen erhalten Update-, Delete- bzw.
Insert-Vermerke. Verschieben von Elementen reduziert dieser erste Ansatz auf eine
Update-Operation entsprechender Eltern-Kind-Beziehungen.
Sog. mehrwertige Elemente werden in Metamodellen u¨ber Multiplizita¨ten mit obe-
rer Schranke gro¨ßer als eins festgelegt. Dabei ist anzugeben, ob Eintra¨ge mehrwerti-
ger Elemente entweder geordnet oder ungeordnet gespeichert werden [Bal00]. In geord-
neten Datenstrukturen, bspw. geordneten Listen geben Indizes Positionen ihrer Ein-
tra¨ge an. Als Beispiel dient die mehrwertige und geordnete Komposition children des
X3DParentNodes im X3D-Metamodell (s. Anhang B.1, S. 145). Die Komposition entha¨lt
sa¨mtliche Kindknoten zu einem X3D-Element, wobei die Reihenfolge der Kindknoten von
Relevanz ist. Z. B. muss beim Einsatz des X3D-USE-Attributs das referenzierte Element
gema¨ß X3D-Speziﬁkation stets vorher im X3D-Dokument deklariert werden [Web17].
Die Diﬀerenzenermittlung beachtet derartige Ordnungen und das Roundtrip3D Werk-
zeug stellt sie bei Neugenerierung der Quelltexte korrekt wieder her.
Am Ende der Diﬀerenzenermittlung entha¨lt das Diﬀerenzenmodell Informationen zu
gelo¨schten, eingefu¨gten und wiedererkannten Intermediate Objekten und gea¨nderten In-
termediate Attributen.
6.2.3 Automatisches Zusammenfu¨hren
Zuletzt festgestellte A¨nderungen interpretiert der nun anstehende Schritt entweder als
Inkonsistenzen oder als Konﬂikte.
Konﬂiktursachen
SSIML-Modelle setzen sich aus Interrelationen- und Szenenmodellen zusammen. Ab-
schnitt 3.2.3 erla¨utert, dass Letztere zur vollsta¨ndigen Generierung der X3D-Dokumente
genu¨gen, wa¨hrend in Anwendungslogiken sowohl Interrelationenmodelle aber auch Teile
der Szenenmodelle einﬂießen. Ein und dasselbe SSIML-Element kann in verschiedenen
Quelltexten repra¨sentiert und gea¨ndert werden. Z. B. kann ein Transformationselement
im generierten X3D-Dokument vorkommen und bei entsprechender SSIML-Modellierung
als Variable in Programmquelltexten verschiedener Plattformen Zugriﬀ auf den Szenen-
graphen erlauben.
Durch die getrennte Entwicklung der 3D-Inhalte und Programmquelltexte zum einen
und aus der Multiplattformentwicklung zum anderen, ergeben sich insgesamt zwei Sze-
narien mit Konﬂiktpotential: Erstens, wenn identische Artefakte zugleich im X3D-Doku-
ment als auch in mindestens einer der Anwendungslogik gea¨ndert oder entfernt werden.
Tabelle 6.1 zeigt Konﬂikte zu den vier A¨nderungsoperationen (OP) im X3D-Dokument
und einer der Anwendungslogiken (AL). Im Gegensatz zu X3D-Dokumenten ist in Anwen-
dungslogiken hierarchieu¨bergreifendes Verschieben von Artefakten nicht mo¨glich (n.m.).
Z. B. ko¨nnen Ru¨ckrufmethoden nicht außerhalb von Klassen existieren. Verschieben von
Artefakten auf derselben Hierarchiestufe in Anwendungslogiken fu¨hrt nur zu Konﬂikten,
wenn Pendants in X3D-Dokumenten gelo¨scht werden.
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Tabelle 6.1: Konﬂikte bei gleichzeitiger A¨nderungsoperation (OP) eines Elementattri-
buts im X3D-Dokument sowie einer der Anwendungslogiken (AL)
OPX3D
OPAL Insert Update Delete Move
Insert n.m. n.m. n.m. n.m.
Update n.m. Konﬂikt Konﬂikt kein Konﬂikt
Delete n.m. Konﬂikt kein Konﬂikt Konﬂikt
Move n.m. kein Konﬂikt Konﬂikt kein Konﬂikt
Ein denkbares Szenario fu¨r Konﬂikte beschreibt einen engen Zeitplan fu¨r Program-
mieraufgaben, weshalb Programmierer kurzerhand eine Ru¨ckrufmethode zur Ereignisbe-
handlung sowie ihre Registrierung lo¨schen, bspw. Zeilen 17–21 sowie 42 in Listing A.1
(S. 139). In Folge werden zu lo¨schende SSIML-Pendants erkannt, und zwar leftButton,
leftTS sowie assoziierte Attribute- und Eventrelationships (s. Abb. 4.3, S. 62). Benen-
nen 3D-Designer das X3D-Pendant um, ergibt sich ein Konﬂikt aus konkurrierenden
Delete- und Update-Operationen.
Der zweite Fall mit Konﬂiktpotential betrachtet ausschließlich A¨nderungen in An-
wendungslogiken bei Multiplattformentwicklung. In Quelltexte eingefu¨gte Artefakte stel-
len stets individuelle Objekte dar und fu¨hren nie zu Konﬂikten. Konﬂikte treten auf,
wenn Programmierer korrespondierende Quelltextartefakte mindestens zweier Plattfor-
men gleichzeitig a¨ndern oder lo¨schen. Ein mo¨gliches Szenario betrachtet unterschiedliche
Namenskonventionen, bspw. in C++ und Java. Benennen Programmierer jeweils gene-
rierte Anwendungsklassen nach typischen Konventionen um, fu¨hrt dies entsprechend zu
Konﬂikten beim Zusammenfu¨hren im Ru¨ckwa¨rtsschritt.
Inkonsistenzen zwischen 3D-Inhalten, Anwendungslogiken und Softwaremodellen stel-
len die wesentliche Ursache von Fehlern wa¨hrend der 3D-Anwendungsentwicklung dar
und werden gezielt vom Roundtrip3D Framework adressiert. Konﬂikte ko¨nnen durch
gleichzeitiges Programmieren und 3D-Modellieren entstehen und werden als besondere
Inkonsistenzen im Roundtrip3D Framework ebenfalls erkannt und behandelt.
Konﬁguration zum automatischen Zusammenfu¨hren
Zum automatisierten Lo¨sen von Inkonsistenzen und Konﬂikten dient eine vorgefertigte
Konﬁguration. Diese kombiniert sa¨mtliche SSIML-Elemente mit der Sprache aus der eine
A¨nderung stammt und verknu¨pft diese zusa¨tzlich mit jeder der drei A¨nderungsoperatio-
nen. Resultierende Kombinationen aus Sprache, Artefakt und A¨nderungsoperation erhal-
ten je eine Priorita¨t aus dem Intervall 0−20. Diese entscheidet welche A¨nderungsarten an
Elementen aus den Sprachen X3D, Java, C++ und JavaScript bevorzugt oder u¨berhaupt
ins SSIML-Modell u¨bernommen werden. Listing 6.1 zeigt einen Auszug der Konﬁguration
zu SSIML-Transformationsknoten bzw. SSIML-Anwendungsklassen und plattformspezi-
ﬁschen Pendants. Modiﬁkationen an Transformationsknoten in X3D-Dokumenten, bspw.
nach Skalierung oder Rotation zur Szenenkomposition werden mit der ho¨chsten Priorita¨t
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1 . . .
2 X3D Transformation UPDATED : 20
3 X3D Transformation DELETED : 19
4 . . .
5 JavaScript Transformation UPDATED : 17
6 JavaScript Transformation DELETED : 0
7 . . .
8 X3D ApplicationClass INSERTED : 0
9 X3D ApplicationClass UPDATED : 0
10 X3D ApplicationClass DELETED : 0
11 . . .
Listing 6.1: Auszug der Konﬁguration zum automatischen Zusammenfu¨hren am Beispiel
eines Transformationselements und einer Anwendungsklasse mit gewichteten
A¨nderungsoperationen zu Elementen und Plattformen
ins SSIML-Modell u¨bernommen. Ggf. gleichzeitig vorgenommenes Umbenennen eines
Transformationsknotens im JavaScript Quelltext verwirft der Algorithmus durch die ge-
ringere Priorita¨t von 17. Dagegen ist Lo¨schen von Transformationsknoten im JavaScript
Quelltext durch das Gewicht 0 verboten und wird stets verworfen.
Die Konﬁguration fußt auf der umfangreichen Erfassung aller o. g. Kombinationen
(∼ 1200) und der Zuweisung sinnvoller Gewichte. Diese stammen aus Erfahrungswer-
ten einer Evaluierung (s. Kapitel 7), ko¨nnen jedoch jederzeit feingranular nachgebessert
werden. Die ermittelte Konﬁguration deckt u¨bliche Entwicklungsaufgaben an Programm-
und 3D-Quelltexten ab und erspart Softwaredesignern Entscheidungen zu wiederkehren-
den A¨nderungsoperationen zu treﬀen. Durch Anpassen der Konﬁguration ko¨nnen Ent-
wickler geringfu¨gig Einﬂuss auf den sonst automatisierten Entscheidungsprozess nehmen.
Im Ru¨ckwa¨rtsschritt werden Quelltexte u¨ber PSMs in Intermediate Repra¨sentation
transformiert. Jedes so abgeleitete IM entha¨lt nur einen Teil der 3D-Anwendung, entwe-
der die 3D-Szene oder eine der Anwendungslogiken (s. Abb. 5.1, S. 81). Bspw. kommen
SSIML-Anwendungsklassen nicht im X3D-Dokument vor und folglich auch nicht im dar-
aus erstellten IM. Dagegen beinhaltet das persistente IM jederzeit die gesamte Anwen-
dung. Fu¨r solche Artefakte, die auf Grund des Sprachumfangs der Implementierungs-
sprache nicht in abgeleiteten IMs enthalten sind, stellt die Diﬀerenzenermittlung zum
persistenten IM fa¨lschlicherweise eine Reihe von Lo¨schungen fest. Die vorgegebene Kon-
ﬁguration erlaubt abgeleitete IMs korrekt mit dem persistenten IM zusammenfu¨hren, in-
dem falsch erkannte A¨nderungsoperationen durch 0 -Wichtungen ignoriert werden. Z. B.
bleiben Diﬀerenzen an Anwendungsklassen in X3D-Dokumenten gema¨ß Konﬁguration
in Listing 6.1 stets ohne Konsequenz.
Erweiterungen des SSIML-Modells ﬂießen im Vorwa¨rtsschritt immer komplett ins be-
stehende persistente IM ein. Inkonsistenzen oder gar Konﬂikte ko¨nnen per deﬁnitionem
nicht auftreten. Zu beachten ist, dass Lo¨schungen einzelner Elemente auf SSIML-Ebene
durch den semantischen Abstand umfangreiche Lo¨schungen auf Quelltextebene zur Folge
haben ko¨nnen [ALC08]. Nach einem weiteren Vorwa¨rtsschritt enthalten die generierten
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3D- und Programmquelltexte die korrigierte Implementierung ohne Inkonsistenzen.
Am Ende jedes Zusammenfu¨hrens wird das persistente IM auf verwaiste Intermediate
Objekte gepru¨ft. Bspw. liegt nach dem Lo¨schen eines SSIML-Transformationsknotens
noch dessen SSIML-PrimaryParentChildRelationship zum Elternknoten als eigensta¨ndi-
ges und nun zu entfernendes Intermediate Objekt vor.
6.3 Interaktives Zusammenfu¨hren
Der im letzten Abschnitt vorgestellte Ansatz zum Zusammenfu¨hren la¨sst sich bezu¨glich
folgender drei Punkte ausbauen:
1. Matchings werden u¨ber IDs hergestellt, die in Quelltexten zu code pollution fu¨hren
oder verloren gehen ko¨nnen.
2. Zusammenfu¨hren ﬁndet kontrolliert nach einer anpassbaren Konﬁguration statt,
jedoch nicht interaktiv und daher nicht individuell.
3. Nach dem Zusammenfu¨hren lassen sich A¨nderungen im abgeleiteten SSIML-Modell
bezu¨glich der vorherigen Version nur durch manuelles Vergleichen feststellen.
Der im Folgenden erla¨uterte Ansatz geht auf die drei genannten Schwa¨chen ein [JLV15]:
Ein a¨hnlichkeitsbasierter Algorithmus ermittelt korrespondierende Modellelemente, ohne
dass IDs in Quelltexte einﬂießen. Im Anschluss ermittelte Diﬀerenzen werden nach-
vollziehbar in SSIML-Notation visualisiert. Auf dieser Grundlage entscheiden Software-
designer interaktiv u¨ber zu verwerfende und zu akzeptierende Abweichungen oder lo¨sen
Konﬂikte. Der Ansatz zielt darauf ab, 3D-Inhalte und Quelltexte gemeinsam zuru¨ck-
zufu¨hren, wenngleich sequenzielles Ru¨ckfu¨hren unterstu¨tzt wird. Bei Letzterem lassen
sich oﬀenbar keine Konﬂikte ermitteln.
Abbildung 6.2 veranschaulicht interaktives Zusammenfu¨hren im Roundtrip3D Prozess.
Der Vorwa¨rtsschritt samt ID-basierter Diﬀerenzenermittlung zwischen IMs wird beibe-
halten, allerdings ohne Metainformationen in Quelltexte zu serialisieren. Im Ru¨ckwa¨rts-
schritt ermittelt ein a¨hnlichkeitsbasierter Algorithmus nach der Implementierungsphase
Matchings auf Ebene plattformspeziﬁscher Modelle. Hierzu vergleicht er jedes Modell
vor der Implementierung mit seiner Version nach der Implementierung. Korrespondie-
rende Elemente und A¨nderungen lassen sich zwischen versionierten PSMs besser ermit-
teln als in umfangreichen IMs. Die im Vergleich zu IMs oder SSIML-Modellen deutlich
ausgepra¨gtere Struktur der PSMs tra¨gt außerdem zu aussagekra¨ftigeren Treﬀerquoten
korrespondierender Elemente bei. Nicht in Quelltexte serialisierte UUIDs kommen nach
dem Parsen entsprechend auch nicht in PSMs vor. Fehlende IDs und andere Metainfor-
mationen lassen sich nachtra¨glich u¨ber Matchings aus Vorga¨ngermodellen u¨bernehmen.
Matchings sowie ermittelte Diﬀerenzen speichert der Algorithmus in einem Diﬀeren-
zenmodell. Ein zusa¨tzliches Eclipse Plug-In visualisiert dieses Diﬀerenzenmodell in Form
eines graﬁsch speziell aufbereiteten SSIML-Modells. Zudem ermo¨glicht das Plug-In Soft-
waredesignern den interaktiven Umgang mit Inkonsistenzen und Konﬂikten. Ergebnis-
se zu besta¨tigten oder verworfenen A¨nderungen ﬂießen zuru¨ck ins Diﬀerenzenmodell
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und ersetzen die Konﬁguration des automatisierten Ansatzes. Das eigentliche Zusam-
menfu¨hren mit Hilfe des Diﬀerenzenmodells ﬁndet nach wie vor auf Intermediate Ebene
statt. Nach Zusammenfu¨hrung und Konsistenzpru¨fung verla¨uft der Round-trip wieder
nach bekanntem Schema. Diﬀerenzenmodell sowie SSIML-Modell zur Visualisierung wer-
den als ﬂu¨chtige Artefakte nicht gespeichert.
6.3.1 A¨hnlichkeitsbasiertes Ermitteln von Matchings
Zur Diﬀerenzenbestimmung in Ba¨umen stellt Abschnitt 6.1 a¨hnlichkeitsbasierte Algorith-
men als konﬁgurierbare Alternativen mit hohen Treﬀgenauigkeiten vor. Daneben spielen
ihre optimierten Laufzeiten in dieser Arbeit nur eine untergeordnete Rolle. Nachfolgend
sind zwei Vertreter a¨hnlichkeitsbasierter Algorithmen aufgefu¨hrt.
SiDiﬀ [TBWK07] ist ein Framework zur Ermittlung von Matchings und Diﬀerenzen in
Ba¨umen. Modelle u¨berfu¨hrt das nicht quelloﬀene Framework zuna¨chst aus ihrer XML-
Notation in eine interne Repra¨sentation. Auf Grundlage einer Konﬁguration wird darin
zwischen Knoten, Eltern-Kind-Beziehungen und Assoziationen unterschieden. Um Mat-
chings und Diﬀerenzen zu ermitteln, berechnet SiDiﬀ zuna¨chst A¨hnlichkeitskennzahlen
zu allen Elementen, und zwar in aufsteigender Reihenfolge ausgehend von den Bla¨ttern.
In die Berechnung ﬂießen Attributnamen, ihre Werte, Elternknoten und Referenzen mit
zuvor konﬁgurierten Gewichten ein. Der anschließende Durchlauf von der Wurzel zu den
Bla¨ttern vergleicht u¨brige, noch ungematchte Elemente. SiDiﬀ erkennt A¨nderungen von
Abbildung 6.2: Erweiterter Roundtrip3D Prozess mit hervorgehobener a¨hnlichkeitsba-
sierter Diﬀerenzenermittlung zwischen versionierten PSMs, Diﬀerenzen-
visualisierung und interaktivem Zusammenfu¨hren
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Attributwerten, Referenzen, im Baum verschobene Elemente sowie Struktura¨nderungen
nach Lo¨schen oder Einfu¨gen von Elementen.
EMF-Compare [BP08, MSW09, TI06] bietet a¨hnliche Funktionalita¨ten wie SiDiﬀ, un-
terstu¨tzt dabei aber gezielt Ecore-basierte Modelle. Nach der Berechnung von Matchings
und Diﬀerenzen adressiert der Ansatz gleichermaßen deren Repra¨sentation in geeigneten
Datenstrukturen sowie deren Visualisierung, z. B. in gegenu¨bergestellten Baumstruk-
turen (Abb. 6.3). Zudem mu¨ssen Diﬀerenzenmodelle einer Reihe von Anforderungen
genu¨gen, wie Unabha¨ngigkeit von Metamodellen oder Abgeschlossenheit. Danach ent-
halten sie sa¨mtliche Ergebnisse, bspw. auch detektierte Konﬂikte.
Zum Erstellen des Matchings nutzt EMF-Compare einen a¨hnlichkeitsbasierten Algo-
rithmus mit bereits vorkonﬁgurierten Gewichten, die sich nachtra¨glich im Kontext des
Metamodells optimieren lassen. Filter dienen zum Aussondern von sog. information
noise, wie bekannte statische Modelleintra¨ge, die zwar hohe Treﬀerquoten jedoch ohne
Mehrwert liefern. Der Vergleichsalgorithmus geht von geringen A¨nderungsraten aus und
traversiert daher beide Modelle gleichzeitig, wobei er nur Elemente innerhalb eines vor-
gegebenen Suchfensters einbezieht. Abschließend betrachtet er bisher ungematchte Ele-
mente beider Modelle. In den Vergleich ﬂießen Attributnamen, -werte und -typen sowie
Assoziationen mit vorgegebenen Gewichten ein. Assoziationen unterteilen sich weiter
in Referenzen und Kompositionen, wodurch sich bspw. Verschiebungen feststellen lassen.
Basierend auf dem Matching ermittelt EMF-Compare anschließend konkrete Diﬀerenzen
zwischen beiden Modellen.
EMF-Compare dient im Roundtrip3D Framework zur a¨hnlichkeitsbasierten Diﬀeren-
zenermittlung zwischen versionierten PSMs. Nach Anpassen der Konﬁguration des quel-
loﬀenen Frameworks konnte der Ansatz bestmo¨gliche Treﬀerquoten erreichen [Mue14].
6.3.2 Diﬀerenzenvisualisierung und Zusammenfu¨hren
Diﬀerenzenmodelle enthalten sa¨mtliche Informationen korrespondierender Objekte und
lassen sich je nach Umfang nur schwer erschließen. Eine Reihe von Arbeiten befasst sich
daher mit der visuellen Aufbereitung von Modelldiﬀerenzen [BP08, OWK03].
Verwandte Arbeiten zur Diﬀerenzenvisualisierung
Die Visualisierung von Diﬀerenzen wird auch bei EMF-Compare als relevant erachtet.
Dazu nutzt der generische Ansatz nebeneinander dargestellte Baumansichten und hebt
Unterschiede farblich hervor. Abbildung 6.3 zeigt die Gegenu¨berstellung zweier platt-
formspeziﬁscher X-SITE-Modelle im EMF-Compare Editor. Das linke urspru¨ngliche Mo-
dell reﬂektiert den generierten Quelltext in Listing A.1 (S. 139), wa¨hrend im rechten
Modell die Klasse RobotControl konsequent in robot control umbenannt wurde und
eine der Ru¨ckrufmethoden fehlt. Ermittelte Diﬀerenzen lassen sich schrittweise lo¨sen, um
beide Modelle zusammenzufu¨hren.
Weitere Arbeiten zur Visualisierung von Diﬀerenzen konzentrieren sich auf die jeweili-
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Die Modiﬁkationen decken alle vier A¨nderungsoperationen ab. Zudem fu¨hrt simultanes
Umbenennen der Anwendungsklasse im C++ als auch JavaScript Quelltext zu einem
Konﬂikt.
Das Roundtrip3D Werkzeug erlaubt die Diﬀerenzenermittlung durch EMF-Compare
und anschließender Visualisierung. Abbildung 6.5 zeigt das SSIML-Modell mit hervor-
gehobenen Inkonsistenzen und Konﬂikten zum o. g. Szenario. Die manuell erstellte An-
ordnung der Elemente im Editor orientiert sich am urspru¨nglichen SSIML-Modell in
Abbildung 4.3 (S. 62).
Neu hinzugefu¨gte Kontrollkno¨pfe samt u¨bergeordneten Transformationsknoten sind
erwartungsgema¨ß gru¨n gekennzeichnet (A¨nderung 1). Blau hinterlegte Transformations-
knoten signalisieren A¨nderungen an Translations- oder Rotationsattributen nach Kom-
positionsarbeiten am X3D-Dokument (A¨nderung 4). Zum Transformationsknoten work-
spaceTrans wird zudem die korrigierte Verschiebung angezeigt (A¨nderung 2). Das ent-
fernte X3D-Inline-Element der Werkshalle resultiert im entsprechend als gelo¨scht er-
kannten SSIML-Pendant hall (A¨nderung 3). Gleichzeitiges Umbenennen der im Modell
selektierten Anwendungsklasse fu¨hrt zum dargestellten Konﬂikt (A¨nderungen 5 und 6).
Wie auch bei ”gewo¨hnlichen“ Inkonsistenzen listet hier eine Ansicht (Abb. 6.5, unten)zum ausgewa¨hlten Element erkannte A¨nderungen detailliert auf und schla¨gt Lo¨sungen
vor. Im Beispiel kann entweder eine der beiden Umbenennungen oder der urspru¨ngliche
Klassenname u¨bernommen werden. In dieser Ansicht akzeptierte und verworfene A¨nde-
rungen ﬂießen zuru¨ck ins Diﬀerenzenmodell, wie eingangs in Abbildung 6.2 zum Ablauf
dargestellt. Verblasste Elemente, z. B. der Transformationsknoten baseRotation deuten
an, dass deren Inkonsistenzen bereits behoben wurden.
Erst nach Lo¨sen aller Inkonsistenzen kann mit dem Ru¨ckwa¨rtsschritt fortgefahren
werden. Der in Abbildung 6.5 noch ausgegraute Button ”merge“ wird in dem Fall frei-gegeben und ruft den Transformator zum Zusammenfu¨hren auf Intermediate Ebene auf.
Anstelle der vorgegebenen Konﬁguration des ersten Ansatzes (s. Abschnitt 6.2.3) dient
nun das interaktiv angepasste Diﬀerenzenmodell als Grundlage zum Zusammenfu¨hren.
Im Vorwa¨rtsschritt werden Kardinalita¨ten in SSIML-Modellen aufgelo¨st und im Ru¨ck-
wa¨rtsschritt wieder geeignet zusammengefasst. Zur Diﬀerenzenvisualisierung in SSIML-
Notation werden vervielfa¨ltigte Elemente dagegen nicht zusammengefasst. Erkannte Un-
terschiede beziehen sich jeweils auf einzelne Objekte und sind fu¨r diese zu besta¨tigen,
was Kardinalita¨ten oﬀensichtlich verhindern.
Tempora¨re SSIML-Modelle und Diﬀerenzenmodelle werden nicht aufgehoben. Der Edi-
tor zur Diﬀerenzenvisualisierung bietet jedoch Exportfunktionalita¨ten fu¨r graﬁsch aufbe-
reitete SSIML-Modelle, um getroﬀene Entscheidungen zu dokumentieren.
6.4 Zusammenfassung
Modellbasiertes Zusammenfu¨hren steht im Mittelpunkt des Roundtrip3D Frameworks
und stellt die Konsistenz zwischen 3D-Inhalten, Programmquelltexten und Softwaremo-
dellen nach inkrementeller Entwicklung sicher. Konsistentes und kontrolliertes Synchroni-
sieren aller Artefakte macht den eigentlichen Mehrwert von Round-trip Engineering aus
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und ﬁndet beim Roundtrip3D Werkzeug auf einheitlicher Intermediate Ebene statt.
Der triviale Fall, Erweiterungen aus SSIML-Modellen im Vorwa¨rtsschritt in das be-
stehende persistente IM einzuarbeiten, wird durch Identiﬁkatoren ermo¨glicht. Daneben
sieht das Roundtrip3D Werkzeug zwei Mo¨glichkeiten fu¨r modellbasiertes Zusammen-
fu¨hren im Ru¨ckwa¨rtsschritt vor. Nach externer Bearbeitung werden Quelltextartefakte
u¨ber PSMs in IMs u¨berfu¨hrt, wo Identiﬁkatoren zum Wiedererkennen von Objekten
dienen. Diﬀerenzenmodelle speichern Matchings und A¨nderungsoperationen zwischen
Objekten des persistenten und der abgeleiteten IMs. Abweichungen nach codegetriebe-
ner Entwicklung werden kontrolliert u¨bernommen oder verworfen, auf Grundlage einer
externen, anpassbaren Konﬁguration. Im Falle konkurrierender A¨nderungsoperationen
werden Konﬂikte ebenfalls kontrolliert nach Priorita¨ten gelo¨st.
Der zweite Merge-Ansatz nutzt einen a¨hnlichkeitsbasierten Algorithmus zur Be-
stimmung von Matchings zwischen versionierten PSMs, jeweils vor und nach der Imple-
mentierungsphase. Der Verzicht auf serialisierte Annotationen verbessert die Lesbarkeit
der Quelltexte. Ein wesentlicher Unterschied des Roundtrip3D Werkzeugs im Vergleich
zu typischen Round-trip Entwicklungsumgebungen (s. Abschnitt 2.5) besteht in der gra-
ﬁschen Aufbereitung von Abweichungen nach codegetriebener Entwicklung. Visualisie-
rungen fu¨r Diﬀerenzen stammen aus einer separaten Nutzerstudie [Mue14] und richten
sich an die beteiligten Entwicklergruppen 3D-Designer, Programmierer und Softwarede-
signer. Um deren gemeinsames Versta¨ndnis zu fo¨rdern, bettet sich die Symbolik fu¨r
Inkonsistenzen und Konﬂikte nahtlos in die SSIML-Notation ein. Graﬁsch aufbereitete
Abweichungen der Implementierung von der Speziﬁkation lassen sich im idealerweise
interdisziplina¨ren Entscheidungsprozess diskutieren und anschließend interaktiv und
kontrolliert in SSIML-Modelle u¨bernehmen oder verwerfen.
Zur Veranschaulichung des Merge-Prozesses kam auch die zu Beginn eingefu¨hrte 3D-
Roboteranwendung zum Einsatz. Aus der Entwicklung des Roundtrip3D Werkzeugs
stammen weitere, jeweils zweckdienliche Beispielanwendungen. Um dagegen den gesam-
ten Roundtrip3D Entwicklungsprozess zu validieren, bescha¨ftigt sich das folgende Kapi-
tel mit einem umfangreichen Softwareprojekt.
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7 Fallstudie
Das Framework zum dargelegten Roundtrip3D Entwicklungsprozess wurde sukzessive
auch anhand zweckma¨ßiger Beispielanwendungen ausgebaut und getestet. Abbildung 7.1
zeigt ausgewa¨hlte Anwendungen in immersiver und Fish Tank VR, bspw. animierte Ver-
brennungsvorga¨nge (Abb. 7.1(a) und (b)) und Stro¨mungsvisualisierungen (Abb. 7.1(c)
und (d)) oder einen 3D-Fahrzeugkonﬁgurator zur Demonstration iterativer Multiplatt-
formentwicklung (Abb. 7.1(e) und (f)). Neben Softwaretests stellen die folgenden Ab-
schnitte ein umfassendes Softwareprojekt zur Evaluierung des gesamten Roundtrip3D
Entwicklungsprozesses vor. Die Evaluierung zielt auf Aussagen zur iterativen Entwick-
lung von 3D-Anwendungen mittels Round-trip Engineering ab, um Mehrwerte oder
Schwa¨chen gegenu¨ber dem rein modellgetriebenen Ansatz zu ermitteln.
7.1 Softwaretests im Roundtrip3D Framework
”Testen zeigt die Anwesenheit von Fehlern“ F. Witte [Wit16]
Der Evaluierung gingen eine Reihe von Softwaretests [Wit16] zur Qualita¨tssicherung des
Roundtrip3D Frameworks wa¨hrend seiner Entwicklungsphase voraus. Bspw. betrachten
sog. Komponententests einzelne Bausteine der Software isoliert. Zur Implementierung
von Transformatoren des Roundtrip3D Frameworks wurden aus Metamodellen generier-
te und manuell vervollsta¨ndigte Komponententests unter Angabe der Ausgangs- und
Zielmodelle unterstu¨tzend eingesetzt. Daru¨ber hinaus pru¨fen Integrationstests voneinan-
der abha¨ngige und an sich fehlerfreie Komponenten. Die Beispielanwendungen in Abbil-
dung 7.1 wurden im Rahmen von Integrationstests erstellt. Komponenten- und Integra-
tionstests pru¨fen in erster Linie funktionale Anforderungen an die Software, beziehen
sich also unmittelbar auf Algorithmen oder Schnittstellen.
Demgegenu¨ber stehen nichtfunktionale Tests, wie Systemtests, um die Tauglichkeit
von Software zu ermitteln. Bspw. ist fu¨r den graﬁschen Editor neben dessen Nutzer-
freundlichkeit vor allem die intuitive graﬁsche Notation der SSIML-Elemente relevant,
um Softwaredesigner, 3D-Designer und Programmierer gleichermaßen zu erreichen. Gra-
ﬁsche Notationen aufgefu¨hrter SSIML-Sprachen haben ihre Urspru¨nge in Vorarbeiten zu
Nutzerstudien. Eine zusa¨tzliche Studie zur Diﬀerenzenvisualisierung (s. Abschnitt 6.3.2)
verfolgte im Rahmen dieser Arbeit ein a¨hnliches Ziel, und zwar beteiligten Entwickler-
gruppen mo¨glichst kompakt und intuitiv Abweichungen vom Modell nach codegetriebe-
ner Entwicklung zu pra¨sentieren [Mue14]. Durch die im na¨chsten Abschnitt pra¨sentierte
Evaluierung wurden nicht nur Roundtrip3D Werkzeuge sondern der gesamte Entwick-
lungsprozess auf die Probe gestellt.
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7.2 Zielstellung der Evaluierung
Zur Evaluierung des Roundtrip3D Entwicklungsprozesses sowie der Werkzeuge standen
folgende Fragestellungen im Vordergrund:
• Werden Roundtrip3D Entwicklungsprozess und Werkzeuge von 3D-Entwicklern
angenommen und wechselnden Anforderungen im agilen Umfeld gerecht?
• Lassen sich lauﬀa¨hige Prototypen oder Zwischenziele erarbeiten? Wie viele Round-
trips werden durchlaufen?
• Ist das Vorgehen transparent fu¨r die Entwickler und werden Projektphasen ge-
trennt voneinander durchlaufen?
• Wie stabil, robust und ﬂexibel ist das Roundtrip3D Framework?
• Bleiben Softwaremodelle beim Durchlauf mehrerer Iterationen konsistent und kom-
patibel, z. B. nach Weiterentwicklungen an der Werkzeugsammlung?
• Sind Abbildungen zwischen Modellen und Quelltexten erwartungsgema¨ß und kor-
rekt?
Die durchgefu¨hrten Softwareprojekte zur Evaluierung verteilten sich auf zwei studenti-
sche Seminare in unmittelbar aufeinanderfolgenden Semestern. Im ersten Semester soll-
ten Probanden an die modellgetriebene 3D-Anwendungsentwicklung mit SSIML ohne
Round-trip Engineering herangefu¨hrt werden. Nach verhaltener Annahme des modellge-
triebenen Ansatzes lief das erste Seminar stattdessen nach konventionellem Vorgehens-
modell ab (s. Abb. 3.11, S. 46). In der zweiten Projektphase kamen der Roundtrip3D
Prozess und Werkzeuge umfassend zum Einsatz. Die Evaluierung stellt daher konventio-
nelle 3D-Anwendungsentwicklung und den Roundtrip3D Entwicklungsprozess gegenu¨ber.
Vorab nur grob abgesteckte Aufgabenstellungen sorgten fu¨r agile Rahmenbedingungen.
7.3 Softwareprojekte
An beiden Seminaren beteiligten sich je fu¨nf Studenten fu¨r Angewandte Informatik
mit einschla¨gigen Erfahrungen in Bereichen 3D-Modellierung und Webentwicklung. Aus
fru¨heren Veranstaltungen waren die Teilnehmer bereits miteinander vertraut. Vier der
Studenten besuchten beide Projektseminare zur Evaluierung. Die Lehrveranstaltung
diente zum Ausbau vorhandener 3D-Modellierungs- und Programmierfertigkeiten und
zielte ebenso auf Fa¨higkeiten zur Projektplanung und -leitung ab.
Die Studenten sollten selbststa¨ndig Szenarien zu Visualisierungen traditioneller Silber-
mannorgeln fu¨r Lehrzwecke erarbeiten und umsetzen. Auf Grund hoher zeitlicher als auch
personeller Anforderungen derartiger Projekte konzentrierte sich die 3D-Anwendungsent-
wicklung auf die Webplattform mit JavaScript und X3DOM. Dafu¨r u¨bernahmen drei Stu-
denten die Rollen von 3D-Designern, um den u¨berwiegenden Aufwand zur detaillierten
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3D-Modellierung ada¨quat abzudecken. Ein erfahrener Student fungierte als Anwendungs-
programmierer und ein Weiterer als Softwaredesigner.
Das Projekt fand freundliche Unterstu¨tzung durch die Silbermanngesellschaft Freiberg
sowie die Orgelbauwerkstatt Jemlich in Dresden, in Form zahlreicher Besichtigungster-
mine, Fotograﬁergenehmigungen sowie zur Verfu¨gung gestellter Risse historischer Silber-
mannorgeln. Anforderungen an die 3D-Anwendung konkretisierten sich im Laufe der
Umsetzung beider Softwareprojekte, z. B. nach Besprechungen mit Orgelexperten oder
Besichtigungsterminen.
7.3.1 Seminar 1
Wa¨hrend die Studenten u¨ber weitreichende Kenntnisse zum 3D-Modellierungswerkzeug
Blender sowie zur Programmierung mit CSS und JavaScript verfu¨gten, wurden sie zu-
na¨chst an die strukturierte 3D-Anwendungsentwicklung mit SSIML herangefu¨hrt. Im
ebenfalls erla¨uterten Roundtrip3D Entwicklungsprozess sollten die Teilnehmer im ers-
ten Seminar mindestens einen Vorwa¨rtsschritt zur Generierung und Implementierung
durchlaufen.
Szenarien Folgende Szenarien wurden erarbeitet [BSG+13]:
1. Schematische und minimalistische 3D-Darstellung zum Funktionsprinzip einer Or-
gel nach einer realen Miniatur
2. Virtuelle Kamerafahrt durch ein detailliertes 3D-Orgelmodell
3. Freie Navigation durch zuvor genanntes 3D-Orgelmodell
Umsetzung Wa¨hrend der Entwicklung erhielt die Gruppe freie Hand und organisierte
sich weitestgehend selbst. In wo¨chentlichen Besprechungen wurden Zwischenergebnisse
ausgewertet und das weitere Vorgehen abgestimmt. Das erste, u¨bersichtliche Szenario ba-
siert auf der anschaulichen Miniatur in Abbildung 7.2(a). Die erstellte 3D-Anwendung
erlaubt die Visualisierung des Luftstroms (auch Orgelwind) durch farblich animierte Her-
vorhebungen durchstro¨mter Bauteile. Abbildung 7.2 stellt der originalen Miniatur einen
Screenshot der Webanwendung gegenu¨ber. Dieses Szenario wurde von den Studenten ad
hoc und ohne vorherige Softwaremodellierung umgesetzt.
Der Schwerpunkt der Entwicklung des zweiten Szenarios lag vorerst beim Erfassen
einer realen Silbermannorgel mittels Fotoaufnahmen. Das SSIML-Modell zum Szena-
rio wurde wa¨hrend der bereits begonnen Implementierungsphase erstellt und von Hand
mit dem bestehenden X3D-Dokument abgeglichen. Abbildung C.4 (S. 154) zeigt das
SSIML-Modell mit einem Objektknoten fu¨r die Orgel und Viewpoint-Elementen fu¨r die
Kamerafahrt. Im Gegensatz zum X3D-Dokument wurde die JavaScript Anwendungslogik
generiert und manuell erweitert. Gema¨ß SSIML-Modell erhalten Programmierer durch





Abbildung 7.3: 7.3(a) Screenshot der akribisch modellierten Silbermannorgel mit Kon-
trollelementen (oben links) zur Steuerung der Kamerafahrt. Hinter
der texturierten Fassade beﬁnden sich zahlreiche, initial mittels CAD-
Software erstellte Pfeifen 7.3(b).
Zeitaufwand fu¨r das erste, vor allem jedoch das zweite Szenario.
Daru¨ber hinaus stellte sich die akribisch modellierte und texturierte Orgelgeometrie
nach ihrem Export aus dem 3D-Modellierungswerkzeug Blender als ungeeignet fu¨r die
Darstellung in Webbrowsern heraus. Die Gro¨ße der 3D-Szene fu¨hrt zu langen Ladezeiten
und beno¨tigt leistungsstarke Desktoprechner. Absehbare Zwischenziele bei iterativ inkre-
mentellem Vorgehen erlauben solche Einschra¨nkungen bereits fru¨hzeitig zu erkennen.
Wenngleich graﬁscher Modelleditor und Generatoren nur rudimenta¨r eingesetzt wur-
den, konnten Fehler darin identiﬁziert und behoben werden. Z. B. bema¨ngelten die Teil-
nehmer Mo¨glichkeiten zur Modellierung invalider Beziehungen zwischen SSIML-Elemen-
ten. Weitere Aussagen zum Modelleditor beziehen sich auf dessen Nutzerfreundlichkeit,
z. B. erwartete Drag-and-Drop Bedienung anstelle von Klicken. Der Aufruf von Transfor-
matoren zur Quelltextgenerierung war intuitiv mo¨glich.
7.3.2 Seminar 2
Nach einer eingehenden Analyse des ersten Projekts lag der Fokus im unmittelbar an-
geschlossenen Seminar auf ausgepra¨gten Enwurfs- und Planungsphasen, diesmal zu ei-
nem einzigen Szenario. Zumal sollten sich die Studenten unbedingt an den Roundtrip3D
Entwicklungsprozess halten und zugeho¨rige Werkzeuge einsetzen. Zusa¨tzlich schriftlich
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festgehaltene Anforderungen an die 3D-Anwendung, Protokolle aus wo¨chentlichen Be-
sprechungen sowie Beschreibungen zu Aufgaben und Begriﬄichkeiten unterstu¨tzten die
strukturierte Entwicklung. Die 3D-Anwendung entstand wieder in Zusammenarbeit mit
der Silbermanngesellschaft und sollte als modernes Lehrmaterial Laien fu¨r die Thematik
Orgel begeistern.
Bereits im ersten Seminar vergebene Rollen wurden beibehalten und nur einer der 3D-
Designer durch einen Nachfolger ersetzt. Insbesondere u¨bernahm der bereits zuvor als
Softwaredesigner agierende Student dieselbe Rolle. Alle Beteiligten wurden wiederholt
in den Roundtrip3D Prozess und die Softwaremodellierung mit SSIML eingewiesen.
Szenario Die Studenten erarbeiteten folgendes Szenario [WSG+14]: Ein stark abstra-
hiertes 3D-Modell einer Orgel soll sich nach dem LOD-Prinzip explorieren lassen. Zu-
na¨chst werden verschiedene technische Komponenten der Orgel zusammengefasst und
u¨bersichtlich gezeigt. Nach Klicken auf eines der 3D-Bauteile soll dieses animiert auf-
springen, a¨hnlich einer 3D-Explosionszeichnung. U¨brige umliegende Bauteile werden aus-
geblendet. Aus der nachgeladenen, nun hochaufgelo¨sten 3D-Geometrie zum gewa¨hlten
Bauteil la¨sst sich gezielt ein untergeordnetes Bestandteil wa¨hlen, das dann in seiner
hochaufgelo¨sten Version nachgeladen wird, um wiederum genauer ergru¨ndet zu werden,
usw. Durch Ausblenden irrelevanter und Nachladen hochaufgelo¨ster Bauteile ha¨lt sich
der Ressourcenanspruch der Webanwendung in abscha¨tzbaren Grenzen. Im Vorfeld die-
ser Anwendung entstanden Prototypen, bspw. zum Test der Explosionsanimation mit
einfachen Wu¨rfelgeometrien oder zum Pru¨fen des LOD-Konzepts. Prototypen wurden
fru¨hzeitig in SSIML modelliert und daraus generierte Quelltexte vervollsta¨ndigt.
Umsetzung – Prototyp Durch modellgetriebene Softwareentwicklung mit SSIML lie-
ßen sich vorab schnell verschiedene Prototypen fu¨r einzelne Funktionalita¨ten der spa¨te-
ren Orgelanwendung anfertigen. Das u¨bersichtliche SSIML-Modell in Abbildung 7.4 legt
das LOD-Konzept der spa¨teren Orgelanwendung am einfachen Prototypen nahe. Ein
zur Realisierung geforderter Switchknoten, passend zum gleichnamigen X3D-Element,
wurde kurzfristig ins SSIML-Metamodell aufgenommen und in Generatoren integriert.
U¨ber einen Index erlauben Switchknoten komfortables Umschalten eines darzustellenden
Teilbaums zwischen allen angeha¨ngten Teilba¨umen. Im SSIML-Modell zum Prototypen
wa¨hlt die Anwendungsklasse ActionHandler u¨ber den Switchknoten Switcher eine der
drei Gruppenknoten G0, G1 oder G2 aus. Es werden folglich entweder die untergeordneten
Geometrieknoten O1 und O2, O1 1 und O1 2 oder O2 1 und O2 2 angezeigt. Dabei stellen
O1 und O2 zwei vereinfachte Versionen der Geometrien in geringster Auﬂo¨sungsstufe dar.
Im gewa¨hlten Namensschema stehen Geometrieknoten O1 1 und O1 2 fu¨r detaillierte
Versionen der groben Geometrie O1. Entsprechend stellen O2 1 und O2 2 hochaufgelo¨ste
Varianten von O2 dar. Demnach verfu¨gt der Prototyp u¨ber zwei LOD. Der Wechsel zwi-
schen ihnen erfolgt nach Klicken auf einen der Geometrieknoten. Diese teilen sich gema¨ß
SSIML-Speziﬁkation ein TouchSensorAttribute. Die drei Viewpoint-Elemente sollen vor-




3D-Objekte der groben Auﬂo¨sungsstufen modelliert und im generierten X3D-Dokument
angeordnet. Die Komposition der 3D-Szene fand direkt im Webbrowser mittels X3DOM
statt. Gleichzeitig vervollsta¨ndigte der Programmierer das generierte JavaScript Geru¨st,
z. B. mit Interpolatoren fu¨r Animationen. Dabei wurden zuna¨chst Mock-ups nach und
nach durch konkrete 3D-Bauteile ersetzt. Aus dieser Implementierungsphase ging eine
lauﬀa¨hige Anwendung zur Animation niedrigaufgelo¨ster Bauteile hervor.
Beim ”Aufspringen“ angeklickter Bauteile wurden selbige aus dem Blickfeld der virtu-ellen Kamera verschoben, wonach manuelles Suchen der Objekte im virtuellen 3D-Raum
la¨stig erschien. Um Sichtbereiche anpassen zu ko¨nnen, fu¨gte einer der 3D-Designer ei-
ne entsprechende Anzahl an Viewpoint-Elementen ins X3D-Dokument ein. Nach dem
Ru¨ckwa¨rtsschritt der ersten Iteration wurde das initiale SSIML-Modell aktualisiert und
die zweite Iteration begonnen. Das abgeleitete SSIML-Modell spiegelte auch die manuell
hinzugefu¨gten Viewpoint-Elemente der X3D-Szene wider. Das Modell diente als Diskus-
sionsgrundlage und machte allen u¨brigen Entwicklern bewusst, dass Animationen die
3D-Geometrien aus dem Blickfeld verschieben.
Erweiterungen am SSIML-Modell in der zweiten Iteration ermo¨glichten dem Program-
mierer die Adressierung genannter Viewpoint-Elemente nach Neugenerierung der Quell-
texte. Daneben forderte der Programmierer die Aufnahme eines weiteren TouchSensor-
Attributes zu allen SSIML-Objekten mit Interaktionsmo¨glichkeiten. Die daraus generier-
ten Ru¨ckrufmethoden wurden vervollsta¨ndigt, um 3D-Bauteile farblich hervorzuheben
sobald Nutzer mit dem Mauszeiger daru¨bergleiten (s. Abb. 7.5(e)). Wiederkehrende Im-
plementierungsarbeiten konnten erspart werden.
Beim Testen der Anwendung nach der zweiten Implementierungsphase sto¨rte Ru-
ckeln den Wechsel zwischen den Viewpoint-Elementen mittels X3DOM-Interpolatoren
[BJDA11]. Zu Beginn der dritten Iteration entschieden die Projektteilnehmer, auf Mo-
dellebene nur ein Viewpoint-Element zu erhalten und die U¨brigen zu entfernen. Dessen
Parameter wurden durch Interpolatoren im JavaScript Quelltext gesetzt und dadurch
ﬂu¨ssige Kamerafahrten erreicht.
Außerdem a¨nderten sich wa¨hrend der ersten und zweiten Iteration Unterteilungen der
hochaufgelo¨sten Bauteile, d. h. SSIML-Objektknoten wurden gelo¨scht, eingefu¨gt, ver-
schoben oder umbenannt. Nach der dritten Implementierungsphase zeigte ein letzter
Ru¨ckwa¨rtsschritt, dass JavaScript Quelltexte und die X3D-Szene konform zur Speziﬁka-
tion und zueinander konsistent sind. Das abgeleitete SSIML-Modell steht zur Weiterent-
wicklung in einer vierten Iteration bereit.
Resultate zum Roundtrip3D Entwicklungsprozess Mit ausgepra¨gten Entwurfsphasen
in drei vollsta¨ndigen Round-trips setzten die Studenten den Roundtrip3D Entwicklungs-
prozess umfassend ein. Aktualisierte SSIML-Modelle reﬂektieren die Implementierung
nach codegetriebener Entwicklung und unterstu¨tzen Entwickler beim Verstehen von Im-
plementierungsschwierigkeiten. Inkrementelles Entwickeln auf abstrakter Modellebene
wurde gezielt zur Quelltextgenerierung eingesetzt.
Bereits wa¨hrend der Entwicklung zeichnete sich anhand erster Ergebnisse der Erfolg





Elemente, waren in SSIML-Modellen erst nach manuellem Vergleich mit der Vorga¨nger-
version nachvollziehbar. Abbildung 7.6 zeigt zwei kurzfristig umgesetzte Dialoge zur
Diﬀerenzenvisualisierung im laufenden Softwareprojekt. Kontrollelemente werden auf
Grundlage des Diﬀerenzenmodells generiert und erlauben selbiges zu bearbeiten. Gene-
rieren von Nutzeroberﬂa¨chen wurde in der Literatur umfassend beschrieben, z. B. EMF
Forms [Koe15] oder MOCCA [LS11] als weiterfu¨hrender Ansatz zur Speziﬁkation des
Verhaltens von Nutzeroberﬂa¨chen auf Modellebene. Die rudimenta¨re Diﬀerenzenvisuali-
sierung in generierten Nutzeroberﬂa¨chen stellt allerdings keine angemessene Grundlage
fu¨r Entscheidungen dar. Die intuitive Visualisierung mit Interaktionsmo¨glichkeiten aus
Abschnitt 6.3 entstand als Konsequenz im Nachgang des zweiten Seminars.
Aussagen zum Quelltextumfang Das initiale SSIML-Szenenmodell umfasst 80 Kno-
ten inkl. 56 SSIML-Objektknoten. Das Interrelationenmodell beinhaltet zuna¨chst die
Anwendungsklasse, ein TouchSensorAttribute sowie Interrelationen. Daraus generierter
JavaScript Quelltext umfasst 118 Zeilen3. In der ersten Iteration wurden weitere 234 Zei-
len (66% des Quelltextes) programmiert. In der zweiten Iteration resultieren weitere 168
generierte Zeilen aus dem zusa¨tzlichen SSIML-TouchSensor zum Hervorheben von 3D-
Bauteilen. Das ﬁnale JavaScript Dokument umfasst 760 Zeilen, wovon ∼ 45% generiert
und ∼ 55% programmiert wurden. Zur Quelltextgenerierung und zum Zusammenfu¨hren
der Modelle im Ru¨ckwa¨rtsschritt kam der ID-basierte Ansatz des Roundtrip3D Frame-
works zum Einsatz. Kommentare machen im generierten Anteil ∼ 68% aus, was entspre-
chend auf serialisierte IDs und Metainformationen zuru¨ckzufu¨hren ist. Dagegen weist
programmierter Quelltext einen Kommentaranteil von ∼ 2% auf. Der manuell erstellte
Kommentaranteil zur Dokumentation programmierter Quelltexte fa¨llt insgesamt gering
aus. Wesentliche Aspekte der Anwendungslogik lassen sich auf Modellebene nachvollzie-
hen.
Die Anzahl generierter X3D-Elemente ergibt sich aus Abbildungsregeln (s. Tabelle 5.1)
und der Anzahl an SSIML-Knoten. Die ﬁnale 3D-Szene za¨hlt 160 X3D-Elemente in 430
Zeilen. Modellierte 3D-Geometrien werden u¨ber X3D-Inline-Elemente eingebunden und
umfassen mit 66MB eine angemessene Gro¨ße fu¨r die Webplattform.
X3DOM setzt vollsta¨ndiges Laden der 3D-Szene voraus, bevor die Anwendung be-
dient werden kann. Hier erlauben weiterfu¨hrende X3DOM-Techniken, z. B. sog. image
geometries Streamen von Geometriedaten im Hintergrund der dann bereits interaktiv
nutzbaren 3D-Anwendung [BJFS12]. Denkbar ist, grob aufgelo¨ste 3D-Orgelgeometrien
bereits zu explorieren, wa¨hrend hochaufgelo¨ste Bauteile nachgeladen werden. Die Kon-
vertierung der ﬁnalen 3D-Orgelgeometrien in image geometries fand nicht mehr statt.
Im Hinblick auf einfache Nutzbarkeit wa¨hrend der o¨ﬀentlichen Ausstellung stellte die
Immersion der Orgelanwendung nur einen untergeordneten Aspekt dar. Allerdings un-
terstu¨tzt X3DOM stereoskopisches Rendern, die Ausgabe u¨ber HMDs und Eingabegera¨te
zur Gestensteuerung [Pol16]. Die ﬁnale Orgelanwendung la¨sst sich auch im Sinne von
VR erleben.
3Mindestens drei Zeichen pro Zeile, ohne Kommentare
130
7.4. ERGEBNISSE DER EVALUIERUNG
7.4 Ergebnisse der Evaluierung
Die Evaluierung des Roundtrip3D Prozesses besta¨tigt dessen Mehrwert nach einer an-
fa¨nglichen Einarbeitungsphase. Tests und Nutzerstudien halfen Fehler in der Werkzeug-
sammlung auszumerzen und Funktionalita¨ten auszubauen, z. B. durch die Diﬀerenzenvi-
sualisierung.
Der Nutzen des Entwicklungsprozesses la¨sst sich nur schwer quantiﬁzieren. A¨hnliche
Voraussetzungen fu¨r dieselben Teilnehmer erlauben Ergebnisse beider Seminare zu ver-
gleichen. Szenarien des ersten Seminars wurden ad hoc und kaum unter Verwendung des
modellgetriebenen Ansatzes mit SSIML umgesetzt. Dafu¨r sind die in Kapitel 3 genannten
Merkmale konventioneller 3D-Anwendungsentwicklung anzutreﬀen, bspw. voneinander
abha¨ngige und ausgedehnte 3D-Modellierungs- und Programmierphasen ohne Zwischen-
ziele. Demgegenu¨ber steht klar strukturiertes Vorgehen im zweiten Seminar, mit aus-
gepra¨gten Planungs- und Entwurfsphasen. Die Vorzu¨ge des Roundtrip3D Entwicklungs-
prozesses wurden ausgescho¨pft, in Form paralleler Implementierungsphasen und
inkrementeller Entwicklung auf Quelltext- und Modellebene mit Zwischenzielen.
Durch Letztere zeichnete sich fru¨hzeitig der vorgesehene Einsatz der 3D-Visualisierung in
einer o¨ﬀentlichen Ausstellung ab. Diese positive Resonanz konnte die Projektteilnehmer
noch wa¨hrend der Entwicklung zusa¨tzlich motivierten. Das Resultat liegt als fristgerecht
fertiggestellte 3D-Orgelvisualisierung vor.
Der Roundtrip3D Entwicklungsprozess ging auf bevorzugte Punkte agiler Softwareent-
wicklung ein und fo¨rderte strukturiertes Vorgehen durch aktualisierte SSIML-Modelle zur
Speziﬁkation. Den Risiken bei agiler Softwareentwicklung konnten die Teilnehmer durch




8 Zusammenfassung und Ausblick
Der Roundtrip3D Entwicklungsprozess erweitert die rein modellgetriebene VR- und AR-
Anwendungsentwicklung zu einem vollsta¨ndig iterativ inkrementellen Prozess. Der An-
satz geht speziell auf den typischen codegetriebenen und ad hoc Charakter in heteroge-
nen Entwicklerteams ein. Gemeinsames sowie strukturiertes Vorgehen wird gefo¨rdert und
ﬁndet Unterstu¨tzung durch das Roundtrip3D Werkzeug zum wechselseitigen Abgleichen
von Softwaremodellen, 3D-Inhalten und Quelltexten, auch fu¨r verschiedene Plattformen.
Der folgende Abschnitt 8.1 diskutiert die in der Arbeit behandelten Themen. Abschlie-
ßend geht Abschnitt 8.2 auf oﬀene Fragestellungen fu¨r zuku¨nftige Arbeiten ein.
8.1 Ergebnisse der Arbeit
Die Urspru¨nge dieser Arbeit liegen in der Dissertation von Arnd Vitzthum [Vit08], zur
modellgetriebenen 3D-Anwendungsentwicklung mit Hilfe der speziell ausgerichteten DSL
SSIML. Aus seinen Expertenbefragungen stammt die Forderung, initiale SSIML-Modelle
nach codegetriebener Entwicklung auf den Stand der Implementierung zu heben. Einen
fru¨hen Entwurf, zum bloßen Ableiten von SSIML-Modellen aus X3D-Szenen auf Grund-
lage von XSLT-Techniken, skizziert Arnd Vitzthum bereits in seiner Dissertation.
8.1.1 Vorteile des Roundtrip3D Entwicklungsprozesses
Wa¨hrend der modellgetriebene Ansatz mit SSIML auf einem mo¨glichst vollsta¨ndigen
Entwurf aufbaut, muss beim Roundtrip3D Prozess der Entwurf korrekt, gema¨ß iterativ
inkrementellem Charakter aber nicht vollsta¨ndig sein. In beiden Ansa¨tzen kann dank
generierter und zueinander konsistenter 3D-Inhalte und Programmquelltexte deren Ver-
vollsta¨ndigung zugleich stattﬁnden – im Gegensatz zum konventionellen, sequenziellen
Vorgehen.
Im Falle manuell eingebrachter Inkonsistenzen ist unabha¨ngiges Entwickeln der 3D-
Inhalte und Quelltexte mit dem modellgetriebenen Ansatz und SSIML nicht weiter
mo¨glich. Erwartungsgema¨ß treﬀen bei der dann notwendigen Fehlersuche erneut kreativ
orientierte 3D-Designer und pragmatische Programmierer aufeinander. An dieser Stelle
knu¨pft der pra¨sentierte Roundtrip3D Entwicklungsprozess an, indem er gezielt auf den
typischen iterativ inkrementellen und codegetriebenen Charakter der 3D-Anwendungs-
entwicklung eingeht. Entwickler erhalten Werkzeugunterstu¨tzung beim Ermitteln, Nach-
vollziehen und Lo¨sen von Inkonsistenzen zwischen 3D-Inhalten und Anwendungsquell-
texten und beim inkrementellen Ausbau der Anwendung auf Modellebene.
Klar deﬁnierte Phasen und fest verankerte Ru¨ckspru¨nge zum Entwurf fo¨rdern struk-
turiertes Entwickeln. Dank regelma¨ßigem und kontrolliertem Abgleichen zwischen Spe-
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ziﬁkation und Implementierung bleiben Vorteile des rein modellgetriebenen Ansatzes
wa¨hrend des gesamten Entwicklungszeitraums und daru¨ber hinaus erhalten.
Neben zueinander konsistenten Quelltexten und zu Softwaremodellen konformen Im-
plementierungen zeigt iterativ inkrementelles Vorgehen weitere Sta¨rken: Anstelle ausge-
dehnter Implementierungs- und Testphasen erlauben klar deﬁnierte Zwischenziele ku¨rze-
re Entwicklungszyklen. Lauffa¨hige Vorabversionen lassen eventuelle Fehlentwicklungen
fru¨hzeitig erkennen oder eignen sich ggf. zur Vero¨ﬀentlichung. Anpassungen der Spezi-
ﬁkation nach gea¨nderten Anforderungen an die 3D-Anwendung sind ﬂexibler mo¨glich.
Nicht zuletzt motiviert etappenweises Vorgehen die beteiligten Entwickler sta¨rker als
langfristige Ziele.
Genannte Vorteile lassen sich beim durchgefu¨hrten Softwareprojekt wiederﬁnden. Ite-
ratives Vorgehen und vor allem Zwischenziele erwiesen sich als entscheidend: Eine fru¨he
Version der animierten Orgelanwendung konnte Verantwortliche u¨berzeugen und fu¨hrte
zur Ausstellung der ﬁnalen 3D-Anwendung. Wa¨hrend der Entwicklung trugen aktuali-
sierte SSIML-Modelle maßgeblich zum Versta¨ndnis von Implementierungsschwierigkeiten
bei. Daneben konnte inkrementelles Entwickeln auf abstrakter Modellebene wiederkeh-
rende Implementierungsaufgaben durch Quelltextgenerierung ersparen.
Analog zu den eingangs betrachteten Vorgehensmodellen stellt auch der Roundtrip3D
Prozess keinen Garant fu¨r den Erfolg zu entwickelnder 3D-Anwendungen dar. Vielmehr
geht der Prozess gezielt auf die typische 3D-Anwendungsentwicklung ein und verleiht
agilem Vorgehen einen strukturierten Charakter.
8.1.2 Besonderheiten des Roundtrip3D Werkzeugs
Aus dieser Arbeit gehen zahlreiche Plug-Ins fu¨r die Eclipse Entwicklungsumgebung zur
Unterstu¨tzung der strukturierten 3D-Anwendungsentwicklung hervor. Mit Ausnahme
der SSIML-Komponente entstand das Roundtrip3D Framework vollsta¨ndig im Rah-
men dieser Arbeit bzw. darin angesiedelten studentischen Arbeiten1. Die Unterteilung
des technischen Prozesses auf mehrere Ebenen (s. Abb. 5.1, S. 81) unterstu¨tzt Multi-
plattformentwicklung und erlaubt zugleich den Einsatz aufgabenspeziﬁscher Transfor-
mationssprachen fu¨r u¨bersichtlichere Transformatoren.
Fu¨r das Intermediate Format und die vier PSMs wurden eigene Metamodelle erstellt.
Grammatiken fu¨r jede Plattform erweitern diese Metamodelle um textuelle Notationen.
Diese Speziﬁkationen dienen ebenfalls zur umfangreichen Generierung von Editoren, Va-
lidatoren, Generatoren, Parsern, etc.
Transformatoren integrieren sich als eigene Plug-Ins ins Roundtrip3D Framework und
greifen auf Metamodelle bzw. generierte Artefakte zuru¨ck. Zur Verarbeitung zwischen
SSIML- und Intermediate Modellen kommen in Java programmierte Transformatoren
zum Einsatz. Dieser generische Ansatz erwies sich insbesondere robust gegen Erweite-
rungen an SSIML-Metamodellen. Daneben wurde der u¨berwiegende Teil der Transfor-
mationslogik mittels der hybriden Transformationssprache ETL erstellt. Aufeinander
abgestimmte Transformatorenpaare u¨berfu¨hren Artefakte des persistenten IM in PSMs
1An entsprechenden Stellen mit Quellen gekennzeichnet
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und zuru¨ck. Typische Modelloperationen wurden in Bibliotheken ausgelagert.
M2T- und T2M-Transformatoren wurden ga¨nzlich aus Metamodellen und Grammati-
ken der Zielplattformen erzeugt und nachtra¨glich nur minimal individualisiert, z. B. zur
Formatierung generierter Quelltexte. Schlu¨ssige Transformatoren, Bibliotheken sowie der
breite Einsatz der Metamodelle resultieren in einer engen Verzahnung der generierten
und manuell erstellten Transformatoren und tragen so zur konsistenten Quelltext- und
Modellverarbeitung bei. Manuell erstellte Transformatoren bleiben im in sich geschlosse-
nen Roundtrip3D Framework wart- und erweiterbar.
Neben Transformatoren sind im Ru¨ckwa¨rtsschritt vor allem eindeutiges Wiedererken-
nen der extern bearbeiteten Quelltextartefakte und anschließend konsistentes Zusam-
menfu¨hren wesentlich. Die Wiedererkennung korrespondierender Artefakte stellt insbe-
sondere nach hohen A¨nderungsraten eine Herausforderung dar. Der ID-basierte Ansatz
fu¨hrt zu code pollution, wartet aber mit bestmo¨glicher Wiedererkennung auf. Die Zu-
sammengeho¨rigkeit zweier Versionen eines Artefakts la¨sst sich auch dann noch herstellen,
wenn zwischen ihnen sonst keine Gemeinsamkeiten mehr bestehen. Der a¨hnlichkeitsba-
sierte Ansatz wichtet Gemeinsamkeiten zwischen versionierten Artefakten und verzichtet
auf serialisierte IDs. Unter Beru¨cksichtigung typischer A¨nderungsszenarien wurden Tref-
ferquoten durch individuelle Gewichte pra¨gnanter Attribute optimiert. Statistiken zu
Treﬀerquoten standen dabei nicht im Vordergrund.
Das Diﬀerenzenmodell zum Ablegen von Zwischenergebnissen unterliegt einem eige-
nen Metamodell, das modellu¨bergreifend auch Artefakte des Intermediate Formats nutzt.
Aufbauend auf Diﬀerenzenmodellen wurden zwei Herangehensweisen umgesetzt, um Soft-
waremodelle kontrolliert zusammenzufu¨hren: Beim automatisierten Ansatz geben an-
passbare Priorita¨ten vor, wie Inkonsistenzen und Konﬂikte zu lo¨sen sind. Die zweite,
interaktive Variante erlaubt Softwaredesignern Inkonsistenzen und Konﬂikte nachzuvoll-
ziehen um sie dann im interdisziplina¨ren Entscheidungsprozess zu lo¨sen. Die erarbeitete
Diﬀerenzenvisualisierung ist an die SSIML-Notation angelehnt und wurde in eigenen
Nutzerstudien evaluiert. Algorithmen zum Zusammenfu¨hren proﬁtieren vom einheitli-
chen Intermediate Format, da sie robust gegen A¨nderungen an Metamodellen sind und
von der Aufnahme weiterer Plattformen weitestgehend unberu¨hrt bleiben. Zusammen
mit bestehenden Quelltextartefakten und manuellen Erweiterungen an SSIML-Modellen
ﬂießen Korrekturen zu Inkonsistenzen im na¨chsten Vorwa¨rtsschritt in Quelltexte ein. So
erhaltene Implementierungen sind stets konform zu ihren Softwaremodellen.
Das Round-trip3D Framework wurde sukzessiv ausgebaut. Neben SSIML-Komponen-
ten za¨hlen hierzu Metamodelle der Zielplattformen, des Intermediate Formats und des
Diﬀerenzenmodells, außerdem Grammatiken, Transformatoren, Adapter, Merger sowie
Individualisierungen durch vorgesehene Schnittstellen. Darin spiegelt sich der stark mo-
dellzentrierte Gedanke wider, was auch die Gegenu¨berstellung der generierten und pro-
grammierten Quelltexte verdeutlicht: Sa¨mtliche Java Artefakte fu¨r den produktiven2
Einsatz der Werkzeugsammlung umfassen ∼ 236k Zeilen3, wovon ∼ 103k Zeilen auf rei-
ne SSIML-Plug-Ins abfallen. Manuell erstellte Transformatoren und Implementierungen
2z. B. ohne Softwaretests
3Mindestens drei Zeichen pro Zeile, ohne Kommentare
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zur Diﬀerenzenbestimmung bzw. zum Zusammenfu¨hren machen dabei ∼ 21k Zeilen aus.
Der hohe Anteil von ∼ 89% der generierten Artefakte erspart wiederkehrende und feh-
leranfa¨llige Implementierungsarbeiten. Damit dienen ausgereifte Generatoren zur Qua-
lita¨tssicherung. In Folge konzentrierten sich manuelle Implementierungsarbeiten auf die
tatsa¨chliche Logik im Framework. Diese macht einen Anteil von ∼ 11% aus, liegt in klar
deﬁnierten Bereichen vor und bleibt insgesamt wartbar.
8.2 Ausblick
Round-trip Engineering sowie unterstu¨tzende Werkzeuge umfassen eine Reihe von Dis-
ziplinen, die sich nicht komplett in einer Arbeit abdecken lassen. Potential fu¨r ku¨nftige
Arbeiten ﬁndet sich in den Bereichen Software Engineering, theoretische Informatik bis
hin zu Mensch-Maschine Kommunikation wieder.
8.2.1 Evaluierungen des Roundtrip3D Entwicklungsprozesses
Der Entwicklungsprozess wurde exemplarisch fu¨r die Webplattform im fu¨nfko¨pﬁgen
Team evaluiert. Daraus ergeben sich Fragestellungen zur Skalierung des Ansatzes in
Bezug auf Projektumfang, Dauer oder Teamgro¨ße. Hier stellt der zeitliche und perso-
nelle Aufwand der Softwareprojekte den limitierenden Faktor dar. Die durchgefu¨hrte
Evaluierung hat gezeigt, dass qualiﬁzierte 3D- und Softwareentwickler zuna¨chst an die
strukturierte Entwicklung sowie das Softwaremodellierungswerkzeug heranzufu¨hren sind.
Beim einmaligen Einsatz in noch u¨berschaubaren Softwareprojekten kann dieser Auf-
wand den Mehrwert des Ansatzes u¨bersteigen. Fu¨r nachfolgende Evaluierungen ist zur
Reduzierung des Implementierungsaufwands, in erster Linie 3D-Modellieren, die Portie-
rung der bestehenden 3D-Orgelanwendung fu¨r weitere Plattformen denkbar, z. B. fu¨r die
X-SITE-Umgebung.
Um weiterfu¨hrende Aussagen zum Entwicklungsansatz zu treﬀen, sind Metriken und
Testszenarien notwendig. Neben unmittelbar messbaren Kenngro¨ßen, wie die Anzahl an
Inkonsistenzen in Quelltexten, sind gerade im agilen Umfeld Entwicklungsgeschwindig-
keiten, die Motivation im Team oder die Reaktionszeit auf gea¨nderte Anforderungen
relevant [Wit16].
8.2.2 Einbindung weiter SSIML-Sprachen
Im Roundtrip3D Werkzeug kommen die SSIML-Sprachen Core und AR in leicht ab-
gewandelter Form zur strukturellen Beschreibung von 3D-Anwendungen zum Einsatz.
Anstelle der breiten Unterstu¨tzung aller Teilsprachen konzentriert sich diese Arbeit auf
Techniken zum Round-trip Engineering und deckt zweckma¨ßig diejenigen Schnittstellen
ab, an denen 3D-Designer und Anwendungsprogrammierer sonst aneinandergeraten.
Naheliegende Erweiterungen des Roundtrip3D Werkzeugs beziehen die u¨brigen Teile
der Modellierungssprache gewinnbringend ein: SSIML/Behaviour [Vit05] orientiert sich
an UML-Zustandsautomaten und erlaubt die Verhaltensmodellierung von 3D-Objekten
zu Animationszwecken. Quelltextabbildungen lassen sich dabei direkt in 3D-Inhalte
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einbetten, z. B. in Form von X3D-Interpolatoren und Routes oder CSS-Animationen
[BJDA11]. Alternativ zum deklarativen Ansatz lassen sich Animationen auch durch ge-
nerierte Anweisungen in der Anwendungslogik umsetzen, etwa wie sie in der Orgelan-
wendung noch von Hand programmiert wurden.
SSIML/Components beschreibt einen Ansatz zur Kapselung von Geometrien und de-
ren Verhalten. Damit lassen sich komplexe Softwarekomponenten als ”Bausteine“ aufModellebene beschreiben. Konkrete Abbildungen in Quelltexte sind durch sog. X3D-
Prototypen [RC97] denkbar. Fu¨r Renderer die Prototypen nicht unterstu¨tzen lassen sich
Komponenten stattdessen u¨ber bewa¨hrte X3D-Inline-Elemente realisieren. Zur Kapse-
lung des Verhaltens sind deklarative oder imperative Ansa¨tze denkbar.
Die Einbindung u¨briger SSIML-Sprachen ist dann sinnvoll, wenn sich Artefakte SSIML-
modellu¨bergreifend verwenden lassen, etwa um Verhalten von Elementen aus SSIML/
Core-Modellen durch SSIML/Behaviour-Modelle zu pra¨zisieren. Neben aufgesplitteten
Modellen sind allumfassende SSIML-Modelle denkbar, die sa¨mtliche modellierbaren As-
pekte einer 3D-Anwendung in sich vereinen. Durch Filter in graﬁschen Editoren lassen
sich gezielt Artefakte einzelner SSIML-Sprachen einblenden und bearbeiten.
8.2.3 Erweiterungen am Roundtrip3D Framework
Metamodelle der Zielplattformen decken diejenigen Artefakte ab, fu¨r die Abbildungen
auf abstrakte Modellebene existieren. Details der Anwendungslogiken werden in Quell-
textcontainern gekapselt und iterationsu¨bergreifend beibehalten. Dabei ko¨nnen Inkon-
sistenzen in Quelltextcontainern auftreten, bspw. wenn Knoten des Szenengraphen auf
Modellebene gelo¨scht wurden und Referenzen auf diese Knoten in Quelltextcontainern
bestehen bleiben. Die Lo¨sung ist mittels externer Refactoring-Werkzeuge denkbar, die
gerade im Java Umfeld gebra¨uchlich sind.
Refactoring Werkzeuge existieren fu¨r weitere Programmiersprachen. Bspw. ist LLVM
[LA04] ein Framework fu¨r kontinuierliche high-level Analysen von Quelltexten wa¨hrend
ihrer Entwicklung. Darauf aufbauend sind Optimierungen von Softwareentwicklungen
wa¨hrend der Kompilier-, Link- und Laufzeit mo¨glich. Letztere werden durch eine vir-
tuelle Maschine auf Grundlage der sog. Intermediate Representation ermo¨glicht, einer
plattformunabha¨ngigen Assemblersprache. Im LLVM-Projekt unterstu¨tzt das Compiler-
Frontend Clang [Car16, WJK+13] C++ Dialekte und damit X-SITE-Programmquell-
texte. Wa¨hrend des U¨bersetzungsvorgangs von Quelltexten in ihre Intermediate Repre-
sentationen erstellt Clang detaillierte ASTs. Diese lassen sich nachtra¨glich analysieren
und manipulieren, wonach gea¨nderte ASTs zuru¨ck in Quelltexte u¨berfu¨hrbar sind. Im
Roundtrip3D Framework ist die Aufnahme eines Refactoring-Schritts nach iterativer
Softwaremodellierung und Quelltextgenerierung denkbar, um etwaige Inkonsistenzen in
bestehenden Quelltextcontainern gezielt aufzuﬁnden und zu beheben.
Daru¨ber hinaus kann das Eclipse-basierte Roundtrip3D Werkzeug zur praktikable-
ren Entwicklungsunterstu¨tzung online zuga¨nglich gemacht und ausgebaut werden. Bspw.
nutzten die Projektteilnehmer wa¨hrend der Evaluierung X3DOM zur 3D-Szenenkompo-
sition im Webbrowser. Eine an die Evaluierung angeschlossene Bachelorarbeit hatte zum
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mittels eigenem SDK programmiert.
Neben speziellen See-Through HMDs dienen Smartphones vermehrt fu¨r Video See-
Through AR. Projekt Tango [KVD14, ME16] fu¨r Android Mobilgera¨te versucht AR-
Anwendungen durch innovative Sensoren zu revolutionieren. Dabei verzichtet die Tech-
nologie-Plattform auf typische optische Tracking-Verfahren und setzt stattdessen auf
Time-Of-Flight (TOF)-Kameras [Li14] zur Tiefenmessung in Echtzeit. Der stark sensor-
getriebene Ansatz erlaubt die ra¨umlich korrekte Erfassung der Umwelt (s. Abb 8.2(b))
sowie deren Einbinden in AR-Anwendungen und o¨ﬀnet neben AR-typischen Einsatzbe-
reichen neue Anwendungsfelder, wie Vermessung oder Simultaneous Localization and
Mapping (SLAM). Fu¨r die Plattform wird die Entwicklung zahlreicher Anwendungen
prognostiziert [KVD14]. Neben der Unity Engine stehen fu¨r Tango vor allem Java und
C/C++ APIs zur nativen 3D-Anwendungsentwicklung zur Verfu¨gung. Daneben verbin-
det uSens [uSe17] einen minimalistischen 3D-Tracker mit einem Software Framework
zum Head- und Finger-Tracking, um intuitive Eingaben fu¨r VR- und AR-Anwendungen
zu realisieren. uSens erlaubt die Anbindung zahlreicher Hard- und Softwareplattformen,
bspw. Daydream oder Oculus VR. Die Programmierung von 3D-Anwendungen ist in
C++ oder Java mo¨glich.
Die Vielzahl aktueller Entwicklungen im VR- und AR-Umfeld zeigt, dass auf der
einen Seite zur nativen Programmierung von 3D-Anwendungen stets speziﬁsche APIs
bereitstehen. Auf der anderen Seite ﬁndet die Modellierung von 3D-Inhalten weiterhin in
speziellen Autorenwerkzeugen statt. Die in dieser Arbeit betrachteten Herausforderungen
der 3D-Anwendungsentwicklung bleiben bestehen.
Die Aufnahme aktueller VR- und AR-Plattformen ins Roundtrip3D Framework ist
mo¨glich. Das Roundtrip3D Werkzeug kann fu¨r Anwendungen dieser Plattformen die
inkrementelle Entwicklung von Softwaremodellen, 3D-Inhalten und Quelltexten unter-
stu¨tzen. Abweichungen der Implementierungen lassen sich auf abstrakter Modellebene
visualisieren und kontrolliert lo¨sen. Round-trip Engineering stellt durch wechselseitiges
Synchronisieren aktualisierte Softwaremodelle und konforme Implementierungen sicher.
Der Roundtrip3D Entwicklungsprozess verbindet modellgetriebene mit codegetriebener
Entwicklung fu¨r Anwendungen der Virtuellen und Erweiterten Realita¨t und fo¨rdert struk-
turiertes Vorgehen im agilen Umfeld.
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A.1 Quelltext zur X-SITE-Anwendung
1 #include "ssiml.h"
2
3 class RobotControl : public s s im l : : App l i ca t i onCla s s {
4 public : RobotControl ( s s im l : : Scene ∗ i n s t ance ) :
5 App l i ca t i onCla s s ( i n s t ance ) ,
6 baseRotat ion ( (SoVRMLGroup ∗) scene−>getNodeByName("baseRotation" ) ) {
7 }
8
9 bool i n i t ( ) {
10 // Initialization code
11 return true ;
12 }
13
14 public : ˜RobotControl ( ) {
15 }
16
17 public : bool leftBtn CLICKED( s s im l : : EventHandlerArguments ∗ args ) {
18 // Event handling code
19 xs : : Event e = args−>event ;
20 return fa l se ;
21 }
22
23 public : bool rightBtn CLICKED( s s im l : : EventHandlerArguments ∗ args ) {
24 // Event handling code
25 xs : : Event e = args−>event ;
26 return fa l se ;
27 }
28
29 private : SoVRMLGroup ∗ baseRotat ion ;
30 } ;
31
32 class RobotScene : public s s im l : : Plugin {
33 public :
34 RobotScene ( xs : : Host & host , s td : : s t r i n g pluginName ,
35 std : : s t r i n g s c eneF i l e , bool enableSmoothing = true ,
36 s s im l : : F l y s t i c k I n t e r s e c t o r : : Highl ightType : : L i t e r a l h igh l ightType
37 = ss im l : : F l y s t i c k I n t e r s e c t o r : : Highl ightType : :COLOR) :
38 Plugin ( host , pluginName , s c eneF i l e , enableSmoothing , h igh l ightType ){
39
40 robotContro l = r e g i s t e rApp l i c a t i o nC l a s s <RobotControl>() ;
41
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42 reg i s te rEventHandler<RobotControl>( s s im l : : EventType : : CLICKED, "leftBtn" ,
&RobotControl : : leftBtn CLICKED) ;
43
44 reg i s te rEventHandler<RobotControl>( s s im l : : EventType : : CLICKED, "rightBtn" ,
&RobotControl : : rightBtn CLICKED) ;
45 }
46
47 void update ( ) {
48 // Code for client update loop
49 processEvents ( ) ;
50 }
51
52 void s imulate (double s tep = 0 . 0 ) {
53 // Server update code
54 }
55
56 bool i n i t ( const xs : : ArgumentsList & args ) {
57 // Code for scene initialization
58 Plugin : : i n i t ( ) ;
59 return true ;
60 }
61
62 public : ˜RobotScene ( ) {
63 }
64
65 private : RobotControl ∗ robotContro l ;
66 } ;
67
68 extern "C" xs : : PluginBase ∗ x s c r e a t e i n s t a n c e ( xs : : Host & host ) {
69 return new RobotScene ( host , "RobotScene" , "/path/to/scene.wrl" , true ) ;
70 }
Listing A.1: Generierter C++ Quelltext fu¨r das X-SITE-Framework zum SSIML-Modell
in Abb. 4.3 (S. 62)
A.2 Quelltext zur AR-Anwendung
A.2.1 X3D-Dokument zur AR-Anwendung
1 <X3D version="3.0" p r o f i l e="Interaction">
2 <Scene>
3 <WorldInfo DEF="generatedWorldInfo1" t i t l e="RobotScene" i n f o="">
4 </WorldInfo>
5 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
6 t r a n s l a t i o n="0.0 0.0 0.0" DEF="mainTrans">
7 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
8 t r a n s l a t i o n="0.0 0.0 0.0" DEF="panelTrans" markerID="1">
9 <I n l i n e DEF="controlPanel" nameSpaceName="controlPanel"
10 u r l="controlPanel.x3d">
11 </ I n l i n e>
12 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
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13 t r a n s l a t i o n="0.0 0.0 0.0" DEF="rightTrans">
14 <I n l i n e DEF="rightBtn" nameSpaceName="rightBtn" u r l="button.x3d">
15 </ I n l i n e>
16 </Transform>
17 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
18 t r a n s l a t i o n="0.0 0.0 0.0" DEF="leftTrans">
19 <I n l i n e DEF="leftBtn" nameSpaceName="leftBtn" u r l="button.x3d">
20 </ I n l i n e>
21 </Transform>
22 </Transform>
23 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
24 t r a n s l a t i o n="0.0 0.0 0.0" DEF="workspaceTrans" markerID="2">
25 <I n l i n e DEF="workspace" nameSpaceName="workspace" u r l="workspace.x3d">
26 </ I n l i n e>
27 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
28 t r a n s l a t i o n="0.0 0.0 0.0" DEF="robotTrans">
29 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
30 t r a n s l a t i o n="0.0 0.0 0.0" DEF="baseRotation">
31 <I n l i n e DEF="base" nameSpaceName="base" u r l="base.x3d">
32 </ I n l i n e>
33 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
34 t r a n s l a t i o n="0.0 0.0 0.0" DEF="middleRotation">
35 <I n l i n e DEF="middleArm" nameSpaceName="middleArm"
36 u r l="segment0.x3d">
37 </ I n l i n e>
38 <Transform s c a l e="1.0 1.0 1.0" r o t a t i on="1.0 0.0 0.0 0.0"
39 t r a n s l a t i o n="0.0 0.0 0.0" DEF="endRotation">
40 <I n l i n e DEF="endEffector" nameSpaceName="endEffector"
41 u r l="endEffector.x3d">









Listing A.2: Generiertes X3D-Dokument zum SSIML/AR-Modell in Abb. 4.5 (S. 70) mit
Attribut markerID (Zeilen 8 und 24) zur Assoziation von X3D-Element und
optischem Marker
A.2.2 Java Quelltext zur AR-Anwendung
1 //& model = 20356f15-bc3b -40e0-bad6 -340862 ae7fc5
2 package edu . example . robotContro l ;
3
4 /* Import Liste geku¨rzt */
5
6 //& scene = e5ac3d80 -8918-4c68-adea -bc8f95cdb05f
7 public class RobotScene
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8 extends Agra jagAct iv i ty {
9 @Override
10 public void onCreate ( Bundle savedIns tanceState ) {
11 super . onCreate ( savedIns tanceState ) ;
12 arSensorManager . i n i t ( this ) ;
13 r eg i s t e rEventHand l e r s ( savedIns tanceSta te ) ;




18 public void onARIn i t i a l i z ed ( ) {
19 loadSceneGraph ("robotScene" ) ;
20 loadTaskSequence ("" ) ;
21 onARInit ia l izedCustom ( ) ;
22 super . onARIn i t i a l i z ed ( ) ;
23 }
24
25 private void r eg i s t e rEventHand l e r s ( Bundle savedIns tanceSta te ) {
26 arSensorManager . r eg i s t e rEventHand le r ("leftBtn" ,
27 "org.ar.robot.RobotControl" , "onLeftBtnCLICKED" , "CLICKED" ) ;
28 arSensorManager . r eg i s t e rEventHand le r ("rightBtn" ,
29 "org.ar.robot.RobotControl" , "onRightBtnCLICKED" , "CLICKED" ) ;
30 }
31
32 private void onCreateCustom (Bundle savedIns tanceState ) {
33 // Code for ’onCreate’
34 }
35
36 private void onARInit ia l izedCustom ( ) {
37 // Code for ’onARInitialized’
38 }
39 }
Listing A.3: Generierte Java Klasse zum SSIML/AR-Modell in Abb. 4.5 (S. 70) zur
Initialisierung der Android Anwendung
1 //& model = 20356f15-bc3b -40e0-bad6 -340862 ae7fc5
2 package org . ar . robot ;
3
4 //& appclass = 50afd9d4 -3ab3 -4014-99f3-4beaba9b0209
5 public class RobotControl extends SSIMLApplicationClass {
6
7 //& object = d693c8bd -4736-46cf -95d6-8bd1fd62c06d
8 //& attribute = d37a3a9b -3232-4113-84fd -94c11c933d90
9 //& sensor = 74d6dec6 -113c-45e8 -9254-74c9c661a46e
10 //& event = d5cbe07c -9d71 -4eb1-b646 -abf7e348f94d
11 public void onLeftBtnCLICKED () {
12 // Todo: Implement stub to handle "CLICKED" event on "leftBtn"
13 }
14
15 //& object = 195591a5 -083a-4562-813b-787deb85e2f9
16 //& attribute = 2ffc7482 -f566 -4eca -8dba-b5b1d3cc4069
17 //& sensor = 62be136b -56b8-4e22 -9f3d-e597c73d9695
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18 //& event = 5c4b2070 -96e2 -4726-bb05 -428d75d602c4
19 public void onRightBtnCLICKED() {
20 // Todo: Implement stub to handle "CLICKED" event on "rightBtn"
21 }
22
23 //& target = 2952792e-151f-4718-9d28 -280c132681c4
24 //& action = d5b65686 -0914-445a-9626-1d29eda2fcd2
25 private Transformation baseRotat ion = getSceneElement ("baseRotation" ) ;
26 }




B.1 Metamodelle zu plattformspeziﬁschen Modellen
B.1.1 X3D-Metamodell




Abbildung B.2: Metamodell zur Anwendungslogik der Webplattform
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B.1. METAMODELLE ZU PLATTFORMSPEZIFISCHEN MODELLEN
B.1.3 C++ Metamodell























2 * Transform SSIML:Transformation Node (intermediate -representation)
3 * to X3D:Transform Element.
4 */
5 @lazy
6 ru l e IntermediateObjectToTransform
7 trans form source : in t e rmed ia t e ! IntermediateObject
8 to t a r g e t : x3d ! Transform
9 {
10 guard : source . featureType == "Transformation"
11
12 ta r g e t . name = "Transform" ;
13 t a r g e t . id = source . id ;
14
15 var useFlag = source . getIntermediateAttributeValueByFeatureName ("useFlag"
) ;
16 var useName = source . getIntermediateAttributeValueByFeatureName ("useName"
) ;
17
18 i f ( useFlag . i sDe f i n ed ( ) and useName . i sDe f i n ed ( ) and useFlag . equa l s ("true"
) and not useName . equa l s ("" ) ) {
19 ta r g e t . addX3DAttribute ("USE" , useName) ;
20 }
21 else {
22 var de f = source . getIntermediateAttributeValueByFeatureName ("name" ) ;
23 i f ( not de f . i sDe f i n ed ( ) ) {
24 de f = "generated" + ta rg e t . name + gene ra t edSu f f i x . getIncrement ( t a r g e t
. name) ;
25 }
26 ta r g e t . addX3DAttribute ("DEF" , de f ) ;
27
28 var s c a l e = source . getIntermediateAttributeValueByFeatureName ("scale" ) ;
29 i f ( not s c a l e . i sDe f i n ed ( ) ) s c a l e = "(1.0, 1.0, 1.0)" ;
30 t a r g e t . addX3DAttribute ("scale" , s c a l e . toX3DVector ( ) ) ;
31
32 var r o t a t i on = source . getIntermediateAttributeValueByFeatureName ("
axisAngle" ) ;
33 i f ( not r o t a t i on . i sDe f i n ed ( ) ) r o t a t i on = "(0.0, 0.0, 1.0, 0.0)" ;
34 t a r g e t . addX3DAttribute ("rotation" , r o t a t i on . toX3DVector ( ) ) ;
35
36 var t r a n s l a t i o n = source . getIntermediateAttributeValueByFeatureName ("
translation" ) ;
37 i f ( not t r a n s l a t i o n . i sDe f i n ed ( ) ) t r a n s l a t i o n = "(0.0, 0.0, 0.0)" ;




40 var cente r = source . getIntermediateAttributeValueByFeatureName ("center" ) ;
41 i f ( not c en te r . i sDe f i n ed ( ) and d e t a i l e d ) c en te r="0 0 0" ;
42 i f ( c en te r . i sDe f i n ed ( ) ) t a r g e t . addX3DAttribute ("center" , c en t e r ) ;
43
44 var s c a l eOr i e n t a t i on = source . getIntermediateAttributeValueByFeatureName (
"scaleOrientation" ) ;
45 i f ( not s c a l eOr i e n t a t i on . i sDe f i n ed ( ) and d e t a i l e d ) s c a l eOr i e n t a t i on="0 0
1 0" ;
46 i f ( s c a l eOr i e n t a t i on . i sDe f i n ed ( ) ) t a r g e t . addX3DAttribute ("
scaleOrientation" , s c a l eOr i e n t a t i on ) ;
47 }
48 }
Listing D.1: ETL-Regel zum U¨berfu¨hren eines SSIML-Transformationsknotens in seiner




1 grammar r3d . ta rge t l anguage . x3d .X3D hidden (WS)
2 import "http:///x3dm.ecore"
3 import "http://www.eclipse.org/emf/2002/Ecore" as ecore
4
5 X3D:
6 ’<?xml version ="1.0" encoding="UTF -8"?>’
7 ( ’<!DOCTYPE X3D PUBLIC "ISO//Web3D//DTD X3D 3.0//EN" "http://www.web3d.org
/specifications/x3d -3.0.dtd">’ ) ?
8 ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
9 ’<’ name=’X3D’ a t t r i b u t e s+=X3DAttribute∗ ’>’
10 ch i l d r en+=X3DChildNode∗
11 ’</’ ’X3D’ ’>’ ;
12
13 X3DAttribute :
14 attributeName=X3D ATTRIBUTE NAME "=" at t r ibuteVa lue=STRING;
15
16 X3DChildNode :
17 Light | I n l i n e | X3DNode | WorldInfo ;
18
19 X3DNode :
20 Scene | X3DGroupNode | Viewpoint | ArbitraryNode ;
21
22 X3DGroupNode :
23 Group | Transform | Switch ;
24
25 Light :
26 D i r e c t i ona lL i gh t | PointLight | SpotLight ;
27
28 D i r e c t i ona lL i gh t :
29 ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
30 ’<’ name=’DirectionalLight’ a t t r i b u t e s+=X3DAttribute∗ ’>’
31 ’</’ ’DirectionalLight’ ’>’ ;
32
33 PointLight :
34 ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
35 ’<’ name=’PointLight’ a t t r i b u t e s+=X3DAttribute∗ ’>’
36 ’</’ ’PointLight’ ’>’ ;
37
38 SpotLight
39 : ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
40 ’<’ name=’SpotLight’ a t t r i b u t e s+=X3DAttribute∗ ’>’





44 I n l i n e
45 : ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
46 ’<’ name=’Inline’ a t t r i b u t e s+=X3DAttribute∗ ’>’




51 : ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
52 ’<’ name=’WorldInfo’ a t t r i b u t e s+=X3DAttribute∗ ’>’




57 : ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
58 ’<’ name=’Scene’ a t t r i b u t e s+=X3DAttribute∗ ’>’
59 ch i l d r en+=X3DChildNode∗




64 : ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
65 ’<’ name=’Group’ a t t r i b u t e s+=X3DAttribute∗ ’>’
66 ch i l d r en+=X3DChildNode∗




71 : ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
72 ’<’ name=’Transform’ a t t r i b u t e s+=X3DAttribute∗ ’>’
73 ch i l d r en+=X3DChildNode∗




78 ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
79 ’<’ name=’Switch’ a t t r i b u t e s+=X3DAttribute∗ ’>’
80 ch i l d r en+=X3DChildNode∗
81 ’</’ ’Switch’ ’>’ ;
82
83 Viewpoint :
84 ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
85 ’<’ name=’Viewpoint’ a t t r i b u t e s+=X3DAttribute∗ ’>’
86 ch i l d r en+=X3DChildNode∗
87 ’</’ ’Viewpoint’ ’>’ ;
88
89 ArbitraryNode :
90 ( ’<!--’ ’id’ ’=’ id=ID ’-->’ ) ?
91 ’<’ name=ARBITRARYNODENAME a t t r i b u t e s+=Arb i t ra ryAtt r ibute ∗ ’>’
92 ch i l d r en+=ArbitraryNode∗




95 Arb i t ra ryAtt r ibute r e tu rns X3DAttribute :
96 attributeName=(X3D ATTRIBUTE NAME | ID) "=" at t r ibuteVa lue=STRING;
97
98 termina l ARBITRARYNODENAME:
99 ’NavigationInfo’ | ’Background’ | ’FontStyle’ | ’Coordinate’ | ’Box’ | ’
Sphere’ | ’Cylinder’ | ’Cone’ | ’Text’ | ’IndexedTriangleSet’ | ’
Shape’ | ’Appearance’ | ’Material’ // etc ...
100 ;
101
102 te rmina l X3D ATTRIBUTE NAME:
103 ( ( ( "xmlns" | "xsd" ) ":" ) ? "xsd" | "xmlns" | "showStat" | "showLog" | "x"
| "y" | "width" | "height" | "altImg" | "profile" | "version" | "xsd:
noNamespaceSchemaLocation" ) | ’DEF’ | ’USE’ | ’title’ | ’info’ | ’
whichChoice’ | ’url’ | ’load’ | ’center’ | ’scale’ | ’translation’ | ’
rotation’ | ’scaleOrientation’ | ’fieldOfView’ | ’description’ | ’jump
’ | ’centerOfRotation’ | ’position’ | ’orientation’ | ’
retainUserOffsets’ | ’ambientIntensity’ | ’color’ | ’global’ | ’
intensity’ | ’on’ | ’direction’ | ’attenuation’ | ’location’ | ’
radius’ | ’beamWidth’ | ’cutOffAngle’ | ’markerID’ | ’mapDEFToID’ | ’
nameSpaceName’ ;
104
105 te rmina l WS: ( ’ ’ | ’\t’ | ’\r’ | ’\n’ )+;
106
107 termina l ID : ( ’a’ . . ’z’ | ’A’ . . ’Z’ | ’_’ | ’0’ . . ’9’ | ’-’ ) ∗ ;
108
109 te rmina l STRING:
110 ’"’ ( ’\\’ ( ’b’ | ’t’ | ’n’ | ’f’ | ’r’ | ’u’ | ’"’ | "’" | ’\\’ ) | ! ( ’\\’ | ’"’ ) ) ∗ ’"’ |
111 "’" ( ’\\’ ( ’b’ | ’t’ | ’n’ | ’f’ | ’r’ | ’u’ | ’"’ | "’" | ’\\’ ) | ! ( ’\\’ | "’" ) ) ∗ "’" ;
Listing E.1: Xtext Grammatik zu X3D, passend zum Metamodell in Abb.B.1 (S. 145)
E.2 JavaScript Grammatik
1 grammar r3d . ta rge t l anguage . j a v a s c r i p t 2 . JS hidden (WS, MLCOMMENT)
2 import "http:///JS.ecore"
3 import "http://www.eclipse.org/emf/2002/Ecore" as ecore
4
5 F i l e :
6 ( c l a s s e s+=Class ) ∗
7 ( j s I n i tFunc t i on=JSIn i t )
8 ( c l a s s e s+=Class ) ∗ ;
9
10 Class :
11 FUNCTION name=ID "(" ")" "{"
12 (STRICT";" )








19 JS In i t :{ JS In i t }
20 FUNCTION INIT "(" ")" "{"
21 (STRICT";" )




26 In i tContent :








35 L i s t e n e rReg i s t r a t i o n :
36 DOCUMENT (domNodeName="." ) ? QuerySe lector ’(’ s e l e c t e dAt t r i bu t e=( DEF |
QID) domNode=F i r s tC l a s sC i t i z e n QIDC ")" "." ADDEL "(" ’"’ eventType=ID
’"’ "," dec l a r edC la s s =[ F i r s tC l a s sC i t i z e n ] "." r e f e r e n c edL i s t e n e r =[
F i r s tC l a s sC i t i z e n ] ")" ";" ;
37
38 DomNodeInitiation :
39 d e c l a r a t i on=Dec la ra t i on EQUALS DOCUMENT "." QuerySe lector "(" d e f i n i t i o n=
DomSelection QIDC ")" ";" ;
40
41 Dec la ra t i on :
42 VAR va r i ab l e=F i r s tC l a s sC i t i z e n ;
43
44 DomSelection :
45 s e l e c t e dAt t r i bu t e=( QID | DEF ) domNode=F i r s tC l a s sC i t i z e n ;
46
47 F i r s tC l a s sC i t i z e n :
48 name=ID ;
49
50 EventLis tener :
51 THIS"." l i s t e n e rFunc t i o n=F i r s tC l a s sC i t i z e n EQUALS FUNCTION "(" EVENT ")" "{
"
52 content=ListenerContent
53 =>"}" =>";" ? ;
54
55 Lis tenerContent :
56 CodeContainer ;
57
58 C l a s s I n i t i a t i o n :
59 d e c l a r a t i on=Dec la ra t i on "=" NEW de f i n i t i o n=C l a s sDe f i n i t i o n "(" ")" ";" ;
60
61 C l a s sDe f i n i t i o n :




































96 "(" | ")" |
97 "[" | "]" |
98 "." | ";" |
99 "," | "!" |
100 "<" | ">" |
101 "#" | "&" |
102 "-" | "_" |
103 "$" | "%" |
104 "’" | ’"’ |
105 "/" | "\\" |
106 "?" | ":" |
107 "|" | "+" |

















123 VAR | DEF | QuerySe lector | QID | EQUALS | DOCUMENT | ADDEL |
SPECIAL CHARS | INIT | FUNCTION | THIS | QIDC | EVENT | NEW | CIPHER;
124
125 CODE:
126 ( ID | JSCodeBlock | SLCOMMENT | ( "{" CODE "}" ) ) ∗ ;
127
128 te rmina l ID :
129 ’ˆ’ ?( ’a’ . . ’z’ | ’A’ . . ’Z’ | ’_’ ) ( ’a’ . . ’z’ | ’A’ . . ’Z’ | ’_’ | ’0’ . . ’9’ ) ∗ ;
130
131 te rmina l CIPHER:
132 ’0’ . . ’9’ ;
133
134 te rmina l MLCOMMENT:
135 ’/*’ −> ’*/’ ;
136 te rmina l SLCOMMENT:
137 ’//’ ! ( ’\n’ | ’\r’ ) ∗ ( ’\r’? ’\n’ ) ? ;
138
139 te rmina l WS:
140 ( ’ ’ | ’\t’ | ’\r’ | ’\n’ )+;
Listing E.2: Xtext Grammatik zu JavaScript, passend zum Metamodell in Abb.B.2
(S. 146)
E.3 X-SITE-Grammatik
1 grammar r3d . ta rge t l anguage . x s i t e . Xs i te hidden (WS, MLCOMMENT, SLCOMMENT)
2 import "http://xsiteApplicationModel"
3 import "http://www.eclipse.org/emf/2002/Ecore" as ecore
4
5 Xs i t eApp l i ca t i on :
6 (
7 ’#include’
8 ( ( includeOwn+=STR) |
9 ( ’<’ i nc ludeSys+=ID ’>’ )
10 ) ) ∗
11 =>app l i c a t i onC l a s s+=Xs i t eApp l i c a t i onC la s s ∗




16 ’"’ ( ID | "." ) ∗ ’"’ ;
17
18 XSi t eC la s sDec la ra t i on :
19 Xs i t eSceneClas s
20 |
21 Xs i t eApp l i c a t i onC la s s ;
22
23 Xs i t eSceneClas s :
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27 ( con s t ruc to r=SceneClassConstructor ) |
28 (methods+=Destructor ) |
29 (methods+=Simulate ) |
30 (methods+=Update ) |
31 (methods+=Scene In i t ) |
32 (methods+=DefaultMethod ) |
33 (members+=Member ’;’ ) ) ∗
34 ’};’ ;
35
36 Xs i t eApp l i c a t i onC la s s :




40 ( con s t ruc to r=Appl i ca t i onClas sConst ruc to r ) |
41 (methods+=Destructor ) |
42 methods+=I n i t |
43 (methods+=DefaultMethod ) |
44 (members+=Member ’;’ ) ) ∗





50 ( v i s i b i l i t y=Modi f i e r ’:’ ) ?
51 name=ID ’(’ parameter+=Member ( ’,’ parameter+=Member) ∗ ’)’
52 ( ’:’ i n i t i a l i z a t i o n+=I n i t i a l i z a t i o n (’,’ i n i t i a l i z a t i o n+=I n i t i a l i z a t i o n )
∗ ) ?
53 ’{’
54 ( ( app l i c a t i onC l a s s I n s t an c e+=[Member | ID ] ’=’ ) ? ( ’registerApplicationClass’
’<’ r e g i s t e r e dApp l i c a t i o nC l a s s+=[Xs i t eApp l i c a t i onC la s s ] ’>’ ’(’ ’)’ ’
;’ ) |




59 App l i ca t i onClas sConst ruc to r :
60 ( v i s i b i l i t y=Modi f i e r ’:’ ) ? name=ID ’(’ parameter+=Member ’)’
61 ( ’:’ ( i n i t i a l i z a t i o n+=I n i t i a l i z a t i o n | scenegraphNode+=ScenegraphNode ) )
62 ( ’,’ ( i n i t i a l i z a t i o n+=I n i t i a l i z a t i o n | scenegraphNode+=ScenegraphNode ) ) ∗
63 ’{’ body=CODE ’}’ ;
64
65 Destructor :
66 ( v i s i b i l i t y=Modi f i e r ’:’ ) ? ’˜’ name=ID ’(’ ’)’ ’{’ body=CODE? =>’}’ ;
67
68 ScenegraphNode :
69 member=[Member ] ’(’ ’(’ type=ID ’*’ ’)’ TSCENE ’->’ TGETNODEBYNAME ’(’ ’"’




71 EventHandlerMember r e tu rn s Member :
72 type=QUALIFIEDNAME addressOperator=’*’ name=ID ;
73
74 Member :
75 ( v i s i b i l i t y=Modi f i e r ’:’ ) ? stat ic=TSTATIC? const=TCONST? type=
QUALIFIEDNAME addressOperator=(’*’ | ’&’ ) ? name=ID? ( ’=’ value = (
QUALIFIEDNAME | FLOAT) ) ? ;
76
77 Simulate :
78 ( v i s i b i l i t y=Modi f i e r ’:’ ) ? type=ID name=TSIMULATE ’(’ parameter+=Member ’)
’ ’{’ body=CODE ’}’ ;
79
80 Update :
81 ( v i s i b i l i t y=Modi f i e r ’:’ ) ? type=ID name=TUPDATE ’(’ ’)’ ’{’ body=CODE ’}’ ;
82
83 I n i t :
84 ( v i s i b i l i t y=Modi f i e r ’:’ ) ? type=ID name=TINIT ’(’ ’)’ ’{’ body=CODE ’}’ ;
85
86 Scene In i t :
87 ( v i s i b i l i t y=Modi f i e r ’:’ ) ? type=ID name=TINIT ’(’ parameter+=Member ’)’
’{’ body=CODE ’}’ ;
88
89 DefaultMethod :
90 ( v i s i b i l i t y=Modi f i e r ’:’ ) ? type=ID name=ID ’(’ parameter+=Member? ( ’,’
parameter+=Member) ∗’)’ ’{’ body=CODE ’}’ ;
91
92 L i s t e n e rReg i s t r a t i o n :
93 ’registerEventHandler’ ’<’ ( template=[XS i t eC la s sDec la ra t i on ] ) ’>’ ’(’
event=EventType // = ’ssiml::EventType::Eventtype’
94 ’,’
95 ’"’sgNode=ID’"’ ’,’ ’&’ ( class=[XSi t eC la s sDec la ra t i on ] ) TNSSEP
eventHandler=[DefaultMethod ] ’)’ ’;’ ;
96
97 I n i t i a l i z a t i o n :
98 name=ID ’(’ value+=(INITVALUE) ? ( ’,’ value+=INITVALUE) ∗ ’)’ ;
99




















118 TNEW? (QUALIFIEDNAME | FLOAT) ;
119
120 SPECIAL CHARS:
121 "(" | ")" |
122 "[" | "]" |
123 "." | ";" |
124 "," | "!" |
125 "<" | ">" |
126 "#" | "&" |
127 "-" | "_" |
128 "$" | "%" |
129 "’" | ’"’ |
130 "/" | "\\" |
131 "?" | ":" |
132 "|" | "+" |
133 "*" | "˜" |
134 "=" | "->" ;
135
136 CODE:
137 ( ID | CIPHER | SPECIAL CHARS | TERMINALS | ("{" CODE "}" ) ) ∗ ;
138
139 QUALIFIEDNAME:
140 ID (TNSSEP ID) ∗ ;
141
142 FLOAT:
143 =>CIPHER+ ’.’? CIPHER∗ ;
144
145 te rmina l ID :
146 ’ˆ’ ?( ’a’ . . ’z’ | ’A’ . . ’Z’ | ’_’ ) ( ’.’ | ’a’ . . ’z’ | ’A’ . . ’Z’ | ’_’ | ’0’ . . ’9’ ) ∗ ;
147
148 te rmina l CIPHER:
149 ’0’ . . ’9’ ;
150
151 TERMINALS:
152 TSIMULATE | TUPDATE | TINIT | TGETNODEBYNAME | TSCENE | TCONST | TNSSEP |































181 te rmina l MLCOMMENT:
182 ’/*’ −> ’*/’ ;
183
184 te rmina l SLCOMMENT:
185 ’//’ ! ( ’\n’ | ’\r’ ) ∗ ( ’\r’? ’\n’ ) ? ;
186
187 te rmina l WS:
188 ( ’ ’ | ’\t’ | ’\r’ | ’\n’ )+;
Listing E.3: Xtext Grammatik zu C++, passend zum Metamodell in Abb.B.3 (S. 147)
E.4 Android Grammatik
1 grammar r3d . ta rge t l anguage . android . Android hidden (WS, SLCOMMENT,
MLCOMMENT)
2 import "http://AndroidApplicationModel"
3 import "http://www.eclipse.org/emf/2002/Ecore" as ecore
4
5 JavaSourceFi l e
6 : ’//&’ ( metatype+=IDENTIFIER ’=’ ) ? id+=UUID package=PackageDeclarat ion
imports+=ImportDec larat ion ∗ c l a s s e s+=Cla s sDec l a ra t i on ∗ ;
7
8 PackageDeclarat ion :
9 ’package’ name=FullyQual i f iedName ’;’ ;
10
11 ImportDec larat ion :
12 ’import’ importedNamespace=FullyQualif iedNameWithWildcard ’;’ ;
13
14 C la s sDec l a ra t i on :
15 annotat ions+=Annotation∗
16 ( ’//&’ metatype+=IDENTIFIER? ’=’ id+=UUID) ∗
17 ac c e s sMod i f i e r=AccessModi f i e r ? ’class’ name=IDENTIFIER ( ’extends’ super=
FullyQual i f iedName ) ?
18 ( ’implements’ i n t e r f a c e s+=FullyQual i f iedName ( ’,’ i n t e r f a c e s+=
FullyQual i f iedName ) ∗) ?
19 ’{’ ( f i e l d s+=Fi e ldDec l a r a t i on | methods+=MethodDeclaration | i nn e rC l a s s e s
+=Clas sDec l a ra t i on ) ∗ ’}’ ;
20




23 ( ’//&’ metatype+=IDENTIFIER ’=’ id+=UUID) ∗
24 ac c e s sMod i f i e r=AccessModi f i e r ? type=FullyQual i f iedName name=IDENTIFIER ( ’=




28 RegisterEventHandlersMethodDeclarat ion |




33 ( ’//&’ metatype+=IDENTIFIER ’=’ id+=UUID) ∗
34 ac c e s sMod i f i e r=AccessModi f i e r ? type=FullyQual i f iedName ? name=(IDENTIFIER |
’onARInitializedCustom’ )
35 ’(’ ( parameters+=ParameterDeclarat ion ( ’,’ parameters+=
ParameterDeclarat ion ) ∗) ? ’)’
36 body=CODEBLOCK;
37
38 RegisterEventHandlersMethodDeclarat ion :
39 annotat ions+=Annotation∗ ac c e s sMod i f i e r=AccessModi f i e r ? type=
FullyQual i f iedName name=’registerEventHandlers’
40 ’(’ ( parameters+=ParameterDeclarat ion ( ’,’ parameters+=
ParameterDeclarat ion ) ∗) ? ’)’
41 ’{’




46 ’arSensorManager’ ’.’ ’registerEventHandler’
47 ’(’




52 OnArIn i t ia l i zedMethodDec larat ion :
53 annotat ions+=Annotation∗ ac c e s sMod i f i e r=AccessModi f i e r ? type=
FullyQual i f iedName name=’onARInitialized’
54 ’(’ ( parameters+=ParameterDeclarat ion ( ’,’ parameters+=
ParameterDeclarat ion ) ∗) ? ’)’
55 ’{’
56 ’loadSceneGraph’ ’(’ sceneGraph=STRING ( ’,’ (STRING | INT) ) ∗ ’)’ ’;’
57 ’loadTaskSequence’ ’(’ taskSequence=STRING ( ’,’ (STRING | INT) ) ∗ ’)’ ’;’
58 ’onARInitializedCustom’ ’(’ ’)’ ’;’




63 ’@’ type=FullyQual i f iedName ;
64
65 ParameterDeclarat ion :




68 Ful lyQual i f iedName :
69 IDENTIFIER ( ’.’ IDENTIFIER) ∗ ;
70
71 FullyQualif iedNameWithWildcard :
72 Ful lyQual i f iedName ( ’.’ ’*’ ) ? ;
73





79 te rmina l INT :
80 ( ’0’ . . ’9’ )+;
81
82 te rmina l IDENTIFIER :
83 ’ˆ’? ( ’a’ . . ’z’ | ’A’ . . ’Z’ | ’_’ ) ( ’a’ . . ’z’ | ’A’ . . ’Z’ | ’_’ | ’0’ . . ’9’ ) ∗ ;
84
85 te rmina l UUID:
86 ( ’a’ . . ’f’ | ’-’ | ’0’ . . ’9’ )+;
87
88 te rmina l STRING:
89 ’"’ ( ’\\’ ( ’b’ | ’t’ | ’n’ | ’f’ | ’r’ | ’u’ | ’"’ | "’" | ’\\’ ) | ! ( ’\\’ | ’"’ ) ) ∗ ’"’ |
90 "’" ( ’\\’ ( ’b’ | ’t’ | ’n’ | ’f’ | ’r’ | ’u’ | ’"’ | "’" | ’\\’ ) | ! ( ’\\’ | "’" ) ) ∗ "’" ;
91
92 te rmina l CODEBLOCK:
93 ’{’ (CODEBLOCK | ! ( ’{’ | ’}’ ) ) ∗ ’}’ ;
94
95 te rmina l MLCOMMENT:
96 ’/*’ −> ’*/’ ;
97
98 te rmina l SLCOMMENT:
99 ’//’ ! ( ’&’ ) ! ( ’\n’ | ’\r’ ) ∗ ( ’\r’? ’\n’ ) ? ;
100
101 te rmina l WS:
102 ( ’ ’ | ’\t’ | ’\r’ | ’\n’ )+;
Listing E.4: Xtext Grammatik zu Java, passend zum Metamodell in Abb.B.4 (S. 148)
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