Introduction
In our presentation we will illustrate the features of an extension to the models and methods developed in the Araneus project aimed at describing Web applications in their entirety. In fact, the first generation of our project had considered "read-only" Web sites, but we will show how the approach can be made more general without having to rethink it from scratch. The focus is still on "data"-intensive applications, in the sense that data play a central role, and they closely correspond to pages in the site.
The main references for our previous work are the papers that describe the data model (adm) as well as the overall Araneus approach [1] and the design methodology [2] . In this document we first mention the major extensions we have introduced and then comment on the solution to the proposed problem.
Features for the description of applications
Web applications are specified in detail by means of a language-an extension of the Penelope language used for the description of "read-only" sites, and described in previous papers [1] . We show the code for the description of part of our solution in the appendix.
Let us give a list with brief comments.
• A first set of features is related to the management of users. Here the idea is that authorizations are needed, as well as forms of personalization. We do not really consider personalization, but assume that there can be a personal page for each user: see for example the DEFINE RIGHTS command at the beginning of the code for Phase 2 in Appendix A.2, where some pages are defined as ONETOONE. Users are organized in "groups."
• Activities are usually organized into phases. This is especially true in our example application. Indeed, in most cases new page schemes are added in each phase and some of them "expire" at the end of a phase. This is modeled by means of the TASK construct, which specifies the lifetime of a set of pages (with a START clause and possibly an END one). Individual pages may also have an EXPIRE clause. All of these can be temporal events or, more frequently, events specified by means of the activation of a link.
• The major set of features are the actions associated with pages and navigation (there may also be actions associated with time, but this is more standard). The major (not the only, but let us omit the others for the sake of brevity) kind of action is that associated with a link. Various of them appear in our examples, and they all correspond to updates on the database associated with the site or to the send of e-mail messages. For example, the first action in Phase 0 (Appendix A.1) updates the database with the data inserted in the form (and then updates the form itself with the PUSH command. Another form of action (not need in the example appliaction) allows the activation of an external module (and the only need here is the proper specification of its interface).
• Actions can be grouped in transactions, which can possibly be nested (but the need for them has not arisen in this example). A path in the scheme may also be associated with a transaction.
• Another feature that has not been used in the example is the one that allows the definition of pages to be used for updating the database (this is relevant for the construction of a "parallel" site to be used by the administrators for updating a site that is "read-only" for external users).
The methodology
In our previous work on "read-only" sites, we have proposed the design method shown in Figure 1 . The extension to the more general framework is shown on sheet 2 of the associated presentation. In the same way as we used the er-model in the preliminary phases of the design of a data-intensive site, here the idea is to use UML diagrams, as follows.
• We begin with the specification of the various phases that are relevant for our Web application (in general this can be a workflow), and we describe them by means of an activity diagram
• For each activity, we design both the er scheme (and then produce an integrated one) and the use cases.
• The design of the "static" part of the site and of the database proceeds as usual (to be later revised, if needed)
• Use cases are used to design the pages needed for the interaction, which are then integrated in the site.
• Page details are finally specified with the description of the associated actions on the database
The diagrams in the presentation illustrate the development process for the given example. 
