














































































alkalmazott  platformtól?  Bármilyen  mérőberendezés  vezérlésére  képes   legyen a  megfelelő 
beállítások után.
Az  eddig   fellelhető   ilyen   jellegű   programok  nagy   része   túlságosan   is   eszköz   ­  és 
platformfüggő, azaz nem használható két teljesen különböző platformon és más eszközhöz. 
Vagy ha találnánk is ilyet, ami akárcsak részben is teljesíti a kívánalmakat, licenc szerződés 
nagyban korlátozza a használhatóságát,  vagy szinte már  csillagászati  összegekbe kerülnek. 
Többek között ezért is választottam ezt a témát szakdolgozatom témájául. 
A   célom   egy   olyan   keretrendszer,   idegen   szóval  framework,  kidolgozása   és 
megtervezése   amely,  képes  kezelni   a  különböző   típusú  mérőberendezéseket,   azok  adatait, 
jelzéseiket,   felügyelni   működésüket   a   futtatott   operációs   rendszertől   és   platformtól 
függetlenül.   Egységes   felületet   biztosítani   az   információk,   eszközök   megosztásához   és 
kezeléséhez.   A   keretrendszernek   alkalmazkodnia   kell   tudnia   a   hardveres   változásokhoz, 
anélkül, hogy újraírnánk az egész rendszert vagy annak egy részét is. Azaz minél többféle 



















könnyen   be   lehet   olvasni   és   ellenőrizni.   A   felhasznált   wxWiddets   eszközrendszerben 
találhatóak XML kezelőeszközök. Az adatok tárolására és továbbítására is biztosítani kell az 
egységes felületet amelyen keresztül kezelhetőek és feldolgozhatóak lesznek. Erre szintén egy 
jó   megoldást   kínál   az   XML   formátum   mert   szabványos   és   a   hibák   is   könnyebben 
azonosíthatóak.
A   keretrendszer(framework)   együttműködő   osztályok   összessége   egy   bizonyos 
programtípus   számára,   amelyek   egy   újrafelhasználható   szerkezetben   egyesülnek.   A 
keretrendszert úgy kell testre szabnunk egy adott alkalmazáshoz, hogy az alkalmazásfüggő 
osztályokat   származtatjuk   a   keretrendszer   elvont   osztályaiból.   Így   a   keretrendszer 
meghatározza   az   alkalmazás   felépítését.   Meghatározza   az   általános   szerkezetet   annak 
osztályokra   és   objektumokra   bontását,   illetve   a   kulcskötelességeket,   vagyis   azt   hogyan 
működnek együtt  az  objektumok és  osztályok,  valamint  meghatározza  a  vezérlés  haladási 
irányát. A keretrendszer mindeme tervezési paramétereket előre megadja, hogy az alkamázas 
tervezőink,   illetve megvalósítóinak csak az alkalmazás  lényegére  keljen koncentrálniuk.  A 
keretrendszer   azon   tervezési   döntéseket   foglalja  magában,   amelyek   az   adott   felhasználási 
területen általánosak.
A fizikai méréseknél  nagyon fontos tényező  az idő,  ez alól  ez a keretrendszer sem 
kivétel.  Talán   az   egyik   legfontosabb   elvárások   közé   tartozik   a   megfelelő   válaszidő   a 
bekövetkezett eseményekre. Hiszen nem várakozhatunk addig amíg például egy virtuális gép 



















eredetin   anélkül,   hogy   változtatnánk   egy   kicsit   is   rajta.   Függetlenül   attól,   hogy   például 
forráskódok esetében milyen fordítót használunk, vagy milyen operációs rendszert. Ez talán az 
egyik   legnehezebb   kihívás   a   fejlesztés   során,   hiszen   figyelni   kell   az   implementációs 







Unix , Linux disztribúció  vagy MS Windows is képes megfelelő   támogatással,  fordításhoz 
szűkséges csomagokkal és a futtatáshoz szükséges környezettel. Azért esett a választásom erre 
az operációs rendszerre mert, a fejlesztői eszközök széles skáláját biztosítja a programozáshoz 




De   talán   az   egyik   legfontosabb   dolog   ami   kiemeli   az   itt   felsorolt   eszközöket, 
programokat, rendszereket, hogy a forráskódjuk szabadon hozzáférhető és használható a GPL 






Ez egy GUI építő  osztálykönyvtár  amellyel platformtól  függetlenül   lehet fejleszteni 
c++,   Python   nyelven   és  manapság   Perl   nyelven   is.   Ezek   az   osztálykönyvtárak   nagyban 
megkönnyítik és felgyorsítják a fejlesztés folyamatát, mivel már előre meg vannak írva olyan 
osztályok   amelyek   biztosítják   az   egységes   megjelenést,   rendszerhívásokat,   adatbázis 
kapcsolatot   stb.   A   platformfüggetlenséget   úgy   éri   el   ez   az   elemkészlet,   hogy   az   egyes 







és   nem   is  érdemes,  mivel   ez   egy   igen   jól   karbantartott  és   jól   dokumentált   kódok   amik 
szabadon felhasználhatóak.
A   wxWidgets   C++     framework   nem   csak   egyszerűen   egy   GUI   építő   egyéb 




















Ez egy  konfigurációs   szkript  generátor,   amellyel   automatikusan  konfigurálhatjuk  a 
forráskódot  és   szoftver   csomagokat   bármilyen  POSIX   szabványnak  megfelelő   rendszerre. 
Ezzel   az   eszközzel   adoptálhatjuk   a   forráskódunkat   a   célrendszernek   megfelelően. 
Figyelembevéve   az   adott   rendszerre   jellemző   és   szükséges   programfordítási   beállításokat 
összegzi és előállítja a program lefordításához szükséges konfigurációs fájlokat. Figyelembe 
veszi   a   szükséges   feltételeket,   könyvtárakat,   környezeti   beállításokat,   rendszer 



























Fordítási   folyamatot   leíró  Make   fájlokat   értelmező   program.  A   program   képes   a 
beállítási   fájlok   alapján   elkészíteni,  újrafordítani   az   adott   projektet   és   csak   a   feltétlenül 
szükséges   forrásokat   fordítja   le  vagy  újra   a   függőségi   fa   alapján,   így  nem kell   az   egész 
projektet  az elejétől  újra   fordítanunk és   linkelnünk,  hanem csak azokat  a   részeket  amiket 
megváltoztattunk vagy szükségessé váltak a projekthez. Ezzel időt spórolhatunk meg, és nem 
kell foglalkoznunk az esetleges régebbi részekkel, amelyeket esetleg nem is mi fejlesztünk és 










mert   a   szabvány   nem   tér   ki  minden   egyes   részletre   így   a  megvalósításnál   igen   komoly 
rejtőzködő   hibalehetőségek   jelentkeznek.   Az   egyik   ilyen   érdekes   különbség   és   egyben 
hibaforrás is a lokális változók hatásköre. 
PL: for(int i=0;i<10;++i) esetén az i változó hatásköre nem csak a cikluson belüli hanem a 




is   van.  Minél   hatékonyabb   egy  C++  kód   sokszor   annál   átláthatatlanabb   és   bonyolultabb 
megfelelő dokumentáció nélkül néha egyenesen érthetetlen vagy igen alaposan tanulmányozni 
kell  az adott kódrészletet,  ami igen időigényes a kód hosszától   függően. Mivel ez a nyelv 
egyszerre tartalmaz OO­ és eljárás orientált  eszközöket ezért fontossá válik az igen alapos 
tervezés  még  mielőtt   hozzákezdenénk   a   probléma  megoldásához.   El   kell   tervezni,   hogy 






több   programozási   nyelv   gyűjteményét   is   magában   foglalja   többek   között   olyan   „régi” 
nyelvekét   is mint a C, de ezen kívül  még C++, Pascal, Objective C, Java is.  Elsődlegesen 
Linux, Unix és BSD rendszerekre (POSIX szabványnak megfelelő rendszerek), de ezen kívül 
létezik egyéb platformokra megvalósított  változata   is.  Rengetek processzor  és architektúra 
típust támogat így szinte bármilyen gép nyelvére le tudjuk fordítani a programjainkat anélkül, 













adott   rész   dokumentációját   a  megjegyzésben   foglalt   parancsok     alapján.   Ezzel   a   toollal 
készíthetünk html, pdf, dokumentációkat egy időben és ezeket felügyelni és karbantartani is 
tudjuk.  Opcionálisan használható  hozzá  a  DOXYWIZARD nevezetű  kiegészítési,  amellyel 




A Subversion  verziókövető   rendszert   használtam  a  verziókövetésre.  Ezen   rendszer 
teljesen   ingyenes   (free/   open   source)   verziókövető   rendszer,   amely   képes   menedzselni 
könyvtárakat  fájlokat  és azok változásait  az  idők folyamán. Így lehetővé   teszi  számunkra, 
hogy akár  egy   régebbi  változatra   is  visszaálljunk  anélkül,  hogy a  változtatásaink   teljesen 





























A   keretrendszer   tervezése   során   talán   az   egyik   legfontosabb,   hogy   az   egyes 
rendszerkomponensek   közötti   kapcsolatokat   valamilyen   vizuális   formában  megjelenítsük. 
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Ezzel  nagyban  megkönnyíthetjük  a   tervezési   folyamatot  és   az  egyes  komponensek  között 
kapcsolatokat is könnyebben megjeleníthetjük. Így megkönnyíthetjük az egyes komponensek 
közötti   kapcsolatok   megértését   és   átláthatóbbá   válik   a   komplett   rendszer   legyen   az 
akármennyire is bonyolult. Erre a célra leginkább az elméletben és sokszor a gyakorlatban is 














































pontosan csinálni,és mi  is  a feladat.  Meg kell  adnunk egy specifikációt  a projekthez,  ami 
pontosan   leírja   minden   jellemzőjét,   részleteit,a   felhasználni   kívánt   eszközöket   és   a 
technológiákat,   valamint   a   rendszerkövetelményeket.   Tehát   először   is   a   feladat   pontos 
megfogalmazása a legfontosabb és csak ezután kezdhetjük el a rendszer megtervezését.








































A  keretrendszer   arra   készült,   hogy   egy  vázat   képezzen  és   továbbfejlesztési   irányt 
mutasson a hasonló típusú alkalmazásokhoz. Ezt a keretrendszert a későbbiekben tovább lehet 
fejleszteni,   ki   lehet   bővíteni,   további   funkciókkal.  Erre   keretrendszerre   a  GPL  v2   licenc 
vonatkozik, így a fejlesztéséhez bárki csatlakozhat, a licenc feltételei alapján.
A keretrendszerrel  szemben támasztott  egyik legfontosabb igény a  több platformon 






























kezeli,   de   nem   jeleníti   meg   őket.   A   hardvereszközöket   kezelő   egységek   nem   részei   a 





paramétereit,   valamint   a   berendezés   vezérléséhez   szükséges  környezeti   feltételeket   (DLL, 
shared library).














































































Ez   az   XML   node   ­tartalmazza   az   eszközökre   vonatkozó   paramétereket.   A 
kezelőfolyamat típusát, elérési útját és paramétereit. Továbbá tartalmaz egy eszköz azonosítót 
is   amelynek  minden   kezelt   eszköznél   egyedinek   kell   lennie.   A   program   által   felügyelt 
műszerek nem feltétlenül abban a gépben találhatóak ahol a szerver alkalmazás fut, hanem 





































alakítható   ki   amin   keresztül   az   alkalmazások   kommunikálni   tudnak   az   eszközökkel   és 
felügyelni   is   tudják   őket.   Ezeket   a   programkönyvtárakat   is   a   wxWidgets   ­el   érdemes 
elkészíteni   legalábbis  a   felület   illesztését   a  keretrendszerhez,  ezen  kívül  még egyéb plusz 
funkció is belekerülhetnek nem csak az illesztések és a driverek.
Az   illesztett   rendszerhívásnak   (programkönyvtár   hívás)   esetén   egy   olyan  wxPanel 
objektumot kell visszaadnia amin keresztül  be lehet állítani a készülék egyes jellemzőit  és 
illeszteni   lehet,   a   grafikus   felület   egy   wxPanel   felületére.   Így   elérhetjük   azt,   hogy   a 
mérőegységet kezelő egység és a szerver egymástól függetlenül működjön, mivel a GUI ezen 
a   részén   történő   változtatásokat   csak   továbbítja  és  nem ő   hajtja   végre,   hanem a  konkrét 
kezelőprogram.
Az   eszköz   kezelőprogram  mint   külön   folyamat   fut   a   rendszeren  és   csak   egyetlen 
eszköz   teljes  körű   kezelését   teszi   lehetővé.  Az  esetlegesen  előforduló   hibákat,   jelzéseket, 
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figyelmeztetéseket   és   adatokat   továbbítja   a   hívó   folyamat   felé,   ez   esetleges   sürgős 
beavatkozást   igénylő   események   kezelés   a  meghajtóprogram   hibakezelőrészében   történik, 
mivel csak itt lehet a leghatékonyabban kezelni a felmerülő kritikus hibákat. A hibákat jelezni 

















•  Feladat:  Forgatókönyv,   amely   bemutatja   a   tervezési   problémát   és   azt   hogy   az 




































































műveletet  ha   arra  kérés  érkezik  hozzá   egy  klienstől  és   csakis   akkor.  Belő   adatait  csak  a 
metódusai segítségével  tudjuk megváltoztatni  így egy felületet  kínálnak fel.  Csakis ezen a 
felületen keresztül tudjuk módosítani az objektum belső adatait. Elrejtik az adatokat a külvilág 
elől, így valósítják meg az adatrejtést.
Az   objektumközpontú   tervezés   nehézsége   abban   rejlik   hogy   a   rendszert   hogyan 
bontsuk fel együttműködő, egymással kapcsolatban lévő objektumok összességére. A feladat 
azért   nehéz,  mert   sok   tényezőt   kell   számításba   venni:   az   egységbezárást   (betokozást),   a 





A   homlokzat   minta   azt   írja   le,   hogyan   ábrázolhatunk   egész   alrendszereket 






Minden   objektum   által   objektum   által   leírt  művelet  megadja   a  művelet   nevét,   az 
objektumokat   amelyeket  paraméterül   kap,  és   a   visszatérési  értékét.  Ezt  hívjuk   a  művelet 
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aláírásának vagy „szignatúrájának”. Az objektum műveletei által meghatározott összes ilyen 
aláírás   halmazát   az   objektum   felületének   nevezünk.   A   felület   jellemzi   az   objektumnak 










példánya.   Az   osztály   példányosításának   folyamata   során   az   osztály   adattagjaihoz 
hozzárendelődik a tárhely és egy kezdő érték.
A már létező  osztályból  örökléssel hozhatunk létre új osztályokat. Ha egy alosztály 
örököl   egy   szülőosztálytól,   akkor   a   szülőosztály  által   leírt  minden   adattagot  és  metódust 







régiek   alapján.  Különösebb   erőfeszítés   nélkül   kaphatunk  új  megvalósításokat,   egyszerűen 
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örökölve a létező osztályokból, amire szükségünk van.



















mintákat   (Absztrakt   gyár,   Építő,   Gyártófüggvény,   Prototípus,   Egyke)   éppen   ezt   teszik 
lehetővé.   Az   objektumok   létrehozás­   folyamatának   elvonatkoztatásával   ezek   a   tervezési 
minták különböző   lehetőségeket adnak arra,  hogy egy felületet  a megvalósításával anélkül 









Az   objektum­összetétel   dinamikusan   futási   időben   történik,   olyan   objektumokon 
keresztül   amelyek  hivatkozásokat   kapnak  más   objektumokra.  Az  összetételhez   szükséges, 
hogy   az   objektumok   figyelembe   vegyék   egymás   felületlét,   amihez   viszont   pontosan   és 
figyelmesen megtervezett felületekre van szükség, amely lehetővé teszi, hogy az objektumot 
sokk   másikkal   együtt   tudjuk   használni.   Ennek   a   módszernek   nagy   előnye,   hogy   az 
objektumokat csak a felületükön keresztül érjük el és így nem sértjük meg az egységbezárás 
elvét sem. Bármely objektumot lecserélhetünk egy másikra futási időben, azzal a feltétellel 
hogy   a   típusuk  megegyezik.   Továbbá   mivel   az   objektumok  megvalósítása   az   objektum 
felületek segítségével épül fel, sokkal kevesebb lesz a megvalósítási függőség. Az objektum­ 
összetételnek   még   egy   nagy   hatása   van   a   rendszer   szerkezetére   vonatkozóan:
az örökléssel  szemben segít  az  osztályok egységbezárásán,  és  abban hogy csak a  kitűzött 
feladatra koncentráljanak. Az osztályok és osztályhierarchiák kicsik maradnak, és nem nőnek 
akkorává  hogy ne  tudjuk  őket  kezelni.  Egyik  fontos  következménye,  hogy az  objektumok 







mint   az   öröklés.   A   kérelmek   kezelésekor   ekkor   két   objektum   vesz   részt   :
Egy   fogadó   objektum,   és   a   képviselője,   amelyre   a   fogadó  műveleteket   ruház   át.   Ez   az 
alosztályok   szülőkhöz   intézett   kérelmeinek   átirányításához   hasonló.  De   az  öröklésnél   az 
örökölt műveletek mindig utalhatnak a fogadó objektumra, amit a C++ programozási nyelvben 
a   this   valósít   meg.   Hogy   ezt   megvalósíthassuk   a   fogadó   objektum   átad   magáról   egy 
referenciát a képviselő objektumnak, hogy az átruházott művelet a fogadóra utalhasson.
Például a tervezett keretrendszerben a Hálózati beállításokat kezelő  osztály megkap 
egy referenciát  a beállításokat menedzselő  osztályra, hogy közvetlenül  elérhetőek legyenek 










Több   tervezési   minta   is   közvetlenül   felhasználja   ezt   a   módszert,   és   közvetlenül 
függnek  tőle.  Más   tervezési  minták kevésbé  használják  a  képviseletet.  A közvetítő  minta 











mellé,   amellyel   objektumközpontú   rendszerek   viselkedését   építhetjük   fel   és   írhatjuk   le. 
Sokféle tervet valósíthatunk meg e három módszer alkalmazásával. 
De ennek a módszernek is megvannak a maga hátulütői is: C++ esetében például az 
egyik legnagyobb ilyen probléma éppen a hordozhatóság kapcsán merül   fel.  Ugyanis nem 
mindegyik fordító értelmezi helyesen a sablonokat, egyes régebbi fordítók nem is ismerik és 





Az   általam   használ  wxWidgets   könyvtárban   többek   között   ezen   okok  miatt   nem 
javasolják   ezen   absztrakciós   eszköz   használatát,   mivel   nagyban   csökkenti   a   forráskód 
hordozhatóságát   is.   Erre   a   problémára   létezik   egy   megkerülő   megoldás,   amely   C++ 
makróhívások segítségével valósul meg. Igaz hogy ez nem egy tökéletes megoldás, de igen jól 
és hatékonyan használható. A legfontosabb tulajdonságai közé tartozik, hogy igen részletesen 










újra  kell   terveznünk,  hogy megfeleljen  az  újonnan felmerült   igényeknek.  Ezen változások 







































5.Határozzuk   meg   az   osztályainkat   és   azok   felületeit,   öröklési   viszonyaikat, 
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példányváltozóikat,   adat­   és   objektum   hivatkozásaikat.  Határozzuk  meg   azokat   az 












eseményeket  a  wxEvent osztály  és  leszármazottjai   reprezentálják,  ezen osztály objektumai 
csak   akkor   kerülnek   példányosításra,   ha   valamilyen   esemény   bekövetkezik   vagy   direkt 
kiváltunk egyet. Az esemény objektum információt tartalmaz arról, hogy az adott esemény hol 




események   kezelésére   egy   eseményeket   és   azok   kezelésére   szolgáló   metódusok   nevét 
tartalmazó táblát tartanak nyilván. Ezzel a táblázattal lehet összekapcsolni az eseményeket és 














Itt   a  példában egy wxForm  ­eseményeihez   rendeljük  hozzá   a  kezelő  metódusokat. 
Jelen   esetben   a   wxID_EXIT   eseményhez   rendeltük   hozzá   a   MyFrame::OnExit 




hozzá   egy­egy   objektumhoz   amelynek   az   eseményeit   le   akarjuk   kezelni.   Ezek   a 
kódban a következőképpen jelennek meg az implementáció során: 
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definíciójában szerepelhetnek a megfelelő  paraméterekkel  és sehol máshol,  mert különben 
fordítási hibát  eredményeznek. Ilyen makró  például a DECLARE_EVENT_TABLE, amely 
csak   az   osztály   deklarációs   részének   a   legvégén   szerepelhet.   Hasonló   a   helyzet   a 
BEGIN_EVENT_TABE makrókkal,  amelyek csak  az   implementációban szerepelhetnek  és 
egy adott osztályhoz hozzák létre a z események kezeléséhez szükséges esemény táblát.
 3.1.2.4.2  Gyermekosztály létrehozása wxWindges ­el
Általában   a   szabványos   C++   öröklés   jellemző,   azaz   egy   osztálynak   akárhány 






ilyen   makró   a   DECLARE_DYNAMIC_CLASS   a   futásidőben   történő   típusinformációk 
kezeléséhez nyújt  segítséget  és  eszközöket,  ezt  a  makrót  a  deklaráció.  Az öröklés  nagyon 




A specifikációs   részben  megadtuk,  hogy  milyen   feladatokat  és   kötelességeket  kell 


























Továbbá  érdemes  azt   is  átgondolni  menyire  kell  hogy  rugalmas   legyen ez  az  adat 
tárolási módszer, hiszen ha biztosan nem változik és mindig ugyanaz marad akkor felesleges 
egy  nagy  és  bonyolult   adatstruktúrát  és   tárolási  módot   alkalmazni.  Elég  a   legegyszerűbb 
forma is például egy egyszerű bináris fájl, de ez idővel karbantarthatatlanná válhat és a mérete 
is  megnőhet,   nem   is   beszélve   arról,   hogy   ezeknek   a   beállításoknak   hordozhatónak   kell 
lenniük. Ezért nem alkalmas csak egy egyszerű bináris fájl a beállítások tárolására. Többek 
között ezért is eset a választásom az XML nyelvere. Az XML nyelven írt dokumentumoknak 
megvannak   azok   a   tulajdonságaik   amikre   nekünk   feltétlenül   szükségünk   van   a   kitűzött 












Felhasználói   felület   tervezésekor  először   is   jól  át  kell  gondolnunk pontosan  mit   is 
akarunk megjeleníteni és mindezt milyen formában szeretnénk megtenni. Mindezt úgy kell 






felelős,   ez   az   osztály   építi   fel   a   felhasználó   által   a   képernyőn   megjelenő   form   ­ot. 
NMCGUIBulider   objektum   létezésének   egyetlen   egy   célja   van   a   felhasználói   felület 
elemeinek   összerakása   és   köztük   a   megfelelő   kapcsolat   kialakítása,   ez   az   objektum 
tartalmazza  a  menürendszer   felépítését  végző  NMCMenuBuilder  osztály  egy  objektumára 
történő hivatkozást. Továbbá tartalmaz még ezen kívül a felhasználói felület egy egy részének 
felépítéséért   és   módosításáért   felelős   egyéb   objektumokat.   A   közvetlen   kérések 
NMCGUIBuilder   objektumhoz   futnak   be,   és   csak   ezután   továbbítódnak   a   megfelelő 









NMCGUIBuilder:  Az egyes részek a  felépítésében és módosításáért   felellős objektumokra 
tárolja a hivatkozásokat és ha kérelem érkezik hozzá az adott rész módosításához, akkor azt 






NMCFrameBuilder:   A   beállítási   adatok   alapján   és   az   alapértelmezések   felhasználásával 
felépít   egy   alap  wxForm   ­ot   későbbi  módosítások   és   fejlesztések   esetén   ezt   az   osztályt 
módosítva lehet tovább fejleszteni a rendszert.  Az előállított végterméket a GetMainFrame 








•NMCSettingsGUIBuilder:  Az   eszközök   beállításainak  megjelenítésért   felelős   objektumok 
előállításáért  végző  osztály az ehhez szükséges adatokat a beállításokból  olvassa ki és ezt 
használja fel. Ennél az osztálynál jelenik meg a leghatározottabban a mérőeszközök eszközök 
illesztés,  ugyanis ahhoz,  hogy illeszteni tudjuk közbe kell  iktatnunk még egy absztrakciós 
réteget a keretrendszer és a mérőegységet kezelő egységek közé, hogy egy egységes felületet 
biztosítsunk   ezzel   növelve   a   rugalmasságot   az   eszközök   változásával   szemben.  
Ennek   a   rétegnek   képesnek   kell   lennie  megadni   a   csak   az   adott  mérőeszközre   jellemző 
beállításokat és ezeket egységes formában. Ezért az eszközcsatoló rétegnek vissza kell tudnia 
adni   egy  olyan  wxPanel  objektumot   ami  csak  az   adott  berendezésre   jellemző,   de   a   rajta 
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bekövetkező   változtatásokat   a   keretrendszer   csak   továbbítja.   A   részek   közötti 
kapcsolattartásról az eseménykezelő rendszer gondoskodik. A részeit az 5. ábra tartalmazza.
9. ábra
NMCNoteBook:   A   wxNoteBook   egy   leszármazott   gyermekosztálya,   amely   a   megkapott 
információk alapján a kész felületen fogja megjeleníteni az egyes eszközök beállításait. Új 
eszköz hozzáadása esetén, ez az osztály végzi az új  eszközbeállításának megjelenítését   is. 
Minden  eszköz  külön   fülön   jelenik  meg.  Ebből   az  osztályból   csak  egyetlen  egy  példány 
létezik   a   program   futása   során.   A   következő   kép   megmutatja,   hogyan   jeleníti   meg   a 
felhasználói felületen:
10. ábra




NMCMenuBuilder:  A menürendszer   felépítésért  és  karbantartásáért   felelős  minden,  menü 






















konfigurációs   fájlunk,  vagy beépülő  modulunk  az  adott  eszközhöz  és  azt   sikeresen  be   is 
tudjuk   tölteni   a  programunkba.  Sikeres  betöltés   alatt   azt  értjük,  hogy  a  beállítási   fájlban 
szereplő   osztott   programkönyvtárat   vagy   programot   sikeresen   betöltöttük   a  memóriába   a 
megfelelő paraméterekkel és semmilyen egyéb hiba nem lépett fel a betöltés során. 
Az NMCMenubuilder objektum amellett felépíti az alkalmazás menüjét egyéb fontos 













Ezen   osztály   objektumai   hivatkozásokat   tárolnak   a   következő   alrendszereket   kezelő 





felhasználói   felületlétrehozásakor,   ezen   osztály   egyetlen   egy   objektumlétezik,   amely 
létrehozáshoz átadja a szükséges beállításokat a felhasználói felületépítő alrendszernek.
 3.1.3.1.4  Beállításokat kezelőalrendszer részei és feladataik
Ezen   alrendszernek   igen   fontos   feladatai   vannak.   Ennek   az   alrendszernek   kell 
biztosítani  a  beállítások megőrzéséről  és  a  későbbi visszaállításáról.  Mindeközben fel  kell 
tudnia   ismerni   a   beállítások   hibáit   és   ezt   jeleznie   kell.  Mivel  minden  manager   osztály 
leszármazottja az NMCManager absztrakt osztálynak, amely leszármazottjainak garantálniuk 
kell, hogy ismernek egy olyan objektum hivatkozást, amely a hibák kezelésével foglalkozik. 
Azaz   a   rendszerben   léteznie   kell   egy   olyan   alrendszernek   is,   ami   a   hibák   kezelésével 
foglalkozik. Míg a hibák felismerése az egyes alrendszerek saját feladata, mivel az esetlegesen 




Ennek  az  osztálynak  az  a   feladata,  hogy  kezelje   a  beállításokkal   foglalkozó   teljes 
alrendszert és egységes felületet biztosítson a többi alrendszer szükséges beállításaihoz való 









tartalmaz   egy   hivatkozást   a   fő   beállítási   adatokra   amelyekből   a   szükséges   információkat 
kinyerheti a felületére érkezett kérések alapján. Ezen adatok aktualitása és hibamentessége a 
legfontosabb   az   egész   keretrendszer   szempontjából,   ha   ezek   az   adatok   valamilyen   hibát 
tartalmaznak   annak   súlyos  következményei   lehetnek   a   rendszer  működésére   vonatkozóan. 
Ezért   itt   kell  meghozni   a   legfontosabb  döntéseket   arra  vonatkozóan,  hogy  milyen  adatok 









beállítások   alkalmazása   során,   képes   a   hibát   felismerni   és   ezeket   jelezni   a   megfelelő 
hibakezelő   processnek,   amely   a   beépített  megoldáskeresővel  megpróbálhatja  megoldani   a 




bizonyos  előre  megadott  paraméterek  alapján.  Az  ilyen   típusú  objektumoknak  a   feladat  a 
beállítási fájlok ellenőrzése és hibainformációk előállítása. Itt kell garantálnunk azt, hogy nem 
kerül olyan beállítása a rendszerbe ami esetleg kárt tehet benne. Ez csak egy alap osztály, 
amely mintát  ad arra vonatkozóan hogyan lehet integrálni  az XML típusú  beállítási fájlok 
ellenőrzését egy ilyen keretrendszerbe. Ez az egyik ilyen illesztési pont amit a későbbiekben 
tovább   lehet   és   kell   is   fejleszteni,   mert   a   beállítások   nagyon   fontos   részét   alkotják   a 
rendszernek. A beállításoknál figyelembe kell vennünk azt a tényt, hogy nem csak egyetlen 
fajta mérőberendezést felügyelünk egy kísérlet során, hanem egy egész berendezés családot, 
amiknek a  beállításai  nem biztos,  hogy átvihetők egyik  eszközről   a  másikra  módosítások 
nélkül.

















Ezen   osztály   egyetlen   objektuma   tartalmaz   egy   konfigurációs   fájlt,   melyben 
megtalálhatók az szükséges beállítások. Minden beállítást típusa szerint szétválogat már a fájl 
betöltésekor és ezen beállítások érhetőek el közvetlenül  a felületén keresztül.  A felületét  a 
NMCSettingsXmlNode   osztálytól   örökölte.   Ez   az   osztály   egységes   eszközöket   nyújt   a 
beállítási fájlok kezelésére és módosítására, ugyanakkor biztosítania kell a kölcsönös kizárást 
is, hiszen a beállítások egy olyan erőforrást alkotnak amelyet meg kell védeni attól, hogy az 





közvetítő   objektumon   keresztül   teszik,   egységes   felületet   biztosítva   ezáltal   a   beállítások 











Ezen   osztály   leszármazottaival   megvalósítható   a   beállítások   esetleges   adatbázisban   való 
tárolása is. Ezzel is bővítve a keretrendszer lehetőségeit. Az a beállítási információkat át lehet 








megkönnyíti   az   implementálást  és   egy   jó   kidolgozott   felületet   használunk   a   beállításaink 
kezelésére,   amely   lehetőséget   biztosít   akár   az   adatfolyamokból   történő   betöltésre   is.   Az 
adatfolyamokból történő betöltés nagy segítséget jelen abban, hogy a beállításainkat átvigyük 
egyik gépről a másikra, arról nem is beszélve, hogy akár közvetlenül adatbázisból is tölthetjük 
a   szükséges   adatokat.  A   beállítások   részei  megfelelnek   egy   adatbázis   tábláiban   található 
információknak, amiket közvetlenül le is kérhetünk és a válaszokat xml ­ben kapjuk.
Ezen előnyök mellett, ezen osztályok objektumai létrehoznak egy­egy hash táblát is a 
betöltés   közben   és   feltöltik   azokat   az   egyes   beállítás   típusoknak   megfelelő   értékekkel. 
Ezekben   a   hash   táblákban   könnyen   és   gyorsan   tudunk   keresni   értékeket,   emellett   a 
karbantartásuk is egyszerű. 
Ezen osztály felületet nyújt az adatok módosításához is, így például a felhasználók, 
















meg a definiálásukra a  megfelelő  paraméterekkel.  Így egyből  használatra  kész eszközöket 
kapunk és kevesebb hibalehetőséget amit elkövethetünk az implementálás során.
 3.1.3.1.4.6  NMCGroups osztály












tartozó   felhasználók   csak   a   csoport   számára   engedélyezett  műveleteket   hajthatják   végre. 






uid   (user   id)   ­ja,   így   a   felhasználók   között   tudunk   keresni   uid   ­szerint   ebben   a 
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táblában.
● NMCUserNameHash:   a   felhasználókat   tartalmazó   has   táblázat   ahol   a   kulcs   a 
felhasználónév(username), így a felhasználók között tudunk keresni user name ­szerint 
ebben a táblában.































Ez   az   alrendszer   fontos   részét   képezi   a   keretrendszernek,   mivel   ez   biztosítja   a 
kapcsolattartást a különböző rendszerek és felhasználók között; mint ilyen alapos tervezést és 
elemzés igényel, hogy a lehető legjobban megfeleljen az aktuális igényeknek és a várhatóan 
felmerülő   igényeknek.  Ezért   a   lehető   legáltalánosabban  kell  megtervezni.  Talán   az   egyik 
legnehezebb   feladat   a  más   rendszerekről   érkező   adatok   kezelése   és   továbbítása,   ha   erre 
szükség van a  beállítások miatt.  De mindenek előtt   azt  kell   leszögezni,  hogy a  beérkező 
kérésekre a lehető legrövidebb időn belül válaszolnia kell a rendszernek, ezért az események 







Mivel   igen   sok   váratlan   esemény   van   a   rendszerben,   ehhez   ismerni   kell   a   wxWidgets 
eseménykezelési  mechanizmusát  és   le  kell  bontani  külön önálló  egységekre amik képesek 
egymással együttműködni. Azaz fel kell építeni egy olyan, eseménykezelőkből álló egymással 
kapcsolatban   lévő   alrendszert,   amely   képes   megfelelően   kezeli   a   rendszerben   fellépő 
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eseményeket.  Egyik ilyen alrendszert  a  NMCNetworkManager osztály valósítja  meg. Ezen 
osztály objektuma felügyeli  a hálózati  kapcsolatokat.  Külön process felügyeli  a szerverhez 
tartozó   socketet   így   a   szerverhez   érkező   kapcsolódási   kérelmeket.   Ezt   a   funkciót   az 
NMCServerProcess   típusú   objektum   látja   el.   Emellett   a   külön   folyamat   kezeli   a   már 
bejelentkezett   klienseket,   és   a   tőlük   érkezett   kéréseket   is.   A   kliensek   kezelését   is   a 










megfelelő   csomópont   felé.   Ezen   alrendszer   nagy   mértékben   támaszkodik   kisebb 
részrendszerekre és építőelemekre. Az egyik ilyen építőelem a szálak kezelésére a wxWidget 
által  biztosított  eszközkészlet  vagy más  néven  tools.  Ezen eszközök figyelembe veszik az 













Ezek   az   adattagok   mindegyike   közvetlen   kapcsolatban   van   a   szálak   kezelésével   a 
keretrendszerben, ugyanis ebben az alrendszerben igen fontos feladatokat töltenek be.
Az   NMCServerThread   kezeli   a   beérkező   kapcsolódási   kérelmeket   és   a   felhasználók 




alrendszer   szempontjából,  mivel  benne  helyezkednek el   a   távoli   felhasználókat  kiszolgáló 
folyamatok   objektumai.   Ennél   az   adattagnál   garantálni   kell,   hogy   minden   folyamat 
szabályosan befejeződjön, ha nincs rájuk szükség többet. Egy klienshez egy folyamat tartozik, 






kliensek   kéréseit   és   információt   továbbítanak   feléjük.   Erre   a   célra   minden   objektum 
rendelkezik egy alkalmas tárolóval,  amiben a kliens kapcsolódási  adatait   tartalmazza.  Egy 










Egy  ilyen   típusú  objektum reprezentál   egy  végrehajtási   szálat,   amely egyetlen  egy 
szerversocketet kezel. A socket által meghatározott portra érkező kérelmekkel foglalkozik és 
ezekhez rendeli hozzá a kérelmet kiszolgáló folyamatot.
Az   osztály   objektumai   által   reprezentált   szálakat   csak   egy  NMCNetworkManager 
objektum indíthatja el vagy állíthatja meg. Megállítás esetén a teljesen megszünteti az addigi 





klienseket   kiszolgáló   folyamatoknak   is   nyilvántartanak   egy   dinamikus   tömböt,   amelyben 
tárolt folyamatok arra várakoznak, hogy egy kérés fusson be a szerverhez és azt teljesíthessék. 
A   terhelés   növekedésével   az   ebben   tárolt   folyamatok   száma   is   növekszik   persze   nem 
korlátlanul és egyre több kliens kérést tud kiszolgálni egyre gyorsabban a program. Ezen kívül 
az   osztálypéldány(ok)   tartalmaznak   a   kölcsönös   kizárást   elősegítő   eszközöket   is   mint 
szemaforok   és  mutexek   a   kliensek   tömbjéhez   történő   hozzáféréshez.   Ezekhez   is   kitűnő 
eszközöket biztosít a wxWidgets osztálykönvtár.
A következő ábra megmutatja milyen fontosabb részei vannak ennek az osztálynak és hogy 


















szükség  van­e   további   felhasználói   beavatkozásra,   vagy  azonnal   le   kell  állítani   az 
egész   folyamatot.   Mesterséges   intelligenciában   használt   eszközökkel   és 
algoritmusokkal kell a megfelelő döntéseket meghoznia a lehető leggyorsabban.









Ezeken   az   általánosan   felsorolt   követelmények   listája   nem   teljes,   valamit   a   tervezés   és 
fejlesztés előrehaladtával további fontos kulcskötelességek kerülhetnek még szóba, amelyeket 


















döntéshozatalhoz.  Szabványszerűen  biztosítani,   hogy  minden   egyes  beépülő  modulnak   az 
ehhez szükséges feltételeket biztosítania kell.
A   döntési   algoritmusokat   úgy   kell   kiválasztani,   hogy   az   esetlegesen   az 
állapottérgráfban előforduló köröket is kezelni tudja és a lehet leghamarabb véges időn belül 
választ   adjon   a   feltett   kérdésre!  Nem várakozhatunk   túlságosan   sokáig   ezért   a  megoldás 
keresésére érdemes párhuzamosan futtatható algoritmusokat alkalmazni.















nagy  vonalakba,   addig  elérkeztünk   talán   az  egyik   legfontosabb  erőforráshoz  magához   az 






























• NMCDatatoXMLConverter:   Az   adatok   korekt   módon   történő   XML   formátumra 
történő konverzióért felelős komponens.









sokszor   nem   is   nyilvánvalóak   és   nehezen   észrevehetőek.   Ahhoz,   hogy   egy   teljesen   a 
gyakorlatban is használható keretrendszert tervezünk meg kellett ismerkedni a rendelkezésre 
álló  eszközökkel  és   technológiákkal,  amit   fel   is   tudunk használni  a   tervezési   folyamatban 
alapos ismereteket követel meg. Maga a feladat sem volt mindennapi, mivel át kellett látni a 





a   legokosabb   döntéseket   eredményezi   a   tervezés   során.   Vagyis   amit   már   lekezdtünk 
implementálni  rögtön a  tervezés után  időközben kiderülhet,  hogy teljesen át  kell  alakítani 
vagy teljes egészében ki kell cserélni valami újabbra mert abban a formában működésképtelen 
koncepció  és   így újra  vissza  kell   térni  a   tervezéshez.  A folyamatosan   ismétli   egymást  az 
újratervezés és implementálás ciklusa egyre kifinomultabbá téve a rendszert, de ez egy igen 
időigényes folyamat. Összességében az előzetes tervezés fázisáig jutottam el és egy kis részét 
sikerült   átültetni   a   gyakorlatba,   de   az   koránt   sem   elégséges   egy   kifinomult   és   kiválóan 
működő keretrendszerhez.






sikerült   letenni.   A   kitűzött   célok   még   igen   érdekes   problémákat   és   megoldásokat 
rejtegethetnek   a   megoldásukhoz   vezető   úton,   melyeknek   részletek­bemenő   kifejtése   és 
67
analizálása meghaladná akár egy teljes könyv kereteit is. A tervezés és implementálás közben 
szakmailag   igen   sokat   fejlődtem   és   igen   sok   érdekes   részproblémákkal   sikerült 
megismerkednem.
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