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Naslov: Jackpot sistemi v igralnǐstvu
Avtor: Luka Guštin
Jackpot je večji dobitek, ki ga igralec dobi povsem naključno med igranjem na
elektronske igralne avtomate. Večina ga pozna iz filmov, kjer ga predstavijo
kot padanje kovancev iz igralnega avtomata. V današnjih časih se tovrstni
sistemi zelo razlikujejo, postajajo vse bolj zapleteni z vse več mogočimi im-
plementacijami, ki naj bi igralca zadržali pri igranju.
V diplomski nalogi bomo opisali obstoječi sistem za jackpot, ki sem ga
zasnoval in razvil za podjetje, za katerega delam. Sistem je že delujoč in
postavljen na več lokacijah po celem svetu.
Najprej v nalogi razložimo problemsko domeno in delovanje sistema z
zornega kota igralca, kasneje pa se podrobneje spustimo v načrtovanje in
implementacijo posamičnih delov takega sistema. Nato obrazložimo, kako
smo rešili težave, s katerimi smo se srečali med delom na tem projektu.
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A jackpot is an unusually large win awarded to the player while playing
electronic gaming machines in a way which appears random. Most of us
are familiar with the movie scene of days past, where a player wins big and
the coins start falling out of the machine. Nowadays jackpots look different.
Over time the systems have evolved to be ever more complex with many
possible configurations.
In this thesis, I will describe a jackpot system that I developed for the
company I work for. In this thesis I will present the problem domain and
explain how the system works from a player’s point of view. Later on we will
take a look at how we implement such a system and solve the problems that
I’ve faced along the way.





Vsi smo se v svojem življenju že srečali z igrami na srečo, prvi dokazi te
panoge segajo vse do paleolitika. Skozi stoletja smo ljudje razvili mnogo
tipov iger na srečo, ki jih vsi poznamo, mnoge od teh so igrale zelo veliko
vlogo tudi v kulturi tedanjega časa.
V današnjem času je igralnǐstvo pomembna turistična panoga v mnogo
mestih po svetu, kot so recimo Las Vegas, Nevada in Macao. Pomembno
vlogo igra v številih filmskih produkcijah, sponzorira veliko športnih dogod-
kov. S pojavitvijo interneta pa se je njegova dosegljivost samo še povečala.
Če smo prej morali fizično v igralnico ali na konjske dirke, lahko danes iz
svojega doma igramo igre na srečo prek svojih elektronskih naprav.
Glavna tema diplomske naloge so sistemi za jackpot, ki jih vsi poznamo
iz filmskih prizorov, kjer protagonist zadene jackpot, iz avtomata pa začnejo
padati kovanci. Tako kot igralni avtomati so se v zadnjih desetletjih močno
spremenili tudi sistemi za jackpot, s katerimi igralnice privabljajo igralce na
svoje avtomate. S pojavom elektronskih igralnih avtomatov smo pridobili
tehnologijo, ki prinaša veliko novosti na tem področju. Zaradi nje je bilo
mogoče naprave povezati v skupne sklade za jackpot, ki so močno narasli po
velikosti dobitkov, omogočili so nove načine delovanja, ki jih s fizičnim siste-
mom prej ni bilo mogoče implementirati. Z vse večjo razširjenostjo interneta
je mogoče povezati naprave v skupne sklade ne glede na fizično lokacijo.
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Med nalogo bomo spoznali več o delovanju elektronskih igralnih avto-
matov in z njimi povezanih jackpotov. Pregledali bomo tipe in konfigu-
racije danes uporabljenih jackpotov. Zatem si bomo pogledali, kako se iz
računalnǐskega stalǐsča takšen sistem zasnuje in implementira na podlagi sis-
tema, ki smo ga zasnovali in implementirali za naše podjetje. Ob koncu
pa bomo razložili, za kaj vse je še treba poskrbeti, da tak sistem deluje na
terenu, torej v igralnici.
Poglavje 2
Igralni avtomat
Sistemi za jackpot delujejo kot dodaten dobitek pri igrah na elektronskih
igralnih avtomatih. Dobitki se zgodijo naključno, medtem ko igralec igra
osnovno igro. Za razumevanje delovanja opisanega sistema moramo najprej
razumeti delovanje igralnih avtomatov in njihovih iger.
2.1 Osnove iger na igralnih avtomatih
Slika 2.1: Igra Book of Ra [2]
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Za razlago delovanja igre na igralnem avtomatu je treba razumeti ele-
mente, ki sestavljajo igro. Elemente si bomo pogledali na igri Book of Ra [2].
Igre na igralnem avtomatu so v grobem sestavljene iz naslednjih komponent:
• Simbol - Posamezen znak, prikazan na kolutu. Na Sliki 2.1 so nekateri
simboli: J, Q, K, A.
• Kolut - Stolpec, ki je sestavljen iz simbolov. Na Sliki 2.1 je skrajno
desni kolut sestavljen iz simbolov A, K, 10.
• Plačilna linija - Zaporedje simbolov od leve proti desni strani, pri
čemer je v njej samo en simbol z vsakega koluta. Na Sliki 2.1 je plačilna
linija označena z zeleno črto.
• Plačilna tabela - Vsebuje število zaporednih simbolov, potrebnih za
dobitek, ter znesek dobitka. Plačilna tabela igre Book of Ra je razvidna
s Slike 2.2.
Slika 2.2: Plačilna tabela igre Book of Ra [2]
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2.2 Potek igre na igralnem avtomatu
Za igranje igralec potrebuje kredite, ki jih lahko na igralni avtomat prenese
na več načinov. Igralec nato izbere stavo in pritisne na gumb za začetek igre.
Koluti se potem zavrtijo in ustavijo na naključnem mestu. Igralni avtomat
gre nato čez vse plačilne linije in preveri, ali je na kateri izmed njih igralec
zadel dobitek.
Za dobitek mora biti na izbrani plačilni liniji od najbolj levega koluta proti
desni zaporedoma postavljenih dovolj simbolov iz plačilne tabele. Če je ta
pogoj izpolnjen, se igralcu izplačajo krediti iz plačilne tabele.
Poznamo tudi druge tipe simbolov, ki imajo pri plačilnih linijah drugačno
obnašanje, to so t. i. simboli Wild in Scatter, opis katerih bomo izpustili,




Sistem za jackpot je sestavljen iz enega ali več jackpotov, ki so lahko
poljubno konfigurirani. Za lažje razumevanje delovanja jackpotov si moramo
najprej pogledati osnovne pojme:
• Jackpot je denarni sklad, v katerega igralec prispeva del svoje stave.
Jackpot kot celoto, ki je vidna igralcu na igralnem avtomatu, po večini
sestavlja več skupaj združenih jackpotov, ki se razlikujejo po imenih in
največji mogoči vrednosti denarnega sklada.




• Pogoji kontribucije so pogoji, ki jih mora igralec izpolnjevati, da
lahko kontribuira v določen jackpot npr. le če igra najvǐsjo mogočo
stavo.
• Sklad je denar, ki je trenutno vplačan v posameznem jackpotu. Po-
znamo skriti in vidni sklad, uporabljamo ju glede na konfiguracijo me-
hanizma resetiranja vrednosti sklada po zmagi.
• Reset vrednost je vrednost, na katero se postavi sklad, potem ko je
bil osvojen jackpot.
• Prožilec je množica pogojev, ki mora biti izpolnjena, da lahko igralec
zadene sklad na določenem jackpotu.
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3.1 Tipi jackpotov
3.1.1 Delitev glede na mehanizem delovanja
Fixed
Fixed jackpot je tip jackpota, pri katerem se sklad ne povečuje. Tak tip
jackpota največkrat sproži kombinacija simbolov na kolutih. Tak jackpot je
torej le podalǰsek plačilne tabele določene igre na igralnem avtomatu.
Progressive
Progressive jackpot je sklad, velikost katerega se povečuje z igranjem na igral-
nem avtomatu. Vsakič, ko igralec začne igro, gre določen odstotek njegove
stave v sklad za jackpot, temu pravimo kontribucija. Igralec zadene jackpot,
ko so izpolnjeni pogoji za sprožitev tega sklada.
3.1.2 Delitev glede na povezanost avtomatov
Standalone
Standalone jackpot je tip jackpota, ki je lokalen določenemu igralnemu av-
tomatu. Vanj prispeva samo igralec določenega avtomata, prav tako je ta
jackpot mogoče zadeti samo na tej napravi.
In-House
In-House jackpot je tip jackpota, v katerega hkrati prispeva več igralnih
avtomatov, ki so na isti fizični lokaciji. Ponavadi je to jackpot, ki je skupen
celotni igralnici.
Wide area
Wide area jackpot je tip jackpota, v katerega so povezani avtomati na več
različnih lokacijah. Ponavadi so v take jackpote povezane naprave, ki so del
iste verige igralnic ali proizvajalcev avtomatov.
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3.2 Prožilci
Prožilec predstavlja množico pogojev, ki morajo biti izpolnjeni, da igralec
osvoji izbrani jackpot.
3.2.1 Simbolni
Pogoj za sprožitev takega jackpota je zaporedje simbolov na igralnem av-
tomatu. Taki jackpoti so pogosto vezani na samo eno igro in so tipa fixed
jackpot.
3.2.2 Mystery
Prožilci so pri takem načinu delovanja zelo različni:
• Vrednostni - Dobitek se sproži, ko igralec prekorači vnaprej izžrebano
vrednost sprožitve sklada, ki je bila izžrebana naključno med podano
minimalno in maksimalno vrednostjo.
• Časovni - Podobno kot pri vrednostnem se dobitek sproži ob naključno
izbranem času med podano spodnjo in zgornjo vrednostjo.
Zgoraj sta napisana le dva primera, možnosti je seveda več in se razlikujejo
od proizvajalca do proizvajalca. V žreb je mogoče dodati še druge parametre,
npr. vǐsina stave, v igralnicah, kjer se igralce identificira, je mogoče celo
omejiti zmago le na določeno podmnožico igralcev, ki izpolnjujejo določene
pogoje.
Pogoji so odvisni tudi od zakonodaje posamezne države, ki jo mora proi-




Sistem je sestavljen iz strežnika in odjemalca. Strežnik je samostoječa apli-
kacija, odjemalec je del obstoječega igralnega avtomata.
Komunikacija med strežnikom in odjemalcem poteka prek lastnega protokola,
ki uporablja protokol JSON na TCP/IP.
4.1 Strežnik
Strežnik je mogoče uporabljati na eni izmed naprav v igralnici, ki povezuje
le en pit, ali kot fizično ločen produkt, ki povezuje jackpote v konfigura-
cijo In-House. Podpirati mora konfiguracijo več jackpotov hkrati, pri čemer
ima lahko posamezen od ene do pet ravni, pri čemer je mogoče nastaviti
poljubno število lokalnih ravni, ki morajo biti enake za vse avtomate v poda-
nem jackpotu. Vsaka raven ima lahko poljuben način sprožitve in poljubno
velikost dobitka ter druge mogoče omejitve, kot so npr. minimalna stava za
kontribucijo.
Poleg tega strežnik skrbi za stanje nanj priključenih odjemalcev, avtentika-
cijo, registracijo in vodenje pravilnih ravni za podanega odjemalca. Odje-
malca mora v rednih časovnih intervalih obveščati o stanju vidnega sklada,
o morebitnih zadetkih drugih odjemalcev ali zadetku danega odjemalca.
Strežnik je zadolžen tudi za varno in ažurno shranjevanje in vodenje stanj
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posameznih skladov ter beleženje dogodkov in njihove statistike. Ima tudi
uporabnǐski vmesnik za potrebe testiranja, ki je dostopen le na testni različici.
Vmesnik omogoča simulacijo sprožitve jackpotov, prav tako se nanj izpisujejo
vsa komunikacija in stanja trenutnih skladov.
4.2 Odjemalec
Odjemalčeva naloga je komuniciranje s strežnikom in pridobivanje informa-
cij, ki jih posreduje pravilnim komponentam igralnega avtomata, bodisi za
prikaz bodisi za potrebe računovodstva.
Odjemalec mora tako v določenem časovnem intervalu prikazovalniku sporočiti
trenutno stanje sklada, ki ga prikazuje, in morebitne zmage na drugih igral-
nih avtomatih. Prav tako se od odjemalca - poleg pomembneǰsih sporočil,
kot je npr. zmaga odjemalca - pričakuje, da bo strežniku odgovoril, ali je




5.1 C# in .NET Core
Pri implementaciji sistema smo uporabili Microsoftov jezik C# 8 [10] in
njemu pripadajoč .NET Core 3.1 [6]. Jezik je zelo raznovrsten in dopušča vi-
sokoravensko programiranje v več paradigmah programiranja. Uporablja se
ga tako za razvoj namiznih aplikacij kot spletnih strani in mobilnih aplikacij.
5.2 PostgreSQL in npgsql
PostgreSQL je odprtokodna podatkovna baza, katere začetki segajo vse v
leto 1986 [8] na kalifornijski univerzi Berkley. Za implementacijo sistema
smo uporabili Postgresql 10 [9].
Za lažjo administracijo in vizualizacijo podatkovne baze smo uporabili od-




Za implementacijo delovanja podatkovne baze v jeziku C# in .NET Core
smo uporabili odprtokodno knjižnico Npgsql [7]. Knjižnica omogoča eno-
stavno delo s podatkovno bazo prek enostavnih API-klicev.
5.3 JSON in Json.NET
JSON ali ”JavaScript Object Notation”je način zapisa podatkov, ki ga je
enostavno serializirati in deserializirati v objekte v poljubnem programskem
jeziku. Format je bil prvič specificiran decembra 1999 kot del standarda pro-
gramskega jezika JavaScript ECMA-262 3. izdaja [4].
Za serializacijo in deserializacijo smo uporabili Newtonsoftov Json.NET [5].
Json.NET je odprtokodna knjižnica za delo s formatom JSON v .NET Core
in .NET Framework.
5.4 Visual studio
Visual stuido je Microsoftov primarni IDE ali integrirano razvijalno orodje.
Prva različica omenjenega orodja sega v leto 1997. Omogoča razvoj in raz-
hroščevanje najrazličneǰsih aplikacij v širokem naboru programskih jezikov.
Omogoča tudi integracijo z drugimi razvojnimi orodji, kot je gir, in povezave




Slika 6.1: Celosten pogled arhitekture sistema
Sistem je v grobem razdeljen na odjemalca in strežnik (glej Sliko 6.1).
Odjemalec predstavlja vmesnik med strežnikom, API-jem igralnega avtomata
in prikazovalnikom igralnega avtomata. Strežnik od odjemalca sprejema pa-
kete, ki se s pomočjo razvrščevalnika razvrstijo v pravilno vrsto in obdelajo
v interni logiki, po potrebi pa strežnik nanje odgovori. Interna logika prek





Preden lahko opǐsemo posamezne komponente sistema, moramo razumeti
format komuniciranja dveh delov sistema.
Komunikacija med strežnikom in odjemalcem poteka prek protokola TCP,
posamezen paket v komunikaciji pa se zapǐse v formatu JSON (Psevdo koda
6.1). Vsak paket vsebuje informacijo o tipu paketa za potrebe hitre in pra-
vilne deserializacije paketa ter dodatne parametre, ki jih paket takega tipa
potrebuje.
Pred pošiljanjem se vsak paket šifrira z algoritmom AES, tako dobljenemu
paketu pa se doda še 4 bajte velika glava paketa, ki predstavlja celotno
velikost paketa vključno z glavo.
Pri sprejemanju paketov se tako najprej prebere velikost paketa, spreje-









Psevdo koda 6.1: Format Paketa
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Opis strežnika
Najprej moramo omeniti, da je strežnik večnitni sistem, ki pri našem sistemu
opravlja večino dela celotnega sistema. Pri tem je treba paziti, da pri dosto-
panju do skupnih podatkov, kot so npr. velikosti skladov, dovolimo dostop
le eni niti na enkrat, saj sicer ne moremo zagotoviti pravilnosti podatkov v
sistemu. Prav tako je treba izpostaviti, da mora biti strežnik zelo odporen
proti napakam, predvsem v komunikaciji, saj ob izpadu strežnika ni mogoče
igrati na noben igralni avtomat, ki je priključen nanj.
Strežnik je v grobem sestavljen iz strežnǐske in komunikacijske kode, ki
obsega vse od komunikacijske kode z asinhronimi vtičniki (angl. socket) do
upravljanja vtičnikov in priključenih odjemalcev ter enkripcije, dekripcije,
serializacije in deserializacije paketov, ki se kasneje odlagajo v čakalne vrste
za procesiranje. Nadaljuje se s t. i. interno logiko, ki vodi podatkovne struk-
ture našega strežnika, odgovarja na prejete pakete ter odjemalce obvešča o
pomembnih spremembah. Interna logika je povezana z modulom za podat-
kovno bazo, prek katere se shranjujejo vsi potrebni podatki za delovanje




Za vodenje vseh omenjenih podatkovnih struktur bomo uporabili t. i. ra-
zred Singleton. Ta je t. i. design pattern, kjer en razred vsebuje največ
eno instanco, za katero podamo globalno metodo, ki vrača njegovo instanco
[12]. Za omenjeni vzorec je treba deklarirati privaten konstruktor, ki ne vse-
buje nobenih parametrov. Za inicializacijo razredov se ponavadi uporablja
dodatno metodo, ki jo kličemo ob inicializaciji aplikacije.
Razred bo vseboval naslednje parametre:
• Seznam jackpotov - Hrani seznam vseh jackpotov, ki jih strežnik
trenutno pozna. Strukturo preberemo ob inicializaciji strežnika.
• Seznam odjemalcev - Hrani seznam vseh odjemalcev, ki so se kdaj
avtenticirali s strežnikom ne glede na to, ali so trenutno aktivni ali ne.
pub l i c c l a s s Data
{
pub l i c L i s t<Jackpot> Jackpots { get ; p r i v a t e s e t ; }
pub l i c L i s t<Client> C l i e n t s { get ; p r i v a t e s e t ; }
p r i v a t e Data ( ) {}
// Referenca
pub l i c s t a t i c Data Ins tance { get ; } = new Data ( ) ;
pub l i c void I n i t ( ) { // I n i c i a l i z a c i j s k a l o g i k a }
}
Psevdo koda 7.1: Vzorec Singleton v jeziku C# z našimi podatki
Razred je zadolžen tudi za druge periodične operacije, ki zadevajo vse po-
datkovne strukture v sistemu. Takšna sta na primer vodenje in začetek pro-
cedure za obveščanje vseh odjemalcev o stanju vidnih skladov, ki se pošiljajo
po določen časovnem intervalu.
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7.1.1 Jackpot
Posamezen jackpot, ki ga igralec lahko igra, bomo opisali z naslednjimi pa-
rametri:
• Identifikacijska številka predstavlja edinstveno številko, po kateri
lahko dani jackpot identificiramo. Številka je namenjena interni upo-
rabi.
• Identifikacijska številka skupine predstavlja edinstveno število, ki
ga je mogoče nastaviti na posameznem odjemalcu. Odjemalec ob avten-
tikaciji število poda strežniku, da ga ta lahko prijavi v želeni jackpot.
Številka skupine se uporablja tudi ob razvrščanju zahtev v pravilno
čakalno vrsto.
• Tip označuje tip jackpota: Standalone, In-House, In-House z lokalnimi
ravnmi.
• Seznam ravni vsebuje od ene do pet ravni poljubnega tipa, ki so del
trenutnega jackpota.
V opisu smo namenoma izpustili določene zastavice, ki so potrebne za delo-
vanje, vendar za opis niso potrebne. Da se izognemo neprestanemu iskanju
odjemalcev, posameznemu jackpotu dodamo tudi reference na odjemalce, ki
so prijavljeni v trenutni jackpot.
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7.1.2 Raven jackpota
Posamezno raven jackpota bomo opisali z naslednjimi parametri:
• Identifikacijska številka ravni predstavlja identifikacijsko številko,
po kateri je mogoče identificirati dano raven znotraj jackpota. Za iden-
tifikacijo ravni potrebujemo identifikacijsko številko jackpota in ravni.
• Ime ravni označuje prikazno ime ravni na prikazovalnikih.
• Tip ravni označuje tip ravni: Standalone, In-House.
• Prožilec - Vsebuje vse informacije prožilca, ki se razlikujejo glede na
njegov tip. Za prožilec Vrednostnega tipa potrebujemo:
– Prožilno vrednost - Vnaprej izžrebano vrednost, ob prekoračitvi
katere se sproži zmaga sklada ravni.
– Minimalno vrednost - Minimalna prožilna vrednost.
– Maksimalno vrednost - Maksimalna prožilna vrednost.
• Sklad - Vsebuje vse informacije, ki so potrebne za pravilno delovanje
sklada ravni. Informacije se razlikujejo glede na tip sklada. Za sklad z
dinamično začetno vrednostjo potrebujemo:
– Vidno vrednost - Vrednost, ki jo igralec vidi na prikazovalniku.
– Skrito vrednost - Vrednost, na katero se sklad postavi po zmagi.
– Vidno kontribucijo - Odstotek vsake stave, ki se doda na vidni
sklad.
– Skrito kontribucijo - Odstotek vsake stave, ki se doda na skriti
sklad.
– Reset Vrednost - Vrednost, na katero se sklad postavi po tem
ko je zmagan, ločimo jo za skriti in vidni sklad.
Prožilci in sklad delujejo polimorfno, sta abstraktna razreda, posamezen
tip deduje iz njiju. Posamezni ravni ni treba poznati delovanja prožilca ali
sklada, le vnaprej določene funkcije.
Diplomska naloga 21
7.1.3 Odjemalec
Vsakega odjemalca bomo identificirali po naslednjih parametrih:
• Socket - Odjemalčev vtičnik, s katerim se je identificiral.
• Identifikacijska številka - Identifikacijska številka odjemalca, ki je
unikatna.
• IP - Naslov IP odjemalca.
Vsakemu odjemalcu bomo dodali še referenco na njegov registriran jackpot
ter zastavice, ki opisujejo njegovo trenutno stanje. Zastavice, ki jih bomo za
opis izpustili, nam povejo, ali je odjemalec povezan, registriran, kdaj je igral
zadnjo igro ...
7.1.4 Zahteva in odgovor
Vsako zahtevo in odgovor v sistemu bomo zapisali z naslednjimi parametri:
• Odjemalec - Referenca na odjemalca, od katerega smo zahtevo prejeli.
• Časovni žig - Časovno znamenje zahteve.
• Parametri - Parametri, ki so različni glede na tip zahteve.
Vsak posamezen tip zahteve deduje iz zgoraj opisane zahteve, tako tip
zahteve ni potreben, saj lahko tipe upoštevamo polimorfno. Na tak način
bomo zahteve tudi obdelali. Posamezna zahteva deduje iz zgoraj opisane
strukture.
Zahteva definira tudi abstraktno funkcijo za procesiranje, ki je imple-
mentirana na vsaki zahtevi posebej. Podatke pridobimo prek reference na
odjemalca, odgovor pa se pošlje le, če tip trenutne zahteve potrebuje odgovor.
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7.2 Strežnǐska koda
Strežnǐska koda je zadolžena za sprejemanje in pošiljanje paketov od od-
jemalca do strežnika in obratno. Odjemalec in strežnik komunicirata prek
protokola TCP/IP na podlagi paketov JSON.
Kot smo omenili že v preǰsnjih poglavjih, strežnik sestavljajo modul za
serializacijo in deserializacijo paketov, modul za šifriranje in dešifriranje ter
strežnǐska koda, ki pakete sprejema in pošilja na ravni posameznih asinhronih
socketov. Strežnik prav tako vsebuje razvrščevalnike, ki pakete razvrstijo v
vrste, iz katerih interna logika zahteve procesira s t. i. vzorcem consumer-
producer, ki predstavlja povezavo med tema dvema moduloma.
7.2.1 Asinhroni vtičniki
Za hitro in večnitno sprejemanje paketov od več odjemalcev hkrati je treba
implementirati asinhrone vtičnike. Za implementacijo teh ima .NET Core in
C# že pripravljene funkcije in dokumentacijo, na katero se bomo pri svoji
psevdokodi sklicevali [1]. Pri sprejemanju si bomo pomagali z naslednjim
objektom, ki bo držal trenutni kontekst. Vsa komunikacija prek vtičnikov v
jeziku C# poteka prek tipa byte, ki si ga kasneje reinterpretiramo.
pub l i c c l a s s StateObject
{
pub l i c const i n t B u f f e r S i z e = 1024 ;
pub l i c byte [ ] b u f f e r = new byte [ B u f f e r S i z e ] ;
pub l i c Socket workSocket = n u l l ;
}
Psevdo koda 7.2: Psevdo koda objekta za kontekst [1]
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Inicializacija
Pred začetkom kakršne koli komunikacije je treba inicializirati vtičnik, na
katerega se bodo priklopili naši odjemalci. Zatem je treba začeti poslušati za
komunikacijo na posameznem vtičniku in nanjo reagirati.
pub l i c s t a t i c void S t a r t L i s t e n i n g ( )
{
// Ustvar i Socket na podanem naslovu in portu
IPEndPoint loca lEndPoint
= new IPEndPoint ( IPAddress . Any , 11000) ;
ServerSocket
= new Socket ( AddressFamily . InterNetwork ,
SocketType . Stream , ProtocolType . Tcp ) ;
t ry
{
// Zacni p o s l u s a t i
ServerSocket . Bind ( loca lEndPoint ) ;
ServerSocket . L i s t en ( 1 0 0 ) ;
// Zacni sp r e j emat i . Ob prejemu zahteve za sprejem
// se k l i c e f u n k c i j a AcceptCallBack
whi l e ( t rue )
ServerSocket . BeginAccept ( AcceptCallback ,
ServerSocket ) ;
}
catch ( Exception e ) { / / . . . }
}
Psevdo koda 7.3: Metoda za inicializacijo [1]
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Vzpostavljanje povezave
Potem ko smo začeli poslušati na našem začetnem vtičniku, moramo začeti
sprejemati povezave od odjemalcev. Ko se odjemalec poskuša povezati na naš
strežnik, se kliče naslednja funkcija, v kateri ustvarimo kontekst za nadaljnjo
komunikacijo, in začnemo sprejemati pakete.
pub l i c s t a t i c void AcceptCal lback ( IAsyncResult ar )
{
// Vrni v t i cn ik , k i se poskusa povezat i
Socket handler = ServerSocket . EndAccept ( ar ) ;
// Ustvar i nov komunikac i j sk i kontekst




// Zacni sp r e j emat i na v t i cn i ku
handler . BeginReceive ( s t a t e . bu f f e r , 0 ,
StateObject . Bu f f e rS i z e , 0 , ReadCallback , s t a t e ) ;
}
Psevdo koda 7.4: Metoda za vzpostavljanje povezave [1]
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Sprejemanje paketov
Ko se je na naš strežnǐski vtičnik uspešno povezal odjemalec s svojim vtičnikom,
lahko začnemo od njega sprejemati pakete.
Na tem koraku celoten paket tudi sprejmemo in ko je ta sprejet, paket
podamo naprej. Najprej se paket dešifrira in deserializira s pomočjo razreda
PacketFactory, nato pa paket predamo naprej v razvrščevalnik in zatem naš
strežnik nadaljuje poslušanje.
pub l i c s t a t i c void ReadCallback ( IAsyncResult ar )
{
// Pr idob i socke t
StateObject s t a t e = ( StateObject ) ar . AsyncState ;
Socket handler = s t a t e . workSocket ;
// Preber i
i n t bytesRead = handler . EndReceive ( ar ) ;
// Kons t ru i ra j paket in ga predaj napre j
new RequestFactory ( s t a t e . bu f f e r ,
bytesRead , handler )
. EnqueueRequest ( ) ;
// Zacni sp r e j emat i
handler . BeginReceive ( s t a t e . bu f f e r , 0 ,
StateObject . Bu f f e rS i z e , 0 , ReadCallback , s t a t e ) ;
}
Psevdo koda 7.5: Metoda za sprejemanje paketov [1]
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Pošiljanje paketov
Za pošiljanje posameznih paketov bomo uporabili podoben sistem, le da
bomo socket pridobili na drugačen način. V poglavju 7.1.4 smo povedali,
da vsaki zahtevi in odgovoru dodamo referenco na odjemalca, ki mu moramo
zahtevo poslati, vsak odjemalec pa drži referenco na svoj vtičnik. Metoda
GetAsPacket nam vrne paket, zapisan kot tabela bajtov, ki je že popolnoma
opremljena, torej odgovor je serializiran, šifriran in ima dodano glavo. Takšen
paket le še pošljemo.
p r i v a t e s t a t i c void Send ( Response r e s )
{
byte [ ] packet = r e s . GetAsPacket ( ) ;
Socket socke t = r e s . C l i en t . Socket ;
// Begin sending the data to the remote dev i ce .
socket . BeginSend ( packet , 0 , packet . Length , 0 ,
SendCallback , socke t ) ;
}




// Prevzame v t i c n i k in z a k l j u c i p o s i l j a n j e
Socket handler = ( Socket ) ar . AsyncState ;
handler . EndSend ( ar ) ;
}
catch ( Exception e ) { / / . . . }
}
Psevdo koda 7.6: Metoda za pošiljanje paketov [1]
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7.2.2 Serializacija in deserializacija
V preǰsnjih poglavjih smo omenili strukturo paketa (glej 6.1). Ko prejmemo
paket, je paket v obliki tabele bajtov. Paket prek vključenih funkcij .NET
pretvorimo v tip string, ki vsebuje enkriptiran prejet paket JSON, nato paket
prek modula za šifriranje dešifriramo.
p r i v a t e s t a t i c s t r i n g GetJsonFromPacket ( byte [ ] packet )
{
// Funkci ja .NET, k i byte [ ] p r e t v o r i v s t r i n g
s t r i n g encryptedStr ing = Encoding .UTF8. GetStr ing ( packet ) ;
// Inte rna f u n k c i j a za d e k r i p c i j o paketov .
r e turn EncryptionModule . Decrypt ( encryptedStr ing ) ;
}
Psevdo koda 7.7: Metoda za prejemanje paketov
Paket po dobljeni zgornji proceduri deserializiramo v bazni paket, ki vse-
buje podatke o tipu paketa in druge parametre paketa, ki so odvisni od tipa
paketa.
pub l i c ab s t r a c t c l a s s Request
{
Cl i en t C l i en t { get ; s e t ; }
DateTime Timestamp { get ; s e t ; }
s t r i n g Type { get ; s e t ; }
pub l i c ab s t r a c t void Process ( ) ;
}
Psevdo koda 7.8: Bazni paket
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Za deserializacijo v pravilen paket bomo imeli strukturo, ki vsebuje pare
tipa paketov ter podatka o tipu razreda, v katerega je treba paket deserili-
zirati. Struktura je opisana s slovarjem (angl. dictionary), ki vsebuje ime
tipa paketa ter tip razreda, v katerega se paket serializira, tip v jeziku C#
dobimo z uporabo ukaza typeof(). Taka arhitektura omogoča visoko stopnjo
skalabilnosti, saj je za dodajanje novih paketov treba le ustvariti pripadajoči
objekt ter dodati opis v omenjeni slovar.
Paket dobimo s kombinacijo tipa za deserializacijo ter uporabo knjižnice
Newtonsoft JSON, ki nam omogoči enostavno serializacijo, na koncu pa pa-
ket podamo v razvrščevalnik. Razvrščanje si bomo pogledali v naslednjem
poglavju.
p r i v a t e void EnqueueRequest ( )
{
// Pr idob i t ev t ipa
Type t o D e s e r i a l i z e = GetType ( desType ) ;
// D e s e r i a l i z a c i j a
Request req = JsonConvert
. De s e r i a l i z eOb j e c t<t o D e s e r i a l i z e >(packetAsStr ing ) ;
// Zahtevi dodaj se o s t a l e i n f o r m a c i j e
// . . .
Scheduler . In s tance . Enqueue ( req ) ;
}
Psevdo koda 7.9: Metoda za deserializacijo paketov
Diplomska naloga 29
7.2.3 Razvrščevanje in procesiranje
Ker smo omenili, da mora strežnik podpirati več jackpotov hkrati, mora pod-
pirati tudi več razvrščevalnikov. Glavni razvrščevalnik bo v razredu Schedu-
ler, ki smo ga že videli v preǰsnjem poglavju.
Scheduler bo razred singleton, v katerem bodo vsebovani posamezni
razvrščevalniki, ki so odgovorni za pakete posameznega jackpota, ki jih bomo
imenovali GroupScheduler. Vsak GroupScheduler bomo identificirali prek
identifikacijske številke skupine jackpota, za katerega razvrščevalnik sprejema
pakete, vseboval pa bo še vrsto vseh zahtev, ki čakajo na obdelavo. Za
predstavitev vrste bomo uporabili podatkovno strukturo Queue.
Glavni scheduler bo tako vseboval tabelo GroupSchedulerjev, kjer index v
tabeli predstavlja identifikacijsko številko skupine posameznega GroupSche-
dulerja. Ko Scheduler prejme paket, tako le pokliče pripadajočo metodo
Enqueue.
Posamezen GroupScheduler tako vsebuje naslednje funkcionalnosti:
• Postavi zahtevo v vrsto - Novo prejeto zahtevo odloži na konec vrste
za procesiranje.
• Vzemi zahtevo iz vrste - Prvo zahtevo v čakalni vrsti odvzame iz
čakalne vrste.
• Procesiranje zahtev - Predstavlja nit (angl. thread) posameznega
razvrščevalnika, ki se zažene v njegovem konstruktorju. Nit iz vrste
vzame prvo zahtevo ter kliče njeno pripadajočo metodo Process(). Pro-
cesira lahko le eno zahtevo naenkrat.
Razvrščevalniki delujejo v večnitnem okolju, zato je treba v vsakem izmed
njih pravilno zakleniti (angl. lock) našo vrsto, saj do nje dostopa več niti
naenkrat. Za potrebe usklajevanje delovanja med več nitmi nam jezik C#




Poglavje o podatkovni bazi bomo v grobem razdelili na podatkovni del, v ka-
terem si bomo pogledali izbrane dele strukture podatkovne baze, in podatke,
ki jih je treba hraniti. V drugem delu bomo podrobneje pogledali vmesnik
za delo s podatkovno bazo, ki je del našega strežnika.
7.3.1 Tabele in struktura
V tem poglavju si bomo podrobneje pogledali sestavo tabel in podatkov v
podatkovni bazi. Pri opisu bomo izpustili nekatere tabele, ki za razumevanje
delovanja sistema niso potrebne, ter določene podatke v tabelah, ki bodo
opisane. V danih tabelah se hranijo le nujne informacije brez nastavitev,
vsebujejo torej trenutne vrednosti.
Slika 7.1: Diagram tabel podatkovne baze
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7.3.2 Vmesnik za delo s podatkovno bazo
Dostopanje do podatkovne baze v naši aplikaciji ni preveč zahtevno, saj je
število odjemalcev na strežniku omejeno. V praksi je na en strežnik pove-
zanih od 4 do 10 odjemalcev, na zelo velikih lokacijah lahko pričakujemo
maksimalno 200 odjemalcev. Bolj kot število poizvedb nam izziv predstavlja
pravilen sočasen dostop do podatkovne baze iz različnih niti v naši aplikaciji.
Dostop do baze
Za dostop do podatkovne baze bomo uporabili knjižnico NPGSQL [7], ki
nam dostope do baze zelo poenostavi. Povezavo do podatkovne baze prido-
bimo prek objekta NpgsqlConnection, nato pa prek objekta NpgsqlCommand
poizvedbo pošljemo podatkovni bazi ter njen rezultat ustrezno obdelamo.
Za dostop moramo povezavi specificirati povezovalni niz (angl. connection
string), ki vsebuje naslednje parametre [3]:
• UserId - Identifikacija uporabnika podatkovne baze.
• Password - Geslo uporabnika.
• Host - Lokacija podatkovnega strežnika Postgres.
• Port - TCP port Postgres strežnika.
• Database - Ime podatkovne baze na strežniku postgres.
void I n s e r t ( s t r i n g i n s e r t , s t r i n g connec t i onSt r ing )
{
connect ion = new NpgsqlConnection ( connec t i onSt r ing ) ;
connect ion . Open ( ) ;
NpgsqlCommand npgsqlCommand
= new NpgsqlCommand( i n s e r t , connect ion ) ;
npgsqlCommand . ExecuteNonQuery ( ) ;
}
Psevdo koda 7.10: Pisalni dostop do podatkovne baze
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Upravljanje dostopa
Zaradi arhitekture sistema do podatkovne baze vedno dostopamo z več nitmi
hkrati, zato je treba zagotoviti dovolj sočasnih povezav na podatkovno bazo,
da lahko vsaka nit deluje brez čakanja.
Da se izognemo odpiranju in zapiranju povezave na podatkovno bazo, ki
je draga operacija, bomo ob začetku vsake niti in ob koncu njene uporabe
uvedli t. i. bazen povezav (angl. connection pool). Dodeljevanje povezav
želimo narediti atomično in čim bolj enostavno za zunanje module aplikacije.
V ta namen bomo nad posamično povezavo uvedli več abstrakcij, ki nam
bodo olaǰsale delo.
Osnovne funkcionalnosti dostopa do podatkovne baze bomo zavili v struk-
turo, imenovano delavec. Prek delavca bodo posamezne niti v aplikaciji v
bazo zapisovale in iz nje poizvedovale. Za lažjo dodelitev delavcev posame-
zni niti pa bomo uvedli razvrščevalnik delavcev, ki bo zagotavljal, da bo
posamezna nit vedno dobila svojo instanco delavca.
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Delavec
Dostop do baze podatkov se bo dogajal prek strukture, imenovane delavec.
Strukturo opǐsemo z naslednjimi parametri:
• Connection - Objekt knjižnice Npgsql, ki hrani povezavo do podat-
kovne baze.
• InUse - Spremenljivka, ki razvrščevalniku pove, ali je povezava trenu-
tno v uporabi.
Za dostop do podatkovne baze bomo strukturi dodelili naslednje funkcional-
nosti:
• Connect(string connectionString) - Metoda, ki sprejme connection
string, ki je potreben za povezavo na podatkovno bazo, in vzpostavi
povezavo.
• Disconnect() - Metoda, ki omogoča pravilno zapiranje povezave s
podatkovno bazo.
• ExecuteRead(string query, bool dispose = true) - Metoda prejme
string, ki vsebuje poizvedbo SQL, katere rezultat želimo pridobiti, in
spremenljivko, ki delavcu pove, ali naj se po poizvedbi vrne v uporabo
razvrščevalniku ali pa naj ostane na razpolago trenutni niti.
• ExecuteWrite(string query, bool dispose = true) - Metoda prejme
string, ki vsebuje poizvedbo SQL, v kateri le pǐsemo v podatkovno bazo
in spremenljivko, ki delavcu pove, ali naj se po poizvedbi vrne v upo-
rabo razvrščevalniku ali pa naj ostane na razpolago trenutni niti.
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Razvrščevalnik
Razvrščevalnik je raven abstrakcije nad delavcem, ki bo zunanjim modulom
dodelil svojega delavca. Razvrščevalnik bo razred tipa singleton, vsebuje pa
naslednje parametre:
• MaxWorkers - Predstavlja maksimalno število delavcev, ki so lahko
prisotni v razvrščevalniku.
• InitWorkers - Predstavlja število delavcev, ki jih bo razvrščevalnik
vseboval ob inicializaciji. Na tak način ob zagonu aplikacije zagotovimo
določno raven storitve brez čakanja na inicializacijo dodatnih delavcev
pri prvih poizvedbah.
• Workers - Predstavlja seznam vseh trenutno aktivnih delavcev.
Razvrščevalnik omogoča naslednje funkcionalnosti:
• GetWorker - S seznama delavcev vrača delavca, ki trenutno ni dode-
ljen drugi niti v sistemu. Če so vsi delavci v uporabi prek funkcional-
nosti AddTempWorker, doda novega začasnega delavca.
• AddWorker - Doda novega delavca na seznam aktivnih delavcev, če
ta še ni prekoračila maksimalnega števila delavcev.
• AddTempWorker - Doda novega delavca, ne da bi ga dodal na se-
znam aktivnih delavcev.
Pri funkcionalnostih razvrščevalnika je treba paziti, da se posamezni de-
lavci dodeljujejo atomično, zato je treba vse funkcionalnosti pravilno oviti s
stavki lock. Na tak način preprečimo konflikte med nitmi.
Poglavje 8
Diagram poteka igre
V preǰsnjih poglavjih smo si podrobneje ogledali arhitekturo in strukturo
podatkov aplikacije, v naslednjem poglavju pa bomo do sedaj predstavljene
komponente povezali v celoto ter si ogledali osnovni primer delovanja.
Diagram poteka igre ponazarja interakcijo med odjemalcem in strežnikom
ter njegovimi komponentami, ko igralec igra slot igro. Na diagramu je del
odjemalca označen z oranžno barvo, strežnǐski del pa z modro. Nekateri deli
diagrama so poenostavljeni za lažje razumevanje postopka igre (Slika 8.1).
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Slika 8.1: Diagram poteka igre
Poglavje 9
Zaključek
Cilj diplomske naloge je bil v grobem predstaviti delovanje in zgradbo sis-
temov za jackpot v igralnǐstvu. Skozi nalogo smo si tematiko pogledali na
podlagi konkretne implementacije z nekaj spremembami, ki sem jo razvil za
podjetje, kjer delam.
Sistem je sestavljen iz dveh glavnih delov: strežnik, na katerem se izvaja
velika večina delovanja sistema, ter odjemalec, ki predstavlja le vmesnik med
strežnikom in igralnim avtomatom. Najprej smo se spoznali s problemsko
domeno. Spoznali smo delovanje iger na igralnih avtomatih ter delovanje
izbranih tipov jackpotov, ki so bili potrebni za razumevanje problematike
diplomske naloge. V nalogi smo si podrobneje ogledali arhitekturo strežnika.
Najprej smo si pogledali potrebne podatke za delovanje takega sistema in jih
razporedili v podatkovne strukture, ki nam bodo kasneje olaǰsale delo. Zatem
smo si pogledali delovanje strežnǐske kode v .NET Frameworku s pomočjo
asinhronih vtičnikov. Pridobljeno znanje smo nadgradili z implementacijo
komunikacije JSON, ki je omogočila manipuliranje podatkov na obeh straneh
povezave. Na koncu pa smo si pogledali shranjevanje podatkov v podatkovno
bazo Postgres in implementacijo komunikacije z dano podatkovno bazo s
stalǐsča našega sistema.
Sistem, po katerem je bila zasnovana diplomska naloga, je že postavljen
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