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В современном мире во всех сферах жизнедеятельности человеку
помогает ПО. Для поддержки и совершенствования ПО необходима ка-
чественная документация.
ПО является сложным сплетением составляющих его модулей, и
каждому из них соответствует своя часть документации. Модули за-
висят друг от друга, имеют схожий функционал — всё это находит
отражение в документации в виде повторяющих друг друга описаний.
Отсутствие контроля за такими повторениями порождает нестыковки,
разночтения, опечатки, что ухудшает качество документации и услож-
няет понимание работы ПО. Исследованию повторов в документации
ПО посвящено ряд исследований [2, 7, 11, 21].
При разработке документации её фрагменты могут быть раскопи-
рованы и изменены. Таким образом в документации появляются неточ-
ные повторы, которые ещё более затрудняют её дальнейшую поддерж-
ку. Каждый раз при внесении изменений в раскопированный участок
нужно найти и соответственно исправить все его повторы, что непросто
для неточных повторов [3]. Поэтому важно автоматически находить и
отслеживать неточные повторы в документации.
В рамках проекта DocLine [22] был разработан подход для поис-
ка и анализа повторов в документации ПО. Был реализован алгоритм
поиска нечётких повторов на основе поиска клонов в ПО [13]. Был со-
здан прототип алгоритма поиска нечётких повторов на основе N-gram
модели [8], а также создан интерактивный подход к анализу нечётких
повторов и выделению семантически значимых повторов [3, 17, 20, 21].
Предложенные идеи и алгоритмы были реализованы в программном
инструменте Duplicate Finder [18].
Результатом работы инструмента Duplicate Finder является список
найденных групп неточных повторов. Каждая группа представляется
в «плоском» виде без учёта возможных разветвлённых зависимостей
между повторами. Но документация сложно структурирована, и по-
вторы в ней имеют многочисленные зависимости, пересечения, могут
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образовывать иерархическую структуру. Для эффективной разработ-
ки и поддержки документации важно учитывать эту структуру. Однако
исследований в области иерархических нечётких повторов не проводи-
лось. Их изучению и посвящена данная работа.
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1. Постановка задачи
Целью данной дипломной работы является разработка нового под-
хода для работы с нечёткими повторами, решающего проблему неодно-
значной классификации повторов. Для достижения этой цели в рамках
работы были сформулированы следующие задачи.
1. Изучить проект DocLine и инструмент Duplicate Finder.
2. Выполнить эмпирическое исследование иерархических повторов в
реальной документации ПО.




2.1. Концепция архетипа и дельт
Архетипом множества текстовых фрагментов называется упоря-
доченный набор текстовых интервалов, входящих в каждый фрагмент
в заданном порядке. Между этими интервалами во фрагментах воз-
можны различные наполнения, называемые вариативной частью или
дельтами. Эти понятия вместе с идеей параметризованных фреймов
для переиспользования фрагментов контента были введены П. Бассет-
том в 1997 году [1].
Проиллюстрируем введённые понятия на примере описаний двух
схожих функций из Linux Kernel Documentation [5].
Рис. 1: Пример архетипа двух текстовых фрагментов
На рис. 1 представлены описания следующих функций:
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• fixup_init — вспомогательная функция, вызываемая при пробле-
мах в функции debug_object_init, принимающая адрес и состоя-
ние объекта.
• fixup_activate — функция для исправления проблем, возникаю-
щих в функции debug_object_activate.
Выделенный текст является общим для обоих описаний. Это и есть
архетип данных описаний. Остальной текст представляет собой вариа-
тивную часть этих описаний.
2.2. Проект DocLine и неточные повторы
В документациях часто встречаются не только точные, но и неточ-
ные повторы. На их важность при работе с документацией указывалось
в работах [2, 7, 11]. Однако их исследование проводились только в кон-
тексте проекта DocLine [13, 17, 20, 21, 22].
В проекте DocLine [20] введено формальное определение неточных
повторов, которое можно понимать следующим образом. Множество
текстовых фрагментов называется группой неточных повторов, ес-
ли их архетип больше вариативной части каждого фрагмента.
Проиллюстрируем введённое понятие на примере группы, извлечён-
ной из документации Eclipse SWT API [14].
На рис. 2 представлены 5 однотипных описаний классов. Каждый из
них стандартно реализует один из интерфейсов-приёмников для работы
с соответствующими интерфейсу событиями, что и указано в описании.
Выделенный архетип, практически полностью исчерпывающий каждый
повтор, наглядно показывает, что описания классов различаются лишь
типами реализуемого интерфейса и его событиями.
2.3. API-документация
Согласно Дэвиду Парнасу [12] документация бывает двух видов:
описательная (narrative) и справочная (reference). Описательная доку-
ментация подразумевает, что её читают от начала и до конца, а справоч-
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Рис. 2: Пример простой «плоской» группы повторов
ная предназначена для быстрого поиска нужной информации. Харак-
терным примером справочной документации является API-документация.
Её качество особенно важно, так как она является основным, а зача-
стую и единственным, источником по работе с описываемым ею ПО.
Она состоит из логически замкнутых описаний функций, классов, ин-
терфейсов. Данные описания удобно взять в качестве единицы текста
в задаче поиска повторов, что и было сделано в примере на рис. 1.
2.4. Инструмент Duplicate Finder
Duplicate Finder — это инструмент, позволяющий находить и анали-
зировать неточные повторы в документации [13, 18]. Инструмент читает
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документы в «плоском» тексте, а также в специализированном форма-
те DocBook [16], автоматически находит группы неточных повторов.
Он позволяет вручную изменять границы каждого повтора, опираясь
на его контекст. Представляет возможность для более тонкого интерак-
тивного поиска дубликатов, их извлечения и рефакторинга. На данный
момент инструмент не умеет однозначно определять границы повторов
и требует экспертного уточнения каждого отдельного случая. Более
того, от выбора этих границ сильно зависит размер найденной груп-
пы повторов, что сильно усложняет их анализ. За этим стоит тот факт,
что повторы в документе представляют собой более сложную структуру
нежели «плоскую» группу [21], которую на данный момент использует
инструмент Duplicate Finder.
10
3. Исследование иерархических связей по-
второв в документации ПО
3.1. Мотивация
Кроме простых групп неточных повторов, подобных примеру с рис. 2,
встречаются сложные, из которых можно выделить связанные подгруп-
пы, и часто несколькими способами.
Рассмотрим для примера повторы из документации Eclipse SWT
API, содержащие фрагмент «Removes the listener from the collection of
listeners who will be notified when» — см. рис. 3. Всего таких повторов
в документации содержится 59 штук (на рис. 3 представлены всего 5).
Из них можно по-разному выделить две подгруппы, связанные с опре-
делённым событием или контроллером.
Рис. 3: Пример сложной «плоской» группы повторов
На рис. 3 показаны 2 разбиения представленных повторов. Первое
разбиение повторов на подгруппы 1 и 2 задано фигурными скобками
слева, второе делит повторы на подгруппы 3 и 4 фигурными скобка-
ми справа. В таблице 1 для каждой группы указаны определяющий её
фрагмент и общее количество содержащих его повторов.
Таким образом очевидна необходимость анализа структуры встре-
чающихся сложных групп повторов.
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Таблица 1: Пример 2 различных разбиений повторов из документации
Eclipse SWT API [14], содержащих фрагмент «Removes the listener from























1 Removes the listener from the collection oflisteners who will be notified when * event 12
2 Removes the listener from the collection oflisteners who will be notified when the control 17
правое
3 Removes the listener from the collection oflisteners who will be notified when * event* occur 6
4 Removes the listener from the collection oflisteners who will be notified when *the control 23
3.2. Рассмотренные проекты и их документация
Для исследования были выбраны фрагменты документаций следу-
ющих крупных открытых проектов.
• Eclipse SWT — библиотека виджетов для языка Java [15].
• Linux Kernel — ядро операционной системы Linux [4].
• OpenLDAP — реализация протокола LDAP для доступа к службе
распределённого каталога сети [9].
Каждый документ был взят с официального сайта в стандартном
виде из множества веб-страниц и преобразован в один Word-документ
с помощью утилиты Pandoc [6]. Для представления объёма документов
в таблице ниже указано количество слов и страниц в полученных Word-
документах.
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Eclipse SWT API Reference 1592 219 977 [14]
Linux Kernel Documentation 326 82 164 [5]
OpenLDAP Manual Pages 608 134 412 [10]
3.3. Подход к построению иерархических групп
Рис. 4: Схема построения дерева повторов
На рис. 4 представлена схема построения дерева повторов в виде
DFD-диаграммы (диаграмма потоков данных, data flow diagram [19]).
На ней прямоугольниками обозначены данные, овалами — процедуры
по их обработке. Опишем эту схему подробнее.
1. Процесс построения иерархической группы начинается от некой
выборки повторов в анализируемом документе, найденной любым
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способом (Потенциальные повторы).
2. Далее определяется архетип всех найденных повторов и характер-
ная часть его записывается в корень дерева (Выделение структу-
ры).
3. После этого выделяются все связанные подгруппы повторов. Для
них также ищется архетип и его характерная часть записывается
в соответствующий узел дерева (Выделение структуры).
4. Далее структура дерева сохраняется в своём специальном форма-
те (Формат описания дерева).
5. Далее рассматриваются вхождения соответствующие построенно-
му дереву и в специальном формате записываются только осмыс-
ленные из них (Фильтрация вхождений, Повторы).
6. Наконец, по структуре дерева и отфильтрованному множеству по-
второв строится html-отчёт (Генерация промежуточных узлов, Ге-
нерация листовых групп, html-отчёт).
Процесс построения дерева из исходной группы неточных повто-
ров представляет собой семантическую кластеризацию повторов. Де-
рево задаётся регулярными выражениями в узлах таким образом, что
выражение соответствует всем дочерним повторам и только им. Такое
представление, несмотря на богатство языка регулярных выражений,
скорее является синтаксическим, чем семантическим. Это задаёт неко-
торые рамки построения дерева, но облегчает процесс кластеризации
и даёт наглядный смысл узлам дерева, в том числе промежуточным,
объединяющим под собой совокупности различных семантически за-
мкнутых подгрупп.
Процесс исследования отталкивается от произвольной группы по-
второв, которая берётся, например, из результатов работы инструмен-
та Duplicate Finder. Определяется общий для всех повторов значимый
фрагмент текста для задания корня дерева повторов. Исследуется син-
таксический и семантический контекст повторов. Близкие повторы груп-
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пируются в подгруппы, из которых также извлекается общий фрагмент
для задания их листового узла. После этого по такому же принципу по-
лученные подгруппы объединяются друг с другом до тех пор, пока не
останется единственная корневая группа.
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3.4. Иерархические группы повторов
В работе изучены 9 групп нечётких повторов. Для 6 групп были
построены по дереву, для одной группы — три дерева. Из остальных
2 групп были выделены пересекающиеся подгруппы. В таблицах 3 и
4 указаны количественные характеристики разобранных групп, после
каждая группа детально описывается.





































1 Removes the listener from… 5 36 10 26 60
Eclipse2 the collection of polygons…1 3 12 3 9 123 the collection of polygons…2 4 15 6 9 12
4 the collection of polygons…3 3 13 4 9 12
5 Note that a construct like… 2 4 1 3 36
OpenLDAP6 strings reside in memory… 2 4 1 3 427 The array is terminated by… 3 5 2 3 40
8 This pointer should be… 2 4 1 3 9
9 Error correction code byte 2 4 1 3 32 LKD
















10 debug functions 4 7 LKD11 fixup functions 4 5
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Пример 1 включает в себя 60 повторов, описывающих функции, уда-
ляющие приёмники различных событий из коллекции приёмников. Вся
совокупность повторов была выстроена в дерево с 26 конечными узла-
ми, 10 из которых задают точные группы. В корне дерева расположено
начало первого предложения описания функций «Removes the listener
from the collection of listeners (who|that) will be notified when». Некорне-
вые узлы уточняют это предложение, специфицируя ожидаемое приём-
ником событие. Полученное дерево имеет высоту 5 и 10 промежуточных
узлов, объединяющих подгруппы со схожими ожидаемыми событиями.
Примеры 2, 3 и 4 представляют собой одну и ту же группу повто-
ров функций добавления, удаления, пересечения элементов коллекции
многоугольников, задающих графические области. В качестве примера
неоднозначного синтаксического построения дерева они представлены
различными деревьями с одинаковым корневым элементом. Разница
состоит в структуре и способе выбора промежуточных узлов, которых
в разных деревьях 3, 5, 4 штук, а высота деревьев равна 3, 4, 3 соот-
ветственно. В корне у всех стоит конец первого предложения описания
«the collection of polygons the receiver maintains to describe its area.». В
последующих узлах дополняется начало корневого предложения, опре-
деляющее объект и действие по работе с коллекцией. Наиболее удобным
для анализа представляется дерево из примера 3, чьи промежуточные
узлы на втором уровне определяют действие, совершаемое с данной
коллекцией многоугольников, а на третьем — объект этого действия.
Деревья примеров 2 и 4 выделяют большую ветку с частым объектом
действия, что подчёркивает факт популярности использования этого
объекта, но не даёт понятной классификации всех случаев на верхнем
уровне дерева.
Пример 5 представляет собой группу повторов кодов исправления
ошибок с корнем «Error correction code byte». Группа представлена де-
ревом из 3 конечных узлов и высотой 2. Листовые группы разнятся
незначительными расхождениями, возможно случайными, и подробно-
стью описания кодов.
В документации OpenLDAP встречаются таблицы описания флагов
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форматных строк для функций наподобие printf, scanf. В примере 6 из
этих описаний была выделена группа, состоящая из 36 повторов. Она
была выстроена в дерево с корнем «Note that a construct like ’{letter}’
is required to get an actual SEQUENCE OF octet strings.». Дерево имеет
высоту 2 и содержит 3 конечных узла, специфицирующих описывае-
мый флаг «’{letter}’». Каждая листовая группа состоит из 12 точных
повторов, отличающихся флагом и ожидаемым типом аргумента, кото-
рый флаг задаёт.
Схожая группа из 40 однотипных описаний флагов форматных строк
разобрана в примере 7. Она была выстроена в дерево с корнем «The
array is terminated by a struct berval with a NULL bv_val». Дерево имеет
высоту 3 и состоит из одного промежуточного узла и 3 конечных, зада-
ющих 3 точные группы повторов размерами по 14, 14 и 12 элементов.
Промежуточный узел объединяет два конечных узла из таблиц флагов
функций декодирования, в то время как оставшийся третий конечный
узел относится к функциям кодирования.
В примере 8 рассмотрена группа 42 повторов описаний флагов и
функций декодирования, составляющих параграф «LBER_DECODE».
Из них построено дерево с корнем «strings? *resides? in memory assigned
to the BerElement,? and must not be freed by the caller.». Дерево имеет
высоту 2 и 3 конечных узла, задающих 2 точные группы описаний фла-
гов и одну точную группу описаний функций. Каждая точная группа
состоит из 14 элементов.
В примере 9 разобрана группа повторов, состоящая из 9 описаний
функций для анализа результатов LDAP операций. Из них построено
дерево с корнем «This pointer should be supplied on a subsequent call to
word() to get the next *, the result of which should be supplied to the next
call to word(), etc. word() will return NULL when there are no more».
Дерево имеет высоту 2 и 3 конечных узла, задающих 3 группы точных
повторов, каждая размером по 3. Эти 3 группы описывают функции по
работе с 3 составляющими результатов LDAP операций — цепочками
ссылок, сообщениями и самими результатами.
В примере 10 выделена группа повторов описания 7 отладочных
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функций «debug functions». Они целиком составляют отдельный пара-
граф документации с одноимённым названием. Описания имеют мно-
жественные попарные заимствования, потому не были собраны в де-
рево. Вместо этого были выделены 3 пересекающиеся подгруппы, не
считая общей группы всех 7 описаний, с наибольшими архетипами. Раз-
меры групп составили 5, 3, 2.
Аналогичная ситуация обстоит с примером 11. Он включает в се-
бя повторы описаний 5 исправительных функций «fixup functions», со-
ставляющих следующий за «Debug functions» параграф и тесно с ним
связанных. Из них были выделены 3 пересекающиеся подгруппы, не
считая общей группы из 5 описаний, с наибольшими архетипами. Раз-
меры групп составили 4, 2, 2.
3.5. Выводы
В исследованных документах содержатся группы повторов явно име-
ющие иерархическую структуру. Выделение этой структуры только на
основе синтаксиса несложно, но бо́льшую ценность для поддержания
документации представляет собой семантичное выделение. Оно, в свою
очередь, затруднительно, требует ручного разбора и дополнительных
подходов.
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4. Инструмент по визуализации иерархиче-
ских связей
Инструмент представляет собой браузер с разобранными примерами
групп повторов. Каждый пример представлен интерактивным деревом,
в листьях которого перечислены повторы, а в узлах выписан фрагмент,
присутствующих во всех дочерних повторах и только в них. Архетип
листовой группы повторов и родительский узел дерева выделены в по-
вторах цветом. По клику в дереве на повтор контекстный модуль в
нижней панели инструмента открывает контекст повтора в документа-
ции.
Инструмент помогает увидеть тесно связанные подгруппы повторов
внутри одной большой группы повторов. Помогает отличить случайные
повторы от закономерных. Наглядно отделяет одни группы от других
по тексту родительских узлов. Даёт возможность структурно взглянуть
на образованные в документации зависимости.
На рис. 5 представлен скриншот браузера, в котором отражены кол-
лекции разобранных групп повторов, сгруппированных по документам.
На рис. 6 представлен скриншот дерева из примера 1 (см. таблицу 3).
В верхней панели расположены повторы и узлы дерева с порядковыми
номерами дочерних повторов, а в нижней — контекст повтора в доку-
ментации.
На рис. 7 представлена диаграмма компонент инструмента по визу-
ализации, а на рис. 8 — его диаграмма последовательности.
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Рис. 5: Скриншот страницы с браузером инструмента по визуализации
Рис. 6: Скриншот страницы с деревом инструмента по визуализации
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Рис. 7: Диаграмма компонент инструмента визуализации
Рис. 8: Диаграмма последовательности инструмента визуализации
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Заключение
В рамках данной работы были достигнуты следующие результаты.
1. Изучены возможности поиска и представления групп нечётких по-
второв инструмента Duplicate Finder. В том числе выявлена про-
блема отображения взаимосвязанных групп.
2. Найдены и проанализированы 9 иерархических групп нечётких
повторов в документации проектов Eclipse SWT, Linux Kernel,
OpenLDAP. Средняя высота и среднее количество промежуточ-
ных узлов построенных деревьев равны 3. Сделан вывод о нали-
чии иерархических групп нечётких повторов в реальной докумен-
тации. Предложен подход к их построению.
3. Реализован прототипный веб-инструмент, визуализирующий най-
денные иерархические группы повторов. В него входят построен-
ные деревья, браузер по ним и контекстный модуль.
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