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Abstract 
Product or service concepts based on emerging technologies are usually results of research projects, be they performed by academic groups or by 
research departments of companies. Many times, the prototypes or demonstrators that result from such projects are supposed to evolve into 
commercial products or services, but – at least in the first stage - there are more focus on proving key features of a technology, or the effectiveness 
/ efficiency / applicability of various concepts or algorithms. However, evolving into commercial products is many times at least as challenging 
as building the prototypes. In case of software-based projects, this means changes in architecture, a lot of code rewriting and important usability 
improvements. This paper introduces a software-concept product design algorithm which aims to minimize the effort required in turning a 
demonstrator into a commercial product. This is done by generating two functionality sets: a pure demonstrator and a pure commercial one, then 
generating a hybrid functionality set with the corresponding architecture, and then assessing each functionality for the demonstrator and the 
commercial version in terms of development and improvement effort. Through iterations, in which the original functionality sets are improved, 
the difference between the two perspectives will be reduced until it gets below a reasonable limit in terms of effort. The paper presents a case 
study in which the algorithm is applied for planning a software platform for supporting SMEs in their innovation processes.  
© 2014 The Authors. Published by Elsevier B.V. 
Selection and peer-review under responsibility of the International Scientific Committee of “24th CIRP Design Conference” in the person of 
the Conference Chairs Giovanni Moroni and Tullio Tolio. 
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1. Introduction 
Product planning is both a complex task and a very important 
one with respect to the consequences it implies over the product 
life-cycle [1], [2]. Defining the right set of product requirements 
in the very early stage of its development dramatically reduces 
the development costs and time, as well as increases the impact 
onto the market of the commercial version of the product [1], 
[3], [4], [5]. Market research and potential user consultation are 
necessary to collect information about the envisaged product 
[4], [6], [7]. To this, ideas collected from external experts and 
internal dedicated staff from the company are also required to 
enhance the pool of innovative ideas [4], [7], [8], [9]. The issue 
beyond these challenges is that for very innovative products, 
driven by new discoveries in science and new technological 
developments, product planning becomes a gambling [6], [10]. 
In such cases, projects starts with a prototype development, 
where various concepts, technologies and algorithms are tested 
[11], [12]. Here, the focus is more on proofing the functionality 
of the new technologies, concepts and knowledge than on issues 
related to commercial features [13]. The challenge is also in the 
high level of product “invisibility” in the stage of analysis and 
concept design [14], [15]. That is why, so many times, delays 
to the deadlines of novel, new knowledge-based software 
projects occur, as well as so many change requests “arise” 
during the final stages of its development. Therefore, a 
“mechanistic” approach to fit the demonstrator with the final 
product does not work in the case of software products.  
Various researches have been done to improve the planning 
task. Thus, ant colony optimization is used to generate 
solutions for software release planning in [16]. The work [17] 
proposes a model-driven approach to semi-automatically 
derive domain functional requirements (DFRs) from product 
functional requirements (PFRs). In [18], an algorithm that 
identifies a set of requirements to be included in the next 
release of the product, by minimizing the cost in terms of 
money or resources, and maximizing the number of customers 
to get satisfied by including these requirements is proposed. A 
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cohesive measurement planning framework based on ISO 9126 
quality standard is introduced in [19]. Li et al. develop an 
integrated approach for requirement selection and scheduling 
in software release planning [20]. Liska and Navrat use 
ontologies to describe how a project can be planned and 
verified [21]. In [22], authors propose a requirements 
prioritization method called Case-Based Ranking (CBRank), 
which combines project's stakeholders preferences with 
requirements ordering approximations computed through 
machine learning techniques. A method for translating of 
software requirements to object-oriented model is proposed in 
[23] and the work [24] introduces a framework for 
prioritization of quality requirements to include in a software 
project. However, these researches do not cover the problem of 
how to link demonstrator planning to commercial product 
planning for very novel concepts such as to minimize the effort 
of deploying the demonstrator into the commercial solution. 
Thus, the objective of this paper is to introduce an approach 
that improves the foundation of demonstrator planning in the 
case of software projects from the perspective of logical 
consistency, functional completeness with respect to both 
research goals and commercial goals, as well as systematic 
connectivity of the demonstrator with the commercial version. 
The article is organized as follows. In section 2, the major 
problem of investigation is revealed. Section 3 is dedicated for 
the theoretical description of the proposed approach. It calls a 
matrix-chain and a set of quantitative indicators to visualize 
hidden aspects of the two sets of requirements (demonstrator; 
commercial product) and to fit them. Application of the 
methodology on a real case study, specifically a web 
application including tools for supporting product design and 
innovation, is illustrated in section 4. The paper ends with some 
discussions, conclusions and ideas for future researches. 
2. Problem statement 
Evolving from demonstrator to commercial versions is a 
very challenging task. It might involve, beyond adding new 
features, changes in system architecture, code rewriting, 
usability improvements, etc. However, competitiveness 
considerations of the business require minimal investments in 
the development phase of the product, as well as shorter time 
to launch the new product. This automatically challenges the 
development team to minimize the gap between the 
demonstrator and the commercial product. Therefore, an 
enhanced planning should be considered for the demonstrator, 
such as the result to be as close as possible to the requirements 
of the commercial product, without affecting the main goals for 
which the demonstrator is built; and keeping the development 
of the demonstrator within the budget allocated to the research 
project.  
3. Methodology 
To tackle the problem stated in the previous section, a 
methodology for “fitting” the demonstrator with the planned 
final product is further proposed. “Fitting” in this case has to 
be seen as the minimum set of proper features implemented in 
the demonstrator and the minimum level of development of 
each feature such as to maximize the lessons learned (e.g. 
functionality of some novel ideas, capability, usability, etc.) by 
keeping the development effort in an affordable (low-risk) 
budget for the new concept experimentation. In this respect, the 
methodology proposed in this paper starts with the definition 
of the list of requirements extracted by the analysts from the 
expressed vision/need of the end-user about the respective 
software product.  
 
FSCm c1m  cjm   
… …  …  … 
FSCj c1j    cmj 
… …  …  … 
FSC1   cj1  cm1 
 FSC1 … FSCj … FSCm 
Correlation index K1 … Kj … Km 
CC1 r1      
… …      
CCi ri   
aij   
 riaij   
… …      
CCn rn      
Value weight I1 … Ij … Im 
Difficulty index D1 … Dj … Dm 
Effort index E1 … Ej … Em 
Risk coefficient R1 … Rj … Rm 
Normalized risk RN1 … RNj … RNm 
Fig. 1. Planning matrices: TCC-FSC and TFSC-FSC. 
Thus, CCi, i = 1,.., n are these initial requirements. These 
requirements should be ranked; ri, i = 1,.., n. A possible tool for 
performing this task is Analytic Hierarchy Process (AHP) [25]. 
In the next step, the list of features (detailed sub-functions) for 
the commercial version is formulated (FSCj, j = 1, …, m). 
Further, the list of features (detailed sub-functions) for the 
demonstrator is constructed (FSDk, k = 1, …, h). Using a 
relationship matrix TCC-FSC, CCi, i = 1,.., n are deployed into 
FSCj, j = 1, …, m. Relationship coefficients aij,  i = 1,.., n; j= 1, 
…, m, expressing the strengths between each CC and each FSC, 
are used in this respect (e.g. 0 (no), 1, 3, 9, 27 (very high)). At 
the end of this task, a value weight of each FSC is calculated 
by summing along the related column the results riaij (Ij, j= 1, 
…, m) (formula (1)).  
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A bilateral-correlation matrix TFSC-FSC for showing the 
“right-to-left” and “left-to-right” correlations between FSCs is 
constructed. Correlation levels cab and cba for each pair 
FSCa<>FSCb, a z b could be 0 (no), 1, 3, 9, and 27 (very high). 
Summing the correlation levels of each FSC, a set of 
correlation indexes is calculated (Kj, j = 1,.., m) (formula (2)). 
For each FSC, an index of technological difficulty is associated 
(Dj, j = 1, …, m), using a scale from 1 to 10. 
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Also, for each FSC, the development effort is estimated (e.g. 
by Project Evaluation and Review Technique (PERT) formula 
[26] or a scale from 1 to 10), Ej, j = 1, …, m. A risk coefficient 
is calculated for every FSC, using formula (3).  
 
mjEDKIR jjjjj ,...,1;   .                                          (3) 
 
Risk coefficients are normalized to 1, getting RNj, j = 1, …, 
m; ΣRNj = 1. Figure 1 shows a graphical representation of the 
above mentioned matrices and the position of the coefficients 
in these matrices. 
Using a similar process, a correlation index (Ck, k = 1, …, 
h) and a novelty index (in terms of research/new knowledge) 
(Nk, k = 1, …, h; on a scale from 1 to 10) are calculated for each 
FSD. Sometimes, a “Kano” coefficient could be also associated 
to each FSD (Qk, k = 1, …, h). Kano coefficients correct the 
relevance of FSD by grouping them into three categories, as 
follow: delighting {e.g. Q = 1.3}, normal {e.g. Q = 1.1}, 
obligatory {e.g. Q = 1.0}. A level of interest is calculated for 
each FSD, by means of the following formula: 
 
hkQNCW kkkk ,...,1;   .                                                (4) 
 
Coefficients of interest are normalized to 1, getting WNk, k = 
1, …, h; ΣWNk = 1. Based on these premises, the 80-20 rule 
(the minor set of FSCs (e.g. 20%) whose sum brings the major 
value weight (e.g. 80%)) [26] against the RNj, j = 1, …, m 
coefficients is applied on the set of FSC, selecting a subset 
FSC*, starting from the one with the highest RN and continuing 
in an descending order. A relationship matrix TFSC*-FSD is 
elaborated. At each box FSC*a<>FSDb of the matrix TFSC*-FSD 
a relationship coefficient Aa,b is allocated. Aa,b shows the level 
of relationship between FSC*a and FSDb. It is represented as a 
percentage (normalized to 1) from the sum of all relationship 
coefficients along the respective row (e.g. for the row a, 
ΣAa,b = 1). For each box FSC*a<>FSDb a coefficient Gab is 
calculated with formula (5). 
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Along each column of the TFSC*-FSD matrix, the sum of Gab 
is done (ΣGab)k, k = 1, …, h. Thus, a priority of FSD against 
(ΣGab)k, k = 1, …, h can be performed, in a descending order. 
For each feature FSD of the demonstrator, the development 
effort in man-hours Hk, k = 1, …, h is estimated (e.g. using the 
PERT formula [26]). Knowing the hourly rate Y and the budget 
B allocated for developing the demonstrator, the allowable 
effort in man-hours is M = B/Y. Having the prioritized list of 
FSD and the difference M – ΣH, new values H’k, k = 1, …, h 
for the effort allocated to develop the demonstrator are 
established, such as M – ΣH’ = 0. This task is done by expert 
judgment, based on a qualitative analysis of opportunity.  
4. Application example 
The application example, based on the methodology 
introduced in this paper, focuses on a software tool that assists 
SMEs in their innovation processes (either regarding the 
development or improvement of a new product or service, or 
improving an internal process). The software should provide a 
specific ontology-driven knowledge base and analysis and 
innovation tools, such as AHP, QFD, TRIZ, Su-Field, 9W, 
Laws of Evolution, IPDP, FMEA, etc. 
The demonstrator should be built within a research project, 
focusing on software ontologies used as a backbone for the 
knowledge base and innovation toolbox. After the research 
project ends, the team would like to build commercial versions 
to be marketed among SMEs in the electromechanical domain. 
One important objective, for the development team, is to 
minimize the effort of producing the commercial version, after 
the demonstrator version is released.  
Step 1. The requirements. The formal market needs for the 
software were identified and ranked as normalized numbers to 
10 (using the AHP method): 
 
• CC1 - training on innovation (rank: 0.7) 
• CC2 - systematizing organizational processes (rank: 2.1) 
• CC3 - identifying product or process problems (rank: 2.3) 
• CC4 - improving products or processes (rank: 3.9) 
• CC5 - systematizing the company knowledge (rank: 1.0) 
 
Note: the market needs do not express scientific challenges 
(like the ontology employment); however, these will be 
captured as specific requirements. 
Step 2. Functionality list for the commercial version. Based 
on the above market needs and on a product vision document, 
a functional perspective (list of main functionalities) was 
defined for the commercial version. This was done by 
employing a specific design methodology [27]. The main 
functionality list is: 
 
• FSC1 - an installation and customization module, suited for 
the customer’s environment 
• FSC2 - an integrated help & training center (covering system 
usage, innovation, business processes, etc.) 
• FSC3 - a roadmap manager (project template editor) 
• FSC4 - an innovation project management module, to 
manage projects and to choose the adequate innovation 
roadmap 
• FSC5 - an innovation toolbox (implementation of tools like 
AHP, Function-Mechanism Tree, House of Quality, Object-
Action-Tool, TRIZ contradiction matrix, Nine Window 
Analysis, Laws of Evolution, etc.) 
• FSC6 - a customer-specific “challenge” repository, 
structured by marketing and technical (electromechanical) 
concepts, where each piece of information is a [problem - 
solution] pair, built over a document management system 
and searchable by FSC8 
• FSC7 - an open innovation module, based on FSC6, which 
allows problem solving by (external) experts 
• FSC8 - a search module, to extend the information 
repository (search is carried out in the “outside” world - on 
the web and in dedicated databases) 
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• FSC9 - a trend monitoring center, to estimate future changes 
in customer behavior or competitor strategies 
• FSC10 - a dashboard specific to each user 
• FSC11 - a sample repository (3-4 sample projects to be 
included in the product with others available online) 
 
Step 3. Functionality list for the demonstrator version. Based 
on the above market needs, on the product vision document and 
on the specific research goals, a functional perspective was 
defined for the demonstrator version. This was done by 
employing the same design methodology as in the step above. 
The main functionality list is: 
 
• FSD1 - an installation and customization module, suited for 
the customer’s environment 
• FSD2 - an integrated help module (covering system usage, 
innovation, business processes, etc.) 
• FSD3 - an organizational excellence module, to understand 
and assess the customer’s business processes 
• FSD4 - an innovation project module, to choose the adequate 
innovation roadmap, project description and goal 
• FSD5 - an innovation toolbox (containing analysis and 
innovation tools) 
• FSD6 - an information repository, structured by marketing 
and technical (electromechanical) concepts (formalized in 
specific ontologies), where each piece of information is a 
[problem - solution] pair 
• FSD7 - an ontology-based search module, to extend the 
information repository (search web, patent databases) 
• FSD8 - an expert module to suggest innovation projects 
based on key business process assessments 
 
Note: even if the commercial and demonstrator versions 
have common features, their detail level and focus might differ. 
For instance, the innovation toolbox in the demonstrator 
version should focus on how ontologies can be employed for 
managing information on innovation, while the innovation 
toolbox in the commercial version should focus first on 
usability and then on scientific or technical aspects. 
Table 1. Risk coefficients of FSCs. 
Item I K D E Rn 
FSC1 (installation and customization 
module) 8.7 3.7 3 2 0.0052 
FSC2 (integrated help & training center) 10.0 11.0 3 5 0.0449 
FSC3 (roadmap manager ) 6.3 11.0 7 3 0.0393 
FSC4 (innovation project management 
module) 10.0 7.3 4 2 0.0160 
FSC5 (innovation toolbox) 11.3 9.8 6 10 0.1795 
FSC6 (customer-specific “challenge” 
repository) 8.7 9.8 7 5 0.0814 
FSC7 (open innovation module) 6.3 7.3 5 7 0.0436 
FSC8 (search module) 11.3 12.2 9 8 0.2693 
FSC9 (trend monitoring center) 8.7 6.1 10 8 0.1164 
FSC10 (dashboard ) 6.3 12.2 3 4 0.0249 
FSC11 (sample repository) 12.5 9.8 6 9 0.1795 
 
Steps 4-8. The (relative) impact of each FSC was 
determined by using the relationship matrix (the FSCs were 
deployed against the requirements identified in step 1). The 
(relative) correlation factor of each FSC was determined by 
using a correlation matrix. The difficulty of implementing each 
functionality of the commercial version was computed (on a 
scale from 1 (very easy) to 10 (very difficult)). The effort of 
implementing each functionality of the commercial version 
was assesed (on a scale from 1 (little effort) to 10 (huge effort)). 
The risk level of each FSC was computed, by multiplying the 
factors above (formula (3)). Results are presented in Table 1. 
Table 2. Levels of interest of FSDs. 
Item C N Wn 
FSD1 (installation and customization module) 5.2 1 0.009 
FSD2 (integrated help module) 15.5 1 0.027 
FSD3 (organizational excellence module) 12.1 6 0.127 
FSD4 (innovation project module) 10.3 2 0.036 
FSD5 (innovation toolbox) 13.8 4 0.098 
FSD6 (information repository) 10.3 7 0.127 
FSD7 (ontology-based search module) 17.2 10 0.303 
FSD8 (expert module) 15.5 10 0.273 
 
Steps 9-11. The (relative) correlation factor C of each 
functionality of the demonstrator was determined. For each 
functionality, the novelty degree N with respect to research/ 
knowledge was determined afterwards. The interest level W for 
each functionality was calculated with formula (2) (note: Q was 
not considered here because all features have been requested 
by the customers and no additional „wow” feature has been 
introduced by the research team). The results are summarized 
in Table 2. 
 
Table 3. The relationship matrix TFSC*-FSD. 
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FSD1 FSD2 FSD3 FSD4 FSD5 FSD6 FSD7 FSD8 
FSC5 (innovation 
toolbox) 0.11 0.05 0.11 0.11 0.35 0.05 0.11 0.11 
FSC11 (sample 
repository) 0.30 0.30 0.07 0.30 0.30 0.07 0.02 0.00 
FSC8 (search 
module) 0.15 0.05 0.05 0.05 0.05 0.15 0.50 0.00 
 
Step 12. The most critical FSCs with respect to the risk 
coefficients are chosen. According to data in Table 2, these are 
FSC8 (search module), FSC11 (sample repository) and FSC5 
(innovation toolbox). 
Step 13. A relationship matrix TFSC*-FSD was elaborated, as 
described in the methodology. It is shown in Table 3. 
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The priority order of the FSDs, based on the sum ΣG, is 
shown in Table 4. As data from Table 4 reveal, the most 
important module for the demonstrator is FSD8 (expert 
module); somehow obvious. The lowest priority has the 
module FSD1 (the installation and customization module); also, 
somehow obvious. 
Table 4. Priority of FSDs. 
Item ΣG 
FSD1 (installation and customization module) 0.0473 
FSD2 (integrated help module) 0.1473 
FSD3 (organizational excellence module) 0.6752 
FSD4 (innovation project module) 0.1973 
FSD5 (innovation toolbox) 0.5307 
FSD6 (information repository) 0.6077 
FSD7 (ontology-based search module) 1.2985 
FSD8 (expert module) 1.5192 
Table 5. Effort required to develop FSDs. 
Item H 
FSD1 (installation and customization module) 20 
FSD2 (integrated help module) 40 
FSD3 (organizational excellence module) 60 
FSD4 (innovation project module) 20 
FSD5 (innovation toolbox) 240 
FSD6 (information repository) 60 
FSD7 (ontology-based search module) 120 
FSD8 (expert module) 60 
 
Step 14. Functionalities of the demonstrator were assessed 
with respect to the (perceived) implementation effort of each 
functionality. According to the performed assessment, ΣH = 
620 man-days. The results are presented in Table 5. Available 
financial resources for developing the demonstrator are 
translated into implementation effort (e.g. man-days). 
Benefiting of an amount of B = EUR 200,000 for the 
development activities and a hourly rate Y = EUR 400 man-
day, the demonstrator should be implemented in M = 500 man-
days. Thus, there is a negative deviation of M – ΣH = -120 man-
days. 
Table 6. New effort allocated to develop FSDs. 
Item H’ 
FSD1 (installation and customization module) 10 
FSD2 (integrated help module) 20 
FSD3 (organizational excellence module) 60 
FSD4 (innovation project module) 20 
FSD5 (innovation toolbox) 160 
FSD6 (information repository) 50 
FSD7 (ontology-based search module) 120 
FSD8 (expert module) 60 
 
Step 15. As the estimated effort exceeds the available 
resources, the opportunity of developing each functionality 
with all the planned features should be reassessed. Regarding 
the functionalities of this application example, focus should be 
on FSD8 (expert module), FSD7 (ontology-based search 
module) and FSD3 (organizational excellence module), while 
for instance FSD5 (innovation toolbox), FSD1 (installation and 
customization module) and FSD2 (integrated help module) 
could be implemented in the demonstrator with less features. 
The new effort allocated for the features of the demonstrator is 
shown in Table 6. Table 6 shows that reduction in man-days 
was done for the features FSD1 (installation and customization 
module) with 50%, FSD2 (integrated help module) with 50%, 
FSD5 (innovation toolbox) with 33%, and FSD6 (information 
repository) with about 17%. It is also seen that, for FSD4 
(innovation project module), no reduction has been done, even 
if, in Table 4 it is shown that priority for FSD4 is about 2.6 times 
lower than of FSD5 and about 3 times lower than of FSD6. This 
is actually the consequence of human judgment, based on a 
qualitative analysis. Specifically, in this case, the development 
team has considered that FSD4 can be entirely developed 
because the innovation project module is simple and it will be 
integrated as it is in the commercial solution, whereas FSD5 is 
a sum of tools, several of them being already available in some 
other solutions; thus, tools like Su-Field, FMEA can be 
developed to the level of basic functionalities in the 
demonstrator version.  
5. Discussions and conclusions 
This research proposes a structured approach to plan a 
proper set of specifications for the demonstrator in the case of 
software projects such as to make it highly harmonized with the 
commercial version. Harmonization should be seen here in 
terms of logical consistency, functional completeness, and 
systematic connectivity. Logical consistency means that no 
contradiction exists between the demonstrator and the 
commercial version. Relationship and correlation matrices of 
the methodology take care to verify if logical consistency is 
ensured. Functional completeness shows that all relevant 
elements are in place. Systematic connectivity deals with the 
formulation of a clear path between the demonstrator and the 
commercial solution. Connectivity is ensured from the first step 
of the methodology until to the end step.  
The methodology was applied in the case study presented in 
this paper to the level of major functions. In a similar way, it 
can be repeated to the level of each major function for 
analyzing its related sub-functions, and where necessary, sub-
sub-functions. Thus, a deployment of the analysis to lower 
levels of detail is possible. This is a powerful feature of the 
methodology, because software product planning in the case of 
complex systems is done incrementally, while new information 
about product features are revealed as the research and 
implementation progress.  
However, even the limited information given to the reader 
by the case study shows that the methodology is both effective 
and easy to apply. It asks for early linking the demonstrator and 
the commercial version to the market needs. The methodology 
is also efficient, because it provides the possibility to adjust the 
man-days in the demonstrator such as to maximize the impact 
of the demonstrator and minimize the effort when translate the 
work to develop the commercial solution. This quantitative 
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adjustment is not possible using empirical approaches or other 
simpler methodologies. Beyond this, the value of the 
methodology stands in the process itself, which provides a 
framework for systematically analysis of the product features. 
Using quantitative indicators, the innovation challenges can 
be better visualized. It is interesting here to see that, not all the 
times, some key functions of the commercial version will be 
treated exhaustively in the demonstrator. For example, in the 
case study, function FSC5 (innovation toolbox) of the 
commercial version is not a top three priority in the 
demonstrator, FSD5 (innovation toolbox) suffering a 33% 
reduction of the man-days in the detriment of other functions. 
Also, in some cases, lower priority functions in the 
demonstrator and in the commercial version are fulfilled in the 
implementation phase of the demonstrator. It is the case of the 
function FSC4 (innovation project management module), alias 
FSD4 (innovation project module), respectively, which is 
positioned at the bottom part of the list, both in the case of 
commercial version and the demonstrator. The reason for such 
decisions stands in the low effort required to implement that 
function and in the possibility to implement that function as it 
is in the commercial version.  
The quality of information revealed by the methodology for 
improving the planning task of the research projects 
compensates for the relative small extra-effort consumed to 
apply it, which is actually an important issue when company 
faces with limited resources to invest in innovation projects. 
Further researches for refining the methodology for multiple 
scenarios in the commercial version development will be taken 
into account. Challenges on balancing the demonstrator with 
respect to multiple possible versions of the commercial 
solution are envisaged in this respect. This is necessary because 
of multiple possibilities to direct the development of the 
commercial solution in relation to unexpected market 
evolutions, unexpected new markets and variations in the 
strategies of the potential ventures. 
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