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Abstrakt 
 
Tato práce se zabývá dynamickou aktualizací aplikací v jazyce Java. Zkoumá dosavadní řešení 
implementovaná jak v jazyce Java tak v dalších jazycích. Následuje analýza úplné náhrady objektu za 
běhu aplikace v různých situacích. Je navržen rámec pro dynamickou aktualizaci části aplikace v 
jazyce Java. Navržený rámec je implementován a využit v ukázkové aplikaci. Nakonec jsou 
zhodnoceny výsledky a uvedena další možná vylepšení daného řešení.  
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Abstract 
This work concerns with dynamic evolution of applications written in Java. It investigates existing 
solutions implemented in both Java and other programming languages. Following part analyses 
complete substitution of object in running application in various situations. A framework for dynamic 
updating of Java-based applications is designed. The framework is implemented and is used in 
illustrative application. Finally, achieved results are evaluated and additional possible enhancements 
are stated. 
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1 Úvod 
 Moderní společnosti využívají softwarové produkty, které musí spolehlivě fungovat a 
neustále plnit aktuální požadavky společnosti. Aby software byl schopen takovou funkčnost 
poskytnout, měl by se dynamicky vyvíjet. Hlavním důvodem, proč se mění požadavky na běžící 
aplikace, je přítomnost člověka. Přestože v posledních letech dochází k rychlému vývoji v oblasti 
softwarového inženýrství, vývoj produktů informačních technologií je stále ovlivněn chybami, 
kterých se člověk dopouští. Takové chyby se dostávají do výsledných aplikací i přes neustále 
probíhající testování a ověřování. Jakmile je zjištěn nedostatek, je nutné provést příslušné změny a 
tyto změny promítnout do běžící aplikace. Pokud si odmyslíme chyby, kterých se člověk dopouští při 
vývoji, stále je zde jeho velký vliv a to ze strany uživatele systému. Požadavky na vytvořený 
softwarový produkt se neustále mění, software musí sledovat cíle společnosti nebo jednotlivce, který 
jej využívá.  
 Aktualizace aplikací obvykle probíhá tak, že běžící systém je pozastaven, je provedena 
aktualizace a poté je opět spuštěn. Tento přístup má mnoho nevýhod. Jednou z nich je ztráta 
aktuálního stavu aplikace, tj. informací nabytých při dosavadním provozu. Další nevýhodou je také 
fakt, že přerušení služby poskytované aplikací většinou znamená ztrátu finančních prostředků,  
renomé společnosti nebo dokonce ohrožení zdraví a života lidí. Příkladem mohou být systémy 
internetového bankovnictví, telekomunikací, řízení letového provozu, vojenských systémů atd. V 
takových případech je vypnutí systému nežádoucí a nepřípustné.   
 Řešením těchto problémů je dynamický vývoj software. Lehman [2] definuje dynamický 
vývoj software jako kolekci programovacích aktivit vedoucích k vytvoření nové verze ze starší a 
provozované aplikace. Problém softwarové evoluce obvykle vzniká po zavedení první verze 
softwarového produktu a typicky se týká, jak již bylo zmíněno, opravy chyb a přidání nebo změny 
funkcionality systému. V této oblasti existuje několik řešení pro různé programovací jazyky a 
platformy, jednotlivé řešení budou popsány a analyzovány později.  
 Jistým řešením dynamického vývoje software je právě Rámec pro dynamickou aktualizaci 
aplikací v jazyce Java.  Platforma Java poskytuje řadu funkcí, jejichž účelem je dynamické načítání 
tříd (dynamic class loading). Tento rys je vestavěn do virtuálního stroje Javy (JVM) a představuje 
jednu z hlavních výhod vytváření aplikací v jazyce Java. Uvedené rysy jsou využity i v tomto 
projektu.  
Rámec je schopen aktualizovat objekt v běžící aplikaci a to v případech, kdy není používán, v 
případě používání v jednovláknové i vícevláknové aplikaci. V prvním případě se jedná o situaci, kdy 
je vytvořena instance třídy, ovšem není vykonávána žádná metoda objektu (třídy). V dalších 
případech se jedná o situace, kdy je vytvořen jeden nebo více objektů a je v okamžiku příchodu 
požadavku na aktualizaci vykonávána libovolná metoda objektu (třídy). Právě příchod požadavku na 
aktualizaci se liší od všech dosud vytvořených řešení, protože tato činnost je navržena a 
implementována v podobě webové služby, což předurčuje použití rámce pro distribuované aplikace. 
Rámec poskytuje základní funkčnost využívanou klienty a dále službu pro aktualizaci části aplikace. 
To znamená, že například informační systém společnosti poskytuje svým klientům určité služby. Tyto 
služby jsou poskytovány s využitím daného rámce a tedy v případě potřeby je možné je aktualizovat. 
Aktualizace provádí sama společnost. Má přístup k webové službě a s její pomocí aktualizuje objekt 
poskytující služby klientům.  
V dalších kapitolách budou popsány dosavadní řešení této problematiky, bude poukázáno na 
jejich výhody a nevýhody. Dále naznačíme rysy zahrnuté v platformě Java, které je nutné brát v 
úvahu a jichž lze využít při analýze a návrhu řešení. Jedním z takových rysů je například serializace 
objektů a jejich následné obnovení. Bude z velké části navržen rámec pro dynamickou aktualizaci 
aplikace v jazyce Java, popsáno jeho použití v jednovláknové a vícevláknové aplikaci. V závěru se 
objeví zhodnocení dosažených výsledků a nastíní další vývoj z pohledu diplomové práce. 
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2 Cíle práce  
 Cílem této práce je analyzovat způsoby úplné náhrady objektu za běhu jiným kompatibilním 
objektem a to v situacích, kdy je původní objekt nepoužíván, v okamžiku náhrady aktivní v 
jednovláknové a vícevláknové aplikaci. Pro získání dostatečných znalostí je třeba prostudovat 
doporučenou literaturu k diplomovému projektu a jiné zdroje, zhodnotit výhody a nevýhody 
navržených řešení a vybrat nejvhodnější vzhledem k účelu aplikace. Cílem je také prozkoumat 
možnosti serializace objektů a jejich následné obnovení, přičemž tyto možnosti lze využít při návrhu 
a implementaci řešení.   
 Dále je cílem také navrhnout rámec pro dynamickou aktualizaci části aplikace v jazyce Java  
tak, aby fungoval jak v jednovláknové tak vícevláknové aplikaci. Implementovat navržený rámec 
včetně webové služby tak, aby byl široce a jednoduše použitelný. Využití rámce by měla 
demonstrovat ukázková webová aplikace. 
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3 Problematika aktualizace software 
 Proces aktualizace aplikací zahrnuje mnoho aspektů, které je nutno vzít v úvahu a jimiž je 
třeba se zabývat. Způsob modifikace existujícího kódu aplikace především závisí na fázi životního 
cyklu software, v níž mají být změny provedeny.  Lze rozlišit tři takové fáze: 
• Změny prováděné při vývoji software: Tyto změny se týkají aplikací, které dosud nejsou 
nasazeny do provozu a jejichž vývoj stále probíhá. V této fázi je modifikace existujícího kódu 
bezpečná a relativně jednoduchá, jelikož programátor stále pracuje s aktuální verzí zdrojového 
kódu a má nad ním plnou kontrolu. 
• Změny prováděné po nahrání aplikace do systému: V této fázi jsou aktualizace aplikací nebo 
jejich částí stále bezpečné, protože dosud není aktivně používána. 
• Změny prováděné za běhu aplikace:  Tento typ modifikace existujících aplikací s sebou nese 
největší množství komplikací a je předmětem řešení této práce.  
 
 
3.1 Průběh aktualizace aplikací 
 
 Proces dynamické evoluce software zahrnuje mnoho kroků. Obvyklé postupy se mohou lišit 
napříč programovacími jazyky a platformami. Obvykle lze ovšem proces aktualizace popsat v 
následujících bodech: 
 
1) Vytvoření nové verze aplikace 
Tato fáze představuje nezbytnou činnost v procesu aktualizace a sice implementaci nové verze 
software. Obvykle je k dispozici původní verze zdrojového kódu programu, protože novější verzi 
vytváří autor původní aplikace. 
 
2) Zavedení nového kódu do systému 
Některé programovací jazyky s propracovaným mechanismem reflexe, jako např. SmallTalk dovolují 
snadné provádění změn, včetně definování nových metod programových tříd. Jiné jazyky a platformy 
mají v tomto směru omezenou nebo téměř žádnou podporu. Složitější přidávání kódu do běžící 
aplikace umožňují staticky typované jazyky jako Java nebo C#. U těchto jazyků nelze snadno 
aktualizovat již existující kód. Proces aktualizace je nejobtížnější pro jazyky nižší úrovně (C, 
Assembler apod.) 
 
3) Dosažení konzistentního stavu aplikace   
Aby bylo vůbec možné přenést stav ze starší verze aplikace do nové, musí být dosaženo 
konzistentního stavu. To znamená buď deaktivaci všech komponent, jichž se změna týká nebo 
vyčkání na okamžik, kdy se systém v konzistentním stavu nachází.  
 
4) Transformace komponent 
Tato fáze zahrnuje jednak aktualizaci chování programu, ale také přenos stavu z dřívější verze 
aplikace do nové. U jazyků orientovaných na třídy (včetně Javy) je chování definováno v metodách 
tříd a objektů, aktualizace chování tedy znamená modifikaci těchto metod. Pokud jsou aktualizace 
prováděny v okamžiku, kdy není prováděna žádná metoda, není nutné přenášet informace uchované v 
zásobníku programu. Složitější je v této fázi ovšem přenos a transformace stavu. Stav je uchováván v 
instančních a třídních proměnných. Přenos stavu tedy znamená přenos a transformaci těchto hodnot.  
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5) Pokračování běhu aplikace 
V tomto okamžiku je nová verze aplikace připravena, spuštěna a pokračuje v činnosti tam, kde starší 
verze skončila. Ze systému lze nyní odstranit starší aplikaci a všechny její zdroje, pokud je to 
žádoucí. 
 
 
 
 
 
 
Obr. 3.1 - Fáze životního cyklu aktualizované aplikace 
  
 
3.2 Aktualizace objektů v běžící aplikaci 
 V literatuře [3],[8] byly prezentovány techniky aktualizace částí aplikací u třídně 
orientovaných jazyků. Předmětem prováděných změn jsou objekty tříd a samotné třídy. Lze rozlišit 
čtyři způsoby aktualizace objektů: 
 
Oddělené verze 
Tento přístup dovoluje provádět změny až v okamžiku, kdy není třída používána. To znamená, že v 
systému neexistují žádné instance této třídy a žádná metoda není aktivní. Metoda je jednoduchá na 
implementaci, ovšem málokdy nastává situace, že v systému neexistuje žádná instance dané třídy. 
Proto je tento přístup v praxi nepoužitelný pro již používané aplikace.  
 
Globální aktualizace  
Tento přístup aktualizuje všechny existující objekty a tudíž neumožňuje současnou existenci více 
verzí aktivních objektů. Prvním způsobem, jak realizovat globální aktualizace, je provést změny pro 
všechny existující objekty najednou. Hlavní nevýhodou tohoto způsobu je časová náročnost operace. 
Druhým způsobem, který řeší nevýhody předešlého, je inkrementální provádění změn. Jednotlivé 
objekty jsou aktualizovány v různých okamžicích, obvykle když jsou poprvé po požadavku na 
aktualizaci používány. Zmiňovány způsob využívá ve své práci Scott Malabarba a jeho tým z 
kalifornské univerzity. Jejich Dynamický virtuální stroj (DVM) v okamžiku požadavku na aktualizaci 
vyhledá všechny objekty na haldě (v paměti) a označí je "bitem změny". Později je takto označený 
objekt aktualizován, když je poprvé použit. 
 
Pasivní rozdělování 
Metoda oproti předchozím dovoluje, aby existovalo více aktivních verzí objektu zároveň. Toho je 
docíleno ponecháním existujících verzí objektu nezměněných a vytvářením nových instancí již z nové 
verze třídy. Aby mohly v systému existovat jednotlivé verze třídy zároveň, používá se namísto 
náhrady staré třídy novou rozdílné pojmenování a ponechání obou verzí v systému. Přístup je vhodný 
u distribuovaných systémů, protože je často obtížné nalézt všechny vytvořené objekty v různých 
lokacích, aby mohly být aktualizovány. 
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Aktivní rozdělování 
Tento přístup dovoluje uživateli zvolit si, které objekty chce aktualizovat a které chce ponechat beze 
změny. I zde je možné udržovat více verzí objektu v systému zároveň. Metodu použili Hjalmtysson a 
Gray v projektu C++ Dynamic Classes zmiňovaném v sekci 4.3. 
 
 
 
 
    
Obr. 3.2 - Metody aktualizace objektů zavedených do systému 
 
3.3 Java 
 V této sekci jsou popsány možnosti Javy ve fázích aktualizace aplikace popsaných v kapitole 
3.1.  
Proces dynamické evoluce software, pokud nepočítáme samotné vytvoření nové verze 
aplikace, začíná zavedením nového kódu do systému. Platforma Java využívá pro správu tříd a jejich 
instancí mechanismu zavaděče tříd (class loader). Třída je v Javě identifikována jejím plně 
kvalifikovaným jménem, které sestává ze jména balíčku a jména třídy samotné. Za běhu aplikace je 
ovšem třída identifikována pomocí jejího plně kvalifikovaného jména a instance zavaděče tříd, který 
zavedl tuto třídu do paměti. Pokud dva odlišné zavaděče zavedou do paměti tutéž třídu, vzniklé 
instance tříd nejsou navzájem kompatibilní. Z toho plyne, že v systému může také existovat více verzí 
téže třídy.  
Přestože je tento přístup dostatečný pro zavádění nového kódu do systému, není jej možné 
použít přímo pro aktualizaci již existující třídy. Na instance původní a nové verze objektu je 
pohlíženo jako na odlišné typy a nelze automatizovaně přenést stav mezi nimi. 
Dynamická aktualizace tříd a objektů tedy není přímo podporována ve virtuálním stroji Javy. 
Docílit schopností dynamické evoluce software lze v Javě v podstatě dvěma způsoby, které ovšem 
obcházejí rysy virtuálního stroje. Prvním způsobem je modifikace virtuálního stroje tak, aby 
dynamické změny podporoval. Nevýhodou je potom nutnost použití modifikované verze virtuálního 
stroje. Druhým způsobem je vytvoření nějaké nadstavby v podobě knihoven. Výhodou metody je, že 
nezasahuje přímo do implementace platformy Java. Nevýhodou může být ovšem složitější používání 
takové nadstavby a snížená efektivita.  
Pokud se podíváme na schopnosti Javy týkající se transformace tříd z jejich starších verzí na 
nové, zjistíme, že jazyk obsahuje propracované mechanismy reflexe. Reflexe je velmi mocný nástroj, 
jenž umožňuje vyšetřit běžící program a přistupovat k jeho datovým členům, metodám a jiným 
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vlastnostem prostředí. Tyto mechanismy a jejich dopad na řešení tohoto projektu budou popsány 
později. 
  
  
 
4 Příbuzné práce 
 V této kapitole budou popsána dosavadní řešení z problematiky dynamického vývoje 
software. Nejprve se podíváme na práce z jiných programovacích jazyků jako C/C++. Později se 
zaměříme již na platformu Java a její řešení. 
 
4.1 UpStare 
 UpStare [4] je systém pro dynamickou aktualizaci jednovláknových i vícevláknových 
aplikací. Poskytuje kompilátor provádějící transformaci zdrojového kódu starší verze aplikace na 
novou verzi zdrojového kódu. Z toho vyplývá, že zdrojový kód starší verze aplikace musí být v době 
aktualizace k dispozici. Projekt je implementován v OCaml s využitím rámce CIL v1.3.6, jazyka C a 
Perl. Systém je k dispozici v binárním formátu pro systémy vycházející z filozofie operačního 
systému UNIX a byl verifikován na Linux 2.4-2.6 na i386., Solaris 5.10 na počítači SPARC, Mac OS 
X na PowerPC s využitím kompilátorů gcc-2.95, gcc-3.3, gcc-3.4, gcc-4.1, icc-8.0, icc-9.1 a icc-10.0.  
 Výhodou UpStare je možnost aktualizace aplikace za běhu bez jejího zastavení. Toho je 
docíleno rekonstrukcí zásobníku aktuálního procesu a změnou stavu programu v jednom kroku, což 
zabraňuje nežádoucímu provádění starší verze kódu s novějšími datovými strukturami. Pokud dochází 
k aktualizovat aplikace uprostřed provádění algoritmu, musí být takový algoritmus ekvivalentní jak v 
chování tak ve výsledné hodnotě, kterou vrací. 
 
4.1.1 Způsob aktualizace 
 UpStare nevyžaduje žádné modifikace ve zdrojovém kódu existující aplikace. Je ale zapotřebí 
provést menší změny v kompilování a sestavování programu.  
 
Nezbytné jsou dvě změny: 
• Volání existujícího překladače (gcc) musí být nahrazeno voláním speciálního překladače hcucc.pl 
• Musí být pozměněny parametry při sestavování programu  
 
 Proces kompilování a sestavování je specifický tím, že je spuštěn překladač, sestavovací 
program a další programy s přívlastkem obalové (wrapper). Ty mají za úkol připravit 
aktualizovatelný zdrojový kód z původního kódu. Pro každou aktualizaci musí být k dispozici soubor 
s popisem, které funkce budou aktualizovány a jak má program pokračovat po provedení změny. 
Pokud jsou všechny tyto vstupy k dispozici, přichází ke slovu generátor kódu nové verze části 
aplikace (patch generator). Zdrojový kód vytvořený generátorem je poté zkompilován jako 
dynamicky zaváděný sdílený objekt a může být později zaveden za běhu programu. 
 
4.1.2 Příklady užití 
UpStare byl mimo jiné schopen úspěšně aktualizovat následující typy aplikací: 
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• Rekurze:   Aktualizace aplikace provádějící rekurzivní výpočet Fibbonaciho 
posloupnosti v okamžiku hlubšího zanoření algoritmu. 
• Síťové sockety: Aktualizace serverové aplikace v průběhu obsluhy požadavků od klientů. 
• Vícevláknové aplikace:   Změna těla funkce prováděné několika vlákny aplikace. Aktualizace 
aplikace typu producent/konzument a to konkrétně konzumenta, zatímco producent zůstává 
nezměněn. 
 
 
4.2 JDrums 
          JDrums (Java Distributed Run-time Updating Management system) [5] je systém postavený na 
platformě Java, který poskytuje sadu funkcí pro dynamickou aktualizaci aplikací v jazyce Java. 
Konkrétně umožňuje za běhu aplikace zavést novou verzi Java třídy, jejíž instance nahradí původní 
objekt v systému a to při zachování vnitřního stavu staršího objektu. JDrums je použitelný pro 
komplexní rekonfigurace distribuovaných aplikací. Oproti předchozímu projektu neumožňuje 
aktualizaci aplikace, která v daném okamžiku provádí nějaký algoritmus.  
 
4.2.1 Způsob aktualizace 
 Pro aktualizaci části aplikace v jazyce Java lze použít několik přístupů. JDrums šel cestou 
modifikace virtuálního stroje platformy Java, JDrums-enabled JVM (JDM). Všechny aplikace 
fungující na JVM (Java Virtual Machine) od firmy Sun fungují zároveň i na verzi od JDrums. 
Hlavním cílem JDM je povolit současnou existenci více verzí jedné třídy a zaručit, že objekt bude 
vždy instancí nejaktuálnější verze třídy v systému. Současná existence více verzí třídy je docílena 
pomocí přejmenovávání starších verzí, aby byl prostor pro novou. Samozřejmě si JDM musí 
spravovat názvy tříd a korespondující soubory tříd. 
Proces aktualizace začíná v okamžiku, kdy je do systému nahrána nová verze třídy. Tato třída 
je analyzována. Je vytvořena nová instance třídy a statické členy, které se shodují s členy staré třídy 
jsou automaticky inicializovány podle staré verze. Proces inicializace nestatických proměnných 
instancí tříd je poněkud složitější. Uživatel požadující aktualizaci musí současně s novou verzí třídy 
dodat i třídu reprezentující mapování mezi instančními proměnnými. Třída je pojmenována stejně 
jako nová verze třídy, pouze s příponou _converter. Pokud je název třídy PhoneBook, bude název 
třídy s mapováním PhoneBook_converter. Třída konverze definuje funkce convertClass() a 
convertObject(). Funkce definují jak bude třída a její instance konvertována z původní verze na 
novou. Kromě těchto funkcí třída definuje také jakési symbolické popisy původní a nové třídy, aby 
bylo možné specifikovat jednotlivé instanční proměnné a jejich převody.   
Systém JDrums lze použít pro většinu způsobů aktualizace. Nevýhodou ovšem je nutná 
přítomnost upravené verze virtuálního stroje Javy. I když nejsou změny příliš markantní, nutnost 
instalace nového JVM může mnohé odradit od používání tohoto systému. Výhodou je transparentní 
přístup k aktualizaci. Uživatel může přesně definovat, jakým způsobem bude aktualizace provedena a 
má nad ní plnou kontrolu.  
 
 
4.2.2 Pomocné programy 
 JDrums poskytuje některé nástroje, s jejichž pomocí lze efektivněji dosáhnout aktualizace 
aplikace. 
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Getconv 
Getconv je nástroj, s jehož pomocí lze snadno vygenerovat kostru třídy sloužící pro definování 
konverze. Tato třída potom obsahuje všechny potřebné klauzule import, datové členy a metody 
náležící starší a novější verzi třídy.  
 
Drummer 
Nástroj Drummer slouží k asociaci konverzní třídy s příslušnými třídami, jichž se změny týkají a 
následnému přenesení těchto informací do JVM. Existuje i vizuální verze tohoto nástroje nazvaná 
VisualDrummer. 
 
4.3 Další projekty 
 Hjalmtysson a Gray [6] implementovali dynamickou aktualizaci aplikací v C++. Použili 
obalovací třídu (wrapper, proxy). Tato třída implementuje určité rozhraní, které je později neměnné. 
Zároveň poskytuje funkcionalitu pro přidávání nových implementací tříd do systému a dovoluje 
současnou existenci více verzí aktivních tříd zároveň. Řešení nevyžaduje runtime podporu pro práci 
se třídami ani změny v samotném programovacím jazyce. 
 
 Gregersen a Jorgensen [7] vytvořili nadstavbu nad Eclipse RPC. Eclipse samo o sobě 
umožňuje zavádění nových komponent do systému, ale ne aktualizaci starších komponent novějšími. 
Řešení aktualizace obsahuje dvě hlavní části: pre-procesor a DUM (dynamic update manager). 
Hlavním účelem pre-procesoru je příprava komponent na dynamickou aktualizaci. Přidává určitá pole 
do třídy, aby se chovala jako třída obalující aktualizovanou třídu (proxy). Pre-procesor tedy 
transformuje původní třídu a výsledkem je třída, která si drží odkaz na skutečnou třídu, resp. objekt.  
Současně je přidána třída uchovávající unikátní identifikátor každé komponenty, typicky rozděleného 
na část symbolického jména a identifikátoru verze. 
Úkolem DUM je provádět aktualizaci komponent zachováním stavu starší verze a pomocí 
mapování korespondujících objektů v systému. Pokud přijde požadavek na aktualizaci, DUM 
nejdříve ověří, jestli se v systému nachází novější verze komponenty. Poté začne proces proxifikace a 
přenesení stavu vyšetřením všech aktivních objektů ve starší verzi komponenty. Je prozkoumáno 
mapování polí mezi starší a novější verzí a tato mapování jsou realizována. 
Systém lze použít také k opětovné aktualizaci již jednou aktualizované komponenty. Přitom je 
kladen speciální důraz na prevenci proti vytváření více než jedné úrovně proxifikace mezi původní 
verzí a aktuální.  
 
 Yves Vandewoude [3]  se ve své práci zaměřuje také na jazyk Java. Cílem jeho práce je 
doplnit rozšíření do prostředí Eclipse s využitím rámce DRACO.  Tento rámec je implementován 
jako middleware a je zodpovědný za načítání a vytváření instancí komponent, spravuje komunikaci 
mezi jednotlivými komponentami. DRACO sám o sobě ovšem nepodporuje aktualizaci samotných 
komponent a proto Vandewoude navrhl rozšiřující modul LUM (Live Update Extension Modul). 
LUM umožňuje snadno a deklarativně popsat změny, které se mají provést v běžící aplikaci. Pomocí 
souborů mapování lze definovat přenos stavu ze starší verze komponenty do nové verze. Rozšiřující 
modul také dovoluje transparentně sledovat celý proces aktualizace. Projekt se zabývá nejen 
implementací rozšiřujícího modulu pro provádění aktualizací, ale je s ním spojena i rozsáhlá teorie. 
Jsou popsány jednotlivé kroky při provádění změn do běžící aplikace (deaktivace, načítání a 
vytváření instancí, přenos stavu, reaktivace, úklid a další). Dále Vandewoude definuje pojmy týkající 
se stavu komponenty, v němž je možné provést aktualizaci.  
 
 Další projekty zabývající se aktualizací aplikací, ať již v jazyce Java nebo jiných, lze nelézt v 
použité literatuře na konci této práce. 
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5 Použité technologie 
 Rámec pro dynamickou aktualizaci aplikací v jazyce Java a jeho řešení se dají rozdělit do 
dvou oddělených fází. V první fázi bude navržena část aplikace zodpovědná za aktualizaci již 
vytvořených tříd a objektů. Tato část by měla být schopna aktualizovat objekty v jednovláknové i 
vícevláknové aplikaci, což s sebou nese zodpovědnost za zavádění nového kódu do systému, 
transformaci původních tříd na nové a to v okamžiku, kdy je aplikace v konzistentním stavu. 
Aktualizace musí být dostupná vzdáleně s využitím webové služby. Mimo jiné bude využita 
serializace a reflexe a technologie Javy pro webové služby, JAX-WS. Druhou částí řešení projektu 
bude vytvoření ukázkové aplikace, která využívá dané funkcionality. Součástí bude přístup k webové 
službě pro aktualizaci aplikace přes webové rozhraní a část obsluhující požadavky na straně serveru. 
Pro zmíněné úkoly budou využity technologie Java Server Pages a Servlet.    
 
5.1 Serializace 
 Serializace objektů v jazyce Java dovoluje převést každou instanci třídy implementující 
rozhraní Serializable nebo Externalizable na sekvenci bytů, která může být později využita pro 
úplnou rekonstrukci stavu původního objektu. Serializovaný objekt je možné přenést skrze 
počítačovou síť a to i mezi stroji, na nichž běží odlišné operační systémy. Často tyto objekty obsahují 
odkazy na jiné objekty, které jsou serializovány ve stejném okamžiku, aby byly zachovány vztahy 
mezi objekty.   
 Proces serializace umožňuje nejen uchování stavu objektu a jeho pozdější použití, ale také 
práci s různými verzemi objektů. Pokud je stav objektu uchován v perzistentním uložišti pomocí 
serializace, myslí se tím stav původní verze instance třídy. Později je s pomocí tohoto stavu 
inicializována nová verze objektu. V procesu evoluce musí implementace novější verze třídy dodržet 
jistá pravidla, aby byla použitelná v prostředí, kde je očekávána původní verze třídy. Třída nesmí 
zejména porušit žádné předpoklady o rozhraní jednotlivých metod. Nutná jsou ale také omezení 
týkající se datových členů a umístění v hierarchii tříd.   
 Java definuje [12] , které změny v procesu vývoje tříd jsou přípustné, aby byla zajištěna 
interoperabilita jednotlivých verzí.  
 
Kompatibilní změny 
Následující modifikace mohou být provedeny v nové verzi třídy, aniž by došlo ke ztrátě informace 
nebo interoperability: 
• přidání polí 
• přidání tříd 
• odstranění tříd 
• přidání metod writeObject/readObject 
• odstranění metod writeObject/readObject 
• přidání java.io.serializable (ekvivalentní přidání typů) 
• změna modifikátorů přístupu k polím 
• změna polí ze statických na nestatické nebo transient na nontransient 
 
Nekompatibilní změny 
Následující změny není možné provést: 
• odstranění polí 
• posun třídy v hierarchii tříd nahoru nebo dolů 
• změna deklarovaného typu primitivních polí 
• změna třídy implementující rozhraní Serializable na třídu implementující rozhraní Externalizable 
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• změna typu třídy z ne-výčtového na výčtový 
• odstranění Serializable nebo Externalizable 
• přidání metod writeReplace nebo readResolve 
 
 Serializace objektů jako taková poskytuje funkcionalitu pro práci s různými verzemi tříd, 
existuje však pouze omezené množství změn, které je možné v nové verzi třídy provést. Řešení tedy 
není dostatečně flexibilní pro potřeby rámce pro dynamickou aktualizaci aplikací.  
 Stav originální verze objektu je uchováván jako sekvence bytů uložených v souboru 
reprezentujícím tento stav. Při vytváření instance nové verze třídy bychom mohli získávat informace 
o stavu dřívějšího objektu z daného souboru. Nevýhodou je ovšem nutná podpora původních verzí 
pro serializaci vlastního stavu. Dále si řešení vyžaduje vytváření dodatečných souborů a také 
efektivita získávání informací o stavu původní instance je snížena. Z těchto důvodů se jeví jako lepší 
řešení využití reflexe, pomocí níž lze získat informace o stavu objektu přímo z původního objektu. 
Serializace bude v tomto projektu využita spíše z pohledu její implementace, tj. jakým způsobem řeší 
některé situace při přenosu stavu. Příkladem může být kopírování ekvivalentních částí tříd, které mají 
společného předka v hierarchii tříd.  
 
5.2 Reflexe 
 Základní vlastností reflexe je schopnost přistupovat k datovým členům a metodám instancí 
tříd za běhu programu. Jednotlivé datový typy jsou reprezentovány pomocí třídy Class. Výhodou je i 
možnost přistupovat ke členům deklarovaným jako soukromé nebo chráněné (private, protected) a to 
pomocí potlačení vynucování přístupových práv. Tato součást Javy ovšem zahrnuje i jiné nástroje 
jako například Invocation handler nebo dynamické vytváření instancí tříd podle specifických 
parametrů. Všechny tyto nástroje budou využity při řešení tohoto projektu. 
 
5.3 Java API for XML Web Services (JAX-WS) 
 Technologie JAX-WS slouží pro vytváření webových služeb a klientů komunikujících 
pomocí XML. Velkou výhodou technologie je fakt, že klienti a webové služby jsou nezávislé na 
platformě nebo programovacím jazyku. Komunikace mezi oběma stranami probíhá pomocí XML 
zpráv protokolem SOAP přes HTTP. Webové služby jsou definovány jako Java třídy, které poskytují 
určité metody. Klient vytvoří pomocí JAX-WS lokální objekt reprezentující webovou službu (proxy) 
a poté jednoduše volá metody objektu proxy, což má za následek vyvolání příslušné metody 
poskytované webovou službou.  Pro popis služby jako množiny operací dostupných pomocí zpráv je 
použit jazyk pro popis webových služeb WSDL. Popisovaná technologie bude využita pro realizaci 
vzdálených požadavků na aktualizaci části aplikace běžící na serveru. 
 
5.4 Servlety 
 Servlety jsou Java třídy používané pro rozšíření funkcionality serverů, které hostí aplikace 
přístupné prostředky programovacího modelu request-response (požadavek-odpověď). Pro aplikace 
běžící na webových serverech definuje technologie Java Servlet speciální typy třídy servlet - 
HttpServlet. Třída HttpServlet poskytuje metody jako doGet a doPost pro obsluhu http požadavků. Z 
pohledu tohoto projektu jsou právě instance třídy servlet místem, kde budou využívány aktualizace již 
používaných tříd. Technologie je tedy užitečná pro testování rámce pro dynamickou aktualizaci 
aplikací a nezbytná pro implementaci ukázkového systému využívajícího tento rámec. 
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5.5 Java Server Pages (JSP) 
 Stránka JSP je textový dokument obsahující dva typy elementů: statická data a JSP elementy, 
které vkládají dynamický obsah. Stránky jsou za běhu překládány do podoby servletů, jejich hlavní 
účel je ale tvorba textových dokumentů pro webový prohlížeč. Technologie je v projektu využita pro 
implementaci grafického webového rozhraní, které bude umožňovat odeslat požadavek na 
dynamickou aktualizaci třídy (objektu) lokalizované na straně serveru. Webové rozhraní bude k 
dispozici pouze poskytovateli služeb, tj. společnosti provozující webovou aplikaci. Rozhraní nebude 
k dispozici uživateli webové aplikace. 
 
 
 
6 Analýza případů užití 
 Účelem rámce pro dynamickou aktualizaci aplikací je poskytovat funkcionalitu pro výměnu 
instance třídy za instanci nové verze třídy. Rámec nebude využíván přímo lidmi, ale částmi 
informačního systému. V případech užití lze tedy definovat dva typy aktérů. Prvním aktérem je 
informační systém. Ten pracuje s rámcem ve smyslu užívání funkcí rámce při vytváření aplikace, 
která bude poskytovat služby klientům. Informační systém vytváří instance tříd a volá jejich 
jednotlivé metody. Druhým aktérem bude poskytovatel aktualizací, jenž bude mít zodpovědnost za 
aktualizaci objektu v samotné aplikaci a bude přistupovat k rámci skrze webovou službu. Pokud má 
poskytovatel provést aktualizaci, musí mít připraven soubor s aktuální verzí třídy, jejíž instance 
nahradí původní objekt v aplikaci. Případy užití jsou znázorněny na obrázku 6.1.  
 
 
 
 
 
Obr. 6.1 - Diagram případů užití rámce pro dynamickou aktualizaci aplikací 
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6.1 Specifikace případů užití 
 Klasickým případem užití je AktualizaceObjektu. Aktér provádí operaci s pomocí webové 
služby. Dalšími případy užití jsou VytvořeníObjektu a VoláníMetodObjektu. Všechny případy užití 
budou popsány neformálně, jelikož nejde o klasické případy užití informačního systému s webovými 
formuláři, ale jde o používání rámce jinými částmi aplikace. Později budou jednotlivé případy užití 
definovány formálně a to při návrhu pomocí tříd, jejich metod a dalších doplňujících informací. 
 
 
6.1.1 Aktualizace objektu 
 Případ užití začíná v okamžiku, kdy poskytovatel aktualizací dostane požadavek na 
aktualizaci objektu v běžící aplikaci. Aktér pomocí webové služby aktualizuje objekt v aplikaci tak, 
že v nejbližší možné době bude implementace jednotlivých metod objektu a datové členy 
uchovávající stav odpovídat nové verzi třídy. Aby byl poskytovatel aktualizací schopen provést 
záměnu objektů, musí nejprve získat informace o systému (jaká verze třídy je aktuálně používána, 
jestli je možné aktualizaci provést v daném momentě). Zároveň musí mít k dispozici informace, podle 
kterých se aktualizace provede. Hlavní informací je v tomto případě název třídy, jejíž instance budou 
aktualizovány na novou verzi pomocí dodaného souboru se třídou Java. Zmíněný soubor se třídou, z 
níž bude vytvořena instance, musí být poskytovateli předán. Posledním vstupem předaným 
poskytovateli aktualizací je soubor s mapováním založený na XML v předepsaného formátu, pomocí 
něhož bude zvoleno mapování datových členů starší verze objektu na datové členy nového objektu. V 
případu užití mohou nastat situace, kdy nebude možné odeslat požadavek na aktualizaci objektu. 
Takové situace představují neplatný soubor třídy, neplatný soubor s mapováním ve formátu XML 
nebo předávaný název třídy, která se v systému nevyskytuje.  
 Výsledkem popisovaného případu užití je úspěšné odeslání požadavku na aktualizaci objektu 
v aplikaci. 
 
6.1.2 Vytvoření objektu 
 Hlavním požadavkem na vytvoření objektu je jeho jednoduchost a univerzálnost. Kód 
vykonávající vytvoření objektu, jehož schopností bude aktualizace, musí být intuitivní a použitelný 
pro různé typy objektů. Zároveň je požadavkem, aby nemuselo dojít ke změně tvaru kódu, pokud 
dojde v systému k aktualizaci třídy. Vytvořená instance bude přístupná přes rozhraní, které třída této 
instance implementuje a měla by tedy být přiřazena do instanční proměnné typu daného rozhraní. 
 Případ užití sám o sobě představuje volání funkce vytvářející instanci třídy. V případě, že je 
volání úspěšné, bude možné přistupovat k jednotlivým metodám objektu skrze proměnnou typu 
rozhraní. Pokud volání skončí neúspěchem, bude instanční proměnná rozhraní rovna hodnotě null a 
do logu bude zapsána příčina neúspěchu. Následnou podmínkou tohoto případu užití je vytvoření 
aktualizovatelného objektu. 
 
6.1.3 Volání metod objektu 
 Ve chvíli, kdy je vytvořen objekt s možností aktualizace, využívá informační systém tento 
objekt ve smyslu volání jeho metod. Volání metod objektu by mělo být co nejjednodušší. Cílem je 
volání skrze proměnnou typu rozhraní s klasickou tečkovou notací. V případě, že objekt 
implementuje více rozhraní, je umožněno volání metod z jiných rozhraní pouhým přetypováním dané 
instanční proměnné rozhraní na příslušné jiné rozhraní. 
Případ užití představuje volání funkce objektu a případné uchování návratové hodnoty. 
Zároveň respektuje typový systém programovacího jazyka Java.  
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7 Návrh řešení 
 Jak bylo zmíněno v sekci pojednávající o možnostech Javy pro dynamickou aktualizaci 
aplikace, je možné docílit této akce buď pomocí modifikací virtuálního stroje nebo nadstavbou v 
podobě knihoven. Mým cílem je poskytnout široce použitelné řešení bez omezení týkajících se 
nutnosti použití nového virtuálního stroje. Z tohoto důvodu jsem se rozhodl jít druhou cestou a 
implementovat dynamickou aktualizaci pomocí programové nadstavby s využitím standardních 
prostředků zabudovaných do jazyka Java.  
Mým návrhem pro implementaci je použití návrhového vzoru proxy, který by transparentně 
obaloval původní objekt s možností aktualizace a na požádání tento objekt nahradil a od této chvíle 
předával požadavky nové verzi objektu. Instance obalující třídy musí implementovat stejné rozhraní 
jako objekt, který zapouzdřuje. Poté může být proxy využívána přesně stejným způsobem jako 
původní objekt. K aktualizaci může dojít jen když není zrovna vykonávána žádná metoda objektu. 
Java v tomto směru poskytuje velice užitečnou třídu java.lang.reflect.Proxy [1].  
 
7.1 Třída java.lang.reflect.Proxy 
 Aplikační rozhraní reflexe v jazyce Java nabízí dynamické vytváření objektů typu Proxy. 
Tato třída je jediným mechanismem jak ovlivnit chování programu přímo převzetím kontroly nad 
takovýmto chováním. Pomocí delegace volání metod objektu proxy na jeho vnitřní objekt lze 
zasahovat do způsobu vykonávání jednotlivých metod. Toho může být docíleno například úpravou 
parametrů předávaných metodě původního objektu nebo přidáním činností vykonávaných před nebo 
po dokončení jednotlivých metod. Například je možné tohoto mechanismu využít pro logování volání 
metod a monitorování činnosti objektu.   
 Třída java.lang.reflect.Proxy definuje statické metody, pomocí nichž lze vytvořit objekt, který 
lze použít stejným způsobem jako původní objekt. Následuje částečná deklarace třídy Proxy: 
 
public class Proxy implements java.io.Serializable { 
. . . 
  public static Class getProxyClass(ClassLoader loader, 
       Class[] interfaces) 
       throws IllegalArgumentException){… 
  public static Object newProxyInstance(ClassLoader loader,  
           Class[] interfaces,   
           InvocationHandler h) 
           throws IllegalArgumentException {… 
  public static boolean isProxyClass(Class cl) {… 
. . . 
} 
 
 Každá třída (proxy třída) vytvořená pomocí takových statických metod je podtřídou Proxy. 
Třída implementuje všechny rozhraní cílového objektu a proto je kompatibilní s těmito rozhraními, co 
se týče přiřazení. Každá proxy třída má konstruktor, který přebírá jako parametr InvocationHandler. 
InvocationHandler je rozhraní, jímž je realizováno volání metod zaobaleného objektu s příslušnými 
parametry. Je také zodpovědné za uchovávání referencí na cílové objekty proxy objektu.  
Následuje deklarace rozhraní InvocationHandler: 
 
public interface InvocationHandler { 
 public Object invoke(Object proxy, Method method, Object[] args) 
 throws Throwable; 
} 
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 Volání funkcí zapouzdřeného objektu probíhá skrze InvocationHandler voláním funkce 
invoke.  
 Právě volání metod vnitřního objektu pomocí instance proxy třídy bude využito pro zjištění 
momentu, v němž není žádná metoda vykonávána. V dané chvíli bude objekt testovat, zda nepřišel 
požadavek na aktualizaci třídy, potažmo objektu z ní vytvořeného. Pokud byl takový požadavek 
doručen, dojde k výměně starší verze třídy za novou. 
 
Posloupnost volání od požadavku na vykonání metody až po jeho realizaci v cílovém objektu 
znázorňuje následující sekvenční diagram. 
 
 
 
 
Obr. 7.1 - Sekvenční diagram znázorňující posloupnost volání při použití třídy Proxy 
 
7.2 Architektura rámce 
 Rámec pro dynamickou aktualizaci aplikací by měl být schopen spravovat různé verze 
jednotlivých tříd, z nichž jsou vytvářeny instance. Měl by tedy být  použitelný pro různé aplikace 
běžící na webovém serveru. Na serveru lze pomocí rámce vytvářet nejen jednu instanci z každé třídy, 
ale potenciálně velké množství objektů. Rámec musí zajistit, aby všechny instance všech tříd byly 
správně aktualizovány, pokud přijde požadavek na takovou akci. V následujících odstavcích jsou 
mimo jiné zmiňovány metody a atributy tříd tvořících rámec. Nejde o kompletní výčet těchto 
položek, ale jen těch nejdůležitějších a podstatných 
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7.2.1 Vytváření různých verzí objektů 
 Pro řešení takové situace se jeví jako vhodné řešení použití třídy (ObjectProxy), která na 
požádání vytváří nové instance třídy proxy (ObjectHandler) s funkcionalitou objektů existujících tříd 
v systému. Třída nechává na každém proxy objektu zvlášť, aby si zajistil vlastní aktualizaci. Úlohou 
třídy při aktualizaci je nastavit příznak, jenž si jednotlivé objekty testují po provedení každé metody. 
Tímto je současně zajištěn požadavek, aby aktualizace probíhala ve chvíli, kdy je aplikace v 
konzistentním stavu. Vytváření objektu proxy probíhá pomocí statické metody třídy ObjectProxy. 
Této metodě se předává jméno původní verze třídy, z níž je zapouzdřený objekt vytvářen. Pomocí 
daného jména je v souboru mapování ve formátu XML nalezen aktuální název třídy, následně je 
dynamicky vytvořena instance třídy ObjectHandler, která sama spravuje přístup k zapouzdřenému 
objektu. Uvedený přístup umožňuje neměnnost kódu pro vytváření objektů i po provedení 
aktualizace, což bylo jedním z požadavků na danou operaci. Nastavení příznaku při aktualizaci tedy 
znamená změnu aktuálního jména třídy v souboru mapování. Přístup k souboru je zapotřebí 
synchronizovat, jelikož v krátké době může přijít více požadavků na aktualizaci různých tříd v 
systému. Metody pro práci se souborem mapování budou k dispozici skrze třídu 
XMLClassManagement. Jakmile dojde k vytvoření nové verze objektu včetně inicializace jejích 
datových členů, je proměnná, která představuje referenci na starší verzi objektu, nastavena na null. 
Zároveň je vyvolán požadavek na spuštění garbage collectoru virtuálního stroje Javy. Ten má za úkol 
uvolnit paměť alokovanou pro původní verzi instance třídy. 
 
Třída ObjectHandler 
 Objekt této třídy slouží jako obalující objekt vnitřního objektu, na něhož přeposílá požadavky 
na provedení jednotlivých metod. Třída implementuje rozhraní InvocationHandler, které předepisuje 
třídě metodu invoke. Uvnitř metody invoke je volána sama metoda vnitřního objektu, přičemž je 
možné před nebo po provedení metody provést ještě nějakou dodatečnou činnost. Toho je využito pro 
testování, zda již došlo k přijetí požadavku na aktualizaci. Třída je umístěna v balíčku core. 
Atributy  
 Atributy oldOne a newOne slouží pro práci se zapouzdřenými objekty. Pokud je aktuální 
objekt uložen v atributu oldOne a přijde požadavek na aktualizaci, instance nové třídy je uložena do 
proměnné newOne, a naopak. Proměnná whichOne specifikuje, který z těchto dvou atributů zrovna 
obsahuje objekt. Atribut originalName uchovává jméno třídy předávané při volání statické metody 
createProxy nebo createSynchronizedProxy třídy ObjectProxy (třída bude popsána požději). 
Proměnná realName značí aktuální jméno třídy, z níž je vytvořena instance. Atribut updated říká, 
jestli již byla tato instance třídy aktualizována, pokud dojde k takovému požadavku. Dalšími atributy 
instance této třídy jsou binární zámky pro implementaci synchronizace, pokud je objekt použit ve 
vícevláknové aplikaci. Zámky jsou implementovány třídou Lock. Atributem je také instance třídy 
Converter, která je zodpovědná za vytváření nové verze objektu a přenos stavu při aktualizaci. 
Metody 
update()   - vyvolá požadavek na aktualizaci objektu novou verzí 
invoke()   - metoda slouží jako prostředník pro volání metod zapouzdřeného 
      objektu jak bylo popsáno v sekci 7.1 
isUpdated()   - metoda pro zjištění, zda již byl daný objekt aktualizován 
setUpdated()   - metoda pro nastavení příznaku aktualizace 
 
Třída ObjectProxy 
 Tato třída je spolu s ObjectHandler hlavní třídou rámce. Definuje několik metod a atributů, s 
jejichž pomocí dochází k vytváření a odeslání požadavku na aktualizaci objektu v aplikaci. Je zároveň 
zodpovědná za vytváření instancí obalujícího objektu, který zapouzdřuje vnitřní objekt s možností 
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aktualizace. Třída také zajišťuje odkládání a vybírání proxy objektu do/ze záložního uložiště (pool). 
Tyto objekty jsou později použity, pokud v krátké době dojde k opětovnému požadavku na vytvoření 
nových objektů. Třída je umístěna v balíčku core.  
Atributy  
 Důležitými atributy jsou references a ifUpdated. První z nich obsahuje pro každou třídu 
seznam slabých referencí na instance té třídy. Druhý pro každou třídu signalizuje, zda se má 
aktualizovat. Atributy locked a unlocked slouží pro implementaci záložního uložiště pro objekty. 
Související proměnnou je expirationTime, jenž udává, po jaké době nečinnosti má být objekt z 
uložiště odstraněn. Atribut maxPoolSize zase udává, kolik objektů je možné najednou uchovávat v 
daném uložišti. 
Metody 
createProxy() - vytvoří novou instanci třídy Proxy, která zapouzdřuje cílový objekt,  
  při tomto vytváření není použito záložní uložiště 
acquireProxyFromPool() - pokusí se získat objekt z poolu, pokud není žádný k dispozici,    
  vytvoří nový objekt, který je po použití umístěn do záložního   
  uložiště 
returnProxyToPool() - metoda vrací použitý objekt do poolu, tuto metodu je nutné zavolat,  
  pokud již objekt není potřeba, jinak by zůstal dále nevyužit 
createNewProxifiedObject - pomocná metoda, která slouží pro samotné vytvoření nového  
  objektu a je využívána předešlými metodami 
getConstructorByParams() - získá konstruktor podle parametrů předaných při volání jedné z 
      předešlých dvou metod 
getAllInterfaces()  - funkce potřebná pro vytváření instance třídy Proxy, kterékoliv 
      předané rozhraní lze později použít pro přiřazení instance Proxy 
changeClass()   - metoda pro odeslání požadavku na aktualizaci objektu v běžící 
      aplikaci 
isInvalidate()   - metoda pro zjištění, zda byl přijat požadavek na   
      aktualizaci 
setInvalidate()   - metoda pracuje, stejně jako předešlá, s proměnnou ifUpdated, slouží 
      ovšem k nastavování příznaku aktualizace pro každou jednotlivou 
      třídu 
registerObject()   - metoda přidá slabou referenci na objekt do atributu references 
allUpdated()   - metoda zjistí, jestli již byly všechny instance třídy, která má být v 
      systému nahrazena, aktualizovány 
getClassVersion()  - vrací verzi třídy, verze jsou číslovány celám číslem od 1 
getLogInformation() - metoda vrací informace z logovacího souboru, které do něj byly  
uloženy v případě vyskytlé chyby při procesu vytváření nebo 
aktualizace objektu 
 
 
Třída XMLClassManagement 
 Třída slouží pro práci se souborem mapování, v němž je uchován původní a aktuální název 
třídy s možností aktualizace a verze třídy v podobě ordinálního čísla. Je umístěna v balíčku xml. 
Atributy 
 Využíván je pouze jeden atribut fileName uchovávající název souboru s mapováním. Tento 
soubor je hlavním souborem rámce a jeho jméno se nemění.  
Metody 
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createMappings() - vytvoří prázdný soubor XML pro následné vkládání mapování 
addMapping()  - přidá do souboru nový záznam, přičemž původní jméno třídy a nové jméno 
     jsou stejné 
getMapping()  - získá jméno aktuální verze třídy podle původního jména 
changeMapping() - změní aktuální jméno třídy pro vytváření instancí 
getClassVersion() - metoda získá verzi třídy ze souboru 
setPreviousVersion() - slouží pro navrácení předchozí verze třídy, pokud dojde při vytváření nové    
verze k chybě a nelze jej provést, navrácení předchozí verze v tomto případě 
znamená pouze změnu jména v souboru mapování 
 
7.2.2 Konverze objektů 
 Pokud dochází k aktualizaci, nová verze třídy musí mít přesně stejné rozhraní metod jako 
původní verze. Může se ovšem lišit v datových členech a jejich organizaci. V takovém případě musí 
PoskytovatelAktualizací dodat soubor ve formátu XML, kde je popsáno mapování jednotlivých 
datových polí mezi původním a novým objektem. Za konverzi datových polí je zodpovědná instance 
třídy Converter, která pro přístup k souboru mapování využívá služeb třídy XMLFieldManagement.  
 
Třída Converter 
Třída je umístěna v balíčku core. 
Metody 
convert()   - hlavní metoda třídy Converter, vrací zkonstruovanou novou verzi 
       objekt včetně všech jeho atributů a to na základě starého objektu a 
       dodaného souboru, který udává mapování jednotlivých datových 
       členů, metoda ke své činnosti využívá následující metody 
getEntriesFor()   - metoda zjišťuje z parametru, zda se v něm vyskytuje pro daný  
          atribut mapování na atribut původní verze  
copyAndConvertOldToNew()  - metoda slouží pro kopírování hodnot atributů mezi jednotlivými 
       verzemi objektů 
convertPrimitiveType()  - metoda je využívána předešlou pro kopírování a konverzi  
      primitivních typů 
getField()   - metoda vrátí pole objektu podle jeho názvu 
getEqualField()   - metoda podle datového členu nového objektu vyhledá ekvivalentní 
      datový člen starého objektu 
 
Třída XMLFieldMapping 
Třída je umístěna v balíčku xml. 
Metody 
loadMappings()  - metoda načte ze souboru mapování jednotlivých polí do speciální 
      datové struktury, aby se zamezilo opakovanému neefektivnímu čtení 
      souboru 
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7.2.3 Dostupnost aktualizace 
 Služby třídy ObjectProxy pro aktualizaci jsou využívány třídou UpdateService. Třída je 
dostupná pomocí webové služby a využívá ji PoskytovatelAktualizací, jak je specifikováno v 
případech užití. 
 
Třída UpdateWS 
Třída je umístěna v balíčku stub. 
Metody 
processUpdate() - metoda je implementována jako webová služba, je zodpovědná za odeslání  
  požadavku rámci, aby aktualizoval všechny instance příslušné třídy,  
  důležitými jsou v tomto případě parametry metody, které obsahují nejen    
  jméno originální verze třídy, která má být aktualizována ale také předané  
  soubory, s jejichž pomocí bude nová verze vytvářena, tyto soubory jsou  
  předávány v podobě pole bytů. 
getLogInformation() - získá informace zapsané do logovacího souboru s využitím třídy Logger, k 
     použití této metody dochází obvykle pouze při selhání aktualizace, přičemž 
     soubor obsahuje příčinu selhání 
saveFile()  - pomocná metoda pro uložení pole bytů do souboru 
 
7.2.4 Problematika vícevláknového běhu aplikace 
 Objekty vytvářené rámcem pro dynamickou aktualizaci aplikací je možné použít nejen v 
klasických aplikacích, kde je vytvořena instance třídy, která je pak využívána. Speciálním případem 
využití objektů jsou také vícevláknové aplikace, kdy je vytvořena instance třídy proxy zapouzdřující 
hlavní objekt a tato instance je předána jako parametr více vláknům. Jednotlivá vlákna mohou 
paralelně  využívat služby daného objektu.  
Ve vícevláknové aplikaci je nutné zajistit, aby jednotlivá vlákna mohla paralelně provádět kód 
funkcí aktualizovatelného objektu. Zároveň je však nezbytné, aby po příchodu požadavku na 
aktualizaci všechna vlákna pracovala s aktuální verzí objektu a nedocházelo k volání metod objektu, 
zatímco je aktualizován. V takovém případě by vlákna přistupovala ke sdílenému úseku paměti a 
takový přístup je nutné synchronizovat.  
Problém řízení přístupu ke sdíleným zdrojům v rámci pro aktualizaci aplikací je ekvivalentní 
klasické synchronizační úloze čtenáři/písaři. Úlohu je možné popsat takto: Vlákna, v roli čtenáře nebo 
písaře, musí přistupovat ke sdílené paměti, aby do ní zapisovaly nebo z ní četly. Více čtenářů může z 
paměti číst zároveň, ovšem nesmí začít číst, pokud do paměti zapisuje písař. Pouze jeden písař může 
v jednom okamžiku zapisovat, nesmí tak ovšem učinit, pokud některý z čtenářů čte tato data. Z 
pohledu rámce jsou čtenáři vlákna, která volají metody objektu. Písaři jsou vlákna, která mají za úkol 
aktualizovat objekt v běžící aplikaci.  
Řešením přístupu ke sdílenému objektu je využití pokročilého synchronizačního mechanismu. 
Jeho úkolem je kromě dodržení zmíněných pravidel pro přístup ke sdílené paměti i odstranění 
nedostatku s vyhladověním písařů. K takové situaci dochází, když se objevují stále nová vlákna, která 
chtějí číst a písař se tak nikdy nedostane ke své práci. Java poskytuje pro synchronizaci přístupu ke 
sdíleným prostředkům tzv. synchronizační bloky uvozené klíčovým slovem synchronized. Bloky 
samy o sobě nelze přímo použít pro řešení úlohy čtenáři/písaři, protože musí dojít k zanoření bloků a 
bloky tak ztrácejí svoji funkčnost.  
S využitím synchronizačních bloků lze vytvořit programové konstrukce, s jejichž pomocí je již 
možné úlohu vyřešit. Zmíněné konstrukce se nazývají zámky a jsou implementovány jako třídy Lock. 
Pro řešení úlohy čtenáři/písaři bez hladovění písařů je nutné použít tři takové zámky a čtyři další 
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doplňkové proměnné. Pomocí těchto zámků je pak synchronizováno volání metod a aktualizace 
objektu v běžící aplikaci. 
 
Třída Lock 
Třída je umístěna v balíčku core. 
Atributy 
Proměnná locked určuje, zda je proměnná typu Lock uzamčena. 
Metody 
lock()  - metoda se volá před vstupem do kritické sekce, dokud není zámek uvolněn, je  
    pozastaveno aktuální vlákno provádění programu 
releaseLock() - metoda uvolní zámek a umožní tak jiným vláknům vstup do kritické sekce střežené 
    danou proměnnou typu Lock 
isLocked() - metoda testuje, zda je zámek zamčen nebo je k dispozici 
 
7.2.5 Zpracování chyb při procesu aktualizace 
 Rámec pro dynamickou aktualizaci aplikací je systém, jehož činnost může na mnoha místech 
selhat, ať už díky neočekávaným chybám na straně serveru nebo špatným přístupem ze strany 
uživatelů. Z tohoto důvodu jsou chybové stavy zaznamenávány do logovacích souborů. Pro každou 
třídu existuje takový soubor, obsahuje informace s časovými známkami a je využíván po celou dobu 
životního cyklu třídy jazyka Java. Pro záznam informací do souboru i jejich čtení slouží třída Logger. 
 
Třída Logger 
Třída je umístěna v balíčku logging. 
Metody 
writeInformation() - metoda zapíše do příslušného souboru informace o chybovém stavu  
     rámce 
getLogInformation() - metoda přečte ze souboru aktuální informace o chybovém stavu rámce  
 
7.2.6 Návrhové diagramy 
 
Diagram tříd 
 
 Softwarové třídy, jejich metody, atributy a vztahy v rámci pro dynamickou aktualizaci 
aplikací jsou znázorněny na následujícím diagramu. 
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Obr. 7.2 – Diagram tříd rámce pro dynamickou aktualizaci aplikací v jazyce Java 
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Diagram balíčků 
 
Organizační strukturu systému ukazuje následující diagram. 
 
 
 
Obr. 7.3 - Diagram balíčků rámce pro dynamickou aktualizaci aplikací v jazyce Java 
 
Diagramy sekvence 
 
 Návrh diagramů sekvence pro rámec zahrnuje vytváření nového objektu a aktualizaci 
sestávající se ze dvou fází. V následujících odstavcích bude nastíněn obsah jednotlivých diagramů. 
 Vytváření nového objektu zahrnuje mnoho kroků a volání metod. Aktérem, který figuruje ve 
vytváření objektu, je informační systém. Ten zároveň později využívá funkce poskytované vráceným 
objektem. Informační systém jednoduše zavolá metodu acquireProxyFromPool, následuje volání 
pomocné statické metody checkOut třídy ObjectProxy. Metoda se nejprve pokusí získat existující 
objektu z poolu. Pokud je takový objekt k dispozici, je vyjmut z datové struktury unlocked 
uchovávající nevyužívané objekty, vložen do datové struktury locked pro zrovna používané objekty a 
je vrácen. Pokud zmiňovaný objekt není k dispozici, pokusí se třída ObjectProxy metodou 
addMapping přidat do souboru mapování originální název třídy, z níž budou nadále objekty 
vytvářeny. Následně je metodou getMapping získáno jméno aktuální třídy pro objekty, je vytvořena 
instance třídy MyClassLoader a předešlá třída načtena do systému. Následně se metoda 
getConstructorByParams snaží nalézt v načtené třídě konstruktor podle parametrů předaných metodě 
acquireProxyFromPool. Je vytvořena instance dané třídy, jsou zjištěny všechny rozhraní, které 
implementuje a s využitím nejdůležitější třídy Proxy je vytvořen objekt zaobalující instanci vytvořené 
třídy. Tato instance je uložena do datové struktury locked a vrácena. Důležité je, že tuto instanci lze 
přetypovat na jakékoliv rozhraní, které implementuje vnitřní třída a následně volat jeho metody. 
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Obr. 7.4 - Sekvenční diagram zachycující vytváření nového objektu pomocí rámce 
 
 Aktualizace objektu v běžící aplikaci probíhá ve dvou fázích. Obrázek 7.5 znázorňuje průběh 
první fáze. V této fázi odesílá poskytovatel aktualizací požadavek na aktualizaci v nejkratší možné 
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době. Poskytovatel je samostatná část spolupracující s rámcem a její uživatelské rozhraní je v podobě 
webového formuláře. Tato část bude popsána později. Celý proces začíná voláním metody 
processUpdate implementované ve třídě UpdateWS, která funguje jako webová služba. Dále je 
volána statická metoda třídy ObjectProxy, která pomocí metody setInvalidate uchová požadavek na 
aktualizaci v proměnné ifUpdated, kde každá třída má svůj příznak. Následně je pomocí metody 
unsetUpdated u všech dosud vytvořených instancí aktualizované třídy nastaven příznak, že ještě 
nebyly aktualizovány. Posledním krokem je změna jména třídy, z níž se budou vytvářet instance a to 
v souboru mapování pomocí metody changeMapping. V tuto chvíli byl požadavek na aktualizaci 
odeslán a bude realizován při prvním volání jakékoliv metody objektů, které jsou vytvořeny z 
aktualizované třídy. 
 
 
 
 
Obr. 7.5 - Sekvenční diagram 1. fáze aktualizace objektu v běžící aplikaci 
 
   
 Druhá fáze aktualizace je znázorněna na obrázku 7.6. Nyní již probíhá samotná aktualizace 
jednotlivých objektů dané třídy. K aktualizaci dochází těsně před voláním metody vnitřního 
zaobaleného objektu a provádí ji sám obalující objekt typu ObjectHandler. Po zavolání metody 
vnitřního objekt skrze jeho vnější objekt ObjectHandler je vyvolána metoda invoke předepsaná 
rozhraním InvocationHandler. Nejprve se metoda isInvalidate třídy ObjectProxy snaží zjistit, zda 
přišel požadavek na aktualizaci třídy. Pokud tomu tak je, zjistí se nejprve ze souboru mapování 
pomocí metody getMapping, jaké je aktuální jméno třídy, z níž má být vytvořen nový objekt. Dále je 
volána samotná metoda convert, která má za úkol vytvořit nový objekt a přenést stav mezí starší verzí 
a právě vytvořenou novou verzí. Následně je s pomocí vlastního objektu typu MyClassLoader 
načtena nová verze třídy do systému a vytvořena její instance bezparametrickým konstruktorem. Je 
zkopírována část objektů týkající se jejich předků. V tomto okamžiku jsou zjištěny záznamy v 
souboru formátu XML, který byl dodán pro mapování jednotlivých datových členů mezi jednotlivými 
verzemi. Pokud nějaké záznamy existují (soubor byl dodán), vytváří se v novém objektu datové členy 
a jejich hodnota je inicializována na hodnotu převzatou z příslušného datového členu starší verze 
objektu. Pokud záznamy neexistují, snaží se třída nalézt v původním objektu proměnné ekvivalentní 
proměnným v novém objektu, následně dojde ke zkopírování a případné konverzi jejich hodnot. Na 
závěr celého diagramu dochází k samotnému volání metody vnitřního objektu (již aktualizovaného). 
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Obr. 7.6 - Sekvenční diagram 2. fáze aktualizace objektu v běžící aplikaci 
 
7.3 Poskytovatel aktualizací 
 Samostatnou částí projektu spolupracující s rámcem k dosažení aktualizace objektu je 
poskytovatel aktualizací. Ten má za úkol shromáždit parametry aktualizace předané uživatelem a 
odeslat požadavek webové službě poskytované rámcem. V následujících odstavcích bude popsán 
návrh poskytovatele, jednotlivé třídy, jejich atributy a metody. 
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7.3.1 Odeslání požadavku na aktualizaci aplikace 
 Pro zadání parametrů pro aktualizaci slouží webový formulář. Ten je vstupním bodem celé 
aktualizace a musí poskytovat formulářová pole pro zadání nezbytných parametrů. Po odeslání 
formuláře přichází ke slovu instance třídy UploadServlet typu Servlet. 
 
Potřebná formulářová pole 
• adresa webové služby:  Formulářové pole umožňuje zadat URL adresu webové služby, 
kterou poskytuje aplikace s možností aktualizace. Tato aplikace využívá služeb rámce a zahrnuje 
jej ve své adresářové struktuře. Adresa URL udává soubor s příponou wsdl, jenž slouží jako 
popisovač webové služby. Je umístěn na serveru aplikace. 
  
• název původní třídy: Parametr udává původní jméno třídy, které bylo zadáno při vytváření 
objektu/získání objektu z poolu v metodě createProxy/acquireProxyFromPool třídy ObjectProxy 
rámce. Toto jméno slouží pro identifikaci aktualizované třídy a ve formuláři se zadává vždy 
stejně, i když jde již o opakovanou aktualizaci. 
 
• nový soubor třídy:  Udává cestu v lokálním souborovém systému k souboru nové verze 
třídy s příponou class. Tento soubor bude odeslán aplikaci a později budou vytvářeny instance 
této třídy, přičemž existující objekty budou touto novou verzí aktualizovány. 
 
• soubor s mapováním datových členů: Udává cestu v lokálním souborovém systému k 
souboru ve formátu XML, jenž definuje mapování mezi jednotlivými datovými členy starší a 
novější verze třídy. 
 
• další soubory: Několik formulářových polí pro zadání cest k doplňkovým souborům s 
příponou class nutných pro správnou funkci nové verze aplikace. Takové soubory je třeba odeslat 
v případě, že nová verze aktualizované třídy například využívá ke své práci instance dalších tříd, 
které nebyly potřeba ve starší verzi aplikace. 
  
 
Třída UploadServlet 
 Třída je umístěna v balíčku servlets. Zpracovává parametry formuláře, přičemž využívá 
služeb dalších tříd ze zbývajících balíčků. Po zpracování formulářových polí odesílá samotný 
požadavek na aktualizaci vzdálené aplikace.  
Atributy 
 Atributy slouží zejména pro uložení informací odeslaných formulářem. Proměnná 
wsdlLocation uchovává adresu webové služby, proměnná originalClassName uchovává původní 
jméno třídy korespondující s webovým formulářem popsaným dříve. Proměnná classFileName udává 
jméno souboru s novou verzí třídy, mappingFileName jméno souboru s mapováním datových členů. 
Zbývající atributy file1Name až file5Name uchovávají jména doplňkových tříd zasílaných pomocí 
formuláře. 
Metody 
init()   - metoda slouží pro inicializaci proměnných třídy 
processRequest() - metoda zpracovává požadavky odeslané servletu, jak pro metodu post, tak 
     pro get, po zpracování parametrů odesílá požadavek na aktualizaci vzdálené 
     aplikace  
processForm()  - metoda slouží pro zpracování formulářových polí 
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setLocalVariable() - metoda nastavuje lokální proměnné podle předaných parametrů 
saveFile()  - metoda slouží pro uložení souborů předaných formulářem do lokálního 
      souborového systému serveru, na němž běží poskytovatel aktualizací 
loadBytesFromFile() - metoda slouží pro získání celého obsahu uložených souborů 
clearFolder()  - metoda slouží pro vyčištění složky na serveru, do níž byly dočasně uloženy 
     soubory pro aktualizaci 
 
7.3.2 Zobrazení logovacích informací 
 Pokud dojde k chybě při aktualizaci vzdálené aplikace, jsou informace o chybě uloženy do 
logovacího souboru. Poskytovatel aktualizací umožňuje tyto informace přehledně zobrazit. Pro 
získání informací z logovacího souboru slouží druhá část formuláře. Po odeslání požadavku jsou v 
novém okně internetového prohlížeče zobrazena chybová hlášení týkající se zadané třídy. 
 
Potřebná formulářová pole 
• adresa webové služby: Význam tohoto pole je ekvivalentní stejnému poli v části formuláře 
pro aktualizaci aplikace. 
 
• název původní třídy: Význam je opět stejný jako dříve. Týká se třídy, jíž se mají  
informace týkat. 
 
Třída ShowLogServlet 
Třída je umístěna v balíčku servlets.  
Metody 
processRequest() - jediná metoda třídy, slouží pro zpracování odeslaného formuláře a zobrazení 
     informací z logovacího souboru 
 
 
7.3.3 Pomocné třídy a rozhraní 
Poskytovatel aktualizací využívá ke své činnosti další třídy a rozhraní. Balíček org obsahuje 
třídy pro zpracování dat z webového formuláře. Implementace Javy nezahrnuje přirozené zpracování 
formulářů, které odesílají binární data jako soubory. Toho je nutné docílit pomocí nějaké externí 
knihovny. Poskytovatel využívá pro tento úkol sadu tříd a rozhraní Apache Software Foundation, tyto 
soubory nebyly modifikovány.  
Balíček wsclasses obsahuje třídy a rozhraní vygenerované pomocí příkazu wsimport. Tyto třídy 
slouží pro využití webové služby a patří zde mj. UpdateWS, UpdateWSService, UpdateClass, 
ObjectFactory, ProcessUpdate, package-info.  
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7.3.4 Návrhové diagramy 
Diagram tříd 
 
 
 
Obr. 7.7 - Diagram tříd poskytovatele aktualizací 
 
Diagram sekvence 
 
 Odeslání požadavku na aktualizaci začíná v okamžiku odeslání webového formuláře. Reakcí 
na odeslání je metoda processRequest, která nejdříve zpracuje jednotlivá pole formuláře. Jednotlivé 
položky jsou vráceny metodou extractFieldsAndFiles. Následuje procházení všech položek, přičemž 
pokud jde o obyčejné textové pole, je pouze nastavena lokální proměnná metodou setLocalVariable. 
Pokud jde o binární soubor, uloží se soubor do lokálního souborového systému serveru metodou 
saveFile. Následuje příprava a samotné odeslání požadavku na aktualizaci aplikace. Je vytvořena 
instance vygenerované třídy UpdateWSService. Dále je získán port metodou getUpdateWSPort, přes  
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něhož lze volat metody webové služby. Jsou načteny soubory do pole bytů metodou 
loadBytesFromFile a požadavek na aktualizaci je odeslán vzdálené aplikaci metodou 
processUpdate.V závěru je vymazán obsah složky pro ukládání dočasných souborů tříd. 
 
 
 
 
 
 
Obr. 7.8 - Sekvenční diagram odeslání požadavku na aktualizaci vzdálené aplikace 
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8 Implementace 
 V následujících sekcích bude popsána implementace v souladu s návrhem řešení. Budou 
zmíněny oblasti jako je synchronizace jednotlivých klientů využívajících rámec, ale také klientů a 
požadavků na aktualizaci vzdálené aplikace. Dále se zaměříme na způsob načítání tříd do systému, 
formát pomocných XML a logovacích souborů, implementaci záložního uložiště a další témata.   
8.1 Synchronizace 
 Synchronizace volání jednotlivých metod rámce a poskytovatele aktualizací je důležitá 
hlavně proto, že jedna třída (ObjectProxy) má na starost správu verzí všech tříd v systému, které 
rámec využívají. Jednotlivé instance tříd mohou volat statické metody dané třídy paralelně a jejich 
pořadí nelze nijak předpovídat. Zároveň je však nutná synchronizace z pohledu aktualizace instance 
třídy, která je využívána více vlákny. Tyto dva způsoby jsou implementovány odlišně a budou 
popsány odděleně. 
 
8.1.1 Statická synchronizace 
 Statickou synchronizací je myšlena synchronizace s využitím statického zámku třídy. Každá 
třída obsahuje jeden zámek týkající se samotné třídy. Zámek zajišťuje oddělený přístup paralelně 
prováděných metod ke statickým datům třídy. Lze jej využít dvěma způsoby. Prvním z nich je 
uvození statických metod třídy klíčovým slovem synchronized. Druhým způsobem je synchronizační 
blok s využitím zámku definovaném na třídě (přístupný jako název třídy s příponou .class). 
Metody uvozené klíčovým slovem synchronized se vyskytují zejména ve třídy ObjectProxy. 
Jde o metody volané z acquireProxyFromPool, returnProxyFromPool, createProxy, přičemž 
zmíněné metody samy o sobě nejsou synchronizovány z důvodu větší efektivity. Dále jsou 
synchronizovány metody volané instancemi třídy ObjectHandler, jež využívají ObjectProxy pro svou 
správu. 
Statický synchronizační blok je využit v metodě update instance třídy ObjectHandler. Jde 
pouze o část kódu zjišťující pomocí metod třídy ObjectProxy, zda již byly aktualizovány všechny 
instance dané třídy. Blok je využit opět z důvodu větší efektivity, celou metodu update není třeba 
synchronizovat. 
 
8.1.2 Dynamická synchronizace 
Dynamická synchronizace najde využití, pokud je instance aktualizovatelné třídy předána více 
vláknům, které volají metody daného objektu. Zadáním tohoto projektu bylo také umožnit použití 
objektu ve vícevláknové aplikaci a právě zmiňovaná synchronizace tento požadavek řeší. V sekci 
7.2.4 byly uvedeny charakteristiky takové synchronizace. Úloha se podobá klasické synchronizační 
úloze čtenáři/písaři, přičemž vlákna volající metody objektu mají status čtenáře a vlákno, které 
provádí aktualizaci třídy v systému, má status písaře. Obyčejné metody objektu lze tedy volat 
paralelně, ale jen pokud není v dané chvíli prováděna aktualizace. Na druhou stranu, aktualizace 
může započít jen v případě, že žádná metoda objektu není vykonávána.  
Diagram sekvence 7.6 z kapitoly 7.2.6 znázorňuje volání metod zapouzdřeného objektu. 
Nejprve je volána metoda invoke obalujícího objektu ObjectHandler. Poté je testován příznak 
aktualizace a pokud je nastaven, je provedena samotná aktualizace. Po jejím dokončení je zavolána 
metoda vnitřního objektu s využitím objektu Method. Právě tyto dvě akce - testování příznaku spolu s 
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provedením aktualizace a volání metody vnitřního objektu jsou synchronizovány způsobem 
čtenáři/písaři.  
Pro implementaci je použito několik proměnných, které zajistí pokročilé řešení dané úlohy. 
Takové řešení spočívá v zajištění toho, že nedojde k vyhladovění písaře, pokud by stále přicházely 
nové požadavky od čtenářů (volání metod). Proměnné:  mutex, okToRead, okToWrite typu Lock a 
pomocné proměnné dw, dr, nr, nw typu int.  
 
 
//-----SYNCHRONIZACE PÍSAŘE-VSTUP DO KRITICKÉ SEKCE 
//nw - aktivní písař (writer), dw - čekající písař 
//nr - aktivní čtenář (reader), dr - čekající čtenář 
mutex.lock();   
if (nw + nr > 0){  //pokud je nějaký aktivní písař nebo čtenář, čeká 
dw++; 
mutex.releaseLock(); 
okToWrite.lock(); 
dw--; 
} 
nw++;    //již čekal nebo má povolený vstup 
mutex.releaseLock(); 
 
//-----ZÁPIS PÍSAŘE = AKTUALIZACE OBJEKTU---- 
if (ObjectProxy.isInvalidate(this.originalName)){ 
 update(); 
} 
         
//-----SYNCHRONIZACE PÍSAŘE-VÝSTUP Z KRITICKÉ SEKCE 
mutex.lock(); 
nw--;     //snížení počtu aktivních písařů 
if (dr > 0){ //nejdřive se snaží uvolnit čtenáře pokud nějací čekají 
   okToRead.releaseLock(); 
}else if (dw > 0){ //jinak uvolnit písaře pokud nějaký čeká 
   okToWrite.releaseLock(); 
}else { 
   mutex.releaseLock();  
} 
 
//-----SYNCHRONIZACE ČTENÁŘE-VSTUP DO KRITICKÉ SEKCE 
mutex.lock(); 
if (nw+dw > 0){/*pokud je aktivní nebo čekající písař, čeká i tento     
       čtenář, tj. zajištění nestárnutí písaře*/ 
    dr++; 
    mutex.releaseLock(); 
    okToRead.lock(); 
    --dr; 
} 
nr++;  //zvýšení počtu aktivních čtenářů 
if (dr > 0) //pokud je nějaký čekající písař uvolnit jej 
    okToRead.releaseLock(); 
else 
    mutex.releaseLock(); 
 
//-----ČTENÍ ČTENÁŘE = VOLÁNÍ METODY OBJEKTU        
switch (this.whichOne) { 
    case 0: result = method.invoke(oldOne, args); break; 
    case 1: result = method.invoke(newOne, args); break; 
} 
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//-----SYNCHRONIZACE ČTENÁŘE-VÝSTUP Z KRITICKÉ SEKCE 
mutex.lock(); 
if (--nr == 0 && dw > 0)  /*snížení počtu aktivních čtenářů, pokud již 
     není žádný čtenář a čeká nějaký písař,  
     uvolnit jej*/ 
    okToWrite.releaseLock(); 
else 
    mutex.releaseLock(); 
        
8.2 Záložní uložiště (pool) 
 Záložní uložiště využívá ke své činnosti dvě proměnné typu Hashtable s názvy locked a 
unlocked. Dále využívá konstanty s názvy expirationTime a maxPoolSize. První dvě slouží pro 
ukládání instancí tříd, které jsou zrovna používány nebo jsou k dispozici. Další dvě slouží jako 
parametry uložiště. Proměnná erxpirationTime je nastavena na hodnotu 30000 milisekund. Pokud je 
objekt uložený v proměnné unlocked nepoužíván po dobu delší než je daná hodnota, je z něj 
automaticky odstraněn. Proměnná maxPoolSize, jak už napovídá její název, udává maximální počet 
objektů uložených v poolu. Hodnota je nastavena na 100. 
Proměnné locked a unlocked mají následující tvar: Každá položka proměnných locked i 
unlocked je pár klíč-hodnota, kde klíč je originální název třídy (jelikož každá třída má svůj pool) a      
hodnota je hešovací tabulka, jejíž struktura je následující: Každá položka je pár klíč-hodnota, kde klíč 
je objekt proxy převedený na řetězec metodou toString a hodnota je pole dvou prvků (samotný objekt 
proxy a čas posledního použití). Čas posledního použití slouží pro odstraňování nepoužívaných 
objektů z poolu. Při každém použití objektu je tento čas obnoven. 
Práce s poolem je jednoduchá. Při požadavku na získání objektu se metoda třídy ObjectProxy 
snaží získat instanci z poolu unlocked, pokud taková není k dispozici, je vytvořen nový objekt, uložen 
do proměnné locked a vrácen. Pokud je objekt k dispozici, je pouze přesunut z hashovací tabulky 
unlocked do locked a vrácen. Při vracení objektu do poolu je proces opačný. 
8.3 Webová služba 
 Pro implementaci webové služby byl použita technologie Java API for XML Web Services  
(JAX-WS). Na straně rámce pro dynamickou aktualizaci aplikací je implementací takové služby třída 
UpdateWS. Třída je uvozena anotací @WebService(). Hlavními metodami jsou getLogInformation a 
processUpdate uvozené anotací @WebMethod. První z metod slouží pro získání informací z 
logovacího souboru a druhá pro provedení aktualizace třídy na straně rámce. Díky anotacím je 
automaticky převedena definice rozhraní třídy do popisu pomocí jazyka WSDL a to s využitím 
příkazu wsgen. Webová služba je využívána na straně poskytovatele aktualizací. Spotřebitelem 
webové služby je v tomto případě třída UploadServlet. Aby daná třída mohla volat metody webové 
služby, musí mít vygenerovány artefakty pro spotřebitele webové služby a to příkazem wsimport, 
jemuž je jako parametr předána adresa služby.  
Odeslání požadavku na aktualizace objektu v běžící aplikaci je prováděno pomocí metody 
processUpdate. Spotřebitel zavolá tuto metodu lokální proxy třídy implementující webovou službu. 
Důležitými parametry této metody jsou binární obsahy souboru se třídou, která má nahradit třídu v 
běžící aplikaci a dalších pomocných souborů. Tento binární obsah je předán metodě ve formě polí 
bytů. Webová služba používá přenos XML zpráv protokolem SOAP s pomocí protokolu http. Obsahy 
parametrů jsou přenášeny uvnitř zprávy. Pokud je parametr typu pole bytů, je toto pole zakódováno 
do zprávy pomocí formátu base64Binary nebo hexBinary, kdy je binární obsah posílán jako text a 
oproti původnímu obsahu je posíláno asi o 33% větší množství dat.  
Rámec pro dynamickou aktualizaci aplikací v tomto ohledu využívá technologii zvanou 
Message Transmission Optimization Mechanism (MTOM). Tato technologie umožňuje připojit 
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binární obsah předaný parametry jako přílohu ke zprávě namísto posílání uvnitř zprávy. Proces 
optimalizace přenosu binárního obsahu zahrnuje následující kroky [13] :  
 
1. kódování binárních dat 
2. odstranění binárních dat z obálky (envelope) zprávy SOAP 
3. komprese binárních dat 
4. přidání binárních dat do přílohy typu MIME 
5. přidání odkazu na přílohu do obálky zprávy SOAP 
 
Zprovoznění MTOM pro přenos binárního obsahu je jednoduché. Na straně webové služby je nutné 
do zdrojového kódu přidat anotaci @MTOM pro třídu implementující webovou službu. Daná anotace 
se nachází v balíčku javax.xml.ws.soap. Na straně spotřebitele webové služby je nutné při získávání 
odkazu na službu metodou getUpdateWSPort předat jako parametr instanci třídy MTOMFeature ze 
stejného balíku. 
8.4 Dynamické načítání tříd 
 Rámec pro dynamickou aktualizaci musí být schopen zavést do systému jak původní verze 
tříd z lokálního balíčku projektu tak nové verze tříd, pro něž byl soubor s příponou class poslán skrze 
webovou službu. Takovou činnost zajišťuje instance třídy MyClassLoader, která rozšiřuje třídu 
ClassLoader. Hlavní metodou starající se o zavádění tříd je loadClass. Zavaděč tříd se nejprve snaží 
zjistit, jestli již nebyla třída načtena. Dále se pokouší načíst třídu z lokálních balíčků projektu. Pokud 
načítání skončilo neúspěchem, je hledána třída v některé ze systémových balíčků virtuálního stroje 
Javy. Předešlé pokusy se týkají načítání původní verze třídy. V případě, že nebyla třída nalezena, 
pokusí se zavaděč nalézt soubor třídy v adresáři, jehož název byl předán konstruktoru při vytváření 
instance třídy MyClassLoader. Následně je jeho obsah přečten pomocnou metodou getBytes a třída je 
zkonstruována metodou defineClass. 
8.5 Soubory mapování 
 Rámec pro dynamickou aktualizaci aplikací využívá soubory ve formátu XML pro správu 
verzí souborů tříd a pro mapování datových členů mezi jednotlivými verzemi tříd. V následujících 
kapitolách bude popsána jejich struktura a způsob použití. 
8.5.1 Správa verzí tříd 
 Při zavedení třídy ObjectProxy, což je hlavní třída rámce, dojde k vytvoření souboru s 
názvem mappings.xml. Rámec si v tomto souboru uchovává informace o aktuálních a předešlých 
třídách, z nichž jsou vytvářeny objekty. Formát souboru je následující (struktura je definována 
pomocí  definice typu dokumentu DTD): 
 
 <?xml version="1.0" encoding="UTF-8" ?> 
 <!DOCTYPE mappings [ 
    <!ELEMENT mappings (object?)> 
    <!ELEMENT object EMPTY> 
    <!ATTLIST object 
        latest CDATA #REQUIRED 
        original CDATA #REQUIRED 
        previous CDATA 
        version CDATA #REQUIRED> 
 ]> 
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 <mappings> 
    <object latest="sorting.BubbleSort"       
     original="sorting.BubbleSort" 
     previous="" 
     version="1" />  
  . 
  . 
  . 
  </mappings> 
 
Každá třída má v souboru záznam object. Tento záznam má následující atributy: 
• latest -  aktuální jméno třídy, z níž jsou vytvářeny instance. 
• original  -  původní jméno třídy, z níž byly vytvářeny instance. 
• previous  -  předešlé jméno třídy 
• version   -  verze třídy, číslováno celými čísly 
 
 Pokud dojde k aktualizaci, je nejprve zkopírován obsah atributu latest do previous. Následně 
je nastavena nová hodnota atributu latest a zvýšeno číslo verze. Zjistí-li se následně, že aktualizace 
samotných objektů není možná, ať už z důvodu kompatibility verzí nebo jiných příčin, je navrácena 
předešlá verze s využitím atributu previous a sníženo číslo verze. Z předešlého výpisu souboru 
mappings.xml je zřejmé, že jde teprve o první verzi třídy. 
 
8.5.2 Mapování datových členů mezi verzemi třídy 
 Poskytovatel aktualizací může při odeslání požadavku na aktualizaci vzdálené aplikaci 
odeslat také soubor ve formátu XML, který udává mapování jednotlivých datových členů mezi starší 
a novější verzí třídy. Uživatel provádějící aktualizaci předá tento soubor poskytovateli ve webovém 
formuláři. Jméno souboru může být libovolné, pouze s příponou XML. Formát souboru může být 
následující: 
 
 <?xml version="1.0" encoding="UTF-8" ?>  
 <!DOCTYPE mappings [ 
   <!ELEMENT mappings (entry?)> 
   <!ELEMENT entry EMPTY> 
   <!ATTLIST entry 
        old CDATA #REQUIRED 
        new CDATA #REQUIRED> 
 ]> 
 <mappings> 
    <entry old="line.x1" new="line.p1.x" />  
    <entry old="line.y1" new="line.p1.y" />  
    <entry old="line.z1" new="line.p1.z" />  
       <entry old="line.x2" new="line.p2.x" />  
    <entry old="line.y2" new="line.p2.y" />  
      <entry old="line.z2" new="line.p2.z" />  
  </mappings> 
 
Každý datový člen, jehož kopírování chceme ovlivnit, má v souboru záznam s názvem entry. 
Záznamy mají následující atributy: 
• old  - datový člen objektu starší verze třídy, jehož hodnota se bude kopírovat do datového 
     člen objektu nové verze třídy 
• new - datový člen objektu nové verze třídy,  do něhož bude zkopírována hodnota datového 
     členu ze starší verze třídy 
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 Výpis souboru ukazuje mapování mezi dvěma verzemi tříd, které mají datový člen čára (line). 
Tento atribut je uživatelsky definovaný typ, přičemž u staré verze proměnná line přímo obsahuje 
celočíselné proměnné x1, y1, z1, x2, y2, z2, které definují počáteční a koncový bod čáry ve 
trojrozměrných souřadnicích. Tyto datové členy jsou mapovány do nové verze třídy, kde jsou 
jednotlivé čáry (line) definovány jako dvojice bodů typu Point. Tento typ je uživatelsky definovaný a 
proměnné tohoto typu obsahují celočíselné proměnné x, y, z udávající souřadnice bodu.  Z výpisu je 
patrné, že x-ová souřadnice počátečního bodu čáry ve starší verzi  (line.x1) bude zkopírována do 
proměnné x počátečního bodu p1 proměnné line (line.p1.x). 
 Datové členy v původní a nové verzi nemusí být stejného typu. Pokud jsou členy jiného typu, 
je provedena automatická konverze. Konverze probíhá následujícím způsobem: 
 
• pokud je atribut původní verze primitivní a nový není primitivní, je hodnota datového členu nové 
verze nastavena na null (toto chování je pouze ošetřením nesprávného zadání mapování 
uživatelem) 
• pokud atribut původní verze není primitivní a typ atributu nové verze je primitivní, je hodnota 
atributu nové verze nastaven takto: proměnné typu byte, short, int, long a char jsou nastaveny na 
0, proměnné float a double na 0.0, proměnné typu boolean na false 
• pokud jsou oba atributy primitivní, je provedena konverze podle následujících pravidel:  Pokud 
jde o převod z celočíselného typu na reálný nebo naopak, je převod stejný jako v jazyce Java. V 
případě jiného převodu jde o speciální případ, který je specifickým způsobem ošetřen. Pokud je 
cílový typ logický (boolean) a zdrojový typ jakýkoliv jiný než boolean, je hodnota nastavena na 
false. Pokud je zdrojový typ boolean a cílový je jakýkoliv jiný než boolean, je mu přiřazena 
hodnota 0 s přetypováním na cílový typ. Stejně je provedena konverze i se zdrojovým typem 
char. Pokud je cílový typ char, je zdrojová hodnota přetypována na char, s jejím využitím je poté 
vytvořen nový objekt typu Character, který je přiřazen cílovému atributu. 
• pokud zdrojový i cílový typ nejsou primitivní a lze je přiřadit jeden druhému, je provedeno prosté 
přiřazení, pokud je nelze přiřadit, je cílová proměnná nastavena na null 
 
8.6 Logování 
 Při provádění samotné aktualizace jednotlivých instancí tříd je zaznamenáván jakýkoliv 
abnormální stav, který vede k neúspěšnému dokončení aktualizace. Informace jsou ukládány do 
logovacího souboru s názvem log.txt. Jednotlivé řádky souboru mají následující tvar: 
 
datum_a_čas_záznamu    |     původní_jméno_třídy      |     chybové_hlášení 
 
Př.:  2009-02-20 11:45:01   |   sorting.BubbleSort   |   Incompatible classes   
 
Původní jméno třídy slouží pro asociaci daného chybového hlášení s určitou třídou v systému. Obsah 
logovacího souboru je možné prohlížet přes poskytovatele aktualizací. 
 
8.7 Vytvářené soubory a adresáře 
 Rámec pro dynamickou aktualizaci aplikací i poskytovatel aktualizací vytváří během své 
činnosti různé soubory včetně dříve zmiňovaných. Následuje přehled vytvářených a používaných 
adresářů a souborů. Cesty jsou udávány relativně vzhledem k pracovnímu adresáři na serveru, kde 
aplikace běží. 
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Soubory a adresáře rámce:  
/soubory/log.txt 
/soubory/mappings.xml 
/puvodni_jmeno_tridy/  - pro každou třídu je vytvořen adresář, kam budou kopírovány nové 
    soubory tříd při aktualizaci (Př.: /sortingBubbleSort/ ) 
Soubory a adresáře poskytovatele aktualizací: 
/UpdateClient/uploadedFiles/ - adresář, do něhož budou ukládány dočasné soubory tříd a mapování 
       datových členů předávané uživatelem 
 
 
9 Způsob aktualizace s využitím rámce 
 Využívání služeb rámce pro dynamickou aktualizaci aplikací zahrnuje dvě fáze. První fází je 
využití ve webové nebo jiné aplikaci, jejíž třída má mít schopnost aktualizace. Druhou fází je 
samotné provedení aktualizace s využitím poskytovatele aktualizací. 
9.1 Použití rámce 
 Nejprve je nutné umístit balíček proxy (obsahuje podstrom balíčků a tříd rámce) mezi 
zdrojové balíčky webové nebo jiné aplikace, která má rámec využívat. Typickým uživatelem rámce je 
informační systém. Ten používá ve svém zdrojovém kódu objekty s možností aktualizace. Existují 
dva způsoby použití. Prvním způsobem je snaha využít pro odkládání objektů záložní uložiště (pool). 
Druhým způsobem je přímé vytváření objektů bez použití poolu.  
9.1.1 Získání objektu s využitím záložního uložiště 
 Nejprve se provede importování hlavní třídy rámce do aktuálního zdrojového souboru 
příkazem import. Poté se snažíme získat objekt ze záložního uložiště pomocí funkce 
acquireProxyFromPool třídy ObjectProxy. Jako první argument se funkci předává řetězec znaků, 
který značí originální jméno třídy s možností aktualizace. Metodě lze předat i další argumenty, které 
potom slouží pro vyvolání příslušného konstruktoru zapouzdřeného objektu s danými parametry. 
Metoda může mít tedy libovolný počet argumentů, kdy první vždy udává originální jméno třídy. 
Výsledek funkce je uložen do proměnné, s jejíž pomocí jsou později volány metody objektu 
normálním způsobem. Proměnná musí být typu interface, podle sémantiky jazyka Java. Objekt lze 
přetypovat pouze na rozhraní, které daná třída implementuje. Po zavolání jedné nebo několika funkcí 
cílového objektu vracíme objekt zpět do záložního uložiště funkcí returnProxyToPool. Prvním 
parametrem funkce returnProxyToPool je opět řetězec udávající originální název třídy, druhým 
parametrem je objekt, který chceme vrátit. Schéma použití je znázorněno v následujícím výpisu. Jde o 
použití v ukázkové aplikaci pro řazení obsahu souboru, pro tuto aplikaci jsou specifické názvy 
"SortingInterface", "sorting.BubbleSort", a metoda "sort". V jiné aplikaci se budou tyto názvy lišit.  
 
import proxy.domain.core.ObjectProxy; 
. 
. 
 
SortingInterface proxy = (SortingInterface)  
  ObjectProxy.acquireProxyFromPool("sorting.BubbleSort"); 
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if (proxy != null) { 
 proxy.sort(lines); 
} 
ObjectProxy.returnProxyToPool("sorting.BubbleSort", proxy); 
 
Předešlý příklad předpokládá následující fakta: 
• rozhraní SortingInterface předepisuje metodu sort s parametrem lines, což je v tomto případě 
pole řetězců 
• třída BubbleSort se nachází v balíčku sorting projektu a implementuje rozhraní SortingInterface, 
je tedy nutné předat funkcím název třídy včetně balíčku, v němž se nachází 
 
9.1.2 Získání objektu přímým vytvářením 
 Nejprve se opět provede importování hlavní třídy rámce. Poté se zavolá metoda createProxy 
třídy ObjectProxy. Prvním argumentem funkce je opět řetězec znaků, který značí originální jméno 
třídy s možností aktualizace. Další argumenty mohou specifikovat konstruktor, který se použije pro 
vytvoření zapouzdřeného objektu. Návratová hodnota funkce je uložena do proměnné typu interface, 
s jejíž pomocí jsou metody objektu volány normálním způsobem. Příklad použití ukazuje následující 
výpis (opět ukázková aplikace pro řazení obsahu souboru): 
 
import proxy.domain.core.ObjectProxy; 
. 
. 
 
SortingInterface proxy = (SortingInterface)  
  ObjectProxy.createProxy("sorting.BubbleSort"); 
if (proxy != null) { 
 proxy.sort(lines); 
} 
 
Předpoklady pro úspěšné vytvoření a použití objektu jsou stejné jako při získávání objektu ze 
záložního uložiště.  
Pokud dojde při vytváření objektu k chybě, funkce acquireProxyFromPool/createProxy vrací 
hodnotu null a příčina neúspěchu je zapsána do logovacího souboru rámce. V případě, že je funkcím 
předán pouze jeden argument a to originální jméno třídy, použije se pro vytváření objektu implicitní 
konstruktor (bez parametrů).  
 
9.2 Použití poskytovatele aktualizací 
 Poskytovatel aktualizací musí být nejdříve zaveden do aplikačního serveru. Takové zavedení 
(deploy) se liší napříč aplikačními servery. Webová aplikace poskytovatele aktualizací je zaváděna v 
podobě webového archivu s příponou war.  Po zadání adresy poskytovatele do internetového 
prohlížeče se můžeme rozhodnout, kterou akci chceme provést. Máme možnost aktualizovat jisté 
třídy ve vzdálené webové aplikaci nebo zobrazit informace z logovacího souboru rámce. Formulář je 
na obrázku 9.1. 
 Funkce jednotlivých parametrů pro provedení aktualizace je popsána v kapitole 7.3.1. První 
tři údaje formuláře jsou povinné. Jde o adresu webové služby, originální název třídy v aplikaci včetně 
balíčků a nový soubor třídy s příponou class. Další parametry jsou volitelné. Soubor s mapováním 
může definovat, které datové členy starší a novější verze budou mezi sebou kopírovány. Soubor #1 až 
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Soubor #5 slouží pro zadání doplňkových souborů s příponou class, které jsou nutné pro správnou 
funkci nové verze třídy v systému. Po vyplnění formulářových polí můžeme jejich obsah vymazat 
tlačítkem "Reset" nebo odeslat formulář ke zpracování tlačítkem "Odeslat požadavek". 
 Funkce parametrů pro zobrazení logovacích informací je popsána v kapitole 7.3.2. Jde opět o 
adresu webové služby a originální název třídy, o níž chceme informace zobrazit. Odeslání této části 
formuláře se provede tlačítkem "Zobrazit chybová hlášení".  
 
 
 
 
Obr. 9.1 - Grafické uživatelské rozhraní poskytovatele aktualizací 
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9.3 Podmínky pro použití rámce z pohledu tříd 
Úkolem rámce pro dynamickou aktualizaci aplikací je nejen vytvářet instance tříd, ale také 
tyto třídy na požádání aktualizovat. Formát tříd musí respektovat jistá pravidla.  
Následuje seznam pravidel, které musí třída dodržovat, aby bylo možné vytvořit objekt s 
možností aktualizace a jeho zapouzdřující objekt, jenž mu přeposílá požadavky na provádění metod: 
 
• všechny veřejné metody aktualizovatelné třídy musí být definovány pomocí rozhraní, které daná 
třída poté implementuje, objekt vracený metodami acquireProxyFromPool a createProxy lze poté  
přiřadit proměnné typu interface a pomocí něj volat metody objektu, implementovaných rozhraní 
může být i více 
• všechny veřejné metody všech předků dané třídy musí být definovány pomocí rozhraní a dané 
třídy předků musí tato rozhraní implementovat 
 
Další fází použití rámce je aktualizace objektu v běžící webové nebo jiné aplikaci. Třída, která 
má nahradit existující třídu v systému musí splňovat následující požadavky: 
 
• třída musí implementovat stejná rozhraní jako původní verze, z toho plyne že musí definovat i 
stejné veřejné metody se stejnými parametry 
• pokud je původní třída zděděna z jiné třídy, musí být i nová verze zděděna ze stejné třídy, stejné 
pravidlo platí o každém dalším předkovi v hierarchii dědičnosti 
• každá další verze třídy musí mít definovat stejné konstruktory jako první verze, co se týče jejich 
parametrů 
• každá další verze třídy kromě první musí mít implicitní konstruktor (konstruktor bez parametrů), 
pomocí něhož bude instance dané třídy vytvářena v okamžiku aktualizace, jednotlivé datové 
členy jsou inicializovány podle starší verze třídy a konstruktory s parametry tedy v dané chvíli 
nejsou využity 
 
Přínosem aktualizace je možnost jistým způsobem změnit strukturu nové verze třídy oproti 
původní. Možné úpravy nové verze třídy jsou mj. následující: 
 
• nová třída může měnit implementaci jednotlivých veřejných metod, signatura metod musí zůstat 
zachována 
• třída může definovat jakékoliv další metody se specifikátorem viditelnosti private, protected a s 
viditelností balíčku 
• může definovat stejné datové členy, přičemž pokud není dodán soubor mapování datových členů 
pro aktualizaci, je jejich hodnota nastavena automaticky na stejnou hodnotu, jako měly datové 
členy instance starší verze třídy 
• třída může definovat nové datové členy s odlišnými názvy a typy 
• třída může definovat vnitřní třídy 
 
 
10 Ukázková aplikace 
 Součástí zadání diplomové práce bylo i vytvořit ukázkovou aplikaci, která využívá služby 
rámce. Pro demonstraci výhod aktualizace jsem se rozhodl implementovat webovou aplikaci 
provádějící řazení textového souboru. Uživatel má možnost nahrát na server textový soubor a 
aplikace po odeslání provede seřazení jednotlivých řádků tohoto souboru lexikograficky. Následně je 
seřazený soubor poskytnut ke stažení v dalším okně.  
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Řazení je zpočátku prováděno algoritmem BubbleSort, což samo o sobě vybízí k aktualizaci 
řadícího algoritmu nějakým rychlejším. Rychlejším algoritmem je v tomto případě QuickSort. Skrze 
poskytovatele aktualizací lze dát aplikaci pokyn, aby aktualizovala objekt provádějící řazení 
algoritmem BubbleSort novým objektem, který provádí řazení metodou QuickSort. Na následujících 
obrázcích jsou zobrazeny jednotlivé formuláře webové aplikace 
 
  
 
Obr. 10.1 - Formulář pro odeslání textového souboru na server 
 
 
 
Obr. 10.2 - Výsledek řazení 
 
10.1 Struktura aplikace 
Ukázková aplikace obsahuje několik balíčků a mnoho tříd, které zajišťují její správný běh.  
Struktura těchto balíčků je následující: 
 
¾ org  - sada tříd a rozhraní Apache Software Foundation, soubory uvnitř balíčku nebyly 
   žádným způsobem modifikovány 
¾ proxy - balíček s podbalíčky a třídami rámce pro dynamickou aktualizaci aplikací 
¾ servlets - třídy typu Servlet, které využívají služby rámce, názvy tříd jsou FileSortingServlet a  
    FileDownload 
¾ sorting - třídy, které jejichž instance jsou předmětem aktualizace a rozhraní, jež tyto třídy  
    implementují, názvy třídy jsou BubbleSort a QuickSort, název rozhraní je  
    SortingInterface  
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 Rozhraní SortingInterface předepisuje metody getDuration, getInfo a sort. Metoda 
getDuration vrací dobu trvání řazení v milisekundách. Metoda sort přebírá parametr pole řetězců a 
slouží pro samotné řazení daného pole. Metoda getInfo vrací název metody provádějící řazení. Třídy 
BubbleSort a QuickSort dané rozhraní implementují, přičemž ve třídě QuickSort jsou definovány ještě 
další pomocné metody s viditelností private. 
 
 
11 Rozšíření možností rámce 
 Rámec pro dynamickou aktualizaci aplikací v jazyce Java lze rozšířit několika doplňky. 
Jedním z takových vylepšení je implementace ověření identity uživatele, který provádí aktualizaci 
třídy ve vzdálené aplikaci a to z důvodu bezpečnosti. V této chvíli stačí získat adresu webové služby 
poskytované aplikací a jednoduše zavést novou verzi třídy do systému. Potenciální útočník musí 
ovšem znát přesné rozhraní třídy, aby byla systémem přijata. 
Java Enterprise Edition poskytuje prostředky pro zabezpečení webových aplikací. Zabezpečení 
probíhá s využitím rolí uživatelů. Pro zabezpečení webové služby je nutné k jednotlivým metodám 
přidat specifikace rolí uživatelů, kteří tyto metody mohou volat. Existují různé způsoby autentizace 
jako jsou základní http autentizace (HTTP Basic Authentication), autentizace s využitím vlastního 
formuláře (Form-Based Authentication), autentizace s využitím certifikátu (HTTPS Client 
Authentication) a způsob, kdy se autentizují klient a server navzájem (Mutual Authentication). 
Nejbezpečnějším řešením se jeví použití autentizační metody s využitím certifikátu, který přenáší 
data po zabezpečeném kanálu pomocí SSL. Použít by bylo možné i první dva přístupy, ovšem 
posílání autentizačních údajů probíhá v otevřené podobě. Jediný bezpečný přístup je tedy provádět 
takovou autentizaci přes explicitně vytvořený zabezpečený kanál.    
 Dalším vylepšením může být pokročilé mapování datových členů mezi jednotlivými verzemi 
tříd, které by umožnilo například flexibilně konvertovat různé typy kolekcí, i s rozdílnou vnitřní 
strukturou. Starší verze třídy může například obsahovat pole objektů typu úsečka, která je definována 
jako šestice celých čísel specifikujících počáteční a koncové souřadnice. Nová verze by naopak 
mohla obsahovat pole objektů typu úsečka, jejíž krajní body jsou specifikovány pomocí dvou objektů 
typu bod s vlastními souřadnicemi. Rámec by poté měl podle záznamu v souboru mapování převést 
pole starší verze na pole novější verze třídy. Takové rozšíření by znamenalo modifikace třídy 
Converter provádějící mapování jednotlivých datových členů a úpravu souborů mapování.  
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12  Závěr 
 Cílem této práce bylo analyzovat způsoby úplné náhrady objektu za běhu jiným 
kompatibilním objektem. Cílem bylo také prostudovat doporučenou literaturu a jiné dostupné zdroje s 
ohledem na možné řešení daného problému, navrhnout rámec pro dynamickou aktualizaci aplikací v 
jazyce Java, implementovat rámec a vytvořit ukázkovou aplikaci, která ho využívá. 
 Problematikou dynamické aktualizace aplikací se zabývá několik prací. Žádný z těchto 
projektů ovšem neřeší aktualizaci aplikace v jazyce Java s využitím webových služeb. Byly 
prozkoumány možnosti serializace objektů, přičemž serializace v rámci není využita z pohledu jejího 
aplikačního rozhraní, ale z pohledu implementačního. Její implementace řeší elegantním způsobem 
zjištění kompatibility datových členů jednotlivých verzí tříd a také práci s jejich hodnotami.  
 Byl navržen rámec pro dynamickou aktualizaci části aplikace v jazyce Java. Jeho schopností 
je i aktualizace vícevláknové aplikace, kdy jednotlivá vlákna provádění jsou synchronizována tak, 
aby nedocházelo k volání metod objektu, zatímco je aktualizován. Samotná aktualizace probíhá ve 
dvou fázích. V první fázi je odeslán požadavek na aktualizaci pomocí poskytovatele. V druhé fázi je 
provedena náhrada programové třídy v systému a úprava jejich  aktivních instancí. Tyto procesy byly 
popsány sekvenčními diagramy podle notace UML, stejně jako vytváření nového objektu určité třídy. 
Statickou strukturu rámce znázorňují diagramy tříd a balíčků.  
 Rámec pro dynamickou aktualizaci je široce použitelný v různých webových aplikacích, 
protože implementuje požadovanou funkčnost s využitím sady tříd a doplňkových souborů. Stále 
ovšem využívá nemodifikovaný virtuální stroj Javy. Vytváření nových objektů s možností aktualizace 
a volání jejich metod je jednoduché. Probíhá pouze s přispěním statických metod třídy ObjectProxy, 
je ovšem nutné zahrnout zdrojové soubory rámce do aktuální vytvářené webové aplikace. 
Poskytovatel aktualizací je schopen odeslat nový soubor třídy, která má nahradit již existující třídu v 
systému a zároveň odeslat požadavek, aby všechny instance dané třídy byly v nejbližším možném 
okamžiku aktualizovány. Pokud má jistá třída nahradit existující třídu v systému, musí s ní být 
kompatibilní. V práci jsou definovány požadavky, které musí nová verze splňovat. Základním 
požadavkem je fakt, že starší i novější verze tříd musí mít stejné rozhraní, co se týče veřejných metod. 
 Použití rámce pro správu objektů s možností aktualizace s sebou nese malé snížení efektivity. 
Každé vytváření objektu je doplněno vytvářením dalšího (obalujícího) objektu a voláním několika 
metod. Při volání metod vnitřního objektu je opět lehce snížena efektivita z důvodu nutné 
synchronizace a testování, zda nebyl doručen požadavek na aktualizaci. Zmiňované zpomalení 
užitečné činnosti programu je ovšem zčásti vykompenzováno implementací záložního uložiště pro 
objekty. Záložní uložiště si uchovává po nějakou dobu použité objekty a dává je k dispozici dalším 
programům, které o ně zažádají. Nedochází tak vždy k vytvoření nového objektu, ale jsou využívány 
existující objekty z daného uložiště.  
 Byla implementována ukázková webová aplikace využívající rámce pro dynamickou 
aktualizaci aplikací. Aplikace dovede seřadit obsah textového souboru, který je jí předán. Uživatel  
má možnost nahrát na server textový soubor, jehož řádky chce seřadit. Původní objekt provádějící 
řazení byl za běhu aplikace úspěšně nahrazen jeho novou verzí a to včetně přenosu stavu objektu, 
čímž byla demonstrována správná funkce rámce a jeho jednoduché použití. 
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Příloha 1 
 
Návod na použití ukázkové aplikace využívající rámec 
 
 Ukázková aplikace byla vyvinuta s využitím aplikačního serveru GlassFish v2 Update 
Release 2, vývojového prostředí NetBeans 6.1 a Java SE 6 JDK. 
  
Postup zavedení ukázkové aplikace do aplikačního serveru bez využití NetBeans (doporučeno): 
• spustit aplikační server GlassFish v2 
• spustit ve webovém prohlížeči webové rozhraní serveru (Admin Console, obvykle v prohlížeči na 
adrese http://localhost:4848/login.jsf ) 
• zavést na server pomocí volby "Deploy" webové archivy  WebProxy.war a WebProxyClient.war 
umístěné na doprovodném CD v adresáři "WAR soubory" 
 
Postup zavedení ukázkové aplikace do aplikačního serveru s využitím NetBeans: 
• předpokladem je nastavení aplikačního serveru Glassfish v2 jako výchozí server pro zavádění 
aplikací 
• zavést do vývojového prostředí NetBeans projekty WebProxy a WebProxyClient z doprovodného 
CD z adresáře "Netbeans projekty", které představují ukázkovou aplikaci a poskytovatele 
aktualizací 
• zkompilovat oba projekty volbou "Build" v kontextovém menu jednotlivých projektů 
• zavést oba projekty do aplikačního serveru volbou "Deploy" v kontextovém menu jednotlivých 
projektů 
 
Postup spuštění ukázkové aplikace a poskytovatele aktualizací: 
• ve webovém prohlížeči zadat adresu ukázkové aplikace  
      (typicky http://localhost:8080/WebProxy) 
• ve webovém prohlížeči zadat adresu poskytovatele aktualizací  
      (typicky http://localhost:8080/WebProxyClient) 
 
(adresy se mohou lišit v závislosti na nastavení cesty "Context Root" v aplikačním serveru při 
zavádění jednotlivých částí aplikace) 
 
Seřazení textového souboru:  
• v testovací aplikaci zvolit textový soubor, který má být seřazen a zvolit "Seřadit obsah souboru" 
      (pro zpozorování nenulové doby řazení u obou verzí řadícího algoritmu je doporučeno použít  
      textový soubor o velikosti alespoň 300 kB) 
 
Aktualizace objektu provádějícího řazení: 
 50
• v poskytovateli aktualizací (Klient pro aktualizaci webové aplikace) zadat první tři parametry 
formuláře následovně: 
1. Adresa webové služby: pro danou aplikaci -   
http://localhost:8080/WebProxy/UpdateWSService?wsdl 
2. Název původní třídy: sorting.BubbleSort 
3. Nový soubor třídy: zvolit soubor QuickSort.class z adresáře "Třídy řazení" na doprovodném 
CD  
• odeslat údaje tlačítkem "Odeslat požadavek" 
• poté je možné znovu vyzkoušet řazení příslušného textového souboru 
 
Získání informací z logovacího souboru: 
• v dolní části poskytovatele aktualizací (Klient pro zobrazení chybových hlášení) zadat parametry 
adresa webové služby a název původní třídy stejně jako při provádění aktualizace 
• odeslat požadavek tlačítkem "Zobrazit chybová hlášení" 
