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Resumen. En este artículo presentamos una plataforma diseñada e 
implementada para la gestión práctica de la maquinaria industrial, la cual 
proporciona mediante una organización orientada a servicios los procesos de 
autogestión y administración proactiva de la maquinaria industrial. Esta 
plataforma permite establecer diversas relaciones con los servicios ofrecidos 
por la maquinaria, los cuales hacen posible que las maquinas puedan 
comunicarse y cooperar entre sí o con otros elementos de producción. La 
plataforma realizada está basada en arquitecturas orientadas a servicios (SOA) 
y servicios web para lograr que la maquinaria industrial proporcione altos 
niveles de autogestión y supere las barreras impuestas por las restricciones 
físicas y tecnológicas típicas que impiden que estos componentes alcancen la 
integración transparente de la maquinaria industrial con los procesos de 
negocio de la organización. 
1   Introducción 
En la actualidad la mayoría de los procesos de fabricación se definen de forma ad-hoc 
para el tipo de actividad que comprenden y el tipo de producto resultante. Por 
ejemplo, dentro de una ensambladora de automóviles un brazo robot posee varias 
herramientas y su función la realiza sobre la cadena de montaje del chasis de 
vehículos. Dicho brazo requerirá una programación completamente dependiente del 
resto de máquinas en la cadena y si quisiésemos reutilizarlo en otro proceso, es 
necesaria una reprogramación para adaptarlo al nuevo entorno, haciendo que los 
costes asociados a este tipo de procesos aumenten de forma abultada. 
Este trabajo presenta una plataforma que  y automatiza la integración de las TIC en 
los entornos industriales utilizando  servicios web, basada en el paradigma de 
arquitectura orientada a servicios (SOA). De esta forma la maquinaria industrial 
puede ofrecer sus funcionalidades mediante servicios que podrán ser publicados, 
descubiertos y utilizados por otros elementos del sistema [1]. Para ello proponemos la 
incorporación de un sistema embebido en cada una de las máquinas, que proporcione 
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una interfaz de acceso estándar defina una interfaz estándar independiente del 
protocolo utilizado en la industria.  
La gran ventaja de este entorno es la flexibilidad, ya que cada una de las máquinas 
conectadas a la red prestará una serie de servicios y se podrán reconfigurar nuevos 
procesos y actividades para adaptarlos a un entorno concreto sin necesidad de realizar 
una reprogramación a bajo nivel. Todo esto conduce a que la maquina se abstraerá de 
las características de bajo nivel y será posible e interactuar con ella en un entorno mas 
funcional.  
Existen también una serie de valores agregados al incorporar las TIC en la 
maquinaria industrial como  son la forma de controlar o monitorizar los diferentes 
procesos. Un ejemplo podría ser la obtención de estadísticas o históricos de datos de 
diversos procesos [2]. Esto mejora, no solo de forma local el proceso, sino también a 
nivel global el sistema de producción de toda la empresa. 
Hemos de tener en cuenta también, que la incorporación de tecnologías web, como 
el modelo de comunicación TCP/IP, permite el desacoplamiento de las tareas físicas 
de producción y gestión [3], de forma que podamos monitorizar y gestionar nuestro 
proceso de negocio desde cualquier lugar y en cualquier momento. La incorporación 
de este nivel de ubicuidad aportará una notoria diferencia con los entornos de 
fabricación industrial tradicionales. 
Este artículo está organizado de la siguiente manera: En la sección dos (2) se 
esbozan los antecedentes y estado del arte inherentes a la propuesta, en la sección tres 
(3) se propone de manera general el esquema de funcionamiento de la plataforma, así 
como sus características y requerimientos, la sección cuatro (4) se  focaliza en la 
implementación e integración dentro de un escenario real para simulación industrial, 
en la sección cinco (5) se realizan las pruebas de la plataforma y en la sección seis (6)  
se concluye describiendo las mejoras respecto de los sistemas tradicionales y en que 
líneas se seguirá trabajando. 
2   Antecedentes y Estado del Arte 
De acuerdo a la expansión de las tecnologías de la sociedad de la información y 
aunado a la masificación de Internet, muchas organizaciones han cambiado sus 
estrategias de negocio para mantenerse en el nuevo orden mundial que les exige  
replantear sus paradigmas actuales. A partir de esto, y de cara al negocio electrónico 
en las industrias, las nuevas plataformas tecnológicas deben involucrar componentes 
software distribuidos que permitan aumentar los niveles de competitividad de la 
empresa [4]. Sin embargo, para que exista una integración transparente de estos 
componentes es necesario identificar las carencias que se sucintan en el entorno de la 
maquinaria industrial.  
Desde hace mucho tiempo se han venido desarrollando diversos protocolos para la 
integración de maquinaria industrial de acuerdo a los modelos tradicionales de 
automatización [1]. Asimismo, el desarrollo de protocolos propietarios como 
Modbus, Profibus, DeviceNet, Ethernet industrial produce gran cantidad de 
dispositivos que permiten automatizar un abanico muy amplio de procesos 
industriales. Aún así, esto difiere del modelo de negocio que queremos presentar, en 
Plataforma para la gestión inteligente de la Maquinaria Industrial basada en SOA     111 
 
el que se persigue la introducción de las TIC con el objetivo de conseguir modelos de 
personalización a un nivel muy alto [5]. Es aquí donde se identifican diversas 
carencias, y por ello empresas como ABB o Schneider, lideres en procesos de 
automatización, proponen la incorporación de sistemas embebidos que permitan una 
gestión integral de sus máquinas usando los modelos de redes convencionales como 
TCP/IP [6] o llegar inclusive hasta los más altos niveles de la organización utilizando 
arquitecturas orientadas a servicios mediante mensajes SOAP [7],  que permitan 
descubrir cuáles son las funcionalidades de una máquina en concreto.  
Dando un vistazo global,  varios proyectos europeos de investigación y desarrollo 
de la iniciativa ITEA [8] persiguen un fin parecido, como es el caso del proyecto 
SIRENA [9], cuyo objetivo es la creación de un marco de trabajo para la 
especificación y desarrollo de aplicaciones distribuidas para sistemas embebidos en 
tiempo real, como la automatización industrial y la industria automovilística.   
Existen diversas tecnologías como los servicios web, que soportan las iniciativas 
planteadas para la elaboración de una plataforma que permita integrar los distintos 
procesos realizados en la maquinaria con los modelos de negocio de la organización. 
Esto conlleva el uso de varias tecnologías como WSDL [10], SOAP, UDDI [11], y  
BPEL [12], lo que genera mayor flexibilidad en el diseño de la plataforma. 
El Lenguaje de Descripción de Servicios Web (WSDL) [13] es una especificación 
que fue creada para describir y publicar de una forma estándar los formatos y 
protocolos de un servicio web. Estos estándares de interfaz son necesarios para evitar 
crear interacciones especiales con cada proveedor de servicios en la red. WSDL está 
basado en XML [14] y contiene una descripción de los datos que se tienen que pasar 
a un servicio web. De esta forma, tanto el emisor como el receptor conocen los datos 
que tienen que intercambiar para llevar a cabo la comunicación. Los elementos 
WSDL también contienen una descripción de las operaciones que se realizan sobre 
esos datos y una referencia al protocolo o al transporte empleados. Con esto el emisor 
sabe como enviar los datos y el receptor como procesarlos. Normalmente WSDL se 
utiliza con SOAP y la especificación WSDL incluye una referencia (binding) SOAP.  
Una hoja WSDL la podemos dividir conceptualmente en dos partes: la interfaz y la 
implementación del servicio. En la primera de ellas se identifica los contenidos y los 
tipos de datos de los mensajes, así como las operaciones que se llevan a cabo con esos 
mensajes. Y contiene las siguientes estructuras (qué operaciones provee el servicio y 
como se invocan): 
? Types. En forma de esquemas XML se definen los tipos de datos empleados 
para describir los mensajes intercambiados. 
? Message. Definición abstracta de los datos que se intercambian en las 
operaciones. Un mensaje se divide en una serie de partes lógicas, cada una 
de las cuales se asocia con alguna definición de algún sistema de tipos. 
? PortType. Conjunto abstracto de operaciones, cada una de las cuales hace 
referencia a un mensaje de entrada y uno de salida. 
? Binding. Especifica un protocolo concreto y el formato de los datos de las 
operaciones y los mensajes definidos por un portType en concreto. 
Y en la implementación se incluyen las referencias a los protocolos o transportes 
empleados para el intercambio de mensajes (dónde se ubica el servicio).  
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? Service. Una colección de puertos relacionados. Hacen corresponder el 
binding al puerto e incluyen definiciones de extensibilidad. 
? Port. Especifica una dirección para un binding, definiendo un único modo de 
comunicación. 
SOAP, es un protocolo ligero basado en XML para el intercambio de información 
en un entorno distribuido [13]. Facilita la intercomunicación entre objetos de 
cualquier tipo, sobre cualquier plataforma y en cualquier lenguaje. SOAP puede 
emplear como transporte cualquier protocolo de aplicación, como por ejemplo, HTTP 
o SMTP. La estructura de un mensaje SOAP se puede ver en la Fig. 1. 
 
 
Fig. 1. Estructura del mensaje SOAP [13]. 
UDDI (Integración, Descubrimiento y Descripción Universal) [13] permite a las 
empresas registrarse en un tipo de directorio de páginas amarillas que les ayuda a 
anunciar sus servicios. De esta forma, las entidades pueden encontrase unas a otras y 
realizar transacciones en la Web. El proceso de registro y consultas se realiza 
utilizando mecanismos basados en XML y HTTP. 
Un registro UDDI tiene tres secciones conceptuales: 
? Blanca. Similar a la información que aparece en un directorio telefónico, que 
incluye nombre, teléfono y dirección. 
? Amarilla. Como las páginas amarillas, e incluyen categorías de catalogación 
industrial, ubicación geográfica, etc. 
? Verde. Información técnica acerca de los servicios ofrecidos por los 
negocios. 
Las estructuras que se emplean son los siguientes: 
? businessEntity. Información sobre un negocio o entidad. Utilizada por el 
negocio para publicar información descriptiva sobre sí mismo y los servicios 
que ofrece. 
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? businessService. Servicios o procesos de negocios que provee la estructura 
businessEntity. 
? bindingTemplate. Datos importantes que describen las características 
técnicas de la implementación del servicio ofrecido. 
? tModel. Especificación técnica para llevar a cabo las tareas de 
descubrimiento y categorización de servicios web. 
Cualquier registro UDDI debe presentar dos categorías de API: 
? De publicación. Mecanismo para que los proveedores de servicios se 
registren (ellos mismos y sus servicios) en el registro UDDI. 
? De consulta. Permite a los subscriptores buscar los servicios disponibles y 
obtener el servicio una vez localizado. 
Otra tecnología  a tener en cuenta es el Lenguaje de Ejecución de Procesos de 
Negocio (BPEL) lo cual se tiene el fin de componer los servicios web. En esencia 
este lenguaje lo utilizamos para el control centralizado de la invocación de diferentes 
servicios web, con cierta lógica de negocio añadida que permite la programación a 
gran escala. Es decir, una definición de un proceso BPEL usa uno o más servicios 
descritos por interfaces WSDL y proporciona una descripción del comportamiento y 
las interacciones de la instancia de un proceso relativa a sus componentes y recursos a 
través de esas interfaces. En la Fig. 2 podemos observar el esquema conceptual de un 
proceso BPEL. 
 
 
Fig. 2. Esquema de un proceso BPEL. 
Las diferentes secciones de una hoja BPEL que describe un proceso de negocio 
son las siguientes: 
? PartnerLinks. Define las diferentes partes que interactúan con el proceso de 
negocio. Cada partnerLink se caracteriza por un partnerLinkType con uno o 
dos roles. Esta información identifica la funcionalidad que debe ser 
proporcionada por el proceso de negocio y la que debe proporcionar cada 
servicio externo para poder establecer las relaciones con éxito. Para ello en 
las hojas WSDL de cada servicio que forme parte del proceso de negocio se 
definirán los partnerLinkTypes como un enlace al portType implicado. Y 
será el propio proceso de negocio BPEL el encargado de definir las 
referencias a estos últimos través de los partnerLinks  (Fig. 3). 
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Fig. 3. Modelo BPEL y su relación con WSDL [12]. 
? Variables. Variables de datos utilizadas por el proceso, proporcionando sus 
definiciones en términos de los mensajes de las interfaces WSDL. Permiten 
que el proceso mantenga el estado en el intercambio de diferentes mensajes. 
? faultHandlers. Actividades de corrección de errores. 
? process. Descripción del comportamiento normal para manejar una petición 
sobre el proceso. 
El proceso BPEL por si solo es básicamente un diagrama de flujo expresando un 
algoritmo. Cada paso en el proceso recibe el nombre de actividad, y hay una 
colección de actividades primitivas, como por ejemplo, invocar una operación de 
algún servicio web (<invoke>), esperar la invocación por alguien externo de una 
operación de la interfaz del servicio web que representa el proceso (<receive>), 
generar la respuesta a una operación de entrada/salida (<reply>), esperar por un 
tiempo (<wait>), copiar datos desde un lugar a otro (<assign>), etc.  
Las actividades primitivas pueden combinarse en algoritmos más complejos 
empleando alguna de las estructuras proporcionadas por el lenguaje. Podemos definir 
una secuencia ordenada de pasos (<sequence>), tener secuencias condicionales como 
<switch>, definir bucles (<while>), ejecutar varios pasos en paralelo (<flow>), etc. De 
esta forma se pueden combinar recursivamente las actividades estructuradas para 
expresar algoritmos de diferente complejidad que representen las implementaciones 
del servicio. 
Otro aspecto a tener en cuenta es cómo dar de alta un servicio representado por 
una interfaz WSDL y un proceso descrito en una hoja BPEL en un registro UDDI. 
Para ello debemos encontrar una correspondencia adecuada entre los lenguajes 
WSDL/BPEL y UDDI. En las figuras 4 y 5 se puede observar el esquema de la 
correspondencia entre una hoja BPEL y WSDL en una estructura de elementos 
UDDI. 
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Fig. 4. Correspondencia BPEL en UDDI [15]. 
 
Fig. 5. Correspondencia WSDL en UDDI [16]. 
Como se observa la correspondencia utiliza varias entidades UDDI para 
representar las entidades en los documentos WSDL y BPEL. Por lo que requerimos 
un mecanismo para indicar qué tipo de entidad WSDL o BPEL está siendo descrita 
por cada elemento UDDI. Para ello se emplea la entidad UDDI tModel, junto con una 
serie de catalogadores. En la Tabla 1 podemos ver las categorías empleadas para este 
propósito. 
Tabla 2. Categorías empleadas en la correspondencia BPEL-UDDI  
Nombre Descripción Key 
uddi.org:bpel:types Tipos BPEL uuid:e8d75f6c-3f24-3b8d-97fd-f168e424056f 
uddi-org:wsdl:types Tipos WSDL uuid:6e090afa-33e5-36eb-81b7-1ca18373f457 
uddi-org:xml:namespace Espacios de nombres uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824 
uddi-org:xml:localName Nombres locales XML uuid:2ec65201-9109-3919-9bec-c9dbefcaccf6 
uddi-org:wsdl:  
portTypeReference 
Referencias a tModels que 
representan entidades 
wsdl:portTypes 
uuid:082b0851-25d8-303c-b332-f24a6d53e38e 
uddi-org:protocol:soap tModels que representan el protocolo SOAP 1.1 uuid:aa254698-93de-3870-8df3-a5c075d64a0e 
uddi-org:protocol:http tModels que representan el protocolo HTTP uuid:6e10b91b-babc-3442-b8fc-5ª3c8fde0794 
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3   Descripción general de la propuesta 
Como comentamos en la introducción, en nuestro diseño podemos establecer una 
correspondencia clara entre un servicio web y una máquina industrial con una interfaz 
estándar definida. De forma que podemos definir una arquitectura orientada al 
servicio dentro de un entorno industrial compuesta por tres módulos. El primero de 
ellos comprende la Maquinaria Industrial y el dispositivo embebido que hace posible 
la integración con las tecnologías web; el segundo modulo está compuesto por un 
registro donde las maquinas industriales anuncian sus servicios; y el tercer módulo 
está formado por el sistema de gestión de centrado de procesos (Business Process 
Managment System: BPMS) donde son organizados todos los procesos que serán 
ejecutados posteriormente en la maquinaría industrial. Podemos ver el esquema de la 
propuesta en la Fig. 6. 
 
Fig. 6. Esquema de funcionamiento del sistema propuesto. 
En el diagrama anterior puede verse que los distintos módulos interactúan 
mediante una serie de pasos denotados como: publicación de los servicios de la 
maquinaria, búsqueda de los servicios, descubrimiento de los servicios y consumo de 
los servicios. Estos pasos serán explicados con mayor detalle en el apartado de 
implementación, y nos centraremos ahora en el diseño de cada uno de los módulos 
que compone la plataforma. 
El primer modulo, llamado “IMaaS” (Industrial Machines as a Service – Service 
Provider), está compuesto por las distintas máquinas industriales que proveen los 
servicios físicos. Incorporamos además en este módulo un elemento intermedio “WS 
Gateway” (Web Service Gateway) que actúe de pasarela entre la máquina y la red y 
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se encargue de publicar los servicios y atender las peticiones sobre ellos. Gracias al 
avance de la microelectrónica y los sistemas de comunicación es posible encontrar en 
el mercado actual multitud de sistemas embebidos que pueden actuar como un “WS 
Gateway” integrando las funciones propuestas.  
El segundo módulo (Service Broker) llamado “UDDI/ Service Register” es el 
encargado de registrar todos y cada uno de los servicios ofrecidos por cada máquina 
del entorno industrial. Esto permite agregar la palabra inteligencia a nuestra 
propuesta, ya que si sabemos cuál es la funcionalidad de cada máquina y a su vez esto 
lo tenemos en un sistema de registro centralizado es posible flexibilizar y balancear la 
carga del entorno industrial a niveles escalares. Cuando un cliente (consumidor) 
quiere hacer uso de un servicio, realiza una búsqueda en el registro UDDI y este 
último le proporciona los datos necesarios para comunicarse con la máquina. Una vez 
tiene esos datos el cliente o sistema de gestión central conocerá la estructura de la 
maquinaría y podrá proceder a consumir sus servicios. 
Por último, el tercer módulo llamado BPMS o Service Requester ejerce como un 
sistema de gestión central que se encarga de acceder al registro UDDI para obtener 
los servicios que aporta cada componente del entorno industrial. Y, a partir de las 
actividades y procesos obtenidos y de una serie de procesos personalizados que 
mantiene la empresa, se modela un proceso global que será ejecutado mediante el 
motor BPEL del nodo orquestador.  
Podemos hacer una división por fases de la dinámica del sistema tal y como 
observamos en la Fig. 5. 
 
Fig. 7. División por tareas del desarrollo del sistema. 
Del esquema anterior obtenemos las siguientes fases: 
1. Registro contra UDDI de la maquinaria. 
2. Búsqueda en UDDI. 
3. Modelado de procesos. 
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4. Ejecución de procesos. 
5. Motor BPEL. Ejecución de procesos locales. 
En la fase 1, cuando las máquinas se conectan a la red, lo primero que deben hacer 
es registrar automáticamente sus servicios en el registro UDDI que hay disponible en 
uno de los nodos del sistema. Uno de los primeros aspectos que debemos tener en 
cuenta es cómo representar el servicio que ofrece cada máquina y como describir 
cada una de las actividades y procesos que forman parte de este servicio. Para ello 
emplearemos una hoja WSDL y diferentes hojas BPEL que describan cada uno de los 
procesos que es capaz de llevar a cabo la máquina. Y una vez descritos de esta forma 
los servicios debemos determinar cómo darlos de alta en el registro UDDI, con el 
objetivo de que el nodo orquestador pueda realizar búsquedas parametrizadas, 
obtener las características y referencias a los diferentes servicios y componer 
procesos globales. Para llevar a cabo la correspondencia entre WSDL/BPEL y UDDI 
emplearemos el método descrito en [15] y [16].  
En la fase 2 se emplean las funciones de pregunta o búsqueda, con el objetivo de 
extraer una lista de servicios disponibles en la cadena de montaje y las operaciones 
(actividades y procesos) que estos ofrecen. Asimismo, desde un nodo central del 
sistema, es posible contemplar de forma rápida, clara y estructurada los componentes 
de la cadena y las funciones que pueden desempeñar. Incluso, la plataforma ofrece las 
búsquedas selectivas en el registro UDDI de alguna máquina, un determinado 
servicio, actividades o procesos con características concretas, etc. 
Una vez se obtiene la lista de servicios conectados a la red de la cadena de montaje 
con sus respectivas operaciones es posible modelar un proceso BPEL global (fase 3). 
Además de los servicios almacenados en el registro UDDI se emplearán una serie de 
procesos personalizados y prediseñados, que podrán ser empleados como subprocesos 
de ese proceso global comentado. El resultado del modelado de un proceso ejemplo 
podría ser el de la Fig. 8. 
 
 
Fig. 8. Esquema del modelado un proceso global BPEL. 
Una vez compuesto el proceso global con operaciones correspondientes a varias de 
las máquinas disponibles en la cadena de montaje podemos ejecutarlo (fase 4). Para 
ello precisamos de un planificador que analice el proceso BPEL global y vaya 
ejecutándolo como un archivo de proceso por lotes. Por cada paso del proceso 
(actividad, proceso, proceso prediseñado) el planificador generará un mensaje SOAP 
con el código BPEL correspondiente y lo enviará a la máquina encargada de la 
ejecución. La estructura de este mensaje la podemos ver en la Fig. 9. 
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<?xml version="1.0" encoding="utf-8"?> 
<soap:Envelope xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
xmlns:xsd="http://www.w3.org/2001/XMLSchema" 
xmlnsoap="http://schemas.xmlsoap.org/soap/envelope/"> 
  <soap:Body> 
    <process ....> 
       ... 
       <sequence name="Sequence1"> 
          <invoke name="Invoke1" partnerLink="Move" operation="ArrancarDerecha" 
          portType="ns0:InterfazCliente"/> 
      </sequence> 
    </process> 
  </soap:Body> 
</soap:Envelope> 
 
Fig. 9. Estructura de mensaje SOAP de invocación. 
En la última fase (fase 5) se implementa la lógica en el “WS Gateway” que permite 
recibir peticiones SOAP sobre cualquiera de las operaciones del servicio que este 
alberga, y traducirlas a señales que entienda la propia máquina. Una vez recibida la 
petición se determina si se trata de una actividad o un proceso. Y en este último caso 
se activa un motor BPEL que ejecute el algoritmo asociado. 
La ventaja de esta dinámica es que los elementos de la arquitectura son 
independientes y podrían estar implementados en cualquier lenguaje y correr en 
plataformas diferentes. Solo tienen que asegurarse de que utilizan los estándares 
definidos: SOAP, WSDL y UDDI. 
4   Implementación de la plataforma de gestión inteligente de la 
maquinaria industrial 
La implementación e integración de toda la plataforma está organizada en tres 
secciones, la primera recoge los parámetros de diseño e implementación del  “WS 
Gateway”, la segunda detalla el servidor de registro utilizado y la tercera se centra en 
el sistema de gestión central de la plataforma. 
4.1 WS Gateway  
El “WS Gateway” es el encargado de publicar en la red los distintos servicios que 
ofrece la máquina a la cual está conectado. Además de incorporar un motor de 
ejecución de procesos BPEL básico. Proporcionando, de esta forma, funcionalidad y 
flexibilidad completa a la maquinaria industrial. A continuación se presentan los 
detalles de implementación del “WS Gateway” a nivel físico y lógico. 
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4.1.1 Plataforma Física del WS Gateway 
Para la implementación del “WS Gateway” hemos seleccionado un dispositivo 
embebido genérico de la marca Lantronix denominado XPORT [17] que posee unas 
características muy adecuadas para la elaboración de la plataforma. El XPORT es un 
servidor web embebido que tiene las características de un microordenador que 
permite la redirección de datos desde Ethernet al puerto serie [18]. Sus características 
técnicas se presentan en la Tabla 2. 
Tabla 3. Características técnicas del Xport [18]. 
CPU, Memoria  Microprocesador de 16 bits Lantronix DSTni-EX 186 CPU, 256 KB zero wait state SRAM 512 KB Flash, 16 KB Boot ROM  
Firmware  Actualizable por TFTP y puerto serie  
Interfaz Serial   CMOS (Asíncrono) Niveles de Voltaje de 3.3V  Tasa de Transferencia (300 bps to 921600 bps)  
Formato Serial  7 ó 8 bits de datos, 1-2 bits de parada, Paridad: Par, Impar, ninguna 
Control de 
Flujo XON/XOFF (software), CTS/RTS (hardware), ninguna 
Pines de I/O  3 PIO pines (Seleccionables por software) 4mA max.  
Interfaz de Red  RJ45 Ethernet 10BASE-T o 100BASE-TX (auto-detección) Vers 2.0/IEEE 802.3 
Protocolos 
Suportados  
ARP, UDP/IP, TCP/IP, Telnet, ICMP, SNMP, DHCP, BOOTP, TFTP, 
Auto IP, and HTTP  
Administración Servidor web interno, SNMP, Serial, Telnet 
Security  Protección por Contraseña, Encriptación Rijndael 128-, 192-, ó 256-bit 
Servidor Web  Capacidad de almacenamiento de páginas web  384 KB  
Peso 9.6 gramos   
 
 
 
 
 
XPORT 
 
Este dispositivo se ha seleccionado por varias razones, como son: bajo coste, alta 
velocidad de respuesta, pasarela Ethernet serie, manejo de lenguaje C estándar para 
su programación, capacidad de manejar diversos protocolos de red como TCP, UDP, 
DHCP, etc.  
 Para llevar a cabo el prototipo de la plataforma mencionada se ha utilizado un 
escenario de simulación industrial de la empresa  STAUDINGER GMHB [19], en el 
cual se despliegan una serie de controladores de la marca ICPDAS [20]. 
Específicamente el ICPDAS 7055D para el manejo de los actuadores en cada 
subescenario, ya sea una cinta transportadora, un almacén industrial, etc. 
Para el escenario de simulación industrial se ha implementado la interfaz que 
denominamos “WS Gateway” la cual utiliza el dispositivo embebido XPORT para 
intercambiar mensajes con los elementos que controlan los distintos actuadores y 
sensores. Debido a que los controladores del escenario operan con el estándar RS485 
se ha dotado al XPORT del manejo de este estándar. Las características principales 
del RS485 son su posibilidad de transmisión de datos a grandes distancias así como la 
utilización de modelos en control automático del tipo maestro/esclavo.  El  modelo de  
XPORT utilizado carece de este estándar industrial pero posee el estándar de 
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comunicación serie RS232 que puede ser fácilmente acoplado mediante la utilización 
de un circuito integrado del tipo MAX485, el cual es gestionado mediante los pines 
de control del XPORT. También existen sistemas embebidos del tipo XPORT que 
soportan varios estándares industriales [21] como Modbus, o inclusive el mismo 
RS485 directamente. Pero un sistema con la posibilidad de manejar los dos estándares 
genera un valor añadido bastante alto, tanto para la configuración como para la 
programación del sistema embebido XPORT y asimismo para la gestión de la 
maquinaría.    
 
 
Fig. 10. Escenario de Simulación para la maquinaria industrial. 
 
Fig. 11. Escenario del WS Gateway para la maquinaria industrial. 
En la interfaz implementada para la gestión de la maquinaria (Fig. 12) se ha 
añadido un switch que permite conmutar los estándares en comunicaciones  RS232 y 
RS485, esto se ha realizado con el fin poder dejar un canal de configuración y gestión 
para el sistema embebido y a su vez para crear el puente entre el sistema de gestión 
Web y los módulos ICPDAS que forman parte del escenario de simulación industrial.   
 
4.1.2 Registro UDDI en el XPORT 
Dentro del  “WS Gateway” se ha implementado un módulo capaz de registrar los 
servicios ofrecidos por cada máquina mediante mensajes SOAP en el servidor UDDI. 
Para ello se ha empleado la API de funciones TCP que proporciona el sistema 
operativo del XPORT.  
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Fig. 12. Interfaz del escenario industrial. 
Para validar la implementación de la propuesta se utiliza un ejemplo en el cual se 
define un servicio con una serie de actividades y procesos para una cinta 
transportadora Tabla 3. 
 
Tabla 3. Tabla de actividades y procesos. 
 
ACTIVIDADES PROCESOS 
Arrancar hacia la izquierda o hacia la derecha. Llevar la cinta hasta que el objeto esté en el sensor 
de presencia. 
Parar. Llevar la cinta hasta que el objeto esté al final de la cinta 
Obtener el estado del sensor de presencia  
 
La hoja WSDL que describe el servicio con este conjunto de operaciones es la que 
se muestra  a continuación. 
  
<?xml version=”1.0” encoding=”UTF-8”?> 
<definitions name=”cinta”  
             targetNamespace=”http://j2ee.netbeans.org/wsdl/cinta” 
             xmlns=”http://schemas.xmlsoap.org/wsdl/” 
             xmlns:wsdl=”http://schemas.xmlsoap.org/wsdl/” 
             xmlns:xsd=”http://www.w3.org/2001/XMLSchema”  
             xmlns:plnk=”http://docs.oasis-open.org/wsbpel/2.0/plnktype”  
             xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
             xmlns:soap=”http://schemas.xmlsoap.org/wsdl/soap/”> 
    <types/> 
    <message name=”SentidoGiro”> 
        <part name=”indiceSentido” type=”xsd:int”/> 
    </message> 
    <message name=”ResultadoOperacion”> 
        <part name=”resultado” type=”xsd:boolean”/> 
    </message> 
    <message name=”SolicitudParada”> 
        <part name=”solicitud” type=”xsd:anyType”/> 
    </message> 
    <message name=”SensorPresenciaActivo”> 
        <part name=”activo” type=”xsd:boolean”/> 
    </message> 
    <message name=”SolicitudLecturaSensorPresencia”> 
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        <part name=”solicitud” type=”xsd:anyType”/> 
    </message> 
    <portType name=”InterfazCinta”> 
        <operation name=”Arrancar”> 
            <input name=”SentidoGiro”  
                   message=”tns:SentidoGiro”/> 
        </operation> 
        <operation name=”Parar”> 
            <input name=”Solicitud”  
                   message=”tns:SolicitudParada”/> 
        </operation> 
        <operation name=”ObtenerSiSensorActivo”> 
            <input name=”Solicitud”  
                   message=”tns:SolicitudLecturaSensorPresencia”/> 
            <output name=”Resultado”  
                    message=”tns:SensorPresenciaActivo”/> 
        </operation> 
        <operation name=”LlevarASiguienteSensor”> 
            <input name=”SentidoGiro”  
                   message=”tns:SentidoGiro”/> 
            <output name=”ResultadoOperacion”  
                    message=”tns:ResultadoOperacion”/> 
        </operation> 
        <operation name=”LlevarHastaFinal”> 
            <input name=”SentidoGiro”  
                   message=”tns:SentidoGiro”/> 
            <output name=”ResultadoOperacion”  
                    message=”tns:ResultadoOperacion”/> 
        </operation>         
    </portType> 
    <binding name=”BindingCinta” type=”tns:InterfazCinta”> 
        <soap:binding transport=”http://schemas.xmlsoap.org/soap/http”  
                      style=”rpc”/> 
        <operation name=”Arrancar”> 
            <soap:operation soapAction=”Arrancar” style=”rpc”/> 
            <input name=”SentidoGiro”> 
                <soap:body use=”encoded”/> 
            </input> 
        </operation> 
        <operation name=”Parar”> 
            <soap:operation soapAction=”Parar” style=”rpc”/> 
            <input name=”Solicitud”> 
                <soap:body use=”encoded”/> 
            </input> 
        </operation> 
        <operation name=”ObtenerSiSensorActivo”> 
            <soap:operation soapAction=”ObtenerSiSensorActivo” style=”rpc”/> 
            <input name=”Solicitud”> 
                <soap:body use=”encoded”/> 
            </input> 
            <output name=”Resultado”> 
                <soap:body use=”encoded”/> 
            </output> 
        </operation> 
        <operation name=”LlevarASiguienteSensor”> 
            <soap:operation style=”rpc” soapAction=”LlevarASiguienteSensor”/> 
            <input name=”SentidoGiro”> 
                <soap:body use=”encoded”/> 
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            </input> 
            <output name=”ResultadoOperacion”> 
                <soap:body use=”encoded”/> 
            </output> 
        </operation> 
        <operation name=”LlevarHastaFinal”> 
            <soap:operation soapAction=”LlevarHastaFinal” style=”rpc”/> 
            <input name=”SentidoGiro”> 
                <soap:body use=”encoded”/> 
            </input> 
            <output name=”ResultadoOperacion”> 
                <soap:body use=”encoded”/> 
            </output> 
        </operation>         
    </binding> 
    <service name=”ServicioCinta”> 
        <port name=”PuertoCinta” binding=”tns:BindingCinta”> 
            <soap:address location=”http://192.168.1.3/CintaTransportadora”/> 
        </port> 
    </service> 
    <plnk:partnerLinkType name=”PartnerLinkTypeCinta”> 
        <plnk:role name=”Cinta” portType=”tns:InterfazCinta”/> 
    </plnk:partnerLinkType> 
    <plnk:partnerLinkType name=”PartnerLinkTypeCliente”> 
        <plnk:role name=”Cliente” portType=”tns:InterfazCinta”/> 
    </plnk:partnerLinkType> 
</definitions> 
 
También definimos para cada uno de los procesos una hoja BPEL en la cual 
tendremos las referencias a la interfaz WSDL a través de los partnerLinks. A 
continuación podemos ver el código para uno de los procesos 
(LlevarASiguienteSensor) de la máquina ejemplo: 
 
<?xml version=”1.0” encoding=”UTF-8”?> 
<process 
    name=”LlevarHastaFinal” 
    targetNamespace=”http://enterprise.netbeans.org/bpel/cinta” 
    xmlns=”http://docs.oasis-open.org/wsbpel/2.0/process/executable” 
    xmlns:xsd=”http://www.w3.org/2001/XMLSchema” 
    xmlns:tns=”http://enterprise.netbeans.org/bpel/cinta”> 
    <import namespace=”http://j2ee.netbeans.org/wsdl/cinta”  
            location=”cinta.wsdl”  
            importType=”http://schemas.xmlsoap.org/wsdl/”/> 
    <partnerLinks> 
        <partnerLink name=”PartnerLinkCliente”  
                     xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                     partnerLinkType=”tns:PartnerLinkTypeCinta”  
                     myRole=”Cinta”/> 
        <partnerLink name=”PartnerLinkCinta”  
                     xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                     partnerLinkType=”tns:PartnerLinkTypeCinta”  
                     partnerRole=”Cinta”/> 
    </partnerLinks> 
    <variables> 
        <variable name=”EstadoSensor”  
                  xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                  messageType=”tns:SensorPresenciaActivo”/> 
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        <variable name=”SolicitudSensorActivo”  
                  xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                  messageType=”tns:SolicitudLecturaSensorPresencia”/> 
        <variable name=”SolicitudParada”  
                  xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                  messageType=”tns:SolicitudParada”/> 
        <variable name=”ResultadoOperacion”  
                  xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                  messageType=”tns:ResultadoOperacion”/> 
        <variable name=”SentidoGiro”  
                  xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                  messageType=”tns:SentidoGiro”/> 
    </variables> 
    <sequence> 
        <receive name=”Inicio” createInstance=”yes”  
                 partnerLink=”PartnerLinkCliente”  
                 operation=”LlevarASiguienteSensor”  
                 xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                 portType=”tns:InterfazCinta”  
                 variable=”SentidoGiro”/> 
        <invoke name=”ArrancarMaquina”  
                partnerLink=”PartnerLinkCinta”  
                operation=”Arrancar”  
                xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                portType=”tns:InterfazCinta”  
                inputVariable=”SentidoGiro”/> 
        <repeatUntil name=”Bucle”> 
            <sequence name=”SecuenciaActividadesBucle”> 
                <invoke name=”ComprobarSensor”  
                        partnerLink=”PartnerLinkCinta”  
                        operation=”ObtenerSiSensorActivo”  
                        xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                        portType=”tns:InterfazCinta”  
                        inputVariable=”SolicitudSensorActivo”  
                        outputVariable=”EstadoSensor”/> 
            </sequence> 
            <condition>not($EstadoSensor.activo)</condition> 
        </repeatUntil> 
        <invoke name=”PararMaquina”  
                partnerLink=”PartnerLinkCinta”  
                operation=”Parar”  
                xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
                portType=”tns:InterfazCinta”  
                inputVariable=”SolicitudParada”/> 
        <reply name=”Fin”  
               partnerLink=”PartnerLinkCliente”  
               operation=”LlevarASiguienteSensor”  
               xmlns:tns=”http://j2ee.netbeans.org/wsdl/cinta”  
               portType=”tns:InterfazCinta”  
               variable=”ResultadoOperacion”/> 
    </sequence> 
</process> 
 
Teniendo los aspectos de correspondencia entre WSDL/BPEL y UDDI 
comentados en el apartado anterior podemos establecer una secuencia de acciones 
que se deberán seguir para dar de alta un servicio en un registro UDDI: 
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1. Obtener un token del registro UDDI que nos autentique y nos permita 
realizar todas las operaciones de publicación siguientes [Anexo A]. 
2. Registrar el portType de la interfaz WSDL como un tModel UDDI. Del 
portType debemos obtener la información de tipo, nombre local, espacio 
de nombres y ubicación del documento WSDL que define el portType 
[Anexo B]. 
3. Registrar cada uno de los procesos que presenta el servicio como un 
tModel en el que indicamos la información de nombre de proceso, 
ubicación del documento BPEL que lo describe y referencia al tModel 
del portType que previamente hemos registrado [Anexo C]. 
4. Registrar el binding de la interfaz WSDL como un tModel de UDDI, 
indicando la información de tipo de entidad, nombre, ubicación del 
fichero WSDL que contiene el binding, referencia al portType que este 
implementa, su protocolo y su transporte [Anexo D]. 
5. Registrar el elemento Service del WSDL como una entidad 
businessService de UDDI. Se obtendrá la información de tipo de 
entidad, nombre, espacio de nombres y la lista de puertos que el servicio 
soporta [Anexo E]. 
6. Registrar los puertos del WSDL como una entidad businessTemplate de 
UDDI. Se obtendrá la información del binding y el portType que este 
puerto implementa, el nombre local y la ubicación del servicio [Anexo 
F].  
De esta forma, una vez completados los seis pasos anteriores el servicio prestado 
por la máquina recién conectada a la red quedaría registrado y disponible para aceptar 
peticiones sobre alguna de sus actividades o procesos. 
En cuanto los aspectos concretos de implementación en el sistema embebido 
XPORT, el fichero WSDL y los ficheros BPEL de cada proceso serán subidos al 
servidor del XPORT. Una vez se enciende el Xport, la aplicación lee y analiza los 
ficheros, extrayendo la información relevante: 
? Nombre del portType. 
? Nombre del binding. 
? Nombre del servicio. 
? Nombre del puerto. 
? URL donde se ubica el servicio. 
? Nombre del fichero WSDL. 
? Nombres de los procesos BPEL relacionados. 
Y con esta información compone y envía los mensajes SOAP vistos anteriormente 
para dar de alta el servicio en el registro UDDI. 
Por otro lado y para continuar con el diseño de la plataforma para realizar 
composiciones de varios servicios fue necesario desarrollar un pequeño motor de 
ejecución BPEL embebido dentro del “WS Gateway” que es el encargado de la 
interpretación de este lenguaje para el modelado de procesos, este se detalla a 
continuación en el siguiente apartado. 
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4.1.3 Motor BPEL en el XPORT  
Otro módulo que hemos implementado dentro del sistema embebido “WS Gateway”, 
es un motor básico del lenguaje BPEL que permite interpretar y ejecutar las 
peticiones sobre las actividades y procesos de la máquina.  
Para que esto sea posible, el WS Gateway debe ser capaz de interpretar un mensaje 
SOAP que contiene un mensaje BPEL que recibe a través del puerto Ethernet 
mediante el protocolo TCP a un puerto concreto. Una vez el dispositivo ha 
interpretado el mensaje BPEL y extraído las operaciones que debe realizar la 
máquina, el WS Gateway se comunica con la maquinaria industrial y envía comandos 
de acuerdo a las operaciones requeridas por el usuario.  
Para ello ha sido necesario:  identificar el tipo de mensajes que se deben 
interpretar; estudiar la gramática del lenguaje BPEL, obteniendo de todas sus 
posibilidades un subconjunto funcional que permita presentar resultados rápidamente; 
y por último, estudiar la API de la maquinaria industrial para lograr ejecutar las 
operaciones descritas por los procesos BPEL. 
A la hora de implementar este modulo se presentaron las siguientes fases dentro 
del “WS Gateway”: 
Fase 1: Apertura deun puerto TCP por el cual se escucharan las peticiones que se 
le haga a la maquinaria industrial.  
Fase 2: Una vez se tiene la conexión TCP establecida se recoge el mensaje 
proveniente del socket abierto con el destino. 
Fase 3: Analizamos el mensaje recibido para ver si es contiene operaciones BPEL 
del proceso, encaso de que sea un mensaje BPEL correcto se extraen las operaciones 
demandadas por el destino. 
Fase 4: De acuerdo a la operación recibida se envía un mensaje correspondiente 
mediante la red industrial en la que opera la maquinaria que para nuestro caso es la 
red RS485. 
Los mensajes que debe interpretar el motor BPEL son peticiones SOAP que 
encapsulan procesos BPEL dentro de su cuerpo, como se presentó anteriormente en la 
Fig. 9. 
A continuación en la Fig. 13 se presenta la gramática BPEL seleccionada, para esta 
primera implementación. Dicha gramática está basada en la ejecución de tareas 
(actividades o procesos) de forma secuencial, haciendo caso omiso por el momento 
de las demás posibilidades del lenguaje. Proponemos como parte del trabajo futuro, 
incorporar estructuras gramaticales más complejas como condicionales, bucles, 
ejecución simultánea, etc.  
 
 
Fig. 13. Gramática BPEL simplificada. 
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Donde COMANDO corresponde a cualquiera de las actividades atómicas de cada 
una de las máquinas o bien un proceso predefinido para éstas. En el caso de la cinta 
transportadora, los posibles comandos pueden ser cualquiera de los definidos en la 
Tabla 3. 
 
Por último, realizamos un estudio específico del API de las máquinas, 
identificando sus actividades atómicas y predefiniendo algunos procesos básicos para 
cada máquina, éstos a su vez, compuestos por varias actividades atómicas. Para esto, 
identificamos la correspondencia entre los comandos y las señales que se le envían a 
través del “WS Gateway” a la máquina a más bajo nivel. Por ejemplo, para la cinta 
transportadora, el comando “Parar”, se lleva a cabo enviándole a la máquina la 
cadena “@0100\n”. 
 
   
Fig. 14. Interfaz gráfica del buscador y editor de procesos. 
4.2 Servidor UDDI  
Como contenedor de los servicios disponibles en la plataforma se empleó un servidor 
UDDI. Específicamente Apache jUDDI (versión juddi09rc4), que es una 
implementación del servidor UDDI desarrollada en Java. Este servidor es el 
encargado de mantener los servicios que envía el “WS Gateway” acerca de la 
maquinaria industrial y proporcionar una interfaz para realizar búsquedas de 
actividades y procesos de dichos servicios. 
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4.3 Prototipo BPMS básico   
El BPMS diseñado implementa algunos de los elementos o etapas del ciclo de vida 
del BPM Modelado y ejecución. El sistema de gestión central o BPMS está 
compuesto por tres secciones: Gestor UDDI, Editor de procesos y Sistema 
Orquestador,  las cuales se detallan a continuación. 
4.3.1 Gestor UDDI 
En este módulo, como una primera aproximación, se ha realizado una aplicación en 
Java que accede al registro UDDI indicado y obtiene una lista de todos los servicios 
registrados, así como las operaciones que presenta cada uno de ellos. Para ello se han 
empleado las librerías UDDI4J para interactuar con el registro UDDI y WSDL4J para 
almacenar las estructuras WSDL. En la Fig. 14 podemos observar el aspecto de la  
aplicación. 
 
 
Fig. 15. Composición de un nuevo proceso global. 
Si indicamos la URL donde se encuentra el servidor UDDI y pulsamos sobre 
Buscar obtenemos un árbol ordenado con los diferentes servicios dados de alta en el 
registro UDDI, así como las diferentes actividades y procesos que estos ofrecen. 
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4.3.2 Editor de procesos de Negocio (Modelado más descubrimiento) 
Este módulo es el encargado de componer un proceso global que llevará acabo la 
maquinaria que ha registrado previamente sus servicios. En el estado actual del 
prototipo se ha implementado una simplificación de este editor que sólo permite 
incorporar referencias a actividades y procesos dados de alta en el registro UDDI, y 
no procesos prediseñados por la empresa. 
Así, a partir de la lista de servicios el modelador de procesos se encargará de 
generar una secuencia de actividades y procesos para componer ese proceso global 
(Fig. 15) 
4.3.3 Sistema Orquestador (Ejecución mas despliegue) 
En el sistema orquestador se ha diseñado una primera aproximación donde el 
planificador de procesos empleado es una simplificación que sólo permite invocar 
actividades y procesos sin pasarle un código personalizado. Una extensión posterior 
del proyecto debería incorporar la lógica que permitiese generar peticiones más 
sofisticadas que incorporasen el código BPEL correspondiente. Para la ejecución del 
proceso hemos empleado la librería de Apache WSIF (Web Services Invocation 
Framework). 
5   Pruebas Realizadas  
Para comenzar las pruebas se ha utilizado el mencionado escenario de la empresa    
STAUDINGER GMHB, al cual se ha conectado el “WS Gateway”. Posteriormente,  
en un computador diferente se ha instalado el servidor jUDDI, donde se registran los 
servicios que son ofrecidos por la maquinaria. Luego mediante la aplicación diseñada 
en Java se obtienen los servicios prestados por la maquinaría y con estos es posible 
componer las hojas BPEL que conforman los nuevos procesos globales. En una 
extensión posterior del proyecto este código BPEL lo ejecutará el nodo orquestador 
descrito en los apartados anteriores. En el estado actual del proyecto, a partir de la 
lista de operaciones se generan mensajes SOAP con el código BPEL que las invoca. 
Estos mensajes se envían al “WS Gateway” y, cuando éste los recibe, el motor BPEL 
implementado de forma local, interpreta el mensaje y ejecuta las acciones solicitadas. 
En nuestro caso la hoja BPEL contiene las operaciones para una cinta transportadora, 
donde se pueden llevar a cabo actividades como arrancar la cinta y parar la cinta, o 
procesos como llevar la cinta hasta el siguiente sensor o llevar la cinta hasta el final 
de su recorrido.  
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6   Conclusiones  
En este artículo se ha desarrollado una plataforma de gestión para la maquinaría 
industrial. La principal novedad reside en que la funcionalidad de la maquinaria se 
visualizará como procesos expuestos como servicios Web, los cuales, de forma 
individual, prestarán funciones que contribuirán a la consecución de una actividad o 
proceso global. 
El uso de dispositivos embebidos en el entorno de la maquinaria industrial permite 
que la industria converja hacia las tecnologías de la sociedad de la información, ya 
que la mayoría de sus procesos se encuentran alejados los entornos Web y más aún de 
los modelos de negocio. 
Mediante el uso de paradigmas TIC emergentes como UDDI, SOAP, BPEL se 
podrá abordar los requerimientos de los nuevos modelos de producción como la 
personalización masiva que requieren modelos de gestión flexibles y dinámicos para 
adaptarse al cambio.  
La plataforma desarrollada supone un mecanismo de integración de la maquinaria 
industrial hacia los cada vez más complejos modelos de producción. 
De cara al desarrollo futuro se pretenden incorporar mayor conocimiento en la 
definición de los procesos mediante el uso de ontologías y web semántica, lo cual 
genera una mayor inteligencia para la interacción transparente de todas las partes que 
conformen el entorno de la maquinaria industrial y del negocio.  
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ANEXOS 
Anexo A. 
Obtenemos un token del registro UDDI que nos autentique y nos permita realizar 
todas las operaciones de publicación siguientes. 
 
<?xml version=”1.0” encoding=”utf-8”?> 
<soapenv:Envelope xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”> 
  <soapenv:Body> 
    <get_authToken generic=”2.0” xmlns=”urn:uddi-org:api_v2”  
      userID=”vjberenguer” /> 
  </soapenv:Body> 
</soapenv:Envelope> 
 
Retorna lo siguiente y obtenemos el campo authInfo: 
 
<?xml version=”1.0” encoding=”UTF-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”  
  xmlns:xsd=”http://www.w3.org/2001/XMLSchema”  
  xmlns:xsi=”http://www.w3.org/2001/XMLSchema-instance”> 
  <soapenv:Body> 
    <authToken generic=”2.0” operator=”jUDDI.org”  
               xmlns=”urn:uddi-org:api_v2”> 
      <authInfo>authToken:2969BDD0-FF29-11DC-BDD0-F093A13F4AF0</authInfo> 
    </authToken> 
  </soapenv:Body> 
</soapenv:Envelope> 
Anexo B. 
Registramos el portType de la interfaz WSDL como un tModel UDDI. Del portType 
debemos obtener la información de tipo, nombre local, espacio de nombres y 
ubicación del documento WSDL que define el portType. 
 
<portType name=”InterfazCinta”> 
    <operation name=”Arrancar”> 
        <input name=”SentidoGiro”  
               message=”tns:SentidoGiro”/> 
    </operation> 
    … 
</portType> 
 
Obtenemos la información necesaria y componemos la petición de registro: 
 
<?xml version=”1.0” encoding=”utf-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”> 
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  <soapenv:Body> 
    <save_tModel generic=”2.0” xmlns=”urn:uddi-org:api_v2”> 
      <authInfo>authToken:2969BDD0-FF29-11DC-BDD0-F093A13F4AF0</authInfo> 
      <tModel tModelKey=””> 
        <name>InterfazCinta</name> 
        <description>PortType interfaz de la cinta transportadora</description> 
        <overviewDoc> 
          <description>Referencia al fichero WSDL con la descripcion</description> 
          <overviewURL>cinta.wsdl</overviewURL> 
        </overviewDoc> 
        <categoryBag> 
            <keyedReference 
                tModelKey=”uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824” 
                keyName=”uddi-org:xml:namespace” 
                keyValue=”http://j2ee.netbeans.org/wsdl/cinta” /> 
            <keyedReference 
                tModelKey=”uuid:6e090afa-33e5-36eb-81b7-1ca18373f457” 
                keyName=”uddi-org:wsdl:types” 
                keyValue=”portType” /> 
        </categoryBag> 
      </tModel> 
    </save_tModel> 
  </soapenv:Body> 
</soapenv:Envelope> 
 
Obtenemos lo siguiente como respuesta del registro UDDI y la desglosamos para 
obtener el identificador (tModelKey) asignado al tModel del portType registrado: 
<?xml version=”1.0” encoding=”UTF-8”?><soapenv:Envelope  
      xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”  
      xmlns:xsd=”http://www.w3.org/2001/XMLSchema”  
      xmlns:xsi=”http://www.w3.org/2001/XMLSchema-instance”> 
  <soapenv:Body> 
    <tModelDetail generic=”2.0” operator=”jUDDI.org”  
                  xmlns=”urn:uddi-org:api_v2”> 
      <tModel authorizedName=”Vicente J. Berenguer”  
              operator=”jUDDI.org”  
              tModelKey=”uuid:301A9F80-FF2B-11DC-9F80-E4DF69F88064”> 
        <name>InterfazCinta</name> 
        <description>PortType interfaz de la cinta transportadora</description> 
        <overviewDoc> 
          <description>Referencia al fichero WSDL con la descripcion</description> 
          <overviewURL>cinta.wsdl</overviewURL> 
        </overviewDoc> 
        <categoryBag> 
          <keyedReference  
            keyName=”uddi-org:xml:namespace”  
            keyValue=”http://j2ee.netbeans.org/wsdl/cinta”  
            tModelKey=”uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824”/> 
          <keyedReference  
            keyName=”uddi-org:wsdl:types”  
            keyValue=”portType”  
            tModelKey=”uuid:6e090afa-33e5-36eb-81b7-1ca18373f457”/> 
        </categoryBag> 
      </tModel> 
    </tModelDetail> 
  </soapenv:Body> 
</soapenv:Envelope> 
Plataforma para la gestión inteligente de la Maquinaria Industrial basada en SOA     135 
 
Anexo C. 
Registramos cada uno de los procesos que presenta el servicio como un tModel en el 
que indicamos la información de nombre de proceso, ubicación del documento BPEL 
que lo describe y referencia al tModel del portType que previamente hemos 
registrado. 
 
<process 
    name=”LlevarHastaFinal” 
    targetNamespace=”http://enterprise.netbeans.org/bpel/cinta” 
    xmlns=”http://docs.oasis-open.org/wsbpel/2.0/process/executable” 
    xmlns:xsd=”http://www.w3.org/2001/XMLSchema” 
    xmlns:tns=”http://enterprise.netbeans.org/bpel/cinta”> 
    <import namespace=”http://j2ee.netbeans.org/wsdl/cinta”  
            location=”cinta.wsdl”  
            importType=”http://schemas.xmlsoap.org/wsdl/”/> 
    <partnerLinks> 
      … 
    </partnerLinks> 
    <variables> 
      … 
    </variables> 
    <sequence> 
      … 
    </sequence> 
</process> 
 
Obtenemos la información necesaria y componemos la petición de registro: 
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<?xml version=”1.0” encoding=”utf-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”> 
  <soapenv:Body> 
    <save_tModel generic=”2.0” xmlns=”urn:uddi-org:api_v2”> 
      <authInfo>authToken:2969BDD0-FF29-11DC-BDD0-F093A13F4AF0</authInfo> 
      <tModel tModelKey=””> 
        <name>LlevarASiguienteSensor</name> 
        <description>Proceso de llevar hasta el siguiente sensor de la cinta transportadora</description> 
        <overviewDoc> 
          <description>Referencia al fichero BPEL con la descripcion del proceso</description> 
          <overviewURL>LlevarASiguienteSensor.bpel</overviewURL> 
        </overviewDoc> 
        <categoryBag> 
          <keyedReference 
              tModelKey=”uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824” 
              keyName=”uddi-org:xml:namespace” 
              keyValue=”http://j2ee.netbeans.org/wsdl/cinta” /> 
          <keyedReference 
              tModelKey=”uuid:e8d75f6c-3f24-3b8d-97fd-f168e424056f” 
              keyName=”uddi-org:bpel:types” 
              keyValue=”process” /> 
          <!–REFERENCIA AL TMODEL DEL PORTTYPE ? 
          <keyedReference 
              tModelKey=”uuid:082b0851-25d8-303c-b332-f24a6d53e38e” 
              keyName=”uddi-org:wsdl:portTypeReference” 
              keyValue=”uuid:301A9F80-FF2B-11DC-9F80-E4DF69F88064” /> 
        </categoryBag> 
      </tModel> 
    </save_tModel> 
  </soapenv:Body> 
</soapenv:Envelope> 
 
Obtenemos lo siguiente como respuesta del registro UDDI y la desglosamos para 
obtener el identificador (tModelKey) asignado al tModel que representa el proceso 
registrado: 
 
<?xml version=”1.0” encoding=”UTF-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”  
  xmlns:xsd=”http://www.w3.org/2001/XMLSchema”  
  xmlns:xsi=”http://www.w3.org/2001/XMLSchema-instance”> 
  <soapenv:Body> 
    <tModelDetail generic=”2.0” operator=”jUDDI.org”  
                  xmlns=”urn:uddi-org:api_v2”> 
      <tModel authorizedName=”Vicente J. Berenguer”  
              operator=”jUDDI.org”  
              tModelKey=”uuid:CE2637C0-FF2B-11DC-B7C0-D3D7317FE80A”> 
        <name>LlevarASiguienteSensor</name> 
        <description>Proceso de llevar hasta el siguiente sensor de la cinta 
transportadora</description> 
        <overviewDoc> 
          <description>Referencia al fichero BPEL con la descripcion del 
proceso</description> 
          <overviewURL>LlevarASiguienteSensor.bpel</overviewURL> 
        </overviewDoc> 
        <categoryBag> 
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          <keyedReference  
            keyName=”uddi-org:xml:namespace”  
            keyValue=”http://j2ee.netbeans.org/wsdl/cinta”  
            tModelKey=”uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824”/> 
          <keyedReference  
            keyName=”uddi-org:bpel:types”  
            keyValue=”process”  
            tModelKey=”uuid:e8d75f6c-3f24-3b8d-97fd-f168e424056f”/> 
          <keyedReference  
            keyName=”uddi-org:wsdl:portTypeReference”  
            keyValue=”uuid:301A9F80-FF2B-11DC-9F80-E4DF69F88064”  
            tModelKey=”uuid:082b0851-25d8-303c-b332-f24a6d53e38e”/> 
        </categoryBag> 
      </tModel> 
    </tModelDetail> 
  </soapenv:Body> 
</soapenv:Envelope> 
Anexo D.  
Registramos el binding de la interfaz WSDL como un tModel de UDDI, indicando la 
información de tipo de entidad, nombre, ubicación del fichero WSDL que contiene el 
binding, referencia al portType que este implementa, su protocolo y su transporte. 
 
<binding name=”BindingCinta” type=”tns:InterfazCinta”> 
  <soap:binding  
    transport=”http://schemas.xmlsoap.org/soap/http”  
    style=”rpc”/> 
  <operation name=”Arrancar”> 
    <soap:operation soapAction=”Arrancar” style=”rpc”/> 
    <input name=”SentidoGiro”> 
      <soap:body use=”encoded”/> 
    </input> 
  </operation> 
    …   
</binding> 
 
Obtenemos la información comentada y componemos la petición de registro: 
 
<?xml version=”1.0” encoding=”utf-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”> 
  <soapenv:Body> 
    <save_tModel generic=”2.0” xmlns=”urn:uddi-org:api_v2”> 
      <authInfo>authToken:2969BDD0-FF29-11DC-BDD0-F093A13F4AF0</authInfo> 
      <tModel tModelKey=””> 
        <name>BindingCinta</name> 
        <description>Binding que representa a la interfaz de la cinta 
transportadora</description> 
        <overviewDoc> 
          <description>Referencia al fichero con el binding</description> 
          <overviewURL>cinta.wsdl</overviewURL> 
        </overviewDoc> 
        <categoryBag> 
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          <keyedReference 
            tModelKey=”uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824” 
            keyName=”uddi-org:xml:namespace” 
            keyValue=”http://j2ee.netbeans.org/wsdl/cinta” /> 
          <!–INDICA QUE ESTE TMODEL IDENTIFICA A UN BINDING ? 
          <keyedReference 
            tModelKey=”uuid:6e090afa-33e5-36eb-81b7-1ca18373f457” 
            keyName=”uddi-org:wsdl:bindingReference” 
            keyValue=”binding” /> 
          <!–PORTTYPE CON QUE SE RELACIONA EL BINDING ? 
          <keyedReference 
            tModelKey=”uuid:082b0851-25d8-303c-b332-f24a6d53e38e” 
            keyName=”uddi-org:wsdl:portTypeReference” 
            keyValue=”uuid:301A9F80-FF2B-11DC-9F80-E4DF69F88064” /> 
          <!–REFERENCIAS A LOS PROTOCOLOS QUE SE EMPLEAN ? 
          <keyedReference 
            tModelKey=”uuid:4dc74177-7806-34d9-aecd-33c57dc3a865” 
            keyName=”SOAP protocol” 
            keyValue= “uuid:aa254698-93de-3870-8df3-a5c075d64a0e” /> 
          <keyedReference 
            tModelKey=”uuid:e5c43936-86e4-37bf-8196-1d04b35c0099” 
            keyName=”HTTP transport” 
            keyValue=” uuid:68DE9E80-AD09-469D-8A37-088422BFBC36” /> 
        </categoryBag> 
      </tModel> 
    </save_tModel> 
  </soapenv:Body> 
</soapenv:Envelope> 
 
Obtenemos lo siguiente como respuesta del registro UDDI y la desglosamos para 
obtener el identificador (tModelKey) asignado al tModel que representa el binding 
registrado: 
 
<?xml version=”1.0” encoding=”UTF-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”  
  xmlns:xsd=”http://www.w3.org/2001/XMLSchema”  
  xmlns:xsi=”http://www.w3.org/2001/XMLSchema-instance”> 
  <soapenv:Body> 
    <tModelDetail generic=”2.0”  
                  operator=”jUDDI.org”  
                  xmlns=”urn:uddi-org:api_v2”> 
      <tModel authorizedName=”Vicente J. Berenguer”  
              operator=”jUDDI.org”  
              tModelKey=”uuid:3D6C64B0-FF2C-11DC-A4B0-8C1B30D08757”> 
        <name>BindingCinta</name> 
        <description>Binding que representa a la interfaz de la cinta 
transportadora</description> 
        <overviewDoc> 
          <description>Referencia al fichero con el binding</description> 
          <overviewURL>cinta.wsdl</overviewURL> 
        </overviewDoc> 
        <categoryBag> 
          <keyedReference  
            keyName=”uddi-org:xml:namespace”  
            keyValue=”http://j2ee.netbeans.org/wsdl/cinta”  
            tModelKey=”uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824”/> 
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          <keyedReference  
            keyName=”uddi-org:wsdl:bindingReference”  
            keyValue=”binding”  
            tModelKey=”uuid:6e090afa-33e5-36eb-81b7-1ca18373f457”/> 
          <keyedReference  
            keyName=”uddi-org:wsdl:portTypeReference”  
            keyValue=”uuid:301A9F80-FF2B-11DC-9F80-E4DF69F88064”  
            tModelKey=”uuid:082b0851-25d8-303c-b332-f24a6d53e38e”/> 
          <keyedReference  
            keyName=”SOAP protocol”  
            keyValue=”uuid:aa254698-93de-3870-8df3-a5c075d64a0e”  
            tModelKey=”uuid:4dc74177-7806-34d9-aecd-33c57dc3a865”/> 
          <keyedReference  
            keyName=”HTTP transport”  
            keyValue=” uuid:68DE9E80-AD09-469D-8ª37-088422BFBC36”  
            tModelKey=”uuid:e5c43936-86e4-37bf-8196-1d04b35c0099”/> 
        </categoryBag> 
      </tModel> 
    </tModelDetail> 
  </soapenv:Body> 
</soapenv:Envelope> 
Anexo E 
Registramos el elemento Service del WSDL como una entidad businessService de 
UDDI. Se obtendrá la información de tipo de entidad, nombre, espacio de nombres y 
la lista de puertos que el servicio soporta. 
 
<service name=”ServicioCinta”> 
  <port …> 
    … 
  </port> 
</service> 
 
Obtenemos la información comentada y componemos la petición de registro: 
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<?xml version=”1.0” encoding=”utf-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”> 
  <soapenv:Body> 
    <save_service generic=”2.0”  
                  xmlns=”urn:uddie-org:api_v2”> 
      <authInfo>authToken:2969BDD0-FF29-11DC-BDD0-F093A13F4AF0</authInfo> 
      <businessService  
        businessKey=”66AF51A0-FF29-11DC-91A0-E07A020F2478”  
        serviceKey=””> 
        <name>ServicioCinta</name> 
        <description>Servicio que presta la cinta transportadora</description> 
        <categoryBag> 
          <keyedReference 
            tModelKey=”uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824” 
            keyName=”uddi-org:xml:namespace” 
            keyValue=”http://j2ee.netbeans.org/wsdl/cinta” /> 
          <!–ENTIDAD WSDL QUE ESTA REPRESENTANDO ? 
          <keyedReference 
            tModelKey=”uuid:6e090afa-33e5-36eb-81b7-1ca18373f457” 
            keyName=”uddi-org:wsdl:types” 
            keyValue=”service” /> 
          <!–CATEGORIA UTILIZADA PARA NOMBRES LOCALES XML ? 
          <keyedReference 
            tModelKey=”uuid:2ec65201-9109-3919-9bec-c9dbefcaccf6” 
            keyName=”uddi-org:xml:localName” 
            keyValue=”ServicioCinta” /> 
        </categoryBag> 
      </businessService> 
    </save_service> 
  </soapenv:Body> 
</soapenv:Envelope> 
 
Obtenemos lo siguiente como respuesta del registro UDDI y la desglosamos para 
obtener el atributo serviceKey que identifica a la entidad businessService 
registrada: 
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<?xml version=”1.0” encoding=”UTF-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”  
  xmlns:xsd=”http://www.w3.org/2001/XMLSchema”  
  xmlns:xsi=”http://www.w3.org/2001/XMLSchema-instance”> 
  <soapenv:Body> 
    <serviceDetail generic=”2.0”  
                   operator=”jUDDI.org”  
                   xmlns=”urn:uddi-org:api_v2”> 
      <businessService  
        businessKey=”094FD2E0-1AD7-11DD-92E0-C09E8F34D7FC”  
        serviceKey=”C3C4D460-FF2D-11DC-9460-8FB60D567088”> 
        <name>ServicioCinta</name> 
        <categoryBag> 
          <keyedReference  
            keyName=”uddi-org:xml:namespace”  
            keyValue=”http://j2ee.netbeans.org/wsdl/cinta”  
            tModelKey=”uuid:d01987d1-ab2e-3013-9be2-2a66eb99d824”/> 
          <keyedReference  
            keyName=”uddi-org:wsdl:types”  
            keyValue=”service”  
            tModelKey=”uuid:6e090afa-33e5-36eb-81b7-1ca18373f457”/> 
          <keyedReference  
            keyName=”uddi-org:xml:localName”  
            keyValue=”ServicioCinta”  
            tModelKey=”uuid:2ec65201-9109-3919-9bec-c9dbefcaccf6”/> 
        </categoryBag> 
      </businessService> 
    </serviceDetail> 
  </soapenv:Body> 
</soapenv:Envelope> 
Anexo F 
Registramos los puertos del WSDL como una entidad businessTemplate de UDDI. Se 
obtendrá la información del binding y el portType que este puerto implementa, el 
nombre local y la ubicación del servicio. 
 
<port name=”PuertoCinta” binding=”tns:BindingCinta”> 
  <soap:address location=”http://192.168.1.3/CintaTransportadora”/> 
</port> 
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Obtenemos la información comentada y componemos la petición de registro:<?xml 
version=”1.0” encoding=”utf-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”> 
  <soapenv:Body> 
    <save_binding generic=”2.0”  
                  xmlns=”urn:uddi-org:api_v2”> 
      <authInfo>authToken:2969BDD0-FF29-11DC-BDD0-F093A13F4AF0</authInfo> 
      <bindingTemplate bindingKey=””  
                       serviceKey=”C3C4D460-FF2D-11DC-9460-8FB60D567088”> 
        <accessPoint  
          URLType=”http”>http://192.168.1.3/CintaTransportadora/ </accessPoint> 
        <tModelInstanceDetails> 
          <!–REFERENCIA AL TMODEL DEL BINDING ? 
          <tModelInstanceInfo  
            tModelKey=”uuid:3D6C64B0-FF2C-11DC-A4B0-8C1B30D08757”> 
            <description xml:lang=”en”> 
              Binding WSDL que este PORT implementa. El instanceParams especifica el 
nombre del puerto local 
            </description> 
            <instanceDetails> 
              <instanceParms>PuertoCinta</instanceParms> 
            </instanceDetails> 
          </tModelInstanceInfo> 
 
          <!–TMODEL DEL PORTTYPE IMPLEMENTADO POR EL port ? 
          <tModelInstanceInfo  
            tModelKey=”uuid:301ª9F80-FF2B-11DC-9F80-E4DF69F88064”> 
            <description xml:lang=”en”> 
              portType de la interfaz WSDL que este port implementa 
            </description> 
          </tModelInstanceInfo> 
 
          <!–PROCESO BPEL 1 (LlevarASiguienteSensor) ? 
          <tModelInstanceInfo 
            tModelKey=”uuid:CE2637C0-FF2B-11DC-B7C0-D3D7317FE80A”> 
            <description xml:lang=”en”> 
                Proceso bpel “LlevarASiguienteSensor” que este PORT WSDL soporta 
            </description> 
          </tModelInstanceInfo> 
 
          <!–PROCESO BPEL 2 (LlevarHastaFinal) ? 
          <tModelInstanceInfo 
            tModelKey=”uuid:D4AB9210-FF2C-11DC-9210-BF53FDEF967A”> 
            <description xml:lang=”en”> 
                Proceso bpel (LlevarHastaFinal) que este PORT WSDL soporta 
            </description> 
          </tModelInstanceInfo> 
        </tModelInstanceDetails> 
      </bindingTemplate> 
    </save_binding> 
  </soapenv:Body> 
</soapenv:Envelope> 
 
Obtenemos lo siguiente como respuesta del registro UDDI y la desglosamos para 
obtener el atributo bindingKey que identifica a la entidad businessTemplate 
registrada: 
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<?xml version=”1.0” encoding=”UTF-8”?> 
<soapenv:Envelope  
  xmlns:soapenv=”http://schemas.xmlsoap.org/soap/envelope/”  
  xmlns:xsd=”http://www.w3.org/2001/XMLSchema”  
  xmlns:xsi=”http://www.w3.org/2001/XMLSchema-instance”> 
  <soapenv:Body> 
    <bindingDetail generic=”2.0”  
                   operator=”jUDDI.org”  
                   xmlns=”urn:uddi-org:api_v2”> 
      <bindingTemplate  
        bindingKey=”C3C98F50-FF2D-11DC-8F50-900A5CEB8F8D”  
        serviceKey=”0F9B7500-1AD7-11DD-B500-832B18E92F77”> 
        <accessPoint          
URLType=”http”>http://192.168.1.3/CintaTransportadora</accessPoint> 
        <tModelInstanceDetails> 
          <tModelInstanceInfo  
            tModelKey=”uuid:0E2C54A0-1AD7-11DD-94A0-D885AEF355F7”> 
            <instanceDetails> 
              <instanceParms>PuertoCinta</instanceParms> 
            </instanceDetails> 
          </tModelInstanceInfo> 
          <tModelInstanceInfo  
            tModelKey=”uuid:0AFCE6A0-1AD7-11DD-A6A0-DE5328DB684B”/> 
          <tModelInstanceInfo  
            tModelKey=”uuid:0C9BC990-1AD7-11DD-8990-90A296538CC8”/> 
          <tModelInstanceInfo  
            tModelKey=”uuid:0E1B8BC0-1AD7-11DD-8BC0-DC2D6C3549F5”/> 
        </tModelInstanceDetails> 
      </bindingTemplate> 
    </bindingDetail> 
  </soapenv:Body> 
</soapenv:Envelope> 
 
De esta forma, una vez completados los seis pasos anteriores el servicio prestado por 
la máquina recién conectada a la red quedaría registrado. 
 
 
 
