Abstract. When designing and implementing real world ambient intelligent systems we are in need of applicable information systems engineering methods. The tools we find in the intelligent systems area focus on the knowledge engineering parts, whereas traditional software engineering techniques are usually not designed with the peculiarities of intelligent systems design in mind. This holds in particular for explanation-aware intelligent systems. This work looks at problem frames for explanations and investigates how problem frames can be used to elicit, analyse, and specify these specific requirements. The point of departure is an existing ambient intelligent information system for the hospital ward domain. The work presented here analyses how such a system can be redesigned with a focus on explanation-awareness.
Introduction
Ambient intelligence describes environments where human beings are surrounded by intelligent artefacts supported by computing and network technology. Such environments augment everyday objects such as furniture and clothes. In addition, an ambient intelligent environment should be aware of the presence of a person, perceive the needs of this person, and respond to them in an unobtrusive and intelligent manner [1] . Ambient intelligence is laying in the intersection of pervasive computing, ubiquitous computing, and artificial intelligence.
The ability to explain itself, its reasoning and actions, has been identified as one core capability of any intelligent entity [2] . The question of what is considered to be a good explanation is context dependent [3] , leading to the necessity to design the explanatory capabilities of an ambient intelligent system together with the modelling of the different situations the system is likely to encounter.
The work presented in this paper targets the requirements elicitation, analysis, and specification processes. We make use of the notion of problem frames [4] , which appears to be a promising method both in helping to elicit requirements and in later transformation of design documents into actual systems. We have previously suggested additional problem frames that target explanatory capabilities explicitly [5] , and we will here demonstrate how problem frames can be put to use in revealing limitations of an existing ambient intelligent systems design and can help to take needs into account arising from explanatory capabilities when (re-) designing such a system. The rest of the paper is organised as follows: Section 2 gives an overview of related work; Section 3 give a short introduction to problem frames; Section 4 details the use of problem frames specific to ambient intelligent systems; Section 5 briefly describes the existing ambient intelligent information system for hospital wards and how context awareness and context sensitivity is applied; Section 6 describes how the requirements for a redesign of the existing application can be analysed and specified by applying problem frames. The papers ends with a conclusion and outlook on future work.
Related Work
The use of patterns [6] is common for different software engineering approaches. Patterns can be used in different software development phases and they can have different foci. We can also identify knowledge engineering approaches making use of patterns for the development of intelligent systems. This includes efforts to provide reusable architectures by describing the abilities of (a library of) generic problem solving methods. An example for a component model is the Unified Problem-Solving Method Development Language UPML, cf. [7] .
There are several methods and languages that use patterns and focus explicitly on the knowledge aspects of system design. For example, the goal of the IN-RECA [8] methodology is to support the development of (industrial) case-based reasoning (CBR) applications. Software process models from existing CBR applications are stored in an experience base that is structured at three levels. The common generic level is a collection of very generic processes, products, and methods for CBR applications. At the cookbook level, we find software models for particular classes of applications (so called recipes). At the specific project level, experiences from particular projects are stored. We can identify the recipes at the cookbook level as patterns.
Another well-known approach is the CommonKADS methodology [9] . It is based on two different views on the development process of knowledge based systems: the result perspective encompasses a set of models of different aspects of the knowledge based system and its environment, and the project management perspective starts from a spiral life-cycle model that can be adapted to the particular project. The CommonKADS template knowledge model provides a way of (partially) reusing knowledge models in new applications and can be understood as patterns in a software engineering sense.
When we look towards the software engineering world, we can see that patterns are used in different phases of the design process.
On the software architecture level, we find architecture patterns [10] . At this level, we encounter concepts like 'Blackboards', 'Model-View-Controller', or 
