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Tietojenkäsittelytieteen laitoksen kirjasto
Tutkielmassa selvitetään keskitetyn tunnistautumispalvelun toteuttamista palveluperustaisten ark-
kitehtuurien mukaisissa web-sovellusympäristöissä. Painopisteenä ovat sovellusympäristöt, joissa
ollaan siirtymässä palveluperustaisiin arkkitehtuureihin. Tutkielmassa käytetään esimerkkinä täl-
laisesta ympäristöstä Kapsi Internet-käyttäjät ry:n jäsenhallintatyökaluja, joiden tunnistautuminen
muutetaan keskitetyn tunnistautumispalvelun tehtäväksi.
Ensimmäiseksi tutkielmassa esitellään web-sovellusten kehitys varhaisista CGI-ohjelmista kohti pal-
veluperustaisten arkkitehtuurien mukaisia web-sovelluksia ja esitellään tunnistautumisen tarpeet
tällaisissa arkkitehtuureissa sekä käydään läpi turvallisuuden osatekijöitä ja tavallisia tunnistau-
tumiseen liittyviä ongelmia web-sovelluksissa. Seuraavaksi hahmotellaan tunnistautumisongelman
ratkaisuun tarkoitettu keskitetty tunnistautumispalvelu sekä pohditaan sen etuja ja haittoja ver-
rattuna nykyisin yleisesti käytettyihin tunnistautumismekanismeihin.
Sitten tutkitaan tunnistautumispalvelun ja web-sovelluksen väliseen rajapintaan käytettäviä pro-
tokollia (SAML, OpenID ja OAuth) ja esitellään OAuth-protokollaa käyttävä Kapsin web-
sovellusarkkitehtuuri. Esitetyn arkkitehtuurin etuja ja haittoja sekä sen soveltamista muihin vas-
taaviin ympäristöihin tutkitaan myös. Arkkitehtuurin laajentamista keskitettyyn pääsynvalvontaan
ja kertakirjautumiseen pohditaan tutkielman loppupuolella. Lopuksi pohditaan ulkoisen tunnistau-
tumispalvelun käyttöä, esimerkkinä käytetään Facebookin tarjoamaa tunnistautumisrajapintaa.
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Web-sovellusten yleistyessä törmätään yhä useammin käyttäjän tunnistamisen on-
gelmaan. Kun tietyillä käyttäjillä on pääsy järjestelmään, pitää varmistua, että käyt-
täjä on se, joka väittää olevansa. Web-sovellusten määrän kasvaessa käyttäjän tun-
nistamiseen käytettäviä valtuutustietoja (credentials) syntyy useita, jolloin käyttä-
jän täytyy muistaa useita käyttäjätunnus/salasana -pareja [SBH+10].
Samaan ongelmaan törmätään usein myös intranet-palveluissa, joiden arkkitehtuu-
ria viedään palveluperustaiseen suuntaan. Tällöin jokaisen palvelun täytyy pystyä
tunnistamaan käyttäjänsä, jotta heille voidaan näyttää käyttöoikeuksien mukais-
ta sisältöä. Intranet-palveluilla voi olla oma käyttäjätietokanta, joka synkronoidaan
päätietokannan kanssa. Tällöin yksittäisellä palvelulla on ajantasainen tieto käyttä-
jien oikeuksista käyttää palvelua. Tässä tapauksessa ongelma on, että käyttäjätun-
nukset ja salasanat siirtyvät useaan järjestelmään ja tämä heikentää järjestelmän
tietoturvaa [BDN+11].
Web-sovelluksille voidaan avata myös pääsy organisaation käyttäjähallintaan, jolloin
palveluun pääsy edellyttää, että käyttäjän syöttämä tunnus/salasana-pari löytyy
käyttäjähallinnasta. Tämä on järjestelmän ylläpitäjän näkökulmasta ongelmallista,
sillä käyttäjätietokanta sisältää myös tietoja, joita ei haluta antaa ulkopuolisille.
Tutkielmassa esitellään ongelman ratkaisuksi keskitetty tunnistautumispalvelu, jolla
on pääsy käyttäjähallintaan ja jonka avulla yksittäiset web-sovellukset tunnistavat
käyttäjänsä [BDN+11].
Tutkielmassa paneudutaan käyttäjän tunnistamisen ongelmakenttään ja tutkitaan,
ratkaiseeko keskitetty tunnistautumispalvelu esitetyt ongelmat ja millaisia mahdol-
lisia uusia ongelmia sen käyttö tuo tullessaan. Tutkielmassa pohditaan myös, mil-
laisia etuja erillisestä tunnistautumispalvelusta on verrattuna nykyisiin tunnistau-
tumismenetelmiin. Keskitetyn tunnistautumispalvelun etuja ja haittoja arvioidaan
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Tutkielmassa ei keskitytä kaikille avoimiin tunnistautumispalveluihin (kuten Face-
book tai Google), vaan organisaatioihin, joilla on oma käyttäjähallinta. Esimerkkinä
tällaisesta organisaatiosta käytetään Internet-palveluita tuottavaa Kapsi ry:tä. Yh-
distys ylläpitää erilaisia web-sovelluksia, joihin vain Kapsin jäsenillä on pääsy. Kir-
jallisuuskatsauksen pohjalta luodaan esimerkkiarkkitehtuuri, jolla keskitetty tun-
nistautumispalvelu saadaan osaksi Kapsin web-palveluita. Tutkielmassa pohditaan
hyötyjä ja haittoja, joita keskitetyssä tunnistautumisratkaisussa esiintyy. Kapsin
tapauksen perusteella arvioidaan myös, olisiko tuloksista hyötyä vastaavanlaisten
organisaatioiden web-sovelluksissa.
Tutkielma jakautuu kahteen osaan. Luvut 2, 3 ja 4 käsittelevät ongelmakenttään liit-
tyvää teoriaa. Ensimmäiseksi käydään läpi web-sovellusten kehittyminen ensimmäi-
sistä CGI-pohjaisista ohjelmista 2000-luvun palveluperustaisiksi web-sovelluksiksi.
Kolmannessa luvussa käsitellään tunnistautumisen ja pääsynvalvonnan käsitteitä ja
niiden yhteyttä web-sovelluksiin. Luvussa 4 käsitellään tunnistautumista keskitet-
tynä palveluna palveluperustaisten arkkitehtuurien näkökulmasta.
Tutkielman luvussa 5 esitellään Kapsi ry:n nykyinen järjestelmä ja siihen tehtävä
arkkitehtuurin muutos. Luvussa 6 pohditaan, miten uusi arkkitehtuuri ratkaisee esi-
tettyjä ongelmia, ja arvioidaan, millaisia parannuksia ja rajoitteita muutokset tuo-
vat verrattuna nykyiseen toteutukseen. Myös laajennusmahdollisuuksia ja tulosten
soveltamista vastaaviin järjestelmiin pohditaan. Luku 7 on yhteenvetoluku.
2 Web-sovellukset
Web-sovellusten merkitys on kasvanut Internetin yleistymisen myötä. Sovellukset
ovat kehittyneet 90-luvun alun monoliittisista sovelluksista nykypäivän hajautetuik-
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mointikielten ja -kehysten kehittyessä.
Tässä luvussa käydään läpi web-sovellusten historiaa ja arkkitehtuuriratkaisuja sekä
yksittäisen web-sovelluksen että palvelinarkkitehtuurien näkökulmasta. Ensimmäi-
sessä alaluvussa määritellään web-sovellukset, jonka jälkeen käsitellään niiden tek-
nistä kehitystä. Kahdessa viimeisessä alaluvussa tutustutaan web-sovellusten sisäi-
seen arkkitehtuuriin ja nykyaikaisiin palveluperustaisiin palvelinarkkitehtuureihin.
2.1 Web-sovelluksen määritelmä
Web-sovelluksella tarkoitetaan ohjelmaa, jota suoritetaan palvelimella ja jota käyte-
tään WWW-selaimen avulla [Con99]. Käyttäjän selaimen kautta tekemät pyynnöt
vaikuttavat palvelimen tilaan. Esimerkiksi lomakkeella voidaan lähettää palvelimel-
le tallennettavaa tietoa tai muokata siellä jo olevaa tietoa. Web-sovelluksilla on oma
sisäinen logiikkansa, joka erottaa ne tavallisista web-sivuista [Con99]. Mikäli web-
sivu toimii dynaamisesti, mutta ilman mahdollisuutta vaikuttaa sivuston sisäiseen
logiikkaan, ei voida puhua web-sovelluksesta.
Web-sovelluksissa on kolme peruskomponenttia: selain, verkko ja palvelin. Käyttä-
jä pyytää selaimella verkon yli palvelimelta selaimen ymmärtämällä kielellä ohjel-
moidun tiedoston, jonka selain visualisoi käyttäjän ymmärtämään muotoon [Con99].
Tiedostojen ohjelmoinnissa käytetään yleisimmin HTML-kuvauskieleltä. Muita käy-
tettyjä kieliä ovat mm. JavaScript ja Flash, joilla laajennetaan HTML-kielen toimin-
nallisuutta. Pyyntö tehdään verkon yli HTTP- tai HTTPS-protokollalla sen mukaan,
käytetäänkö salaamatonta (HTTP) vai salattua (HTTPS) yhteyttä [Res00].
Palvelinarkkitehtuuri voi koostua useista fyysisistä tai virtuaalisista tietokoneista,
jotka palvelevat eri osia käyttäjän pyynnöstä [Jos07]. Puhuttaessa palvelimesta ei
viitata yksittäiseen tietokoneeseen, joka palvelee käyttäjän pyyntöjä, vaan palvelin-
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tystä palveluperustainen arkkitehtuuri. Tätä käsitellään luvussa 2.4.
2.2 Web-sovellusten tekninen kehitys
WWW:n, ja erityisesti sen edeltäjän Gopherin, sivustot olivat alkujaan lähinnä
staattisia dokumentteja, jotka oli linkitetty toisiinsa. Dokumentit muodostivat erilli-
sia arkistoja esimerkiksi tutkijoiden käyttöön. Ajan kuluessa tuli tarpeelliseksi tehdä
sivustoja, jotka reagoivat käyttäjän syötteeseen ja toimivat dynaamisesti syötteen
mukaan [CDI+04].
Vuonna 1993 esitelty Common Gateway Interface (CGI) on standardi, jolla voi-
daan suorittaa ohjelmia web-sivujen kautta UNIX-ympäristössä [RoC04]. Tyypilli-
sesti CGI:llä suoritettavat ohjelmat ovat itsenäisiä ja kirjoitettu jollain skriptikie-
lellä, esimerkiksi Perlillä tai PHP:lla. Skripti saa parametrina käyttäjän lähettämän
syötteen ja muodostaa sen perusteella käyttäjälle näkyvän HTML-sivun. Ajan ku-
luessa CGI-ohjelmat alkoivat kasvaa ja niiden arkkitehtuuri monimutkaistua, kun
sovelluksissa käsiteltävät tietomäärät alkoivat vaatia tietokantoja.
CGI-ohjelmien kasvun lisäksi myös niiden suoritukseen vaadittava ajoympäristö al-
koi kasvaa, mikä muodostui ongelmaksi CGI:n käytölle. CGI käynnistää suoritetta-
van prosessin jokaisen sivupyynnön yhteydessä. Tämä voi olla hidasta, jos muistiin
ladataan paljon dataa. Erilliset web-palvelimet, joiden sisällä ohjelmakoodi suorite-
taan, korvasivat CGI-ohjelmat ajan kuluessa. Erityisesti Sunin 1990-luvulla kehit-
tämä Java-kieli oli merkittävässä roolissa tässä kehityksessä [Con99].
Javan web-käyttöön suunniteltu Enterprise Edition (J2EE) käyttää Servlet-tekniik-
kaa, joka laajentaa perinteisen web-palvelimen toimintaa mahdollistamalla Java-
kielisten sovellusten suorittamisen palvelimen sisällä [JEG+10] . Kuvassa 1 on esi-
tetty sivupyynnön kulku Java Servlet -palvelimessa. Käyttäjän pyynnön saatuaan
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joka käsiteltyään sen palauttaa vastauksen web-palvelimelle. Web-palvelin näyttää
sivun käyttäjälle. Web-palvelin pitää siis Java-prosessia koko ajan käynnissä, ja ym-
päristöä ei tarvitse käynnistää jokaisen käyttäjän pyynnön yhteydessä uudestaan.
Servlet-tekniikan avulla voidaan tehostaa web-palvelimen resurssien, kuten tieto-
kantayhteyksien, jakamista useamman pyynnön kesken, tehdä sovellukseen transak-
tiomalleja, muuttaa käyttäjäohjelman tilaa ja hallita web-sovelluksia etäyhteyden
kautta [Con99].
Muilla web-ohjelmointikielillä on toteutettu omia, Javan Servlettiä muistuttavia,
web-palvelimia. Esimerkiksi Ruby on Rails -web-ohjelmointikehys tarjoaa oletuksena
Rubyyn sisäänrakennetun WEBrick-web-palvelimen, joka käynnistää ympäristön ja
ohjaa pyynnöt oikeille Ruby on Rails -luokille [RTH+11].
Servlettien jälkeen paljon suosiota on saanut CGI:stä kehittynyt FastCGI-protokolla,
joka korjaa CGI:ssä havaittuja puutteita [Adi97]. FastCGI-palvelin ei käynnistä jo-
kaista pyyntöä kohti uutta palvelinprosessia, vaan pyynnöt lähetetään ja vastaanote-
taan pistokkeen (socket) avulla palvelimella suoritettaville prosesseille, jotka voivat
Kuva 1: Kontrollin kulku Java Servlet-palvelimessa [JEG+10].
6palvella montaa pyyntöä yhtä aikaa. FastCGI-ohjelmat voidaan toteuttaa myös ha-
jautettuna eri palvelimille, jolloin pyyntöjen välitykseen käytetään TCP-yhteyttä.
FastCGI:tä voidaan käyttää minkä tahansa ohjelmointikielen kanssa, joka tukee pis-
tokkeiden käyttöä. Näin ollen se on varteenotettava tekniikka web-sovellusten to-
teuttamiseen, koska ohjelmointikieli ei ole rajattu esimerkiksi Javaan, vaan käytössä
on useiden muiden kielten kirjo (esimerkiksi PHP, Python ja Ruby) [Adi97].
Tiivistetysti web-sovellusten historiasta voidaan sanoa, että yksittäisistä palvelin-
prosesseista on kehittynyt itsenäisiä ohjelmia, joita suoritetaan jatkuvasti palvelimel-
la. Ohjelmat saavat kontrollin joko laajentamalla web-palvelimen toimintaa (Servlet,
WEBrick yms) tai pistokkeiden avulla (FastCGI). Web-sovellukset tuottavat käyt-
täjän syötteen ja web-sovelluksen sen hetkisen tilan mukaan käyttäjälle dynaamisen
HTML-muotoisen sivun. Web-sovellusten kehittyessä myös niiden arkkitehtuuri on
muuttunut. Web-sovellusten arkkitehtuuria käsitellään seuraavassa alaluvussa.
2.3 Web-sovellusten sisäinen arkkitehtuuri
Servlet- tai FastCGI-tekniikka ei sido web-sovelluksen arkkitehtuuria, vaan molem-
pia tekniikoita käytettäessä sovellusten perusarkkitehtuuri on sama. Sovellukset ovat
jatkuvasti käynnissä olevia prosesseja, joille käyttäjän syöttämän datan lisäksi allo-
koidaan joukko erilaisia suoritusympäristöön liittyviä resursseja ja muuttujia (mm.
tietokantayhteys) [Con99]. Syötteen perusteella sovellus tuottaa tulosteen, joka pa-
lautetaan käyttäjälle.
Tyypillinen tapa toteuttaa web-sovelluksia nykypäivänä on käyttää sovelluskehys-
tä, mikä tuo oman lisänsä sovellusten arkkitehtuuriin. Yleisesti käytettyjä web-
sovelluskehyksiä ovat esimerkiksi Javalla toteutettu Spring, Pythonilla tehty Django
ja Ruby-ohjelmointikieleen perustuva Ruby on Rails [JHA+05, FBC08, RTH+11].
Näissä sovelluskehyksissä erillinen viestinvälittäjä (dispatcher) ottaa vastaan pyyn-
7nön ja välittää sen eteenpäin. Pyyntö ei siirry suoraan sovellusohjelmalle, vaan se
välitetään väliohjelmakerroksen läpi kuvassa 2 esitetyllä tavalla. Nämä väliohjelmat
esimerkiksi tekevät merkintöjä lokitiedostoihin, asettavat ja lukevat käyttäjän selai-
men evästeitä tai asettavat ympäristömuuttujia sovellusohjelmaa varten.
Web-sovellusohjelmista on pyritty karsimaan paljon yleisiä tehtäviä. Ne on jätetty
sovelluskehyksen tai käyttäjän toteuttaman väliohjelman tehtäväksi. Web-sovellus
käyttää hyväkseen sovelluskehyksen tarjoamia parametreja, jotka ovat esimerkiksi
viittauksia muuttujiin, joita säilytetään käyttäjän istunnon ajan muistissa. Myös
käyttäjän tunnistaminen on yksi sovelluskehyksen tehtävistä [RTH+11]. Tällöin so-
vellusohjelma saa ympäristömuuttujana kirjautuneen käyttäjän tiedot (esimerkiksi
tunnistenumeron ja käyttöoikeudet), joita se voi käyttää hyväkseen ohjelmalogiikas-
saan.
Kuva 2: Web-sovelluskehyksellä toteutetun web-sovelluksen kontrollin kulku
[RTH+11].
82.4 Palveluperustaiset arkkitehtuurit
Alunperin CGI-ohjelmissa käytettiin tietovuopohjaista arkkitehtuurityyliä, jossa yk-
si web-sovellus palveli käyttäjää koko pyynnön ajan. Nykyään on siirrytty modulaa-
risiin arkkitehtuureihin, jossa web-palvelut voivat koostua useista web-sovelluksista
[Jos07]. Web-sovellukset toimivat autonomisesti ja hoitavat vain tietyn osan käyttä-
jän pyynnöstä. Tällaisesta useasta hajautetusta web-sovelluksesta koostuvasta web-
palvelinarkkitehtuurista käytetään nimitystä palveluperustainen arkkitehtuuri (ser-
vice oriented architecture, SOA).
Palveluperustainen arkkitehtuuri on arkkitehtuurityyli, jossa autonomiset sovelluk-
set tarjoavat rajapinnan muille sovelluksille palveluidensa käyttämiseksi [Jos07]. So-
vellusten tehtävä on rajattu ja muista sovelluksista riippumaton. Esimerkiksi matka-
toimiston web-palvelussa voidaan käyttää lento- ja hotelliyhtiöiden tarjoamien web-
sovellusten rajapintoja matkan varaamiseen ja pankin valuuttakurssi-rajapintaa hin-
tojen muuttamiseen valuutasta toiseen. Palveluperustaiset sovellukset voivat käyttää
toistensa palveluita Internetin yli web services -rajapintojen avulla [Jos07].
Palveluperustaisia sovelluksia käytettäessä ohjelmoijan huomio ei kiinnity yksittäi-
sen sovelluksen tekniseen toteutukseen, vaan sovellusten tarjoamiin rajapintoihin eli
palveluihin [Jos07]. Rajapintojen muoto on tavallisesti rakenteellista tekstiä, esimer-
kiksi JSON- tai XML-muotoisia dokumentteja, jotka ovat helposti koneen luettavis-
sa. Erityyppiset web-sovellukset tai -palvelut käyttävät näitä rajapintoja eri tavalla.
Esimerkiksi koko maailman säätiedon tarjoava palvelu saattaa kysyä säätietoja pai-
kallisilta sääpalveluilta ja koostaa niistä JSON-dokumentin, jonka selaimessa pyörivä
JavaScript-ohjelma rikastaa käyttäjän ymmärtämäksi sääkartaksi. Tämä johtaa sii-
hen, että yhden sivulatauksen yhteydessä käyttäjä saattaa huomaamattaan käyttää
useita eri web-sovelluksia.
Yksittäiset palvelut, kuten säätilapalvelu, voivat olla kaikille avoimia, kun taas jot-
9kut palvelut vaativat käyttäjän tunnistamisen voidakseen näyttää häntä koskevaa
dataa ja pitää muiden data piilossa. Esimerkiksi palvelu, joka pitää kirjaa opiske-
lijoiden suorittamista kursseista, näyttää vain tunnistetun käyttäjän suoritukset.
Käyttäjän tunnistamiseen voidaan käyttää erillistä tunnistautumispalvelua, josta
kerrotaan enemmän luvussa 4. Tämä edellyttää sekä käyttäjällä olevaa tunnusta
tunnistautumistapalvelun tarjoajan järjestelmiin (esimerkiksi Facebook, Google tai
organisaation intranet) että palvelun ylläpitäjän luottamusta tunnistautumispalve-
luun.
3 Tunnistautuminen ja pääsynvalvonta
Yksittäiset web-sovellukset vaativat joissakin tapauksissa käyttäjän tunnistamisen,
jotta ne voivat palvella kyseistä käyttäjää. Koska palveluperustaisten arkkitehtuu-
rien mukaisesti toteutetun web-sovellusten on tarkoitus olla riippumattomia ympä-
ristöstään, on tärkeää löytää yleiskäyttöinen ratkaisu tunnistautumisongelmaan.
Web-sovellukset sisältävät usein sellaista dataa, johon halutaan asettaa pääsyrajoi-
tuksia [Lyn11]. Rajoitukset voivat koskea koko järjestelmää ja sen dataa, jolloin vain
tietyt henkilöt pääsevät käyttämään järjestelmää. Tällaisia rajoituksia voidaan to-
teuttaa esimerkiksi rajaamalla pääsy dataan vain organisaation sisäverkosta. Usein
kuitenkaan koko palvelun käytön rajaaminen organisaation sisälle ei riitä, vaan tarvi-
taan tarkempia pääsyrajoituksia. Käyttäjän tunnistaminen on tärkeää esimerkiksi
sähköpostijärjestelmässä, koska sähköpostit saavat näkyä vain lähettäjälle ja vas-
taanottajalle.
Alaluvussa 3.1 käydään läpi tunnistautumisen osatekijät: mitä tarkoitetaan puhut-
taessa tunnistautumisesta tai laajemmin pääsynvalvonnasta. Luku 3.2 käsittelee on-
gelmia, joita erityisesti intranet-palveluita ylläpitävillä organisaatioilla on tunnis-
tautumisen toteuttamisessa. Luku 3.3 käsittelee web-sovellusten tunnistautumista
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yleisellä tasolla. Luvussa 3.4 esitellään keskitetty tunnistautumispalvelu, jolla tun-
nistautuminen voidaan suorittaa palveluperustaisten arkkitehtuurien periaatteiden
mukaisesti.
3.1 Turvallisuuden osatekijät
Palveluiden turvallisuus koostuu kolmesta osatekijästä: tunnistautumisesta (authen-
tication), pääsynvalvonnasta (access control) ja auditoinnista (audit) [SaS96]. Tun-
nistautumisessa käyttäjän identiteetti varmistetaan esimerkiksi käyttäjätunnuksen
ja salasanan avulla. Tämän jälkeen pääsynvalvonta tarkistaa, onko kyseisellä käyt-
täjällä oikeutta suorittaa pyydetty toiminto. Auditoinnissa analysoidaan aktiivisesti
järjestelmän tuottamaa dataa, kuten lokitiedostoja. Käyttäjän pääsy järjestelmään
voidaan estää, jos luvatonta käyttöä esiintyy. Tämän tutkielman painopiste on käyt-
täjän tunnistautumisessa ja osittain myös pääsynvalvonnassa. Auditointi ei kuulu
tutkielman aihepiiriin.
Tunnistautumista ja pääsynvalvontaa ei voida täysin erottaa toisistaan, koska käyt-
täjään liittyy attribuutteja, joiden perusteella pääsynvalvonta voidaan tehdä jär-
jestelmän sisällä. Pääsynvalvonta voidaan tehdä esimerkiksi roolipohjaisena, jolloin
käyttäjän rooli organisaatiossa (esimerkiksi esimies/alainen) vaikuttaa siihen, mitä
palveluita tai palveluiden osia hänellä on oikeus käyttää [SCF+96].
Tunnistautumismenetelmät voidaan jakaa kolmeen ryhmään: jotain, jonka käyttäjä
tuntee, käyttäjä omistaa tai joka on käyttäjän fyysinen ominaisuus [BDN+11]. Käyt-
täjän tuntema asia on yleensä salasana, jonka hän määrittelee itselleen. Käyttäjän
omistama asia voi olla matkapuhelin, johon lähetettävää tunnuslukua voidaan käyt-
tää tunnistautumisessa [TJJ+09]. Käyttäjän fyysinen ominaisuus tarkoittaa bio-
metristä dataa, kuten sormenjälkeä tai silmän iiristä, joka on jokaisella ihmisellä
yksilöllinen. Mitä useampaa menetelmää käytetään, sitä luotettavampi tunnistautu-
11
minen on [BDN+11]. Toisaalta taas usean tunnistautumismenetelmän käyttö lisää
tunnistautumisen monimutkaisuutta ja esimerkiksi sormenjälkien tai silmän iiriksen
lukeminen on usein mahdotonta puuttellisten päätelaitteiden takia.
3.2 Organisaatioiden tunnistautumisongelmat
Yritysten ja yhteisöjen web-sovellusten halutaan usein olevan avoimia kaikkia In-
ternetin käyttäjiä pienemmälle osajoukolle, esimerkiksi yrityksen työntekijöille. Eri-
laisin palomuuri-asetuksin pääsy intranet-järjestelmään voidaan rajata vain yrityk-
sen sisäverkkoon, mutta se ei poista tunnistamisen tarvetta. Aivan kuten Internet-
sovelluksissa yleensä, myös intranet-järjestelmässä halutaan tietää, kuka yrityksen
työntekijöistä sitä kulloinkin käyttää, jotta työntekijälle osataan näyttää vain häntä
koskevaa dataa.
Intranet-järjestelmiä ylläpitävällä organisaatiolla voi olla oma käyttäjähallinta, jota
halutaan hyödyntää intranetiin toteuttavissa sovelluksissa. Tällöin käyttäjien tiedot
voivat olla esimerkiksi erillisellä AD-palvelimella (Active Directory), josta intranet-
sovellus tunnistaa käyttäjät [BlM02]. Jos organisaatio ei ylläpidä erillistä tietokan-
taa, luodaan työntekijälle erilliset tunnukset palveluiden käyttöä varten.
Palveluperustaisissa arkkitehtuureissa samaa käyttäjätietokantaa käyttäviä sovel-
luksia tai palveluita voi olla useita. Tällöin ns. pääkäyttäjäkannasta voidaan luoda
oma paikallinen kopio jokaista palvelua varten. Tästä seuraa kuitenkin monenlaisia
synkronointiongelmia [ZLZ11]. Esimerkiksi työntekijän irtisanoutuessa joudutaan
tunnus poistamaan kaikista tietokannoista erikseen. Myös osoitteiden ja muiden tie-
tojen muutokset täytyy päivittää kaikkiin tietokantoihin. Lisäksi käyttäjälle syntyy
saman järjestelmän sisällä useita tunnuksia, joihin saattaa liittyä erilliset salasanat.
Käyttäjän kannalta on ikävää kirjautua jokaiseen osapalveluun erikseen.
Koko käyttäjäkantaa ei kuitenkaan tarvitse kopioida jokaiselle sovellukselle, vaan yk-
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sittäiset sovellukset voivat tunnistaa käyttäjät erillistä tunnistautumispalvelua käyt-
täen [ShM12]. Monet web-sovellukset toimivat juuri ulkoisen tunnistautumispalvelua
hyödyntäen. Esimerkiksi viihdesivustoille voi luoda tunnuksen kirjautumalla Face-
bookin tai LinkedInin kaltaisten sivustojen kautta [ShM12]. Kelan sivuston käyttöä
varten taas tunnistaudutaan pankkitunnuksilla Tupas-järjestelmän avulla [Fin11].
Ulkoista tunnistautumispalvelu voidaan käyttää myös intranet-palveluissa. Tällöin
käyttääkseen yrityksen intranet-palvelua työntekijä käy tunnistautumassa yrityksen
sisäisessä tunnistautumispalvelussa.
3.3 Tunnistautuminen web-sovelluksissa
Web-sovelluksissa käyttäjä tunnistetaan sovelluksen väliohjelmakerroksessa (kuva
2). Tällöin varsinaisen sovelluslogiikan ei tarvitse tietää tunnistautumisen teknii-
kasta mitään, vaan sovellusohjelmalle välitetään vain kirjautuneen käyttäjän tiedot.
Lähestymistapa mahdollistaa tunnistautumismekanismin vaihtamisen ilman muu-
tosta sovellusohjelman logiikkaan. Väli- ja sovellusohjelmistoilla on tällöin sovittu
rajapinta, jonka mukaan käyttäjän tiedot päätyvät sovellusohjelmalle [FBC08].
Tunnistautumisen yhteydessä käyttäjä ohjataan sivulle, jossa olevaan lomakkeeseen
hän syöttää käyttäjätunnuksensa ja salasanansa. Tämän jälkeen syötettyjä tietoja
verrataan järjestelmään tallennettuihin tietoihin. Sivuohjauksen yhteydessä web-
sovellus lisää HTTP-pyynnön parametreihin tiedon siitä, minne käyttäjä ohjataan
onnistuneen kirjautumisen jälkeen [HRH12]. Kirjautumisen jälkeen web-sovellus saa
käyttäjän perustiedot (esim id-numeron ja nimen) ja käyttäjään liittyvän metadatan,
jota käytetään hyväksi pääsynvalvonnassa.
Web-sovelluksen kannalta ei ole väliä minne käyttäjän tunnistetiedot on tallennet-
tu tai missä tunnistaminen tehdään. Yksinkertaisin ratkaisu on tallentaa käyttäjän
tunnistetiedot samaan tietokantaan kuin web-sovelluksen muukin tieto. Tästä seu-
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raa kuitenkin edellisessä luvussa mainittuja ongelmia, kun samoja tunnistetietoja
tarvitsevia web-sovelluksia on useampia. Ongelma voidaan ratkaista keskittämällä
käyttäjän tunnistaminen omaan tunnistautumispalveluun.
3.4 Keskitetty tunnistautuminen
Keskitetyn tunnistautumisen tarkoituksena on tarjota palvelu, jonka avulla käyttäjä
voidaan tunnistaa erillisessä web-sovelluksessa ilman uusien tunnistautumistietojen
(käyttäjätunnus ja salasana) luontia [ShM12]. Tunnistautumispalvelun ja sitä käyt-
tävien web-sovellusten välillä on luottamussuhde, jolloin web-sovelluksen ei tarvitse
säilyttää tunnistautumistietoja, vaan se voi luottaa tunnistautumispalvelun tunnis-
tamiin käyttäjiin.
Keskitettyyn tunnistautumispalveluun on määritelty web-sovellukset, jotka käyt-
tävät sitä tunnistamiseen. Tunnistautumispalvelu varmistaa pelkästään käyttäjän
identiteetin, mutta sillä ei ole mitään tietoa yksittäisen web-sovelluksen toimin-
nasta. Esimerkiksi Facebook-tunnistautumista käyttävä valokuvien jakopalvelu ei
suinkaan tallenna valokuvia Facebookiin, vaan omaan tietokantaansa [MMC+10].
Tällöin web-sovelluksissa täytyy olla käyttäjätietokanta, joka pitää sisällään käyt-
täjän id-numeron ulkopuolisessa tunnistautumispalvelussa ja yksittäiseen käyttä-
jään liittyviä sisäisiä resursseja kuten valokuvia. Kun uusi käyttäjä tunnistautuu
tunnistautumispalvelun kautta, lisätään sovelluksen käyttäjätietokantaan uusi rivi.
Mitään tunnistautumisinformaatiota (salasana) ei tallenneta tietokantaan, vaan jo-
kaisen käyttäjän tietokantariville lisätään tunnistautumispalvelussa yksilöivä tieto,
esimerkiksi käyttäjätunnus tai id-numero.
Monet web-sovellukset ovat ulkoistaneet käyttäjien tunnistautumisen Facebookin
tai LinkedInin tapaisille toimijoille keskittyen vain oman sovelluksensa toteuttami-
seen [ShM12]. Järjestely helpottaa sovelluskehittäjän työtä, koska kaikkea ei tarvitse
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tehdä itse. Myös loppukäyttäjän käyttökokemus paranee, sillä samalla käyttäjätun-
nuksella pääsee moneen eri palveluun.
Organisaatioiden sisäisissä palveluissa Facebookin tai LinkedInin kaltaisten palve-
luiden käyttö ei välttämättä tule kysymykseen, koska intranet-järjestelmien ylläpitä-
jät eivät halua siirtää käyttäjähallintaansa ulkopuolisen yrityksen haltuun. Tällöin
vaihtoehtona on tarjota Facebookia tai LinkedIniä vastaava keskitetty tunnistautu-
mispalvelu, joka on integroitu organisaation olemassa olevaan käyttäjähallintajär-
jestelmään.
3.4.1 Esimerkki keskitetystä tunnistautumisesta
Keskitetyn tunnistautumisen lähtökohta on käyttäjän tunnistetietojen poistaminen
web-sovelluksen hallinnasta. Tällöin käyttäjä ei syötä tunnistetietojaan missään vai-
heessa web-sovellukseen, vaan tunnistautuminen tehdään erillisessä tunnistautumis-
palvelussa. Nykyisin mm. Facebook ja Google tarjoavat julkiset API-rajapinnat, joi-
den avulla web-sovellukset voivat käyttää niitä tunnistautumiseen [ShM12]. Tällöin
käyttäjä voi kirjautua Internetin palveluihin ilman pelkoa, että hänen tietonsa jou-
tuvat ulkopuolisen käsiin.
Internetissä on lukuisia esimerkkejä palveluista, joissa Facebook-kirjautuminen on
käytössä. Kuvassa 3 on esitetty kirjautuminen sattumalta valittuun Porkkanamafia-
ryhmän WWW-sivulle käyttäen Facebook-kirjautumista. Käyttäjä klikkaa Pork-
kanamafian WWW-sivulla olevaa ”Login with Facebook” -nappia, minkä jälkeen
käyttäjän selaimeen avautuu Facebook-varmennusikkuna, jossa käyttäjää pyyde-
tään varmentamaan kirjautuminen. Selaimen osoitekenttä osoittaa käyttäjälle, että
kirjautuminen tapahtuu nimenomaan Facebook-sivulla (joka on varmennettu SSL-
sertifikaatilla), joten käyttäjän Facebook-tunnistetiedot eivät päädy Porkkanamafian
haltuun [ShM12]. Kirjautuminen tehdään Facebookiin, joten tunnistetiedot pysyvät
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vain käyttäjän ja Facebookin hallussa.
Kirjautumisen jälkeen käyttäjälle luodaan Porkkanamafian sisäiseen käyttäjätieto-
kantaan rivi, jossa on viittaus hänen Facebook-tunnukseensa. Kun käyttäjä tämän
jälkeen palaa sivulle ja kirjautuu sisään jälleen Facebook-tunnuksilla, voidaan hänet
yhdistää kannasta löytyvään käyttäjään. Näin palvelu on ulkoistanut tunnistautumi-
sen ulkopuoliselle taholle eikä käyttäjän tarvitse muistaa uusia tunnistetietoja, vaan
hän voi käyttää Facebook-kirjautumista myös jatkossa tullessaan Porkkanamafian
sivulle.
Samaa periaatetta voidaan käyttää myös organisaatioiden sisäisessä tunnistautu-
mispalvelussa. Tällöin organisaation sisäiseen palveluperustaiseen arkkitehtuuriin
toteutetaan erillinen web-sovellus, joka on yhteydessä organisaation olemassa ole-
vaan käyttäjätietokantaan (esim. LDAP) ja tarjoaa Facebookia vastaavan tunnis-
tautumisen.
Kuva 3: Käyttäjän kirjautuminen Facebook-tunnuksilla Porkkanamafian web-
palveluun.
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3.4.2 Keskitetyn tunnistautumisen edut ja haitat
Etuna keskitetystä tunnistautumispalvelusta on järjestelmän tietoturvan ja käyt-
täjän tunnistamisen luotettavuuden paraneminen. Keskitetyssä palvelussa käyttä-
jän tunnistamisen luotettavuutta voidaan parantaa esimerkiksi vaatimalla tavallis-
ta web-sovellusta vahvempia salasanoja. Luotettavuus paranee myös ilman tällaista
vaatimusta sillä on havaittu, että käyttäjät valitsevat vahvempia salasanoja palve-
luihin, jotka he kokevat tärkeiksi verrattuna vähemmän tärkeisiin web-palveluihin
[FlH07].
Käyttäjien tunnistamista voidaan vahvistaa myös lisävarmistuksilla, kuten puheli-
men kautta tehtävällä todennuksella tai biometriikalla [BDN+11]. Yksittäisen palve-
lun kohdalla vaikkapa matkapuhelinvarmennuksen käyttöönotto on hankalaa, mutta
kun tunnusta käytetään useampaan palveluun, sen käyttö on helpommin perustel-
tavissa. Tällöin tunnistamiseen tehtävät parannukset eivät vaadi muutoksia yksit-
täiseen web-sovellukseen, koska web-sovelluksen ja tunnistautumispalvelun välinen
rajapinta ei muutu.
Keskitetyn ratkaisun myötä erillisten web-sovellusten ei tarvitse integroitua suoraan
intranetin omistavan organisaation käyttäjähallintajärjestelmiin, vaan ainoastaan
tunnistautumispalvelulla on pääsy sinne. Tällöin pelko käyttäjiä koskevan datan
joutumisesta vääriin käsiin vähenee, koska tieto on tallennettu vain yhteen paik-
kaan. Myös kriittisen käyttäjähallinnan integraatiopisteiden määrä vähenee, kun
web-sovellukset eivät ota suoraan yhteyttä käyttäjähallintaan.
Jos käyttäjähallinta on toteutettu esimerkiksi SQL-tietokantana, joka ei tue tunnis-
tautumista, keskitetyllä tunnistautumispalvelulla ratkaistaan tilanne, jossa käyttäjä-
data ja käyttäjiin liittyviä tunnistautumistietoja käyttäjätunnuksineen ja salasanoi-
neen on kopioitu jokaiseen erilliseen web-sovellukseen [SBH+10]. Tällöin aiemmin
mainittuja synkronointiongelmia ei synny esimerkiksi henkilön jättäessä intranet-
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palvelua hallinnoivan organisaation.
Tunnistautumispalvelu toimii eräänlaisena ”palomuurina” web-sovelluksen ja käyt-
täjähallinnan välillä. Sillä on oma rajapinta web-sovellukseen päin, joten organi-
saatiossa on mahdollista siirtyä esimerkiksi SQL-tietokannasta LDAP-tietokantaan
ilman muutoksia web-sovelluksiin. Myös useiden käyttäjähallintajärjestelmien käyt-
tö on mahdollista. Esimerkiksi Helsingin yliopiston tietojenkäsittelytieteen laitoksen
intranettiin toteutettu tunnistautumispalvelu voisi ensin hakea käyttäjää tietojenkä-
sittelytieteen laitoksen järjestelmästä ja jos käyttäjää ei löydy, haettaisiin käyttäjää
yliopiston järjestelmästä.
Haittapuolena keskitetyssä ratkaisussa on käytetyn tunnuksen ja salasanan ”kalas-
telun” käyminen houkuttelevaksi, koska niiden avulla hyökkääjä pääsee käyttäjän
nimissä useaan palveluun tai jopa luomaan käyttäjän identiteetillä tunnuksia uusin
palveluihin. Tästä syystä keskitettyyn tunnistautumispalvelun tietoturvan täytyy
olla kunnossa ja siinä käytettyjen teknologioidenkin täytyy olla luotettavia. Web-
sovellusten ja tunnistautumispalvelun väliseen rajapintaan on kehitetty useita tun-
nistautumisprotokollia, joilla tunnistautuminen voidaan tehdä turvalliseksi ja käyt-
täjälle helpoksi [BYX+09]. Tunnistautumisprotokollat ovat käytössä avoimen In-
ternetin puolella, ja esimerkiksi Facebookilla ja Googlella on ollut merkittävä rooli
näiden protokollien syntyhistoriassa [BYX+09]. Näiden protokollien toteutusta kä-
sitellään seuraavassa luvussa.
4 Keskitetyn tunnistautumisen protokollat
Keskitettyyn tunnistautumispalvelun toteuttamiseen voidaan käyttää verkkotunnis-
tautumiseen kehitettyjä protokollia. Niitä hyödyntämällä käyttäjän tunnistetietoja
(esim. käyttäjänimi ja salasana) ei tarvitse siirtää verkon yli ja web-sovellukset voi-
vat ulkoistaa tunnistautumisen erillisen palvelun tehtäväksi [BDN+11]. Tällöin käyt-
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täjä voi samalla identiteetillä tunnistautua useaan eri palveluun ilman, että hänen
tarvitsee muistaa palvelukohtaisia tunnus- ja salasanayhdistelmiä [BYX+09].
Tässä luvussa käsitellään keskitetyssä tunnistautumispalvelussa käytettäviä tekno-
logioita. Teknologiat ovat samoja, jotka ovat tällä hetkellä käytössä Internetin web-
sovelluksissa [ShM12]. Ensimmäisessä alaluvussa käydään läpi yleisiä periaatteita
koskien keskitettyä tunnistautumista. Toisessa alaluvussa tutustutaan tunnistautu-
misprotokolliin. Ensin käydään läpi protokollien yleisiä toimintaperiaatteita, minkä
jälkeen esitellään tunnistautumisprotokollaksi soveltuvia standardeja. Tämän jäl-
keen verrataan SAML- ja OAuth-protokollien soveltuvuutta tunnistautumispalve-
lun toteuttamiseen.
4.1 Tunnistautumisprotokolliin liittyviä termejä
Tunnistautumiseen liittyvien käsitteiden ymmärtäminen ennen protokollien yksi-
tyiskohtiin perehtymistä auttaa niiden periaatteiden hahmottamista. Käsitteet ovat
yleisluontoisia eivätkä kosketa vain tiettyä protokollaa. Protokollien yhteydessä käy-
tetään käsitteitä asiakasohjelma (client), tunnistautumispalvelu (identity provider),
suojattu resurssi (protected resource), valtuutustieto (credentials), valtuutusavain
(authorization code) ja pääsyvaltuutus (access token) [BDN+11].
Asiakasohjelmalla tarkoitetaan web-sovelluksen käyttäjän pääteohjelmaa, jolla hän
kirjautuu web-sovellukseen käyttäen keskitettyä tunnistautumispalvelua [BDN+11].
Käytännössä asiakasohjelma on web-sovelluksen tapauksessa käyttäjän WWW-se-
lain, joka pystyy tekemään uudelleenohjauksia sivustolta toiselle. Uudelleenohjaus
on osa HTTP-protokollan perustoiminnallisuutta, joten mikä tahansa HTTP/1.1-
standardin WWW-selain sopii asiakasohjelmaksi [FGM+99].
Tunnistautumispalvelu on web-sovellus, johon käyttäjä ohjataan tekemään tunnis-
tautuminen. Tunnistautumisen jälkeen tunnistautumispalvelu ohjaa asiakasohjel-
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man tunnistamista pyytäneen sovelluksen määrittelemään osoitteeseen [BDN+11].
Avoimen Internetin puolella tunnistautumispalvelu voi olla esimerkiksi Facebook tai
LinkedIn.
Tunnistautumisprotokollien, kuten OAuth, yhteydessä suojatulla resurssilla tarkoi-
tetaan resurssia, jonka käyttö vaatii tunnistautumisen ja käyttöoikeuden [HRH12].
Yleisesti suojatulla resurssilla tarkoitetaan yksittäistä resurssia (esim. käyttäjän
omistamaa valokuvaa), johon halutaan asettaa pääsyrajoituksia [BDN+11]. Keski-
tetyn tunnistautumispalvelun yhteydessä käyttäjän tiedot voivat olla suojattu re-
surssi.
Valtuutustieto koostuu yksilöivästä tunnisteesta ja siihen liittyvästä salaisesta avai-
mesta. Yleensä valtuutustiedolla tarkoitetaan käyttäjän tunnusta ja salasanaa.
Kirjauduttuaan sisään tunnistautumispalvelunn käyttäjä saa valtuutusavaimen, jon-
ka hän lähettää eteenpäin suojatun resurssin omistajalle. Valtuutusavaimeen on kir-
jattu tieto käyttäjästä ja avaimen voimassaoloaika. Valtuutusavain ei pidä sisäl-
lään käyttäjän valtuutustietoja. Ainoastaan tunnistautumispalvelin osaa lukea sen
[BDN+11]. Saatuaan valtuutusavaimen käyttäjältä voi suojatun resurssin omistaja
hakea pääsyvaltuuden suojattuun resurssiin.
Pääsyvaltuutus on tunnistautumispalvelimelta saatava yksilöivä tunniste, jonka avul-
la suojatun resurssin omistaja saa resurssin palvelimelta. Pääsyvaltuutus on voimas-
sa tietyn ajan, jonka jälkeen se täytyy uusia tunnistautumispalvelimella [BDN+11].
Pääsyvaltuutusta käytetään myös tunnistautumispalvelusta erillään olevien resurs-
sien valtuuttamiseen. Esimerkiksi web-sovellus voi hakea tunnistautumispalvelulta
pääsyvaltuuden, jolla se hakee valokuvia kuvien jakopalvelusta [ShM12].
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4.2 Tunnistautumisprotokollien osapuolet
Tunnistautumisessa on kolme osapuolta: asiakasohjelma, web-sovellus ja tunnistau-
tumispalvelu [BDN+11]. Osapuolet on esitetty kuvassa 4, jossa on mukana myös tun-
nistautumispalvelun käyttämä käyttäjähallinta. Käyttäjähallinta voi olla osa tunnis-
tautumispalvelua tai oma komponenttinsa. Tunnistautumisen kannalta sillä, onko
käyttäjähallinta osa tunnistautumispalvelu vai erillinen komponentti, ei ole merki-
tystä.
Ensimmäiseksi käyttäjä avaa asiakasohjelmalla web-sovellukseen, joka pyytää käyt-
täjää tunnistautumaan erillisessä tunnistautumispalvelussa. Käyttäjän asiakasoh-
jelma ohjataan tunnistautumispalvelun sivulle, joka on yhteydessä organisaation
käyttäjähallintaan. Sen mukaan mitä rajapintaprotokollaa käytetään, käyttäjälle jo-
ko palautetaan todistus siitä, että hän on se, joka väittää olevansa, tai avain, jonka
avulla web-sovellus voi hakea käyttäjän tiedot tunnistautumispalvelulta. Tunnistau-
tumisprotokollia (kuten SAML, OpenID) käytettäessä käyttäjälle palautetaan tun-
nistautumispalvelun allekirjoittama valtuutustieto, joka vahvistaa käyttäjän identi-
teetin [BDN+11].
Pääsynhallintaprotokollien (esim. OAuth) kohdalla käytetään ns. näennäistunnis-
tautumista (pseudo authentication), jolloin web-sovellus hakee valtuutusavaimella
käyttäjän tiedot tunnistautumispalvelusta [BDG+11]. Käyttäjän identiteettiä ei siis
suoraan varmenneta, mutta koska käyttäjällä on hallussaan avain, jolla pääsee tie-
toihinsa käsiksi, oletetaan käyttäjän olevan se, jonka tiedot avaimeen liittyvät.
Useimmat tunnistautumisen vaiheet tapahtuvat käyttäjältä näkymättömissä selai-
men uudelleenohjauksen yhteydessä. Käyttäjälle näkyvä vaihe on kirjautuminen
tunnistautumispalveluun, jolloin häneltä pyydetään käyttäjätunnus sekä salasana.
Käyttäjän syötettä vaativat vaiheet on esitetty aiemmassa kuvassa 3.
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Kuva 4: Keskitetyn tunnistautumisen osapuolet.
4.3 Tunnistautumisprotokollien standardeja
Monet tahot tutkivat ja kehittävät tunnistautumis- ja pääsynvalvontaprotokollia.
Web Services -teknologioita standardoinut OASIS (Organization for the Advance-
ment of Structured Information Standards) on kehittänyt XML-pohjaista SAML-
kieltä tunnistautumisprotokollaksi [CKP+09]. SAML tarjoaa tunnistautumisproto-
kollan lisäksi joukon muita web-sovellukseen liittyviä turvallisuusstandardeja [SaS07].
Myös Microsoft on kehittänyt oman Windows Live ID -standardin, joka tarjoaa tun-
nistautumisprotokollan [BYX+09]. Windows Live ID on osittain suljettu standardi,
joka tarjoaa tunnistautumisprotokollan lisäksi täydellisen keskitetyn käyttäjän iden-
titeetin hallinnan [BYX+09]. Suljetun lähdekoodin vuoksi Windows Live ID ei ole
tämän tutkielman kannalta kiinnostava protokolla.
Avoimen lähdekoodin yhteisössä on syntynyt OpenID, jota mm. Google käyttää tun-
nistautumisprotokollanaan [BYX+09]. OpenID:stä on kehittynyt OAuth-protokol-
la, joka on tarkoitettu nimenomaan pääsynhallintaan, mutta jolla voidaan toteuttaa
myös aiemmin kuvattu näennäistunnistautuminen [PSK+11].
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SAML, OpenID ja OAuth ovat tämän tutkielman kannalta kiinnostavia teknolo-
gioita, sillä ne ovat avoimia ja niiden kehitystyö on aktiivista [ShM12]. OpenID:n,
OAuthin ja SAML:n ominaisuuksia ja soveltuvuutta keskitetyn tunnistautumispal-
velun rajapintaprotokollaksi tarkastellaan seuraavissa alaluvuissa.
4.3.1 SAML
Security Assertion Markup Language (SAML) on OASIS-komitean määrittelemä
XML-pohjainen avoin standardi tunnistautumiseen ja pääsynhallintaan [CKP+09].
Standardin versio 1.0 julkaistiin marraskuussa 2002 ja versio 2.0 maaliskuussa 2005.
Version 2.0:n viimeisin korjattu versio 6 julkaistiin joulukuussa 2009 [CKP+09].
SAML määrittelee XML-pohjaiset työkalut tunnistautumisen ja pääsynhallinnan
toteuttamiseksi. Varsinainen toteutus (esimerkiksi se, mitä tietoja siirretään ja millä
tavalla) jätetään SAML:ssä toteuttajan päätettäväksi [ZhY10]. Varsinaiset SAML-
viestit voivat kulkea synkronisesti esimerkiksi SOAP- tai HTTP-protokollilla. SAML
soveltuu avoimena, XML-pohjaisena protokollana käytettäväksi Web Services -stan-
dardilla toteutetuissa web-sovelluksissa [ZhY10].
Standardi koostuu useista eri komponenteista, jotka yhdessä muodostavat SAML
v2.0 -spesifikaation [CKP+09]. Keskeisempänä ovat vakuutukset (assertion), joihin
sovellukset voivat luottaa. Nämä vakuutukset koskevat tunnistautumista, pääsyn-
valvontaa sekä attribuutteja. SAML:ssa on määritelty myös protokollasidokset (pro-
tocol bindings), joiden mukaan vakuutukset siirtyvät järjestelmästä toiseen. Yhdessä
nämä muodostavat profiileja, joiden avulla esimerkiksi keskitetty tunnistautuminen
voidaan toteuttaa [CKP+09].
SAML on vakiintunut standardi ja siihen on määritelty erilaisia laajennuksia, joiden
ansiosta samalla standardilla voidaan toteuttaa tunnistautumisen lisäksi myös pää-
synvalvonta [CKP+09]. Tästä syystä se on vakiintunut standardina erityisesti yri-
23
tysten sisäisissä kertakirjautumisratkaisuissa (Single Sign On) [ZhY10]. Kuitenkaan
kaikille avoimen eli ”julkisen Internetin” puolella SAML ei ole saavuttanut merkit-
tävää asemaa, vaan yritykset kuten Google ja Facebook ovat toteuttaneet tunnis-
tautumisrajapintansa kevyemmillä protokollilla kuten OpenID:llä ja OAuthilla.
4.3.2 OpenID
OpenID standardin ensimmäisen version kehitti toukokuussa 2005 Brad Fitzpatrick
[ReR04]. Tuoreimman (2.0) version kehitys aloitettiin 2007 ja kehitys on edelleen
aktiivista. OpenID on SAML:ia rajoitetumpi protokolla, koska se tarjoaa vain käyt-
täjän tunnistautumisen. Sen tavoite on saman käyttäjätunnuksen käytön mahdollis-
taminen eri web-sovelluksissa. Nykyään sen kehityksestä vastaa OpenID Foundation
-säätiö, jonka jäseniä ovat mm. Faceobok, Google ja Microsoft [Ope11].
OpenID-palveluntarjoaja tarjoaa päätepisteen (endpoint), jota web-sovellukset käyt-
tävät tunnistautumiseen. Tunnistautumiseen voidaan käyttää kahta erilaista tapaus-
ta (flow). Suunnatussa identiteetin (directed identity) tapauksessa käyttäjä valit-
see palveluntarjoajan, jonka kautta kirjautuminen suoritetaan [ReR04]. Väitetyn
identiteetin (claimed identity) tapauksessa web-sovellus hakee päätepisteen annetun
OpenID-tunnisteen perusteella [ReR04]. Tapaukset eroavat toisistaan vain vaihees-
sa, jossa etsitään päätepiste. Kuvassa 5 on esitetty OpenID-kirjautumisen vaiheet.
OpenID:n suhteen odotukset olivat alkujaan suuria, mutta myöhemmin into on
laantunut. Esimerkiksi Microsoftin vuonna 2008 aloittama OpenID-kokeilu lopetet-
tiin elokuussa 2009, minkä jälkeen Microsoft on siirtynyt käyttämään omaa tunnis-
tautumistoteutusta [Bur09]. OpenID-protokollaan liittyvät turvallisuushuolet ovat
kasvaneet viime aikoina, koska se koetaan alttiiksi erilaisille kalasteluhyökkäyksille
[SBH+10].
Julkisen Internetin puolella yleiset OpenID-kirjautumissivut on korvattu lähes koko-
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Kuva 5: OpenID-kirjautumisen vaiheet [ReR04].
naan eri palveluntarjoajien omilla kirjautumissivuilla. Käyttäjätutkimusten mukaan
käyttäjät eivät tunne OpenID:tä, mutta tuntevat palveluntarjoajan kuten Googlen
tai Yahoon [SPM+11]. Näin ollen käyttäjät eivät koe kirjautuvansa OpenID:llä palve-
luun, johon kirjaudutaan Googlen tunnuksilla. Myös alkuperäinen ajatus siitä, että
kuka tahansa voi toimia identiteetintarjoajana, on osoittautunut toimimattomaksi,
koska web-sovellusten ylläpitäjät haluavat luottaa päätepisteisiin, joiden kautta hei-
dän palveluunsa voi kirjautua [SPM+11]. Tämän vuoksi rajoitetumpaan käyttöön
soveltuvat protokollat, kuten OAuth, ovat kasvattaneet suosiotaan.
Standardiin liittyvien ongelmien ja rajoitusten löytymisen jälkeen on käynyt selväk-
si, että OpenID:n kehitystyötä täytyy jatkaa. Yksi OpenID:n keskeinen rajoitus on,
että se varmistaa vain käyttäjän olevan se, joka väittää olevansa, mutta se ei ota
kantaa käyttäjän pääsyoikeuksiin. Laajentaakseen protokollaa OpenID-säätiö on jul-
kaisemassa uuden OpenID Connect -määritelmän, joka lisää protokollaan myös pää-
synvalvonnan [BDG+11]. Sen kehitys on kuitenkin vielä niin varhaisessa vaiheessa,
että sen tutkiminen tämän tutkielman puitteissa ei ole mielekästä.
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4.3.3 OAuth
OAuthin kehitystyö alkoi marraskuussa 2006, kun Twitter-palveluun toteutettiin
OpenID-tukea. Pian huomattiin, ettei OpenID sovellu käytettäväksi palvelun API-
rajapintojen kanssa, vaan tarvittiin erillinen pääsynvalvontaprotokolla [Han11]. Sii-
hen asti Twitter-integraatio oli toteutettu pyytämällä käyttäjää antamaan Twitter-
tunnuksensa ja -salasanansa, joiden avulla palvelu integroitui käyttäjän Twitter-
tiliin. Twitterin kehittämä xAuth ja siitä kehittynyt OAuth-protokolla mahdollista-
vat resurssien käytön ilman käyttäjätunnuksen ja salasanan luovuttamista kolman-
nelle osapuolelle [HRH12].
OAuthin ensimmäinen versio (1.0) julkaistiin lokakuussa 2007 ja päivitetty ver-
sio (1.0a) kesäkuussa 2009 [HRH12]. OAuthin versio 2.0 on myös kehitteillä ja
se on tarkoitus julkaista marraskuussa 2012 [HRH12]. OAuth on määritelty RFC-
dokumentissa numero 5849. OAuthin 2.0-version kehitys on ollut vaikeuksissa lähin-
nä sen jatkuvasti kasvaneiden ominaisuusvaatimusten takia. OAuth 2.0 on kuitenkin
käytössä useissa palveluissa, kuten Facebookissa ja GitHubissa, koska OAuth 1.0a:n
ominaisuudet eivät ole riittäneet niille. 2.0 helpottaa mm. API-kutsujen tekemistä,
koska valtuutusavainten allekirjoitusta on yksinkertaistettu [HRH12].
OAuth on avoin pääsynvalvontaprotokolla hajautetuille web-sovelluksille. Se mah-
dollistaa käyttäjien resurssien jakamisen palveluiden välillä ilman käyttäjätunnuksen
tai salasanan luovuttamista kolmansille osapuolille. Se perustuu erilaisten valtuu-
tusavainten välittämiseen palveluiden kesken [HRH12]. Valtuutusavain on allekirjoi-
tettu identiteetintarjoajalla, johon sekä käyttäjä että palvelun toteuttaja luottaa.
Muun muassa Facebook tarjoaa avoimen OAuth-rajapinnan, jota web-sovellusten
toteuttajat voivat käyttää pääsynvalvonnassaan.
Kuvassa 6 on esitetty, kuinka OAuthia käytetään käyttäjän tunnistamiseen. Tunnis-
tautumispalvelin ja käyttäjähallinta voidaan toteuttaa erillisinä palveluina. Tällöin
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tunnistautumispalvelun antaa pääsyvaltuuden web-sovellukselle, jonka avulla tiedot
haetaan käyttäjähallinnasta (kohdat 10 ja 11). Selkeyden vuoksi tunnistautumispal-
velun oletetaan toimivan myös käyttäjätietojen jakelijana.
OAuthissa valtuutusavaimelle voidaan asettaa erilaisia rajoituksia esimerkiksi sen
suhteen, mitä tietoja käyttäjästä annetaan web-sovellukselle tai mihin resursseihin
kyseisellä avaimella pääsee käsiksi. Kuvassa 3 kirjautumisen yhteydessä Porkkana-
mafialle annetaan oikeus nähdä käyttäjän nimi, profiilikuva, sukupuoli jne. OAuth ei
siis ole varsinaisesti tunnistautumisprotokolla, mutta valtuutusavaimen perusteella
käyttäjä voidaan yksilöidä: kun käyttäjä kirjautuu myöhemmin uudestaan Pork-
kanamafiaan, hän hakee valtuutusavaimen Facebookilta, jota käyttämällä Porkka-
namafia hakee Facebookista käyttäjän tiedot. Käyttäjän tiedoissa mukana oleval-
la Facebookin yksilöivällä tunnistenumerolla käyttäjä voidaan todeta samaksi kuin
edellisellä kirjautumiskerralla.
Kuva 6: OAuthin toiminta sekvenssikaaviona.
27
4.4 Valitut ratkaisut
Tutkielmassa esiteltävän esimerkkiarkkitehtuurin tunnistautumisprotokollana käy-
tetään OAuthia. Tärkeimpänä syynä on sen suosio julkisen Internetin palveluissa
ja sitä kautta syntynyt vahva kehittäjäyhteisö. Kun OpenID:n jatkokehitys on epä-
varmaa tulevan OpenID Connect -standardin myötä, näyttää OAuthin tulevaisuus
sitä varmemmalta. Toisaalta on myös tiedostettava, että OAuth 2.0:n määritys ei
ole vielä lopullinen ja valinnasta saattaa seurata jonkun verran ylläpitotyötä, kun
määrityksen lopullinen versio valmistuu.
SAML:in verrattuna OAuth on tarkemmin rajattu protokolla. OAuth määritte-
lee vain tarvittavan toiminnallisuuden, eikä arkkitehtuurissa ole tarvetta SAML:n
kokonaisvaltaisille turvallisuusmäärityksille. Arkkitehtuuri tulee käyttöön ympäris-
tössä, jossa käytetään paljon erilaisilla web-sovelluskehyksillä (Django, Ruby on
Rails) toteutettuja sovelluksia. Facebookin yms. toimijoiden käyttäessä OAuthia
on myös kaikille yleisesti käytetyille web-sovelluskehyksille toteutettu tuki OAuth-
tunnistautumiselle.
OAuthin käyttöä puoltaa myös mahdollisuus laajentaa arkkitehtuuria toteuttamaan
keskitetty pääsynvalvonta. OAuth on pääsynvalvontaprotokolla, joten sen ominai-
suuksia voidaan käyttää myöhemmin myös pääsynvalvonnasta. Tällöin järjestelmän
resursseja voidaan suojata keskitetyn palvelun kautta ja toteuttaa arkkitehtuuriin
esimerkiksi roolipohjainen pääsynvalvonta. OAuthia käyttävä esimerkkiarkkitehtuu-
ri on esitelty seuraavassa luvussa.
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5 Case-esimerkki: Kapsi ry:n keskitetty tunnistau-
tumispalvelu
Kapsi ry on vuonna 2003 perustettu vapaaehtoistyöhön perustuva järjestö, jonka
tarkoitus on tuottaa jäsenilleen Internet-palveluita [Kap12]. Kaveriporukalla käyn-
nistyneestä yhdistyksestä on vuosien varrella kasvanut yli 4000 jäsenen yhdistys.
Jäsenten tiedot on kirjattu jäsenrekisteriin ja jokaisella Kapsin jäsenellä on käyt-
täjätunnus, jolla hän voi kirjautua Kapsin eri tietojärjestelmiin. Yhdistyksellä on
erilaisia tarpeita jäsenrekisterin hallintaan, esimerkiksi uusien jäsenhakemusten kä-
sittelyyn ja vuosittain perittävän jäsenmaksun laskutukseen.
Jäsenrekisterin hallintatyökalut on keskitetty Kapsi ry:n toteuttamaan web-sovelluk-
seen nimeltä Sikteeri sekä komentorivityökaluun admtool. Sikteeri tarjoaa erilaisia
palveluita eri käyttäjäryhmille. Hallituksen jäsenet hoitavat jäsenrekisteriin liittyviä
toimenpiteitä, kuten uusien jäsenten hyväksymisiä ja vanhojen erottamisia. Ylläpi-
don täytyy päästä jäsentietoihin käsiksi palvelupyyntöihin vastatessa. Laskutusryh-
män jäsenet käsittelevät jäsenmaksuihin liittyviä asioita, eli perivät jäsenmaksut ja
tarkkailevat maksusuorituksia. Admtool on ylläpidon työkalu, jolla mm. poistetaan
eronneiden jäsenten käyttäjätunnukset.
Tässä luvussa käydään läpi jäsenhallintaan liittyviä työkaluja ja niiden arkkitehtuu-
riin suunniteltuja muutoksia. Luvun ensimmäisessä alaluvussa tarkastellaan järjes-
telmän nykytilaa. Toisessa alaluvussa esitellään järjestelmän muutostarve ja näihin
muutoksiin liittyviä vaatimuksia sekä järjestelmän asettamia reunaehtoja. Viimei-
sessä alaluvussa kuvataan järjestelmän uusi arkkitehtuuri.
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5.1 Järjestelmän nykytila
Sikteeri on Kapsi ry:n laskutuksen ja jäsenhallinnan tarpeisiin kehitetty web-sovellus.
Sen lisäksi yhdistyksellä on käytössä erillinen komentorivityökalu, nimeltä admtool,
jolla voidaan tehdä erilaisia jäseniin liittyviä ylläpitotehtäviä (mm. tunnuksen luon-
ti ja poisto). Näitä työkaluja käyttävät Kapsi ry:n tekninen ylläpito, hallituksen
jäsenet ja toimihenkilöt.
Ylläpidon työkalujen nykyinen arkkitehtuuri on esitetty kuvassa 7. Sekä Sikteeri että
admtool käyttävät ulkoisena komponenttina LDAP-käyttäjätietokantaa, josta tarkis-
tetaan, onko käyttäjällä oikeus käyttää palvelua. Sikteeri ei käytä LDAP-tietokantaa
suoraan, vaan sillä on oma SQL-muotoinen käyttäjätietokanta, johon käyttäjätiedot
synkronoidaan LDAP:sta. Admtool on taas suoraan yhteydessä LDAP-tietokantaan.
Kuva 7: Kapsin jäsenhallintapalveluiden arkkitehtuuri.
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Sikteeri on toteutettu Python-kielen Django-sovelluskehyksellä. Käyttäjien tunnis-
tamiseen käytetään sovelluskehyksen väliohjelmistoa, joka tarjoaa hyvät mahdol-
lisuudet arkkitehtuurin laajentamiseen [Dja12]. Väliohjelmistossa on mahdollista
määritellä eri taustajärjestelmiä (backend), joita käytetään tunnistautumisessa. Sik-
teeri käyttää tunnistautumiseen Djangon tarjoamaa ModelBackend-taustajärjestel-
mää, joka mahdollistaa käyttäjän tunnistamisen vertaamalla käyttäjän syöttämiä
käyttäjätunnusta ja salasanaa tietokantaan tallennettuihin käyttäjätietoihin [Dja12].
Jos oikealla tunnus/salasana -parilla oleva käyttäjä löytyy, palautetaan käyttäjän
tiedot sovellustasolle.
Sikteerin käyttäjillä on siis oma Sikteeri-käyttäjätunnus. Käyttäjän perustiedot on
tuotu käyttäjätietokannasta, mutta muutokset eivät siirry Sikteeristä takaisin käyt-
täjätietokantaan. Tällöin esimerkiksi käyttäjän vaihtaessa Sikteerin salasanan hä-
nellä on kaksi erillistä tunnus/salasana -paria eri Kapsin palveluihin.
5.2 Järjestelmän muutostarve
Nykyisen järjestelmän suurin ongelma on sen laajennettavuuden vaikeus. Jos Siktee-
rin lisäksi halutaan kehittää muita käyttäjien tunnistusta vaativia web-sovelluksia,
joudutaan niihin tekemään käyttäjän tunnistaminen Sikteerin tavoin. Eräs suunnit-
teilla oleva palvelu on käyttäjien palvelunhallinta, jota kautta jäsenet voisivat lisätä
itselleen jäsenmaksuun kuuluvia palveluita, kuten sähköpostitunnuksia ja domaine-
ja. Jäsenet kirjautuisivat palvelunhallintaan henkilökohtaisella Kapsi ry:n käyttäjä-
tunnuksella.
Kun nykyiseen arkkitehtuuriin liitetään uusi web-sovellus, joudutaan luomaan uusi
tietokanta, johon kopioidaan käyttäjien tunnukset ja salasanat. Jotta uusien web-
sovellusten liittäminen on mahdollista, täytyy niillä olla tapa tunnistaa käyttäjä.
Keskitetyn tunnistautumispalvelun avulla uudet sovellukset voivat tunnistaa käyt-
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täjän ilman, että salasanoja täytyy kopioida uuteen tietokantaan.
Tietojen synkronointi on ongelma nykyisessä arkkitehtuurissa, vaikka siihen ei lisät-
täisi yhtään uutta palvelua. Varsinainen käyttäjähallinta on Sikteerin ulkopuolisessa
LDAP-tietokannassa, josta data synkronoidaan Sikteerin omaan tietokantaan. Käyt-
täjän tietoihin tallennettujen tunnistetietojen perusteella Sikteeri tunnistaa käyttä-
jät. Tulevaisuudessa tietojen synkronointia ei haluta tehdä, vaan käyttäjien tunnis-
tetiedot halutaan säilyttää vain LDAP-tietokannassa. Koska käyttäjätietokantaan
on tallennettu henkilökohtaista dataa, kuten henkilötunnuksia, halutaan integroin-
nit siihen pitää mahdollisimman vähälukuisina.
Kuvassa 8 on esitetty nykyisten hallintatyökalujen arkkitehtuuri, kun siihen on lisät-
ty keskitetty tunnistautumispalvelu. Tunnistautumispalvelu on ainoa komponentti,
jolla on pääsy LDAP-tietokantaan. Sikteerin tietokannassa säilytetään vain listaa
käyttäjätunnuksista, joilla on oikeus käyttää järjestelmää. Kaikki muut käyttäjään
liittyvät tiedot ovat vain LDAP-tietokannassa ja ne haetaan sieltä tarvittaessa tun-
nistautumispalvelun avulla.
Sikteeri on vuosien varrella paisunut yleiseksi toiminnanohjausjärjestelmäksi, jon-
ka arkkitehtuuria kehittäjät haluaisivat viedä palveluperustaisten arkkitehtuurien
suuntaan. Tällöin esimerkiksi laskutukseen tai jäsenrekisteriin liittyvät tehtävät voi-
taisiin toteuttaa omana palveluna. Kuvassa 9 on esitetty tavoiteltu arkkitehtuuri,
jossa Sikteerin laskutus- ja jäsenrekisteripalvelut ovat itsenäisiä web-sovelluksia ja
joiden rinnalla on admtool-komentorivityökalu sekä käyttäjien palvelunhallinta. Seu-
raavassa luvussa esiteltävän arkkitehtuurin puitteissa ei oteta kantaa Sikteerin si-
säiseen arkkitehtuuriin, mutta pyritään löytämään ratkaisu, joka mahdollistaa myös
ko. arkkitehtuurimuutoksen tulevaisuudessa.
Nykyinen toimintaympäristö ja Kapsin omat käytännöt asettavat vaatimuksia ja reu-
naehtoja tulevalle arkkitehtuurille. Enimmäkseen nämä vaatimukset johtuvat käy-
32
Kuva 8: Keskitettyä tunnistautumispalvelua käyttävä hallintatyökalujen arkkiteh-
tuuri.
tetystä Python-kielestä ja halusta tukea avointa ohjelmistokehitystä.
Järjestelmän ylläpidon helpottamiseksi uudet komponentit halutaan toteuttaa Pyt-
honilla, koska Sikteeri ja admtool on toteutettu sillä. Toteutuksessa halutaan käyttää
mahdollisimman paljon avoimen lähdekoodin alaista koodia, joten tunnistautumis-
palvelussa käytetystä protokollasta täytyy olla Python-kielellä toteutettu ratkaisu.
Toisaalta järjestelmän sisällä ei haluta sulkea pois muiden ohjelmointikielten tai
-kehysten käyttöä, joten pelkästään Python-kielinen ratkaisu ei riitä, vaan standar-
dien täytyy olla avoimia ja käytettävissä myös Javan web-kehyksillä tai esimerkiksi
Ruby on Rails -ohjelmointikehyksellä.
Käyttäjän tunnistaminen ei riitä yksinään, vaan tunnistautumispalvelun täytyy tu-
kea myös käyttäjään liittyvien parametrien välitystä. Tämä on tärkeää, koska järjes-
telmässä on eri tasoisia käyttäjiä (hallitus, toimihenkilöt ja ylläpito) ja tunnistautu-
mispalvelua käyttävän sovelluksen täytyy tietää, mihin käyttäjäryhmään tunnistettu
käyttäjä kuuluu. Myös muita käyttäjään liittyviä attribuutteja, kuten sähköpostio-
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Kuva 9: Palveluperustaisten arkkitehtuurien mukainen kuvaus Kapsin järjestelmäs-
tä.
soitetta tai puhelinnumeroa, tarvitaan sovelluksissa.
Valitun tunnistautumisprotokollan täytyy olla sellainen, että nykyisten sovellusten
muuttaminen käyttämään uutta tunnistautumismekanismia on helppoa. Tämä tar-
koittaa, että koodiin täytyy tehdä mahdollisimman vähän muutoksia. Nykyisissä
toteutuksissa on käytetty Djangon vakio-tunnistautumismekanismia, joka toimii vä-
liohjelmakerroksessa [FBC08]. Käytettävästä tunnistautumisprotokollasta olisi hyvä
olla valmis avoimen lähdekoodin Django-väliohjelmatoteutus jo olemassa.
5.3 Järjestelmän uusi arkkitehtuuri
Palveluun tehtävät muutokset jakautuvat kahteen osaan: Sikteerin muutoksiin ja
uuteen keskitettyyn tunnistautumispalveluun. Muutoksien jälkeen Sikteeri ei käytä
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omaa käyttäjähallintaa tunnistamiseen, vaan tunnistaminen tapahtuu keskitetyssä
tunnistautumispalvelussa, joka käyttää hyväkseen Kapsin LDAP-käyttäjähallintaa.
Seuraavissa alaluvuissa käydään ensin läpi Sikteeriin vaadittavia muutoksia, jotta si-
tä voidaan käyttää yhdessä ulkoisen tunnistautumispalvelun kanssa. Tämän jälkeen
määritellään uuden tunnistautumispalvelun toiminta ja hahmotellaan sen arkkiteh-
tuuri.
5.3.1 Sikteeri
Sikteerin tärkein uudistus on käyttäjän tunnistamiseen käytettävien tietojen (sa-
lasana) siirtäminen pois sen omasta SQL-tietokannasta. Sikteerin omaan tietokan-
taan tallennetaan jatkossakin niiden käyttäjien tiedot, joilla on pääsy järjestelmään,
koska käyttäjällä on vain Sikteeriin liittyviä attribuutteja, joita ei haluta tallentaa
käyttäjähallintaan. Näin Sikteerin omaa tietokantaa käytetään pääsynvalvonnassa:
tunnistamisen jälkeen Sikteeriin pääsevät vain käyttäjät, joiden käyttäjätunnusta
vastaava rivi on kirjattu tietokantaan.
Käyttäjätunnus yksilöi käyttäjän Kapsin järjestelmissä, joten sitä voidaan käyttää
avaimena Sikteerin ja tunnistautumispalvelun välillä. Tunnistamisen jälkeen tunnis-
tautumispalvelusta tuleva käyttäjän data sisältää tiedon myös käyttäjätunnuksesta,
jota käytetään käyttäjän yksilöivänä tunnisteena, kun käyttäjän pääsyoikeus tarkis-
tetaan Sikteerin tietokannasta.
Käytännön tasolla uutta keskitettyä tunnistautumispalvelua käytettäessä väliohjel-
makerroksessa tunnistautumista tekevän väliohjelman toimintaa muutetaan. Nykyi-
sessä toteutuksessa väliohjelma vertaa käyttäjän syöttämää tunnusta ja salasanaa
paikallisesta tietokannasta löytyviin. Uudistuksen jälkeen käyttäjätunnus selvitetään
ulkoisen palvelun avulla, jonka jälkeen tunnukseen liittyvät attribuutit haetaan pai-
kallisesta kannasta. Väliohjelman muutoksen lisäksi muita muutoksia Sikteerin oh-
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jelmakoodiin ei tarvita.
Uudistetun Sikteerin toiminta on esitetty kuvassa 10. Sikteeri ohjaa ylläpitäjän tun-
nistautumispalveluun, josta lähetetään onnistuneen tunnistautumisen jälkeen val-
tuutusavain Sikteerille. Valtuutusavaimella Sikteerin väliohjelmisto hakee käyttäjän
tiedot tunnistautumispalvelusta ja etsii tietokannastaan käyttäjätunnusta vastaa-
van käyttäjän tiedot tarkistaakseen pääsyoikeuden. Kuvassa näkyy myös tunnistau-
tumispalvelun rajapinnat. Ensimmäisen rajapinnan kautta käyttäjä saa tunnusta
ja salasanaa vasten valtuutusavaimen omiin tietoihinsa. Toinen rajapinta palauttaa
käyttäjän tiedot valtuutusavainta vastaan. Tunnistautumispalvelun toteutus käy-
dään tarkemmin läpi seuraavassa alaluvussa.
Kuva 10: Kontrollin kulku arkkitehtuurissa, kun ylläpitäjä alkaa käyttää Sikteeriä.
5.3.2 Tunnistautumispalvelu auth.kapsi.fi
Uuteen arkkitehtuuriin liittyvä tunnistautumispalvelu auth.kapsi.fi tarjoaa kaksi
erillistä rajapintaa, joista ensimmäinen on käyttäjälle näkyvä kirjautumissivu. Toi-
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sen rajapinnan kautta web-sovellukset voivat hakea käyttäjän tiedot valtuutusavai-
men avulla. OAuth-protokollan käyttö edellyttää, että tunnistautumispalvelu tarjo-
aa molemmat rajapinnat.
Tunnistautumispalvelu on yhteydessä Kapsin käyttäjähallintaan, joka on LDAP-
tietokannassa. Käyttäjähallinnan ja tunnistautumispalvelun väliseen kommunikoin-
tiin käytetään LDAPBackend-taustajärjestelmää, jonka toimintaperiaate on saman-
kaltainen kuin Sikteerissä käytetyssä ModelBackend-taustajärjestelmästä. Jatkossa
järjestelmän salasana on tallennettu vain LDAP-tietokantaan ja sitä ei kopioida yk-
sittäisiin palveluihin, kuten tähän asti on tehty.
Jotta tunnistautumispalvelu toimisi halutulla tavalla, täytyy sitä käyttäville web-
sovelluksille (esim. Sikteeri) määritellä palvelun tunnus ja yhteinen jaettu salainen
avain [HRH12]. Näiden avulla voidaan varmistua siitä, että tunnistautumispyyntö
tulee varmasti hyväksyttävästä lähteestä ja käyttäjä ei pysty väärentämään valtuu-
tusavainta. Tällä suojataan käyttäjän tietoja ja estetään niiden joutumisen vääriin
käsiin. Myös auditointi on mahdollista, kun tunnistautumispalvelun lokitiedostoista
voidaan katsoa mihin palveluihin ja koska käyttäjä on kirjautunut.
Nykyään pääsynvalvonta toteutetaan Sikteerissä vertaamalla tunnistautumispalve-
lulta saatavaa käyttäjätunnusta Sikteerin tietokannassa määriteltyihin tunnuksiin,
joilla on oikeus käyttää palvelua. Tulevaisuudessa tunnistautumispalvelu voisi pa-
lauttaa käyttäjän tietojen mukana listan käyttäjän oikeuksista, joiden avulla web-
sovellus voi päättää, onko käyttäjällä oikeus päästä järjestelmään. Pääsynvalvonta
voidaan toteuttaa myös tunnistautumispalvelussa, jolloin se palauttaa Sikteerille
käyttäjän tiedot vain, jos käyttäjällä on oikeus päästä järjestelmään. Nykytoteutuk-
sessa tiedot palautetaan joka tapauksessa ja Sikteeri tekee päätöksen, onko käyttö
sallittu. Arkkitehtuuria pohditaan seuraavassa luvussa, jossa myös arvioidaan täyt-
tääkö uusi arkkitehtuuri sille asetetut vaatimukset.
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6 Esimerkkiarkkitehtuurin arviointia
Edellisessä luvussa esitelty esimerkkiarkkitehtuuri ratkaisee monia nykyisessä Kap-
sin arkkitehtuurissa olevia ongelmia, mutta se tuo mukanaan myös joitakin uusia
ongelmia arkkitehtuurin monimutkaistuessa. Toisaalta uusi arkkitehtuuri mahdol-
listaa kertakirjautumisen tai keskitetyn pääsynvalvonnan toteuttamisen tulevaisuu-
dessa. Esimerkkiarkkitehtuuri noudattaa myös palveluperustaisten arkkitehtuurien
periaatetta, jonka mukaan jokaisella komponentilla on oma tarkoin määritelty teh-
tävänsä.
Arkkitehtuuria voidaan soveltaa myös muissa Kapsin tyyppisissä ympäristöissä jo-
ko sellaisenaan tai osia siitä. Esimerkiksi keskitettynä tunnistautumispalveluna voi-
daan käyttää ulkopuolisen palveluntarjoajan komponenttia, jolloin web-sovellukseen
ei tarvita omaa käyttäjähallintaa.
Tämän luvun ensimmäisessä alaluvussa käydään läpi uuden arkkitehtuurin etuja
Kapsin ylläpitäjien, jäsenten ja web-sovellusten toteuttajien näkökulmasta. Toises-
sa alaluvussa pohditaan, mitä ongelmia ja rajoituksia uuteen arkkitehtuuriin liit-
tyy. Alaluvussa 6.3 käydään läpi arkkitehtuurin laajentamista kertakirjautumiseen
ja keskitettyyn pääsynvalvontaan. Viimeisessä alaluvussa 6.4 sovelletaan arkkiteh-
tuuria ja sen periaatteita Kapsia vastaavissa ympäristöissä. Esimerkiksi on valittu
Helsingin yliopiston tietojenkäsittelytieteen laitoksen web-sovellukset, pk-yrityksen
intranet ja yksittäiset web-sovellukset, jotka haluavat tunnistaa käyttäjät, mutta
joiden ylläpitäjät eivät välttämättä halua toteuttaa omaa käyttäjähallintaa.
6.1 Arkkitehtuurin edut nykyiseen toteutukseen nähden
Esimerkkiarkkitehtuurin edut verrattuna nykyiseen toteutukseen voidaan jakaa kol-
meen ryhmään. Ensinnäkin etuja voidaan tarkastella järjestelmän ylläpitäjän nä-
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kökulmasta. Toinen ryhmä on web-sovellusten kehittäjät, jotka Kapsin tapauksessa
ovat järjestelmän ylläpitäjiä, mutta mahdollisesti tulevaisuudessa myös rivijäsenet
tai kolmannet osapuolet voisivat tuottaa sovelluksia. Kolmas tarkasteltava ryhmä
on palveluiden käyttäjät eli Kapsin jäsenet.
6.1.1 Kapsin ylläpito
Kapsin ylläpidon näkökulmasta uuden arkkitehtuurin suurin etu on järjestelmän
yleisen tietoturvan parantuminen. Käyttäjähallintaa voidaan pitää kriittisenä kom-
ponenttina ja vain tunnistautumispalvelun integroituessa käyttäjähallintaan paranee
järjestelmän yleinen tietoturva [TMD09]. Lisäksi käyttäjien tunnistautumistietoja ei
enää tarvitse kopioida sovelluksien käyttöön, koska käyttäjät tunnistetaan OAuth-
protokollan avulla [HRH12]. Tällöin riski salasanatiivisteiden tai muiden tunnistetie-
tojen leviämisestä järjestelmän ulkopuolelle pienenee, koska kriittinen käyttäjädata
on keskitetty yhteen paikkaan.
Toinen etu uudesta arkkitehtuurista on muutosten tekemisen helpottuminen tunnis-
tamisen tekniikoihin. Esimerkiksi kahden tekijän tunnistaminen (two factor authen-
tication) voidaan ottaa käyttöön. Kahden tekijän tunnistamisessa käyttäjän tunte-
man (salasana) asian lisäksi käytetään jotain käyttäjän omistamaa [BDN+11]. Palve-
lu voi pyytää syöttämään tunnistuskoodin, joka on lähetetty käyttäjän matkapuhe-
limeen. Kun käyttäjä syöttää oikean koodin, tiedetään käyttäjällä olevan hallussaan
järjestelmään aiemmin rekisteröity matkapuhelin. Tällöin tunnistamiseen on käytet-
ty kahta eri tekijää, joten tunnistusta voidaan pitää yhden tekijän tunnistautumista
tehokkaampana [BDN+11].
Tällaisen tunnistautumista vahvistavan toimenpiteen tuominen Kapsin järjestel-
miin on mahdollista ilman, että web-sovellusten koodia tarvitsee muuttaa, kun
esimerkkiarkkitehtuurin mukainen tunnistautumispalvelu on käytössä. Muutos on
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mahdollinen, koska web-sovelluksen ja tunnistautumispalvelun välillä on OAuth-
rajapinta. Web-sovellus saa tunnistautumispalvelusta pääsyvaltuuden, jolla käyttä-
jätiedot voidaan hakea, joten tunnistautumispalvelun toimintalogiikka ei vaikuta
web-sovelluksen toimintaan.
6.1.2 Web-sovellusten kehittäjät
Kehittäjän näkökulmasta suurin etu uudesta arkkitehtuurista on web-sovellusten
entistä helpompi liitettävyys osaksi Kapsin järjestelmää. Web-sovelluksen kehittä-
jän ei tarvitse rakentaa sovellukseensa käyttäjähallintaa, vaan se on käytettävissä
ulkoisena palveluna. Sovelluksen ohjelmoijan ei tarvitse myöskään huolehtia käyttä-
jätietokannan synkronoinnista, vaan käyttäjätiedot ovat aina ajan tasalla.
Kun palveluiden ja tunnistautumispalvelun välillä käytetään luotettavaa protokol-
laa, voivat ylläpitäjät sallia web-sovellusten pääsyn tunnistautumispalveluun, vaikka
eivät tuntisikaan web-sovelluksen toimintaa. Esimerkiksi Facebook hyödyntää tätä
ominaisuutta tarjoamalla käyttäjiensä toteuttamille web-sovelluksille mahdollisuu-
den käyttää Facebook-tunnuksia tunnistautumiseen. Samaan tapaan Kapsin jäse-
net voisivat tuottaa omia palveluita muiden jäsenten käyttöön. Uuden arkkitehtuu-
rin myötä myös muut kuin järjestelmän ylläpitäjät voivat Facebookin tapaan tehdä
omia palveluita Kapsin jäsenille.
6.1.3 Järjestelmän käyttäjät
Sikteerin käyttäjän näkökulmasta uuden järjestelmän toiminta ei poikkea merkittä-
västi vanhasta ja uuden arkkitehtuurin tuomat edut ovat lähinnä epäsuoria. Siktee-
rin tarjoaman kirjautumislomakkeen sijaan käyttäjä ohjataan tekemään tunnistau-
tuminen ulkoiselle palvelimelle. Tämä parantaa järjestelmän tietoturvaa ja vähentää
riskiä käyttäjän tietojen vuotamisesta ulkopuoliselle taholle.
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Arkkitehtuurin muutoksen jälkeen Sikteerissä ei käytetä enää erillistä salasanaa,
vaan muutoksen jälkeen sama salasana on käytössä kaikissa Kapsin web-sovelluksissa.
Myös mahdollisiin tuleviin sovelluksiin ei tarvita enää erillistä salasanaa, vaan sa-
malla salasanalla voi kirjautua kaikkiin Kapsin palveluihin. Tällainen uusi sovellus
voisi olla esimerkiksi web-sovellus, jonka kautta käyttäjä voi lisätä jäsenetuihin kuu-
luvia sähköpostitunnuksia. Myös mahdollisuus saada käyttöön uusia web-sovelluksia
on epäsuora etu käyttäjälle.
Jos arkkitehtuuri laajennetaan mahdollistamaan kertakirjautuminen, myös käyttä-
jät hyötyvät entistä enemmän, koska jokaiseen järjestelmän palveluun ei tarvitse
enää kirjautua erikseen. Tämä vaatii jonkun verran laajennuksia arkkitehtuuriin, ja
niitä käsitellään tarkemmin alaluvussa 6.3.
6.2 Arkkitehtuurin ongelmat ja rajoitukset
Kun Kapsin tietojärjestelmissä siirrytään keskitetyn tunnistautumispalvelun käyt-
töön, joudutaan tunnistautumista vaativat web-sovellukset muuttaa käyttämään
uutta tunnistautumisjärjestelmää. Ohjelman toiminnan kannalta tällä ei saavuteta
varsinaisesti mitään hyötyä, joten kyseessä on epätoivottu heijastusvaikutus (ripple
effect) [TMD09]. Heijastusvaikutuksella tarkoitetaan muutoksia, joita joudutaan te-
kemään ohjelmaan, joita alkuperäiset muutokset eivät suoraan koske. Toisaalta rat-
kaisulla vähennetään heijastusvaikutuksia tulevaisuudessa, kun web-sovelluksen ja
tunnistautumisen välinen vahva riippuvuussuhde puretaan. Tällöin esimerkiksi kak-
sivaiheisen kirjautumisen toteuttaminen järjestelmään ei vaadi muutoksia kirjautu-
mista käyttäviin web-sovelluksiin.
Tunnistautumispalvelu on erittäin kriittinen komponentti arkkitehtuurissa ja sen
kaatuminen estää web-sovellusten täysipainoisen käytön, koska käyttäjien kirjautu-
minen ei ole mahdollista. Web-sovellukset tulevat siis riippuvaiseksi ulkoisesta (tun-
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nistautumis)palvelusta, jolloin sovelluksen ylläpitäjällä ei ole mahdollisuutta vai-
kuttaa palvelunsa toimintaan. Vian sattuessa hänen täytyy vain luottaa siihen, että
ylläpito saa korjattua vian mahdollisimman pikaisesti.
Esimerkkiarkkitehtuuri kasvattaa myös järjestelmän kompleksisuutta, kun käytössä
olevien komponenttien määrä kasvaa. Tunnistautumispalvelun toteutuksessa käy-
tetty tekniikka saattaa poiketa sitä käyttävien web-sovellusten tekniikasta, joka kas-
vattaa kompleksisuutta entisestään [TMD09]. Tällä hetkellä ongelmaa ei ole, sil-
lä Kapsin järjestelmissä käytetään yleisesti Django-ohjelmistokehystä, jolla myös
tunnistautumispalvelu toteutetaan. Jos Kapsissa siirrytään käyttämään muita web-
ohjelmointikehyksiä, voi tunnistautumispalvelusta tulla perinnejärjestelmä, jonka
muuttamiseen yhdistyksessä ei ole ammattitaitoa. Web-sovellusten ja tunnistautu-
mispalvelun välinen rajapinta kuitenkin varmistaa, että tunnistautumispalvelu on
mahdollista kirjoittaa uudestaan ilman heijastusvaikutuksia web-sovelluksiin. Täl-
löin tunnistautumispalvelu voidaan toteuttaa uudestaan, vaikka Django olisi muut-
tunut jo perinnetiedoksi.
Tunnistautumispalvelun ja web-sovellusten välissä käytettävä OAuth-protokolla tuo
myös omat riskinsä. Protokollan versiosta 1.0 löydettiin huhtikuussa 2009 vakava
tietoturva-aukko, jonka avulla hyökkääjä pystyy kaappaamaan käyttäjän istunnon
[Han11]. Ongelma korjattiin versiossa 1.0a, mutta vastaavien aukkojen löytyminen
on mahdollista. On jopa esitetty, että OAuthin arkkitehtuuri on väärin suunniteltu
ja siinä on sisäänrakennettuja tietoturvaongelmia, joita ei voida ratkaista ilman pro-
tokollan perusteiden muuttamista [NoB11]. Suurten Internet-yhtiöiden (Facebook,
Twitter yms) osallistuminen protokollan kehitykseen vaikuttaa siihen, että tietotur-
vaongelmat saadaan ratkaistua, mutta Kapsin ylläpidon on syytä tarkkailla proto-
kollan kehitystä.
OAuth voi aiheuttaa yhteensopivuusongelmia järjestelmään käyttöönotettavien val-
miiden web-sovellusten kanssa. Esimerkiksi jäsenistölle tarjottava sähköpostisovel-
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lus ei välttämättä tue OAuth-protokollaa, mutta onneksi arkkitehtuuri mahdollistaa
muiden protokollien (kuten SAML) käyttämisen OAuthin rinnalla. Rinnakkaisten
protokollien lisääminen nostaa järjestelmän kompleksisuutta, mutta mahdollistaa
yhä useampien web-sovellusten lisäämisen osaksi järjestelmää.
6.3 Arkkitehtuurin laajennettavuus
Esitettyä arkkitehtuuria on mahdollista laajentaa tulevaisuudessa, jolloin esimerkik-
si keskitetty pääsynvalvonta tai kertakirjautuminen voidaan ottaa käyttöön Kapsin
järjestelmissä. Keskitetyn pääsynvalvonnan tapauksessa Sikteeri ei enää pidä kirjaa
yksittäisistä tunnuksista, joilla on pääsy järjestelmään, vaan pääsynvalvonta teh-
dään erillisessä palvelussa. Pääsynvalvonnan toteuttamista keskitettynä käsitellään
ensimmäisessä alaluvussa.
Kertakirjautuminen tarkoittaa, että kun käyttäjä on tunnistautunut yhteen järjes-
telmän web-sovellukseen, muut sovellukset voivat tunnistaa käyttäjän ilman uutta
kirjautumista. Kertakirjautumisen toteutusta OAuthilla ja sen tuomista esimerk-
kiarkkitehtuuriin pohditaan jälkimmäisessä alaluvassa.
6.3.1 Keskitetty pääsynvalvonta
Esitetyssä arkkitehtuurissa OAuth-protokollaa käytetään tunnistautumisen toteut-
tamiseen, mutta sen käyttöä voidaan laajentaa myös muuhun pääsynvalvontaan
[BDG+11]. Käyttö on varsin perusteltua, sillä OAuth on nimenomaan pääsynval-
vontaprotokolla ja tunnistamisen toteuttaminen sitä käyttäen on erikoiskäyttöta-
paus.
OAuthia käyttäen tunnistautumispalvelu voidaan laajentaa suojaamaan Kapsin jär-
jestelmissä käytettäviä resursseja. Jäsenen tiedot voivat olla tällainen resurssi, jon-
ka käyttöä valvotaan erillisen palvelun kautta. Tällöin Sikteeri saisi käyttäjätieto-
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kannasta tiedot vain, jos käyttäjällä on esittää pääsyvaltuutus, joka oikeuttaa tie-
tojen hakemiseen. Näin Sikteeri ei olisi suoraan yhteydessä käyttäjätietokantaan,
vaan arkkitehtuuriin lisättäisiin palvelu, joka mahdollistaa käyttäjän hakemisen,
lisäämisen, muokkaamisen tai poistamisen. Tämä palvelu olisi yhteydessä LDAP-
käyttäjätietokantaan ja se antaisi lukea tietoja vain, jos käyttäjällä on esittää oikea
pääsyvaltuutus. Pääsyvaltuuksia hallinnoisi tunnistautumispalvelu.
Arkkitehtuurin laajentaminen koskemaan myös pääsynvalvontaa veisi sitä entistä
enemmän kohti palveluperustaista arkkitehtuuria, jossa jokaisella komponentilla on
yksi tehtävä, jonka ne suorittavat hyvin [Jos07]. Sikteeri olisi siinä tapauksessa käyt-
töliittymä komponentille, joka hallinnoi käyttäjiä. Päätös käyttäjän oikeudesta hal-
linnoida käyttäjiä ei olisi Sikteerin vastuulla, vaan vastuu olisi keskitetty omaan
palveluun.
Pääsynvalvonnan keskittäminen on perusteltua, koska silloin käyttäjien oikeuksiin
liittyviä toimenpiteitä on helpompi tehdä. Esimerkiksi toimihenkilön siirtyessä rivi-
jäseneksi, ei hänen käyttöoikeuksiaan tarvitse poistaa jokaisesta Kapsin palvelusta,
vaan vain keskitetystä pääsynvalvonnasta. Toistaiseksi ongelma ei ole kovin suuri,
koska palveluita on vain kaksi, mutta kun arkkitehtuuria viedään kohti kuvassa 9
esitettyä palveluperustaista arkkitehtuuria, tarve korostuu.
6.3.2 Kertakirjautuminen
Kertakirjautumisella (SSO) tarkoitetaan arkkitehtuuria, jossa yhdellä kirjautumisel-
la tunnistaudutaan useaan eri palveluun [PaM03]. Käytetyissä kertakirjautumistek-
niikoissa käytetään identiteetintarjoajaa (identity provider), joka varmentaa kirjau-
tumisen ja luo valtuutuksen web-sovellukseen. Käytetyt tekniikat jaetaan kahteen
osaan: näennäiseen- (pseudo SSO) ja tosikertakirjautumiseen (true SSO) [PaM03].
Näennäisessä kertakirjautumisessa identiteetintarjoaja luo palveluun sopivan val-
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tuutuksen, jolloin web-sovellus ei tiedä kertakirjautumisesta mitään. Tosikertakir-
jautumisessa taas käytetään yleisiä järjestelmänlaajuisia valtuutuksia, jolloin web-
sovellusten täytyy olla tietoisia kertakirjautumisesta.
Kapsin nykyisessä arkkitehtuurissa käyttäjä voi kirjautua samalla tunnuksella eri
palveluihin, mutta kyseessä ei ole kertakirjautuminen, koska kirjautumisen täytyy
tehdä erikseen jokaiseen palveluun. Kertakirjautuminen on mahdollista tehdä myös
nykyisessä arkkitehtuurissa, esimerkiksi tallentamalla tunnistetiedot selaimen eväs-
teeseen (cookie). Toinen web-sovellus voi taas lukea tunnistetiedot evästeestä ja tun-
nistaa käyttäjän tätä kautta. Koska eri web-sovellukset toimivat samassa domain-
osoitteessa, ne voivat lukea toistensa kirjoittamia evästeitä [Bar11]. Tällainen ratkai-
su on kuitenkin ongelmallinen, koska tunnistetiedot tallennetaan käyttäjän koneelle
ja ne on luettavissa evästeestä. Jos taas tunnistetietojen kirjoittamiseen ja lukemi-
seen käytetään salausta, joudutaan salausavain jakamaan web-sovellusten kesken.
Tämä lisää ylläpidon tarvetta.
Keskitettyä tunnistautumispalvelua käytettäessä kertakirjautuminen voidaan toteut-
taa OAuth-protokollalla [BDG+11]. Kontrollin kulku on samanlainen kuin kuvassa
10, mutta käyttäjän ei tarvitse syöttää tunnusta ja salasanaa, koska hänellä on jo voi-
massaoleva istunto tunnistautumispalveluun. Toisin sanoen käyttäjäagentti (selain)
saa pääsyvaltuuden tunnistautumispalvelusta ilman uutta kirjautumista, jolloin ky-
seessä on näennäinen kertakirjautuminen. Kuitenkin ensimmäistä kertaa kirjautues-
sa web-sovellukseen käyttäjän täytyy hyväksyä tietojen haku tunnistautumispalve-
lusta. Kun tietojen luovutus on hyväksytty, voidaan jatkossa kirjautuminen tehdä
ilman käyttäjän syötettä.
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6.4 Keskitetyn tunnistautumisen soveltamisalueet
Kapsin lisäksi arkkitehtuuria voidaan hyödyntää muissa samantyyppisissä järjes-
telmissä. Hyviä sovellutusympäristöjä ovat yritysten tai yhteisöjen web-sovellukset,
joissa on käytössä omat käyttäjätunnukset. Esimerkkejä tällaisista ympäristöistä on
Helsingin yliopiston tietojenkäsittelytieteen laitoksen tai yritysten intranet-ympäris-
töt. Arkkitehtuurin soveltamista näissä ympäristöissä esitellään tämän luvun kah-
dessa ensimmäisessä alaluvussa.
Kolmannessa tilanteessa arkkitehtuuria voitaisiin soveltaa web-sovelluksiin ilman
omaa käyttäjänhallintaa. Tällöin web-sovelluksen ylläpitäjä luopuu käyttäjien hal-
linnasta ja tunnistamisen edellytys on, että käyttäjällä on tunnus jossain kolman-
nen osapuolen palvelussa, esimerkiksi Facebookissa tai Googlessa. Tämän ratkaisun
etuja ja haittoja käsitellään viimeisessä alaluvussa.
6.4.1 Keskitetty tunnistautuminen Helsingin yliopiston tietojenkäsitte-
lytieteen laitoksella
Case-esimerkistä saadun kokemuksen perusteella keskitettyä tunnistautumisratkai-
sua voitaisiin hyödyntää myös Helsingin yliopiston tietojenkäsittelytieteen laitoksel-
la. Tällä hetkellä laitoksen opiskelijoiden käytössä on erilaisia web-sovelluksia, kuten
kurssi-ilmoittautuminen ja sähköposti. Lisäksi henkilökunnalla on web-sovelluksia
mm. kurssisuoritusten ylläpitoa varten. Nämä sovellukset voisivat olla yhteydes-
sä keskitettyyn tunnistautumispalveluun, jolloin niiden ei tarvitsisi päästä suoraan
käyttäjähallintaan.
Edellisen lisäksi keskitetty tunnistautumispalvelu mahdollistaisi muiden kuin lai-
toksen IT-ryhmän tuottamien web-sovellusten käytön laitoksen käyttäjätunnuksil-
la. Ohjelmistotuotantoprojekti-kurssin opiskelijat voisivat tuottaa web-sovelluksia
laitoksen opiskelijoiden ja henkilökunnan käyttöön. Esimerkiksi keväällä 2010 to-
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teutettu opiskelijoiden ainejärjestö TKO-älyn rekrytointipalvelu olisi voinut käyt-
tää hyväkseen keskitettyä tunnistautumispalvelua, jolloin käytön rajaaminen vain
laitoksen opiskelijoiden käyttöön olisi ollut mahdollista. Laitoksen LDAP-käyttä-
jähallinnan käyttö tunnistautumiseen ei tullut kysymykseen, koska siinä olisi ollut
tietoturvariski. Keskitettyä tunnistautumispalvelua käytettäessä riskiä ei olisi, sillä
web-sovelluksen tietokantaan tallennetaan vain yksilöivä käyttäjätunnus ja tunnis-
taminen tehdään tunnistautumispalvelussa.
Myös keskitetystä pääsynvalvonnasta olisi hyötyä tietojenkäsittelytieteen laitoksen
tapauksessa. Laitoksella on erilaisia ryhmiä, esimerkiksi kantahenkilökunta, tutkijat,
sivutoimiset tuntiopettajat ja vierailevat luennoitsijat, joilla on käytössään erilaisia
palveluita. Tutkijat voivat käyttää Ukko-laskentaklusteria, sivutoimiset tuntiopetta-
jat ja muu opetushenkilökunta kirjata arvosanoja kurssikirjanpitojärjestelmään jne.
Näiden kaikkien palveluiden pääsynvalvonta olisi perusteltua toteuttaa keskitetysti,
jolloin henkilön roolin muuttuessa hänen käyttöoikeuksiensa muuttaminen olisi help-
poa. Keskitetyn tunnistautumispalvelun käyttöönoton jälkeen myös pääsynvalvonta
voitaisiin keskittää luvussa 6.3.1 kuvatulla tavalla.
6.4.2 Keskitetty tunnistautuminen yrityksen intranetissä
Yritysten intranet-järjestelmät muistuttavat usein Kapsin arkkitehtuuria: järjestel-
mässä on erilaisia web-sovelluksia, joihin kirjaudutaan yrityksen intranetin sisäisellä
käyttäjätunnuksella. Keskitetyn tunnistautumispalvelun tuominen tällaiseen järjes-
telmään on perusteltua samoista syistä kuin Kapsin tapauksessa.
Oman räätälöidyn keskitetyn tunnistautumispalvelun tuottaminen ei ole yrityksessä
välttämättä mahdollista, mutta erilaisia valmiita ratkaisuja on olemassa. Näiden rat-
kaisujen kohdalla teknologiavalinnat täytyy tehdä ympäristön mukaan. Esimerkiksi
jos intranet-palvelu on rakennettu Microsoftin SharePoint-teknologialla, on tunnis-
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tautumispalvelu toteutettavissa Microsoftin Active Directory -teknologialla [Hil06].
Myös muilla tekniikoilla toteutetuille intranet-järjestelmille on saatavilla oma keski-
tetty tunnistautumispalvelu.
Jos taas yrityksessä tuotetaan intranetin palveluita itse, voi oman tunnistautumis-
palvelun toteuttaminen Kapsin tapaan olla perusteltua. Usein omien palveluiden li-
säksi järjestelmässä käytetään muiden tuottamia palveluita esimerkiksi sähköpostia
varten. Tällöin täytyy selvittää teknologioiden yhteensopivuus valmiiden palveluiden
kanssa, jolloin esimerkiksi SAML voi osoittautua OAuthia paremmaksi ratkaisuk-
si tunnistautumisen rajapintaprotokollaksi. Teknisesti on myös mahdollista käyttää
eri protokollia kuten OAuth ja SAML rinnakkain tunnistautumispalvelussa.
6.4.3 Tunnistautuminen web-sovelluksissa ilman omaa käyttäjähallintaa
Keskitetyn tunnistautumisen periaatteita voidaan soveltaa myös ilman omaa käyttä-
jähallintaa. Tällöin web-sovellukseen kirjautuminen vaatii, että käyttäjällä on tun-
nus tunnistautumisen tarjoavan kolmannen osapuolen palveluun, esimerkiksi Face-
bookiin tai Googleen. Näillä ja monilla muilla palveluntarjoajilla on käytössään
OAuth-pohjainen tunnistautumisrajapinta [Lyn11].
Ulkoistetun käyttäjähallinnan hyvänä puolena voidaan pitää sen vaivattomuutta.
Tunnistamista tarjoavilla palveluilla on tapa varmistaa käyttäjän tiedot, joten web-
sovelluksen ylläpitäjän ei tarvitse varmistaa niiden oikeellisuutta. Käyttäjät päivit-
tävät tietonsa mielummin Facebookiin tms. kuin yksittäisiin web-sovelluksiin, joten
tieto pysyy tuoreempana [Lyn11]. Lisäksi web-sovelluksen ylläpitäjän pelko joutua
salasanamurtojen kohteeksi vähenee, koska palveluun ei tallenneta salasanoja (tai
edes niiden tiivisteitä).
Haittapuolena ulkoisesta tunnistamispalvelusta on, että käyttäjällä täytyy olla tun-
nus kolmannen osapuolen palveluun, jotta hän voi kirjautua web-sovellukseen. Vaik-
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ka Facebookilla ja Googlella on merkittävä määrä rekisteröityneitä käyttäjiä, jää
niiden ulkopuolelle useita ihmisiä. Esimerkiksi Helsingin yliopisto ei voi edellyttää,
että sen palveluiden käyttäjillä on tunnus Facebookiin tai Googleen, vaan palve-
luiden täytyy olla kaikkien opiskelijoiden käytössä. Tällöin oman käyttäjähallinnan
rakentaminen ja ylläpito on tarpeen.
Ulkoinen käyttäjähallinta on kuitenkin hyvä ratkaisu monissa tapauksissa. Esimer-
kiksi monissa verkkolehdissä ja -blogeissa kommentointi on mahdollista vain Face-
book-käyttäjille, jolloin keskusteluun voivat osallistua vain Facebookin varmentamat
käyttäjät. Tällöin anonyymi kommentointi jää pois ja kommentointi tapahtuu vain
ihmisten oikeilla nimillä. Ulkoisen käyttäjähallinnan käyttö lisää myös käyttäjien ak-
tiivisuutta palvelussa: yksittäisen web-sovelluksen salasana unohtuu helposti, mutta
yleisesti käytetyn sovelluksen salasana muistetaan paremmin [FlH07].
7 Yhteenveto
Web-sovellusten arkkitehtuurin kehittyminen palveluperustaiseksi on lisännyt tun-
nistusta tarvitsevien web-sovellusten määrää. Useiden samoilla käyttäjätunnuksilla
käytettävien web-sovellusten ongelma on käyttäjien pääsyvaltuuksien kopioiminen
moneen eri tietokantaan. Pääsyvaltuuksien kopioiminen tuottaa synkronointiongel-
mia, kun samasta datasta on useita eri kopioita. Ratkaisuksi tutkielmassa esitettiin
keskitettyä tunnistautumispalvelua.
Keskitetyn tunnistautumispalvelun käyttö on perusteltua, jos ympäristössä on useita
käyttäjän tunnistamista vaativia web-sovelluksia. Tunnistautumispalvelun käytöllä
ehkäistään käyttäjätietojen kopiointiin liittyviä synkronointiongelmia, kun käyttä-
jädata on keskitetty yhteen paikkaan. Erityisesti arkaluontoinen data, kuten sala-
sanatiivisteet, kannattaa keskittää, jolloin ne eivät päädy vääriin käsiin yksittäisiin
web-sovelluksiin kohdistuneiden tietomurtojen yhteydessä.
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Tunnistautumispalvelu mahdollistaa myös muiden kuin järjestelmän ylläpitäjien
tuottamien sovellusten käytön organisaation sisäisillä käyttäjätunnuksilla. Käyttä-
mällä luotettavaksi todettuja rajapintoja voi ylläpito antaa kolmannen osapuolen
toteuttamalle web-sovellukselle oikeuden käyttää tunnistautumispalvelua käyttäjän
tunnistamiseen. Tällöin käyttäjä ohjataan tunnistautumispalveluun tunnistautumi-
sen ajaksi ja web-sovellus saa vain pääsyvaltuuden, jolla sovellus voi hakea käyttäjän
tiedot. Käyttäjän tunnistetiedot eivät tule missään vaiheessa tunnistamista tarvitse-
van web-sovelluksen tietoon. Näin ollen esimerkiksi Facebook-tunnuksilla voi kirjau-
tua useaan web-sovellukseen, vaikka Facebookilla ei ole tarkkaa tietoa sovelluksien
sisäisestä toimintalogiikasta.
Tunnistautumiseen liittyvien tehtävien erottaminen yksittäisiltä web-sovelluksilta
erillisen palvelun tehtäväksi on palveluperustaisten arkkitehtuurien periaatteiden
mukaista. Tällaisten arkkitehtuurien mukaan toteutetuissa sovellusympäristöissä jo-
kaisella web-sovelluksella on oma tarkasti määritelty tehtävä. Kun arkkitehtuurissa
on oma palvelu tunnistautumiselle, on pienten yksittäisten komponenttien toteutus
helpompaa, koska jokaisen komponentin kohdalla ei tarvitse huolehtia tunnistautu-
misen toteutuksesta.
Tutkielmassa esitellyn Kapsi ry:n hallintatyökalujen tapauksessa tunnistautumis-
palvelu tullaan toteuttamaan Django-sovelluskehyksellä. Myös erilaisiin intranet-
ympäristöihin on olemassa valmiita tunnistautumispalvelun toteutuksia. Teknolo-
givalinta tulee tehdä sovellusympäristön mukaan, eikä yksi ratkaisu sovi kaikkiin
ympäristöihin. Web-sovelluksen ja tunnistautumispalvelun välinen rajapinta pitää
huolen palveluiden yhteensopivuudesta. Rajapinnoiksi on valittavissa useita eri pro-
tokollia, kuten Web Services -standardin SAML tai avoimen lähdekoodin yhtei-
sössä syntyneet OpenID ja OAuth. Mikäli kaikki intranet-sovellukset eivät tue sa-
maa protokollaa, on protokollien käyttö rinnakkain mahdollista. Tällöin tunnistau-
tuminen voidaan tehdä esimerkiksi SAML- tai OAuth-protokollalla riippuen web-
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sovelluksesta.
Web-sovelluksen ja tunnistamisen erottaminen toisistaan mahdollistaa myös tun-
nistautumisen tehostamisen ilman muutoksia web-sovellusten toimintaan. Järjestel-
mässä voidaan ottaa salasanan lisäksi käyttöön toiseen tekijään perustuva tunnis-
taminen, jolloin esimerkiksi käyttäjän täytyy salasanan lisäksi syöttää matkapuhe-
limeen lähetetty tunnistekoodi. Web-sovelluksen ja tunnistautumispalvelun välinen
rajapinta ei tässä tapauksessa muutu, joten tunnistamisen parantaminen ei edellytä
web-sovelluksien muuttamista.
Keskitetyn pääsynvalvonnan toteuttaminen tutkielmassa kuvatuilla periaatteilla on
mahdollista. Tällöin tiedot käyttäjien pääsyoikeuksista ympäristön sisällä ovat yh-
dessä paikassa ja niiden hallinnointi helpottuu. Esimerkiksi henkilön siirtyessä teh-
tävästä toiseen voidaan hänen pääsyvaltuutensa muuttaa samasta paikasta. Pääsyn-
valvontaan voidaan käyttää esimerkiksi tutkielmassa esiteltyjä SAML- tai OAuth-
protokollia.
Käyttäjän tunnistamista vaativissa web-sovelluksissa käyttäjän tunnistaminen kan-
nattaa toteuttaa erillisenä komponenttina. Käytettyjen teknologioiden suhteen va-
linta täytyy tehdä web-sovellusympäristön mukaan, koska kaikkiin ympäristöihin
sopivaa ratkaisua ei ole. Tässä tutkielmassa esitellyt periaatteet ovat kuitenkin so-
vellettavissa eri teknologioita käytettäessä.
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