The numerical solution of partial differential equations on arbitrary manifolds continues to generate a lot of interest among scientists in the natural and applied sciences. Herein we develop a simple and efficient method for solving PDEs on manifolds represented as point clouds. By projecting the radial vector of standard RBF kernels onto the local tangent plane, we are able to produce RBF representations of functions that permit the replacement of surface differential operators with their cartesian equivalent. The method is computationally efficient and generalizable to manifolds of varying topology.
Introduction
Many applications in the natural and applied sciences require the solution of partial differential equations on arbitrary manifolds especially the heat equation and the eigen value problem for Laplace-Beltrami operator. Such applications arise in areas such as computer graphics [1, 2, 3] , image processing [4, 5, 6, 7, 8] , mathematical physics [9] , biological systems [10, 11, 12] , and fluid dynamics [13, 14, 15] . One of the earliest and most common techniques for solving PDEs ✩ on manifolds involved parameterizing the manifold with a chosen coordinate system and reformulating the differential equation in terms of the new coordinate system. The resulting PDE is then solved using standard cartesian grid techniques [16] . Parameterization of arbitrary manifolds are mostly not easy to develop and even when a good one is found the resulting PDEs obtained are often complicated and difficult to discretize. In order to avoid parameterization, methods have been developed to solve the PDEs directly on triangulated manifolds. However these methods often result in non trivial discretization procedures for surface differential operators and present difficulties in capturing surface curvature and normals [17] .
Another class of methods that have developed to solve PDEs directly on manifolds especially those which can be embedded in Euclidean spaces, express surface differential operators as projections of their cartesian equivalents local tangent planes via a projection operator (I − n n T ). The resulting operators have been discretized using finite element methods [18] . Recently, the projection method has been extended to PDE's defined on manifolds represented as point clouds [19] . For such methods, functions defined on the manifold are represented using radial basis functions and the surface differential operators are obtained by applying projection operators to the RBF discretization of cartesian operators.
While the projection methods modify cartesian differential operators to obtain the desired surface operators, another class of methods embed the surface PDE into ℜ 3 so that solutions to the embedded problem when restricted to the surface provide the solution on the surface [20] . Because these methods result in embeded PDEs posed on all of space complications arise when they have to be solved in a restricted computational band. The closest point method developed in [21] attempts to resolve this problem by extending the functions defined on the manifold into ℜ 3 in such a way that they are constant in the normal direction to the surface by closest point function. This allows the simple replacement of surface differential operator by regular cartesian operators to achieve the embedding. The method however requires a high order interpolation at each time step in order to obtain solution on the surface.
The orthogonal gradient method presented in [22] extends this idea to point clouds by utilizing 2N additional nodes introduced during the construction of a distance function to force the function defined on the surface to be constant in the normal direction. The 2N nodes are set according to an offset parameter δ which controls their distance from the surface. The accuracy of the method and condition number of the resulting differential matrix is however sensitive to the choice of the δ. The use of 2N additional nodes to enforce derivative constraints also increase the computational complexity of forming the interpolation and differential matrices.
In this work, we propose a modified RBF kernel which is intrinsically constant in the normal direction at each point of a surface. The modified kernel when used to construct RBF representation of a function defined on a surface allows surface differential operators to be replaced by regular cartesian operators without the need to impose additional constraints on the function. Because our method is implemented directly on point clouds it avoids the problems inherent in embedding surface PDEs in Euclidean spaces and allows PDEs to be solved directly on the surface on which they are defined. The proposed method is simple and highly efficient to implement, has excellent spectral properties and can be utilized in solving a wide range of PDEs on manifolds embedded in ℜ d .
The Radial Basis Function (RBF)
Given function data {f k } N k=1 at the node locations {x k } N k=1 c ∈ ℜ d the RBF interpolant s(x) to the data is given as
where φ( x − x i ) is the RBF kernel centered at the node x i , λ i are coefficients chosen to satisfy the interpolation condition
which is equivalent to solving the linear system
A is the matrix with entries a ij = φ( x i − x j ) i, j = 1 · · · N usually referred to as the interpolation matrix. . is taken to be the Euclidean norm.
Some common kernels are presented in Table1.
Name of RBF Abbreviation Definition
Multiquadric
Gaussian GA e −cr 2 Table 1 : Common radial basis functions with shape parameter c
RBF Discretization of Cartesian Differential Operators
Given a point cloud P = (x 1 , x 2 , · · · , x N ) and data from a smooth function {f k } N k=1 defined on these points, an RBF interpolation of f satisfies,
let L be a differential operator acting on f and g(x i ) the value of Lf at the point x i then,
which defines a linear system which can be represented in matrix form as,
where the differential matrix B has entries b ij = Lφ(||x−x j ||) x=xi i, j = 1, · · · N .
The interpolation matrix A in (3) is non singular [19] and permits the substi-
BA −1 gives the RBF discretization of L with respect to the point cloud P.
Construction of Surface Differential Operators
Let f be a smooth function defined on an arbitrary surface Γ. The gradient of f expanded in the normal, first and second tangent orthogonal coordinates { n, t 1 , t 2 } at some point x ∈ Γ can be expressed as
The surface gradient operator ∇ Γ is the projection of the regular gradient onto the local tangent plane at x. Thus,
Two approaches are typically used in the literature [19, 22] to obtain surface operators from regular operators. The first involves projecting the Cartesian gradient operator onto the local tangent plane of the surface at some surface point. The surface gradient becomes,
Such methods are classified as projection methods. The second approach involves extending the function f, into ℜ d such that it is constant in the normal direction at each point on the surface. As pointed out by [ [21] ] under such conditions the surface gradient and cartesian gradient agree on the surface. Surface differential operators can then be replaced with the simpler cartesian operators.
The Orthogonal Gradient Method enforces this requirement by extending an RBF approximation of the function outside of the surface Γ, originally having N points using 2N additional points. This increases the complexity of the resulting linear system from N to 3N . Also the accuracy of the method is influenced by the choice of an offset parameter δ which controls the proximity of the 2N points to the surface.
In order to avoid the increased complexity of introducing 2N additional points to enforce the null gradient condition we propose a modified RBF Kernel which is obtained by projecting all radial vectors in the traditional RBF kernel onto the local tangent plane. We refer to this as the Cylindrial RBF Kernel.
Our modified kernel is intrinsically constant in the normal direction and greatly simplifies the construction of surface differential operators.
Cylindrical Radial Basis Function (CRBF)
Definition 1. Given a point cloud P = (x 1 , x 2 , · · · , x N ) sampled from a smooth manifold, Γ and data from a smooth function {f k } N k=1 defined at these points, a CRBF interpolant of f is defined as
where,
where P is the regular projection operator [I − n n T ]. λ j and φ are the interpolation coefficients and kernel respectively, n j is the unit normal vector at the point x j and (10) is the cylindrical distance with respect to the Euclidean norm.
Lemma 1. Let P = (x 1 , x 2 , · · · , x n ) be a point cloud on a 2D-manifold Γ embedded in ℜ 3 then the CRBF kernel satisfies for all
The proof of Lemma1 is provided in the appendix.
Consider the Laplacian of f on Γ,
Expanding out the operator it is clear that the surface Laplacian, △ S f is equivalent to the regular Laplacian △f if ∂ n f = ∂ 2 n f = 0. Therefore the following corollary is a consequence of Lemma1 Corollary 1. On a smooth 2D manifold Γ the CRBF interpolation, c(x) of a smooth function, f : Γ → ℜ satisfies that,
This implies that surface differential operators can now be discretized by simply discretizing their corresponding cartesian operators. We illustrate the great simplicity of this approach by computing the laplacian of the cylindrical RBF kernel in the appendix. We present the main result as follows; Given φ(r)
the cylindrical rbf kernel the surface laplacian is given as,
wherer i is the normalized cylindrical vector computed from the point x centered at the node y r is the norm of the cylindrical vector and n y the unit normal vector at the center y.
Implementation
We outline the algorithm for discretizing the Laplace-Beltrami Operator on a 2-manifold. △φ n (r 1 ) △φ n (r 2 ) . . . △φ n (r n )
Numerical Experiments

Eigen Values of LB Operator
The eigen values and eigen functions of the LB operator provide intrinsic global information that can be used in characterizing the structure of surfaces [23, 24] . We therefore tested the performance of our method in obtaining the spectra of the LB operator on the unit sphere by solving the eigen value problem
and compared our first 100 eigen values to the exact values. Our discrete operator was computed using a uniform sampling of the unit sphere with nodes ranging from 258-16386. We used a local implementation of the Gaussian radial basis function by choosing the shape parameter c, such that the function vanished outside the support radius. We performed the same experiment using Our results indicate that 4 times the number of nodes used for CRBF would be required for FEM in order to achieve similar accuracy. We also observed a decline in the accuracy of our solution at 16386 nodes from 4098 nodes. This we believe is as a result of the significantly higher condition number of the collocation matrix. We had to consistently increase the size of the support domain as the number of nodes increased to achieve optimum results. We show the computational time with increasing number of nodes.
Heat Equation
To verify that our discrete operator accurately captures the heat diffusion of the LB operator we solved the heat equation where ∆ Γ is the Laplace Beltrami operator on the unit sphere. We used a Forward Euler time discritization scheme with ∆t = 0.1h 2 . Computations were performed using Matlab R2013a with an intel core i3-4130 8.40 GHZ processor with 8GB of ram. In fig(3) we compare our results to the exact solution obtained using the spherical harmonics Y 0 1 across a time duration of 1 sec. We notice that the rate of diffusion is similar to the exact solution.
In figure 4 we show the solution of the heat equation on a molecule with 7718 nodes uniformly sampled. The initial distribution is the gaussian bell
Conclusion
In this paper we have introduced a new technique for discretizing surface differential operators on manifolds. By projecting the radial vector used in We have demonstrated through numerical experiments the superior performance of CRBF in discretizing the Laplace Beltrami operator on the sphere by comparing the first 100 eigen values with the exact values. We also solved the heat equation on the sphere and a molecular surface to demonstrate the applicability of the method in solving partial differential equations posed on arbitrary manifolds.
Appendix
Proof of Lemma 1
Consider the RBF approximating function,
N is the number of centers, a i the RBF coefficients. φ(r i ) is the RBF kernel.
Here we consider the multiquadric kernel but the proof can be easily extended to other RBF kernels.
To obtain the cylindrical RBF we modify the radial distance as follows:
where n y i is the unit normal vector at the center y i . We show that the cylindrical RBF approximation is constant in the normal direction, that is ∇φ(r i (x)) · n y i = 0 ∀i = 1, 2, · · · , N and x ∈ ℜ 3
Now, 
which can also be expressed as △φ(r) = φ′′(r)(∇r) 2 + φ′(r) △ r
Now,
∂r ij ∂x k = −n yj n y k j, k = 1, 2, 3 k = j hence,
and, ∂r ∂x 1 2 = 1 r 2 r 2 i1 − 2r i1 (r i1 n y1 n y1 + r i2 n y2 n y1 + r i3 n y3 n y1 ) + (r i1 n y1 n y1 + r i2 n y2 n y1 + r i3 n y3 n y1 ) 2 (24) ∂r ∂x 2 2 = 1 r 2 r 2 i2 − 2r i2 (r i2 n 2 y2 + r i1 n y1 n y2 + r i3 n y3 n y2 ) + (r i2 n 2 y2 + r i1 n y1 n y2 + r i3 n y3 n y2 ) 2 (25) ∂r ∂x 3 2 = 1 r 2 r 2 i2 − 2r i3 (r i3 n 2 y3 + r i1 n y1 n y3 + r i3 n y2 n y3 ) + (r i3 n 2 y3 + r i1 n y1 n y3 + r i2 n y2 n y3 ) 2 (26) also, ∂ 2 r ∂x 2 1 = r (1 − n 2 y1 ) 2 + (n y2 n y1 ) 2 + (n y3 n y1 ) 2 ) − r ∂r ∂x1 ∂r ∂x1 r 2 ∂ 2 r ∂x 2 1 = 1 r (1 − n 2 y1 ) 2 + (n y2 n y1 ) 2 + (n y3 n y2 ) 2 ) − (
similarly ∂ 2 r ∂x 2 2 = 1 r (1 − n 2 y2 ) 2 + (n y1 n y2 ) 2 + (n y3 n y1 ) 2 ) − ( ∂r ∂x 2 ) 2 (28) ∂ 2 r ∂x 2 3 = 1 r (1 − n 2 y3 ) 2 + (n y1 n y3 ) 2 + (n y2 n y3 ) 2 ) − (
Expanding and simplifying out terms in we obtain, (∇r) 2 = 1 − (r 2 i1 n 2 y1 + r 2 i2 n 2 y2 + r 2 i3 n 2 y3 ) + 2(r i1 r i2 n y1 n y2 + r i1 r i3 n y3 n y1 + r i3 r i2 n y2 n y3 ) r 2 = 1 − r i r · n y 2 = 1 − (r i · n y ) 2
wherer i is the unit radial vector and n y is the unit normal vector at the center y Also, △r = 1 r (1 − n 2 y1 ) 2 + (1 − n 2 y2 ) 2 + (1 − n 2 y3 ) 2 + 2(n 2 y2 n 2 y1 + n 2 y3 n 2 y1 + n 2 y2 n 2 y3 ) − (∇r) 2 expanding out terms and simplifying we get △r = 1 r (n 4 y1 + n 4 y2 + n 4 y3 + 2(n 2 y2 n 2 y1 + n 2 y3 n 2 y1 + n 2 y2 n 2 y3 ) + (r i · n y ) 2 ) = 1 r [( n y · n y ) 2 + (r i · n y ) 2 ] = 1 r [1 + (r i · n y ) 2 ] finally, △φ(r) = φ′′(r)(1 − (r i · n y ) 2 ) + φ ′ (r) 1 + (r i · n y ) 2 r (30) non rigid shape matching, International Journal of Computer Vision 89
