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ABSTRAKTI
Ambienti që na rrethon përbëhet nga shumë pajisje me diversitet komponimesh por nuk
mund të themi se një shumicë prej tyre nuk i përkasin botës së teknologjisë. Evolucioni i
çdo produkti teknologjik është përcjell me një seri te problemeve dhe çështjeve që janë
paraqitur gjatë fazave të ndryshme të planifikimit, zhvillimit dhe menaxhimit. Gjatë fazave
zhvillimore, saktësisht ndërtimit te sistemeve softuerike apo programeve aplikative është
paraqitur nevoja e depozitimit të të dhënave pavarësisht a kanë qenë si source code (kod
burimor) apo të dhëna që janë akumuluar gjatë përdorimit të sistemit.
Depozitimi i të dhënave bëhet në bazat e të dhënave (databaza). Ato mund të jenë të
shumëllojshme, si: MySql, Microsoft SQL Server, MongoDB, Redis, Oracle, Firebase,
ElasticSearch etj. Transferimi i të dhënave nga front-end në databazë mund të duket një
proces i thjeshtë deri në momentin kur kemi të bëjme me një numër enorm të të dhënave
për sekonda (data/s), ku bashkë me të shfaqet çështja “kosto, kohë, performancë, siguri,
disponueshmëri”. Sintaksa dhe semantika e kodit në databazë varion nga lloji i kësaj të
fundit, por gjatë evoluimit kanë ndodhur editime rrënjësore duke krijuar dy bashkësi
kodesh: Deklarative dhe Imperative. Ndërhyrja vetëm në një pjesë të kodit shkurton kohën
dhe koston dhe njëkohësisht zvogëlon mundësinë e kompremetimit të të dhënave, pra në
menaxhimin e koleksionimit të të dhënave (miliona, miliarda) do kemi të bëjmë me një
gjuhë të nivelit të lartë apo siç njihet jo-procedurale, e cila fokusohet ne hapat se çka duhet
bërë e jo se si duhet bërë, e që në botën e programimit njihet si “Declarative language
(Gjuha Deklarative)”.
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HISTORIKU

Databazat (DB) kanë luajtur një rol të rëndësishëm në evoluimin e kompjuterëve.
Programet e para softuerike janë zhvilluar në fillimin e viteve 1950 dhe u fukosua pothujase
tërësisht në programimin e gjuhëve (languages coding) dhe algoritme. Përpunimi i
informacionit bëhej me të dhëna të thjeshta si produkt. Sot ata kompjuterë njihen si
kalkulatorë gjigantë. Kur njerëzit dhe bizneset filluan t'i përdorin, inxhinierët fillaun të
përballen me kërkesa që në atë kohe do të konsideroheshin enorme.
Në vitin 1960, Charles W.Bachman ishte inxhinieri i parë që krijoi sistemin e parë të
dhënave të integruara (DBMS). Pas disa vitesh, saktësisht në mesin e viteve 1960 ishin
krijuar kompjuterë me shpejtësi më të madhe dhe fleksibilitet të lartë, bashkë me këtë
bashkësi ishte paraqitur nevoja për përdorimin e sistemeve të bazave të të dhënave. Nga
përdoruesit ishte prezente kërkesa e krijimit të standardeve, për këtë arsye Bachman krijoi
një ekip për hartimin dhe standardizimin e një gjuhe e cila do quhej “Gjuha e përbashkët e
orientuar (COBOL)”. Pas disa vitesh punë, ky ekip paraqiti një standard të ri i cili do të
njihej si “qasja CODASYL-1971”.
CODASYL ishte një sistem tepër i ndërlikuar dhe kërkonte trajtim thelbësor duke u varur
nga një navigim manual (nënkupton përdorimin e një seti të dhënash (data set) i cili krijonte
një rrjet të madh). Kërkimi i rekordimeve bëhej vetëm me një nga 3 teknikat:
a) Përdorimi i çelësit primar (CALC key);
b) Zhvendosja e marrëdhënieve nga një rekord në një tjetër;
c) Skanimi i të gjitha të dhënave prezente në strukturë sekuenciale.

Edgar Codd ishte inxhinier që punonte në IBM në sektorin e zhvillimit të hardiskut
(DHDS). Ai filloi të krijoi dokumente se si duhet ndërtuar një sistem i ri i bazave të të
dhënave sepse nuk ishte i kënaqur me mungesën e një “search engine” në codasyl. Më tutje,
gjatë viteve 1970 të gjitha shënimet dhe idetë e tij përfunduan në vetëm një letër e cila
quhet “A Relational Model of Data for Large Shared Data Banks”. IBM nuk ishte
interesuar për idetë e tij sepse kishte investuar në IMS por ishin dy individë që shprehën

1

interesim: Michael Stonebraker dhe Eugene Wong (anëtarë të UC Berkely). U fillua një
projekt i ri që u quajt INGRES (Grafika Interaktive dhe Sistemi i Rikthimit) i cili me shumë
sukses demonstroi një model racional që mund të ishte efikas dhe praktik. Ingres punoi me
një gjuhë që njihej si QUEL. Kjo bëri presion te IBM, të zhvillonte SQL që ishte më e
avancuar (SQL u bë ANSI dhe OSI standard në 1986/87), SQL e zëvendësoi QUEL si
“functional query language”.
NoSQL erdhi si një formë për procese të shpejta dhe përpunim të të dhënave në sasi të
mëdha që ishin të pastrukturuara ku njëkohësisht këtë e bënte duke përdorur metodën adhoc, janë sisteme më të shpejta dhe fleksibile. Përdorimi i NoSQL lidhet me shërbimet e
ofruara nga: Twiter, LinkedIn, Facebook dhe Google. Hardueri mund të dështojë por jo
NoSQL. Ajo është dizajnuar me një sistem të shpërndarjes që përfshin ruajtjen e të dhënave
dhe funksioneve në një hapësirë rikthyese (back-up storage), kjo arrihet duke përdorur nyje
të shumëfishta ku edhe nëse ndonjë nga nyjet bie nga funksioni të tjerat do vazhdojnë
funksionin.
Këto procese do ishin joekzistente pa përdorimin e një gjuhe e cila do realizonte të gjitha
funksionet duke respektuar protokollet interne dhe eksterne.
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HYRJE

Gjuha deklarative (Declarative language) aktualisht është paradigma dominuese e një
bashkësie domenesh si: bazat e të dhënave, modelimi dhe menaxhimi i konfigurimeve. Kjo
strukturë gjuhësore koncentrohet në një grup instruksionesh dhe si fokus ka procesin se çka
duhet bërë e jo se si duhet bërë atë. Në praktikë, përfshihet gjuha specifike e domenit (DSL)
për të shprehur atë që do përdoruesi dhe lehtësimin nga konstruktet e nivelit të ulët (unazat
(loops), kushtet dhe detyrat) që materializojnë rezultatin përfundimtar të dëshiruar.
Kjo paradigmë rezultoi si një qasje e re me një përmirësim të jashtëzakonshëm mbi atë
imperative që e zëvendësoi. Pretendimet se gjuha deklarative ka përkufizime të
konsiderueshme shpeshherë janë të sakta, por në këndvështrimin krahasues me benefitet,
shuma e këtyre të fundit është më e madhe.
Mjeti (tool) më i suksesshëm i programimit deklarativ është baza e të dhënave racionale
(RDB). Baza e të dhënave racionale shfaq dy vetitë tipike:
a) Gjuha specifike e domenit (DSL);
b) DSL fsheh shtresën më të ulët nga përdoruesi.

Para RDB-ve, shumica e databazave ishin të qasshme nga gjuha imperative e cila varej nga
niveli i ulët si: renditja e regjistrave, indekseve dhe rrugëve fizike deri te të dhënat.
Modifikimi i kodit në kundërshtim me strukturën pason si rezultat ndalimi i funksionimit
të kodit. Përballë kësaj, RDB shkaktojnë një hap të jashtëzakonshëm në produktivitetin e
zhvilluesve të sistemeve. Tani në vend të mijërave rreshta kod, kemi një skemë shumë të
qartë të të dhënave. Për më tepër, vetëm disa qindra query (rreshta të kodimit në databazë).
Si rezultat i kësaj, aplikacionet kishin vetëm të merreshin me një paraqitje abstrakte,
kuptimplotë dhe të qëndrueshme të të dhënave të cilat do të përpunohen nga një gjuhë më
e thjeshtë (query language).
Njoftimi me një formë të re të gjuhës dhe trajtimi i elementeve përbërëse të saj nuk jep
hapësirë në mos trajtimin e disa prej vetive bazike të saj:
1. Lexueshmëria: DSL është e afërt me një gjuhë natyrale (gjuha angleze në këtë

rast) e cila është më e lehtë të mësohet dhe përdoret;
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2. Redundanca: Përsëritja e kodit për procese të ngjashme ose identike në module

të ndryshme është më e vogel;
3. Ripërdorimi: Është më e lehtë të krijosh kod që mund të përdoret për qëllime të

ndryshme;
4. Fuqia: Është e mundur puna në gjendjen fundore (end state) dhe programi ta

kuptojë atë për ju. (Vetëm përmes një operacioni mund të insertohet një rresht
i ri ose nëse ai ekziston mund të modifikohet, por pa pasur nevojë të shkruhet
kod për dy rastet);
5. Riparimi i gabimit (Error recovery): Konstruktimi i një konstruktori të

gabimeve ku do ndalej në çdo gabim që do haste tashmë është i mundur në vend
që të konstruktohet nga një konstruktor (error listener) për çdo gabim eventual
në të ardhmen;
6. Transparenca referuese: Kjo është një veti e cila lidhet me programimin

funksional por është e vlefshme për çdo qasje që minimizon trajtimin manual
në kod;

Programimi deklarativ krijon një shtresë të nivelit të lartë duke përdorur informacionin e
domenit për të cilin zbatohet. Nëse kemi të bëjmë me bazë të dhënash, na duhen një sërë
operacionesh për trajtimin e të dhënave. Shumica e avantazheve të lartpërmendura burojnë
nga krijimi i një shtrese të nivelit të lartë që është saktësisht e përshtatur për një problem
specifik të problemit.
Shtresa e nivelit të lartë fsheh detajet imperative në zbatim. Kjo do të thotë që gjatë
zhvillimit kryhen shumë më pak gabime sepse detajet e nivelit të ulët të sistemit thjesht
janë të paarritshme. Ky kufizim lejon marzhë të vogël të gabimeve gjatë kodimit.
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SHQYRTIMI I LITERATURËS

Gjatë shqyrtimit të kësaj teme si pika reference kam përdorur disa libra nga autorë të
ndryshëm dhe 2 artikuj shkencorë të botuar që ndërlidhen me databazat, gjuhën deklarative
si dhe shembuj konkretë në botë akademike dhe industri.

3.1. Librat referencues
•

Stephane Faroult with Peter Robson. (2006). The art of SQL. O’Reilly
Media.

•

Michael

Kifer,

Yanhong

Annie

Lu.

(2018).

Declarative

Logic

Programming. Association for Computing Machinery and Morgan &
Claypool Publishers.
•

Joe Celko. (2008). THINKING IN SETS, Auxilary, Temporal and Virtual
Tables in SQL. Morgan Kaufmann.

•

Ekatarina Komendantskaya, Yanhong Annie Lu. (2020). Practical Aspects
of Declarative languages. Springer.

3.2. Artikujt referencues
•

Keith D.Foote. (2017). History of Database Management. Dataversity.

•

Federico Fereiro. (2020). Declarative Programming. Toptal.

Literatura përfshinë disa nga librat më konkretë që diskutojnë strukturën deklarative si dhe
të gjitha elementet e tjera përcjellëse që pasojnë gjatë analizës së sistemeve. Librat meren
me përdorimin e llojeve të ndryshme të programimit në SQL, si dhe me teknikat e
përdorimit të tabelave në vend të kodit procedural. “Mënyra më e mirë për të mësuar SQL
është duke mos mësuar hapat procedural” është njëra nga këshillat e inxhinierit Morgan
Kaufmann, prandaj, teknikat aktuale ndërlidhen me mënyrën e procesit të mendimit që na
dërgon te ajo që ne e njohim si deklarative. Koha adekuate për përvetësimin e disa hapave
dhe teknikave supozohet se është afërsisht një vit, ndërsa fazat zakonisht më herët kanë
kaluar nëpër disa hapa procedural ose më mirë të themi enkapsulon disa gjuhë programuese
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si: FORTAN, Cobol, Pascal, gjuhët C, gjuhët e orientuara në objekte. Një gjuhë deklarative
është totalisht diqka komplet ndryshe nga ajo çka inxhinierët janë mësuar të shohin.
Mësimi i një gjuhe të re programuese është e ngjashme me mësimin e një gjuhe të huaj, së
pari, disa fjalë shqiptohen gabim si dhe renditja e fjalëve si dhe sintaksën mundoheni ta
përshtatni me gjuhën e juaj amëtare. Fazat fillestare në përdorimin e programimit në SQL
është thjeshtë diqka që njihet si kopjimi ekzistues, pra kur kopjojmë nga programimi i
ndokujt tjetër, ku në të vërtetë ky nuk është programim. Në anën tjetër, mundësia e
përdorimit të një mjeti GUI(GUI tool) që ndërlidhet me SQL por pa treguar kurrë kodin
aktual. Hapi tjetër është të shkruash kod SQL në mënyrë direkte dhe ta bësh në mënyrën
tënde origjinale.
Libri i “Joe Celko’s THINKING IN SETS” trajton ekskluzivisht natyrën deklarative të
bazës së të dhënave. Fillimisht, sqaron dhe analizon elementet kryesore si: rreshtat,
kolonat, tabelat, relacionet, çelësat, relacionin mes llojeve të çelësave. Në kapitujt vijues
përfshihen edhe pjesët hardwerike, rekordet, diversiteti i tabelave, llojet e views, tabelat
virtuale, funksionet si dhe shumë komponentë tjerë jashtëzakonisht të vlefshëm për
karierën e një programeri fillestar. Arsyeja e zgjedhjes së këtij libri është sepse për
mundësinë e të kuptuarit të termave dhe logjikës së këtij libri nevojitet një diapazon bazik
i njohurive në programimin SQL.
Libri “Declarative Logic Programming” mund të thuhet me plotë kuptimin e fjalës se është
material tejet detajistik sa i përket strukturës deklarative në të gjitha sferat aktuale në botën
akademike dhe industri. Datalog është gjuhë deklarative e cila ka një histori të trazuar duke
u nënshtruar ndaj baticave dhe zbaticave të ndryshme gjatë evoluimit, kjo është edhe një
nga pikat kryesore të trajtuara në këtë libër ku fillimisht emri u krijua për një gjuhë të
thjeshtuar si Hornlogic, e ngjashme me Prologun, por që si qëllim kishte hulumtimin e
bazave të dhënave dhe pyetjeve rekursive. Kanë kaluar më shumë se tre dekada që nga ajo
kohë por që të analizohen databazat aktuale është esenciale që të studiohen rrënjët e
Datalogut(është fjala diku rreth vitit 1990). Ky libër trajton aq shumë raste sa çdo rresht
është një vlerë profesionale dhe inxhinierike, personalisht, në punimin e temës kam
selektuar vetëm pjesën adekuate të trajtimit deklarativ në bazat e të dhënave SQL.
Duhet të ceket se kur diskutojmë për shqyrtimin e literaturës adekuate për shkenca
kompjuterike dhe inxhinieri, zgjedhja profitabile do jenë librat e “ACM Books”, ku mund
6

të them se në këtë katalog përfshihen librat me autorët me bagazh enorm profesional që
trajtojnë pothuajse të gjitha temat relevante të mikro dhe makro teknologjisë.
Librat dhe artikujt referencues i përkasin fushës së programimit, normalisht, janë sortuar
vetëm pjesët ku ndërlidhen me sferën deklarative, saktësisht programimin në bazën e të
dhënave. Nëse gjatë procesit të punimit do paraqitet nevoja e materialit shtesë për ndonjë
kapitull të veqantë, sigurisht se nuk do hezitoj ta përdorë atë.
Gjatë kohës së punimit do të punoj edhe anën praktike në “Microsoft SQL Server
Management Studio”. Punimet modulare do të paraqiten me kod dhe të vizualizuara në
forma tabelare duke sqaruar edhe anën logjike.
Aftësitë që kam fituar gjatë kohës së studimeve, pjesëmarjen në projekte të ndryshme dhe
një karrierë të shkurtër si student në industri do ta shpreh në punimin e diplomës.
Për çdo modul të punimit do të paraqitet referenca e saktë e burimit.
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DEKLARIMI I PROBLEMIT

Kjo temë ka për qëllim shtjellimin e strukturës së modelit deklarativ ne konstruktimin e një
skeme të mirëfilltë të bazës së të dhënave. Aplikacionet moderne zhvillohen në atë mënyrë
ku programimi deklarativ zë një hapësirë esenciale në arkitekturën e aplikacioneve. Dallimi
mes asaj që ne e njohim si modeli procedural me atë deklarative, e cila është gjuhë tërësisht
joprocedurale dhe jashtëzakonisht e përshtatshme për programerët e rinj.
Ato që njihen si transformime të derivateve dhe integraleve si funksione të larta
matematikore gjenden edhe në prapavijë të optimizimit të bazës së të dhënave dhe një nga
qëllimet e kësaj gjuhe është të shmangen efektet anësore duke rezultuar në optimizim në
mënyrë algjebrike. Në veçanti kur kemi dy shprehje të barabarta me njëra-tjetrën, ku ato
mund të zëvendësohen, por pa ndikuar në rezultatin e llogaritjes.
Qëllimi i programimit deklarativ është të përshkruajë reultatin e dëshiruar pa e diktuar se
si arrihet te ky i fundit. Stili deklarativ nganjëherë promovon një kod më të lexueshë,
elementet që e definojnë këtë veti janë derivate nga ata që njihen si përbërës të
ripërdorshëm. Sidoqoftë, deklarativi nuk është sinonim i intuitës, implikimet e këtij model
mund të ndikojnë shumë më tepër se thjesht lexueshmëria e kodit.
Një aspekt i cili zakonisht citohet kur diskutohet për kodin deklarativ është se ai nuk
prodhon efekte anësore, i cili zyratisht përshkruhet si transparencë referuese. Kodi
transparent referencues mbështetet vetëm në hyrjen e një inputi në procedurë ku
përcaktohet outputi(rezultati). Që një program të ketë veti, duhet të jetë në gjendje të
zëvendësohet çdo shprehje me rezultatin e saj. Shembull i transparencës referuese, merrni
parasysh një funksion ku mblidhen dy numra dhe në fund si rezultat jepet shuma e tyre,
nëse funksioni i mbledhjes është transparent referencues, atëherë funksionin e parë të
mbledhjes mund ta zëvendësojme direkt me rezultatin e fituar.
Duke shmangur vartësitë nga ambienti i jashtëm, kodi deklarativ është më i mbyllur në
vetvete. Sjellja e çdo seksioni të programit drejtohet vetëm nga inputet e drejtpërdrejta,
kështu që për sa kohë që “building blocks” të një funksioni kuptohen, një inxhinier mund
të ndjekë procedurat e lokalizuara pa kërkuar zotërim total të kontekstit më të gjerë të
programit. Kjo veti lejon që programi të reduktohet më lehtë në seksione modulare, të
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izoluara, të cilat janë më të lehta për tu mirëmbajtur dhe më lehtë për tu testuar(e ngjashme
me termin “i enkapsuluar”).
Ky abstraksion nganjëherë mund të fshehë detajet e implementimit që mund të jenë të
rëndësishme për tu kuptuar në kontekst. Ndoshta qasja e thjeshtë dhe intuitive e sjell një
kosto në performancë, stuktura dhe kompleksiteti i llogaritës i një algoritmi mund të
mbulohet plotësisht nga programuesi.
Infrastruktura deklarative merr koncept tjetër duke shkruar kod softwerik dhe duke aplikar
atë në infrastrukturë ose duke ndërtuar ambient që ia mundëson softwerit të ekzekutohet.
Nëse jemi duke u mbështetur në gjendjen e një sistemi(një server, databazë apo cluster)
dhe diqka dështon, do humbet integriteti dhe do shfaqen probleme.
Me infrastrukturën deklarative, ne mund ta lejojmë aplikacionin të specifikojë burimet që
i duhen ndërsa ajo që njihet si shtresa e orkestrimit(orchestration layer) merret me mënyrën
e sigurimit të atyre burimeve. Në këtë mënyrë, aplikacioni bashkohet më pak me imtësitë
specifike, që do të thotë se zhvilluesit mund të përqendrohen në logjikën e biznesit(business
logic).
Momentalisht, kemi të bëjmë me të dhëna në shifra të larta sa i përket depozitimit, pastaj
numër i lartë i përdoruesve në të njëjtën kohë, editimi i të dhënave ndodh në kohën live
gjatë operimit, si dhe shkurtimi i kodit burimor në vetëm një rresht ose disa prej tyre, pra
kemi të bëjmë me një ambient teknologjik ku dallimi mes asaj të përshtatshme dhe të
kundërtës është në varësi të disa faktorëve, e që në përkthim kemi të bëjmë me milisekonda
në performancës. Në SQL ekzistojnë funksione dhe komanda të ndryshme, por për gjatë
kohës ato kanë evoluar në sintaksë dhe jo në përmbajtje, çka do të thotë se kemi ardhur në
përfundim se SQL është deklarativ dhe jo procedural.
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METODOLOGJIA

Në fillim kam sqaruar një historik të shkurtër mbi historinë mbi rrjedhën e ngjarjeve
teknologjike që kanë dërguar deri te struktura e bazave të dhënave që ne njohim sot.
Duke vazhduar më tutje, do ta bëj analizën e moduleve të sakta duke sqaruar nivelin e
kompleksitetit të gjuhës deklarative në SQL dhe do të bëj krahasimin mes gjuhës
deklarative dhe imperative, natyrisht se krahasimin do ta sqaroj si nga ana teorike ashtu
edhe nga ana praktike me kod. Metoda deduktive do jetë e pranishme sepse gjatë shpjegimit
të kodit ose tabelave strukturore do të arrihet në qëndrime të veçanta nga ato të
përgjithshme, pra do të jem në gjendje që të nxjerr konkluzionet konkrete sa i përket një
tabele, rreshti ose arsyetimi modular. Në radhën e metodave është edhe përshkrimi,
paraqitja e diagrameve apo më mirë ato që njihen si flowcharts.
Gjatë punës do të paraqes shumë shembuj konkretë në bazën e të dhënave në SQL, aty
përmbajtja do të jetë me kod dhe do të sqaroj rastin në detaje. Në këtë punim si rast konkret
do të studiohet gjuha deklarative në bazën e të dhënave, do të thotë se kemi të bëjmë me
burimin e kodit i cili gjendet në prapavijë apo siç njihet në botën akademike “back end
part”. Pjesa vizuale apo “front end part” të cilën përdoruesi e sheh nuk trajtohet si modul
në këtë temë, por ja vlen të ceket se gjuha deklarative zë hapësirë edhe ne zhvillimin e ueb
aplikacioneve dhe pothuajse përmbajtja e qëllimit është e njëjtë por kuptohet se me sintaksë
të ndryshme.
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ÇKA ËSHTË GJUHA DEKLARATIVE

Shumë informacione janë lartcekur për tekonologjinë e bazave të dhënave, termat dhe disa
ide. Së shpejti do të futemi më thellë në manipulimin e të dhënave, insertimin, përditësimin
dhe fshirjen e tyre. Fakti se SQL është gjuhë deklarative nuk mohohet por duhet të bëhet
dallimi substancial dhe të mos ngatërrohet me hapat procedural.

6.1 Natyra deklarative në SQL
Para se të hyjmë në mënyrë direkte në SQL, duhet cekur se termi “deklarativ” nënkupton
deklarimin e asaj se çfarë do dhe jo se si duhet bërë (nuk përfshihen hapat sekuencial si në
ndonjë gjuhë tjetër programim: PHP ose JavaScript).
Sqarimi adekuat i natyrës deklarative në SQL do të ishte duke përfshirë edhe pjesët
kryesore të kodit dhe shembuj ekzaktë. Në SQL ndjeket një konventë e selektimit e asaj se
çfarë doni, nga e dëshironi dhe duke përfshirë ndonjë filter adekuat, përafërsisht kështu do
të dukej.

Figura 1. Struktura e deklarimit.

SELECT është ajo që duhet të merrni, FROM lokacioni ku do ta kërkoni, në shumicën e
rasteve kjo është një tabelë ku të dhënat janë depozituar, WHERE kushti i cili do e shtroni,
% (simboli i përqindjes) dhe LIKE deklarimi i cili ka për qëllim të gjejë të dhënat që
përmbajnë termin “java”.
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Figura 2. Shembull i thjeshtë

Të dhënat që ne sot duhet t'i depozitojmë për ndërtimin e një aplikacioni janë në numër të
lartë, pra pika kritike është vonesa ku si rezultat na duhet një zgjidhje e shpejtë dhe efektive,
këtu është korridori ku gjuha deklarative hyn në lojë. Nëse gjërat rrjedhin ngadalë duhen
të ndërmerren hapa për optimizimin e procedurës dhe zgjidhjen e problemit. Në disa raste
zgjidhja rekursive zgjedhet para asaj looping, por ka shumë mënyra se si optimizohet
sistemi kur përdorim një gjuhë deklarative.
Në bazat e të dhënave thjesht kjo nuk është e mundur, sidmos në natyrën SQL, kur
paraqiten vonesat në operacionet në bazë të të dhënave shumë më shpesh shikohet zgjidhja
në ndryshimin e skemës së databazës ose strukturën e tabelave se sa të ndryshohen rreshtat
(kodi).
Kjo ndodh sepse SQL zgjedh procedurën ose algoritmin më adekuat për të siguruar atë që
ju e kërkoni, tendenca për të ndryshuar atë që po kërkoni nuk do të ju ndihmojë në një
zgjidhje të shpejtë e të pastër.
Shembulli i SQL nuk garanton renditje të veçantë dhe nuk ka rëndësi nëse renditja
ndryshon, por nëse kodi është shkruar në strukturë imperative, baza e të dhënave kurrë nuk
është e sigurt nëse kodi mbështetet në renditje apo jo. Fakti që SQL është më i kufizuar në
funksionalitet i jep bazës së të dhënave më shumë hapësirë për optimizim automatik.
Gjuhët deklarative shpesh i japin vetes ekzekutim paralel. Në anën tjetër sot kemi të bëjmë
me CPU me shumë bërthama (cores), të cilët dukshëm kanë shpejtësi më të lartë, por ky
është një kurth për gjuhën imperative, paralelizimi në shumë bërthama është më i vështirë
sepse specifikon udhëzime që duhet të kryhen në renditje të veçantë, për dallim nga gjuha
deklarative, e cila ka shanse dukshëm më të mira në ekzekutim paralel sepse ajo specifikon
vetëm modelin e rezultateve dhe jo algoritmin që përdoret për përcaktimin e rezultatit.
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6.1.1 MapReduce Querying

MapReduce është një model programimi i cili përdoret për përpunimin e sasive të mëdha
të të dhënave, zë vend në një shumicë to produkteve teknologjike të prodhuara nga Google.
Një formë e kufizuar e MapReduce mbështetet nga disa të dhëna NoSQL, duke përfshirë
MongoDB dhe CouchDB, një mekanizëm për leximin e rreshtave (read only queries) në
formate të ndryshme të dokumenteve.
MapReduce duhet të ceket sepse nuk është një kërkesë e domosdoshme për API apo gjuhës
deklarative, por ka një rëndësi sepse përdoret si modul pothuajse në një shumicë të bazave
të dhënave, ato thirren në mënyrë të përsëritur kur paraqitet nevoja për to, thirrja ndodh
nga një framework (processing framework). Bazohet në një map (që njihet si collect) dhe
zvogëlon (që njihet si fold apo inject) funksione që ekzistojnë në shumë gjuhë funksionale
të programimit.
Nëse një biolog observon detin dhe doni që në sistemin tuaj të shtoni një kafshë sa herë që
e sheh atë. Tani do të paraqes kodin duke përfshirë sa delfinë kemi parë në muaj, kodi do
paraqitet në PostgreSQL.

Figura 3. Shembulli i sortimit të delfinëve.

Funksioni date_trunc përcakton muajin kalendarik që përmban vlerën e kohës (timestmap)
dhe kthen një vlerë që përfaqëson fillimin e atij muaji, thjesht rrumbullakson një vlerë
kohore deri te muaji më i afërt. Fillimisht grumbullon të gjitha speciet e familjes së
delfinëve, pastaj grupon sipas muajit kalendarik dhe në fund mbledh numrin e kafshëve të
atij lloji për periudhën kohore.
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6.1.2 Konsideratat kryesore në lidhje me SQL

Ekzitojnë disa karakteristika të cilat definojnë një gjuhë logjike:
•

Semantika Deklarative: Kjo kërkesë do të thotë se dikush do të dëshironte që
integrimi të jetë sa më lehtë dhe deklarativ. Prolog dhe SQL dështojnë në këtë
integrim;

•

Nënrutina, Përbërja: Çdo gjuhë programuese ka nënrutinat (subroutines),
programimi pa to është thjesht i paimagjinueshëm, SQL lejon që përdoruesi (user)
t'i definojë kallxuesit e prejardhur apo siç njihen në SQL pamjet (views) që lexohen
si nënrutina në gjuhën procedurale. Këta kallxues mund të kombinohen në më
shumë kallxues kompleksë. Kur kemi të bëjme me përditësime (updates) kemi
dallime, si shembull: Prolog i mbështet nënrutinat që kryejnë përditësime, por jo
edhe views të SQL.

•

Rregullat reaktive: Një sistem reaktiv është ai që mund të ekzekutojë veprime të
caktuara në ndërlidhje me sistemin e brendshëm apo jashtëm. Rregullat reaktive, të
cilat zakonisht vijnë në format rast-kusht-veprim (event-condition-action) ose (në
bazë të rregullave të ECA) janë përshtatje e natyrshme në gjuhën deklarative në
SQL, këto ide realizohen përmes shkaktarëve (triggers), ndërsa nëse e krahasojme
me Prolog, ajo paradigmë nuk mund të realizohet, por mund të stimulohet.

6.2 Dallimi mes gjuhës deklarative dhe imperative (procedurale)
Kur bëhet fjalë për bazën e të dhënave do të hasim në dy lloje të paradigmave që përfshijnë
gjuhën deklarative dhe atë imperative, definicion të saktë për këtë të fundit nuk kemi,
shpesh në literaturë mund ta hasim si një gjuhë e databazës (database query language) e
cila nuk është imperative. Përcaktimi i gjuhës deklarative më së miri definohet në dallimet
esenciale në mes saj dhe opozitës, si dhe duke shpalosur problemet kryesore të cilat i
përkufizojmë si barriera të kalueshme gjatë kohës së operimit me to.
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•

Imperativi: Nëse “query language” do të ishin arketipe njerëzore, gjuha imperative
do të ishte shefi i mikromenaxhimit që jep udhëzime deri në detajin e fundit. Në
kuptimin themelor, gjuha imperative sqaron se si duhet të kryhet veprimi në mënyrë
specifike. Kjo arrihet me një kontroll të qartë në mënyrë të detajuar, hap pas hapi,
sekuenca dhe secila linjë e kodit luan rol kritik.
Disa gjuhë imperative përfshijnë: Python, C dhe Java. Në botën e bazës së të
dhënave nuk ka gjuhë të pastër procedurale. Sidoqoftë, Gremlin dhe Java API (for
Neo4J) përfshijnë veçori imperative. Nëse gjithçka është shkruar saktë, nuk do të
ketë asnjë surprizë mbi ekzekutimin e detyrës, si rezultat do të marrim atë që
dëshirojmë.
Në këndvështrimin e programimit në databazë, pjesa imperative është e kufizuar
dhe jo shume miqësore për përdoruesit (not user friendly). Kërkon njohuri të thella
të gjuhës dhe detajeve teknike mbi implementimin fizik para përdorimit. Çdo
modul i kodit i shkruar gabimisht dërgon në mosfunksionim total.
Si rezultat, gjuhët procedurale janë më të prirura për gabime njerëzore ku gjatë
procesit duhet të jenë parashikues që të merren me skenare të mundshme.

Figura 4. Paraqitja vizuele e strukturës funksionale t paradigmave
•

Deklarativi: Në spektrin tjetër, gjuha deklarative lejon përdoruesin të shprehë se
çfarë të dhënash duan të marrin duke e lënë “engine” që ta sjellë atë në mënyrë të
përsosur dhe saktë. Ky funksionon në një mënyrë të përgjithshme dhe përfshijnë
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udhëzime se cila detyrë (task) duhet të kompletohet, në vend të specifikave se si
duhet të kompletohet. Ai merret me rezultatet dhe jo me procesin duke u
përqendruar më pak në detajet e hollësishme të detyrës. Disa gjuhë të njohura
deklarative përfshijnë: Ruby, R dhe Haskell. SQL është gjuhë tipike deklarative
dhe është standard i industrisë për bazat e të dhënave relacionale. Në ekosistemin e
databazave, disa gjuhë konsiderohen si deklarative: Cypher, SPARQL dhe
Gremlin.
Përdorimi i gjuhës deklarative në databazë rezulton në një kod më të mirë, më të
pastër sesa ajo që mund të krijohet manualisht dhe zakonisht është më e lehtë për
kuptimin e qëllimit të kodit pasi përqendrohet në rezultat dhe kemi të bëjmë me një
proces të shpejtë.
Deklarativi ka disa që njihen si “tradeoffs”. Përdoruesit kanë tepër pak kontroll mbi
mënyrën e trajtimit të inputit. Nëse ka një gabim (bug) në kod, atëherë ai duhet të
drejtohet tek provajderi i gjuhës për rregullimin e gabimit, si dhe nëse përdoruesi
dëshiron të përdorë një funksion që nuk përkrahet në deklarativ kemi të bëjmë me
një term që quhet humbje (loss).

6.3 Programimi Deklarativ
Një databazë përbëhet nga hapësira të mëdha për depozitim të të dhënave që përmbajnë
vlera së bashku me një interface për tërheqjen dhe transformimin e tyre. Çdo vlerë e cila
zë vend në bazën e të dhënave quhet “rekord”, ndërsa grupimi i tyre bëhet në tabela.
Rekordet merren dhe transformohen përmes “queries” të cilat njihen si pohime
(statements). Një query language sot njihet si SQL (Structured Query Language).
SQL është një shembull i gjuhës deklarative ku pohimet nuk përshkruajnë hapat direkt, por
rezultatin e dëshiruar dhe kjo qëndron në kundërshtim në krahasim me gjuhët e tjera ku
dallohet me skemën procedurale (p.sh. Python).
Sqarim: Në shembujt e mëposhtëm do të marr disa shembuj në kod në “Sqlite (Sqlite is
embeddable relational database management system)”. Arsyeja qëndron mbi atë se sqlite
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është një version më i lehtë i SQL për sisteme të vogla ose medium. Unë do të mundohem
t'i paraqes vetëm disa nga vetitë dhe funksionet kryesore.

6.3.1 Tabelat

SQL është e standardizuar, por shumica e databazave zbatojnë një variant të personalizuar
të gjuhës. Në vijim do të sqaroj disa hapa praktikë në kod të implementuar ne Sqlite të cilët
mund të procesohen në mënyrë direkte ne Sqlite ose duke përdorur përkthyes (Interpreter)
të SQL.
Çdo rresht i tabelës paraqet një rekord dhe ka vlerë për secilën kolonë, secila sallë ka
gjatësinë dhe gjerësinë si atributet kryesore, ku në bazë të tabelës shihet se kemi 3 salla me
3 dimensione të ndryshme.

Tabela 1. Tabela e sallave

Një rresht krijohet duke përdorur një deklaratë (statement), ku vlerat e rreshtit ndahen nga
një presje dhe emrat e kolonave e ndjekin fjalën kyqe “as”, deklaratat përfundojnë me një
pikëpresje.

Figura 5. Kodi i krijimit të një rekordi

Një tabelë me shumë rreshta mund të konstruktohet nga unioni, i cili kombinon rreshtat e
dy tabelave.
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Figura 6. Krijimi i shumë rreshtave njëkohësisht

Krijimi i tabelës përmes komandës “create”.

Figura 7. Krijim i tabelës

6.3.2 Deklarata Select
Një deklaratë “select” përcakton një tabelë duke listuar vlerat e një rreshti të caktuar ose
duke ju referuar një tabele ekzistuese duke përdorur deklaratën “from”.

Figura 8. Shembull i select

"abs" si vlerë kthen vlerën absolute të argumentit, në rastin tonë kalkulon (gjerësi -gjatësi)
dhe kthen rezultatin.

Figura 9. Deklarata select me kusht “where”

"where" paraqet kushtin mbi të cilin ngritet deklarata, në rastin tonë ne po kërkojmë sallat
ku gjatësia e tyre është më e madhe se 25 metra.
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6.3.3 Joins (Relacionet)

Databazat tipike kanë një numër të madh tabelash, ndërsa shumë shpesh atributet e
kërkuara ndërlidhen në relacione me më shumë se dy tabela. Të dhënat bashkohen duke
bashkuar tabela të ndryshme në një të vetme, ka shumë metoda të realizimit të relacioneve
(shumicën prej tyre do t'i hasni në rastin studimor). Kur tabelat bashkohen, rezultati në
tabelë përmban një rresht të ri për çdo kombinim të rreshtave nga tabela paraprake. Nëse
dy tabela krijojnë relacion (join), ku tabela e majtë ka M rreshta dhe tabela e djathë ka N
rreshta, relacioni do paraqitet si prodhim M*N rreshta.

Figura 10. Shembull i relacionit mes dy tabelave

Po imagjinojmë se kemi një tabelë tjetër në skemën e bazës së të dhënave që tregon numrin
e karrigeve dhe ne po duam të krijojmë një query ku duam të kërkojmë numrin e karrigeve
për sallën “S1” Figura 10.

6.3.4 Agregimet dhe Grupimet
Një deklaratë “select” mund të kryejë funksione për grumbullimin e shumë rreshtave.
Funksionet agregate si: max, min, count dhe sum kanë për detyrë të kthejnë vlera si output.
Si funksione të agregimeve konsiderohen vetëm kolonat që janë të përfshira në klauzolën
“where”.
Në një shembull të thjeshtë do të tentoj të sqaroj secilin nga funksionet, nëse për bazë
marim tabelën e sallave.

Fig 11. Shembuj të funksioneve agreguese

19

Rreshti i parë (1) kthen numrin maksimal të gjatësisë, kthen vetëm shifrën si atribut dhe jo
emrin e sallës sepse në këtë rast kemi vetëm funksion të pastër e nuk kemi relacion ose nuk
kemi kërkuar emër të sallës apo atribut tjetër. Rasti i dytë (2), kthen shumën e të gjithë
kolonës “gjeresia” në tabelën e sallave. Rasti i tretë (3) kthen atributin minimal nga kolona
“gjatesi”. Në anën tjetër funksioni count(), kthen vetëm numrin e rreshtave, shembull:
count (atributi) – si rezultat tregon numrin e rreshtave që përmban ajo kolonë.
Te grupimet do shqyrtojmë rreth 3 funksione: group by, having dhe order by. Dy funksionet
e para i ndajnë rreshtat në grupe dhe selektojnë vetëm disa nëngrupe të grupeve, ndërsa
order by vetëm i sorton të dhënat në bazë të një atributi.

Fig 12. Shembuj të rasteve të grupimit
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7

KRIJIMI I NJË SKEME TË BAZËS SË TË DHËNAVE

Në këtë kapitull do të krijojmë një skemë të databazës prej disa tabelave, skema do jetë e
paraqitur vizualisht si dhe do jetë tërësisht e shkruar ne query (e gjitha është e shkruar në
kod burimor, asgjë nuk ka të krijuar në mënyrë automatike). Kodi do të shënohet në SQL
Server Management Studio.

Shënim: Në detyrën e mëposhtme do të tentohet të përfshihen një numër i konsiderushëm
i rasteve kryesore. Për çdo task (detyrë në query) do të bëhet edhe komentimi që të
arsyetohet kodi, komentimi në SQL bëhet duke filluar me dy viza (--) ndërsa dallon ngjyra
e fontit e cila është e gjelbër (-- komentim kodi).

7.1 Përmbajtja e skemës
•

ER-Diagrami;

•

Atributet e thjeshta, çelës.deskreminator, përbër/komponuar, shumëvlerësh, atribut
i derivuar dhe përshkrues;

•

Bashkësi entiteteve të forta dhe dobëta;

•

Pjesëmarrje totale dhe të pjesshme;

•

Bashkësi të relacioneve: uni-are, binare, trinare;

•

Insertim;

•

Relacione;

•

Subquery të thjeshta dhe të avancuara;

•

Përdorimi i funksioneve kyqe;

7.2 Detyra
ERD për ruajtjen e të dhënave për funksionimin e një baze për Hapësirën e Sportit.
Një Hapësirë sporti posedon shumë palestra të cilat kanë numrin e palestrës, disa hyrje dhe
emrin. Në hapësirën e sportit punojnë punetorët e administrates dhe sportistët, ku në
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administratë punojnë arkatarët dhe financierët, ndërsa si sportistë angazhohen trajnerët dhe
selektuesit. I gjithë stafi ka një numër identifikues, gjininë dhe emrin, por trajnerët janë ata
të cilët mund të ushtrojnë vetëm një aktivitet në cilindo sport.

Futbollistët, basketbollistët dhe hendbollistët njihen si lojtarë. Të parët kanë emrin, numrin
dhe pozitën që përbëhet prej zonës së fushës dhe kategorisë (1,2,3,4), poashtu edhe lojtarët
tjerë posedojnë atribute të njëjta përveçse pozita ka zonën e fushës, e kjo e fundmja posedon
simbolin dhe rrezikshmërinë. Lojtarët luajnë në ekipe të ndryshme. Gjatë lojës së këtyre
lojtarëve në ekipe te ndryshme ata vëzhgohen nga selektuesit.

Trejneri jep shumë këshilla, e poashtu edhe këshillat mund të merren nga më shumë
trajnerë. Selektuesi i sportit selekton vetem 1 lojtarë, e nganjëherë asnjë.
Arkëtarët inkasojnë të hyrat e hapësirës së sportit në ditë të caktuar, ku dita identifikohet
me datë dhe sallë të lirë, sallat i takojne vetëm hapësirës së sportit me nga disa karrige nga
inventari.

Baza e të dhënave më lart do të ndihmojë në krijimin dhe ruajtjen e të dhënave të
qarkullimit të të hollave në palestër, e poashtu edhe në krijimin e një liste të saktë të
lojtarëve me emër të lojtarëve, pozitën të cilën e ushtrojnë bashkë me trajnerin dhe ndjekin
instruksionet e lojës.
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Fig 13. Diagrami
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7.3 Modeli Relacionar
pk: Primary key(Çelës primar)
fk: Foreighn key(Çelës i huaj)

Hapsira Sportive{H.id(pk),emri}
Palestra{nr.P(pk),emri}
hyrje{nr.P(fk),hyrje.id(pk)}
posedone(h.id(fk),nr.P(fk),emri}
P.Administrata{p.id(pk)}
Sportistet(S.id(pk)}
Arketaret{A.id(pk),P.id(fk),gjinia,emri}
Financieret(F.id(pk),P.id(fk),gjinia,emri,aktivitet.id(fk)}
Trajneret{T.id(pk),S.id(fk),emri,gjinia}
Selektuesit{Sel.id(pk),S.di(fk),emri,gjinia}
jep{T.id(fk),kesh.id(fk),jep.id(pk)}
ushtrojne(T.id(fk),Sport.id(fk),ushtrojne.id(pk)}
Lojtaret{L.id(pk),S.id(fk)}
Futbollistet{nr(pk),emri,zona,kategoria}
Basketbollistet{numri(pk),emri,simboli,rrezikshmeria}
Hendbollistet(numri(pk),emri,simboli,rrezikshmeria}
ndjekin{L.id(fk),T.keshilla-akumulim.id(fk)}
vezhgohen{S.id(fk),E.Lojtaret-akumulim(fk)}
Dita(Salla.id(fk),data}
Salla{S.id(pk),H.id(fk)}
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8

SHTOJCA(KODI)

CREATE DATABASE Hapsira_e_Sportit
USE Hapsira_e_Sportit

Krijimi i tabelës së Hapësirave
Create table HapsiraS(
H_ID int NOT NULL,
H_Emri VARCHAR(45)
constraint hs_pk primary key(H_ID)
)
Insert into HapsiraS values(10000,'PRISHTINA SPORTS') --Insertim test
Insert into HapsiraS values(45000,'TIRANA SPORTS')--Insertim test
Insert into HapsiraS values(30000,'SHKUPI SPORTS')--Insertim test

Krijimi i tabelës Palestra
Create table Palestra(
P_ID int NOT NULL unique,
Emri VARCHAR (40) not null,
Hyrja varchar(20) not null,
Hapsira_ID int not null,
constraint p_pk primary key(P_ID),
constraint p_fk foreign key (Hapsira_ID) references HapsiraS(H_ID)
)
Insert into Palestra values(1,'Salla 1-Futboll','Hyrja 1a',10000) --Insertim test
Insert into Palestra values(3,'Salla 3-Basketball','Hyrja 2b',10000)--Insertim
test
Insert into Palestra values(4,'Salla 4-Hendboll','Hyrja 3b',10000) --Insertim test

Krijimi i tabelës Administrata
Create table Administrata(
Administrata_ID int not null unique,
Hapsira_ID int not null,
constraint a_pk primary key(Administrata_ID),
constraint a_fk foreign key (Hapsira_ID) references HapsiraS(H_ID)
)
Insert into Administrata values(1617001,10000) --Insertim test

Krijimi i tabelës Sportistët
Create table Sportistet(
Sportistet_ID int not null unique,
Hapsira_ID int not null,
constraint s_pk primary key(Sportistet_ID),
constraint s_fk foreign key (Hapsira_ID) references HapsiraS(H_ID)
)
Insert into Sportistet values(1617002,10000) --Insertim test
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Krijimi i tabelës Arkëtarët
Create table Arketaret(
Arketaret_ID int not null unique,
Emri varchar(50) not null,
Mbiemri varchar (50) not null,
Gjinia varchar (1) not null,
Administrata_ID int,
constraint ark_pk primary key(Arketaret_ID),
constraint ark_fk foreign key(Administrata_ID) references
Administrata(Administrata_ID)
)
Insert into Arketaret values(1001,'Arketare,ArketarM','M',1617001) --Insertim test

Krijimi i tabelës Financierët
create table Financieret(
Financieret_ID int not null unique,
Emri varchar(50) not null,
Mbiemri varchar(50) not null,
Gjinia varchar(1) not null,
Administrata_ID int,
constraint fnk_pk primary key(Financieret_ID),
constraint fnk_fk foreign key(Administrata_ID) references
Administrata(Administrata_ID)
)
Insert into Financieret values(1,'FinancierE','FinancierM','M',1617001) --Insertim
test

Krijimi i tabelës Trajnerët
create table Trajneret(
Trajneri_ID int not null unique,
Emri varchar(50) not null,
Mbiemri varchar (50) not null,
Gjinia varchar(1) not null,
Sportistet_ID int,
constraint t_pk primary key(Trajneri_ID),
constraint t_fk foreign key(Sportistet_ID) references Sportistet(Sportistet_ID)
)
Insert into Trajneret values(1,'TrajnerE,TrajnerM','M',1617002) --Insertim test

Krijimi i tabelës së Selektuesëve
create Table Selektuesit(
Selek_ID int not null unique ,
Emri varchar(50) not null,
Mbiemri varchar(50) not null,
Gjinia varchar(1) not null,
Sportistet_ID int,
constraint slk_pk primary key(Selek_ID),
constraint slk_fk foreign key(Sportistet_ID) references Sportistet(Sportistet_ID)
)
Insert into Selektuesit values(1,'SelektuesE,SelektuesM','M',1617002) --Insertim
test

Krijimi i tabelës së Ekipit
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create table Ekipi(
Ekipi_ID int not null unique,
Emri varchar(30) not null,
constraint ek_pk primary key(Ekipi_ID)
)
Insert into Ekipi values(1,'KF-Prishtina') --Insertim test

Krijimi i tabelës së Lojtarëve
create table Lojtaret(
Lojtari_ID int unique not null,
Emri varchar(30) not null,
Mbiemri varchar(30) not null,
Numri int not null,
--per shkak se te tabela hendbollisti ne atributet simboli nuk mund te paraqes
simbol ne tabel ne SQL, do te perdori atributet zona dhe kategoria.
Zona varchar(25) not null,
Kategoria varchar(30) not null,
Ekipi_ID int,
constraint lj_pk primary key(Lojtari_ID),
constraint lj_fk foreign key(Ekipi_ID) references Ekipi(Ekipi_ID)
)
Insert into Lojtaret values(1,'L1emri','L2mbiemri,13','GK','Senior',3) --Insertim
test

Krijimi i tabelës së ditëve të javës
create table Dita(
Dita_ID int unique not null,
data DATETIME2,
Salla_ID int unique not null,
Arketaret_ID int not null unique,
constraint dt_pk primary key(Dita_ID),
constraint dt_fk foreign key(Arketaret_ID) references Arketaret(Arketaret_ID),
constraint dt_fk1 foreign key(Salla_ID) references Salla(Salla_ID)
)
Insert into Dita values(1,'2018-01-05',2,1008) --Insertim test

Krijimi i tabelës së sallave
create table Salla(
Salla_ID int unique not null,
NR_karrike int not null,
Hapsira_ID int not null,
constraint sl_pk primary key(Salla_ID),
constraint sl_fk foreign key(Hapsira_ID) references HapsiraS(H_ID)
)
Insert into Salla values(1,135,10000) --Insertim test
Insert into Salla values(2,45,10000) --Insertim test
Insert into Salla values(3,129,10000) --Insertim test

---------------------------------------------------------------------------------------------------------Disa nga funksionet e perfshira---------------------------
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Në vazhdim për çdo kërkesë ekzekutive “Select” që është përfshirë në kod do
komentohet paraprakisht.
Emrat e të gjithë lojtarëve
Select Emri from Lojtaret

Emrat e selektuesve ku emri ju fillon me shkronjën D
Select Emri from Selektuesit where Emri like 'D%'

Sallat me numër të karrikeve mes 100 edhe 120
Select * from Salla where NR_karrike between '100' and '120'

Trajnerët e gjinisë femërore
Select * from Trajneret where Trajneret.Gjinia = 'F'

Lojtarët e kategorisë Junior
Select * from Lojtaret where Lojtaret.Kategoria like 'Junior'

Bashkësia e dy tabelave Lojtarët dhe ekipit ku luajnë
Select * from Lojtaret inner join Ekipi on Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID

Lojtarët qe bëjne pjesë në Ekipin me ID 3
Select * from Lojtaret inner join Ekipi on Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID
where Ekipi.Ekipi_ID = 3

Palestrat ku kanë id çift
Select Palestra.Emri from Palestra inner join HapsiraS on
Palestra.Hapsira_ID = HapsiraS.H_ID where (Palestra.P_ID / 2 = 0)

Lojtarët të cilët bëjnë pjesë në Ekipin Futbollistik
Select Lojtaret.Mbiemri from Lojtaret inner join Ekipi
on Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID
where Ekipi.Emri like 'KF%'

Numri i karrikeve në vartësi nga lloji i ditës
Select Salla.NR_karrike from Salla inner join Dita on Salla.Salla_ID
= Dita.Salla_ID

Datat ku janë pjesë Arkëtaret e gjinisë femërore
Select 'Data ' + convert(varchar(10),Dita.data) from Dita inner join
Arketaret on Dita.Arketaret_ID = Arketaret.Arketaret_ID
inner join Administrata on Arketaret.Administrata_ID =
Administrata.Administrata_ID
where Arketaret.Gjinia like 'F'

Lojtarët me emër,kategori dhe ekip te kategorisë senior
Select Lojtaret.Emri, Lojtaret.Kategoria,Ekipi.Emri from Lojtaret,Ekipi
where Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID
group by Lojtaret.Emri,Lojtaret.Kategoria,Ekipi.Emri
having Lojtaret.Kategoria like 'Senior'

Trajnerët me sportistetID qe karakterin e dyte te emrit e kan 'e'
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Select Trajneret.Emri,Sportistet.Sportistet_ID from Trajneret inner join
Sportistet
on Trajneret.Sportistet_ID = Sportistet.Sportistet_ID where
Trajneret.Emri like '_e%' group by Trajneret.Emri,Sportistet.Sportistet_ID order
by Sportistet_ID desc

Selektuesit e gjinisë mashkullore në hapësirën e caktuar
Select Selektuesit.Emri from Selektuesit,Sportistet,HapsiraS
where Selektuesit.Sportistet_ID = Sportistet.Sportistet_ID
and Sportistet.Hapsira_ID = HapsiraS.H_ID and
Selektuesit.Gjinia = 'M'

Trajnerët ne hapësirën e caktuar te sportit ku ju fillon emri me shkronjën D
Select Trajneret.Emri,Trajneret.Mbiemri, 'Hapsira ' + HapsiraS.H_Emri as 'Emri i
H.Sportit' from Trajneret
inner join Sportistet on Trajneret.Sportistet_ID = Sportistet.Sportistet_ID inner
join
HapsiraS on Sportistet.Hapsira_ID = HapsiraS.H_ID
group by Trajneret.Emri,Trajneret.Mbiemri,HapsiraS.H_Emri HAVING Trajneret.Emri
like 'D%'

Lojtarët ku bëjnë pjesë në kategorinë Junior dhe janë pjesë në klubin basketbollistik
Select * from Lojtaret inner join Ekipi on Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID
where Lojtaret.Kategoria = 'Junior' AND Ekipi.Emri like 'KB%'

Lojtarët te cilët nuk egzistojnë në ndonjë ekip
Select Lojtaret.Emri from Lojtaret inner join Ekipi on Lojtaret.Ekipi_ID =
Ekipi.Ekipi_ID
where not exists (Select Lojtaret.Emri from Lojtaret inner join Ekipi on
Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID)

Arkëtarët të cilët janë pjesë e Ditëve në lista dhe të sortuar
Select Arketaret.Emri,Arketaret.Mbiemri from Arketaret
where Arketaret.Arketaret_ID in (Select Dita.Arketaret_ID from Dita) order by
Arketaret.Emri asc

Ditët ku sallat kanë më pak se 80 karrike dhe me shumë se 120
Select Dita.Dita_ID from Dita inner join Salla on Dita.Salla_ID = Salla.Salla_ID
where Dita.Salla_ID not IN (Select Salla.Salla_ID from Salla where
Salla.NR_karrike
between '80' and '120')

10 lojtaret e parë te sortuar nga A-->Z
Select top 10 Lojtaret.Emri from Lojtaret inner join Ekipi on Lojtaret.Ekipi_ID =
Ekipi.Ekipi_ID
where exists(Select Lojtaret.Emri from Lojtaret inner join Ekipi on
Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID)
order by Lojtaret.Emri asc

Lojtarët te cilët posedojnë numrin më të madh se mesatarja e te gjithë numrave
Select Lojtaret.Emri,Lojtaret.Mbiemri,Lojtaret.Numri from
Lojtaret where Lojtaret.Numri > (Select avg(Lojtaret.Numri) from Lojtaret)

Financierët te cilët jane pjesë e administrates dhe ju fillon emri me shkronjen A
Select Financieret.Emri,Financieret.Mbiemri from Financieret inner join
Administrata on Financieret.Administrata_ID = Administrata.Administrata_ID
where Financieret.Emri = any(Select Financieret.Emri from Financieret where
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Financieret.Emri like 'A%')

Sallat me numrin e karrikeve më te madhe se mesatarja
Select Salla.Salla_ID,Salla.NR_karrike as 'Numri i karrikeve', Totali_I_Karrikeve
= (Select sum(Salla.NR_karrike) from Salla ) from Salla
where Salla.NR_karrike > all(Select avg(Salla.NR_karrike) from Salla)

Trajnerët të cilën punojnë në sallën me id 10000 dhe jane të dy gjinive
Select Trajneret.Emri,Trajneret.Mbiemri from Trajneret inner join Sportistet on
Trajneret.Sportistet_ID = Sportistet.Sportistet_ID inner join HapsiraS on
Sportistet.Hapsira_ID = HapsiraS.H_ID
where Hapsira_ID = 10000 and Trajneret.Gjinia = 'M' UNION
Select Trajneret.Emri,Trajneret.Mbiemri from Trajneret inner join Sportistet on
Trajneret.Sportistet_ID = Sportistet.Sportistet_ID inner join HapsiraS on
Sportistet.Hapsira_ID = HapsiraS.H_ID
where Hapsira_ID = 10000 and Trajneret.Gjinia = 'F'

Lojtarët që luajnë në KF-PRISHTINA te kategorisë junior dhe medium
Select Lojtaret.Emri from Lojtaret inner
Ekipi.Ekipi_ID
where Ekipi.Emri like 'KF-Prishtina' AND
Select Lojtaret.Emri from Lojtaret inner
Ekipi.Ekipi_ID
where Ekipi.Emri like 'KF-Prishtina' AND

join Ekipi on Lojtaret.Ekipi_ID =
Lojtaret.Kategoria like 'Junior' UNION
join Ekipi on Lojtaret.Ekipi_ID =
Lojtaret.Kategoria like 'Medium'

Ditët për sallat e cakturat ne hapësirën Prishtina sports, po jo në Shkupi sports
Select Dita.data from Dita,Salla,HapsiraS where Dita.Salla_ID = Salla.Salla_ID and
Salla.Hapsira_ID = HapsiraS.H_ID
and HapsiraS.H_Emri like 'PRISHTINA SPORTS' except
Select Dita.data from Dita,Salla,HapsiraS where Dita.Salla_ID = Salla.Salla_ID
and Salla.Hapsira_ID = HapsiraS.H_ID
and HapsiraS.H_Emri like 'SHKUPI SPORTS'

Lojtarët qe kanë numrin më te vogël se mesatarja plus 2
Select Lojtaret.Emri from Lojtaret where Lojtari_ID = any(Select Lojtari_ID from
Lojtaret
where Lojtaret.Numri < (Select avg(Lojtaret.Numri) + 2 from Lojtaret))

Selektimi i Lojtarit te dytë i ekipit të KF-PRISHTINES.
Select TOP 1 Lojtaret.Emri,count(*) as [NR]
on Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID where
Lojtaret.Emri
having count(*) <= ALL(Select count(*) from
on Lojtaret.Ekipi_ID = Ekipi.Ekipi_ID where
Lojtaret.Emri)

from Lojtaret inner join Ekipi
Ekipi.Emri = 'KF-PRISHTINA' group by
Lojtaret inner join Ekipi
Ekipi.Emri = 'KF-PRISHTINA' group by

Të gjithë financierët që janë pjesë e dy administratave te hapësirës së sportit
Select Financieret.Emri as 'Financieret' FROM
Administrata on Financieret.Administrata_ID =
Administrata.Administrata_ID = 1617001
intersect
Select Financieret.Emri as 'Financieret' FROM
Administrata on Financieret.Administrata_ID =
Administrata.Administrata_ID = 1718001

Financieret inner join
Administrata.Administrata_ID where

Financieret inner join
Administrata.Administrata_ID where
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DISKUTIME DHE PËRFUNDIME

Gjatë punës së shqyrtimit të kësaj teme shfaqa faktet se SQL është një gjuhë deklarative.
Koncept mjaft i thjesht në strukturën e mendimit çfarë dëshiron dhe jo se si të arrihet
rezultati. Kjo mund të jetë një qasje e re për inxhinierët, të cilët janë mësuar që të kenë të
bëjnë me një qasje tërësisht procedurale, por një nismë e mirë për iniciativën për të mësuar
MySQL.
Ky punim nuk ka për qëllim që të vendosë dy koncepte të ndryshme të “database query”
kundër njëra-tjetrës, por ka për qëllim të nxjerrë në pah pikat kundërshtuese dhe
pajtueshmëritë që duhet t'i merni parasysh para fazës së planifikimit për projektin tuaj.
Ju duhet të zgjedhni paradigmën më të mirë të llojit të gjuhës para trajtimit të rastit. Asnjë
paradigmë nuk është më e mirë se tjetra, por secila ka përparësitë e veta në zhvillimin e
sistemit softuerik.
Nëse projekti juaj kërkon saktësi dhe kontroll të detajuar, gjuhët imperative do të jenë të
paevitueshme. Nëse në produktin tuaj softuerik kërkohet shpejtësia dhe një shkallë e lartë
e produktivitetit të procesit, atëherë padyshim se gjuha deklarative është ajo që do të zë
vend gjatë planifikimit të projektit, pra çdo rast individual ka zgjedhje nga këndvështrimi
i plotësimit të nevojave.
Në fund, forma deklarative përdoret jo vetëm në fushën e bazave të të dhënave, por edhe
në projekte si: zhvillimi i uebit, desktop app, android/ios app dhe fushave të tjera të
zhvillimeve softuerike, por në rastin tim, është trajtuar vetëm në databazë, saktësisht në
SQL.
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