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V této práci jsou popsány nové možnosti rámce .NET 2.0 a nové verze ASP.NET
2.0. Dále zde jsou v ř řkrátkosti p edstaveny nové vývojové nástroje, které jsou pot eba pro
vývoj webových aplikací.
řHlavním  obsahem  této  práce  je  p edvedení  nových  komponent  obsažených
v ř ě ůASP.NET 2.0.  P evážn  se  jedná o komponenty pro  správu uživatel ,  Master Pages,
řkomponenty pro zobrazení dat a nových rozši ujících možností skinování webových aplikací.
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In this  project are described new possibilities  of .NET 2.0  Framework and  new
version ASP.NET 2.0. There are presentation of new development tools, which we need to
development of web applications here.
Main subject of this project is demonstrating of new controls, which are included in
ASP.NET 2.0. Mainly, they are user management control, Master Pages, monitoring of data
display and new extension possibilities of skinning of web applications.
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ř ř č ěASP.NET 2.0 p ináší celou adu nových technologií, které spole n  s řprost edím Visual
Studio  2005  vedou  k čvýznamnému  zrychlení  a  uleh ení  práce  na  webových  aplikacích.
ůJedná  se  zejména  o  novinky,  jako  jsou  Master  Pages,  témata,  správa  uživatel  a
v ř ěneposlední  ad  datové  komponenty  pro  jednoduché  zobrazování  dat  z libovolného
datového zdroje, v ř ě ěnašem p ípad  se bude jednat konkrétn  o data získaná z databázových
ětabulek umíst ných na SQL serveru.
ř ěKaždý  vývojá  webových  aplikací  se  stále  opakovan  setkává  s problémem
ů řimplementace správy uživatel .  ASP.NET 2.0 tuto problematiku eší  pomocí Membership
ř č řAPI. Proto dalším cílem této práce je p edstavit nové webové kontroly, které uleh ují vývojá i
ňnavrhnout webovou aplikaci, která by umož ovala jednoduché, efektivní a v ř ěneposlední ad
č ř ů řbezpe né  ešení  autorizace  uživatel  a  jejich  správy.  Jsou  zde  p edstaveny  nástroje  a
ř č ěř řpostupy pro vytvo ení jednotlivých ástí webové aplikace, které jsou zam eny na p ihlášení,
ůregistraci a správu uživatel .
Dále  jsou zde popsány metody pro  jednoduché rozvržení  webových aplikací.  Každá
ěstránka  se  v tšinou  skládá  z č č č ěhlavi ky,  naviga ní  ásti,  hlavního  t la  stránky,  kde  jsou
zobrazovány zvolené informace, a ze zápatí stránky. Takovéto rozvržení obsahuje statické a
ě ě čv tšinou nem nné ásti webové aplikace. ASP.NET 2.0 nám dává možnost pomocí Master
ě ř ňPages  tuto  situaci  jednoduše  a  efektivn  ešit.  Master  Pages  nám  umož ují  definovat
čstatické  prvky  stránky,  které  jsou  stejné  pro  všechny  ásti  webové  aplikace,  tak,  aniž
bychom museli v každé stránce dokola opisovat tento stejný kód. Dále nám vymezí oblast,
čkterou používáme pro zobrazení jednotlivých obsahových ástí stránek.
ř ě čASP.NET 2.0 p ináší ješt  nové možnosti, co se tý e návrhu vzhledu webových aplikací.
ě ň ěJedná se konkrétn  to tzv. „Themes“.  Themes neboli motivy nám umož ují  m nit  vzhled
ř ěvkládaných ASP kontrol a pop ípad  definovat jejich vlastnosti.
řPosledním bodem je ukázka a p edstavení nových kontrol pro jednoduché zobrazování
ř ř řdat.  Tyto  kontroly,  mezi  které  pat í  nap .  GridView,  DetailsView  a  FormView  vývojá i
ň řůumož ují  jednoduchou  a  rychlou  implementaci  formulá  svázaných  z daným  datovým
zdrojem webové aplikace. Nabízejí mimo jiné možnosti editace, vkládání a úpravy dat.
Všechny  tyto  kontroly  jsou implementovány v čjednoduchém  ukázkovém informa ním
ě řsystému. Ten je umíst n na freehostingovém serveru pro jednoduchý p ístup.
Adresa ukázkového IS:
http://marsos.qsh.cz
řP ihlašovací údaje administrátora IS:
Uživatelské jméno: Maršos
Heslo: b8jugoca
 Použití a funkcionalita tohoto IS je popsána v článku vloženém do tohoto ukázkového
č ňIS. Jedná se o jednoduchý redak ní systém, který umož uje:
• č ůvkládání lánk
• ů č ůvkládání upoutávkových obrázk  k lánk m
• ě č ůd lení lánk  do kategorií
• č ůmožnost komentování vložených lánk
• řvytvá ení diskusních fór
• ř ě ů ě ůvkládání p ísp vk  do t chto fór registrovaným uživatel m
• ůsprávu uživatel













čPro innost webových stránek v řASP.NET 2.0 je t eba komponenta zvaná „Microsoft .
ůNET Framework 2.0“ , m žeme se setkat i se staršími verzemi 1.0 a 1.1, tyto verze nejsou
č ědostate né pro vývoj našich aplikací.  Nov  v ěposlední dob  se již zavádí „Microsoft .NET
č čFramework 3.0“.  Tento  rámec je sou ástí  nového opera ního systému Windows Vista  a
zahrnuje v ě řsob  další rozši ující vlastnosti. 
ě ř ř č řRámec  se  nám  stará  o  v ci,  které  d íve  museli  vývojá i  asto  ešit.  Dnes  tyto
ř ř ňzáležitosti považují za samoz ejmé. .NET framework se postará o adu nízkoúrov ových a
nezáživných povinností, jakými jsou:
• ě ř ůspráva pam ti, vytvá ení a rušení objekt
• ěspoušt ní a zastavování vláken kódu
• č ěbezpe nost kódu a kontrola oprávn ní k ěprovád ným operacím
• ě ř ězavád ní pot ebných knihoven a komponent do pam ti apod.
ěř ů čO tyto tém  neviditelné, ale velmi d ležité operace se stará ást zvaná „Common Language
Runtime“ (CLR).
Obrázek 1: Obrázek celého .NET frameworku
řMezi další komponenty .NET frameworku pat í  „Base Class Library“ (BLC) je to knihovna
č ě ř ě ťobsahující nej ast jší  pomocné funkce pro práci se soubory, t íd ní,  diagnostiku  sí ovou
komunikaci  apod.  ADO.NET  je  knihovna  pro  práci  s daty  s možností  jejich  XML
ěreprezentace. Dále jsou na obrázku dv  knihovny pro vývoj uživatelského rozhraní „Windows
Forms“ pro desktopové aplikace a „ASP.NET“ pro  webové uživatelské rozhraní. Pro nás
ě ů ěbude práv  tato naposled jmenovaná nejd ležit jší.
ů čVelmi d ležitou ástí .NET frameworku jsou podporované jazyky. .NET framework je
ějazykov  nezávislý,  pro  libovolnou úlohu  lze  v principu  použít  jakýkoliv  z podporovaných
ů ů čjazyk . Pro sv j ukázkový Informa ní systém používám programovací jazyk C#.
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V řtypických aplikacích zpravidla pot ebujeme zobrazit data z č ťrela ní databáze, a  už je
čto  katalog  zboží,  seznam  oblíbených  písni ek  nebo  v ř ěmém  p ípad  obsah  jednotlivých
č ůlánk  a diskuzí. Webové stránky v ASP.NET mohou zobrazit data z libovolné databáze, ke
které je k čdispozici ODBC nebo OLEDB ovlada .
V ř ě čmém p ípad  jsem využíval rela ní databázi SQL Server 2005 Express Edition. Za
ř čpomocí tohoto SQL serveru jsem vytvá el informa ní systém, na prezentaci a kategorizaci
č ů článk  a jednotlivých diskuzí. SQL server nám mimo jiné nabízí referen ní  integritu mezi
tabulkami, uložené procedury, triggery ř, uživatelsky definované funkce, p irozenou podporu
řXML typu a možnost rozši ování funkcí v .NET jazycích díky integraci .NET frameworku do
databázového stroje.
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K ů řvlastnímu vývoji  m žeme použít prost edí  „Visual Studio 2005 Professional“  nebo
ě řvoln  ši itelný  „Visual Web  Developer  2005  Express Edition“  .  Oba  tyto  nástroje  jsou
řplnohodnotná prost edí pro vývoj aplikací v ňASP.NET. Umož ují nám mimo jiné jak grafický
tak i kódový návrh webové aplikace. Obsahují všechny ASP.NET 2.0 webové kontroly, které
ů řm žeme pomocí pouhého p etažení myší umístit na návrh aplikace a dále s nimi pracovat.
ěM nit jejich vlastnosti upravovat vzhled a funkcionalitu.
$&%>n o47pQ81EJqRr41.FEG4D.
K provozování  webových  aplikací  v ř ř ěASP.NET  pot ebujeme  samoz ejm  webový
ř ř ť ř ůserver. Tento problém nemusíme p i  vývoji ešit,  nebo  vývojové prost edí, které m žeme
ěpoužívat, obsahuje vestav ný webový server „ASP.NET Development Server“. Pro vývoj je
č č ňnaprosto dostate ný, má ur itá omezení, která znemož ují jeho použití pro provoz hotového
ř čwebu.  Podporuje  totiž  pouze  lokální  p ipojení  (prohlíže  a  webový  server  musí  být  na
č č ě řstejném po íta i), není automaticky spoušt n p i startu apod.
ěPro lepší provoz hotového webu a lad ní  jsem ho umístil  na „Internet Information
Server“ (IIS) a posléze z ů ěd vodu prezentace a dostupnosti na freehostingový server voln
dostupný z Internetu.
$&%sK ?Gth.1\ubAXwv
Po obstarání tohoto SW vybavení a jeho správném nainstalování a nastavení, máme
ě ř řpln  p ipravené  prost edí  pro  vývoj  webových  aplikací  v ASP.NET  2.0.  Volba
ř ěprogramovacího jazyka je pouze na vývojá i, stejn  tak i v řjakém vývojovém prost edí bude
řaplikace vytvá et.
čMnou  demonstrovaný  informa ní  systém  je  vyvíjen  v řprost edí  „Visual Studio  2005
Professional“. Tento nástroj jsem si zvolil už jen z ů ěd vodu, že je pro studenty voln  dostupný
a využíval jsem ho i pro práci na jiných projektech. Všechny ukázkové aplikace budou psány
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řDo p íchodu ASP.NET byl velký rozdíl mezi vývojem aplikací pro desktop a pro web.
řASP.NET p ineslo v ě ětomto sm ru velkou zm nu – vývoj webových a desktopových aplikací
je založen na podobných principech.
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Desktopové  aplikace  se  poslední  dobou  vyvíjejí  velmi  snadno.  K dispozici  jsou
řmoderní prost edí, jako je Visual Basic anebo Delphi.  Aplikace se skládají z navazujících
řů řformulá .  Každý formulá  je složen z ů č ůovládacích prvk  – tla ítek, rozbalovacích seznam ,
ů řů ř ř ř ř ůstrom ,  kalendá  apod.  Vývojá i  vytvá ejí  formulá e  „p etahováním“  jednotlivých  prvk
z ůpalety dostupných prvk .  Každý nástroj  jich obsahuje omezené množství – pokud nám
ů č ůnabídka ovládacích prvk  nesta í,  m žeme si sehnat další ovládací prvky a komponenty,
anebo si je sami napsat.
ů ěV pozadí ovládacích prvk  je vysp lý objektový model. Každý ovládací prvek je po
č řsoftwarové stránce objektem. Jeho vzhled a chování je ur ováno vlastnostmi (výška, ší ka,
ěbarva pozadí, zobrazený text apod.). Prvky též na základ  akcí uživatele vyvolávají události
č ě ě č(stisknutí tla ítka,  výb r  prvku ze seznamu, zm na  textu v edita ním poli  apod.).  Vlastní
č č řvývoj  uživatelského  rozhraní  pak  spo ívá  z  velké  ásti  ve  vytvá ení  obslužného  kódu
ř ř ě ě čudálostí,  nap .  p i  výb ru  prvku z rozbalovacího seznamu se aktualizují  n která  edita ní
ř č ě ěpole, p i stisknutí tla ítka se zavolá zpracování práv  provád né úlohy apod.
ě ťJednoduchost  vývoje  desktopových aplikací  vedla k  jejich  velké  popularit ,  nebo
ůvývoj uživatelského rozhraní byl pohodlný a rychlý. Také z hlediska koncových uživatel  jsou
řdesktopové aplikace velmi p íjemné – nabízejí velký komfort ovládání (klávesové zkratky,
ě ňdrag&drop myší apod.), skv le využívají dostupný hardware a periférie, umož ují uložení dat
č čna lokálním po íta i  apod. Naopak správci sítí desktopové aplikace nemilovali – instalace,
č ů řpodpora a aktualizace desktopových aplikací byla jejich no ní m rou. A p estože Java i .NET
čdnes nabízejí technologie pro bezpracnou aktualizaci a údržbu desktopových aplikací, ur itá
ůč řaverze v i  nim stále p etrvává.
Pracnost  správy  desktopových  aplikací  vedla  v  posledních  letech  k  velkému
ě črozmachu  webových aplikací,  vyžadujících  na stran  klienta  pouze jakýkoliv  prohlíže  s
podporou  HTML.  Množství  webových  intranetových  i  Internetových  aplikací  tehdy  rostlo
ř ě ě řgeometrickou adou. Ne každý si však pln  uv domoval negativa tohoto p ístupu. Webové
aplikace mají svoje limity, pokud jde o komfort uživatelského rozhraní a využívání možností
č č řlokálního po íta e.  Nap íklad  pokud chcete z ěwebové aplikace používat  n jakou  periférii,
ě ěmusíte stejn  na klienta nainstalovat n jakou komponentu (Java applet nebo ActiveX prvek),
č ř č ů ůímž do ní vnesete závislost na prost edí koncového uživatele a no ní m ra administrátor
ěje zp t
ě ě č ěJešt  v tším  problémem  tradi n  vyvíjených  webových  aplikací  je  neefektivita  a
č ěnákladnost jejich vývoje. V prohlíže i jsou jednotlivé stránky zobrazovány na základ  HTML
čzna ek v textovém souboru. Pomocí HTML lze snadno zobrazit pouze jednoduché vizuální
ř ě ů řprvky, k vytvo ení složit jších prvk  jako jsou kalendá e, menu nebo rozbalovací stromy, je
ř č čjiž t eba velmi pokro ilých znalostí. Vlastní vývoj webových aplikací v tradi ních technologiích
č č(PHP, ASP, Perl, JSP apod.) spo ívá v míchání HTML zna ek s kódem v programovacím
č ě č ějazyce i  skriptu. Výsledkem je velmi špatn  itelný kód, který se velmi pracn  udržuje a
ě ě ř ěm ní, je velmi t žké sdílet ho mezi více projekty, vytvá et v týmu apod. Chyb jící objektový
ů ě ř ě řmodel je d vodem pro chyb jící kvalitní vývojové prost edí. V tšina „vývojových“ prost edí
č řjsou ve skute nosti pouze lepšími editory a ke komfortu vývojových prost edí pro desktopové
ěaplikace mají stejn  daleko jako Velorex k Mercedesu.
l<µ´ ¶·e¸¢s¹º§D®[£»¢D¼¾½1¿WÁÀÃÂÅÄ
14
ř ě č ůASP.NET není nic jiného, než p enesení osv d ených princip  desktopového vývoje
ř ědo prost edí vývoje webového. Podobn  jako v desktopovém vývoji, ASP.NET stránka se
ů č řů ů čskládá z ovládacích prvk  – tla ítek, kalendá ,  strom  apod., což jsou istokrevné objekty
ě ě č řna stran  serveru.  Jejich vzhled a chování je rovn ž  ur ováno vlastnostmi (výška,  ší ka,
ě ěbarva pozadí, zobrazený text apod.). Prvky stejn  tak na základ  akcí uživatele vyvolávají
č ě ě čudálosti (stisknutí tla ítka,  výb r  prvku ze seznamu, zm na textu v edita ním poli apod.).
ř ě ř ř ůVývojá i  rovn ž  vytvá ejí  stránky  „p etahováním“  jednotlivých  prvk  z palety  dostupných
ů ř ůprvk  v komfortním vývojovém prost edí. Pokud vám nabídka dostupných ovládacích prvk
č ů ě čnesta í, m žete si rovn ž za peníze i zadarmo sehnat další ovládací prvky a komponenty,
ůanebo si je dokonce m žete napsat sami. 
ě čNa druhou stranu na klientovi je stejn  jako u webových aplikací pouze isté HTML
ř ě čverze 3.2, p ípadn  dokonce isté XHTML. Na klienta se neinstalují žádné objekty – ani Java
applety ani ActiveX ani .NET framework ani nic jiného. Jedinou interaktivitou na klientovi jsou
ů ěřjednoduché Java skripty, bez kterých se koneckonc  dnes již tém  žádný web neobejde.
ě ě čWebové aplikace napsané v ASP.NET tak fungují v libovolném b žn  dostupném prohlíže i
s podporou HTML nebo XHTML a Java skriptu.
ůASP.NET  tedy  ideálním  zp sobem  kombinují  rychlost  a  jednoduchost  vývoje
č čdesktopových aplikací s minimálními požadavky na klientský po íta  webových aplikací.
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Objekty v ASP.NET „žijí“ na serveru, nikoliv na klientovi. Objekty jsou definovány v
souboru
č č č ř ěaspx pomocí speciálních zna ek. Objekty, jako jsou tla ítka i  kalendá e, existují v pam ti
serveru pouze po dobu vykonávání žádosti klienta. Po vykonání celé stránky se na klienta
ů ě čpošle „obraz“ jednotlivých objekt  v podob  HTML zna ek.
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Pokud dojde k ř č řudálostem (nap .  stisknutí  tla ítka),  je prost ednictvím Java skriptu
ř ě ěznovu zavolán server a jsou mu p edány informace o prob hlé události. Na stran  serveru
ř č řse znovu vytvo í  objektový  model  stránky  (tla ítka,  kalendá e  apod.)  a  je  zde vyvolána
řudálost p íslušného prvku.  Pokud jsme napsali  kód obsluhující tuto událost,  je tento  kód
ě ěvykonán.  Na  záv r  je  obraz  celé  (n kdy  aktualizované)  stránky  odeslán  do  klientského
čprohlíže e.
ň ůZárove  po odeslání  stránky  na klienta  si  m žeme  všimnout,  že dojde k ěobnov
stránky na klientovi,  což se projeví „bliknutím“  stránky v čprohlíže i.  Toto  je  úskalí  tohoto
postupu – každou takovou akcí dochází k zatížení serveru a k malému zdržení na klientovi.
č ťMáme-li  na  serveru  dostate nou  výkonovou  rezervu  a  sí ové  spojení  mezi  serverem  a
č č ěprohlíže em  je  dostate n  rychlé,  nezaznamenáme  žádný  pozorovatelný  problém.
V č ř ě ůopa ném p ípad  se m že aplikace jevit jako pomalu reagující.
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ě ř řPokud objekty „žijí“ na serveru pouze krátkodob ,  server musí p i p íštím požadavku zjistit,
ě č ř ězda je statický text práv  zobrazen i  nikoliv. P esn ji  kde se mezi jednotlivými PostBack
událostmi uchovává stav stránky.
Řešení je jednoduché, server na konci zpracování získá od jednotlivých ovládacích
ů ěprvk  jejich stav a pošle ho zakódovaný a digitáln  podepsaný ve skrytém vstupním poli
č ř ě ř ř ěprohlíže i.  Tento et zec  je pak p i  PostBack události p edán zp t  na server, kde slouží
k ůrekonstrukci stavu ovládacích prvk .
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č ě ůSou ástí ASP.NET 2.0 je n kolik desítek dostupných ovládacích prvk .  Pro pohodlí
řůvývojá  jsou ve Visual ě Studiu seskupeny do n kolika kategorií.
ůPopis prvk  v jednotlivých kategoriích:
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• č ě čStandard – zde najdeme nej ast ji  používané ovládací prvky (tla ítka,  textové
vstupy, rozbalovací seznamy apod.)
• č ě ůData – druhá nej ast ji používaná skupina prvk , obsahuje prvky pro práci s daty.
• Validators – obsahuje validátory,  které  slouží ke kontrole zadaných hodnot na
stránce.
• Navigation  –  zde se nachází prvky pro  zobrazování  hierarchických dat  (mapy
webu, struktury katalogu zboží, obsahu knihy apod.
• Login  –  setkáme  se  zde  s prvky  pracujícími  s ř č ůp ihlašovacími  ú ty  uživatel ,
ř č ěp ihlášení a odhlášení, založení nového ú tu, zm nu hesla apod.
• WebParts ř –  ovládací  prvky  pro  vytvá ení  personalizovaných  stránek.  Tyto
č ě ř ůovládací prvky se nej ast ji  používají pro vytvá ení portál ,  u kterých si uživatelé
č ě ě ěmohou sami do ur it  míry m nit rozmíst ní a nastavení jednotlivých webových
ůdílc  (web parts).
V ř ě ř ř ě čp ípad  že  vývojá  pot ebuje  n jaký  ovládací  prvek,  který  není  sou ástí  ani  jedné
ě ějmenované kategorie má dv  možnosti: napsat si ho sám anebo se podívat, zda to již n kdo
ějiný tento prvek neud lal.
$&%sÙ ?Gth.1\ubAXwv
V ětéto  kapitole  jsem  popisoval  n které  technologické  základy,  ze  kterých  ASP.NET
ě ěvychází. Jednotlivým kontrolám se budu v novat pozd ji, kdy budu i popisovat jak se s nimi









Pracovní  rámec  Membership  API  poskytuje  kompletní  sadu  funkcí  pro  správu
ůuživatel , kterou lze snadno a rychle integrovat:
• ř ň ď řLze vytvá et  a odstra ovat  uživatele bu  programátorsky, nebo prost ednictvím
čwebové konfigura ní utility ASP.NET.
• Lze obnovovat hesla, a také automaticky odesílat e-mail sloužící k ěobnov  hesla,
pokud je k danému uživateli uložena také jeho e-mailová adresa.
• ů řHesla  lze  generovat  uživatel m  automaticky,  pokud  se  uživatelé  vytvá ejí
ůprogramátorsky na pozadí. Hesla se mohou také odesílat uživatel m automaticky
(je-li k dispozici jejich e-mailová adresa).
• ůLze vyhledávat uživatele v úložišti dat a získat tak nejenom seznam uživatel , ale
i podrobnosti o jednotlivých uživatelích.
• K ů ř řdispozici je sada zabudovaných ovládacích prvk ,  p ipravených pro vytvá ení
ř čp ihlašovacích stránek a registra ních stránek. Dají se s ůnimi zobrazovat r zné
ř ř ůstavy p ihlášení  i  vytvá et  r zná  zobrazení  pro  autentizované uživatele,  a  pro
ř ěuživatele, kte í svou totožnost ješt  neprokázali.
• Je zde také vrstva abstrakce pro aplikaci, aby aplikace nebyla závislá na úložišti
řdat,  a to  prost ednictvím Membership Provider  Classes.  Veškerá  funkcionalita
ř č ěpracuje  zcela  nezávisle  na  úložišti  dat,  p i emž  používané  úložišt  dat  lze
ě čnahradit  jiným,  aniž  by  se  musela  aplikace  n jak  modifikovat.  Sta í  pouze
ěmodifikovat soubor web.config, kde se nadefinuje nové úložišt  dat.
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čNež  za neme  pracovat  s Membership  API  a  s čovládacími  prvky  pro  bezpe nost
ě ř ěASP.NET, musíme provést n kolik p edb žných nastavení:
1. Nakonfigurovat v ř ř řsouboru web.config formulá ovou autentizaci a odep ít  p ístup
ůanonymním uživatel m.
2. ř ě ř řP ipravit  úložišt  dat pro Membership API. Nap íklad vytvo it  ve SQL databázi,
kterou si  zvolíme, pár tabulek a uložených procedur, pokud pracujeme s SQL
serverem.
3. Nakonfigurovat  v souboru  web.config  naší  aplikace  atributy connection  string
k databázi a membership provider, se kterým chceme pracovat.
4. ř ďVytvo it  ve svém úložišti  dat pro  Membership  API  uživatele,  a to  bu  pomocí
k č č čtomu ur ené konfigura ní  utility ASP.NET,  nebo pomocí vlastní administra ní
stránky.
5. ř řVytvo it  p ihlašovací  stránku,  která  bude  používat  zabudovaný  ovládací  prvek
ř ř ěřLogin,  nebo  vytvo it  p ihlašovací  stránku,  která  bude  ov ovat  platnost
ř ů řp edložených doklad  a autentizovat uživatele pomocí t ídy Membership.
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ůMembership  API  poskytuje  infrastrukturu  pro  správu  a  autentizace  uživatel .  Je
řusazena na vrcholu formulá ové autentizace. Jako první krok musíme nakonfigurovat svou
ř ř řaplikaci  tak,  aby  využívala  formulá ovou  autentizaci.  Ko enový  adresá  webové aplikace
č ě ř ůasto ud luje p ístup anonymním uživatel m, zatímco zdroje s řrestriktivním p ístupem jsou
uloženy  v řpodadresá ích  s ř řrestriktivním  p ístupem.  Tyto  podadresá e  mají  své  vlastní
ř ř ů ěsoubory web.config, ve kterých se odep e p ístup anonymním uživatel m. Jakmile se n kdo
řpokusí  p istoupit  ke  zdroji,  který  je  uložený  v č řtakto  zabezpe eném  adresá i,  runtime
ř ě ř ř řASP.NET  automaticky  p esm ruje  uživatele  na  p ihlašovací  stránku.  Ko enový  adresá ,
ř čobsahuje schopnosti, jako jsou p ihlašovací a registra ní stránka.
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V ř ř řko enovém adresá i  webové aplikace nakonfigurujeme formulá ovou autentizace




ř řTato konfigurace specifikuje formulá ovou autentizaci a povoluje anonymní p ístup ke









ř ůTato konfigurace odepírá p ístup anonymním uživatel m k čzabezpe ené podsložce
ř řwebu. Jestliže se pokusí nep ihlášený uživatel o p ístup k ř ů ěprost edk m  umíst ným v tomto
ř ř ě ř ěadresá i,  runtime  ASP.NET  automaticky  uživatele  p esm ruje  na  ve ejn  dostupnou
řp ihlašovací stránku.
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ř ě ěKdyž používáme Membership API, musíme si p ipravit n jaké úložišt  dat, které bude
používat náš membership provider č ř ď. Jedná-li se o SQL Server, sta í vytvo it pár tabulek bu
v existující,  nebo nové  databázi  SQL  Serveru.  .NET Framework  se  dodává  s nástrojem
řaspnet_regsql.exe, který nám automaticky vytvo í tabulky. Jestliže se rozhodneme používat
ř ěvlastního poskytovatele,  budeme si  muset  p ipravit  a nakonfigurovat  vlastní úložišt  dat,




ě ů ř ňNástroj  aspnet_regsql.exe vykoná n kolik  skript ,  které  vytvá ejí  (nebo odstra ují)
databáze a databázové tabulky související s ě čMembership API.  Skripty jsou op t  sou ástí
dodávky .NET Frameworku.
ř č ůP ehled instala ních skript :
• ř ě čInstallCommon.sql – vytvo í n které spole né tabulky a uložené procedury, které
jsou nezbytné jak pro membership API, tak pro API rolí.
• řInstallMembership.sql  –  vytvo í  tabulky,  uložené  procedury  a  triggery,  které
používá membership API.
• řInstallRoles.sql – vytvo í tabulky a uložené procedury, které se požadují, když se
s uživateli sdružují role aplikace.
• ř čInstallPersonalization.sql  –  obsahuje  DDL  pro  vytvo ení  kterékoliv  tabulky  i
uložené procedury, které se požadují, když se s řtzv. Web Parts vytvá ejí aplikace
ůpersonalizovaných portál .
• řInstallProfile.sql  –  vytvo í  všechny  nezbytné  tabulky  a  uložené  procedury  pro
ůpodporu uživatelských profil  ASP.NET 2.0.
• řInstallSqlState.sql – vytvo í tabulky pro trvalý stav relace do databáze TEMP SQL
Serveru.  To znamená,  že  pokaždé,  když se  shodí  služba SQL  Serveru,  stav
relace se ztratí.
• řInstallPersistSqlState.sql – vytvo í  tabulky pro trvalý stav relace do samostatné
databáze  ASPState.  Stav  relace  se  zachová,  i  když  se  služba  SQL  Serveru
restartuje.
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ň ř řSQL  Server  2005  podporuje  mód,  který  umož uje  p ímo  p istupovat  k souboru
databáze, takže se dá k ř ř ř ůdatabázím p istupovat p ímo, prost ednictvím jejich soubor  MDF,
ř řaniž bychom je museli vytvá et nebo p ipojovat v ěn jaké instanci SQL Serveru.
S ůtouto  možností  m žeme  zkopírovat  na  cílový  server  soubor  databáze,  který
ř ř ě řaplikace používá. Poskytovatel SQL Serveru pak použije p ipojovací et zec, který p istupuje
k ř řdatabázím  p ímo.  SQL  Server  p ipojí  automaticky  databázi  a  umožní  nám  s řní  p ímo
ě č čpracovat, aniž bychom museli provád t jakékoliv dodate né konfigura ní kroky.
ě řDatabázové  soubory  jsou  umíst ny  ve  speciálním  podadresá i  App_Data  naší
aplikace. V ř ěp ípad  používání ASP.NET s řvýchozí konfigurací se vytvo í databázový soubor
ě řautomaticky.  Podn t  pro  vytvo ení  souboru  dá první  použití  jakékoliv  schopnosti,  kterou
řvyžaduje  konkrétní  typ  funkcionality.   Poskytovatel  poté  automaticky  vytvo í  databázový
soubor s řnezbytným obsahem. Tuto funkcionalitu poskytuje t ída SqlMembershipProvider.
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řP i  výchozí  konfiguraci,  a  s nainstalovaným  SQL  Serverem  2005,  nemusíme
ř ěp ipravovat ani úložišt  dat, ani konfigurovat poskytovatele Membership API, protože runtime
ASP.NET použije poskytovatele SQL Serveru 2005 založeného na souboru a automaticky
řpro nás vytvo í soubor databáze.
Chceme-li však používat vlastní databázi SQL Serveru, nebo vlastního poskytovatele
ěMembership API a vlastní úložišt  dat, budeme muset sami nakonfigurovat poskytovatele i
ř ř ěp ipojovací et zec k ě řdatabázi sloužící jako úložišt  dat Membership API. P i tomto postupu
č ěbudeme muset ru n  modifikovat soubor web.config naší aplikace.
V ř ě ě ěp ípad ,  že  využíváme  úložišt  SQL  Serveru  (nebo  jiné  databázové  úložišt ),
ě ř ř ě ě řmusíme  prvn  nakonfigurovat  p ipojovací  et zec.  To  se  d lá  prost ednictvím  sekce
<connectionStrings /> v řsouboru web.config naší aplikace. Pokud nap íklad chceme použít
lokální  databázi  s řnázvem  MyDatabase,  kam  jsme  nainstalovali  pot ebné  databázové




Security=SSPI; Initial catalog=MyDatabase" />
</connectionStrings>
ř ř ě ěPoté, co máme nakonfigurovaný p ipojovací et zec pro vlastní úložišt  Membership
ěAPI, musíme nakonfigurovat poskytovatele Membership API pro aplikaci. Zde musíme op t





















ř ů ř ů řUvnit  sekce <membership /> m žeme p idat více poskytovatel  jako dce iné prvky
ů ěsekce  <providers  />.  Je  d ležité,  abychom nezapomn li  na  atribut  defaultProvider.  Ten
řvyjad uje,  který  poskytovatel  Membership API se použije,  pokud použitého poskytovatele
řnep ekryjeme ve svém kódu.
Vlastnost Popis
Name ůNázev poskytovatele Membership API. M žeme
zvolit  libovolný název. Tento  název se používá
ř řp i  programátorském  p ístupu  k seznamu
ůnakonfigurovaných  poskytovatel  Membership
API.
ApplicationName Název  aplikace,  pro  kterou  poskytovatel
Membership  API  spravuje  uživatele  a  jejich
nastavení.
Description Volitelný popis poskytovatele Membership API.
PasswordFormat Získá nebo nastaví formát, ve kterém se budou
ukládat  hesla  v ůúložišti  doklad .  Platné  volby
čjsou  Clear  pro  ukládání  hesel  jako  istý  text,
ř ěEncrypted, když se hesla p i ukládání do úložišt
šifrují,  a  Hash,  když  se  hesla  ukládaná  do
ěúložišt  Membership API hašují.
MinRequiredNonAlphanumericCharacter
s
č ů čPo et jiných znak  než písmeny a íslice, které
ů čmusí  heslo  obsahovat.  Je  to  d ležitá  ást
ěř ňov ování  platnosti  hesla.  Umož uje  posílit
požadavky  na  hesla,  která  budou  muset
uživatelé používat.
MinRequiredPasswordLength ňUmož uje  specifikovat  minimální  délku  hesel
ůpoužívaných  uživateli  aplikace.  Další  d ležitá
čvlastnost pro posílení bezpe nosti hesla.
PasswordStrengthRegularExpression ů ůM žeme  využít  regulérních  výraz  pro
definování,  kdy  je  heslo  platné.  Tato  volba
ň ěumož uje naprosto flexibiln  stanovit kritéria pro
platnost hesel.
EnablePasswordReset Membership  API  obsahuje  funkcionalitu
ň ěumož ující obnovit uživateli heslo a voliteln  mu
jej zaslat na zadaný email.
EnablePasswordRetrievel ř ě ůV p ípad  povolení m žeme získat heslo objektu
MembershipUser tak, že zavoláme jeho metodu
GetPassword.  Funguje  jen  v ř ěp ípad ,  jestliže
není heslo hašované.
MaxInvalidPasswordAttempts č ů ěřPo et  neplatných  pokus  o  ov ení  platnosti,
řnež se p ed uživatelem aplikace uzamkne.
PasswordAttemptWindow ůZde m žeme nastavit dobu v minutách, ve které
ů ě ěm že  uživatel  odpov d t  neplatným  heslem
ěnebo nesprávn  na otázku sdruženou s heslem
čnejvýše  tolikrát,  kolik  ur uje  stanovený
č ůmaximální  povolený  po et  neplatným  pokus .
ř ěPak se p ed uživatelem aplikace pln  uzamkne.
čJeho  ú et  musí  poté  znovu  administrátor
aktivovat.
RequiresQuestionAndAnswer Specifikuje,  zdali  se  pro  aplikaci  požaduje
otázka  sdružená  s ěďheslem  a  odpov  na  ni.
Otázka  se  obvykle  klade,  když  uživatel
ě ěďzapomn l  své  heslo.  Správná  odpov  na
řotázku mu dává možnost, aby získal p es email
nové, automaticky vygenerované heslo.
20
RequiresUniqueEmail Specifikuje,  zdali  musí  být  emailové  adresy
v úložišti  Membership  API  pro  jednotlivé
čuživatele jedine né.
ěTabulka 1: Popis n kterých dalších vlastností SqlMembershipProvider
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řNové uživatele lze vytvo it  v ě řpráv  z ízeném úložišti dat poskytovatele Membership
API tak, že z řnabídek Visual Studia spustíme Web Site Administration Tool.  P ejdeme na
záložku Security a vybereme Create User, viz obrázek níže.
ř ůObrázek 2: Vytvá ení uživatel  s Web Site Administration Tool.
ů ů ř ř řPomocí tohoto pr vodce m žeme vytvo it  uživatele, kte í budou mít p ístup do naší
ř ř ů ů ř ěwebové  aplikace.  P i  vytvá ení  jednotlivých  uživatel ,  jim  m žeme  rovnou  p id lit
uživatelskou  roli  z nabídky.  Zadávaná  pole  jsou  volitelná,  jejich  nastavení  se  provádí
v ěkonfiguraci  membership providera.  Na obrázku je vid t  že náš membership provider je
čnakonfigurován  tak,  že  sta í  zadat  uživatelské  jméno,  heslo,  potvrzení  hesla  a  email
uživatele. Kontrolní otázka sdružená s heslem je v naší  konfiguraci membership provider
ě ěvypnutá.  Není  tedy  možné zasílat  nov  vygenerované heslo  zp t  na  uživatelem zadaný
email.
ř ě ůPoté co jsme p idali uživatele do úložišt  Membership API, m žeme provést jejich
ěř č ůautentizaci  (ov it  jejich  totožnost)  pomocí  membership  API.  Pro  tento  ú el  si  m žeme
ř ě řvytvo it n jakou p ihlašovací stránku, která se uživatele zeptá na uživatelské jméno a heslo,
a pak porovná doklady, jimiž se prokázal, s informacemi z ě ůúložišt  doklad :
ř ěřP íklad ov ení totožnosti pomocí Membership API:










LegendStatus.Text = "Invalid user name or password!";
}
}
ř ř ě ě ěNepot ebujeme p itom v d t,  jakého poskytovatele aplikace práv  používáme.  Chceme-li
č ěpoužít jiného poskytovatele Membership API, sta í  jednoduše zm nit  konfiguraci tak, aby
membership API používalo jiného poskytovatele. V ěřdalších kapitolách jsem se zam il  na




















ř řP ihlašovací  stránky  se  musejí  vytvá et  znovu  a  znovu.  ASP.NET  2.0  se  dodává
s ř řnovými  ovládacími  prvky,  které  zjednodušují  proces  vytvá ení  p ihlašovací  stránky,  i  s
veškerou  k ční  se  vztahující  funkcionalitou.  Ovládací  prvky  pro  bezpe nost,  které  jsou
řdodávány, se spoléhají na formulá ovou autentizaci a na infrastrukturu membership API.
Ovládací prvek čPrimární ú el
Login řOvládací  prvek  Login  je  složený  ovládací  prvek,  který  eší
ě ěnejb žn jší  úkol  v řaplikacích,  které  jsou  založeny  na  formulá ové
autentizaci – zobrazit textová pole pro uživatelské jméno a heslo, a
č ř ětla ítko, kterým se pokusí p ihlásit. Krom  toho, pokud se zachycují
řudálosti prost ednictvím vlastních událostních procedur, automaticky
ěřov ují  platnost  uživatele  vzhledem  k výchozímu  poskytovateli
Membership API.
LoginStatus ř ěřStav p ihlášení je prostý ovládací prvek, který ov í stav autentizace
ěaktuální  relace.  Jestliže  uživatel  ješt  neprokázal  svou  totožnost
č ř ě(není autentizovaný), nabídne se mu tla ítko, které ho p esm ruje na
řnadefinovanou  p ihlašovací  stránku.  Jinak  se  jednoduše  zobrazí
čtla ítko, s ř ějehož pomocí se bude uživatel moci p ípadn  odhlásit.
LoginView ňOvládací  prvek,  který  umož uje  zobrazit  jednu  sadu  ovládacích
ů řprvk  pro ty uživatele, kte í už prokázali svou totožnost, a jinou sadu
ů ř ěovládacích  prvk  pro  uživatele,  kte í  ješt  svou  totožnost
ě ň ůneprokázali. Krom  toho umož uje zobrazovat r zné ovládací prvky
ř ř ě ůpro uživatele, kte í mají p id leny r zné role.
PasswordRecovery ň ěUmož uje  uživateli  znovu  získat  heslo,  pokud  b hem  registrace
ě řposkytl  n jakou  emailovou adresu.  Prvek  po ádá  uživatele  o  jeho
uživatelské jméno, a pak automaticky zobrazí uživatelské rozhraní,
ve  kterém  uvidí  otázku  spojenou  s heslem  a  pole  pro  vložení
ě ěpožadované  odpov di.  Odpoví-li  uživatel  správn ,  bude  uživateli
pomocí membership API zasláno nové heslo.
ChangePassword Složený ovládací prvek, který uživatele požádá o staré heslo, a který
mu umožní zadat nové heslo a potvrdit jej.
CreateUserWizard ůObsahuje  kompletního  pr vodce,  který  krok  za  krokem  vede
řuživatele  (nebo  administrátora)  procesem  vytvo ení  nového
uživatele.
ř ů čTabulka 2: P ehled ovládacích prvk  ASP.NET 2.0 pro bezpe nost
ů č ěTyto ovládací prvky m žeme používat spole n  s libovolnými jinými ovládacími prvky.
ř ů ď ěNap íklad ovládací prvek Login m žeme použít bu  na své hlavní stránce, nebo na n jaké
ř ěsamostatné  p ihlašovací  stránce.  Všechny  ovládací  prvky  fungují  obdobn  –
ěnezachytáváme-li  žádné  vlastní  události,  pracují  všechny  ovládací  prvky  standardn
s čmembership  API.  Jakmile  za neme  zachytávat  události,  jimiž  jsou  tyto  ovládací  prvky
ř ě ř č řvybaveny,  p evezmeme  tím  zodpov dnost  za  ádné  dokon ení  celého  úkolu.  Nap íklad
ovládací  prvek  Login  podporuje  událost Authenticate.  Jestliže  ji  nezachytáváme,  prvek
automaticky použije membership API. V č ř ě ěř ůopa ném p ípad  máme ov ení platnosti doklad
řp edložených uživatelem na starosti my.
$&%'$= Ł9EdaUﬁ03DvhOﬁ.<EW4D;ÛB8BA3V»\
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Ovládací prvek Login poskytuje hotové uživatelské rozhraní, které se uživatele ptá na
čjeho uživatelské jméno a heslo, a dále nabízí tla ítko, pomocí kterého se uživatel fakticky
řpokusí p ihlásit. Ukázka ovládacího prvku login:
Obrázek 3: Ovládací prvek Login
ěOvládací  prvek  Login  je  jednoduše  složený  ovládací  prvek  ASP.NET.  Je  pln
ř ň řrozši itelný, takže umož uje  p ekrýt  jakékoliv styly rozvržení a vlastnosti.  Také zachytává
řudálosti,  které  ovládací  prvek  generuje,  aby  jsme   p ekryli  jeho  výchozí  chování.
Ponecháme-li  ovládací  prvek  Login  takový,  jaký  je,  a  nebudeme zachytávat  žádné jeho
události, automaticky použije toho poskytovatele Membership API, který byl nakonfigurován





ř ů ě ů řVzhled  ovládacího  prvku  lze  p izp sobit  n kolika  vlastnostmi.  M žeme  nap íklad





<LoginButtonStyle BackColor="darkblue" ForeColor="White" />
<TextBoxStyle BackColor="LightCyan"  ForeColor="Black" 
Font-Bold="true" />




ů ř ů řVzhled ovládacího prvku Login m žeme také p izp sobovat pomocí t íd CSS. Každá
vlastnost  stylu,  kterou  podporuje  ovládací  prvek  Login,  obsahuje  vlastnost  CssClass.
ě ů ňPodobn  jako  je  tomu  u  všech  ostatních  ovládacích  prvk  ASP.NET,  umož uje  i  tato
ě ř řvlastnost nastavit pro ovládací prvek Login název n jaké t ídy CSS, kterou jsme p idali do
řsvého webu p edtím.
Styl Popis
CheckBoxStyle čDefinuje vlastnosti stylu pro zaškrtávací polí ko Remember Me.
FailureStyle řDefinuje styl textu, který se zobrazí, jestliže p ihlášení nebylo
ěúsp šné.
HyperlinkStyle ň ě ůOvládací  prvek  Login  umož uje  definovat  n kolik  typ
ů ř ě čhypertextových odkaz , nap íklad odkaz na n jakou registra ní
ůstránku. Styl definuje vzhled hypertextových odkaz .
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InstructionTextStyle ň ěOvládací  prvek  Login  umož uje  specifikovat  text  nápov dy,
ř řkterý  se  zobrazí  p ímo  uvnit  ovládacího  prvku  Login.  Styl
definuje vzhled textu.
LabelStyle ůDefinuje styl popisk  User Name a Password
LoginButtonStyle ř čDefinuje styl pro p ihlašovací tla ítko.
TextBox Style Definuje styl textových polí pro User Name a Password.
TitleTextStyle Definuje styl pro text titulku ovládacího prvku Login.
ValidatorTextStyle č ů ěřDefinuje  styl  valida ních  ovládacích  prvk ,  které  ov ují
platnost User Name a Password.
Tabulka 3: Styly, které podporuje ovládací prvek Login
ř ůVýše uvedené styly nejsou jedinými možnostmi,  jak se dá p izp sobovat  ovládací
ř ě ř ůprvek Login. Prost ednictvím n kolika vlastností je p izp sobitelný jakýkoliv obsah, který se
ř ů řzobrazuje  uvnit  ovládacího prvku.  M žeme  tak  nap íklad  specifikovat  text,  který  se  má
ř č ů ř čzobrazit  na  p ihlašovacím  tla ítku,  nebo  m žeme  místo  p ihlašovacího  tla ítka  (což  je
ř ů řvýchozí volba) zobrazit p ihlašovací odkaz. Dále m žeme do ovládacího prvku Login p idat
ě ů řn kolik  hypertextových  odkaz ,  jako  je  t eba  hypertextový  odkaz  na  stránku  s textem
ě č ř ě ěnápov dy, nebo hypertextový odkaz na registra ní stránku. Samoz ejm  ob  stránky musejí
ř ě řbýt p ístupné pro anonymní uživatele, protože nápov du je pot eba poskytnout anonymním








InstructionText="Please enter your user name and password for
loggining into the system.">
<LoginButtonStyle BackColor="darkblue" ForeColor="White" />
<TextBoxStyle BackColor="LightCyan"  ForeColor="Black" 
Font-Bold="true" />




čTento kód zobrazí dva dodate né odkazy – jeden na stránku s ěnápov dou, druhý na
č řregistra ní stránku. Pod záhlaví ovládacího prvku Login se dále p idá krátký instruktivní text.
Na tyto vlastnosti se aplikují styly, které jsem popsal výše.
Vlastnost Popis
TitleText Text, který se zobrazí jako záhlaví ovládacího prvku.
InstructionText Tato  vlastnost  obsahuje  text,  který  se  zobrazí  pod
záhlavím ovládacího prvku.
FailureText řText, který zobrazí ovládací prvek Login, když p ihlášení
ěnebylo úsp šné.
UsernameLabelText řText, který se zobrazí jako popisek p ed textovým polem
pro user name.
PasswordlabelText řText, který se zobrazí jako popisek p ed textovým polem
pro password.




Chybová zpráva, která se zobrazí, když uživatel nezadá
user name.
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PasswordRequiredErrorMessage Chybová zpráva, která se zobrazí, když uživatel nezadá
password.
LoginButtonText ř čText na p ihlašovacím tla ítku.
LoginButtonType ř č čP ihlašovací tla ítko se dá zobrazit jako odkaz, tla ítko,
čnebo  obrázek,  vzhled  ur uje  hodnota  této  vlastnosti.
Podporované hodnoty jsou Link, Button a Image.
LoginButtonImageUrl ř čZobrazujeme-li  p ihlašovací  tla ítko  jako  obrázek,
čmusíme pro tla ítko dodat URL obrázku.
DestinationPageUrl ř ěJestliže  bylo  p ihlášení  úsp šné,  ovládací  prvek  Login
ř ě ěp esm ruje uživatele na tuto stránku. Standardn  je tato
vlastnost  prázdná,  a  v ř ětakovém  p ípad  se  pro
ř ěp esm rování  automaticky  použije  infrastruktura
ř ď ů ěformulá ové  autentizace  –  bu  na  p vodn
požadovanou stránku,  nebo na defaultUrl,  která je pro
řformulá ovou  autentizaci  nastavena  v souboru
web.config.
DisplayRememberMe ň čUmož uje  zobrazit  nebo  skrýt  zaškrtávací  polí ko
Remember Me. Výchozí hodnota vlastnosti je true.
FailureAction Definuje  akci,  kterou  provede  ovládací  prvek  po
ě ř ěneúsp šném pokusu o p ihlášení. Dv  platné volby jsou
Refresh a  RedirectToLoginPage.  První  volba  jenom
aktualizuje  aktuální  stránku,  druhá  provede
ř ě řp esm rování na nakonfigurovanou p ihlašovací stránku.
ř ě ěDruhá  volba  je  samoz ejm  prosp šná  tehdy,
používáme-li  ovládací  prvek  kdekoliv  jinde  než  na
řp ihlašovací stránce.
RememberMeSet čDefinuje  výchozí  hodnotu  zaškrtávacího  polí ka
Remember Me. Výchozí hodnota je false, což znamená,
č ěže polí ko standardn  není zaškrtnuté.
VisibleWhenLoggedIn Je-li nastavena na false, ovládací prvek se automaticky
řskryje, je-li uživatel už p ihlášen. Je-li nastavena na true
(výchozí), ovládací prvek Login se zobrazí i tehdy, když
řuž je uživatel p ihlášený.
CreateUserUrl ěDefinuje hypertextový odkaz na n jakou stránku webu,
řkterá  umožní  vytvo it  (zaregistrovat)  nového  uživatele.
ůVlastnost se typicky využívá tehdy, když se uživatel m
ň řumož uje  p ístup  k ě čn jaké  registra ní  stránce.  Stránka
obvykle zobrazí ovládací prvek CreateUserWizard.
CreateUserText Definuje text,  která se zobrazí v hypertextovém odkazu
CreateUserUrl.
CreateUserIconUrl č ěDefinuje  URL  obrázku,  který  se  zobrazí  spole n
s textem hypertextového odkazu CreateUserUrl.
HelpPageUrl ř ěURL  pro  p esm rování  uživatele  na  stránku
s ěnápov dou.
HelpPageText Text,  který  se  zobrazí  v hypertextovém  odkazu
nakonfigurovaném vlastností HelpPageUrl.
HelpPageIconUrl č ěURL  ikony,  která  se  zobrazí  spole n  s textem
hypertextového odkazu HelpPageUrl.
PasswordRecoveruUrl ř ěURL pro p esm rování uživatele na stránku pro obnovu
hesla.  Tato  stránka  se  používá  tehdy,  když  uživatel
ězapomn l  své  heslo.  Na  stránce  se  typicky  zobrazí
ovládací prvek PasswordRecovery.
PasswordRecoveryText Text,  který  se  zobrazí  v hypertextovém  odkazu
nakonfigurovaném v PasswordRecoveryUrl.
PasswordRecoveryIconUrl č ěIkona,  která  se  zobrazí  spole n  s textem  pro
PasswordRecoveryUrl.
ř ůTabulka 4: Relevantní vlastnosti pro p izp sobování ovládacího prvku Login
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řProst ednictvím vlastností uvedených výše se dá nakonfigurovat v ovládacím prvku
ěř č ěřtém  vše.  Nedají  se  však  nadefinovat  žádné  valida ní  výrazy  pro  ov ování  platnosti
ěř ů ě ě řvstupních dat. Ov ování m žeme provád t  na stran  serveru uvnit  událostních procedur,
řkteré nabízí ovládací prvek Login. Obvykle (pokud chceme p idat k ovládacímu prvku Login
ě řjakékoliv další ovládací prvky) se to však nedá d lat prost ednictvím vlastností.
ě řOvládací prvek proto podporuje šablony práv  tak, jako jiné ovládací prvky, nap íklad
GridView.  S ů ř ůšablonami  m žeme  obsah  ovládacího  prvku  Login  p izp sobovat  bez
ů řjakýchkoliv omezení. Do ovládacího prvku Login m žeme p idat  jakékoliv  ovládací prvky.
ř ř čVlastní šablonu pro ovládací prvek Login vytvo íme prost ednictvím zna ky LayoutTemplate:
<asp:Login ID="Login1" runat="server" BackColor="aliceblue" 
BorderColor="Black" BorderStyle="double">
<LayoutTemplate>















ValidationExpression=" [\w| ]* "






















<asp:CheckBox ID="RememberMe" runat="server" 
Text="Remember Me" />
<asp:Literal ID="FailureText" runat="server" /><br />





ř čPoužijeme-li správné ovládací prvky a pat i né hodnoty ID pro ovládací prvky, které
řjsme za adili, nemusíme psát žádný kód pro zpracování událostí. Kód pracuje jako obvykle,
s ůjedinou výjimkou je to, že definuje sadu ovládacích prvk  a jejich rozvržení. Ovládací prvek
č ř ěLogin  ve  skute nosti  požaduje  p inejmenším  dv  textová  pole  s ID  UserName,  resp.
ě ř čPassword. Jestliže chyb jí  (nebo nemají pat i né  hodnoty ID), vygeneruje ovládací prvek
výjimku. Všechny ostatní ovládací prvky jsou volitelné, ale pokud specifikujeme odpovídající
řhodnoty  ID  (nap íklad Login ř č pro  p ihlašovací  tla ítko),  bude  ovládací  prvek  Login
automaticky  zpracovávat  jejich  události  a  chovat  se  tak,  jako  kdybychom  použili
řp eddefinované rozvržení ovládacího prvku.







Login Jakýkoliv  ovládací  prvek,  který
podporuje  probublávání  událostí  a
CommandName
Ne
Tabulka 5: Speciální ovládací prvky pro šablonu ovládacího prvku Login
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ě ůOvládací  prvek  Login  podporuje  n kolik  událostí  a  vlastností,  jimiž  m žeme
ř ů ř ůp izp sobovat  jeho chování. To nám dává nad p izp sobováním ovládacího prvku Login
úplnou  kontrolu  (spolu  s ř ůostatními  p izp sobovacími  možnostmi,  jako  jsou  šablony  a
vlastnosti pro vlastní styly). Ovládací prvek Login podporuje uvedené události:
Událost Popis
LoggingIn řVyvolá se p ed tím, než ovládací prvek provede autentizaci uživatele.
LoggedIn Vyvolá se poté, co ovládací prvek provedl autentizaci uživatele.
LoginError Vyvolá se, když se z ě ů ř řn jakého d vodu nepoda ilo p ihlášení uživatele
ř ě(nap íklad špatn  zadané heslo nebo uživatelské jméno).
Authenticate Vyvolá se, aby se provedla autentizace uživatele. Zachytáváme-li tuto
událost,  musíme autentizaci  uživatele  provést  sami –  ovládací  prvek
ě čLogin se bude pln  spoléhat na náš autentiza ní kód.
Tabulka 6: Události ovládacího prvku Login
ř ů ě řPrvní t i události m žeme zachytit, chceme-li vykonávat n jaké akce p edtím, než se
provede autentizace uživatele,  nebo poté,  co  se  autentizace provede,  resp.  tehdy,  když
ěb hem  procesu autentizace dojde k ě ě řn jaké  chyb .  Nap íklad  pomocí  události  LoginError
ů č ě ů řm žeme  uživatele  po stanoveném  po tu  neúsp šných  pokus  o  p ihlášení  automaticky
ř ěp esm rovat na stránku pro obnovu hesla.
protected void Page_Load(object sender, EventArgs e)
{
If (!IsPostBack)
ViewState[„LoginErrors“] =  0;
}
protected void LoginCtrl_LoginError(object sender, EventArgs e)
{
č č ř//zvýší íta  neplatných p ihlášení
Int ErrorCount = (int) ViewState["LoginErrors"] +1;
ViewState["LoginErrors"] = ErrorCount;
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ěř č//nyní se ov í  po et chyb





ďOvládací prvek LoginStatus je jednoduchý ovládací prvek, který zobrazí bu  odkaz
k ř ěp ihlášení,  pokud  ješt  nebyla  provedena  autentizace  daného  uživatele,  nebo  odkaz
k ěodhlášení,  jedná-li  se  o  uživatele,  jehož  autentizace  už  prob hla.  Odkaz  k řp ihlášení
ř ě řautomaticky  uživatele  p esm ruje  na  nakonfigurovanou  p ihlašovací  stránku,  odkaz
k odhlášení  automaticky  zavolá  metodu  FormsAuthentication.SignOut,  která  uživatele
odhlásí.




ě ř ů ůOvládací prvek LoginStatus nabízí n kolik vlastností pro p izp sobení textu odkaz  a
ř ě řpro nastavení URL, kam se má uživatel p esm rovat, když klikne na p íslušném odkazu.
Vlastnost Popis
LoginText řText, který se zobrazí , není-li uživatel p ihlášený.
LoginImageUrl URL obrázku, který se zobrazí jako ikona odkazu k řp ihlášení.
LogoutText Text,  který  se  zobrazí,  jestliže  už  byla  autentizace  uživatele
provedena.
LogoutImageUrl URL obrázku, který se zobrazí jako ikona odkazu k odhlášení.
LogoutAction Specifikuje akci, kterou ovládací prvek vykoná, když uživatel klikne na
odkazu  k  odhlášení.  Platné  volby  jsou  Refresh,  Redirect  a
RedirectToLoginPage.  První  volba  jednoduše  aktualizuje  aktuální
ř ěstránku,  druhá provede p esm rování  na  stránku nakonfigurovanou
v ř ěLogoutPageUrl,  poslední  volba  provede  p esm rování  na
řp ihlašovací stránku.
LogoutPageUrl ř ěStránka, na kterou bude uživatel p esm rován, pokud klikne na odkaz
k odhlášení, a pokud je vlastnost LogoutAction nastavena na hodnotu
Redirect.
ř ůTabulka 7: Vlastnosti pro p izp sobování ovládacího prvku LoginStatus
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č ě ň ěTento jednoduchý, ale neoby ejn  mocný, ovládací prvek umož uje zobrazit n jakou
ů ů řsadu ovládacích prvk  pro anonymní uživatele, a odlišnou sadu prvk  pro uživatele, kte í už
ě ě ě ň ůúsp šn  prošli procesem autentizace. Krom  toho umož uje  zobrazovat r zný  obsah na
ě ě ř ř řzáklad  toho, jakou roli má aktuáln  p ihlášený uživatel p i azenou.
ůOvládací  prvek  LoginView  je  svým  charakterem  šablona.  Poskytuje  r zné  druhy
šablon,  jednu  pro  anonymní  uživatele,  druhou  pro  autentizované  uživatele,  a  další  pro
ř ě řpodporu šablon založených na rolích. Uvnit  t chto  šablon jednoduše p idáváme ovládací
prvky, které se mají v odpovídajících situacích zobrazit.
<asp:LoginView ID="LoginViewCtrl" runat="server">
<AnonymousTemplate>
<h2> You are anonymous </h2>
</AnonymousTemplate>
<LoggedInTemplate>






<h2> You are logged in </h2>





Ovládací prvek zobrazí pro anonymního uživatele, registrovaného uživatele a uživatele
s ř ř ěp i azenou administrátorskou rolí pokaždé jiný informativní text.  Prvek LoginView krom
ě ů ř č ětoho  podporuje  dv  události,  které  m žeme  zachytávat,  chceme-li  pat i n  inicializovat
ů ů ě řobsah ovládacích prvk  r zných šablon ješt  p edtím, než se zobrazí:
• řViewChanging – vyvolá se p edtím, než ovládací prvek zobrazí obsah definovaný jiné
ěšablon .
• ěViewChanged – vyvolá se poté, co ovládací prvek zm nil zobrazený obsah z jedné
šablony na jiný.
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řOvládací  prvek  se  dá využít  jako  standardní  ovládací  prvek  pro  ešení  úkolu,  jak
ěumožnit uživateli, aby si mohl zm nit své heslo. Ovládací prvek jednoduše požádá uživatele
o jeho uživatelské jméno a staré heslo. Pak požádá, aby uživatel zadal nové heslo a potvrdil
řho. Je-li uživatel už p ihlášen, ovládací prvek automaticky skryje textové pole pro uživatelské
č ůjméno a použije jméno autentizovaného uživatele. Na zabezpe ené stránce m žeme tento
ovládací prvek použít takto:
<asp:ChangePassword ID="ChangePwdCtrl" runat="server" BorderStyle="groove"
BackColor="aliceblue">
<TitleTextStyle Font-Bold="true" Font-Underline="true" 
Font-Names="Verdana" ForeColor="blue" />
</asp:ChangePassword>
ů ř ů řJako u všech ovládacích prvk ,  i  tento lze p izp sobovat  prost ednictvím vlastností a
ů ř ř ř ůstyl ,  a také p es šablonu. Tentokrát se ale p i  p izp sobování ovládacího prvku požadují
ědv  šablony:
• ChangePasswordTemplate – zobrazí pole pro zadání starého uživatelského jména a
hesla, pole pro zadání nového hesla a pole pro potvrzení nového hesla.
• ě ě ěSuccessTemplate – zobrazí zprávu o úsp šné zm n  hesla.
ř čChangePasswordTemplate požaduje, abychom p idali ur ité speciální ovládací prvky se
speciálními  ID  a  hodnotami  vlastnosti  CommandName.  Hodnoty  ID  a  CommandName






















Your password has been changed!
<asp:Button ID="ContinuePushButton"
CommandName="Continue" runat="server" Text="Continue" />
</SuccessTemplate>
</asp:ChangePassword>
Ovládací prvky pro všechna textová pole jsou v ChangePasswordTemplate povinná,
ř čostatní ovládací prvky jsou volitelné. Vybereme-li pat i né  vlastnosti  ID,  a  také vlastnosti
č čCommandName tla ítek, nebudeme muset psát žádný dodate ný kód.
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ň ř čOvládací prvek umož uje za pár minut vytvo it registra ní stránky. Jedná se o ovládací
ů ěprvek charakteru pr vodce, který má standardn  dva kroky. V prvním kroku se ptá uživatele
ř ěna všeobecné informace, ve druhém zobrazuje potvrzující zprávu. Samoz ejm  – protože
ěCreateUserWizard d dí z bázového ovládacího prvku Wizard ů ř ů, m žeme p idat do pr vodce
ů ř řtolik krok , kolik pot ebujeme. Ale i když jednoduše p idáme na naši stránku ovládací prvek
ř ř ě č čCreateUserWizard tak, jak je p ipravený, máme vytvo enou pln  funk ní registra ní stránku.
<asp:CreateUserWizard ID="RegisterUser" runat="server" BorderStyle="ridge"
Backcolor="aquamarine">








ě ř ů řVýchozí vzhled ovládacího prvku lze  op t  p izp sobit  prost ednictvím vlastností  a
ů ůstyl .  Ovládací  prvek  sice  nabízí  spoustu  styl ,  ale  v ězásad  je  jejich  význam obdobný
ů ř ůvýznamu styl , které jsou použity u p edchozích ovládacích prvk .
Použijemeli ovládací prvek CreateUserWizard tak, jak jsem uvedl výše, nemusíme
řnastavovat  nic  speciálního.  Ovládací  prvek  automaticky  použije  pro  vytvo ení  uživatele
nakonfigurovaného  membership  provider  a  bude  obsahovat  dva  kroky:  výchozí
ř řCreateUserWizardStep,  který vytvo í ovládací prvky pot ebné k tomu, aby se shromáždily
všechny nezbytné informace, a CompleteWizardStep, který zobrazí potvrzující zprávu. Oba
ř ů ř ů ůkroky  lze  p izp sobovat  prost ednictvím  styl  nebo  šablon.  I  když  oba  kroky  m žeme
ř ů ů řp izp sobovat, nem žeme je odstranit. Použijeme-li šablony, bude na nás, abychom vytvo ili
nezbytné ovládací prvky.
ID Typ Povinný Poznámky
UserName System.Web.UI.WebControls.TextBo
x
Ano Vždy se požaduje
Password System.Web.UI.WebControls.TextBo
x









Ne Požaduje  se  pouze




















Jakýkoliv  ovládací  prvek,  který
podporuje probublávání událostí.
Ne Nepožaduje  se  nikdy,




Tabulka 8: Požadované a volitelné ovládací prvky
č ů ř čJakmile za neme do pr vodce p idávat dodate né kroky, budeme muset zachytávat
ř ě č řudálosti,  a  uvnit  event  handler  provád t  ur ité  akce.  Pokud  nap íklad  nashromáždíme
s ů ě č ěpr vodcem od uživatele n jaké dodate né informace, budeme je muset n kam uložit, a
č ě řpro  tento  ú el  vykonat  nad  naším  úložišt m  dat  pot ebné  další  operace.  Události
specifikované  pro  ovládací  prvek  CreateUserWizard  jsou  vypsány  v následující  tabulce.
ě čOvládací prvek také d dí všechny události, které jsou sou ástí ovládacího prvku Wizard.
Událost Popis
ContinueButtonClick Vyvolá  se,  když uživatel  klikne  v ůposledním kroku  pr vodce na
čtla ítko Continue.
CreatingUser ů ř ř řVyvolá pr vodce p edtím, než vytvo í prost ednictvím membership
API nového uživatele.
CreatedUser ě ěTuto událost ovládací prvek vyvolá poté, co byl uživatel úsp šn
řvytvo en.
CreateUserError ř ě ě řVyvolá se, jestliže se nepoda ilo úsp šn  vytvo it uživatele.
SendingMail ů řOvládací prvek m že vytvo enému uživateli odeslat e-mail, pokud
ěje  nakonfigurovaný  n jaký  poštovní  server.  Událost  se  vyvolá
řp edtím, než se odešle e-mail, takže máme možnost modifikovat
obsah e-mailové zprávy.
SendMailError Jestliže ovládací prvek nebyl z ě ůn jakého d vodu schopen e-mail
řodeslat,  nap íklad  proto,  že  poštovní  server  nebyl  dostupný,
vyvolá tuto událost.
Tabulka 9: Události ovládacího prvku CreateUserWizard
ř ě ů ř ů čSamoz ejm  m žeme  p idat  krok  pr vodce,  který  požádá  uživatele  o  dodate né
ř ř řinformace, jako jsou nap íklad k estní jméno a p íjmení, a automaticky uložit informace do
vlastní databázové tabulky. Tyto  informace by se dali  uložit  do profilu,  ale když uživatel
ů ě ůprochází pr vodcem, není ješt  autentizovaný, a proto nem žeme tyto informace ukládat do
ďprofilu  hned,  protože  profil  je  dostupný  pouze  pro  autentizované  uživatele.  Proto  bu
ěmusíme  informace  uložit  od  n jaké  naší  vlastní  databázové  tabulky,  nebo  dát  uživateli
čmožnost, aby mohl po registra ním procesu editovat profil.
ě ě ě čDále  událost  CreatedUser  se  vyvolá  okamžit  poté,  co  se  úsp šn  dokon il
čCreateUserWizardStep. Chceme-li tedy ukládat dodate né informace v rámci této události,
32
musíme informace nashromáždit v ř č čp edchozích krocích. Pro tento ú el je posta ující umístit
ů ř čdalší  kroky  pr vodce  p ed  zna ku  <asp:CreateUserWizardStep>.  Ve  všech  ostatních
řp ípadech  budeme  muset  informace  ukládat  v ě řrámci  n které  jiné  události  (nap íklad
ůFinishButtonClick).  Ale  protože  si  nem žeme  být  jisti,  že  uživatel  opravdu projde  celým
ů č čpr vodcem  a  klikne  na  tla ítko  Finish,  je  rozumné  nashromáždit  všechny  dodate né
ř činformace p ed krokem CreateUserWizardStep, a uložit pak veškeré dodate né informace
ř čprost ednictvím ovlada e události CreatedUser.
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Ovládací prvek CreateUserWizard je silný ovládací prvek založený na membership
ř ů ěAPI, který lze p izp sobovat práv  tak, jako jiné prvky dodávané s ASP.NET 2.0. Ovládací
ňprvky, které mají charakter šablony, poskytují plnou flexibilitu a umož ují mít nad ovládacími
ř ř ě ůprvky úplnou kontrolu,  p esto  ovládací prvky po ád d lají  spoustu  r zné  práce za nás –
čzejména co se tý e komunikace s ěMembership. A pokud chceme sami provád t další akce,
ů ě ům žeme zachytávat n kolik událostí ovládacích prvk .
V nižších verzích ASP.NET 1.x  nemáme k dispozici  žádné takovéto kontroly,  jako
ř řjsou nap íklad Login, LoginView, CreateUserWizard. Programátor musí ešit  všechny tyto
ř ů řvstupní formulá e a funkcionalitu sám, nebo m že použít ovládací prvky t etích stran. To
ě ř řznamená, že kdybychom cht li  t eba navrhnout stránku pro p ihlášení do systému, museli
č ť ěřbychom navrhnout jak kódovou ást stránky, která by nám zajiš ovala ov ení uživatele, tak i
ř řformulá  stránky, kam by uživatel vyplnil své p ihlašovací údaje.
V čnové verzi ASP.NET 2.0 posta í  pouze umístit kontrolu Login na danou stránku,














řT ída Membership je programovací rozhraní pro Membership API. Používají ji všechny
čovládací prvky a celá infrastruktura Membership API. Skládá se ze dvou ástí. První, která
řmá  pár  vlastností  a  metod,  se  jmenuje  Membership,  druhá t ída  je  MembershipUser  a
ř ř ězapouzd uje  vlastnosti  jednoho uživatele.  Metody  t ídy  Membership  provád jí  následující
fundamentální operace:
• řVytvá ejí nové uživatele. 
• ňOdstra ují existující uživatele.
• Aktualizují existující uživatele.
• ůZískávají seznam uživatel .
• Získávají podrobnosti o jednom uživateli.
ř ř řMnohé metody t ídy Membership p ijímají jako parametr instanci t ídy MebmershipUser,
ř čnebo ji  vracejí,  nebo p ijímají  i  vracejí  dokonce celou kolekci  instancí MembershipUser.
ř č ěKdyž  nap íklad  na teme  n jakého  uživatele  metodou  Membership.GetUser,  nastavíme
ř řvlastnosti  této instance, a pak ji  p edáme do metody UpdateUser t ídy Membership.  Tím
ů ř řm žeme  jednoduše  aktualizovat  vlastnosti  daného  uživatele.  T ída  Membership  i  t ída
čMembershipUser poskytují nezbytnou vrstvu abstrakce mezi skute ným poskytovatelem a
ěnaší   aplikací.  Vše,  co  d láme  s řt ídou Membership,  závisí  na  našem poskytovateli.  To
ěznamená, že pokud vym níme poskytovatele Membership API, nebude to mít žádný vliv na
naši  aplikaci,  pokud je implementace poskytovatele Membership API kompletní,  a pokud
řpodporuje všechny schopnosti propagované základní t ídou MebershipProvider.
řVšechny t ídy,  které se používají  v Membership API,  jsou definovány ve jmenném
ř řprostoru  System.Web.Security.  T ída  Membership  je  jednoduše  pouze  jednou  ze  t íd
s mnoha statickými metodami a vlastnostmi.
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ř č ůPrvní ukázkový p íklad nám ukazuje jak na íst seznam uživatel  z ěúložišt  dat a spojit
řho  nap íklad  s č čprvkem  GridView.  Uvedený  kód  je  zobrazení  funk ní  ásti  jednoduché
stránky, na které je prvek GridView pomocí kterého budeme vypisovat všechny uživatele.
public partial class _Default : System.Web.UI.Page
{
ě ů//Definování prom nné pro kolekci uživatel
MembershipUserCollection _MyUsers;
protected void Page_Load(object sender, EventArgs e)
{
ě ě//Napln ní prom nné z ěúložišt  dat
_MyUsers = Membership.GetAllUsers();






řT ída  Membership  má  metodu  GetAllUsers,  která  vrací  instanci  typu
MembershipUserCollection. S ůtouto kolekcí se pracuje stejným zp sobem, jako s jakoukoliv
jinou kolekcí. Každá položka kolekce obsahuje všechny vlastnosti jednoho uživatele. 
ě řV tšina  metod  t ídy  Membership  má  parametr  UserName.  Za  pomocí  tohoto
parametru si dále ukážeme, jak získat informace o konkrétním uživateli z ě ěúložišt  dat. Op t
ř ěsi vytvo íme n jakou jednoduchou stránku, která bude obsahovat prvky Label, TextBox a
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ě čCheckBox, které nám umožní zobrazit jednotlivé informace. Uvedený kód je  op t  funk ní
část  stránky,  která  nám  sváže jednotlivé  položky  informací  s řp íslušnými  prvky  na naší
stránce.
public partial class _Defauls : System.Web.UI.Page
{
string userName = "HledanyUzivatel";
ě//Definování prom nné pro vybraného uživatele
MembershipUser _CurrentUser;
ě ě//Napln ní prom nné z ěúložišt  dat
_CurrentUser = Membership.GetUser(userName);










ů ěř ě ůAktualizace uživatel  je  tém  stejn  snadná,  jako  získávání  uživatel   z ěúložišt .
ů ůJakmile máme po ruce instanci MembershipUser, m žeme obvyklým zp sobem aktualizovat
ř ř čvlastnosti,  jako  nap íklad  e-mailovou  adresu  nebo  komentá .  Pak  sta í  zavolat  metodu
řUpdateUser t ídy Membership. 
public partial class _Defauls : System.Web.UI.Page
{
string userName = "EditovanyUzivatel";
ě//Definování prom nné pro vybraného uživatele
MembershipUser _CurrentUser;
ě ě//Napln ní prom nné z ěúložišt  dat
_CurrentUser = Membership.GetUser(userName);







řMetoda UpadateUser jednoduše p ijme upravenou instanci MembershipUser,  neboli
uživatele,  kterého  chceme aktualizovat.  Než ji  zavoláme,  musíme  aktualizovat  vlastnosti
ě ěinstance. Je tu však n kolik výjimek, n které vlastnosti se nastavovat nedají. Nastavují se
ř ř ř řautomaticky p i vyvolání p íslušné události. Mezi tyto vlastnosti pat í nap íklad IsLockedOut,
ě ě ě řPassword atd. Ke zm n  t chto  vlastností obsahuje t ída  MmebershipUser  metody jako
řjsou nap íklad GetPassword, ChangePassword nebo UnlockUser.
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ř ě řUživatele p idáváme do úložišt  tak, že jednoduše zavoláme metodu CreateUser t ídy
ř řMembership.  Pokud  tedy  chceme  do  svého  webu  za adit  schopnost  vytvá et  uživatele,
ů řm žeme p idat novou stránku obsahující nebytná textová pole, do nichž se budou zadávat
č čpožadované informace, a tla ítko. Událost Click tohoto tla ítka budeme zachytávat pomocí
následujícího kódu.
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Debug.WriteLine("Exception: " + ex.Message);
}
}
ň ů ě ř řOdstra ování  uživatel  je  stejn  snadné  jako  jejich  vytvá ení.  T ída  Membership
nabízí metodu Delete, která  požaduje  jako parametr  uživatelské jméno.  Metoda odstraní
uživatele z ěúložišt  dat,  a pokud chceme,  odstraní i všechny informace,  které se k ěn mu
vztahují.
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ň ěřPoslední  metodou,  o  které  se  budu  zmi ovat,  je  metoda  pro  ov ení  uživatele
ě ě ř ěMembership API. Když n jaký uživatel zadá na n jakém p ihlašovacím míst  své uživatelské














ř ů ňStylové p edpisy (tzv. pravidla CSS) se omezují na fixní sadu atribut  stylu. Umož ují
ě ě ě ě řop tovn  využívat konkrétní  formátovací detaily, ale  evidentn  neum jí  ídit  jiné  aspekty
ů ě ě ř ě čovládacích prvk  ASP.NET. A krom  toho bychom také cht li  t eba jednotn  definovat ást
ě řchování ovládacího prvku, nikoli pouze jeho vzhled. Cht li bychom nap íklad standardizovat
ěrežim výb ru v ůovládacím prvku Calendar, nebo zp sob zalamování v textových polích. To
ě ř ěevidentn  prost ednictvím CSS ud lat nejde.
ň ě ňMotivy (Themes) tuto mezeru vypl ují. Podobn  jako CSS, i motivy umož ují definovat
ůsadu stylových atribut , které se pak aplikují na ovládací prvky na více stránkách. Ovšem na
č řrozdíl od CSS nejsou motivy implementovány prohlíže em. Je to proprietní ešení ASP.NET
ě ěimplementované na serveru.  I  když motivy rozhodn  nemají  nahradit  styly,  mají n které
čschopnosti,  které  CSS poskytnout nemohou. Klí ové rozdíly jsou popsány v následujícím
čvý tu.
• ůMotivy jsou založené na  ovládacích  prvcích,  nikoliv  na  HTML.  D sledkem  je,  že
ň ě ě ěřmotivy umož ují definovat a op tovn  využívat tém  jakoukoliv vlastnost ovládacího
řprvku.  Stylové p edpisy  CSS jsou omezeny  pouze na  ty  atributy  stylu,  které  se
řaplikují p ímo na HTML.
• Motivy se aplikují na serveru. Když se na stránku aplikuje motiv, uživateli se odešle
ěfinální stránka, kde u jsou promítnuty všechny zm ny. Když se na stránku aplikuje
ř čstylový p edpis, obdrží prohlíže  jak stránku, tak informace o stylu – to znamená, že
se aplikují až na stroji klienta.
• ř č ů ňMotivy lze aplikovat prost ednictvím konfigura ních soubor .  Umož uje to aplikovat
řjeden motiv na celou složku nebo na celý web, a nemusíme p itom modifikovat ani
jedinou webovou stránku.
• ěMotivy nejsou kaskádové jako  CSS.  Specifikujeme-li  n jakou  vlastnost  v motivu  i
v řovládacím prvku,  p epíše  hodnota  motivu  hodnotu  vlastnosti  v ovládacím prvku.
ě řMáme však možnost  zm nit  toto  chování a dát  p ednost  vlastnostem ve stránce,
ů ř ůtakže se bude chování motiv  více podobat chování stylových p edpis .
ěMotivy nenahrazují CSS, spíše reprezentují model vyšší úrovn , dále je možné použít stylový
ř čp edpis jako sou ást motivu. Nejsme tedy omezeni tím, že musíme zvolit mezi jednou, nebo
druhou variantou.
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Motivy se vztahují k celé aplikaci. Chceme-li ve webové aplikaci použít motiv, musíme
řvytvo it složku, která bude motiv definovat. Tuto složku musíme umístit do složky s názvem
App_Theme, která musí být v ř čko enové ásti složky aplikace.
ů ůAplikace m že  obsahovat  definici  více motiv ,  pokud je  každý motiv  v samostatné
ůsložce. Pro danou stránku m že být v daném okamžiku aktivní pouze jediný motiv.
ř ůSoubor skinových p edpis  je  v ě č ů čpodstat  seznam zna ek  ovládacích prvk .  Zna ky
ěnemusí  ale  pln  definovat  ovládací  prvek.  Nastavují  se  jen  ty  vlastnosti,  které  chceme
standardizovat jak je uvedeno na následující ukázce.
<asp:ListBox runat="server" ForeColor="White" BackColor="Orange" />
Část  runat=“server“  je  vždy  povinná,  vše  ostatní  je  nepovinné.  Atribut  ID  není
čpovolen, protože se požaduje jako jednozna ný identifikátor ovládacího prvku.
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Chceme-li motiv aplikovat na webové stránce, musíme nastavit atribut Theme direktivy
Page na název složky našeho motivu.
<%@ Page Language="C#" AutoEventWireup="true" ... Theme="DefaultTheme" %>
ěKdyž aplikujeme na stránku n jaký motiv, ASP.NET prochází všechny ovládací prvky
nacházející se na stránce a kontroluje, zdali nejsou v ř ů ěsouborech skinových p edpis  pro n
ě č řdefinovány  n jaké  vlastnosti.   Najde-li  shodnou  zna ku,  p ekryjí  informace  ze  souboru
ř ůskinových p edpis  aktuální vlastnosti ovládacího prvku.
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č řASP.NET poskytuje možnost použít jako ást  motivu stylový p edpis.  Chceme-li  ho
v ř řmotivu  použít,  musíme nejprve  stylový p edpis  p idat  do  složky motivu.  ASP.NET tuto
složku  prohledává  a  dynamicky  váže  všechny  soubory  .css  ke  všem  stránkám,  které
používají daný motiv.
Abychom mohli  svázat  stránku s ě řn jakým  stylovým p edpisem,  musí  být  ASP.NET
ř čschopno p idat do sekce <head> webové  stránky zna ku <link>. To je možné pouze tehdy,
č ě ěmá-li zna ka <head> atribut runat=“server“. Tím se prvek zm ní na ovládací prvek na stran
severu a ASP.NET ho bude moci modifikovat.
č řDále sta í  už jenom nastavit atribut Theme stránky, aby získala p ístup k ůpravidl m
ř ů ě ůstylového p edpisu. Pak m žeme nastavit vlastnost CssClass t ch  ovládacích prvk ,  které
chceme naformátovat.
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ůPomocí  direktivy  Page  m žeme  motiv  svázat  s jedinou  stránkou.  Jestliže  chceme
č ůpoužít  motiv  pro  celou  webovou  aplikaci,  nej istším  zp sobem,  jak  se  dá  takto  motiv






řSpecifikovaný motiv se bude aplikovat na všechny stránky webu, za p edpokladu, že
ůstránky  nemají  nastavený  sv j  vlastní  motiv.  V č ř ěopa ném  p ípad  nastavení  motivu  ve
ř řstránce má p ednost p ed nastavením v souboru web.config.
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ěVe starších verzích ASP.NET jsme nem li  možnost vkládat již hotové kontroly, proto
řnebylo ani nutné a možné používat Motivy stránek. Dalo by se íct, že motivy stránek mají za
ř ůúkol  tvo it  nadstavbu  CSS  styl m,  pro  úpravu  vzhledu  a  chování  kontrol,  které  máme
v ěnov jších verzích ASP.NET k dispozici.
ěVe starších verzích jsme m li  možnost pro úpravu vzhledu používat standardní prvky,
ř ě ějako jsou kaskádové styly a samoz ejm  html znaky. Nem li  jsme tedy možnost,  pomocí
ř ř ěp i azení skinu vkládanému objektu nadefinovat jeho vzhled a n jaké standardní nastavení









řAby  byly  Mater  Pages  praktickým  a  flexibilním  ešením,  musejí  vyhovovat  mnoha
ůpožadavk m:
• Č ě ě ěást stránky se dá definovat samostatn  a op tovn  využívat na více stránkách.
• ř čDá  se  vytvo it  uzam ené  rozvržení  s definovanými  regiony,  které  bude  možné
ě ěupravovat.  Stránky,  které  budou  op tovn  využívat  šablonu  tohoto  druhu,  pak
ř čboudou mít povoleno p idávat i modifikovat obsah jen v ět chto regionech.
• ř ů ů ě ěDá se povolit p izp sobování prvk , které se na stránkách op tovn  využívají.
• ěStránka se dá deklarativn  svázat s ěn jakou stránkou šablony, nebo programátorsky
ř ěp i b hu.
• Stránka, která používá šablonu stránky, se dá navrhnout v ěn jakém designérském
řnástroji, jako je nap íklad Visual Studio
ě ůMaster  Pages  vyhovují  všem  t mto  požadavk m.  Poskytují  nejenom  systém  pro
ě ůop tovné využívání šablon, ale také zp sob, jakým lze šablony modifikovat, a v neposlední
ř ě ěad  rovn ž bohatou podporu pro dobu návrhu.
ASP.NET definuje dva nové typy stránek. Stránky, které slouží jako vzor, a stránky
s ěobsahem. Stránka, která slouží jako vzor, neboli Master Page, je n jaká šablona stránky.
ů ůM že obsahovat libovolnou kombinaci HTML, webových ovládacích prvk , a dokonce i kódu.
ěVe vzoru  stránek  mohou být  krom  toho také  zástupci  obsahu (content  placeholders)  –
definované regiony, které se mohou modifikovat. Každá stránka s obsahem (Content Page)
řse  odkazuje  na  jediný  vzor  stránek  a  p evezme  ze  vzoru  rozvržení  a  obsah.  Stránka
s ů ě ř ů ůobsahem m že krom  toho p idávat do jakýchkoliv zástupc  obsahu sv j  vlastní obsah,
který je specifický pro danou stránku.
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řMaster Page se podobá normálnímu webovému formulá i ASP.NET. Jedním z ůrozdíl  je to,
ř čže zatímco webový formulá  zahajuje direktiva Page, Master Page za íná direktivou Master,
ve které se specifikují stejné informace:
<%@ Master Language="C#" AutoEventWireup="true"
CodeFile="WebTemplate.master.cs" Inherits="WebTemplate_master" %>
č řDalším rozdílem mezi Master Page a oby ejným webovým formulá em je to, že Master Page
ů čm že  obsahovat  ovládací prvek ContentPlaceHolder, který není na oby ejných stránkách
č ůpovolený.  ContentPlaceHolder je ta ást  stránky,  do které pak m že  stránka s obsahem
ů č ůvkládat obsah. Master Page m že obsahovat libovolný po et ContentPlaceHolder .
Ukázka použití MasterPage se statickým záhlavím a zápatím stránky:





















Chceme-li  aplikovat  Master  Page v čoby ejné  webové stránce,  musíme do direktivy
řPage p idat atribut MasterPageFile. Specifikuje název souboru Master Page, který chceme
použít:
<%@ Page Language="C#" MasterPageFile="~/WebTemplate.master"
AutoEventWireup="true" CodeFile="SimpleContentPage.aspx.cs"
Inherits="SimpleContentPage_aspx" Title="Title Page" %>
čJenom  nastavení  atributu  MasterPageFile  ale  nesta í  k tomu,  aby  se  stránka
transformovala na stránku s obsahem používající Master Page. Stránka s obsahem má na
ěstarosti jediné,  a to definovat obsah, který se vloží do jednoho nebo n kolika  ovládacích
ůprvk  ContentPlaceHolder. Stránka s obsahem nedefinuje samotnou stránku, protože si ji už
ř ůp evzala ze vzoru stránek. Nem žeme tedy vkládat prvky jako <html>, <head> nebo <body>
protože už jsou definovány v Master Page.
Obsah pro  ContentPlaceHolder  se  poskytuje  pomocí  specializovaného ovládacího
prvku  Content.  Pro  každý  ContentPlaceHolder  v Master  Page  dodá  Content  Page
ě ěodpovídající ovládací prvek Content (krom  situace, že bychom pro daný region necht li
ůdodat  v bec  žádný  obsah).  ASP.NET  propojí  odpovídající  ovládací  prvek  Content
s ř čpat i ným  ContentPlaceHolder  tak,  že najde k ID ovládacího prvku ContentPlaceHolder
shodnou hodnotu vlastnosti Content.ContentPlaceHolderID ovládacího prvku Content.
Ukázka kompletní Content Page:
<%@ Page Language="C#" MasterPageFile="~/WebTemplate.master"
AutoEventWireup="true" CodeFile="SimpleContentPage.aspx.cs"








ě ů ř ěN kdy  m žeme  pot ebovat  zm nit  Master  Page  za  pochodu.  Programátorským
ů ě ězp sobem provést tuto zm nu je velmi jednoduché. Nemusíme d lat  nic víc, než nastavit
ěvlastnost Page.MasterPageFile. Podmínkou je ale to, že tento krok musíme ud lat v ěetap
ě ě ůPage.Init. Pokusíme-li se to ud lat pozd ji, zp sobí to výjimku.
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ěOp t  ve starších verzích ASP.NET 1.x nám chybí možnost jednoduchého, rychlého a
ř ů ě ěpohodlného  vytvá ení  rozvržení  klasických  web .  V tšinou  chceme,  aby  stránky  m li
ě č č ě řn jakou  hlavi ku,  naviga ní  menu,  a hlavní t lo  stránky, kde by se zobrazoval p íslušný
ř řobsah.  Ve  starších  verzích  ASP.NET  musíme  toto  ešit  na  úrovni  html  kódu  nap íklad
pomocí „frames ě“. Další možností je použít n jaký programový kód, který nám bude simulovat

















ř ů ěASP.NET 2.0 nám poskytuje adu ovládacích prvk  pro zobrazení dat. Spojením t chto
ůprvk  s řp íslušnými  zdroji  dat  získáme  mocné  nástroje  pro  jednoduché  zobrazení
databázových i jiných dat použitých v naší webové aplikaci.
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č ěGridView je neoby ejn  flexibilní ovládací prvek pro zobrazování dat. Obsahuje širokou
ě ěškálu intern  zabudovaných schopností, jako jsou výb r, stránkování a editování, a dá se
ř ě řrozši ovat  pomocí  šablon.  Skv lou  p edností  GridView oproti  starému  ovládacímu prvku
z řů řASP.NET 1.0 DataGridu je jeho podpora scéná .  Pomocí GridView se dá vy ešit mnoho
ě ě ě ěb žn  vyskytujících úloh, jimiž jsou stránkování a výb r,  aniž bychom museli psát n jaký
další kód.
Použijeme-li ovládací prvek GridView s nastavenou vlastností AutoGenerateColumns
na  true,  prozkoumá  GridView datový  objekt  pomocí  reflexe a  vyhledá všechny  sloupce
ř(záznamu),  nebo  vlastnosti  (vlastního  objektu).  Pak  vytvo í  své  sloupce  v řtom  po adí,
v jakém odpovídající sloupce, respektive vlastnosti našel.
ů ř ř ěAutomatické generování sloupc  je šikovné, když pot ebujeme rychle vytvo it n jaké
řtestovací stránky, neposkytuje však takovou flexibilitu, jakou obvykle pot ebujeme v praxi.
ř ě ř ůChceme-li získat plnou flexibilitu ovládacího prvku, jako nap íklad  zm nit  po adí  sloupc ,
ěnebo  nakonfigurovat  n jaký  aspekt  jejich  zobrazení,  jako  je  formát  nebo text  v záhlaví,
musíme  nastavit  vlastnost  AutoGenerateColumns  na  false  a  definovat  sloupce  v sekci
<Columns>.






<asp:BoundField DataField="LastName" HeaderText="Last Name" />
<asp:BoundField DataField="Title" HeaderText="Title" />




Každý sloupec typu BoundField poskytuje vlastnost DataFormatString, s jejíž pomocí
ů ř čm žeme nakonfigurovat vzhled hodnot vyjad ujících ísla nebo datum pomocí formátovacího
ř ěet zce.
ř ěPoužití formátovacího et zce ve sloupci:
<asp:BoundField DataField="Price" HeaderText="Price" DataFormatString="{0:
C}" />
ř ě ů ůFormátovací et zce se obvykle skládají ze zástupných symbol  a indikátor ,  které
ř ř ějsou uvnit  složených závorek. Typický formátovací et zec vypadá takto:
{0:C}
V ř ě řtomto  p ípad  reprezentuje 0 hodnotu,  která  se bude formátovat, a písmeno vyjad uje
ř ěp eddefinovaný formátovací styl.  C zde znamená formát  m ny,  a  slouží k naformátování
č č ěísla jako ástky se symbolem m ny, podle místního nastavení.
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ř ř ěP edchozí p íklad pro ovládací prvek GridView, zobrazoval data pomocí odd lených
ů ňvázaných sloupc  pro každý sloupec ze zdroje dat. Chceme-li umístit do jedné bu ky více
ř ů ňnež  jednu hodnotu,  nebo mít  neomezenou možnost  p izp sobovat  obsah bu ky  tím,  že
ř ě č řbudeme do ní p idávat n jaké HTML zna ky a serverové ovládací prvky, budeme pot ebovat
sloupec typu TemplateField.
ň ě ř ůSloupec typu TemplateField umož uje definovat kompletn  p izp sobitelnou šablonu
ů ř č ů čsloupce. Do šablony m žeme p idávat zna ky  ovládacích prvk ,  libovolné HTML prvky i
ů řvýrazy vázání dat. Máme úplnou volnost, takže si m žeme vše uspo ádat tak, jak chceme.













ďKdyž te  svážeme GridView s ůdaty, vytáhne si data ze zdroje dat a projde kolekci prvk . Pro
každý z ů řprvk  zpracuje ItemTemplate, vyhodnotí výrazy vázání dat a p idá  vygenerovaný
řHTML kód do tabulky. Tato šablona je velmi  jednoduchá – jednoduše definuje t i  výrazy
ř čvázání dat. Když se výrazy vyhodnotí, p evedou se na oby ejný text.
řVe  výrazech  se  volá  Eval(),  což  je  statická  metoda  t ídy
System.Web.UI.DataBinder.Eval(),  automaticky  totiž  získá  prvek  dat,  který  je  vázaný
k řaktuálnímu ádku prvku GridView, pomocí reflexe najde odpovídající sloupec databázové
řtabulky (jedná-li se o ádek), nebo vlastnost (jedná-li se o vlastní objekt), a získá hodnotu.
ě čProces reflexe vnáší trochu práce navíc, není však pravd podobné, že by tato dodate ná
ě ě ě ůzát ž n jak znateln  prodlužovala zpracování požadavk .  Pokud bychom nepoužili metodu
Eval(),  museli  bychom  k ř řdatovému  objektu  p istoupit  prost ednictvím  vlastnosti
ř ěContainer.DataItem a p etypovat jej, podobn  jako zde:
<%# ((EmployeeDetails)Container.DataItem) ["FirstName"] %>
ř ř ř ěNevýhodou tohoto p ístupu je, že musíme znát p esný typ datového objektu. Nap íklad práv
řuvedený  výraz  vázání  dat  p edpokládá,  že  svazujeme  objekty  EmployeeDetails
ř řprost ednictvím  ObjectDataSource.  P ejdeme-li  k řSqlDataSource,  nebo  p ejmenujeme-li
řt ídu EmployeeDetails, svou stránku tak narušíme. Když oproti tomu použijeme metodu Eval
ř(), bude výraz vázání dat fungovat po ád.
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čÚ elem ovládacího prvku DetailsView je zobrazit  v daném okamžiku jeden záznam.
řKaždý elementární díl informace (pole nebo vlastnost) umístí do separátního ádku tabulky.
Použití  tohoto  ovládacího  prvku  svádí  k č ětomu,  aby  se  lov k  pokusil  pomocí
ě ř č č ůstránkovacího ovládacího prvku DetailsView vyrobit n co jako p íru ní prohlíže  záznam .
ř ů ě ř řTakový  p ístup  m že  ale  být  hodn  neefektivní.  Nap íklad  vždy,  když  uživatel  p ejde
z ějednoho záznamu na jiný, vyžaduje to separátní odeslání stránky zp t na server (zatímco
ůovládací  prvek  GridView umí  zobrazit  najednou  celou  sadu  záznam ).  Ale  opravdovým
ěnedostatkem je to, že pokaždé, když se stránka odešle zp t  na server, získává se úplná
ů řsada záznam ,  i  když se  p itom  zobrazuje  jen  jediný  z řnich.  Rozhodneme-li  se  vytvo it
ů řstránku  pro  prohlížení  záznam  po  jednom  pomocí  DetailsView,  musíme  p inejmenším
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ňzapnout  ukládání  do  cache,  abychom  alespo  trochu  zredukovali  práci,  kterou  musí
vykonávat databáze.
Č řasto  je  lepší,  když  si  vytvo íme  naše  vlastní  stránkovací  ovládací  prvky  pomocí
ě ř řn jaké podmnožiny dat. Mohli bychom nap íklad vytvo it rozevírací seznam a ten svázat se
č ůzdrojem dat, takže bychom se databáze dotazovali pouze na klí ové položky záznam . Až
ě čby pak  uživatel  vybral  n kterou položku,  sta ilo  by pak pomocí  jiného zdroje  dat  získat
ěkompletní informace pro práv  vybraný záznam.
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DetailView  generuje  pole,  která  zobrazuje,  pomocí  reflexe.  To  znamená,  že
ř řprozkoumá datový objekt a vytvo í separátní pole pro každý sloupec ( ádku) nebo vlastnost
ě ů(vlastního objektu) práv  tak, jako GridView. Automatické generování polí m žeme vypnout,
když nastavíme AutoGenerateRows na false. Pak bude na nás, abychom deklarovali objekty
polí.
řP i  budování DetailsView používáme stejné objekty,  jako  když jsme navrhovali GridView.
řNap íklad pole z č čdatového prvku jsou reprezentovány zna kou BoundField, tla ítka se dají
řvytvá et pomocí ButtonField atd.
Ukázka deklarace polí DetailsView:
<asp:DetailsView ID="DetailsView1" runat="server" AutogenerateRows="false">
<Fields>
<asp:BoundField DataField="EmployeesId" HeaderText="Id" />
<asp:BoundField DataField="FirstName" 
HeaderText="First Name" />
<asp:BoundField DataField="LastName" HeaderText="Last Name" />
<asp:BoundField DataField="Title" HeaderText="Title" />




ů ě ůDetailsView podporuje všechny typy sloupc  GridView krom  sloupc  založených na
ě řšablon .  Pot ebujeme-li nenahraditelnou flexibilitu šablon, obrátíme se na FormView, který
poskytuje ovládací prvek šablony pro zobrazení a editaci jediného záznamu.
Krása  modelu  šablony  FormView  tkví  v tom,  že  se  vcelku  shoduje  s modelem








ů ěZnamená to také, že m žeme vzít obsah šablony, který jsme umístili do n jakého sloupce
typu TemplateField v ěn jakém GridView, tak, jak je, a umístit ho do FormView.
ř čChceme-li  podporovat  editaci,  budeme muset  p idat  ovládací prvky  tla ítek,  které
ěbudou spoušt t proces Edit a Update.
$&%^]n ?utA.\GbAXÈv 0CRr.D8EA\ﬁP\AvfR±Êi?Wj%)(+*,|$&%>M
S ě ř řnov jšími verzemi ASP.NET 2.0 p išla i podpora hotových p eddefinovaných kontrol,
ň ř řkteré  nám usnad ují  spoustu  práce,  jak  p i  návrhu,  tak i  díky jejich  propracovanosti  p i
používání webových aplikací.  Stejné  je  to  i  v ř ě řp ípad  p ístupu  a  zobrazení dat  na  dané
stránce.
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ěVe  starších  verzích  ASP.NET  1.x  jsme  nem li  k dispozici  kontroly  jako  GridView,
ř řFormView  atd.  P i  návrhu  webové  aplikace  jsme  museli  všechny  formulá e  a  jejich
ř čfunkcionalitu  doplnit  sami.  Od verze  2.0  t eba  prvek  FormView nám zaru í  jednoduché
řvkládání, editaci záznamu nap íklad z řp ipojené databáze. Data z ů ědané DB m žeme op t
řjednoduše  získat  pomocí  kontroly  SqlDataSource,  která  nám  pak  jimi  naplní  p íslušný





ř ř č řP ínosem této práce je p edstavení tená i  nové možnosti rámce .NET 2.0 pro tvorbu
č ů Č ř ěinforma ních systém .  tená  se okrajov  seznámí s vývojovými nástroji použitelnými pro
vývoj  webových  aplikací  založených  na ř řarchitektu e  ASP.NET  2.0.  Jsou  p edstaveny
ů řzákladní  principy  a  kontroly  pro  správu  a  registraci  uživatel  ve  vytvá ených  webových
aplikacích. 
Č řtená  se  dále  seznámí s možností nastavení  jednotlivých vlastností  kontrol  a jejich
ť ň ůjednoduchým použitím, a  už se jedná o kontroly již zmi ované pro správu uživatel ,  nebo
ěkontroly pro jednoduché zobrazování, editaci a vkládání nových dat do datového úložišt
spojeného s vyvíjenou webovou aplikací.
č ř ěDále by se tená  m l seznámit s možnostmi návrhu webových aplikací, ve kterých by
ě ě ě ěm l  být  schopen použít  základní d lení  stránek  pomocí  Master  Pages  a  dozv d t  se  o
ůnových možnostech úpravy vzhledu pomocí motiv .
V č řpráci se tená  také dozví, jak se liší nová verze ASP.NET 2.0 od verzí starších. Spíše
ě řmá možnost zjistit, co nového mu nov jší verze ASP.NET p ináší a co vše mu nové kontroly
č ř čuleh ují p i návrhu informa ního systému.
ř ě č ř ěP edpokladem  pro  jednodušší  porozum ní  práce  je,  aby  tená  m l  již  minimální
znalosti v oblasti architektury ASP.NET.
ř ř ěTéma této bakalá ské práce by se dalo dále rozvíjet. Mohly by být p edstaveny mén
významné kontroly, nebo by šlo dále navázat na téma nových možností rámce .NET 3.0.
č č řDemonstra ní informa ní systém by mohl být rozší en o další schopnosti, a tím by se
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