Introduction
The practical implementation of a clinical classification is as dependent upon appropriate development methods and tools for managing change in its underlying terminology, as it is dependent upon the underlying conceptual framework. In this paper, we focus on supporting development of a medical terminology that is of sufficient size and representational complexity necessary to meet the needs of a variety of informatics application developers.
We believe that for any conceptual framework to be viable, it must be supported by a development environment that is (1) cognitively scalable (supports the developer by computing inconsistencies and new relationships that might be otherwise overlooked), (2) computationally scalable (as the size and complexity of the terminology within the classification grows, the resources necessary for computation remain readily available) and (3) organizationally scalable (as the number of modelers increase, the management effort necessary to coordinate and integrate the individual work grows in a manageable way). An efficient implementation of a description-logic classifier can preserve computational scalability while also supporting cognitive scalability by computing coherence of concepts and by utilizing a classifier to identify inconsistencies and new relationships. However, description-logic implementations have traditionally ignored organizational scalability, have little-if any-support for more than one concurrent modeler, and have no support for identifying conflicting design decisions made by individual modelers.
Support for such pluralistic design is essential because of the diverse needs of application developers and the tight coupling of application needs with features of applications. Additionally, computer-based support for concurrent terminology development will support terminologies' inherently dynamic nature, and will reduce the cost of migrating to new versions of the terminology by making such migration routine with a set of supported processes and tools.
Design Philosophy
All development processes have an implicit or explicit design philosophy. We seek to articulate explicitly our design philosophy because understanding our perspective is fundamental to understanding our work. This section describes our evolutionary design philosophy and contrasts our approach with the more traditional creationist design.
Logical Foundation
Typical medical terminologies, such as SNOMED International [1] and ICD-9-CM [2] use a hierarchical structure that organizes the concepts into type hierarchies. We previously described the limitations of such hierarchical structures [3] . The simple hierarchical categorization neither sufficiently defines what a term represents, nor tells how one term differs from another. Terminologies that use only type hierarchies to categorize terms usually lack formal definitions for the terms in the system. Many groups have sought to bring increasing formality to medical terminologies, some by developing logical definitions for the terms in the terminology, others by formalizing linguisticallyderived relationships in the terminology [4] [5] [6] [7] [8] [9] .
We seek to formalize relevant relationships between terms in a medical terminology by utilizing description logics to define explicitly those relationships that represent the defining characteristics of individual terms. There are many environments capable of supporting such definitions. We have chosen the K-Rep environment [10] as the foundation for our prototype environment:
Gálapagos. We have written specific programs that utilize KRep's underlying description-logic database and inference engine.
The remainder of this section describes the creationist and evolutionary design philosophies. In using these terms we intentionally draw from philosophical discussions surrounding Darwin's idea of evolution by natural selection. Dennett provides a detailed discussion of the debate as it applies to living organisms [11] .
Creationist Design
Creationist design represents the traditional philosophy of terminology design. It has three fundamental principles:
1. Pre-ordained design. A designer or group of designers articulates the principles of the design, and supervises the implementation of the design to ensure the product meets the design specifications.
2. Singularity of design. Development proceeds according to the specifications of a single design. Deviations from the design are not encouraged.
3. Homogeneity. Modelers participating in implementation of a creationist design must agree with the fundamental design, and thus self-select for homogeneity.
In many development efforts, the advantages of creationist design are compelling. Creationist design can be more efficient (since a consensus need not be developed regarding the design). For applications where the needs are well defined, or where the development effort is relatively small, the efficiency of a singular design is compelling.
We are not arguing that creationist design is never appropriate. However, we believe that development of a medical terminology that can serve as a standard for a variety of electronic medical record applications requires a different approach. The magnitude of the task is large, and our understanding of the modeling requirements is limited. These limitations makes pre-ordained design stifling and inappropriate.
Evolutionary Design
Evolutionary design is becoming more prevalent as an approach to software development. Rapid prototyping and user-centered design are representative examples. Evolutionary design has three fundamental principles:
1. Evolution without pre-ordained design. Although traditional creationist design may be an efficient starting point for an evolutionary process, there is an explicit recognition that the design is not complete, and only through a development and feedback process can the product evolve to meet intended needs.
2. Accumulation of design. Throughout the development cycle, individuals may have developed insight into the task that is manifested in their work. Such work should be archived, thoroughly analyzed, and incorporated, even when such work conflicts with the work of another.
3. Heterogeneity. Heterogeneity of approaches is encouraged. By allowing a diverse set of approaches to focus on the development problem, the design efficiency is increased.
Although evolutionary design may not be as efficient as creationist design, the heterogeneity of approaches may allow the resulting medical terminology to meet the needs of a broader group of modelers. In addition, a terminology designed by an evolutionary means, with participation from a broad consortium of modelers, may be preferable secondary to the broader participation in the development process and a greater sense of ownership among the modelers.
Evolutionary design can be made more efficient if computer applications are specifically tailored to support the evolution of a terminology. The first problem that must be overcome, to make evolutionary design realistic, is the local-update penalty.
The Local-Update Penalty
Tuttle and colleagues described a paradoxical penalty when reconciling local enhancements the UMLS Metathesaurus with new releases [12] . The penalty is paradoxical because users who make the largest effort to incorporate a version of the UMLS into their software (and undoubtedly make significant local enhancements to make the UMLS function in their local environment) must also make the largest effort to reconcile their local changes each time there is a new release.
This local-update penalty is a serious impediment to evolutionary design. To make evolutionary design possible, the penalty must be reversed: individuals making the greatest number of local enhancements to a terminology need to be rewarded by having their local enhancements reflected in the new reference version, and by the availability of applications to assist them in upgrading their terminology. Such support is a central goal of Gálapagos, and is necessary to support the conservation of design treatise of evolutionary design.
Management of Concurrent Development
There are many strategies for managing concurrent development, although none of the available methodologies supports multiple modelers who concurrently work on overlapping portions of the terminology in independent databases with no locking facilities in a description-logic environment.
The Methathesaurus Enhancement and Maintenance Environment version II (MEME II) [13] , is a prominent example of a computationally and organizationally scalable development environment for terminologies that are not founded upon description logics. Through Gálapagos, we will show that similar computational and organizational scalability is achievable while providing the cognitive scalability provided by a description-logic classifier.
We envision that terminological definitions will be developed incrementally by multiple modelers. Representation of this incremental development requires that the actions of individual modelers are broken down into semantically atomic units called transactions , representing a single operation on a term. These transactions will usually be long-lived transactions (LLTs) because they will be created over several weeks by individual modelers before they are made public.
Development of advanced-database applications [14] , able to support distributed development of a terminology, will require enhancing two classes of techniques to support LLTs. First, they must support integration of LLTs that are developed concurrently. These concurrency-control techniques must support the integration of many sets of LLTs in a manner that preserves as much of the individual work as possible, yet ensures the consistency of the resulting terminology. Second, they must integrate the concurrency control techniques with those of version and configuration management.
Transactions
All operations are seen by the database, and therefore by the concurrency control scheme, as a series of read and write operations. These operations are grouped together into ordered sets of operations referred to as transactions . Grouping operations into transactions serves three purposes [15] :
• Operations are grouped together to form a complete task.
• Sequential execution of well-formed transactions preserves the consistency of the database.
• Grouping forms a logical "all" or "none": executing all the operations, or none of the operations will preserve the consistency of the database.
If a transaction fails after starting execution (either because of software or hardware failure) database consistency can be restored by undoing all the operations of transactions that are not yet completed.
Traditional Concurrency Control
Traditional schemes for managing concurrent work are designed to be general purpose. Thus they lack any information about the application or the semantics of the database operations created by the application. Transactions from multiple users, or multiple transactions from a single user, are executed sequentially according to a schedule.
Traditional concurrency control schemes [14] rely on locking mechanisms or optimistic nonlocking mechanisms to create a serial schedule of transactions. If a serialization of all transactions cannot be found, one or more transactions are aborted to allow the others to complete. The work involved in creating the aborted transactions must be repeated.
Traditional concurrency-control schemes violate the conservation of design treatise of evolutionary design because traditional methods require one or more transactions to abort if the serialization schedule is violated.
Locking Mechanisms
Two-phase locking [16] is the standard mechanism of concurrency control in conventional database management systems. Two-phase locking guarantees the serializability of transactions in a centralized database when transactions are executed concurrently. Transactions that utilize two-phase locking are divided into two phases, a growing phase and a shrinking phase. During the growing phase, transactions sequentially lock all of the data elements that may be read or modified. Once transactions have acquired all the necessary locks, the data elements are processed. The shrinking phase begins when transactions release the locks one by one until the transactions are completed. Database consistency is ensured, however a transaction is required to wait until all of the necessary data elements are released by other transactions.
Why not use locking mechanisms for terminology development? A terminology developer may work with a set of data elements for weeks before releasing them publicly. During this time, all other modelers would be prevented from working on that set. Locking mechanisms are inappropriate for such long-lived transactions.
Optimistic Nonlocking Mechanisms
Kung and Robinson [17] proposed a mechanism for optimistic concurrency control that does not rely on locking mechanisms. Their version of optimistic concurrency control requires that all transactions have a read phase, in which all data are written to local copies, and a validation phase, in which the application must show that committing this transaction will not violate the serialization of all previously committed transactions.
This mechanism can provide concurrency control with less overhead than two-phase locking. It is most useful when serialization conflicts are uncommon; it also requires that transactions not violate serialization constraints. If a transaction violates serialization, it must be aborted, and its work must be repeated. In addition, this mechanism requires that all users operate on a central database so that serialization of transactions can be validated before a transaction is allowed to commit.
Why not use Kung and Robinson's mechanism for terminology development? It does offer an improvement over locking mechanisms. Because there are no locks, it allows multiple modelers to work with the same data elements. Despite this improvement, it still relies on traditional serialization before allowing a transaction to commit. If serialization is violated, the work involved in creating the transaction is also lost. If modelers fear that their work will be lost, they will be reluctant to participate in distributed development. A better solution would be one that can resolve serialization violations without forcing a transaction to abort.
Shortcomings of Traditional Concurrency Control
All traditional database applications implement concurrency control by requiring serialization of all transactions; either before the transaction begins (two-phase locking), or before the transaction commits (optimistic concurrency control). In addition, if serialization is violated, the transactions must be aborted, and redone. If the transaction's creation from the original base state required human thought, the effort to create the transaction must be repeated.
If terminology development applications rely only on traditional concurrency control, several obstacles arise. First, the applications may have to wait months for long-lived transactions to commit, or the applications will require manual recreation of any transactions that abort because of serialization violations.
Second, terminology applications must all be connected to a central database during the creation of transactions. This obstacle will not allow creating local enhancements, or distributed development in which modelers may regularly submit their local enhancements for inclusion in the master terminology. Further, to support evolutionary design, local enhancements must diverge from the master terminology so that the modeling differences can be identified, and the relative costs and benefits of alternative approaches can be evaluated.
Traditional concurrency control schemes do not support long transactions and synergistic cooperation between modelers. If two modelers want to exchange work that was developed independently (while not connected to a central database), they may have contributions that cannot be serialized. Yeh and colleagues [18] referred to this type of cooperative development as synergistic interaction . Terminology development should support this type of interaction.
Traditional concurrency control schemes can be improved by using domain-specific knowledge. If the applications are specialized for a domain in which the semantics of the transactions are known, a nonserializable, but consistent, schedule can be constructed. The next section outlines mechanisms to create such transaction schedules.
Semantics-Based Concurrency Control
Garcia-Molina [19] observed that the serializability requirements used by concurrency-control techniques could be replaced by semantic consistency constraints if semantic information about the transactions is known to the application. He proposed that a semantically consistent schedule be sought rather than a strictly serializable schedule to preserve the consistency of the database. This scheme, while allowing a class of transactions that may be semantically consistent, but not serializable, still suffers from many of the problems of the traditional concurrency control schemes. Transactions that violate the consistency constraints must be rolled back, and the labor used to create them must be repeated.
In a later paper, Garcia-Molina and Salem [20] proposed that long-lived transactions be organized into sagas that can be interleaved with other transactions. The execution of sagas is managed by a saga execution component (SEC) that utilizes the traditional transaction management component of the application. The SEC executes the saga transactions one by one, keeping a log of all the actions taken on behalf of the saga. The SEC may sequentially execute all of the saga's transactions without error, or it may partially execute a saga, discover unrecoverable conflicts, and then roll back the saga, by removing all of the saga transactions from the database. The saga is rolled back not by the traditional cascading roll-back of conventional concurrency control systems, but rather by relying on compensating transactions that will restore the database to a semantically consistent state. This has the advantage of not requiring the roll-back of other transactions that occurred during the aborted saga's execution. The compensating transactions are domain-and task-specific and require semantic knowledge about the saga's transactions to be properly applied.
The compensating transactions described by Garcia-Molina are specific to undoing the actions of an aborted saga. Specifically, if a saga is composed of individual transactions T i , then for each transaction there must be a compensating transaction, C i , that will remove the effects of the transaction from the database, restoring it to a semantically consistent state. If a saga consisted of the sequence
and for each transaction, a compensating transaction was defined
either the entire saga sequence,
is executed, or the sequence
for some 0 ≤ j < n will be executed.
The use of sagas and compensating functions would solve some of the problems of traditional concurrency control. Their use can prevent unnecessary roll-back of concurrently executing transactions by applying compensating functions, and also by allowing sagas to interleave transactions in an order that may not be strictly serializable.
Sagas do not, however, provide a compensation mechanism for resolving conflicts. Any time a conflict is detected, at least one of the competing transactions must be aborted and manually recreated from a new base configuration. A better solution is to use semantic knowledge to compensate for the conflicts in a way that does not require choosing one transaction at the expense of another. Such a solution is better because work involved in creating both transactions can be preserved.
Aristotelian Classification for Conflict Identification
An alternative to utilizing serialization of transactions and abortion of conflicting transactions is to use semantic criteria to determine if concurrent changes made to a definition are in conflict. The notion of Aristotelian classification has been previously discussed as a foundation for representation of clinical data [3] , and as a measure of formality of the UMLS Metathesaurus [21, 22] . Aristotelian classification can also be used to determine the equivalence of concurrently developed enhancements to terminological definitions.
Aristotelian classification requires that each term within a type hierarchy be defined by genus (the category of classification for a term) and differentia (the elements, features, or factors that distinguish one term from another), and that syllogisms be used to analyze the properties inherited by each type.
As described in a later section, Gálapagos supports defining terms by genus and differentia, and derives the properties inherited by each type by utilizing the underlying K-Rep environment. Using our extensions, Galapagos uses these derivations to identify conflicting work generated by concurrent development, and allows modelers to interactively resolve these conflicts.
Although necessary, identification and resolution of conflicts is not sufficient to achieve the organizational scalability beyond two modelers. Experience has shown us how difficult it is to get all modelers working on the same version of the terminology at the same time. In our project, where each of the four participating sites are involved in four different electronic medical record projects, difficulty synchronizing schedules is the norm.
To operate in such an environment, a modern configuration management system is also required to allow concurrent access to multiple versions of the terminology, keep track of all conflicts previously identified, as well as their resolution. The next section reviews configuration management concepts. Gálapagos uses the change set model of configuration management which is described at the end of the next section.
Configuration Management
Coordinating changes made by multiple developers on a single product can be complex. Consider several developers who independently modify version 1 of a product, and periodically swap their changes with each other to create version 2 of the same product. With such a scenario, there are many potential problems. How are changes represented? How are those changes exchanged? What if changes by one developer conflict with, or negate, the changes of the other? Without a plan for handling such problems, allowing more than one person to work on a product at the same time is risky.
For software development, mechanisms for managing these problems have been developed, and are continuing to evolve. The previous section described concurrency-control mechanisms that can broker strict control, often preventing conflicts; however, these strict controls are unrealistic for software development (because software is typically developed by teams working in parallel rather than by individual working serially, and also because software must often work in different environments in parallel, and development work for these different environments is typically done in parallel). Rather than allowing only one version of a product to exist, with only one modification allowed at any time, software developers have chosen to allow multiple versions of a product to exist and have developed configuration management models to manage product versions.
Configuration Management Models
Configuration management models have developed in a variety of disciplines in which objects must be combined to create a final product. Although these models often have common underpinnings, there are domain specific differences as well. These differences are required because domain objects may have different physical and logical characteristics, different procedures for creation and use, and different lifecycle characteristics [23] . Despite these differences, the potential exists for synergistic sharing of ideas between configuration disciplines. Dart [23] and Katz [24] have described the common themes that are found in software development and computer-aided design (CAD) environments. Terminology development also has configuration themes common with those of software development and CAD.
The common link between all configuration-management disciplines is the cataloging of components that may evolve over time. This rudimentary functionality is present in all configuration management systems. More advanced systems offer additional functionality. Feiler [25] examined commercial software configuration management systems, describing their similarities and differences. The models he described represent not only the spectrum of system functionality found in commercial systems, but also the evolution of configuration management concepts since the development of the Source Code Control System (SCCS) in the early 1970s [26] . This section presents three of the models Feiler described: the checkout/checkin model, the longtransaction model, and the change-set model. These three models represent the spectrum of changes in configuration management concepts: from the initial checkout/checkin model for cataloging and storing software versions, to the most recent change-set model, which captures changes as identifiable components which can be applied to various configurations of components. The remainder of this section discusses these three models.
Checkout/Checkin Model
The checkout/checkin (CO/CI) model is the model most familiar to software developers, but is also the most limited. This model is used by the unix tool Revision Control System (RCS)
[27] and many others. CO/CI tools provide a repository where modelers can store versions of software, source code, and documentation. Creation and maintenance of the repository is a responsibility of the modelers who are to check appropriate components into, and out of, the repository. In addition to repository functions, CO/CI tools typically provide status accounting of the components in the repository. Typical accounting functions include a record of all persons who checked components into or out of the repository, and a binary "snapshot" of each version checked into the repository. From these accounting records, any previous version of any component can be retrieved, and simple library functions can prevent two modelers from checking out the same component at the same time.
Because CO/CI tools can provide library functions, if a strict CO/CI policy is adopted (in which only one developer at a time can check out a component), CO/CI tools can enforce a concurrency control model that will ensure a serial sequence of changes. Such a serial sequences ensure valid sequences of transactions; however, that same section later described why such serial sequences are too restrictive and will not meet the requirements of terminology development.
Software developers have also known that strict serialization is not acceptable in many situations, and they require the CO/CI tools to allow multiple developers to check out the same components for concurrent modification. When this occurs, the tools allow the creation of a version branch , a new version of a component that will subsequently evolve independently from the original component. If changes in the version branch must later be incorporated into a subsequent version of the original component, the changes must be manually integrated.
The repository component forms the foundation of the CO/CI model, but such a repository is not sufficient for configuration management. The repository simply creates an audit trail of all the checked-in versions of components. It has no notion of how these components can be combined to create valid configurations. Software developers depend on additional tools to specify relationships between different components of a system, to create valid configurations of components, and to control the build process. Typically, developers rely on tools like UNIX 's make [28] .
Long-Transaction Model
The long-transaction model focuses on the evolution of an entire system. Any time a change occurs to a system component, the configuration management environment will record a corresponding transaction. A system therefore evolves from an initial, or base, configuration to a new state by executing a set of transactions that represent apparently atomic changes of system components. Often several developers will be working on the same system. Each of their changes will be represented by transactions that must be sequentially applied to a base configuration. These transactions are coordinated by a concurrency-control scheme that is internal to the development environment, rather than external (as with the potential for branching and subsequent manual merging with the CO/CI model).
Environments that support the long-transaction model must provide each developer with a workspace. The workspace provides the developer with a base configuration on which all transactions will be applied, and provides the mechanisms for recording and applying transactions to the base configuration. The workspace shields the developer from changes in other workspaces until they are committed. The concurrency control scheme brokers the transactions between different workspaces when the transactions are committed.
Incorporating a concurrency-control scheme into a configuration management environment has potential advantages and drawbacks. One advantage is that if a strict concurrency-control policy is adopted, existing database concurrency-control models can be applied. Using these models will ensure that properly sequenced transactions can be validly applied to the base configuration, and will also allow developers to utilize traditional database shells for configuration management applications. An advantage from one perspective can, however, be a hindrance from another perspective. Traditional concurrency-control schemes do not adequately support the long-lived transactions typical of any development process. Traditional concurrency-control schemes fail because they either rely on locking mechanisms, which may prevent developers from accessing large portions of the database, or they rely on optimistic nonlocking mechanisms, which, if a conflict is detected, will accept the changes of one developer only at the expense of another.
Long-transaction environments can support evolutionary terminology development. Implementing this concurrency-control model will allow multiple developers to operate on the same base configuration, make local changes, and later submit these changes for integration into a new reference version. Using such a concurrency-control scheme will solve some of the challenges facing terminology development: those of distributed development. However, long-transaction environments will not provide a solution to the local-update penalties.
The local-update penalty can be eliminated if a by-product of merging transactions was a set of transactions that can be recombined to create individually-tailored sequences. These sequences can be sent back to the individual developers, providing a set of transactions that can be applied to the local configuration, and thus synchronize local terminology with the new reference version. The long-transaction model cannot support creation of these individually tailored sequences, because the transactions exist only within the context of a workspace. Transactions are not valid outside the workspace. They do not exist as named independent entities that can be extracted and applied to other base configurations.
The change-set model described next provides an extension to the long-transaction model that will support the creation of individually tailored sequences.
Change-Set Model
The change-set model is a natural extension of the long-transaction model. In the long-transaction model, a sequence of changes is captured during the development process. These changes are a series of transactions that, when applied to one version of a system, will generate the next version of the system. Despite the existence of these transactions, they are not made available outside the context of a particular version of the system. They are not independently named entities; therefore they cannot be extracted, and cannot be independently applied to other system configurations. The change-set model allows these transactions to be named and independent entities. As a result, a series of transactions can be combined to create a change set , which contains the logical changes that occurred to a component. These change sets can then be applied to other configurations of the system whenever the same set of logical changes are desired (allowing for checking for possible conflicts).
Change sets are created from long transactions that represent the preserved and committed changes to a configuration. Once the change set has been created, new configurations are built by adding change sets to other existing configurations. Not all combinations of existing configurations and change sets will result in valid configurations. The validity of any configuration corresponds to the validity of the schedule of transactions applied to the base configuration. We described traditional and semantics-based mechanisms for validating a transaction schedule in previous sections.
The change-set model can also support distributed concurrent change without centralized coordination. Individual sites can generate change sets independently. These change sets can be exchanged, allowing individual sites to combine change sets independently. Exchanging change sets in this way allows system evolution at both sites, while allowing local control over the process. To realize such distributed-and independent-development, a mechanism must be provided to either prevent significant conflicts from occurring, or that will resolve conflicts when they occur.
As previously described, Aristotelian classification, combined with interactive conflict resolution can provide semantic-based conflict detection and resolution. We have implemented such a test environment, Gálapagos, which is described in the next section.
Gálapagos Environment
Gálapagos is a configuration management and conflict resolution environment that we have built on top of K-Rep, a KL-One style knowledge-representation system [10] . K-Rep utilizes a restricted language to define terms, and therefore offers efficient and complete classification of terms. K-Rep's language is based on the Knowledge Representation Syntax Standard (KRSS) [29] . Examples in this section use the KRSS.
Configuration Management
K-Rep was originally designed to support a single developer modifying a terminology at a time. We have worked with IBM to enhance K-Rep to support distributed development by extending the database to create a persistent journal that captures all committed changes to a terminological definition. In addition, we have written additional software that can use a persistent K-Rep database as a configuration management and concurrent-development conflict-detection engine.
These additional applications make use of K-Rep's classifier to detect conflicts, and K-Rep's persistent database to store the history of modifications of individual concepts. From this database, several applications can be run to display the history of any term, to generate conflict reports, to interactively resolve conflicts, and to generate custom change sets that are individually tailored for synchronization of changes in local databases with an evolving master database.
The result is a system that utilizes semantics-based conflict identification and interactive conflict resolution, and stores these actions as change-sets within the K-Rep persistent object database.
Conflict Detection
This section describes the semantic conflicts that the Gálapagos environment can detect: the multiply-defined term conflict and the non-unique definition conflict. Note that each modeler also removed the primitive distinction from the infectious-pneumonia definition.
Both changes are correct in principle; it is true that infectiouspneumonia is a "disease that affects the lungs." It is also true that infectious-pneumonia is a "disease caused by an infectious agent." However, the type definitions of infectious-pneumonia are in conflict, because although they refer to the same term, they do not have the same definition. Figure 1 illustrates this conflict. Such conflicts are multiply-defined term conflicts .
The next example illustrates a conflict in which two non-synonymous terms are given identical definitions by two different editors. Modelers A and B began with the following primitive definitions of the terms infectious-pneumonia and pulmonary-disease:
Starting with these primitive definitions, each editor modified one of the definitions as follows:
Modeler A: (defconcept infectious-pneumonia (and disease (some affects lungs)))
Modeler B: (defconcept pulmonary-disease (and disease (some affects lungs)))
Note that the modelers also removed the primitive distinction from each of the definitions.
Both changes are correct in principal; it is true that infectiouspneumonia is a "disease affecting the lungs." It is also true that pulmonary-disease is a "disease affecting the lungs." However, the type definitions of infectious-pneumonia and pulmonary-disease are in conflict, because they are two different types with the same definition. Figure 2 illustrates this conflict. This conflict can be caused by an error or an omission in one of the definitions, or the terms may actually be synonyms. In either case, some action needs to be taken to resolve the conflict, ensuring a consistent terminology. If a terminology is evolutionarily enhanced, there will be many ways to create similar conflicts. These conflicts are termed nonunique-definition conflicts .
.
Conflict Resolution
Gálapagos can algorthmically detect the multiply-defined term conflict and the non-unique definition conflict. Resolution of such conflicts requires domain knowledge and is thus a shared function of the terminology modelers. Additionally, although conflict detection is algorithmic, conflict resolution often requires re-evaluation of the terminology modeling strategy, and thus is dependent upon the social fabric of the terminology development and management process. As such, Gálapagos's goal is to facilitate conflict resolution by providing modelers with appropriate informatation about the conflict, with tools to appropriately modify the terminology to resolve conflicts, and with tools to efficiently disseminate the resulting changes.
Multiply-Defined Term Conflict Resolution
If a single term has more than one definition, at least one of the definitions is incomplete or incorrect. Assuming that one definition is incomplete, a strategy for resolving the conflict is to merge the two definitions into one. Such a merge can be done automatically and the results presented for human verification.
If however, the definition is incorrect rather than incomplete, the modelers need a mechanism to merge a portion of the definition to resolve the conflict in a semantically correct way. For such conflicts, a modeler can be presented sequentially with each of the differences between the definitions of each of the terms, for sequential inclusion or exclusion from a merged definition.
We did not know in advance whether conflicts created by incomplete definitions would be more common that conflicts created by incorrect definitions. Thus we chose to implement a sequential model for multiply-defined term conflict resolution, and will use empiric data to recommend optimal methods.
Nonunique-Definition Conflict Resolution
If two terms have the same definition, then either (1) the terms may actually be synonyms, or (2) at least one of the definitions is faulty, either incomplete or incorrect.
If the terms are actually synonyms, their definitions can be unified by adding one term to the synonym list of the other. The veri- If a term's definition is incomplete, resolving the conflict will require modification of the definition. Changing one of the terms definitions into a primitive definition is the simplest solution. This solution can be applied arbitrarily to one of the conflicting definitions; or using human intervention, applied selectively to the most appropriate definition.
Another solution for resolving an incomplete definition is to add additional semantic knowledge to one or both definitions until they are unique. This solution may seem more attractive, since it tries to make the definitions more complete; however, it adds an additional burden to the initial goal of resolving concurrency conflicts: creating logically complete and correct term definitions.
We have chosen to leave the burden of complete and correct definitions to the editing process, and limit the conflict resolution process to resolving only conflicts in the simplest, but most appropriate way. However, we give the modelers the option of bypassing conflict resolution for the nonunique-definition conflicts if they believe that the conflicts are secondary to incomplete definitions and will work to embellish the conflicting definitions in the normal editing process.
Modeling Environment and Data Collection
Kaiser Permanente and Mayo Clinic have been working to enhance SNOMED for use in their electronic medical record projects. The conceptual framework for Gálapagos was developed during KEC's fellowship at the Stanford University Section on Medical Informatics. We refer to this collective effort, including terminology development and evaluation of Gálapagos, as the Convergent Medical Terminology (CMT) project.
Kaiser Permanente currently has 6 physician modelers working at least half time in three different regions (Colorado, Southern California, and Northern California) on the CMT project in addition to technical support staff and project managers. Kaiser Permanente plans to include nurses in the modeling process in the next 12 months.
Current Kaiser Permanente modeling is focused primarily on the diagnoses and procedure sections of SNOMED International, as well as refinement of the topography, morphology, function, and living organism axis as necessary to model the diagnoses and procedures. The Colorado region has also undertaken significant extra work to use the SNOMED enhancements directly in the interface of their electronic medical record project. Kaiser Permanente is committed to returning relevant enhancements to the SNOMED editorial board for inclusion in future versions.
Mayo Clinic has contributed significant physician, nurse, and terminology experts to review of datafiles that are directly imported into the convergent medical terminology, and currently has one physician who models procedures part time, and has additional personnel working to incorporate the CMT into their electronic problem list application currently under development.
In parallel with the Kaiser Permanente and Mayo clinic modifications, the SNOMED editorial board is independently enhancing the SNOMED cross-reference fields which we have transformed into KRSS for comparison with our internal modeling efforts.
The data we are collecting for evaluation of Gálapagos includes a history of all changes made by the individual developers, the conflicts identified via the Gálapagos tools, transcripts from selected conflict resolution sessions, the resolution of conflicting definitions, and acceptance of the Gálapagos processes by the managerial and technical support staff.
Observations
We previously presented a proof-of-concept of Gálapagos [30] . For the proof-of-concept, we imported existing data into the Gálapagos environment to verify it's ability to identify conflicts, and then presented those conflicting definitions to a group of terminology modelers to introduce them to the Gálapagos methods and obtain their initial reaction. Here we present data that we have prospectively collected for evaluation.
Conflict Identification
Normally, when merging modelers' change sets, Gálapagos identifies between 2-6% non-unique definition conflicts. The actual conflict rate is dependent upon the number of changes created by individual developers, and the overlap of the developers work with one another. In our experience, we had some conflictidentification runs where there were no conflicts, and one run where virtually every change created a conflict.
Analysis of actions that led up to the merge with the high conflict rate revealed that one of the modelers had imported an ICD-9-CM code into virtually every definition for a SNOMED diagnosis term. This bulk importation assured that a conflict would be created for any change to a diagnosis term until the ICD-9-CM changes were incorporated into a new baseline and disseminated to all developers. This merge taught us a hard lesson (it took 1 week to resolve the conflicts), and we have changed our modeling process so that bulk imports are only allowed after all modelers' changes have been merged, and before a new baseline is disseminated to the modelers. Figures 3 and 4 present two examples of non-unique definition conflicts we identified during our data collection. As illustrated by those examples, these conflicts can be further classified into semantically-conflicting changes ( Figure 3 ) and semantically equivalent changes (Figure 4 ).
The semantically-conflicting changes are the most interesting from a terminology modeling perspective, because the existence of such conflicts holds out the possibility of a lively debate surrounding the "true nature" of the world and the "proper" way it should be modeled (as demonstrated in the section on conflict resolution and evolutionary design). However, the semantically-conflicting changes may also be reflective of more mundane problems: either a simple mistake by one of the modelers or an incomplete definition by one or all of the terminology modelers participating in the conflict.
The semantically-equivalent conflict (Figure 4) illustrates the power of the underlying classifier to potentially resolve some classes of conflicts on its own. When conflicting concepts are semantically equivalent, the underlying environment could either algorithmically chose the simplest or the most comprehensive definition, and resolve the conflict with no human intervention. We have chosen to monitor the semantically-equivalent concepts for now, because the underlying terminology is immature, and classification is often unpredictable secondary to mistakes in portions of the hierarchy.
The final class of conflict, the non-unique definition conflict, is illustrated in Figure 5 . Such conflicts are usually the result of incomplete definition of terms. In the case illustrated, we imported the body site and root operation from the information encoded within the SNOMED procedure code. We are currently choosing to resolve the non-unique definition conflicts by iteratively refining their definitions within the editing environment.
After Gálapagos imported and classified each modelers' change sets, a conflict report was generated that listed all of the terms with multiple definitions and classified each pair of definitions as semantically equivalent or as semantically conflicting. This report was then reviewed by modelers who participated in the development where the conflicts were discussed, and consensus was sought to guide the resolution of the conflicts. The next section describes some of our observations regarding these sessions.
Conflict Resolution and Evolutionary Design
As we earlier described, a fundamental design principal for Gálapagos is to support an evolutionary design process through a. NOS is an abbreviation for "not otherwise specified." This abbreviation is used in SNOMED to indicate that the term is general, and there are children of the term that are more specific. (defconcept Arthroscopy-of-shoulder (and Shoulder-and-arm-endoscopy) (some has-body-site upper-extremity) (some has-root-operation endoscopy)) (defconcept Arthroscopy-of-elbow (and Shoulder-and-arm-endoscopy) (some has-body-site upper-extremity) (some has-root-operation endoscopy)) Figure 5 . Non-unique definition conflicts. Two concepts with identical definitions. The relations for body site and root operation were imported directly from SNOMED. periodic reconciliation of the conflicts created through parallel local enhancement. Although we have observed that group discussions of many conflicts do not yield improved understanding of the design process, there are frequent cases where meaningful discussion is prompted by evaluation of conflicts. Figure 3 represents such an example.
Two modelers independently reviewed the original state of the definition for Flexion, NOS, and felt they could improve its definition with their respective changes. As you can see from the following discussion, the "correct" solution was not immediately apparent, and through the process of discussion their modeling of Flexion, NOS, they developed a new shared understanding of their modeling task which they subsequently applied the similar conflicts they had created for Extension, NOS, Abduction, NOS, and Adduction, NOS. The conflict created by the different modeling of Flexion, NOS is arguably one of incomplete understanding on the part of the modelers, and the discussion of the conflict serves as a joint learning session where together the modelers can reach an improved shared understanding. In some cases however, conflicts are created by differing perspectives rather than incomplete understanding of the modeling task.
Consider the example in Figure 6 . Here, a conflict was created by differences between the Kaiser Permanente and SNOMED definition of the term Cellulitis of skin with lymphangitis, NOS. The Kaiser Permanente modelers were all ambulatory care physicians whereas the SNOMED cross-references were created by pathologists.
On initial examination of the conflicts, we thought that a simple merging of the definitions would be appropriate. However, after conversation with a few pathologists, they indicated that they find the morphologic changes of cellulitis completely below the dermis, whereas from the ambulatory care perspective, cellulitis is diagnosed by surface features of the skin (erythema and induration).
When groups with fundamentally different perspectives are involved in the modeling tasks, there is a risk of an irreconcilable difference of perspectives. We hope that the perspectives common to health care are sufficiently congruent that consensus can be readily achieved.
Discussion
This paper presents a proof of performance of Gálapagos. In our ongoing development process, Gálapagos provides support for managing the inevitable conflicts that are created by concurrent development of enhancements to a terminology. We continue to utilize the Gálapagos environment in increasing portions of our vocabulary development, and we have confidence that utilizing the environment will continue to facilitate our distributed-development task.
Limitations of Conflict Detection
We have described two classes of conflicts that a classification engine can detect: the nonunique-definition conflict, and the multiply-defined term conflict. Conflicts that are easy to detect are often easy to resolve, but they do not encompass the universe of all errors that might occur during terminology development.
Contemporary terminology management systems identify conflicting terms lexically. That is they look for terms that are lexically equivalent to one another. If lexically equivalent terms, represent different concepts, a conflict is created. An example of such a conflict was identified when processing SNOMED for inclusion in the Unified Medical Language System [31] . SNOMED had two terms described as "Mole, NOS." One term was intended to refer to a specific kind of growth commonly found on the skin, the other term was intended to refer to a living organism that burrows under the ground.
Gálapagos expands a terminology management system's ability to identify conflicts beyond the lexical techniques by adding the notion of conflict in an Aristotelian type hierarchy.
Although Gálapagos expands the repertoire of conflicts that can be used in a concurrency-control scheme, there are still conflicts that fall outside the ability of algorithms to detect. The algorithms described here depend upon the formal properties of the Aristotelian type hierarchy. It is possible to construct such a type hierarchy so that it is internally consistent, yet may not reflect the intended coupling with the outside world.
A classic example of such undetectable conflict would the "morning star" and the "evening star." If the "morning star" was defined as the "last star visible in the morning" and the "evening star" was defined as the "first star visible at night" the conflictdetection algorithms in Gálapagos would not be able to determine both the "morning star" and the "evening star" were actually the planet Venus if "morning star" and "evening star" are both given unique identifiers, (rather than both being called Venus).
Medical examples of such conflict can be generated by looking at any complex disease with multiple names. One example would be non-bacterial verrucous endocarditis also named LibmanSacks disease [32] . Either term could be defined as either "mitral and triscupid valvulitis due to disseminated lupus erythematous" or defined as "mitral and triscupid valvulitis due to autoantibody immune complex activity on the mitral and triscupid valves."
Notice that here the primary difference between the definitions is that one definition defines the disease in terms of another disease (disseminated lupus erythematous) and another definition Original Definition:
(defprimconcept Cellulitis-of-skin-with-lymphangitis-NOS (and Infection-of-the-skin-and-subcutaneous-tissue-NOS))
Kaiser Permanente Modification:
(defprimconcept Cellulitis-of-skin-with-lymphangitis (and Infection-of-the-skin-and-subcutaneous-tissue-NOS Lymphangitis (some assoc-morph Cellulitis-NOS) (some assoc-topo Skin-NOS )) SNOMED 3.3 Cross-Reference:
(defprimconcept Cellulitis-of-skin-with-lymphangitis (and Infection-of-the-skin-and-subcutaneous-tissue-NOS (some assoc-morph Cellulitis-NOS) (some assoc-topo Subcutaneous-tissue-NOS ) (some assoc-topo Lymphatic-vessel-NOS )) Figure 6 . Semantically conflicting changes between Kaiser Permanente and SNOMED 3.3 defines the disease in terms of the disease process (autoantibody immune complex activity on the mitral and triscupid valves).
Detection of conflicts with differing definition and differing concept identifiers are outside Gálapagos's algorithms. However, we emphasize that human review must be an ongoing part of vocabulary development, thus providing a mechanism by which such terminology defects may be identified. The reliability of such identification will rely on the resources allocated for human review and on the training of the individuals involved.
Agreements regarding guiding principles, such as "description of the disease process is preferred over simply referring to another disease" may help minimize differing definitions. Enforcement of such agreements will require manual review of the terminology, in addition to review of conflicting terminological definitions.
