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Εισαγωγή 
 
 
1.1 Αντικείμενο της Διπλωματικής 
Ο στόχος της παρούσας διπλωματικής, ήταν η υλοποίηση ενός συστήματος 
διαχείρισης ραντεβού ασθενών για χρήση σε μικρά και μεγάλα Οδοντιατρεία. Ως 
αρχιτεκτονική ανάπτυξης της εφαρμογής, χρησιμοποιήθηκε αυτή των τριών επιπέδων 
(3-tier Architecture). Το πρώτο επίπεδο, αυτό του Data Layer, υλοποιείται από ένα 
Data Base Server, το Microsoft SQL Server 2008 Enterprise Edition. Είναι ο 
εξυπηρέτης (server) που φιλοξενεί τα δεδομένα της εφαρμογής και φιλοξενείται σε 
λειτουργικό Windows Server 2008 R2, χωρίς όμως αυτό να αποτελεί περιορισμό μιας 
και η Enterprise έκδοση του Server Μπορεί να τρέξει και σε παλαιότερες εκδόσεις 
των Windows Server όπως αυτή των Windows Server 2008, Windows Server 2003 
R2 ή και Windows Server 2003. Το ενδιάμεσο επίπεδο της εφαρμογής, αυτό που 
φιλοξενεί την λογικής των επιχειρησιακών διαδικασιών της εφαρμογής και μεταφέρει 
τα δεδομένα από την βάση στις εφαρμογές πελάτες, υλοποιείται με την χρήση 
Υπηρεσιών Ιστού (Web Services) τα οποία φιλοξενούνται στον Microsoft Internet 
Information Server 7 – IIS, όπου και αυτός με την σειρά του “τρέχει” στον ίδιο server 
με τον SQL Server.  
Η εφαρμογή πελάτης είναι σχεδιασμένη να εκτελείται σε οποιαδήποτε κινητή 
συσκευή (mobile device) υποστηρίζει λειτουργικό σύστημα Windows Mobile 6. Η 
εκτέλεση της εφαρμογής πελάτη σε μία κινητή συσκευή, όπως ένα Pocket PC ή ένα 
κινητό, δίνει την δυνατότητα στον χρήστη (Τον Ιατρό) να έχει πρόσβαση στα 
ραντεβού με τους ασθενείς του εν κινήσει είτε είναι στους χώρους του ιατρείου 
έχοντας πρόσβαση στο τοπικό δίκτυο ασύρματα, είτε εκτός Ιατρείου μέσω Internet.  
Η δυνατότητα πρόσβασης στα δεδομένα δίνεται είτε σε πραγματικό χρόνο με 
σύνδεση μέσω του Business Layer είτε, τοπικά στην κινητή συσκευή μιας και 
υποστηρίζεται η δυνατότητα μεταφοράς των πιο πρόσφατων δεδομένων από τον 
κεντρικό Server στον τοπικό SQL Server Compact Edition έτσι ώστε να είναι δυνατή 
η λειτουργία του συστήματος ακόμα και όταν δεν υπάρχει σύνδεση της κινητής 
συσκευής με τον Business Layer. Έτσι ο χρήστης (Ιατρός) μπορεί όταν βρίσκεται σε 
σύνδεση να συγχρονίζει τα δεδομένα της κινητής συσκευής με αυτά του Server και 
να συνεχίζει με την επεξεργασία τους (Εισαγωγές-Μεταβολές-Διαγραφές) στον SQL 
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Server της κινητής συσκευής και όταν πάλι βρεθεί σε σύνδεση να πραγματοποιήσει 
συγχρονισμό για να ενημερωθούν οι δύο βάσεις με τα πιο πρόσφατα δεδομένα. 
Για την ασφάλεια τον δεδομένων κατά την επικοινωνία των κινητών 
συσκευών με τον Business Layer δοκιμάστηκε ως προαπαιτούμενη η χρήση του 
πρωτοκόλλου HTTPS/SSL και ψηφιακών πιστοποιητικών σε κάθε κινητή συσκευή. 
Για την έκδοση των ψηφιακών πιστοποιητικών εγκαταστάθηκε μια Enterprise Root 
Certificate Authority. 
 
1.2 Διάρθρωση 
Στο 2ο Κεφάλαιο θα γίνει παρουσίαση της αρχιτεκτονική των τριών επιπέδων 
(3-Tier Architecture), στα πλεονεκτήματά της σε σχέση με παλαιότερες 
αρχιτεκτονικές, καθώς και στο πως εφαρμόζεται με την χρήση των Υπηρεσιών Ιστού. 
Στο 3ο κεφάλαιο θα γίνει παρουσίαση της τεχνολογία των Υπηρεσιών Ιστού 
(Web Services) των πλεονεκτημάτων που προσκομίζονται από την χρήση του στα 
σύγχρονα κατανεμημένα συστήματα καθώς και στις επιμέρους τεχνολογίες που την 
απαρτίζουν. 
 Στο 4ο κεφαλαίο θα εξετάσουμε θέματα ασφάλεια εφαρμογών, την επίδραση 
που μπορεί να έχουν στο επιχειρησιακό περιβάλλον η παραβιάσεις της ασφάλειας, 
τους εχθρούς τις απειλές καθώς και τους γνωστούς τύπους επιθέσεων. Θα 
παρουσιαστεί το πρωτόκολλο SSL και πως η χρήση του εναρμονίζεται με το 
υπόλοιπο σύστημα, και τέλος θα ζητηθούν θέματα ασφάλειας σε επίπεδο πρόσβασης 
τοπικού ασύρματου δικτύου. 
Στο 5ο κεφάλαιο θα γίνει μια σύντομη παρουσίαση του Windows 
Communication Foundation – WCF που είναι η απάντηση της Microsoft στα θέματα 
υλοποίησης των Web Services, και το πλαίσιο εργασίας (Framework) που 
χρησιμοποιήθηκε στην παρούσα εφαρμογή για την υλοποίησή τους. Θα γίνει επίσης 
μια σύντομη παρουσίαση των τεχνικών υλοποίησης της ασφάλειας σε επίπεδο 
μεταφοράς (Transport Security) και σε επίπεδο μηνύματος (Message Security). 
Στο 6ο κεφάλαιο θα γίνει παρουσίαση του Microsoft Sync Framework που 
χρησιμοποιήθηκε για τον συγχρονισμό των βάσεων. 
Στο 7ο κεφάλαιο παρουσιάζεται η εφαρμογή πελάτη για την διαχείριση των 
χρηστών και δημιουργία των αρχείων ρυθμίσεων. 
Στο Παράρτημα Ι γίνεται παρουσίαση του τρόπου εγκατάστασης στον IIS 7 
του πρόσθετου για την διαχείριση των Client Certificates μιας και δεν υπάρχει ως 
προεπιλογή αλλά έρχεται ως πρόσθετο. 
Στο Παράρτημα ΙΙ γίνεται παρουσίαση των βημάτων που ακολουθήθηκαν για 
την δημιουργία του Site στον IIS 7 που θα φιλοξενήσει τα Web Services. 
Στο Παράρτημα ΙΙΙ γίνεται παρουσίαση του τρόπου δημιουργία Web Server 
Certificate Template που να υποστηρίζει Exportable Private Key. 
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Αρχιτεκτονική τριών επιπέδων  
(3-Tier Architecture) 
 
 
2.1 Τι είναι η αρχιτεκτονική τριών επιπέδων 
 
Η αρχιτεκτονική τριών επιπέδων (3-Tier Architecture) είναι μια αρχιτεκτονική 
Client-Server η οποία έχει ως χαρακτηριστικό της την διαμόρφωση των μερών 
εκείνων που αποτελούν την συνολική εφαρμογή σε επίπεδα (Layers ή αλλιώς Tiers).  
Τα επίπεδα αυτά όπως φαίνεται στην Εικόνα 1 είναι τα εξής:  
 
 1ο Επίπεδο – Data Layer – Database Server  
Αποτελώντας το βασικότερο επίπεδο του συστήματος, ο Database 
Server παρέχει όλες τις απαραίτητες λειτουργίες για την αποθήκευση, 
ανάκτηση, ενημέρωση και συντήρηση των δεδομένων του συστήματος 
καθώς επίσης και όλους τους απαραίτητους μηχανισμούς για την 
ακεραιότητα των δεδομένων (Data Integrity). 
 
Εικόνα 1 - 1ο Επίπεδο, Database Server 
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 2ο Επίπεδο – Business Logic Layer – Application Server 
Αποτελεί το κύριο τμήμα του λογισμικού, Στο επίπεδο αυτό 
υλοποιούνται όλες εκείνες οι διαδικασίες που είναι υπεύθυνες για την 
διαχείριση των δεδομένων που φυλάσσονται στη βάση του 1ο επιπέδου 
καθώς και οι κανόνες που χαρακτηρίζουν την επιχειρηματική λογική 
της εφαρμογής. Υπάρχει δυνατότητα εγκατάστασης περισσότερων του 
ενός Application Servers σε διαφορετικά μηχανήματα, αξιοποιώντας, 
με τον τρόπο αυτό, οποιαδήποτε διαθέσιμη υπολογιστική ισχύ και 
εξασφαλίζοντας εξαιρετικά αποτελέσματα ανταπόκρισης, αξιοπιστίας 
και επεκτασιμότητας.  
 
 
Εικόνα 2 – 2ο Επίπεδο, Application Server 
 
 3ο Επίπεδο – Presentation Layer – User Interface 
Το τρίτο επίπεδο του λογισμικού αποτελεί τη επαφή του χρήστη με το 
σύστημα (User Interface). Στο επίπεδο αυτό, πραγματοποιείται η 
διαχείριση των Οθονών Εργασίας (User Screens) καθώς επίσης και η 
μορφοποίηση των δεδομένων που εμφανίζονται. H επικοινωνία του 
Client με τον Application ή τους Application Servers πραγματοποιείται 
κάνοντας χρήση ενός μόνο πακέτου δεδομένων κάθε φορά. Έτσι, 
επιτυγχάνεται ο βέλτιστος χρόνος απόκρισης μεταξύ του Client και 
του Application Server, δεδομένου ότι τα δυο αυτά επίπεδα μπορούν 
να λειτουργήσουν πάνω σε μια τηλεπικοινωνιακή γραμμή (Leased 
Line, Dialup, Internet Connection), εξασφαλίζοντας έτσι μικρούς 
χρόνους απόκρισης σε όλο το σύστημα. 
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Εικόνα 3 – 3ο Επίπεδο, Client 
 
Η συγκρότηση του συστήματος σε τρία επίπεδα εξασφαλίζει: 
 Την ελαχιστοποίηση της επιβάρυνσης του δικτύου λόγω μεταφοράς 
μεγάλου όγκου δεδομένων π.χ. η εκτέλεση ενός Query για την 
ανάκτηση μερικών εγγραφών από έναν πίνακα με δεκάδες χιλιάδες 
εγγραφές γίνεται στο διακομιστή εφαρμογής (Application Server), από 
τον οποίο μεταφέρεται στο χρήστη μόνο το αποτέλεσμα 
 Τη δυνατότητα διαχωρισμού του διακομιστή δεδομένων (Database 
Server) από το διακομιστή ή τούς διακομιστές εφαρμογής (Application 
Servers), ώστε να εκτελούνται σε διαφορετικά μηχανήματα. Κατά 
συνέπεια, ο καθορισμός των κρίσιμων μεγεθών απόδοσης των 
αντίστοιχων μηχανών (sizing) μπορεί να γίνεται ανεξάρτητα, ενώ 
παράλληλα εξασφαλίζεται απεριόριστη επεκτασιμότητα, χωρίς 
ανακατασκευή, του λογισμικού 
 Τη μέγιστη ευελιξία στην επιλογή του διακομιστή δεδομένων, καθώς 
επιτρέπεται η χρήση οποιουδήποτε μηχανήματος με οποιοδήποτε 
λειτουργικό σύστημα (π.χ. Windows NT ή UNIX etc), με μοναδική 
απαίτηση τη δυνατότητα επικοινωνίας δια μέσου TCP/IP 
πρωτοκόλλου. Έτσι, είναι δυνατή η μεταγενέστερη αναβάθμιση ως 
προς τη βάση δεδομένων με την αλλαγή / αναβάθμιση του 
μηχανήματος, χωρίς να επηρεάζεται το υπόλοιπο σύστημα. 
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 Εικόνα 4 - Τα τρία επίπεδα της 3-Tier αρχιτεκτονικής 
 
2.2 Πλεονεκτήματα εφαρμογών 3-tier 
Εφαρμογές που έχουν βασιστεί στην αρχιτεκτονική 3-tier αποκαλούνται 
συχνά server-centric, διότι επιτρέπουν στα κομμάτια της εφαρμογής που ανήκουν στο 
business tier να τρέχουν σε ειδικούς servers που είναι εντελώς ανεξάρτητοι από το 
user interface ή την υλοποίηση των βάσεων δεδομένων που ανήκουν στο data tier. 
Αυτή η απεξάρτηση της λογικής της εφαρμογής από το presentation tier και το data 
tier επιφέρει πολλά πλεονεκτήματα. 
Μερικά από τα πλεονεκτήματα συνοψίζονται στον παρακάτω πίνακα. 
Υποστήριξη πολλαπλών 
προγραμματιστικών γλωσσών 
Το λογισμικό που αποτελεί το κάθε επίπεδο θα 
μπορούσε να γραφτεί άνετα σε διαφορετικές 
γλώσσες προγραμματισμού. Παραδείγματος 
χάρη, η λογικής της εφαρμογής που υλοποιείται 
στο ενδιάμεσο επίπεδο θα μπορούσε να γραφεί 
σε C#, ενώ οι εφαρμογές πελάτες του τρίτου 
επιπέδου σε Visual Basic και για να πάμε το 
παράδειγμα μας παραπέρα θα μπορούσαμε να 
πού ότι ακόμα και το τμήματα του ενδιάμεσου 
επιπέδου δεν είναι απαραίτητο να είναι γραμμένα 
στην ίδια γλώσσα προγραμματισμού.  
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Κεντρικοποιημένος Business 
Layer 
Τα λογισμό του ενδιάμεσου επιπέδου όλων των 
εφαρμογών μπορεί να εκτελείται σε κεντρικούς 
διακομιστές, έτσι ώστε να γίνεται απλούστερη η 
διαδικασία συντήρησης η αλλαγής του. 
Load Balancing Το λογισμικό του ενδιάμεσου επιπέδου μπορεί να 
μοιραστεί σε πολλαπλούς servers στο δίκτυο, 
επιτρέποντας έτσι την εξισσορόπιση του φόρτου 
εργασίας του κάθε server. 
Καλύτερη πρόσβαση στα 
δεδομένα 
Περιορισμοί που πιθανόν να υπήρχαν στην 
σύνδεση πολλαπλών χρηστών στην βάση 
δεδομένων εκμηδενίζονται, καθώς η βάση 
“μιλάει” πλέον μόνο με το λογισμικό του 
Business Logic Layer. 
Επίσης, οι οδηγοί και η σύνδεση με την βάση 
δεδομένων δεν χρειάζεται πλέον να βρίσκονται 
τοπικά στο μηχάνημα όπου εκτελούνται οι 
εφαρμογές πελάτη. 
Οι πόροι του συστήματος χρησιμοποιούνται πολύ 
καλύτερα, καθώς στην αρχιτεκτονική 3-tier οι 
συνδέσεις προς την βάση δεδομένων γίνονται 
μόνο όταν χρειάζονται και απελευθερώνονται 
αμέσως μόλις εκπληρώσουν τον σκοπό τους. 
Βελτιωμένη ασφάλεια Το λογισμικό που ανήκει στο ενδιάμεσο επίπεδο 
μπορεί πλέον να διασφαλιστεί χρησιμοποιώντας 
κάποια κεντρικοποιημένη υποδομή. Η πρόσβαση 
στο κάθε τμήμα λογισμικού μπορεί να δοθεί η 
αρνηθεί ξεχωριστά, διευκολύνοντας το ρόλο των 
Administrators. 
Ποιότητα Για κάθε επίπεδο ένα ειδικός μπορεί να συμβάλει 
στην υλοποίηση του, π.χ. ένας ειδικός στην 
σχεδίαση διασυνδέσεων ανθρώπου-υπολογιστή 
(GUI Designer), ένας προγραμματιστής JAVA ή 
C# κ.ο.κ. για την υλοποίηση του ενδιάμεσου 
επιπέδου και ένας ειδικός σχεδιασμού βάσεων 
δεδομένων για το επίπεδο δεδομένων. 
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Υπηρεσίες Ιστού (Web Services) 
 
 
 
 
3.1 Αρχιτεκτονική με βάση υπηρεσίες Service Oriented 
Architecture, SOA 
Η SOA είναι μια αρχιτεκτονική προσέγγιση που αφορά την ενοποίηση 
διαδικασιών και υπηρεσιών μέσα σε μια εταιρεία τόσο σε τοπικό όσο και σε 
μητροπολιτικό επίπεδο. Στο χώρο της επιστήμης των υπολογιστών όταν μιλάμε για 
υπηρεσίες αναφερόμαστε είτε σε διαδικτυακές υπηρεσίες, είτε σε ηλεκτρονικές 
υπηρεσίες. Η διαφορά των δύο όρων έγκειται στο γεγονός ότι οι ηλεκτρονικές 
υπηρεσίες χρησιμοποιούνται περισσότερο σε εννοιολογικό επίπεδο ενώ οι 
διαδικτυακές υπηρεσίες αποτελούν την τεχνική απόδοση των υπηρεσιών.[1]  
Οι υπηρεσίες αυτές μπορεί να εκτελούνται σε πολύ διαφορετικά λειτουργικά 
και υπολογιστικά συστήματα τα οποία αποτελούν μέρος της τεχνολογικής υποδομής 
της επιχείρησης ή των επιχειρήσεων όταν η συνεργασία επεκτείνεται και εκτός των 
ορίων μίας συγκεκριμένης επιχείρησης. Η SOA λοιπόν δηλώνει την αρχιτεκτονικούς 
κανόνες που θα χρησιμοποιηθούν από τους επαγγελματίες της Πληροφορικής στην 
επίτευξη του στόχου της ενοποίησης των συστημάτων. Επειδή οι έννοιες αυτές είναι 
αρκετά αφαιρετικές σε εννοιολογικό επίπεδο μπορούν να γίνουν κατανοητές και από 
τους ανθρώπους των επιχειρήσεων με μη τεχνικές γνώσεις, οι οποίοι μπορούν πλέον 
να παίξουν ενεργό ρόλο στον σχεδιασμό του τρόπου ενοποίησης των 
επιχειρηματικών διαδικασιών, υπηρεσιών, εφαρμογών και συστημάτων.. 
  
Κωνσταντίνος Καπνόπουλος, 
 «Ανάπτυξη κινητού συστήματος ασφαλούς διαχείρισης συναντήσεων» 
 
11 
 
3.2 Web Services και SOA 
Ως αρχιτεκτονική έννοια η SOA επιτρέπει πολλαπλές προσεγγίσεις για την 
υλοποίηση και τη διανομή (deployment) ενός συστήματος IT το οποίο έχει σχεδιαστεί 
και κατασκευαστεί με βάση τις αρχές της. Οι Υπηρεσίες Ιστού (Web Services) είναι 
μία τεχνολογική υλοποίηση, υποσύνολο της SOA, η οποία από εμπορική άποψη είναι 
πλέον γνωστή και δημοφιλής στο κοινό. Η τεχνολογία των υπηρεσιών Ιστού 
βασίζεται σε πρότυπα και έχει ως επίκεντρο την XML.  
 
3.3 Τι είναι τα Web Services 
Υπάρχουν πολλοί ορισμοί για το τι είναι web services, περίπου όσοι και οι 
εταιρίες πληροφορικής που αναπτύσουν εργαλεία για τα web services. 
Ένας πολύ καλός ορισμός έρχεται από την IBM: 
Τα web services είναι μια τεχνολογία που επιτρέπει στις εφαρμογές να 
επικοινωνούν μεταξύ τους ανεξαρτήτως πλατφόρμας και γλώσσας προγραμματισμού. 
Ένα web service είναι μια διεπαφή λογισμικού (software interface) που περιγράφει μια 
συλλογή από λειτουργίες οι οποίες μπορούν να προσεγγιστούν από το δίκτυο μέσω 
πρότυπων μηνυμάτων XML. Χρησιμοποιεί πρότυπα βασισμένα στη γλώσσα XML για να 
περιγράψει μία λειτουργία (operation) προς εκτέλεση και τα δεδομένα προς ανταλλαγή 
με κάποια άλλη εφαρμογή. Μια ομάδα από web services οι οποίες αλληλεπιδρούν 
μεταξύ τους καθορίζει μια εφαρμογή web services. 
H Microsoft μέσα από το MSDN της καταλήγει ότι όλα τα web services έχουν τρία 
(3) κοινά χαρακτηριστικά: 
 Τα web services εκθέτουν χρήσιμη λειτουργικότητα σε χρήστες του 
διαδικτύου μέσα από ένα πρότυπο δικτυακό πρωτόκολλο. Στις 
περισσότερες περιπτώσεις αυτό το πρωτόκολλο είναι το SOAP (Simple 
Object Access Protocol). 
 Τα web services παρέχουν ένα τρόπο να περιγράψουν τις διεπαφές τους 
με αρκετή λεπτομέρεια ώστε να επιτρέψουν στο χρήστη τους να χτίσει 
μια εφαρμογή πελάτη η οποία να επικοινωνήσει μαζί τους. Η περιγραφή 
συνήθως παρέχεται σε ένα έγγραφο XML το οποίο ονομάζεται έγγραφο 
WSDL (Web Services Description Language). 
 Τα web services καταχωρούνται ώστε οι δυνητικοί χρήστες να μπορούν 
να τα βρουν εύκολα. Αυτό γίνεται με το UDDI (Universal Discovery 
Description and Integration). 
Τα web services λοιπόν αποτελούν μία αρχιτεκτονική κατανεμημένων 
συστημάτων κατασκευασμένη από πολλά διαφορετικά υπολογιστικά συστήματα τα 
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οποία επικοινωνούν μέσω του δικτύου ώστε να δημιουργήσουν ένα σύστημα. 
Αποτελούνται από ένα σύνολο από πρότυπα τα οποία επιτρέπουν στους υπεύθυνους 
για την ανάπτυξη (προγραμματιστές - developers) να υλοποιήσουν κατανεμημένες 
εφαρμογές (χρησιμοποιώντας διαφορετικά εργαλεία από διαφορετικούς προμηθευτές) 
ώστε να κατασκευάσουν εφαρμογές που χρησιμοποιούν ένα συνδυασμό από ενότητες 
λογισμικού (software modules) οι οποίες καλούνται από συστήματα που ανήκουν σε 
διαφορετικά τμήματα ενός οργανισμού ή σε διαφορετικούς οργανισμούς[3].  
3.4 Το μοντέλο των Web Services 
Το μοντέλο των Web Services, ακολουθεί το παράδειγμα: Δημοσίευση 
(Publish), Εύρεση (Find), Σύνδεση (Bind), και βασίζεται στις αλληλεπιδράσεις 
μεταξύ τριών οντοτήτων: του παρόχου υπηρεσιών (service provider), του καταλόγου 
υπηρεσιών (service registry) και του αιτούντα υπηρεσιών (service requestor). Στη 
συνέχεια, γίνεται αναλυτική περιγραφή των παραπάνω οντοτήτων και λειτουργιών : 
 Service Provider: Από τη σκοπιά των επιχειρήσεων, πρόκειται για τον 
κάτοχο μιας υπηρεσίας ενώ από αρχιτεκτονικής άποψης, πρόκειται για 
την πλατφόρμα που προσφέρει πρόσβαση στη υπηρεσία.  
 Service Requestor: Από επιχειρηματικής σκοπιάς, πρόκειται για την 
εταιρία που απαιτεί την ικανοποίηση ορισμένων λειτουργιών. Από 
πλευράς αρχιτεκτονικής, πρόκειται για την εφαρμογή που αναζητά και 
προκαλεί ή ξεκινά μια αλληλεπίδραση με κάποια υπηρεσία. Ο αιτών μια 
υπηρεσία μπορεί να είναι ένας browser υπό την καθοδήγηση ενός 
ατόμου ή ενός προγράμματος χωρίς διεπαφή χρήστη, όπως για 
παράδειγμα κάποιο άλλο Web Service.  
  Service Registry : Πρόκειται για έναν κατάλογο στον οποίο οι πάροχοι 
υπηρεσιών δημοσιεύουν τις περιγραφές των προσφερόμενων 
υπηρεσιών. Οι αιτούντες υπηρεσιών βρίσκουν υπηρεσίες και αποκτούν 
πληροφορίες σύνδεσης (από τις περιγραφές υπηρεσιών) με αυτές κατά 
τη διάρκεια της ανάπτυξης (στατική σύνδεση) ή κατά τη διάρκεια της 
εκτέλεσης (δυναμική σύνδεση). Πέρα από τον κατάλογο υπηρεσιών, 
ένας service requestor μπορεί να αποκτήσει μια περιγραφή υπηρεσίας 
και από άλλες πηγές, όπως ένα τοπικό αρχείο, ένα FTP site, ένα Web 
site, μια υπηρεσία ADS (Advertisement and Discovery of Services) ή 
μια υπηρεσία DISCO (Discovery of Web Services). 
 Publish: Για να είναι προσβάσιμη, μια περιγραφή υπηρεσίας πρέπει να 
δημοσιευτεί, ώστε ο service requestor να μπορεί να τη βρει. Το που θα 
δημοσιευτεί ποικίλλει και εξαρτάται από τις απαιτήσεις της εφαρμογής. 
 Find: Κατά τη λειτουργία εύρεσης, ο service requestor ανακτά 
απευθείας μια περιγραφή υπηρεσίας ή αναζητεί στον κατάλογο 
υπηρεσιών για τον τύπο υπηρεσίας που απαιτείται.  
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 Bind: Η λειτουργία της σύνδεσης επιτρέπει σε μια εφαρμογή να 
συνδεθεί σε κάποιο Web Service σε μια συγκεκριμένη δικτυακή 
τοποθεσία και να ξεκινήσει να αλληλεπιδρά με αυτό. 
 
Το Εικόνα 5 παρουσιάζει τις προαναφερθείσες λειτουργίες, τις οντότητες που 
τις εκτελούν και τις αλληλεπιδράσεις μεταξύ τους. 
 
 
 
Εικόνα 5 – Το μοντέλο των Web Services 
 
Γενικά, μπορούμε να περιγράψουμε την εξωτερική αρχιτεκτονική των Web 
Services ως εξής : οι προμηθευτές υπηρεσιών (service providers) δημιουργούν τις 
Διαδικτυακές Υπηρεσίες, καθορίζουν ένα interface για να μπορούν να κληθούν και 
δημιουργούν περιγραφές των προσφερόμενων υπηρεσιών σε WSDL (Web Services 
Definition Language). Στη συνέχεια, οι προμηθευτές κάνουν γνωστές τις υπηρεσίες 
τους στον κόσμο εκδίδοντας την περιγραφή της υπηρεσίας σε κάποιο κατάλογο 
υπηρεσιών, όπως το UDDI (Universal Description, Definition and Integration). Οι 
πληροφορίες που περιέχονται στην περιγραφή της υπηρεσίας χρησιμοποιούνται από 
τον κατάλογο υπηρεσιών για να κατατάξει την υπηρεσία σε κάποια κατηγορία και να 
την αναζητήσει όταν φτάσουν οι αιτήσεις από τους αιτούντες την υπηρεσία (service 
requestοrs). Όταν ένας service requestοr προσπαθεί να βρει μια υπηρεσία, θα 
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απευθυνθεί στον κατάλογο υπηρεσιών, ο οποίος θα απαντήσει με μια περιγραφή 
υπηρεσίας σε WSDL, που υποδεικνύει πού βρίσκεται η διαδικτυακή υπηρεσία και 
πώς να την καλέσει. Τελικά, ο αιτών την υπηρεσία θα επικοινωνήσει με τον 
προμηθευτή της υπηρεσίας μέσω μηνυμάτων – κλήσεων και μηνυμάτων – 
αποκρίσεων που ακολουθούν το πρωτόκολλο SOAP (Simple Object Access 
Protocol).  
3.5 Η Αρχιτεκτονική των Web Services 
 
Για να επιτευχτεί ο στόχος της διαλειτουργικότητας κατά την εκτέλεση των 
λειτουργιών της δημοσίευσης, εύρεσης και σύνδεσης, είναι απαραίτητη η χρήση μιας 
δομής στοίβας, της λεγόμενης “Στοίβας Υπηρεσιών Ιστού” (Web Services Stack). Η 
δομή αυτή παρουσιάζεται στο Εικόνα 6: 
 
Εικόνα 6 - Στοίβα των Web Services 
 
Η χρήση της παραπάνω δομής, επιτρέπει σε λειτουργίες υψηλότερων 
επιπέδων να κάνουν χρήση των λειτουργιών που παρέχονται από αμέσως χαμηλότερα 
επίπεδα. Στα δεξιά της στοίβας φαίνονται, αντίστοιχα, οι απαιτήσεις που πρέπει να 
πληρούνται σε όλα τα επίπεδα της στοίβας και οι πρότυπες τεχνολογίες που 
εφαρμόζονται σε κάθε ένα από αυτά ξεχωριστά. 
Το θεμέλιο της στοίβας των Web Services είναι το δίκτυο μιας και οι 
Υπηρεσίες Ιστού πρέπει να είναι προσβάσιμες μέσω δικτύου ώστε να μπορούν να 
κληθούν από τον αιτούντα της υπηρεσίας (service requestor). Το δίκτυο μπορεί να 
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είναι ένα Τοπικό Δίκτυο (LAN), ένα Δίκτυο Ευρείας Περιοχής (WAN), και αντίστοιχα 
Δημόσιο (Public) όπως είναι το Internet ή Ιδιωτικό (Private). Το πρωτόκολλο που 
χρησιμοποιείται συνήθως για τη μεταφορά πληροφοριών μέσω Internet είναι το 
HTTP εξαιτίας της καθολικής ισχύς του, ή το HTTPS λόγω των δυνατοτήτων 
ασφάλειας που αυτό παρέχει μέσω του SSL. Εναλλακτικά μπορούν να 
χρησιμοποιηθούν και άλλα πρωτόκολλα, όπως το SMTP και το FTP.  
Το επόμενο στρώμα αφορά στο πρωτόκολλο επικοινωνίας, το οποίο 
υλοποιείται μέσω XML μηνυμάτων. Το τρέχον πρότυπο για την ανταλλαγή 
μηνυμάτων αυτού του τύπου είναι το SOAP. 
Στο τρίτο στρώμα χρησιμοποιείται η γλώσσα WSDL για την περιγραφή 
υπηρεσιών. Η χρήση της αποτελεί την ελάχιστη απαραίτητη προϋπόθεση για την 
υποστήριξη διαλειτουργικών Web Services. Η WSDL καθορίζει τις διεπαφές και τους 
μηχανισμούς για την αλληλεπίδραση μεταξύ υπηρεσιών. Μέσω της περιγραφής 
υπηρεσιών, ο πάροχος πληροφορεί τον αιτούντα γύρω από τις προδιαγραφές της 
Υπηρεσίας.  
Επειδή ένα Web Service πρέπει να είναι πάντα προσβάσιμη μέσω δικτύου με 
χρήση του SOAP και να αναπαρίσταται από μια περιγραφή υπηρεσίας WSDL, τα 
τρία πρώτα στρώματα της στοίβας είναι απαραίτητα για την παροχή ή χρήση 
οποιουδήποτε Web Service. Η απλούστερη μορφή στοίβας, λοιπόν, θα αποτελείται 
από χρήση πρωτοκόλλου HTTP στο στρώμα δικτύου, SOAP στο στρώμα ανταλλαγής 
μηνυμάτων και γλώσσας WSDL στο στρώμα περιγραφής υπηρεσίας. Η δομή αυτή 
αποτελεί τη διαλειτουργική βάση στοίβας που όλα τα διεταιρικά ή δημόσια Web 
Services  πρέπει να υποστηρίζουν.   
Σε αντίθεση με τα τρία πρώτα στρώματα που προσδιορίζουν τεχνολογίες 
συμμόρφωσης και διαλειτουργικότητας, τα επόμενα δύο στρώματα – η δημοσίευση 
και η εύρεση υπηρεσίας – μπορούν να υλοποιηθούν με ποικίλους τρόπους.  
Ως δημοσίευση υπηρεσίας  αναφέρεται κάθε πράξη που καθιστά ένα έγγραφο 
WSDL διαθέσιμο σε ένα service requestor σε οποιοδήποτε στάδιο της ζωής του. Η 
απλούστερη μορφή είναι αυτή της άμεσης δημοσίευσης, όπου ένας πάροχος 
υπηρεσίας στέλνει ένα έγγραφο WSDL απευθείας στον αιτούντα. Η άμεση 
δημοσίευση είναι χρήσιμη για στατικές εφαρμογές και ορισμένοι τρόποι υλοποίησής 
της είναι μέσω e-mail, FTP site ή ακόμη και με διανομή CD-ROM. Εναλλακτικά της 
άμεσης δημοσίευσης, ο πάροχος έχει τη δυνατότητα να δημοσιεύσει ένα WSDL 
έγγραφο σε έναν ιδιωτικό κόμβο UDDI. Υπάρχουν διάφοροι τύποι ιδιωτικών κόμβων 
UDDI που μπορούν να χρησιμοποιηθούν ανάλογα με την εμβέλεια των 
δημοσιευμένων σε αυτούς υπηρεσιών.  
Η εύρεση υπηρεσιών στηρίζεται στη λειτουργία της δημοσίευσης υπηρεσιών 
επειδή ένα Web Service δεν μπορεί να εντοπιστεί αν δεν έχει πρώτα δημοσιευτεί. 
Επομένως, το πλήθος των μηχανισμών εύρεσης σε αυτό το στρώμα είναι αντίστοιχο 
των μηχανισμών δημοσίευσης.  Ως εύρεση υπηρεσίας αναφέρεται κάθε μηχανισμός 
που επιτρέπει στον εκάστοτε αιτούντα να έχει πρόσβαση στην περιγραφή υπηρεσίας 
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και να την καθιστά διαθέσιμη στην εφαρμογή στο χρόνο εκτέλεσης. Οι service 
requestors μπορούν να αποκτήσουν τις Υπηρεσίες Ιστού κατά τη διάρκεια δύο 
διαφορετικών φάσεων του κύκλου ζωής μιας εφαρμογής : στο χρόνο σχεδίασης και 
στο χρόνο εκτέλεσης. Στο χρόνο σχεδίασης, οι αιτούντες ψάχνουν για περιγραφές 
Web Services σύμφωνα με τον τύπο της διεπαφής που υποστηρίζουν. Στο χρόνο 
εκτέλεσης, οι αιτούντες ψάχνουν για μια Υπηρεσία με βάση τον τρόπο επικοινωνίας 
τους ή την προσφερόμενη ποιότητα υπηρεσιών. Το απλούστερο παράδειγμα είναι η 
στατική εύρεση υπηρεσίας κατά την οποία ο αιτών ανακτά ένα WSDL έγγραφο από 
ένα τοπικό αρχείο. Εναλλακτικά, είναι δυνατή η ανάκτηση μιας περιγραφής 
υπηρεσίας από μια αποθήκη περιγραφών, από έναν απλό κατάλογο υπηρεσιών, ή από 
έναν κόμβο UDDI.  
Το ανώτερο στρώμα της στοίβας, η ροή υπηρεσιών (service flow), αναφέρεται 
σε μια πολύ σημαντική ιδιότητα των Web Services, αυτή της σύνθεσής τους από 
άλλα χαμηλότερου επιπέδου. Η συνεργασία ενός αριθμού απλούστερων Web 
Services προς το σχηματισμό ενός περισσότερο σύνθετου εξυπηρετεί ποικίλους 
σκοπούς. Για παράδειγμα, είναι δυνατή η συνεργασία όλων των επιμέρους 
ενδοεταιρικών Web Services μιας επιχείρησης ώστε να παρουσιάζεται μια μοναδική  
Web Service διεπαφή προς το κοινό, ή και η συνεργασία μεταξύ Web Services 
διαφορετικών επιχειρήσεων προκειμένου να εκτελούνται διεταιρικές συναλλαγές. Το 
στρώμα ροής υπηρεσιών περιγράφει την επικοινωνία, τις συνεργασίες και τις ροές 
μεταξύ Διαδικτυακών Υπηρεσιών. Η ροή υπηρεσιών, ως πρωταρχικός μηχανισμός 
που συμμετέχει στη σύνθεση Web Services, είναι κριτικής σημασίας για την ταχεία 
ανάπτυξη νέων, ανώτερης λειτουργίας Web Services, αφού συντονίζει τις 
αλληλεπιδράσεις μεταξύ συνεργαζόμενων Web Services που συμμετέχουν στην 
παραγωγή ενός συνθετότερου. Για την περιγραφή της σύνθεσης και της ροής 
Διαδικτυακών Υπηρεσιών χρησιμοποιείται η γλώσσα WSFL (Web Services Flow 
Language – Γλώσσα Ροής Διαδικτυακών Υπηρεσιών). 
Γενικά, σε ότι αφορά στη στοίβα των Web Services, μπορούμε να πούμε ότι τα τρία 
κατωτέρα στρώματα, τα οποία αποτελούν τη βάση της στοίβας, είναι σχετικά πιο 
ώριμα και προτυποποιημένα  από ότι τα στρώματα που βρίσκονται πιο ψηλά στη 
στοίβα. Η σταδιακή ωρίμανση και εξάπλωση των Web Services θα οδηγήσει στην 
πληρέστερη ανάπτυξη και προτυποποίηση και των ανώτερων αυτών στρωμάτων [2]. 
 
3.6 Web Services και Αρχιτεκτονική n-Tier 
Τα Web Services μπορούν να χρησιμοποιηθούν για την υλοποίηση του 
ενδιάμεσου επιπέδου σε ένα σύστημα αρχιτεκτονικής πολλών επιπέδων, αυτού του 
Business Logic Layer. Είναι τα Web Services που προσφέρουν την λειτουργικότητά 
τους στο επάνω επίπεδο, αυτό του Presentation Layer και επικοινωνούν με το 
κατώτερο επίπεδο αυτό του Data Layer που συνήθως είναι μία βάση δεομένων, για να 
ανακτήσουν να απαραίτητα δεδομένα. 
Πλεονεκτήματα της χρήσης Web Services ως ενδιάμεσου Layer. 
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 Επαναχρησιμοποιούμενος κώδικας και λειτουργικότητα (Reusability) 
Ένα Web Service μπορεί εύκολα να χρησιμοποιηθεί από τον προγραμματιστεί 
που το ανέπτυξε η από κάποιον άλλο. Ένα Web Service σχεδιασμένο για 
πρόσβαση σε μία βάση δεδομένων παραδείγματος χάρη, μπορεί να 
χρησιμοποιηθεί από πολλές διαφορετικές εφαρμογές, αν έχουν τις ίδιες 
ανάγκες πρόσβασης στα δεδομένα. 
 Ενθυλάκωση (Encapsulation) και μειωμένη πολυπλοκότητα 
Δημιουργώντας Web Services, ένας προγραμματιστής “Κρύβει’ την 
πολυπλοκότητα καθώς και τις λεπτομέρειες υλοποίησης της προσφερόμενης 
λειτουργικότητας. Η μόνη γνώση που χρειάζεται να έχει κάποιος άλλος 
προγραμματιστής για να χρησιμοποιήσει το Web Service είναι η γνώση της 
διεπαφής (του Interface). Πρέπει δηλαδή να γνωρίζει μόνο τι πληροφορίες 
πρέπει να δώσει στο Web Service και τι πληροφορίες να περιμένει. 
 Ευκολότερη συντήρηση 
Χρησιμοποιώντας web Services, γίνεται πιο εύκολη η συντήρηση του κώδικα. 
Αν παραδείγματος χάρη κάποιος προγραμματιστής φτιάξει ένα Web Service 
που υλοποιεί κάποιους επιχειρησιακούς κανόνες και οι κανόνες αυτοί κάποια 
στιγμή αλλάξουν, αρκεί η ενημέρωση αυτού του συγκεκριμένου Web Service. 
Η υπόλοιπη εφαρμογή μένη άθικτη δεδομένου ότι δεν θα αλλάξει η διεπαφή 
του Web Service. 
 Ευκολότερη ανάπτυξη 
Με την χρήση Web Services ως αυτόνομα κομμάτια λογισμικού, δίνεται η 
δυνατότητα ανάπτυξης και ελέγχου (testing) μικρών, ανεξάρτητων κομματιών 
της εφαρμογής. Αυτό έχει ως αποτέλεσμα και την διευκόλυνση των 
προγραμματιστών αλλά και την ευκολότερη συνεργασία μεταξύ τους. 
 Απεξάρτηση από συγκεκριμένες γλώσσες προγραμματισμού 
Σε οποιαδήποτε γλώσσα κι αν γραφτεί ένα Web Service, διατηρεί την 
ικανότητα να επικοινωνεί με άλλα Web Services και εφαρμογές που είναι 
γραμμένες σε διαφορετική γλώσσα προγραμματισμού. 
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Ασφάλεια Εφαρμογής 
 
Ο όρος ασφάλεια περιλαμβάνει την προστασία των αγαθών (assets) των 
επιχειρήσεων. Τα αγαθά μπορεί να είναι απτά στοιχεία, όπως μια ιστοσελίδα ή η 
βάση δεδομένων των πελατών της επιχείρησης, ή μπορεί να είναι λιγότερο απτά, 
όπως η φήμη της εταιρίας ή η απρόσκοπτη λειτουργία των επιχειρηματικών 
διαδικασιών της. 
 
4.1 Απαιτήσεις Ασφάλειας. 
Οι βασικές απαιτήσεις για την ασφάλεια της εφαρμογής είναι οι εξής:  
Πιστοποίηση Αυθεντικότητας (Authentication), η εξουσιοδότηση 
(Authorization), η εμπιστευτικότητα (Confidentiality), η ακεραιότητα (Integrity), και 
τέλος η Διαθεσιμότητα (Availability). 
 
Πιστοποίηση αυθεντικότητας (Authentication):  
Μια από τις ποιο θεμελιώδεις έννοιες της ασφάλειας, είναι να γνωρίζουμε ποιος είναι 
αυτός που μας χτυπάει την πόρτα. Η Πιστοποίηση Αυθεντικότητας διαδικασία της 
επιβεβαίωσης της ταυτότητας π.χ. του αιτούντα, που επιθυμεί πρόσβαση σε μια 
υπηρεσία για να κάνει χρήση των προσφερομένων λειτουργιών, παρουσιάζοντας ως 
διαπιστευτήρια ένα Όνομα Χρήστη (User Name) και έναν Κωδικό Πρόσβασης 
(Password) ή σε άλλη περίπτωση ένα ψηφιακό πιστοποιητικό (Digital Certificate). 
Γίνεται κατανοητό πως κάτι τέτοιο είναι αυτονόητο για μια υπηρεσία που πρέπει να 
αναγνωρίζει τον πελάτη, είναι όμως εξίσου επιθυμητό και για τον πελάτη να είναι 
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σίγουρος ότι η υπηρεσία με την οποία επικοινωνεί είναι η επιθυμητή και όχι μια άλλη 
η οποία προσποιείται.  
Εξουσιοδότηση (Authorization): Πρόκειται για τον έλεγχο που πραγματοποιείται από 
τον πάροχο της υπηρεσίας για των προσδιορισμό των πόρων και των υπηρεσιών 
στους οποίους μπορεί να έχει πρόσβαση ο πελάτης.  
Εμπιστευτικότητα (Confidentiality): Πρόκειται για την προστασία των δεδομένων 
που ανταλλάσσονται κατά την διάρκεια της επικοινωνία του πελάτη και του παρόχου 
μιας υπηρεσίας, ενάντια σε μη εξουσιοδοτημένη πρόσβαση ή γνωστοποίησή τους. Η 
χρήση μεθόδων κρυπτογράφηση κατά την αποστολή των μηνυμάτων σε επίπεδο 
δικτύου μεταφοράς ή μηνύματος, είναι ένας τρόπος για την εξασφάλισή της.  
Ακεραιότητα (Integrity): Πρόκειται για την προστασία των δεδομένων ενάντια σε 
τροποποίηση ή αντικατάστασή τους από μη εξουσιοδοτημένα άτομα. Παρέχεται από 
μηχανισμούς κρυπτογράφησης, όπως οι ψηφιακές υπογραφές που εξασφαλίζουν ότι 
τα δεδομένα του μηνύματος δεν έχουν τροποποιηθεί ή καταστράφηκαν επίτηδες κατά 
τη μετάδοση. Ακόμα και στην περίπτωση που η εμπιστευτικότητα δεν απαιτείται, 
είναι επιθυμητό να γνωρίζει ο Πελάτης ότι τα δεδομένα που λαμβάνει δεν έχουν 
μεταβληθεί από έναν κακόβουλο ενδιάμεσο κατά την μεταφορά.  
Διαθεσιμότητα (Availability): Αφορά την άμεση πρόσβαση στις υπηρεσίες του 
συστήματος για τους νόμιμους χρήστες του. Πολλοί επιτιθέμενοι χρησιμοποιώντας 
επιθέσεις τύπου άρνησης υπηρεσίας (denial of service attacks), έχουν σαν στόχο να 
συντρίψουν την εφαρμογή, ώστε οι υπόλοιποι χρήστες να μην μπορούν να έχουν 
πρόσβαση στην συγκεκριμένη εφαρμογή. 
 
 
4.2 Επίδραση στο Επιχειρησιακό περιβάλλον 
 Οι κίνδυνοι ασφάλειας εφαρμογών που προκύπτουν από την αποθήκευση και 
την επεξεργασία των επιχειρηματικών πληροφοριών από τις εκάστοτε εφαρμογές, 
αφορούν στην απώλεια της εμπιστευτικότητας, ακεραιότητας και διαθεσιμότητας των 
πληροφοριών. Η σημαντικότητα των κινδύνων αυτών προσδιορίζεται από την 
επίδραση τους στο επιχειρησιακό περιβάλλον και από την πιθανότητα εκδήλωσής 
τους. 
 Η επίδραση από την απώλεια της εμπιστευτικότητας, ακεραιότητας και 
διαθεσιμότητας των πληροφοριών είναι: 
 Απώλεια ανταγωνιστικού πλεονεκτήματος 
 Αδυναμία διεκπεραίωσης βασικών επιχειρηματικών δραστηριοτήτων. 
 Προσβολή της εμπιστευτικότητας των πελατών προς την εταιρία. 
 Προσβολή της εικόνας και της φήμης της εταιρίας 
 Αδυναμία επαναλειτουργίας λόγω πολλών ανεκτέλεστων διαδικασιών οι 
οποίες δεν μπορούν να εκτελεστούν λόγω χρονικού περιορισμού, είτε επειδή 
έχουν χαθεί. 
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 Πιθανές απάτες. 
 Αδυναμία λειτουργίας λόγω απώλειας διαθεσιμότητας των πληροφοριακών 
πόρων. [12] 
 
4.3 Εχθροί, Απειλές και Επιθέσεις 
Απειλή είναι οποιοδήποτε πιθανό περιστατικό, κακόβουλο ή όχι, που μπορεί 
να βλάψει  κάποιο αγαθό. Με άλλα λόγια, απειλή είναι οτιδήποτε κακό μπορεί να 
συμβεί στα αγαθά.  
Ευπάθεια είναι μια αδυναμία που κάνει δυνατή την απειλή. Αυτό μπορεί να 
γίνει λόγω αδυναμιών στη σχεδίαση, λάθη στη διαμόρφωση ή λόγω ακατάλληλων και 
επισφαλών τεχνικών κωδικοποίησης.  
Επίθεση είναι μια ενέργεια που εκμεταλλεύεται τις ευπάθειες και υλοποιεί μια 
απειλή. Προκειμένου να σχεδιαστεί και να αναπτυχθεί μια ασφαλής web εφαρμογή, 
απαιτείται η γνώση  τόσο των απειλών όσο και των εχθρών του συστήματος. Είναι 
σημαντικό να αναλυθεί η  αρχιτεκτονική  της εφαρμογής και να καθοριστούν οι 
πιθανές ευπαθείς περιοχές που μπορούν να  επιτρέψουν σε ένα χρήστη ή σε έναν 
επιτιθέμενο με κακόβουλες προθέσεις, να παραβιάσει την ασφάλεια του συστήματος. 
Παρακάτω ακολουθούν αναλυτικά οι κατηγορίες των εχθρών, παρουσιάζονται οι πιο 
συνήθεις απειλές καθώς και οι τεχνικές επιθέσεων που κάνουν πραγματικότητα αυτές 
τις απειλές. 
 
4.3.1 Εχθροί. 
Είναι σημαντικό στην προσπάθεια παροχής ασφάλειας στις εφαρμογές 
ηλεκτρονικού  εμπορίου, να αναγνωρίζονται αρχικά «εχθροί». Οποιοσδήποτε 
εμπλέκεται με ζητήματα  ασφάλειας ηλεκτρονικού εμπορίου θα πρέπει να τον 
απασχολούν οι εχθροί του συστήματος, οι  προθέσεις τους καθώς και τα μέσα που 
διαθέτουν. Οι «εχθροί» κατηγοριοποιούνται ως εξής: 
 Crackers: Οι crackers αρέσκονται στο δημιουργούν προβλήματα για πλάκα, 
για  βανδαλισμούς ή για επίδειξη. Χρησιμοποιούν συνήθως υπάρχοντα 
προϊόντα  επίθεσης από το διαδίκτυο. Οι προθέσεις τους συχνά δεν είναι 
εχθρικές, αλλά  ωστόσο προκαλούν ουσιαστικές ζημιές, είτε προκαλώντας 
βανδαλισμούς, είτε διακόπτοντας λειτουργίες. 
 Ερευνητές (Researchers): Ένας ερευνητής μπορεί να εργαστεί πολύ σκληρά 
στην  προσπάθεια του να ανακαλύψει αδυναμίες σε πρωτόκολλα ασφάλειας 
και στη συνέχεια εκδίδει τα αποτελέσματα του στο διαδίκτυο. 
 Εγκληματίες (Criminals): Το διαδίκτυο έχει γίνει πολύ ελκυστικό μέρος για 
εγκλήματα, λόγω της μεγάλης διάδοσης και ανωνυμίας που παρέχει. Το 
δικτυακά  εγκλήματα εκτείνονται από απλές απάτες με κλοπή αριθμών 
πιστωτικών καρτών  έως προσεκτικές επιθέσεις για πρόσβαση σε χρήμα ή 
πληροφορίες. Πρόθεση τους είναι το οικονομικό όφελος. 
 Ανταγωνιστές (Competitors): Ένας ανταγωνιστής δεν κλέβει χρήματα, ούτε 
καταστρέφει αρχεία, αλλά έχει ως στόχο την πρόσβαση στα διάφορα 
επιχειρηματικά σχέδια, που είναι πολύτιμα για αυτόν. 
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 Εσωτερικοί εχθροί: Δυσαρεστημένοι ή άπληστοι υπάλληλοι μπορούν να 
αποτελέσουν την πιο σοβαρή απειλή για την ασφάλεια των συστημάτων του 
οργανισμού. Οι «εσωτερικοί εχθροί» εξ ορισμού έχουν πρόσβαση σε 
ευαίσθητα συστήματα και πληροφορίες. 
 
4.3.2 Απειλές. 
Οι θεμελιώδεις απειλές που αντιμετωπίζουν οι web εφαρμογές είναι: 
 Διαρροή πληροφοριών (information leakage). 
 Παραβίαση της ακεραιότητας των πληροφοριών (integrity violation). 
 Διακοπή υπηρεσιών. 
 Άρνηση εξυπηρέτησης (denial of services). 
 Πρόσβαση χωρίς εξουσιοδότηση σε δικτυακούς πόρους. 
 Κλοπή δεδομένων. 
 Παράνομη χρήση διάφορων υπολογιστικών πόρων. 
 Καταστροφή πληροφοριών και δικτυακών πόρων. 
4.3.3 Επιθέσεις. 
Η πραγματοποίηση οποιασδήποτε από τις παραπάνω θεμελιώδεις απειλές, μπορεί 
να γίνει με μια από τις παρακάτω τεχνικές επίθεσης: 
 
Denial of service attacks: Μια από τις πλέον διάσημες και αποτελεσματικές 
μεθόδους που  χρησιμοποιούν οι επιτιθέμενοι με στόχο τη διακοπή παροχής 
υπηρεσιών από ένα δικτυακό κόμβο  ή πληροφοριακό σύστημα είναι οι επιθέσεις 
τύπου Denial of service. Τα προγράμματα που  συνήθως χρησιμοποιούν οι 
επιτιθέμενοι ακολουθούν την τακτική μαζικής αποστολής μηνυμάτων-αιτημάτων στο 
στόχο ώστε να προκαλέσουν την αποτυχία ανταπόκρισης του και την κατάρρευση του 
συστήματος. 
Επιθέσεις μεταμφίεσης (Spoofing): Κατά τις επιθέσεις αυτές, ο επιτιθέμενος 
προσποιείται  κάποιον άλλον, «μεταμφιέζεται» σε κάποιο νόμιμο χρήστη, ώστε να 
αποκτήσει πρόσβαση σε μια  εφαρμογή. Δηλαδή ο επιτιθέμενος κάνει χρήση των 
στοιχείων πρόσβασης ενός εξουσιοδοτημένου  χρήστη. Αυτό μπορεί να είναι 
αποτέλεσμα των εξής: α) οι εξουσιοδοτημένοι χρήστες δεν ακολουθούν τους κανόνες 
προστασίας των κωδικών πρόσβασης, β) οι κωδικοί πρόσβασης είτε  διακινούνται 
μέσω του δικτύου, είτε αποθηκεύονται χωρίς κρυπτογράφηση, και γ) οι χρήστες 
χρησιμοποιούν εύκολους κωδικούς. 
E-mail Spoofing: Το e-mail spoofing αποτελεί πρακτική παραποίησης ή 
απόκρυψης της πραγματικής πηγής από την οποία προήρθε το μήνυμα ηλεκτρονικού 
ταχυδρομείου. Χρησιμοποιείται συνήθως για να παραπλανήσει το χρήστη ώστε να 
συλλεχθούν από αυτόν  χρήσιμα δεδομένα. Ενδεικτικά αποστέλλονται μηνύματα με 
υποτιθέμενο αποστολέα τον διαχειριστή του συστήματος, ζητώντας από το χρήστη να 
επιβεβαιώσει το password που χρησιμοποιεί. 
Επιθέσεις παρακολούθησης (Sniffing): Από τα παλαιότερα εργαλεία που 
χρησιμοποιούσαν και συνεχίζουν να χρησιμοποιούν οι διαχειριστές συστημάτων για 
να αναλύουν τη συμπεριφορά  συστημάτων και να εντοπίζουν πιθανά προβλήματα 
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είναι τα λεγόμενα «προγράμματα sniffing».  Έτσι ονομάζεται ένα πρόγραμμα που 
είναι ικανό να «υποκλέπτει» δεδομένα που ταξιδεύουν σε ένα δίκτυο. Οι συσκευές με 
δυνατότητες sniffing μπορούν να λειτουργήσουν και ως ένα σύστημα  ανίχνευσης 
εισβολών IDS (Intrusion Detection System). Συνεπώς τέτοιου είδους συσκευές είναι 
χρήσιμες και απαραίτητες. Ωστόσο, είναι προφανές ότι οι επιτιθέμενοι μπορούν να 
εκμεταλλευτούν τις υπηρεσίες που προσφέρουν τα προγράμματα sniffing για την 
υλοποίηση των  παράνομων δραστηριοτήτων τους. Υπάρχουν ειδικά προγράμματα 
sniffing, ορισμένα από τα οποία είναι δωρεάν, τα οποία μπορούν να χρησιμοποιηθούν 
για την παρακολούθηση: α) password, β) στοιχείων οικονομικών συναλλαγών (π.χ. 
κωδικοί πιστωτικών καρτών), γ) εμπιστευτικών δεδομένων (π.χ. προσωπικά στοιχεία 
χρηστών, e-mail). 
Ιοί (viruses) - σκουλήκια (worms): Οι ιοί είναι προγράμματα ή εντολές που 
προσαρτώνται σε  προγράμματα ή δεδομένα και εκτελούνται παράλληλα με αυτά. 
Μπορούν να προκαλέσουν την αλλοίωση ή καταστροφή δεδομένων. Τα σκουλήκια 
αντίστοιχα, είναι προγράμματα που κάνουν  χρήση των υπηρεσιών του δικτύου, με 
ιδιαίτερη προτίμηση στο ηλεκτρονικό ταχυδρομείο, για να πολλαπλασιάζονται και να 
εξαπλώνονται. Και οι δύο κατηγορίες προγραμμάτων έχουν ως στόχο να πλήξουν το 
σύστημα στο οποίο εκτελούνται, προκαλώντας ζημιές όπως διαγραφή δεδομένων. 
Buffer overflow attacks (υπερχείλιση καταχωρητή): Οι επιθέσεις αυτού του 
τύπου έχουν σαν  στόχο να πλήξουν τις εφαρμογές που αποθηκεύουν δεδομένα σε 
προσωρινό χώρο μνήμης (buffer)  μέχρι να έρθει η ώρα τους για επεξεργασία. Οι 
επιτιθέμενοι βάζουν κώδικα δικής τους  κατασκευής στο πακέτο που στέλνεται για 
αποθήκευση στον καταχωρητή με σκοπό την αντικατάσταση μέρους του κώδικα της 
εφαρμογής με τις δικές τους εντολές. Σε περίπτωση  επιτυχημένης εκτέλεσης των 
εντολών, οι επιτιθέμενοι αποκτούν προνόμια πρόσβασης μεγαλύτερα  ενός απλού 
χρήστη της εφαρμογής και καταφέρνουν να αποκτήσουν τον έλεγχο του συστήματος. 
Cookie Poisoning: Τα Cookies είναι αρχεία υπολογιστών που αποθηκεύονται 
στον σκληρό  δίσκο του υπολογιστή του πελάτη ή στην μνήμη cache, κατά την 
πρόσβαση του σε μια εφαρμογή  διαδικτύου μέσω ενός browser. Αυτά τα αρχεία 
περιέχουν πληροφορίες όπως όνομα χρήστη, κωδικός πρόσβασης και στοιχεία 
συνόδου. Οι επιτιθέμενοι μπορούν να εκμεταλλευτούν αυτές τις  πληροφορίες με 
σκοπό τη χρήση του υπολογιστή του πελάτη για κακόβουλες πράξεις. Τα Cookies 
χωρίζονται σε δύο κατηγορίες: αυτά που μένουν στον υπολογιστή του χρήστη μόνο 
κατά τη διάρκεια της επίσκεψης του χρήστη στην εφαρμογή διαδικτύου, και αυτά που 
έχουν ημερομηνία λήξης και παραμένουν στον σκληρό δίσκο του πελάτη μέχρι την 
ημερομηνία λήξης τους οπότε και διαγράφονται. 
 
4.4 Μέσα προστασίας 
Ασφάλεια Δικτύου, Host και Εφαρμογής. 
Ο σχεδιασμός και η ανάπτυξη ασφαλών web εφαρμογών προϋποθέτει ότι πρέπει 
να εφαρμοστεί ασφάλεια και στα τρία στρώματα: Δικτύου (Network), Host και 
Εφαρμογής (Application). 
 
Ασφάλεια Δικτύου (Network). 
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Η ασφάλεια μιας web εφαρμογής στηρίζεται πάνω στην ασφαλή υποδομή του 
δικτύου. Η υποδομή του δικτύου αποτελείται από δρομολογητές (rooters), firewalls 
και διακόπτες (switches). Ο ρόλος της ασφάλειας δικτύου δεν είναι μόνο για την 
προστασία του από επιθέσεις βασισμένες στο πρωτόκολλο TCP/IP, αλλά και για την 
εφαρμογή αντίμετρων όπως ασφαλείς διεπαφές και ισχυροί κωδικοί πρόσβασης. Το 
ασφαλές δίκτυο είναι επίσης υπεύθυνο για τη διασφάλιση της ακεραιότητας των 
δεδομένων που διακινούνται μέσα από αυτό. Τα firewalls μπλοκάρουν τα 
πρωτόκολλα και τις θύρες που δεν χρησιμοποιεί η εφαρμογή. Επιπλέον εξετάζουν τις 
επικοινωνίες και παρέχουν υψηλή ασφάλεια στο δίκτυο. Συγκεκριμένα με την 
εφαρμογή φιλτραρίσματος εμποδίζουν τις κακόβουλες επικοινωνίες. Τα firewalls 
αποτελούν αναπόσπαστο τμήμα της ασφάλειας, αλλά δεν αποτελούν πλήρη λύση από 
μόνα τους. 
Περισσότερα για την ασφάλεια ενός ασύρματου τοπικού δικτύου θα δούμε 
στην ενότητα 4.6. 
 
Ασφάλεια Host. 
Η ασφάλεια web εφαρμογών προϋποθέτει πρώτα από όλα την ασφάλεια του 
εξυπηρετητή  (server), είτε αυτός είναι εξυπηρετητής διαδικτύου (web server), 
εξυπηρετητής εφαρμογής  (application server) ή εξυπηρετητής βάσεων δεδομένων 
(database server). 
Ακολούθως παρατίθενται τα μέτρα προστασίας που πρέπει να λαμβάνονται 
για την προστασία του εξυπηρετητή, και κατ’επέκταση των web εφαρμογών: 
 Patches and Updates: Πολλοί κίνδυνοι ασφάλειας υπάρχουν λόγω του ότι οι 
ευπάθειες είναι ευρέως γνωστές και διαδεδομένες. Όταν ανακαλύπτονται νέες 
ευπάθειες, συχνά ο εκμεταλλευόμενος κώδικας δημοσιεύεται στους πίνακες 
δελτίων του διαδικτύου μέσα σε λίγες ώρες από την πρώτη επιτυχημένη 
επίθεση. Η  συχνή επιδιόρθωση (patching) και ενημέρωση (updating) του 
λογισμικού του  εξυπηρετητή είναι το πρώτο βήμα για την εξασφάλιση της 
ασφάλειας στον  εξυπηρετητή. Η χρήση των patches και updates στον 
εξυπηρετητή μειώνει τις ευκαιρίες για επίθεση τόσο των επιτιθέμενων όσο και 
του κακόβουλου κώδικα (malicious code).  
 Υπηρεσίες: Η απενεργοποίηση των περιττών και αχρησιμοποίητων 
υπηρεσιών μειώνει εύκολα και γρήγορα τη διαθέσιμη περιοχή για επιθέσεις 
(attach surface area). 
 Πρωτόκολλα: Η απενεργοποίηση των περιττών και αχρησιμοποίητων 
πρωτοκόλλων μειώνει επίσης τη διαθέσιμη περιοχή για επιθέσεις και τους 
ανοικτούς «δρόμους» που μπορούν να εκμεταλλευτούν οι επιτιθέμενοι για να 
εισβάλουν στο σύστημα. 
 Accounts (Λογαριασμοί): Ο αριθμός των λογαριασμών που έχουν πρόσβαση 
στον εξυπηρετητή πρέπει να περιοριστεί στον ελάχιστο δυνατό. Επιπλέον θα 
πρέπει να  επιβάλλονται κατάλληλες πολιτικές ασφάλειας των λογαριασμών 
όπως είναι η εξουσιοδότηση με ισχυρούς κωδικούς πρόσβασης. 
 Ports (Θύρες): Οι υπηρεσίες που τρέχουν σε έναν εξυπηρετητή ακούνε 
συγκεκριμένες θύρες προκειμένου να εξυπηρετήσουν τις εισερχόμενες 
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αιτήσεις. Οι ανοικτές θύρες σε έναν εξυπηρετητή πρέπει να είναι γνωστές και 
να ελέγχονται συχνά ώστε καμιά επισφαλής υπηρεσία να μην ακούει. 
 Auditing and Logging (Έλεγχος και Καταγραφή): Ο έλεγχος είναι ζωτικής 
σημασίας στον προσδιορισμό εισβολέων ή επιθέσεων που βρίσκονται σε 
εξέλιξη. Η  καταγραφή αποδεικνύεται ιδιαίτερα χρήσιμη, καθώς 
αποθηκεύονται πληροφορίες  για τον τρόπο που εκτελέστηκε μια επίθεση οι 
οποίες μπορούν να χρησιμοποιηθούν  για ενίσχυση των μέτρων προστασίας 
ενάντια σε παρόμοιου είδους επιθέσεις. 
 
Ασφάλεια Εφαρμογής. 
Προκειμένου να εξασφαλιστεί η ασφάλεια των web εφαρμογών 
ακολουθούνται κάποιες βασικές διαδικασίες οι οποίες είναι οι εξής: 
 Επικύρωση δεδομένων εισόδου (Input Validation): Η επικύρωση 
δεδομένων εισόδου ασχολείται με το πως τα φίλτρα της εφαρμογής δέχονται 
κάποια δεδομένα εισόδου ως έγκυρα και ασφαλή και κάποια άλλα τα 
απορρίπτουν ως μη ασφαλή. 
 Αυθεντικοποίηση: Αυθεντικοποίηση είναι η διαδικασία κατά την οποία 
κάποια οντότητα αποδεικνύει την ταυτότητα κάποιας άλλης οντότητας, 
συνήθως με τη χρήση πιστοποιητικών. 
 Εξουσιοδότηση: Η εξουσιοδότηση αναφέρεται στον τρόπο με τον οποίο η 
εφαρμογή παρέχει έλεγχο πρόσβασης στις διαδικασίες. 
 Διαχείριση Διαμόρφωσης: Η διαχείριση διαμόρφωσης ασχολείται με το πως 
η εφαρμογή χειρίζεται κάποια λειτουργικά ζητήματα όπως είναι ποιες βάσεις 
δεδομένων ενώνονται με την εφαρμογή, ή με ποιο τρόπο η εφαρμογή 
διοικείται. 
 Ευαίσθητα Δεδομένα: Τα ευαίσθητα δεδομένα αναφέρονται στο πως η 
εφαρμογή χειρίζεται τα δεδομένα που πρέπει να προστατευτούν. 
 Διαχείριση Συνόδου: Μια σύνοδος αναφέρεται σε μια σειρά σχετικών 
αλληλεπιδράσεων μεταξύ του χρήστη και της web εφαρμογής. Η διαχείριση 
συνόδου ασχολείται με το πως η εφαρμογή χειρίζεται και προστατεύει αυτές 
τις αλληλεπιδράσεις. 
 Κρυπτογράφηση: Η κρυπτογράφηση αναφέρεται στο πως η εφαρμογή 
παρέχει εμπιστευτικότητα και ακεραιότητα.  
 Διαχείριση εξαιρέσεων: Η διαχείριση εξαιρέσεων ασχολείται με το τι κάνει η 
εφαρμογή σε περίπτωση που αποτύχει μια κλήση, δηλαδή αν επιστρέφει 
φιλικά μηνύματα προς τον χρήστη κλπ. 
 Έλεγχος και Καταγραφή: Ο έλεγχος και η καταγραφή αναφέρονται στο πως 
η εφαρμογή καταγράφει τα σχετικά με την ασφάλεια γεγονότα. 
 
4.5 Χρήση του πρωτοκόλλου SSL στον Application Server για την 
εξασφάλιση της εμπιστευτικότητας και Αυθεντικοποίησης. 
Για τις ανάγκες της τρέχουσας υλοποίηση, που αφορούν διερεύνιση τρόπων 
εξασφάλισης της ασφάλειας των δεδομένων, στο ενδιάμεσο επίπεδο, όπου 
χρησιμοποιήθηκε ο Microsoft Information Server, ως ο Application Server, 
ενεργοποιήθηκε το πρωτόκολλο SSL. Το πρωτόκολλο SSL μέσω της 
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κρυπτογράφησης των δεδομένων εγγυάται την εμπιστευτικότητα στην επικοινωνία 
της εφαρμογής της κινητής συσκευής με τον Application Server. Επίσης 
χρησιμοποιώντας ένα έγκυρο Ψηφιακό Πιστοποιητικό στον Server εξασφαλίζεται την 
αυθεντικοποίηση του Server στον Client, με άλλα λόγια, αν το πιστοποιητικό που 
παρουσιάζει προέρχεται από μια έμπιστη αρχή που ο Client εμπιστεύεται ως τέτοια, 
τότε ο Client μπορεί να είναι σίγουρος ότι ο Server είναι αυτός που ισχυρίζεται ότι 
είναι μέσω το Ψηφιακού Πιστοποιητικού του. 
4.5.1 Το πρωτόκολλο SSL 
Το πρωτόκολλο SSL (Secure Sockets Layer) αναπτύχθηκε από την εταιρεία 
Netscape και σχεδιάστηκε για να παρέχει ασφάλεια κατά την μετάδοση ευαίσθητων 
δεδομένων σε ένα δίκτυο. Η έκδοση 3.0 του πρωτοκόλλου κυκλοφόρησε από την 
Netscape το 1996 και αποτέλεσε την βάση για την μετέπειτα ανάπτυξη του 
πρωτοκόλλου TLS (Transport Layer Security), το οποίο πλέον τείνει να 
αντικαταστήσει το SSL. Τα δύο αυτά πρωτόκολλα χρησιμοποιούνται ευρέως για 
ηλεκτρονικές αγορές και χρηματικές συναλλαγές και για κάθε μορφή ασφαλούς 
επικοινωνίας μεταξύ δύο μερών μέσω ενός δικτύου. 
Το SSL χρησιμοποιεί μεθόδους κρυπτογράφηση των δεδομένων που 
ανταλλάσσονται μεταξύ δύο συσκευών (συνηθέστερα Ηλεκτρονικών Υπολογιστών) 
εγκαθιδρύοντας μία ασφαλή σύνδεση μεταξύ τους μέσω του δικτύου. Το πρωτόκολλο 
αυτό χρησιμοποιεί το TCP/IP για τη μεταφορά των δεδομένων και είναι ανεξάρτητο 
από την εφαρμογή που χρησιμοποιεί ο τελικός χρήστης. Για τον λόγο αυτό μπορεί να 
παρέχει υπηρεσίες ασφαλούς μετάδοσης πληροφοριών σε πρωτόκολλα ανώτερου 
επιπέδου όπως για παράδειγμα το HTTP, το FTP, το telnet κοκ. 
Η μετάδοση πληροφοριών μέσω του δικτύου γίνεται ως επί το πλείστον 
χρησιμοποιώντας τα πρωτόκολλα TCP/IP (Transfer Control Protocol / Internet 
Protocol). Το SSL λειτουργεί πριν το TCP/IP και μετά τις εφαρμογές υψηλού 
επιπέδου, όπως είναι για παράδειγμα το (προβολή ιστοσελίδων), το FTP (μεταφορά 
αρχείων) και το IMAP (email). Άρα λοιπόν αυτό που ουσιαστικά κάνει το SSL είναι 
να παίρνει τις πληροφορίες από τις εφαρμογές υψηλότερων επιπέδων, να τις 
κρυπτογραφεί και στην συνέχεια να τις μεταδίδει στο δίκτυο προς τον Η/Υ που 
βρίσκεται στην απέναντι πλευρά και τις ζήτησε. 
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Το SSL λειτουργεί πριν το TCP/IP και πριν τις εφαρμογές υψηλότερου 
επιπέδου 
Το SSL προσφέρει συνοπτικά τις ακόλουθες υπηρεσίες: 
 Πιστοποίηση του server από τον client. 
 Πιστοποίηση του client από τον server. 
 Εγκαθίδρυση ασφαλούς κρυπτογραφημένου διαύλου επικοινωνίας μεταξύ των 
δύο μερών. 
Οι κρυπτογραφικοί αλγόριθμοι που υποστηρίζονται από το πρωτόκολλο είναι οι εξής: 
DES - Data Encryption Standard, DSA - Digital Signature Algorithm, KEA - Key 
Exchange Algorithm, MD5 - Message Digest, RC2/RC4, RSA, SHA-1 - Secure Hash 
Algorithm, SKIPJACK, Triple-DES. [11] 
4.5.2 Τρόπος λειτουργίας του SSL. 
Το πρωτόκολλο SSL χρησιμοποιεί έναν συνδυασμό της κρυπτογράφησης 
δημοσίου και συμμετρικού κλειδιού. Η κρυπτογράφηση συμμετρικού κλειδιού είναι 
πολύ πιο γρήγορη και αποδοτική σε σχέση με την κρυπτογράφηση δημοσίου 
κλειδιού, παρ' όλα αυτά όμως η δεύτερη προσφέρει καλύτερες τεχνικές πιστοποίησης. 
Κάθε σύνδεση SSL ξεκινά πάντα με την ανταλλαγή μηνυμάτων από τον server και 
τον client έως ότου επιτευχθεί η ασφαλής σύνδεση, πράγμα που ονομάζεται χειραψία 
(handshake). Η χειραψία επιτρέπει στον server να αποδείξει την ταυτότητά του στον 
client χρησιμοποιώντας τεχνικές κρυπτογράφησης δημοσίου κλειδιού και στην 
συνέχεια επιτρέπει στον client και τον server να συνεργαστούν για την δημιουργία 
ενός συμμετρικού κλειδιού που θα χρησιμοποιηθεί στην γρήγορη κρυπτογράφηση και 
αποκρυπτογράφηση των δεδομένων που ανταλλάσσονται μεταξύ τους. Προαιρετικά η 
χειραψία επιτρέπει επίσης στον client να αποδείξει την ταυτότητά του στον server. 
Αναλυτικότερα, η διαδικασία χειραψίας έχει ως εξής: 
1. Αρχικά ο client στέλνει στον server την έκδοση του SSL που χρησιμοποιεί, 
τον επιθυμητό αλγόριθμο κρυπτογράφησης, μερικά δεδομένα που έχουν 
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παραχθεί τυχαία και οποιαδήποτε άλλη πληροφορία χρειάζεται ο server για να 
ξεκινήσει μία σύνδεση SSL. 
2. Ο server απαντά στέλνοντας παρόμοιες πληροφορίες με προηγουμένως 
συμπεριλαμβανομένου όμως και του ψηφιακού πιστοποιητικού του, το οποίο 
τον πιστοποιεί στον client. Προαιρετικά μπορεί να ζητήσει και το ψηφιακό 
πιστοποιητικό του client. 
3. Ο client λαμβάνει το ψηφιακό πιστοποιητικό του server και το χρησιμοποιεί 
για να τον πιστοποιήσει. Εάν η πιστοποίηση αυτή δεν καταστεί δυνατή, τότε ο 
χρήστης ενημερώνεται με ένα μήνυμα σφάλματος και η σύνδεση SSL 
ακυρώνεται. Εάν η πιστοποίηση του server γίνει χωρίς προβλήματα, τότε η 
διαδικασία της χειραψίας συνεχίζεται στο επόμενο βήμα. 
4. Ο client συνεργάζεται με τον server και αποφασίζουν τον αλγόριθμο 
κρυπτογράφησης που θα χρησιμοποιηθεί στην ασφαλή σύνδεση SSL. Επίσης 
ο client δημιουργεί το συμμετρικό κλειδί που θα χρησιμοποιηθεί στον 
αλγόριθμο κρυπτογράφησης και το στέλνει στον server κρυπτογραφημένο, 
χρησιμοποιώντας την τεχνική κρυπτογράφησης δημοσίου κλειδιού. Δηλαδή 
χρησιμοποιεί το δημόσιο κλειδί του server που αναγράφεται πάνω στο 
ψηφιακό του πιστοποιητικό για να κρυπτογραφήσει το συμμετρικό κλειδί και 
να του το στείλει. Στην συνέχεια ο server χρησιμοποιώντας το ιδιωτικό του 
κλειδί μπορεί να αποκρυπτογραφήσει το μήνυμα και να αποκτήσει το 
συμμετρικό κλειδί που θα χρησιμοποιηθεί για την σύνδεση. 
5. Ο client στέλνει ένα μήνυμα στον server ενημερώνοντάς τον ότι είναι έτοιμος 
να ξεκινήσει την κρυπτογραφημένη σύνδεση. 
6. Ο server στέλνει ένα μήνυμα στον client ενημερώνοντάς τον ότι και αυτός 
είναι έτοιμος να ξεκινήσει την κρυπτογραφημένη σύνδεση. 
7. Από εδώ και πέρα η χειραψία έχει ολοκληρωθεί και τα μηνύματα που 
ανταλλάσσουν τα δύο μηχανήματα (client - server) είναι κρυπτογραφημένα. 
[11] 
Η διαδικασία της χειραψίας φαίνεται πιο παραστατικά στο σχήμα που ακολουθεί. 
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Η διαδικασία χειραψίας των δύο συσκευών σύμφωνα με το πρωτόκολλο SSL 
4.5.3 Επιβάρυνση του SSL 
Η χρήση του πρωτοκόλλου SSL αυξάνει τα διακινούμενα πακέτα μεταξύ των δύο 
μηχανών και καθυστερεί την μετάδοση των πληροφοριών επειδή χρησιμοποιεί 
μεθόδους κρυπτογράφησης και αποκρυπτογράφησης. Ειδικότερα οι διάφορες 
καθυστερήσεις εντοπίζονται στα εξής σημεία: 
 Στην αρχική διαδικασία χειραψίας όπου κανονίζονται οι λεπτομέρειες της 
σύνδεσης και ανταλλάσσονται τα κλειδιά της συνόδου. 
 Στην διαδικασία κρυπτογράφησης και αποκρυπτογράφησης που γίνεται στους 
δύο υπολογιστές με αποτέλεσμα να δαπανώνται υπολογιστικοί πόροι και 
χρόνος. 
 Στην καθυστέρηση μετάδοσης των κρυπτογραφημένων δεδομένων αφού αυτά 
αποτελούνται από περισσότερα bytes σε σχέση με την αρχική μη 
κρυπτογραφημένη πληροφορία. 
Λόγω αυτών των επιβαρύνσεων που εισάγει το πρωτόκολλο SSL, χρησιμοποιείται 
πλέον μονάχα σε περιπτώσεις όπου πραγματικά χρειάζεται ασφαλής σύνδεση (πχ 
μετάδοση κωδικών χρήστη ή αριθμών πιστωτικών καρτών μέσω του διαδικτύου) και 
όχι σε περιπτώσεις απλής επίσκεψης σε μία ιστοσελίδα. [11] 
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4.5.4 Client Certificate Mappings. 
 Αυτό που εξετάσαμε ως τώρα ήταν η χρήση του πρωτοκόλλου SSL ως μία 
μέθοδος ασφαλούς επικοινωνίας μεταξύ της εφαρμογής πελάτη της κινητής συσκευής 
και του Application Server. Ως επιπρόσθετο μέτρο ασφάλειας μπορούμε να ορίσουμε 
στον IIS ως προϋπόθεση αυθεντικοποίησης της εφαρμογής πελάτη, την παρουσίαση 
Ψηφιακών Πιστοποιητικών Πελάτη. Τα πιστοποιητικά αυτά με την χρήση των Client 
Certificate Mappings μπορούν να ταυτοποιήσουν τον αποστολέα και να τον 
συσχετίσουν με ένα λογαριασμό χρήστη του Active Directory του Domain. Ο τρόπος 
αντιστοίχισης των Πιστοποιητικών πελάτη με λογαριασμού χρηστών, παρουσιάζεται 
στο Παράρτημα ΙΙ. Αυτή τη στιγμή είναι αρκετό να πούμε ότι εάν οριστεί ως 
προϋπόθεση η παρουσίαση ψηφιακών πιστοποιητικών από την εφαρμογή πελάτη για 
την επικοινωνία αυτής με τον Application Server, δεν θα είναι δυνατή καμία 
περαιτέρω επικοινωνία αν δεν παρουσιάσει η εφαρμογή ένα πιστοποιητικό το οποίο 
να είναι εγκατεστημένο στον Application Server και συσχετισμένο με έναν 
λογαριασμό χρήστη, έτσι ώστε να πραγματοποιηθεί η αυθεντικοποίηση του χρήστη ο 
οποίος παρουσιάζει το πιστοποιητικό. 
4.5 Ασφάλεια Ασύρματων Τοπικών Δικτύων. 
Η επικοινωνία σε ένα τοπικό ασύρματο δίκτυο και η μεταφορά δεδομένων 
μέσω ενός μη ασφαλές μέσου, όπως είναι ο αέρας, σε σχέση με την μεταφορά 
δεδομένων σε ένα ενσύρματο δίκτυο, παρουσιάζει πολλά ζητήματα ασφαλείας, ειδικά 
εάν μεταφέρονται ευαίσθητα δεδομένα όπως είναι αυτά ενός εταιρικού δικτύου ή 
ενός ιατρείου. Οι εκάστοτε κίνδυνοι και επιθέσεις εξετάστηκαν σε προηγούμενες 
ενότητες. Εδώ θα προσπαθήσουμε να κάνουμε μία σύντομη αναφορά στους 
μηχανισμού ασφαλείας που έχουν ενσωματωθεί στα σύγχρονα ασύρματα δίκτυα, και 
να εξετάσουμε επίσης δύο πρωτόκολλα ασφαλεία αυτό του WEP και WAP. 
4.5.1 Ανάλυση μηχανισμών ασφαλείας σε WLAN 
Κατά την επικύρωση του 802.11 το ΙΕΕΕ υποστήριζε ότι τα παρακάτω 
είναι δικλίδες ασφαλείας για την εχεμύθεια των δεδομένων. 
διάχυση φάσματος (spread spectrum): Κατά τη διάρκεια του δευτέρου 
παγκοσμίου πολέμου η τεχνική διάχυσης φάσματος χρησιμοποιήθηκε ευρέως από 
τους συμμάχους ώστε να μην μπορεί ο εχθρός να μπλοκάρει τις ραδιοεπικοινωνίες. 
Πρακτικά , συνίσταται από μεταβλητούς κώδικες διάχυσης που μεταβάλλονται κατά 
τρόπο ώστε μόνο όποιος γνωρίζει τον κώδικα να μπορεί να παρακολουθήσει τις 
επικοινωνίες. Για λόγους συμβατότητας και ανοιχτού προτύπου όμως το ΙΕΕΕ 
δημοσιοποίησε λεπτομέρειες του κώδικα διάχυσης ώστε να μπορούν ανεξάρτητοι 
κατασκευαστές να παράγουν προϊόντα 802.11. Τελικά , κάθε επίδοξος εισβολέας 
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μπορεί να χρησιμοποιήσει μια απλή κάρτα 802.11 και να καταρρίψει αυτήν τη δικλίδα 
ασφάλειας. 
SSID (Service Set Identifier): Το SSID περιγράφεται από το 802.11 σαν ένα 
είδος κωδικού πρόσβασης για τον χρήστη ώστε να συνδεθεί με κάποιο WLAN. Για να 
γίνει εφικτή η επικοινωνία πρέπει το AP και ο χρήστης (NIC) να έχουν το ίδιο SSID. 
Στην πραγματικότητα το SSID είναι η μόνη υποχρεωτική δικλίδα ασφαλείας που 
θέσπισε το ΙΕΕΕ κατά την επικύρωση του πρωτοκόλλου. Το πρόβλημα είναι ότι το 
SSID μεταδίδεται ανοιχτά στον αέρα πολλές φορές το δευτερόλεπτο από το AP μέσα 
σε κάθε πλαίσιο διαφήμισης (beacon frame). Κάθε επίδοξος εισβολέας μπορεί να 
χρησιμοποιήσει κάποιο από τα πολλά εργαλεία ανάλυσης ασύρματων δικτύων που 
υπάρχουν(Airmagnet , Aironet , NetStumbler) και να μάθει το SSID που 
«κυκλοφορεί» στον αέρα. Ευτυχώς πολλοί κατασκευαστές έχουν την επιλογή να 
απενεργοποιηθεί το πλαίσιο διαφήμισης (να μην αποστέλλεται δηλαδή πλαίσιο για 
εντοπισμό χρηστών στο χώρο) όμως και πάλι ο επίδοξος εισβολέας μπορεί να 
περιμένει υπομονετικά μέχρι να αναγκαστεί το AP να στείλει πλαίσιο διαφήμισης 
λόγω της μεταγωγής κάποιου χρήστη από άλλο AP(roaming) ή λόγω εισόδου κάποιου 
νέου χρήστη στο δίκτυο. 
MAC : Το 1999 που παρουσιάστηκε το πρωτόκολλο ήταν ισχυρή δικλίδα 
ασφάλειας η πρόσβαση στο δίκτυο μόνο υπολογιστών με διευθύνσεις MAC που όριζε 
ο διαχειριστής του δικτύου. Σήμερα , πολλές κάρτες WLAN επιτρέπουν με άμεσους ή 
πλάγιους τρόπους να αλλάξει αυτή η διεύθυνση οπότε δεν αποτελεί πλέον μέσο 
ενίσχυσης της ασφάλειας των WLAN’s αφού δεν αποτρέπει την μη-εξουσιοδοτημένη 
πρόσβαση χρηστών. Επιπλέον , αυξάνει κατά πολύ το διαχειριστικό φόρτο ειδικά σε 
περιπτώσεις μεγάλων δικτύων (πάνω από 50-100 χρήστες) και καθιστά το δίκτυο 
σχεδόν στατικό αφού κάθε χρήστης που θέλει να εισέλθει νόμιμα στο δίκτυο πρέπει 
να ειδοποιήσει τον διαχειριστή ώστε να του επιτρέψει την είσοδο μεταβάλλοντας τις 
ρυθμίσεις του AP. 
Εκτός από τις δικλίδες ασφάλειας που είχε παρουσιάσει το 802.11 και 
αποδείχθηκαν ανεπαρκείς οι διαχειριστές των ασύρματων δικτύων κάποιες φορές 
εφαρμόζοντας πρακτικές των ενσύρματων δικτύων διευκολύνουν το έργο 
κακόβουλων εισβολέων. Συνηθισμένη πρακτική είναι να λειτουργεί DHCP (Dynamic 
Host Configuration Protocol) διακομιστής ώστε να αποδίδει αυτόματα διευθύνσεις IP 
σε όποιον χρήστη περάσει τις υπόλοιπες δικλίδες ασφαλείας. Με αυτόν τον τρόπο ο 
εισβολέας αποφεύγει το πρόβλημα του να βρει τις διευθύνσεις που είναι έγκυρες και 
μπορεί μόλις συσχετιστεί με το AP να αποκτήσει πρόσβαση σε πόρους του δικτύου. 
[14] 
 
4.5.2 Πρωτόκολλο κρυπτογράφησης WEP. Τρόπος 
λειτουργίας 
To WEP κρυπτογραφεί το σώμα κάθε πλαισίου.  
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Οι υπηρεσίες που φιλοδοξούσε να προσφέρει το WEP είναι τρεις: 
 Εμπιστευτικότητα δεδομένων – αποτροπή διαρροής ευαίσθητων προσωπικών 
δεδομένων 
 Ακεραιότητα δεδομένων – σιγουριά ότι τα δεδομένα που μεταδίδονται είναι 
έγκυρα και όπως εστάλησαν 
 Πιστοποίηση χρήστη – περιορισμός πρόσβασης και τελικά απαγόρευση σε μη 
πιστοποιημένους χρήστες 
Η λειτουργία του WEP διαδραματίζεται στο επίπεδο MAC (medium access 
control) . Αν ο χρήστης ενεργοποιήσει το WEP και το υποστηρίζει και το σημείο 
πρόσβασης , η κάρτα ασύρματου δικτύου του χρήστη κρυπτογραφεί το φορτίο 
αποστολής (δηλαδή το σώμα του πλαισίου και τα bit CRC) κάθε πλαισίου τύπου 
802.11 πριν την αποστολή χρησιμοποιώντας κώδικα RC4. Ο αποδέκτης 
πραγματοποιεί την αποκρυπτογράφηση με την παραλαβή του κάθε πλαισίου. 
Σαν μέρος της διαδικασίας κρυπτογράφησης , το WEP προετοιμάζει τον 
προγραμματισμό κλειδιών (seed) συγχωνεύοντας το κοινό μυστικό κλειδί που δίνεται  
από τον αποστολέα με ένα τυχαία δημιουργούμενο 24-bit διάνυσμα αρχικοποίησης 
(IV). Το IV επεκτείνει τη διάρκεια ζωής του μυστικού κλειδιού επειδή ο σταθμός 
αποστολής μπορεί να αλλάξει το IV για κάθε αποστολή πλαισίου. Το WEP 
χρησιμοποιεί τον προγραμματισμό κλειδιών σαν είσοδο σε μια γεννήτρια 
ψευδοτυχαίων αριθμών που παράγει μια ροή κλειδιών (keystream) ισοδύναμη με το 
μήκος του φορτίου πλαισίου συν ένα 32-bit ICV (Integrity Check Value) 
To ICV είναι ένας αριθμός ελέγχου που ο αποδέκτης επαναυπολογίζει και τον 
συγκρίνει με αυτόν που του στάλθηκε για να διαπιστώσει αν τα δεδομένα 
μεταβλήθηκαν κατά την μεταφορά πάνω από το ανασφαλές μέσο. Αν ο αποδέκτης 
συγκρίνει τα δύο ICV και τα βρει διαφορετικά μπορεί να απορρίψει το πλαίσιο ή να 
σημειώσει τον χρήστη ως ύποπτο. 
Το WEP προσδιορίζει ένα κοινό μυστικό κλειδί μήκους 40 ή 64 bit για την 
κρυπτογράφηση και αποκρυπτογράφηση των δεδομένων. Κάποιοι κατασκευαστές 
υλοποιούν κλειδιά 128-bit τα οποία όμως όπως θα δούμε παρακάτω δεν προσφέρουν 
μεγαλύτερη ασφάλεια. Κάθε κάρτα ασύρματης πρόσβασης και σημείο πρόσβασης 
πρέπει φυσικά να ρυθμιστούν χειροκίνητα ώστε να χρησιμοποιούν το ίδιο κλειδί. 
Πριν ξεκινήσει η μετάδοση το WEP συνδυάζει τη ροή κλειδιών με το 
φορτίο/ICV με μια διαδικασία XOR όπως φαίνεται στο σχήμα ΧΧ , που παράγει 
κρυπτογραφημένα δεδομένα (ciphertext). Το WEP συμπεριλαμβάνει το IV μη 
κρυπτογραφημένο μέσα στα πρώτα bytes του σώματος πλαισίου. Ο αποδέκτης 
χρησιμοποιεί αυτό το IV μαζί με το κοινό μυστικό κλειδί που παρέχεται από τον 
χρήστη του αποδέκτη σταθμού για να αποκρυπτογραφήσει το φορτίου του σώματος 
πλαισίου. 
Στις περισσότερες περιπτώσεις ο αποστολέας χρησιμοποιεί διαφορετικό IV για 
κάθε πλαίσιο (αν και δεν απαιτείται από το πρωτόκολλο 802.11). Όταν τα 
μεταδιδόμενα μηνύματα έχουν κοινή αρχή , η αρχή κάθε κρυπτογραφημένου πλαισίου 
είναι ίδια όταν χρησιμοποιείται το ίδιο κλειδί. Μετά την κρυπτογράφηση των 
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δεδομένων , η αρχή αυτών των πλαισίων θα είναι ίδιες , προσφέροντας πρόσφορο 
έδαφος για επίδοξους εισβολείς. Αφού το IV είναι διαφορετικό για τα πιο πολλά 
πλαίσια , το WEP προσφέρει ικανοποιητική ασφάλεια σε τέτοιου τύπου επιθέσεις. Η 
συχνή αλλαγή του IV επίσης βελτιώνει την ικανότητα του WEP να προστατεύεται 
έναντι επιθέσεων. 
 
4.5.3 Προβλήματα ασφάλειας WEP 
Τρεις ερευνητές από το πανεπιστήμιο της Καλιφόρνιας στο Μπέρκλεϊ (Nikita 
Borisov, Ian Goldberg , David Wagner) ανακάλυψαν μια σημαντική τρύπα 
ασφάλειας στην κρυπτογράφηση του WEP το 2001. Επιπλέον τον Αύγουστο του 
2001 οι κρυπτογράφοι Scott Fluhrer, Itsik Mantin και Adi Shamir δημοσίευσαν ένα 
paper για τις αδυναμίες της κρυπτογράφησης RC4 πάνω στις οποίες βασίζεται το 
WEP. Λίγο αργότερα στα τέλη Αυγούστου του ίδιου έτους ένας φοιτητής του 
πανεπιστημίου του Rice και δύο υπάλληλοι των AT&T Labs - Research (Adam 
Stubblefield, John Ioannidis και Aviel D. Rubin) υλοποίησαν επιτυχώς τις ιδέες που 
είχαν εκφραστεί στις δύο προηγούμενες δημοσιεύσεις. 
Προηγουμένως περιγράψαμε τη δημιουργία του διανύσματος αρχικοποίησης 
(IV). Η «κερκόπορτα» ασφάλειας του WEP βρίσκεται στην φτωχή υλοποίηση του 
IV. Αν για παράδειγμα ένας επίδοξος εισβολέας χρησιμοποιήσει συνάρτηση XOR για 
να συσχετίσει δύο πακέτα που επεξεργάστηκαν με τα ίδια IV , δηλαδή , ταυτόσημα 
κλειδιά RC4 , τότε μπορεί εύκολα να υπολογίσει το μυστικό κλειδί. 
Αφού το IV είναι 24 bits , σε ένα AP που λειτουργεί στη μέγιστη ταχύτητα 
λειτουργίας – 1500 byte ανά πακέτα με ρυθμαπόδοση 11Mbps – θα 
επαναχρησιμοποιηθεί το ίδιο μετά από λιγότερο από πέντε ώρες. Κατά την διάρκεια 
των πέντε ωρών μεταδίδονται 24GB. Είναι εφικτό λοιπόν να καταγραφούν οι 
μεταφορές δεδομένων για αρκετές ώρες με τη χρήση φορητού υπολογιστή και τελικά 
να έχουμε πακέτα με ίδια IV και συνεπώς ίδια RC4 κλειδιά. 
Το κενό που αφήνει το πρωτόκολλο σχετικά με τη δημιουργία του IV , οδηγεί 
πολλούς κατασκευαστές στο να μην χρησιμοποιούν και τα 24-bit για το IV. Με 
αυτόν τον τρόπο επαναλαμβανόμενα IV μπορεί να εμφανιστούν ακόμα γρηγορότερα. 
Οι Fluhrer, Martin and Shamir επίσης βρήκαν ότι υπάρχουν διανύσματα 
αρχικοποίησης που δίνουν ενδείξεις για ένα byte του κλειδιού με βεβαιότητα 5%. 
Μετά την καταγραφή τεσσάρων με έξι εκατομμυρίων πακέτων (περίπου 8.5GB) 
υπάρχουν αρκετά αδύναμα διανύσματα αρχικοποίησης IV ώστε να βρεθεί το WEP 
κλειδί. 
Επιπλέον , αν το software του AP δέχεται ακολουθίες string αντί για Hex για 
το κλειδί του WEP ο αριθμός των πιθανών συνδυασμών ελαττώνεται. Σε αποτέλεσμα 
η βεβαιότητα 5% που αναφέρθηκε προηγουμένως μεγαλώνει ούτως ώστε να 
χρειάζονται μόλις δύο εκατομμύρια πακέτα για να βρεθεί το κλειδί.  
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Αυτές οι αδυναμίες οδήγησαν στην ανάπτυξη του WPA (Wi-Fi Protected 
Access) το 2003 , ενώ ένα χρόνο αργότερα το ΙΕΕΕ επικύρωσε το πλήρες 
πρωτόκολλο 802.11i (WPA2). [14] 
 
4.5.4 WPA 
To πρωτόκολλο WPA στην ουσία είναι μια προέκδοση της τρέχουσας 
έκδοσης του 802.11i πρωτοκόλλου, η οποία περιλαμβάνει το πρωτόκολλο  Temporal 
Key Integrity Protocol (TKIP) και μηχανισμούς που ανήκουν στο 802.1x . Ο 
συνδυασμός αυτών των μηχανισμών παρέχει κρυπτογράφηση με χρήση δυναμικού 
κλειδιού και αμοιβαία πιστοποίηση, κάτι που αναμφίβολα χρειάζεται σε WLANs.  
Όπως και με το WEP, το TKIP χρησιμοποιεί το RC4 που παρέχεται από την 
υπηρεσία ασφάλειας RSA για να κρυπτογραφήσει το σώμα των πλαισίων και το CRC 
κάθε 802.11 πλαισίου πριν από τη μετάδοση. Τα ζητήματα ασφαλείας με το WEP δεν 
σχετίζονταν με τον RC4 αλγόριθμο κρυπτογράφησης. Αντιθέτως, τα προβλήματα 
αφορούσαν πρώτιστα τη δημιουργία κλειδιών και το πως υλοποιείται η 
κρυπτογράφηση.  
 
Το ΤKIP προσθέτει τις ακόλουθες τροποποιήσεις ασφάλειας στο WEP:  
* διάνυσμα αρχικοποίησης 48-bit.  
Το WEP δημιουργεί αυτό που αναφέρεται σαν "keyschedule" με το να 
συνενώνει στο κλειδί κοινού μυστικού (shared secret) με ένα τυχαία-παραγόμενο 
διάνυσμα αρχικοποίησης(IV) 24-βιτ. To WEP εισάγει το keyschedule που παράγεται 
σε μια γεννήτρια ψευδοτυχαίων αριθμών και παράγει μια ροή κλειδιών(keystream) 
ίση σε μήκος με το φορτίο του πλαισίου του 802.11 πακέτου. Χρησιμοποιώντας όμως 
το 24-bit IV διάνυσμα, το WEP τελικά χρησιμοποιεί το ίδιο διάνυσμα για 
διαφορετικά πακέτα δεδομένων. Σε ένα τυπικό σενάριο χρήσης το ίδιο διάνυσμα IV 
μπορεί να επανεμφανιστεί μέσα σε μία ώρα ή και λιγότερο. Αυτό οδηγεί στη 
μετάδοση πλαισίων με αρκετά όμοια κρυπτογράφηση ώστε κάποιος κακόβουλος 
χρήστης να μπορεί να συλλέξει πλαίσια που περιέχουν το ίδιο διάνυσμα IV και 
υπολογίζοντας τις κοινές τιμές τους να φτάσει στην αποκρυπτογράφηση των 
πλαισίων του 802.11. Το WPA με τη χρήση του TKIP,  χρησιμοποιεί το διανύσματα 
48-bit ΙV τα οποία μειώνουν σημαντικά την επαναχρησιμοποίησή τους και την 
πιθανότητα ότι ο κακόβουλος χρήστης θα καταφέρει να συλλέξει αρκετά πλαίσια 
802.11 δεδομένων ώστε να "σπάσει" την κρυπτογράφηση.  
* Ανα πακέτο κατασκευή και διανομή κλειδιών. 
To WPA παράγει αυτόματα ένα νέο μοναδικό κλειδί κρυπτογράφησης 
περιοδικά για κάθε χρήστη. Το WPA χρησιμοποιεί ένα μοναδικό κλειδί για κάθε 
802.11 πλαίσιο. Αυτό αποτρέπει τη χρήση του ίδιου κλειδιού για μεγάλο χρονικό 
διάστημα όπως συμβαίνει με το WEP.  
* Κώδικας ακεραιότητας μηνυμάτων.  
Το WPA εφαρμόζει τον κώδικα ακεραιότητας μηνυμάτων (mic), για να 
προστατευτεί ενάντια στις επιθέσεις παραποίησης. Το WEP επισυνάπτει μια τιμή 
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ελέγχου ακεραιότητας(ICV) 4-bytes στο ωφέλιμο φορτίο του πακέτου 802.11 . Ο 
δέκτης πρέπει να υπολογίσει το ICV μόλις λάβει το πλαίσιο για να αποφασίσει αν 
ταιριάζει με αυτό στο πλαίσιο. Εάν ταιριάζουν, τότε υπάρχει κάποια διασφάλιση ότι 
το πακέτο δεν αλλοιώθηκε κατά την μεταφορά(από κάποιον τρίτο). Αν και το WEP 
κρυπτογραφεί το ICV, ένας κακόβουλος χρήστης μπορεί να αλλάξει τα bits στο 
κρυπτογραφημένο ωφέλιμο φορτίο του πακέτου και να αλλοιώσει το 
κρυπτογραφημένο ICV χωρίς να μπορεί να ανιχνευτεί από το δέκτη. To WPA λύνει 
αυτό το πρόβλημα με τον υπολογισμό του 8-bytes MIC που βρίσκεται αμέσως πριν 
από το ICV στο πακέτο.  
Για την πιστοποίηση, το WPA χρησιμοποιεί έναν συνδυασμό της τεχνικής 
ανοικτού συστήματος(open system) και της πιστοποίησης 802.1x. Αρχικά, ο 
ασύρματος χρήστης πιστοποιείται με το Access Point, το οποίο επιτρέπει στον 
πελάτη να στείλει πλαίσια στο Access Point. Έπειτα, το WPA εκτελεί πιστοποίηση 
σε επίπεδο χρήστη μέσω του 802.1x.  Το WPA συνήθως συνεργάζεται με κάποιον 
διακομιστή πιστοποίησης (authentication server), όπως είναι ο RADIUS ή το LDAP.  
Το WPA μπορεί επίσης να λειτουργήσει σε κατάσταση "pre-shared key" αν δεν 
υπάρχει κάποιος διακομιστής πιστοποίησης. 
Παρότι οι βελτιώσεις του WPA πρωτοκόλλου προσφέρουν βελτιωμένη 
ασφάλεια έναντι του WEP, έχουν βρεθεί αρκετές αδυναμίες του WPA. Κυριότερες 
εξ’αυτών είναι επιθέσεις με χρήση λεξικού (dictionary attacks) και επιθέσεις ενάντια 
στο MIC. Για αυτούς τους λόγους έχει υλοποιηθεί ήδη το WPA2 , το οποίο βασίζεται 
στην τελική έκδοση του 802.11i . [14] 
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Windows Communication Foundation, WCF 
 
 
 
 
5.1 Παρουσίαση του Windows Communication Foundation, WCF 
 
Το Windows Communication Foundation (WCF) είναι το ενοποιημένο 
πρότυπο προγραμματισμού για την υλοποίηση κατανεμημένων εφαρμογών στην 
πλατφόρμα της Microsoft. Υποσκελίζει τις προγενέστερες τεχνολογίες ASMX, .NET 
Remoting, DCOM, και MSMQ και παρέχει ένα επεκτάσιμο API για να καλύψει τις 
ανάγκες μιας ευρείας γκάμας κατανεμημένων εφαρμογών. Πριν από WCF, έπρεπε να 
γίνουμε γνώστες κάθε μιας από εκείνες τις τεχνολογίες για να είμαστε σε θέση να 
επιλέξουμε την καταλληλότερη προσέγγιση για να επιτύχουμε το καλύτερο 
αποτελέσματα σε κάθε μία ειδική περίπτωση. Το WCF απλοποιεί την υλοποίηση μιας 
κατανεμημένης εφαρμογής αρκετά με την παροχή μίας ενοποιημένης προσέγγισης. 
Τα XML Web Services είναι η καταλληλότερη τεχνολογικά προσέγγιση για 
την υλοποίηση κατανεμημένων εφαρμογών στην σημερινή εποχή. Όπως είδαμε και 
στο προηγούμενο κεφάλαιο χρησιμεύουν στο να κάνουμε διαθέσιμες τεχνικές και 
επιχειρηματικές διαδικασίες σε ένα κλειστό τοπικό δίκτυο ή σε ένα δίκτυο ευρείας 
περιοχής όπως το διαδίκτυο. Το WCF μερικές φορές χρησιμοποιεί το SOAP, και 
μερικές φορές όχι. Η πληροφορίες τυπικά μεταδίδονται σε μορφή κειμένου το οποίο 
περιέχει αγκύλες, αλλά όχι πάντα. Γενικά χρησιμοποιεί το HTTP ως πρωτόκολλο 
μεταφοράς, αλλά και πάλι όχι πάντα. Το WCF είναι ένα περιβάλλον εργασίας για να 
δουλέψουμε με XML Web Services και είναι συμβατό με τις περισσότερες 
τεχνολογικές στοίβες. 
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5.2 Απαιτήσεις εγκατάστασης 
Το WCF είναι αναπόσπαστο κομμάτι του .Net Framework 3.x της Microsoft. 
Το WCF πρωτοπαρουσιάστηκε στην έκδοση 3.0 του .Net Framework και έγιναν 
πολλές βελτιώσεις σε αυτό στην έκδοση .Net 3.5.  
Το .Net ως πακέτο παρουσιάζεται σε δύο διανομές: ως redistributable runtime 
libraries, όπου η διανομή αυτή απευθύνεται στα συστήματα παραγωγής, όπου θα 
εκτελεστούν οι εφαρμογές του χρήστη, και σε ένα Software Development Kit, SDK 
το οποίο και απευθύνεται στους προγραμματιστές και περιέχει τις απαραίτητες 
βιβλιοθήκες για ανάπτυξη των εφαρμογών, τεκμηρίωση, βοηθητικά παραδείγματα 
καθώς και διάφορα εργαλεία απαραίτητα στους προγραμματιστές. Και οι δύο αυτές 
διανομές είναι διαθέσιμες για μεταφόρτωση στο δικτυακό τόπο MSDN της Microsoft 
στο http://msdn2.microsoft.com/en-us/netframework/default.aspx. Το .Net 3.5 SDK 
Framework είναι επίσης διαθέσιμο με την εγκατάσταση του Visual Studio 2008. Για 
την εγκατάσταση του .Net 3.5 Framework  είναι απαραίτητη η ύπαρξη ενός από τα 
παρακάτω λειτουργικά συστήματα: Windows XP SP2, Windows Vista, Windows 7, 
Windows Server 2003 SP1, Windows Server 2008 και 2008 R2. 
 
 
5.3 Γιατί το WCF έχει σημασία 
Η σημασία του WCF έγκειται στο γεγονός ότι τα Web Services όπως είδαμε 
και στο προηγούμενο κεφάλαιο βρίσκονται στην καρδιά των παγκόσμιων 
κατανεμημένων συστημάτων, και η χρήση του WCF θεωρείται ως η καταλληλότερη 
επιλογή για την δημιουργία τους στην πλατφόρμα της Microsoft. Με την εξοικείωση 
με το WCF οι προγραμματιστές μπορούν να επικεντρωθούν στην υλοποίηση των 
εφαρμογών παρά σε λεπτομέρειες πρωτοκόλλων επικοινωνίας. Το WCF είναι 
κλασική περίπτωση ενθυλάκωσης (encapsulation) τεχνολογιών και εργαλείων. Οι 
προγραμματιστές είναι ποιο παραγωγικοί όταν τα εργαλεία που χρησιμοποιούν για 
την ανάπτυξη εφαρμογών, ενθυλακώνουν αλλά δεν κρύβουν τεχνικές λεπτομέρειες 
όπου αυτό είναι εφικτό. Το WCF, σε συνδυασμό με το Visual Studio 2008 
πραγματοποιεί ακριβώς αυτό. 
Η αρχιτεκτονική των σύγχρονων εφαρμογών λαμβάνει υπ’ όψιν της τις συσκευές, τα 
προγράμματα πελάτη και τις υπηρεσίες. Δεν υπάρχει αμφιβολία ότι το μοντέλο της 
εποχής του 1995 όπου ένας ιστότοπος φιλοξενείται σε έναν διακομιστεί και 
αποστέλλει την διασύνδεση με την μορφή HTML σε έναν οποιοδήποτε φιλομετριτή 
(Browser), θα συνεχίσει να υπάρχει, νέα μοντέλα που θα υποστηρίζουν τοπικό 
λογισμικό σε συνδυασμό με Web Services θα γίνει κοινή πρακτική.  
Για τις επιχειρηματικές εφαρμογές, η επικρατέστερη διασύνδεση των Web Services 
γύρω από το 2008 είναι το Simple Object Access Protocol (SOAP). Το SOAP παρέχει 
ένα ποιο ευέλικτο μοντέλο ανταλλαγής πολύπλοκων δεδομένων. Τα SOAP μηνύματα 
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περιέχουν ένα φάκελο (envelope) και ένα σώμα (body) έτσι ώστε μπορούν εύκολα να 
κρυπτογραφηθούν και με ασφάλεια να δρομολογηθούν στο Internet. 
 
5.4 Παρουσίαση 
Το WCF σαν ολοκληρωμένο σύστημα εργασίας με τα Web Service 
χρησιμοποιεί μία συγκεκριμένη ορολογία με την οποία πρέπει να είμαστε 
εξοικειωμένοι. Στις περισσότερες περιπτώσεις, αυτοί οι όροι δεν αντιπροσωπεύουν 
απαραιτήτως νέες έννοιες, αλλά παρέχουν μια συνεπή ταξονομία που μπορούμε να 
χρησιμοποιήσουμε για να συζητήσουμε τη νέα τεχνολογία.  
Στον πυρήνα του, ένα Web Service είναι ένα σύνολο τελικών σημείων (Endpoints) 
που παρέχουν τις χρήσιμη λειτουργικότητα στις εφαρμογές πελάτες. Ένα τελικό 
σημείο είναι απλά ένας πόρος στο δίκτυο στο οποίο τα μηνύματα μπορούν να 
σταλούν. Οι εφαρμογές πελάτη έχουν πρόσβαση σε αυτές τις λειτουργίες με την 
αποστολή των μηνυμάτων τα τελικά σημεία, που σχηματοποιούνται σύμφωνα με τη 
σύμβαση (Contract) που συμφωνείται ανάμεσα στον πελάτη και στην υπηρεσία. Οι 
υπηρεσίες ακούνε (Listen) τα μηνύματα στη διεύθυνση (Address) που διευκρινίζεται 
από το τελικό σημείο και αναμένουν το μήνυμα για να φθάσει με ένα ιδιαίτερο σχήμα 
(Format). Η Εικόνα 7 παρουσιάζει τη βασική σχέση μεταξύ του πελάτη και της 
υπηρεσίας. 
 
Εικόνα 7 - Επικοινωνία μεταξύ Πελάτη και Υπηρεσίας 
Για να μπορεί ο πελάτης να διαβιβάσει σημαντικές πληροφορίες στην υπηρεσία, 
πρέπει να ξέρει τα ABCs της υπηρεσίας: τη διεύθυνση (A-Address), τη σύνδεση (B-
Binding), και τη σύμβαση (C-Contract). 
 Το “A” συμβολίζει την Διεύθυνση (Address), το που: Προσδιορίζει σημείο 
εκείνο στο δίκτυο όπου θα αποστέλλονται τα μηνύματα έτσι ώστε να 
μπορεί η υπηρεσία να τα λαμβάνει. Εάν χρησιμοποιείται το πρωτόκολλο 
HTTP η διεύθυνση θα μοιάζει με την παρακάτω, 
http://myserver/myservice/ αλλιώς να χρησιμοποιείται το TCP θα 
μπορούσε να είναι όπως, net.tcp://myserver:8080/myservice 
 Το “B” συμβολίζει τη Σύνδεση (Binding), το πως: Η σύνδεση καθορίζει το 
κανάλι (Channel) που χρησιμοποιείται για την επικοινωνία με ένα σημείο 
τέλους. Τα κανάλια είναι ο αγωγός μέσω του οποίου όλα τα μηνύματα 
περνούν μέσα σε μια εφαρμογή WCF. Ένα κανάλι αποτελείται από μια 
σειρά στοιχείων σύνδεσης (Binding Elements). Το στοιχείο σύνδεσης του 
χαμηλότερου επιπέδου είναι το επίπεδο μεταφοράς (Transport), το οποίο 
είναι υπεύθυνο για να παραδίδει τα μηνύματα στο δίκτυο. Το WCF έρχεται 
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με ένα σετ από προκαθορισμένες συνδέσεις οι οποίες έχουν τα κανάλια με 
την μορφή στοίβας, το ένα πάνω στο άλλο, διαμορφωμένα κατάλληλα ώστε 
να μην χρειάζεται να τα φτιάξουμε από το μηδέν. Το basicHttpbinding 
διευκολύνει την επικοινωνία με Web Services που υλοποιήθηκαν πριν το 
2007. Αντιστοιχεί στο πρότυπο WS-I BP 1.1. και συμπεριλαμβάνεται για 
την διαδεδομένη διαλειτουργικότητα του. Το wsHttpBinding εφαρμόζει τα 
κοινά πρωτόκολλα WS-* για να επιτρέψει την ασφαλή, αξιόπιστη, και με 
χρήση συναλλαγών, μεταφορά μηνυμάτων. 
 Το “C” συμβολίζει τη Σύμβαση (Contract), το τι: προσδιορίζει τις 
δυνατότητες ή αλλιώς το σύνολο της λειτουργικότητας που υποστηρίζεται 
από την υπηρεσία. Η σύμβαση καθορίζει τις διαδικασίες που το σημείο 
τέλους εκθέτει και το σχήμα των μηνυμάτων που οι διαδικασίες απαιτούν. 
Οι διαδικασίες των συμβάσεων αντιστοιχούν στις μεθόδους των κλάσεων 
που υλοποιούνται από το σημείο τέλους, συμπεριλαμβανομένης της 
υπογραφής των παραμέτρων που περνούν μέσα και έξω από τις μεθόδους. 
Όπως φαίνεται στην Εικόνα 8, πολλαπλά σημεία τέλους συνθέτουν μια υπηρεσία 
WCF, όπου κάθε σημείο τέλους καθορίζεται από μια διεύθυνση, μια σύνδεση, και μια 
σύμβαση. Επειδή η ροή μηνυμάτων είναι χαρακτηριστικά αμφίδρομη, σημεία τέλους 
φιλοξενούν και οι πελάτες. 
 
Εικόνα 8 - Επικοινωνία μεταξύ τελικών σημείων αιτούντα και παρόχου 
Ένα τελικό σημείο υπηρεσίας δεν μπορεί να ανταποκριθεί σε εισερχόμενα μηνύματα 
έως ότου φιλοξενηθεί σε μία διαδικασία λειτουργικού συστήματος σε εκτέλεση 
(Running Operating System Process). Η φιλοξενία μπορεί να πραγματοποιηθεί από 
οποιαδήποτε διαδικασία, όπως είναι μια αυτόνομη διαδικασία διακομιστή (Server 
Process), ένας Web Server ή ακόμα μία εφαρμογή πελάτη που εκτελείται σε πλήρη 
οθόνη και ελαχιστοποιημένη στο Windows Tray. 
Τα WCF Web Services έχουν συμπεριφορές (Behaviors) που ελέγχουν την 
παράλληλη εκτέλεση (Concurrency), τις συναλλαγές (Transactions), την ασφάλεια 
(Security) κ.α. Οι Συμπεριφορές μπορούν να εφαρμοστούν χρησιμοποιώντας 
Ιδιότητες (properties) του .Net, ή δηλώσεις σε αρχεία ρυθμίσεων. 
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Για να είναι εφικτή η εύρεση της υπηρεσίας μπορεί αυτή να περιλάβει ένα σημείο 
τέλους υποδομής αποκαλούμενο σημείο τέλους ανταλλαγής μεταδεδομένων 
(Metadata Exchange – MEX). Το τελικό αυτό σημείο είναι προσβάσιμο από  τους 
πελάτες της υπηρεσίας για να λάβουν τα ABC’s της υπηρεσίας και επιστρέφει στον 
πελάτη ένα αρχείο WSDL. Το τελικό σημείο MEX καλείται κάθε φορά που 
επιλέγουμε στο Visual Studio 2008 “Add Service Reference” ή με την χρήση του 
SvcUtility που παρέχεται ως πρόσθετο. Το SvcUtility ή το αντίστοιχο εργαλείο για το 
Compact Framework που είναι το NetSvcUtility χρησιμεύει στην αυτόματη 
δημιουργία μιας Proxy κλάσης που είναι απαραίτητη για τις εφαρμογές πελάτη ώστε 
να μπορούν να επικοινωνήσουν με τα Web Services. Την χρήση του NetSvcUtility 
και την δημιουργία της αντίστοιχης Proxy κλάσης που χρησιμοποιείται στην τελική 
εφαρμογή πελάτη για τις κινητές συσκευές, θα την εξετάσουμε σε επόμενη ενότητα. 
 
5.5 Φιλοξενία (Hosting) των Web Services στον Internet 
Information Server – IIS της Microsoft 
Ένα WCF Service μπορεί να φιλοξενηθεί σε μία οποιαδήποτε διαχειρίσιμη 
διεργασία (Managed Process) του λειτουργικού συστήματος. Η υπηρεσία δεν έχει 
καμία γνώση και ούτε την ενδιαφέρει ο τρόπος φιλοξενίας, παρόλο που υπάρχουν 
αρκετές λειτουργίας οι οποίες μπορούν να ενσωματωθούν στον κώδικα υλοποίησης 
της υπηρεσίας για να γίνουν γνωστές οι λεπτομέρειες φιλοξενίας. Μια υπηρεσία 
λοιπόν μπορεί να φιλοξενηθεί σε ένα Windows Services το οποίο ξεκινάει και 
ενεργοποιείται με την εκκίνηση των Windows και τερματίζεται αντίστοιχα με το 
τερματισμό λειτουργίας του συστήματος ή ακόμα και σε μία εφαρμογή πελάτη των 
Windows (Windows Client Application) η οποία εκτελείται ελαχιστοποιημένη στο 
Windows Tray. Είναι όμως κοινά παραδεκτό, ότι ο καλύτερο τρόπος φιλοξενίας είναι 
στον Web Server της Microsoft, στον Internet Information Server ή εν συντομία IIS. 
Τα βήματα που ακολουθήθηκαν για την υλοποίηση της φιλοξενίας στον IIS 
για τις ανάγκες της εφαρμογής, περιγράφονται παρακάτω στην ενότητα “Δημιουργία 
Site στον IIS”. 
Οι λόγοι που κάνουν τον IIS ιδανικό περιβάλλον για την φιλοξενία τον WCF 
Web Services είναι οι εξής : έρχεται ενσωματωμένος στο λειτουργικό, δεν είναι 
απαραίτητο κανένα περαιτέρω κόστος απόκτησης,  είναι αξιόπιστος, επεκτάσιμος και 
υπάρχει μία αρκετά μεγάλη βάση πληροφοριών και τεχνογνωσίας από πολλούς στην 
κοινότητα του διαδικτύου, με λύσεις σε προβλήματα που αντιμετώπισαν οι ίδιοι πριν 
από εμάς, δημοσιευμένα σε Forums και blogs, καθώς και πολλούς που είναι πρόθυμοι 
να προσφέρουν βοήθεια σε προβλήματα που ενδεχομένος να αντιμετωπίσουμε. 
Τα ASMX Web Services φιλοξενούμενα στον IIS ήταν ο πιο διαδεδομένος 
τρόπος δημιουργίας και φιλοξενίας Web Services πριν την εμφάνιση του WCF. Το 
WCF έκτισε πάνω σε αυτή την βάση και την επεκτείνει τώρα με νέα δυνατότητες, με 
την έλευση του .Net Framework 3.5. 
Ας θυμηθούμε λίγο τα ABCs των Web Services που περιγράψαμε σε 
προηγούμενη ενότητα, την Διεύθυνση (Address), την Σύνδεση (Binding) και τη 
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Σύμβαση (Contract). Η διεύθυνση στην προκειμένη περίπτωση είναι ο εικονικός 
κατάλογος (Virtual Directory) που δημιουργούμε κάτω από ένα Site στον IIS. Η 
Σύνδεση από την άλλη μπορεί να χρησιμοποιεί μονάχα το HTTP ή το HTTPS 
πρωτόκολλο επικοινωνίας μιας και είναι τα μόνα που καταλαβαίνει ο IIS. Έτσι ως 
Bindings μπορούμε να χρησιμοποιήσουμε το wsHttpBinding ή το 
basicHttpBinding. Επειδή όμως οι πελάτες των Web Services στην παρούσα 
υλοποίηση θα είναι κυρίως αρχικά γραμμένες με το .Net Compact Framework, το 
Binding που χρησιμοποιήθηκε είναι το basicHttpBinding μιας και είναι το μόνο που 
υποστηρίζεται ανάμεσα στα δύο προαναφερθέντα, από το Compact Framework.  
Τα μεταδεδομένα σε μορφή WSDL μπορούμε να τα πάρουμε με μια κλήση 
στο αντίστοιχο Web Service, με παράμετρο την εντολή WSDL: 
(http://localhost/myservice.svc?wsdl). Όταν ο IIS λάβει την διεύθυνση αυτή καλεί το 
MEX τελικό σημείο της υπηρεσίας και επιστρέφει το αποτέλεσμα με την μορφή του 
WSDL. Ως προεπιλογή το MEX τελικό σημείο δεν υλοποιείται από την υπηρεσία. 
Αυτό υλοποίηση γίνεται από τον προγραμματιστεί είτε μέσω του αρχείου ρυθμίσεων 
της υπηρεσίας (Web.config) είναι με κώδικα ενσωματωμένο στην υπηρεσία.  
Στην παρούσα εργασία, τρία βήματα ακολουθήθηκαν για την φιλοξενία των Web 
Services στον IIS 7: 
 Δημιουργία ενός νέου site, όπως περιγράφεται στο Παράρτημα ΙΙ. 
 Δημιουργία ενός .svc αρχείου που ορίζει την υλοποίηση του Web Service. 
 Δημιουργία του αρχείου ρυθμίσεων Web.Config όπου ορίζεται η 
<system.ServiceModel> ενότητα  
Δημιουργία του .svc αρχείου 
Ένα .svc αρχείο, είναι ένα απλό αρχείο κειμένου, το οποίο μπορεί να δημιουργηθεί με 
έναν οποιονδήποτε επεξεργαστεί κειμένου ή με χρήση του Visual Studio. Το αρχείο 
αυτό περιλαμβάνει μια αναφορά στο Compiled Web Service το οποίο και υλοποιείται 
σε ένα DLL. Το DLL αυτό στη συνέχεια πρέπει να υπάρχει σε ένα κατάλογο με την 
ονομασία \bin μέσα στη δομή του Site η του Virtual Directory στον IIS. 
 
<%@ ServiceHost  
Language="C#"  
Debug="true"  
Service="myNewService.myAppsService" Factory="myNewService.CustomHostFactory"
 CodeBehind="myAppsService.svc.cs" %> 
<%@ assembly Name="myNewService" %> 
myAppsService.svc 
Το .svc αρχείο που χρησιμοποιήθηκε για την υλοποίηση των Web Services των 
συναντήσεων. 
Με την δήλωση Service="myNewService.myAppsService" γίνεται αναφορά στην 
κλάση που υλοποιεί το Web Service  myAppsService  και στο Namespace  
myNewService  στο οποίο εσωκλείεται η κλάση αυτή. 
Με την δήλωση Factory="myNewService.CustomHostFactory" γίνεται αναφορά σε 
μία Custom Factory που υλοποιείται για την χρήση με το συγκεκριμένο Web Service. 
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Η υλοποίησή της φαίνεται παρακάτω και γίνεται αναφορά στου λόγους που ήταν 
αναγκαία. 
 
    class CustomHostFactory : ServiceHostFactory 
    { 
        protected override ServiceHost CreateServiceHost(Type serviceType, Uri[] baseAddresses) 
        { 
            CustomHost customServiceHost = 
              new CustomHost(serviceType, baseAddresses[0]); 
            return customServiceHost; 
        } 
    } 
 
    class CustomHost : ServiceHost 
    { 
        public CustomHost(Type serviceType, params Uri[] baseAddresses) 
            : base(serviceType, baseAddresses) 
        { } 
        protected override void ApplyConfiguration() 
        { 
            base.ApplyConfiguration(); 
        } 
    }   
Όπως θα δούμε και στην περιγραφή των περιεχομένων του Web.Config αρχείου 
ρυθμίσεων του Web Service, δύο ήταν οι επιθυμητοί τρόποι προσπέλασης του Web 
Service,  
 Μέσω τοπικού δικτύου, 
 Μέσω Internet 
Ήταν επόμενο λοιπόν να χρησιμοποιηθούν και δύο διευθύνσεις διαφορετικές στην 
κάθε περίπτωση όπως γίνεται κατανοητό. Κάτι τέτοιο είναι εφικτό να οριστεί στον 
IIS μέσω την επιλογής Bindings όπως φαίνεται στην παρακάτω οθόνη. Μέσω την 
επιλογής αυτής όμως είναι δυνατόν να οριστούν μονάχα Bindings διαφορετικού 
τύπου, δηλαδή δεν μπορούμε να ορίσουμε πέρα του ενός HTTP ή HTTPS Binding. Η 
επιλογή αυτή δεν μας το επιτρέπει. Ήταν όμως  επιθυμητό και για τους δύο 
παραπάνω τρόπους σύνδεσης να χρησιμοποιηθεί το HTTPS Binding. Όπως φαίνεται 
και στην οθόνη των SITE Bindings έτσι και έγινε με την διαφορά ότι το πρώτο 
Binding έγινε μέσω την επιλογής αυτής και το δεύτερο μέσω εντολών που 
εκτελέστηκαν από μια γραμμή εντολών (Command Prompt). 
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Εικόνα 9 - Οθόνη διαχείρισης Site Bindings στον IIS7 
Παρόλο όμως που είναι εφικτό να ορίσουμε στον IIS ένα site να έχει πέραν του ενός 
Binding είτε αυτά είναι όμοια σε τύπο είτε όχι όπως είδαμε παραπάνω, όταν μια 
εφαρμογή πελάτη προσπαθήσει να προσπελάσει το Web Service που φιλοξενείται 
στο Site αυτό, θα έρθει αντιμέτωπη με το παρακάτω μήνυμα λάθους που προέρχεται 
από το .Net Framework, για τον λόγο ότι αυτό δεν μπορεί να ανταποκριθεί με 
επιτυχία όταν ο IIS επιστρέφει παραπάνω από μια διευθύνσεις, δηλαδή 
χρησιμοποιούνται περισσότερα του ενός Bindings. Το μήνυμα αυτό είναι το εξής: [8] 
“This collection already contains an address with scheme http.  There can be at 
most one address per scheme in this collection.  
Parameter name: item 
Description: An unhandled exception occurred during the execution of the current 
web request. Please review the stack trace for more information about the error and 
where it originated in the code.  
Exception Details: System.ArgumentException: This collection already contains an 
address with scheme http.  There can be at most one address per scheme in this 
collection.  
Parameter name: item” 
 
Για να παρακάμψουμε λοιπόν το πρόβλημα αυτό είναι απαραίτητη η χρήση της 
παραπάνω Custom Factory, η οποία έχει ως λειτουργία να επιστρέφει μονάχα μια από 
τις διευθύνσεις που λαμβάνει, στην προκειμένη περίπτωση την πρώτη (0), με την 
εντολή :  
 
CustomHost customServiceHost = 
              new CustomHost(serviceType, baseAddresses[0]);,  
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5.6 Ασφάλεια Μεταφοράς και Μηνύματος (Transport and Message 
Security) 
 Στο WCF υπάρχουν δύο βασικές κατηγορίες ασφάλειας, οι οποίες σχετίζονται 
με την ασφάλεια του τι μεταφέρεται μεταξύ της υπηρεσίας και του καλούντος. Στην 
πρώτη κατηγορία ανήκει το είδος της ασφάλειας που αφορά την προστασία των 
δεδομένων καθώς αυτά τα ταξιδεύουν στο δίκτυο, ή αλλιώς “πάνω στο σύρμα”. Αυτή 
η κατηγορία είναι γνωστή ως Ασφάλεια Μεταφοράς (Transport Security), σε σχέση 
με την άλλη κατηγορία που είναι αυτή της Ασφάλειας Μηνυμάτων (Message 
Security) η οποία σχετίζεται με την προστασία των μεμονωμένων μηνυμάτων, 
ασχέτως από τον μηχανισμό μεταφοράς που χρησιμοποιείται. 
 Η Ασφάλεια Μεταφορά παρέχει προστασία στα δεδομένα που αποστέλλονται, 
χωρίς να λαμβάνει υπ’ όψη το περιεχόμενό τους. Μια συνηθισμένη προσέγγιση είναι 
αυτή της χρήσης του SSL (Secure Sockets Layer) για κρυπτογράφηση και ψηφιακή 
υπογραφή των περιεχομένων των πακέτων που στέλνονται με χρήση του 
πρωτοκόλλου HTTPS. 
 Ένας περιορισμός της χρήσης Ασφάλειας Μεταφοράς είναι ότι βασίζεται σε 
κάθε βήμα και μεσάζοντα πάνω στο μονοπάτι που ακολουθούν τα δεδομένα από τον 
αποστολέα προς τον παραλήπτη για την υλοποίησή της. Με λίγα λόγια αν 
μεσολαβούν πολλοί ενδιάμεσοι μεταξύ αποστολέα και παραλήπτη, οι οποίοι δεν 
ανήκουν και δεν ελέγχονται από τον αποστολέα, δεν υπάρχει τρόπο για τον 
αποστολέα να είναι σίγουρος ότι όλοι στο μονοπάτι υλοποιούν την ασφάλεια σε αυτό 
το επίπεδο. Εάν η ασφάλεια δεν είναι αμοιβαίος επαναλαμβανόμενη, τότε τα 
δεδομένα διατρέχουν τον κίνδυνο να υποστούν κακόβουλη παραποίηση κατά την 
μεταφορά. Συμπληρώνοντας πρέπει να υπάρχει η απαραίτητη εμπιστοσύνη προς τον 
κάθε μεσάζοντα ότι δεν θα παραποιήσει τα μηνύματα κατά την μεταφορά. Αυτή η 
σύμβαση είναι ιδιαίτερα σημαντική για υπηρεσίες που είναι διαθέσιμες σε διαδρομές 
στο διαδίκτυο και λιγότερο σημαντική για ενδοεταιρικά συστήματα. 
 Κατά αντιπαράθεση η Ασφάλεια Μηνύματος εστιάζει στην ακεραιότητα και 
εμπιστευτικότητα των μεμονωμένων μηνυμάτων, χωρίς κανένα ενδιαφέρον για το 
δίκτυο. Με χρήση μηχανισμός κρυπτογράφησης και υπογραφής των μηνυμάτων, 
μέσω Ιδιωτικών και Δημοσίων κλειδιών, τα μηνύματα θα είναι προστατευμένα ακόμα 
και αν ταξιδεύουν πάνω σε ένα μη ασφαλές δίκτυο, π.χ. με χρήση πρωτοκόλλου 
HTTP. 
 Η επιλογή της χρήσης Ασφάλειας Μεταφοράς ή Μηνύματος, συνήθως 
προσδιορίζεται στο αρχείο ρυθμίσεων της Υπηρεσίας. Στην παρούσα υλοποίηση 
χρησιμοποιήθηκε Ασφάλεια σε επίπεδο Μεταφοράς λόγω των περιορισμών που 
υφίστανται από την χρήση του .Net Compact Framework, το οποίο και δεν 
υποστηρίζει καθόλου Ασφάλεια σε επίπεδο Μηνύματος. 
 Παρακάτω παρατίθενται δύο ενδεικτικά αποσπάσματα από αρχεία ρυθμίσεων 
τα οποία χρησιμοποιούν Ασφάλεια Μεταφοράς και Μηνύματος αντίστοιχα. 
<basicHttpBinding> 
  <binding name="MyBinding"> 
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    <security mode="Transport"> 
      <transport clientCredentialType="Windows" /> 
    </security> 
  </binding> 
</basicHttpBinding> 
<basicHttpBinding> 
  <binding name="MyBinding"> 
    <security mode="Message"> 
      <transport clientCredentialType="None" /> 
    </security> 
  </binding> 
</basicHttpBinding> 
 
5.7 Κρυπτογράφηση με χρήση Ψηφιακών Πιστοποιητικών 
 Η χρήση Ψηφιακών Πιστοποιητικών (Digital Certificates), είναι ένας ασφαλής 
και γενικά αποδεκτός τρόπος για την κρυπτογράφηση μηνυμάτων και ταυτοποίησης 
του κατόχου. Το WCF χρησιμοποιεί πιστοποιητικά που ανταποκρίνονται στα 
στάνταρ του X.509 τα οποία τα τελευταία χρόνια έχουν γίνει ευρέως αποδεκτά και 
χρησιμοποιούνται από πολλούς τεχνολογικούς παρόχους. Τα ψηφιακά πιστοποιητικά 
παρέχουν ένα ισχυρό μηχανισμό κρυπτογράφησης, ο τρόπος χρήσης τους γίνεται 
εύκολα κατανοητός και είναι πολύ καλά τεκμηριωμένα. 
 Το κύριο μειονέκτημα τους είναι το κόστος απόκτησής τους από μία έμπιστη 
αρχή πιστοποίηση (Trusted Certificate Authority) και η πολυπλοκότητα του τρόπου 
εγκατάστασής τους. Πως μεταφέρονται, τι γίνεται στην περίπτωση που ένα από αυτά 
κλαπεί, πως ανακτούνται τα δεδομένα μετά από μια απώλεια ενός, είναι μερικά από 
τα ερωτήματα που καλούμαστε να απαντήσουμε στις αντίστοιχες περιπτώσεις. 
 Για τις ανάγκες της εφαρμογής, εγκαταστάθηκε μια Enterprise Certificate 
Authority σε λειτουργικό Windows 2008 R2, από όπου εκδόθηκαν πιστοποιητικά για 
τον Server (Web Server Certificate) καθώς και τα αντίστοιχα πιστοποιητικά για κάθε 
ένα από χρήστες των κινητών συσκευών. 
 Στο επίπεδο ασφάλειας ο IIS ορίστηκε να επιτρέπει επικοινωνία μονάχα με 
πελάτες οι οποία προσκομίζουν πιστοποιητικά, τα οποία και συσχετίστηκαν κατά την 
ρύθμιση του IIS, σε επίπεδο χρήστη. Ο τρόπος με τον οποίο έγινε αυτό, περιγράφετε 
στο Παράρτημα ΙΙ. 
 Όσο αφορά τα Web Services, ήταν απαραίτητο στο αρχείο ρυθμίσεων τους  
να προστεθούν οι παρακάτω δηλώσεις, 
        <serviceCredentials> 
          <serviceCertificate  
findValue="srv2008-II"  
storeLocation="LocalMachine"  
storeName="My"  
x509FindType="FindBySubjectName"/> 
          <clientCertificate> 
            <authentication  
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trustedStoreLocation="LocalMachine" revocationMode="NoCheck" 
certificateValidationMode="ChainTrust"/> 
          </clientCertificate> 
        </serviceCredentials> 
Δηλώσεις στο αρχείο ρυθμίσεων των Web Services για χρήση Server και Client 
Certificates. 
 Η παραπάνω ενότητα είναι μέρος του αρχείου ρυθμίσεων των Web Services 
και αποτελείται από δύο μέρη. Το πρώτο περιλαμβάνει τα σχετικά με το 
πιστοποιητικό του Server, το οποίο και έχει εκδοθεί με όνομα “srv2008-ii” και είναι 
αποθηκευμένο στη τοποθεσία αποθήκευσης πιστοποιητικών “LocalMachine”. Ο 
τρόπος δε αναζήτησης του είναι με χρήση του ονόματός του. Το δεύτερο μέρος 
περιλαμβάνει τα σχετικά με το πιστοποιητικό του Client. Τα πιστοποιητικά των 
Clients, πρέπει και αυτά να υπάρχουν αποθηκευμένα στον Web Server, χωρίς όμως 
να είναι απαραίτητο να περιλαμβάνουν και τα κρυφά κλειδιά τους, μονάχα τα 
δημόσια κλειδιά. 
 Το αρχείο ρυθμίσεων στην εντέλειά του προσαρτήθηκε παρακάτω. 
<?xml version="1.0" encoding="utf-8"?> 
<configuration> 
  <connectionStrings> 
    <add  
name="x64_SQL"  
connectionString="Data Source=192.168.0.101;Initial 
Catalog=inHouse;User ID=sa;Password=myPassword" 
providerName="System.Data.SqlClient"/> 
  </connectionStrings> 
  <system.web> 
    <customErrors mode="Off"/> 
      <compilation debug="true"/> 
  </system.web> 
  <system.serviceModel> 
    <diagnostics> 
      <messageLogging  
maxMessagesToLog="30000"  
logEntireMessage="true"  
logMessagesAtServiceLevel="true” 
logMalformedMessages="true" 
logMessagesAtTransportLevel="true"> 
      </messageLogging> 
    </diagnostics> 
    <services> 
      <service  
name="myNewService.myAppsService" 
behaviorConfiguration="myBehavior"> 
        <host> 
          <baseAddresses> 
            <add baseAddress="https://srv2008-ii/"/> 
          </baseAddresses>   
        </host> 
    <!----> 
      <endpoint  
address=https://srv2008-ii/myAppsService.svc 
binding="basicHttpBinding" 
bindingConfiguration="myBinding" 
bindingNamespace=https://srv2008-II/myService/ 
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contract="myNewService.ImyAppsService"/> 
      <endpoint 
address=https://kostasgr2002.dyndns.org/myAppsService.svc 
binding="basicHttpBinding" bindingConfiguration="myBinding" 
bindingNamespace="https://srv2008-II/myService/" 
contract="myNewService.ImyAppsService"/> 
      <endpoint  
address="mex"  
binding="basicHttpBinding" bindingConfiguration="myBinding" 
contract="IMetadataExchange"/> 
    </service> 
  </services> 
  <behaviors> 
    <serviceBehaviors> 
      <behavior name="myBehavior"> 
   <serviceMetadata httpsGetEnabled="true"/> 
   <serviceDebug includeExceptionDetailInFaults="False"/> 
        <serviceCredentials> 
          <serviceCertificate  
findValue="srv2008-II"  
storeLocation="LocalMachine"  
storeName="My"  
x509FindType="FindBySubjectName"/> 
          <clientCertificate> 
            <authentication  
trustedStoreLocation="LocalMachine" revocationMode="NoCheck" 
certificateValidationMode="ChainTrust"/> 
          </clientCertificate> 
        </serviceCredentials> 
      </behavior> 
    </serviceBehaviors> 
  </behaviors> 
  <bindings> 
    <basicHttpBinding> 
      <binding name="myBinding"> 
        <security mode="Transport"> 
     <transport clientCredentialType="Certificate"/> 
   </security> 
      </binding> 
    </basicHttpBinding> 
  </bindings> 
</system.serviceModel> 
  <system.diagnostics> 
    <sources> 
      <source name="System.ServiceModel"  
switchValue="Verbose, ActivityTracing" propagateActivity="true"> 
        <listeners> 
          <add name="xml"/> 
   </listeners> 
      </source> 
      <source name="System.ServiceModel.MessageLogging" 
switchValue="Verbose"> 
        <listeners> 
          <add name="xml"/> 
        </listeners> 
      </source> 
    </sources> 
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    <sharedListeners> 
      <add name="xml"  
type="System.Diagnostics.XmlWriterTraceListener" 
initializeData="e2eTraceTest.e2e"/> 
    </sharedListeners> 
    <trace autoflush="true"/> 
  </system.diagnostics> 
</configuration> 
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Microsoft Synchronization Services for ADO.NET 
 
 
 
6.1 Παρουσίαση 
 Οι Υπηρεσίες Συγχρονισμού του ADO .Net της Microsoft, μας δίνουν την 
δυνατότητα να συγχρονίσουμε δεδομένα μεταξύ διαφορετικών βάσεων δεδομένων με 
χρήση 2-tier, n-tier αρχιτεκτονικής ή με την χρήση Υπηρεσιών. Το API των 
Synchronization Services παρέχει ένα σετ από κλάσεις που δίνουν την δυνατότητα 
συγχρονισμού δεδομένων με χρήση των υπηρεσιών συγχρονισμού και μίας τοπικής 
βάσης αντί απλά να αντιγράφουν τα δεδομένα και το σχήμα μίας βάσης. [9] 
Στην τρέχουσα υλοποίηση είναι επιθυμητό ο χρήστης της κινητής συσκευής 
να μπορεί να έχει πρόσβαση στα δεδομένα και να λειτουργεί το πρόγραμμα πελάτη 
στην κινητή συσκευή, ακόμα και όταν δεν υπάρχει διαθέσιμη σύνδεση στο τοπικό 
δίκτυο ή σύνδεση μέσω Internet. 
Με χρήση των Υπηρεσιών συγχρονισμού της Microsoft, του δίνεται η 
δυνατότητα, όταν βρίσκεται σε σύνδεση να συγχρονίσει τα δεδομένα της τοπικής 
βάσης του SQL Server Compact Edition με αυτά του κεντρικού SQL Server, να 
προβεί σε εισαγωγές, μεταβολές και διαγραφές στην τοπική βάση ενώ δεν υπάρχει 
σύνδεση και μετά όταν πάλη βρεθεί σε σύνδεση να προβεί σε έναν ακόμη 
συγχρονισμό και να ενημερώσει τις δύο βάσεις με τα ποιό πρόσφατα δεδομένα. 
Το πώς υλοποιείται η λειτουργικότητα αυτή θα το αναλύσουμε στην επόμενη 
ενότητα. 
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6.2 Η υλοποίηση 
 Σε μία n-Tier αρχιτεκτονική σχεδίαση για τις συσκευές, τα τμήματα 
συγχρονισμού χρησιμοποιούνται ως εξής: 
 O server synchronization provider (DbServerSyncProvider) κατοικεί στον 
Server ή σε κάποιο άλλο επίπεδο.  
 Ο server synchronization provider αθροίζει synchronization adapters 
(SyncAdapter), ο οποίος είναι ένα αντικείμενο το οποίο περιλαμβάνει τις 
δηλώσεις των εντολών για να επιλέξουμε, εισάγουμε, μεταβάλουμε και 
διαγράψουμε σειρές δεδομένων στην βάση δεδομένων του Server. 
Χρησιμοποιούμε από έναν synchronization adapter για κάθε πίνακα που 
επιθυμούμε να συγχρονίσουμε. 
 Ο client synchronization provider (SqlCeClientSyncProvider) και ο 
synchronization agent (SyncAgent) κατοικούν και οι δυο στην κινητή 
συσκευή. Ο synchronization agent ενορχηστρώνει την όλη διαδικασία του 
συγχρονισμού. Ο client synchronization provider αλληλεπιδρά με την Βάση 
του SQL Server Compact 3.5 SP1 έτσι ώστε να ενημερώσει τα δεδομένα και 
να αποθηκεύση μεταδεδομένα συγχρονισμού. 
 Ο SyncAgent χρησιμοποιεί μια συλλογή από synchronization table 
(SyncTable) αντικείμενα. Έχουμε από ένα SyncTable για κάθε πίνακα στην 
βάση δεδομένων που επιθυμούμε να συγχρονίσουμε. Ρυθμίζουμε τις 
ιδιότητες αυτών των αντικειμένων ώστε να προσδιορίσουμε το είδος του 
συγχρονισμού που επιθυμούμε να εκτελέσουμε. 
 Μπορούμε επίσης να ομαδοποιήσουμε τα SyncTable αντικείμενα σε 
synchronization groups (SyncGroup), σε εκείνους τους πίνακες που είναι 
συσχετισμένοι με σχέσεις ξένων κλειδιών. Τα Synchronization Services 
συγχρονίζουν όλες τι αλλαγές μαζί στους πίνακες σε ένα SyncGroup έτσι 
ώστε να είναι σίγουρο ότι δεν θα υπάρξουν μεταβολές στην ακεραιότητα των 
δεδομένων μεταξύ των πινάκων της ομάδας. 
 Η επικοινωνία μεταξύ του server synchronization provider και του 
synchronization agent είναι διαχειρίσιμη από μία κλάση διαμεσολάβησης την 
(ServerSyncProviderProxy) και μία Υπηρεσία. Οι Υπηρεσίες συγχρονισμού 
δεν προσδιορίζουν τον τύπο της υπηρεσίας που πρέπει να χρησιμοποιηθεί για 
αυτό τον σκοπό. Παρόλα αυτά στην τρέχουσα εφαρμογή χρησιμοποιήθηκε 
μία WCF Υπηρεσία. [10] 
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Εικόνα 10 - Τα components που υλοποιούν τον συγχρονισμό του τοπικού SQL 
Server και του απομακρυσμένου με χρήση Υπηρεσιών. 
 
6.3 Επιλέγοντας ένα πρωτεύον κλειδί κατάλληλο για τον 
συγχρονισμό των πινάκων των βάσεων με την χρήση του Sync 
Framework 
Για τους πίνακες που συμμετέχουν στον επαυξητικό συγχρονισμό 
(Incremental Synchronization), το Sync Framework απαιτεί ότι κάθε γραμμή των 
πινάκων (Table Row) που θα συμμετέχουν σε αυτόν, να προσδιορίζεται μεμονωμένα 
(Uniquely Identified). Αυτό δεν απαιτείται για το συγχρονισμό στιγμιότυπων 
(Snapshot Synchronization) πελατών και κεντρικών υπολογιστών. Τυπικά, οι 
γραμμές προσδιορίζονται από ένα πρωτεύον κλειδί που καθορίζεται στον κεντρικό 
υπολογιστή ή την ομότιμη (peer) βάση δεδομένων. Στα κατανεμημένα περιβάλλοντα, 
πρέπει να είμαστε ιδιαίτερα προσεκτικοί όταν επιλέγουμε τον τύπο στήλης που θα 
χρησιμοποιηθεί ως πρωτεύον κλειδί. Τα πρωτεύον κλειδιά πρέπει να είναι μοναδικά 
σε όλους τους κόμβους, και δεν πρέπει να επαναχρησιμοποιηθούν: Εάν μια σειρά 
διαγράφεται, το πρωτεύον κλειδί εκείνης της σειράς δεν πρέπει να χρησιμοποιηθεί για 
μια άλλη σειρά. Εάν ένα πρωτεύον κλειδί χρησιμοποιείται από περισσότερους από 
έναν κόμβους, μια σύγκρουση πρωτεύον κλειδιού (primary key collision) μπορεί να 
συμβεί. Αυτό μπορεί να συμβεί σε οποιοδήποτε είδος κατανεμημένου περιβάλλοντος 
και δεν είναι ένας περιορισμός του Sync Framework. Αυτή η ενότητα περιγράφει 
διάφορες επιλογές που έχουμε στην διάθεσή μας για την επιλογή πρωτεύον κλειδιού, 
και περιγράφει την καταλληλότητά τους για τα κατανεμημένα περιβάλλοντα. 
 
Στήλες αυτόματης-αύξησης (ταυτότητα) - Auto-Increment (Identity) Columns 
Οι αρχιτέκτονες βάσεων δεδομένων επιλέγουν συχνά μια στήλη αυτόματης-
αύξησης για να χρησιμεύσουν ως το πρωτεύον κλειδί. Αυτή η ιδιότητα αυτόματης-
αύξησης (η ιδιότητα Ταυτότητα (IDENTITY) στον SQL Server) παράγει μια νέα τιμή 
για κάθε γραμμή που εισάγεται σε έναν πίνακα. Αυτή η νέα τιμή παράγεται με την 
αύξηση ή τη μείωση της τρέχουσας τιμής από ένα σταθερό ποσό (Increment) και την 
ανάθεση του αποτελέσματος στη γραμμή που εισάγεται. Οι στήλες αυτόματης-
Κωνσταντίνος Καπνόπουλος, 
 «Ανάπτυξη κινητού συστήματος ασφαλούς διαχείρισης συναντήσεων» 
 
51 
 
αύξησης χρησιμοποιούν τύπους στοιχείων όπως οι ακέραιοι αριθμοί (Integers). Αυτό 
έχει ως αποτέλεσμα να οδηγήσουν σε έναν συμπαγέστερο συγκεντρωμένο δείκτη 
(compact clustered index), αποδοτικότερες συζεύξεις (Joins), και μικρότερη ροή 
δεδομένων όταν εκτελούνται ερωτήματα (Queries) στον πίνακα.  
Εντούτοις, επειδή οι ιδιότητες αρχικής τιμής και αύξησης του κλειδιού 
καθορίζονται και μπορούν να επιλεχτούν από έναν πεπερασμένο αριθμό πιθανών 
τιμών, η πιθανότητα μιας σύγκρουσης είναι πολύ υψηλή. Αυτός ο τύπος κλειδιού 
είναι ταιριαγμένος για σενάρια μεταφόρτωσης-μόνο (Download-Only Scenarios). Σε 
αυτά τα σενάρια, ο κεντρικός υπολογιστής ή ένας οριζόμενος κόμβος πρέπει να είναι 
ο μόνος κόμβος που παράγει τις νέες τιμές στο πρωτεύον κλειδί. Επομένως, αυτές οι 
τιμές είναι εγγυημένες για να είναι μοναδικές σε όλους τους κόμβους στην τοπολογία. 
Οι στήλες αυτόματης-αύξησης είναι επίσης ταιριαγμένες για τα Upload-Only και 
αμφίδρομα (Bidirectional) σενάρια εάν οι διαδικασία εισαγωγή δεδομένων 
πραγματοποιείται μόνο σε έναν κόμβο. Σε αυτά τα σενάρια, οι διαδικασία εισαγωγή 
πραγματοποιείται μόνο στον κεντρικό υπολογιστή ή έναν οριζόμενο κόμβο  και οι 
διαδικασίες μεταβολή δεδομένων (Updates), και διαγραφών (Deletes) ενδεχομένως 
να πραγματοποιούνται σε έναν ή περισσότερους πελάτες. Επειδή για τις ανάγκες της 
παρούσας εφαρμογής απαιτείται η διαδικασία εισαγωγής σε περισσότερους από έναν 
κόμβους, πρέπει να χρησιμοποιήσουμε μια από τις άλλες προσεγγίσεις που 
περιγράφονται παρακάτω. 
 
GUIDs 
Η χρησιμοποίηση ενός GUID, ενός μοναδικού προσδιοριστή (Unique Identifier) στον 
SQL Server ως πρωτεύον κλειδί, εγγυάται εγγυάται την μοναδικότητά του ανάμεσα 
σε οποιοδήποτε αριθμό κόμβων και αποφεύγει τις συγκρούσεις που είναι πιθανές με 
τις στήλες αυτόματης-αύξησης. Εντούτοις, η χρησιμοποίηση ενός GUID στο 
πρωτεύον κλειδί έχει τις ακόλουθες συνέπειες: 
 Ο μεγάλος τύπος στοιχείων (16 αλφαριθμητικά) αυξάνει το μέγεθος του 
συγκεντρωμένου δείκτη (Clustered Index), που μπορεί να έχει επιπτώσεις στις 
κοινές διαδικασίες, όπως τις ενώσεις (Joins). 
 Η άτακτη παραγωγή GUIDs αναγκάζει τις νέες γραμμές να παρεμβάλονται 
στις τυχαίες θέσεις στο συγκεντρωμένο δείκτη. Αυτό μπορεί στη συνέχεια να 
προκαλέσει έναν τεμαχισμένο του συγκεντρωμένου δείκτη (Fragmented 
Clustered Index). Αυτό μπορεί να έχει επιπτώσεις στο μέγεθος της ροής 
δεδομένων που απαιτείται για την εκτέλεση ερωτημάτων στον πίνακα. 
Στην έκδοση 2005 του SQL Server και στις πιο πρόσφατες εκδόσεις, 
μπορούμε να χρησιμοποιήσουμε τη λειτουργία NEWSEQUENTIALID με την 
οποία παράγονται GUIDs διαδοχικά και να αποφύγουμε αυτόν τον τεμαχισμό. 
 
Κλειδιά που περιλαμβάνουν ένα προσδιοριστικό κόμβων (Node Identifier) 
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Σε αυτήν την προσέγγιση, χρησιμοποιείτε ένα κλειδί που συνδυάζει μια τιμή 
που είναι μοναδική στον κεντρικό υπολογιστή ή στους πελάτες με μία τιμή που είναι 
μοναδική σε ολόκληρη την τοπολογία. Παραδείγματος χάριν, στο συγχρονισμό 
πελατών και κεντρικών υπολογιστών θα μπορούσαμε να χρησιμοποιήσετε μια στήλη 
αυτόματος-αύξησης (μοναδική στον κόμβο) που συνδυάστηκε με μια στήλη που 
αποθηκεύει ένα hash της ταυτότητας που το Sync Framework ορίζει σε κάθε πελάτη. 
(Αυτό είναι το ClientId που είναι μοναδικό πέρα από την τοπολογία.). 
Αυτή είναι και η μέθοδος δημιουργίας πρωτεύον κλειδιών που χρησιμοποιήθηκε για 
τις ανάγκες τις εφαρμογής, με την διαφορά, ότι δεν χρησιμοποιήθηκε ένα αυτόματα 
αυξανόμενο (Auto Increrment) πεδίο, αλλά μία Stored Procedure που δημιουργεί 
κλειδιά, μοναδικά για τον κάθε πίνακα, σε συνδυασμό με ένα ακόμα Integer πεδίο, 
μοναδικό για κάθε κόμβο στην τοπολογία. 
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Διαχείριση Χρηστών και αρχείων ρυθμίσεων 
 
 
7.1 Μέθοδος κρυπτογράφησης και αποκρυπτογράφησης 
ευαίσθητων δεδομένων που φυλάσσονται σε αρχείο ρυθμίσεων 
 Στην παρακάτω ενότητα περιγράφεται η μέθοδο που χρησιμοποιήθηκε για την 
κρυπτογράφηση και αποκρυπτογράφηση ευαίσθητων δεδομένων της εφαρμογής, 
όπως είναι ο κωδικός εισόδου για την πρόσβαση στην τοπική βάση της κινητής 
συσκευής του SQL Server Compact Edition, καθώς και οι διευθύνσεις (URLs) 
πρόσβασης των Web Services (αυτών που χρησιμοποιούνται για την διαχείριση των 
συναντήσεων, καθώς και αυτών που χρησιμοποιούνται για τον συγχρονισμό της 
βάσης του κεντρικού SQL Server 2008 και της τοπικής βάσης της κινητής συσκευής 
του SQL Server Compact Edition). Η μέθοδος αυτή προτείνεται από την ομάδα 
προτύπων & πρακτικών της Microsoft, «Microsoft patterns & practices Team», στο 
Mobile Application Blocks που είναι μέρος του Mobile Client Software Factory 
(MCSF). 
 
Το ερώτημα που γεννιέται εδώ είναι το γιατί κρίνεται απαραίτητη η κρυπτογράφηση 
των ευαίσθητων δεδομένων της εφαρμογής, όπως είναι τα URLs των Web Services 
και το Password του SQL Server Compact, ενώ θα μπορούσαμε να ενσωματώσουμε 
τις πληροφορίες αυτές  στον κώδικα της εφαρμογής.  
 Το θέμα είναι ότι ο κώδικας που προκύπτει από τον μεταγλωττιστή της 
Microsoft για το .Net Framework, δεν είναι κώδικας μηχανής εξαρτώμενος από 
κάποια αρχιτεκτονική (architecture-depended machine code) αλλά μία ενδιάμεση 
γλώσσα της Microsoft (Microsoft Intermediate Language – MSIL) η οποία είναι 
ένα σύνολο οδηγιών εξαρτώμενο από τον επεξεργαστή του συστήματος, που μπορεί 
εύκολα να μεταφραστεί σε αυτόχθονα κώδικα (native code) κατά τον χρόνο 
εκτέλεσης από έναν Just-in-Time Μεταγλωττιστή. Η γλώσσα MSIL είναι 
βελτιστοποιημένη για την αποτελεσματική μεταγλώττιση από τον JIT αλλά δεν κάνει 
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καμία προσπάθεια στο να αποκρύψει λεπτομέρειες του πηγαίου κώδικα. Έτσι ο 
οποιοσδήποτε είναι ικανός να χρησιμοποιήσει ένα εργαλείο όπως ο Reflector του 
Lutz Roeder's  (http://www.aisto.com/roeder/dotnet/) μπορεί να έχει πρόσβαση στις 
λεπτομέρειες του πηγαίου κώδικα, ίσως όχι μορφοποιημένο όπως αρχικά ήταν αλλά 
μπορεί να κατανοήσει την λειτουργία του. Υπάρχουν βέβαια εργαλεία όπως ο 
Obfuscator (Συσκοτιστείς) που χρησιμοποιείται από πολλούς για να αποκρύψει τις 
λεπτομέρειες του πηγαίου κώδικα από αδιάκριτα βλέμματα, δεν θεωρείται αρκετός 
για να αποτρέψει τον επίδοξο κακόβουλο χρήστη από το να δει μέρος του πηγαίου 
κώδικα παρά μόνο να τον δυσκολέψει. 
7.2 Τι είναι η Ομάδα Προτύπων & Πρακτικών της Microsoft, 
“Microsoft Patterns & Practices Team”. 
 Η ομάδα προτύπων & πρακτικών της Microsoft αποτελείται από έμπειρους 
αρχιτέκτονες, προγραμματιστές, συγγραφείς, και οι δοκιμαστές οι οποίοι δουλεύουν 
ανοιχτά με την κοινότητα των προγραμματιστών και των εμπειρογνωμόνων της 
βιομηχανίας, για κάθε έργο, για να εξασφαλιστεί ότι μερικά από τα καλύτερα μυαλά 
στον κλάδο έχουν συμβάλει στην αναθεώρηση και την καθοδήγηση που είναι στο 
στάδιο της ανάπτυξης. Παίζουν τον ρόλο μιας γέφυρας μεταξύ των πραγματικών 
αναγκών των πελατών της και το ευρύ φάσμα των προϊόντων και τεχνολογιών που 
παρέχει η Microsoft. 
http://msdn.microsoft.com/en-us/practices/bb969103.aspx 
 
7.3 Προγραμματίζοντας μια ασφαλή λύση με χρήση των Microsoft 
Patterns & Practices Application Blocks 
 Το MCSF αποτελείται από 10 application blocks. Για τις ανάγκες της 
εφαρμογής χρησιμοποιήθηκε μόνο το παρακάτω: 
 Mobile Authentication Block, που περιλαμβάνει μεθόδους για επικύρωση 
διαπιστευτηρίων χρηστών. 
 Mobile Configuration Block, που περιλαμβάνει κλάσεις για την διαχείριση 
XML αρχείων ρυθμίσεων 
Η διαδικασία της κρυπτογράφησης των ευαίσθητων δεδομένων της εφαρμογής 
ενσωματώθηκε στην εφαρμογή πελάτη Διαχείρισης Χρηστών που υλοποιήθηκε για 
σε C# με χρήση του .Net Framework 3.5, για το σκοπό αυτό, και θα παρουσιαστεί 
παρακάτω. 
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7.4 Δημιουργία κρυπτογραφημένου κλειδιού κρυπτογράφησης 
(Encrypted Master Key) και Hash Token  
Η κρυπτογράφηση των ευαίσθητων δεδομένων (παραμέτρων και 
διαπιστευτήρια χρηστών) γίνεται με την χρήση ενός συμμετρικού αλγόριθμου του 
Rijndael. Για την κρυπτογράφηση είναι απαραίτητη η χρήση ενός μυστικού κλειδιού. 
Το ίδιο κλειδί θα χρησιμοποιηθεί και από το πρόγραμμα στις κινητές συσκευές για 
την αποκρυπτογράφηση των παραμέτρων. Το πώς θα τοποθετήσουμε το μυστικό 
αυτό κλειδί στις κινητές συσκευές με τρόπο που να μην μπορεί ένας επίδοξος 
εισβολέας να το πάρει στην κατοχή του και να το χρησιμοποιήσει, είναι το θέμα 
αυτής της ενότητας.  
Η λύση στο πρόβλημά μας είναι εφικτή εάν αναθέσουμε σε κάθε χρήστη του 
προγράμματος ένα Όνομα Χρήστη (User Name) και έναν Κωδικό Πρόσβασης 
(Password), και με αυτά να δημιουργήσουμε ένα δεύτερο κλειδί κρυπτογράφησης, 
συγκεκριμένο για τον κάθε χρήστη, και με αυτό το κλειδί στη συνέχεια, 
κρυπτογραφήσουμε το Συμμετρικό Κλειδί Κρυπτογράφησης, στο οποίο θα 
αναφερόμαστε από εδώ και πέρα ως (Master Key). Η κρυπτογράφηση γίνεται με την 
παρακάτω ρουτίνα: 
public static byte[] EncryptKey(string username, string password, byte[] key) 
{ 
using (RsaAesCryptographyProvider provider = 
new RsaAesCryptographyProvider("myAppsContainer")) 
{ 
PasswordIdentity identity = 
new PasswordIdentity(username, password, provider); 
Rijndael algorithm = Rijndael.Create(); 
CryptographyBlock block =       new 
CryptographyBlock(algorithm, identity.CryptoKey); 
 
return block.Encrypt(key, algorithm.IV); 
} 
}  
Μια ενδιαφέρουσα παρατήρηση σχετικά με την παραπάνω ρουτίνα, είναι ότι 
κάθε φορά που καλείται, με χρήση τον ίδιων παραμέτρων (Username, Password και 
Master Key) το κρυπτογράφημα που μας επιστρέφει δεν είναι ποτέ το ίδιο. Αυτό 
συμβαίνει γιατί ο αλγόριθμος Rijndael χρησιμοποιεί δύο συστατικά για την 
κρυπτογράφηση, ένα κλειδί κρυπτογράφησης και ένα Initialization Vector (IV), ή 
αλλιώς γνωστό ως Seed. Κάθε φορά που δημιουργείται ένα νέο αντικείμενο της 
τάξεως Rijndael με την κλήση Rijndael algorithm = Rijndael.Create(); δημιουργείται 
ένα νέο Initialization Vector (IV). 
7.4.1Δημιουργία Tokens για την Αυθεντικοποίηση των Χρηστών. 
 Ο κώδικας που παρουσιάστηκε στην προηγούμενη ενότητα χρησιμεύει στην 
κρυπτογράφηση του Master Key. Αυτό όμως από μόνο του δεν είναι αρκετό για την 
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αυθεντικοποίηση των χρηστών από το πρόγραμμα στις κινητές συσκευές. Το Mobile 
Password Authentication Block της Microsoft περιλαμβάνει την κλάση 
AuthenticationToken που χρησιμεύει στην διαδικασία αυθεντικοποίησης των 
χρηστής, και χρησιμοποιείται με δύο τρόπους: 
 Να δημιουργήσει ένα Hash Token από το Όνομα Χρήστη και τον Κωδικό 
Πρόσβασης, το οποίο και θα μεταφερθεί στις κινητές συσκευές μαζί με το 
κρυπτογραφημένο Master Key. 
 Να πραγματοποιήσει αυθεντικοποίηση του Ονόματος Χρήστη και Κωδικού 
Πρόσβασης με ένα υπάρχων hash Token. 
Ακόμα και εάν κάποιος γνωρίζει το Όνομα Χρήστη και το Hash Token δεν είναι 
δυνατόν να βρεί ποιος είναι ο Κωδικός Πρόσβασης, έτσι τα Hash Tokens είναι ένας 
καλός τρόπος να διαμοιράσουμε τα διαπιστευτήρια των χρηστών στις κινητές 
συσκευές χωρίς τον κίνδυνο αυτά να γίνουν γνωστά από κάποιον επίδοξο εισβολέα. 
 
7.5 Εφαρμογή Διαχείριση Χρηστών και κρυπτογράφησης των 
ευαίσθητων δεδομένων της εφαρμογής 
Στην παρακάτω εικόνα παρουσιάζεται η κεντρική οθόνη της εφαρμογής πελάτη 
Διαχείρισης Χρηστών. 
 
Κεντρική οθόνη Διαχείρισης Χρηστών 
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Στην παρακάτω εικόνα παρουσιάζονται οι δύο πίνακες της βάσης που χρησιμεύουν 
στην αποθήκευση των στοιχείων των χρηστών από την παραπάνω οθόνη και η 
μεταξύ τους σχεσιακή συσχέτιση ξένου κλειδιού (foreign key constraint): 
 
Οι πίνακες της βάσης για την αποθήκευσης των στοιχείων των Χρηστών. 
Ο βασικός πίνακας είναι ο “Users” ενώ ο “UserTypes” χρησιμεύει απλός για την 
αποθήκευση πληροφοριών σχετικά με τον χαρακτηρισμό των χρηστών, π.χ εάν ο 
χρήστης είναι Ιατρός ή Βοηθός ή Γραμματεία κ.ο.κ. 
Ας δούμε τώρα μερικές από της λειτουργίες της εφαρμογής αυτής:  
 
7.5.1 Παράμετροι 
 
Επιλέγοντας “Παράμετροι”  εμφανίζεται η παρακάτω οθόνη: 
 
Οθόνη εισαγωγής Παραμέτρων Εφαρμογής 
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 External Server “Base” I.P. Address: Είναι η εξωτερική διεύθυνση, η 
διεύθυνση μέσω Internet, με την οποία είναι προσβάσιμος ο Server που 
φιλοξενεί τα Web Services, και αποτελεί μόνο την βασική διεύθυνση και όχι 
την πλήρη διαδρομή με την οποία θα κληθούν τα Web Services μιας και 
υπόλοιπη διαδρομή θα συμπληρωθεί από το πρόγραμμα της κινητής 
συσκευής. 
 Internal Server “Base” I.P. Address: Είναι η διεύθυνση με την οποία είναι 
προσβάσιμος ο Server στο τοπικό δίκτυο. Και εδώ ισχύει ό, τι και με την 
εξωτερική. 
 Mobile DB Password: Το κλειδί πρόσβασης στην βάση του SQL Server 
Compact Edition που θα χρησιμοποιηθεί τοπικά στην κινητή συσκευή, για 
πρόσβαση στα δεδομένα Offline. 
Οι παραπάνω παράμετροι θα είναι κοινοί για όλες τις κινητές συσκευές και όλους 
τους χρήστες. Θα αποθηκεύονται κρυπτογραφημένες σε αρχείο ρυθμίσεων (*.config 
file) το οποίο ακολουθεί τα πρότυπα ενός XML αρχείου και υποστηρίζεται πλήρως 
όσον αφορά την διαχείρισή του (ανάγνωση-αποθήκευση) από κλάσεις του .Net 
Framework 3.5. Για τις ανάγκες της εφαρμογής υλοποιήθηκαν κλάσεις που 
επέκτειναν κάποιες υπάρχουσες (του .Net Framework 3.5) και χρησίμευσαν στο να 
γίνει εφικτή με τον ποιο αποτελεσματικό τρόπο η προγραμμαστιστική διαχείριση 
custom configuration sections όπως θα δούμε παρακάτω. 
Το σχήμα του πίνακα της βάσης στον οποίο αποθηκεύονται οι παραπάνω παράμετροι 
καθώς και οι παράμετροι κρυπτογράφησης, φαίνεται παρακάτω: 
 
Πίνακας αποθήκευσης παραμέτρων. 
Ο τύπος των δεδομένων και των τριών παραμέτρων είναι ο ίδιος (VARCHAR) με 
μέγιστο επιτρεπόμενο μέγεθος για τις μεν διευθύνσεις 1024 και για το κλειδί μόνο 50 
χαρακτήρες. Θεωρώ πως τα μεγέθη για την τρέχουσα υλοποίηση είναι αρκετά 
μεγάλα, αλλά ίσως μελλοντικά να ήταν προτιμότερο να υλοποιηθούν ως τύπος 
(TEXT) που δεν θέτει ουσιαστικούς περιορισμούς μιας και επιτρέπει μεγέθη 
αλφαριθμητικών της τάξεως των μερικών GB. Αν όμως παραμείνει η υλοποίησης των 
VARCHAR θα ήταν καλό στην οθόνη εισαγωγής των παραμέτρων να υπάρχει 
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ενσωματωμένος περιορισμός στο πλήθος των χαρακτήρων που μπορεί ο χρήστης να 
εισάγει στο κάθε πεδίο ίσο με το επιτρεπτό μέγεθος στον παραπάνω πίνακα. 
 
7.5.2 Δημιουργία .config 
 
Επιλέγοντας  δίνεται η δυνατότητα δημιουργίας του αρχείου 
ρυθμίσεων (configuration file) που θα χρησιμοποιηθεί από τον πρόγραμμα στις 
κινητές συσκευές. Το αρχείο που δημιουργείται φαίνεται παρακάτω: 
<?xml version="1.0" encoding="utf-8"?> 
<configuration> 
<!-- Configuration section-handler declaration area. --> 
<configSections> 
<section name="ParametersSection" type="myAPPsConfiguration.ParametersSection, 
Kapnopoulos.myAPPs.Configuration, Version=1.0.0.0, Culture=neutral, 
PublicKeyToken=null" /> 
<section name="UserSettings" type="myAPPsConfiguration.UserSettingsSection, 
Kapnopoulos.myAPPs.Configuration, Version=1.0.0.0, Culture=neutral, 
PublicKeyToken=null" /> 
</configSections> 
 
<ParametersSection> 
<ParametersItems> 
<add Name="InternalIPAddress" 
Value="AQAQpS4Cd947ZxYi5N62gwVXn7du5VfvLpWo0W5JXO8TD
knop8nwacb6A8w4vRXKXGE6qrZu7q+WMgIXy0axWeGXyg==" /> 
<add Name="ExternalIPAddress" 
Value="AQAQ+mG23PL0AUwgSY5h0Z/3ZVzKt1aA203UWSuQE/L9R
7afEHFQMx/3YXpJVprPKoculAlUqQ0E6/j6XQ5zayl/bIZUwjuFL9ex7+
drj0ZBRqewRbyg+VlvhyQNeH3iIxSB" /> 
<add Name="MobileDBPassword" 
Value="AQAQoltd8boiIL4qaI6Sh+PntT9bk0SSBbnb8X3a3dpc2xI=" /> 
</ParametersItems> 
</ParametersSection> 
<UserSettings> 
<Users> 
<add Name="kostasgr2002" 
EncKey="AQAQ+GjD6OQPEp3PcPjPZDMLb+m+aZxNMb8j/97e1TfN5
3weOE5vmiSsp5AV/fXjq10vdmBRZ8HEQuSj0y9TaDinGA==" 
Token="AQDYi8QBoQrrdE5XiqBf199gGAfqgVsHF07hCv5r/> 
<add Name="skg.kostas" 
EncKey="AQAQCvjM6olLi5sZW0ePmu34Dhqxp6INg4mVgNWnuJKJh
PkGHEVrXfprWqwhq3KjPQHQLNRIYspxxLWeuAqTyf8bZg==" 
Token="AQCaV3WWzYB8QUHAUg8DMPFJMFeAymtX5bESjihn" /> 
    </Users> 
  </UserSettings> 
</configuration> 
XMLΑρχείο Ρυθμίσεων myAppsInPPC.exe.config 
 
Το αρχείο χωρίζεται σε τρείς ενότητες, 
1. την <configSections></configSections> όπου εσωκλείονται οι δηλώσεις των 
δύο custom configuration sections που ακολουθούν, και είναι τα: 
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Α) <ParametersSection></ParametersSection> το οποίο υλοποιήται από την 
κλάση ParametersSection στον χώρο ονομάτων (Namespace) 
myAPPsConfiguration στο Assembly Kapnopoulos.myAPPs.Configuration 
όπως ορίζεται με την παρακάτω δήλωση,  
<section name="ParametersSection" 
type="myAPPsConfiguration.ParametersSection, 
Kapnopoulos.myAPPs.Configuration, Version=1.0.0.0, Culture=neutral, 
PublicKeyToken=null" /> 
 
Και 
 
Β) <UserSettings></UserSettings> το οποίο υλοποιήται από την κλάση 
UserSettingsSection στον χώρο ονομάτων (Namespace) 
myAPPsConfiguration στο Assembly Kapnopoulos.myAPPs.Configuration 
όπως ορίζεται με την παρακάτω δήλωση,  
<section name="UserSettingsSection" 
type="myAPPsConfiguration.UserSettingsSection, 
Kapnopoulos.myAPPs.Configuration, Version=1.0.0.0, Culture=neutral, 
PublicKeyToken=null" /> 
2. την <ParametersSection></ParametersSection> όπου υλοποιήται το πρώτο 
custom configuration section με τις παραμέτρους της εφαρμογής, 
3. και την <UserSettings></UserSettings> όπου υλοποιήται το δεύτερο custom 
configuration section με τους διαθέσιμους χρήστες της εφαρμογής στις 
κινητές συσκευές. 
Εδώ πρέπει να πούμε ότι στις κινητές συσκευές οι μόνοι χρήστες που θα μπορούν να 
έχουν πρόσβαση θα είναι εκείνοι με UserName ένα από αυτά που δηλώνονται στο 
custom configuration section <UserSettings></UserSettings> π.χ. ο Χρήστης 
“kostasgr2002” ή ο χρήστης “skg.kostas” όπως φαίνεται παραπάνω. 
Στις επόμενες σελίδες παρουσιάζεται η υλοποίηση των κλάσεων που 
χρησιμοποιήθηκαν για την διαχείριση του αρχείου ρυθμίσεων από το πρόγραμμα 
διαχείρισης χρηστών και περιλαμβάνεται στο Assembly 
“Kapnopoulos.myAPPs.Configuration.DLL”. 
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Unit “CustomSections.cs” στο Assemply 
“Kapnopoulos.myAPPs.Configuration.DLL” 
using System; 
using System.Configuration; 
 
namespace myAPPsConfiguration 
{ 
    public class UserSettingsSection : ConfigurationSection 
    { 
        [ConfigurationProperty("Users", IsRequired = true)] 
        public UsersCollection Users 
        { 
            get { return this["Users"] as UsersCollection; } 
        } 
    } 
 
    public class User : ConfigurationElement 
    { 
        [ConfigurationProperty("Name", IsRequired = true)] 
        public string Name 
        { 
            get { return this["Name"] as string; } 
            set { this["Name"] = value; } 
        } 
 
        [ConfigurationProperty("EncKey", IsRequired = true)] 
        public string EncKey 
        { 
            get { return this["EncKey"] as string; } 
            set { this["EncKey"] = value; } 
        } 
 
        [ConfigurationProperty("Token", IsRequired = true)] 
        public string Token 
        { 
            get { return this["Token"] as string; } 
            set { this["Token"] = value; } 
        } 
    } 
 
    public class UsersCollection : ConfigurationElementCollection 
    { 
        public void Add(User thing) 
        { 
            base.BaseAdd(thing); 
        } 
 
        public void Remove(string name) 
        { 
            base.BaseRemove(name); 
        } 
 
        public void Remove(User user) 
        { 
            base.BaseRemove(GetElementKey(user)); 
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        } 
 
        public void Clear() 
        { 
            base.BaseClear(); 
        } 
 
        public User this[string name] 
        { 
            get 
            { 
                return (User)BaseGet(name); 
            } 
            set 
            { 
                if (BaseGet(name) != null) 
                { 
                    BaseRemove(name); 
                } 
                BaseAdd(value); 
            } 
        } 
 
        public User this[int index] 
        { 
            get 
            { 
                return (User)BaseGet(index); 
            } 
            set 
            { 
                if (BaseGet(index) != null) 
                { 
                    BaseRemove(index); 
                } 
                BaseAdd(value); 
            } 
        } 
 
        protected override ConfigurationElement CreateNewElement() 
        { 
            return new User(); 
        } 
 
        protected override object GetElementKey(ConfigurationElement element) 
        { 
            return ((User)element).Name; 
        } 
    } 
 
 
    public class ParametersItemElement : ConfigurationElement 
    { 
        [ConfigurationProperty("Name", IsRequired = true)] 
        public string Name 
        { 
            get { return (string)this["Name"]; } 
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            set { this["Name"] = value; } 
        } 
 
        [ConfigurationProperty("Value", IsRequired = true)] 
        public string Value 
        { 
            get { return (string)this["Value"]; } 
            set { this["Value"] = value; } 
        } 
    } 
 
    public class ParametersItemElementCollection : 
        ConfigurationElementCollection 
    { 
        public ParametersItemElement this[int index] 
        { 
            get { return base.BaseGet(index) as ParametersItemElement; } 
        } 
 
        public void Add(ParametersItemElement thing) 
        { 
            base.BaseAdd(thing); 
        } 
 
        protected override ConfigurationElement CreateNewElement() 
        { 
            return new ParametersItemElement(); 
        } 
 
        protected override Object GetElementKey(ConfigurationElement element) 
        { 
            ParametersItemElement e = (ParametersItemElement)element; 
            return e.Name; 
        } 
    } 
 
    public class ParametersSection : ConfigurationSection 
    { 
        [ConfigurationProperty("ParametersItems")] 
        public ParametersItemElementCollection ParametersItems 
        { 
            get 
            { 
                return 
           (ParametersItemElementCollection)(this["ParametersItems"]); 
            } 
        } 
    } 
 
} 
  
Όπως φαίνεται στον παραπάνω κώδικα, οι κλάσεις που υλοποιήθηκαν κληρονομούν 
από κλάσεις που βρίσκονται στο NameSpace System.Configuration. Ένα αντίστοιχο 
Assembly δημιουργήθηκε για την διαχείριση του αρχείου ρυθμίσεων από το 
πρόγραμμα των κινητών συσκευών, το “Kapnopoulos.myAPPs.Configuration.DLL” 
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με την διαφορά ότι οι κλάσεις σε εκείνο το Unit, το “CFG_Classes.cs”, κληρονομούν 
από κλάσεις του Namespace Microsoft.Practices.Mobile.Configuration;, κατά τα 
άλλα η υλοποίηση παραμένει ίδια. Αυτό ήταν απαραίτητο διότι κλάσεις όπως η 
ConfigurationSection και ConfigurationElement από τις οποίες κληρονομούν οι 
UserSettingsSection και User αντίστοιχα δεν περιλαμβάνονται στο Compact 
Framework 3.5, οπότε και έρχοναται ως προσθήκες από το Mobile Configuration 
Block. 
 
 
7.5.3 Δημιουργία αρχικού λογαριασμού χρήστη, Διαχειριστή 
Συστήματος 
Κατά την αρχική εγκατάσταση της εφαρμογής και της βάσης σε περιβάλλον 
παραγωγής, ο πίνακας της βάσης που φιλοξενεί τις Παραμέτρους του Συστήματος θα 
είναι άδειος και κατά συνέπεια δεν θα έχει ακόμα δημιουργηθεί το Masterkey, το 
οποίο όπως είδαμε χρησιμεύει στην μέθοδο της κρυπτογράφησης. Επίσης στην φάση 
αυτή δεν θα έχει ακόμα δημιουργηθεί ο λογαριασμός χρήστη του Διαχειριστή 
Συστήματος (Administrator) και δεν θα είναι γνωστά στην εφαρμογή τα στοιχεία 
σύνδεση με τον SQL Server, όπως η διεύθυνση του Server, το όνομα χρήστη με το 
οποίο θα πραγματοποιηθεί η σύνδεση καθώς και ο κωδικός πρόσβασης. Οπότε έχει 
ληφθεί υπ’όψι μία διαδικασία δημιουργία του πρώτου αυτού λογαριασμού, του 
Διαχειριστεί Συστήματος, καθώς και του MasterKey. Τα στοιχεία του λογαριασμού 
του Administrator μαζί με τα στοιχεία σύνδεσης στον SQL Server, αποθηκεύονται 
και αυτά κρυπτογραφημένα σε αρχείο ρυθμίσεων, όπως γίνεται και με τα στοιχεία 
των χρηστών των κινητών συσκευών. Βρίσκονται επίσης αποθηκευμένα και τον 
πίνακα “App”, ατα πεδία “UserName” και “Password”. Η απουσία τους αρχείου 
αυτού από τον κατάλογο εκτέλεσης της εφαρμογής, σηματοδοτεί την έναρξη της 
λειτουργίας δημιουργία του αρχικού λογαριασμού. Υπάρχει όμως η περίπτωση τα 
στοιχεία να υπάρχουν στον πίνακα “App” αλλά για κάποιο λόγο να έχει κατασταφή 
το αρχείο ρυθμήσεων. Το πρώτο πράγμα που κάνει σε αυτή την περίπτωση η 
εφαρμογή είναι να δημιουργήσει το αρχείου ρυθμίσεων, χωρίς τις κρυπτογραφημένες 
παραμέτρους μιας και αυτές θα δοθούν στην συνέχεια εάν δεν υπάρχουν στον πίνακα 
“App” ή αλλιώς να δημιουργήσει το αρχείο ρυθμίσεων και να αποθηκεύση εκεί τις 
παραμέτρους αυτές, αφού πρώτα πραγματοποιηθεί η σύνδεση με τον SQL Server.. 
 
Ένδειξη ότι το αρχείο ρυθμίσεων δημιουργήθηκε με επιτυχία. 
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Στην επόμενη οθόνη πρέπει ο χρήστης να εισάγει τις λεπτομέρειες σύνδεσης με τον 
SQL Server, όπως φαίνεται παρακάτω: 
 
Επιτυχής αρχική σύνδεση με τον SQL Server. 
Ο SQL Server στον οποίο συνδέεται η εφαρμογή καθώς και τα στοιχεία σύνδεσης 
μπορούν να αλλαχθούν και μετά την αρχική σύνδεση στον SQL, από την κεντρική 
οθόνη της εφαρμογής, με την χρήση της επιλογής  
Μετά την επιτυχή σύνδεση με τον SQL, εάν βρεθούν δεδομένα στον πίνακα “APP” 
αυτά θα αποθηκευθούν κρυπτογραφημένα στο αρχείο ρυθμίσεων, και η εφαρμογή θα 
ξεκινήσει κανονικά ζητώντας από τον Διαχειριστή το Όνομα Χρήστη και τον Κωδικό 
πρόσβασης του λογαριασμού του: 
 
Αρχική εισαγωγή στοιχείων πρόσβασης του Administrator 
 Στην περίπτωση που μετά την σύνδεση στον SQL βρεθεί ότι ο πίνακας “App” δεν 
περιέχει δεδομένα, θα εμφανιστεί η παρακάτω οθόνη: 
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Οθόνη αρχικοποίησης στοιχείων Administrator και δημιουργίας Master Key 
 
Βήμα 1ο: Με την επιλογή  δημιουργείται το Master Key, 
 
Το παραπάνω κλειδί είναι ένα Συμμετρικό κλειδί κρυπτογράφηση - 
αποκρυπτογράφησης που θα χρησιμοποιηθεί σε συνδυασμό με τον Συμμετρικό 
αλγόριθμο Rijndael και δημιουργείται με κλήση της παρακάτω ρουτίνας, 
using System.Security.Cryptography; 
... 
public static byte[] GenerateKey() 
{ 
SymmetricAlgorithm algorithm = Rijndael.Create(); 
return algorithm.Key; 
}  
Ο αλγόριθμος Rijndael υλοποιείται στον χώρο ονομάτων 
System.Security.Cryptography; 
Βήμα 2ο: Εισαγωγή του User Name και Password του Administrator, 
 
Βήμα 3ο: Κρυπτογράφηση του Mater Key και δημιουργία ενός Hash Token με βάση 
το User Name και το Password του Administrator, με τη επιλογή  
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Η διαδικασία δημιουργία του κρυπτογραφημένου Master Key και του Hash Token 
περιγράφεται στην ενότητα “Δημιουργία κρυπτογραφημένου κλειδιού 
κρυπτογράφησης (Encrypted Master Key) και Hash Token”. 
Βήμα 4ο: Με την επιλογή της αποθήκευση των παραπάνω δεδομένων, το πρόγραμμα 
τα αποθηκεύει στον SQL στον πίνακα “App”, όπως επίσης και στο αρχείο ρυθμίσεων 
“ConfigSectionEncrypt.exe.config”, όπως φαίνεται παρακάτω, 
<configuration> 
<configSections> 
<section name="AdminCredentials" 
type="ConfigSectionEncrypt.AdminCredentialsSection, 
&#xD;&#xAConfigSectionEncrypt, Version=1.0.0.0, Culture=neutral, 
PublicKeyToken=null" allowDefinition="Everywhere" 
allowExeDefinition="MachineToApplication" 
restartOnExternalChanges="true" /> 
<section name="MyEncryptedSettings" 
type="ConfigSectionEncrypt.MyEncryptedSettingsSection, 
ConfigSectionEncrypt, Version=1.0.0.0, Culture=neutral, 
PublicKeyToken=null" allowDefinition="Everywhere" 
allowExeDefinition="MachineToApplication" 
restartOnExternalChanges="true" /> 
</configSections> 
<MyEncryptedSettings> 
<MyEncryptedSettingsItems> 
<add Name="EncryptedConnectionString" 
Value="AQAQick7i7Ju56mhzVFx2Wl/9slpglQ1lBiGQC8//d7kcJpSj
HAyhdYsVOp19r06y7CiO+PDMdANx3/WxXL8r4TLzaNWtg+D9b
aK1gfhz3w2DuaXBdVTvPKE1cm/7u1XSWN0X77s+Aoj4IVIYPw
LJvE3NjKOM4PUcoOA5ELZ0fkWM+E9oROoxdRIJX/QVyOOVhI
7r6+PvNWQoXh09T2QBkH6mRmLwPSKdDeT5vDiVWeB92k=" 
/> 
</MyEncryptedSettingsItems> 
</MyEncryptedSettings> 
<AdminCredentials Name="AdminCredentials"> 
<Simple Name="Admin 
Token="AQAj8bRimKnM4Pm1bEY5j1+NhKCR3G13I85gwMZU" 
EncKey="AQAQeM7bAQhbCKDHz33TyQfQaC4gVji+j3E+5MdfT3M1O8
bZ3aRNFjpI3RCaAVT0CfZljikdhZu0ZDb21rbZm4gGKA/> 
</AdminCredentials> 
</configuration> 
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7.5.4 Εισαγωγή – Μεταβολή Στοιχείων Χρηστών 
Αφού λοιπόν έχει αρχικοποιηθεί ο λογαριασμός του Administrator, έχει 
πραγματοποιηθεί σύνδεση με τον SQL και έχουν αποθηκευθεί όλα αυτά τα στοιχεία, 
το επόμενο βήμα είναι η Εισαγωγή Χρηστών για το πρόγραμμα στις κινητές 
συσκευές, με την επιλογή  . Η οθόνη εισαγωγή/μεταβολή στοιχείων 
Χρήστη είναι η άδεια με αυτήν που χρησιμοποιήθηκε για την εισαγωγή στοιχείων του 
Administrator, με την διαφορά ότι η επιλογή δημιουργίας του Master Key είναι 
ανενεργή, όπως φαίνεται παρακάτω: 
 
Εισαγωγή Χρήστη “skg.kostas” 
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Παράρτημα Ι. 
Εγκατάσταση πρόσθετου στον IIS7 για την διαχείριση των Client 
Certificates 
Η δυνατότητα παραμετροποίησης του IIS7 έτσι ώστε να επιτρέπεται η 
αντιστοίχηση 1-1 ή n-1 χρηστών ενός site που ορίστηκε να απαιτεί πιστοποιητικά 
πελάτη για να επιτρέψει την πρόσβαση, ως προεπιλογή δεν γίνεται μέσω του 
εργαλείου διαχείρισης της Microsoft (Internet Information Services (IIS) Manager). 
Έχει δημιουργηθεί όμως από τον … ένα πρόσθετο που επιτρέπει την διαχείριση των 
αντιστοιχίσεων μέσω της γραφικής διασύνδεσης, για εκδόσεις 32-bit και 64-bit 
αντίστοιχα. Η διαδικασία εγκατάστασης είναι αυτοματοποιημένη και δεν απαιτείται 
επανεκκίνηση. 
 
 
Η επιλογή “Client Certificates” μετά την εγκατάσταση του πρόσθετου. 
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Παράρτημα ΙI. 
Δημιουργία Site στον IIS 7 για την φιλοξενία των Web Services 
1. Δεξί κλικ στην επιλογή Sites, και από το μενού διαλέγουμε Add Web Site. 
 
Καταχώρηση επιλογών δημιουργίας νέου Site. 
 
a. Όνομα Site. 
b. Η φυσική διαδρομή στον δίσκο όπου θα φιλοξενηθούν τα αρχεία του νέου 
Site. 
c. Ως Binding επιλέγουμε HTTPS. 
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d. Καλό είναι να επιλέξουμε μία φυσική διεύθυνση του τοπικού υπολογιστή που 
από αυτές που είναι διαθέσιμες στο πλαίσιο επιλογών. 
e. Τέλος από το πλαίσιο επιλογών των διαθέσιμων πιστοποιητικών επιλέγουμε 
αυτό που θα χρησιμοποιεί το νέο μας Site. Εδώ υπάρχει μια ιδιαιτερότητα, για 
να εμφανιστεί το πιστοποιητικό στο πλαίσιο επιλογών πρέπει να βρίσκεται 
αποθηκευμένο στο “Local Certificate Store” και όχι απλά στο “Current User 
Certificate Store”. Για τον τρόπο εγκατάστασης του πιστοποιητικού στον 
συγκεκριμένο χώρο βλέπε “Εγκατάσταση Πιστοποιητικών – Εγκατάσταση 
Πιστοποιητικού Διακομιστή”. 
3. Ενεργοποίηση της χρήσης SSL και ορισμός της χρήσης Πιστοποιητικών Πελάτη 
ως απαραίτητη. 
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4. Δημιουργία αντιστοιχήσεων Πιστοποιητικών Πελάτη (Creating Client Certificate 
Mappings) 
 
a. Ενεργοποιούμε τη επιλογή “Enable client certificate mapping” 
b. Στο πλαίσιο “1-to-1 mapping” επιλέγουμε Add και εμφανίζεται η παρακάτω 
οθόνη επιλογών. 
Σημείωση : Είναι απαραίτητο η διαδικασία αντιστοίχισης πιστοποιητικών να γίνει σε 
μεγάλη ανάλυση οθόνης γιατί σε άλλη περίπτωση τα κουμπιά προσθήκης κλπ. θα 
είναι κρυμμένα, μιας και δεν υπάρχει στην συγκεκριμένη οθόνη κάποιο στοιχείο 
κύλισης (Scrollbar). 
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4.1 Αντιστοίχιση σε λογαριασμό χρήστη (Map to Account). 
 
a. Καταχώρηση ονόματος χρήστη. 
b. Καταχώρηση κωδικού για τον παραπάνω λογαριασμό. 
Σημείωση : Αφού επιλέξουμε OK για να ολοκληρωθεί η καταχώρηση θα μας ζητηθεί 
να επαναλάβουμε την εισαγωγή του κωδικού για αποφυγή λάθους κατά την 
προηγούμενη εισαγωγή. 
 
Και έτσι ολοκληρώνεται η αντιστοίχιση Πιστοποιητικών στον λογαριασμό Χρήστη 
“skg.kostas” που θα χρησιμοποιηθεί για το παράδειγμά μας, όπως φαίνεται και στην 
παρακάτω εικόνα. 
 
Σημείωση : Όπως φαίνεται παραπάνω ο κωδικός Χρήστη είναι δυστυχώς εμφανείς, 
κάτι που θεωρείται παραβίαση του απορρήτου και είναι ένα πρόβλημα για την 
ασφάλεια του συστήματος. Ελπίζω σε κάποια μελλοντική αναβάθμιση του πρόσθετου 
αυτό να διορθωθεί. 
5. Ενεργοποίηση υποστήριξης 32-bit εφαρμογών σε περιβάλλον με Λειτουργικό των 
64-bit 
Κωνσταντίνος Καπνόπουλος, 
 «Ανάπτυξη κινητού συστήματος ασφαλούς διαχείρισης συναντήσεων» 
 
74 
 
 
Στην περίπτωση που το Λειτουργικό Σύστημα του Διακομιστή ο οποίος φιλοξενεί τον 
IIS είναι της κλάσης των 64-bit, είναι απαραίτητο να ενεργοποιήσουμε την 
υποστήριξη 32-bit εφαρμογών για το Application Pool που χρησιμοποιεί το Site που 
μόλις Δημιουργήσαμε.  
a. Εντοπίζουμε στο δέντρο επιλογών αριστερά την επιλογή “Application Pools”. 
b. Από την λίστα με τα διαθέσιμα, επιλέγουμε αυτό που χρησιμοποιεί το Site 
μας, και στην περίπτωση που δεν ορίσαμε κάποιο άλλο ή δεν αλλάξαμε το 
προτεινόμενο όνομα κατά την δημιουργία του Site, όπως φαίνεται και 
παραπάνω θα έχει το ίδιο όνομα με το Site μας (“myApps”). 
c. Από τα δεξιά επιλέγουμε Advanced Settings και εμφανίζεται η παρακάτω 
οθόνη. 
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7. Εγκατάσταση Αντιστοιχίσεων για εκτέλεση των .svc αρχείων που χρησιμοποιούν 
τα .Net WCF Web Services. [5] 
 
 
Κατά την αρχική εγκατάσταση του IIS τα Handler mapping για τα Web Services δεν 
είναι εγκατεστημένα. Οπότε αν προσπαθήσουμε να προσπελάσουμε ένα .svc αρχείο 
από μία εφαρμογή πελάτη π.χ τον Internet explorer θα πάρουμε σαν απάντηση το 
παρακάτω μήνυμα. 
Server Error in Application “Default Web Site/…”  
HTTP Error 404.3 – Not Found 
The page you are requesting cannot be served because of the extension of the 
configuration. If the page is a script, add a handler. If the file should be downloaded, 
add a MIME map. 
Της φαίνεται και στην παρακάτω οθόνη, δεν υπάρχει πουθενά η ένδειξη για *.svc. 
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Για την λύση του προβλήματος αυτού είναι απαραίτητο να ακολουθήσουμε τα 
παρακάτω βήμα: 
1. Ανοίγουμε ένα command prompt windows (cmd) με δικαιώματα 
Administrator 
2.  Πηγαίνουμε στο: 
 “C:\windows\Microsoft.Net\Framework\v3.0\Windows 
Communication Foundation\” 
Σε περίπτωση που η εγκατάσταση έχει γίνει σε 64-bit λειτουργικό τότε, 
“C:\windows\Microsoft.Net\Framework64\v3.0\Windows 
Communication Foundation\” 
3. Εκτελούμε την παρακάτω εντολή: ServiceModelReg –i 
Της φαίνεται και στην παρακάτω οθόνη τα Handler Mappings, έχουν τώρα προστεθεί. 
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8. Ρυθμίσεις Τείχους Προστασίας. 
Για την επικοινωνία των προγραμμάτων πελάτη με τον IIS, η πόρτα 443 (HTTPs 
Port) πρέπει να είναι ανοικτή στο τοίχος προστασίας. 
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Παράρτημα ΙII. 
Δημιουργία Web Server Certificate Template που να υποστηρίζει 
Exportable Private Key 
 Υπάρχει μια ιδιαιτερότητα με την εγκατάσταση του πιστοποιητικού του Site 
που θα φιλοξενήσει τα Web Services. Το πιστοποιητικό πρέπει να έχει την 
δυνατότητα για Export του ιδιωτικού κλειδιού, αλλιώς θα υπάρχει πρόβλημα στην 
ομαλή λειτουργία της. 
 Σαν προεπιλογή, το Template για την έκδοση Web Server πιστοποιητικών σε 
μία Enterprise CA δεν υποστηρίζει Export του ιδιωτικού κλειδιού *.pfx αρχείο. 
Οπότε πρέπει να δημιουργήσουμε ένα νέο Template αντιγράφοντας το ήδη υπάρχων 
και ενεργοποιώντας την επιλογή του Export. 
Κατά την δημιουργία που νέου Template μπορούμε να επιλέξουμε μεταξύ template 
με πιο προχωρημένα χαρακτηριστικά (Windows Server 2008) ή με λιγότερο 
(Windows Server 2003). Η επιλογές φαίνονται στην παρακάτω οθόνη της 
εμφανίζονται αμέσως μετά την εκτέλεση της εντολής  
 
 
Μια πρώτη προσπάθεια να δημιουργήσω ένα template με χαρακτηριστικά Windows 
Server 2008 είχε ως αποτέλεσμα το νέο αυτό Template να μην είναι διαθέσιμο στην 
λίστα με της τύπους πιστοποιητικών της έκδοση στο Web Interface, ενώ όταν 
χρησιμοποίησα Template με δυνατότητες Windows Server 2003, το νέο Template 
ήταν διαθέσιμο, της φαίνεται και στην παρακάτω οθόνη: 
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Δημιουργία Certificate Template για της χρήστες των κινητών συσκευών. 
 
Web Enrollment of User “skg.kostas” 
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Project 
SyncService 
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Unit  
“CustCache.SyncContract.cs” 
 
namespace SyncService { 
    using System; 
    using System.Data; 
    using System.Collections.ObjectModel; 
    using System.ServiceModel; 
    using Microsoft.Synchronization.Data; 
    using System.ServiceModel.Activation; 
 
 
    class CustomHostFactory : ServiceHostFactory 
    { 
        protected override ServiceHost CreateServiceHost(Type serviceType, 
Uri[] baseAddresses) 
        { 
            CustomHost customServiceHost = 
              new CustomHost(serviceType, baseAddresses[0]); 
            return customServiceHost; 
        } 
    } 
 
    class CustomHost : ServiceHost 
    { 
        public CustomHost(Type serviceType, params Uri[] baseAddresses) 
            : base(serviceType, baseAddresses) 
        { } 
        protected override void ApplyConfiguration() 
        { 
            base.ApplyConfiguration(); 
        } 
    } 
 
 
    public partial class CustCacheSyncService : object, 
ICustCacheSyncContract { 
         
        private CustCacheServerSyncProvider _serverSyncProvider; 
         
        public CustCacheSyncService() { 
            this._serverSyncProvider = new CustCacheServerSyncProvider(); 
        } 
         
        [System.Diagnostics.DebuggerNonUserCodeAttribute()] 
        public virtual SyncContext ApplyChanges(SyncGroupMetadata 
groupMetadata, DataSet dataSet, SyncSession syncSession) { 
            return this._serverSyncProvider.ApplyChanges(groupMetadata, 
dataSet, syncSession); 
        } 
         
        [System.Diagnostics.DebuggerNonUserCodeAttribute()] 
        public virtual SyncContext GetChanges(SyncGroupMetadata 
groupMetadata, SyncSession syncSession) { 
            return this._serverSyncProvider.GetChanges(groupMetadata, 
syncSession); 
        } 
         
        [System.Diagnostics.DebuggerNonUserCodeAttribute()] 
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        public virtual SyncSchema GetSchema(string[] tableNames, SyncSession 
syncSession) { 
            Collection<string> tableCollection = new 
Collection<string>(tableNames);  
            return this._serverSyncProvider.GetSchema(tableCollection, 
syncSession); 
        } 
         
        [System.Diagnostics.DebuggerNonUserCodeAttribute()] 
        public virtual SyncServerInfo GetServerInfo(SyncSession syncSession) 
{ 
            return this._serverSyncProvider.GetServerInfo(syncSession); 
        } 
 
        public String SayHello() 
        { 
            return "Hello"; 
        } 
    } 
     
    [ServiceContractAttribute()] 
    [XmlSerializerFormat()] 
    public interface ICustCacheSyncContract { 
         
        [OperationContract()] 
        SyncContext ApplyChanges(SyncGroupMetadata groupMetadata, DataSet 
dataSet, SyncSession syncSession); 
         
        [OperationContract()] 
        SyncContext GetChanges(SyncGroupMetadata groupMetadata, SyncSession 
syncSession); 
         
        [OperationContract()] 
        SyncSchema GetSchema(string[] tableNames, SyncSession syncSession); 
         
        [OperationContract()] 
        SyncServerInfo GetServerInfo(SyncSession syncSession); 
 
        [OperationContract()] 
        String SayHello(); 
    } 
} 
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Config File  
“Web.config” 
 
<?xml version="1.0" encoding="utf-8" ?> 
<configuration> 
  <configSections> 
  </configSections> 
  <connectionStrings> 
    <add 
name="SyncService.Properties.Settings.ServerinHouseConnectionString" 
      connectionString="Data Source=192.168.0.101;Initial 
Catalog=inHouse;Integrated Security=True" 
      providerName="System.Data.SqlClient" /> 
  </connectionStrings> 
  <system.web> 
    <compilation debug="true" /> 
  </system.web> 
  <!-- When deploying the service library project, the content of the config 
file must be added to the host's  
  app.config file. System.Configuration does not support config files for 
libraries. --> 
  <system.serviceModel> 
    <services> 
      <service name="SyncService.CustCacheSyncService" 
behaviorConfiguration="myBehavior"> 
        <host> 
          <baseAddresses> 
            <add baseAddress="http://srv2008-ii/"/> 
          </baseAddresses> 
        </host> 
        <!----> 
        <endpoint address="https://srv2008-ii/SyncService/syncservice.svc" 
binding="basicHttpBinding" bindingConfiguration="myBinding" 
contract="SyncService.ICustCacheSyncContract"/> 
        <endpoint 
address="https://kostasgr2002.dyndns.org/SyncService/syncservice.svc" 
binding="basicHttpBinding" bindingConfiguration="myBinding" 
contract="SyncService.ICustCacheSyncContract"/> 
        <endpoint address="mex" binding="basicHttpBinding" 
bindingConfiguration="myBinding" contract="IMetadataExchange"/> 
      </service> 
    </services> 
    <behaviors> 
      <serviceBehaviors> 
        <behavior name="myBehavior"> 
          <serviceMetadata httpsGetEnabled="true"/> 
          <serviceDebug includeExceptionDetailInFaults="False"/> 
          <serviceCredentials> 
            <serviceCertificate findValue="srv2008-II" 
storeLocation="LocalMachine" storeName="My" 
x509FindType="FindBySubjectName"/> 
            <clientCertificate> 
              <authentication trustedStoreLocation="LocalMachine" 
revocationMode="NoCheck" certificateValidationMode="ChainTrust"/> 
            </clientCertificate> 
          </serviceCredentials> 
        </behavior> 
      </serviceBehaviors> 
    </behaviors> 
    <bindings> 
      <basicHttpBinding> 
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        <binding name="myBinding"> 
          <security mode="Transport"> 
            <transport clientCredentialType="Certificate"/> 
          </security> 
        </binding> 
      </basicHttpBinding> 
    </bindings> 
  </system.serviceModel> 
  <system.diagnostics> 
    <sources> 
      <source name="System.ServiceModel" switchValue="Verbose, 
ActivityTracing" propagateActivity="true"> 
        <listeners> 
          <add name="xml"/> 
        </listeners> 
      </source> 
      <source name="System.ServiceModel.MessageLogging" 
switchValue="Verbose"> 
        <listeners> 
          <add name="xml"/> 
        </listeners> 
      </source> 
    </sources> 
    <sharedListeners> 
      <add name="xml" type="System.Diagnostics.XmlWriterTraceListener" 
initializeData="e2eTraceTest.e2e"/> 
    </sharedListeners> 
    <trace autoflush="true"/> 
  </system.diagnostics> 
</configuration> 
 
 
 
 “SyncService.svc” 
 
 
<%@ ServiceHost Language="C#" Debug="true" 
Service="SyncService.CustCacheSyncService" 
Factory="SyncService.CustomHostFactory" %> 
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Project 
myNewService 
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Unit 
“myAppsService.svc.cs” 
 
using System; 
using System.ServiceModel; 
using System.ServiceModel.Activation; 
using System.Data.SqlClient; 
using System.Data; 
using kapnopoulos.myLib; 
 
namespace myNewService 
{ 
    class CustomHostFactory : ServiceHostFactory 
    { 
        protected override ServiceHost CreateServiceHost(Type serviceType, 
Uri[] baseAddresses) 
        { 
            CustomHost customServiceHost = 
              new CustomHost(serviceType, baseAddresses[0]); 
            return customServiceHost; 
        } 
    } 
 
    class CustomHost : ServiceHost 
    { 
        public CustomHost(Type serviceType, params Uri[] baseAddresses) 
            : base(serviceType, baseAddresses) 
        { } 
        protected override void ApplyConfiguration() 
        { 
            base.ApplyConfiguration(); 
        } 
    } 
     
    [ServiceContract( 
            Namespace = "https://srv2008-II/myService/")] 
    public interface ImyAppsService 
    { 
        [OperationContract] 
        String SayHello(); 
        [OperationContract] 
        DataSet GetPatientsWithLastNameLike(String LastNameFilter); 
        [OperationContract] 
        DataSet GetPatientsApps(Int32 id_patient, Int32 id_patient_id); 
        [OperationContract] 
        DataSet TodaysApps(); 
        [OperationContract] 
        DataSet GetAppsForDate(DateTime d, int id_doctor, int id_doctor_id, 
int id_room, int id_room_id); 
 
        [OperationContract] 
        DataSet GetALLDoctors(); 
        [OperationContract] 
        DataSet GetALLRooms(); 
        [OperationContract] 
        bool UpdateAppointment(int id_app, int id_app_id, string appDate, 
string appStartTime, string appEndTime, 
            int id_patient, int id_patient_id, int id_doctor, int 
id_doctor_id,  
            int id_room, int id_room_id, string comments); 
        [OperationContract] 
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        bool InsertAppointment(int id_app_id, string appDate, string 
appStartTime, string appEndTime, 
            int id_patient, int id_patient_id, int id_doctor, int 
id_doctor_id,  
            int id_room, int id_room_id, string comments); 
        [OperationContract] 
        bool DeleteAppointment(int id_app, int id_app_id); 
    } 
 
    [ServiceBehavior(Namespace = "https://srv2008-II/myService/")] 
    public class myAppsService : ImyAppsService 
    { 
        private static string CONN_STR_NAME = "x64_SQL"; 
 
        private static string ConnStr;// = "Data Source=x64;Initial 
Catalog=inHouse;User Id=sa;Password=gr5171;";} 
        private static string SELECT_Pats =  
"SELECT P.id_patient, P.id_patient_id, P.LastName As PatLastName, 
IsNULL(F.FirstName, '') As PatFirstName, " 
+ "P.LastName+Case When F.id_FirstName Is Not NULL Then ' '+F.FirstName ELSE 
'' END As PatFULLName " 
+ "FROM Patients P Join FirstNames F On F.id_firstName=P.id_firstName and 
F.id_firstName_id=P.id_firstName_id " 
+ "WHERE P.LastName LIKE '{0}' " 
+ "ORDER BY P.LastName, F.FirstName"; 
        private static string SELECT_Statement_For_Apps =  
"SELECT A.id_app, A.id_app_id, " 
+ "CONVERT(Char(23), A.AppDate, 121) As AppDate, " 
+ "CONVERT(Char(23), A.AppStartTime, 121) AS AppStartTime, " 
+ "CONVERT(Char(23), A.AppEndTime, 121) AS AppEndTime, " 
+ "A.id_patient, A.id_patient_id, IsNull(A.Comments, '') As Comments, 
A.id_room, A.id_room_id, A.id_doctor, A.id_doctor_id, " 
+ "IsNULL(D.LastName, '') As DocsLastName, IsNULL(FD.FirstName, '') AS 
DocsFirstName, D.Code, D.FontColor, D.Color As DoctorColor, " 
+ "R.RoomName, R.RoomNo, " 
+ "R.Color As RoomColor, R.FontColor As RoomFontColor, P.LastName As 
PatLastName, IsNULL(FP.FirstName, '') As PatFirstName, " 
+ "P.LastName+Case When P.id_FirstName Is Not NULL Then ' '+FP.FirstName 
ELSE '' END As PatFULLName " 
+ "FROM Appointments A JOIN Doctors D ON A.id_doctor=D.id_doctor and 
A.id_doctor_id=D.id_doctor_id " 
+ "Left Outer Join FirstNames FD On FD.id_firstName=D.id_firstName and 
FD.id_firstName_id=D.id_firstName_id " 
+ "JOIN Rooms R On A.id_room=R.id_room and A.id_room_id=R.id_room_id " 
+ "Join Patients P On P.id_patient = A.id_patient and 
A.id_patient_id=P.id_patient_id " 
+ "Left Outer Join FirstNames FP On P.id_firstName=FP.id_firstName and 
FP.id_firstName_id=P.id_firstName_id "; 
        private static string SELECT_PatsApps =  
SELECT_Statement_For_Apps 
+ "WHERE A.id_patient={0} and A.id_patient_id={1} " 
+ "ORDER BY A.AppStartTime DESC"; 
        private static string SELECT_DaysApps =  
SELECT_Statement_For_Apps 
+ "WHERE (A.AppDate=@myDate) " 
+"       and (((A.id_doctor=@id_doctor) and (A.id_doctor_id=@id_doctor_id)) 
Or (@id_doctor=-1)) " 
+"       and (((A.id_room=@id_room) and (A.id_room_id=@id_room_id)) Or 
(@id_room=-1))" 
+"ORDER BY A.AppStartTime ASC"; 
        private static string SELECT_ALL_Doctors =  
@"SELECT  
Cast(id_doctor As NVarChar(10))+'-'+Cast(id_doctor_id As NVarChar(10)) 
As id, D.id_doctor, D.id_doctor_id, D.Code, D.DefaultDoctor, D.Color, 
D.FontColor, D.LastName, IsNull(FD.FirstName, '') As FirstName, 
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CASE WHEN D.LastName IS NOT NULL THEN D.LastName + ' ' + 
ISNULL(FD.FirstName, '') 
ELSE D.Code END As DoctorsDescr 
FROM  
Doctors D Left Outer Join FirstNames FD On 
FD.id_firstName=D.id_firstName and FD.id_firstName_id=D.id_firstName_id  
ORDER BY  
DoctorsDescr"; 
        private static string SELECT_ALL_Rooms =  
@"SELECT  
Cast(id_room As NVarChar(10))+'-'+Cast(id_room_id As NVarChar(10)) As 
id, R.id_room, R.RoomName, R.RoomNo, R.Color, R.FontColor 
FROM  
Rooms R 
ORDER BY  
R.RoomNo ASC"; 
        private static string UPDATE_APPOINTMENTS =  
@"UPDATE Appointments  
SET  
AppDate=@AppDate,  
AppStartTime=@AppStartTime, 
AppEndTime=@AppEndTime,  
Comments=@Comments, 
id_patient=@id_patient,  
id_patient_id=@id_patient_id, 
id_doctor=@id_doctor,  
id_doctor_id=@id_doctor_id, 
id_room=@id_room,  
id_room_id=@id_room_id 
WHERE  
( id_app=@id_app ) and ( id_app_id=@id_app_id )"; 
        private static string INSERT_APPOINTMENTS =  
@"INSERT INTO Appointments  
 (id_app_id, Appdate, AppStartTime, AppEndTime, Comments, id_patient, 
id_patient_id, id_doctor, id_doctor_id, id_room, id_room_id, [Canceled], 
[Options], EventType)  
VALUES  
(@id_app_id, @AppDate, @AppStartTime, @AppEndTime, @Comments, 
@id_patient, @id_patient_id, @id_doctor, @id_doctor_id, @id_room, 
@id_room_id, 0, 2, 0) "; 
        private static string DELETE_APPOINTMENT =  
@"DELETE FROM Appointments 
WHERE 
(id_app=@id_app) and (id_app_id=@id_app_id)"; 
 
        public String SayHello() 
        { 
            return "Hello"; 
        } 
 
        public DataSet GetPatientsWithLastNameLike(String LastNameFilter) 
        { 
            if (LastNameFilter.IndexOf("%") == -1) 
                LastNameFilter += "%"; 
 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                conn.Open(); 
                using (SqlDataAdapter da = new 
SqlDataAdapter(string.Format(SELECT_Pats, LastNameFilter), conn)) 
                { 
                    DataSet ds = new DataSet(); 
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                    da.Fill(ds); 
                    return ds; 
                } 
            } 
        } 
 
        public DataSet GetPatientsApps(Int32 id_patient, Int32 
id_patient_id) 
        { 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                conn.Open(); 
                using (SqlDataAdapter da = new 
SqlDataAdapter(string.Format(SELECT_PatsApps, id_patient.ToString(), 
id_patient_id.ToString()), conn)) 
                { 
                    DataSet ds = new DataSet(); 
                    da.Fill(ds); 
                    return ds; 
                } 
            } 
        } 
         
        public DataSet TodaysApps() 
        { 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                string todayForSQL = String.Format("{0}-{1}-{2}", 
DateTime.Now.Year, DateTime.Now.Month, DateTime.Now.Day); 
                conn.Open(); 
                using (SqlDataAdapter da = new 
SqlDataAdapter(string.Format(SELECT_DaysApps, todayForSQL), conn)) 
                { 
                    DataSet ds = new DataSet(); 
                    da.Fill(ds); 
                    return ds; 
                } 
            } 
        } 
 
        public DataSet GetAppsForDate(DateTime d, int id_doctor, int 
id_doctor_id, int id_room, int id_room_id) 
        { 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                conn.Open(); 
                using (SqlDataAdapter da = new 
SqlDataAdapter(SELECT_DaysApps, conn)) 
                { 
                    SqlParameter id_doctorParam = new SqlParameter  
                    {  
                        ParameterName = "@id_doctor",  
                        SqlDbType = SqlDbType.Int,  
                        Value = id_doctor  
                    }; 
                    da.SelectCommand.Parameters.Add(id_doctorParam); 
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                    SqlParameter id_doctor_idParam = new SqlParameter  
                    {  
                        ParameterName = "@id_doctor_id",  
                        SqlDbType = SqlDbType.Int,  
                        Value = id_doctor_id  
                    }; 
                    da.SelectCommand.Parameters.Add(id_doctor_idParam); 
 
                    SqlParameter id_roomParam = new SqlParameter  
                    {  
                        ParameterName = "@id_room",  
                        SqlDbType = SqlDbType.Int,  
                        Value = id_room  
                    }; 
                    da.SelectCommand.Parameters.Add(id_roomParam); 
 
                    SqlParameter id_room_idParam = new SqlParameter  
                    {  
                        ParameterName = "@id_room_id",  
                        SqlDbType = SqlDbType.Int,  
                        Value = id_room_id  
                    }; 
                    da.SelectCommand.Parameters.Add(id_room_idParam); 
 
                    SqlParameter appDateParam = new SqlParameter  
                    {  
                        ParameterName = "@mydate",  
                        SqlDbType = SqlDbType.DateTime,  
                        Value = d  
                    }; 
                    da.SelectCommand.Parameters.Add(appDateParam); 
 
                    DataSet ds = new DataSet(); 
                    da.Fill(ds); 
                    return ds; 
                } 
            } 
        } 
 
        public DataSet GetALLDoctors() 
        { 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                conn.Open(); 
                using (SqlDataAdapter da = new 
SqlDataAdapter(SELECT_ALL_Doctors, conn)) 
                { 
                    DataSet ds = new DataSet(); 
                    da.Fill(ds); 
                     
                    return ds; 
                } 
            } 
        } 
 
        public DataSet GetALLRooms() 
        { 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
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            { 
                conn.Open(); 
                using (SqlDataAdapter da = new 
SqlDataAdapter(SELECT_ALL_Rooms, conn)) 
                { 
                    DataSet ds = new DataSet(); 
                    da.Fill(ds); 
                     
                    return ds; 
                } 
            } 
        } 
 
        public bool UpdateAppointment(int id_app, int id_app_id, string 
appDate, string appStartTime, string appEndTime, 
            int id_patient, int id_patient_id, int id_doctor, int 
id_doctor_id,  
            int id_room, int id_room_id, string comments) 
        { 
            MyDateTime myAppDate = new MyDateTime(appDate); 
            MyDateTime myAppStartTime = new MyDateTime(appStartTime); 
            MyDateTime myAppEndTime = new MyDateTime(appEndTime); 
 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                conn.Open(); 
                using (SqlCommand cmd = new SqlCommand(UPDATE_APPOINTMENTS, 
conn)) 
                { 
                    try 
                    { 
                        SqlParameter AppDateParam = new SqlParameter {  
                            ParameterName = "@AppDate",  
                            SqlDbType = SqlDbType.DateTime,  
                            Value = myAppDate.ToDateTime() }; 
                        cmd.Parameters.Add(AppDateParam); 
 
                        SqlParameter AppStartTimeParam = new SqlParameter {  
                            ParameterName = "@AppStartTime",  
                            SqlDbType = SqlDbType.DateTime,  
                            Value = myAppStartTime.ToDateTime() }; 
                        cmd.Parameters.Add(AppStartTimeParam); 
 
                        SqlParameter AppEndTimeParam = new SqlParameter {  
                            ParameterName = "@AppEndTime",  
                            SqlDbType = SqlDbType.DateTime,  
                            Value = myAppEndTime.ToDateTime() }; 
                        cmd.Parameters.Add(AppEndTimeParam); 
 
                        SqlParameter id_doctorParam = new SqlParameter {  
                            ParameterName = "@id_doctor",  
                            SqlDbType = SqlDbType.Int,  
                            Value = id_doctor }; 
                        cmd.Parameters.Add(id_doctorParam); 
 
                        SqlParameter id_doctor_idParam = new SqlParameter 
                        { 
                            ParameterName = "@id_doctor_id", 
                            SqlDbType = SqlDbType.Int, 
                            Value = id_doctor_id 
                        }; 
                        cmd.Parameters.Add(id_doctor_idParam); 
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                        SqlParameter id_roomParam = new SqlParameter 
                        { 
                            ParameterName = "@id_room", 
                            SqlDbType = SqlDbType.Int, 
                            Value = id_room 
                        }; 
                        cmd.Parameters.Add(id_roomParam); 
                         
                        SqlParameter id_room_idParam = new SqlParameter 
                        {  
                            ParameterName = "@id_room_id",  
                            SqlDbType = SqlDbType.Int,  
                            Value = id_room_id }; 
                        cmd.Parameters.Add(id_room_idParam); 
 
                        SqlParameter id_patientParam = new SqlParameter {  
                            ParameterName = "@id_patient",  
                            SqlDbType = SqlDbType.Int,  
                            Value = id_patient }; 
                        cmd.Parameters.Add(id_patientParam); 
 
                        SqlParameter id_patient_idParam = new SqlParameter 
                        { 
                            ParameterName = "@id_patient_id", 
                            SqlDbType = SqlDbType.Int, 
                            Value = id_patient_id 
                        }; 
                        cmd.Parameters.Add(id_patient_idParam); 
                         
                        SqlParameter id_appParam = new SqlParameter 
                        {  
                            ParameterName = "@id_app",  
                            SqlDbType = SqlDbType.Int,  
                            Value = id_app }; 
                        cmd.Parameters.Add(id_appParam); 
 
                        SqlParameter id_app_idParam = new SqlParameter 
                        { 
                            ParameterName = "@id_app_id", 
                            SqlDbType = SqlDbType.Int, 
                            Value = id_app_id 
                        }; 
                        cmd.Parameters.Add(id_app_idParam); 
                         
                        SqlParameter CommentsParam = new SqlParameter 
                        {  
                            ParameterName = "@Comments",  
                            SqlDbType = SqlDbType.VarChar,  
                            Size = 250,  
                            Value = comments }; 
                        cmd.Parameters.Add(CommentsParam); 
 
                        cmd.ExecuteNonQuery(); 
 
                        return true; 
                    } 
                    catch (Exception) 
                    { 
                        return false; 
                    } 
                } 
            } 
        } 
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        private Int32 GetID(string id_name) 
        { 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                conn.Open(); 
                using (SqlCommand cmdGetID = new SqlCommand("GetNextID", 
conn)) 
                { 
                    cmdGetID.CommandType = CommandType.StoredProcedure; 
                    cmdGetID.Parameters.Add("@id_Name", SqlDbType.VarChar, 
50); 
                    cmdGetID.Parameters["@id_Name"].Value = id_name; 
                    cmdGetID.Parameters["@id_Name"].Direction = 
ParameterDirection.Input; 
 
                    cmdGetID.Parameters.Add("@RETURN_VALUE", SqlDbType.Int); 
                    cmdGetID.Parameters["@RETURN_VALUE"].Direction = 
ParameterDirection.ReturnValue; 
 
                    try 
                    { 
                        cmdGetID.ExecuteNonQuery(); 
 
                        return 
Convert.ToInt32(cmdGetID.Parameters["@RETURN_VALUE"].Value); 
 
                    } 
                    catch (Exception) 
                    { 
                        return -1; 
                    } 
                } 
            }        
        } 
 
        public bool InsertAppointment(int id_app_id, string appDate, string 
appStartTime, string appEndTime, 
            int id_patient, int id_patient_id, int id_doctor, int 
id_doctor_id,  
            int id_room, int id_room_id, string comments) 
        { 
            MyDateTime myAppDate = new MyDateTime(appDate); 
            MyDateTime myAppStartTime = new MyDateTime(appStartTime); 
            MyDateTime myAppEndTime = new MyDateTime(appEndTime); 
 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                conn.Open(); 
                using (SqlCommand cmd = new SqlCommand(INSERT_APPOINTMENTS, 
conn)) 
                { 
                    try 
                    { 
                        SqlParameter id_app_idParam = new SqlParameter(); 
                        id_app_idParam.ParameterName = "@id_app_id"; 
                        id_app_idParam.SqlDbType = SqlDbType.Int; 
                        id_app_idParam.Value = id_app_id; 
                        cmd.Parameters.Add(id_app_idParam); 
 
Κωνσταντίνος Καπνόπουλος, 
 «Ανάπτυξη κινητού συστήματος ασφαλούς διαχείρισης συναντήσεων» 
 
95 
 
                        SqlParameter AppDateParam = new SqlParameter(); 
                        AppDateParam.ParameterName = "@AppDate"; 
                        AppDateParam.SqlDbType = SqlDbType.DateTime; 
                        AppDateParam.Value = myAppDate.ToDateTime(); 
                        cmd.Parameters.Add(AppDateParam); 
 
                        SqlParameter AppStartTimeParam = new SqlParameter(); 
                        AppStartTimeParam.ParameterName = "@AppStartTime"; 
                        AppStartTimeParam.SqlDbType = SqlDbType.DateTime; 
                        AppStartTimeParam.Value = 
myAppStartTime.ToDateTime(); 
                        cmd.Parameters.Add(AppStartTimeParam); 
 
                        SqlParameter AppEndTimeParam = new SqlParameter(); 
                        AppEndTimeParam.ParameterName = "@AppEndTime"; 
                        AppEndTimeParam.SqlDbType = SqlDbType.DateTime; 
                        AppEndTimeParam.Value = myAppEndTime.ToDateTime(); 
                        cmd.Parameters.Add(AppEndTimeParam); 
 
                        SqlParameter id_doctorParam = new SqlParameter(); 
                        id_doctorParam.ParameterName = "@id_doctor"; 
                        id_doctorParam.SqlDbType = SqlDbType.Int; 
                        id_doctorParam.Value = id_doctor; 
                        cmd.Parameters.Add(id_doctorParam); 
 
                        SqlParameter id_doctor_idParam = new SqlParameter(); 
                        id_doctor_idParam.ParameterName = "@id_doctor_id"; 
                        id_doctor_idParam.SqlDbType = SqlDbType.Int; 
                        id_doctor_idParam.Value = id_doctor_id; 
                        cmd.Parameters.Add(id_doctor_idParam); 
 
                        SqlParameter id_roomParam = new SqlParameter(); 
                        id_roomParam.ParameterName = "@id_room"; 
                        id_roomParam.SqlDbType = SqlDbType.Int; 
                        id_roomParam.Value = id_room; 
                        cmd.Parameters.Add(id_roomParam); 
 
                        SqlParameter id_room_idParam = new SqlParameter(); 
                        id_room_idParam.ParameterName = "@id_room_id"; 
                        id_room_idParam.SqlDbType = SqlDbType.Int; 
                        id_room_idParam.Value = id_room_id; 
                        cmd.Parameters.Add(id_room_idParam); 
 
                        SqlParameter id_patientParam = new SqlParameter(); 
                        id_patientParam.ParameterName = "@id_patient"; 
                        id_patientParam.SqlDbType = SqlDbType.Int; 
                        id_patientParam.Value = id_patient; 
                        cmd.Parameters.Add(id_patientParam); 
 
                        SqlParameter id_patient_idParam = new 
SqlParameter(); 
                        id_patient_idParam.ParameterName = "@id_patient_id"; 
                        id_patient_idParam.SqlDbType = SqlDbType.Int; 
                        id_patient_idParam.Value = id_patient_id; 
                        cmd.Parameters.Add(id_patient_idParam); 
                         
                        SqlParameter CommentsParam = new SqlParameter(); 
                        CommentsParam.ParameterName = "@Comments"; 
                        CommentsParam.SqlDbType = SqlDbType.VarChar; 
                        CommentsParam.Size = 250; 
                        CommentsParam.Value = comments; 
                        cmd.Parameters.Add(CommentsParam); 
 
                        cmd.ExecuteNonQuery(); 
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                        return true; 
                    } 
                    catch (Exception) 
                    { 
                        return false; 
                    } 
                } 
            } 
        } 
 
        public bool DeleteAppointment(int id_app, int id_app_id) 
        { 
            ConnStr = 
System.Web.Configuration.WebConfigurationManager.ConnectionStrings[CONN_STR_
NAME].ConnectionString; 
            using (SqlConnection conn = new SqlConnection(ConnStr)) 
            { 
                conn.Open(); 
                using (SqlCommand cmd = new SqlCommand(DELETE_APPOINTMENT, 
conn)) 
                { 
                    try 
                    { 
                        SqlParameter id_appParam = new SqlParameter 
                        { 
                            ParameterName = "@id_app", 
                            SqlDbType = SqlDbType.Int, 
                            Value = id_app 
                        }; 
                        cmd.Parameters.Add(id_appParam); 
 
                        SqlParameter id_app_idParam = new SqlParameter  
                        {  
                            ParameterName = "@id_app_id",  
                            SqlDbType = SqlDbType.Int,  
                            Value = id_app_id  
                        }; 
                        cmd.Parameters.Add(id_app_idParam); 
 
                        cmd.ExecuteNonQuery(); 
 
                        return true; 
                    } 
                    catch (Exception) 
                    { 
                        return false; 
                    } 
                } 
            } 
        } 
    } 
} 
 
 
“ myAppsService.svc” 
 
 
<%@ ServiceHost Language="C#" Debug="true" 
Service="myNewService.myAppsService" 
Factory="myNewService.CustomHostFactory" 
CodeBehind="myAppsService.svc.cs" %> 
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<%@ assembly Name="myNewService" %> 
 
 
Config File  
“Web.config” 
 
 
<?xml version="1.0" encoding="utf-8"?> 
<configuration> 
 <connectionStrings> 
  <add name="x64_SQL" connectionString="Data 
Source=192.168.0.101;Initial Catalog=inHouse;User ID=sa;Password=myPassowrd" 
providerName="System.Data.SqlClient"/> 
 </connectionStrings> 
 <system.web> 
  <customErrors mode="Off"/> 
  <compilation debug="true"/></system.web> 
 <system.serviceModel> 
  <diagnostics> 
   <messageLogging maxMessagesToLog="30000" 
logEntireMessage="true" logMessagesAtServiceLevel="true" 
logMalformedMessages="true" logMessagesAtTransportLevel="true"> 
   </messageLogging> 
  </diagnostics> 
  <services> 
   <service name="myNewService.myAppsService" 
behaviorConfiguration="myBehavior"> 
        <host> 
     <baseAddresses> 
            <add baseAddress="https://srv2008-ii/"/> 
          </baseAddresses>   
    </host> 
    <!----> 
    <endpoint address="https://srv2008-
ii/myAppsService.svc" binding="basicHttpBinding" 
bindingConfiguration="myBinding" bindingNamespace="https://srv2008-
II/myService/" contract="myNewService.ImyAppsService"/> 
        <endpoint 
address="https://kostasgr2002.dyndns.org/myAppsService.svc" 
binding="basicHttpBinding" bindingConfiguration="myBinding" 
bindingNamespace="https://srv2008-II/myService/" 
contract="myNewService.ImyAppsService"/> 
        <endpoint address="mex" binding="basicHttpBinding" 
bindingConfiguration="myBinding" contract="IMetadataExchange"/> 
   </service> 
  </services> 
  <behaviors> 
   <serviceBehaviors> 
    <behavior name="myBehavior"> 
     <serviceMetadata httpsGetEnabled="true"/> 
     <serviceDebug 
includeExceptionDetailInFaults="False"/> 
     <serviceCredentials> 
      <serviceCertificate 
findValue="srv2008-II" storeLocation="LocalMachine" storeName="My" 
x509FindType="FindBySubjectName"/> 
      <clientCertificate> 
       <authentication 
trustedStoreLocation="LocalMachine" revocationMode="NoCheck" 
certificateValidationMode="ChainTrust"/> 
      </clientCertificate> 
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     </serviceCredentials> 
    </behavior> 
   </serviceBehaviors> 
  </behaviors> 
  <bindings> 
   <basicHttpBinding> 
    <binding name="myBinding"> 
     <security mode="Transport"> 
      <transport 
clientCredentialType="Certificate"/> 
     </security> 
    </binding> 
   </basicHttpBinding> 
  </bindings> 
 </system.serviceModel> 
 <system.diagnostics> 
  <sources> 
   <source name="System.ServiceModel" switchValue="Verbose, 
ActivityTracing" propagateActivity="true"> 
    <listeners> 
     <add name="xml"/> 
    </listeners> 
   </source> 
   <source name="System.ServiceModel.MessageLogging" 
switchValue="Verbose"> 
    <listeners> 
     <add name="xml"/> 
    </listeners> 
   </source> 
  </sources> 
  <sharedListeners> 
   <add name="xml" 
type="System.Diagnostics.XmlWriterTraceListener" 
initializeData="e2eTraceTest.e2e"/> 
  </sharedListeners> 
  <trace autoflush="true"/> 
 </system.diagnostics> 
</configuration> 
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