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ABSTRACT
The focus of this thesis is to explore the automation technology used in the modern 
entertainment industry. Upon completion of my thesis, I will deliver a working prototype of the 
chosen technology and present its capabilities in a choreographed show. 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Project Overview
For my thesis, I researched the uses of advanced automation technology in an 
entertainment environment. To complete this, research will be done to determine the primary 
application. I will then thoroughly dissect how this technology works and design my own 
prototype. Seeing that the technology will be used in an entertainment setting, I will then put on 
a show demonstrating the capabilities of my prototype.
Automation in Entertainment: 
Concept, Design, and Application
With the rise of faster, cheaper computers, automation has become more practical than 
ever over the last ten years. While it is widely known that automation is readily implemented in 
manufacturing, it also plays a major role in entertainment industry. With increasing the ever 
increasing demand of internet streaming music, artists have had to rely on live shows more for 
revenue. These shows must push the boundaries of what is technically possible to attract an 
audience and sell out arenas all around the world. 
One of the most obvious uses of automation in entertainment is in the use of dynamic 
set pieces. Many shows do this by raising and lowering the lighting truss throughout the show. 
Doing this helps keep the look of the stage new and exciting from song to song. The best use of 
dynamic stage elements to date would be the 2016 Red Hot Chili Peppers tour. In their show, 
they have 1000 LED light fixtures hung from motorized wenches over the entire arena floor. This 
kinetic light installation is an industry first due to the sheer cost and complexity. While 
technologically incredible and visually mesmerizing, it is out of reach for the vast majority of 
artists. One technology that is accessible to virtually every performing artist is automated 
lighting.
Automated lighting is by far the most popular form of automation in the entertainment 
industry. Due to the low starting costs, everyone from the next door neighbor’s band to Taylor 
Swift can enjoy the benefits of a programmable lighting setup. In every modern lighting rig, 
every lighting fixture is capable of being controlled remotely using one core standard as the 
foundation, DMX 512. The standard itself will be discuss in more detail below but in brief, it 
provides set of 512 channels that each individually be a value from 0 - 255. Every lighting fixture 
connected to the DMX network listens to the values to control their configured hardware. At its 
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most basic form, a DMX controllable dimmer would use the value of a channel to control the 
brightness of a light. In this example, a total of 512 individual lights could be controlled. 
Concerts in the late 1980’s and early 1990’s utilized this standard at a point of transition in the 
industry from static lighting that could be turned on and off, to a more flexible light that provides 
the operator control over virtually every parameter imaginable. This is still the ideal for every 
modern intelligent lighting fixture. 
The modern intelligent lighting fixture comes in many different types to cover virtually 
every imaginable use case. At the most basic level, intelligent lightning will provide the ability to 
control the intensity (brightness) and color of the output beam. To further enhance the effect, the 
ability to change the location of the beam is implemented to pan and tilt motors. This type of 
fixture, as shown in Figure 1, is called a moving head since the movement of the light beam is 
controlled by the position of the head. These are the most popular type of entertainment light 
due to their incredible flexibility. On top of the features mentioned above, moving head 
luminaries commonly contain many different effects to help create a more desirable beam look. 
These features include gobo (pattern) wheels to breakup the beam, zoom and focus to modify 
the size of the beam, and many more. All of these parameters are capable of being controlled 
remotely by the lighting designer. Due to the moving head’s popularity in the entertainment 
industry, this is the technology I will be developing throughout this project.
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Figure 1: Clay Paky Mythos Moving Head Fixture
 
The Prototype
Planning
Mechanics
Knowing that I wanted to design the industry standard, I began to study to different 
moving head fixtures on the market. I scoured the internet for every mainstream manufacturer, 
taking note of various features included on each model. Once completed, I complied the 
information into a list of the most common characteristics, which consist of the following:
• Pan/Tilt Movement w/ Stepper Motors
• Discharge or LED Light Source
• Multiple Available Beam Colors
• Spot Fixture with Gobos
• Zoom/Focus
• 5 Pin DMX Control
• LCD Screen for Settings
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From this list, I then tried to devise a way to integrate the following into my design. I wanted to 
minimize the amount of components needed for beam control and optics in order to simplify the 
design. During my research, I stumbled across the company High End Systems who have 
developed a series of lighting fixtures that utilize a digital projector as the light engine instead of 
many moving parts. Further searching provided me with service documentation and parts 
diagrams, which became a major reference when determining how the mechanical aspects 
needed to be designed. For these reasons, I chose to base my prototype fixture on the High 
End DL3. This fixture new costed over $55,000 and occasionally can be found for around 
$5,000 on the used market. The cost for a used one is far outside my budget so the next 
question is can I design mine for less?
Since I already owned a Panasonic DW5000U projector, I based the fixture around using 
one of these as the light engine. The first step was to gather the dimensional measurements of 
the projector. The following key measurements were taken:
• Location of each ceiling mount point
• Overall width, height, and depth
• Location of the lens
• Location of the various input connections
• Location of the leveling feet
With this information, a basic 3D model was created using Solidworks. SolidWorks was chosen 
as the design software due to its ability to run real world calculations to test for any design 
issues before the parts were ordered. With the projector model complete, I began working on 
the general structure of the fixture. I considered using square aluminum tubing, but due to the 
requirement of needing to custom machine each part to the desired length, as well as drill 
precise holes to bolt each part together, I opted to use aluminum extrusion profiles to make the 
chassis. These profiles were chosen due to the T-slot profile on each edge allowing for virtually 
unlimited customization without needing to complete any custom machining. I sourced my T-slot 
profiles from 80/20 due to their abundance in size options as well as the ability to have them 
anodized in black.
Having decided on the structural material, I downloaded the CAD file for the profiles to 
begin modeling the fixture. I began by importing the 3D .STEP file and running part analysis. 
Part analysis verifies and converts the information in the .STEP file to a format SolidWorks and 
use more efficiently. Once analysis was complete, I adjusted the length of the bar in inches to 
suit my needs. The size was saved as a new configuration under a name to clearly identify the 
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size. The file was then saved with a recognizable name, such as “8020_STOCK.prt” designating 
the part was from 80/20 and is square STOCK. With this part created, I then created a new 
assembly file to begin designing the head. I imported both the projector model and the size of 
stock. Using the projector model as a reference, I created and arranged the parts using the 
mating system in SolidWorks. Using mates allows a set of definitions to be assigned to the 
mating point of each part to restrict its movement. These mates would then be used for 
structural analysis once designing was complete. With the basic beam structure laid out, I then 
had to insert parts to hold each beam together. I then repeated the creation process for all 
corner braces, nuts, and screws. As tedious as this is, every part that was imported into 
SolidWorks is added to the part counter for easy ordering once complete.
With the head designed, I then moved to the yoke and the base. Each of these was 
created using the same method as the head. The yoke used the head as a reference while the 
base used the yoke for reference. Special care was taken to reuse as many parts as I could to 
reduce the number of custom part sizes.
Since 8020 did not sell any of the rotational parts, I outsourced the belts, pulleys and 
appropriate mounting hardware from the Vex Pro lineup of Vex Robotics. Vex Robotics primarily 
sells parts and kits for First Robotics Competitions, but I saw no reason they wouldn't work for 
my adaption. I decided 1/2" hex shaft would be best due to its improved resistance to bending 
over the 3.8” shaft. Two, 2” Flange Block Bearings were used to proved optimal support and 
effortless rotation for the pan axis as well as a place to transfer cabling to the base. Single edge 
lipped bearing were then chosen for the tilt axis with the accompanying mounting hardware. To 
transfer the rotation from the motor to the accompanying hex shaft, a 5mm HTD belt was used. 
On the hex shaft, a large 60 tooth pulley was used to complement the 15 tooth pulley on the 
motor output. This 4:1 gear ratio help maximize every usable ounce of torque while also 
reducing the speed.
Vex, luckily enough, also distributes CAD files for each of their parts. The same process 
part creation and assembly process as above was used here. Once the gears were mated in 
their corresponding assemblies, SolidWorks's Belt/Chain Assembly feature was used to 
calculate the length of belt required, taking account for the radius of each gear and the distance 
between them. Since Vex only distributes belts in certain lengths, the position of the motor was 
not mated to allow the belt length to control its position. Some space was left to ensure that the 
belt could be properly tensioned. 
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Once these three assemblies was complete, I then created one main assembly 
containing each of the three sub-assemblies (Head, Yoke, and Base). Each sub-assembly was 
mated appropriately to allow for rotation along the working axis for analysis. The rotational 
movement was verified using a collision check to ensure that none of the parts collided with one 
another throughout the entire range of movement.
Electrical
Having the general structural components designed, I then had to design the fixture’s 
control systems. Since the fixture required precise positioning, I decided that a stepper motor 
would be the best type for the application. In brief, the stepper motor works but rotating the 
output rotor in a fixed set of steps, in my case 200 per 360 degree revolution. The motor is 
capable of holding the position of any step. To control the rotation of the motor, a stepper driver 
is used, the Trinamic TMC2130. The role of the TMC2130 is to convert the step/direction signal 
from the microcontroller to the proper coil activation pattern of the stepper motor. If configured 
correctly, one pulse on the step pin will result in the motor moving one step.
At the heart of the control system is the Teensy 3.6 microcontroller. This 180MHz, Arm 
Cortex M4 processor is what controls the entire fixture. This processor needs to be fast, which is 
why I chose it over a more traditional 16MHz Arduino. It’s job is not only to run the motors, but 
monitor all the various sensors and interpret the dmx commands. The one difficulty of using this 
microcontroller is that all of the inputs and outputs operate at 3.3 volts while the majority of the 
other hardware operates at 5V. Applying more than 3.3V to any pin on the teensy will destroy 
the microcontroller. To remedy this situation, a bidirectional level shifter was placed between any 
5V hardware and the teensy. The bidirectional nature of the level shifter to convert the signals to 
their designated voltages based on the ratio between Aref and Bref. For example, a 3.3v signal 
on the A side will be converted to 5v on the B side. Also, a 5v signal on the B side will be 
converted to a 3.3v signal on the A side. This provides a significant level of protection for the 
teensy while also providing the optimal voltage for the additional hardware.
In order to provide a level of autonomy and redundancy in the figure, a number of 
sensors were added to the control system. The first of which is the limit switches on the pan and 
tilt axises. The sensors tell the microcontroller when their respective axis as reached the furthest 
most point of rotation. The provides a reference for a 0 point in the homing procedure, which will 
be explained in the programming section below. On top of the homing reference, each axis has 
an encoder to provide the ability to track its respective position. This position information is 
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useful for two reasons. First, it allows the fixture to compensate for any missed steps. Secondly, 
it allows the fixture to compensate for any physical bumps most likely caused by a person hitting 
it during operation. Further explanation of this can be found in the programming section below. 
Finally, I implementing the current sense output of the motor drivers in the lens to provide 
control over an element that would otherwise need to be manually controlled. Built in to the lens 
are two dc motors to control the zoom and focus. Unlike the stepper motors used in the pan and 
tilt axises, these motors do not have any way of determining their position. To remedy this, I am 
using the current sense output of the motor driver to detect when the lens has reached the end 
of travel. With proper calibration and a custom library, I am able to use these end stops as a 
way of making the focus and zoom move to a specific position. These details will be further 
explained in the programming section below.
With all of these components, I needed a way to effectively and efficiently connect the 
components. I originally opted to wire using a perfboard, which contains many individual solder 
pads on a 0.1” pitch, perfect spacing for every component. As shown in the image in Figure 3 
below, this idea was a nightmare to complete and is nearly impossible to troubleshoot. In leu of 
this, I opted to develop a set of custom Printed Circuit Boards (PCBs) to internally make every 
connection. This was a particularly challenge for me due to it being my fist time designing a 
board. Luckily, all of the hardware was already installed on their own PCB, so all I had to do was 
install the appropriate sockets to hold each component. This process was done using Autodesk 
Eagle, a professional PCB design tool. I first began by creating a footprint for each component. 
These footprints define where the individual pins are located on each component. Armed with a 
proper footprint for every component, I then began the schematic design. 
The schematic is where the connection between components is defined. In order to 
improve readability, I used the net feature in Eagle. By creating a net, the software creates a 
virtual reference between each pin associated with that net. This became incredibly useful with 
identical connections between multiple components, such as power and ground. My schematic 
is shown in Figure 4 below. 
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Figure 3: Completed Perfboard Design
 
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Figure 4: PCB Schematic
 
With the schematic complete, I then created a board layout. This is where I decided 
every component should be placed on the physical board. This process was mainly trial and 
error, using some general guidelines as a template. For example, the connectors to other 
boards/components should be placed on the edge of the board for easy access. Next, I started 
routing the physical connections to each component. This is where defining the connections in 
the schematic became especially helpful. As long as the schematic is defined correctly, the 
software prevented any trace from being connected to the wrong pin. When routing, I opted to 
do this process manually due to the unimpressive results of the AutoRouting feature. Along the 
way, I found that certain connection would be easier to route if I swapped the location on the 
microcontroller. This was frequently done, given the pin wasn’t required for a specific function. 
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With the component layout complete, I then added helpful labels as well as board information to 
the silkscreen layer. Finally, the boards were verified based on manufacturing specifications 
provided by the manufacturer. My final board design is shown in Figure 5 below. With the design 
complete, I then created the necessary files for manufacturing. These files were submitted to 
PCBWay for design verification and manufacturing. The completed board is shown in Figure 6 
below.
Figure 5: Final PCB Board Layout
 
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Figure 6: Completed PCB Board
 
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Programming
With the physical hardware complete, I was then required to develop a program capable 
of integrating all of the mechanical and electrical components listed above. In order to alleviate 
some of the pressure off me, I sourced a series of open source libraries for motor control, 
encoder reading, and Art-Net data parsing. The AccelStepper library provides an incredibly fast 
and powerful way of controlling multiple stepper motors. One key feature with this library is the 
ability to easily define multiple stepper motor outputs and control them separately with minimal 
processing overhead. This allows me to drive my motors with up to 16 substeps (microsteps) 
per full step to achieve very smooth and quiet motor performance. Doing this requires 3,200 
pulses per revolution of the motor and 12,800 pulses per revolution of each axis! With a desired 
maximum move time of 3 seconds, the microcontroller is required to provide at least 4,266 
pulses per second, not an easy task considering all of the other functions required of the 
microcontroller.
The second library I used was the Encoder library. The library allows accurate reading of 
an encoder using hardware interrupts. In a normal situation, the state of the two encoder pins 
would be read once in each iteration of the main loop. This method requires a significant 
amount of processing overhead in order to accurately measure each individual step With the 
use of hardware interrupts, a state change (high or low) on either encoder pin will result in the 
main code being interrupted to record the change in step. In order to have the maximum 
precision from the encoder, I implemented 4x sampling, which measures both the A and B 
channel outputs. In brief, this allows me to not only measure speed, but also direction, and thus, 
track an accurate position. With the 2,500 CPR (counts per revolution) encoders I am using, that 
equates to 10,000 PPR (pulses per revolution) in 4x sampling mode for each rotation of the 
motor and 40,000 PPR for each revolution of the head. Knowing that I am specifying a 
maximum move time of 3 seconds per full revolution of each axis, that equates to over 13,000 
interrupts per second. 
Using these two libraries, I developed my program to include position verification for the 
pan and tilt axises. This was simply done using a formula that mapped the input DMX value to a 
rotation range that guaranteed that the stepper motor would be on a whole step for every 
Coarse value. An increase in a Fine value would increment a certain number of microsteps 
between the current and next coarse value. For example, setting the coarse dmx channel to 1 
would result in the motor being at step 64 in a 16 microstep configuration. Increasing the coarse 
channel to 2 would result in the motor moving to step 128. The fine DMX channel subdivides 
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these 64 steps to allow a smoother transition as well as provide a more precise control over the 
position. Calculating and verifying these values would be very tedious, so I created an excel 
spreadsheet to layout all of the relevant information as well as show when the encoder and 
stepper motor are aligned in whole step values. 
The last library I implemented is the Art-Net Library. This library allows me to read DMX 
data using standard networking protocols instead of the normal RS-485 protocol. Simply 
enough, this allows me to connect the fixture to the lighting console via a standard ethernet 
network. Upon startup, the library initializes the ethernet interface and acquires an IP address. 
Once complete, a software interrupt is initialized waiting for the detection of Art-Net data. By 
using this software interrupt, I am able to ensure that every packet of DMX data is acquired at 
the proper rate. This data is then stored in a byte array based on the fixture’s channel 
configuration and starting address. This array is then accessed by every function of the fixture to 
control their respective parameters.
With these libraries, I was able to complete the basic framework for which the fixture is 
controlled. One issue still remained: How would I go about controlling the position of the focus 
and zoom parameters using DMX? I though about many different methods, from providing the 
projector remote commands to simply using the included inferred remote. Ultimately, I arrived at 
the conclusion that to provide the best control over the lens rotation, I would have to implement 
my own driver solution, and thus, custom programming. As mentioned above, the motor driver 
used to control the lens has a current sense output. The microcontroller reads the value of this 
output to determine whether or not the motor has stalled, and thus, reached the end limit. By 
measuring the time it takes the lens to travel from one limit to the other, I can then use that 
value as a means of controlling the position. For example, if the take 1200ms to travel end to 
end, I would assign the start position to 0ms and the end position to 1200ms. In theory, if I 
wanted to move the lens to the middle, I would have it move 600ms. By keeping track of where 
and how long the lens has moved, I am able to map these values to the 0-255 level of a DMX 
channel. This is exactly how my library performs. If I set the DMX channel to 0, the lens moves 
the the start position, 64 is 25%, 128 is 50%, so on and so forth. If there is an issue with the 
positioning, a remote command can be sent to recalibrate the positioning, which only takes a 
coupe seconds.
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Content
With any light fixture, the flexibility and quality of the output beam is what determines the 
value for the user. In tradition moving head fixtures, the white light emitted form the lamp is 
modified by a series of color and patter filters. Since I am using a digital projector as my light 
source, all of the beam effects need to be digitally created. I have designed the system to run off 
a standard projection software, Resolume Arena. Arena is especially useful because it allows 
control over every parameter via the Art-Net Protocol. Using my lighting console, I can program 
changes in rotation, scale, position, as well as other generated effects. In order to integrate the 
fixture with other traditional fixtures, I have integrated a set of beam breakup patterns (gobos) to 
emulate these traditional luminaries. This emulation is perfectly acceptable for most shows, but 
since I have the capability for something much more unique, I created a series of moving 
animations entertain the audience in new and exciting ways. These animations are designed 
specifically to compliment the show content.
Results
Upon completion of the prototype, I arrived in a successful design. When connected to 
an active Art-Net network, the fixtures reacted to a change in DMX values almost immediately. 
The dual stepper motor configuration was able to rotate each axis with ease. In testing, I found 
that each axis is accurate to +/- 0.1 degrees, which is plenty accurate for my needs. Also, when 
the fixtures are physically forced to a new position by bumping for shoving the axis, the 
encoders reacted immediately to return to the commanded position. Throughout usage, my 
custom library allowed perfect control over the zoom and focus motors. 
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Problems and Lessons Learned
The two year development period for these fixtures wasn’t unlike any other project, 
presenting a whole host of problems throughout the way. Throughout the design process, I 
upgraded microcontrollers, network interfaces, stepper motor drivers, wiring solutions, bearings, 
and many more. Firstly, I originally tried using an Arduino Mega 2560 as my primary 
microcontroller. This microcontroller uses a 16MHz ATMEL CPU. When tasked with just running 
the pan/tilt and reading Art-Net data, the processor held strong up until using more than 8 
microsteps. When implementing the encoders at this step rate, the processor began running the 
motors slower than usual due to the large amount of interrupts. I then remedied this by 
purchasing a ChipKit Max32. This board has the same footprint as the Arduino but is equipped 
with a 85MHz PIC32 processor. The processor had the speed to operate both the motors and 
the encoders at full speed, but had one large unseen issue - interrupts. On the PIC processors, 
hardware interrupts can only detect the Rising or Falling edge of a signal, not a Change in 
signal. This meant that the encoders couldn't not use the interrupts and thus relied on the speed 
of the main loop to track position properly. In testing I found that at low speed, the encoders 
worked as they should, but at high speed, they would miss changes in position and thus could 
not be relied on. This led to my final microcontroller upgrade, the 180MHz Teensy 3.6. Not only 
does this processor have the speed to operate the system at full speed, but it also allows ever 
pin to work as a hardware interrupt with the necessary Change state.
With this change in microprocessor, I the found I had to upgrade the network interface. 
When using the Arduino, the network shield I purchased was based on an old design, and thus 
was only compatible with 5V systems. When connected to the Chipkit as well as the Teensy, the 
3.3V logic would not communicate properly with the shield. Once upgraded to the Teensy, I then 
upgraded the networking to the Wiznet Wiz850io. This chipset provides perfect support for the 
3.3V logic of the Teensy board and receives the Art-Net data more reliably than the previous 
interface.
One issue I always found frustrating was a certain amount of variance in the stepper 
motor’s steps when moving from one direction to another. The variance was only around +/- 0.1 
degrees overall, but it was an additive amount on every cycle. Depending on the number of 
cycles, the figure’s positioning could be off by over an inch at the projected location. Upon 
discovering Moritz Walter’s article on Hackady about the accuracy of microstepping, I 
discovered that the inexpensive Chinese drivers I was using were most likely to blame. Accurate 
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micro stepping requires a quality drive, so I upgraded to the Trinamic TMC2130 SilentStepStick 
developed by Watercott. These DSP based boards allow for a whole host of configuration to 
finely tune the performance based on the application. With the implementation of these drivers, I 
microstepping drift was reduced to provide a more reliable operation.
When I was developing with the Arduino footprint boards, I decided to utilized a DIN rail 
design to provide an easy to configure and troubleshoot solution to the abundance of wires that 
needed connection. This wiring method, while easy to assemble, had one major flaw - the wires 
were not able to be secured to the microcontrollers. This actually resulted in one major issue 
during the fixtures initial debut. After weeks of testing and tuning, one fixture would not power on 
the day of the show. After hours of troubleshooting, I left the fixtures to then tackle the 
performance itself. Weeks past after the performance, I decided to investigate the issue, only to 
find that a ground wire became disconnected. One wire took down the entire control system. 
Since I then had some time to work on the two fixtures, I decided that the new solution would 
need to be much more reliable. With every professional designed product, a PCB was 
necessary to properly and securely connect each piece of hardware. I tried using protoboard 
first, but it was more chaotic and unreliable than using the DIN rail. Thus, I decided that it would 
be worth the effort and time to design a proper PCB. With this design, each and every 
component has no chance of disconnecting during transport and use. Looking back on this 
decision, I feel it was an excellent learning opportunity, one of which I would not have in my 
education otherwise. 
Finally, my last issue with the fixtures was the design of the pan axis. In my original 
design, I used a 1/2” hex shaft to link the base and yoke as well as transfer the rotation from the 
motors to the yoke. This design worked perfectly to move the yoke but over time, one large 
issue arose. Approximately a month from my final performance date, the upper pan bearing in 
one of the fixtures began leaking grease, showing that a failure was imminent. In leu of this, I 
opted to do a complete bearing upgrade to prevent this issue from occurring again. Ideally, I 
would have purchased a Slewing Ring Bearing but their rarity also makes them incredibly 
expensive, so I opted to implement the system mentioned in the hardware section above. By 
using two, 2” flange block bearings and a large diameter aluminum tube, I was able to properly 
support the load of the yoke while simultaneously improving the rigidity of the pan axis. The 
open nature of the aluminum tube also provided a way to easily route the bundles of cables 
coming from the head and the yoke to the base. In the future, I would ensure that the bearing 
are oversized by a large amount in order to prevent his issue from arising again.
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Conclusion
Overall, I am incredibly pleased with the outcome of this project. Over the course of two 
years, I managed to prototype a moving head fixture that contains most of the key features that 
the professional ones include. I personally feel that the fixtures I developed could operate side 
by side with their professional counterparts with little to no difference in operation. This level of 
professionalism did come at a cost. When comparing the overall cost of research and 
development, I could have purchased two of the used DL3’s I modeled mine after. The DL3’s 
would probably be more accurate, and would come with a plethora of additional features except 
one - knowledge. Pursuing this thesis provided me with a lifetime worth of knowledge that the 
prebuilt fixtures would deprive me of. The process of designing these fixtures allowed me the 
opportunity to apply my knowledge of technical art and engineering to a project that is typically 
overlooked. I am fortunate for the opportunity and would confidently accept the challenge again.  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Additional Explanation
This section serves to provide a more in-depth to the key concepts mentioned above.
The DMX 512 Standard
As mentioned above, the industry standard for controlling lighting fixtures is the 
DMX-512 protocol. This protocol was originally developed in 1986 by the Engineering 
Commission of the United States Institute for Theatre Technology (USITT). Due to a lack of 
accreditation as a standards body, the maintenance of the DMX512 standard was transferred to 
the Entertainment Services and Technology Association (ESTA) in 1998. Since this time, the 
ESTA has made several revisions to the standard, the latest of which is DMX512-A (xii). 
The DMX512 standard defines a set of rules that all controllers and fixtures must adhere 
by in order to communicate properly. These characteristics are defined as the following:
• A channel containing a value ranging 0 - 255 (0 - 100%)
• A universe of 512 channels
The lighting controller send out the channel values in a sequential series of 513 slots. The first 
slot is a start code to tell the fixtures that the value for channel 1 is located in the next slot. 
Every slot is then sent in order up to 512. At its most basic and most common configuration, 
DMX512 is a unidirectional communication protocol, that is, data is only transmitted in one 
direction. As stated before, the controller sends out 512 channels worth of data per universe. 
Since most lighting fixtures do not require utilizing all 512 channels, the fixture is configured with 
a starting address and a channel profile. The starting address defines what the channel the 
fixture will begin to listen to while channel profile defines what parameter should be controlled 
by which channel. As an example, a RBG led could have an address of 4 with a profile of 3. The 
fixture would assign the Red control to channel 4, Blue to 5, and Green to 6. The specific 
channel profiles are located in the documentation for the specific fixture.
To connect multiple fixtures, a simple splitter is not allowed. Instead, the fixtures should 
be connected in a daisy-chain In - Thru method. The controller connects to the input of the first 
fixture, whose output will connect to the input of the second fixture. The pattern will continue 
with up to 32 fixtures per chain due to signal degradation. The final fixture must be terminated 
with a 120ohm resistor to prevent signal degradation and noise. This terminator is usually 
another 5 pin connector installed in the Thru port of the last fixture with a resistor connected 
between pins 2 and 3 (Data+/Data-). To connect more than 32 fixtures, an active splitter 
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containing optical isolation must be used to limit noise and reflections in the signal. Per the 
standard, DMX512 is required to be transmitted using a balanced, shielded 5pin XLR cable. 
Using a balanced and shielded cable is essential to prevent external noise from entering the 
data transmission. The concept of shielding was tested thoroughly in my RF Communications 
class. During our lab experiments, I was able to see how difficult a signal is able to be resolved, 
especially at long cable lengths.
The Art-Net Protocol
While the DMX512 standard described above is commonplace in industry, it does have 
some key limitations in today’s lighting environment. With the dawn of pixel mapping, lighting 
fixtures are capable of utilizing a whole universe of DMX by themselves. One example is the 
Clay Paky A.leda B-EYE K20, which can utilize up to 148 channels in its maximum pixel 
mapping mode. In conditions such as this, Art-Net is the preferred connection. Art-Net allows a 
standard dmx data stream to be encapsulated and transferred via a traditional ethernet network. 
In the current Art-Net revision 4, the protocol is capable of addressing 32,768 individual 
universes for a total of 16,777,216 individual channels. Depending on the networking hardware, 
all 32,768 universes are able to be transmitted using a single ethernet cable 
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