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Abstrakt 
Výsledkem mé práce je aplikace, pomocí které lze ovládat programy na PC. Aplikace obsahuje 
serverovou část, která běží na PC a klientskou část určenou primárně pro mobilní telefony. Aplikace 
pro svůj běh potřebuje dva skripty. První napsaný v Javascriptu, který definuje jak ovládat konkrétní 
program. Druhý skript definuje uživatelské rozhraní na klientovi. 
 
 
 
 
 
 
Abstract 
The result of my work is application, from which you can control computer’s programs. Application 
has server part, which runs at PC and client part generally dedicated to mobile phone. Application 
needs two scripts. The first is written in JavaScript and defines, how to control specific program. The 
second defines user interface. 
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1  Úvod 
 V dnešní době, kdy mobilní telefon vlastní téměř každý, jsou uživatelé stále náročnější, telefon musí  
obsahovat mnohem více funkcí, než jen volání a posílaní SMS. Dnešní telefon musí také umožnit 
přístup na internet, komunikovat s jinými zařízeními přes IrDa nebo Bluetooth, spouštět nejrůznější 
aplikace jako jsou hry, kalendáře, či přehrávače hudby a videa. Existuje mnoho různých typů 
mobilních telefonů a proto bylo velmi složité vytvořit aplikaci, která by fungovala na větším počtu 
zařízení. Tento problém velmi zjednodušil jazyk Java, konkrétně jeho edice Java 2 Micro Edition 
(dále jen J2ME). Většina moderních mobilních telefonu podporuje Javu, v dnešní době je v tomto 
jazyce napsáno na tisíce aplikací. Tento jazyk mě velmi zaujal, protože je jednoduchý a platformě 
nezávislý.   
V této práci se zabývám vytvořením programu, který slouží k ovládání aplikací na PC pomocí 
mobilního telefonu. Aplikace je založena na principu klient - server. Zařízení mezi sebou komunikují 
pomocí technologie Bluetooth. Server je napsán v jazyce J2SE (Java 2 Second Edition) a běží na PC. 
Díky Javě může běžet jak pod operačním systémem Windows, tak  pod Linuxem. Klient, který běží 
na mobilním telefonu, je napsán v jazyce J2ME. Klienta je možně spustit na většině zařízeních 
podporujících Javu, tato zařízení jsou především mobilní telefony. Moje aplikace, ale sama žádné 
funkce nenabízí. Slouží pouze jako základ pro skripty, tyto skripty si mohou napsat sami uživatelé. 
Konkrétní aplikace jsou řízeny právě těmito skripty, dále také skripty vytváří uživatelské rozhraní    
na mobilním telefonu. 
Aplikací které dovolují vzdáleně ovládat PC existuje mnoho. Tento program se od nich liší tím, 
že komunikace není pouze jednosměrná. To znamená, že uživatel zadává příkazy z mobilního 
telefonu. Na displeji telefonu se uživateli zobrazí informace o právě kontrolované aplikaci. 
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2 Bluetooth 
Bezdrátová technologie Bluetooth je rádiový standard, který umožňuje propojení dvou nebo více 
elektronických zařízení na krátkou vzdálenost. Jejím původním účelem bylo nahradit kabel mezi 
komunikujícími zařízeními. Dnes se tato technologie těší velké oblibě a  poskytuje usnadnění, které 
využívá stále více lidí, a proto se již žádný moderní mobilní telefon či notebook se bez ní neobejde. 
Bluetooth můžeme také najít v bezdrátových myších, klávesnicích, Hands - Free sadě, apod. Zařízení, 
která podporují bluetooth můžeme identifikovat podle loga které je na obrázku 2.1.   
 
 
 
Obrázek 2.1: Logo Bluetooth 
 
2.1 Historie 
 
Název vychází ze jména dánského krále Haralda Modrozuba, v angličtině Harald Bluetooth. Tento 
panovník žil v 10. století a sjednotil Skandinávii. Byl sběhlý ve vyjednávání, odtud podobnost            
s Bluetooth technologií, která usnadňuje komunikaci mezi velmi odlišnými zařízeními. Tato 
technologie byla vyvíjena právě ve Skandinávii.  
Bluetooth bylo navrhnuto v roce 1998 skupinou Speciál Interest Group (SIG), do které patří 
významné společnosti v oblasti telekomunikace, automatizace a informačních technologií. 
Zakládajícími společnostmi byly Microsoft, IBM, Motorola, Agere, Toshiba, Sony Ericsson. Dnes má 
tato skupina více členů. Tato skupina se také mimo jiné stará o podporu a vývoj této technologie.     
Ze začátku nebylo Bluetooth příliš oblíbené, ale postupem času si získávalo stále větší oblibu 
uživatelů  a výrobců elektronických zařízení, hlavně díky příznivé ceně a nízké spotřebě energie.  
 
2.2 Specifikace 
 
Bluetooth je definován standardem IEEE 802.15.1. Pracuje v ISM (Industrial, Scientific and Medical) 
pásmu 2400MHz. K přenosu používá metodu Spread Spektrum Frequency Hoping, která je založena 
na principu, kdy zařízení provede během sekundy 1600 přeladění mezi 79 frekvencemi s rozestupem 
1 MHz. Maximální vzdálenost zařízení může dosahovat až 100 metrů, reálně je však tato vzdálenost 
nižší. Tato vzdálenost ještě může být snížena pevnými překážkami např. zdí. Bluetooth podporuje 
datové i hlasové přenosy. Má nízký vysílací výkon a tudíž nevybíjí tolik baterie v zařízeních 
s omezenou kapacitou. Bluetooth zařízení jsou rozděleny do tříd podle vysílacího výkonu viz. 
Tabulka 2.1. 
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Tabulka 2.1:Výkonnost zařízení 
Třída Výkon(mW) Dosah(přibližně) 
Class 1 100 mW 100 m 
Class 2 2.0 mW 10 m 
Class 3 1 mW 1 m 
 
Class 1 se používá např. u osobních počítačů. Mobilní telefony jsou většinou třídy class 2. 
Třída class 3 se dnes příliš nepoužívá. 
Zařízení jsou identifikována pomocí své jednoznačné 48 - bitové adresy, která se nazývá 
Bluetooth Device Address.  
Bluetooth pracuje v režimu master - slave. Master je řídící zařízení, může obsloužit až sedm 
dalších zařízení v režimu slave. Pokud je master ve spojení jen s jedním slave zařízením, jedná se      
o dvoubodovou (point-to-point) komunikaci. Když je více slave stanic připojeno k jednomu zařízení 
master, pak se jedná o mnohabodovou(multipoint) komunikaci.   
 
Bluetooth podporuje dva druhy komunikace: 
• Synchronní (SCO) 
Synchronní spojovaná komunikace poskytuje spojení mezi zařízením master a jedním zařízením 
slave. Master posílá data v určitých intervalech a slave může odpovědět v následujícím časovém 
intervalu. Ztracená nebo poškozená data se znovu nezasílají, protože hlavní důraz je kladen              
na rychlost. Používá se hlavně pro „realtime“ přenos, jako je hlas či video. 
• Asynchronní(ACL) 
Asynchronní nespojovaná komunikace slouží ke spojení zařízení master s jedním či více zařízeními 
slave. Data jsou přenášena pomocí paketů. Data, která nedojdou nebo jsou poškozená, jsou znovu 
vyslána. Důraz je tedy kladen na integritu.  
 
2.3 Verze 
 
Od roku 1998 Bluetooth specifikace prošla dlouhým vývojem. 
• Verze 1.0 a 1.0B 
Tato verze nebyla příliš dokonalá, proto se moc neuchytila. Největším nedostatkem byla nízká 
schopnost komunikace mezi různými zařízeními. 
 
• Verze 1.1 
První verze která měla úspěch, ale stále trpěla velkými nedostatky. Hlavním přínosem bylo zvýšení 
interoperability mezi různými zařízeními.  
 
• Verze 1.2 
Zpětně kompatibilní s verzí 1.1, ale od základu přepracovaná. Podporuje „Adaptive Frequency 
hopping“, což redukuje rušení tím, že nepoužívá přeplněné frekvence při přelaďování mezi kmitočty. 
Také přibyla možnost rychlého připojení (Faster Connection and Discovery). Má přenosovou rychlost 
1 Mbps. Zvyšuje kvalitu zvuku díky detekci a opravě chyb. Zdokonaluje QoS(Quality of Service). 
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• Verze 2.0+EDR 
Také zpětně kompatibilní. Má 3x větší přenosovou rychlost 3 Mbps. Podporuje také broadcast            
a multicast. Vylepšuje detekci a opravu chyb. Zlepšuje také spojení typu multipoint. Má nižší 
spotřebu energie. 
• Verze 2.1+EDR 
Nejnovější verze, která dále snižuje spotřebu energie. Zjednodušuje párování. Zvyšuje bezpečnost 
komunikace. Také přinesla Near Field Communication, což je automatické vytvoření spojení s jiným 
Bluetooth zařízením v dosahu. Např. automatické připojení Hands-free sady k mobilnímu telefonu. 
Specifikace také obsahuje Sniff subrating, který redukuje spotřebu tím, že zařízení si samy zvolí 
interval tzv. keepalive zpráv (zpráva, která ověřuje dostupnost spojení s dalším zařízením). 
 
• Verze 3.0 
Tato verze bude uvedena v první polovině roku 2009. Přinese mnohem rychlejší přenosy, teoreticky 
až 24Mb/s. Další novinkou bude spolupráce s wi-fi modulem. Pokud budou obě spárovaná zařízení 
obsahovat wi-fi modul, a bude potřeba rychlý přenos dat, mohou zařízení posílat data přes ad-hoc 
spojení pomocí wi-fi. Další novinkou bude Enhanced Power Control, která omezí počet výpadků     
při komunikaci, což je výhodné hlavně při posílání velkých souborů. Tato verze také opět přinese 
nižší spotřebu. 
 
2.4 Protocol Stack 
Bluetooth protocol stack byl specifikován skupinou SIG. Hlavním důvodem této specifikace je 
stanovit protokoly, jimiž se musí výrobci různých zařízení podporujících bluetooth řídit, aby zařízení 
od jiných výrobců byla schopna mezi sebou komunikovat. Protocol stack rozděluje Bluetooth           
na jednotlivé vrstvy, podobně jako je tomu u ethernetu (ISO/OSI model). Aby aplikace mohly 
komunikovat mezi sebou, musí podporovat stejný protocol stack. Architektura protocol stack je 
zobrazena na obrázku 2.2. Aplikace většinou nepodporují všechny protokoly, které jsou uvedeny      
na obrázku, ale implementují pouze ty, které potřebují ke své činnosti.  
Při vytváření této architektury bylo dbáno na co nejširší použití již existujících protokolů, které 
byly původně implementovány pro jiný účel. Velkou výhodou tohoto přístupu je, že již vytvořené 
aplikace mohou být snáze přizpůsobeny pro Bluetooth. Architektura se skládá z protokolů 
nahrazujících kabel, protokolů pro řízení telefonování a protokolů vyšších vrstev. 
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                                                           Obrázek 2.2: Bluetooth protocol stack 
 
Zde následuje popis jednotlivých vrstev: 
• Bluetooth radio 
Nejníže postavený protokol. Moduluje a demoduluje data na signály pro přenos vzduchem. Popisuje 
fyzické požadavky na přijímač a vysílač. 
 
• Baseband 
Formátuje data pro přenos z radio vrstvy a zpětně na ni. Stará se také o synchronizaci spojeni.  
 
• Link manager protocol 
Tato vrstva se stará o navázání a udržování spojení mezi zařízeními. Také řídí komunikaci a je 
zodpovědná za výměnu zpráv ohledně bezpečnosti (autentizace, výměna šifrovacích klíčů). 
 
• Host controller interface 
Slouží jako rozhraní mezi nižšími a vyššími vrstvami protocol stacku.  
 
• Logical link kontrol & Adaptation protocol (L2CAP) 
Požívána vyššími vrstvami pro spojové i nespojové přenosy. Stará se o segmentaci a sestavení paketů. 
Poskytuje spolehlivé spojení a „flow control“. 
 
• Service Discovery Protocol(SDP) 
Umožňuje vyhledat, které služby zařízení podporuje a jaké parametry jsou nutné pro připojení se 
k nim. Např. klientské zařízení vyhledá, jaké profily podporuje server.  
 
Bluetooth Radio 
Baseband 
LMP 
L2CAP 
RFCOMM 
UDP/TCP 
PPP 
IP 
WAP 
OBEX 
WAE 
AT- Commands TCS BIN SDP 
Host Controller Interface 
Audio 
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• Radio frequency communication protocol(RFCOMM) 
Slouží jako náhrada sériového kabelu. Vytváří sériový datový proud. Emuluje řízení EIA-232 signálů 
přes fyzickou vrstvu (baseband layer). RFCOMM používají aplikace, které pro přenos využívají 
sériové spojení.  
 
• Audio 
Nevyužívá vrstvu L2CAP. Poskytuje služby pro přenos zvuku. 
 
• Telephone control protocol (TCS BIN) 
Definuje řízení signálů při hlasových a datových přenosech mezi Bluetooth zařízeními. 
 
• AT- Commands 
Definuje signály pro sériové modemy. 
 
• Object Exchange Protocol (OBEX) 
Je to přenosový protokol, který definuje datové objekty, a komunikační protokol dvou zařízení, které 
si mohou jednoduše tyto objekty vyměňovat. Bluetooth přejal OBEX z IrDA, protože nižší vrstvy 
IrDA jsou velmi podobné vrstvám Bluetooth protocol stacku.  
 
• TCP/IP/UDP 
Základní protokoly pro přenos v síti internet. 
 
• WAE/WAP 
WAE specifikuje základní kostru pro bezdrátová zařízení. WAP slouží pro přístup k internetu. 
 
• PPP 
Je to komunikační protokol, který se používá pro vytvoření přímého spojení mezi dvěma síťovými 
uzly. 
2.5 Profily 
Bluetooth definuje řadu profilů, které popisují různé činnosti a způsob komunikace mezi zařízeními. 
Profily poskytují kompatibilitu mezi různými druhy Bluetooth zařízeními, které podporují stejný 
profil.  
 
Každý profil musí obsahovat následující specifikaci: 
• Závislosti na jiných profilech 
• Formát uživatelského rozhraní 
• Části Bluetooth protocol stacku, které jsou profilem používány 
 
Hierarchie nejčastějších profilu je zobrazena na obrázku 2.3. 
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Následuje stručný popis některý profilů: 
• Generic access profile (GAP) 
Je to základní profil, který musí podporovat všechna zařízení. Zajišťuje vyhledávání a vytvoření 
spojení mezi zařízeními. 
 
• Generic Object Exchange 
Je odpovědný za přenos objektu z jednoho zařízení na druhé. Používá se například pro synchronizaci 
nebo přenos dat. Je to základní profil pro všechny aplikace, které používají OBEX.  
 
• Serial Port Profile 
Tento profil využívají zařízení, která používají Bluetooth ke komunikaci se sériovým portem jako 
náhradu za sériový kabel. Popisuje jak emulovat sériový port a připojit se k Bluetooth zařízení. 
 
• File Transfer Profile 
Definuje postup pro přenos dat a jejich manipulaci na vzdáleném zařízení. Díky tomuto profilu lze 
také přistupovat k souborovému systému na vzdáleném Bluetooth zařízení.  
 
• Service Discovery Application Profile 
Popisuje, jak má aplikace použít Service Discovery Protocol,, aby našla služby na vzdáleném 
zařízení. 
 
• Personal Area Networking 
Definuje, jakým způsobem mohou dvě nebo více zařízení vytvořit ad-hoc síť a jak se připojit 
k vzdálené síti přes přístupový bod. 
 
• Object Push Profile 
Definuje postup pro přenášení objektů, mezi zařízeními jako jsou např. obrázky. 
 
• Synchronization profile 
Slouží k synchronizaci PIM (Personal Information Manager) položek mezi aplikacemi např. adresářů 
nebo kalendářů. 
 
• Hands - Free Profile 
Popisuje, jak připojit Hands - Free sadu k zařízení podporujícím Bluetooth. 
 
• Headset Profile 
Vytvořený pro přenos zvuku prostřednictvím Bluetooth. Definuje, jak připojit sluchátka a mikrofon. 
 
• Dial - Up Network Profile 
Poskytuje standard pro vytáčené připojení na internet přes modem. Nejčastějším použitím je připojení 
počítače k internetu pomocí mobilního telefonu. 
 
 
Více informací lze nalézt pod odkazem [5].  
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Obrázek 2.3: Hierarchie profilů 
 
 
 
 
 
 
 
 
 
 
Generic access profile 
Serial port SDAP PAN 
OBEX 
File trans- 
mition 
Push 
object 
Synchroni-
zation 
Printing Imaging 
Headset Dialup Fax Lan access Hands-
Free 
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3 J2ME 
Java 2 Micro Edition (J2ME) je jedna ze čtyř základních edic Javy. Dalšími edice jsou Java 2 
Enterprice Edition (J2EE), která je určená pro servery. Pro desktopy je určena Java 2 Standard 
Edition (J2SE) a Java Card slouží k tvorbě aplikací pro zařízení s velmi omezenými prostředky. 
Takovýmito zařízeními mohou být např. kreditní karty. Přehled edicí je na obrázku 3.1. 
 
 
                                                                   
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 3.1: Přehled edicí Javy (Převzato z [17]) 
 
Důvodem vzniku J2ME bylo vytvoření prostředí pro běh Javy na zařízeních, která by nezvládla 
J2SE. Jsou to zařízení s omezenými prostředky, jakými jsou mobilní telefony, pagery, PDA, nebo 
také set-top boxy. 
J2ME byla vyvinuta firmou Sun Microsystem a představena v roce 1999. Dnes se na jejím 
vývoji podílí stovky firem, které se sdružují ve skupině Java Community Process (JCP). J2SE je 
interpretovaný jazyk, který pro svůj běh potřebuje virtuální stroj. Tento stroj se nazývá Kilobyte 
Virtual Machine (KVM). J2ME poskytuje stejné výhody jako Standardní Java, tedy přenositelnost, 
objektový přístup a garbage collector. Největší výhodou je přenositelnost, protože aplikace musí 
fungovat na velmi různorodých zařízeních. To umožňují tzv. konfigurace a profily. Architektura 
J2ME je na obrázku 3.2.  
Nové vlastnosti se do Javy přidávají pomocí Java Specification Requests(JSR), což je formální 
dokument obsahující nové specifikace, který mají být do Javy přidány. 
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Obrázek 3.2: Architektura J2ME 
 
3.1 Konfigurace 
Konfigurace byly vytvořeny, protože J2ME musí podporovat mnoho zařízení s velmi různými 
vlastnostmi. Například novější PDA disponují rychlým procesorem, dostatkem paměti                        
a propracovaným uživatelským rozhraním. Naproti tomu zařízení jako jsou mobilní telefony či 
pagery, mají velmi omezené množství paměti a jednoduché rozhraní. Konfigurace určuje typ 
virtuálního stroje, Java jazyk a základní knihovny, které musí být podporovány.  
 
Dnes existují pouze dvě konfigurace a to jsou: 
• Connected Limited Device Configuration (CLDC) 
Zařízení s touto konfigurací disponují jen jednoduchým uživatelským rozhraním a pamětí s rozpětím 
160 kB až 512 kB. Procesor musí být 16 nebo 32 bitový. Poskytují bezdrátové spojení a jsou většinou 
poháněny bateriemi. Do této kategorie spadají např. organizátory, mobilní telefony. 
 
• Connected Device Configuration (CDC) 
Zde patří zařízení s větším výkonem a pamětí, který bývá od 2 MB do 16 MB. Také jsou 
podporovány jen 16 a 32 bitové procesory. Zařízení je připojitelné k některému typu sítě. Příkladem 
může být set-top box, PDA. 
 
3.2 Profily 
Profily dále upřesňují konfiguraci pro různá zařízení. Rozšiřují ji o programové rozhranní, které se 
liší s každým zařízením. 
 
 
Operační systém 
Virtuální stroj 
Konfigurace 
Profily 
Volitelné balíčky 
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 Nejznámější profily jsou: 
• Mobile Information Device Profile (MIDP) 
Je to dnes nejrozšířenější profil pro mobilní telefony. Tímto profilem se budu zabývat více v další 
kapitole. 
 
• PDA Profile (PDAP) 
Je také založen na CLDC a je podobný MIDP, ale je zaměřen na PDA. Poskytuje lepší uživatelské 
rozhraní a také obsahuje nové balíčky např. File Connection. 
 
• Foundation Profile 
Je to základní profil, který rozšiřuje CDC. Neobsahuje žádné uživatelské rozhraní, protože jeho 
účelem je sloužit jako základ dalším profilům. 
 
• Personal Profile 
Rozšiřuje Foundation Profile o grafické uživatelské rozhraní, založené na AWT. 
 
• RMI Profile 
Je založen na Foundation Profile. Přidává vzdálené volání procedur (RMI). Zařízení s tímto profilem 
pak mezi sebou mohou spolupracovat a to i přesto, že na jednom bude běžet standardní Java. 
 
Hierarchie konfigurací a profilů je zobrazena na obrázku 3.3. 
 
 
                                                    Obrázek 3.3: Hierarchie konfigurací a profilů 
 
Kilobyte Virtual Machine Compact Virtual Machine 
Connected Limited Device 
Configuration 
Connected Device Configuration 
Foundation profile 
 
Mobile 
Information 
Device Profile 
 
Personal Digital 
Assistant Profile 
Personal 
Basis Profile 
RMI 
 Profile 
Game  
Profile 
Personal 
Profile 
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3.3 MIDP 
MIDP je navržen pro mobilní telefony a pagery a je postaven na CLDC. Implementuje uživatelské 
rozhraní. Podporuje také síťovou komunikaci a práci s lokálním úložištěm. Je zaměřen na zařízení 
s malou velikostí displeje např. mobilní telefony. Poprvé byl uveden v roce 2001 a dnes existuje        
ve dvou verzích.  
 
Zařízení, která podporují tento profil musí splňovat následující minimální požadavky: 
• Velikost displeje 96x54 
• Barevná hloubka 1 bit 
• Klávesnice nebo dotykový displej 
• Obousměrný síťový provoz 
• 128 kB nevolatilní pamětí pro MIDP komponenty 
• 8 kB nevolatilní paměti pro data 
• 32 kB volatilní paměti pro běh Javy 
 
Dnes existují dvě verze MIDP. Verze MIDP 1.0 je již zastaralá. Tato verze nepodporovala práci 
s desetinnými čísly. Také neobsahovala některé funkce, jako je univerzální přístup ke zvuku nebo 
Bluetooth. Pokud programátor chtěl do své aplikace tyto funkce vložit, musel využít speciální třídy 
od určitého výrobce, čímž se aplikace stala nepřenositelnou. Novější verze MIDP 2.0 už zvuk 
standardně podporuje. MIDP 2.0 navíc obsahuje balík přímo pro tvorbu her, sdílení dat mezi midlety 
a také podporu pro HTTPS. 
Aplikace postavené na profilu MIDP se nazývají midlety. Musí rozšiřovat třídu 
javax.microedition.midlet.MIDlet. Midlet se může nacházet ve třech stavech, tyto stavy jsou popsány 
na obrázku 3.4. Po spuštění se nachází v pasivním stavu. Do aktivního stavu je midlet přiveden 
metodou startApp(). Z aktivního stavů může přejít do stavu zrušení metodou destroyApp() nebo se 
může stát zase pasivním pomocí metody pauseApp(). 
 
                          
 
 
 
 
 
 
 
 
 
 
Obrázek 3.4: Stavy midletu 
 
 
new() 
Pasivní 
Aktivní 
Zrušený 
StartApp() 
PauseApp() 
DestroyApp() 
DestroyApp() 
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3.4 Podpora Bluetooth 
V minulost nebylo vůbec jednoduché vytvářet Java aplikace s podporou Bluetooth. Takovéto 
programy byly nepřenositelné, protože musely používat speciální balíčky definované výrobcem. 
Programátor se nemohl soustředit přímo na vývoj samotné aplikace, ale musel se zabývat různými 
detaily ohledně programování Bluetooth. 
Bluetooth pro J2ME je definováno v JSR 82. Je to otevřený standard, který slouží pro vytváření 
aplikací s podporou Bluetooth. Specifikace pro práci s Bluetooth se nazývá Java APIs for Bluetooth 
Wireless Technology (JABWT). Pracuje nad CLDC většinou vedle MIDP. 
 
JABWT definuje dva balíčky pro práci s Bluetooth: 
• javax.bluetooth - je to základní rozhraní pro práci s Bluetooth. 
• javax.obex - slouží jako rozhraní pro Object Exchange protokol (OBEX) 
 
Oba balíčky jsou volitelné, ale každé zařízení musí podporovat alespoň jeden z nich. Tyto 
balíčky nejsou součástí CLDC ani MIDP, jsou to speciální knihovny. Proto každý mobilní telefon, 
který podporuje Javu a Bluetooth, nemusí také podporovat JSR 82. To jestli je JSR 82 podporováno, 
nelze většinou najít v běžných manuálech k zařízení. Je třeba se podívat přímo na stránky výrobce. 
JSR 82 také nepodporuje všechny Bluetooth profily.  
 
Podporované profily jsou: 
• RFCOMM 
• L2CAP 
• SDAP 
• GOEP 
 
Pokud se chceme připojit jako Bluetooth klient k serveru, musíme nejdříve inicializovat 
Blutooth stack. Po inicializaci můžeme začít hledat zařízení, ke kterým je možné se připojit. Na 
každém zařízení, které objevíme, musíme najít požadovanou službu. Pokud jsme našli tuto službu, tak 
se můžeme s daným zařízením spojit. Nakonec po přenosu všech potřebných dat mezi zařízeními, 
musíme uzavřít všechna spojení a proudy.   
Když Bluetooth zařízení pracuje jako server, musí poskytovat určité služby, ke kterým se 
mohou klienti připojit. Nejdřív tedy musíme službu vytvořit a poté aktivovat. Po skončení obsluhy 
klientů, musíme také zavřít otevřená spojení a proudy. 
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4 Specifikace aplikace 
V této kapitole představím aplikaci, kterou jsem vytvořil pro tuto práci. Dále popíši požadované 
vlastnosti a funkce této aplikace, kterou jsem nazval Application Controller.  
Významem aplikace je ovládat programy na počítači skrze zařízení, které podporuje Bluetooth. 
Aplikace je založena na principu klient - server. Server je spuštěn na PC a po připojení klienta, který 
může běžet např. na mobilním telefonu, vykonává požadované příkazy. Sama aplikace nenabízí žádné 
funkce pro ovládání konkrétních programů. Slouží pouze jako základ pro skripty, které si mohou 
napsat sami uživatelé. Tyto skripty pak řídí konkrétní programy a vytváří uživatelské rozhraní          
na klientském zařízení.  
 
Application Controller má tyto vlastnosti: 
• Server musí běžet pod více operačními systémy. 
• Server kromě vykonávání uživatelem zadaných příkazů, musí také umět posílat 
informace klientovi 
• Server je řízen skripty, které vytváří sám uživatel.  
• Klient by měl běžet na co největším počtu mobilních zařízení 
• Klient umožňuje vytvoření jednoduchého uživatelského rozhraní, pomocí skriptu. 
• Klient zobrazuje na displej informace, které přijal od serveru. 
• Klient musí umět reagovat na chybové stavy (výpadek spojení, chyba ve skriptu) 
• Klienta lze také ovládat pomocí kurzoru 
• Musí existovat vždy alespoň jeden pár skriptů, jeden pro server a jeden pro klienta 
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5 Návrh aplikace 
V této kapitole budu popisovat návrh jednak serverové, tak klientské části aplikace. Také představím 
použité nástroje pro tvorbu této aplikace. 
 
5.1 Návrh serveru 
K vytvoření serveru byl zvolen jazyk Java, konkrétně jeho edice Java 2 standard Edition. Díky tomuto 
jazyku lze server spustit pod operačním systémem Windows i Linux.   
Server bude obsahovat uživatelské rozhraní, kde si uživatel vybere, který program chce 
ovládat. Taky bude uživatele informovat o stavu spojení. Server po spuštění načte soubory se skripty 
a zkontroluje jejich správnost. Pokud některý ze skriptů není správně napsán nebo chybí, server by 
měl na tuto skutečnost reagovat chybovým hlášením. Pokud je vše v pořádku, tak se server přepne    
do stavu, kdy čeká na klienta. Po připojení musí server klientovi odeslat skript pro vytvoření 
grafického uživatelského rozhranní. Jelikož klient má nízký výpočetní výkon, je nutné, aby tento 
skript byl serverem předzpracován. Poté již server bude jen čekat na příkazy. Přijaté příkazy budou 
interpretovány pomocí skriptu. Tento skript bude napsán v jazyce Javascript, protože je široce 
rozšířený, a proto nebude pro uživatele problém si zde napsat vlastní funkce. Životní cyklus serveru je 
na obrázku 5.1. 
 
                                                            
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 5.1: Životní cyklus serveru 
Start serveru 
Provádění požadovaných příkazů a 
zasílaní dat  z aplikací 
Výběr skriptu 
Čekání na připojení klienta 
Přijetí parametrů klienta 
Zaslání obrázků a skriptu pro klienta 
Ukončení spojení 
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5.2 Návrh klienta 
Klient bude naprogramován v jazyce J2ME. Díky tomuto jazyku by měl běžet na velkém množství 
zařízení. Podmínkou správné funkce klienta je přítomnost Bluetooth rozhraní. Každé zařízení také 
musí podporovat konfiguraci CLDC 1.1 a profil MIDP 2.0. Klient také musí podporovat JSR-82, což 
je specifikace standardní funkce pro práci s Bluetooth. 
Klient ihned po startu začne vyhledávat dostupná zařízení v dosahu. Pokud zařízení nenajde, 
vypíše tuto skutečnost na displej. Po nalezení zařízení jsou parametry telefonu zaslány serveru. Tyto 
parametry jsou nutné pro správné zpracovaní skriptu pro klienta. Server potom skript přepošle 
klientovi, který vytvoří uživatelské rozhraní. Rozhranní bude velmi jednoduché, umožní na displej 
vykreslit trojúhelníky, obdélníky, čáry a řetězce. Skript také umožňuje definovat reakce na stisky 
kláves a definovat pravidelné příkazy. Poté se aplikace rozdělí na dvě vlákna. První vlákno se bude 
starat o zasílaní příkazů, které vyvolává uživatel stiskem klávesy. Také bude přijímat informace 
z aplikace, které bude pak zobrazovat na displeji. Druhé vlákno bude zasílat serveru pravidelné 
příkazy. Životní cyklus klienta je na obrázku 5.2. 
 
                                         
Obrázek 5.2: Životní cyklus klienta 
Start klienta 
Hledání serveru 
Konec 
Start klienta Čekání na skript 
Vytvoření GUI 
Zasílání příkazů 
serveru a aktualizace 
displeje 
Konec klienta 
Nalezen 
Nenalezen 
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5.3 Komunikace 
Předtím než zařízení budou moci mezi sebou komunikovat, je potřeba vytvořit spojení Nejprve je 
potřeba spustit server. Ten zaregistruje a aktivuje službu. Poté se může připojit klient. Klient nejdříve 
hledá zařízení. Pokud zařízení najde, pokusí se na něm vyhledat potřebnou službu. Pokud ji nenajde, 
hledá na jiném dostupném zařízení. Když službu najde, požádá server o URL, až poté se může 
připojit.                                                            
      Po připojení může začít komunikace viz. obrázek 5.3. Nejdříve si zařízení mezi sebou vymění 
„hellou“ zprávy. Klient pak pošle serveru parametry displeje. Server podle parametrů displeje klienta 
zpracuje skript pro vytvoření grafického rozhraní na klientovi. Pokud jsou ve skriptu nějaké 
komponenty typu obrázek, klient obrázky načte ze složky images a zjistí jejich velikost. Pošle 
klientovi nejprve velikosti obrázků a pak samotné obrázky. Poté začne posílaní příkazů. Při ukončení 
klienta je zaslán serveru požadavek o ukončení spojení. Server po přijetí požadavku na ukončení 
spojení zašle potvrzení a spojení ukončí.  
 
 
Obrázek 5.3:Schéma komunikace 
Čeká na parametry 
klienta 
Uživatel zmáčkne 
tlačítko a tím vyšle 
příkaz aplikaci. 
Zašle odpověď 
z aplikace klientovi. 
Zašle parametry 
displeje 
Čeká na potvrzení 
Odpověď z aplikace 
Přijme odpověď a 
zobrazí ji na displej 
Přijme příkaz a 
zašle je aplikaci 
Server Klient 
Zašle OK 
Parametry displeje 
Obrázky, skript 
Zašle skript a 
obrázky 
OK 
Zašle OK Čeká na potvrzení 
Příkaz pro aplikaci 
OK 
Klient žádá o 
ukončení spojení. 
QUIT 
Server potvrdí 
příjem a ukončí 
spojení. 
Spojení ukončeno 
 19 
5.4 Použité nástroje 
Pro tvorbu klienta i serveru bylo použito prostředí NetBeans v kombinaci se Sun Java Wireless 
Toolkit 2.5.2. Lze jej stáhnout na ze [13]. Toto prostředí je velmi známé, a proto ho nebudu blíže 
popisovat. 
Pro vývoj klienta jsem také použil Sony Ericsson SDK 2.5.0.3. Je to prostředí pro vývoj 
aplikací pro mobilní telefony Sony Ericcson. Součástí tohoto baličku jsou různé emulátory mobilních 
telefonů a také Device Explorer, ve kterém lze velmi jednoduše aplikace ladit. Device Explorer 
umožňuje rychlou instalaci aplikace na mobilní zařízení a zobrazuje standardní výstup v konzoli. 
Také dovoluje zobrazit volnou a použitou paměť nebo manuálně spustit Garbage Collector. Device 
Expoler je na obrázku 5.5. Sony Ericsson SDK můžeme najít na [14]. 
 
                                                           
                                                         
Obrázek 5.4: Device Explorer 
 
Abych nemusel stále klientskou část aplikace instalovat na mobilní telefon, rozhodl jsem se 
použít Impronto Simulator od společnosti Rococo, který je pro nekomerční použití zdarma. Je to 
simulátor prostředí Bluetooth. Impronto Simulator vytvoří na každém zařízení virtuální Bluetooth 
stack a umožní jednotlivým aplikacím přes tento stack komunikovat. Mohl jsem tedy na jednom 
počítači mít spuštěného klienta i server. Impronto Simulator můžeme stáhnout z [8]. 
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6 Implementace aplikace 
6.1 Implementace serveru 
V této kapitole se budeme zabývat detaily ohledně vývoje serverové části programu Application 
Controller. Popíši jednotlivé třídy a důležité metody. Také uvedu, které problémy jsem musel při 
implementaci řešit. 
6.1.1 Grafické rozhranní  
Pro vytvoření grafického rozhraní jsem použil balík Java.swing. Rozhraní je implementováno ve třídě 
Gui, která rozšiřuje třídu javax.swing.JFrame. Uživatel si může vybrat skript ze seznamu, který chce 
použít pro ovládání aplikace. Tento seznam je vytvořen pomocí komponenty JList. Také je zde 
možnost si vybrat cestu k souboru, který chceme požadovanou aplikací spustit. Výběr souboru je 
řešen pomoci třídy javax.swing.JFileChooser. Tato třída obsahuje metodu showOpenDialog(), které 
zobrazí modální okno z výběrem souboru. Zde ale musíme ověřit, zda uživatel opravdu vybral nějaký 
soubor. To zjistíme z návratové hodnoty metody showOpenDialog(). Na obrázku 6.1 je vidět grafické 
uživatelské rozhraní serveru. 
 
 
 
                                                       
 
 
 
 
 
 
 
 
 
 
 
 
Obrázek 6.1: Grafické rozhraní serveru 
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6.1.2 Třída Console 
Tato třída slouží pro spouštění externích aplikací. Používá třídu Runtime, pro získání runtime objektu. 
Poté již může vytvářet nové subprocesy. Pokud není proces ještě vytvořen, metoda exec() jej vytvoří.  
Dříve než můžeme zadávat příkazy pomocí metody cmd(), musíme ještě získat proud pro zápis dat 
do procesu pomocí metody getInputStream(). Metoda cmd() vytváří také proud pro čtení dat 
z procesu metodou getOutputStream(). Tento proud umožňuje číst odpovědi aplikace, které jsou            
po zpracování Javascriptem posílány klientovi. 
 
6.1.3 Třída Javascript 
Jak již bylo řečeno v návrhu, server používá pro řízení aplikací Javascript, který překládá klíč                
na příkaz. Také zpracovává výstup z aplikace např. vyřízne jméno přehrávané písničky. Možnost 
použití skriptovacích jazyků přímo v Javě je možné až od poslední verze Java 6. Pro Javascript byla 
zvolena implementace Rhino, kterou lze najít na stránce [15]. 
Nejdříve je potřeba importovat balík javax.script. Potřebujeme třídu ScriptEngine, která se 
stará o interpretaci skriptu. Pro použití konkrétního skriptu využijeme třídu ScriptEngineManager a 
její metodu getEngineByName(String). Jako parametr této metody vložíme námi požadovaný 
skriptovací jazyk, tedy Javascript. Nakonec metodou Invocable.invokeFunction(String, arg1,arg2...); 
skript spustíme. 
Třída Javascript obsahuje jednu hlavní metodu runScript(int key), která pomocí skriptu přeloží 
klíč na příkaz pro konzoli. Pomocí metody runOut() „vyparsujeme“ určitou část z odpovědi. Popis 
skriptu je možné získat pomocí metody description(). 
 
Každý skript musí obsahovat tři nebo čtyři funkce: 
• Funkce main(int key) 
Tato funkce obsahuje jeden velký switch - case. Musíme jí dodat jako parametr klíč příkazu            
pro aplikaci, vrátí nám konkrétní příkaz. 
 
• Funkce parse(int key) 
Podobná jako předešlá funkce, jen pomocí klíče příkazu zpracuje odpověď aplikace. 
 
• Funcke firstComm() 
V této funkcí je vrácen příkaz pro první spuštění aplikace. 
 
• Funkce description() (Volitelná) 
Vráti popis skriptu. 
6.1.4 Třídy Parse a Type 
Předpokládá se, že server bude běžet na výkonném zařízení, zatímco klient na přenosném zařízení 
s omezenými prostředky. Skript, který vytváří grafické rozhraní klienta, je proto předzpracován 
serverem, aby klient měl lehčí práci. K tomu slouží třída Parse a Type. Třída Parse detekuje 
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jednotlivé funkce a načte jejich parametry. Výsledek předá třídě Type, které z toho vytvoří základ pro 
klienta. 
6.1.5 Třída Comm 
Třída Comm slouží pro připojení a komunikaci s klientem přes Bluetooth. Velmi mě překvapilo, že 
standardní Java neobsahuje žádnou knihovnu pro toto rozhranní. Po chvíli hledání na internetu jsem 
našel knihovnu Bluecove na stránce [7]. Tato knihovna poskytuje implementaci JSR 82 pro Javu 2 
Standard Edition a je vhodná pro Linux i Microsoft Windows. Podporuje Bluetooth profily SDAP, 
RFCOMM, L2CAP a OBEX. 
Nejdůležitější metoda třídy Comm je startServer(). Ta nejdříve spustí novou službu. Spouštění 
nové služby probíhá tak, že se vytvoří URL s informacemi, jakým způsobem se ke službě připojit. 
Poté službu jen aktivuje a pomocí metody acceptAndOpen() čeká na připojení klienta. Pomocí 
metody SendMessage() posílá data klientovi a metoda RecMessage() přijme data od klienta. 
 
6.1.6 Třída Body 
Hlavní třídou celého serveru je třída Body. Nejdříve vytvoří grafické rozhranní pro uživatele. Potom 
čeká, až si uživatel vybere skript a stiskne tlačítko pokračovat. Metoda dále načte skripty pro server    
i klienta a zkontroluje jejich správnost. Pokud je některý z nich špatný, informuje o tom uživatele.            
Po kontrole skriptů, server čeká na klienta. Pokud se klient připojí, pošle mu server uvítací zprávu           
a skript pro GUI. Dále server už jen čeká na příkazy od klienta.  
 
Typy příkazů jsou : 
• 1C1 
Příkaz pro aplikaci bez očekávání odpovědi. Server jen přeloží pomocí Javaskriptu klíč na příkaz, 
který potom předá aplikaci. 
 
• 1G1 
Podobný příkaz jako 1C1, ale server ještě musí zpracovat odpověď z aplikace a odeslat ji klientovi. 
 
• 1Q1 
Tuto zprávu posílá klient serveru, když chce ukončit spojení. 
 
• 1HELLO1 
Touto zprávou server ověřuje funkčnost spojení. 
 
6.1.7 Problémy při tvorbě serveru 
Největším problémem pří implementaci serveru bylo získání odpovědi z aplikace. Pokud aplikace 
zadáme příkaz, tak odpověď trvá na různých počítačích různě dlouho. Když jsem tedy zadal aplikaci 
příkaz a ihned četl odpověď, tak odpověď ještě nebyla k dispozici nebo nebyla celá. Vyřešil jsem to 
uspáním vlákna na krátkou dobu. Není to zcela ideální řešení, protože to zpomaluje server a pokud by 
počítač byl příliš pomalý nebo zaneprázdněný, stejně by to nepomohlo. 
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6.2 Implementace klienta 
V této kapitole se budu detailně věnovat implementaci klienta.  
                                                                 
6.2.1 Třída Gui 
V této třídě vytvářím grafické rozhraní, z předzpracovaného skriptu, který pošle server. Rozhraní je 
řešeno grafikou nízké úrovně. Třída Gui tedy musí dědit třídu Canvas. Nejdůležitější metodou je 
parse(), která z předzpracovaného skriptu vytvoří jednotlivé objekty třídy Type. Každý objekt Type 
potom představuje jednu komponentu grafického rozhraní. Každá třída, která dědí třídu Canvas, musí 
také implementovat metodu Paint(). Tato metoda vykresluje jednotlivé komponenty na displej 
zařízení. Typy komponent a jejich parametry. jsou v tabulce 6.1.  
 
Tabulka 6.1: Typy komponent a jejich parametry 
Komponenta Popis parametry 
triangle Nakreslí trojúhelník int a: pozice vrcholu A v ose x 
int b: pozice vrcholu A v ose y 
int c: pozice vrcholu B v ose x 
int d: pozice vrcholu B v ose y 
int e: pozice vrcholu C v ose x 
int f: pozice vrcholu C v ose y 
string g:barva trojúhelníku 
string h: označení zda je komponenta aktivní 
int i: klíč pro příkaz aplikaci 
rect Nakreslí obdélník int a: pozice levého horního rohu na ose x 
int b: pozice levého horního rohu na ose y 
int c: pozice pravého dolního rohu na ose x 
int d: pozice pravého dolního rohu na ose y 
string e: barva obdélníku  
string f: označení zda je komponenta aktivní 
int g: klíč pro příkaz aplikaci 
line Nakreslí čáru int a: pozice začátku čáry v ose x 
int b: pozice začátku čáry v ose y 
int c: pozice konce čáry v ose x 
int d: pozice konce čáry v ose y 
string e: barva čáry 
string Vypíše řetězec string a: jméno řetězce 
string b: text řetězce 
int c: pozice řetězce v ose x 
int d: pozice řetězce v ose y 
string e: barva řetězce 
comm Přiřadí stisku klávesy příkaz, 
který se zašle serveru 
string a: klávesa 
int b: klíč příkazu 
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change Mění pravidelně řetězec  string a: jméno řetězce 
int b: klíč příkazu 
int c: čas obnovování v sekundách  
image Zobrazí obrázek int a: pozice levého horního rohu na ose x 
int b: pozice levého horního rohu na ose y 
int c:  pozice pravého dolního rohu na ose x 
int d: pozice pravého dolního rohu na ose y 
string e: označení zda je komponenta aktivní 
int f: klíč pro příkaz aplikaci 
 
 
Další metoda keyPressed() se zavolá pří stisku nějaké klávesy. Metoda projde pole komponent 
comm a snaží se najít shodu s právě stisknutou klávesou. Pokud najde shodu, pošle klíč příkazu 
serveru, který pak příkaz vykoná.  
 
6.2.2 Třída MobComm 
Tato třída slouží pro spojení a komunikaci přes Bluetooth. Implementuje rozhrání DiscoveryListener, 
díky kterému můžeme přístup k vytvoření spojení strukturovat. Rozraní DiscoveryListener požaduje 
implementovat abstraktní metody deviceDiscovered(), servicesDiscovered(), inquiryCompleted(), 
serviceSearchCompleted().  
Vytvoření spojení, které je zobrazeno na obrázku 6.2, začíná zavoláním metody 
SearchAvailDevices(), která vytvoří instanci DiscoveryAgent a zavolá metodu startInquiry(), která 
vyhledá všechna Bluetooth zařízení v dosahu. Pro každé nalezené zařízení se zavolá metoda 
deviceDiscover(), která začne na zařízení hledat služby pomocí metody searchServices(). Po nalezení 
služeb je zavolána metoda servicesDiscovered(), jejímž jedním parametrem je seznam dostupných 
služeb. Tato metoda projde URL všech služeb, a pokud najde požadovanou službu, tak se může spojit 
s daným zařízením. Po ukončení hledání se zavolá funkce serviceSearchCompleted(). 
Spojení vytvořím pomocí objektu Connector a jeho metody open(), této metodě zadám jako 
parametr URL. Nakonec vytvoříme vstupní a výstupní proudy pomocí metod 
Connector.openOutputStream resp. openInputStream. 
Pro příjem řetězců ze serveru slouží metoda RecieveMessages(). Tato metoda vrátí přijatý text 
nebo vrátí NULL, pokud je spojení přerušeno. Zde ovšem nastal problém. Pokud byl server 
standardně ukončen pomocí tlačítka EXIT, spojení se přerušilo a RecieveMessages() vrátilo NULL,  
což vyvolalo chybové hlášení na klientovi. Když ale server nečekaně spadl nebo byl ukončen 
operačním systémem, spojení se nepřeruší. Proto jsem musel doimplementovat jiné ověřování 
spojení. Server posílá klientovi tzv. „hello“ zprávy každých pět vteřin. Na klientovi je spuštěn 
časovač, který se nuluje pokaždé, když přijde „hello“ zpráva. Pokud ale zpráva nepříjde do devíti 
vteřin, klient vypíše chybovou zprávu a ukončí se. 
Zprávy z klienta na server ze zasílají pomocí metody SendMessages(). Pokud je spojení 
přerušeno, tak metoda vyvolá výjimku, čímž lze také detekovat rozpad spojení. 
Klient také potřebuje přijímat obrázky ze serveru. To dělá pomocí metody RecieveImage(). Zde 
nastal další problém. Celý obrázek nešlo načíst jen jedním čtením ze vstupního proudu. Takže jsem 
musel číst z proudu několikrát a k tomu jsem potřeboval znát velikost obrázku v bytech. Proto ještě 
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před samotným posláním obrázku musí server zaslat jeho velikost, která se předá metodě 
RecieveImage() jako parametr a ta potom vrátí přijatý obrázek. 
 
 
                                                          Obrázek 6.2: Vytvoření spojení 
 
6.2.3 Třída Type 
Třída Type představuje jednu komponentu uživatelského rozhranní. Pole těchto tříd pak vytvoří celé 
uživatelské rozhranní. Každá komponenta má nějaké parametry a tato třída se postará, aby měly 
správný formát. U každé komponenty také zkontroluje, zda je aktivní, což znamená, že vyvolává 
nějaký příkaz. Aktivní komponenty musí mít definovaný kurzor, což dělají metody 
createCursorImage(), createCursorRect(), createCursorTriangle(). Kurzor je ohraničen obdélníkem. 
Pro správnou funkci kurzoru je také třeba definovat střed komponent.  
Spuštění klienta 
program volá  startInquiry() 
Hledání dostupných 
zařízení 
Nalezeno zařízení 
Více zařízení 
v dosahu 
Žádné další zařízení, systém 
volá InquiryCompleted() 
Systém volá deviceDiscovered() 
Nelezení služby na 
každém zařízení 
Žádné další služby na daném zařízení. 
Systém volá servicesDiscovered() 
Další služby 
k dispozici. 
Konec hledání služeb 
Systém volá 
serviceSearchCompleted() 
Spojeno Konec 
Server nalezen Server nenalezen 
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6.2.4 Třída Main 
Dědí třídu Midlet a implementuje rozhraní CommandListener. Každý midlet musí dědit třídu 
javax.microedition.midlet, což také přináší nutnost implementovat metody startApp(), destroyApp() a 
pauseApp(). Rozhraní CommandListener slouží pro detekci stisků kláves. Aby CommandListener 
fungoval správně, je potřeba přepsat metodu CommandAction, která se zavolá vždy, když je stisknuta 
nějaká klávesa. 
Tato třída řídí celého klienta. Po připojení k serveru vytvoří uživatelské rozhraní a pak 
v metodě getStrings(), přijímá zprávy ze serveru. V této metodě také spouští časovač, který kontroluje 
spojení. Časovač je implementován ve vlastním vlákně.  
V dalším vlákně klient zasílá pravidelné příkazy na server. Prochází vektor pravidelných 
příkazů a srovná čas pro odeslání příkazu s aktuálním časem. Pokud se časy rovnají, příkaz se odešle.   
Po projití celého vektoru se vlákno na vteřinu uspí, a potom začne procházet vektor od znova.    
 
6.3 Analýza zprávy 
V této kapitole si uvedeme příklad pravidelné zprávy typu 1G1. Klient pošle serveru příkaz pro 
aplikaci a bude čekat na odpověď. Na obrázku 6.3 jsou jednotlivé operace se zprávou. 
Klient stále srovnává časy pro odeslání příkazů z aktuálním časem. Když najde u některého 
z příkazů shodu časů, pošle serveru klíč příkazu. Server zprávu přijme a podle typu zjistí, že má 
odeslat zpět odpověď. Dále server potřebuje přeložit klíč na příkaz pro aplikaci a to udělá pomocí 
Javascriptu. Potom server zašle příkaz aplikaci a počká na odpověď. Odpověď ale většinou není 
v takové formě, aby ji bylo možné přímo zobrazit na displeji klienta, proto server zase pomocí 
Javascriptu odpověď zpracuje a výsledek pošle klientovi. Klient již jen zprávu zobrazí na displeji. 
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                                                         Obrázek 6.3: Operace se zprávou 
 
 
 
 
 
 
 
 
Klient zašle klíč serveru. 
Najde shodný čas odeslání 
s aktuálním časem a zjistí klíč 
Klient srovnává aktuální čas 
s časem pro odeslání příkazu. 
Server přijme zprávu a určí její 
typ. 
Klíč přeloží pomocí  Javascriptu 
na příkaz pro aplikaci 
Pošle příkaz aplikaci a počká na 
odpověď 
Zpracuje odpověď pomocí 
Javascriptu. 
Zašle odpověď klientovi. 
Klient zprávu zobrazí na displeji. 
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7 Závěr 
 
Cílem této bakalářské práce bylo vytvoření aplikace pro mobilní telefon, díky které je uživatel 
schopen ovládat počítačové aplikace pomocí Bluetooth. Jazyk J2ME, ve kterém jsem implementoval 
klienta, byl pro mě zcela novou zkušeností. Mile mě překvapila jednoduchost toho jazyka a také velké 
množství užitečných knihoven. Měl jsem zkušenosti s programovacím jazykem J2SE, a protože jsou 
si tyto dva jazyky velmi podobné, bylo pro mě jednoduché se v tomto jazyce zorientovat. Nová byla 
pro mě i technologie Bluetooth. Dříve jsem se o ni nějak zvlášť nezajímal a díky této práci jsem 
poznal všestrannost této technologie. Práce s touto technologií by mě zajímala i v budoucnu.  
Tuto bakalářskou práci jsem si vybral, protože mi přišla velmi zajímavá a chtěl jsem vyzkoušet 
vývoj aplikací pro mobilní telefony. Jsem rád, že jsem si toto téma zvolil. Byla to pro mě dobrá 
zkušenost, kterou mohu uplatnit i v praxi. 
V rámci své bakalářské práce jsem vytvořil aplikaci Application Controller, která je 
uživatelsky příjemná a její ovládání není nijak složité. Umožňuje uživateli napsat vlastní skript pro 
ovládání různých aplikací. V mé práci je vytvořen skript pro ovládání multimediálního přehrávače 
mPlayer. Uživatel může kontrolovat základní funkce přehrávání, např. posunutí dopředu a zpátky 
nebo pozastavení přehrávání. Uživateli se na displeji mobilního telefonu zobrazují jméno 
přehrávaného souboru a uplynulý čas. 
Pro budoucí rozšíření aplikace by bylo vhodné implementovat propracovanější grafické 
rozhraní na klientovi. Například možnost vytvoření animovaných komponent. Zajímavé by bylo také 
umožnit uživateli ovládat základní funkce počítače, např. vypínaní, restart nebo ovládání kurzoru 
myši. Další možností by mohlo být ovládání aplikací pomocí virtuálních kláves. Dalším vhodným 
rozšířením může být vytvoření nástroje pro tvorbu skriptů vytvářejících grafické rozhraní                 
na mobilním telefonu. Uživatel by tedy nemusel psát skript ručně, ale mohl by si ho vytvořil 
v grafickém editoru. 
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Příloha A: Obsah přiloženého CD 
 
 
Controller   Soubory pro spuštění aplikace 
Client   Soubory pro spuštění klienta 
Control-client.jar 
Server 
Javascript 
Soubory pro spuštění serveru 
Control-client.jad 
Script 
Images 
Control-server.jar 
Skripty pro server 
Skripty pro klienta 
Obrázky pro klientské GUI 
Jar soubor serveru pro všechny platformy 
Control-server.bat Soubor pro spuštění serveru na OS Windows 
Javadoc Programová dokumentace 
Client 
Server 
Programová dokumentace klienta 
Programová dokumentace serveru 
Source Zdrojový kód aplikace 
Client 
Server 
Zdrojový kód klienta (NetBeans projekt) 
Zdrojový kód serveru (NetBeans projekt) 
BP 
BP.pdf Text bakalářské práce 
libs Knihovny potřebné pro běh serveru 
readme Návod k použití CD 
help-controller.pdf Návod k aplikaci  
BP.doc Text bakalářské práce (Microsoft Word) 
Control-serverLinux.jar Jar soubor serveru speciálně pro Linux 
