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seguito,	 dall’espressione	 inglese	 “computational	 thinking”),	 resa	 popolare	 da	 un	 importante	
articolo	 di	 Jeannette	 Wing	 [1],	 seguito	 da	 una	 imponente	 discussione	 con	 centinaia	 di	 articoli	
successivi.	 Non	 esiste	 ancora	 una	 definizione	 operativa	 universalmente	 accettata	 di	 tale	
espressione:	discuteremo	nel	seguito	se	ne	abbiamo	davvero	bisogno	e	per	quale	scopo.	
Chiariamo	subito	che,	da	informatici,	siamo	profondamente	convinti	che	sia	necessario	il	concetto	
di	 pensiero	 computazionale,	 inteso	 come	 “essere	 in	 grado	 di	 pensare	 come	 un	 informatico	 ed	
essere	in	grado	di	applicare	questa	competenza	ad	ogni	settore	dell’attività	umana”.	Anticipando	
le	 conclusioni,	 tuttavia,	 probabilmente	 il	 termine	 è	 più	 necessario	 come	 strumento,	 come	 un	
modo	 abbreviato	 di	 riferirsi	 ad	 un	 concetto	 ben	 strutturato,	 mentre	 potrebbe	 essere	
controproducente	 insistere	 a	 cercarne	 una	 definizione	 operativamente	 precisa.	 L’espressione	 è	















delle	 soluzioni	 sia	 effettivamente	 eseguibile	 da	 un	 agente	 che	 elabora	 informazioni».	 Nel	 far	
questo,	segue	la	strada	che	altri	avevano	tracciato	prima	di	lei.	Donald	Knuth,	ben	conosciuto	sia	
dai	 matematici	 che	 dagli	 informatici,	 nel	 1974	 scrive	 [4]	 «A	 dire	 il	 vero,	 una	 persona	 non	
comprende	davvero	un	argomento	se	non	quando	riesce	ad	insegnarlo	ad	un	computer».	







nuovo	 soggetto	 di	 insegnamento,	 concettualmente	 diverso	 o	 distinto	 dall’informatica.	 Nella	
ricerca	 di	 individuare	 quella	 definizione	 operativa	 che	 la	Wing	 non	 ha	 fornito	 nel	 suo	 articolo,	
viene	 evidenziato	 questo	 o	 quell’altro	 aspetto	 (l’astrazione,	 la	 ricorsività,	 la	 risoluzione	 dei	
problemi,	…),	e	 così	 facendo	 se	ne	oscura	 il	 significato	più	 importante:	uno	 scenario	discusso	 in	
modo	chiaro	e	rivelatore	da	Armoni	[6]	e	Denning	[7].	
La	situazione	si	 ingarbuglia	ancor	di	più	nel	settore	dell’istruzione	scolastica.	Parlare	di	CT	
nell’ambito	 della	 scuola	 è	 un	 atteggiamento	 rischioso:	 i	 filosofi,	 giustamente,	 si	 chiedono	 cosa	
intendiamo	dire	parlando	di	“insegnare	il	pensiero”;	i	matematici	osservano	che	molti	aspetti	del	
CT	 (algoritmo,	 astrazione,	 ricorsività,	 problem	 solving,	 …)	 sono	 anche	 elementi	 tipici	 della	
matematica	 (che,	 però,	 non	 viene	 chiamata	 per	 questo	 “pensiero	 matematico”);	 i	 pedagogisti	
chiedono	su	quali	basi	siamo	sicuri	che	sia	davvero	efficace	l’insegnamento	del	CT;	gli	 insegnanti	
vogliono	sapere	quali	sono	i	metodi	e	gli	strumenti	per	insegnare	questa	nuova	disciplina	e	come	
possono	 imparare	ad	 insegnarla;	 infine,	 i	 genitori	 sono	da	un	 lato	contenti	perché	 finalmente	 la	
scuola	 si	 allinea	 ad	 una	 società	 sempre	 più	 digitale,	 ma	 dall’altro	 sono	 preoccupati	 di	 ciò	 che	
accadrà	 ai	 loro	 figli	 nel	 futuro	 se	 imparano	 a	 programmare	 coi	 linguaggi	 di	 oggi,	 che	 saranno	




Riteniamo	 che	 l’articolo	 originale	 della	 Wing	 avesse	 solo	 lo	 scopo	 di	 “indicare	 la	 direzione”:	
occorre	 insegnare	 i	 concetti	 fondamentali	 dell’informatica	 nella	 scuola,	 possibilmente	 fin	 dalle	
prime	classi,	perché	quei	concetti	sono	oggi	importanti	quanto	quelli	della	matematica,	della	fisica,	
della	 letteratura,	 della	 storia	 delle	 idee.	 Siamo	 anche	 convinti	 che	 in	 prima	 approssimazione	 il	
significato	dell’espressione	«come	pensa	un	 informatico»	possa	essere	 sufficientemente	 chiarito	
dalla	spiegazione	auto-referenziale	“Il	CT	è	l’insieme	delle	competenze	mentali	e	cognitive	ottenute	
mediante	 lo	 studio	 e	 la	 pratica	 dell’informatica”:	 la	 “conoscenza	 tacita”	 definita	 da	 Polanyi	 [8].	
Forniremo	 tuttavia	 nella	 sezione	 3	 alcuni	 utili	 approfondimenti	 su	 tale	 espressione,	 ricordando	





CT.	 Ciò	 che	 importa	 davvero	 è	 che	 l’informatica	 in	 quanto	disciplina	 scientifica	 sia	 insegnata	da	




utilizza	 il	 CT	 nel	 senso	 sopra	 presentato	 di	 “ciò	 che	 si	 ottiene	 dallo	 studio	 e	 dalla	 pratica	
dell’informatica”.	 Infatti,	 usa	 il	 termine	 “pensiero	 computazionale”	 solo	 nella	 frase	 iniziale	
«Un’istruzione	di	elevata	qualità	nell’informatica	fornisce	agli	allievi	la	capacità	di	usare	il	pensiero	
computazionale	 e	 la	 creatività	 per	 comprendere	 e	 cambiare	 il	mondo»	 e	 poi	 in	 un	 paio	 di	 altre	





Negli	 Stati	Uniti,	 l’atto	 legislativo	 “Every	 Student	 Succeeds	Act”	 (ESSA),	 approvato	dal	Congresso	
nel	2015	con	supporto	bipartisan,	ha	 introdotto	 l’informatica	 tra	 le	 “materie	per	un’istruzione	a	
tutto	tondo”	(well	rounded	educational	subject),	che	devono	essere	insegnate	nella	scuola	«con	lo	
scopo	di	fornire	a	tutti	gli	studenti	l’accesso	ad	un	curriculum	ed	un’esperienza	formativa	migliori»	
e	 non	 fa	 cenno	 al	 CT.	 Nel	 gennaio	 2016,	 l’allora	 Presidente	 Obama	 ha	 lanciato	 l’iniziativa	
“Computer	Science	For	All”5	 il	cui	obiettivo	è	«di	mettere	tutti	gli	studenti	americani,	dall’asilo	al	
liceo,	 in	 condizione	 di	 imparare	 l’informatica	 ed	 essere	 così	 attrezzati	 con	 le	 abilità	 di	 pensiero	





–	 «l’insegnamento	 dovrebbe	 iniziare	 nella	 primaria,	 attraverso	 l’esposizione	 alle	 nozioni	 di	 base	
dell’informatica	 e	 degli	 algoritmi,	 …	 <e>	 dovrebbe	 essere	 ulteriormente	 sviluppato	 nella	 scuola	
media	e	nella	superiore».	Analizzando	il	loro	uso	di	CT	(“pensée	informatique”)	è	chiaro	che	anche	
nella	loro	visione	il	termine	denota	la	specifica	modalità	di	pensiero	sviluppata	dall’apprendimento	
dell’informatica.	 Solo	 un	 paio	 di	 esempi:	 «l’informatica	 …	 conduce	 ad	 un	 differente	 modo	 di	
pensare,	chiamato	CT»	e	«imparare	la	programmazione	è	un	modo	di	scoprire	i	rudimenti	del	CT».	
Da	 questi	 tre	 autorevoli	 esempi	 risulta	 chiaramente	 che	 il	 CT	 non	 è	 una	 nuova	 materia	
d’insegnamento:	 ciò	 che	 deve	 essere	 insegnato	 nelle	 scuole	 è	 l’informatica	 e	 il	 CT	 è,	 al	 più,	 il	







D’altro	 canto,	molti	 lavori	 che	 fanno	 riferimento	 al	 CT	 nel	 titolo	 o	 nel	 sommario	 (la	 sola	Digital	
Library	 dell’ACM	ne	 riporta	 più	 di	 400)	 sembrano	 sostenere	 che	 il	 CT	 è	 qualcosa	 di	 nuovo	 e	 di	
diverso.	 Alcuni	 addirittura	 sostengono	 che	 il	 “coding”	 (che	 considerano	 diverso	 dalla	
“programmazione”)	è	tutto	quello	che	serve	per	impararlo!	Il	recente	[9]	discute	i	rischi	e	i	limiti	di	
questo	approccio.	
Siamo	 convinti	 che	 questa	 separazione	 tra	 CT	 e	 informatica	 sia	 sbagliata	 e	 fuorviante	 e	 che	 sul	
lungo	 periodo	 rischi	 di	 creare	 più	 danni	 che	 benefici.	 In	 fin	 dei	 conti,	 nelle	 scuole	 non	 viene	
insegnato	 il	 “pensiero	 linguistico”	 o	 il	 “pensiero	 matematico”	 e	 non	 ci	 sono	 i	 “programmi	
scolastici”	 o	 i	 “metodi	 di	 valutazione”	 per	 queste	 materie.	 Semplicemente,	 vengono	 insegnati	
“Italiano”	 e	 “Matematica”,	 e	 ne	 vengono	 valutate	 le	 competenze.	 In	 seguito,	 le	 competenze	
linguistiche	 (o	matematiche)	 acquisite	 con	 lo	 studio	 dell’Italiano	 (o	 della	Matematica),	 oltre	 ad	
essere	usate	in	quanto	tali,	sedimentano	in	un	apparato	concettuale	di	categorie	fondamentali	per	
l’interpretazione	 della	 realtà,	 oltre	 a	 trovare	 ulteriore	 utilizzo	 in	 altre	 materie.	 Tra	 il	 CT	 e	
l’informatica	vi	è	la	stessa	relazione.	Pertanto	dovremmo	discutere	cosa	insegnare	e	come	valutare	
le	 competenze	 di	 Informatica	 nella	 scuola,	 e	 non	 discutere	 come	 insegnare	 e	 valutare	 le	
competenze	di	CT.	
In	sintesi,	parlare	di	CT	ha	lo	scopo	di	aiutare	a	comprendere	che	non	stiamo	parlando	di	sistemi	e	
strumenti,	ma	 di	 princìpi	 e	metodi:	 ci	 stiamo	 focalizzando	 sui	 concetti	 scientifici	 fondamentali.	
Diversamente	 da	 quanto	 accade	 con	 l’italiano	 o	 la	 matematica,	 siamo	 costretti	 ad	 esplicitare	












risposta	 è	 chiaramente	 insoddisfacente	per	 l’informatico,	 per	 cui	una	 soluzione	è	 ciò	 che	 viene	
restituito	da	un	processo	che	calcola	la	risposta	e	non	da	un’equazione	che	definisce	la	risposta.	
Abbiamo	 intenzionalmente	 usato	 il	 termine	 “processo”	 al	 posto	 del	 più	 usuale	 “algoritmo”	 per	
sottolineare	il	fatto	che	abbiamo	un	“processo”	soltanto	quando	l’algoritmo	è	stato	tradotto	in	un	
opportuno	“linguaggio”	e	il	codice	ottenuto	è	in	esecuzione	da	parte	di	un	“automa”.	In	tal	modo,	








può	 esserlo	 la	 loro	 combinazione.	 Concetti	 quali	 quello	 di	 algoritmo,	 linguaggio,	 automa	 fanno	
parte	 del	 paradigma	 concettuale	 dell’informatico	 e	 possono	 essere	 impiegati	 con	 successo	 per	
fornire	descrizioni	complementari	a	quelle	fornite	da	altre	scienze.	Ne	è	un	esempio	lo	studio	dei	






filtro	 per	 il	 sistema	 di	 purificazione	 dell’aria.	 In	 questo	 caso,	 gli	 esperti	 del	 centro	 di	 controllo	
devono	 ragionare	 come	 informatici	 per	 far	 sì	 che	 un	 esecutore	 sia	 in	 grado	di	 comprendere	 ed	
eseguire	 le	 istruzioni	 che	 gli	 vengono	 fornite	 in	 modo	 che	 possa	 essere	 raggiunto	 l’obiettivo	





Come	argomentato	da	Armoni	 in	 [6],	 i	 problemi	 col	 termine	CT	nascono	quando	 lo	 si	 considera	
non	 come	 un’abbreviazione	 per	 indicare	 “il	 nucleo	 scientifico	 dell’informatica”,	 ma	 come	 la	
definizione	di	una	nuova	disciplina.	In	quest’ottica	esemplificativa,	l’uso	della	definizione	di	Cuny,	
Snyder	 e	 Wing	 precedentemente	 riportata	 può	 essere	 utile	 a	 patto	 di	 sottolineare	 il	 ruolo	
dell’agente	 elaboratore	 di	 informazioni	 (o,	 per	 usare	 un	 termine	 più	 semplice,	 dell’esecutore).	
Senza	 l’esecutore	 e	 la	 sua	 capacità	 di	 operare	 in	modo	effettivo8,	 non	 c’è	 informatica,	ma	 solo	
matematica,	 che	 in	 effetti	 ha	 risolto	 problemi	 da	 millenni,	 scoprendo	 ed	 applicando	 in	 questo	
lungo	 percorso	 l’astrazione,	 la	 decomposizione,	 la	 ricorsione,	 e	 così	 via…	 Dello	 stesso	 avviso	 è	
Alfred	Aho,	che	-	in	[3],	subito	prima	di	enunciare	la	definizione	che	ispirerà	quella	di	Cuny,	Snyder	









paradigma	 concettuale	 è	 costituito	 dal	 passaggio	 dal	 risolvere	 i	 problemi	 al	 far	 risolvere	 i	












cui	 l’esecutore	 può	 “apprendere”	 e	 quindi,	 ad	 esempio,	 fornirci	 quello	 specifico	 annuncio	
promozionale	calibrato	sui	nostri	interessi.	
Conoscere	 i	 concetti	 fondamentali	 della	 scienza	 alla	 base	 di	 queste	meraviglie	 della	 tecnologia	
digitale	ci	consente	-	ancora	procedendo	per	esempi	-	di	discutere	con	maggiore	consapevolezza	di	
vantaggi	e	criticità	del	voto	elettronico,	di	capire	meglio	gli	effetti	di	diffusione	di	notizie	(magari	




realtà.	 Che	 si	 tratti	 dei	 corrieri	 che	 usano	 l’informatica	 per	 meglio	 gestire	 la	 logistica	 delle	
consegne	 in	 costante	 crescita,	 oppure	 degli	 storici	 che	 utilizzano	 tecniche	 di	 elaborazione	 del	








nuova	rappresentazione	fisica	dell’astrazione	stessa.	 In	secondo	 luogo,	 l’informatica,	attraverso	 i	
suoi	 “linguaggi”,	 fornisce	 un	 supporto	 linguistico	 all’astrazione:	 opportuni	 costrutti	 linguistici	
permettono	di	costruire	e	definire	astrazioni	in	modo	sistematico,	e	di	spostarsi	in	modo	uniforme	
tra	 i	 loro	 vari	 livelli	 	 arrivando	 senza	 soluzione	 di	 continuità	 fino	 all’esecuzione	 fisica	 delle	
astrazioni	 individuate.	 In	questo	 l’informatica	 si	 distingue	dalle	 altre	discipline,	 che	devono	ogni	
volta	 costruire	 “ad	 hoc”	 un	 insieme	 di	 oggetti	materiali	 che	 esprimono	 i	 fenomeni	modellati.	 E	
questa	 particolarità	 -	 che	 è	 basata	 sulla	 formalizzazione	 del	 concetto	 di	 esecutore	 sotto	 forma	
della	 “Macchina	 Universale	 di	 Turing”	 -	 fa	 sì	 che	 l’informatica	 possa	 costituire	 un	 importante	
ausilio	didattico	per	lo	studio	delle	altre	discipline.	
3.	 “Pensare	come	un	informatico”	
È	 importante,	 a	 questo	 punto,	 andare	 più	 in	 dettaglio	 e	 cercare	 di	 elencare	 alcuni	 degli	 aspetti	
peculiari	 e	 caratteristici	 del	 “pensare	 come	 un	 informatico”.	 Analizzando	 alcune	 tra	 le	 più	
importanti	 definizioni	 di	 pensiero	 computazionale	 proposte	 in	 letteratura	 (si	 veda	 [13]	 per	
un’analisi	completa),	emergono	molti	elementi	in	comune.	
Tutti	 coloro	 che	 danno	 una	 definizione	 precisa,	 concordano	 sul	 fatto	 che	 il	 pensiero	
computazionale	 sia	 un	 “processo	 mentale”	 (o	 più	 in	 generale	 un	 “modo	 di	 pensare”)	 per	
“risolvere	 problemi”	 (problem	 solving).	 Ma	 tutti	 specificano	 che	 non	 si	 tratta	 di	 una	 generica	
risoluzione	di	problemi:	la	formulazione	del	problema	e	della	soluzione	devono	essere	espresse	in	
modo	 che	 un	 “agente	 che	 elabora	 informazioni”	 (essere	 umano	 o	 macchina)	 sia	 in	 grado	 di	
comprenderle	ed	eseguirle.		







○ Pensiero	 algoritmico:	 usare	 il	 pensiero	 algoritmico	 per	 progettare	 una	 sequenza	
ordinata	 di	 passi	 (istruzioni)	 per	 risolvere	 un	 problema,	 ottenere	 un	 risultato	 o	
portare	a	termine	un	compito	
○ Pensiero	 logico:	 usare	 la	 logica	 e	 il	 ragionamento	 per	 convincersi	 di	 qualcosa,	
stabilire	e	controllare	fatti	
○ Scomposizione	 di	 problemi:	 dividere	 un	 problema	 complesso	 in	 semplici	
sottoproblemi,	 risolubili	 in	 modo	 più	 semplice;	 modularizzare;	 usare	 il	
ragionamento	composizionale	
○ Astrazione:	 liberarsi	 dei	 dettagli	 inutili	 per	 concentrarsi	 sulle	 informazioni	 /	 idee	
rilevanti	





○ Automazione:	 automatizzare	 soluzioni;	 usare	 un	 computer	 o	 una	 macchina	 per	
eseguire	compiti	ripetitivi	o	noiosi	
○ Raccolta,	 analisi	 e	 rappresentazione	 dei	 dati:	 raccogliere	 informazioni	 e	 dati,	
interpretarli	 trovando	 schemi	 ricorrenti,	 rappresentarli	 in	 maniera	 appropriata;	
memorizzare,	recuperare	e	aggiornare	dati	
○ Parallelizzazione:	 eseguire	 compiti	 simultaneamente	 per	 raggiungere	 un	 obiettivo	
comune,	pensare	“in	parallelo”	
○ Simulazione:	 rappresentare	 dati	 e	 processi	 (del	 mondo	 reale)	 tramite	 modelli;	
eseguire	esperimenti	su	tali	modelli	
○ Valutazione:	 analizzare	 le	 soluzioni	 implementate	 per	 giudicarne	 la	 bontà,	 in	





○ Sperimentare,	 iterare,	 fare	 “tinkering”:	 nelle	 metodologie	 di	 sviluppo	 software	
incrementali	 e	 iterative,	 un	 progetto	 viene	 sviluppato	 attraverso	 ripetizioni	 di	 un	
ciclo	 “progetta-costruisci-verifica”,	 costruendo	 in	 modo	 incrementale	 il	 risultato	
finale;	fare	“tinkering”	significa	costruire	qualcosa	usando	un	processo	per	prove	ed	
errori,	imparare	dal	gioco,	dall’esplorazione	e	dalla	sperimentazione	
○ Testare	 e	 correggere	 gli	 errori	 (debug):	 verificare	 che	 le	 soluzioni	 funzionino	
provandole	concretamente;	trovare	e	risolvere	i	problemi	(i	“bug”)	in	una	soluzione	
o	in	un	programma	




○ Creare:	progettare	e	 costruire	artefatti,	usare	 la	 computazione	per	essere	 creativi	
ed	esprimere	se	stessi	
○ Comunicare	 e	 collaborare:	 connettersi	 con	 gli	 altri	 e	 lavorare	 insieme	 con	 un	
obiettivo	comune	per	creare	qualcosa	e	per	ottenere	una	soluzione	migliore	







Sempre	 nell’ottica	 di	 una	 spiegazione	 della	 natura	 dell’informatica,	 va	 osservato	 che	 la	
formulazione	originale	della	Wing	del	termine	“pensiero	computazionale”	è	un	po’	restrittiva.	Lei	
stessa	aveva	infatti	chiarito	in	[2]:	«La	mia	interpretazione	dei	termini	"problema"	e	"soluzione"	è	
vasta.	 Non	 mi	 riferisco	 solo	 a	 problemi	 ben	 definiti	 da	 un	 punto	 di	 vista	 matematico	 e	 le	 cui	
soluzioni	 sono	 formulabili	 in	 modo	 completo,	 p.es.,	 mediante	 una	 prova,	 un	 algoritmo,	 o	 un	




Per	 superare	 questa	 difficoltà,	 rimanendo	 in	 linea	 con	 l’obiettivo	 esplicativo,	 si	 può	 fornire	 una	
definizione	più	generale:	“Il	pensiero	computazionale	è	 l’insieme	dei	processi	mentali	usati	per	
modellare	 una	 situazione	 e	 specificare	 i	 modi	 mediante	 i	 quali	 un	 agente	 elaboratore	 di	
informazioni	può	operare	 in	modo	effettivo	all’interno	della	 situazione	 stessa	per	 raggiungere	
uno	o	più	obiettivi	forniti	dall’esterno”	[14].	
Questa	 formulazione	 contiene	 due	 differenze	 importanti.	 La	 prima	 è	 far	 riferimento	 ad	 una	
situazione	 (un	 contesto)	 in	 cui	 l’esecutore	opera,	 invece	 che	 ad	un	problema	 che	 l’agente	deve	
risolvere.	 La	 seconda	 è	 chiarire	 che	 l’esecutore	 non	 si	 assegna	 autonomamente	 gli	 obiettivi	 da	







● l’informatica	 ha	una	 sua	dignità	 come	disciplina	 scientifica	 di	 base,	 con	 il	 suo	 insieme	di	
concetti	e	metodi	stabili	ed	indipendenti;	
● l’informatica	 ha	 un	 importante	 valore	 come	 disciplina	 trasversale,	 in	 grado	 di	 fornire	 un	
approccio	che	contribuisce	ad	una	migliore	comprensione	delle	altre	discipline	[16].	
Questi	 due	 aspetti	 hanno	 un	 ruolo	 fondamentale	 anche	 nella	 discussione	 sull’introduzione	
dell’Informatica	a	scuola.		
Per	 quel	 che	 riguarda	 il	 primo	punto,	 già	 nel	 primo	articolo	di	 Jeannette	Wing	 [1],	 e	 poi	 in	 vari	
lavori	 successivi,	 il	 pensiero	 computazionale	 è	 stato	 indicato	 come	 “quarta	 abilità	 di	 base”	 da	
insegnare	oltre	alle	classiche	“leggere,	scrivere	e	far	di	conto”9.	Tale	convinzione	emerge	anche	in	
lavori	meno	recenti:	per	esempio,	nelle	parole	di	Forsythe	citate	in	apertura.		
Le	 “Indicazioni	nazionali	 per	 il	 curricolo”	 [17]	 sottolineano	 che	 il	 compito	del	primo	ciclo	
d’istruzione	è	quello	di	 promuovere	 “l’alfabetizzazione	 culturale	e	 sociale	di	 base”	per	 acquisire	
linguaggi	e	codici	della	nostra	cultura	(allargata	alle	altre	culture	conviventi	e	all’uso	consapevole	
dei	nuovi	media).	Viene	specificato	che	tale	alfabetizzazione	include	l’alfabetizzazione	strumentale	
(“leggere,	 scrivere	 e	 far	 di	 conto”),	 e	 la	 potenzia	 tramite	 i	 linguaggi	 e	 i	 saperi	 delle	 discipline.	
Questo	 dunque	 inquadra	 le	 “tre	 abilità	 di	 base”	 -	 il	 cui	 apprendimento	 era	 nei	 secoli	 scorsi	 il	
traguardo	dell’alfabetizzazione	-	come	strumenti	per	un	più	alto	compito:	imparare	a	comprendere	
il	contesto	sociale	in	cui	lo	studente	si	trova	a	vivere.	Strumenti	che,	nel	complesso	mondo	di	oggi,	
hanno	 bisogno	 dei	 linguaggi	 e	 dei	 saperi	 specifici	 di	 diverse	 discipline	 per	 poter	 fornire	 una	
formazione	di	base	adeguata.	L’informatica	è,	a	nostro	avviso,	una	di	tali	discipline.	
	
Riguardo	 al	 secondo	 punto,	 notiamo	 che	 la	 definizione	 da	 noi	 proposta	 si	 configura	 come	 una	
generalizzazione	di	quella	di	Cuny,	Snyder	e	Wing,	e	racchiude	scenari	di	estremo	interesse	per	la	




Infine,	 il	 pensiero	 computazionale	 viene	 spesso	 legato	 a	 competenze	 trasversali	 (es.	 problem	
solving	 “generale”,	 ragionamento	 logico	 [13])	 o	 alle	 “competenze	 del	 21°	 secolo”10	 o	 alle	
“competenze	 chiave	 e	 di	 cittadinanza”	 quali	 collaborazione,	 comunicazione,	 pensiero	 critico,	
creatività,	 perseveranza	 e	 resilienza,	 eccetera:	 alcune	 di	 queste	 competenze	 sono	 infatti	 citate	
nelle	definizioni	di	pensiero	computazionale.	
Sebbene	 riteniamo	 che	 “pensare	 come	 un	 informatico”	 possa	 favorire	 lo	 sviluppo	 di	 queste	
competenze	 (pensiero	 computazionale	 →	 competenze	 trasversali),	 osserviamo	 che	 tali	
competenze	possono	essere	sviluppate	anche	mediante	altri	approcci.	Notiamo	però	la	tendenza	
di	alcuni	insegnanti	(comprensibile,	visto	che	sono	familiari	con	esse)	a	utilizzare	l’implicazione	nel	
senso	opposto	 (competenze	 trasversali	→	pensiero	 computazionale),	 sostenendo	di	 insegnare	 il	




10 http://www3.weforum.org/docs/WEFUSA_NewVisionforEducation_Report2015.pdf  
creativi.	Si	tratta	chiaramente	di	una	fallacia	di	ragionamento,	che	porta	a	snaturare	l’indissolubile	
legame	 tra	 il	 pensiero	 computazionale	 e	 gli	 aspetti	 distintivi	 e	 peculiari	 della	 disciplina	 che	 lo	
genera:	l’Informatica.	
	




potere	 di	 astrazione	 e	 immaginazione.	 Per	 far	 lavorare	 questa	 immaginazione,	 ed	 essere	 quindi	
creativi,	sono	necessari	materiali	e	strumenti,	e	il	risultato	dipende	molto	anche	da	quali	di	questi	
sono	 disponibili.	 Quando	 si	 parla	 di	 creatività	 -	 sottolinea	Mitch	 Resnick	 [18]	 -	 spesso	 si	 pensa	
all’espressione	 artistica,	 oppure	 alla	 “Creatività	 con	 la	 C	 maiuscola”	 dei	 grandi	 inventori	 o	
personaggi	le	cui	opere	sono	esposte	nei	musei.	
Ma	la	creatività	non	è	solo	degli	artisti,	ma	anche	degli	scienziati	che	fanno	scoperte,	dei	medici	





Poiché	 l'informatica	 rende	 possibile	 costruire	 rappresentazioni	 e	 soluzioni	 per	 le	 più	 diverse	
situazioni,	 anche	 quelle	 fisicamente	 irrealizzabili,	 limitati	 solo	 dalla	 nostra	 immaginazione,	 essa	
costituisce	 una	 potentissima	 palestra	 per	 esercitare	 la	 creatività,	 e	 dunque	 ha	 un	 alto	 valore	
educativo.	In	un	mondo	in	cui	le	informazioni	sono	facilmente	reperibili,	e	i	computer	sono	sempre	
più	bravi	a	risolvere	compiti	noiosi	e	ripetitivi,	diventa	ancor	più	importante	educare	gli	studenti	a	
trovare	 soluzioni	 innovative,	 piuttosto	 che	 a	 esercitarsi	 nell’applicazione	 di	 procedure	
mnemoniche	o	standardizzate.	
Concludiamo	questa	sezione	con	una	 riflessione	sulle	possibili	 concezioni	errate	che	 rischiano	di	
generarsi	in	seguito	all’introduzione	dell’Informatica	a	scuola.	Si	tratta	di	opinioni	“opposte”	l’una	
con	l’altra,	ma	di	cui	vediamo	segnali	nelle	discussioni	odierne.	




media)	 tendono	 a	 sottolineare	 che	 “l’obiettivo	 non	 è	 quello	 di	 insegnare	 informatica”,	 come	 se	





La	 seconda,	 all’opposto,	 riguarda	 l’idea	 che	 associa	 l’Informatica	 solo	 alle	 attività	 introduttive	
giocose	e	 ludiche	 -	 svolte	magari	esclusivamente	durante	gli	eventi	quali	 “La	 settimana	europea	









Il	 grande	 risalto	 che	 ha	 avuto	 questo	 tema	 ha	 portato	 però	 a	 delle	 concezioni	 errate	 su	 cosa	 il	




e	 culturali	 che	 hanno	 reso	 l’informatica	 una	 scienza	 nuova	 e	 indipendente	 dalla	 matematica	 e	
abbiamo	 messo	 in	 evidenza	 quali	 aspetti	 peculiari	 la	 caratterizzano	 e	 distinguono	 tutt’oggi.	 In	
particolare,	abbiamo	argomentato	sull’importanza	di	 riferirsi	ad	un	esecutore.	L’informatico	non	
risolve	 problemi,	 ma	 li	 fa	 risolvere	 a	 una	 “macchina”:	 scrive	 un	 algoritmo,	 e	 lo	 traduce	 in	 un	
linguaggio	ad	essa	comprensibile,	di	modo	che	essa	possa	interpretare	ed	eseguire	le	istruzioni	che	
le	vengono	fornite.	
Dalla	 nostra	 discussione,	 risulta	 chiaro	 che	 l’Informatica	 ha	 una	 sua	 dignità	 sia	 come	 disciplina	
scientifica	di	base,	da	insegnare	così	come	si	fa	con	le	altre	scienze,	sia	come	disciplina	trasversale.	
Sia	 perché	 il	 suo	 potere	 di	 “automatizzare	 le	 astrazioni”	 permette	 di	 “dar	 vita”	 a	 modelli	 di	
fenomeni	 altrimenti	 impossibili	 da	 studiare	 in	 azione,	 sia	 perché	 le	 pratiche	messe	 in	 atto	 dagli	
informatici	possono	essere	un	valido	mezzo	per	 sviluppare	competenze	 trasversali	 fondamentali	
nella	 società	 di	 oggi.	 Prima	 fra	 tutte,	 la	 creatività:	 indispensabile	 per	 utilizzare	 le	 tecnologie	 in	
maniera	 attiva	 e	 per	 emergere	 come	 esseri	 umani	 protagonisti	 in	 un	 mondo	 sempre	 più	
automatizzato.	
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