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Abstract
In this project, we developed and modified the Anthropomorphic
Robotic Movement System (ARMS) to allow for the simulation and
implementation of low-energy walking, standing, and control. The
robot underwent an in-depth analysis of its mechanical designs, in-
cluding a retrofit of the cabling system, upgrades to the series elastics,
and an implementation of a mechanical gravity compensation system
using springs and variable radius pulleys. Additionally, the electri-
cal system was completely overhauled with new microcontrollers and
sensors to allow for better control of the robot. Finally, a new con-
trol schema with gravity compensation was implemented to allow for
control of the robot. The combination of the mechanical, electrical,
and control changes were evaluated via standing, leaning, and walking
simulations and tests.
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Executive Summary
This project focused on the improvement and extension of the Anthropomor-
phic Robotic Movement System (ARMS). The robot was built four years as
a previous MQP and graduate project, but failed to ever successfully stand
or walk. The robot is composed of 12 degrees of freedom, six in each leg.
One of these joints was a toe which was not used in this project, leaving five
degrees of freedom per leg. Each joint was actuated via a cable and pulley
system, and had series elastics integrated into each of the joints.
The robot required extensive modification in order to make it capable
of walking. The first major improvement was the replacement of the joint
cables. Originally the robot used relatively thin cables, which proved to be
prone to snapping. Additionally, the original method of securing the cable
ends proved to be very difficult to do effectively assemble reliably. Thus,
a new system was developed to solve these problems. Through extensive
strain testing of various knots, splices, and crimps, it was determined that
loop splices created the least strength reduction, and that an increase in
cable size was necessary for the majority of the joint cables to withstand the
benchmark strain. The robot was thus modified to accept the new cable size
and the loop end termination style.
A mechanical gravity compensation system was also added to the robot
to improve its walking efficiency. The theoretical foundation of this system
relies on its use of a pulley which varies the amount of tension by varying
radius of force being applied to a joint. Having a variable-radius pulley
allows for a higher degree of versatility when trying to implement a gravity
compensation function. The specific shape of the pulley was optimized to
give the greatest energy savings during the simulated walking trajectories.
The final major mechanical change was the addition of a new foot sensor
system to replace the old foot sensors. This system used four pressure sensors
spaced at each corner of the foot and sandwiched between two metal plates.
A sheet of Mylar film was also added in between the plates such that the
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sensors would not experience any shear forces but would have all normal force
transferred through them. Additionally, the bottom of the foot was coated
with rubber in order to provide traction.
Several electrical improvements were made to the robot. A custom PCB
was designed with a collection of non-inverting amplifiers to linearize the foot
sensor signals and feed them to the microcontrollers. A 36V rechargeable
battery was added to serve as an on-board power supply. This battery is
capable of powering the robot for more than 2 hours, whether standing or
walking. Teensy 3.2 development boards were chosen to serve as the on-
board microcontrollers, and a custom PCB was designed to interface with
the potentiometers and motor drivers. The microcontrollers, as well as the
existing MicroStrain Attitude and Heading Reference System, communicate
with the host laptop over USB.
The implementation of a robust communication protocol that can han-
dle a large number of publishers and subscribers in real time was created
based on LCM messages. All the messages in our system were sent via se-
rial communication. The communication architecture consisted of an LCM
serial bridge which handled the message traffic, a dispatcher that simplified
the structure of the high level commands, and a heartbeat monitor used to
avoid malfunctions. These nodes worked in addition to the required nodes
of the controller, the planner, and the robot state. The interaction with the
robot was simplified by the use of a custom GUI.
The planning and control process begins with forming a walking tra-
jectory. The walking trajectory is constructed by initiating a desired goal
position. Next, the footsteps are planned, optimizing for robot parameters
which are a part of the model, for example, step width and step height. Next,
the planner ensures stability by creating a trajectory for the Zero Moment
Point (ZMP). The trajectory is created such that the ZMP is always over
the support polygon, i.e. the feet, and therefore is always stable. A con-
troller uses a quadratic program formulation to solve for the control inputs
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at each time-step, and this controller is executed in simulation to determine
the resulting joint trajectory and associated torques.
However, because the model in Drake does not take into account every-
thing about the robot, namely the motors, the feasibility must be analyzed
further before knowing if the robot can execute the trajectory in real life.
The feasibility criteria includes burnout temperatures for the motors, as well
as maximum torque, speed, and power of the gearbox and motor. In addition
to feasibility, the trajectories were also analyzed for their energy consump-
tion, ans subsequently cost of transport. The cost of transport is a standard
measure to compare the efficiency of biped roots to other locomotion systems.
After the planning and analysis is complete, the next step is control. The
high-level controller sends the calculated torque from the trajectory to the
Maxon motor controllers. The motor controllers then use their proprietary
controller to reach that torque. Finally, the robot gives the state-feedback via
potentiometers to the high level controller which adjusts the new calculated
torque.
Two high-level controllers were implemented, a set-point trajectory for
standing and a trajectory tracking controller for walking. The set-point
tracking algorithm is a PD with gravity compensation controller. The tra-
jectory tracking controller is an inverse dynamics controller.
This project resulted in successfully calculating feasible and efficient walk-
ing trajectories. It also produced numerous mechanical and electrical up-
grades including cables able to withstand walking forces, a mechanical gravity
compensation device, new foot sensors, and a new electrical system. Con-
trollers were created and the robot was able to be controlled to walk in the
air and to stand using the set-point controller. However, it is left to future
work to implement the trajectory-tracking controller to have the robot walk.
v
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1 Introduction
Bipedalism as a means of locomotion for robots and intelligent systems has
been studied for nearly fifty years [3] and still continues to be a field of active
development. Literature surrounding bipeds contains examples of robots
which boast accomplishments such as the ability to perform somersaults, [4]
compete with humans for walking efficiency, [25] or run faster than Usain
Bolt, the world’s fastest runner. [16]
Although the purposes of these robots are diverse, they share the fun-
damental element of all bipedal systems: the capability to walk using two
legs. In addition, most bipeds exhibit anthropomorphic walking, whereby
the biped is controlled to move in a periodic gate with unstable and stable
phases like a human’s walk. There are many variations on the basic concept
of walking, including using passive joints, terrain sensing, or even a balancing
tail. Although there is a lot of diversity among two-legged robots, one of the
reoccurring objectives in the field is the pursuit of ever more efficient and
human-like walking gaits. [11]
The initial robot, shown in Figure 1, was built by Vadim Chernyak for
his master’s thesis in 2011-12, and was continued by Ennio Claretti as part
of his Major Qualifying Project in 2012-13. Both the MQP report and thesis
were valuable resources for understanding the motivation behind the design
of the Anthropomorphic Robotic Moment System (ARMS). [6] [7] However,
they never accomplished the task of having the robot walk. While the robot
they left behind formed the foundation of our work, extensive modifications
were needed to the physical structure. Additionally, the electrical systems
and walking controls were redeveloped.
Most papers use a metric called cost of transport (CoT) to judge and com-
pare their biped’s efficiency to other robots. This unitless value is a measure
of the amount of energy expended to transport a payload a distance, or an
amount of power it takes to transport a payload at a velocity. Authors use
this value in conjunction with the size, speed, and cost of their robot to em-
1
Figure 1: ARMS Robot
phasize the relevant qualities of their robot. [20] Although there has been
much work revolving around efficient bipedal locomotion and achieving a bet-
ter cost of transport, there is still much to be desired. This report discusses
our attempt to create an energy efficient biped, specifically using passive
mechanical gravity compensation, a dynamic walking gait with ZMP-based
control, and series-elastic actuation. In theory, each energy efficient element
of the robot would contribute to an overall lower CoT than a standard biped
without the proposed features. The passive, mechanical gravity compensa-
tion [28] counteracts the static load on the knee joints. This allows the robot
to use less power while in a standing position, as well as during the execution
of a walking trajectory.
Controlling the robot using the zero-moment point criteria ensures the
robot will always be dynamically stable, which is inherently faster, more
efficient, and more natural than statically stable trajectories. This method
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of walking ensures the ZMP will always be over the foot support region, and
by doing so is less efficient than running where both feet can leave the ground
at the same time. [11] Despite being more efficient than dynamic walking,
running falls outside the scope of this project.
Finally, series elastics offer several key advantages, namely more accurate
and stable force control and energy storage. The series elastics systems op-
erate very closely to how tendons operate in the human body, [13] and they
similarly will have springs which store energy when the motor is acting upon
the cable and release energy when the motor is not acting upon the cable.
[24]
2 Background
The main task of accomplishing bipedal locomotion can be divided into six
major challenges: trajectory generation, control, installing series elastics, de-
signing and implementing mechanical gravity compensation, designing and
implementing an electrical system, and designing and implementing a com-
munication architecture. There is a rich amount of literature and background
information to support each facet of the problem, the most relevant of which
is detailed below.
2.1 Trajectory Generation
The main theory behind our trajectory generation and control method is zero-
moment point (ZMP) control. The concept of ZMP control in walking robots
has been around for decades. [11] ZMP is defined as the position where all
dynamic and static forces sum to zero, as shown in Figure 2. The trajectory
generation and foot step planner ensures that the ZMP is always over the
support polygon created by the feet, which is the convex hull of the support
points in contact with the ground. In addition, the gait is decomposed into
stages, which include the double support phase and the single support phase,
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i.e. where two feet are on the ground, or where only one is on the ground.
We used ZMP in our trajectory generation as it is both simple and robust.
[11]
Figure 2: ZMP Algorithm
In addition to the physical framework, the trajectory generation and con-
trol of the biped had been started prior to this project. The Drake framework
was used to implement footstep planning, balancing, and control in simula-
tion, building off of Russ Tedrake’s work with Atlas. [14] [9] [27] However,
given that our robot does not have an upper body, the methods used by
Tedrake et al. were changed to suit our specific needs, and were modified
again to work with the changes made in the system.
2.2 Passive Mechanical Gravity Compensation
Passive mechanical gravity compensation refers to the mechanical compo-
nents which passively exert forces on the system to compensate for gravity.
A notable bipedal robot, FastRunner, developed by Florida Institute for
Human and Machine Cognition has a system similar to series elastics and
mechanical gravity compensation. The system they put in place for energy
storage is a series of mechanical springs. The springs increase the efficiency
of the robot by storing and releasing energy between gait phases. The springs
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are tuned to compensate for the weight of each link, allowing the biped to
stand without any energy input. They also saved energy by only using two
actuators. Their rationale for having only two active joints and leaving the
rest passive was that most energy losses come from actuating the joints.
Their simulation results show their robot will have a CoT of 1.4, whereas the
average human has a cost of transport of 0.4. Although their implementation
of energy efficient systems differ from our work, the results of FastRunner
show the outcome such systems might have to increase efficiency.[15] [8]
Other robots have also implemented their own version of mechanical grav-
ity compensation. For instance, as early as 1991 Ulrich and Kumar proposed
a series of cams for a 2-link robot arm to counteract the force of gravity. Al-
though this method is more complicated than a series of tuned springs, the
cams offer the ability to compensate for gravity in any position. The cams
are custom fit to compensate for each link, stretching the cable different
amounts depending on the weight at each joint position. [28]
2.3 Control
The initial MQP lacked sufficient controls, and as such the robot was never
able to take a step. Later, a simulation of walking was developed by Claretti
using the Virtual Robot Experimentation Platform (VREP) with basic ZMP
control. However, even in simulation the robot was unstable, and this control
was never realized on the actual robot. Since we did not have access to this
code or simulation data, this could not be used in our project.
There are two main methods to control a complex system with a large
number of states, decentralized and centralized control methods. The decen-
tralized control methodology has each joint being controlled independently
from the others. Decentralized control is simple and usually utilizes a com-
bination of proportional, integral and derivative terms (PID) based on the
error between the actual and the desired state of each joint. However, decen-
tralized control cannot compensate for the state of the system in total while
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error depends on the state of the whole system.
Centralized control can solve this problem due to the fact that the com-
putation of the control output is performed in a central unit that is aware of
the state of the whole system. In this way it is possible to compensate for
gravity and other phenomena caused by the interaction of the system’s links.
Classic PID control or more advanced control methods can be implemented
for each joint.
2.4 Mechanical
The original robot was composed of 12 joints, 6 per leg. These included
two hip joints, a knee, two ankle joints, and a toe. The robot’s structure
was made primarily of aluminum, with some carbon fiber reinforced wood as
part of the pelvis frame. All joints were actuated via a cabling system where
a motor would spin a pulley that then moved the joint. One notable feature
of this system was that both the hip Y joint and the knee joint were located
on the hip link, and the knee cables moved through the hip joint and down
to the knee. This creates a net torque on the hip joint even when just the
knee is actuated.
Series elastics offer a variety of benefits for walking robots. The elastics
allow for a way to store and release energy that would normally be wasted
during a dynamic walk, similar to how a person’s legs work. Because of this,
the original robot had series elastics integrated into each of the robot’s joints
in order to allow for torque control of the joints as well as to help with the
dynamic response of the robot. The ends of the cables was fixed to a plunger
that ran inside the springs, and a potentiometer was attached to allow for
measurement of spring deformation. This could then be used to calculate
the applied torque on each joint.
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2.5 Electrical
The primary focus of earlier projects was the electronic system. The robot
used a distributed control system: an on-board FitPC running Linux acted
as the primary software controller, and four custom microcontroller boards
distributed across the robot received commands over serial from the main
computer. Each microcontroller board was responsible for three motors,
three joint potentiometers, and three force-sensing potentiometers. Initially,
several iterations of custom motor controllers were developed for use with
the Maxon motors; however, poor performance of these controllers resulted
in replacement of them with Maxon motor controllers. In order to interface
with the Maxon controllers, a small custom PCB was made.
For power, on-board 36-volt batteries were used, and a custom power
board converted the voltage to appropriate levels for the on-board computer
and the microcontrollers. This power board also distributed power to all of
the robot’s sensors, actuators, and controllers.
A large portion of the project focused on the development of ”sensitive
walking” through novel force sensors, consisting of arrays of light-based force-
sensitive cells along the feet. These sensors were created by casting silicone in
3D-printed molds. Other sensors on the robot include rotational potentiome-
ters on each joint, linear potentiometers on each spring, and an Attitude and
Heading Reference System (AHRS) on the main body of the robot.
Of the electronics on the robot, non-custom components were retained.
This included the rotational potentiometers, the AHRS, and the Maxon mo-
tors and motor drivers. The batteries and linear potentiometers were no
longer available, and had to be replaced. The other custom components
were removed and replaced, either due to poor performance (in the case of
the foot sensors), lack of documentation (for the microcontroller boards), or
a redesigned electrical architecture (for the power board). The only custom
component that was retained from the previous project are the breakout
boards for the Maxon drivers.
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2.6 Communication
ARMS communicates internally and externally by utilizing Lightweight Com-
munications and Marshalling (LCM) messages. LCM is a set of libraries
and tools for message passing and data marshaling, targeted at real-time
systems where high-bandwidth and low latency are critical. It provides a
publisher/subscriber message passing model and automatic marshalling or
unmarshalling code generation with bindings for applications in a variety of
programming languages. [1]
3 Design Goals
Our project was multifaceted, and therefore included a list of features to
measure success by. The primary goal was the execution of a stable walking
gait for the biped. There were also multiple smaller goals that worked up to
the main goal of walking. Table 1 is a summary of our goals and the sub
goals required to complete them.
3.1 Air Walking
The first goal for the robot was the ability to perform an air walk. This
involves having the robot’s pelvis suspended in the air and having both legs
follow walking trajectories. To accomplish this, three subgoals must be met.
First, the robot must have a working and complete electrical system. This
must include the ability to control all motors, as well as the ability to read
the angles for all of the joints. Next, the robot must have a sound mechanical
system. There must be little to no backlash in any of the joints, minimal
friction, and the motors must be powerful enough to effectively move the
joints to the desired angles. Also, the robot must have an established com-
munication architecture to send and receive data. The final subgoal is the
need for for a trajectory following controller. This controller must be able to
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Design Goals Requirements
Air walk Complete Electrical System
Sound Mechanical System
Communication Architecture
Controller for Trajectory Following
Stand Normal Force Detection
Mechanical System Capable of Sup-
porting Robot Weight
Controller Robust to Error
1 Meter Walk on Flat Ground Walking Controller
IMU integration
State Estimator
Passive Gravity Compensation Calculation of Trajectory and Savings
Design and Manufacture
Series Elastics Retrofit of System
Improvements to Cabling Ability
Table 1: Goals
accurately follow the generated trajectories, and account for any inaccuracies
in the simulated model.
3.2 Standing
The second goal for the robot was to have the ability to stand in a controlled
manner. To accomplish this goal, the robot must have a system for sensing
the normal force and center of pressure it creates on the ground. Standing
requires that the mechanical system be robust enough to support the entire
weight of the robot, and strong enough to maintain the required torques for
extended periods of time. Finally, The robot needs a controller capable to
balance upright under its own control and account for minor disturbances
and variations while standing, like light pushes from various directions.
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3.3 Walking
The final goal for the project was a 1 meter walk across flat terrain. Walking
requires the addition of a walking controller that combines the trajectory
following from the air walk and the disturbance correction from standing
into a fully functional controller. In addition to the controller, an IMU and
foot sensors would be need to be added to the robot in order to help monitor
the state of the robot. Finally, walking would also require the creation of
a state estimator that can combine the variety of sensor readings into an
overall representation of the robot’s state.
3.4 Passive Mechanical Gravity Compensation
A system for passive gravity compensation is defined as a mechanical system
which lowers the amount of energy used during standing and walking motions.
This system must able to be attached to the existing structure of the robot,
and require minimal modifications. The system must act passively, and no
actuators will be used in the design. Finally, the system must be able to be
integrated into the controls to allow for effective control while attached.
3.5 Series Elastics
The series elastics system needed to be retrofitted in order to more effec-
tively handle the generated torques on the joints. This main requirement
of the series elastics was that they would not bottom out during any of the
expected forces, and would allow for consistent measuring of torque across
their displacement. Additionally, a new system was needed to enable easier
cabling of the robot.
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4 Design and Analysis
The methodology used to control the biped is separated into six sections:
general mechanical alterations, passive mechanical gravity compensation,
general electronics improvements, trajectory generation, control, and com-
munications.
4.1 General Mechanical Alterations
4.1.1 Cable Testing
The robot’s joints work via a system of cables which directs the forces from
the motors around the joints to reposition the limbs. By the nature of the
system, the cables undergo periods of tension which are directly related to the
torque generated by the motor, the mass distribution of the robot, and the
positioning of the cables and pulleys. The previous groups which worked with
the robot had noted that the cables snapped during driving of the motors. As
such, it became apparent to calculate the tension each cable would undergo
during a planned walk to ensure the cable could withstand such tensions.
The calculation of the tensions on the cables were performed by position-
ing the robot in a stance that maximized the tension on each specific cable.
The calculations were performed with the approximated robot weight, as well
as taking into account an assumed pelvis weight of 15.6lb, which included
all electronics such as the battery, motors, and microcontrollers. This was
an overestimate of the system, but was done in order to ensure there would
be no chance of the cables being too weak. All pulleys in the system have
a radius of 0.375in and all joints have a 1:1 pulley reduction. Table 2 and
Figure 3 summarizes the robots position for calculations and the maximum
tension calculated at each of those positions.
However, the static scenarios do not accurately reflect the average or
predicted maximum forces in a walk. A simulation was run in Drake, and
the target forces are tabulated below in table 3. It should be noted that
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(a) Hip x (b) Hip y
(c) Knee y (d) Ankle y
Figure 3: Max Torque Joint Positions
these do not include the forces from the gravity compensation system.
While some of the simulated forces are larger than the theoretical max
static forces due to the dynamic movements of the robot, the overall maxi-
mum forces was largest in the static worst case static loads.
The cable system had to be proven to withstand the above tension without
breaking. It is conventional to have the working tension of cables be below
20 percent of the yield strength of the cable to prevent fatigue failure and
permanent deformation. Therefore, the goal for a successful cable system
was 350 lbf.
There are numerous factors as listed in the calculations that go into calcu-
lating the tension on the cable. However, there are also numerous factors for
the cable which alter the yield strength. In our experiments, we tested three
different parameters: cable size, cable end termination types, and adhesives
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Joint Max Tension(lbf)
Hip x 180.2
Hip y 56.4
Knee y 387.2
Ankle y 275.6
Table 2: Calculated Max Static Joint Tensions
Joint Max Tension(lbf)
Hip x 195.6
Hip y 122.3
Knee y 340.5
Ankle y 232.3
Table 3: Simulated Max Joint Tensions
on the terminations.
In the experiment all samples were composed of 1/16th inch Dyneema
cable, the same cable used in the original robot. Each cable was fixed with
different cable ends, namely: Figure 8 knot, Figure 8 extra pass knot, Estar
knot, crimped, embedded cone, figure 9 knot, bowline loop knot, and spliced
loop. A subset of these samples were also dipped in different adhesives: epoxy
1, epoxy 2, and superglue.
Each sample was tested at least two times to ensure the reproducibility
of the system as well as to reduce the chance of a good sample failing due
to human error including modifying the setting time for adhesive, modifying
the position and tightness of the knot, etc.
Each sample was placed in a tensile testing machine seen in figure 4,
with each end securely fastened by a clamp. For samples with end stop
terminations, i.e. knots, the samples were secured such that the cable was
free to move but the end stop would not be able to pass through the clamp.
For the samples without knots, such as the loop terminators, a special anchor
was set up such that the machine would replicate tension on the cable in a
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similar fashion as the clamps.
Figure 4: Tension Testing Setup
Table 4 and Figure 5 show of the results of the tests.
Figure 5: Example Tension Test Results
Overall, the tests showed that the original 1/16” Dyneema cable was too
weak to reliably withstand the forces needed. To correct this, it was decided
that the best solution was to increase the cable diameter to 7/64”. This
increase offered a 300 percent increase in tensile yield strength, which was
enough to meet the needed values. It was also found that the ends of the
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End Style Max Tension(lbf)
Control (Clamped) 275.61
Bowline knot 98.62
EStar knot 240.44
Figure 8 knot 153.83
Figure 8+ knot 213.89
Figure 8+ knot with epoxy 1 276.21
Figure 8+ knot with epoxy 2 287.15
Figure 8+ knot with superglue 282.04
Figure 9 knot 199.11
Figure 9 knot with superglue 217.36
Brummel Splice 303.87
Cones no glue 76.21
Cones with glue 186.24
Epoxy 1 blob 137.22
Epoxy 2 blob 100.22
Epoxy 1 to washer 117.49
Epoxy 1 to aluminum 142.35
Crimp 56.06
Table 4: Tension Test Results
cables should be spliced loops as this would provide the least reduction in
tensile strength. The adhesive had no apparent effect on the performance of
the cable, so it was omitted from the final design.
4.1.2 Cabling Changes
Based on the results of the cable testing, spliced loop end terminations were
determined to be the strongest method for securing the cables. These splices
created minimum loss of strength for the cable. Loop terminations also had
the advantage of allowing for easy assembly of the joints. Endstops required
the cable to be knotted and adjusted while being assembled. Unlike endstop
terminations, loop terminations could be cut to length before assembly and
then attached and tensioned. The splicing of the loops also allowed for very
15
exact measurement and cutting as the loops could be spliced to specific braid
increments, and the splices were by their nature incapable of slipping. The
final choice for the splice was the McDonald Brummel splice seen in figure
6. This splice was chosen as it was tested to have minimal strength loss
in the tension tests and was simple to assemble. Unlike some other loop
splices tried, the McDonald Brummel splice only requires access to a single
end of the cable in order to assemble. This meant that loop lengths could be
adjusted without completely removing the cable from the robot.
Figure 6: McDonald Brummel Splice
The end termination points on the robot also needed to be adjusted to
account for the new cable ends. This required two different modifications:
one to the pulleys on the motor, and the other to the plungers on the ends
of the series elastic springs. The motor ends required minor modifications of
the previous system. The old end termination holes were drilled out to allow
for a 3/32” roll pin to be pressed into the hole. This pin then stuck out far
enough for the cable loop to be looped over the top and held in place by the
cable’s tension.
The other cable end was fixed to the series elastics. The previous system
relied on plungers that fit inside of the inner diameter of the springs. Due to
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Figure 7: Pulley Loop End Termination
the new cables larger diameter and the loop ends this was no longer possible.
Instead, steel pins were manufactured to sit at the end of the springs. The
cable loop would slip over the pin and ride in a groove, preventing the pin
from sliding out of the loop. These pins then pushed on the series elastic’s
springs, transferring the cable’s tensile force to the springs. Half of the pins
(one per joint) had a #4-40 tapped through hole added to them, which
allowed for the potentiometer to be attached to them to measure the spring
displacement.
Finally, the increase in cable diameter from 1/16” to 7/64” required some
small changes to the pulley system of the robot. Notably, the hip X joint
pulley and the hip Y and knee joint pulleys located on the hip Y axes needed
to be adjusted in order to account for the larger diameter. The hip X pulley
was simply widened in order to allow for the needed cable wraps. The hip Y
and knee pulleys were similarly adjusted, with the two pulleys being adjusted
to equal sizes to balance the wraps on both joints
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Figure 8: Series Elastic Loop End Termination
4.1.3 Prototype Tensioning System
In order to get the robot mechanically functional in as little time as possible,
it was decided to remove the series elastics temporarily and replace them with
rigid connections. The original series elastics were too weak to effectively
control the joints without bottoming out the springs, which necessitated the
change. The transition was done via a rigid connection system that fit in
to the same form factor as the original elastics. These connections had to
include a tensioning system to ensure the cable was always under constant
tension and to prevent slop in the joints that would lead to difficulties in
controls.
Two different sets of tensioners were designed, each of which worked in
two different sets of joints. The knee and hip Y joints each had open faced
locations for the springs, so the same tensioner could be used for each, and
the hip X and ankle Y had tube shaped spring holders that were the same
and could thus share a tensioner design. The ankle X joint did not have
specific tensioner system and instead was rigidly connected to the foot as
that joint had a single cable instead of two separate ones, and underwent
small enough tensions that the joint could be assembled accurate enough
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without tensioners to remove slop.
The two adjustable tensioner types are significantly different from each
other due to their space constraints. The open faced tensioners are based
around a rigid threaded insert placed in the leg bones that then had a custom
screw threaded into it. This screw had a hole bored through the center to
allow for the cable to pass through and be attached at the end. An additional
spacer was added between the cable knot and the screw, allowing the spring
to rotate freely relative to the screw. This prevented the screw from twisting
and unwinding the cable as it was tensioned, which would significantly reduce
the tensile capabilities of the cable. Finally, the screw had holes drilled at
60◦angles in the head to allow an Allen wrench or other small object to be
inserted to turn and tension the screw.
The other tensioner system was required by space constraints to fit inside
a small tube, so thus was significantly different. This tensioner, seen in
figure 9, works via pulling the cable knotted at the bottom of the tube insert
upwards using a screw mounted at the top of the tube. In order to both
secure the insert at the desired location and to prevent it from rotating, an
additional screw was added that ran in an already existing slot in the side
of the tube. This screw acted as a key to maintain the inserts orientation as
well as prevent slip under load once tightened down.
The rigid tensioning system was eventually removed in favor of replacing
the series elastics, due to the variety of benefits offered from the series elastics.
4.1.4 Series Elastics
The series elastics were added back into the system in order to allow the joints
to solve the tensioning issues that were discovered in the rigid tensioners as
well as to help with the energy efficiency of the robot. The original design
of the series elastics was mostly maintained, seen in figure 10, with the main
difference being a change of the compression springs. The original springs
had a K constant of 180 lbf/in, but this was found to be not enough for the
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Figure 9: Hip X Tensioner Cross Section
robot’s motions. Series elastics require that the springs never bottom out in
order to maintain correct control. Because of the small travel of the springs
in the system and the small pulley radius, each of which could not be easily
changed, the springs needed to be extremely strong.
To avoid the springs in the series elastics bottoming out, their maximum
force must be greater than the maximum tensile load experienced by the joint.
Additionally, they needed to deform enough that there would be measurable
movement in the spring to allow for accurate readings of the torque applied
to the joint. Based on the previous calculations, the maximum amount of
tension applied at any joint would be around 300 lbf. It was decided that
at least .75” of deflection was needed in order to effectively measure the
displacement. This resulted in a needed K constant of around 400 lbf/in.
Additionally, the springs had a maximum possible length of 1.75”, a maxi-
mum outer diameter of .5”, and a minimum inner diameter of .25”. These
specifications could not easily be changed due to the nature of the mecha-
nisms; the series elastics are embedded in the skeleton of the robot and would
thus require a complete redesign of the skeleton in order to change the size,
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Figure 10: Series Elastic Cross Section
which fell outside the scope of the project. Unfortunately, a spring matching
these specifications does not exist as a standard spring from any retailers,
and the price of ordering custom springs was prohibitively expensive. In-
stead, a long length of square wire die spring was purchased that was then
cut to length and flats ground onto the ends. Once cut, these springs had
a force constant of around 350 lbf/in. While this value is below the needed
amount, it was the strongest springs commercially available that still fit in-
side the size constraints. Additionally, the mechanical gravity compensation
system should help to lower the maximum required torques, thus making
these springs more reasonable.
With the springs assembled, potentiometer mounts were added to all
joints in order to measure the spring deflection and thus the torque applied
to each joint. These mounts were unique to each joint in the robot, as their
space and mounting ability were different for each location. The mounts
were made of 3D printed PLA and attached to the robot using preexisting
mounting holes. The pots were then pressed into the mounts, and a follower
piece was added to the pot arm that attached via a screw to the pin at the
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Figure 11: Modified Series Elastic
end of the series elastic springs. Some examples of the finished series elastics
can be seen in figure 11.
4.1.5 Foot Redesign
A foot sensor was needed in order to effectively sense the normal force exerted
via the robot’s feet on the ground. The foot sensor is designed as a shoe that
attaches to the bottom of the existing foot. This shoe serves not just as a
sensor, but also helps to widen and lengthen the robot’s footprint, increasing
stability. In addition, the shoe has rubber which increases the traction with
the ground. The foot sensor is composed of four pressure sensors placed at
each corner of the foot. By measuring the force at each of these points, the
center of pressure across the foot can be calculated. The specifics of the foot
electronics and measurement are discussed in a later section.
The foot assembly needed to isolate all of the exerted normal force onto
the pressure sensors while keeping the sensors isolated from any shear forces.
The sensors can be easily damaged via shear force, necessitating the force
isolations. To accomplish this, the foot sensor is composed of a series of
layers as seen in figure 12. Starting from the bottom is a rubber sheet that
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Figure 12: Foot Layers Cross Section
acts as a traction material against the ground. This will provide plenty of
friction while the robot is walking and prevent slip. The rubber sheet is then
attached via double sided tape to a 1/16” aluminum plate. This plate acts
as the structure for the bottom of the foot, distributing any small variations
in the ground across the sensors. As the robot is walking on flat ground, it is
assumed any variations are small and will not deform the plate significantly.
On top of the plate is a thin sheet of Mylar film, which acts as a low friction
interface between the bottom plate and the sensors, isolating them from any
shear loads. At each corner of the plate a small pad is placed that has a
diameter of approximately 70 percent of the sensor’s diameter, as the sensors
state that they work best with that amount of area loaded. On top of the
pads are each of the 4 foot sensors, placed such that their leads stick out
the sides of the foot to allow for wiring. Finally, the sensor pads and sensor
together are taped to the top plate of the foot, which is then bolted to the
robot’s existing foot.
Due to the nature of the sensors, the bottom plate of the foot needed to
be secured to the top plate without transferring any shear force when the foot
is on the ground. This isolation was accomplished by wrapping the rubber
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Figure 13: Foot Sensor Assembled
sheet at the front and back up and over the top plate, and then clamping the
rubber flap taught. This holds the bottom plate up against the top plate,
but still allows it to slide relative to the sensor. Originally the clamping was
the only feature constraining the bottom plate motion, but this was found to
leave too much lateral motion in the foot. To fix the motion, the front and
back of the foot clamps were extended downward such that they prevented
the bottom plate from moving laterally, but still did not affect the normal
force. The full foot assembly can be seen below in figure 13.
4.2 Passive Mechanical Gravity Compensation
The purpose of the gravity compensation device is to have a passive, me-
chanical system which lowered the required torques, and thus decreases the
energy usage of the robot during the walk. The general concept of the gravity
compensation mechanism is placing springs on the robot to provide tension
such that the robot uses less energy to move to, or stay in, certain positions.
To design the system, an expected trajectory was created for the robot. This
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Joint Average Power (W) Max Power (W) Energy Used (J)
l leg kny 15.17 59.57 452.62
l leg akx 2.43 20.11 72.52
l leg hpy 1.71 20.21 51.09
l leg hpx 4.80 16.25 143.12
l leg aky 1.17 24.43 34.82
r leg kny 14.87 62.31 443.50
r leg akx 2.91 20.54 86.73
r leg hpy 1.68 20.34 50.18
r leg hpx 4.87 15.82 145.40
r leg aky 1.28 23.81 38.27
Table 5: Joint Energy and Power Values for Knee-Bent 12 Step Walk
trajectory was then used to identify the joints which used the most energy.
Tables 5 and 6 show the energy and power data for each joint for two dif-
ferent trajectories. The Knee-Bent trajectory refers to one of the earlier
trajectories calculated in the project, and it has the robot’s knees bent by
an unnatural amount. The latter table has the knees straighter, which is a
more human-like and efficient walking strategy.
It was clear during the initial portion of testing using the Knee-Bent
trajectory that the knees would use the most energy. It should be noted
that when the tests were rerun with a more energy efficient trajectory, where
the knees were held straighter, the knees still used the most energy, but by
significantly less margins over the hip X joints.
4.2.1 Design Choices
Although the basic concept of the energy saving device revolves around the
use of springs, there are many different ways of creating the device. We
created a design matrix shown in table 7 to select the best design from
the possibilities of using torsional springs, extensions springs, pulleys, and
variable radius pulleys. We weighted each category by its importance to the
project, and rated each concept within the category on a scale from 0 to 5.
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Joint Average Power (W) Max Power (W) Energy Used (J)
l leg kny 3.55 36.50 106.79
l leg akx 0.83 15.31 25.07
l leg hpy 1.36 37.38 40.99
l leg hpx 2.91 10.43 87.40
l leg aky 0.75 28.24 22.60
r leg kny 3.50 50.04 105.28
r leg akx 1.64 20.17 49.16
r leg hpy 1.32 22.17 39.80
r leg hpx 2.86 12.37 85.98
r leg aky 0.67 36.42 20.11
Table 6: Joint Energy and Power Values for Knee-Straight 12 Step Walk
Name Efficiency ME dif-
ficulty
Controls
diffi-
culty
Cost Aesthetic
Impact
Originality ME Im-
pact
TOTAL
Torsional
Springs
3 2 4 3 0 0 5 149
Pulleys +
Springs
5 2 2 3 3 3 5 190
Pulleys in
Series Elas-
tics
5 3 1 5 4 5 0 175
Extension
Springs
4 4 3 4 2 0 5 182
Weights 8 10 10 5 5 10 10
Table 7: Design Matrix for Mechanical Gravity Compensation
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The efficiency column refers to the amount of energy savings a mechanism
would save. The higher the number, the more energy saved. It should be
noted that values were found for extension and torsional springs at this time,
but pulleys theoretically should have as high or higher efficiencies, so the
number 5 was given to them without calculation. The ME implementation
column refers to the amount of time it would to integrate the pieces mechan-
ically with the rest of the robot. The higher the number, the easier it would
be to integrate. Similarly, the Controls implementation column refers to the
amount of time it would to integrate the pieces into the control algorithm.
The cost column refers to the cost of parts. The Aesthetic impact refers to
the ability to maintain the robot’s beauty with the system in place. The
originality column refers to the originality of the system as a whole. The
more original, the higher the score. Finally, the ME impact column refers
to the amount of time the system would have on the mechanical engineering
schedule, which at the time was behind schedule and therefore was a very
important consideration. The weights were chosen to emphasize the columns
which are most important.
We considered torsional springs, extension springs, pulleys in the series
elastics, and pulleys on separate springs. The torsional and extension springs
had the advantages of price, ease of efficiency calculation, and ease of imple-
mentation. However, both the pulleys in the series elastics and pulleys on
separate springs had higher scores due to their novelty and theoretical higher
efficiency. In the end, the chosen design included pulleys implemented with
a separate spring system. This system was chosen because it had the highest
chance for success due to its relative ease of implementation, high efficiency
capabilities, and the novelty of the device. However, to further ensure that
the device would be manufactured and implemented, this design choice was
bisected into a constant radius pulley with a separate spring, as well as a
variable radius pulley with a separate spring.
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4.2.2 Pulley Design
Once it was determined that variable-radius and constant radius pulleys
would be used, a design had to be formalized for the pulley and spring.
To design the pulley and select the spring, a function was created which
inputs a joint position, and outputs the torque which would minimize the
energy usage. This was created by clustering similar joint angles together in
the trajectory, and then finding the torque which would maximize the energy
savings based on the desired torque of that point in the trajectory. A func-
tion of torque versus angle can be seen in figure 14. A comparison between
the power on the knee with and without a gravity compensation device is
shown in figure 15.
Figure 14: Knee Torque output as a function of angle
This process was used for both a constant radius pulley, which used equa-
tion 1, as well as the more complex formulation for the variable radius pulley.
MATLAB was used to find the optimal values for theta offset and kappa, the
spring constant. More advanced equations were created later on to incorpo-
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Figure 15: Gravity Compensation on Knee
rate minimum spring force and other spring parameters. In this equation,
theta offset refers to the ability to change the exact angle the spring be-
gins to compress, while kappa refers to the function of angle of the joint to
torque produced by the spring, which is related to the radius and the spring
constant.
( θ + θoffset) ∗ κ = τ (1)
In addition to the constant radius, the profile produced for the variable
radius pulley are shown in figure 16.
The design for the variable radius pulley was prototyped out of Vex parts
to ensure the design concept was feasible. Figure 18 is the prototype, which
shows the spring counteracting gravity and supporting a 50g mass.
The next step was finding a function for the pulley which used a spring
that would be available to buy. A table from Century Springs, a large supplier
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Figure 16: Physical Profile of Contact Region of Variable Radius Pulley
Figure 17: Torque Function of Variable Radius Pulley
of springs, was downloaded, and only real springs were used as options. In
summary, the function could vary the minimum spring force or maximum
spring extension, but could only use the values found in real springs.
The spring decisions and offset variables were then solved optimally in
MATLAB to find the best feasible profile and spring combination that maxi-
mized energy efficiency. The feasible spring had to be able to fit mechanically
within the system, so a series of constraints were put on the spring. For in-
stance, the max deflection must have been less than 1.75in and the inner
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Figure 18: Prototype of Variable Radius Pulley
diameter had to be less than 1in.
As a result of the prior calculations, the best spring and pulley combina-
tion found was a 37 lb/in spring for the constant radius pulley. This results
in a 35 percent energy savings for the original walking trajectory. It should
be noted that when run with the low-energy trajectory where the knees were
less bent, the energy savings diminished to 5 percent. The loss of reduction
implies that optimizing the trajectory might be more important than adding
the gravity compensation mechanism.
4.2.3 Energy Saving Calculation
The energy savings for the gravity compensation mechanism is similar to
calculating the total energy for the robot trajectory. However, in place of
the desired torque, the desired torque minus the torque output from the
gravity compensation device at the current angle is used. The full equation
is shown in equations 2 and 3.
I = (τd + τg(angle))/(τk ∗ gr) (2)
Calculation of current where I is current, τd is the desired torque from
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the trajectory, τg(angle) is the torque generated by the mechanical gravity
compensation system at the current angle, τk is the torque constant, and gr
is the gear ratio
power = abs(pi/30000. ∗ vd ∗ (τd + τg(angle))) +mr ∗ I2 (3)
Calculation of power where vd is the desired velocity from the target trajec-
tory, τd is the desired torque, τg(angle) is the torque generated by the me-
chanical gravity compensation system at the current angle, τk is the torque
constant, and mr is the motor resistance
Similar analysis can also be done to find parameters such as peak power
reduction, mean power reduction, and cost of transport reduction. Peak
power reduction merely finds the maximum power with and without the
mechanical gravity compensation device, which should be noted may not be
the same point in time. Mean power reduction finds the mean power for each
system. Cost of transport reduction is found using equations 4 and 5, where
powerµ is average power:
energy = time ∗ powerµ (4)
CoT = energy/(mass ∗ distance) (5)
4.2.4 Manufacture and Implementation
As the exact shape of the pulley and spring selection will vary based on
robot weights and the specific trajectories, it was decided to make the system
easily changeable. The interchangeability was accomplished through the use
of a mounting plate that attaches to the robot’s link, and then attaching
the pulley to that plate. Additionally, the system was designed such that
it would require minimal changes to the existing structure of the robot, in
order to not take away from time needed to work on the robot’s controls. The
mounting plate was attached via two existing #0-80 holes on the upper leg
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Figure 19: Exploded View of Gravity Compensation Pulley
of the robot that were drilled out and tapped for #8-32 bolts. The mounting
plate also had chamfers cut into three of its sides where it interfaced with
the robot, in order to fit securely over the joint. This was done such that
the majority of the torque from the system would be transferred directly into
the bone and not through the screws. A bolt was also added that stuck out
of the plate to act as a securing location for the end of the cable after it
has wrapped around the pulley. Finally, the pulley was keyed such that it
fit securely over the mounting plate, and then bolted on to the plate. A full
exploded view of the pulley mount can be seen in figure 19.
Due to the shape of the pulleys being a complex curve function the pieces
required the use of a CNC mill to manufacture. The groove for the cable
proved especially difficult due to the requirement of using a 4th axis if con-
ventional milling were to be used. Instead, a keyseat cutter was used in order
to cut the side groove using only the conventional 3 axes. To assemble the
full system an additional mount was added at the bottom of the lower leg,
which the tension spring was then attached to. The spring then ran along the
side of the lower leg, and had a cable attached to its other end that wrapped
around the pulley and was secured. The full gravity compensation system
can be seen in figure 20.
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Figure 20: Gravity Compensation System
4.3 General Electronics Improvements
An overview of the entire electrical system is shown in figure 21. At the
lowest level, 10 Maxon motors drive the joints of the robot. The motors
are driven by ESCON motor drivers performing closed loop current control.
The ESCON modules are commanded by Teensy 3.2 microcontrollers via
PWM signal, and are powered by a 36V battery. There are a total of 4
microcontrollers on-board, with each one driving up to 3 ESCON drivers.
10 rotational potentiometers are used to measure the position of the joints,
and 10 linear potentiometers are used to measure the deformation of the
series elastic springs. These potentiometers are read by the microcontrollers
via their ADC input pins. Additionally, there are 4 force sensors on each
foot. The force applied to these sensors is also read by the microcontrollers’
ADC inputs. We also use a MicroStrain AHRS to measure the pose of the
robot’s pelvis. The microcontrollers and AHRS communicate over USB with
a laptop computer running the robot’s main controller in MATLAB.
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Figure 21: Overview of All On-Board Electronics
Figure 22: Teensy 3.2 Development Board from PJRC
4.3.1 Microcontrollers
The Teensy 3.2 development boards, produced by PJRC, were chosen to be
the on-board microcontrollers due to their low cost and ease of use. These
boards have similar specs to an Arduino Mega in terms of memory and flash
storage, however they have a full 32-bit ARM Cortex-M processor in contrast
to the Arduinos 8-bit AVR, and a much smaller form factor. These boards
break out plenty of pins for PWM output, ADC input, and feature native
USB.
An additional, custom PCB was designed to be attached to each Teensy
to provide physical connectors for digital, analog, and ground connections
to the ESCON motor drivers. This board has 6 Molex PicoBlade female
connectors, 3 to interface with the motor drivers and 3 to interface with the
joint’s rotational potentiometers. These boards also have 3 IDC headers, to
enable interfacing with any other desired peripherals. We used 2 of them
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Figure 23: Custom Microcontroller Breakout PCB
on the boards located near the ankles to interface with the foot sensors,
as described in the section below. One was used on each of the boards to
interface with the linear potentiometers. In the future, these headers could
be used to connect additional sensors or indicators such as LEDs.
4.3.2 Power Supply
To achieve untethered operation, the robot needed an on-board power supply.
Rechargeable batteries were found to be the most appropriate solution, and
the selection of a specific battery was heavily influenced by the physical
limitations of the robot. Due to the robots size, the only viable location for
a battery is on top of the pelvis. Any significant weight in this location has
a dramatic impact on the amount of torque on the joints and the amount
of tension in the cables to keep the robot standing. An appropriate battery
weighs as much as one third of the systems total weight. Per our calculations,
this amount of weight accounts for nearly 65% of the maximum required
torque at the knee joint. For this reason, it was extremely desirable to keep
the battery weight to a minimum.
In terms of battery chemistry, lithium-based batteries are the best option.
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We considered both LiFePO4 and LiMnO2 chemistries. LiFePO4 batteries
are commonly used to power small electric vehicles, such as motorbikes and
golf carts, and can readily be found for sale online. LiFePO4 is fairly energy-
dense, with a decent discharge rate, and long lifespan. Additionally, they
are widely regarded as one of the safest types of batteries, which is favorable
considering the high mobility and risk of impact associated with a walking
robot. LiMnO2 is much more common, and readily available for a lower price.
LiMnO2 is also more energy-dense than LiFePO4, which makes it attractive
considering our weight limitations.
To determine the appropriate capacity, the power requirements of the
complete system were taken into account. The motors are rated for 36V,
and the larger motors have a maximum rated current of 2.1 Amps. For
8 large motors and 2 small motors, the maximum continuous current does
not exceed 15 Amps. At a discharge rate of 2C, a 10Ah lithium battery
comfortably provides this current. The large motors have a stall current of 29
Amps, but per our calculations the pose with the highest torque requirement
requires the motor to draw no more than 8 Amps. Assuming this pose would
not be sustained, we expected the peak current to be 30 Amps. Again, a
10Ah battery comfortably provides this surge for a brief time (1-3 seconds).
Based on the simulation of calculated trajectories, we expected the robot
to require approximately 90W while walking. This calculation was arrived
at by taking the power from simulation, 19W, and increasing it to 90W
by taking into account the efficiencies of the motor and gearbox, as well as
incorporating a safety factor. A 10Ah battery is able to sustain this power
requirement for about 2 hours, assuming a depth of discharge around 50%
to maintain the battery’s lifespan.
We settled on a LiMnO2 battery meant for electronic bikes. The specifi-
cations are 36V, 10Ah capacity, 2C discharge rate, 4.5 hour recharge period,
6.5 lbs, and it comes in an aluminum shell to prevent damage. This battery
is 2 pounds lighter than a similar battery with a LiFePO4 chemistry, and
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Figure 24: 36V, 10Ah Battery from Jet.com
with its aluminum shell we consider it safer than the LiFePO4 with a foam
shell. We purchased this battery from Jet.com for $230.
In addition to the battery, we added a custom power distribution PCB.
This board accepts leads from the battery up to 10 AWG, has 1000uF bulk
decoupling capacitor and decade bypass capacitors (100uF, 10uF), and 12
JST connectors for providing power to the motor drivers. There are 3 sets of
additional pins to provide power to any other peripherals that may be added
in the future. The board was ordered with a 2 oz./sq in. copper pour, twice
the standard amount, to allow for higher current flow with minimal heating.
This board can be seen in figure 25.
4.3.3 Motor Heat Calculations
Due to the nature of walking, the motors in the joints are often held at or
near stall. Stalling the motors generates a large amount of heat, and we
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Figure 25: Custom Power Distribution PCB
needed to be sure that we would not accumulate too much heat over time
and destroy the motors. If the winding temperature gets above a certain
threshold then the winding’s coatings will melt and destroy the internals of
the motors. The stall torque was the worst on the knee joint as this joint
has the torques applied to it, especially during the walk when one leg is
supporting the weight of the entire robot.
To analyze the heat in the motor a series of motor parameters from Maxon
were used along with standard heat transfer equations. A numerical simu-
lation was done using this data and the simulated motor trajectory in order
to calculate the internal temperature of the motor over time. The equations
for calculating total heat can be seen in equations 6 through 8.
Qmax =
Tburnout − Tambient
Rwind
(6)
Cwind =
Thermal T ime Constant
Rwind
(7)
Twindi = Twindi−1 +
(
Qmax
τi
τmax cont
− Twindi−1 − Tambient
Rwind
)
∆t
Cwind
(8)
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Symbol
Qmax Maximum heat the motor can experience before failure
Rwind Thermal resistance of the motor winding
Tburnout Max winding temperature before burnout
Tambient Temperature of environment
Twindi Temperature of the winding at step i
Cwind Thermal Capacity of the winding
τi Torque on joint at step i
τmax cont Maximum continuous torque of motor
∆t Size of time step
Table 8: Motor Heat Equation Symbols
Based on equations 6, 7, and 8 , the internal heat can be graphed over
time. Figure 26 shows an initial trajectory that failed to stay below the
motor’s temperature limit of 155◦C, and thus would result in a burned out
motor. Figure 27 on the other hand shows a final trajectory that stays below
the heat threshold. The rated winding temperatures also include a safety as
well, meaning the second trajectory should be viable.
4.3.4 Motor Drivers
The motor drivers being used are the ESCON 50/5 Module from Maxon.
These were left by the previous project group, and are high quality and well
suited for this application. These modules are efficient and highly config-
urable, with many options for input/outputs and different modes such as
current and closed-loop speed control. We chose to use current control so
that we could calculate a current from our controller’s desired torque, send it
to the driver, and reasonably expect to achieve the appropriate torque. We
configured the drivers to have one input pin that accepts a PWM signal from
our microcontrollers and one that is used as an enable. A 10% duty cycle
corresponds to a driven current of 15 amps, and a 90% duty cycle corresponds
to -15 amps.
The motor drivers are mounted to custom PCB’s designed by the previous
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Figure 26: Original Trajectory Heat Analysis
Figure 27: Final Trajectory Heat Analysis
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project group that interface with the microcontrollers, power supply, motors,
and encoders. These boards include appropriate bypass capacitors and use
Molex and JST connectors for easy disassembly.
4.3.5 Foot Sensors
The algorithm used to walk takes into account the force from the feet on
the ground. There needed to be a system in place to accurately measure
the force and its position. Additional requirements included the system to
be cheap, lightweight, aesthetically pleasing, to not interfere with walking,
and to increase the amount of traction with the ground. Although not every
requirement has a direct link to sensing of the position of the force in the
support polygon, as the name foot sensor implies, the system itself needed
to fulfill all the above requirements.
We required a system which would report the position of the center of
pressure of the robot, as it is used primarily for stability control. Simply put,
the center of pressure should remain far from the edge of the support polygon
formed by the feet. Alternatives looked into included tactile pressure sensors,
load cells, strain gauge load cells, pressure sensitive film, piezoelectric force
sensors, optical force sensors, capacitive-based pressure sensors, conductive
rubber, magnetic, and tactile force sensor arrays. [23] [5] [21]
We compared the alternatives using the qualities of cost, ease of imple-
mentation, and support from literature as shown in table 9. Because the
literature supported such a rich amount of options, the initial search pri-
marily relied on a paper which summarized and compared different sensing
methods, which recommended tactile sensors due to their ease of implemen-
tation and reliability [2]. From there, we found that individual sensors would
be much cheaper than a preconstructed array of tactile sensors.
Overall, individual sensors provide enough information about the center
of pressure, and were found to be cheaper, easier, more supported, and more
reliable than the other methods. They received the highest score of the ideas,
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Name Max force (lb) Price Size,Fragility,Accuracy
Interlink 4.5 6.00 Slight concern
SPI 35 25.00 High concern
Tekscan A301, high 100 11.12 Slight concern
Tekscan A201, high 100 14.63 Slight concern
Tekscan A101, high 10 7.25 Slight concern
Tekscan A301, med 25 11.12 Slight concern
Table 9: Comparison of Pressure Sensors
and there were specific points of literature where other robots used tactile
pressure sensors.
After determining the general class of sensor, the exact type and quantity
of sensor had to be determined. To find the center of pressure over a two-
dimensional region, a minimum of three sensors per foot region is required.
However, because the feet are rectangular, having four sensors on each corner
would maximize the area which we could sense the center of pressure within,
albeit increase the cost of the system. Therefore, a rectangular pattern with
four sensors in each corner of the foot was selected.
There were many sensors which fulfilled the specification of a tactile pres-
sure sensor. Some were found using specifications for other robots and in-
telligent systems [22] [12] [18], and others were found by searching online
in product catalogs. The minimum specifications for these sensors included
the maximum measured value, their size, their fragility, their precision and
accuracy, and their price. The matrix was created and is shown in table 9
and the best sensor, Tekscan Flexiforce A301, was selected.
The circuit for the sensors is shown in figure 28.
The foot sensors were calibrated and tested by placing the foot assembly
on a manual mill. Then, the mill’s quill was used to create point-forces with
a known magnitude and position was applied to the foot. The data was used
to both calibrate the potentiometer values in the circuit, as well as to verify
the accuracy of the position and magnitude detection of the sensors.
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Figure 28: Foot Sensor Circuitry
4.3.6 Attitude and Heading Reference System
A MicroStrain 3DM-GX3-25 Attitude and Heading Reference System (AHRS)
is used to measure the pose of the robot’s pelvis. This device, as seen in fig-
ure 29, contains an Inertial Measurement Unit, but has the benefit of being
an all-in-one component that directly outputs the quaternion representation
of the robot’s pelvis in space. Therefore much of the pose computation has
been oﬄoaded from the main controller to this AHRS. The device requires a
male-USB to male micro-DB9 cable, which could be acquired from MicroS-
train for $90; however, we constructed our own for less than $15. The device
supports both USB and Serial communication, though because our controller
runs on a PC we chose to use USB.
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Figure 29: MicroStrain 3DM-GX3-25
4.4 Trajectory Generation
Trajectories are preplanned using the Drake framework in MATLAB. The
planner has multiple steps to output a feasible walking trajectory, composed
of torques, positions, and velocities of the center of mass and the joints.
This is done in two stages. In the preplanning stage, footstep positions and
target trajectories of the feet, center of mass (COM), and zero moment point
(ZMP) are calculated using optimization techniques. In the simulation stage,
the TVLQR controller described below executes the trajectory in simulation,
and the actual joint trajectories are extracted. Many of the techniques in this
process were based on research from MIT on walking algorithms for Atlas,
Valkyrie, and other robots, and were adapted and augmented as needed for
our robot.
A summary of the process is given here, with each step described in
more detail below. First, a two-dimensional goal position is given. The
goal position can be negative, as the robot can move forwards, backwards,
and sidestep orthogonally and diagonally. A quadratic program is used to
solve for a feasible set of footstep positions based on the robot’s kinematics.
A secondary quadratic program is then used to calculate foot trajectories
to connect these footsteps while minimizing accelerations. Next, a ZMP
trajectory is calculated based on the support polygons defined by the foot
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placements. Using a simplified cart-pole model, this ZMP trajectory is used
to solve for the trajectory of the COM.
All of these trajectories are then used by the controller. A time-varying
LQR solution to the simplified ZMP dynamics is used to calculate an opti-
mal cost-to-go at each time-step. This is then used as part of the objective
function for a quadratic program, which includes the full robot model and all
of the constraints present in walking. Running this controller in simulation
produces a complete trajectory, which is then analyzed for energy efficiency
and feasibility based on motor temperature, motor speeds, and torque re-
quirements. A snapshot of the execution of an example trajectory is shown
in Figure 30.
Figure 30: A snapshot of a trajectory with planned footsteps in green and
red
4.4.1 Footstep Planning
In order to create variable trajectories, the user can provide the robot with an
arbitrary navigation goal as an X and Y coordinate on the ground plane, and
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have the robot plan a trajectory to reach it. To this end, a footstep planner
was used to determine walking foot positions. First, maximum and minimum
step lengths for the forward and sideways directions were determined by
inverse-kinematics with COM constraints to obtain the stable reachability
region for the feet. These nominal parameters were chosen manually and
the process is detailed in the section below. A more precise reachability
representation was also obtained via the robot kinematics, and represented
as a pair of intersecting circles which translate to quadratic constraints.
The footstep positions are planned by solving a mixed-integer, quadratic-
cost, quadratic program (MIQCQP) as proposed by Deits and Tedrake [10].
This MIQCQP seeks to minimize the number of steps needed to reach the
goal, and the discrepancy between actual and nominal stride length. The
program’s constraints include integer constraints for assigning footsteps to
obstacle-free regions, and quadratic constraints to enforce footstep reachabil-
ity based on the robot kinematics. The QP is solved quickly using Gurobi, a
popular commercial solver. The weights and constraint parameters are easily
tunable to adjust the gait as described below.
4.4.2 Gait Parameter Selection
There are numerous parameters that determine the output of the planning
phase. These values are primarily used in the footstep planner and a portion
of the trajectory generation. The values input drastically change the tra-
jectories, which can range from having the robot fall over in simulation, to
having a very poor energy efficiency and being seemingly unstable, to have
very high efficiency and looking very human-like. The parameters that were
specifically tuned to produce different trajectories are listed in table 10.
These parameters were tuned manually in correspondence with what was
expected of a human-like trajectory for a robot of ARMS’s size. The param-
eters proved difficult to tune as there was not a clear correspondence between
a failed trajectory and the nominal value of a parameter. However, if the
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Parameter Value (m or rad)
nom forward step .25
max forward step .35
max backward step .2
max step width .15
min step width .05
nom step width .1
max outward angle pi/8
max inward angle .01
nom upward step .24
nom downward step .24
max num steps 10
min num steps 1
leading foot 0
Table 10: Parameters and Values for Final Trajectory with Straight Knees
trajectory did not fail, i.e. the robot reached its goal without falling over,
it was then analyzed for motor feasibility and energy usage to compare it to
other trajectories.
The forward step parameters describe the length of the forward stride.
The step width parameters describe the width of a stride. The angle param-
eters describe the angle of the hip with respect to the pelvis. The number
of steps is controlled by num steps. The leading foot is either a 0 for left, or
a 1 for right. Nominal values are nom, minimal are min, and maximum are
max.
4.4.3 Foot Trajectory Planning
Once foot placements are determined, foot trajectories are planned. These
trajectories describe the 6-DOF pose of each foot, as well as the 6 associated
velocities, over the course of each step. Between each pair of foot placements,
four knot points are chosen based on hand-selected parameters, representing
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the foot positions at the lift-off, landing, and two intermediate apex points.
To calculate the time of each knot point, a simple quadratic program is
formulated; the objective function seeks to minimize acceleration and is given
by
J =
6∑
k=1
∫ ti+1
ti
(x¨k(t))
2dt
where x¨k is the acceleration of the kth degree of freedom, and i is the index
of the current step. The decision variables are the times of the two apex
knot points, and the trajectory associated with a set of times is determined
by solving for the three cubic splines connecting the four knot points given.
Three cubics require 12 coefficients, which can be easily solved in closed-
form from 12 constraints: 4 knot positions, initial and final velocities, and
position, velocity, and acceleration continuity constraints on the two apex
knot points.
This quadratic program is solved with a grid-search over the discretized
time domain. Since there are only two decision variables, they are both
constrained to a short timespan, and high precision is not required, the grid
search is sufficient without any grid refinement.
4.4.4 Zero Moment Point Trajectory Planning
The next portion of trajectory planning is constraining the Zero Moment
Point (ZMP) to remain within the support polygon of the robot. The ZMP
is the point at which the inertial and gravitational moments of the bipedal
system will result in a net zero moment. As long as the ZMP stays within
the robot’s support polygon, the generated trajectory will be dynamically
stable. When statically stable, the ZMP coincides with the projection of
the COM onto the ground plane, but with large accelerations the difference
between them can become quite significant. The calculations of the X and
Y coordinates of the ZMP are as shown in equations 9 and 10, where m is
mass, x and y are the respective positions, z¨ is the vertical acceleration, g is
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gravity, I is the inertia and θ¨ is the angular acceleration [26]. The walking
gait is broken up into the single support phase, the parallel support phase,
and the transitional phases between them. The support polygon and hence
the location of the ZMP changes as the robot transitions.
xZMP =
∑
imi(z¨ + g)xi −
∑
i Iiyθ¨iy∑
imi(z¨ + g)
(9)
yZMP =
∑
imi(z¨ + g)yi −
∑
i Iixθ¨ix∑
imi(z¨ + g)
(10)
Initially, the ZMP trajectory was calculated as a sequence of linear in-
terpolations between foot centers; during the single-support phase it would
remain stationary, while in the parallel support phase it would transition
smoothly between feet. However, due to our robot’s foot geometry, we found
that a more efficient and natural gait could be obtained by moving the ZMP
forward along the length of the foot during the single-support phase.
4.4.5 Center of Mass Trajectory Planning
Finally, the trajectory of the COM is calculated. This is done by representing
the robot by an approximate cart-table model, an augmentation of a basic
inverted pendulum model. While the model includes parameters representing
the robot’s height and inertia, no information about kinematics or joints is
included. With this highly simplified model and an assumption of the COM
height being mostly constant, the ZMP equations become linear and the
COM trajectory can be solved from the known ZMP trajectory. This is done
by calculating the ideal LQR controller using the linear ZMP dynamics, and
simulating that controller through the desired time. The details of the cart-
table model with respect to approximating bipedal motion are given in a
paper by Kajita et al. [17].
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4.5 Control in Simulation
The controller used in simulation is based on a method proposed by Kuinder-
sma et al. [19]. While the initial plan was to use this controller on the robot,
the final result involved running this controller in simulation only, and using
it’s behavior as the basis of the desired trajectory for a different controller
described in later sections. At a high level, this control system takes the
desired ZMP and COM trajectories that were generated by the trajectory
planner, generates an optimal cost-to-go using a standard LQR formulation
based on the simplified ZMP model, and then uses that cost-to-go to inform
a quadratic program that includes all of the robot’s constraints.
The LQR stage produces a stabilizing solution and cost-to-go based purely
on the simplified ZMP dynamics via the algebraic Riccati equation. When
the height of the COM changes, the dynamics must be linearized in order
to use this formulation. However, when the COM can be maintained at a
constant height, the ZMP dynamics are linear and can be used directly in
the LQR. Equations 11 and 12 show the formulation of the cost function for
the finite-horizon TVLQR.
J = y(tf )
TQfy(tf ) +
∫ tf
0
[
yTQy
]
dt (11)
Where J is the cost-to-go function, y represents the output of the ZMP
dynamics formulation, and Q is the state cost. Solving the algebraic Riccati
equation produces an optimal cost-to-go of the form
J∗(x, t) = xTS(t)x+ s1(t)Tx+ s0(t) (12)
where x represents the robot state.
The solution produced by the LQR is then used in a quadratic program
containing the full rigid-body dynamics of the robot. The objective function
is the sum of a value function of the optimal cost-to-go, and a quadratic
cost on joint acceleration. This formulation includes all of the available
51
constraints, including ZMP stability, the full robot dynamics, contact forces,
collision constraints, no-slip conditions on the supports, and limits on joint
angles and torques. This quadratic program is solved at every time-step
to determine the control signal, which is passed directly to the robot to be
executed. The full controller design can be seen in Figure 31.
Figure 31: Block Diagram Representing the Final Controller Implementation
4.5.1 Energy and Feasibility Analysis
Once the trajectory is created by the planner, it must then be analyzed to
see if it satisfies the minimal feasibility and energy constraints. The model
of the robot in MATLAB does not take into account the physical properties
of the motors and gearboxes, namely if the motors and gearboxes can output
the necessary torques, speeds and powers, or if the motors would overheat.
In order to be considered a feasible trajectory, it must have the following
properties: it does not overheat the motors; it does not require more torque,
speed, or power than any the motors or the gearboxes can provide; and it
does not require more energy than the battery can provide. In addition to
feasibility, the efficiency of the robot is calculated using the cost of transport.
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The power, torque, and speed requirements were calculated by finding
the maximum point of each joint in the trajectory and ensuring they were
below the threshold of the system.
The heat constraint was calculated by finding the amount of heat trans-
ferred to the motor over time. If there was no point in time where the
any motor’s temperature was at or above the burnout temperature, then it
passed the criteria. Moreover, the slope of the standing portion at the end
of the trajectory must be non-positive, indicating that the robot can stand
indefinitely without damaging the motors.
The energy constraint is calculated by finding the total energy used in
the trajectory. Once this value is found, it is compared to the total energy
of the battery to make sure the robot could be powered by the battery for
the entire trajectory. It should be noted that there is no specific electrical
power constraint because the motors are the bottleneck, not the battery.
The energy of each trajectory is used to calculate the cost of transport
of the robot. The cost of transport is a unitless parameter that is commonly
used to benchmark locomotion systems. It shows how much energy it takes
to move a unit mass of the system a unit distance.
4.6 Control
4.6.1 PD Control with Gravity Compensation
The first centralized controller we implemented for ARMS was a PD con-
troller with gravity compensation. PD controllers are widely used and pro-
vide fast response with reduced overshooting. However, because of the ab-
sence of the integral term that would result in a PID controller, there will
be a noticeable steady state error in the response of the system. This steady
state error exists due to friction and other disturbances to the system for the
planar robot case. However, for the ARMS case which is not a planar mech-
anism, we have to compensate for gravity. Given the model of our system as
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given by equation 13, the torques required to stay in a configuration can be
given by term G.
τ = M (q, q¨) + C (q, q˙) +G (q) (13)
Then, we derive the torque output by combining the G term with the PD
controller torque output based on the error between the actual and desired
position and velocity. This controller is shown in equation 14. This controller
is appropriate for setpoint tracking.
u = G−Kpe−Kde˙ (14)
4.6.2 Inverse Dynamics Control
Inverse dynamics control is a centralized control method which was used to
implement trajectory following. Inverse dynamics control involves generating
the mass matrix M , the Coriolis vector C, and the gravity vector G which
come from the forward dynamic formulation of the system.
τ = Mak + C (q, q˙) +G (q) (15)
As seen in Equation 15, the forward dynamics are used to generate control
inputs τ , which, also takes the computed joint acceleration vector ak, which
is defined in Equation 16.
ak = q¨d −Kpe−Kde˙ (16)
e =
[
q − qd
q˙ − q˙d
]
(17)
The computed acceleration vector ak uses the joint position and velocity
errors calculated using Equation 17, along with a desired acceleration q¨d, to
generate the control accelerations used in the computed torque controller.
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Position and velocity errors are accounted for by multiplying them by the
diagonal proportional gain matrix Kp and the diagonal derivative gain ma-
trix Kd, respectively. In simulation, these position and velocity errors come
primarily from external forces acting on the system; in reality, sensor noise
and measurement errors also contribute to differences between the system’s
planned and actual states.
4.7 Embedded Programming
Our microcontrollers (Teensies) are programmed in C++. The architecture
of the embedded code running on them can be seen in figure 32.
4.7.1 JointsTable
The JointsTable header file includes constant information about all the joints
of the robot. More specifically, the information included is the global number
for each joint, the potentiometer pin, the motor PWM pin, the I/O enable
pin, the Kp and Kd values of the low level control loop, the motor orientation,
the direction of positive rotation and a flag about whether the microcontroller
must check if a joint has gone out of range during control based on the
calibration. Table 11 shows the variables that store this information for each
joint.
Based on the JointsTable, which includes entries for each joint, and which
is passed to all Teensies, each microcontroller can choose its configuration by
checking the joint numbers it is supposed to control from its ROM memory.
This table is used only during the setup.
Each joint has a unique ID number from 1 to 12 which are used to identify
the joints when communicating. Figure 33 depicts the ID number assignment
for each joint on the robot as well as the Teensy’s name that is supposed to
control it.
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Figure 32: Embedded Code Architecture
4.7.2 Setup
In the setup step all Teensy pins are configured according to the JointsTable
and the Joint objects are created. Each Teensy controls three joints whose
identification numbers can be extracted from its EEPROM memory. Addi-
tionally, the serial communication is initialized with baud rate of 115200Hz,
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JointsTable Variables Description
JointID ID number of a joint.
PotPin The pin number of the potentiometer.
MotorPin The pin number of the motor PWM output.
EnablePin The pin number of the motor enable.
Kp Proportional gain for decentralized PD control.
Kd Derivative gain for decentralized PD control.
motorOrient Motor output positive direction of motion of a mo-
tor relative to world frame.
potOriert Potentiometer positive direction relative to world
frame.
OutOfRangeCheck Flag for checking if a joint has gone out of the
calibrated range.
Table 11: JointsTable Variables
Figure 33: Joint ID Numbers and Teensy Names
the memory addresses used are selected, the ADC and DAC resolutions are
set to 12 bits, the global timer is initialized to 1 KHz frequency, and the
Teensy is subscribed to the LCM channels.
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4.7.3 Joint Class
The Joint class includes all the information for a joint of the robot, includ-
ing constants and current states. The constant information comes from the
JointTable while all the changing information is updated based on calibra-
tion and the current state of the robot. This class also includes the methods
for control, calibration, out of range checking, and writing and reading data
from ROM.
4.7.4 ROM data
The ROM data header file includes a struct of memory addresses of the global
joint numbers and the minimum, maximum and zero position potentiometer
values. It also includes a function to calculate the memory address offsets
based on the number of joints each Teensy controls (three in our case) and
a function to allocate ROM bytes based on these offsets. This file is utilized
only during setup.
4.7.5 State Machine
The state machine on the Teensies consists of four states. The default state
of the controllers is WAIT. When the microcontroller is in this state nothing
happens and all the motors are disabled. The next state is CALIBRATION.
In this state one joint of a Teensy has been selected to be calibrated, which
means that the zero position is set and then the minimum and maximum
potentiometer values are selected in the end of the calibration. Also, it is
checked whether the potentiometer of the joint has passed its limit. The
user of the robot is supposed to move the joint to reach its maximum and
minimum angles. The two next and final states are the RUN CONTROL and
RUN CONTROL ALL. During these two states the PD control is performed,
but their difference lies on the fact that RUN CONTROL controls only one
joint of the microcontroller, while RUN CONTROL ALL controls all the
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joints of the microcontroller. In these states it is checked if the controlled
joints have gone out of range to ensure safety. If something unexpected
happens during control or calibration, or in case the joints have gone out of
range, then the state machine defaults back to the WAIT state.
4.7.6 State Assignment - Command Handler
The state assignment function runs in every iteration of the main loop before
the state machine in case there is a command available in the LCM buffer.
The commands available are listed in table 12.
Commands Description
ID REQUEST Return the ID numbers that each Teensy
controls followed by the min, max and cur-
rent angle of each joint.
START CALIBRATION Start the calibration of a Joint.
STOP CALIBRATION Stop the calibration and return the min,
max and zero angles.
GET CALIBRATION Return the last calibration values.
RUN STATIC CONTROL Control one joint to a setpoint.
RUN STATIC ALL Control all joints to stay at their initial
positions.
RUN TRAJECTORY Control one joint to the position deter-
mined by live msg.
RUN ALL TRAJECTORIES Control all joints to the position deter-
mined by live msg.
STOP Stop all the motors, disable them and go
to WAIT state.
Table 12: Commands for Teensies and their Description
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Figure 34: Communication Architecture
4.8 Communications
4.8.1 Communication Architecture
As shown on figure 34, all the peripherals, which consist of the microcon-
trollers (Teensies) and the IMU, are connected with USB to our main com-
puter and communicate via LCM serial messages. The planner, controller,
Graphical User Interface (GUI) and the state estimator are running on MAT-
LAB on the main off-board computer. The dispatcher, safety check and the
LCM-serial bridge nodes are running on C++ on the main off-board com-
puter as well.
The loop depicted in figure 34 starts with the planner constructing a
trajectory oﬄine based on the parameters like the number of steps and the
height of pelvis during walking. Then, based on the commands from the
GUI, communication is initialized between the control nodes, the Teensies
and the IMU.
If everything is initialized properly then we can proceed to the actual
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control of the robot. In this case the controller sends torques for each joint
based on the joint’s ID number, which the dispatcher then decides on how
the messages should be distributed and passes them to the appropriate serial
bridge. The Teensies then update the torques for each joint and return the
angle of each joint. Joint angles in combination with the IMU data are passed
to the state estimator which updates the state of the robot. The state of the
robot is then passed to the controller which calculates the new torques based
on the error between the actual state and the desired state of the robot,
closing the control loop.
4.8.2 LCM Messages types
Eight different types of LCM messages are used in total for every part of the
communication architecture as shown in table 13. There are two message
types for commands (incoming and outcoming), two for heartbeat monitor-
ing, three for control and one for status information.
LCM Message Type Usage
commData2Teensy Commands, GUI to teensies.
commDataFromTeensy Response of commands, teensies to GUI.
heartBeat Message from teensy to safety check to ensure con-
nection.
heartBeatResponse Message from safety check to teensy to ensure con-
nection.
liveControl2Teensy Torque output for a specific joint, controller to
teensies.
liveControlFromTeensy Angle of a specific joint, teensies to state estima-
tor.
liveControlAll Torque output for a specific joint, controller to
teensies.
logMsg Information, Warnings and errors, teensies to
GUI.
Table 13: LCM Message Types and their Usage
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4.8.3 Dispatcher - Serial Bridge
The dispatcher is responsible for selecting which serial bridge corresponds
to the joint ID contained in a given message. Due to the ten joints of our
system, the complexity of sending a message to the corresponding Teensy for
the correct joint is high. the dispatcher makes this procedure easier and the
user only has to specify the joint ID number, not the whole path to reach
that joint.
The serial bridge is the basis of the LCM message communication ar-
chitecture. Normally, LCM uses UDP Multicast to communicate between
processes that publish and listen to different ”channels”. This mechanism is
used for all communication between the independent programs running on
the computer across both C++ and MATLAB. To integrate the microcon-
trollers with the LCM network, we developed the serial bridge, which consists
of a master and a slave component. On the computer, the master component
captures all LCM messages, serializes them, and passes them to the appropri-
ate microcontrollers over USB. On the microcontrollers, the slave component
captures this communication and reconstructs the LCM messages. As a re-
sult, the computer and microcontrollers can both define, listen, and publish
the same messages without worrying about how the message is sent across
the robot.
4.8.4 Heartbeat Monitor
With any complex system, there is a possibility that errors or failures may
occur. For that reason, the heartbeat monitor node is in constant com-
munication with the microcontrollers to ensure that they are still operating
correctly.
The heartbeat monitor node is initialized when the GUI sends a command
for the first time. From then on the node expects to receive a heartBeat mes-
sage from each Teensy within a specified interval of time, which is currently
specified to 50 ms. When the heartBeat message is received, a heartBeat-
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Response message is sent back to the appropriate Teensy. In the same time,
the Teensy waits for the response message within the same time interval
and if this loop is completed successfully then the robot continues its oper-
ation. Otherwise, in the case that this loop was not done successfully, the
robot stops and a watchdog timer error log msg is published. The heartbeat
monitor functionality can be seen in figure 35.
Figure 35: Heartbeat Monitor Flowchart
4.8.5 Graphical User interface
The GUI for ARMS was developed in MATLAB by utilizing its guide plat-
form. The interface is not a separate application and has to run in the MAT-
LAB environment. As shown in figure 36 the GUI consists of two panels, the
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Figure 36: Graphical User Interface
controls panel and the status panel.
The controls panel includes nine buttons and three forms. The function-
ality of all buttons is analyzed on table 14. The three forms are utilized in
order to command the joint id and the angle we are sending the command
about. As for the third form, it is used to specify the controller MATLAB
function.
As for the status panel, it consists of two tables, each one including data
for one leg. The data displayed is the current angle, the minimum and
maximum angle and the ID of each joint. In this way debugging becomes
much easier and we can ensure that we are connected properly to all Teensies.
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Buttons Functionality
INITIALIZE Sends the ID REQUEST command to all teensies and
initializes communication.
STOP Sends the STOP command to all teensies.
Start Calibration Sends the START CALIBRATION command for the
joint whose ID is specified in the Joint form.
Stop Calibration Sends the STOP CALIBRATION command for the
joint whose ID is specified in the Joint form.
Live Control Send the RUN TRAJECTORY command for the
specified joint and then send the torques.
Live Control All Send the RUN TRAJECTORY ALL command to all
teensies and then send the torques for each joint.
Static Control Send the RUN STATIC CONTROL command for the
specified joint with the specified angle and then send
the torques.
Static Control All Send the RUN STATIC ALL command to all teensies
.
Centralized Control Send the RUN TRAJECTORY ALL command to all
teensies and run the controller which is specified in
the form next to the button.
Table 14: GUI Buttons Functionality
5 Results and Conclusions
5.1 Passive Gravity Compensation
The passive gravity compensation system was successfully manufactured and
added to the robot. The system applied varying torque to the joint, which
should help to make the robot more efficient once the control for the sys-
tem is added. The gravity compensation was not fully integrated with the
controls though, so full validation of the theoretical efficiencies could not be
performed. The system provided a theoretical improvement of around 35
percent for the knee joints according to the simulations of the Knee-Bent
trajectory shown in figure 15. This is a significant improvement in total en-
ergy usage as the knee had the largest energy usage of all joints. Overall, the
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system should provide a large amount of energy usage reduction, but needs
additional validation to confirm the savings.
5.2 Series Elastics
The series elastics were successfully retrofit. They now use the new style of
end termination as well as new springs. The new springs were significantly
stronger than the old versions and thus did not have any problems with
bottoming out during normal loads. This was tested during the standing
and air walking tests, but have not been tested during a full walking gait.
Based on the simulations, the elastics should not have any issues with load-
ing during normal walking trajectories, especially with gravity compensation
attached. The potentiometers for the series elastics did seem to correctly
read the displacements of the springs, but the springs had an inconsistent re-
sponse when comparing step and responses. Further investigation is needed
in order to determine the cause of this response, which would be needed to
accurately measure torque on the joints. Additionally, the high loads needed
to pretension the series elastics made the robot difficult to tension.
5.3 Air Walking
The robot was able to follow the given walking trajectories in the air. The
error that occurred when following the trajectory can be attributed to the
lack of IMU integration in the air walking demo, which meant that the robot
was unable to make corrections based on the disturbances it created through
its own motions. The robot swung during the test, meaning that the direc-
tion of gravity was varying over time. Because of this, the software gravity
compensation was unable to accurately counteract the force of gravity. This
introduced inaccuracy and jitter into the systems movements that was not
fully corrected for by the controller. Overall, the air walking served as a proof
of functionality as it required all mechanical and electronic components to
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be working correctly.
5.4 Standing
The robot was able to stand powered without resting on hard stops. It
was resilient to a degree of error in the form of external forces caused by
pushing on the robot in various directions at various points. The controller
is limited in the amount of disturbance it can handle, as it is not using
the IMU to determine its orientation. Further improvements could be made
to the robustness by integrating the IMU and foot sensors into the control
system.
5.5 Walking
In the end, the robot was not able to successfully walk. This can be attributed
to a few issues in the design as well as the controls. The robot’s joints could
theoretically make the required walking movements, but the trajectories that
were physically possible for the motors were rather limited. This meant that
the robot would need to use potentially less stable trajectories in order to not
hit the limits of its motors. Additionally, the reading of torque via the spring
displacement was never fully implemented. This meant all torque commands
relied on the accuracy of the Maxon driver’s output torques. These were
shown to be moderately accurate, but it is unclear if these would be accurate
enough for true walking. Finally, the controls system was not robust enough
to accurately follow trajectories. The controller was good enough for set
point tracking, but it did not have good enough responses to allow for reliable
walking.
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6 Recommendations for Future Work
These recommendations include a list of problems and possible solutions
directly related to the problems that caused the robot to be unable to walk.
First and foremost, the time-varying LQR that was used in part to gen-
erate trajectories should be used to control the robot. This controller should
take into account the foot sensor information as well as the information from
the AHRS. There should be a better system in place to estimate the robot’s
state. Either a kalman filter or implementing a state estimator like Pronto
with the robot would suffice.
The foot sensor suite should include additional sensors to measure the
force in the horizontal direction as well as the torques so as to construct an
accurate wrench for Drake to use in planning.
The potentiometers should be replaced, as well as the interface between
the potentiometers with the mechanical structure of the robot. They broke
repeatedly and, although potentiometers are not discouraged, a permanent
and reliable interface is necessary.
The gearboxes should be changed to a higher ratio. The motors are able to
provide the power required to produce the desired trajectories, however, they
would be more efficient if the gearbox ratio was increased. Higher torques are
often needed and a larger reduction would allow these to be applied without
damaging the motor over long periods of time.
The series elastics should undergo another redesign if one wishes to use
them for torque control. The springs are too strong to accurately cable,
which makes it difficult to balance them across both ends. If the springs
are not balanced then one side may become slack while the other is taught,
making readings of spring displacement meaningless. A redesign of the series
elastics would likely require a complete redesign of the system as they are
too compact for reasonable springs to be used.
Additionally, a more accurate model is necessary to include the series
elastics behavior and to get a better estimation of the parameters of the
68
joints which is necessary for centralized control. Also, the coupled hip-Y and
knee joints should be modeled appropriately due to the fact that the torque
to control the knee is affecting the hip-Y.
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B Cable Test Data
Results of 1/16” Dynemma Cable Strain Testing
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C Budget
Item Source Price Shipping Total
36v LiPo Battery Jet.com $240.11 $0.00 $240.11
MCU Boards OSH Park $84.50 $5.00 $89.50
Flexiforce A301 8-pack 445N Tekscan $89.00 $0.00 $89.00
Teensy 3.2 x 4 OSH Park $68.00 $2.00 $70.00
Breakout PCB revision 2 PCBWay $39.00 $21.00 $60.00
Foot Sensor Boards OSH Park $41.90 $0.00 $41.90
OD Aluminum 6061 rod (6ft) McMaster $13.28 $7.99 $39.28
Miscellaneous raw materials McMaster $37.02 $0.00 $37.02
Dyneema 1/16 Silver RW Rope $31.50 $0.00 $31.50
Wire + SMD Connectors Mouser $21.19 $7.99 $29.18
PicoBlade Connectors Mouser $23.72 $4.99 $28.71
Foot Sensor Components Amazon $27.86 $0.00 $27.86
Molex SMD Horizontal Pi-
coBlade 1.25 3 pos Header
Digikey $24.88 $2.64 $27.52
Replacement Teensy 3.2 Amazon $25.63 $0.00 $25.63
100ft 7/64th dyneema cable Dutchware.com $21.00 $4.42 $25.42
USB Extension BestBuy 24.93 $0.00 $24.93
Ribbon Cable Amazon $18.91 $0.00 $18.91
Soldering Supplies Amazon $18.18 $0.00 $18.18
Micro DB9 + USB Digikey $14.68 $3.02 $17.70
AmazonBasics 4 Port USB
Hub
Amazon $16.99 $0.00 $16.99
Right Angle Headers and Heat
Shrink
Amazon $15.49 $0.00 $15.49
OD 6061 aluminum rod (2ft) McMaster $5.88 $0.00 $14.74
Hitec Servo Wire Amazon $14.26 $0.00 $14.26
Linear Slide Pots Mouser $13.29 $0.00 $13.29
75
Anderson Connectors Amazon $12.49 $0.00 $12.49
7/8 OD Aluminum 6061 rod
(2ft)
McMaster $11.97 $0.00 $11.97
100 pcs 10-20 gauge piercing
needles
Amazon $11.79 $0.00 $11.79
Breakout PCB OSH Park $11.70 $0.00 $11.70
Loctite threadlocker Home Depot $6.47 $4.98 $11.45
Stanley Professional Organizer Amazon $11.42 $0.00 $11.42
Mylar and Double Sided Tape Amazon $11.18 $0.00 $11.18
Power Distribution Board OSH Park $9.60 $0.00 $9.60
Sabrent MicroUSB Cables Amazon $8.99 $0.00 $8.99
Crimp Connectors Amazon $8.42 $0.00 $8.42
10 pcs 8 gauge piercing needles Amazon $6.99 $0.71 $7.70
Swiss Header Pins eBay $4.70 $2.95 $7.65
Velcro ties Amazon $6.26 $0.00 $6.26
Texas Instruments
SN74LV1T34 IC
Mouser $6.14 $0.00 $6.14
Plastic epoxy Home Depot $5.47 $0.00 $5.47
Crimps Home Depot $2.80 $2.18 $4.98
.75x.75 aluminum 6061 bar
(1ft)
McMaster $4.71 $0.00 $4.71
Small cable ties Home Depot $4.68 $0.00 $4.68
Clear epoxy Home Depot $4.57 $0.00 $4.57
Ring terminals Home Depot $4.36 $0.00 $4.36
Superglue Home Depot $3.98 $0.00 $3.98
1/4 OD Steel 1144 rod (3ft) McMaster $3.76 $0.00 $3.76
Large cable ties Home Depot $2.56 $0.00 $2.56
.625 OD 6061 aluminum rod
(6in)
McMaster $2.41 $0.00 $2.41
.375 OD steel rod (1ft) McMaster $1.74 $0.00 $1.74
76
1x.125 Aluminum sheet (1ft) McMaster $1.18 $0.00 $1.18
.25x.625 Aluminum Sheet
(6in)
McMaster $1.10 $0.00 $1.10
Total $1,199.38
77
D Code Repository
The repository of our code can be found at https : //github.com/samkhal/biped.
For algorithms related to control and trajectory generation, look in the folder
plan control. For algorithms related to energy calculation of the gait, look
in the folder misc/energy calc.
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E Example Power and Energy Reduction for
Passive Mechanical Gravity Compensation
Below is an example of the theoretical results of applying a torsional spring
with a constant of 80 with a .33 radian offset on the hip-x joint.
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80
F Plots of System Responses for Different
Control Methods
PD control with Gravity compensation. Setpoint Tracking for Ankle Y joint
with Kp = 1.45, Kd = 6 and the gravity compensation term multiplied by a
gain Kg = 1.8:
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Inverse Dynamics Controller for Ankle X Joint. Trajectory Tracking with
Kp = 180 and Kd = 100:
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Inverse Dynamics Controller torque analysis for Ankle X Joint. Trajec-
tory Tracking with Kp = 180 and Kd = 100:
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