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ABSTRACT
The development of complex embedded systems usually is
carried out by application of requirements based processes.
Such processes are characterised by analysis and breakdown
of textual requirements specifying the desired behaviour and
other characteristics of the new system. This fact is also the
main weakness, because a plain textual description is not suf-
ﬁcient to obtain a complete and consistent image of a system.
In opposition to that, a completely model based process
tries to describe the characteristics of a system within a for-
mal model. The elaboration of such a formal model is car-
ried out step by step, whereas the ﬁrst steps contain a high
level of abstraction. In the later steps this abstraction is con-
tinuously replaced by the detailed formal description of the
system. Implying an adequate modelling environment, such
a formal model can be used for simulation at any step of de-
velopment. Thus validation and veriﬁcation can be achieved
much earlier. The main handicap of model based develop-
ment lies in the increasing efforts in the early project stages,
wherein also a lot of experience of the involved developers is
mandatory.
This work tries to evolve concepts for a successful com-
bination of both fundamental approaches. It shall be pointed
out, that restructuring requirements analysis by means of
SysML models results in increasing quality of speciﬁcation.
The application of UML models lower the risk of realising
defective behaviour. Furthermore it will be shown, that vir-
tual integration in an executable cumulative model can be
done for validating and verifying the systems’ complex be-
haviour.
Index Terms— Model, Requirements, Systems Engi-
neering Processes, UniﬁedModelling Language (UML), Sys-
tems Modelling Language (SysML)
1. INTRODUCTION
Within the realisation of complex embedded systems not only
experienced developers, but also high-quality development
processes are needed.
Today the most common approach is a requirements
based development process (requirements based systems en-
gineering, RBSE) as for instance described in [1]. This type
of process has been proven and tested in embedded systems
engineering for several decades and very often lead to more
or less successful products’ development.
During the last years not only the complexity of embed-
ded systems rose signiﬁcantly, but also the degree of inter-
connectedness (for example see [2], [3] and [4]). As pointed
out by [2], the use of textual requirements involves the risk
of describing the systems’ complex behaviour inadequately.
According to [5], the main error source is the inaccuracy of
the used language itself, followed by truly defective logic and
content. Even assuming a quite perfect speciﬁcation of a sin-
gle system, there might still be incorrect interaction with ad-
jacent systems. This might be caused by errors in the plain
text interface description or by violation of non-functional re-
quirements, which hardly can be revealed before realisation
(see [2] and [3]).
As depicted by [5], one main approach for improvement
is an increase of accuracy of language including a strict mon-
itoring of this accuracy. For instance [2] and [4] suggest
the usage of a graphical model notation to address that prob-
lem. Assuming the selection of a suitable graphical language,
an execution of the resulting speciﬁcation model might lead
to early veriﬁcation of the systems’ behaviour and interac-
tion. Following this argumentation, a strictly model based
approach solves the problem of defective requirements and
leads to early validation of complex interconnected systems
(see [2] and [4]).
But despite this advantages there still is a lack of ac-
ceptance for such kind of model based systems engineering
(MBSE). Basically decision-making stakeholders often shy
away from increasing efforts at early project stages both in
requirements and in model based engineering processes. But
in model based engineering the main steps of creating an ini-
tial speciﬁcation cannot be neglected like often done in re-
quirements based development, according to [5]. Even if er-
rors in an initial speciﬁcation model can be detected and ﬁxed
more easily in model based compared to requirements based
systems engineering processes, there is nevertheless the need
for the best available expert knowledge. Often this modelling
speciﬁc expert knowledge is missing because of the described
lack of acceptance.
Another main problem related to a strict model centric
process is the notion, that artefacts of previous development
stages are implicitly included inside the current state of the
evolving model. As for instance described by [4], this point
of view is contrary to main aspects of traditional development
processes. Especially in saftety critical systems development
there usually exists a multitude of regulations. For example
in the area of avionics or automotive systems the engineer-
ing process must provide textual speciﬁcation documents for
product certiﬁcation purposes. This kind of plain text docu-
mentation is missing in solely model based systems engineer-
ing.
In consideration of the main pros and cons of the two
development approaches, this paper tries to evolve basic con-
cepts combining both methods. It will outline a model driven
requirements based systems engineering process. As intro-
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Fig. 1. Main steps of the described requirements based systems engineering process
duction to the topic, ﬁrst this paper will give a short sketch of
the two basic systems engineering methods. Afterwards the
main part describes the key techniques for a promising com-
bination of these methods. The last part tries to evaluate and
judge the achieved results before an outlook closes the paper.
2. REQUIREMENTS BASED SYSTEMS
ENGINEERING
Requirements based systems engineering processes, as for
example described by [1], focus on the task of the so called
requirements management. This task is a complex process of
mainly eliciting, analysing, documenting and literally man-
aging requirements which a system (or a product, a service,
etc.) is expected to fulﬁl. The term requirements usually de-
notes the use of plain text speciﬁcation, sometimes addition-
ally illustrated by diagrams.
In the ﬁrst step of RBSE top level requirements are gath-
ered from targeted users, customers or other identiﬁed stake-
holders. These requirements deﬁne the basic capabilities and
characteristics of the intended system.
On basis of these general requirements the system is de-
composed into smaller subsystems. Within this decomposi-
tion task every top level requirement has to be assigned to
one of the resulting subsystems or, if this is not possible, the
requirement also has to be decomposed accordingly. This re-
quirements break down targets to obtaining smaller parts of
the whole system, which are less complex and so easier to
handle.
After a ﬁnite number of decomposition steps the subsys-
tems have reached a manageable complexity and can now be
passed on to expert teams for further processing. If the re-
quirements of a subsystem are ﬁne-grained enough at that
point, the experts start realising the subsystem. Otherwise
some more iterations of decomposition may lead to a suitable
granularity of requirements.
After realisation the subsystem can now be veriﬁed and
validated (subsystem level V&V). Afterwards step by step
more complex systems are assembled from tested subsystems
(integration). Hereafter also the integrated systems can get
checked for errors and compliance to the speciﬁed character-
istics (integration/system level V&V).
At the end of an also ﬁnite number of successful integra-
tion and V&V iterations the resulting overall system should
meet the speciﬁed capabilities and characteristics.
It shall be pointed out, that not only the tasks of de-
composition and integration are commonly iterated more than
once. If at any step of requirements management inaccuracy
or defectiveness of previous results are discovered, they have
to be ﬁxed by iteration of the prior tasks.
In the described requirements based development it is
neccesary, that every step is precisely documented. Espe-
cially the linkage between higher level and decomposed re-
quirements is essential. Particularly back propagation of
errors depends on thoroughly managed requirements break
down history.
For the inevitable realisation of this so called traceabil-
ity also the literal management of requirements is important.
As this is commonly done by usage of commercial tools (for
example see [4]) and has no direct effect on the main devel-
opment procedure, this task shall not be described any further
here.
Figure 1 shows the main steps of the requirements based
systems engineering process as described above.
As mentioned earlier, requirements based development is
the most common approach in embedded systems engineer-
ing. Usually long trained expert knowledge and experience is
available.
Another key advantage is the missing preliminary deﬁni-
tion of subsequently used methods and tools. An elaborated
speciﬁcation can theoretically be realised with any imagin-
able domain speciﬁc technique. Even the tool support for re-
quirements eliciting and decomposition is not mandatory but
strongly recommended for preserving traceability.
However, this ﬂexibility is also one of the key disadvan-
tages. Plain text requirements can aid information exchange,
because there is no need for learning a new language. But in
the same way this can be a handicap. As described before, the
missing accuracy leads to diverse problems. Especially im-
completeness, contradictoriness or other inconsistencies are
often not recognisable or either provable. This challenge in-
tensiﬁes with increasing interconnectedness and more strin-
gent performance requirements.
3. MODEL BASED SYSTEMS ENGINEERING
To eliminate inaccuracy as the key disadvantage of require-
ments based systems engineering, commonly the introduc-
tion of model based development processes is suggested (for
example see [2] and [4]).
The term model is applied in multiple disciplines like
for example in mathematics and physics (e.g. mathematical
models), in psychology (e.g. behavioural models), in com-
puter science and engineering (e.g. architectural system mod-
els, functional system models). Due to this diversity of model
usage and interpretation ﬁrst a short deﬁnition of the notion
of the term model within this paper shall be given.
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Fig. 2. Main steps of the described model based systems engineering process
As the commonly accepted general deﬁnition by [6]
points out, models are mainly characterized by three features:
1. Representation: A model is a representation of an
archetype, which again can be a model.
2. Concentration: Only those aspects and properties of
the archetype are transfered to the model, that are
needed for analysis.
3. Pragmatism: The type and detailedness of the model
is basically determined by the intention of analysis.
For example static and dynamic models represent such
different pragmatic model types.
Brieﬂy summing up, models are abstracting descriptions
of the system for a predeﬁned analysis goal. So models of one
and the same system can differ entirely due to their purpose.
According to [2], complex interconnected systems can
only be veriﬁed and validated entirely by simulation within
mission level1 scenarios. Following that argumentation, in
the notion of this paper only dynamic models lead to a truly
model based systems engineering.
As denoted previously, even requirements based pro-
cesses try to take advantage of clarifying diagrams. Often this
diagrams use standardised modelling languages like the Uni-
ﬁed Modelling Language (UML, see [8]), the Systems Mod-
elling Language (SysML, see [9]) or the Integrated Deﬁnition
Language (IDEF, see [10]). But in solely requirements based
systems engineering these diagrams are only used as static
illustrations and so not as models in the notion of this paper.
In compliance with this deﬁnitions and the cited
ressources, model based systems engineering focuses on es-
tablishing and evolving dynamic models. By simulation of
those models the complex behaviour and performance param-
eters of the systems can be analysed theoretically at any stage
of development.
At the beginning of the engineering process a highly ab-
stracted model is generated. On basis of this so called black
box model an iterative hierarchical reﬁnement takes place.
Within this reﬁnement the black box parts of the system
model get elaborated using available information about in-
ternal functionality and performance. This leads to grey and
later white box models. As previously described, the amount
of applied information mainly depends on the intention of
analysis.
Similar to the requirements based development, parts of
the model can be passed on to expert teams for further pro-
cessing.
1 for clariﬁcation of the term mission level see [7]
If after some iterations a system or subsystem model has
reached the required reﬁnement state for the intented analy-
sis, a simulative examination can take place.
Depending on the degree of model reﬁnement, the sim-
ulation results either evaluate simple dynamic behaviour or
serve as performance measure and so as evaluation of more
complex behaviour. For example the detection of ressource
bottlenecks or of violations of timing limits are common per-
formance analysis goals.
It is mandatory, that all of the simulation results are re-
turned to the model. Especially performance measurements
can establish a basis for system analysis on higher hierarchy
level during integration of the elaborated model parts. In this
paper that kind of model integration is called virtual integra-
tion as counterpart to the physical assembly of already re-
alised subsystems, previously named integration.
At the end of a ﬁnite number of reﬁnement iterations the
system should be modeled adequately detailed. At this point
of development the realisation can be executed by appropriate
expert teams.
Finally the subsystems can be integrated, veriﬁed and
validated as described before. But in opposition to the re-
quirements based process, during this assembly task signiﬁ-
cantly less errors should be discovered. This expectation is
motivated due to the prior veriﬁcation and validation within
the virtual model integration.
Figure 2 gives a sketch of the main tasks of a model based
systems engineering process as described previously.
As mentioned before, one key advantage of model based
development is the increasing accuracy of description. There-
fore the risk of misunderstanding and error causing assump-
tions can be alleviated signiﬁcantly.
A second key beneﬁt is the possibility of simulation
of the model. Thus system veriﬁcation and validation can
take place during the so called virtual integration and errors,
even in highly interconnected subsystems, can commonly be
avoided or at least discovered early.
However, modelling and simulation require the applica-
tion of an appropriate modelling language and also an ade-
quate simulation environment supporting that language. Es-
pecially while modelling mission level scenarios for example
different probabilistic failure models are required.
Furthermore also support of different models of compu-
tation are needed for different analysis tasks. For instance
discrete event, ﬁnite state machine or various data ﬂow com-
putation models are commonly used for analysis of embed-
ded systems.
Besides the need for adequate tool support, also the
paradigm change contributes to the previously described lack
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of acceptance of model based engineering processes. Not
only experienced engineers but also management stakehold-
ers shy away from the increasing efforts this paradigm shift
implies.
4. OUTLINE OF A MODEL DRIVEN
REQUIREMENTS BASED SYSTEMS ENGINEERING
METHOD
As depicted within the prior sections, well-established solely
requirements based processes are not able to manage the
development of highly interconnected embedded systems.
Preservation of consistency is not guaranteed, veriﬁcation
and validation at early development stages are infeasible.
On the other hand, solely model based engineering suf-
fers from a lack of acceptance. Especially the implicitly
included process artefacts and the therefore missing base-
line documents appear disqualifying in commonly concerned,
strongly regulated domains like avionics and automotive.
In the following outline of a systems engineering method
the focus will be placed on concepts for combining model
and requirements based processes. Neither models nor re-
quirements will be neglected, but rather an appropriate fusion
shall be described.
The notion of this paper is, that requirements cannot be
omited. This is because there probably always will be stake-
holders without knowledge about modeling languages but
nonetheless specifying performance and functional parame-
ters of a system.
Hence also the outlined model driven requirements based
systems engineering method (MDRBSE) starts with eliciting
top level requirements. As already depicted at RBSE, these
top level requirements specify the key capabilities and char-
acteristics of the intended system.
In addition to the established development method a sig-
niﬁcantly higher grade of application of UML (see [8]) and
SysML (see [9]) diagrams is proposed. In particular these
techniques shall enhance accuracy of interdisciplinary com-
munication. Furthermore the usage of UML, SysML and an
appropriate corresponding software tool2 provides a basis for
the later process steps by establishing a comprehensive re-
quirements data model.
Also the subsequent steps of requirements decomposi-
tion take place basically similar to RBSE. Within this task
the complex system is disassembled top-down ﬁrst into sub-
systems and later into elementary functionalities.
In opposition to RBSE the decomposition of the tex-
tual requirements can be supported by expanding the previ-
ously generated data model. Especially constituting a hier-
archical structured requirements tree offers the possibility of
strictly guiding decomposition. Thus traceability can be pre-
served much better and dependencies between requirements
are more transparent. Figure 3 shows such a decomposition
tree.
It shall be pointed out, that in every node of the re-
quirements decomposition tree additional clarifying UML or
SysML diagrams can be annotated. Also the tree itself can
be generated using the notation of the SysML requirements
diagram. Within this representation the system and the sub-
systems of ﬁgure 3 consist of more than one requirement.
Accordingly the number of edges between a system and a
subsystem also is higher than displayed. Anyway the tree
structure must be kept for optimal traceability.
2 for an overview of appropriate software tools and further infor-
mation for example see [11]
System
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Fig. 3. Requirements decomposition tree
After a ﬁnite number of decomposition steps the top level
system requirements should be disassembled and thus de-
vided into basic functionalities and nonfunctional require-
ments. The functional requirements now can be worked out
by means of UML and SysML behavioural diagrams like for
example activity or state machine diagrams. The nonfunc-
tional requirements stay annotated for later evaluation.
On basis of the elaborated behavioural models the el-
ementary functionalities can now be veriﬁed and validated
seperated from each other. Assuming an adequate modelling
and simulation environment, the UML models can either be
executed directly or after translation into an equivalent sim-
ulation model3. By execution of the UML behaviour model
and after comparison of the performance results to the an-
notated nonfunctional characteristics, the basic functionali-
ties are sufﬁciently analysed. Any discovered error has to be
traced and propagated back into the behavioural and require-
ments model.
After successful veriﬁcation and validation of the basic
functionalities, integration can take place bottom-up accord-
ing to the previously generated decomposition tree. This way
step by step the basic functional model parts are assembled
resulting in hierarchical models of small and later larger sub-
systems. Thus growing fragments of the requirements tree
are covered.
Any assembled subtree can afterwards also get veri-
ﬁed and validated by simulation. This way complex be-
haviour and interaction between different functionalities can
be checked for errors. Furthermore non-functional parame-
ters like for example performance requirements can be mon-
itored during simulation. It shall again be pointed out, that
any discovered error has to be traced and ﬁxed in the model.
Since the task of assembling basic funtionality in a model
is quite similar to the problem of putting together already re-
alised parts, the term integration appears to be appropriate
also for the model. To differentiate between model and re-
alised elements, the term virtual integration was chosen for
model assembly.
As far as the early detection of errors is concerned, es-
pecially regarding the compliance to non-functional perfor-
mance limits, even the described virtual integration bottom-
up is quite late within the entire process. For this reason also
3 for examples of translation from UML to another, in this case
proprietary modelling language see [3] or [12]
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Fig. 4. Main steps of the outlined model driven requirements based systems engineering process
integration of not completely elaborated subtrees is proposed.
Assuming the application of an appropriate modelling and
simulation environment, this kind of virtual integration top-
down can be carried out. During this, black-box model frag-
ments can for instance be parameterised reckoning their com-
pliance to the given performance and behavioural require-
ments without having the real functionality realised yet.
Applying the proposed top-down virtual integration, the
entire system can be veriﬁed and validated by simulation
at any stage of development. Completely elaborated sub-
systems can be integrated using their real functionality or
using the evaluated performance characteristics. Black-box
model parts can be integrated using the described assump-
tions. Depending on what level of completeness the model
has reached, the analysis results can give a more or less pre-
cise evidence of the compliance to the speciﬁcation. Those
results should be returned to the model for further processing
anyway.
If the entire system is completely elaborated as model
and fairly veriﬁed and validated, realisation and integration
can take place. This tasks again can be carried out quite sim-
ilar to RBSE. But since the model was executed before, a
high level of automation can be expected during realisation
of software or hardware logic. Integration is also supposed to
be less labour-intensive, because the model was sufﬁciently
checked before.
Figure 4 shows the main steps of the model driven re-
quirements based systems engineering process as described
previously.
5. CONCLUSION
The outlined model driven requirements based systems engi-
neering method has a lot of similarity to the solely require-
ments based process. But it is also characterised by the man-
ifold application of UML and SysML models supporting the
interdisciplinary communication, lifting accuracy up to a sig-
niﬁcantly higher level and guiding the development process
itself.
Besides this usage of more or less static model structures
also the utilisation of dynamic models is a key feature. Espe-
cially the early veriﬁcation and validation of the systems by
virtual integration and subsequent simulative analysis is sup-
posed to enhance the quality of speciﬁcation substantially.
Summing up, the described development method com-
bines the excellence of requirements and model based engi-
neering. Regardless of the fundamental changes in the used
languages, the outlined model driven development should be
able to integrate into well-established processes seamlessly
because of the high similarity to RBSE concerning the work-
ﬂow.
Since currently the evaluation of the described notion of
engineering method is in progress, a concluding review can
not be provided at this point of research.
6. OUTLOOK
As denoted previously, currently some evaluation work is in
progress.
On the one hand, some efforts are put into the expansion
of the results of [3] and [12]. Especially the translation of
more diagram types from UML to a simulation model would
be desireable. Also the work of [13] has to be taken into ac-
count. In particular the idea of maintaining a generic UML
model and generating domain speciﬁc working and simula-
tion models out of it seems to be very promising.
On the other hand, the suitability of the outlined method
in a real working environment is evaluated currently. A pro-
totype of a requirements centric but model driven engineering
process was elaborated including a real workﬂow and tooling.
Although in this prototype process UML was replaced by a
more formal and less ﬂexible proprietary modelling language,
this evaluation is expected to provide signiﬁcant results.
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