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BSON Binary JSON binarni JSON
CRUD Create, Read, Update, Delete ustvari, beri, posodobi, briˇsi
CSS Cascading Style Sheets kaskadne predloge slogov
DOM Document Object Model objektni model dokumenta
EAR Enterprise Application aRchive poslovni arhiv aplikacije
HTML Hyper Text Markup Language jezik za oznacˇevanje
nadbesedil
HTTP HyperText Transfer Protocol protokol za prenos nadbesedil
ID Identificator identifikator
IDE Integrated Development Enviro-
nment
integrirano razvojno okolje
JDBC Java Database Connectivity gonilnik za povezljivost na podat-
kovne baze v Javi
JSF Java Server Faces ogrodje spletnih aplikacij Java
JSON JavaScript Object Notation objektna notacija JavaScript
KPI Key Performance Indicator kazalnik uspesˇnosti
POM1 Page Object Model objektni model strani
POM2 Project Object Model objektni model projekta
REST Representational State Transfer predstavitveni prenos stanja
SQL Structured Query Language jezik za strukturirane poizvedbe
XML Extensible Markup Language razsˇirljiv oznacˇevalni jezik
YAML YAML Ain’t Markup Language YAML ni oznacˇevalni jezik
1v kontekstu nacˇrtovalskega vzorca, uporabljenega pri avtomatizaciji spletne strani
2v kontekstu ogrodja Maven

Povzetek
Naslov: Izgradnja ogrodja za avtomatizirano testiranje spletnih aplikacij
Avtor: Zˇan Zorec
Glavni cilj diplomskega dela je predstavitev postopka izgradnje ogrodja za avtoma-
tizirano testiranje spletnih aplikacij, ki temelji na uporabi odprtokodnih knjizˇnic
v programskem jeziku Java. Na voljo so razlicˇne tehnologije in pristopi, zato prvi
korak implementacije predstavlja izbira najprimernejˇsega orodja za avtomatizacijo
testiranja ter ustrezni pristop z izbranim orodjem. V uvodu diplomskega dela so
predstavljeni razlogi za avtomatizacijo testiranja. Utemeljena je tudi izbira orodij
in pristopov. V jedru dela je predstavljen postopek izgradnje z avtomatizacijskim
orodjem Selenium WebDriver, testno knjizˇnico TestNG, programskim jezikom Java
in pomozˇnimi knjizˇnicami za dopolnitev ogrodja. Predstavljene so razlicˇne kompo-
nente avtomatizacijskega projekta, kot so vmesniki za podatkovne baze, zunanje
storitve in porocˇanje rezultatov. Jedro se zakljucˇuje z opisom vgradnje ogrodja v
razvojni postopek. V zakljucˇnem delu so predstavljeni nauki in izzivi v postopku
vpeljave avtomatizacije. V sklepnih ugotovitvah so povzeti rezultati vgradnje in
nacˇrti za prihodnje.
Kljucˇne besede: testiranje, avtomatizacija, ogrodje za testiranje, socˇasno izva-
janje, Selenium WebDriver, Selenium Grid, POM, Java, TestNG.

Abstract
Title: Implementation of a framework for automated web application testing
Author: Zˇan Zorec
The objective of the thesis is to present the implementation process of automated
testing for web applications by building a proprietary framework using open source
libraries in Java. As there are a lot of available technologies and approaches, the
first step of implementation is choosing the most suitable tool and approach. Dur-
ing introductions, we will learn about the reasons for automation as well as justi-
fication of selected tools and approaches. In the core of the thesis, we will explore
the implementation process with the Selenium WebDriver automation framework,
TestNG testing library, programming language Java and various assisting libraries
and frameworks. We will address various components of the project, such as
database interfaces, inclusion of external services and results logging. This part
will be concluded with description of the integration of the testing framework into
the development process. In the last part of the thesis, we will look back at what
we learned and what problems we encountered in the implementation process.
Thesis will be concluded with summary of implementation effects and plans for
the future.
Keywords: testing, automation, testing framework, parallel execution, Selenium




V preteklosti so bile razvojne in testne ekipe vajene daljˇsih razvojnih in testnih
ciklov, sedaj pa vse vecˇ ekip dela v krajˇsih agilnih ciklih, katerih rezultat je nova
razlicˇica aplikacije na tedenski ravni. To pomeni, da se je poleg cˇasa razvoja
skrajˇsal tudi cˇas za testiranje, zlasti za izvajanje obsezˇnejˇsega rocˇnega testiranja.
Zaradi vedno vecˇjega obsega in vse viˇsjih standardov spletnih aplikacij ter popula-
rizacije hitrega agilnega razvoja smo priˇsli do tocˇke, ko za uspesˇno izvedbo razvoja
nujno potrebujemo avtomatizacijo testiranja.
1.1 Motivacija
Motivacijo za avtomatizacijo testnih postopkov smo dobili po prakticˇnih delov-
nih izkusˇnjah v agilni ekipi, kjer smo morali optimizirati postopek testiranja. V
testnem postopku nam je najvecˇji cˇasovni strosˇek predstavljalo rocˇno regresijsko
testiranje, zato je bilo to izhodiˇscˇno podrocˇje za izboljˇsave. Odlocˇili smo se, da
bomo rocˇno testiranje izvajali le v kontekstu posamezne spremembe v spletni apli-
kaciji, medtem ko se bo regresijsko testiranje spletne aplikacije in njenih obstojecˇih
zmogljivosti nadgradilo z uporabo avtomatiziranega pristopa.
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1.2 Cilj diplomskega dela
Cilj diplomskega dela je predstavitev postopka izgradnje ogrodja za avtomatizacijo
testiranja in njegove prakticˇne vkljucˇitve v obstojecˇi razvojni postopek. V okviru
tega so predstavljene ovire, na katere lahko naletimo.
V drugem poglavju predstavimo postopek izbire ustreznih orodij. Predstavimo
preizkusˇena orodja ter kriterije, na podlagi katerih se odlocˇimo za koncˇni nabor.
V tretjem poglavju se poglobimo v izgradnjo ogrodja in spoznamo gradnike,
ki nam omogocˇajo izvajanje avtomatiziranih testov, nastavitev okolja, uporabo
podatkovnih baz in zunanjih storitev ter porocˇanje o rezultatih.
V cˇetrtem poglavju spoznamo primer vgradnje v obstojecˇi razvojni postopek.
V petem poglavju predstavimo nauke in ovire, na katere smo naleteli v po-
stopku avtomatizacije. Predstavimo tako splosˇne ovire na podrocˇju avtomatizacije
testiranja kot ovire, ki so bile specificˇne za nas in nasˇo programsko opremo.
V zakljucˇnem poglavju povzamemo diplomsko delo, mersko in subjektivno
ovrednotimo uspesˇnost svoje prve vgradnje in predstavimo nacˇrt za delo v pri-
hodnje.
Poglavje 2
Izbira orodja in tehnologij
V tem poglavju predstavimo potek izbire ustreznih orodij in pristopov. Izbira
orodij za doseg zˇelenega cilja je obsezˇen, vendar vseeno pogosto prevecˇ poenosta-
vljen postopek. Potrebno je namrecˇ dobro premisliti, kateri dejavniki vplivajo na
nasˇ postopek in kaksˇne so prioritete podjetja in razvojne ekipe. Podcenjevanje
pomembnosti analiticˇnega postopka zaradi hitrejˇse vgradnje pogosto vodi do dlje
trajajocˇega postopka, ko so potrebne spremembe po zacˇetku vgradnje. Zato je
podrobna analiza kljucˇnega pomena.
2.1 Kriteriji
Pri izbiri orodja smo uposˇtevali vecˇ dejavnikov. Ti so v nadaljevanju nasˇteti od
najpomembnejˇsega do najmanj pomembnega.
Kriterij 1: sˇiroka podpora brskalnikov in operacijskih sistemov
Najpomembnejˇsi vidik pri izbiri orodja je predstavljala sˇiroka podpora brskalnikov
in operacijskih sistemov. Kot ponudniki programske opreme strankam namrecˇ za-
gotavljamo delovanje spletne aplikacije v vseh modernih brskalnikih, kot so Google
Chrome [1], Mozilla Firefox [2], Internet Explorer [3], Microsoft Edge [4] in Sa-
fari [5]. Podpora razlicˇnih operacijskih sistemov zagotavlja enostavnejˇso socˇasnost
testiranj na oddaljenih okoljih, saj lahko poljubno izberemo operacijske sisteme,
kot so Windows [6], Linux [7] in macOS [8]. Pri brskalnikih Internet Explorer in
Safari moramo zagotoviti podporo operacijskih sistemov Windows in macOS, saj
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brskalnika delujeta zgolj na enem operacijskem sistemu.
Kriterij 2: zmogljivosti ogrodja
Drugi kriterij je zajel zmogljivosti orodja. Poleg osnovnih nalog, kot sta avtomati-
zacija brskalnikov in izvajanje testnih primerov, mora orodje podpirati zahtevnejˇse
naloge:
• testiranje na oddaljenih okoljih,
• socˇasno izvajanje testnih primerov,
• enostavno nadgrajevanje ter vzdrzˇevanje,
• mozˇnost uporabe nacˇrtovalskih vzorcev (ang. design pattern),
• vgradnjo v obstojecˇi razvojni postopek,
• obsezˇno porocˇanje rezultatov,
• in podobno.
Kriterij 3: ustreznost za nasˇo uporabo
Pogosto spregledan kriterij je ustreznost izbranega orodja za dano problemsko
domeno in delovno okolje ekipe. Pogosto namrecˇ najboljˇse orodje ni nujno tudi
najustreznejˇse za uporabo v dolocˇenem primeru. S tega staliˇscˇa so nas zanimala
orodja, ki ne zahtevajo vecˇjih sprememb obstojecˇih postopkov.
Kriterij 4: razsˇirjenost in podpora
Projekt temelji na uporabi zunanjih knjizˇnic in storitev, zato je na izbiro vplivala
tudi azˇurnost posodobitev in njihovega vzdrzˇevanja v prihodnosti. Zˇeleli smo
vzpostaviti projekt z orodji, ki so tako trenutno kot bodo tudi v prihodnosti vodilna
na podrocˇju avtomatizacije in testiranja. Dodana prednost teh orodij je temeljito
dokumentirano in sˇiroko uporabljeno orodje z aktivno skupnostjo.
Kriterij 5: zahtevnost vgradnje in potrebno znanje testne ekipe
V postopku izgradnje nadgradljivega ogrodja, ki se ga lahko ponovno uporabi za
prihodnje aplikacije, nam preprostost zacˇetne vgradnje ni bila glavna. Zavedali
smo se, da je zaradi dobre in dlje trajajocˇe vgradnje bolje delo investirati na
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samem zacˇetku. Pri izgradnji ogrodja smo se zavedali, da bo testno ogrodje od
testne ekipe zahtevalo programersko znanje. Zato se nismo omejili le na resˇitve,
ki omogocˇajo brezkodno izgradnjo.
Kriterij 6: strosˇki
Zadnji, a ne zanemarljiv kriterij je bil strosˇek izgradnje. Zˇeleli smo uporabiti
zastonjske odprtokodne tehnologije, vendar placˇljivih storitev ali okolij vnaprej
nismo izkljucˇevali.
2.2 Programski jezik
Za programski jezik Java smo se odlocˇili na podlagi sˇestih razlogov:
• obstojecˇa testna ekipa ima najvecˇ izkusˇenj z Javo;
• programska oprema podjetja je razvita v Javi, kar je dobro za usklajenost
programskih jezikov in prezaposlitve med razvojnim in testnim oddelkom;
• je eden od najpogosteje uporabljenih programskih jezikov [9];
• je eden od podprtih jezikov Selenium WebDriverja;
• podpira nasˇ nabor uporabljenih operacijskih sistemov (Windows, Linux in
macOS );
• ponuja pester nabor knjizˇnic, kot so JUnit [10] ter TestNG [11] za testiranje,
Log4J2 [12] za porocˇanje, Apache Commons [13] za pomozˇne knjizˇnice, vse
potrebne gonilnike za podatkovne baze itd.
2.3 Izbira orodja
Na podlagi izbranega programskega jezika in kriterijev iz poglavja 2.1 smo raziskali
ustrezna orodja. Glede na programski jezik, ki se uporablja za nasˇe aplikacije in
znanje testnih inzˇenirjev, smo se omejili na orodja, ki podpirajo Javo. S tem
smo izlocˇili nekatera dobra, a zˇal neustrezna orodja, ki podpirajo izvajanje zgolj v
drugih programskih jezikih. Primera taksˇnih ogrodij sta Watir [14] in Cypress [15].
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Najboljˇsi preizkusˇeni izbiri sta bili Katalon Studio [16], ki temelji na Selenium
WebDriverju (za avtomatizacijo brskalnikov) ter Appiumu [17] (za avtomatizacijo
mobilnih aplikacij) in novo ogrodje Selenium WebDriver.
Katalon Studio
Najprej smo preizkusili orodje Katalon Studio. To je bilo sprva videti boljˇse in
ustreznejˇse orodje, vendar smo v postopku izgradnje naleteli na ovire. Ogrodje po-
nuja uporabnikom prijazno programiranje z uporabo enostavno razumljivih metod
v programskem jeziku Groovy [18], ki nato v ozadju upravljajo privzete metode
in zmogljivosti orodja Selenium WebDriver. Zˇal je bil ob cˇasu vgradnje nabor
podprtih ukazov nezadosten za nasˇo uporabo. Pri zapletenih avtomatizacijskih
in testnih metodah bi tako morali poleg obstojecˇih tvoriti tudi lastne pomozˇne
razrede. To posledicˇno pomeni, da bi avtomatizacijo in testiranje opravljali na
dveh razlicˇnih osnovah, kar bi otezˇilo berljivost in posodabljanje kode. Orodje ima
omejitve tudi na podrocˇju oddaljenega in socˇasnega testiranja.
Orodje Katalon Studio se je tako izkazalo za sicer zmogljivo, vendar neprimerno
za nasˇo uporabo, ker je namenjeno enostavnejˇsim vgradnjam. Omeniti velja, da je
bilo orodje ob zacˇetku postopka avtomatizacije razmeroma novo, vendar ga sedaj
redno posodabljajo in izboljˇsujejo.
Lastno ogrodje Selenium
Za drugi prakticˇni poskus smo ustvarili lastno ogrodje Selenium. Zacˇeli smo posto-
poma z osnovnimi koraki avtomatizacije, izvajanja testnih metod, porocˇanja itd. S
takim ogrodjem smo prvotno zacˇeli testirati svojo prvo spletno aplikacijo in kmalu
je bilo opazno, da je na daljˇsi rok taksˇen nacˇin dela veliko ustreznejˇsi od uporabe
Katalon Studia. Izgradnja nam je omogocˇala prirejanje nasˇih potreb. Kmalu smo
ogrodje izboljˇsali s podporo zunanjih storitev in podatkovnih baz, izboljˇsanjem
razredov za nadziranje gonilnikov avtomatizacije, vpeljavo nacˇrtovalskih vzorcev
in spremembo projekta za delovanje z orodjem Maven [19].
Koncˇna izbira
Za odlocˇitev smo uporabili pristop z utezˇnimi kriteriji, opisan v tabeli 2.1. Vsa-
kemu kriteriju smo dodelili utezˇ glede na njegovo pomembnost. Med sˇestimi kri-
teriji smo najpomembnejˇsemu dodelili utezˇ 6, drugemu 5 in tako dalje do najmanj
pomembnega z utezˇjo 1. Nato smo vsakemu kriteriju podali oceno po Likertovi
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lestvici [20], ki odrazˇa nasˇo oceno zmogljivosti oziroma ustreznosti orodja. Pri tem
smo uporabili lestvico, kjer je vrednost 1 najnizˇja ocena in 5 najviˇsja.
Kriteriji Orodje
Kriterij Utezˇ Lastno ogrodje Katalon Studio
Ocena* Utezˇena ocena Ocena* Utezˇena ocena
1 6 5 30 5 30
2 5 4 20 3 15
3 4 4 16 2 8
4 3 4 12 3 9
5 2 2 4 4 8
6 1 5 5 4 4
Skupaj: 87 74
* Po likertovi lestvici.
Tabela 2.1: Tabela za ocenitev izbir
Na podlagi podanih ocen in utezˇitev smo priˇsli do zakljucˇka, da je za nas
primernejˇse lastno ogrodje Selenium. Doseglo je 87 tocˇk, medtem ko je orodje Ka-
talon Studio doseglo zgolj 74. Orodje Katalon Studio je bilo pri dolocˇenih kriterijih
enakovredno lastnemu Selenium WebDriver ogrodju oziroma ga je v primeru eno-
stavnosti vgradnje celo prekosilo. Kljucˇne razlike so nastale pri pomembnejˇsih
kriterijih, kot so zmogljivost, ustreznost za nasˇ proces in razsˇirjenost.
2.4 Orodje za nizkonivojsko testiranje
Po izbiri programskega jezika in orodja za avtomatizacijo uporabnikovih akcij v
brskalnikih smo potrebovali orodje za izvajanje testov. Za to smo preucˇili orodji
JUnit [10] in TestNG [11]. Oba sta pogosto uporabljena za izvajanje testov v Javi
in si delita veliko podobnosti. Odlocˇili smo se za TestNG, predvsem zaradi boljˇse
podpore socˇasnega testiranja, medsebojne odvisnosti metod in enostavnejˇse nasta-
vitve. Odlocˇitev smo potrdili po raziskavi spletnih virov in diplomskega dela [21],
v katerem je avtor prav tako ugotovil, da je TestNG boljˇse ogrodje.
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2.5 Razvojno okolje
Za integrirano razvojno okolje (ang. Integrated Development Environment - IDE )
smo izbrali Eclipse. Tako smo se odlocˇili, ker:
• je okolje prvotno namenjeno programiranju v izbranem programskem jeziku
Java;
• ponuja integracijo (z vmesniki) uporabljenih orodij, kot so TestNG [11],
Maven [22] in Git [23].
Okolje Eclipse je bilo do nedavnega najbolj uporabljeno razvojno okolje za pro-




V tem poglavju predstavljamo posamezne komponente ogrodja za avtomatizacijo
testiranja s poudarkom na njihovi uporabi in medsebojnem delovanju.
3.1 Avtomatizacijsko ogrodje Selenium Web-
Driver
Selenium WebDriver [26] je vmesnik in protokol za avtomatizacijo uporabnikovih
akcij v brskalnikih. Zanj je znacˇilno, da ne komunicira neposredno z brskalniki,
ampak ukaze posreduje dolocˇenim gonilnikom (npr. ChromeDriver [27] za brskal-
nik Chrome). Ti so namenjeni avtomatizaciji brskalnika. Potek komunikacije med
ogrodjem za testiranje in testnim okoljem je opisan v sliki 3.1. V predstavljenem
postopku je tudi orodje Selenium Grid, ki je opisano v poglavju 3.3. V preteklosti
je Selenium WebDriver za avtomatizacijo uporabljal programski jezik JavaScript,
vendar sedaj deluje z uporabo privzetih vmesnikov brskalnikov. Gonilnike po-
sameznih brskalnikov posodabljajo avtorji tistih brskalnikov, ki jih avtomatizira.
Izjema je gonilnik za brskalnik Internet Explorer, saj ga vzdrzˇuje avtorji Selenium
WebDriverja.
Selenium WebDriver je v osnovi namenjen avtomatizaciji funkcionalnega testi-
ranja. Njegov namen ne vkljucˇuje preostalih vrst testiranj, kot je performancˇno
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testiranje, saj za taksˇno uporabo ni optimiziran [28]. Selenium WebDriver se
razlikuje od Selenium IDE [29], ki je razsˇiritev brskalnikov Firefox in Chrome
za snemanje in ponavljanje avtomatizacijskih scenarijev. Omenjenega orodja v
sklopu diplomskega dela ne obravnavamo.
Slika 3.1: Potek komunikacije
3.1.1 Avtomatizacija spletne aplikacije
Selenium WebDriver avtomatizacijo spletne strani dosezˇe s simuliranjem uporabni-
kovih akcij preko gonilnika brskalnika. Vsak element moramo pred avtomatizacijo
na strani najti in zanj narediti objekt, na kateremu jih bomo izvajali. Element
objektnega modela dokumenta (ang. Document Object Model - DOM ) spletne
strani se v kontekstu orodja Selenium WebDriver imenuje WebElement. Za iska-
nje elementov je na voljo vecˇ izbirnikov [30], opisanih v tabeli 3.1. Ti imajo svoje
prednosti in slabosti, saj delujejo z razlicˇnimi pristopi. Cˇetudi je kaksˇen izbirnik
najzmogljivejˇsi, ne pomeni, da je najhitrejˇsi ali najzanesljivejˇsi.
Najucˇinkovitejˇse in najzanesljivejˇse je iskanje po edinstvenih in staticˇnih vre-
dnostih atributa ID [30]. Tako smo iskali tudi v svojem projektu zaradi tezˇav,
omenjenih v poglavju 5.3.1.
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Tip lokatorja Tip iskanja
ime razreda vrednost atributa class*
CSS iskanje s kodo CSS
ID vrednost atributa ID
ime vrednost atributa name
vsebina povezave vrednost vidnega besedila povezave
delna vsebina povezave delna vrednost vidnega besedila povezave**
ime oznake ime oznake elementa
XPath izraz XPath
* sestavljene vrednosti niso dovoljene
** v primeru vecˇ rezultatov uposˇteva prvega
Tabela 3.1: Nacˇini iskanja elementov spletne strani
Iskanje elementov opravimo z metodo findElement(), ki jo klicˇemo na aktivni
instanci WebDriverja. Ob uporabi pristopa PageFactory (poglavje 3.2) iskanje
opravimo s spremenljivkami WebElement na nivoju razreda in njihovo inicializacijo
v konstruktorju objektnega modela strani.
1 WebElement loginBtn = driver.findElement(By.id("loginBtn"));
Izsek kode 3.1: Primer iskanja elementa z vrednostjo atributa ID
Cˇe zˇelimo najti vse elemente spletne strani, uporabimo metodo findElements().
Metoda vrne seznam vseh elementov, ki ustrezajo iskalnemu pogoju. Obe iskalni
metodi sprejmeta parameter tipa By, ki podpira nacˇine iskanja iz tabele 3.1. Me-
todi je mogocˇe klicati tudi na objektih tipa WebElement, ko zˇelimo ugnezdeno
iskanje (npr. v objekt WebElement shranimo tabelo dataTable, na kateri izve-
demo iskanje dataTable.findElements(By.tagName("tr"))).
1 List <WebElement > divList = driver.findElements(By.xpath("//div"));
Izsek kode 3.2: Primer iskanja vseh elementov tipa div
Avtomatizacijo spletne strani dosezˇemo z uporabo metod vmesnika WebElement.
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Ta podpira razlicˇne akcije. Med pogosto uporabljene sodijo:
• click() za izvedbo klika na elementu,
• clear() za izbris vsebine tekstovnega polja,
• sendKeys() za vnos besedila v polje,
• getText() za pridobitev vidne vsebine elementa,
• getAttribute() za pridobitev vrednosti atributa elementa.
Vmesnik WebElement razsˇirjajo pomozˇni razredi, ki nam omogocˇajo enostav-
nejˇso avtomatizacijo obsezˇnejˇsih elementov spletne strani. Primer taksˇnega ele-
menta je select, ki je uporabljen za spustne menije. Za taksˇne elemente upora-
bimo WebDriverjev razred Select.
1 Select instances = new Select(instanceDropdown);
2 instances.selectByValue(String.valueOf(instanceId));
Izsek kode 3.3: Uporaba razreda Select za spustni meni
Ob tvorbi instance objekta instances tipa Select v konstruktorju podamo objekt
tipa WebElement, ki predstavlja nasˇ spustni meni. Tako kot vmesnik WebElement
nam razred Select omogocˇa razlicˇne akcije: izbiro vseh mozˇnosti, izbiro po inde-
ksu, vrednosti ali vidnem besedilu, odstranitev izbir, pridobitev izbranih mozˇnosti
itd.
Za upravljanje spletnih strani uporabljamo nekatere metode vmesnika WebDriver,
kot je prikazano v izseku kode 3.4
1 driver.manage ().window ().maximize (); // maksimiranje okna
2 driver.navigate ().back(); // navigacija nazaj
3 driver.quit(); // izklop gonilnika
Izsek kode 3.4: Primeri upravljanja aplikacije z vmesnikom WebDriver
Ob delu z vecˇ okni spletne aplikacije moramo WebDriverju dolocˇiti kontekst
avtomatizacije. To dosezˇemo s pridobitvijo prisotnih rocˇajev (ang. handles) oken
in menjavo konteksta.
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1 List <String > tabs = new ArrayList <String >( driver.getWindowHandles ());
2 if (tabs.size() > 1) {
3 driver.switchTo ().window(tabs.get (1));
4 driver.close();
5 driver.switchTo ().window(tabs.get (0));
6 }
Izsek kode 3.5: Primer menjave konteksta
Isti nacˇin avtomatizacije lahko uporabimo tudi pri gnezdenih elementih iframe.
3.1.2 Upravljanje gonilnikov
Ustvarjanje instanc gonilnika in upravljanje teh dosezˇemo z razredom DriverBase,
ki omogocˇa upravljanje gonilnika in testnega okolja. Uporaba taksˇnega pristopa
nam omogocˇa neodvisnost niti pri socˇasnem izvajanju. Ob zagonu testnega nabora
se v razredu TestBase ustvari instanca razreda DriverBase. Ob tvorbi objekta
konstruktorju razreda podamo nastavitve izvajanja:
• tip brskalnika,
• tip operacijskega sistema in
• povezavo do glavnega okolja ogrodja Selenium Grid [31].
Za upravljanje gonilnikov in testnega okolja uporabljamo metode razreda, kate-
rih izvajanje se razlikuje glede na omenjene parametre. Za pridobivanje in ugasˇanje
instance gonilnika uporabljamo metodi getDriver() in closeDriver(). Prva me-
toda vrne aktivni gonilnik.Ko aktivne instance ni, poskrbi za ustvarjanje le-te.
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1 public WebDriver getDriver () throws Exception {






8 public void closeDriver () {
9 if (null != driver) {




14 driver = null;
15 log.info("Closed WebDriver instance.");
16 }
17 }
Izsek kode 3.6: Primer upravljanja instance gonilnika WebDriver
Metoda initializeDriver() ustvari instanco gonilnika. Izsek metode je pri-
kazan v izseku kode 3.7. Delovanje dolocˇimo v nastavitvenih metodah (npr.
getChromeConfig() za nastavitve brskalnika Chrome).
1 if (driverType.equals(DriverType.CHROME)) {
2 System.setProperty("webdriver.chrome.driver",
3 Config.getChromeDriverLocation ());
4 driver = new RemoteWebDriver(gridURL , getChromeConfig ());
5 if (Config.getChromeDriverOptions ().contains("headless")) {
6 driver.manage ().window ().setSize(new Dimension (1920 , 1080));
7 } else {
8 driver.manage ().window ().maximize ();
9 }
10 }
11 log.info("Initialized {} WebDriver!", driverType);
Izsek kode 3.7: Zagon gonilnika ChromeDriver
Pri brskalniku Chrome za gonilnik ChromeDriver [27] nastavitve podamo v
obliki objekta ChromeOptions. Najprej preverimo vsebino nastavitvene datoteke.
Cˇe ta vsebuje nastavitve brskalnika (getChromeDriverOptions() ne vrne pra-
znega rezultata), bo brskalnik zagnan z dolocˇenimi nastavitvami. Primer na-
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stavitev: disable-infobars, --no-sandbox, headless itd. Cˇe ne delamo z
ogrodjem Selenium Grid in brskalnik Chrome ni namesˇcˇen na testnem okolju,
moramo dolocˇiti pot do izvrsˇljive datoteke brskalnika. Nastavitve dopolnimo z
uporabo poskusnih nastavitev (ang. experimental preferences), ki jih vkljucˇimo v
objekt ChromeOptions. Nastavitvi profile.default content settings.popups
in download.default directory dolocˇita, da so prenesene datoteke shranjene v
ustrezni imenik in da prenos ne zahteva uporabnikove potrditve. Na koncu na-
stavimo zmogljivosti gonilnika na dolocˇen operacijski sistem in brskalnik. Metoda
vrne objekt tipa ChromeOptions. Uporabimo jo ob zagonu nove instance gonilnika
RemoteWebDriver().
1 private ChromeOptions getChromeConfig () {
2 ChromeOptions chromeOptions = new ChromeOptions ();
3 if (! Config.getChromeDriverOptions ().isEmpty ()) {
4 chromeOptions.addArguments(Config.getChromeDriverOptions ());
5 }
6 if (! Config.getChromeDriverBinary ().isEmpty ()) {
7 chromeOptions.setBinary(Config.getChromeDriverBinary ());
8 }










Izsek kode 3.8: Nastavitev gonilnika ChromeDriver in brskalnika Chrome
Po koncˇanem izvajanju ogrodja za testiranje uporabimo metodo cleanup(),
ki poskrbi za zapiranje preostalih procesov gonilnika in brskalnikov. Dolocˇena
izvajanja namrecˇ procesov ne zapirajo pravilno in usklajeno [32]. Izvajanje metode
lahko izkljucˇimo in vkljucˇimo v nastavitveni datoteki.
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3.1.3 Pomozˇni razredi
Uporabo in zmozˇnosti gonilnika Selenium WebDriver smo dopolnili z izdelavo
pomozˇnih razredov. Ustvarjene metode razsˇirjajo privzeto delovanje gonilnika za
lazˇjo uporabo, zanesljivejˇse delovanje in zmanjˇsanje ponavljajocˇe kode.
Izvajanje ukazov JavaScript
Nekaterih elementov HTML ni mogocˇe avtomatizirati s privzetimi zmogljivostmi
gonilnika Selenium WebDriver. V taksˇnih primerih avtomatizacijo izvedemo z
ukazi v programskem jeziku JavaScript.
1 public void execute(String command) {
2 JavascriptExecutor js = (JavascriptExecutor) driver;
3 js.executeScript(command);
4 log.debug("Executed JS command: {}.", command);
5 }
6
7 public void click(WebElement element) {
8 JavascriptExecutor js = (JavascriptExecutor) driver;
9 js.executeScript("arguments [0]. click ();", element);
10 log.debug("Performed a JS click on WebElement: {}.", element);
11 }
12
13 public void sendKeys(String value , WebElement element) {
14 JavascriptExecutor js = (JavascriptExecutor) driver;
15 js.executeScript("arguments [0]. value=’" + value + " ’;", element);
16 log.debug("Sent keys ’{}’ via JS to WebElement: {}.", value , element);
17 }
18
19 public Object executeAndGetResponse(String command) {
20 JavascriptExecutor js = (JavascriptExecutor) driver;
21 return js.executeScript("return " + command);
22 }
Izsek kode 3.9: Primer metod razreda JSExecutor
Metoda execute() izvede poljubni ukaz v programskem jeziku JavaScript
(npr. odstranitev atributa readOnly v elementu HTML strani za lazˇjo avtomatiza-
cijo). Metoda click() izvede klik na objektu WebElement preko JavaScripta. Me-
todo sendKeys() uporabimo za vnos besedila. Metodo executeAndGetResponse()
uporabljamo, ko zˇelimo povratno informacijo izvedenega ukaza. To uporabljamo
na elementih HTML, katerih vrednosti ni mogocˇe pridobiti brez ukazov JavaScript.
Diplomska naloga 17
Metode uporabljajo privzete zmogljivosti gonilnika Selenium WebDriver, zato v
konstruktorju razreda podamo objekt z aktivnim gonilnikom.
Upravljanje cˇasovnih zamikov
Najpogosteje opazˇena ovira pri avtomatizaciji spletne strani je po nasˇih izkusˇnjah
cˇakanje na pripravljenost elementov spletne strani. Cˇe ob cˇasu avtomatizirane
akcije kot klik element ni pripravljen (npr. element ni prikazan ali ni pripravljen
na klik), gonilnik Selenium WebDriver vrne izjemo. Najpogostejˇse izjeme so:
• NoSuchElementException, ko element ni prisoten;
• ElementNotVisibleException, ko element ni vidljiv;
• ElementNotSelectableException, ko elementa ni mogocˇe izbrati;
• WebDriverException, ki je splosˇna izjema, ki vkljucˇuje razloge, kot je ne-
zmozˇnost izvedbe klika na elementu.
Te izjeme pogosto izkusimo zaradi nezadostnega cˇakanja nalaganja spletne
strani, kar vodi do nepripravljenih oziroma neizvedljivih elementov HTML, prekri-
vanja elementov (npr. prisotnost predloge, ki uporabniku sporocˇa, da se spletna
stran nalaga) in podobno.
Najpogostejˇsa napaka pri odpravljanju taksˇnih ovir je uporaba prekinitve iz-
vajanja trenutne niti v programskem jeziku Java. To se naredi z uporabo ukaza
Thread.sleep(ms), kjer ms predstavlja cˇakalni cˇas v milisekundah. Takih resˇitev
ne uporabljamo zaradi dveh razlogov:
• cˇakanje je staticˇno in vedno traja enako cˇasa, cˇetudi je element na voljo prej;
• ustavljanje izvajanja ne zagotavlja, da bo element zares pripravljen ob na-
daljevanju izvajanja.
Cˇakanje lahko ustrezneje izvedemo z uporabo privzetih zmogljivosti Selenium
WebDriverja. Te vkljucˇujejo implicitno cˇakanje (ang. implicit wait), ekspli-
citno cˇakanje (ang. explicit wait) in tekocˇe cˇakanje (ang. fluent wait) [33].
Implicitno cˇakanje omogocˇa globalno nastavitev cˇakanja vseh elementov. Dolocˇa
cˇas, ki bo potekel med iskanjem vsakega elementa, preden je sprozˇena izjema
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NoSuchElementException. Eksplicitno cˇakanje omogocˇa cˇakanje dolocˇenega ele-
menta z uporabo dolocˇenih pogojev razreda ExpectedConditions. Ta vkljucˇuje
pogoje, kot so vidljivost elementa, zmozˇnost klika na elementu itd. Tekocˇe cˇakanje
razsˇirja eksplicitno cˇakanje z zmozˇnostjo dolocˇanja razmerja osvezˇevanja elementa.
Privzete zmogljivosti smo razsˇirili v razredu Wait.
1 public void waitForVisible(WebElement element) {
2 if (defaultTimeoutSet ()) {
3 wait = new WebDriverWait(driver , Config.getTimeout ());
4 } else {





9 } catch (TimeoutException e) {




Izsek kode 3.10: Primer metode za cˇakanje na vidljivost elementa
Metodo waitForVisible() uporabljamo, kadar zˇelimo pocˇakati na vidljivost
elementa. V prvem sklopu metoda nastavi cˇas cˇakanja, ki ga pridobimo iz na-
stavitvene datoteke. Cˇe nastavitve niso dolocˇene, se nastavi na privzeti cˇas treh
sekund. V drugem sklopu na objektu WebDriverWait izvedemo metodo until(),
ki ji kot parameter damo pogoj vidljivosti elementa.
Upravljanje piˇskotkov brskalnikov
Testirane spletne aplikacije za delovanje hranijo in uporabljajo piˇskotke (ang.
cookies) brskalnikov. Izvajanje nekaterih testov zahteva spreminjanje piˇskotkov.
Metode za upravljanje piˇskotkov uporabljamo med pripravo in izvajanjem test-
nih metod. Metoda getCookieValue() vrne piˇskotek, katerega ime ustreza poda-
nemu parametru. Metoda addCokie() v brskalnik shrani nov piˇskotek. Metoda
deleteCookie() izbriˇse piˇskotek, katerega ime ustreza podanemu parametru. Me-
toda deleteAllCookies() izbriˇse vse prisotne piˇskotke. Metode uporabljajo pri-
vzete zmogljivosti gonilnika Selenium WebDriver, zato v konstruktorju razreda
podamo objekt z aktivno instanco gonilnika.
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1 public String getCookieValue(String cookieName) {
2 String val = driver.manage ().getCookieNamed(cookieName).getValue ();




7 public void addCookie(String name , String value , String domain , String
path , Date expiry , Boolean isSecure) {
8 driver.manage ().addCookie(new Cookie(name , value , domain , path , expiry ,
isSecure));
9 log.debug("Created a new Cookie: [Name: {}] [Value: {}] [Domain: {}] [
Path: {}] [Expiry: {}] [Secure: {}].", name , value , domain , path ,
10 expiry , isSecure);
11 }
12
13 public void deleteCookie(String cookieName) {
14 driver.manage ().deleteCookieNamed(cookieName);
15 log.debug("Deleted cookie: {}.", cookie);
16 }
17
18 public void deleteAllCookies () {
19 driver.manage ().deleteAllCookies ();
20 log.debug("Deleted all cookies.");
21 }
Izsek kode 3.11: Metode razreda CookieUtils za upravljanje piˇskotkov
3.2 Objektni model strani in vzorec PageFac-
tory
Objektni model strani (ang. Page Object Model - POM ) je nacˇrtovalski vzo-
rec (ang. design pattern), ki je za zmanjˇsevanje podvajanja in odvecˇnosti kode,
izboljˇsanje razumljivosti in enostavnejˇse posodabljanje ob spremembah [34]. Z
vzorcem ustvarimo nabor objektov uporabniˇskega vmesnika. Pri spletni aplikaciji
vsako stran dolocˇimo kot svoj razred, ki vsebuje njene elemente in metode za upo-
rabnikove akcije. Z omenjenim pristopom locˇimo kodo avtomatizacije brskalnika in
testnih metod. Testne metode ne posegajo neposredno po elementih spletne strani,
ampak klicˇejo metode objektnega modela strani, ki so namenjene avtomatizaciji
uporabnikovih akcij. Postopek je prikazan v sliki 3.2.
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Slika 3.2: Potek avtomatizacije testiranja z locˇitvijo testnih metod in objektnih
modelov strani
Z uporabo pristopa POM moramo ob spremembi spletne strani spremeniti le
njen objektni model. Posamezna stran in njene akcije so dolocˇene v enem razredu,
zato kodo posodobimo enkrat, cˇetudi se klicˇe v vecˇ testnih metodah in objektnih
modelih drugih strani. Brez taksˇnega pristopa bi morali posodobiti vse preostale
razrede in metode, ki uporabljajo spremenjeno zmogljivost.
1 @Test
2 public void loginSuccess () {




Izsek kode 3.12: Primer testne metode z uporabo pristopa POM
Izsek kode 3.12 zaradi uporabe omenjenega pristopa vsebuje zgolj metodo za upo-
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rabnikovo akcijo in preverjanje rezultatov.
1 @Test










Izsek kode 3.13: Primer testne metode brez uporabe pristopa POM
Brez uporabe nacˇrtovalskega vzorca (ang. design pattern) iz izseka kode 3.13
vidimo, da je posamezni test veliko obsezˇnejˇsi in vkljucˇuje tudi neposredno logiko
avtomatizacije strani.
Seleniumovi avtorji so v knjizˇnico Selenium vkljucˇili razred PageFactory,
ki je namenjen uresnicˇitvi vzorca POM v avtomatizacijskih projektih. Page-
Factory uporabljamo za enostavno dolocˇanje in ustvarjanje elementov spletne
strani. Elemente strani dolocˇimo s pripisom @FindBy spremenljivke na nivoju
razreda, objekte pa ustvarimo z uporabo razreda PageFactory. Za to upora-
bimo metodo initElements(driver, this), kjer prvi parameter konstruktorja
predstavlja aktivno instanco gonilnika Selenium WebDriver, drugi parameter pa
trenutni razred. Cˇe za ustvarjanje objektov elementov ne bi uporabljali vzorca
PageFactory, bi objekte elementov ustvarili z metodo findElement() na instanci
objekta WebDriver v obsegu posamezne metode. Priprava elementov v pristopu
PageFactory deluje po principu lenega nalaganja (ang. lazy loading), saj ob neu-
porabi objekta WebElement na njem ne bo izveden klic metode findElement().
Za dolocˇanje objektnih modelov strani smo ustvarili osnovni razred PageBase,
ki z uporabo Seleniumovega razreda PageFactory inicializira elemente dedujocˇih
razredov. Razred vsebuje metodi waitForPage() in isOnPage(), ki se uporabljata
na vseh podrazredih in sta namenjeni cˇakanju nalaganja strani ter preverjanju
prisotnosti trenutne strani.
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1 public class PageBase {
2
3 public Wait wait;
4 private WebElement pageIdentifier;
5
6 public PageBase(WebDriver driver) {
7 PageFactory.initElements(driver , this);
8 wait = new Wait(driver);
9 }
10
11 public void setPageIdentifierElement(WebElement pageIdentifier) {
12 this.pageIdentifier = pageIdentifier;
13 }
14




19 public boolean isOnPage () {
20 try {
21 return pageIdentifier.isDisplayed ();





Izsek kode 3.14: Osnovni razred objektnih modelov strani
Objektni model strani Login predstavlja primer razreda strani v vzorcu POM.
Razred razsˇirja osnovni razred PageBase, zato v konstruktorju klicˇemo konstruk-
tor nadrazreda, saj ta inicializira elemente strani. Z uporabo pripisa @FindBy
na spremenljivkah definiramo elemente strani, na katerih izvajamo akcije. Vse
spremenljivke so zasebne (ang. private) zaradi zagotavljanja dosega zgolj na tre-
nutni razred. Tako lahko uveljavljamo sam vzorec, saj akcij na elementih ne mo-
remo izvajati zunaj objektnega modela strani. Za avtomatizacijo strani nam pre-
ostanejo javne metode, ki jih uporabimo za izvajanje uporabniˇskih akcij (npr.
performLogin() za prijavo). Zasebne metode uporabljamo za pomozˇne akcije, ki
jih ne potrebujemo izven objektnega modela strani.
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5 public Login(WebDriver driver) {
6 setPageIdentifierElement(loginBtn);
7 super(driver);
8 dashboard = new Dashboard(driver);
9 }
10
11 @FindBy(id = "loginForm:username")
12 private WebElement username;
13
14 @FindBy(id = "loginForm:password")
15 private WebElement password;
16
17 @FindBy(id = "loginForm:loginCommand")
18 private WebElement loginBtn;
19
20 @FindBy(id = "welcomeMsg")
21 private WebElement welcomeMsg;
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39 public String getWelcomeMessage () {
40 return welcomeMsg.getText ();
41 }
42





Izsek kode 3.15: Primer objektnega modela strani Login
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3.3 Oddaljeno in socˇasno izvajanje
Selenium Grid [31] je del nabora orodij Seleniuma. Omogocˇa nam socˇasnost testi-
ranj s porazdelitvijo izvajanja na vecˇ naprav. Hierarhija okolij Selenium Grid
vkljucˇuje glavno okolje (ang. hub), ki posˇilja ukaze, in koncˇna okolja (ang. node),
ki sprejemajo ukaze glavnega okolja in na podlagi teh avtomatizirajo brskalnike.
Koncˇna okolja lahko gostijo enega ali vecˇ brskalnikov in eno ali vecˇ niti za vsak
brskalnik. To dolocˇimo ob postavitvi strezˇnika Selenium. Ob izvajanju avtomati-
ziranih testov na oddaljenih okoljih se koda izvaja zgolj na glavnem okolju, ki ga
na podlagi nasˇih zahtev izbere ustrezno koncˇno okolje.
Pri ustvarjanju objekta Selenium WebDriver dolocˇimo tip avtomatiziranega
brskalnika in operacijskega sistema (npr. Firefox in Linux ). Ob zacˇetku izvajanja
WebDriver dosega do glavnega okolja in zahteva koncˇno okolje, katerega brskalnik
in operacijski sistem ustrezata nasˇim zahtevam. Glavno okolje med izvajanjem
testnih metod posˇilja zahteve gonilnikom na koncˇnih okoljih, ki avtomatizirajo
brskalnike. Postavitev okolij z uporabo Selenium Grida predstavljamo v poglavju
4.
Do nadzorne plosˇcˇe glavnega okolja dostopamo preko spletnega naslova, ki je
sestavljen iz gostiteljevega naslova IP, vrat in poti do nadzorne plosˇcˇe. Nadzorna
plosˇcˇa je prikazana na sliki 3.3.
Slika 3.3: Nadzorna plosˇcˇa glavnega okolja v hierarhiji Selenium Grid
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Na njej imamo nadzor nad koncˇnimi okolji, za katera vidimo:
• naslov IP in vrata,
• operacijski sistem,
• podprte brskalnike in
• nastavitve okolja.
Za uporabo arhitekture Selenium Grid moramo za gonilnik brskalnika upora-
biti razred RemoteWebDriver, ki v primerjavi z obicˇajnimi gonilniki (npr. brskalnik
Firefox in gonilnik FirefoxDriver) v konstruktorju sprejme tudi spletni naslov
izvajalnega okolja. Ob ustvarjanju objekta konstruktorju razreda podamo spletni
naslov do glavnega okolja Selenium Grida (objekt tipa URL) in zˇelene zmogljivo-
sti brskalnika (objekt tipa DesiredCapabilities), ki dolocˇijo tip in nastavitve
brskalnika. Na podlagi vnesenih podatkov gonilnik dostopa do glavnega okolja in
poda zahteve po koncˇnem okolju.
3.4 Knjizˇnica za testiranje TestNG
TestNG [11] je knjizˇnica za testiranje v Javi, ki si veliko podobnosti deli s test-
no knjizˇnico JUnit. TestNG smo izbrali na podlagi analize iz poglavja 2.4, saj
daje prednosti pri socˇasnem izvajanju testov, podpori odvisnosti testnih metod in
enostavnejˇsi nastavitvi delovanja.
3.4.1 Pripisi
TestNG za dolocˇitev reda izvajanja uporablja pripise metod (ang. anotation) [35].
Dolocˇeni pripisi imajo na voljo dopolnilne atribute za dodatne nastavitve izvaja-
nja. Za dolocˇitev testne metode uporabljamo pripis @Test. Primer uporabljenega
pripisa je tudi @Parameters, ki jo uporabljamo za prenos parametrov iz datoteke
testng.xml. Ta dolocˇa parametre nabora testov.
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Za dolocˇitev izvajanja metod pred in po izvrsˇitvi testov se uporabljajo pripisi:
• @BeforeSuite: pred zacˇetkom testnega nabora.
• @AfterSuite: po koncu tesnega nabora.
• @BeforeTest: pred zacˇetkom testnega nacˇrta (v sklopu atributa test v
datoteki testng.xml). Primer uporabe je nastavitev testnega ogrodja, za-
gon gonilnika, odpiranje povezav itd.
• @AfterTest: po koncu testnega nacˇrta (v sklopu atributa test v datoteki
testng.xml). Primer uporabe je cˇiˇscˇenje testnega okolja, npr. zapiranje
povezav na podatkovne baze in zunanje storitve ter izklop gonilnikov in
brskalnikov.
• @BeforeGroups: pred zacˇetkom testne skupine.
• @AfterGroups: po koncu testne skupine.
• @BeforeClass: pred zacˇetkom testnega razreda.
• @AfterClass: po koncu testnega razreda.
• @BeforeMethod: pred vsako testno metodo.
• @AfterMethod: po vsaki testni metodi. Primer uporabe je zajemanje zaslon-
ske slike ob zakljucˇenem scenariju in porocˇanje o rezultatu testne metode.
Metode s pripisi TestNG v nadrazredih so ustrezno posredovane v dedujocˇe
podrazrede. Tako lahko metode, ki jih zˇelimo izvajati vecˇkrat (npr. za vsakim
testom), definiramo samo enkrat v nadrazredu in se bodo izvedle ob izvajanju
vsakega dedujocˇega podrazreda. Metode s pripisi se izvajajo po predhodno defini-
ranem poteku [36], opisanem na sliki 3.4.
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Slika 3.4: Red izvajanja metod s pripisi
1 @BeforeMethod
2 public void beforeMethod(Method method) {
3 sa = new SoftAssert ();





8 public void afterMethod(Method method , ITestResult result) {
9 Screenshot.takeScreenshot(driver , method.getName (), this.getClass ().
getSimpleName ());
10 if (result.getStatus () == ITestResult.SUCCESS) {
11 log.info("Finished executing test {} with status SUCCESS!",
12 method.getName ());
13 } else if (result.getStatus () == ITestResult.FAILURE) {
14 log.info("Finished executing test {} with status FAILURE!",
15 method.getName ());
16 } else if (result.getStatus () == ITestResult.SKIP) {
17 log.info("Finished executing test {} with status SKIP!",
18 method.getName ());
19 } else {




Izsek kode 3.16: Primera metod, ki se izvedeta pred in po testnih metodah
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V prakticˇni vgradnji to pomeni, da smo naredili glavni razred TestBase, v
sklopu katerega so bile narejene splosˇne metode. Te definirajo obnasˇanje pred in
po vsakem testnem naboru, razredu in metodi. Primer je prikazan v izseku kode
3.16.
Vsi testni podrazredi (npr. LoginTest, DashboardTest itd.) ob izvajanju
dedujejo metode iz omenjenega razreda. Posamezni podrazredi lahko kljub temu
vsebujejo metode z istimi pripisi, cˇe zˇelimo pred ali po izvedbi testa izvesti kodo
trenutnega testnega razreda. V tem primeru prednost dobi podedovana metoda.
3.4.2 Nastavitve
Izvajanje in obnasˇanje nabora testov TestNG nastavimo z namensko datoteko
testng.xml. Preko nastavitvene datoteke dolocˇamo teste, ki jih zˇelimo izvesti in
njihov vrstni red, podajamo parametre za izvajanje in omogocˇimo socˇasno izva-
janje. V nasˇem ogrodju uporabljamo parametre za dolocˇitev testirane aplikacije,
brskalnika, operacijskega sistema, poti do nastavitvene datoteke in spletni naslov
glavnega okolja v ogrodju Selenium Grid. Socˇasno izvajanje dosezˇemo z upo-
rabo atributov parallel in thread-count. Prvi se uporabi za dolocˇitev nivoja
socˇasnega izvajanja, drugi pa za nastavitev sˇtevila socˇasnih niti. Podprti nivoji
socˇasnega izvajanja so:
• tests: socˇasnost izvajanja na nivoju testnih skupin. Istocˇasno se lahko
izvaja vecˇ testnih skupin. Tako lahko istocˇasno izvajamo testni skupini
FirefoxTest in ChromeTest, od katerih obe vkljucˇujeta vse nasˇe testne
razrede.
• classes: socˇasnost izvajanja na nivoju testnih razredov. Istocˇasno se lahko
izvaja vecˇ testnih razredov, vendar znotraj testnega razreda se lahko izvaja
samo ena metoda hkrati. Tako se lahko npr. istocˇasno izvajata testna
razreda LoginTest in DashboardTest.
• methods: socˇasnost izvajanja na nivoju testnih metod. Istocˇasno se lahko
izvaja vecˇ testnih metod v istem testnem razredu. Tako lahko npr. istocˇasno
izvajamo testni metodi loginSuccess() ter loginEmpty() v testnem razre-
du LoginTest.
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• instances: socˇasnost izvajanja na nivoju niti. Istocˇasno se lahko izvaja vecˇ
testnih metod v isti instanci, vendar se metode v razlicˇnih instancah izvajajo
v razlicˇnih nitih.
1 <suite name="CVMA" parallel="tests" thread -count="2">
2
3 <test name="FIREFOX">
4 <parameter name="application" value="cvma" />
5 <parameter name="browser" value="firefox" />
6 <parameter name="platform" value="windows" />
7 <parameter name="config" value="./ config.properties" />
8 <parameter name="gridURL" value="http ://10.34.65.66:4444/ wd/hub" />
9 <classes >
10 <class name="com.zurich.qa.cvma.tests.LoginTest" />
11 <class name="com.zurich.qa.cvma.tests.DashboardTest" />
12 <class name="com.zurich.qa.cvma.tests.StatisticsTest" />
13 <class name="com.zurich.qa.cvma.tests.CustomerDetailsTest" />
14 <class name="com.zurich.qa.cvma.tests.SearchResultsTest" />
15 <class name="com.zurich.qa.cvma.tests.HeaderTest" />





21 <parameter name="application" value="chrome" />
22 <parameter name="browser" value="linux" />
23 <parameter name="platform" value="windows" />
24 <parameter name="config" value="./ config.properties" />
25 <parameter name="gridURL" value="http ://10.34.65.66:4444/ wd/hub" />
26 <classes >
27 <class name="com.zurich.qa.cvma.tests.LoginTest" />
28 <class name="com.zurich.qa.cvma.tests.DashboardTest" />
29 <class name="com.zurich.qa.cvma.tests.StatisticsTest" />
30 <class name="com.zurich.qa.cvma.tests.CustomerDetailsTest" />
31 <class name="com.zurich.qa.cvma.tests.SearchResultsTest" />
32 <class name="com.zurich.qa.cvma.tests.HeaderTest" />





Izsek kode 3.17: Primer datoteke testng.xml, ki je uporabljena za izvajanje
testov
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3.5 Organizacijsko ogrodje Maven
Maven [19] je ogrodje, ki je namenjeno izboljˇsavi in standardizaciji javanskih pro-
jektov. Omogocˇa organizacijo razvijalnih projektov, standardizira sklicevanje in
uvoz zunanjih knjizˇnic, poenostavlja postopek izgradnje aplikacije in dolocˇa naj-
boljˇse prakse. Zato velja za zelo uporabljeno ogrodje za te namene v projektih,
ki so napisani v programskem jeziku Java [22]. Strukturna organizacija projektov
Maven vsebuje vecˇ sklopov:
• pom.xml je datoteka nastavitev projekta,
• /src/main/java je lokacija izvorne kode (npr. javanski razredi),
• /src/main/resources je lokacija zunanjih datotek (npr. zunanje datoteke
za nastavitve),
• /src/test/java je lokacija testnih datotek (npr. datoteke s testnimi meto-
dami) in
• /target je lokacija izhodnih datotek (npr. arhiv jar ali prenesene datoteke).
Nastavitve delujejo na podlagi objektnega modela projekta (ang. Project
Object Model - POM ), ki je shranjen v datoteki pom.xml. Ta opisuje odvisno-
sti na zunanje knjizˇnice in strukturo aplikacije.
Organizacija projekta in odvisnosti
Na zacˇetku datoteke v sklopu modula project definiramo osnovne informacije o
projektu. Znotraj omenjenega modula je element dependencies, s katerim defini-
ramo vse odvisnosti za uporabljene zunanje knjizˇnice. Za vsako odvisnost dolocˇimo
skupino (atribut groupId), izdelek (atribut artifactId) in uporabljeno verzijo
(atribut version).
1 <dependency >
2 <groupId >org.mongodb </groupId >
3 <artifactId >mongo -java -driver </artifactId >
4 <version >3.4.3</version >
5 </dependency >
Izsek kode 3.18: Nastavitev odvisnosti na gonilnik Mongo Java Driver
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Pridobivanje datotek, potrebnih za projekt
Vticˇnik maven-dependency-plugin uporabljamo za pridobivanje oznak, prikaza-
nih na uporabniˇskih vmesnikih svojih aplikacij. Potreba po njih je opisana v
poglavju 5.3.2.
Izgradnja izvrsˇljive datoteke
Izgradnja aplikacije je zajeta v elementu build. Ta poleg definiranja izbranih dato-
tek za to vsebuje razsˇiritvene vticˇnike (ang. plugin). Za prevajanje izvorne kode
uporabljamo vticˇnik maven-compiler-plugin. Vticˇnik maven-release-plugin
uporabljamo za dolocˇanje postopka objave in dolocˇitev verzije aplikacije. Vticˇnik
maven-assembly-plugin gradi aplikacijo, saj v njegovih nastavitvah dolocˇimo
glavni razred izvrsˇljive datoteke in nastavitev, da mora arhiv jar vsebovati upo-
rabljene knjizˇnice.
Vgradnja v razvojni postopek
Orodje Maven je skladno z orodjem Jenkins [37], ki ga uporabljamo za izgradnjo
aplikacije. Projekt za avtomatiziranje testiranja zgradimo z izvedbo gradbenega
postopka na Jenkinsu, ki se sklicuje na Mavenovo datoteko pom.xml. V nastavi-
tveni datoteki dolocˇimo odlagaliˇscˇe, s katerega Jenkins pridobi izvorno kodo za
izgradnjo aplikacije, in odlagaliˇscˇe, kamor shrani zgrajeno verzijo nasˇega projekta.
3.6 Nastavitve
Poleg nastavitvenih datotek za dolocˇanje delovanja knjizˇnic TestNG in Log4J2 [12]
uporabljamo sˇe tretjo nastavitveno datoteko, ki je namenjena nastavitvam testnega
okolja in obnasˇanja testnega ogrodja. Za nastavitve smo uporabili knjizˇnico Apache
Commons [13]. Nastavitve in njihovo branje delujejo z nastavitveno datoteko
tipa properties, ki jo upravljamo (odpremo, beremo in posodobimo) z razredom
Config.
Primer nastavitev podatkovne baze MongoDB je prikazan v izseku kode 3.19.
Primer njihovega branja za uporabo je prikazan v izseku kode 3.20.
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1 mongo.url = 192.168.190.60
2 mongo.port = 27017
3 mongo.user = admin
4 mongo.pass = t1swkMMMQjl1JtsWLfyG9Tzxusz9In3IDYZE4KWMLc4=
5 mongo.authdb = admin
Izsek kode 3.19: Nastavitve za povezavo na podatkovno bazo MongoDB
1 public static String getMongoUrl () {
2 return config.getString("mongo.url");
3 }
4 public static String getMongoPort () {
5 return config.getString("mongo.port");
6 }
7 public static String getMongoUser () {
8 return config.getString("mongo.user");
9 }
10 public static String getMongoPass () {
11 return CryptoUtils.decrypt(config.getString("mongo.pass"));
12 }
13 public static String getMongoAuthDb () {
14 return config.getString("mongo.authdb");
15 }
Izsek kode 3.20: Primer branja iz nastavitvene datoteke
Nastavitve ogrodja omogocˇajo dolocˇitev naslednjih vidikov:
• nastavitev povezave in poverilnic za MongoDB [38], MySQL [39] in Elastic-
Search [40];
• vgradnja zunanjih storitev, kot sta Zendesk [41] in strezˇnik elektronske
posˇte;
• nastavitev testnega okolja, testnega uporabnika in dolocˇitev profilov upo-
rabe;
• nastavitev gonilnika Selenium WebDriver (privzet implicitni cˇasovni zamik,
zajemanje zaslonskih slik ter nastavitve uporabljenih map);
• nastavitev poti do gonilnikov brskalnikov, parametrov ob zagonu ter strate-
gije za cˇiˇscˇenje okolja po zakljucˇku.
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Za zagotavljanje varnosti so varnostno obcˇutljive informacije v nastavitveni
datoteki sˇifrirane. Obcˇutljive informacije vkljucˇujejo poverilnice za dostop do sto-
ritev. Te so lahko v obliki gesel ali zˇetonov. Ob branju iz datoteke so poverilnice
desˇifrirane z uporabo razreda CryptoUtils.
3.7 Porocˇanje
Za porocˇanje rezultatov v projektu uporabljamo privzete zmozˇnosti knjizˇnice Test-
NG [11], zmogljivosti gonilnika Selenium WebDriver in knjizˇnico Log4J2.
3.7.1 Porocˇanje s TestNG
TestNG vsebuje porocˇanje izvajanja testnih primerov. Porocˇila so ustvarjena v
uporabniku prijazni obliki dokumentov HTML, ki jih odpremo v brskalniku in
pregledamo rezultate (datoteka index.html) ali posredujemo po elektronski posˇti
(datoteka emailable-report.html). Razsˇiritve in izboljˇsave privzetega porocˇanja
so mogocˇe, vendar smo se v svojem primeru odlocˇili za dodatno porocˇanje z upo-
rabo Apache Log4J2 in zaslonskih slik. Iz proizvedenih rezultatov knjizˇice TestNG
namrecˇ lahko razberemo uspesˇne in neuspesˇne testne metode (slika 3.5), cˇasovne
zahtevnosti (slika 3.6) in cˇasovni potek izvajanja (slika 3.7).
Slika 3.5: Pregled rezultatov izvajanja testnega razreda LoginTest
34 Zˇan Zorec
Slika 3.6: Primer cˇasovnega izpisa izvajanja metod
Slika 3.7: Primer izpisa cˇasovne zahtevnosti izvedenih testov
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3.7.2 Apache Log4J2
Porocˇanje TestNG se osredotocˇa na izvajanje testov in ne na akcije za njimi, zato
smo za dodatno zapisovanje v zapisnik uporabili knjizˇnico Apache Log4J2 [12].
Zapisovanje deluje na principu uvrsˇcˇanja sporocˇil na razlicˇne pomembnostne ra-
zrede. Na voljo je nekaj privzetih razredov, vendar lahko uporabniki po potrebi
ustvarijo svoje [42]. Seznam privzetih nivojev je od najpomembnejˇsega do najmanj
pomembnega naslednji:
• OFF: najnizˇji nivo, ki se uporablja za izklop kakrsˇnega koli zapisovanja.
• FATAL: izpis kriticˇnih napak, ki predcˇasno zaustavijo delovanje aplikacije.
• ERROR: izpis kriticˇnih napak v delovanju.
• WARN: izpis informacij, ki sporocˇajo da je priˇslo do potencialno nevarnega
dogodka, vendar ne taksˇnega, ki bi ogrozil delovanje aplikacije.
• INFO: izpis informacij, ki med izvajanjem aplikacije sporocˇajo potek izvaja-
nja. Tako izpisujemo izide testnih metod.
• DEBUG: izpis informacij, ki omogocˇajo razhrosˇcˇevanje delovanja aplikacije.
• TRACE: najpodrobnejˇsi nivo, ki je namenjen zelo podrobnim informacijam.
• ALL: najnizˇji nivo, ki se uporablja za vklop kakrsˇnega koli zapisovanja.
Nastavitev ogrodja Apache Log4J2 se opravi programsko ali z nastavitveno
datoteko formatov XML, JSON ali YAML [43]. Odlocˇili smo se za nastavitev z uporabo
datoteke log4j2.xml.
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1 <?xml version ="1.0" encoding ="UTF -8"?>
2 <!DOCTYPE xml >
3 <Configuration status="ERROR">
4 <Appenders >
5 <Console name="Console" target="SYSTEM_OUT">
6 <PatternLayout pattern="|%t| %d{yyyy -MM-dd HH:mm:ss.SSS} [%c:%L] %
level :: %msg%n" />
7 </Console >
8 <File name="File" fileName="logs/automation.log" append="true">
9 <PatternLayout pattern="|%t| %d{yyyy -MM-dd HH:mm:ss.SSS} [%c:%L] %




13 <Root level="DEBUG" includeLocation="true">
14 <AppenderRef ref="File" />




Izsek kode 3.21: Datoteka log4j2.xml, ki je uporabljena za nastavitev
orodja Apache Log4J2
Na zacˇetku nastavitvene datoteke dolocˇimo tip dokumenta. Nato definiramo
element Configuration, ki zajame celotni nabor nastavitev. Temu pripnemo atri-
but status, s katerim dolocˇimo nivo zapisovanja. Omenjeni atribut ne definira
nivoja zapisovanja za nasˇa izhodna sporocˇila, ampak za delovanje knjizˇnice (npr.
vmesnike, ki so bili nalozˇeni).
Nato nastavimo komponente Appenders, ki poskrbijo za izpisovanje informacij
preko dolocˇenih izhodov. Na voljo je veliko izhodnih formatov: zapisovanje v
ukazno vrstico ali datoteke, posˇiljanje informacij po vticˇnikih ali elektronski posˇti,
zapisovanje v podatkovno bazo itd. Istocˇasno jih lahko uporabimo vecˇ. V svojem
primeru uporabljamo dva: enega za izpisovanje v ukazno vrstico (uporabljeno
za takojˇsnji pregled in izpis v terminal ob uporabi na oddaljenemu okolju) in
enega za izpisovanje v trajno tekstovno datoteko (za dolgorocˇni pregled). Dolocˇitev
izhodnega tipa je narejena z razlicˇnimi oznakami elementa (npr. File za datoteko).
Tem pripnemo atribute, ki nastavijo pot do izhodne datoteke in tip delovanja (ali
ob obstojecˇi datoteki nadaljujemo od zadnje vrstice ali ustvarimo novo). Dodamo
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jim ime, ki ga lahko v drugih sklopih nastavitev navedemo.
Zapisovalnikom dolocˇimo obliko izhodnega sporocˇila, kar naredimo z uporabo
elementa PatternLayout. V nasˇem primeru %t izpiˇse nit izvajanja (zelo po-
membno za opredelitev niti ob socˇasnem izvajanju), %d dopiˇse datum dogodka
v dolocˇenem formatu, %c dopiˇse informacije o izvornem razredu, medtem ko %L
izpiˇse vrstico. %level izpiˇse informacijo o pomembnostnem nivoju in %msg%n izpiˇse
sporocˇilo in zakljucˇi vrstico. Primer izhodnega sporocˇila z omenjenim vzorcem:
1 |TestNG -tests -1| 2020 -01 -28 12:22:44.590 [com.zurich.qa.db.utils.MongoDB
:40] DEBUG :: MongoDB database has been set to cvm_ch.
Izsek kode 3.22: Primer vnosa v zapisniku Log4J2
Komponenta Loggers nastavi izpisovanje podatkov. V svojem primeru imamo
en podelement tipa Root, kjer bomo vsa sporocˇila izpisali v istem nacˇinu. Cˇe
bi jih zˇeleli locˇiti (npr. po javanskih razredih), bi uporabili komponente Logger.
V sklopu podelementa Root dolocˇimo nivo izpisovanja z uporabo atributa level.
Omenjeni komponenti pripnemo vse izhodne lokacije, kamor zˇelimo zapisovati.
Nanje se sklicujemo po imenu.
Z opravljenimi nastavitvami nam za zacˇetek izpisovanja ostane programsko
ustvarjanje instance staticˇnega objekta za nasˇ zapisovalnik. Na njem klicˇemo me-
tode za izpisovanje. Za razlicˇne nivoje lahko uporabimo razlicˇne metode knjizˇnice
Log4J2.
3.7.3 Zaslonske slike
Poleg dnevnika Log4J2 in privzetega porocˇanja s TestNG smo vgradili slikanje
uporabniˇskega vmesnika po koncˇanemu testu. Ta zmogljivost je na voljo kot del
gonilnika Selenium WebDriver. Za uporabo je potrebno ustvariti instanco objekta
TakesScreenshot, poklicati metodo getScreenshotAs() in zapisati vsebino v iz-
hodno slikovno datoteko na disku.
Pomozˇna metoda createSuiteScreenshotsDirectory() se klicˇe na zacˇetku
izvajanja in naredi koncˇno mapo za celotni nabor testov. Ime mape je tocˇni
datum in cˇas izvajanja v formatu leto mesec dan ura minuta sekunda oziroma
YYYY MM dd HH mm ss (npr. 2019 09 16 16 35 11). Mapa vsebuje podmape za
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vsak testni razred, te pa vsebujejo zaslonske slike posameznega testa. Metoda
takeScreenshot() se poklicˇe po koncu vsake testne metode. Poleg zajema za-
slonske slike in njenega izvoza v koncˇno datoteko, ustvari tudi podmape za tre-
nutni testni razred. Ime slike je ime testne metode. Zajemanja zaslonske slike
onemogocˇimo ali omogocˇimo v nastavitveni datoteki.
1 public static void takeScreenshot(WebDriver driver , String testName ,
String className) {
2 if (Config.getScreenshotPolicy ()) {
3 TakesScreenshot scrShot = (( TakesScreenshot) driver);
4 File srcFile = scrShot.getScreenshotAs(OutputType.FILE);
5 File classDirectory = new File(Config.getScreenshotDirectory () + "/"
+ suiteFolder + "/" + className);
6 if (! classDirectory.exists ()) {
7 classDirectory.mkdir();
8 log.debug("Created test class folder for screenshots: {}.", Config.
getScreenshotDirectory () + "/" + suiteFolder + "/" +
9 className);
10 }
11 File destFile = new File(Config.getScreenshotDirectory () + "/" +
suiteFolder + "/" + className + "/" + testName + ".png");
12 try {
13 FileUtils.copyFile(srcFile , destFile);
14 log.debug("Created screenshot for test: {}.", testName);
15 } catch (IOException e) {
16 log.error("Error while generating test screenshot!", e);
17 }
18 } else {
19 log.info("Test screenshotting is disabled.");
20 }
21 }
Izsek kode 3.23: Metoda za zajemanje in shranjevanje zaslonskih slik
3.8 Podatkovne baze
Za celovito delovanje testnih scenarijev uporabljamo podatkovne baze, na podlagi
katerih deluje spletna aplikacija. To nam omogocˇa preverjanje stanja okolja pred
ali po izvedbi testnega scenarija. Razlika v stanju pomeni spremembe v podatkovni
bazi po izvedeni akciji. Aplikacija temelji na uporabi treh podatkovnih baz z
razlicˇnimi koncepti. Vsaka od njih ima svoje prednosti in svoj namen.
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MongoDB [38] spada med nerelacijske (imenovane NoSQL) podatkovne baze
in dela na podlagi zbirk dokumentov razlicˇnih velikosti in oblik. Vsak zapis je
shranjen kot dokument v formatu BSON [44] (t. i. binarni JSON), ki je variacija
popularnega formata JSON. V primerjavi s formatom JSON, ki je najpogosteje upo-
rabljen za prenos podatkov v uporabniku prijaznem formatu, je namen formata
BSON ucˇinkovita hramba podatkov. Zaradi kljucˇnih prednosti, kot sta hitrost do-
stopa in branja [45], se BSON pogosteje uporablja pri podatkovnih bazah. MongoDB
se osredotocˇa na odpravljanje performancˇnih tezˇav, ki nastanejo pri relacijskih
podatkovnih bazah (npr. MySQL), zaradi uporabe rigidnih in strukturiranih za-
pisov [46]. Nerelacijske podatkovne baze so pogosto uporabljene v projektih, kjer
se pricˇakuje ogromne kolicˇine dinamicˇnih podatkov in zanesljivo infrastrukturo,
bodisi v smislu dosegljivosti, porazdelitvi ali nadgradljivosti.
V snasˇem primeru se MongoDB predvsem uporablja za zanesljivo in hitro delo
z vecˇjimi kolicˇinami podatkov. Tako v razvoju kot testiranju se za delo na omenjeni
podatkovni bazi uporablja gonilnik MongoDB Java Driver [47].
MySQL [39] je najbolj razsˇirjena izvedba relacijske podatkovne baze [48]. Za
iskanje po bazi se uporablja programski jezik SQL. Baza deluje na podlagi struk-
turiranih podatkov z jasno shemo, ki dolocˇa strukturo posameznih tabel, relacij
med njimi in atributov. Zapisi v bazi so shranjeni po vnaprej dolocˇeni strukturi.
To pomeni, da se brez spremembe na bazi ne more spremeniti format dolocˇenega
vnosa. Zaradi strukturirane relacijske narave se MySQL pogosto uporablja, ko po-
trebujemo hrambo podatkov enakih oblik z relacijami na preostale podatke (npr.
racˇunovodski sistemi).
V nasˇem primeru aplikacije uporabljajo MySQL za shranjevanje temeljnih na-
stavitev aplikacije (npr. podatki o uporabniku, njegove pravice in dostopi itd.).
Relacijska shema in shranjeni zapisi dolocˇajo tudi relacije med drugacˇe nestruktu-
riranimi podatki, ki so uvozˇeni v MongoDB. Za delo na podatkovni bazi MySQL
uporabljamo gonilnik MySQL Connector/J [49]. Gonilnik deluje na osnovi vme-
snika JDBC za Javo.
ElasticSearch [40] je definiran kot iskalno in analiticˇno orodje, ki temelji na
indeksiranju vhodnih podatkov za kasnejˇso uporabo. Veliko podobnosti si deli s
preostalimi podatkovnimi bazami. Indeksirani podatki se hranijo v zbirkah do-
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kumentov tipa JSON. Vsak dokument je sestavljen iz nabora kljucˇev atributov in
njihovih vrednosti. Ogrodje slovi po hitrosti, privzetem distribuiranem nacˇinu
delovanja, enostavni nadgradljivosti in preprosti uporabi preko vmesnikov REST
(Representational State Transfer) [50]. To pomeni, da je idealno za iskalne in
analiticˇne uporabe.
V nasˇi aplikaciji se uporablja na iskalnih zmogljivostih aplikacije (npr. ko zˇeli
uporabnik iskati v vecˇjih zbirkah podatkov). Za taksˇne namene je neposredno
iskanje na podatkovni bazi MongoDB prepocˇasno. Namesto iskanja v MongoDB
v svojem primeru z uporabo ElasticSearcha indeksiramo podatke, shranjene v
MongoDB. Za vgradnjo v nasˇ projekt se uporablja visokonivojski odjemalec REST
(ang. High Level REST client) [51].
Princip pomozˇnih razredov je enak za vse podatkovne baze. Za dostop do
podatkovne baze najprej potrebujemo metode za odpiranje, zapiranje in nadziranje
povezav, sledi dolocˇitev operacij, ki jih zˇelimo izvajati na podatkovni bazi. Glavna
razlika nastopi v dolocˇitvi operacij, ki jih zˇelimo izvajati. Za primer lahko vzamemo
sˇtiri osnovne zmogljivosti: ustvarjanje, branje, posodabljanje in brisanje (ang.
create, read, update and delete - CRUD) podatkov, saj razlicˇne podatkovne baze
hranijo zapise v razlicˇnih standardih ter formatih in delujejo na razlicˇnih konceptih.
Primer uporabe podatkovnih baz v testni metodi
Informacije iz podatkovnih baz so kljucˇne za delovanje nekaterih testnih metod.
Kot primer vzemimo testiranje iskalnika v meniju aplikacije. Za pridobivanje in-
formacij najprej vzpostavimo povezavo s podatkovno bazo.
1 public MongoDB () {
2 char[] password = Config.getMongoPass ().toCharArray ();
3 MongoCredential credentials = MongoCredential.createCredential(Config.
getMongoUser (), Config.getMongoAuthDb (), password);




Izsek kode 3.24: Vzpostavitev povezave na podatkovno bazo MongoDB
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Z uporabo razreda Config iz nastavitvene datoteke pridobimo poverilnice in sple-
tni naslov, ki jih uporabimo za vzpostavitev povezave na MongoDB. Na koncu
izvedemo metodo checkConnection(), ki preveri stanje povezave.
1 public String findRandom(Document doc) {
2 Document myDoc = coll.find(doc).limit(-1).skip(NumUtils.getRandomNumber
(0, getCollectionCount(doc))).first();
3 if (myDoc == null) {
4 log.error("Cannot find random document with query ’{}’ in collection
’{}’!", doc.toString (), coll.toString ());
5 return new String ();
6 }
7 return myDoc.toJson ();
8 }
Izsek kode 3.25: Primer iskanja nakljucˇnega dokumenta, ki ustreza filtru
Metoda findRandom() v trenutni zbirki podatkov poiˇscˇe nakljucˇni dokument,
ki ustreza iskalnim pogojem. Ti so podani v argumentu metode z objektom tipa
Document. Za izbiro dokumenta iz zbirke podatkov pridobimo sˇtevilo ustreznih
dokumentov, nato pa s kazalnikom preskocˇimo nakljucˇno sˇtevilo dokumentov. Me-
toda vracˇa objekt tipa String, ki vsebuje dokument v obliki json. V testni metodi
pridobimo potrebne informacije in izvedemo test.
Testna metoda headerSearchScopeFalse() preverja, ali so informacije, ki naj
bi bile nedostopne uporabniku, zares nedostopne z uporabo iskalnika. Test naj-
prej iz podatkovne baze MongoDB z uporabo metode getAgentCodes() pridobi
seznam identifikatorjev, ki predstavljajo nasˇ pogoj za filtriranje rezultatov. Na-
stavimo naslednjo zbirko podatkov v uporabi in vstopimo v zanko, ki bo vecˇkrat
izvedla testni scenarij. Prvi korak testnega scenarija je pridobivanje informacije,
do katere uporabnik ne bi smel dostopati (v filtru dolocˇimo pogoj $nin, ki omejuje
mnozˇico rezultatov na dokumente, katerih vrednost polja agentId ni na seznamu
agentIds). Ob pomanjkanju dokumenta testnega scenarija ne moremo izvesti in
testno metodo zakljucˇimo s statusom Skipped z uporabo izjeme SkipException.
Cˇe prejmemo iskani dokument, iz njega z metodo getStringValue() (del razreda
JSONParser) izvlecˇemo informacijo, ki predstavlja nasˇ iskalni niz. Izvedemo iska-
nje in z metodo getNumOfResults() iz objektnega modela strani searchResults
preverimo, ali iskanje ne vracˇa rezultatov.
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1 @Test
2 public void headerSearchScopeFalse () {
3 List <String > agentIds = mongo.getAgentCodes ();
4 mongo.setCollection("customer");
5 for (int x = 0; x < NumUtils.getRandomNumber (5, 10); x++) {
6 String customer = mongo.findRandom(new Document("agentId", new
Document("$nin", agentIds)));
7 if (StringUtils.isNullOrEmpty(customer)) {
8 throw new SkipException("Cannot find any customers with agent ID(s)
assigned to test user.");
9 }
10 String custId = JSONParser.getStringValue(customer , "customerId");
11 header.clearSearch ();
12 header.performSearch(custId);




Izsek kode 3.26: Primer testne metode, ki uporablja pridobljene informacije
iz podatkovne baze MongoDB
3.9 Zunanje storitve
Za celovito testiranje nekaterih testnih scenarijev potrebujemo zunanje storitve.
Pri vgradnji zunanjih storitev se je dobro izogibati pridobivanju rezultatov preko
avtomatizacije uporabniˇskega vmesnika, saj je tako delovanje nasˇega projekta ve-
zano na zunanje vplive in je verjetnost napak dostikrat viˇsja. Boljˇsa izbira je
uporaba podprtih vmesnikov, saj tako hitreje in enostavneje pridobimo podatke.
Nekatere spletne strani prepovedujejo avtomatizacijo uporabniˇskega vmesnika.
3.9.1 Zendesk
Zendesk [41] je spletna aplikacija za podporo strankam. Nasˇa aplikacija ponuja
prijavo zahtev na omenjeni storitvi neposredno iz spletne aplikacije. Za testno
avtomatizacijo to pomeni, da cˇe zˇelimo v celoti testirati postopek, se moramo
za zagotovitev delovanja povezati na zunanjo platformo. Implementacija je na-
rejena z odprtokodno knjizˇnico Zendesk Java Client [52]. Nasˇ pomozˇni razred
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vkljucˇuje metode za odpiranje in zapiranje povezave, pridobivanje informacij o
zahtevi, preverjanje prisotnosti ter brisanje obstojecˇih zahtev. Dodajanje zahteve
ni bilo implementirano, saj to za nas izvede aplikacija.
1 private static void init() {
2 zd = new Zendesk.Builder(Config.getZendeskUrl ()).setUsername(Config.
getZendeskUser ()).setToken(Config.getZendeskToken ()).build();
3 log.debug("Established connection to Zendesk.");
4 }
5
6 private static void close() {
7 zd.close ();
8 log.debug("Closed connection to Zendesk.");
9 }
Izsek kode 3.27: Primer odpiranja in zapiranja povezave na Zendesk
Za vzpostavljanje povezave uporabljamo metodo init(). Podatke za povezavo
pridobimo iz nastavitvene datoteke. Za zaprtje povezave uporabljamo metodo
close(). Povezavo na Zendesk uporablja le majhen nabor testov, zato se nam
povezave ne splacˇa ohranjati cˇez cel testni nabor. Povezava se odpre in zapre z
vsako zahtevo.
1 public static Boolean exists(String ticketTitle) {
2 init();
3 for (Ticket ticket : zd.getTickets ()) {
4 if (ticket.getSubject ().equals(ticketTitle)) {










Izsek kode 3.28: Primer preverjanja prisotnosti zahteve na Zendesku
Metoda exists() preveri prisotnost zahteve s podanim naslovom. Omenjeno
implementacijo uporabljamo v testnih scenarijih.
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1 @Test
2 public void reportIssueToZendesk () {
3 String title = CVMAUtils.getSupportString ();
4 String description = CVMAUtils.getSupportString ();






Izsek kode 3.29: Primer testne metode, ki potrebuje zunanjo storitev Zendesk
Testni primer iz izseka kode 3.29 za namen nove zahteve na portalu Zendesk upo-
rablja metodo openSupportTicket() objektnega modela strani Header.
1 public void openSupportTicket(String title , String description) {











Izsek kode 3.30: Primer metode, ki ustvari zahtevo na Zendesku z
avtomatizacijo uporabniˇskega vmesnika
Poglavje 4
Vgradnja v razvojni postopek
Po opravljeni implementaciji testnega projekta smo tega vkljucˇili v obstojecˇi ra-
zvojni postopek. Za sprotno zagotavljanje stabilnosti in kakovosti se testi izvajajo
avtomatsko ob vsaki uvedbi nove verzije testirane aplikacije na testno okolje.
4.1 Testna okolja in socˇasno izvajanje
Pred vgradnjo testiranja v postopek izgradnje aplikacije smo postavili testna oko-
lja, na katerih se izvaja testiranje. Za socˇasno izvajanje na razlicˇnih okoljih upora-
bljamo Selenium Grid, za katerega potrebujemo glavno okolje (ang. hub), kjer se
bo izvajala avtomatizacijska koda, in poljubno sˇtevilo koncˇnih okolij (ang. node),
na katerih bo izvedeno avtomatiziranje brskalnikov. Delovanje Selenium Grida je
opisano v poglavju 3.3. Glavno okolje mora zadostovati naslednjim zahtevam:
• Java: operacijski sistem mora omogocˇati izvajanje aplikacij Java.
• Dostop: okolje mora imeti odprt dostop do koncˇnih testnih okolij, zunanjih
storitev, podatkovnih baz in Jenkinsa [37].
Koncˇna okolja morajo zadostovati naslednjim zahtevam:
• Java: operacijski sistem mora biti zmozˇen izvajati aplikacije Java.




• Dostop: okolje mora imeti odprt dostop do testirane aplikacije ter glavnega
okolja, s katerega prihajajo ukazi.
Delovanje aplikacij ponujamo v sˇirokem naboru brskalnikov, nekateri od teh
so uradno podprti le na dolocˇenih operacijskih sistemih, zato je potrebno koncˇna
okolja razdeliti po operacijskih sistemih.
Slika 4.1: Primer hierarhije testnih okolij
Na sliki 4.1 je socˇasno izvajanje na nivoju okolij. Testi se izvajajo istocˇasno
na vseh okoljih, vendar se znotraj enega okolja istocˇasno izvaja le testni razred
za izbrani brskalnik. V taksˇni postavitvi socˇasno izvajanje zagotovimo le na ravni
vecˇ niti enakega brskalnika na okolju. V taksˇnem pristopu zagotavljamo delovanje
ene verzije posameznega brskalnika.
Cˇe zˇelimo podpreti vecˇ verzij za podprte brskalnike, imamo dve izbiri: lahko
povecˇamo sˇtevilo testnih okolij ali razdelimo posamezno okolje za razlicˇne verzije
razlicˇnih brskalnikov. Cˇe zˇelimo podpreti zadnje tri verzije treh brskalnikov z
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enim brskalnikom na posameznem okolju, za to potrebujemo 9 okolij. Cˇe okolja
postavimo tako, da so na voljo za testiranje vseh podprtih brskalnikov, lahko na
razlicˇna okolja postavimo razlicˇne verzije. Okolja tako nastavimo na naslednji
nacˇin:
• okolje 1 vsebuje Chrome 80.X, Firefox 68.X, Internet Explorer 9;
• okolje 2 vsebuje Chrome 79.X, Firefox 69.X, Internet Explorer 10;
• okolje 3 vsebuje Chrome 78.X, Firefox 70.X, Internet Explorer 11.
4.1.1 Postavitev okolij
Za postavitev in registracijo glavnega ter koncˇnih testnih okolij smo na vsa okolja
namestili strezˇnik Selenium (ang. Selenium Server). Na voljo je na uradni strani
v obliki arhiva jar. Strezˇnik ob zagonu sprejme nabor parametrov, s katerimi
dolocˇimo zˇeleno delovanje. Tip okolja (glavno ali koncˇno) dolocˇimo s parame-
trom -role, zmozˇnosti okolja in dolocˇitev povezave pa dolocˇimo s parametroma
-hubConfig in -nodeConfig. V svojem primeru smo za slednja parametra nasta-
















Izsek kode 4.1: Primer dokumenta JSON za nastavitev glavnega okolja
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Pri ukazu iz izseka kode 4.2 uporabljamo nastavitveno datoteko iz izseka kode
4.1. Za zagon glavnega okolja pa potrebujemo ukaz:
1 java -jar selenium -server -standalone -3.141.59. jar -role hub -hubConfig
seleniumGridHubConfig.json
Izsek kode 4.2: Ukaz za zagon strezˇnika Selenium z vlogo glavnega okolja
Naslednjo nastavitveno datoteko uporabimo za koncˇno okolje. Uporabimo jo



























Izsek kode 4.3: Primer dokumenta JSON za nastavitev testnega okolja, ki
podpira eno instanco brskalnika Firefox
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Za zagon koncˇnega okolja pa je ukaz drugacˇen, saj moramo dolocˇiti tudi pot do
gonilnikov brskalnikov.
1 java "-Dwebdriver.gecko.driver=geckodriver -64. exe" -jar selenium -server -
standalone -3.141.59. jar -role node -nodeConfig
seleniumGridFirefoxNodeConfig.json
Izsek kode 4.4: Ukaz za zagon strezˇnika Selenium z vlogo testnega okolja
4.2 Izvajanje testov na oddaljenih okoljih
S postavljeno infrastrukturo okolij Selenium Grida in zmozˇnostjo izvajanja testov
smo morali podpreti oddaljeno delovanje avtomatizacijskega ogrodja. V sklopu
ustvarjanja testov se te zaganja lokalno, medtem ko moramo za namene nepre-
stane integracije (ang. continuous integration) to ogrodje nemoteno izvajati na
oddaljenem okolju.
Avtomatizacijski projekt zaradi samostojnega izvajanja zapakiramo v datoteko
tipa jar z orodjem Maven (vecˇ opisano v poglavju 3.5). Za delovanje samostojne
izvrsˇilne datoteke smo dolocˇili glavno izvajalno metodo v razredu Runnable. Ta
metoda programsko poklicˇe knjizˇnico TestNG [11], ki nato izvrsˇi nasˇe datoteke s
testnimi nabori. To je opisano v izseku kode 4.6.
Metoda sprejme niz parametrov, kjer vsak parameter predstavlja en nabor
testov TestNG (v obliki posamezne datoteke).
1 java "-Dlog4j.configurationFile =./ configuration/log4j2.xml" -jar cvm -ta
-1.0.28. jar ./ suites/profile1Suite.xml ./ suites/profile2Suite.xml
Izsek kode 4.5: Primer zagona projekta z uporabo datoteke jar
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1 public class Runnable {
2
3 private static final Logger log = LogManager.getLogger(Runnable.class);
4
5 public static void main(String [] args) {
6 List <String > suiteList = new ArrayList <String >();
7 if (null != args && args.length >= 1) {
8 log.info("Started test execution via Runnable class!");
9 for (int suiteCount = 0; suiteCount < args.length; suiteCount ++) {
10 if (FileUtils.fileExists(args[suiteCount ])) {
11 suiteList.add(args[suiteCount ]);








18 TestNG testNG = new TestNG ();
19 testNG.setTestSuites(suiteList);
20 testNG.run();
21 } else {
22 log.fatal("Tried starting test execution via Runnable class ,




Izsek kode 4.6: Razred z glavno metodo za izvajanje arhiva jar
4.3 Vgradnja
Za namene vgradnje smo uporabili orodje Jenkins [37]. Tega smo ga ob cˇasu
ustvarjanja projekta uporabljali za izgradnjo aplikacij v razvojnemu postopku.
Jenkins je spletno orodje, namenjeno avtomatizaciji ponavljajocˇih postopkov v
razvojnih projektih, kot so tvorba aplikacijskih datotek, vgradnja novih verzij na
okolja in potrjevanje kakovosti s testi. Orodje zagotavlja celovito upravljanje po-
stopka neprestane integracije (ang. continous integration).
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Za vgradnjo avtomatizacije testiranja smo Jenkinsu zadali dve nalogi:
• izgradnjo nove verzije projekta in
• zagon testnega ogrodja ter pridobivanje rezultatov izvajanja.
Pakiranje projekta v izvrsˇljivo datoteko
Za izdelavo nove verzije mora uporabnik najprej vnesti parametre naloge za izgra-
dnjo, kot je prikazano na sliki 4.2.
Slika 4.2: Primer parametrov v Jenkinsu za tvorbo nove verzije projekta
Jenkins se nato povezˇe na odlagaliˇscˇe kode Git [23], kjer dostopa do projekta
za avtomatizacijo testiranja. Nastavitve dostopa uredimo v zavihku Source Code
Management, kjer podamo spletni naslov odlagaliˇscˇa in parametre povezave. Z upo-
rabo ogrodja Maven (vecˇ v poglavju 3.5) ustvarimo izvrsˇljivo datoteko. Ogrodju








Izsek kode 4.7: Primer nastavitev Mavena za izgradnjo aplikacije
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Parameter BUILD NUMBER ogrodju avtomatsko priskrbi Jenkins, medtem ko pa-
rametra RELEASE VERSION in DEVELOPMENT VERSION poda uporabnik (prikazano
na sliki 4.2). Ko je aplikacija zapakirana v arhiv, se shrani na odlagaliˇscˇe Ne-
xus [53]. Ko se zakljucˇi prenos datoteke na odlagaliˇscˇe, je postopek zakljucˇen in
izvrsˇilna datoteka je nared za prenos in uporabo. Celotni postopek izdelave je
prikazan v sliki 4.3.
Slika 4.3: Postopek tvorbe nove verzije projekta
Zagon avtomatskih testov
Zagon avtomatskih testov lahko sprozˇimo rocˇno ali avtomatsko, ko je nova verzija
testirane aplikacije postavljena na testno okolje. V drugem primeru Jenkins nalogo
za zagon testov nastavi tako, da se sprozˇi ob koncˇanju druge naloge za postavitev
verzije aplikacije v testno okolje. Naloga sprejme dva parametra:
• spletni naslov do izvrsˇljive datoteke, uporabljene za izvajanje avtomatizira-
nih testov ($BUILD);
• zaporedna sˇtevilka zagona naloge Jenkins, ki se ustvari avtomatsko brez
uporabnikovega vnosa ($BUILD NUMBER).
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Celotni postopek zagona avtomatiziranih testov je razdeljen na sˇtiri izvedbe:
• prenos izvrsˇilne datoteke na okolje in zagon avtomatiziranih testov,
• prenos datotek z rezultati na Jenkins,
• cˇiˇscˇenje testnega okolja ter arhiviranje podrobnosti izvajanja za kasnejˇso
uporabo in
• prikaz rezultatov in posˇiljanje elektronske posˇte testni ekipi.
Pred zagonom naloga sprejme parameter s potjo do odlagaliˇscˇa Nexus, kjer je
izvrsˇljiva datoteka, s katero zˇelimo testirati. Parameter je nastavljen z modulom
Extensible Choice, ki ga nastavimo za dostop do Nexusa. Jenkins se nato povezˇe




4 if [ ! -f $var ]; then
5 sudo wget $BUILD
6 fi
7 sudo java "-Dlog4j.configurationFile =./ configuration/log4j2.xml" -jar
$var ./ suites/testng.xml
8 sudo /sbin/restorecon -Rv /usr/local/Selenium/test -output
Izsek kode 4.8: Skripta za prenos izbrsˇljive datoteke na glavno testno okolje
in zagon avtomatiziranih testov
V spremenljivko var iz spletnega naslova spremenljivke $BUILD zapiˇsemo zgolj
ime izvrsˇilne datoteke. Nato preverimo, ali ta datoteka na okolju zˇe obstaja. Cˇe ne
obstaja, se ta prenese s spletnega naslova iz spremenljivke $BUILD. Nato zazˇenemo
avtomatizirane teste. Med izvajanjem se na Jenkinsu izpisuje status izvajanja z
Log4J2. Ko se izvajanje koncˇa, uredimo pravice datotek z rezultati, da lahko do
njih dostopamo preko strezˇnika Apache.
Ko je izvajanje zakljucˇeno, se izvede skripta iz izseka kode 4.9. Ta se v pri-
merjavi s preostalimi skriptami izvede na okolju Jenkins.
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1 rm -f testng -results.xml
2 rm -f emailable -report.html
3 wget http ://10.34.65.67/ emailable -report.html
4 wget http ://10.34.65.67/ testng -results.xml
Izsek kode 4.9: Skripta za prenos rezultatov na okolje Jenkins
Skripta najprej izbriˇse vsebino trenutnega okolja Jenkins, nato pa pridobi dato-
teki z rezultati. Do datotek lahko dostopamo preko strezˇnika Apache, ki je posta-
vljen na glavnem testnem okolju. Ta gosti datoteke z rezultati zadnjega izvajanja.
Preneseni datoteki sta:
• emailable-report.html, ki se po izvedbi posˇlje testni ekipi po elektronski
posˇti;
• testng-results.xml, ki se uporabi za prikaz rezultatov na Jenkinsu z vme-
snikom TestNG Results.
Tretji postopek izvajanja vkljucˇuje cˇiˇscˇenje testnega okolja in arhiviranje podro-




3 sudo mkdir ./execution -history/jenkins -$BUILD_NUMBER
4 if [ -d "test -output" ]; then
5 sudo mv test -output ./execution -history/jenkins -$BUILD_NUMBER/test -output
6 fi
7 if [ -d "downloads" ]; then
8 sudo mv downloads ./execution -history/jenkins -$BUILD_NUMBER/downloads
9 fi
10 if [ -d "logs" ]; then
11 sudo mv logs ./execution -history/jenkins -$BUILD_NUMBER/logs
12 fi
13 cd execution -history
14 sudo tar -zcvf jenkins -$BUILD_NUMBER.tar.gz jenkins -$BUILD_NUMBER && sudo
rm -rf jenkins -$BUILD_NUMBER
Izsek kode 4.10: Skripta za cˇiˇscˇenje glavnega okolja Selenium Grid in
arhiviranje podrobnosti izvajanja
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V skripti najprej ustvarimo novo mapo, ki bo vsebovala vse podrobnosti. Nato
preverimo, kateri vidiki izvajanja obstajajo na disku:
• mapa test-output, ki vsebuje porocˇila TestNG [11];
• mapa downloads, ki vsebuje razne prenesene datoteke med izvajanjem;
• mapa logs, ki vsebuje zapise Log4J2 in zaslonske slike.
Prisotne datoteke so prenesene v prej ustvarjeno mapo. Na koncu skripte celo-
tno mapo zapakiramo v arhiv tar.gz, imenovan po zaporednem sˇtevilu izvajanja
naloge Jenkins (npr. jenkins-84). Ob uspesˇnem arhiviranju se mapa nato izbriˇse
in okolje je pocˇiˇscˇeno na stanje pred izvajanjem.
Zadnji korak vkljucˇuje prikaz rezultatov z vmesnikom TestNG Results. S tem
lahko pregledamo rezultate zadnjega izvajanja in trend zadnjih izvajanj na ravni
celotnega izvajanja ali posameznih testnih metod. Po prikazu rezultatov se testni
ekipi posˇlje tudi elektronska posˇta, ki vsebuje rezultate v uporabniku prijazni
obliki. Tako lahko avtomatizirane teste nadzorujemo brez dostopanja Jenkinsa.
Primer vsebine elektronske posˇte je prikazan v sliki 4.4.
Slika 4.4: Primer vsebine elektronske posˇte z rezultati izvajanja testnega razreda
LoginTest
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Celotni postopek zagona je opisan v sliki 4.5.
Slika 4.5: Postopek izvajanja ob zagonu avtomatiziranih testov
Poglavje 5
Nauki in ovire avtomatizacije
V tem poglavju opisujemo ugotovitve, do katerih smo priˇsli v postopku avtomati-
zacije, in ovire, na katere lahko naletimo med avtomatizacijo testiranja.
5.1 Potrebno znanje in vlozˇeno delo
Avtomatizirano testiranje zahteva od testnega inzˇenirja poleg znanj rocˇnega test-
iranja tudi programersko znanje. To pomeni, da mora podjetje zaposliti kader
s sˇirsˇim naborom znanj, ki vkljucˇuje programerske izkusˇnje in poznavanje pro-
gramskega jezika, v katerem je napisano testno ogrodje. Iskanje inzˇenirjev za
avtomatizacijo testiranja ekipam predstavlja zahtevnejˇso nalogo kot iskanje kadra
inzˇenirjev za rocˇno testiranje.
Poleg zahtevanega znanja je potrebno omeniti cˇasovno zahtevnost avtomati-
ziranja testiranja. Vgradnja in vzdrzˇevanje taksˇnega projekta zahteva vlaganje
vecˇjega sˇtevila inzˇenirskih ur. Ob novem razvoju rocˇno potrjujemo delovanja apli-
kacije s funkcionalnimi, performancˇnimi in preostalimi vrstami testiranja. Ob
avtomatizaciji moramo skrbeti tudi za posodabljanje obstojecˇih testnih metod.
Tako se cˇas potrjevanja posamezne spremembe povecˇa, kar s pomanjkanjem kadra
upocˇasni testni postopek. Na dolgi rok avtomatizacija prinese olajˇsanje cˇasovno
zahtevnih postopkov (kot je regresijsko testiranje), vendar med cˇasom vzpostavlja-




Nestabilne teste (ang. flaky tests) se definira kot teste, ki z identicˇno kodo vracˇajo
tako uspesˇne kot neuspesˇne rezultate. Obstaja vecˇ vzrokov za taksˇno delovanje,
vendar jih pogosto ni mogocˇe izolirati. Najpogostejˇsi so vzroki, na katere ne mo-
remo neposredno vplivati: socˇasnost izvajanj, zanasˇanje na nedeterministicˇno ali
nedefinirano obnasˇanje, tezˇave z infrastrukturo in nezagotovljeno pravilno delova-
nje zunanjih storitev.
Nestabilni testi so prisotni pri vsakem avtomatizacijskem projektu in jih je
zelo tezˇko ali celo nemogocˇe v celoti odstraniti. Googlovi inzˇenirji so v enem od
svojih cˇlankov porocˇali, da kljub obsˇirni ekipi testerjev in konstantnemu resˇevanju
problema pri povprecˇnem zagonu testnih primerov pricˇakujejo 1,5 % nestabilnih
testov. Porocˇali so tudi, da skoraj 16 % obstojecˇih testov vsebuje nekaj nestabil-
nosti [54].
Upravljanje nestabilnosti je po nasˇih izkusˇnjah pravzaprav postopek nadzoro-
vanja najboljˇsega razmerja med zagotavljanjem stabilnega delovanja in cˇasovno op-
timizacijo testov. Ko se avtomatiziran test zakljucˇi kot neuspesˇen, ga je potrebno
ponovno zagnati in dolocˇiti razlog, zakaj je do tega priˇslo. Ko se sˇtevilo testov
povecˇa, se povecˇa tudi cˇasovna zahtevnost pregledovanja testov z neuspesˇnim iz-
idom. Kljub temu pa obstajajo performancˇni razlogi, zaradi katerih ne bi zˇeleli
dolocˇenih testov dopolniti do mere zagotovljenega delovanja. Cˇe se testni scenarij
ne izvede pravilno enkrat na vsakih 1000 zagonov in bi odstranitev nestabilnosti
pomenila podvojen cˇas izvajanja, je vredno premisliti o ustreznosti taksˇne spre-
membe.
5.2.1 Izracˇun optimalnega razmerja
Za dolocˇitev boljˇse resˇitve te tezˇave si lahko pripravimo izracˇun za optimalno
razmerje med hitrejˇso nestabilno testno izvedbo ter pocˇasnejˇso, vendar stabilno
izvedbo. Hipoteza je naslednja:
• Na voljo imamo hitro, vendar redko nestabilno testno metodo in veliko
pocˇasnejˇso, vendar stabilno metodo.
• Teste z nepricˇakovanim izidom lahko ponovno zazˇenemo. Ob pricˇakoven
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izidu po drugem zagonu se izid uposˇteva kot zadovoljiv.
• Izvedene metode, ki tudi v drugem zagonu vrnejo nepricˇakovan rezultat, je
potrebno rocˇno pregledati.
Z omenjeno hipotezo imamo naslednji nabor spremenljivk:
• verjetnost neuspesˇnega izvajanja testnega primera (PF ),
• verjetnost neuspesˇne potrditve delovanja s ponovnim zagonom (PR),
• izvajalni cˇas nestabilne testne metode (TF ),
• izvajalni cˇas stabilne testne metode (TN ),
• cˇas rocˇnega pregleda zmogljivosti (TR).
Povprecˇni cˇas izvajanja nestabilne (TPF ) testne metode se lahko izracˇuna z
uporabo naslednje enacˇbo:
TPF = (1− PF ) · TF + PF · (1− PR) · 2TF + PF · PR · (2TF + TR).
Prvi sklop enacˇbe ((1−PF ) ·TF ) predstavlja verjetnost in cˇas uspesˇnega izvajanja
testne metode, drugi sklop (PF · (1− PR) · 2TF ) neuspesˇnega prvega izvajanja ter
uspesˇnega drugega izvajanja in tretji sklop (PF · PR · (2TF + TR)) dve neuspesˇni
izvajanji ter rocˇni pregled.
Povprecˇni cˇas izvajanja stabilnega testa (TPN ) je tako TPN = TN , kjer TN
predstavlja cˇas izvajanja stabilnega testa. Ker je pri stabilnih testih delovanje
zagotovljeno, je cˇas izvedbe vedno enak.
Za dolocˇitev optimalnega razmerja moramo najti presecˇiˇscˇe enacˇb TPF in TPN .
Cˇe enacˇbi izenacˇimo, lahko iz enacˇbe izracˇunamo vrednost spremenljivke PF . Vre-
dnost te spremenljivke dolocˇa razmerje, pri katerem je cˇasovno gledano bolje ustva-




TF + PR · TR .
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Primer
Kot primer vzemimo nestabilno testno metodo, ki se izvaja 30 sekund (TF =
30s), ob zagotovitvi 100-odstotnega delovanja pa bi se cˇas izvajanja povecˇal na 45
sekund (TN = 45s). Ob nepricˇakovanem izidu lahko za 75 % izvajanj potrdimo
pravilno delovanje s ponovnim zagonom testne metode (PR = 0,25 ). V preostalih
25 % primerov, ko delovanja zmogljivosti ne moremo potrditi s ponovnim zagonom
testne metode, rocˇno preverjanje traja 300 sekund (TR = 300s).
PF =
45s− 30s
30s + 0, 25 · 300s.
PF = 0, 1428571428571429 = 14, 29 %.
Z uporabo zgornje formule lahko pokazˇemo, da se nam cˇasovno bolj splacˇa ne-
stabilna testna metoda, cˇe je verjetnost neuspesˇnega izvajanja manjˇsa kot 14,29
%. Ob vecˇji verjetnosti se nam cˇasovno splacˇa uporabiti pocˇasnejˇsi, vendar potr-
jeno delujocˇi test. Razmerje je prikazano na sliki 5.1.
Slika 5.1: Razmerje med cˇasovno ucˇinkovitostjo in nestabilnostjo testne metode
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Uporaba enacˇbe
Uporaba enacˇbe je namenjena izracˇunu razmerja stabilnosti in cˇasovni optimiza-
ciji testnih metod glede na verjetnosti uspesˇnih izvajanj. Izracˇun se uporablja kot
smernica, saj ne uposˇteva vseh dejavnikov. Mednje spadata cˇas, potreben za sta-
bilizacijo testa, in pomen zagotovljene izvedbe v primerjavi z mogocˇimi ponovnimi
zagoni in rocˇnimi pregledi.
5.3 Ovire nasˇih spletnih aplikacij
Pri vgradnji avtomatskega testiranja smo naleteli tudi na dolocˇene ovire, ki so se
pojavile v nasˇem specificˇnem okolju in programski domeni.
5.3.1 JSF in dinamicˇno kreiranje vrednosti atributov
ID
Pri uporabi standarda JSF se atributom ID v elementih privzeto dodeli avtomatsko
proizvedena vrednost (npr. searchBox:j idt17). Cˇe se jim ne dodeli staticˇna
vrednost, se bo ta vrednost ob vkljucˇitvi novih elementov spremenila. Na oviro smo
naleteli ob vkljucˇitvi novih elementov HTML na stran spletne aplikacije. Takrat
se atributu ID obstojecˇega elementa dodeli nova povecˇana vrednost. To posledicˇno
pomeni, da je za delovanje testnega scenarija potrebno posodobiti objekt strani
spletne aplikacije. Ta pristop na dolgi rok ni primeren zaradi obsega potrebnih
posodobitev ob vpeljavi novih zmogljivosti.
Problem smo resˇili s sodelovanjem programerske in testne ekipe z dodeljeva-
njem vnaprej dolocˇene vrednosti atributa ID na vseh elementih, ki se uporabljajo
v avtomatizaciji.
5.3.2 Pridobivanje oznak za uporabniˇski vmesnik
Nekateri testi potrebujejo za delovanje tudi tekstovne oznake, ki se uporabljajo za
oznacˇevanje elementov na uporabniˇskemu vmesniku. Za dolgorocˇno uporabljanje
teh oznak, kreiranje in posodabljanje lastnih datotek s tekstovnimi oznakami ni
bila pametna izbira. Mogocˇa izbira je tako bila souporaba datotek, ki jih pripravi
razvojna ekipa v sklopu razvoja programske opreme, ki jo testiramo. Vendar zaradi
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varnostnih certifikatov v podjetju testerski oddelek ne sme posegati v izvorno kodo
na razvojnem odlagaliˇscˇu.
Zadevo smo resˇili z uporabo datotek iz zˇe zgrajene aplikacije, do katere lahko
dostopamo na odlagaliˇscˇu verzij. Zgrajene aplikacije Java EE se shranijo v arhiv
tipa ear (Enterprise Application aRchive). Te datoteke smo lahko pridobili preko
odlagaliˇscˇa zgrajenih verzij. Omenjeni arhivi imajo v vsebini arhiva datoteke s
tekstovnimi oznakami tipa properties. To nam je omogocˇilo, da smo z ogrodjem
Maven pridobili potrebovane datoteke. Med izgradnjo avtomatizacijskega projekta
ogrodje Maven poiˇscˇe in prenese zgrajeno verzijo na odlagaliˇscˇe. Preneseni arhiv
odpre in v lokalno mapo shrani datoteke s tekstovnimi oznakami. Te lahko nato
uporabimo za testne namene.
Poglavje 6
Sklepne ugotovitve
V sklepnih ugotovitvah povzemamo ugotovitve iz diplomskega dela, pregledujemo
pricˇakovane ucˇinke avtomatskega testiranja in predstavljamo nacˇrt za nadaljnje
delo.
6.1 Zakljucˇek
Diplomsko delo smo zacˇeli s predstavitvijo postopka izbire ustreznega orodja in
tehnologij za uresnicˇitev svojih pricˇakovanj. V jedru smo podrobno predstavili test-
no ogrodje, njegove komponente in kako delujejo med seboj. Jedro smo zakljucˇili
s predstavitvijo uspesˇne vgradnje v obstojecˇi razvojni postopek. Na koncu smo
opisali nauke in tezˇave, na katere smo naleteli. Zanje smo predstavili tudi izvedene
resˇitve.
Pred zacˇetkom avtomatizacije smo si zadali cilje, ki jih zˇelimo dosecˇi. Z opra-
vljeno analizo razpolozˇljivih tehnologij, izbiro ustreznih orodij in uspesˇno izgradnjo
ogrodja ter vgradnjo v obstojecˇ razvojni proces smo cilje presegli. To utemeljimo
v poglavju 6.2.
Avtomatizacija testnih postopkov je nedvomno nacˇrtovana tudi v prihodnje
z namenom razsˇiritve testnega ogrodja in podprtostjo preostalih aplikacij. To je




Ob avtomatizaciji testiranja smo pricˇakovali dva ucˇinka:
• izboljˇsanje kakovosti svojih izdelkov in
• cˇasovno optimizacijo testiranj in posledicˇno hitrejˇso pripravo posodobitev
aplikacij.
Za ugotovitev uspesˇnosti vgradnje lahko uporabimo subjektivne ugotovitve in mer-
ljive kazalnike uspesˇnosti.
Subjektivne ugotovitve
Med te ugotovitve sodijo:
• stranke so od zacˇetka vgradnje zadovoljnejˇse z izdelkom in imajo vecˇjo zau-
panje v posodobitve;
• iz postopka regresijskega testiranja smo odstranili cˇlovesˇke napake, saj ponav-
ljajocˇe in naporne postopke opravlja sistem;
• testni inzˇenirji imajo vecˇ cˇasa za funkcionalno testiranje in podrobnejˇso ana-
lizo testnih scenarijev, kar izboljˇsa verjetnost zaznavanja napak.
Merljive ugotovitve
Med merljive ugotovitve sˇtejejo vrednosti kazalnikov uspesˇnosti (ang. KPI - Key
Performance Indicators). Te so lahko sˇtevilo implementiranih testnih metod,
sˇtevilo podprtih aplikacij, razmerje zaznanih napak aplikacije in podobno.
1.) Razmerje napak, zaznanih z avtomatizirani testi
Na podlagi informacij iz orodja za nadzor nalog Jira [55] lahko izracˇunamo delezˇ
napak, ki smo jih zaznali z avtomatiziranimi testi. Jiro uporabljamo za sledenje
nalogam (npr. hrosˇcˇi, nove zmogljivosti in izboljˇsave) in pregled postopka razvoja
izdelkov. Z uporabo naslednjega filtra v Jiri :
• komponenta je testirana aplikacija;
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• tip prijave je hrosˇcˇ (ang. bug);
• datum posodobitve je kasnejˇsi od zacˇetka avtomatizacije.
smo izracˇunali, da je bilo 39 % prijavljenih hrosˇcˇev od zacˇetka avtomatiziranega
testiranja najdenih z avtomatizacijo testiranja. Taksˇne rezultate smo dosegli zaradi
dveh vidikov avtomatizacije:
• Izvajanje avtomatskih testov. Napake smo zaznali med izvajanjem avto-
matskih testov in jih odpravili pred nadgradnjo aplikacije. Taksˇne napake
po navadi izvirajo iz spremembe aplikacije ob vgradnji nove zmogljivosti.
Razmerje napak, zaznanih z izvajanjem avtomatskih testov, se povecˇuje z
nadgradnjo ogrodja in povecˇanjem sˇtevila podprtih testnih primerov.
• Ustvarjanje testnih scenarijev. V postopku ustvarjanja testnih primerov
poustvarimo delovanje zmogljivosti, ki jo testirajo testne metode. Za testni
primer najprej analiziramo zahteve in pripravimo korake, iz katerih pripra-
vimo psevdokodo. To nato prevedemo v programsko kodo in test preskusimo
na testnem okolju. Med zagotavljanjem pravilnega delovanja avtomatskega
testa lahko naletimo na napake, ki so dveh izvorov. Prva je napaka v test-
ni kodi, kar pomeni, da moramo popraviti kodo nasˇega testnega ogrodja.
Druga vrsta je napaka v programski opremi, ki jo testni primer preverja.
Taksˇna je napaka testirane programske opreme, ki smo jo ujeli s postopkom
avtomatiziranega testiranja. V kljucˇni ugotovitvi lahko sklenemo, da je po-
stopek ustvarjanja avtomatiziranih testov podoben rocˇnemu funkcionalnemu
testiranju, saj ob ustvarjanju in potrjevanju testne metode potrebujemo za-
gotoviti tudi delovanje komponente, ki jo testiramo.
2.) Merljiva sˇtevila
Zaradi zagotavljanja kakovosti prve podprte aplikacije smo vzpostavili 142 avto-
matiziranih testnih metod. Te so v 12 razlicˇnih testnih razredih, ki delujejo na
podlagi 10 razlicˇnih objektnih modelov strani. Nabor testov za delovanje upora-
blja povezavo na 3 podatkovne baze in 1 zunanjo storitev. Rezultate porocˇamo
preko 3 nivojev porocˇanja. Celotni testni nabor se izvaja priblizˇno od 60 do 75




Z vzpostavljenim avtomatiziranim testiranjem spletne aplikacije smo skrajˇsali po-
stopek testiranja in dosegli hitrejˇsi cˇas dostave. Pred vgradnjo je rocˇno regresijsko
testiranje za potrditev nove verzije trajalo tudi vecˇ dni, sedaj pa lahko rezultate
avtomatiziranega testiranja pridobimo v nekaj urah. Sedaj porabimo manj cˇasa
ob neuspesˇnem izidu testnega postopka (potrebni popravki razvojne ekipe in pono-




V cˇasu pisanja diplomskega dela zakljucˇujemo z vgradnjo avtomatizacije testiranja
v obstojecˇi razvojni postopek prve podprte aplikacije. V prihodnje nameravamo
podpreti tudi preostali dve spletni aplikaciji, ki jih nasˇe podjetje trzˇi. Za to bomo
uporabili isto ogrodje brez vecˇjih sprememb, saj smo ga zasnovali in ustvarili z
namenom enostavne ponovne uporabe z razlicˇnimi izdelki. Za novo aplikacijo
bomo morali pripraviti zgolj nove objektne modele strani in testne razrede.
Izboljˇsanje in razsˇiritev ogrodja
Istocˇasno se bo vzporedno s podporo testiranja novih aplikacij sproti izboljˇsevalo
tudi samo ogrodje in sˇirila podpora za zunanje storitve. Primeri kratkorocˇnih
ciljev so:
• implementacija vmesnika za podatkovno bazo Neo4J [56],
• podpora porocˇanja v podatkovne baze za dolgorocˇno hranjenje in zmozˇnost
poizvedb na zgodovinah rezultatov in
• profiliranje izvajanj in cˇasovna optimizacija novih in obstojecˇih testov.
Nadgradnja okolij
Z razsˇiritvijo ogrodja in podprtih aplikacij bomo glede na potrebe ustrezno nad-
grajevali tudi sˇtevilo testnih okolij in njihovih zmogljivosti. S socˇasnim izvajanjem
zˇelimo dosecˇi cˇim krajˇso cˇasovno zahtevnost in podporo vecˇ verzij posameznega
brskalnika.
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