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Cílem této práce, bylo vytvoření programu, pro animaci algoritmů v prostředí Silverlight.
K jeho vývoji byl použit zásuvný modul Silverlight s využitím platformy .Net a progra-
movacího jazyka C#. Tato práce dále obsahuje seznámení s použitým zásuvným modulem
Silverlight a s podobným zásuvným modulem Flash.
Abstract
The goal of this work was to create a program for the animation of algorithms in Silverlight.
To develop this Silverlight module, platform .NET and programing language C# were used.
This work contains basic information about Silverlight module and similar module named
Flash.
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Cílem této práce bylo seznámit se s poměrně nově vzniklým zásuvným modulem Silverlight
od společnosti Microsoft a vytvořit pomocí něho aplikaci, která by umožňovala animaci
algoritmů z důvodu jejich snadnější prezentace a vysvětlení. Vzhledem k tomu, že by bylo
velmi složité navrhnout a vyrobit univerzální program pro všechny typy algoritmů, byl
tento program omezen pouze na algoritmy umožňující práci s grafem. Dále lze v této práci
nalézt další možnosti tvorby animací a to s využitím zásuvného modulu Flash, nebo jiných
existujících programů.
1.1 Členění do kapitol
Celá práce je pro větší přehlednost a porozumění členěna do několika kapitol obsahující jed-
notlivé ucelené celky, které se zabývají podrobnějším seznámením a popisem dané proble-
matiky. Druhá kapitola této práce se zabývá seznámením se zásuvným modulem Silverlight
a jeho možnostmi i omezeními při tvorbě dynamických online obsahů. Ve třetí kapitole se
nachází stručné seznámení se zásuvným modulem Flash, který je konkurentem Silverlightu.
Čtvrtá kapitola se zabývá srovnáním těchto dvou technologií. Seznámení z některými exis-
tujícími programy pro tvorbu animací je uvedeno v páté kapitole. V šesté kapitole je popsán
návrh uživatelského rozhraní i programové části včetně návrhu tříd a jejich budoucího ob-
sahu. Sedmá kapitola se věnuje způsobu implementace jednotlivých tříd a způsobu řešení
některých zajímavých částí vyvíjené aplikace. Předposlední osmá kapitola obsahuje stručný
popis ovládání programu. V poslední deváté kapitole je shrnutí dosažených výsledků a popis
možného vylepšení nebo úpravy, o které by aplikace mohla být v budoucnu obohacena.





Jak již bylo napsáno v úvodu, v této kapitole bude blíže popsán zásuvný modul Silverlight
vyvíjený společností Microsoft. Jedná se tedy o modul, který pro svou instalaci využívá
techniku zvanou odlehčený zásuvný modul (lightweight plug-in) prohlížeče. Předností tako-
vého zásuvného modulu je to, že uživateli stačí nainstalovat jen jedinou komponentu a může
prohlížet veškerý obsah vytvořený v Silverlightu. Silverlight je navržen tak, aby umožnil
vývojářům překonat nedostatky HTML (Hyper Text Markup Language) a tím poskytl
možnost vytvářet graficky lepší a interaktivní aplikace. Mezi tyto vlastnosti lze zahrnout
kombinaci textu, vektorovou a bitmapovou grafiku, animace a video. Pro aplikace Silverli-
ghtu platí stejné nebo podobné podmínky, co se týče bezpečnosti, jako pro obyčejné webové
stránky. Pro příklad lze uvést přístup k souborům z aplikace typu Silverlight. Takové apli-
kaci je dovoleno vytvářet a přistupovat k souborům, ale platí to pouze pro soubory, které
jsou vytvořené ve speciálně vyhrazené oblasti zvané izolované úložiště (isolated storage)
[25].
2.1 Popis jednotlivých verzí
K dnešnímu dni je Silverlight k dispozici v několika verzích. Přesněji řečeno, doposud se
jedná o tři verze pro osobní počítače a to verze 1.0, 2 a 3 Beta, přičemž verze 2 je nové
označení původně uváděné verze 1.1, která byla přejmenována na Silverlight 2 po dokončení.
Pro mobilní telefony nebyl zatím Silverlight uvolněn, ale v letošním roce by se měl objevit
v mobilních telefonech Nokia S60 série s operačním systémem Symbian a následně ve všech
mobilních telefonech s operačním systémem Windows Mobile 6.5, který by se měl objevit
v třetí čtvrtině tohoto roku [11, 24].
První verzí která vyšla dne 4.9.2007 je verze 1.0. Vychází z dřívější technologie firmy
Microsoft pod názvem WPF/e (Windows Presentation Foundation/Everywhere). Tato verze
zahrnovala podporu pro prohlížeče Firefox, IE a Safari a platformu Windows a Mac. Mezi
další vlastnosti, které tato verze podporuje, patří [26]:
• 2D vektorová animace/grafika.
• Podpora AJAX.
• Objektový model dokumentu pro HTML.
• Komunikaci HTTP protokolem.
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• Podpora pro uspořádání komponent pomocí Canvas.
• Podpora skriptovacího jazyka JavaScript.
• Ovládací prvky ASP.NET (asp:media, asp:xaml).
• audio/video (VC-1, WMV, WMA, MP3), obrázky (JPG, PNG).
Podporu pro Linux poskytl až projekt Mono (Moonlight). Jedná se o otevřenou imple-
mentaci prostředí Silverlight, jehož první verze s podporou pro Silverlight 1.0 byla vydána
1.prosince 2008 [23]. Poslední dostupná aktualizovaná verze je ze dne 4.3.2009 [15].
Verze 2 byla vydána dne 14.10.2008 a přináší celou řadu nových funkcí a nástrojů, které
vývojářům a tvůrcům obsahu umožňují spolupracovat a nabízet uživatelům internetu doko-
nalejší aplikace. [14]. U této verze byla rozšířena podpora platforem Windows a Mac ještě
o podporu platformy Linux. Dalším důležitým rozšířením je podpora .NET Frameworku
s Rich Base Class knihovnou a také programovacích jazyků jako jsou C#, Visual Basic,
JavaScript, IronPython a IronRuby. Lze také použít programovací jazyk PHP s využitím
kompilátoru Phalanger, který kompiluje php pro .NET. Více o této problematice se lze
dočíst v dokumentu od Tomáše Petříčka [17]. Microsoft při zveřejnění technické zprávy
k uvolnění této verze také uvedl, že rozšíří podporu open source komunity prostřednictvím
pokročilých vývojových funkci a uvolněním nové sady Silverlight Control Pack (SCP) pod
licencí Microsoft Permissive License (Ms-PL) [14].
Některé další vlastnosti této verze, které byly převzaty z [26, 14]:
• Výkonné ovládací prvky jako DataGrid, ListBox, Slider a další.
• Rozšíření podpory pro uspořádání komponent o StackPanel a Grid.
• Pokročilá ochrana obsahu DRM, která chrání obsah před zneužitím.
• WPF kompatibilita.
• Duplexní komunikace.
• Rozsáhlá podpora síťových služeb (REST, WS*/SOAP, POX, RSS).
• Technologie velkého příblížení (Deep Zoom) pro prohlížení obsahu ve velkém rozlišení.
• Podpora pro nahrání souborů na server.
Další vlastnosti a porovnání s předchozí verzí lze nalézt na oficiálních webových strán-
kách k zásuvnému modulu Silverligth [26]. Na následujícím obrázku 2.1 je zobrazena archi-
tektura zásuvného modulu Silverlight 2, který byl převzat z [7].
Silverlight 3 byl představen společností Microsoft na konferenci pro webové vývojáře
MIX09 v březnu letošního roku a jedná se zatím o poslední verzi tohoto pluginu pro stolní
počítače. Tato verze je také od 20.3.2009 k dispozici ke stažení ve verzi 3 beta. Oproti mi-
nulým verzím dochází ke zrychlení práce s grafikou, animacemi, 3D prostředím, dále byly
přidány nové ovládací prvky, jejichž počet přesahuje hranici 60. Zlepšena byla také úroveň
kvality videa, která nyní podporuje HD rozlišení, vylepšena kvalita zvuku, přidány nové
možnosti animací. Silverlight 3 také umožňuje živé vysílání videí a poskytování videí na
vyžádání s novou podporou multimediálních formátů včetně kodeku H.264, který podpo-
ruje vyšší obrazovou kvalitu při nižším datovém toku oproti starším technologiím. Dalšími
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Obrázek 2.1: architektura Silverlight 2
vlastnostmi jsou snazší ovládání vytvořeného obsahu a automatizovaný přístup k SEO opti-
malizaci. To vše je podporováno i ve webových aplikacích, které je možné spustit samostatně
bez využití prohlížeče. Další vlastnosti této beta verze lze nalézt v [19, 16].
Silverlight pro mobilní telefony si klade za cíl poskytnout stejné možnosti jak pro osobní
počítače, tak i pro mobilní telefony. Jak bylo napsáno na začátku této kapitoly, Microsoft
nejdříve uvolní verzi pro mobilní telefony Nokia a také pro operační systém Windows Mo-
bile. Následně by se podpora měla rozšířit na všechny mobilní telefony mající operační
systém. Datum vydaní jakékoliv verze nebylo doposud oficiálně stanoveno [20].
2.2 Architektura Silverlight aplikace
Silverlight aplikace se skládá ze tří částí. Jedná se o hostitelskou část, dále soubor obsahující
značkovací jazyk XAML a poté ze souborů aplikační logiky, které mohou být psány v jednom
z podporovaných programovacích jazyků.
2.2.1 Hostitelská část
HTML/XHTML stránka je pouze hostitelem Silverlight aplikace. To znamená, že webová
stránka neobsahuje kód Silverlight aplikace přímo, místo toho obsahuje základní HTML
nebo XHTML značky a kód JavaScriptu, který obsahuje nutné funkce pro zpřístupnění
obsahu Silverlightu. Z tohoto důvodu nemůže být obsah Silverlightu zobrazen uživatelům
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s prohlížeči, které mají vypnutý JavaScript nebo jej nepodporují. Pro následné spuštění
Silverlight aplikace s hostitelské stránky je nutné mít v prohlížeči nainstalovaný plugin.
Čerpáno z knihy [13]. Silverlight 3 poskytuje podporu spouštění i mimo webový prohlížeč.
2.2.2 XAML
Jedná se o značkovací jazyk, který je využíván pro tvorbu uživatelského prostředí a je
založen na XML. Tento jazyk byl navržen primárně pro potřeby vývojářů, kterým umožnil
sestrojit uživatelské rozhraní ve WPF (Windows Presentation Foundation), kde Silver-
light je malá podmnožina WPF využívající stejný standard značek. Více k tomuto tématu
v kapitole 2.3. Koncepčně je XAML analogií k HTML. Také se využívá pro tvorbu obsahu.
V tomto případě definuje bloky, které spolu tvoří blok obsahu XAML. Každý prvek v tomto
dokumentu se mapuje na instanci nějaké třídy Silverlightu. Název prvku odpovídá názvu
třídy. Pro příklad můžeme uvést dva prvky a to prvek <Canvas> a prvek <TextBlock>.
Oba prvky instruují Silverlight, aby vytvořil objekty Canvas a TextBlock, který vytvoříme
uvnitř prvku Canvas. Protože prvek <TextBlock> je vnořen do prvku <Canvas> a jelikož
Canvas je kontejnerový ovládací prvek, umístí se TextBlock dovnitř Canvas [13].
2.2.3 Aplikační logika
Poslední částí Silverlight aplikace je vnitřní logika, která slouží pro vytvoření obsluhy udá-
lostí jednotlivých prvků rozhraní. Tyto prvky jsou definovány pomocí značkovacího jazyka
XAML. Napojení obsluhy událostí na XAML je umožněno pomocí atributu Class u prvku
Canvas. Následný přístup z aplikační logiky k prvkům XAML souboru je umožněn pomocí
atributu Name [13].
Pro psaní aplikační logiky lze ve verzi 1.0 použít pouze JavaScriptové funkce, které
jsou následně ze Silverlight aplikace volány. Ve vyšších verzí jsou již možnosti psaní vnitřní
logiky výrazně větší. V XAML souboru lze definovat zdroj aplikační logiky. Tímto zdrojem
může být kompilovaný kód nebo skript. Z kompilovaných jazyků jsou podporovány C#
a VB.NET, jejichž běh zajišťuje CLR (common language runtime) integrovaný v zásuvném
modulu. Co se týká skriptovacích jazyků, tak jsou podporovány JavaScript, Python, Ruby.
Čerpáno z [3].
2.3 Silverlight a WPF
WPF je technologie, která se objevila teprve nedávno a slouží pro tvorbu uživatelských
rozhraní na straně klienta. Byla zavedena v .NET 3.0 jako nástupce formulářů Windows
(Windows Forms). Tato technologie velmi zjednodušuje vývoj díky mocné sadě vysokoúro-
vňových funkcí, ale také zvyšuje výkon díky realizaci prostřednictvím fronty DirectX. Má
v sobě zabudovanou podporu pro trojrozměrnou grafiku, animaci, zobrazování dokumentů,
multimédií a mnoho dalších věcí.
Velká výhoda Silverlightu spočívá v tom, že vychází právě z tak robustního modulu,
jako je WPF, který umožňuje navrhnout bohatě vybavená uživatelská rozhraní na straně
klienta. K definici uživatelského rozhraní využívá značkovací jazyk XAML, který byl pro
tuto činnost primárně vytvořen. Silverlight neobsahuje všechny funkce z WPF, protože
mnohé z nich jsou závislé na schopnosti operačního systému, jako jsou například zobrazovací
ovladače, které jsou specifické pro operační systém Windows a technologii DirectX. Z tohoto
důvodu obsahuje pouze jistou podmnožinu tohoto modulu, ale i tak se jedná o robustní
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systém, jehož funkčnost se bude rozšiřovat s dalšími verzemi a pokrývat tak čím dál větší
část WPF. To dokazuje nedávno vydaná beta–verze Silverlightu 3, kde se např. výrazně
zvýšil počet ovládacích prvků oproti předchozí verzi.
2.4 Možnosti Silverlight aplikací
Jak již bylo napsáno v předchozí podkapitole, díky využití části funkčnosti z WPF mají
aplikace vyvíjené pomocí Silverlightu velké možnosti volby prvků a funkcionality. V této
podkapitole budou popsány některé základní a důležité vlastnosti, které toto prostředí
poskytuje pro vývoj. Více informací o této podkapitole lze nalézt v knize ASP .NET 3.5
[13].
2.4.1 Základní prvky v Silverlight
V této části budou uvedeny základní prvky z verze 2, jelikož obsahuje prvky i z verze 1.0.
Prvky z verze 3, zatím nebudou uvedeny, jelikož doposud nebyla vydána konečná verze a je-
jich obsah se může ještě změnit. Jedná se o prvky které jsou obsaženy v .NET Frameworku
pro Silverlight a slouží pro tvorbu designu a funkčnosti stránky. Můžeme je rozdělit do
několika kategorií. První kategorii tvoří prvky, které slouží k pozicování prvků na stránce.
Jedná se o čtyři prvky a to Canvas, Grid, StackPanel a Border. Další skupinou jsou prvky,
které slouží ke komunikaci uživatele s aplikaci. Do této skupiny můžeme zařadit prvky jako
jsou tlačítka (Button, CheckBox, RadioButton), Listbox, ComboBox, dále prvky pro zobra-
zení nebo zadání informace jako například ContentPresenter, ScrollContentPresenter,
TextBox, TextBlock, PasswordBox, Slider, ScrollBar, ProgresBar, Image a posledním
je MediaElemnt. Poslední skupinou jsou prkvy využívající se při krelsení a to Rectangle,
Elipse, Line, Polyline, Polygon, Path. Jak je uvedené na stránkách projektu i v knize
[13], počet těchto prvků by měl vzrůstat v dalších verzích tohoto zásuvného modulu. Snaha
je o to, aby v Silverlightu byla obsažena co největší část z WPF.
2.4.2 Kreslneí ve 2D
Podpora dvojrozměrného kreslení tvoří základ další funkcionality, jako je vytvoření vlast-
ních ovládacích prvků, interaktivní grafiky i animace. Silverlight podporuje velmi rozsáhlou
podmnožinu kreslících funkcí z WPF. Dále obsahuje malou sadu prvků reprezentující zá-
kladní tvary a to Rectangle, Elipse, Line, Polyline, Polygon a Path. Všechny třídy
tvarů sdílejí jistou společnou funkcionalitu. Jedná se o základní vlastnosti těchto tříd a to
např. výplň, ohraničení, šířka ohraničení apod. Tyto jednotlivé základní prvky lze sesku-
povat pomocí třídy Geometry a tím vytvářet i složitější objekty. Díky využívání objektu
Brush lze nastavit barvu pozadí nebo okraje nejenom na klasickou plnou barvu, ale lze také
využívat gradienty pro barevné přechody, popř. vyplnit obrázkem. Další důležitou a zají-
mavou vlastností 2D kreslení je průhlednost. Díky této funkcionalitě lze následně vytvářet
vícevrstvé animace a další možné efekty.
2.4.3 Animace
Jedná se o další důležitou vlastnost, pomocí které lze vytvářet opravdu dynamická uži-
vatelská rozhraní. Animace lze vytvářet deklarativně, to znamená, že se dají konfigurovat
prostřednictvím pár tříd a uvést do chodu bez využití programovacího jazyka, např. jazyka
C#.
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Jsou založeny na zredukované verzi animačního systému použitého ve WPF a mají
následující vlastnosti:
• Jsou založeny na čase. To znamená, že stačí nastavit počáteční čas, koncový čas a dobu
trvání jednotlivých částí. Rychlost snímků je následně vypočtena automaticky.
• Animační model je založen na vlastnostech. To znamená, že animace je schopna prová-
dět pouze jednu věc a to modifikovat hodnotu vlastností v daném časovém intervalu.
• Pro animování nějaké vlastnosti musí být vždy vybrána animační třída. Silverlight ob-
sahuje tři animační třídy a to DoubleAnimation, ColorAnimation a PointAnimation.
Velkou výhodou pro aplikace, kde se potřebují přidat pouze určité efekty je to, že
animace v Silverlightu jsou založené na vlastnostech. V případě, že je potřeba, aby ani-
mace běžela po celou dobu života aplikace, bylo by potřeba použít např. animaci založenou
na snímcích. To bohužel Silverlight neposkytuje. Je tedy nutné vytvářet nekonečné cykly
a v nich modifikovat vizuální prvky, přičemž v každé iteraci se budou kontrolovat vstupy
od uživatele. Jelikož Silverlight umožňuje pouze změnu vlastností, tak pro dokonalejší ani-
mace, jako je třeba rotace, je nutné mít také vlastnost. V Silverlightu je to řešeno tak, že
existuje několik transformačních tříd, které umožňují transformaci jednotlivých objektů.
Jsou založeny na změnách souřadnicového systému, který se při vykreslování používá.
2.4.4 Transformace
Transformací se rozumí objekt, který mění způsob vykreslení tvaru nebo prvku, protože
umožňuje změnit systém souřadnic, jenž se při vykreslení použije. Transformace umožňují
s prvky otáčet, deformovat, roztahovat nebo s nimy v uživatelském rozhraní Silverlightu
manipulovat nějakým jiným způsobem. Tato schopnost se využívá i při tvorbě animací.
Transformace, které Silverlight poskytuje, jsou založeny na změně souřadnicového systému.




• Deformace nakloněním o zvolený počet stupňů.
• Modifikace pomocí maticové transformace.
Transformace lze i libovolně kombinovat a vytvářet tak složitější. Při takovémto skládání
ovšem záleží na pořadí provádění.
2.5 Shrnutí
Jak již bylo zmíněno v předchozích podkapitolách, jedná se o poměrně novou webovou
technologii od společnosti Microsoft založenou na technologii WPF a .NET Frameworku 3.0.
Silverlight je velmi podobný technologii Flash od společnosti Adobe nebo JavaAppletu od
společnosti Sun, které jsou nezávislé na platformě i prohlížeči. Cílem tohoto zásuvného
modulu je vytvořit konkurenční prostředí v oblasti webu, kde má nyní dominantní postavení
Flash od Adobe, což může být užitečné jak pro vývojáře, tak i pro uživatele.
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2.5.1 Zajímavé vlastnosti Silverlightu
Mezi zajímavé vlastnosti, na které by se dalo poukázat, můžeme zahrnout následující:
• Animace v Silverlightu jsou založené na časové ose.
• Podpora fullscreen videa s podporou změny velikosti.
• Podpora standardních kodeků pro audio/video jako MP3,WMA,WMV,MPEG a další.
• Podpora streamování videa.
• Data se ukládají ve formátu XAML, který je založen na XML. Možnost indexování
i v rámci Silverlight aplikace.
• Podpora různých programovacích jazyků jako C#, VB, Python a další.
Informace použité v této podkapitole byly převzaty z prezentace Technologie, vlastnosti,




Tato kapitola bude zaměřena na hlavního konkurenta platformy Silverlight a to na techno-
logii Flash. Flash, podobně jako Silverlight, slouží pro tvorbu interaktivních animací a pro-
gramů nejen pro webové stránky. Na počátku svého vývoje byl využíván pouze pro zobrazení
dvojrozměrných vektorových animací, ale nyní již zvládá jak vektorovou tak i rastrovou gra-
fiku. Při Tvorbě Flash programů je vytvářen soubor typu SWF, ve kterém je možné použít
skriptovací jazyk. Další vlastností je možnost přehrávat video ve formátu FLV, která se
v dnešní době hojně využívá u známých služeb jako je YouTube nebo GoogleVideo. Co
se týká rozšířenosti technologie Flash, tak nejvíce se uplatnila na poli online her, uživatel-
ských rozhraní a v animovaných reklamách. Podpora v prohlížečích je u této technologie
velmi rozsáhlá a pokrývá standardně využívané prohlížeče a to Mozillu, Firefox, Safari,
Opera a Internet Explorer [9]. Pro zobrazení Flash aplikací je nutné mít stažen zásuvný
modul. Ten následně umožňuje spouštět obsah uložený v souborech SWF. Co se týká vy-
tváření aplikací, tak je k dispozici balíček programů od firmy Adobe. Do tohoto balíčku
můžeme zařadit Adobe Flash v aktuální verzi cs4. Dále lze použít i další programy a to pro
tvorbu vektorové grafiky Adobe Illustrator a také Adobe Photoshop, který je komplexním
nástrojem pro tvorbu grafiky a webového designu [28].
3.1 Vývoj Flash
První verze tohoto zásuvného modulu vyšla roku 1996 ve verzi 1.0. Tato verze byla pou-
žívána jako ekvivalent k doposud známým prvkům a to animovaným obrázkům formátu
GIF. Jejím tvůrcem byl Jonathan Gay. Další verze 2.0 byla vydána v roce 1997 a poskytla
rozšíření podpory vektorové grafiky, možnost práci s bitmapovými obrázky, stereo zvu-
kem a také možnost ovládat animace za pomoci ovládacích prvků. Roku 1998 se objevila
verze 3.0, která poskytla vylepšení v oblasti movieclipu. Tím došlo ke zjednodušení tvorby
animací. Dále byla přidána průhlednost objektů a do zásuvného modulu byl integrován Ja-
vaScript, což vedlo k rozšíření funkčnosti. Verze 4.0 a rok 1999 přinesl další vylepšení a to
možnost streamingu MP3 a integrace ActionScriptu. V roce 2000 byla uvolněna verze 5.0,
která poskytla vylepšený ActionScript ve verzi 1.0, dále byla přidána podpora XML a formá-
tování textu pomocí HTML značek. Verze 6.0 byla vydána v roce 2002 a přinesla zpřehled-
nění vývojového prostředí, větší podporu importovaných formátů a vylepšený ActionScript
pro práci s předdefinovanými objekty. V roce 2003 ve verzi 7.0 byl vydán ActionScript ve
verzi 2.0 ve kterém bylo již umožněno použití objektově-orientovaného programování a vy-
užití předem vytvořených komponent. V roce 2006 byla vydána alfa verze skriptovacího
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jazyka ActionScript 3.0, který obsahoval rozšířenou podporu integrace ostatních Adobe
produktů jako Adobe Photoshop. Dále vylepšené chování vektorové grafiky ve Flashi [28].
V současné době je k dispozici Flash ve verzi 10.
3.2 Architektura Flash aplikací
Flash aplikace je složená ze dvou částí. První částí je webová stránka nebo přehrávač, které
jsou potřeba pro zobrazení animace. Druhou částí je samotná animace, která obsahuje
jednotlivé snímky, na kterých je definováno chovaní a vzhled.
3.2.1 Hostitelská část
Pro přehrávání Flash animací existují dva způsoby. Prvním způsobem je vložení animace
do webové stránky. Webová stránka je zde stejně jako u Silverlightu pouze hostitelem Flash
aplikací. Je tvořena jedním z dostupných značkovacích jazyků a ke vložení se používají
značky, které umožňují do stránek vložit objekt. Velkou nevýhodou je, že se nedá použít
u všech prohlížečů stejně, jelikož nemají sjednocený výklad podle specifikace. Ukázka kódu
pro vložení animace vypadá následovně:
























<p>Toto je alternativní obsah</p>
</object>
























<p>Toto je alternativní obsah</p>
</object>
Tyto dvě možnosti lze skloubit dohromady pomocí negovaného podmíněného komentáře.
Více o této problematice se lze dočíst i [12].
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Druhou možností jak spouštět flash animaci, je spouštět ji ve zvláštním přehrávači.
Distribuce tohoto přehrávače je řešena tak, že při exportu vytvořené animace lze připojit
přehrávač a tím pádem dojde k vytvoření spustitelného souboru. Tímto se ovšem zvětší
velikost výsledného souboru o cca 500kB, ale docílí se tím možnosti spuštění na všech
počítačích.
3.2.2 Soubor SWF
Jedná se o soubor, do kterého je uložena funkčnost a design výsledné animace. Pomocí
editoru lze do animace vložit obrázky, umístit je do určitých vrstev, nadefinovat jejich
pohyby a transformace v časové ose, mohou se přidat zvuky a skripty. Pro psaní skriptů
byl vytvořen specifický jazyk ActionScript, který je založen na ECMAScriptu podobně jako
JavaScript. Po dokončení se výsledek exportuje do souboru SWF [5].
3.3 Souhrn vlastností Flash aplikací
V této podkapitole budou uvedeny některé vlastnosti, které technologie Flash poskytuje.
Jedná se o následující:
• Platformovou nezávislost - podpora všech tří operačních systému.
• Široká podpora mezi prohlížeči - přehrávač je dostupný pro všechny běžně používané
prohlížeče.
• Jedná se o univerzální technologii - funguje ve webových prohlížečích, na osobních
počítačích i v mobilních telefonech.
• Interaktivní Flash video - podpora objektů s průhledným nebo poloprůhledným po-
zadím.
• Podpora multimedií - podpora stereo zvuku, digitálních videí, široká podpora grafic-
kých formátů.
• 3D transformace - slouží k transformaci souřadného systému, které lze využít pro
animaci 2D objektů ve 3D prostoru.
• Podpora metadat (XMP) - tento nástroj umožňuje přiřazení popisků do SWF sou-
boru.
• Podpora několika obrazových kodeků - jedná se o On2 VP6, On2 VP6-S a H.264.




Srovnání těchto dvou technologií je velmi složité, jelikož Flash je velmi rozšířená technologie,
která se vyvíjela velmi dlouho a v závislosti na požadavcích uživatelů internetu. Naopak Sil-
verlight vstoupil do této oblasti teprve nedávno a snaží se konkurovat již déle zaběhnutému
systému. V některých oblastech lze znát nedokonalosti této technologie i přes jeho velmi
rychlý vývoj. Dalším problémem porovnání je fakt, že nelze určit, jakým dalším směrem
se každá z těchto technologií bude ubírat [26, 28]. Dále budou uvedeny některé základní
vlastnosti obou technologií, které ve verzích Silverlight 2 a Flash 10 jsou. Více lze nalézt
například na oficiálních stránkách k Silverlightu [21].
• Podpora prohlížečů – Co se týká podpory prohlížečů, tak oba zásuvné modely pokrý-
vají běžně používané prohlížeče.
• Podpora platforem – V dnešních dnech by obě technologie měly mít podporu všech
tří operačních systémů. U Silverlightu je podpora pro Linux řešena projektem Mono.
• Velikost zásuvného modulu – Rozdíly ve velikostech zásuvných modulů jsou vzhledem
k dnešní rychlosti internetu zanedbatelné. Velikost Silverlightu je kolem 4MB, velikost
Flashe je kolem 1,5MB.
• Velikost animací – Velikost animací vytvořených v Silverlightu je větší než u Flashe.
Je to způsobeno tím, že Silverlight využívá nekomprimovaný XAML kód.
• Podpora programovacích jazyků – Zde má navrch Silverlight, jelikož poskytuje pod-
poru několika programovacích jazyků, mezi které patří C#, VB, Python a další. Ve
Flashi je podpora pouze pro skriptovací jazyk ActionScript.
• Ovládací prvky – Flash obsahuje bohatou sadu ovládacích prvků. Silverlight obsahuje
zatím pouze základní. Je to jisté omezení při vývoji aplikací.
• Webová kamera – Podporou pro webovou kameru zatím disponuje pouze Flash.
• Vlastnosti aplikací – Silverlight ukládá aplikaci v XAML souboru, který je založen
na XML. Výhoda je v tom, že prohlížeč může takovéto soubory indexovat. Flash má
uloženou aplikaci v binární podobě.
• Podpora videa – Silverlight podporuje formáty WMV, VC–1 a Flash formát FLV.
V Silverlightu chybí podpora jiných formátu, i když to by měla kompenzovat třetí
verze. Flash má menší výhodu v tom, že lze přehrát i jiné formáty, ale uživatel musí
mít nainstalované příslušné kodeky.
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• Vlastnosti animací – Animace v Silverlightu vycházejí z animačního modelu WPF,
který je založen na čase. Flash má animace založen na snímcích.
• Vlastnost vývoje – Ladění programů je snadnější při vývoji aplikací pod Silverlightem.
Je to díky nástroji Visual Studio.
• Stream Videa – Flash na rozdíl od zásuvného modulu Silverlightu nepodporuje stre-
amování videa.
• Možnost spouštění aplikací – Flash umožňuje spuštění aplikace i samostatně v ope-
račním systému. Tuto vlastnost Silverlight zatím nepodporuje a je nutné ho spouštět
pouze za pomoci webového prohlížeče.
• Nasazení na server – Pro sprovoznění Flash aplikace nám stačí pouze jedinný soubor,
který se nahraje na server. Kdežto u Silverlightu je potřeba XAML soubour a knihovny
obsahující vnitřní logiku aplikace.
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Kapitola 5
Existující programy pro tvorbu
animací
Pro vytváření animací není nutné vždy umět nějaký jazyk nebo technologii. Mnohdy stačí
využít některý z existujících programů, který vyřeší spoustu věcí za uživatele a umožní
mu tak vytvořit rozsáhlé animace, které by jinak nezvládl. Takovýchto programů je celá
řada a to jak komerčních tak i volně šiřitelných. Je samozřejmě otázka, jaké prostředí
a kolik funkcí tyto programy uživatelům poskytují. Mezi tyto programy můžeme zařadit
např. Expression Blend od Microsoftu, který umožňuje vytvořit Silverlight animaci nebo
Macromedia Flash (v dnešní době Adobe Flash) pro tvorbu animací ve Flashi. Samozřejmě
se jedná o docela robustní programy, které jsou komerční. Proto zde budou uvedeny i některé
další, které jsou k dispozici za nižší ceny nebo úplně zdarma.
5.1 Expression Blend
Jedná se o program pro tvorbu designu webových stránek, animací a interaktivních soft-
wareových prvků. Byl vytvořen společností Microsoft pro podporu tvorby designu aplikací
s využitím WPF. Jedná se o komerční program, který lze stáhnout a vyzkoušet na dobu
až 60 dní. Beží na operačních systémech Mac Os a Windows. Tento program se dodává
v balíku programů s označením Expression Studio obsahující různé nástroje pro grafiky,
kódery a designery. Cena tohoto balíku se pohybuje kolem 14 000 Kč. Expression Blend
uživateli poskytuje možnost vytvořit aplikaci nebo webovou stránku s animací, aniž by mu-
sel znát jakýkoliv programovací jazyk. K tomu mu poskytuje sadu základních prvků, podle
typu vyvíjené aplikace a možnosti WPF. Co se týká prostředí studia tak poskytuje uživa-
teli moderní prostředí, které navazuje přímo na ostatní aplikace rodiny Expression. Dále
poskytuje sadu prvků a nástrojů, náhledové okno, které pochopitelně pracuje v režimu reál-
ného času. S prvky grafických rozhraní lze pracovat jako s klasickými vektorovými objekty.
K vlastnostem objektů je možné přistupovat v nástrojových a informačních oknech, které
jsou rozmístěny po stranách náhledového okna. Všechny okna lze samozřejmě v případě
potřeby skrýt [6].
5.2 Adobe (Macromedia) Flash
Tento program slouží pro tvorbu Flash animací, jehož autorem je společnost Macromedia.
Opět se jedná o komerční program, který má uživatel možnost vyzkoušet na dobu 30 dni.
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Běží na operačních systémech Windows i Mac Os. Cena poslední dostupné verze je kolem
400 Kč, ale jedná se už poněkud o starší program, který je ve vývoji nahrazen Adobe Flash
Professional v dnešní době ve verzi CS4. Cena tohoto programu se pohybuje kolem 24 000
Kč. Aplikace Adobe Flash poskytuje uživateli vývoj interaktivních grafických rozhraní pro
webové stránky, samotných webových stránek, bannerů a mnoho dalšího. Prostředí pro-
gramu je přehledné a srozumitelné. Celé prostředí je velmi podobné aplikacím jako Photo-
shop a Illustrator. . Můžete zde editovat jak pohyb, tak samotné tvary, program obsahuje
editor pro psaní ActionScriptu a mnohé další. Možný je i export animace do mnoha různých
formátů např. MOV. Více lze nalézt na stránkách společnosti Adobe [2].
5.3 SWiSH
Program SWiSH slouží, jako předchozí, k tvorbě Flash animací. Autorem je firma SWiSH-
zone a jelikož se jedná o komerční program jeho cena se pohybuje kolem 2 000 Kč. Jedná
se tedy o levnější variantu k předchozímu programu. Tento program lze vyzkoušet na dobu
15 dní zdarma. Běží na operačním systému Windows. Hlavní část editoru Flash animací
pracuje stejně jako Adobe Flash. Každý objekt má své pevně dané vlastnosti a uživatelské
vlastnosti, které mohou být přiřazeny pomocí několika nástrojových palet. Kreslicí nástroje
zahrnují například tužku, pero, nástroj na tvorbu čar, křivek, různých geometrických tvarů
a také automatických tvarů z knihovny prvků. Jedním z hlavních lákadel editoru je přes 350
multimediálních efektů, které lze aplikovat na statické i pohybující se objekty. Efekty jsou
rozdělené do kategorií stejně jako Flash komponenty a objekty v knihovně prvků, která
nabízí kolem 200 komponent a vektorových tvarů pro rychlou tvorbu kostry animace či
prezentace [8].
5.4 Zoner GIF Animátor
GIF Animátor je program od společnosti Zoner a umožňuje, jak název vypovídá, tvorbu
animovaných obrázku typu GIF. Tento program také není volně dostupný a jeho cena se
pohybuje okolo 800 Kč. V demoverzi je dostupný na 30 dní a běží na operačním systému
Windows. Jak tvrdí výrobce, program disponuje propracovaným uživatelským rozhraním,
které umožňuje rozdělení pracovního okna podle typu animace horizontálně nebo vertikálně.
Program umožňuje import bitmapových formátu jako např. GIF, JPG, a další a také ani-
mačních formátů FLI, FLIC a AVI. Mezi jeho vlastnosti patří rotace a překlápění rámců,
tvorba prázdných bitmapových rámců, pevná transparence, podpora efektových filtrů a ex-
port jednotlivých rámců do individuálních bitmap. Více se lze dozvědět na stránkách vý-
robce [27].
5.5 MS GIF Animátor
Jedná se o program od společnosti Microsoft, který je velmi jednoduchý. Je sice trochu
staršího data, ale je volně dostupný. Vytvoření animace spočívá pouze v tom, že se do
tohoto programu vloží obrázky, nastaví se rychlost snímkování a parametry. Animace je
tímto hotová. Výsledkem je GIF obrázek [1]. Je ale nutné mít k dispozici další program,




V této kapitole bude popsán návrh aplikace. A to návrh uživatelské části, který se skládá
z části pro vytvoření animace a části pro nápovědu. Dále návrh logické části, která je
zaměřena na návrh funkčnosti celé aplikace. V poslední částí této kapitoly budou blíže
rozebrány ukázkové algoritmy.
6.1 Návrh uživatelské části
Jak již bylo přiblíženo v úvodu, aplikace byla rozdělena do dvou částí a to na rozhraní
umožňující tvorbu a správu animace, tak také na panel umožňující zobrazení nápovědy,
která uživateli poskytne pomocnou ruku pro tvorbu animací. Je to z toho důvodu, že tato
aplikace je vyvíjená jako webová, tak by bylo vhodné tuto nápovědu umístit přímo do
programu. Přepínání mezi těmito částmi bude řešeno záložkami umístěnými v levé horní
části aplikace.
6.1.1 Programová část
Programová část aplikace byla navrhovaná tak, aby uživatel, který bude s touto aplikací
pracovat, měl vše zobrazené v jednom okně prohlížeče a nemusel složitě přepínat mezi
různými obrazovkami poskytující určité vlastnosti a nastavení. Rozvržení ovládacích prvků
v aplikaci je zobrazeno na obrázku 6.1.
Z obrázku je patrné, že největší část aplikace bude zabírat panel pro kreslení grafu, ve
kterém je umožněno uživateli zadat graf. Také zde uživatel uvidí jednotlivé kroky animace
příslušného algoritmu nad tímto grafem. Pod tímto panelem se nachází panel s ovládacími
prvky pro kreslení grafu. Panel s ovládacími prvky pro animaci je umístěn nad panelem
pro kreslení spolu se status barem, který informuje uživatele o krocích animace. V levé
části aplikace se poté nachází část pro zdrojový kód algoritmu a ovládací prvky pro vy-
tvoření a zrušení animace. V části pro zdrojový kód uživatel bude moci zadávat příslušný
algoritmus. Pří zobrazování výsledků zde uživatel také uvidí informaci o řádku, na kterém
se daný algoritmus momentálně nachází. Nad tímto panelem se nachází druhý status bar
aplikace, který informuje o stavu animace při vytváření. Poslední částí aplikace je panel
pro zobrazení pomocných proměnných, kde budou zobrazovány dvě pole, ve kterých jsou
uložené hrany a uzly. Také je zde část pro zobrazení proměnných jednoduchých typů, které
si uživatel sám vybere.
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Obrázek 6.1: Návrh rozdělení programového okna aplikace
6.1.2 Část pro nápovědu
Tato navrhovaná část je velmi jednoduchá. Bude obsahovat pouze část pro popis práce
s programem, seznam podpůrných funkcí, které jsou při programování uživateli k dispozici
a dále část, kde budou zobrazeny ukázkové algoritmy. U této části je k dispozici ovládací
prvek, který umožní algoritmus s grafem vložit do aplikace a následně spustit.
6.2 Návrh logické části
Tato podkapitola bude již zaměřena na funkčnost programu. Obsahuje popis principu fun-
gování, jednotlivé třídy a zajímavé nebo důležité části.
Program se skládá z několika tříd. Tyto třídy jsou zobrazeny na obrázku 6.2. Hlavní tří-
dou je třída Page, která poskytuje funkce pro práci s událostmi od uživatele a také řídí
chod celé aplikace. Tato třída je poděděná z třídy UserControl a je vytvářena při spu-
štění. Další třídou je GraphPanel, která poskytuje metody pro práci s panelem pro kreslení
grafu a také slouží pro zobrazení výsledku animace. Třídy Edge a Node úzce souvisí s třídou
GraphPanel a slouží pro reprezentaci hran, respektive uzlů grafu, a poskytují k tomu příslu-
šné metody. Další třída slouží již pro obsluhu části pro zdrojový kód algoritmu. Jedná se
o třídu SourceCode, která poskytuje metody pro práci s tímto panelem. Třída Animation
poskytuje metody umožňující obsluhu celé animace. Třídy Algorithm, Lex, Parser se vy-
užívají při tvorbě animace. Třída Algorithm obsahuje implementaci metod, které se dají
použít při programování. Třídy Lex a Parser slouží ke zpracování a vykonání zdrojového
kódu od uživatele. Dále program obsahuje několik dalších tříd, které se používají pro uložení
získaných informací. Tyto třídy budou blíže představeny v další části textu.
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Obrázek 6.2: Konceptuální diagram tříd
6.2.1 Princip funkčnosti aplikace
Aplikace má umožnit uživateli zobrazit animace algoritmů. Jelikož zobrazit animaci libovol-
ného algoritmu není jednoduchou záležitostí, bude program umožňovat zobrazení grafových
animací. Tím pádem aplikace musí uživateli poskytnout možnost vytvoření vlastního grafu
a vložení příslušného zdrojového kódu algoritmu. Zdrojový kód bude vycházet z jazyka C,
jelikož většina dostupných algoritmů je popsána pseudokódem, který je podobný právě
s tímto jazykem. Zdrojový kód spolu s grafem bude uložen ve vhodných strukturách, které
se dále využijí při animaci. Následně je nutné zpracovat zdrojový kód a vytvořit z něho
animaci. Pro zpracování algoritmu se bude využívat interpret, který má tu vlastnost, že
zpracovávaný kód je při načítaní přímo vykonáván. Jelikož dalším požadavkem na aplikaci
je možnost krokovat animaci a to nejenom vpřed ale i směrem vzad, bude celá animace
vytvořena v úvodu po zadání potřebných částí. Uložení animace bude realizováno pomocí
speciální zarážky v kódu. Vždy, když interpret na tuto zarážku narazí, dojde k uložení
aktuálního kroku. Další vlastností této aplikace bude možnost využít předem připravených
funkcí umožňujících základní práci s grafem. Tato vlastnost by měla umožnit uživateli
jednodušší práci při vytváření animací. Pro lepší pochopení algoritmu uživatelem nestačí
pouze zobrazit výslednou animaci a umožnit ji procházet. S tím souvisí další vlastnosti
a to umožnění zobrazení pozice ve zdrojovém kódu, na kterém se při vykonání daný algo-
ritmus nachází. Další vlastností je zobrazení obsahu proměnných, které jsou používány ve
zdrojovém kódu. Tyto části budou přiblíženy v následujících částech podkapitoly 6.2.
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6.2.2 Vytvoření grafu
Vytvářený graf bude ukládán ve třídě GraphPanel. Bude to realizováno tak, že se uloží
zvlášť uzly a hrany. Pro uložení jednoho uzlu se využije třída Node, ve které budou uloženy
následující vlastnosti:
• Pozice uzlu – využitelná při vykreslování a ověření kliknutí na uzel.
• Rozměry uzlu – slouží ke stejným účelům jako předchozí vlastnost.
• Index uzlu – použitelný při jednoznačné identifikaci.
• Hodnota uzlu – bude se používat při vytváření animace, ve které se využívají hodnoty
u jednotlivých uzlů.
• Aktivita uzlu – hodnota určující zda algoritmus pracuje s daným uzlem.
• Navštívenost uzlu – hodnota slouží k označení, zda byl uzel algoritmem vybrán.
Všechny uzly budou následně uloženy v poli. Co se týká hran, tak k uložení se použíje
třída Edge, ve které budou uchovávány následující vlastnosti:
• Index hrany – podobně jako u uzlu se bude využívat k jednoznačné identifikaci.
• Index počátečního a koncového uzlu – slouží k uchování informace odkud a kam vede
hrana.
• Souřadnice počátečního a koncového uzlu – využije se při vykreslování hran do panelu.
• Aktivita a navštívenost – obdobné vlastnosti jako u uzlu pouze informující o stavu
hrany.
• Normálový vektor a konstanta – využije se při výpočtu okolí hrany a tím pádem
ověření kliknutí na hranu.
Hrany budou také uloženy v poli podobně jako uzly. Třída GraphPanel bude kromě
polí obsahující hrany a uzly poskytovat metody pro obsluhu panelu a ošetření vstupů od
uživatele. Dále zde budou metody, které se využíjí při animaci a to k nastavení polí uzlů
a hran. Bude zde také využíván objekt třídy EditBox umožňující vložení hodnoty k uzlu
nebo hraně.
6.2.3 Jazyk pro vytváření animací
Jak již bylo napsáno v úvodu, programovacím jazykem pro psaní bude jazyk, který vychází
z jazyka C a bude poskytovat jistou podmnožinu jeho vlastností. Zvolen je právě tento jazyk,
protože zavádět něco nového není pro tento případ vhodné, jelikož schopnosti jazyka C po-
stačují požadavkům na aplikaci. Druhým případem je již zmíněna shoda pseudokódu, tudíž
jednoduchost přepisovat dané algoritmy do aplikace. Vlastnosti jazyka pro tvorbu animace
jsou následující. Program obsahuje tři základní datové typy a to int, bool a double. Typ
int je zde z důvodu, že při práci s uzly nebo hrany se využívá pouze jejich indexů, které
jsou celá čísla. Typ bool lze využít při práci s podmínkami. Posledním základním typem
je double, využitelný při operacích dělení apod. Jazyk dále uživateli poskytuje dva složité
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datové typy. A to zásobník (Stack) a seznam (List), které slouží k uložení základního da-
tového typu int. Zásobník podporuje operace Push(), Pop(), Count() a Clear(). List
podporuje následující operace Add(), [], Count() a Clear(). Větvení je v tomto jazyce









Větev else může být vynechána. Pro cykly lze využít for i while, jejíž syntaxe je
následující. Cyklus for:









V tomto jazyce lze regulárním výrazem (a–z+A–Z)(a–z+A–Z+0–9)* popsat identifiká-
tory. V následující tabulce jsou zobrazeny operátory, které jazyk poskytuje spolu s prioritou
operátorů, která byla ponechána stejná jako v jazyce C. Operátory a jejich priorita je ná-
sledující (operátory jsou seřazeny od nejvyšší k nejnižší prioritě):
Operátor Typ operátoru
( ) závorky
* / % násobení, dělení, modulo
+ - sčítání, odčítání
< > <= >= porovnání
== != rovná se, nerovná se
&& logický součin
|| logický součet
Operátor tečka a hranaté závorky bude použitelný pouze ve speciálních případech a to
operátor tečka u listu a zásobníku při volání funkcí pracující s nimi a operátor hranaté
závorky pro přístup k prvkům listu. Dále jazyk obsahuje několik interních funkcí, které
usnadňují programování. Více k těmto funkcím bude uvedeno v podkapitole 6.2.6. Další
podmínkou jazyka je, že každý příkaz musí být ukončen středníkem. Co se týká použití
výrazů přiřazení, tak ty nemohou být použity v místech, kde je v ukázkách konstrukce
uveden text podmínka. Použití interních funkcí je ještě více omezené. Ty mohou být pou-
žity pouze mimo výše uvedené konstrukce if, for, while. Jazyk také obsahuje možnost
vložení jednořádkových komentářů, tak jako v jazyce C pomocí dvou lomítek.
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6.2.4 Lexikální analyzátor
Lexikální analyzátor slouží k načtení zdrojového textu, který následně zpracovává a roz-
děluje na lexémy, ze kterých vytvoří Token. Ten se předává dál ke zpracování syntaktickému
analyzátoru. Token bude v programu reprezentován třídou Token, která bude obsahovat ná-
sledující vlastnosti:
• Klíč – slouží k jednoznačné identifikaci tokenu a využívá se v části syntaktického
analyzátoru jako index do pole obsahující zpracovávané tokeny.
• Typ – slouží k uložení typu lexému.
• Atribut – pokud má lexém atribut, bude uložen právě v této vlastnosti.
• Číslo řádku – bude obsahovat číslo řádku využívající se při informaci o chybě a na-
stavení čtení lexikálního analyzátoru při zpracovaní cyklů.
• Číslo znaku na řádku – bude se používat při nastavení čtení lexikálního analyzátoru
při zpracování cyklů.
• Vlastnosti pro uložení informace o chybě - bude obsahovat informace jestli došlo
k chybě při čtení lexému a o jakou chybu se jedná.
Do tokenu se data nahrají vždy po zpracování rozpoznaného lexému. V případě ne-
rozpoznání, bude token naplněn informacemi o chybě. Zpracování zdrojového kódu bude
probíhat tak, že nejdříve se vstupní kód rozdělí do pole řetězců, kde jeden řetězec repre-
zentuje jeden řádek zdrojového kódu. To je realizováno z toho důvodu, aby uživatel mohl
být lépe informován, na kterém řádku lexikální analyzátor dospěl k chybě. Po rozdělení do
pole začíná čtení po znacích a hledání jednotlivých lexémů. Rozdělení na lexémy je řešeno
pomocí konečných automatů(KA), které slouží pro identifikaci typu lexému. Jednotlivé ko-
nečné automaty jsou uvedeny na následujících obrázcích:
• zpracování identifikátorů
Obrázek 6.3: KA pro zpracování identifikátorů
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• zpracování číslic
Obrázek 6.4: KA pro zpracování celých i desetinných číslic
• zpracování operátorů
Obrázek 6.5: KA pro zpracování operátorů jazyka
• zpracování komentářů
Obrázek 6.6: KA pro zpracování jednořádkových komentářů
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• zpracování logických operátorů
Obrázek 6.7: KA pro zpracování logických operátorů
• zpracování závorek
Obrázek 6.8: KA pro zpracování závorek
Celý lexikální analyzátor je následně složen z těchto dílčích konečných automatů a to
tak, že jsou spojeny všechny počáteční stavy jednotlivých automatů do jednoho. Tím je
vytvořen konečný automat pro zpracování zdrojového kódu pro tvorbu animací. Třída pro
lexikální analyzátor dále obsahuje metody pro získání tokenu a nastavení pozice, od které má
analyzátor pokračovat ve zpracovávání vstupního kódu. Dále jsou zde dvě pole pro uložení
klíčových slov. Dvě jsou z toho důvodu, že jedno slouží pro uložení klíčových slov jazyka
jako jsou větvení, cykly, datové typy apod. a druhé slouží pro uložení názvů interních funkcí.
Jedná se v podstatě také o klíčová slova, ale pro snadnější další zpracování jsou oddělena.
Tyto pole se využívají pro zjištění typu lexému a to tak, že po načtení identifikátoru se
ověří, jestli se náhodou nejedná o jedno z klíčových slov. Pokud ano, uloží se tato informace
do tokenu.
6.2.5 Syntaktická analýza
Syntaktický analyzátor bude umístěn ve třídě Parser. Slouží k ověření syntaktické správ-
nosti výrazů. Pro ověření se bude používat syntaktická analýza zdola nahoru s využitím
precedenční tabulky. Pro precedenční syntaktickou analýzu je podmínka, že nesmí obsa-
hovat více pravidel se stejnou pravou stranou a také nesmí obsahovat epsilon pravidla.
Gramatika reprezentující daný programovací jazyk bude mít následující pravidla:
• pravidla pro aritmetické operace – E -> E + E, E -> E - E, E -> E * E,
E -> E / E, E -> E % E
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• pravidla pro operátory porovnání – E -> E < E, E -> E > E, E -> E <= E,
E -> E >= E, E -> E == E, E -> E != E
• pravidla pro logické spojky – E -> E && E, E -> E || E
• pravidla pro odstranění znamének – E -> -E, E -> +E
• pravidlo pro odstranění závorek – E -> (E)
• pravidlo pro odstranění identifikátoru – E -> i
Pro precedenční syntaktickou analýzu je kromě pravidel popisující výrazy nebo daný
jazyk nutné sestavit precedenční tabulku. Tato tabulka je spolu s pravidly využívána al-
goritmem pro syntaktickou analýzu a slouží k popisu precedence a asociativity operátorů.
Algoritmus syntaktické analýzy výrazů bude uveden níže. Tato tabulka je umístěna na
obrázku 6.9. Na ose x jsou vyobrazeny znaky ze vstupu, na ose y znaky na zásobníku.
Obrázek 6.9: Precedenční tabulka
Znak dolaru zobrazený v precedenční tabulce symbolizuje konec vstupního souboru nebo
vrchol zásobníku.
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Pro sestavení precedenční syntaktické analýzy výrazů se bude používat následující al-
goritmus. Tento algoritmus byl přejat z přednášek Formální jazyky a překladače [18]:
• vlož na zásobník znak dolaru
• repeat
– nechť a obsahuje aktuální znak na vstupu a b obsahuje terminální symbol nejblíže
vrcholu zásobníku
– case PrecedenčníTabulka[b,a] of:
∗ =: uložit a na zásobník a načíst nové a ze vstupu
∗ <: zaměnit na zásobníku b za b<, uložit a na zásobník, načíst další a ze
vstupu
∗ >: jestliže je <y na vrcholu zásobníku a současně existuje pravidlo A ->y tak
zaměň <y za A, jinak nastala chyba
∗ prázdné políčko: chyba
• until a se rovná dolar AND b se rovná dolar
Pro zpracování zbylých částí daného jazyka se používá konečných automatů, které
umožňují ověřovat jednotlivé části daného jazyka. Na dalším obrázku 6.10 je ukázka ta-
kového automatu, který umožňuje zpracování proměnné.
Obrázek 6.10: KA syntaktické analýzy pro ověření správnosti deklarace a definice proměnné
Z obrázku je patrné, že zpracování identifikátoru probíhá napřed pomocí konečného
automatu pro identifikátor a v případě, že se narazí na přiřazení, bude volána funkce pro
zpracování výrazů. Obdobným způsobem je řešena syntaktická kontrola všech zbylých kon-
strukcí včetně interních funkcí. V této třídě bude dále obsažena i lexikální analýza, pomocí
které bude probíhá kontrola existence proměnných a kontrola typů. Další část této třídy
umožní vykonaní zpracovaného kódu.
6.2.6 Interní funkce
Interní funkce budou umístěny ve třídě algorithm. Jedná se o funkce, které budou im-
plementovány přímo v aplikaci a budou pracovat s poli obsahující hrany nebo uzly, které
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odpovídají zadanému grafu. Uživatel tyto funkce bude moci následně používat ve svém pro-
gramu a tím mu poskytnout větší pohodlí při programování animací. Mezi interní funkce
budou také patřit funkce pro uložení aktuálního kroku animace a funkce umožňující nasta-
vení zobrazení jednoduchých proměnných v programu. K dispozici budou následující interní
funkce:
• SaveActualStep() – slouží k uložení aktuálního kroku animace pro pozdější zobrazení
animace po krocích.
• AddVar(jmeno) – uloží jméno proměnné do aplikace pro její sledování.
• Int FindRoot() – vrací index kořenového uzlu grafu, který je vždy vložen do aplikace
jako první.
• Int GetIndexNode(int indexpole) – slouží ke zjištění indexu uzlu na příslušném indexu
v poli uzlů, které je uloženo v aplikaci.
• Int GetIndexEdge(int indexpole) – podobně jako předchozí metoda, pouze s tím roz-
dílem, že tato metoda pracuje s hranami v aplikaci.
• Int GetValueNode(int index) – slouží ke zjištění hodnoty uložené v uzlu označeného
indexem.
• Int GetValueEdge(int index) – slouží ke zjištění hodnoty hrany označené indexem.
• Int GetChild(int index, bool podminka) – umožňuje vrátit index potomka rodičov-
ského uzlu označeného indexem s platnou podímkou, která určuje vlastnost navštíve-
ného uzlu (true – navštívený/false – nenavštívený).
• Int GetChildO(int index, bool podminka) – tato metoda slouží opět ke zjištění indexu
potomka, ale bere v úvahu orientaci hran mezi uzly.
• Int GetNumberOfChild(int index, bool podminka) – slouží ke zjištění počtu synov-
ských uzlů, kde parametry této metody jsou stejné jako u předchozích dvou.
• Int GetNumberOfChildO(int index, bool podminka) – ekvivalent k předchozí metodě
pro zjištění počtu synovských uzlu v závislosti na orientaci hran.
• SortAEdge(int druh) – umožňuje seřadit pole hran podle dvou kritérií a to podle
indexů hran označovaný 1 a nebo podle hodnot hran, který je označován 2.
• SortANode(int druh) – umožňuje seřadit pole uzlů, kde parametry jsou stejné jako
u předchozí metody.
• Int ReturnCountNode() – vrací počet uzlů uložených v poli.
• Int ReturnCountEdge() – vrací počet hran uložených v poli.
• Int GetIPFromEdge(int index) – metoda vrací index uzlu, ze kterého hrana označená
indexem vychází.
• Int GetIPToEdge(int index) – metoda vrací index uzlu, do kterého hrana označení
indexem vede.
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• Bool IsCircuit(int index, bool condition) – umožňuje zjistit, jestli přidávaná hrana
nevytvoří s ostatními hranami kružnici, které splňují podmínku u vlastnosti navští-
venosti hrany (false/true).
• SetVisitedNode(int index) – slouží k nastavení vlastnosti navštívenosti uzlu označe-
ného indexem na true.
• UnsetVisitedNode(int index) – podobně jako předchozí metoda slouží pouze k nasta-
vení vlastnoti na false.
• SetActiveNode(int index) – slouží k nastavení vlastnosti označujícího práci s uzlem
na true u uzlu označeného indexem.
• UnsetActiveNode(int index) – slouží k nastavení vlastnosti označujícího práci s uzlem
na false.
• SetVisitedEdge(int index) – slouží k nastavení vlastnosti navštívenosti hrany označené
indexem na true.
• UnsetVisitedEdgeint index) – slouží k nastavení vlastnosti navštívenosti hrany na
false.
• SetActiveEdge(int index) – slouží k nastavení vlastnosti označující práci s hranou na
true u hrany označenou indexem.
• UnsetActiveEdge(int index) – slouží k nastavení vlastnosti označující práci s hranou
na false.
• Bool GetVisitedNode(int index) – slouží k získání vlastnosti navštívenosti uzlu ozna-
čeného indexem.
• Int GetActiveNode(int index) – slouží k získání vlastnosti označující práci s uzlem
označeného indexem.
• Bool GetVisitedEdge(int index) – podobně jako metoda GetVisitedNode pracuje
pouze s hranou.
• Int GetActiveEdge(int index) – podobně jako metoda GetActiveNode pracuje pouze
s hranou.
Pokud lze do funkce předávat parametry, nesmí zde být uvedený operátor přiřazení.
Je to jisté omezení, které vyplývá ze způsobu návrhu syntaktického analyzátoru. Obdobné
omezení platí pro volání funkcí. Volání musí být realizováno pouze jako samostatný příkaz.
Pokud je snaha použít výsledek dále, je nutné si ho nejprve uložit do příslušné proměnné
a pak pracovat s touto proměnnou.
6.2.7 Zobrazování pomocných proměnných
Zobrazování uživatelských proměnných bude realizováno tak, že napřed dojde k uložení
názvů proměnných, které uživatel bude chtít sledovat. K uložení názvu proměnné se vyu-
žije metoda AddVar(název proměnné). Názvy těchto proměnných budou následně uloženy
v poli. Po zavolání metody na uložení aktuálního kroku SaveActualStep() se pole s názvy
proměnných projde a pro každou proměnnou se vyhledá v tabulce symbolů příslušná hod-
nota. Po vyhledání se uloží tato hodnota spolu s názvem do speciálního pole, ze kterého
bude následně probíhat zobrazení těchto proměnných.
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6.3 Použité ukázkové algoritmy
Výsledná aplikace bude otestována na dvou grafových algoritmech. Jsou vybrány dva algo-
ritmy. Prohledávání stromu do hloubky, který pracuje s uzly grafu a Kruskalův algoritmus,
který slouží pro hledání minimální kostry grafu a tudíž pracuje s hrany grafu.
6.3.1 Prohledávání stromu do hloubky (DFS)
DFS (Depth Firs Search) je grafový algoritmus, který slouží k procházení a popř. vyhledání
určité hodnoty v grafu. Jeho princip je založen na prozkoumávání doposud neprozkoumané
cesty od kořenového uzlu po listové uzly. To znamená, že od kořenového uzlu prochází
neprozkoumanou cestou až k listům. V případě že narazí na konec, vratí se o jednu úroveň
výše a opět testuje, zda odsud nevede nějaká cesta, kterou ještě neprošel. Takto pokračuje,
dokud nenajde hledanou hodnotu nebo neprojde celým stromem. Princip činnosti DFS
algoritmu je uveden na následujícím obrázku 6.11. Na tomto obrázku je právě navštívený
uzel označen červeným okrajem a prozkoumaný uzel označen černým vyplněním. Ukázka
implementace tohoto algoritmu v jazyce pro animaci je uveden v sekci ovládání v aplikaci,
kde je možné tento algoritmus i s grafem vložit do aplikace a zobrazit průběh animace.
Princip algoritmu byl čerpán z [4].
Obrázek 6.11: Princip činnosti prohledávání grafu do hloubky
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6.3.2 Kruskalův algoritmus pro hledání minimální kostry grafu
Kruskalův algoritmus je samozřejmě také grafovým algoritmem, který se používá k nalezení
minimální kostry ohodnoceného grafu. Tento graf musí být ohodnocen nezáporně a musí
být souvislý. Princip činnosti je následující. První krok algoritmu slouží k seřazení pole
hran podle ohodnocení od nejmenší váhy po největší. Další krok spočívá ve výběru hrany
s nejmenším ohodnocením a umístění do grafu. Pokud vložená hrana vytvoří kružnici s již
dříve vloženými hranami, tak bude zahozena. V případě že kružnici netvoří, bude tato hrana
do grafu umístěna. Druhý krok algoritmu spočívá ve výběru další hrany v pořadí. Takto
se celý algoritmus opakuje, dokud nebudou vybrány všechny hrany ze seřazeného pole [10].
Ukázka algoritmu je zobrazena na obrázku 6.12. V tomto obrázku je hrana, se kterou se
právě pracuje zobrazena zelenou barvou, hrana která splnila podmínky výběru je označená
barvou červenou, nevyhovující hrana barvou šedou. Ukázka implementace v jazyce pro
animaci je v aplikaci v sekci ovládání.




V této kapitole bude podrobněji popsán způsob implementace navržených částí aplikace,
jejíž návrh byl uveden v předchozí kapitole. Jak již bylo několikrát uvedeno, pro vývoj
aplikace je použito prostředí Silverligh. Pro tvorbu aplikační logiky byl použit kompilovaný
jazyk C#.
7.1 Třída Page
Jedná se o hlavní třídu celé aplikace, jejíž instance je vytvářena hned při spuštění aplikace.
Tato třída je poděděná ze třídy UserControl, což umožňuje odchytávat a následně reago-
vat na události od uživatele. Dále se zde vytvářejí instance tříd Animation, GraphPanel,
SourceCode a ParamsPanel. V této třídě jsou pro zajištění obsluhy událostí implemento-
vány následující metody:
• MouseDown – Slouží k odchycení události kliknutí levého tlačítka myši do panelu pro
kreslení a pro obsluhu volá příslušné metody třídy GraphPanel pro přidaní hrany
nebo uzlu a vykreslení.
• BAClick – Slouží pro obsluhu tlačítka pro vytvoření animace. K tomu jsou volány
metody ze třídy Animation, sloužící pro vytvoření animace. Dále jsou zde volány
metody ze třídy ParamsPanel umožňující zobrazení proměnných.
• BADClick – Jedná se o obsluhu tlačítka pro zrušení animace. Opět jsou volány me-
tody třídy Animation pro zrušení animace a metody třídy ParamsPanel pro zrušení
zobrazování proměných.
• NSClick, PSClick – Obsluha tlačítek další krok, resp. předchozí krok animace. Pro
vykonání jsou používány metody třídy Animation a ParamsPanel.
• PlayClick – Obsluha tlačítka pro skok v animaci na předem stanovený krok.
• BDPClick – Slouží k obsluze tlačítka pro vymazání panelu pro kreslení. Jsou zde volány
metody z třídy GraphPanel umožňující odstranění všech uzlů a hran a překreslení
panelu.
• Další metody v této třídě slouží pro obsluhu a zobrazení hlavního menu umožňujícího
přepnutí mezi nápovědou a programem. Jedná se o následující metody BHelpClick,
BProgramClick, BProgramLeave, BProgramEnter, BHelpEnter a BHelpLeave.
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7.2 Třída GraphPanel
Třída GraphPanel slouží pro práci s panelem pro kreslení. Umožňuje přidávání hran nebo
uzlů a jejich následné vykreslení. Pro uchovávání přidaných uzlů nebo hran se využívají listy
nodearray pro uzly a edgearraypro hrany. Přes tyto listy probíhá také následné vykreslo-
vání. Pří vykreslování grafu v animaci se používají ještě další dva listy, které slouží k uložení
hran a uzlů z předešlého kroku animace. Jedná se o nodearraycopy a edgearraycopy. Tyto
listy se využívají při spuštění animace u konkrétního uzlu nebo hrany a to tak, že tyto listy
se porovnávají s listy obsahující aktuální nastavení uzlů a hran. V případě, že je nalezena
nerovnost u vlastnosti visited dojde ke spuštění animace u konkrétního uzlu. V této třídě
jsou obsaženy následující metody:
• AddNode a AddEdge – Slouží k přidání hrany, respektive uzlu do příslušného listu.
Jako parametr se těmto metodám předává souřadnice kliknutí myši. U přidání uzlu
je vytvořen uzel okamžitě, u hrany se ošetřuje až druhé kliknutí. Po té je hrana také
přidána do listu.
• SetValueToObject – Slouží k uložení hodnoty získané pomocí editovatelného boxu
do příslušné hrany nebo uzlu k vlastnosti value.
• SetEditBox – Slouží k nastavení pozice zobrazení editovatelného boxu. Parametrem
jsou souřadnice kliknutí myši.
• DrawNode DrawEdge – Metody se používají pro vykreslení uzlu nebo hrany. Je to re-
alizováno tak, že se prochází příslušný list a objekt reprezentující uzel nebo hranu je
následné přidán do panelu pro kresléní. Systém se pak postará o automatické překres-
lení daného prvku.
• DrawObject – Metoda zapouzdřující metody pro vykreslení uzlu, hrany a editovatel-
ného boxu.
• SetNodeArray a SetEdgeArray – Metody umožňují nastavit listy uzlu, hran a je jejich
kopie obsahující stav uzlů a hran v předchozím kroku.
• ClearGraphPanel – Slouží k vyčištění všech hran a uzlů. Je to realizováno vyprázd-
něním listů a následným překreslením.
Dále tato třída obsahuje pomocné metody, které se využívají při přidávání, vykreslování
hran nebo uzlů a slouží k ověření, jestli jsou splněny všechny potřebné podmínky pro pro-
vedení příslušné operace. Jedná se o metody IsNode a IsEdge, které slouží k ověření, jestli
bylo kliknuto na uzel resp. na hranu. Další metody slouží pro získání indexu hrany nebo
uzlu, na který bylo kliknuto. K tomu jsou určeny metody OnClickNode a OnClickEdge. Po-
slední pomocnou metodou v této třídě je metoda IsExistingEdge, která slouží k ověření,
aby přidávaná hran již neexistovala.
7.3 Třídy Node a Edge
Jedná se o třídy, které reprezentují uzly resp. hrany v grafu a poskytují vlastnosti, které se
využívají při práci s grafem. Jedná se především o vlastnost visible, která určuje zda je
daný objekt vybrán algoritmem a vlastnost active, která určuje zda algoritmus s daným
objektem právě pracuje. Další vlastnosti slouží pro uložení hodnoty value, uložení popisku
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textttlabel a na uložení jedinečného indexu index. Dále každá třída obsahuje svoje specifické
vlastnosti sloužící pro její vlastní reprezentaci. Jedná se například o informaci, ze kterého
uzlu do kterého příslušná hrana vede nebo u uzlu souřadnice středu.
7.4 Třída EditBox
Třídá EditBox obsahuje metody pro práci s editovatelným boxem, který umožňuje zadá-
vat hodnoty jednotlivým hranám nebo uzlům. Poskytuje zobrazení na příslušné souřadnici
v panelu pro kreslení, získání a ověření hodnoty od uživatele, nastavení hodnoty na hodnotu
získanou z hrany, nebo uzlu a v neposlední řadě metodu umožňující nezobrazení editova-
telného boxu.
7.5 Třída ParamsPanel
Poskytuje metody pro práci s panelem umožňující zobrazení uživatelských proměnných.
Jedná se o následující metody:
• RowCol – Umožňuje nastavit počet řádků a sloupců pro zobrazení. Jako parametr se
předává počet řádků a sloupců.
• DelRowCol – Odstraní všechny řádky a sloupce z panelu proměnných.
• ShowParam – Zobrazí řetězec do panelu. Parametry jsou zobrazovaný řetězec a řádek,
sloupec do kterého se má daný řetězec zobrazit.
7.6 Třída SourceCode
Jedná se o třídy poskytující metody pro práci s panelem pro zadávání kódu. Dále jsou
zde metody umožňující zobrazení chybové hlášky a zvýraznění textu. K tomu jsou určeny
následující metody:
• SetSourceCode a textttGetSourceCode – Slouží k získání nebo nastavení zdrojového
kódu v příslušném panelu.
• SetHText – Umožňuje zvýraznění části textu.
• DisableSC a ActiveSC – Poskytují možnost zamezit resp. povolit psaní do panelu pro
zdrojový kód.
• ShowError – Metoda umožňuje zobrazit chybovou hlášku. Jako parametr se předává
text chybové hlášky.
7.7 Třída Animation
Třída Animation slouží k uchování výsledné animace a poskytuje metody umožňující práci
s uloženou animací. Pro uchování animace se používá list listů nebo–li dvoj rozměrné pole,
kde každý list obsahuje všechny objekty z daného kroku. Tyto pole jsou dvě, zvlášť pro
uzly i pro hrany – anodearray a aedgearray. List vararray obsahuje pro každý krok
animace pole indexované pomocí řetězců ve kterém je uložen název a hodnota proměnné,
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které mají být zobrazeny. Posledním polem je vararray, které obsahuje pro každý krok
animace pozici, od které se má zvýraznit příslušný text. Pozice jsou zde zakódovány do
řetězce počáteční pozice-koncová pozice. Dále jsou v této třídě uchovány vlastnosti
obsahující počet kroků celé animace – stepofanimation, aktuální krok ve kterém se daná
animace nachází – actualstep a příznak zda je animace vytvořená – animationexist.
Pro práci s touto třídou jsou implementovány následující metody:
• GetFirstStepNode a GetFirstStepEdge – Vrací pole obsahující uzly resp. hrany pro
první krok animace.
• GetFirstStepVar – Vrací pole obsahující proměnné pro první krok animace.
• GetFirstStepHText – Vrací řetězec obsahující pozice, od které se má text zvýraznit
opět pouze pro první krok animace.
• GetPrevStepNode, GetPrevStepEdge, GetPrevStepVar a GetPrevStepHText – Jedná
se o ekvivalenty k metodám označených jako First, pouze vrací příslušné atributy pro
předchozí krok animace.
• GetNextStepNode, GetNextStepEdge, GetNextStepVar a GetNextStepHText – Ob-
dobně jako u předchozí skupiny metod, pouze s tím rozdílem, že nyní vracejí atributy
pro následující krok animace.
• LowerinActualStep a LowerinActualStep – Slouží pro snížení resp. pro zvýšení
aktuálního kroku animace.
• DestroyAnimation – Slouží pro zrušení vytvořené animace. To je realizováno zruše-
ním všech vytvořených polí a změnou příznaku vytvořené animace.
• CreateAnimation – Jedná se o hlavní metodu této třídy, která slouží pro vytvoření
animace a naplnění výše uvedených polí. V této funkci jsou volány metody tříd
Algorithm, Lex a Parser, ve kterých se realizuje zpracování a vytvoření animace.
Výše uvedené pole jsou předávány příslušným metodám, ve kterých dochází k napl-
nění.
7.8 Třída Algorithm
V této třídě jsou opět uloženy listy uvedené v předchozí podkapitole. Ty jsou rozšířeny ještě
o další a to o listy nodearray, edgearray, které obsahují uzly a hrany, nad kterými se právě
pracuje. Po zavolání metody pro uložení aktuálního kroku dojde ke zkopírování těchto polí
do anodearray a aedgearray. Další pole, které je zde navíc je namevar a obsahuje jména
proměnných, které se mají uživateli následně zobrazovat. Po zavolání metody pro přidání je
název proměnné do tohoto pole uložen. Při ukládání aktuálního kroku je následně toto pole
procházeno a název proměnné je ukládán do vararray spolu s aktuální hodnotou proměnné.
Ta je nalezena v tabulce symbolů. Tabulka je předávána jako parametr při volání funkce
pro uložení aktuálního kroku. Dále jsou v této třídě implementovány interní funkce, které
mají umožnit uživateli snadnější práci. Tyto funkcne pracují nad poli v této třídě. Pole
uvedené v předchozí podkapitole se do této třídy předávají přes konstruktor.
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7.9 Třída Lex
Jedná se o třídu, ve které je implementován lexikální analyzátor. Pro správnou funkci jdou
zde vytvořeny dvě pole. Jedná se o pole klíčových slov jazyka a interních funkcí, které jsou
v programu podporovány. Tyto pole jsou označeny keywords resp. keywordsfunc. Lexi-
kální analyzátor využívá objekt třídy SourceCode pro načtení zdrojového kódu z panelu
do aplikace. Ten je následně uložen v proměnné sourcecode. Aby bylo možné při zpraco-
vávání zdrojového kódu informovat uživatele, na kterém řádku se nachází lexikální chyba,
je nutné tento kód rozdělit. Je rozdělen podle znaku značícího konec řádku a je uložen
v poli psourcecode. Dále jsou v této třídě uloženy atributy row a col pro zapamatování,
na kterém znaku a řádku v kódu se lexikální analýza nachází. Komunikace mezi lexikální
analýzou a syntaktickou analýzou se děje pomocí objektu třídy Token. V této třídě jsou
implementovány následující metody:
• GetToken – Slouží k načtení dalšího tokenu a jedná se o implementaci konečných
automatů uvedených v návrhu.
• SetRowCol – Metoda, která umožňuje nastavit pozici, od které se má zpracovávat
daný zdrojový soubor. Této metody se využívá ve třídě Parser při zpracování cyklů.
Počáteční pozice se předává v parametru této funkce jako řetězec řádek-sloupec.
• GetStart a GetLenthRow – První metoda slouží ke zjištění počátečního indexu řádku
v souvislém textu, druhá ke zjištění délky řádku. Těmto metodám je předáván para-
metr čísla řádku. Metody se využívají při zvýrazňování aktuálních řádků.
• CheckIndex – Jedná se o pomocnou metodu, která zjistí, jestli indexy řádku a sloupce
nejsou mimo rozsah.
7.10 Třída Parser
V této třídě je implementována syntaktická analýza spolu se sémantickou analýzou. Po-
slední částí této třídy je samotné vykonání. Vzhledem k tomu, že se jedná o interpret, jsou
ucelené celky kódu hned zpracovány. Tím odpadá převod na vnitřní kód. Přes konstruk-
tor třídy je předáván objekt třídy Algorithm, který poskytuje interní funkce a pole nad
kterými se při vykonávání kódu pracuje. Pro správnou funkci tato třída obsahuje několik
proměnných. Jedná se o precedenční tabulku ptable, která je v kódu přímo implemento-
vána. Je realizována pomocí dvourozměrného pole, které je indexováno pomocí řetězců pro
snazší vyhledávání dvou kombinací znaků. Dále je zde pole, které slouží pro uložení hodnot
tokenu při zpracovávání pravidel. Pokud se jedná o neterminál E, tak v tokenu je uložen
odkaz do tohoto pole, kde jsou k dispozici jeho další vlastnosti a to typ a hodnota. Pro
uložení proměnných se používá tabulka symbolů stable realizovaná jako list. Pole listů
userltable slouží pro uložení uživatelem vytvořených listů. Je indexováno názvem pro-
měnné. Pole userstable je ekvivalentem k předešlému poli pouze s tím rozdílem, že slouží
pro uložení uživatelem vytvořených zásobníků. Zásobník bracketstack se využívá pro uklá-
dání složených závorek při kontrole zanoření bloků. Dalším zásobníkem využívajícím se při
podmínkách nebo cyklech je cyclestack, do kterého se ukládá číslo řádku a pozice začátku
cyklu. Pro cykly for se ještě používá zásobník exprstack, kde se ukládá proměnná která
se v cyklu inkrementuje. Pro větvení if je zde k dispozici také jeden zásobník, ve kte-
rém je uložena informace, jestli se má větev else vykonávat. Jedná se o zásobník execif.
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Posledním zásobníkem zde vytvořeným je zásobník stack, který se využívá v algoritmu
syntaktické analýzy, který je uvedený v návrhu.
Dále jsou ve třídě implementovány metody, které umožňují ověřit a vykonat příslušné
příkazy:
• AddVar – Metoda umožňuje přidávat proměnné do tabulky symbolů. Přidání je reali-
zováno pouze v případě, že proměnná se stejným názvem zatím v tabulce neexistuje.
• CheckSyntax – Metoda ověřující syntaxy příkazů zdrojového kódu podle navržených
konečných automatů.
• CheckTermSyntax – Metoda ověřuje výrazy. Tato metoda je realizována pomocí algo-
ritmu, který byl uveden v návrhu a při své práci využívá zásobník stack, do kterého
ukládá vstup a jeho redukovanou podobu podle pravidel.
• AddTokenToStack a AddTokenToStackR – Metody umožňující práci se zásobníkem
stack. Umožňují vložit token na příslušnou pozici. První metoda se využívá při vklá-
dání nového tokenu a posunu zbytku zásobníku do prava za touto pozicí a druhá při
vložení tokenu, který byl sestaven z několika jiných. Tato metoda následně odstraní
ze zásobníku přebytečné tokeny.
• FindTAR – Funkce slouží k načtení posloupnosti terminálů a neterminálů až po za-
rážku. Následně nalezne odpovídající pravidlo. V případě že neexistuje, vrátí false
a syntaktická analýza končí s chybou.
• FindTS – Slouží k nalezení terminálního symbolu, který je nejblíže vrcholu.
• AddTokenToTTable – Metoda uloží token do tabulky ttable a vrátí index uložení.
Metodě se předává typ tokenu a hodnota jako parametr.
• CheckSemSym – Slouží k sémantické kontrole existence proměnných. V případě, že
přiřazujeme do proměnné, která neexistuje, metoda vrátí false a program je chybně
ukončen.
• CheckSemAExec – Metoda se využívá při sémantické kontrole výrazů. Ověřuje, jestli
se operace provádí, nad stejnými typy.
• ExecExp – Pomocí této metody je realizován samotný výpočet. Metoda provede vý-
počet, výsledek uloží do tokenu. V případě neúspěchu vrací false a program je opět
chybně ukončen.
• AssignToVar – Metoda umožňuje typovou kontrolu mezi proměnnou a výsledným
výrazem za přiřazením. V případě že typová kontrola sedí, dojde k vykonání přiřazení.
Jinak je program ukončen s chybou.
• ApplyRool – Metoda provede aplikaci nalezeného pravidla na posloupnost znaků v zá-
sobníku a vykonání příslušné operace. Volá metody AddTokenToStack
a AddTokenToStackR a pro zpracování CheckSemAExec.
Dále tato třída obsahuje metody, které slouží pro kontrolu správnosti zadání a vykonání
interních metod a také pomocné metody, které se používají ve výše uvedených metodách.




Při zpracování konstrukce if se využívají tři zásobníky, kde jeden se používá pouze jako
pomocný. Zásobníky se používají proto, že větvení lze vnořovat do sebe a je nutné zachovat
předešlé výsledky. K tomu právě dobře slouží zásobník. Dále se používá příznak lastbracke,
který slouží k uložení informace, jaká poslední závorka se načetla. Zpracování větvení pak
probíhá následovně. Po načtení klíčového slova if dojde ke zpracování podmínky. V případě
že podmínka větvení je nesplněna, znamená to, že se musí vykonávat větev else, v případě
že existuje. Proto je nutné část if přeskočit. K tomu slouží pomocný zásobník, do kterého
se ukládají levé složené závorky. V případě pravé je z něho jedna levá výjmuta. Je to
z toho důvodu, že v tomto bloku mohou být vnořeny další cykly, větvení. Do zásobníku
execif se vloží informace označující vykonání větve else a nastaví se příznak informující
o poslední načtené závorce větvení if. Nyní dochází ke kontrole, zda načtený token obsahuje
druhou část větvení else nebo nikoliv. V případě že neobsahuje je odstraněna informace
ze zásobníku execif a vynuluje se příznak poslední načtené závorky. V opačném případě
se po načtení else ověří vrchol zásobníku execif. Pokud se na vrcholu zásobníku nachází
true, dojde ke zpracování této části. V případě false, tato část bude přeskočena obdobným
způsobem jako větev if při nesplnění podmínky.
Pokud je podmínka u větvení if splněna, uloží se na zásobník bracketstack informace
o tom, že je načtena levá závorka větvení. Dochází ke zpracování této části. Se zpracováním
dochází k umisťování levých závorek na zásobníku a podle pravých odstraňovány. V případě,
že se načte levá závorka větvení ze zásobníku, dojde k nastavení příznaku lastbracket
a pokračuje se obdobným způsobem jako v předchozím případě u větve else při nesplnění
podmínky.
Zpracování cyklu while
Podobně jako u větvení se využívají zásobníky bracketstack a pomocný zásobník. Navíc
se používá zásobník cyclestack, který slouží k uložení začátku cyklu. Po načtení cyklu
while dochazí k ověření podmínky. V případě že podmínka není splněna, je využit pomocný
zásobník pro zpracování kódu uvnitř cyklu podobně, jako je tomu u větvení. V případě že
je splněna, uloží se počátek cyklu do cyclestack a označení levé závorky cyklu while
do bracketstack. Jakmile opět dojde k načtení pravé závorky cyklu, je nastaveno čtení
lexikálního analyzátoru na pozice uložené v cyclestack. Zásobníky jsou opět použity pro
umožnění zanoření různých částí kódu.
Zpracování cyklu for
Cyklus for je zpracováván velmi podobným způsobem jako while, pouze je použit navíc zá-
sobník exprstack, do kterého se ukládá informace o maximálním počtu kroku, typu a názvu
proměnné, která je inkrementována, typ a nová hodnota, která se má do inkrementované
proměnné uložit. Toto pole se používá z důvodu, aby k inkrementaci proměnné mohlo dojít
až při zpracování koncové závorky cyklu. Dále je zde navíc příznak execfor, který slouží
k uložení informace, že cyklus for se již vykonává. Je to z toho důvodu, aby nebyla do
proměnné znovu přiřazena počáteční hodnota. Při nesplněné podmínce probíhá zpracování
stejně jako u předchozích dvou konstrukcí. Při splnění jsou naplněny příslušné hodnoty a to
exprstack, bracketstack a cyclestack. Při nalezení pravé závorky k cyklu je nastavena
proměnná execfor na true, aby bylo přeskočeno počáteční přiřazení a inkrementována
proměnná cyklu uložená v zásobníku exprstack.
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7.11 Třída Token
Třída token slouží pro komunikaci mezi lexikální a syntaktickou analýzou. Obsahuje důležité
informace o načteném lexému. Jedná se o typ a hodnotu. Dále je rozšířen o další vlastnosti,
které se využívají při chybě nebo při zpracování složitějších konstrukcí. Jedná se o číslo
řádku a sloupce, dále o příznak chyby, popis chyby a celočíselný kód chyby. Ten je používán
pro rozpoznání, jestli se nejedná o konec vstupního souboru.
Metody v této třídě jsou následující:
• SetToken – Metoda umožňuje nastavit základní vlastnosti tokenu a to typ a hodnotu.
• SetError – Slouží k nastavení chyby. Jako parametr je text chyby a celočíselný kód.
Jsou dva druhy kódu a to nastala chyba, to je označené číslem mínus dva a konec
vstupu, který je označen číslem mínus jedna.
7.12 Třída Variable
Jedná se o třídu, která reprezentuje proměnnou v tabulce symbolů. Obsahuje název pro-
měnné a příznaky, které informují o tom, jestli se jedná o proměnnou typu int, bool, double
popř. speciální proměnnou. Speciální proměnnou se myslí zásobník nebo list, které si uži-
vatel může vytvořit. V tomto případě je typ označen číselným kódem. Jednička označuje
zásobník a dvojka list. V případě že se nejedná o speciální proměnou, její hodnota je nula.
Naplnění objektu této třídy je realizováno pomocí konstruktoru a speciálních metod pro




V této krátké kapitole, bude stručně popsána základní práce s programem. Vytvořená apli-
kace umožňuje zobrazení nápovědy, dále nakreslit graf, vložit zdrojový kód animace, vy-
tvořit animaci a následně vytvořenou animací procházet.
8.1 Kreslení grafu
Jako první si představíme možnost kreslení grafu. Kreslení grafu probíhá v panelu pro
kreslení, který je umístěn v pravé části aplikace. Pod tímto panelem jsou k dispozici ovládací
prvky, pomocí kterých lze do tohoto panelu vytvářet graf. Ovládací prvky jsou zobrazeny
na obrázku 8.1. Pro kreslení se využívají první dvě tlačítka. První a to tlačítko Uzel slouží
pro kreslení uzlů. Po výběru této možnosti stačí kliknout levým tlačítkem myši do kreslící
plochy a uzel (střed uzlu) bude umístěn na toto místo. Při kreslení uzlů je dobré brát
v úvahu, že první vykreslený uzel je vždy kořenem. Pro kreslení hran slouží druhé tlačítko
Hrana. Po výběru stačí kliknout jako první na uzel, ze kterého vychází hrana, poté na uzel,
do kterého hrana směřuje. Pro odstranění všech nakreslených částí slouží tlačítko Vymaž,
které je umístěno úplně vpravo. Tlačítko Nastav hodnotu neslouží přímo pro kreslení, ale
po kliknutí na hranu nebo uzel umožní zadat hodnotu.
Obrázek 8.1: Ovládací prvky pro kreslení grafu.
8.2 Vytvoření a ovládání animace
Pro to aby mohla být animace vytvořena, musí být nakreslen graf a vložen nějaký zdrojový
kód animace. Pokud jsou splněny podmínky, tak pro vytvoření animace slouží ovládací pa-
nel přímo pod panelem pro zdrojový kód. Pro vytvoření slouží tlačítko Vytvořit animaci.
Tlačítko Zrušit animaci slouží pro zrušení animace a možnosti znovu editovat jak zdro-
jový kód, tak graf. Po vytvoření animace je možné touto animací procházet. V případě že
ve zdrojovém kódu nebyla použita funkce pro uložení kroku, není co procházet. Pro prochá-
zení slouží tlačítka ovládacího panelu, který je umístěn nad panelem pro graf (obrázek 8.2).
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Pro posun o jeden krok vpřed slouží tlačítko F, pro krok zpět pak tlačítko R. Posledním
ovládacím prvkem tohoto panelu je tlačítko P umožňující skok na určitý krok v animaci.
Po vyplnění příslušného políčka za tlačítkem a následného stisku, dojde k přesunu na daný
krok.




V rámci diplomového projektu jsem se snažil využít a rozšířit dovednosti problematiky im-
plementace interaktivního obsahu webových stránek pomocí zásuvného modulu Silverlight.
Tyto znalosti jsem využil při vytváření aplikace umožňující zobrazení animace grafových
algoritmů.
Aplikace je plně funkční. Umožňuje uživateli vytvořit libovolnou animaci. Tato animace
je zadávána pomocí programovacího jazyka, který vychází z jazyka C a byl navržen pro
tento případ. Realizovaná aplikace umožňuje vytváření grafů, vložení libovolného algoritmu
pracujícího nad připravenými strukturami a následné vytvoření animace, kterou je možné
zobrazovat po jednotlivých krocích. Pro usnadnění práce je v aplikaci možnost zobrazení
nápovědy. Obsahuje seznam interních funkcí, dále stručný popis ovládání a dva ukázkové
algoritmy, které lze vložit do aplikace.
Co se týká rozšíření této aplikace, bylo by v budoucnu vhodné rozšířit vlastnosti jazyka
pro tvorbu animací. Například rozšířit podporované datové typy, přidat konstrukci switch
a umožnit uživateli psaní vlastních pomocných funkcí. To by měla vyřešit úprava a rozšíření
použitého interpretu. Dále by bylo vhodné rozšířit možnosti kreslení, kde by uživateli byla
umožněna i editace nakresleného grafu. Aby mohl například jeden uzel umazat a nemusel
díky chybě kreslit celý graf znovu. Další rozšíření bych viděl ve způsobu zobrazování pro-
měnných, kde by uživatel mohl zobrazovat i složité datové typy, které má při programování
k dispozici.
Obrázky výsledné aplikace lze nalézt v příloze. Funkční aplikaci poté na přiloženém CD,




[1] Grafické programy. [online], [cit. 2009-04-19].
URL http://www.stahuj.centrum.cz/grafika_a_design/animace/movies/
[2] Adobe: Produkty společnosti Adobe. [online], [cit. 2009-04-19].
URL http://adobe.digitalmedia.cz/produkty/adobe-flash/popis.aspx
[3] Blog: Vlastův Blog – Pár střípků o Silverlight. [online], [cit. 2009-04-15].
URL http://vavru.cz/ostatni/par-stripku-o-silverlight/
[4] CVUT: CVUT – CWUT prohledávání grafu do hloubky. [online], [cit. 2009-04-27].
URL http://www.student.cvut.cz/cwut/index.php/Prohled%C3%A1v%C3%A1n%
C3%AD_grafu_dohloubky_a_do_%C5%A1%C3%AD%C5%99ky
[5] flash.help: Seznámení: Co je to Flash? [online], [cit. 2009-04-18].
URL http://flash.jakpsatweb.cz/index.php?page=seznameni
[6] Grafika: Grafika Publishing – Microsoft Expression Blend 2. [online], [cit. 2009-04-19].
URL http://silverlight.net/forums/t/3015.aspx
[7] Grafika: Grafika Publishing – Microsoft uvedl Silverlight 1.0. [online], [cit.
2009-04-15].
URL http://www.grafika.cz/art/webdesign/silverlight10.html
[8] Grafika: Grafika Publishing – SWiSH Max2: editor Flash animací. [online], [cit.
2009-04-19].
URL http://www.grafika.cz/art/webdesign/swishmax2.html
[9] Hájek, P.: Adobe Flash Player vs Microsoft Silverlight. [online], [cit. 2009-04-17].
URL http:
//www.slunecnice.cz/tipy/adobe-flash-player-vs-microsoft-silverlight/
[10] Jirovský, L.: Vybrané problémy z teorie grafů. [online], [cit. 2009-04-27].
URL
http://teorie-grafu.elfineer.cz/vybrane-problemy/minimalni-kostra.php
[11] John Dowdell, www stránky: jd/adobe blog. [online], [cit. 2009-04-15].
URL
http://blogs.adobe.com/jd/2009/03/silverlight_mobile_timelines.html
[12] La Trine: Jak správně vložit Flash do stránky. [online], [cit. 2009-04-18].
URL http://latrine.dgx.cz/jak-spravne-vlozit-flash-do-stranky
43
[13] MacDonald, M.: ASP.NET 3.5 a C# 2008: Tvorba dynamických stránek
profesionálně, 1. vydání, Brno, s. 1466-1530. Zoner Press, 2008,
iSBN 978-80-7413-008-3.
[14] Microsoft: Technická zpráva – Microsoft uvádí Silverlight 2. [online], [cit. 2009-04-15].
URL http://www.microsoft.com/cze/presspass/msg/20081014_news1.mspx
[15] Moonlight: Moonlight. [online], [cit. 2009-04-15].
URL http://www.go-mono.com/moonlight/
[16] PCWorld: Internetový magazín. [online], [cit. 2009-04-15].
URL http://pcworld.cz/novinky/
silverlight-3-expression-blend-3-testovaci-verze-microsoft-mix-09-6912
[17] Petříček, T: Vývoj Silverlight aplikací v PHP. [online], [cit. 2009-04-15].
URL
http://tomasp.net/presentations/php-silverlight/php_silverlight.pdf




[19] Silverlight: The Official Microsoft Silverlight Site. [online], [cit. 2009-04-15].
URL http://silverlight.net/GetStarted/silverlight3/default.aspx
[20] Silverlight: Silverlight for mobile. [online], [cit. 2009-04-15].
URL http://silverlight.net/learn/mobile.aspx
[21] Silverlight: Silverlight vs. Flash – An Analysis Report. [online], [cit. 2009-04-19].
URL http://silverlight.net/forums/t/3015.aspx
[22] Suchan, M.: Microsoft Silverlight: Technologie, vlastnosti, uplatnění. [online], [cit.
2009-04-17].
URL http://einstein.aspone.cz/MicrosoftSilverlight.pptx
[23] Wikipedia: The free encyclopedia – Moonlight. [online], [cit. 2009-04-15].
URL http://en.wikipedia.org/wiki/Moonlight_(runtime)




[25] WWW stránky: Interval.cz webdesign a ekomerce denně. [online], [cit. 2009-04-15].
URL http://interval.cz/clanky/silverlight-co-je-silverlight/
[26] WWW stránky: Silverlight overview – Features Matrix. [online], [cit. 2009-04-15].
URL http://silverlight.net/GetStarted/overview.aspx
[27] Zoner: Zoner software – Zoner GIF Animator 5. [online], [cit. 2009-04-19].
URL http://www.grafika.cz/art/webdesign/swishmax2.html
44







Obrázek A.1: Screenshot celé aplikace bez zapnuté animace




• AnimaceAlgoritmu – soubor spustitelný pomocí Visual Studia 2008
• AnimaceAlgoritmu – složka obsahující jednotlivé třídy a další soubory pro VS 2008
• AnimaceAlgoritmu.Web – složka obsahující soubory a knihovny pro spuštění ve webo-
vém prohlížeči
– AnimaceAlgoritmuTestPage – HTML soubor pro spuštění aplikace. Pro spuštění
je nutné mít nainstalován zásuvný modul Silverlight 2
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