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Justificación y Objetivos 
 
Los juegos en línea son probablemente los de mayor éxito ahora mismo en el mundo de 
los videojuegos. Permiten a los usuarios competir entre ellos sin tener que estar juntos 
físicamente y , si el juego es deportivo, permite trasladar esa competición real a nuestros 
ordenadores, smartphones y consolas. En los juegos en línea también es posible conocer 
gente de todo el mundo y acumular logros y recompensas tras horas de juego. Todas estas 
características se intentarán plasmar en este Trabajo de Fin de Grado, un simulador web 
de baloncesto que llamaremos UBasket Manager. Personalmente, como aficionado al 
deporte en general y al baloncesto en particular, y como jugador habitual de videojuegos, 
es una motivación poder realizar un juego al que la gente como yo le gustase probar una 
vez estuviese finalizado. 
 
Se hará un recorrido por todas las fases que atraviesa un proyecto de este tipo, desde la 
idea inicial y el análisis previo, hasta la plataforma final que contenga todas las 
funcionalidades. Aunque este proyecto presenta muchas características diferentes como 
la posibilidad de socializar entre usuarios, las principales serían la simulación del partido 
y la gestión del equipo propias de un juego basado en la simulación deportiva. 
 
El resultado final del proyecto será una aplicación web completa, con una parte cliente 
que ofrezca las funcionalidades propuestas, una parte servidor que provea al cliente de 
todos los datos que necesite y una base de datos bien diseñada que almacene la 
información requerida. 
 
Este proyecto consiste además en una continuación de la formación adquirida en el Grado 
de Ingeniería Multimedia, ya que las herramientas principales que se van a utilizar para 
desarrollar esta plataforma web no han sido vistas en profundidad hasta este momento. 
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1  - Introducción 
 
Los juegos online son el resultado de una evolución lógica en el mundo de los 
videojuegos. Desde las primeras recreativas ya se fomentaba el juego entre dos jugadores, 
y eso es algo que se ha ido manteniendo a medida que las consolas iban avanzando y 
cambiando la manera de jugar. Si anteriormente era necesario juntar físicamente a los dos 
jugadores para competir o cooperar, con la evolución de las redes de computadores e 
Internet y el crecimiento de los juegos online esto ya no fue necesario, ya que podías jugar 
con otros usuarios sin moverte de tu casa. 
 
Un género de juegos que siempre se ha adaptado bastante bien al juego online son los 
deportivos. El competir con tu propio equipo contra el de otro usuario es algo que gracias 
a Internet ha crecido mucho ya que los posibles oponentes que puedes encontrar para 
disputar un partido pueden estar en lugar del mundo. 
 
Dentro del género de juegos deportivos, se encuentra el subgénero de mánager deportivo, 
en el que más que jugar con el equipo, defines estrategias para disputar el partido que será 
simulado y adquieres nuevos jugadores con los cuales aumentar el nivel. El adquirir 
nuevos jugadores puede realizarse por intentar mejorar el equipo o, dependiendo de cómo 
esté pensado el juego, coleccionarlos también puede ser una manera de usar el juego. Este 
tipo de juegos suelen ser gratuitos, pero se incluyen micropagos como opción a la hora 
de adquirir nuevos jugadores. 
 
Dentro de este último tipo de juegos entraría este proyecto UBasket Manager. Aquí se 
reunirían los conceptos anteriores, un juego sobre baloncesto en el navegador web de 
manager deportivo en el que confeccionando tu equipo se podrá disputar partidos contra 
otros usuarios y que también consiste en conseguir todos los jugadores disponibles dentro 
del juego. También se le da importancia al aspecto social del juego, pudiendo relacionarte 
con otros usuarios.  
 
 
1.1 - Finalidad 
 
La finalidad de este proyecto sería el desarrollar la plataforma del juego simulador de 
baloncesto poniendo en práctica gran parte de los conocimientos adquiridos durante el 
Grado de Ingeniería Multimedia, pero además aprender una gran cantidad de nuevas 
técnicas y tecnologías relacionadas con el desarrollo web. Muchas de las herramientas 
que se usarán tienen un uso bastante extendido para el desarrollo de aplicaciones web 
modernas, por lo que conocerlas será de gran utilidad en el futuro. Este proyecto estaría 
clasificado en la rama de Gestión de contenidos del Grado, debido a que todo lo 
relacionado con el desarrollo web  está relacionado con este itinerario. Sin embargo, 
también se ha tenido que hacer uso de algunos conocimientos sobre videojuegos a la hora 
de definir algunos apartados de la aplicación, pero en menor medida. 
 
En cuanto a este documento, pretende ser una descripción de todos los procesos realizados 
para llegar hasta el objetivo final, pasando por todas las etapas del proyecto en su 
evolución desde una simple idea hasta el resultado final de tener la aplicación web 
finalizada.  
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1.2 - Estructura del documento 
 
Este documento se encuentra dividido en capítulos. En el capítulo 1 Introducción en el 
cual nos encontramos, se hace un repaso general al proyecto y su finalidad. En el capítulo 
2 Marco teórico o estado del arte se hace un repaso y una comparativa de las plataformas 
existentes con aspectos similares a UBasket Manager. 
 
En el capítulo 3 Objetivos se describen los objetivos generales y específicos del proyecto. 
En el capítulo 4 Metodología se describe la división del proyecto en partes y las tareas a 
realizar para una mejor gestión y planificación, también se incluyen las herramientas a 
utilizar durante el desarrollo. 
 
En el capítulo 5 Cuerpo del trabajo se describen aspectos como del diseño previo de 
interfaz y la base de datos, así como un seguimiento de todo el desarrollo de la aplicación. 
En el capítulo 6 se exponen las conclusiones generales una vez acabado el proyecto y 
finalmente, en el capítulo 7 Bibliografía y referencias se pueden consultar los recursos 
utilizados para el desarrollo del proyecto. 
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2 - Marco teórico o estado del arte 
 
2.1 - Otras plataformas similares 
 
Dentro del género de juegos deportivos hay bastante diversidad en cuanto a deportes: 
fútbol, baloncesto, béisbol, fútbol americano… Todos ellos poseen varios tipos de modo 
de juego, siendo el más popular aquel en el cual el jugador maneja directamente a los 
integrantes de su equipo directamente durante el partido. También suelen tener un modo 
en el que tomas el papel de mánager del equipo para ir mejorando el equipo a base de 
adquirir nuevos jugadores y mejorar las estrategias. 
 
Con la creciente popularidad de los modos online multijugador prácticamente todos los 
juegos deportivos incluyen un modo en el cual los jugadores pueden disputar partidos y 
comprar jugadores a través de Internet. La competitividad ha crecido gracias a este modo 
y los ingresos por parte de las empresas desarrolladoras también, ya que suelen incorporar 
alguna serie de elementos que pueden ser comprados con dinero real, además de con la 
moneda del propio juego que vas ahorrando ganando partidos y torneos. Así pues dado 
que la plataforma UBasket Manager se trata de un juego online en el cual los jugadores 
compiten entre sí con sus equipos, y pueden realizar ciertas compras con el dinero del 
juego (packs de jugadores y mejoras para el equipo), en el siguiente apartado 
encontraremos varios ejemplos que contienen estos elementos. 
 
2.1.1 - Plataformas de simulador deportivo en consola y móviles 
 
En primer lugar veremos simuladores en los que el usuario maneja directamente los 
jugadores de su equipo. Estos probablemente sean los dos juegos deportivos más 
conocidos actualmente y sus modos de juego más exitosos son los online. Los usuarios 
conforman sus equipos (que al principio serán de baja calidad) y al jugar partidos 
conseguirán monedas del juego para así mejorar su equipo con nuevos jugadores. Tanto 
en el caso de FIFA Ultimate Team y en el My Team de NBA 2k los jugadores para 
mejorar el equipo se pueden conseguir comprando sobres o packs de jugadores. El usuario 
no sabe que jugadores le pueden salir dentro cuando realiza la compra y la probabilidad 
de que le salga un jugador determinado depende de la calidad que tenga (valoración) o de 
su rareza. 
 
 
 
 
 
 
Figura 2-1: MyTeam de NBA 2k 
Fuente: cdn4.sportsgamersonline.com 
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Estos juegos son de consola y diferentes en general a UBasket Manager, sin embargo la 
manera de obtener los jugadores y la recompensa después de los partidos es similar. 
 
En cuanto a juegos para móviles y tablets, encontramos varios ejemplos que se acercan 
bastante a lo que se querría conseguir con UBasket Manager. En primer lugar Madden 
Mobile, un videojuego de fútbol americano que cuenta con un sistema parecido a los 
juegos de consola anteriormente mencionados, pero en este caso para dispositivos 
móviles. Los aspectos que se asemejarían más a UBasket serían las recompensas tras los 
partidos y la variedad de packs a comprar a la hora de conseguir jugadores nuevos. 
 
 
 
 
 
En este juego los jugadores están clasificados según su calidad en distintos tipos de cartas: 
bronce, plata, oro y elite. Hay también un tipo de carta especial que sería la leyenda, 
referida a jugadores icónicos ya retirados. 
 
El siguiente ejemplo lo encontramos en Pro Evolution Soccer Club Manager, juego de la 
compañía KONAMI que ya sería bastante similar a lo que pretende conseguir UBasket 
Manager pero enfocado en este caso al fútbol. Aquí el usuario ya no controla directamente 
a los jugadores de su equipo, sino que se dedica a alinear a sus jugadores, definir una 
estrategia y los partidos son simulados por el sistema. Sin embargo, el usuario cuenta con 
la posibilidad de realizar ajustes durante el partido, ya que puede ver lo que va ocurriendo 
durante el mismo.  
 
Otro aspecto a destacar, bastante similar a lo que se podría encontrar en UBasket 
Manager, sería la variedad de packs de jugadores que se pueden adquirir utlizando bien 
moneda del propio juego o dinero real. Se pueden adquirir packs de distinto número de 
jugadores que a mayor número de jugadores, mayor será su precio. Se puede además 
adquirir packs de jugadores de una posición en concreto para mejorar solamente esa en 
el equipo. 
 
En este juego los jugadores están clasificados mediante estrellas, siendo una estrella el 
mínimo y 7 estrellas el máximo. A mayor número de estrellas, mayor rareza y por tanto 
menor probabilidad de obtenerlos en un pack. 
 
Finalmente en cuanto a juegos de manager deportivo, en España encontramos From The 
Bench, autora de diversos juegos para dispositivos móviles con una gran variedad de 
Figura 2-2: Madden Mobile 
Fuente: play.google.com 
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deportes: fútbol, baloncesto, béisbol, futbol americano… Cuentan con una variada oferta 
de juegos deportivos, pero dado que UBasket Manager es un juego dedicado al 
baloncesto, únicamente se comentará el NBA General Manager.  
 
 
 
 
 
 
En este juego se pueden realizar la mayoría de acciones que ofrecen el resto es decir, 
gestionar tu equipo, buscar jugadores en el mercado y comprarlos para mejorar tu equipo 
titular. Ganando partidos se puede ir obteniendo más dinero y recompensas para comprar 
esos jugadores que necesitas.  
 
2.1.2 - Otras plataformas no deportivas 
 
Además de jugar contra otros usuarios, lo que puede atraer a la gente a jugar un juego de 
las características de UBasket Manager o los anteriormente mencionados podría ser el 
coleccionar todos los jugadores disponibles. Aunque no se trate de juegos deportivos, los 
siguientes ejemplos si que tienen un componente de coleccionismo bastante importante y 
ofrece además la posibilidad de jugar con los componentes de tu colección. Es el caso de 
dos de los juegos más populares de los últimos tiempos: Hearthstone y Clash Royale. 
 
Hearthstone es un juego de cartas online en el cual dos jugadores se enfrentan en partidas 
de corta duración y cuyo objetivo es reducir los 30 puntos de vida con el que empiezan la 
partida a 0. El jugador que inflija esos 30 puntos de daño antes y logre dejar sin vida al 
oponente será el ganador. 
 
La colección de Hearthstone es bastante extensa, periódicamente se van sacando nuevas 
cartas y se aumenta la colección. Las cartas se obtienen mediante la compra de sobres en 
la tienda del juego con moneda del juego o dinero real, al igual que en todos los juegos 
mencionados hasta ahora. Aquí también se encuentran clasificadas mediante rareza, por 
Figura 2-3: NBA General Manager 
Fuente: play.mob.org.es 
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lo que es menos probable conseguir en un sobre una carta Legendaria o Épica que una 
Común. 
 
Similar a Hearthstone es Clash Royale, un juego también de cartas pero en el cual se 
tratan de tropas que tienen que atacar las torres del oponente. Las partidas tienen un 
tiempo límite de 3 minutos y pasado ese tiempo ganará el jugador que haya conseguido 
derribar alguna torre más que el enemigo. Si al finalizar el tiempo hay empate los 
jugadores tendrán un minuto extra para tratar de que haya un vencedor. 
 
Aunque la colección de Clash Royale no es muy extensa, ya que solo cuenta con 
aproximadamente unas 55 cartas, es importante coleccionarlas ya que si consigues una 
gran cantidad de una misma carta podrás mejorarla. Al igual que en el resto de juegos, las 
cartas se encuentran clasificadas según rareza, siendo las más raras más difíciles de 
encontrar en los cofres disponibles en la tienda del juego. Hay distintos tipos de cofre, 
que pueden ser obtenidos con dinero real o con moneda del propio juego. 
 
Después de comentar estas dos aplicaciones que sin ser deportivas tienen algún punto en 
común con UBasket Manager, a continuación se muestra una tabla comparando nuestra 
plataforma con el resto de juegos deportivos comentados anteriormente. 
 
UBasketManager Obtención de 
nuevos 
jugadores 
mediante 
compra de 
packs 
 
Categorías 
de jugadores 
en función 
de sus 
atributos 
 
Gestión de 
equipo 
 
Partidos 
entre 
usuarios 
 
Recompensa 
por victoria 
obtenida 
 
Agregar a 
otros 
usuarios 
 
Mensajería 
entre 
usuarios 
 
Publicaciones 
cortas 
visibles para 
todos los 
usuarios 
FIFA Ultimate 
Team, NBA 2k 
        
Madden Mobile 
        
NBA General 
Manager         
  
 
 
 
 
2.2 - Tecnologías 
 
2.2.1 - Estándares web 
 
Como toda aplicación web, se desarrollará basándose en los estándares web existentes 
reconocidos por el consorcio W3C, es decir: 
 
-HTML5: el lenguaje de marcado reconocido por W3C, establece la estructura del 
documento. Esta quinta versión incorpora nuevas etiquetas y mejoras en algunas 
ya existentes. 
-CSS3: la hoja de estilo en cascada, establece el diseño y la presentación del 
documento.  
-JavaScript: lenguaje de programación que se utiliza para definir comportamientos 
en las páginas web. Tradicionalmente se usaba únicamente del lado del cliente, 
Tabla 1: Comparativa entre plataformas 
Fuente: elaboración propia 
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pero las nuevas herramientas permiten que también sea usado en el lado del 
servidor.  
 
2.2.2 - MEAN Stack 
 
El MEAN Stack es un conjunto de herramientas que utilizan JavaScript para desarrollar 
todos los aspectos de una página web, desde la base de datos hasta el cliente, pasando por 
el servidor. Resumidamente, las tecnologías que conforman son las siguientes: 
 
1- Angular.js  
Se trata de un framework para construir aplicaciones web. Está encaminado al 
desarrollo de aplicaciones interactivas con el usuario y además provee una gran 
cantidad de componentes para que las aplicaciones sean modulares y sea más 
sencillo realizar tests sobre las mismas. 
 
2-Node.js  
Node es un entorno de ejecución multiplataforma basado en el motor V8 de 
Google para JavaScript. Se ejecuta del lado del servidor y su funcionamiento está 
basado en eventos, permite realizar tareas asíncronas en sus distintos hilos de 
ejecución y desarrollar APIs fácilmente escalables y reutilizables para 
comunicarse con el servidor. Se le pueden añadir muchas funcionalidades en 
función de nuestras necesidades haciendo uso de la gran cantidad de módulos y 
dependencias de las que dispone. 
 
3-MongoDB 
Para el diseño y gestión de la base de datos, se utiliza el sistema de MongoDB. Es 
un sistema gestor de bases de datos NoSQL orientado a documentos. Estos 
documentos, que serían algo similar a las filas en las bases de datos relacionales, 
se guardan en formato BSON (implementación de JSON). Este tipo de bases de 
datos presentan las siguientes características: 
Este tipo de base datos son fácilmente escalables, indexables, y ofrecen una alta 
velocidad en acceso y modificación.  
 
4-Express 
Es un framework de Node.js inspirado en Sinatra, se trata de un sistema rápido, 
flexible y simple. Se basa en Connect para hacer la función de middleware en una 
aplicación desarrollada con Node y ofrece otras funcionalidades como el Router 
de URL (GET, POST, PUT,…) y facilidades para motores de plantillas como EJS. 
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3 - Objetivos 
 
Este proyecto cuenta con diversos objetivos. El objetivo principal sería el desarrollo de 
una plataforma web en la que los usuarios puedan competir en partidos de baloncesto e 
interactuar entre ellos de diversas formas. 
 
Además el proyecto está planteado de forma que podría considerarse una continuación de 
la formación académica, ya que muchas de las herramientas utilizadas no han sido 
utilizadas durante el Grado y requerirán un período de aprendizaje. En cuanto a los 
objetivos específicos, se detallan a continuación: 
 
• Creación de la plataforma de simulación de partidos, que incluye el 
emparejamiento de dos jugadores de nivel similar y las recompensas que se 
obtienen por victoria. 
• Sistema de gestión del equipo titular y obtención de nuevos jugadores en la tienda 
de la web. 
• Integración de elementos sociales en la plataforma: peticiones de amistad, 
publicaciones y mensajes privados. 
• Desarrollo con las tecnologías del MEAN Stack (MongoDB, Express, AngularJS 
y Node.js) y los módulos que ofrecen. 
• Basado en estándares web: HTML5, CSS3 y JavaScript. 
• Incorporación de características de usabilidad y accesibilidad. 
• Adaptabilidad a distintos dispositivos y tamaños de pantalla (Responsive Design). 
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4 - Metodología 
 
Para el desarrollo de este proyecto se ha optado por dividir todo el desarrollo del proyecto 
en varias partes, que a su vez constan de varias tareas cada una. 
 
 
4.1 - Diferenciación de partes 
 
4.1.1 - Análisis previo 
 
En primer lugar, lo que se ha de hacer es definir las funcionalidades de la aplicación, 
secciones de la web, división de tareas, etc. Es decir, toda la especificación previa del 
proyecto. Además se realizará un primer diseño de la interfaz de usuario mediante la 
elaboración de mock-ups. 
 
Otra tarea importante a realizar en el análisis previo sería el estudio de las tecnologías a 
utilizar y un pequeño aprendizaje de los aspectos más básicos de cada una. En este 
apartado del proyecto se planificarán también las distintas partes de las que constará y el 
orden en el que se llevarán a cabo. Así pues, una vez realizado el análisis previo, se 
procederá al diseño y desarrollo del Back-end y la simulación de partido y una vez 
avanzado en este aspecto se llevará a cabo el desarrollo de la parte del Front-end. 
 
 
4.1.2 - Desarrollo de Back-end 
 
La primera parte de la plataforma que se desarrollará será la parte del servidor o back-
end. Lo que se deberá hacer en primer lugar es definir las entidades que formarán parte 
de la base de datos y el esquema relacional. A continuación, ya que MongoDB es un 
sistema no relacional, será necesario un proceso de aprendizaje para saber cómo tratar los 
datos y entidades de manera no relacional. 
 
Una vez realizado estos pasos previos, lo siguiente es empezar a crear las entidades para 
la base de datos Mongo. Para ello se utilizará un módulo de Node llamado Mongoose que 
permite definir las entidades para trabajar con ellas desde la aplicación.  
 
Simultáneamente se podría ir desarrollando la API y otros elementos relacionados con las 
peticiones al servidor como Routers y middleware con Node y Express. Será necesario 
también un proceso previo de aprendizaje para estas dos tecnologías que se encuentran 
relacionadas. 
 
El bloque de Back-end incluiría también algunas funciones relacionadas con la 
simulación de los partidos, pero se dedicará un único bloque separado a la misma. 
 
 
4.1.3 - Desarrollo de Front-end 
 
Una vez esté algo avanzado la parte del servidor de la aplicación, se puede empezar a 
desarrollar la parte del cliente, de la que previamente se han realizado los mock-ups de la 
aplicación. Al igual que en la parte del servidor, será necesario en primer lugar realizar 
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un aprendizaje de la tecnología que utilizaremos para el desarrollo de la parte del cliente: 
Angular. 
 
Mediante Angular se implementará la filosofía del MVC(Model View Controller) en la 
plataforma. Así pues, a grandes rasgos, se definirán las vistas y sus respectivos 
controladores que gestionarán el funcionamiento de cada vista, que corresponderán a las 
distintas secciones de la web. 
 
Para el diseño y algunos aspectos como efectos y transiciones, además de Angular se 
utilizarán Bootstrap y la librería de Angular Material, que provee elementos y 
componentes para dotar a la aplicación de un estilo Material Design. 
  
 
4.1.4 - Desarrollo de la simulación del partido 
 
Uno de los aspectos más importantes a desarrollar es el de la simulación de los partidos 
entre usuarios. En primer lugar, es necesario que cuando un usuario busque un partido se 
busque un rival que aproximadamente sea de su nivel. A continuación se pasará a la 
pantalla del partido donde se realizarán los ajustes previos y se simulará el partido. 
 
Una vez finalizado se otorgará la recompensa por victoria o la penalización por la derrota. 
A grandes rasgos ese sería el proceso de este bloque, las funcionalidades se irían 
desarrollando en ese orden. 
 
 
4.1.5 - Redacción del documento 
 
El último aspecto que habría que tratar en el desarrollo de este proyecto sería la 
elaboración de este documento. El documento se irá realizando conjuntamente con el 
avance de la plataforma, es decir, las partes que hablen sobre estudios previos y 
planificación se realizan en primer lugar, las partes que tratan el desarrollo se realizarán 
simultáneamente al mismo y las conclusiones se realizarán cuando finalice el desarrollo 
de la plataforma web. 
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4.2 - Análisis de costes 
 
Tarea Horas 
estimadas 
Horas 
realizadas 
 
Análisis previo 20 16,5 
Especificación de las funcionalidades de la aplicación 5 4 
Diseño de mockups de la interfaz 5 5 
Análisis y estudio de las distintas tecnologías 
disponibles a utilizar en el proyecto 
10 7,5 
 
Desarrollo de Back-end 120 132,5 
Aprendizaje de Node y Express 10 9,5 
Diseño de esquema de base de datos 15 12,5 
Creación de entidades de la BD con Mongoose 35 33 
Desarrollo de la API 50 62 
Mejoras en servidor y base de datos 10 15,5 
 
Simulación de partidos 70 88 
Emparejamiento de jugadores 20 15 
Desarrollo de la simulación 40 66 
Recompensas y penalizaciones 10 7 
 
Desarrollo de Front-end 100 95,5 
Aprendizaje de Angular 10 8 
Desarrollo del cliente con Angular 35 37 
Mejora de diseño con Angular Material 20 16 
Maquetación con Bootstrap 25 20 
Mejoras en diseño y cliente 10 14,5 
 
Redacción del documento 40 35 
 
Horas totales 350 367,5 
 
Como se puede apreciar en la tabla, en la planificación inicial del proyecto se 
sobreestimaron algunas tareas y se subestimaron otras. Esto es algo que suele ocurrir ya 
que es muy difícil predecir con exactitud el tiempo que te va a tomar una tarea en concreto 
y más aún si se va a trabajar con herramientas desconocidas que requieren aprendizaje y, 
por lo tanto errores no esperados. 
 
Sin embargo la estimación no estuvo mal realizada del todo, ya que se tuvieron en cuenta 
los posibles procesos de aprendizaje, los errores y modificaciones durante el desarrollo y 
las posteriores mejoras. 
 
Aunque en la suma de las horas realizadas obtenemos un número mayor que las horas 
que se estimaron, la estimación inicial no fue del todo errónea ya que las cifras son 
relativamente cercanas. 
Tabla 2: Análisis de costes 
Fuente: elaboración propia 
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4.3 - Herramientas 
 
 
4.3.1 - MEAN Stack 
 
El conjunto de herramientas principal que se van a utilizar en este proyecto son las que 
conforman el MEAN Stack. Se trata de un conjunto de tecnologías que haciendo uso de 
JavaScript permiten desarrollar todas las partes de una aplicación web como son el 
cliente, el servidor y la base de datos. A continuación se describirá cada una de las siglas 
del MEAN (MongoDB, Express, Angular.js y Node.js) Stack. 
 
MongoDB 
 
 
 
 
 
 
Se trata de un sistema de bases de datos NoSQL orientado a documentos, es decir, no 
relacional. Este sistema encaja muy bien con el resto de componentes del MEAN Stack 
ya que guarda los documentos en formato BSON, una implementación de JSON por lo 
que es fácilmente utilizable por el resto de componentes del sistema, ya sea servidor o 
cliente. Como características principales de MongoDB y el tipo de base de datos que 
utiliza encontramos: 
 
- Escalabilidad: son fácilmente escalables eso quiere decir que, cuando la base de 
datos crece y necesita albergar más tipos de datos, se puede modificar fácilmente. 
- Indexación: cualquier campo en un documento puede ser indexado, incluso con 
índices secundarios. Un índice en base de datos sería una estructura que permite 
mejorar la velocidad de las operaciones, permitiendo un rápido acceso a los 
registros de la BD. 
- Velocidad de acceso y modificación: relacionado con lo anterior, al ser no 
relacional y orientada a documentos, es mucho más sencillo acceder a un campo 
que queramos obtener o modificar que en las bases de datos relacionales. 
 
 
Express 
 
 
 
 
 
 
Figura 4-3-1: MongoDB 
Fuente: mongodb.com 
Figura 4-3-2: Express.js 
Fuente: github.com 
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De entre los muchos módulos de Node.js, uno de los más importantes es Express. Se trata 
de un framework simple, rápido y sencillo que puede desempeñar varias funciones dentro 
de una aplicación construida con el MEAN Stack. Algunas de esas funciones serían 
proveer middleware  (basado en Connect) para la aplicación, además de ofrecer la 
funcionalidad de Router de URL para las peticiones http (GET, POST,…) y también 
ofrece facilidades para motores de plantillas como EJS. 
 
 
Angular 
 
 
 
 
 
 
La parte del cliente de una aplicación desarrollada con el MEAN Stack se desarrolla con 
Angular. Se trata de un framework MVC de JavaScript para el desarrollo web Front-end 
que permite crear aplicaciones web de tipo SPA (Single Page Application). Con Angular 
tenemos el sistema organizado en diversas vistas que se cargan en la página principal y 
cada vista tiene asociado un controlador que define su comportamiento. Además de los 
controladores, Angular posee componentes como los servicios que sirven para 
comunicarse con el servidor mediante peticiones http, y las factorías que permiten 
compartir datos de manera sencilla entre varios controladores y entre varias vistas. Con 
todo esto, algunos de los objetivos de Angular a la hora de facilitar el desarrollo son: 
 
-Separar la manipulación del DOM, es decir la maquetación y diseño de los 
elementos, de la lógica de la aplicación, es decir cómo se comportan los 
elementos. Esto es así gracias al MVC en el cual cada vista tiene un controlador. 
-Dar gran importancia a las pruebas a realizar sobre la aplicación. La manera en 
la que el código está estructurado facilita enormemente la realización de tests. 
-Separar la parte del cliente del servidor, permitiendo que puedan avanzar en 
paralelo y la reutilización de ambos lados. 
 
 
Node.js 
 
 
 
 
 
Figura 4-3-3: AngularJS 
Fuente: angularjs.org 
Figura 4-3-4: Node.js 
Fuente: nodejs.org 
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La parte del servidor de una aplicación MEAN se desarrolla mediante Node. Node.js es 
un entorno de ejecución multiplataforma basado en el motor V8 de Google para 
JavaScript. Con Node se puede desarrollar una API y gestionar el servidor web entre otras 
cosas. Node.js funciona con un modelo de evaluación de un único hilo de ejecución, 
usando entradas y salidas asíncronas las cuales pueden ejecutarse concurrentemente en 
un número de hasta cientos de miles. Node puede ser combinado con una base de datos 
orientada a documentos (Mongo en este caso) que utilice JSON y crear así un entorno 
unificado con JavaScript. 
 
Uno de los aspectos más importantes de Node es la gran cantidad de módulos que se 
pueden incorporar y que pueden ser de gran ayuda. 
 
 
 
  
 
A continuación se explicará que función tienen algunos de los módulos utilizados, el resto 
se detallarán en su sección correspondiente. 
 
-Bcrypt: permite aplicar su algoritmo de hash para las contraseñas y cadenas que 
deseemos encriptar. 
-Body-parser: utilizado por Express para leer las peticiones POST en formato 
JSON de manera automática. 
-Ejs: incorpora el lenguaje de plantillas EJS para poder usarlo en nuestra 
aplicación. 
-Jwt-simple: permite el uso de JSON Web Tokens en nuestra aplicación, 
especialmente útil durante el registro y autenticación de usuarios. 
-Mongoose: con este módulo se puede interactuar con los datos de Mongo más 
fácilmente desde Node. 
 
 
 
 
 
 
 
Figura 4-3-5: Módulos de Node utilizados en la aplicación 
Fuente: elaboración propia. 
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4.3.2 - Stylus 
 
 
 
 
 
 
Stylus es un preprocesador de CSS, como Less o Sass. Al igual que el resto, Stylus tiene 
características como el poder usar variables, interpolaciones, selectores o funciones. 
 
La diferencia de Stylus respecto a otros prepocesadores es que posee una lógica bastante 
eficiente, una sintaxis limpia y sobre todo está desarrollado en Node, por lo tanto es más 
fácil de utilizar en aplicaciones que utilicen Node.js, por estas razones se ha elegido este 
para el proyecto. 
 
 
4.3.3 - Angular Material 
 
 
 
 
 
 
Angular Material es un framework para Angular.js cuyas librerías permiten utilizar 
muchas mejoras como efectos y elementos para nuestra interfaz de usuario. 
 
Una de las cosas buenas de Angular es que hay multitud de plugins y módulos que pueden 
complementar su funcionalidad. Uno de los más famosos es Angular Material, que ofrece 
una gran cantidad de elementos y efectos prediseñados para dotar a las aplicaciones de 
un estilo Material Design. 
 
 
 
 
 
 
Figura 4-3-6: Stylus 
Fuente: html5facil.com 
Figura 4-3-7: Angular Material 
Fuente: codepen.io 
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4.3.4 - Bootstrap 
 
 
 
 
 
 
En cuanto a frameworks de diseño web, Bootstrap probablemente sea el más utilizado 
debido a su simplicidad y efectividad de su sistema de rejilla. Ofrece además una gran 
cantidad de clases, estilos y efectos ya hechos que se pueden utilizar con facilidad en 
nuestra aplicación. 
 
 
4.3.5 - Gulp 
 
 
 
 
 
 
Gulp es una herramienta versátil y flexible que permite automatizar muchos de los 
procesos que tienen lugar durante el desarrollo de una aplicación web. Hay otros 
automatizadoes como Grunt, pero se ha optado por Gulp dado que este usa un scipt de 
Node. Así pues los módulos de Gulp que se quieran utilizar se pueden descargar como 
módulos corrientes de Node mediante el Node Package Manager. Los módulos utilizados 
son los siguientes: 
 
-Gulp: descarga el módulo básico de Gulp para utilizarlo en la aplicación. 
-Gulp-concat: si el código JavaScript se encuentra dividido en varios ficheros, con 
este módulo se pueden unir en un solo archivo a la hora de compilarlo. 
-Gulp-ng-annotate: este módulo reescribe el código JavaScript para minimizarlo. 
-Gulp-nodemon: hace uso del módulo de Node llamado Nodemon que reinicia el 
servidor automáticamente cada vez que hay algún cambio en los archivos. 
-Gulp-sourcemaps: incluye un source map del JavaScript original sin compilar 
para hacer más fácil la búsqueda de errores. 
Figura 4-3-8: Bootstrap 
Fuente: www.slstutorials.com 
Figura 4-3-9: Gulp 
Fuente: github.com 
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-Gulp-stylus: permite usar Stylus y procesa los archivos de Stylus para 
convertirlos en CSS normal. 
-Gulp-uglify: parecido al módulo de annotate, minimiza el código y disminuye el 
tamaño de los archivos JavaScript a la hora de ser usados por la web. 
 
 
 
4.3.6 - Git 
 
 
 
 
 
Es un software de control de versiones muy utilizado en prácticamente cualquier tipo de 
aplicación que se quiera desarrollar. Permite desarrollar varias partes de las aplicaciones 
en paralelo para juntarlas una vez estén finalizadas y llevar un registro de lo que se ha ido 
realizando a lo largo del proyecto en el repositorio. Se utilizará también la web de Github 
para albergar el repositorio del proyecto.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 4-3-10: Git 
Fuente: git-scm.com 
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5 - Cuerpo del trabajo 
 
Una vez detallada la metodología a utilizar en el proyecto, en este apartado se detallan 
todas las decisiones técnicas y de diseño que van a permitir alcanzar los objetivos 
contemplados al inicio del trabajo. 
 
5.1 - Arquitectura 
 
 
 
 
 
 
La arquitectura de la plataforma es la que nos ofrece el conjunto de herramientas web 
llamado MEAN Stack. Consta de tres partes: la base de datos, el servidor y el cliente, 
como gran parte de las aplicaciones web.  
 
Así pues, en cada una de estas partes habrá un componente de MEAN que hará su labor. 
La base de datos será gestionada por MongoDB que será el encargado de almacenar todas 
las colecciones del sistema y sus respectivos documentos. Los datos son almacenados en 
formato JSON, por lo que es más sencilla la comunicación con el servidor gestionado por 
Node. Node y Express conforman la parte del servidor de la aplicación, se encargan de 
proveer al cliente de todos los datos que necesite de Mongo. Node gestiona la API 
conjuntamente con Express, que entre otras cosas hace la función de Router en las 
peticiones http que realice el cliente. Finalmente el cliente está gestionado por Angular, 
que siguiendo el patrón de MVC (Model View Controller) organiza la aplicación en vistas 
y en controladores que definen el comportamiento de las vistas que tengan asociadas. Los 
controladores reciben o modifican los datos que necesitan de la BD comunicándose con 
el servidor mediante las peticiones http realizadas por los servicios de Angular. 
 
Figura 5-1: MEAN Stack Arquitectura  
Fuente: http://joaopsilva.github.io/ 
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MEAN es una arquitectura que se basa en el uso de JavaScript tanto en la base de datos, 
como en el servidor y el cliente, además todos los datos son almacenados en formato 
JSON, por lo tanto, es más sencilla la comunicación entre las distintas partes de la 
plataforma. 
 
5.2 - Base de datos 
 
 
El esquema de la base de datos se hizo conceptualmente de manera relacional en un 
principio, para más tarde tener una referencia a la hora de implementar la base no 
relacional en Mongo. Aquí se contemplan todas las funcionalidades que estuvieron 
pensadas en un principio para la aplicación de UBasket Manager.  
 
Así pues resumidamente, los usuarios podrían mantener relaciones de amistad y enviarse 
mensajes entre ellos, y tendrían además, después de haberlos comprado en la tienda, una 
serie de personajes de dos tipos, véase jugadores y entrenadores, con los que formarían 
su equipo titular. De igual forma tendrían las mejoras que hubiesen adquirido y los 
partidos quedarían registrados en su respectiva colección. 
 
Figura 5-2: Esquema E-R Base de datos  
Fuente: elaboración propia 
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La funcionalidad de los torneos no se implementó finalmente, pero en el diseño inicial de 
la base de datos sí que se contempló. 
 
 
5.3 - Especificación funcional de la interfaz 
 
Como paso previo al desarrollo, se pensó cómo sería la interfaz de usuario para que las 
funcionalidades de la aplicación fuesen lo más sencillas de usar posible y para tener las 
secciones y componentes de la web bien distribuidos. Para ello se llevó a cabo la 
elaboración de los mock-ups o diseños previos de la interfaz de usuario. 
 
A continuación se muestran los mock-ups de las distintas secciones de la web, elaborados 
utilizando el software Balsamiq. 
 
 
 
En la página principal de la aplicación se podrá ver una breve presentación de la web y 
se animará a los usuarios a que se registren. En caso de que el usuario ya se encuentre 
registrado, podrá iniciar sesión introduciendo su correo electrónico y contraseña. En caso 
Figura 5-3-1: Página principal  
Fuente: elaboración propia 
29 
 
contrario, al seleccionar el registro se accederá a una ventana en la que se introducirán 
los datos para registrar al usuario en la aplicación y una vez finalizado se iniciará sesión 
automáticamente. 
 
 
 
 
La página de Inicio será la que vean los usuarios una vez inicien sesión. En la parte 
superior, se verá la barra de tareas desde la cual se podrán acceder a las distintas secciones 
y la cantidad de dinero disponible. 
El usuario tendrá una vista de su equipo titular actual, pudiendo editarlo o jugar una 
partida contra otro usuario aleatorio. También se podrá ver un historial de los últimos 
partidos jugados y la lista de amigos para poder retarlos a una partida o enviar un mensaje.  
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 5-3-2: Inicio 
Fuente: elaboración propia 
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En Plantilla se podrá ver el equipo titular actual y una lista con todos los jugadores que 
tenemos adquiridos. La lista de jugadores se podrá ordenar para buscar jugadores más 
rápidamente y se podrán hacer cambios en el equipo titular simplemente arrastrando el 
jugador a su posición y se sustituirá automáticamente. Una vez se haya acabado de editar 
el equipo, se podrán guardar los cambios con el botón correspondiente y jugar una partida. 
 
 
 
Figura 5-3-3: Plantilla  
Fuente: elaboración propia 
Figura 5-3-4: Mensajes  
Fuente: elaboración propia 
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En Mensajes se verá la última conversación con alguno de nuestros amigos y un historial 
de todas las conversaciones para poder acceder a ellas o retomarlas cuando queramos. Se 
verá también una lista con nuestros amigos para poder enviarles un mensaje o eliminarlos 
de nuestra lista de amigos. 
 
 
 
 
La vista de Partido se verá siempre que vayamos a enfrentarnos a otro jugador. Se verá 
nuestro equipo titular y el del oponente, tendremos un tiempo determinado para aplicar 
las mejoras que queramos para ese partido y cuando estemos listos podemos pulsar el 
botón de Empezar. El partido se simulará en función de las mejoras que tengamos 
activadas y de los jugadores que se tengan en uno y otro equipo. 
Cuando la simulación termine, se nos mostrará el resultado y volveremos a la página de 
Inicio. 
 
Figura 5-3-5: Partido  
Fuente: elaboración propia 
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En la vista Torneos se nos mostrará una lista con los torneos en los que estamos inscritos 
y su estado que puede ser activo o finalizado. El torneo que tengamos seleccionado se 
mostrará desplegado, mostrando la clasificación o el cuadro del torneo. 
En esta vista también se podrán buscar nuevos torneos a los que inscribirse e incluso 
podremos crear nuestro propio torneo estableciendo los parámetros necesarios. 
 
 
Figura 5-3-6: Torneo  
Fuente: elaboración propia 
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En la vista de Tienda podremos adquirir nuevos jugadores y mejoras con el dinero 
obtenido jugando partidos. Habrá distintas opciones para comprar sobres y, una vez 
hayamos realizado la compra, se nos mostrarán los jugadores obtenidos que se añadirán 
a nuestra plantilla. Las mejoras obtenidas estarán disponibles para ser activadas en los 
partidos cuando las adquiramos. 
 
 
 
 
En la pantalla de Configuración se podrán editar los datos de nuestro usuario. 
 
Figura 5-3-7: Tienda  
Fuente: elaboración propia 
Figura 5-3-8: Configuración 
Fuente: elaboración propia 
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5.4 - Implementación 
 
Una vez finalizado el análisis previo, habiendo definido las funcionalidades y bocetos de 
la interfaz de usuario, ya se pudo empezar a elaborar la aplicación web de UBasket 
Manager. En este punto del informe se hablará con detalle sobre todo el proceso del 
desarrollo de la plataforma web. Como se ha indicado en otros apartados, la aplicación 
web se dividió en tres partes: desarrollo de Back-end, implementación de simulación y 
desarrollo de Front-end. 
 
 
5.4.1 - Desarrollo de Back-end 
 
En este apartado se describirá todo lo relacionado con el desarrollo de la base de datos y 
la parte servidor (back-end) de la aplicación web. 
 
Lo primero que hubo que hacer fue visitar las páginas oficiales de Node.js y MongoDB 
para descargar e instalar estas dos herramientas que son sobre las que van a funcionar 
nuestro servidor y nuestra base de datos respectivamente. Una vez se tuvieron ambas 
funcionando en el equipo, se empezaron a seguir unos capítulos del libro “Write Modern 
Web Apps with the MEAN Stack” de Jeff Dickey que explicaban la manera de poner a 
punto y empezar a trabajar por primera vez con Mongo y sobre todo con Node. 
 
Para introducirte a estas tecnologías, el libro propone una aplicación para publicar posts 
de mensajes cortos, haciendo uso de una sencilla API, con la que realizar las primeras 
consultas a la base de datos. Para empezar se descargaron los módulos de Node que iban 
a ser necesarios para esta pequeña aplicación de aprendizaje:   
 
-Express: especialmente importante es este, ya que es el que nos permite utilizar 
el framework Express.js, que desempeña una importante labor en la aplicación. 
-Body-parser: este módulo es usado por Express para leer automáticamente en 
formato JSON las peticiones POST. 
-Mongoose: con este módulo se puede interactuar más fácilmente con nuestra base 
de datos en Mongo, creando modelos y esquemas para cada tipo de entidad 
(colección) que vaya a haber en la base de datos. 
 
Una vez estuvo todo listo, se pudieron realizar las primeras peticiones POST y GET a la 
API  para crear y recibir los mensajes existentes. Para probar la API de manera separada, 
se utilizó la extensión para Google Chrome llamada Postman. 
 
35 
 
 
 
 
 
 
 
Con todo funcionando correctamente y habiendo aprendido el funcionamiento básico de 
un servidor que hiciese uso de Mongo, Node y Express, se empezó a desarrollar la API 
de UBasket Manager tomando como base lo anteriormente usado a modo de aprendizaje. 
El primer aspecto del servidor que se llevó a cabo fue el relacionado con la autenticación 
y registro de los usuarios. Para ello se definió un fichero que actuase como el esquema de 
usuario para Mongoose. 
 
 
 
 
 
Con el esquema ya creado se empezó a desarrollar la API propiamente dicha. Se creó un 
fichero para controlar la ruta de /api/users en la que podríamos realizar peticiones para 
obtener cualquier dato que se desee sobre los usuarios y atender las distintas peticiones 
que se hiciesen a esa ruta de la API, ya fuesen GET, POST, etc. En este punto se 
desarrollaba a la vez una parte del cliente necesaria para la comunicación con el servidor, 
los servicios de Angular. Estos se utilizan para realizar todas las peticiones necesarias al 
Figura 5-4-2: Esquema de User para Mongoose  
Fuente: elaboración propia. 
Figura 5-4-1: Petición GET en Postman  
Fuente: elaboración propia. 
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servidor en la ruta de la API especificada, en la cual interviene también el Router de 
Express. 
 
Llegados al punto en que se podían crear nuevos usuarios y recibir los datos de los ya 
existentes a través de la API, hubo que plantearse un tema relacionado con las contraseñas 
y la seguridad. Las claves de los usuarios en ese momento se guardaban como texto 
normal y había que protegerlas de alguna manera. Investigando por Internet y leyendo el 
libro anteriormente mencionado de Jeff Dickey, se decidió hacer uso de la autenticación 
mediante tokens, técnica muy usada junto con Angular en bastantes aplicaciones para 
proteger las transacciones. También se encriptará la contraseña mediante BCrypt, que 
provee un algoritmo de hashing. 
 
La autenticación basada en tokens consiste en que se usa un token firmado que el cliente 
envía en cada petición y que puede ser obtenido mediante una API. Para hacer de uso de 
la autenticación mediante tokens es necesario descargar un nuevo módulo para Node 
llamado JWT (JSON Web Token) que es un formato estándar diseñado para este 
propósito. 
 
 
 
 
 
 
De manera resumida, JWT funciona de la siguiente manera: a la función encode se le 
proporcionan dos argumentos, la cadena a codificar y una clave que definimos nosotros. 
Esta clave es la que firmará el primer argumento de la función. El servidor es el que 
genera y decodifica los tokens, cuando se registra un usuario se codifican sus datos y 
cuando se quiere autenticar en la aplicación, haciendo uso de las cabeceras, que sirven a 
modo de autorización, y la clave que el sistema conoce, puede comparar los datos 
codificados ya almacenados con los que ha introducido el usuario. Haciendo uso de este 
sencillo método se pudo dotar de cierta protección a los datos de los usuarios durante las 
transacciones que se realizan entre cliente y servidor, y a la hora de almacenarlos en la 
base de datos. 
 
Protegidas las transacciones, había que proteger en concreto las contraseñas, para lo cual 
se hizo uso del módulo de Node llamado BCrypt, que permite codificar cadenas mediante 
la técnica hash especificando el número de pasos o rondas que queremos que lleve a cabo. 
Así pues siempre que se quiera comparar una contraseña introducida por un usuario con 
Figura 5-4-3: Comunicación JWT  
Fuente: Youtube, Echyzen Website, JWT Tutorial 
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la almacenada, ya encriptada, en la base de datos se puede usar un método de este módulo 
que compara ambos elementos sin necesidad de decodificar la cadena ya almacenada, lo 
cual es muy interesante a la hora de mantener las claves de los usuarios seguras. 
 
El siguiente asunto a tratar después de lograr que los usuarios se registren y autentiquen 
de manera segura es guardar la sesión para que no tengan que introducir su nombre y 
contraseña cada vez que quieran acceder a la aplicación. Para ello siguiendo las 
recomendaciones del libro sobre el MEAN Stack, en la sesión de Local Storage del 
navegador se guardó la cabecera del usuario que ha iniciado sesión codificada en base64 
con JWT. Para el proceso contrario, el de cerrar la sesión de ese usuario, es tan sencillo 
como eliminar las cabeceras del Local Storage y los datos del usuario que pudiesen haber 
quedado almacenados en la variable $scope de Angular. 
 
Con todo lo anterior ya tendríamos todo lo relacionado con el registro y el inicio de sesión 
en la parte del servidor. Lo siguiente que había que hacer era implementar todo lo 
relacionado con el equipo y los jugadores. Para empezar había que introducir los 
jugadores y entrenadores en la base de datos para que estuviesen disponibles para los 
usuarios que estuviesen jugando a UBasket Manager. Aquí, analizando los dos tipos de 
personaje que hay en el juego que serían los de tipo jugador y los de tipo entrenador, se 
optó por crear un esquema Card en Mongoose que abarcase ambos y que funcionase de 
un modo parecido a como está reflejado en el esquema de la base de datos visto 
anteriormente. Seguidamente se introdujeron a modo de prueba un total de 30 personajes, 
de todas las posiciones, tipos y categorías. 
 
 
 
 
 
 
Teniendo ya ejemplos de todo tipo de jugador y entrenador en la base de datos, ya se pudo 
empezar a añadirlos a equipos de usuarios. Nada más efectuar el registro del usuario y 
antes de iniciar sesión automáticamente, los primeros jugadores son añadidos al equipo 
de este usuario recién registrado. Se añadiría la cantidad justa para conformar un equipo 
titular a saber: dos guards, dos forwards, un center, un sixthman y un coach. Estas siete 
cartas se añadirían a la plantilla y se conformaría el equipo titular con ellas 
automáticamente. La categoría de todas estas cartas iniciales serían Bronce, la categoría 
Figura 5-4-4: Cards registradas en MongoDB  
Fuente: elaboración propia. 
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más baja y desde la cual habría que ir mejorando hasta las categorías de Plata y Oro 
obteniendo packs en la tienda. 
 
La tienda sería, pues, el siguiente objetivo. El funcionamiento de la tienda sería que los 
usuarios, pagando cierta cantidad de dinero en función del pack que se va a comprar, 
obtienen una cantidad de jugadores. Estos jugadores serían aleatorios, pudiéndote tocar 
de cualquier posición de las siete que tendría UBasket Manager. Sin embargo, si que hay 
distinta probabilidad de que en un pack te toque una carta de una categoría u otra. La 
categoría más baja es Bronce, por tanto es la más probable de salir en los packs, y Oro es 
la categoría más alta por lo tanto será la menos probable, a continuación las 
probabilidades de cada tipo de carta: 
 
Bronce Probabilidad alta 0,6 60% 
Plata Probabilidad media 0,35 35% 
Oro Probabilidad baja 0,05 5% 
 
Después de pagar la correspondiente cantidad de dinero, se abriría el pack y veríamos las 
cartas que nos han tocado. Para obtener las cartas se hacen llamadas a la ruta de la API 
/api/cards que es donde se encuentran todas las cartas existentes en el juego. 
 
Las cartas se añaden automáticamente a nuestra plantilla, pero no a nuestro equipo titular, 
así si queremos incluir alguna en las siete posiciones titulares para mejorar la que ya 
teníamos anteriormente, habría que hacerlo desde la sección correspondiente de la 
Plantilla, que sería el siguiente aspecto a tratar durante este desarrollo del servidor. 
 
La parte del servidor que gestiona nuestra plantilla tuvo que tener en cuenta dos aspectos 
acerca de las cartas que un jugador tiene: una cosa es la plantilla y otra es el equipo titular. 
La plantilla es el total de cartas que un jugador tiene, obtenidos comprando packs en la 
tienda, y el equipo titular son las siete cartas, una de cada posición existente en el juego, 
que el usuario ha elegido como titulares y con los que disputará los partidos contra el 
resto de usuarios. 
 
Planteado el problema anterior, se optó por la solución de guardar toda la plantilla en la 
misma ruta de la API que el usuario, es decir, incluirla en el esquema de Mongoose de 
User como un campo más. Cada vez que comprásemos un pack, los jugadores que 
obtuviésemos serían añadidos a este campo. Por otro lado, lo que se optó por hacer en el 
caso del equipo titular, es guardarlo aparte en otra ruta de la API creando un esquema 
separado solamente para las siete cartas escogidas por el jugador. A continuación se 
muestra cómo quedaría el esquema del equipo titular. 
 
Tabla 3: Probabilidades pack  
Fuente: elaboración propia 
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Como se puede observar en la imagen, la manera de relacionar el equipo titular con sus 
usuario es incluyendo el ID del usuario dentro del esquema de Team. También se 
guardaría un campo llamado rating, que sería la media de la calidad del equipo tomando 
los datos de los distintos jugadores y el entrenador que conforman el equipo titular. Otro 
aspecto a implementar en el servidor sería el de cambiar el equipo titular, lo cual es muy 
sencillo usando una petición PUT no utilizada hasta ahora en la aplicación. 
 
A raíz de esto se añadieron peticiones PUT en la ruta /users de la API para poder editar 
los datos de usuario pertinentes (email y contraseña), lo que era necesario para el 
funcionamiento en la parte del servidor de la sección de Configuración, en la cual el 
usuario puede modificar sus datos. 
 
A continuación se abordó el tema de los mensajes entre usuarios y las relaciones de 
amistad entre ellos. Para poder enviar un mensaje, primeramente ambos usuarios tienen 
que ser amigos, por lo que primero se implementó esta funcionalidad. Las peticiones de 
amistad en UBasket Manager funcionan de forma que un usuario busca por nombre a otro 
en el sistema y le envía una petición de amistad. Después de esto, al usuario al que es 
enviada la petición le aparecerá una ventana la próxima vez que visite la sección de 
Mensajes en la que podrá confirmar o rechazar la petición de amistad. Después de esto 
los usuarios ya serán amigos lo cual quedará registrado en la ruta /friends de la API, 
además de aparecer mutuamente en la lista de amigos del otro. 
 
Con las relaciones de amistad resueltas, ya se puede gestionar el envío y recepción de 
mensajes. Entre dos usuarios existe una conversación con todos los mensajes que se 
envían y se reciben desde ambas partes. El funcionamiento de los mensajes en el servidor 
es similar al de los posts de la página principal, la diferencia es que los posts no se envían 
a un usuario en concreto, mientras que los mensajes si que tienen un destinatario. 
 
Con todo esto ya tendríamos todas las rutas de la API que usaría la plataforma al finalizar 
este proyecto. A continuación se podrá ver el archivo server.js que contiene todas las rutas 
que utiliza la API  
 
Figura 5-4-5: Esquema(modelo) del equipo titular  
Fuente: elaboración propia. 
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En el fichero server.js podemos encontrar definidas usando Express las distintas rutas de 
la API, cada una con otro fichero que gestiona esa ruta específica. Así pues las rutas serían 
las siguientes: 
 
• /cards: contiene todas las cartas que se usan en el juego, tanto jugadores como 
entrenadores. 
• /friends: contiene las relaciones de amistad entre los usuarios. 
• /matches: aquí se lleva el historial de todos los partidos disputados, con los 
oponentes y el resultado. 
• /messages: contiene los mensajes privados que se han enviado entre dos usuarios.  
• /posts: en esta ruta de la API se almacenan todos los posts que los usuarios envían 
de manera pública. 
• /sessions: esta ruta se utiliza durante el inicio de sesión, trabaja con los tokens. 
• /teams: en esta ruta se almacenan los equipos titulares de los usuarios. 
• /upgrades: contiene las mejoras que ha comprado en la tienda cada usuario. 
• /users: contiene todos los datos asociados al esquema de usuario, es decir sus datos 
y estadísticas de los partidos. 
 
Además de estas rutas de la API podemos observar que además se incluyen otros dos 
ficheros en este server.js: 
 
• auth.js: gestiona los tokens y las cabeceras de autenticación. 
• static.js: importa el Router de Express y le indica en que carpetas usarlo. También 
renderiza la plantilla en EJS de la web.   
 
 
 
 
 
 
 
 
 
Figura 5-4-6: Fichero server.js  
Fuente: elaboración propia. 
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5.4.2 – Implementación de la simulación de partidos 
 
En este apartado se describirá todo lo relacionado con el desarrollo de la simulación de 
partidos de la aplicación web. 
 
El primer paso que hay que dar a la hora de afrontar el desarrollo de los partidos en la 
aplicación web es el del emparejamiento de oponentes. Desde un primer momento se 
pensó en proporcionar al usuario dos opciones: bien enfrentarse a algún usuario de su 
lista de amigos, o bien jugar contra otro usuario aleatorio del sistema. 
 
En el caso de que el oponente sea un amigo es tan sencillo como emparejar ambos 
jugadores para que disputen el partido, sin embargo para jugar una partida rápida contra 
un usuario aleatorio, hay que vigilar el nivel de los oponentes para que el partido no esté 
descompensado. Así pues, cuando el usuario selecciona la opción de partido rápido hay 
que seleccionar un usuario aleatorio de entre una lista con usuarios de nivel similar. 
 
Para comparar el nivel de usuarios lo que se tiene en cuenta es la valoración media de los 
equipos titulares. Tras hacer algunas pruebas, el rango de usuarios que podrían ser 
oponentes serían en el mejor caso de una valoración media igual o que difiriese en dos 
puntos como máximo. Por ejemplo, si somos un usuario de valoración media 80, lo ideal 
sería encontrar un oponente que estuviese entre 78 y 82 puntos de valoración media. A 
pesar de esto puede que no se encuentre ningún usuario en ese rango, por lo que se va 
ampliando el intervalo hasta encontrar un oponente. 
 
 
 
 
 
 
En la imagen anterior se puede ver la ventana Play Now que aparece en la pantalla de 
Inicio de la aplicación. Se trata de una ventana emergente que aparece al hacer click en 
el botón de Play Now en la página de Inicio, justo debajo de la zona en la que se muestra 
el equipo titular. Aquí en este ventana es donde presionando el botón de Partida Rápida 
(Quick Game) se inicia todo el proceso de emparejamiento anteriormente descrito. 
 
Como curiosidad sobre el emparejamiento en partidas rápidas, decir que en este modo 
también podría tocar como oponente aleatorio un amigo, ya que se seleccionan en la lista 
de posibles oponentes. 
 
 
Figura 5-4-7: Ventana Play now 
Fuente: elaboración propia. 
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Una vez se ha producido el emparejamiento, se pasaría a la pantalla de partido. En esta 
pantalla se muestran los equipos de ambos jugadores, en la parte de arriba el oponente y 
debajo nuestro usuario. 
 
 
 
 
 
Como se puede apreciar en la anterior imagen, se verían los equipos de ambos jugadores 
y también aparecerían las mejoras que hubiéramos obtenido en la tienda. Podemos elegir 
cuáles activar o desactivar para el partido que se va a disputar mediante unos switch de 
Angular Material. 
 
La manera en la que funcionan las mejoras es aumentando de manera general los puntos 
de cada jugador de la estadística correspondiente. Es decir, la mejora de Attack+ mejorará 
en un 5% el ataque de todos los jugadores y, de igual manera Defense+ mejorará un 5% 
la defensa y Speed+ otro 5% en la velocidad. Las mejoras se pueden mejorar en la tienda 
de manera que ese porcentaje de mejora vaya subiendo. 
 
Una vez finalizados los ajustes pre-partido, ya estaríamos listos para empezar la 
simulación. La simulación se iba a llevar a cabo con los tres atributos principales de las 
cartas, es decir, ataque, defensa y velocidad, y tendrían que intervenir los siete 
componentes del equipo titular. Habría que tener en cuenta todos esos factores para que 
con un buen ataque se pudiesen tener más posibilidades de obtener más puntos y con una 
mayor defensa más probabilidades de evitarlos en tu contra. Además de todo lo anterior 
también había que dar lugar a que hubiesen algunas sorpresas en los partidos y que un 
equipo que fuese algo inferior a otro pudiese ganar alguna vez un partido a equipos 
superiores. 
 
Teniendo en cuenta todo lo descrito anteriormente y la manera en que transcurre un 
partido real de baloncesto, se pudo establecer el proceso de simulación del partido. A 
continuación se describirán las distintas fases que componen la simulación. 
 
 
Figura 5-4-8: Pantalla de Partido 
Fuente: elaboración propia. 
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1. Selección de equipos, jugadores y atributos: es la primera fase de la simulación. 
Se guardan todos los componentes de ambos equipos para poder operar fácilmente 
con cada uno de ellos y sus atributos que intervendrán en la simulación. 
2. Inicio de la simulación: comienza la simulación estableciendo los cuatro cuartos 
que durará el partido y las dos fases ataque/defensa que tendrán ambos equipos 
en cada uno de esos cuartos. 
3. Simulación de los cuartos: aquí ya se simulan los cuatro cuartos que dura el 
partido. Cada cuarto consta de dos fases: en una atacamos nosotros y defiende el 
oponente y en otra defendemos nosotros y ataca el oponente. Se enfrentan los 
valores de ataque de cada jugador atacante con los de la defensa de cada defensor 
de esa posición, obteniendo alguna bonificación por las mejores correspondientes 
o por tener una mayor velocidad. En base a cada enfrentamiento, el equipo que 
ataca podrá sumar entre 1 y 6 puntos por jugador en cada fase de ataque. 
4. Mostrar resultados globales y parciales: aquí ya se muestran los resultados que se 
han ido obteniendo en cada cuarto de la simulación, es decir, los resultados 
parciales de cada cuarto. La suma de todos esos resultados parciales será el 
resultado final del partido. 
5. Mostrar recompensas o penalizaciones: después de ver el resultado del partido, en 
caso de que hayamos ganado se nos sumarán un determinado número de monedas 
a nuestra cuenta y, en el caso contrario de haber perdido el partido, obtendríamos 
una pequeña penalización y se nos restaría una pequeña cantidad de monedas. 
 
 
 
 
 
 
 
En la imagen anterior se puede observar la ventana de simulación de partido, que nos 
muestra cómo ha ido evolucionando el marcador a lo largo de los cuartos. Si presionamos 
el botón de continuar, aparecerá la ventana de recompensas. Que es igual que la ventana 
de los resultados pero mostrándonos el mensaje correspondiente. 
 
Figura 5-4-9: Simulación de Partido 
Fuente: elaboración propia. 
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En la ventana de recompensas se nos muestra un mensaje diciendo si hemos ganado o 
perdido y indicándonos la recompensa o la penalización en caso de perder. La recompensa 
por ganar son 50 monedas y la penalización es perder 25 monedas de nuestra cuenta. 
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5.4.3 – Desarrollo de Front-end 
 
En este apartado se describirá todo lo relacionado con el desarrollo de la interfaz de 
usuario y la parte cliente (front-end) de la aplicación web. 
 
Lo primero que fue necesario hacer fue visitar la página web de Angular para incluirlo en 
nuestro proyecto y comenzar el aprendizaje de la tecnología, de igual forma que se hizo 
en Node en la parte del servidor. Para el aprendizaje de Angular también fue de ayuda el 
libro de Jeff Dickey anteriormente comentado, con el que se siguieron muchas de las 
recomendaciones que contiene a la hora de desarrollar el cliente, además del tutorial 
comentado anteriormente en otras secciones. 
 
Con Angular las aplicaciones web siguen el patrón MVC (Model View Controller) que 
es uno de los patrones más utilizados hoy en día a la hora de desarrollar una aplicación 
web. 
 
 
 
  
 
 
El Model View Controller funciona como se indica en la imagen anterior. La página web 
se encuentra dividida en dos partes: la vista y el controlador. La interfaz que el usuario 
puede ver es la vista y lo que define las acciones y comportamientos que tiene esa vista 
es el controlador. Cada vista puede tener uno o varios controladores. A través de los 
controladores se pueden manipular los datos almacenados, es decir los modelos de la base 
de datos. 
 
En el libro de Jeff Dickey sobre el MEAN Stack se aprendió a trabajar correctamente con 
cada una de las partes de MVC y la correcta comunicación entre ellas, ya que la 
experiencia previa trabajando con MVC era muy escasa. Añadir que en Angular existe 
una variable de gran importancia llamada $scope, que permite compartir datos y variables 
del controlador para ser utilizadas en la vista. Esto es particularmente útil a la hora de 
mostrar los datos que se han obtenido de los modelos en una vista de manera muy sencilla. 
 
 
Figura 5-4-11: MVC 
Fuente: en.wikipedia.org 
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Otra manera de desarrollar una aplicación web que trabaja conjuntamente con el MVC y 
que también se aprendió gracias al libro anteriormente mencionado, es el SPA o Single 
Page Application. Se basa en dar una experiencia más fluida al cargar una sola página, 
que irá cambiando su contenido en función de las acciones del usuario. Es decir, en SPA 
los códigos HTML, CSS o JavaScript y todos los recursos se cargan una sola vez o 
dinámicamente a medida que se van requiriendo. No es necesario que la página vuelva a 
cargar otra vez en ningún punto del proceso, y tampoco se transfiere a otra página, 
simplemente cambia el contenido de una sección a otra. 
 
 
 
 
 
 
Para el desarrollo de una Single Page App, Angular tiene templates que se basan en la 
tecnología llamada bidirectional UI data binding. Data binding es una forma automática 
de actualizar la vista cuando el modelo cambia, así como actualizar el modelo cuando la 
vista cambia.  
 
El template de HTML está compilado en el navegador. Los pasos de la compilación crean 
un HTML puro, el cual el navegador interpreta y muestra. Los pasos se repiten para las 
vistas de todas las páginas existentes en la página web.  
 
En la programación tradicional, donde se hace todo en el lado del servidor, los conceptos 
como controlador e interacción de modelo producen nuevas vistas de HTML desde el 
servidor. Dentro de Angular, el controlador y el modelo se mantienen dentro del 
navegador del cliente. Así permiten 
 que nuevas páginas puedan ser generadas sin interacción alguna con el servidor. 
 
Finalizado este período de aprendizaje de la arquitectura y patrones que se exponen en el 
libro de Jeff Dickey y con los que se desarrollará la plataforma de UBasket Manager, el 
siguiente paso es comenzar con el desarrollo de las distintas secciones de la aplicación. 
 
 
 
Figura 5-4-12: SPA 
Fuente: help.optimizely.com 
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Lo primero que se desarrolló en el cliente sería esa página única de la SPA que es la que 
contendrá a todas las demás. Es una especie de plantilla con elementos que siempre están 
ahí, como por ejemplo la barra superior que solo cambiarían sus elementos en función de 
si hay algún usuario con la sesión iniciada o no. A continuación se muestra una imagen 
de cómo quedaría el archivo de esa página. 
 
 
 
 
 
 
En la imagen anterior se observan algunas de las directivas para etiquetas que proporciona 
angular que son realmente útiles: 
 
-ng-app: define la aplicación de Angular. 
-ng-controller: establece el controlador de la aplicación. 
-ng-if: si se cumple la condición, la etiqueta se muestra. 
-ng-view: dentro de esa etiqueta se van cargando las distintas vistas de la aplicación 
 
Tal y como se dijo anteriormente, existe una variable llamada $scope que permite acceder 
a las variables del controlador, pues bien, desde la vista se accede a $scope escribiendo 
entre las llaves el nombre de la variable almacenada en scope que se quiere mostrar en la 
vista. 
 
En ApplicationCtrl, que funciona como controlador general para todas las vistas de la 
aplicación aparte del controlador específico de cada una, se llevan a cabo distintas tareas 
que afectan a todas las vistas. Destacan el control de la sesión almacenada en Local 
Storage y la inclusión de todas las funciones necesarias de Angular Material para los 
Figura 5-4-13: Página principal de la aplicación 
Fuente: elaboración propia. 
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Dialogs o ventanas emergentes de cualquier sección de la aplicación. Una vez hecho todo 
lo anterior, se pudo comenzar a desarrollar cada una de las secciones de la web, que se 
describirán a continuación. 
 
Inicio 
 
 
 
 
La página de Inicio de UBasket Manager es la que se nos muestra después de que el 
usuario inicie sesión. La barra superior muestra todas las secciones a las que puede 
acceder el usuario registrado y una opción para cerrar la sesión. En la parte derecha se 
puede ver el historial de victorias y derrotas que lleva el jugador, así como el número de 
monedas que tiene en esos momentos y el nombre de usuario que tiene la sesión iniciada. 
 
Además de la barra, debajo se observa el equipo titular con las 7 cartas elegidas para 
disputar los partidos. A la simulación de partidos, tal y como se explica en su apartado 
correspondiente, se accede haciendo click en el botón de Play Now. Los jugadores 
tendrán el nombre del color que corresponda a la categoría que pertenece, por ejemplo 
como podemos observar en la imagen DeMar DeRozan tiene el nombre plateado debido 
a que su categoría es Plata, a diferencia que el resto de cartas que serían de categoría Oro. 
 
Finalmente en esta página de Inicio se observa un apartado de Recent Posts que tendría 
un funcionamiento similar a Twitter. Aquí los usuarios pueden mandar publicaciones 
cortas que serán públicas y todo el mundo podrá verlas. 
 
 
 
 
 
 
Figura 5-4-14: Página de Inicio 
Fuente: elaboración propia. 
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Plantilla 
 
 
 
 
 
En la sección de Plantilla se observa nuestro equipo titular actual, las 7 cartas que hemos 
elegido para disputar partidos. En esta página se puede editar este equipo titular con todos 
los jugadores que hemos ido adquiriendo. 
 
Para ello, más abajo está la sección de Roster en la que están todos los jugadores 
disponibles agrupados en posiciones. Los Guards corresponden a las dos primeras 
posiciones, Forwards a las dos siguientes y las tres restantes serían Center, Sixthman y 
Coach respectivamente. 
 
La estructura en la que están contenidos todos los jugadores de nuestra plantilla es un 
acordeón desarrollado con funciones collapse de la página oficial de Bootstrap, en su 
sección de ejemplos para JavaScript. 
 
 
 
 
 
Figura 5-4-15: Página de Plantilla 
Fuente: elaboración propia. 
Figura 5-4-16: Drag and Drop 
Fuente: elaboración propia. 
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En la imagen anterior se observa la manera en que se produce el cambio de jugador en el 
equipo titular. Cuando pulsamos sobre una de las posiciones en el apartado de Roster, se 
expande y aparecen todos los jugadores que tenemos de esa posición. Para realizar el 
cambio, hay que pulsar sobre el jugador y arrastrarlo hasta una posición válida del equipo 
titular. Por ejemplo en la imagen, para incluir a Stephen Curry que es un jugador 
correspondiente a la posición de Guard, pulsamos sobre él y lo arrastramos a alguna de 
las dos primeras posiciones que son las correspondientes a los Guards. Es decir, funciona 
mediante Drag&Drop de JQuery. 
 
Una vez hemos terminado de realizar los cambios que queramos, para guardarlos será 
necesario pulsar sobre el botón de Save Changes. 
 
 
 
Mensajes 
 
 
 
 
 
La siguiente sección es la de Mensajes, en la que los usuarios podrán ver su lista de 
amigos, agregar amigos nuevos y enviar y recibir mensajes con ellos. 
 
Esta sección cuenta con una interfaz bastante diferente de las del resto de la aplicación. 
En el lado izquierdo de la página podemos ver una barra lateral que contiene nuestra lista 
de amigos. Desde cada amigo podemos abrir la conversación que tenemos con él o  
eliminarlo de nuestra lista de amigos. La barra de búsqueda sirve para buscar por nombre 
a nuevos usuarios para agregarlos. 
 
En el resto de la sección veríamos lo que sería la conversación con el usuario que 
tengamos abierta. Podemos escribir los mensajes en la entrada de texto y enviarlos al 
oponente que los podrá leer la próxima vez que abra la aplicación. 
 
 
Figura 5-4-17: Página de Mensajes 
Fuente: elaboración propia. 
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Para implementar el funcionamiento de los mensajes se intentó que tuviese un 
funcionamiento más parecido a un chat mediante el uso de WebSockets para recibir los 
mensajes al instante, pero debido a diversos problemas a la hora de incorporar los sockets 
a la aplicación, se optó por un funcionamiento más similar al de un email o los mensajes 
directos de Twitter, no recibiendo los mensajes de manera tan instantánea. 
 
 
 
Tienda 
 
 
 
 
En la sección de la Tienda (Shop), es donde podremos adquirir nuevos jugadores para 
mejorar nuestro equipo. Además también podremos comprar las mejoras que tengamos 
disponibles para intentar obtener mejores resultados en los partidos contra usuarios. 
 
Como se muestra en la imagen, tenemos tres tipos de packs disponibles de distintos 
precios que nos dan más o menos jugadores en función de este: 
 
-Pack de 100 monedas: adquirimos 3 jugadores y hay probabilidades de obtener un cuarto 
jugador extra. 
-Pack de 200 monedas: adquirimos 8 jugadores y hay probabilidades de obtener hasta dos 
jugadores extra. 
-Pack de 500 monedas: adquirimos 20 jugadores y hay probabilidades de obtener hasta 5 
jugadores extra. 
 
Además de la adquisición de packs, debajo hay un apartado para obtener mejoras que 
podremos activar en los partidos. Cada mejora actúa sobre un atributo de los tres que 
tienen los jugadores (Ataque, Defensa, Velocidad) y cuanto mayor nivel tenga esa mejora 
más efecto tendrá. 
 
 
Figura 5-4-18: Página de Tienda 
Fuente: elaboración propia. 
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Hay tres niveles de mejora para cada uno, por ejemplo centrándonos en la mejora para el 
ataque, la progresión sería: 
 
1. Attack+: valdría 50 monedas, aumenta el ataque un 5% 
2. Attack++: valdría 150 monedas, aumenta el ataque un 10% 
3. Attack+++: valdría 300 monedas, aumenta el ataque un 15% 
 
De igual forma se aplicaría la progresión de la mejora y del precio para los otros dos 
atributos de Defensa y Velocidad. 
 
Volviendo a los packs, cuando decidimos abrir uno, aparecería una ventana emergente 
(Dialog), en la cual podríamos ver los jugadores que nos han tocado en ese pack. 
 
 
 
 
 
 
En la imagen anterior vemos que hemos abierto un pack de 100 monedas, que nos 
proporciona tres jugadores y que existe una posibilidad de que nos toque un cuarto 
jugador extra, como es el caso. 
 
Estos jugadores ya forman parte de nuestra plantilla, en cuanto cerremos la ventana 
emergente y vayamos a la sección de editar el equipo los encontraremos clasificados en 
su posición correspondiente. 
 
 
 
 
 
 
 
 
Figura 5-4-19: Apertura de Pack 
Fuente: elaboración propia. 
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Configuración 
 
 
 
 
 
La última sección que nos quedaba por ver es la de Configuración, una página muy 
sencilla en la que el usuario puede editar los datos con los que se registró, es decir: el 
nombre de usuario, el email y la contraseña. 
 
Para cambiar la contraseña, tendrá que introducir dos veces la nueva contraseña y, si se 
pulsa el botón para guardar cualquier cambio habrá que introducir la contraseña antigua 
para confirmarlos. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 5-4-20: Página de Configuración 
Fuente: elaboración propia. 
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5.4.4 - Pruebas y validación 
 
En este apartado se tratarán todas las pruebas que se han realizado para probar el correcto 
funcionamiento de algunos aspectos de la aplicación web. Principalmente han sido tres: 
pruebas en distintos navegadores, pruebas en otros dispositivos y pruebas de la 
simulación. 
 
 
Pruebas de compatibilidad entre Navegadores 
 
El desarrollo de la aplicación se ha realizado en su totalidad utilizando el navegador 
Google Chrome. Se escogió este debido a sus herramientas de desarrollo, ya que además 
de la consola y poder editar el CSS en el mismo navegador para ver el resultado 
directamente sin tener que abrir el fichero y guardarlo, ofrece opciones para depurar el 
código JavaScript y funciones para probar el Responsive Design.  
 
Todas las imágenes de la web han sido tomadas pues en Google Chrome, pero también 
se testeó el funcionamiento de la web en otros navegadores, concretamente en Mozilla 
Firefox, Safari y Microsoft Edge. 
 
En prácticamente todos los navegadores la interfaz se veía correctamente y generalmente 
igual que en Google Chrome, salvo algunas pequeñas diferencias en alguna fuente o en 
algunas estructuras como inputs o listas que el diseño es un poco distinto. En cuanto a 
funcionamiento, en todos funcionaban todas las opciones sin mayor problema. 
 
UBasket Manager no es una aplicación que actualmente requiera de muchos recursos, 
pero en algunos elementos que necesitan ser cargados, como por ejemplo las imágenes 
de la tienda si que se observa un poco más de lentitud a la hora de cargarlas por parte de 
Mozilla Firefox y de Edge. Esto no se dio en Safari, cuya experiencia en general es 
bastante similar a la que UBasket Manager tiene en Google Chrome. 
 
Podemos concluir pues que UBasket Manager es una aplicación web compatible con los 
navegadores más usados de la actualidad. 
 
 
 
Pruebas de compatibilidad entre dispositivos 
 
Como toda aplicación web, ésta es desarrollada en un ordenador pero luego puede ser 
usada en otros dispositivos que no son ordenadores como tablets o smartphones. Estos 
dispositivos son algo distintos ya que se interactúa mediante pantallas táctiles y sobre 
todo los elementos tienen que estar adaptados a todos esos tamaños de pantalla que son 
más reducidos. 
 
Para desarrollar una aplicación web adaptable hoy en día es común el uso del llamado 
Responsive Design, que siguiendo una serie de indicaciones es posible hacer que nuestra 
web se adapte a cualquier dispositivo fácilmente. Para ello el uso del framework llamado 
Bootstrap es de gran ayuda, ya que divide las páginas en forma de rejilla con filas y 
columnas de distintos tamaños para que se adapten y se ordenen con mayor facilidad a 
dispositivos con diferentes tamaños de pantalla. 
55 
 
 
 
 
 
 
UBasket Manager hace uso de Bootstrap para maquetar sus elementos, y con la rejilla de 
este framework permite que pueda ser usada también en dispositivos móviles. En la 
imagen anterior se observa la pantalla principal de la aplicación desde un dispositivo 
móvil, vemos que los jugadores se ordenan de manera diferente a la versión web y el 
menú superior se convierte en un menú colapsado para un uso más cómodo. 
 
Otros cambios que se pueden dar es la reducción del tamaño de las imágenes, como es el 
caso de la tienda y otros elementos se adaptan realmente bien a otros tamaños de pantalla, 
como el acordeón de la sección de la plantilla. 
 
Figura 5-4-21: Inicio en dispositivo móvil 
Fuente: elaboración propia. 
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Finalmente, hay ciertos elementos que cambian bastante su manera de ser vistos en un 
dispositivo móvil. Un ejemplo es, durante la simulación del partido, el resultado se nos 
muestra en un Dialog que ocupa una parte de la pantalla, pues en dispositivos móviles al 
ser la pantalla de menor tamaño, lo que ocurre es que ocuparía toda la pantalla. 
 
Así pues podríamos concluir que UBasket Manager ha sido correctamente desarrollado 
utilizando Responsive Design y que es capaz de adaptarse a diversos tamaños de pantalla. 
 
 
 
 
Pruebas funcionales en la simulación de partidos 
 
A la hora de desarrollar la simulación, lo que se pretende es que sea un juego equilibrado 
en el que, aun habiendo lugar a posibles sorpresas, si se lleva más tiempo jugando y se 
tiene un mejor equipo, se tengan más probabilidades de ganar a un equipo peor. 
 
Para comprobar si esto era cierto, se realizaron varias pruebas con equipos de distintas 
valoraciones, sin el uso de mejoras en ninguno de los partidos. Para ello se construyeron 
tres equipos de valoración 75, 80 y 90, y cada uno disputaría 10 partidos contra equipos 
de distintas valoraciones. A continuación se muestra una tabla con los resultados. 
 
 
 
 
Figura 5-4-22: Tienda y plantilla en dispositivo móvil 
Fuente: elaboración propia. 
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Equipos del 
usuario 
Valoración de 
oponentes 
Victorias Derrotas % de Victorias 
 
75 
[70 - 80] 6 4 60% 
[80 - 85] 1 9 10% 
[85 - 90] 0 10 0% 
 
80 
[70 - 80] 7 3 70% 
[80 - 85] 4 6 40% 
[85 - 90] 0 10 0% 
 
90 
[70 - 80] 10 0 100% 
[80 - 85] 9 1 90% 
[85 - 90] 5 5 50% 
 
Después de ver los resultados de las pruebas realizadas, vemos que cuando jugamos 
contra otros equipos similares al nuestro ganamos aproximadamente la mitad de los 
partidos. Sin embargo, si hay mucha diferencia entre ambos equipos, será mucho más 
probable que gane el que tenga una mayor valoración global. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Tabla 4: Pruebas simulación  
Fuente: elaboración propia 
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6 - Conclusiones 
 
Una vez finalizado el desarrollo de la aplicación web de UBasket Manager, es el momento 
de hacer una revisión y extraer conclusiones. 
 
 
6.1 - Objetivos conseguidos 
 
En este apartado se repasarán los objetivos que nos marcamos al inicio del proyecto y en 
qué medida se han completado. 
 
El objetivo principal era el desarrollo de una aplicación web completa en la que los 
usuarios pudieran interactuar entre sí de distintas maneras, el cual podría decirse que se 
ha cumplido. La plataforma web se ha desarrollado exitosamente en las distintas partes 
que la componen: base de datos, servidor y cliente, además de contribuir en general a la 
formación obtenida durante el Grado gracias al aprendizaje de nuevas tecnologías. 
 
En cuanto a objetivos específicos, se ha podido cumplir exitosamente el desarrollo de la 
simulación, creando primero un buen sistema de emparejamiento de oponentes en el cual 
no haya mucha diferencia de nivel para un partido más justo, una simulación en la que 
suele ganar el mejor equipo aunque puede darse alguna sorpresa gracias sobre todo a las 
mejoras, y unas recompensas o penalizaciones en función de si se gana o pierde. También 
se ha cumplido el objetivo de crear una gestión de la plantilla, pudiendo conseguir nuevos 
jugadores en la tienda con el dinero de las recompensas y editando nuestro equipo titular 
para conseguir la mejor formación posible. 
 
En cuanto  a la interacción social también podría considerarse un objetivo cumplido, ya 
que los usuarios pueden agregar a otros mediante peticiones de amistad y empezar 
conversaciones de mensajes privados con ellos. Además también existe la posibilidad de 
escribir publicaciones cortas al estilo de Twitter para que el resto de usuarios puedan 
verlas. 
 
Otros objetivos más orientados al desarrollo sería la utilización de los estándares web 
(HTML5, CSS3 y JavaScript), además de las tecnologías del MEAN Stack y varios de 
los módulos y librerías que ofrecen para desarrollar la aplicación. Se han utilizado 
correctamente y además se han ido añadiendo otras herramientas que no estaban previstas 
en un principio, como el prepocesador de CSS Stylus o el automatizador Gulp. El 
Responsive Design se ha llevado a cabo correctamente también gracias al framework 
Bootstrap. 
 
Finalmente el objetivo de incorporar características de usabilidad y accesibilidad también 
se puede considerar cumplido ya que por ejemplo se han incorporado menús usables 
desde cualquier parte de la aplicación o los botones son auto-descriptivos entre otras 
características. Además se han seleccionado colores que se complementasen bien y se 
pudieran distinguir los elementos y los textos. 
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6.2 - Relación con la Titulación 
 
Debido al ámbito del proyecto, que es el desarrollo de una aplicación web, las asignaturas 
del Grado con las que guarda relación son aquellas relacionadas con el desarrollo web. 
 
Principalmente, las asignaturas de Programación Hipermedia I y II, que fueron en las que 
se aprendió cómo desarrollar una aplicación completa con las distintas partes de base de 
datos, servidor y cliente funcionando integradas entre sí. También tiene bastante relación 
con la asignatura de Usabilidad y Accesibilidad, en la que se enseñan los primeros 
fundamentos de los estándares web (HTML, CSS y JavaScript) y a aplicar las 
características necesarias de usabilidad y accesibilidad para que las aplicaciones web sean 
utilizadas lo más fácilmente posible por los usuarios. La asignatura de Servicios 
Multimedia Avanzados también se encuentra relacionada con este proyecto en algunos 
aspectos algo más avanzados sobre la aplicación web en particular y la gestión del 
proyecto en general. 
 
Aunque en menor medida que las anteriormente mencionadas pero que también guardan 
algo de relación con el proyecto, encontraríamos las asignaturas de Programación I y II y 
Estructura de Datos y Algoritmia en cuanto a fundamentos de programación y a la 
implementación de algoritmos y estructuras eficientes. En cuanto a la gestión y 
seguimiento de un proyecto encontramos relación también con Análisis y Especificación 
de Sistemas Multimedia y la asignatura de Proyectos Multimedia. 
 
 
6.3 - Repercusión profesional 
 
Este proyecto puede suponer una mejora de mis posibilidades laborales ya que durante el 
desarrollo de este se ha tenido que aprender a utilizar nuevas herramientas de gran 
importancia en el mundo del desarrollo web en la actualidad, principalmente las que 
componen el MEAN Stack. 
 
Angular es una de las tecnologías más utilizadas hoy en día para el desarrollo de la parte 
Front-end de multitud de aplicaciones web, y su uso junto con Node para la parte de Back-
end está bastante extendido. Y es que ambas herramientas cuentan con el soporte de 
Google, lo que es una garantía. 
 
Esta aplicación puede formar parte de un posible portfolio de proyectos realizados, ya 
que se trata de una plataforma bastante completa y , como se ha dicho anteriormente, al 
hacer uso de tecnologías importantes de la actualidad supone una muestra del trabajo que 
se es capaz de hacer. 
 
 
6.4 - Líneas futuras 
 
En cuanto a las líneas futuras del proyecto y maneras de mejorarlo, a la plataforma web 
aún se le pueden añadir y mejorar bastantes cosas. 
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En primer lugar podrían mejorarse los aspectos sociales de la aplicación, como por 
ejemplo implementar menciones de usuarios en las publicaciones, que los mensajes 
privados tuviera un funcionamiento más parecido a un chat o que los usuarios pudieran 
utilizar foto de perfil, estado, etc. También podría mejorarse la interfaz en general, 
mejorando el diseño de elementos como las cartas y añadir un mayor número de fectos y 
transiciones. 
 
Además de todo lo anterior, el apartado en el que más mejoras se podrían hacer es en la 
simulación, y hacerla más gráfica, quizá viendo iconos de los jugadores moviéndose por 
una pista y viendo la simulación en vivo, pudiéndose realizar ajustes durante el partido. 
Esto mejoraría bastante la experiencia de juego de UBasket Manager, pero debido a ser 
muy costoso de realizar, para el proyecto se optó por una simulación más sencilla. 
 
Finalmente, si se quisiera poner en marcha el proyecto, una manera de obtener dinero 
sería la publicidad de empresas relacionadas con el mundo del deporte en general y del 
baloncesto en particular. Además, se podría incluir la opción de poder comprar los packs 
de jugadores y mejoras con dinero real mediante micropagos, con lo cual UBasket 
Manager seguiría siendo una plataforma gratuita tal y como se pensó desde un principio, 
pero existiría la posibilidad de realizar ciertas compras dentro de la aplicación web. 
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