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Resumen
En este documento explicamos el proyecto desarrollado durante la estancia en pra´cticas
realizada en el marco de asignatura EI1054. La idea principal del proyecto es la de dar a conocer
a la empresa “Materiales de Construccio´n Fadrell” en el mundo de internet. En esta memoria
describiremos fundamentalmente la creacio´n de un portal web realizado con Django-cms.
Para lograrlo adema´s de crear un portal web, hemos implementado e integrado en e´l proyecto
en Django para mostrar informacio´n de los productos y hemos creado diversos perfiles en redes
sociales para dar difusio´n a la empresa tambie´n en este a´mbito.
El portal web se ha disen˜ado e implementado usando el framework Django-cms que es un
gestor de contenidos desarrollado basa´ndose en el framework Django.
Palabras clave
Django; Django-cms; Portal web; Bases de datos;
Keywords
Django; Django-cms; Portal web; Databases;
I´ndice general
1. Introduccio´n 5
1.1. Contexto y motivacio´n del proyecto . . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.2. Objetivos del proyecto . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2. Descripcio´n del proyecto 9
3. Planificacio´n del proyecto 11
3.1. Metodolog´ıa y definicio´n de tareas . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3.2. Planificacio´n temporal de las tareas . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3.3. Estimacio´n de recursos del proyecto . . . . . . . . . . . . . . . . . . . . . . . . . 13
3.4. Presupuesto . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.5. Desarrollo del proyecto . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
4. Entorno de desarrollo 19
4.1. Django . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
4.2. Django-cms . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
5. Ana´lisis y disen˜o del sistema 27
5.1. Visio´n global del sistema . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
5.2. Disen˜o del sistema . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
5.3. Disen˜o de la interfaz . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
5.4. Estilo del portal web . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
5.5. Disen˜o de la base de datos . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
6. Implementacio´n, pruebas y documentacio´n 35
6.1. Promocio´n creacio´n de perfiles . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
6.2. Integracio´n de la venta online en el portal . . . . . . . . . . . . . . . . . . . . . . 37
6.3. Desarrollo del portal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
6.4. Implementacio´n del cata´logo . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
6.5. Integracio´n del cata´logo en el portal . . . . . . . . . . . . . . . . . . . . . . . . . 60
6.6. Desplegado del portal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 60
6.7. Documentacio´n y formacio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 63
7. Conclusiones 65
3
4
Cap´ıtulo 1
Introduccio´n
1.1. Contexto y motivacio´n del proyecto
El proyecto descrito en esta memoria se ha desarrollado en la empresa “Materials de Cons-
truccio´ Fadrell”, situada en la ciudad de Castello´n de la Plana. Esta joven empresa local consti-
tuida en 2012 se dedica a la compra-venta de todo tipo de materiales de construccio´n, maquinaria
industrial y afines. Esta empresa forma parte del grupo Ibricks, que es un centro de compras
y una plataforma de gestio´n de servicios. Sus servicios se dirigen a almacenes distribuidores de
materiales de construccio´n. Esto les aporta un gran valor an˜adido, ya que es el segundo grupo
ma´s grande a nivel nacional por nu´mero de asociados y esto les hace formar parte de un grupo
de ma´s de 200 almacenes a nivel nacional.
En cuanto a personal, la empresa esta´ formada por cuatro miembros, todos socios a partes
iguales. Sus roles esta´n bastante definidos. En primer lugar tenemos a un empleado que se
encarga de realizar las ventas y aconsejar al cliente. Por otro lado tenemos al encargado del
almace´n, que es quien decide cua´ndo hay que realizar otro pedido de algu´n material que se este´
agotando. Adema´s se encarga de organizar el almace´n para que todo este´ en su sitio. Otro de
los miembros de la empresa es quien se encarga de repartir los materiales, ya que se trata de
materiales que se venden por toneladas y hay que usar un transporte espec´ıfico. Este miembro
de la empresa es el u´nico que tiene el carnet necesario para poder realizar las entregas, as´ı que
se encarga de la totalidad de los repartos. Para ello cada pedido esta´ preparado y estudiado,
para que tras servir uno, el siguiente sea lo ma´s ra´pido posible. Por u´ltimo tenemos al encargado
de la gestio´n contable y financiera y que adema´s se encarga de hablar con distribuidores.
En el apartado te´cnico en la actualidad la empresa dispone de 2 ordenadores personales
con el sistema operativo Windows 7. Se tratan de ordenadores muy ba´sicos ya que solo se usan
para manejar el software de contabilidad GESTWIN, utilizar programas ofima´ticos y acceder a
internet. Adema´s ambos ordenadores utilizan una base de datos local integrada en GESTWIN
compartida por una red local.
Esta red local es usada por el software GESTWIN [1] que es su software principal. Este se
encarga de la gestio´n contable y financiera, realizacio´n de albaranes de entrada de material y
facturacio´n. En la base de datos tenemos los productos y su precio, pero no llega ser un cata´logo,
ya que en la empresa utilizan los cata´logos de los proveedores en papel. Al ser estos cata´logos tan
extensos y tener muchos proveedores, ser´ıa muy complejo tener todos los productos registrados.
Por eso la empresa ha seleccionado un subconjunto de materiales y los ha integrado en la base
de datos de GESTWIN.
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En la empresa ninguno de los miembros es informa´tico, sino que tienen contratado un in-
forma´tico externo, que en caso de error acude a la empresa y lo arregla presencialmente o por
internet si la urgencia es extrema y el error lo permite.
La intervencio´n de este informa´tico externo es espora´dica, pero fue este mismo informa´tico
quien les aconsejo´ que´ ordenadores deb´ıan comprar para una empresa de esas caracter´ısticas.
Adema´s instalo´ todo el software que hay en la actualidad y se encarga de la totalidad del
mantenimiento, ya sea del software como del hardware.
Este informa´tico se eligio´, por ser conocido por un miembro de la empresa, que ya hab´ıa
trabajado con e´l en el pasado. Se dedica a este tipo de gestiones en diversas empresas a nivel
individual.
Debido a lo anterior, se acordo´ que el supervisor de la estancia en la empresa se encargar´ıa
de toda la parte de las pra´cticas que no tuvieran que ver con cuestiones te´cnicas, y ser´ıa el tutor
de la UJI el encargado de hacer de director del proyecto.
En cuanto a la motivacio´n del proyecto, esta radica en que mucha de la competencia directa
de la empresa s´ı que tiene una web corporativa. Adema´s su presencia en internet es nula, lo cual
les hace estar en una gran desventaja. Con la creacio´n del portal web la empresa quiere cambiar
esta desventaja para transformarla en una ventaja, ofreciendo mejoras que la competencia no
tiene. Con estas mejoras se pretende dar a conocer la empresa en un a´mbito global pero sobre
todo local, para poder llegar al nu´mero ma´ximo de clientes posibles y al mismo tiempo ofrecerles
un mejor servicio a los clientes actuales. Por otro lado, otra forma de darse a conocer sera´ con
la creacio´n de diferentes perfiles en las redes sociales ma´s populares. Como se ha demostrado
estas redes son de gran utilidad, para dar visibilidad a la empresa y mantener un contacto con
los clientes.
Con todo esto la empresa pretende conseguir:
Crear y promocionar su imagen en internet.
Acceder a nuevos clientes.
Tener otro canal de comunicacio´n con los clientes.
Mantener informacio´n actualizada sobre eventos.
Promocionar art´ıculos y ofertas.
1.2. Objetivos del proyecto
El objetivo principal de este proyecto es dar a conocer en internet a la empresa. Para ello
el proyecto a desarrollar girara´ entorno a la idea de un portal web, ya que actualmente no
poseen ningu´n tipo de presencia en internet y un portal Web les parece necesario. Este portal
Web debe estar orientado sobre todo al cliente potencial, sin olvidarnos de los clientes actuales,
ofrecie´ndole un buen disen˜o, que lo haga atractivo y sencillo.
Con todo esto pretendemos hacer que sea fa´cil de usar, que nos proporcione informacio´n
importante como pueden ser horarios actualizados, ofertas, servicios que ofrece la empresa, etc.
El portal contendra´ diversas pa´ginas que mostrara´n informacio´n de contacto, informacio´n de
la empresa, horarios, servicios, un apartado espec´ıfico para la localizacio´n, informacio´n de los
u´ltimos eventos de la empresa y un pequen˜o cata´logo.
Aunque se muestre en el cata´logo un subconjunto de todos los productos, no se podra´n
comprar todos por Internet. Esto se debe a las caracter´ısticas de los productos que se venden,
ya que muchos de ellos no podr´ıan ser transportados por paqueter´ıa convencional. Adema´s
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la empresa quiere poder hacer cambios en el futuro tanto en el portal como en el cata´logo,
por lo que habra´ que escribir un pequen˜o manual con los conceptos ba´sicos para el manejo y
actualizacio´n de su contenido.
Podemos subdividir todos estos objetivos en 2 tipos.
Objetivos empresariales:
Dar a conocer la empresa en el a´mbito de Internet mediante:
• La creacio´n de un portal web.
• La creacio´n de perfiles en distintas redes sociales.
• La optimizacio´n de su posicionamiento en los buscadores principales.
Objetivos te´cnicos:
El principal objetivo de este proyecto es el disen˜o, realizacio´n e implantacio´n de un portal
web para la empresa Materials de Construccio´ Fadrell.
Disen˜o e implantacio´n de una base de datos de los diferentes materiales que puede hacerse
accesible desde el portal web en forma de cata´logo.
Integracio´n del proceso de venta de art´ıculos en el portal web.
Formacio´n del personal en el uso y manejo tanto del portal web como de los diversos
perfiles en redes sociales.
Realizacio´n de un manual de administrador del portal web.
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Cap´ıtulo 2
Descripcio´n del proyecto
Este proyecto se ha realizado en la empresa “Materials de Construccio´ Fadrell” que se
dedica a la compra-venta de materiales de construccio´n. El co´digo CNAE de la empresa es 4752
que corresponde a “Comercio al por menor de ferreter´ıa, pintura y vidrio en establecimientos
especializados”.
El proyecto se divide en 3 bloques, el ma´s sencillo de los cuales es la creacio´n de diversos
perfiles en las redes sociales ma´s importantes, con el objetivo de darse a conocer. En otro bloque
estara´ la creacio´n de un portal Web, para el que utilizaremos el Framework Django-cms [2]. Por
u´ltimo abordaremos la creacio´n de un proyecto en Django [3] que integraremos con el proyecto
realizado en Django-cms y que funcionara´ como cata´logo de la empresa.
Para el portal web se disen˜ara´n diversos apartados para satisfacer las ideas generales del
cliente. Cada funcio´n ba´sica del portal dara´ lugar una pa´gina diferente:
Pa´gina principal: con informacio´n general de la empresa, desde donde poder tener una
idea global de a que´ se dedica.
Cata´logo: mostrara´ un subconjunto de todos los art´ıculos que posee la empresa en venta.
Esto es debido a que el stock total es muy extenso y la empresa pretende mostrar solo
algunos art´ıculos, ya sean por que son nuevos o para destacarlos.
Servicios: apartado para mostrar todos los servicios que ofrecen tales como el asesoramien-
to personalizado, entrega de los productos directamente en la obra, etc.
Localizacio´n: informacio´n detallada de la localizacio´n de la empresa.
Ofertas: se pretende realzar ciertos productos, ya sean por innovacio´n o por estar rebajado
su precio.
Noticias: apartado para publicar noticias y mostrar ima´genes de las reuniones organizadas.
Todos los apartados del portal esta´n abiertos a todos los usuarios. Aunque en las primeras
reuniones con el supervisor se hablo´ de la posibilidad de hacer un registro de usuarios so´lo para
los clientes que fuesen a comprar on-line, se acordo´ que este no iba ser necesario, ya que no
aportaba casi ninguna ventaja y la empresa lo ve´ıa casi ma´s como un problema por el tipo de
pu´blico al que esta´ orientada.
El portal web permite dos niveles de acceso. Por un lado, los usuarios podra´n obtener
informacio´n tanto de la empresa como de los servicios que ofrece. Por otro lado el administrador
podra´ modificar la informacio´n de la empresa el aspecto visual de la web.
Otra de las tareas abarcadas en este proyecto ha sido la creacio´n de perfiles en redes sociales
para lo que, se escogieron las dos ma´s famosas, como son Facebook y Twitter. Su funcio´n
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principal es la de empezar a crear una imagen en Internet para la empresa. Adema´s esto supone
hacerle entender la empresa la importancia que tiene este tipo de herramientas en la actualidad.
La idea principal de las redes sociales, es la de dar a conocer la empresa, Facebook esta´ ma´s
orientado a publicar fotos y publicidad de la empresa, do´nde esta´, las reuniones que se hacen,
etc. La idea de Twitter es ma´s la de promocionar art´ıculos de oferta de manera puntual.
Ambas herramientas se usara´n para permitir un contacto permanente y actualizado con los
clientes. Tambie´n sera´n utilizadas para tener un lugar donde los clientes pueden dejar resen˜as
y opiniones o para responder a sus dudas.
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Cap´ıtulo 3
Planificacio´n del proyecto
3.1. Metodolog´ıa y definicio´n de tareas
Como se ha explicado anteriormente, al no tener un departamento de informa´tica en la
empresa, la metodolog´ıa que se empleara´ para desarrollar el proyecto sera´ la tradicional [7].
Esto es debido a que es una metodolog´ıa contrastada y verificada que puede aplicarse de modo
individual. No necesita de un supervisor constante, se estudia la idea inicial, se acuerda lo que
se pretende obtener y se desarrolla. Esta metodolog´ıa se adapta a nuestras circunstancias. No se
seguira´ la metodolog´ıa tradicional al pie de la letra, sino que se hara´n algunas variaciones, ya que
el contacto con el cliente en la empresa es continuo. Esto nos proporcionara´ mucho feedback,
el cual utilizaremos para corregir pequen˜os errores o desacuerdos que aparezcan durante el
desarrollo del proyecto.
En lo referente a la web, no se tiene ninguna gu´ıa o ayuda de la empresa. En las reuniones
con el supervisor se acordaron objetivos, contenido y funcionalidad, pero no formatos, estilos,
distribucio´n. El portal debera´ ser disen˜ado y configurado al mismo tiempo que se avanza en
el proyecto, haciendo las adaptaciones que se obtienen del feedback. En realidad siguiendo la
metodolog´ıa tradicional, se deber´ıa realizar un disen˜o inicial, propone´rselo al cliente y luego
adaptarlo a su opinio´n, este cambio deber´ıa realizarse una sola vez en todo el proyecto. En
nuestro caso al tener un contacto continuo se fue adaptando a las necesidades de la empresa
durante la creacio´n del portal.
Con el cata´logo sucede lo mismo. Se acordo´ mostrar informacio´n muy general del producto.
Al no poder acceder a la base de datos local que usa el software GESTWIN, se tuvo que crear
una nueva, para el subconjunto de los productos que la empresa quiere mostrar. Se acordo´ la
funcionalidad que deber´ıa tener el cata´logo pero no el formato.
El proyecto no se ha desarrollado en equipo, sino que ha sido realizado completamente por
mı´ durante mi estancia en la empresa.
La metodolog´ıa tradicional tiene pautas muy marcadas: planificacio´n del proyecto, deter-
minar objetivos, ana´lisis del riesgo y desarrollo del proyecto y pruebas. Antes de empezar se
necesitara´n unas cuantas reuniones con el cliente para ver que´ se quiere obtener. Luego habra´
que seguir los pasos de la metodolog´ıa tradicional: Inicio, planificacio´n, ejecucio´n, monitorizacio´n
y control y cierre del proyecto.
Como podemos ver en los diagramas de Gantt,de las figuras 3.2 y 3.3, s´ı que se ha seguido
las etapas que marca la metodolog´ıa utilizada. Empezamos definiendo el contexto, alcance y
objetivos del proyecto y planifica´ndolo todo previamente. Esto dio lugar a una propuesta te´cnica
inicial.
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Dentro de la metodolog´ıa tradicional, las tareas se intentara´n llevar acabo segu´n se indico´
en el diagrama de Gantt que se realizo´ previamente en la propuesta te´cnica como muestra la
figura 3.2. Estas se dividen en:
Inicio del proyecto: En este periodo se definen los objetivos generales del proyecto,
el me´todo de trabajo, el entorno de desarrollo y documentacio´n necesaria, as´ı como el
formato y esta´ndares del proyecto. Para ello se necesitara´ hacer diversas reuniones con el
cliente.
Documentacio´n y ana´lisis: En este apartado lo principal es definir bien el contexto y
a partir de este, buscar la informacio´n necesaria, identificar bien el alcance y los objetivos
detallados.
Planificacio´n: Consiste en definir las tareas y estimar el tiempo. Este trabajo se vera´
reflejado en un diagrama de Gantt.
Desarrollo te´cnico: Esta tarea se divide en 4 subtareas, lo que hace de esta la parte ma´s
extensa del proyecto y la de mayor importancia.
• Definicio´n de requisitos te´cnicos: Definicio´n de casos de uso.
• Disen˜o: Se definira´ el aspecto del portal Web y se realizara´n bocetos de sus distintas
pa´ginas. Por otro lado se debera´ definir y disen˜ar la base de datos asociada al cata´logo.
• Desarrollo del producto: En este apartado se acoplara´ todo lo realizado anterior-
mente para la implementacio´n del portal Web, haciendo que encajen todos los pasos
previos. El objetivo es obtener un producto acabado y funcional.
• Puesta en marcha: Aqu´ı observamos todos los pasos que hay que dar, para una
vez terminado el proyecto desplegar el portal en un hospedaje.
Como se ha explicado anteriormente, aunque en la metodolog´ıa tradicional durante las pri-
meras etapas ya se decide y planifica todo el proyecto, en nuestro caso durante el desarrollo del
mismo se han ido cambiando algunas de las ideas previstas.
Estos cambios han sido debidos a problemas te´cnicos o a que durante el desarrollo se ha
encontrado una solucio´n mejor, o lo acordado resultaba no encajar completamente con la idea
que ten´ıa la empresa.
3.2. Planificacio´n temporal de las tareas
Como se muestra en el diagrama de Gantt 3.2 nombrado en el apartado anterior, la suma de
las horas totales que se le dedican al proyecto son 300. Otras 135 horas de dedicacio´n son tanto
para la redaccio´n de los informes quincenales, como de este documento y para la preparacio´n
de la presentacio´n del resultado ante un tribunal. Las 15 horas restantes para completar las
450 horas de la asignatura EI1054 son para reuniones con el tutor durante el transcurso del
proyecto.
Las 300h fueron divididas en 5h diarias de 8:00 a 13:00, de lunes a viernes. En las reuniones
previas se acordo´ que durante las fiestas de la Magdalena no se trabajar´ıa.
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3.3. Estimacio´n de recursos del proyecto
Los recursos utilizados para el desarrollo del proyecto los podemos dividir en 3 clases: hard-
ware, software y recursos humanos.
Software:
Tras hablar con la empresa en diferentes reuniones, se acordo´ que todo el software que se
utilizase para el desarrollo deber´ıa ser gratuito. Con esta premisa seleccionamos las diferentes
herramientas y entornos de desarrollo:
Django: Se usara´ para la realizacio´n de un cata´logo. Es un Framework de aplicaciones
web de co´digo abierto, desarrollado en Python [5], que respeta el patro´n Modelo-Vista-
Controlador.
Django-cms: Este software sera´ la piedra angular del portal Web. La principal diferencia
con Django es que Django-cms es un Framework de aplicaciones web desarrollado con
Django. Esta´ creado para facilitar la creacio´n de portales web. Django por su parte es ma´s
gene´rico, se podr´ıa decir que Django-cms es elegir la rama de la creacio´n de portales web,
que es una de las muchas cosas que se puede hacer con Django y adaptarlo para que su
uso sea mucho ma´s intuitivo y fa´cil para personas que nunca han usado Django.
Latex: Lo usamos para la escritura de los documentos creados durante el desarrollo
del proyecto, por su sofisticacio´n y su gran adaptabilidad, ofreciendo un acabado muy
profesional.
SublimeText: Es un editor de texto muy moldeable y adaptable. En nuestro caso lo
elegimos para poder trabajar con comodidad tanto con Django-cms como para la creacio´n
del cata´logo en Django. Su principal singularidad es que nos permite variar el lenguaje
con el que trabajamos en cada fichero.
Aparte de este software, que ser´ıa el principal, se han utilizado otros como pueden ser diversas
aplicaciones web, tambie´n gratuitas, para la realizacio´n tanto de diagramas de clases, mockups,
redimensionar ima´genes, etc. Por ejemplo para la realizacio´n de los diagramas de Gantt se
ha utilizado el Microsoft Project Management, software para la planificacio´n de proyectos y
colaboracio´n.
Hardware:
En cuanto al hardware utilizado, al principio de la estancia se me asigno´ un porta´til con
Windows 7 que ya pose´ıa la empresa. Durante la estancia, y tras realizar algunas pruebas y
leer diversos manuales tanto de Django como Django-cms, se decidio´ usar un sistema operativo
basado en OS X por los siguientes motivos.
En los manuales siempre se referencia al sistema operativo Linux.
Al no estar acostumbrado al terminal de Windows no me resultaba natural su uso.
Leer una instruccio´n pensada para un sistema operativo como es Linux y tener que tradu-
cirla, resultaba ser muy complejo y ralentizaba mucho el desarrollo del proyecto. Ya que
muchas veces no era capaz de hacer la “traduccio´n” literal de la orden.
Daba la casualidad de que yo pose´ıa un porta´til con estas caracter´ısticas. Tras probarlo
por mi cuenta en mi tiempo libre y ver que me resultaba mas naturales e intuitivo, y tras
consultar con la empresa, no tuvieron objeciones en que cambiara´.
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Caracter´ısticas te´cnicas:
Sistema Operativo: OS X Yosemite
Procesador: Intel Core i5 2,7GHz
Memoria Ram: 8GB
Disco Duro: 256 GB
Gra´ficos: Intel Iris Graphics 6100 1536 MB
Recursos humanos:
Como se ha explicado anteriormente la totalidad del proyecto ha sido realizado por una sola
persona. Aunque se ha realizado el trabajo de un Ingeniero Informa´tico y de un Disen˜ador web.
3.4. Presupuesto
En este apartado vamos a calcular cua´l ser´ıa el coste que la empresa deber´ıa haber pagado
por nuestro trabajo. Esto se puede calcular de diferentes formas.
Hemos realizado el ca´lculo para dos situaciones diferentes: como si fue´semos trabajadores
de la empresa y como si la empresa contratara a otra empresa de informa´tica para el desarrollo
del proyecto.
Para la obtencio´n de los datos nos hemos basado en el Bolet´ın Oficial del Estado (BOE) del
mie´rcoles 20 de mayo del an˜o 2015 [6] , con la excepcio´n del coste por hora en empresa externa,
que se ha elegido teniendo en cuenta el coste real de diversas empresas de informa´tica. Este
dato se ha obtenido de preguntar a diferentes empresas locales cua´nto pagan por servicios de
informa´tica.
Para los ca´lculos de la figura 3.1 del coste para la empresa de la Seguridad social del in-
forma´tico, hemos visitado diferentes apartados de la web [9].
Como podemos ver en la imagen 3.1, se calcula por un lado el precio teo´rico por hora de un
titulado superior segu´n el BOE y se multiplica por las horas de la estancia en pra´cticas.
Y por otro lado observamos el ca´lculo teniendo como precio por hora, el obtenido de con-
sultar con diversas empresas de la comunidad y simulando que somos una empresa externa que
nos contratan para el desarrollo del proyecto, teniendo en cuenta el IVA que deber´ıa pagar la
empresa.
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Figura 3.1: Resumen de los costes.
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3.5. Desarrollo del proyecto
Para poder observar con detalle, el desarrollo del proyecto, y poder ver su evolucio´n lo
ma´s u´til es revisar el diagrama de Gantt de la figura 3.3 que refleja la planificacio´n final. Sin
embargo deberemos explicar que´ ocurrio´ durante el desarrollo del proyecto para entender las
modificaciones con respecto a la planificacio´n inicial.
En la siguiente figura 3.2, podemos ver la idea previa que se ten´ıa. Estas eran las etapas que
ı´bamos a seguir para el desarrollo del proyecto.
Imprevistos/Incidencias. Para entender por que´ no se ha cumplido al pie de la letra lo
preestablecido es necesario resumir todos los problemas encontrados. Los describiremos con ma´s
detalle en cap´ıtulos posteriores, cuando hablemos del disen˜o, implementacio´n y desplegado del
portal web.
Una de las primeras ideas de la empresa era que se pudieran realizar algu´n tipo de compra
en la web. Realmente no quer´ıan nada muy sofisticado pero s´ı que tuviera esa funcionalidad.
Esto desemboco´ en un problema, como se explica en el cap´ıtulo 5 mucho ma´s a fondo. Ya
que trabajamos muchas horas sobre 2 frameworks que al final no nos permitieron an˜adir esa
funcionalidad que busca´bamos: poder realizar ventas on-line.
Otro de los imprevistos fue la curva de aprendizaje tan grande que resultaron tener Django-
cms y Django. Sumado al continuo cambio de estos frameworks en sus diversas versiones, que
hicieron que el proyecto tuviera que ir adapta´ndose y evolucionando casi al mismo tiempo.
Como consecuencia de todo lo anterior podemos ver que no se han podido realizar las
u´ltimas tareas del primer diagrama de Gantt. La configuracio´n y desarrollo del proyecto se
estimo´ con una duracio´n muy por debajo del que despue´s resulto´ ser. En lugar de las 170
horas inicialmente previstas, hemos dedicado ma´s de 200 a la instalacio´n del entorno y la
implementacio´n del portal y el cata´logo. Las ausencias ma´s destacadas en las tareas finalmente
desarrolladas son la del “alojamiento al hospedaje seleccionado”, en consecuencia tampoco se
pudo “comprobar y adaptar la web al servidor”. Por u´ltimo la “realizacio´n de un pequen˜o
manual de administracio´n”. Esto es debido a la limitacio´n del tiempo que tenemos de 300h
asociadas a la estancia. Esto nos obligo´ a cambiar bastante el plan establecido inicialmente,
haciendo que el diagrama de Gantt definitivo quedara´ como podemos ver en la figura 3.3.
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Figura 3.2: Diagrama de Gantt a priori.
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Figura 3.3: Diagrama de Gantt a posteriori.
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Cap´ıtulo 4
Entorno de desarrollo
En este cap´ıtulo explicaremos por que´ hemos elegido cada una de las herramientas utilizadas
para desarrollar el proyecto. Adema´s explicaremos co´mo hemos instalado cada una de estas
herramientas.
Como podemos ver, la figura 4.1 nos muestra las relaciones entre las herramientas y las
capas que estas forman.
Figura 4.1: Esquema global del proyecto.
Si dividimos la imagen en escalones, podemos ver que en el inferior, tenemos el hardware
sobre el que se ejecutara´ la aplicacio´n.
Sobre el hardware tenemos el Sistema operativo. En nuestro caso el proyecto se ha desa-
rrollado sobre un sistema Mac OS X, pero todo el entorno y la aplicacio´n pueden desplegarse
tambie´n sobre Linux. En lo referente al sistema operativo decir que la eleccio´n de usar Mac
OS resulto´ ser la mejor opcio´n tras realizar varias pruebas en Windows. Como hemos explicado
anteriormente, el sistema operativo cambio´ en las primeras semanas del proyecto sin ningu´n
tipo de problema.
19
En el tercer escalo´n encontramos el lenguaje de programacio´n y el sistema de gestio´n de
base datos elegido para desarrollar el portal: Python y PostgreSQL.
El mayor inconveniente que encontramos fue que la totalidad de los manuales de las prin-
cipales herramientas que necesitamos para el desarrollo del proyecto esta´n pensados para ser
implementados en un sistema operativo basado en Unix. Esto nos supuso un gran inconveniente
cuando intentamos trabajar con Windows y fue una de las principales razones por las que se
decidio´ elegir usar un ordenador con el sistema Mac OS X..
La ventaja fundamental que nos ofrece el Mac OS X es la sencillez de instalar cualquier
software. La mayor´ıa se han instalado por l´ınea de o´rdenes desde el terminal.
Python: Es un lenguaje de programacio´n que permite trabajar con gran rapidez e integrar
sus sistemas con efectividad.
PostgreSQL: Es un sistema de gestio´n de base de datos relacional, orientado a objetos. Se
utilizo´ tanto para Django como para Django-cms. Se eligio´ por ser compatible con Django
y Django-cms y estar muy extendido su uso. Y adema´s es utilizado por estos frameworks
para guardar en tablas todo el contenido y distribucio´n de nuestro proyecto.
En cuanto a la base de datos, tanto django como django-cms, nos ofrece una propia por
defecto, que es SQLite. Por motivos de seguridad decidimos cambiarla por una base de datos
en PostgreSQL. Esto es debido a que nos ofrece una mayor seguridad, su gran popularidad, el
hecho de ser multiplataforma y su facilidad de administracio´n.
La eleccio´n de Python fue muy sencilla, Django se basa en Python as´ı que necesitamos
instalarlo. Adema´s al ser un lenguaje de programacio´n que ya dominamos nos encontramos ma´s
seguros al abordar el proyecto. Por otro lado, para los proyectos en Django se aconseja usar
entornos virtuales y Python nos ofrece esto de forma muy sencilla. Con los entornos virtuales,
lo que buscamos es tener nuestro proyecto aislado del resto de software del sistema operativo y
al mismo tiempo tenemos todo el software del proyecto bien identificado con las versiones que
queremos.
En cuanto a la instalacio´n, para Python es tan sencillo como entrar en su web y bajar el
archivo. Arrastramos a la carpeta de Aplicaciones y ya esta´ instalado.
Para el entorno virtual, necesitamos haber instalado previamente Python.
Para la instalacio´n por l´ınea de o´rdenes usaremos la instruccio´n “easy install virtualenv”.
Con esto instalado podremos a crear entornos virtuales. Para ello haremos uso del comando
“virtualenv env”. En este caso el nombre elegido es “env” pero podr´ıa ser cualquier otro, esto
nos creara´ un directorio con el nombre que le hemos dado. Dentro nos encontraremos 3 carpetas
que son las que vemos en la figura 4.2.
Figura 4.2: Esquema creado por virtualenv.
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bin: Contiene los ejecutables necesarios para interactuar con el virtualenv.
include: Contiene algunos archivos necesarios para compilar algunas librer´ıas de Python.
lib: Contiene una copia del Python que hemos instalado previamente y dentro de este
directorio encontramos otro nombrado “site-packages”, en el cual vemos el co´digo fuente
de los paquetes de Python instalados en el entorno virtual.
Para activar el entorno virtual necesitamos introducir esta orden “source env/bin/activate”
.
Para desactivar el entorno virtual en el cual nos encontramos trabajando es tan sencillo
como poner el comando “deactivate” y automa´ticamente saldremos del mismo.
En el caso de PostgreSQL la instalacio´n es bastante sencilla. Accedemos a su pa´gina web
y descargamos el archivo necesario para la instalacio´n. Luego hay que configurarlo segu´n nos
interese, para que arranque automa´ticamente al arrancar el ordenador, o activarlo manualmente
cuando se tenga que utilizar.
En la siguiente capa de la figura 4.1 se encuentra Django. Antes de empezar con el proyecto,
se estudiaron diversas opciones para la creacio´n de un portal web, las 2 principales fueron,
“Drupal” [4] y el propio “Django” [3] ma´s “Django-cms”[2].
Antes de empezar con un proyecto de estas dimensiones, y sin nunca haber realizado nada
parecido, al comparar estas 2 herramientas, ambas nos ofrecen grandes ventajas, y cada una
tiene sus inconvenientes.
“Drupal” nos parecio´ que es un CMS con el que so´lo se pod´ıa hacer uso de un sistema de
gestio´n de contenidos. En este sentido se nos quedaba un poco corto, o por lo menos nos daba
la sensacio´n a priori que no nos permitir´ıa definir, programar los detalles y el comportamiento
del portal tanto como “Django-cms”.
Llegados a este punto tuvimos que decantar la balanza y decidimos usar “Django-cms”
por ser un framework programable. Adema´s este se apoya en Python que es un lenguaje de
programacio´n que ya conoc´ıamos anteriormente y en el cual hemos programado bastante.
Su eleccio´n fue bastante fa´cil vistas sus ventajas. Para entender bien “Django-cms” primero
tenemos que explicar las ventajas de “Django”.
Co´digo abierto.
Se basa en Python, el cual utiliza en todos los apartados del framework: configuracio´n,
archivos, modelado de datos....
Respeta el patro´n Modelo-Vista-Controlador.
Facilita la creacio´n de sitios web complejos.
Se centra en el re-uso, conectividad y extensibilidad de componentes.
Pone mucho e´nfasis en el principio de “no te repitas”.
La seguridad es un apartado muy importante.
Incluye un mapeador de objeto-relacional.
Incluye una API de base de datos robusta.
Incorpora “vistas gene´ricas” para ahorrar tiempo en tareas repetitivas.
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Sistema extensible de plantillas basado en etiquetas.
Herencia de plantillas.
Sistema “middleware” encargado de desarrollar caracter´ısticas adicionales, como pueden
ser las sesiones, proteccio´n Cross Site Request Forgery, normalizacio´n de URLs.
Soporte internacional, traducciones incluidas.
Gran documentacio´n.
La instalacio´n y configuracio´n de este framework y del siguiente,“Django” y “Django-cms”
se explicara´n en el siguiente apartado.
En la capa siguiente de la figura 4.1 encontramos “Django-cms”.
Aunque este framework se basa en el anteriormente explicado, y por lo tanto muchas de
sus cualidades son las mismas, es importante apreciar las caracter´ısticas que hacen de este
framework una herramienta pensada para la creacio´n de portales web:
Software libre y co´digo abierto.
Comunidad muy activa.
Muy moldeable.
Pensado tanto para grandes como pequen˜os portales web.
Robusta internacionalizacio´n. Perfecto para pa´ginas multilenguaje.
Guarda un historial con los cambios realizados, lo que permite volver a versiones anteriores.
Ra´pido acceso a la gestio´n de contenidos.
Fa´cil edicio´n del front-end.
Soporta gran variedad de editores de texto, con avanzadas funciones de edicio´n de texto.
Sistema de plugins muy flexible, ofreciendo poderosas herramientas, sin abrumar con una
interfaz compleja.
Documentacio´n muy completa.
Por su afa´n por el buen co´digo, incluye una gran cantidad de pruebas automa´ticas.
Los 2 u´ltimos escalones de la figura 4.1, constituyen el software desarrollado, por lo que se
explicara´n con detalle en cap´ıtulos posteriores.
Tanto Django como Django-cms desarrollan el co´digo en forma de proyectos y aplicaciones,
por lo que es importante diferenciar ambos conceptos.
Un proyecto: es una instancia de un cierto conjunto de aplicaciones de Django, ma´s las
configuraciones de esas aplicaciones. Te´cnicamente, el u´nico requerimiento de un proyecto
es que este suministre un archivo de configuracio´n, el cual define la informacio´n sobre la
conexio´n a la base de datos, la lista de las aplicaciones instaladas, la ubicacio´n de los
componentes, y as´ı sucesivamente. En un proyecto podemos tener varias aplicaciones.
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Una aplicacio´n: es un conjunto portable de una funcionalidad de Django, t´ıpicamente
incluye modelos y vistas, que conviven en un solo paquete de Python. Una misma apli-
cacio´n, como puede ser un sistema de base de datos de registros, puede ser utilizado en
diversos proyectos.
Por ejemplo, Django incluye un nu´mero de aplicaciones, tales como un sistema de comen-
tarios y una interfaz de administracio´n automa´tica. Una cosa a hacer notar sobre estas
aplicaciones es que son portables y reusables en mu´ltiples proyectos. Existe un requisito
respecto a la convencio´n de la aplicacio´n: si esta´s usando la capa de base de datos de Djan-
go (modelos), debes crear una aplicacio´n. Los modelos deben vivir dentro de aplicaciones.
4.1. Django
En este apartado explicaremos cuales son los pasos que hay que seguir para la instalacio´n y
configuracio´n de un proyecto gene´rico en “Django”.
Antes de empezar tenemos que tener instalado Python, como hemos explicado anteriormente.
En este punto, como tambie´n se ha dicho antes, es aconsejable crear un entorno virtual. No
es obligatorio pero en el futuro, resultara´ de gran ayuda. Otro de los puntos importantes es
decidir la base de datos que vamos ha usar. Esto es necesario puesto que Django tiene su propia
forma de guardar el contenido de nuestro portal web en forma de modelos sustentados en tablas
de bases de datos. Por defecto el usa SQLite, y lo tiene preconfigurado, para que en caso de no
elegir un sistema de gestio´n de bases de datos, e´l haga toda la configuracio´n necesaria.
“Un modelo de Django es una descripcio´n de los datos en la base de datos, representada como
co´digo de Python. Esta es tu capa de datos - lo equivalente a sentencias SQL CREATE TABLE
- excepto que esta´n en Python en vez de SQL, e incluye ma´s que so´lo definicio´n de columnas
de la base de datos. Django usa un modelo para ejecutar co´digo SQL y retornar estructuras de
datos convenientes en Python representando las filas de tus tablas de la base de datos. Django
tambie´n usa modelos para representar conceptos de alto nivel que no necesariamente pueden
ser manejados por SQL.” La explicacio´n es bastante ma´s extensa y compleja, y la podemos
encontrar en [10].
Para instalar Django basta con descargarlo de una pa´gina web. En la web nos ofrecen
distintos formatos de descarga y diferentes versiones del framework. Lo podemos conseguir
mediante o´rdenes Linux o en un archivo comprimido. En caso de elegir la opcio´n mediante
o´rdenes Linux deberemos teclear “pip install Django==1.7.8”. En este punto, para verificar
que tenemos la versio´n bien instalada, abrimos un interprete de Python y tecleamos “import
django”.
En este momento ya estamos preparados para crear nuestro primer proyecto. Es preferible
crear un directorio exclusivo para cada proyecto. Una vez en ese directorio tecleamos “django-
admin.py startproject prueba”. Esto nos creara´ un directorio nuevo llamado “myapp”. Esta sera´
la distribucio´n que crea dicho comando, figura 4.3.
Esto nos generara´ los siguientes archivos:
El fichero manage.py: te permite tener una utilidad de l´ınea de o´rdenes para as´ı interactuar
con el proyecto.
El fichero myproject/ init .py: archivo vac´ıo que le indica a Python que este paquete
deber´ıa ser considerado un paquete del propio Python.
El fichero myproject/settings.py: configuracio´n para este proyecto Django.
El fichero myproject/urls.py: contiene las URLs para este proyecto.
23
El fichero myproject/wsgi.py: fichero para la configuracio´n del desplegado del proyecto
en un servidor.
Figura 4.3: Esquema de un proyecto en Django gene´rico.
Ahora ya podr´ıamos arrancar el proyecto. Para ello nos situamos dentro de la carpeta que
nos ha creado, “myapp” y ejecutamos la siguiente orden “python manage.py runserver”. En
este punto arrancara´ el proyecto y nos indicara´ que todo ha ido correctamente.
Todos estos ser´ıan los pasos para conseguir crear un proyecto en “Django” completamente
vac´ıo y sin ninguna funcionalidad. En cap´ıtulos posteriores describiremos co´mo hemos creado
los proyectos asociado a nuestro portal.
4.2. Django-cms
En el caso de Django-cms al tratarse de un framework basado en “Django” observamos que
hay mu´ltiples semejanzas en la creacio´n de un proyecto.
En este caso en concreto, s´ı que nos piden desde el propio manual de Django-cms que
creemos y activemos un entorno virtual. Recordamos que en “Django” no es necesario, sino que
es aconsejable.
Como hemos explicado anteriormente creamos y activamos el nuevo entorno virtual. Una vez
estamos en e´l, debemos instalarlo. Para ello usaremos la orden “pip install djangocms-installer”
Otra de las diferencias es que Django-cms nos ofrece una instalacio´n asistida, que es la que
hemos usado durante el desarrollo del proyecto. Para la instalacio´n del framework necesitamos
crear una carpeta vac´ıa e introducirnos dentro. Ahora ya podemos crear nuestro proyecto de
portal desorrollado con este framework, para ello simplemente pondremos “djangocms -p .
mysite”. En este momento nos aparecera´ un cuestionario con una serie de preguntas que definira´n
la configuracio´n del framework. El propio Django-cms nos da unas respuestas gene´ricas para la
realizacio´n de un proyecto esta´ndar, podemos verlo en la figura 4.4.
Al crearlo, automa´ticamente nos proporciona la estructura que podemos ver en la figura 4.5,
formado por una carpeta para archivos multimedia, otra para archivos esta´ticos, una carpeta
con el nombre del proyecto que contiene las especificaciones concretas del mismo y por u´ltimo
el archivo encargado del arranque del proyecto.
Si desplegamos la carpeta con el nombre del proyecto encontramos unas carpetas y archivos
que nos recuerdan a los vistos para un proyecto “Django”, podemos verlo en la figura 4.6.
la carpeta pycache :que se usa para agilizar las compilaciones en python.
El fichero init .py: se utiliza en Python para formar una jerarqu´ıa interna de la es-
tructura del proyecto y que aunque existan nombres repetidos siempre sepa que mo´dulos
hay en cada sitio.
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Figura 4.4: Respuestas aconsejadas para la creacio´n de un portal gene´rico.
Figura 4.5: Esquema de un proyecto en Django-cms gene´rico.
Figura 4.6: Esquema de un proyecto en Django-cms gene´rico.
El fichero settings.py: es el fichero principal de configuracio´n, donde se nos muestra toda
la informacio´n del proyecto, desde los mo´dulos instalados, apps, base de datos, formatos,
etc.
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El fichero urls.py: contiene todas las urls del proyecto y las relaciones entre ellas.
El fichero wsqi.py: Es un fichero utilizado para configurar el despliegue del proyecto web
sobre un servidor web como Apache.
En este momento solo quedar´ıa arrancar el proyecto creado con la orden “python manage.py
runserver”. Al arrancar podemos ver la web gene´rica en la figura 4.7.
Figura 4.7: Web gene´rica creada con Django-cms.
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Cap´ıtulo 5
Ana´lisis y disen˜o del sistema
En este cap´ıtulo abordamos lo que es una visio´n global del sistema, su disen˜o, un ana´lisis del
proyecto, adema´s de concretar aspectos relacionados con el estilo del portal y su distribucio´n.
Todo lo referente a la implementacio´n del proyecto se explicara´ en el pro´ximo cap´ıtulo.
5.1. Visio´n global del sistema
La manera ma´s fa´cil de expresar una visio´n global del sistema es mediante un diagrama de
casos de uso.
Figura 5.1: Diagrama de casos de uso.
Como podemos observar en la 5.1 se muestran los dos roles que tenemos, usuario y admi-
nistrador del portal.
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Dentro de cada rol, podemos observar las diferentes acciones que pueden realizar cada uno.
Administrador
1. Gestionar pa´ginas: ser capaz mover, crear, modificar y borrar las pa´ginas de nuestro portal,
segu´n nuestros gustos o deseos.
2. Gestionar cata´logo: poder an˜adir, borrar o modificar, alguno de los productos del cata´logo.
3. Gestionar proveedores: poder an˜adir, borrar o modificar, alguno de los proveedores del
cata´logo, haciendo referencia a las pa´ginas web corporativas.
4. Administrar CMS: ser capaz de modificar el disen˜o de nuestro portal web.
5. Gestionar servicios: administrar la parte privada de nuestro portal web, an˜adiendo o qui-
tando los servicios en cada pa´gina web como pueden ser la disposicio´n de los placeholder,
los permisos de cada pa´gina, etc.
Usuario
1. Ver el cata´logo: poder visitar el apartado de cata´logo, donde ver los productos
2. Informarse de servicios: observar los distintos servicios que ofrece la empresa.
3. Navegar por la web: poder viajar entre pa´ginas web dentro del portal con facilidad.
4. Informacio´n de contacto: obtener toda la informacio´n necesaria para ponerse en contacto
con la empresa.
5. Ver ofertas: poder ver que´ productos se encuentran en oferta en un momento determinado.
5.2. Disen˜o del sistema
Para un buen disen˜o del sistema es importante explicar que aunque Django-CMS se base
en Django, su gran diferencia principal es la distribucio´n que hace de los archivos al crear un
proyecto y su implicacio´n en todo el funcionamiento.
Como se ha explicado en el cap´ıtulo anterior podemos ver co´mo ha quedado nuestro proyecto
una vez acabado en la figura 5.2.
Figura 5.2: Esquema estructura proyecto Django-cms.
Si abrimos el directorio “my demo” observamos en la figura 5.3, que hay una carpeta nueva
llamada “apps”. Esto se debe a que en nuestro proyecto hemos insertado una aplicacio´n.
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Figura 5.3: Esquema estructura proyecto my demo django.
Para tener una idea de co´mo ser´ıa la estructura de nuestra aplicacio´n desarrollada en Django
podemos verla en la figura 5.4. Que esta´ formado principalmente por 2 directorios, la primera
es “catalogo” donde esta´ todo lo referente a la aplicacio´n y por otro lado tenemos “myproject”,
que ser´ıa el directorio que nos crea cualquier proyecto realizado con Django. Ma´s a delante
explicaremos co´mo hemos llegado a esta estructura de ficheros y directorios.
5.3. Disen˜o de la interfaz
En este apartado la empresa no ten´ıa ninguna idea previa, por lo que tuvimos que realizar
un trabajo de investigacio´n sobre disen˜os modernos en pa´ginas web. La investigacio´n se centro´
en buscar diferentes webs actuales y estudiar su distribucio´n, aspecto y contenido. Sobre todo
nos basamos en aquellas que estaban desarrolladas con “django-cms”. Por otro lado intentamos
averiguar cuales eran los puntos fuertes que favorec´ıan el e´xito de un portal web. Dentro de los
puntos clave que favorecen el e´xito de una pa´gina web tuvimos que centrarnos en aquellos que s´ı
que pod´ıamos llegar a realizar, debido a la limitacio´n del tiempo disponible y a las restricciones
del propio framework “django-cms”.
Uno de los aspectos ma´s importantes que quer´ıamos destacar era el disen˜o Flat [12], que
consiste en hacer que el aspecto de la web sea simple y minimalista. Con esto conseguimos que
el cliente encuentre lo que esta´ buscando con mayor facilidad. Otra idea fundamental es la del
uso de ima´genes de gran taman˜o, sin llegar a abusar de estas. Por u´ltimo la idea de que cada
pa´gina se centre en una funcionalidad distinta del portal, hace que el uso de la web para el
visitante sea ma´s intuitiva.
Con estos tres ideas empezamos a crear diversos Mockups, como el de la figura 5.5, que
utilizar´ıamos para obtener feedback de la empresa y as´ı obtener un primer prototipo.
La estructura de la pa´gina principal del portal esta´ formada por 4 bloques:
29
Figura 5.4: Estructura directorio apps.
Cabecera: Formada por el nombre y el logo de la empresa.
Barra de navegacio´n: Tendra´ las distintas pa´ginas que forman parte del portal web.
Cuerpo: En este caso estara´ formado por una imagen grande, que ocupe la totalidad de
su espacio.
Pie de pa´gina: Se mostrara´ un texto con informacio´n de la empresa.
Se acabo´ acordando con el cliente que la web dispondr´ıa de siete secciones/pa´ginas:
Home: corresponde a la pa´gina principal, contiene el eslogan de la empresa y una gran
foto de la empresa.
Empresa: nos muestra informacio´n referente a la empresa, como son horarios y servicios.
Productos: pequen˜o subconjunto de productos: cata´logo.
Oferta del mes: destacamos las cualidades del producto que esta´ en oferta.
Localizacio´n: apartado donde encontraremos informacio´n de la localizacio´n exacta de la
empresa.
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Figura 5.5: Primer prototipo de la pa´gina principal del portal.
Contacto: mostrara´ los distintos me´todos para poder ponerse en contacto con la empresa.
Noticias: esta´ enfocado a dar a conocer los cursos realizados en la empresa y las conferen-
cias que se realizan para presentaciones de productos.
5.4. Estilo del portal web
Tambie´n se definio´ un estilo corporativo para la web, dando un aspecto homoge´neo a todas
las pa´ginas como vemos en la figura 5.6. Se aprovecho´ la idea de que ellos ya pose´ıan un logo
para la eleccio´n de los colores.
Figura 5.6: Logo de la empresa.
La idea es utilizar el color blanco como fondo, ya que se trata de un color que no cansa a
la vista y permite destacar el resto de elementos incluidos. Adema´s el color azul claro del logo,
se utiliza para enfatizar aquello que queremos que destaque, como por ejemplo el eslogan en
la pa´gina principal. Se ha repetido este color, para as´ı homogeneizar ma´s aun la web. Con las
letras en blanco para el eslogan, se buscaba que se pudiese leer bien, y en este caso en concreto,
el negro no acababa de encajar con lo que esta´bamos buscando. Para poder destacar la barra
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con las secciones, hemos utilizado el color negro de fondo y las letras en blanco, es un juego con
el que conseguimos diferenciar muy bien la parte de la cabecera con el resto de la web.
En la cabecera se ha decido colocar tanto el logo de la empresa como el del grupo a la que
esta pertenece, ver figura 5.7.
Figura 5.7: Estilo del portal web.
Hemos decidido que el pie de pa´gina tambie´n sea comu´n a todas las pa´ginas mostrando la
informacio´n de contacto de la empresa. Le hemos dado un color de fondo un poco mas oscuro,
para realzar que no forma parte de cada pa´gina, sino que es informacio´n global del portal como
vemos en la figura 5.8.
Figura 5.8: Estilo del pie de pa´gina.
Al hacer fijos tanto la cabecera como el pie de pa´gina, logramos mantener una continuidad
en el aspecto para todas sus pa´ginas y mantenemos la idea de que seguimos conectados al mismo
portal web de la empresa.
5.5. Disen˜o de la base de datos
En esta seccio´n nos centraremos en explicar la base de datos que hemos creado para el
desarrollo del proyecto en Django, en concreto para poder realizar el cata´logo.
La idea principal de este proyecto era poder mostrar un subconjunto de los materiales, as´ı
que no ten´ıamos ningu´n tipo de restriccio´n al respecto.
Para la organizacio´n y disen˜o de la base de datos se realizo´ una reunio´n con la empresa, para
decidir que datos necesitaban guardar, el principal es tener una lista de productos de los cuales
necesitaremos guardar el nombre, el tipo de producto, una pequen˜a descripcio´n del mismo y
por u´ltimo una imagen. Adema´s al tener productos tan parecidos como pueden ser ladrillos,
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que hay de diferentes taman˜os y colores, se penso´ en tener los productos por categor´ıas, de
forma que cada producto forme parte de una sola categor´ıa. Por lo cual deberemos guardar el
nombre de la misma, una pequen˜a descripcio´n y una imagen representativa. Otro de los puntos
importantes es saber que cada producto pertenece a un proveedor, pero diferentes proveedores
pueden suministrarnos el mismo producto. Por eso necesitaremos guardar el nombre de cada
proveedor, su correo electro´nico y su direccio´n.
Durante la fase de Disen˜o conceptual, la primera idea que tuvimos era que necesita´bamos 3
entidades distintas: Productos, Categor´ıas y Proveedores.
Como podemos ver en la figura 5.9 hicimos un diagrama entidad-relacio´n, para definir los
atributos que necesitaba cada entidad y tambie´n para ver el tipo de relaciones que necesita´bamos
y su cardinalidad. Este diagrama es la versio´n final del mismo. Durante el proyecto ha tenido
algunas modificaciones, adapta´ndose a lo que se nos ped´ıa o simplemente para mejorarlo.
Figura 5.9: Diagrama conceptual de la base de datos realizada para el cata´logo.
Una vez ten´ıamos bien definidas las entidades que necesitamos, se realizo´ un disen˜o lo´gico.
Para observar bien las tablas que necesitamos crear y sus atributos, ver figura 5.10.
Se puede apreciar que necesitaremos una tabla por entidad y una tabla extra para las
relacio´n entre Proveedores y Productos, ya que se trata de una relacio´n de muchos a muchos.
En el siguiente cap´ıtulo se explicara´ co´mo se ha creado la base de datos en Django.
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Figura 5.10: Tablas de la base de datos tras el disen˜o lo´gico.
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Cap´ıtulo 6
Implementacio´n, pruebas y
documentacio´n
6.1. Promocio´n creacio´n de perfiles
Este, aunque pueda parecer un apartado muy simple, es de los ma´s importantes, debido a
que hoy en d´ıa todo el mundo tenemos una marca en internet. La idea es que estos perfiles web
pueden llegar a ser completamente independiente de la imagen real. Por esto el hecho de ser tu´
quien controle estos perfiles te da ma´s opciones de que esa marca virtual sea lo ma´s positiva
posible.
La comunicacio´n es una caracter´ıstica innata al ser humano. En estos u´ltimos an˜os este
mundo de la comunicacio´n ha crecido sobre todo gracias a las plataformas sociales, como son
Facebook y Twitter. Por otro lado las empresas necesitan darse a conocer y para eso conviene
aparecer en un lugar destacado en el mayor buscador de internet, Google.
Debido a ello decidimos crear una cuenta en una app de Google, llamada Google My Business
[13]. Esta app nos ofrece aparecer en las bu´squedas de Google de forma completamente gratuita.
Entre otras cosas nos ofrece 2 de las ideas que mas importaban a la empresa: aparecer en Google
Maps y que al buscar algo relacionado con “materiales de construccio´n Castello´n” o bu´squedas
parecidas se mostrase un anuncio en el margen derecho con informacio´n de la empresa, como
podemos ver en las figuras 6.2 y 6.3.
Adema´s Google My Business nos ofrece mostrar el anuncio en todas las plataformas, ya
sean tele´fonos mo´viles, tabletas y ordenadores. Tener este abanico multiplataforma es una gran
ventaja competitiva. La figura 6.1 nos muestra las ventajas de estar registrado en Google My
Business, como son aparecer en la web, aparecer en el Google Maps, destacar en Google+,
mostrar la informacio´n correcta y aparecer en todos los dispositivos.
Figura 6.1: Ventajas de estar en Google My Business.
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Figura 6.2: Publicidad en Google lograda con Google My Businnes.
Para obtener estas ventajas es suficiente con tener una cuenta de google, y contestar un
pequen˜o cuestionario. Como curiosidad cabe comentar que el me´todo que usa Google para
cerciorarse de que el lugar donde has indicado que esta´ localizada la empresa es correcto, es
enviando una carta a la empresa por correo ordinario. Con esto a las pocas semanas la empresa
ya ten´ıa ma´s de 2000 visitas, definidas como pulsaciones en el anuncio que hemos creado, a
trave´s del enlace de publicidad de Google. Adema´s en la carta de Google, ofrec´ıan a la empresa
descuentos para obtener ma´s publicidad, aunque al final no se utilizo´, ya que en ese momento
la idea era darse a conocer a coste cero.
Google My Businnes nos ofrece adema´s una gran oportunidad de comunicarnos con los
clientes. Entre sus muchas opciones esta´ la de iniciar conversaciones con un cliente en particular,
o la de responder a observaciones. El hecho de incluir una imagen y que esta aparezca en los
perfiles de todas las personas que nos siguen es otra manera de darle vida a la empresa.
Tambie´n tenemos la opcio´n de realizar un video-chat, si fuera necesario, ya sea para recibir
un pedido de un cliente, o por si el cliente prefiere tener un trato ma´s “Personal” y empezar una
conversacio´n con este sistema. Esto nos ofrece multitud de ventajas como poder ver en directo
donde tiene que llevarse el pedido y poder seleccionar cual es el mejor transporte dependiendo
del lugar, y de sus cualidades, como pueden ser el terreno, dimensiones. etc.
Adema´s, al estar todo en una misma cuenta de Google, podemos modificar cualquier dato
de la empresa desde cualquier dispositivo con conexio´n a internet. Por u´ltimo podemos ser
informados de cada resen˜a que nos dejen los clientes.
Por otro lado se crearon 2 perfiles en las redes sociales Facebook y Twitter. Estas apps
fueron instaladas en el mo´vil de la empresa para hacer un uso ma´s cotidiano y familiar. Cuando
esto fue instalado, necesitamos realizar varias reuniones con los miembros de la empresa para
explicarles el funcionamiento y la importancia que esto conlleva.
Facebook ha cambiado sus registros para que este´n orientados a personas y no se puedan
crear perfiles para una empresa o una pa´gina web. Para poder crear una pa´gina de Facebook
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Figura 6.3: Ubicacio´n de la empresa en Google Maps, mostra´ndonos la situacio´n exacta con un
icono.
a una empresa es necesario hacerlo desde una cuenta personal, siendo esta la que hara´ de
administrador del nuevo perfil de la empresa.
Se decidio´ que la cuenta se creara a nombre de uno de los miembros de la empresa. Fue
necesario guiarle en el proceso de creacio´n y formarle en su uso y administracio´n. La idea es
que pueda seguir actualiza´ndola y administra´ndola en el futuro.
Twitter por su parte s´ı que permit´ıa usar el correo de la empresa para la creacio´n de un
perfil, y fue bastante simple y ra´pido.
Las funcionalidades de ambos perfiles web para la empresa estaban bien definidos.
Facebook: pensado para publicar fotos de la empresa, de los clientes, de los eventos que se
realizan, reuniones etc. El objetivo principal es el de promocionar la empresa con ima´genes
para fortalecer el contacto con los clientes.
Twitter: orientado para promocionar art´ıculos que se encuentren en oferta, recordar las
fechas de reuniones, etc. La idea era usarlo para promocio´n no tanto de la empresa, sino
de los productos y de los eventos en los que organiza la empresa.
6.2. Integracio´n de la venta online en el portal
Al empezar con el proyecto y tener que usar un software nuevo del cual no ten´ıamos ningu´n
tipo de idea previa, tuvimos que aprender desde cero co´mo funcionaba y se programaba la
herramienta. No sab´ıamos por ejemplo co´mo manejaba Django o Django-cms internamente el
acceso a las bases de datos, y tampoco co´mo se crear´ıan las tablas necesarias para el cata´logo
que ten´ıamos en mente. Aun sabiendo lo que quer´ıamos hacer de antemano, necesita´bamos
estudiar primero a fondo este framework.
Por todo esto antes de empezar con la implementacio´n decidimos estudiar la documentacio´n
online. Como podemos ver en la figura 6.5 este era el aspecto de la web de django-cms que hemos
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Figura 6.4: Perfil de la empresa en Facebook.
usado para la construccio´n del portal web. Como la idea inicial era la de poder realizar compras,
decidimos empezar por ver que´ opciones ten´ıamos a nuestro alcance que fueran compatibles con
django-cms.
Como se puede ver en la figura 6.6 el propio django-cms nos ofrece este servicio, mediante
django-SHOP.
Describiremos a continuacio´n los distintos intentos realizados para integrar la venta online
en nuestro portal. Antes de empezar a explicar las diversos herramientas que al final no funcio-
naron, cabe decir que la idea era conseguir previamente al desarrollo completo de un proyecto
que nos permitiese hacer ventas online, pensa´bamos en hacer un pequen˜o proyecto con esta
funcionalidad, para cerciorarnos de como funcionaba y luego ya desarrollarlo completamente.
Se pretend´ıa conseguir un pequen˜o boceto o una primera versio´n muy simple y esquema´tica.
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Figura 6.5: Web antigua de Django-cms.
Figura 6.6: Referencia a django SHOP.
Resumimos los principales problemas que surgieron al intentar instalar y utilizar Django-
SHOP:
El manual estaba pensado para ser desarrollado por completo en un sistema operativo
Linux y en aquel momento aun esta´bamos usando Windows.
Algunas de las o´rdenes indicados en el manual de Django-SHOP, resultaban no funcionar
o no hacer exactamente lo que dec´ıan.
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Tuvimos problemas de compatibilidad entre versiones de Python: Djagno-SHOP todav´ıa
usaba Python2.7 y nosotros estabamos utilizando Python3.4.
Descubrimos que el proyecto de desarrollo de Django-SHOP estaba estancado desde hac´ıa
4 an˜os.
Al mismo tiempo que se realizaban las pruebas en Django-SHOP, fuimos trabajando con
Django-cms, del cual ten´ıamos varios proyectos que utiliza´bamos para realizar diversas pruebas.
Pero Django-cms evolucionaba muy ra´pido y nos encontramos con diferentes problemas en
nuestro proyectos desarrollados con Django-cms:
Al evolucionar el framework, todo lo realizado hasta ese momento en Django-cms quedo´
obsoleto.
La versio´n estable de Django para este framework paso´ de ser la 1.6.8 a ser la 1.7.7, y a
los pocos d´ıas evoluciono´ a la versio´n Django=1.7.8.
El gran problema de esta continua evolucio´n fue que la forma de trabajar y configurar el
framework, variaba demasiado, lo cual complicaba el aprendizaje del mismo.
De un d´ıa para otro cambiaron el aspecto de la web y la opcio´n de e-commerce desaparecio´
como podemos observar al comparar las figuras 6.5 y 6.7.
Figura 6.7: Nueva web de Django-cms.
Otro problema fue que al evolucionar el framework, evolucionaba el manual. La forma de
hacer las cosas variaba lo cual resultaba molesto y complejo, adema´s de que dificultaba y
retrasaba el aprendizaje.
Tras este descubrimiento tuvimos que realizar una reunio´n con el tutor para sopesar que
otras opciones ten´ıamos.
Se acordo´ con el tutor intentar trabajar con el Django-OSCAR que se utilizaba en algunos
de los ejemplos del manual de Django-cms como aplicacio´n de venta a integrar en un portal.
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Django-OSCAR es un framework comercial, disen˜ado para la construccio´n de webs de ventas.
Esta´ estructurado para que todas las partes de la funcionalidad ba´sica puedan ser personalizadas
para adaptarse a las necesidades del proyecto.
Adema´s ofrec´ıa en su web distintos ejemplos, ver figura 6.8. Entre los ejemplos nos en-
contra´bamos 3 que instalamos y probamos de forma independiente en entornos virtuales adap-
tados a sus necesidades. A la hora de intentar integrar uno de estos proyectos de ejemplo
desarrollado en Django-OSCAR en uno realizado con Django-cms aparecieron los siguientes
problemas:
Problemas de compatibilidades entre distintos componentes del entorno de desarrollo.
En concreto uno de los problema de versiones que resultaban ser ma´s graves era que las
versiones de Django que se utilizaban tanto en el proyecto realizado con Django-OSCAR,
como en el proyecto desarrollado con Django-cms, resultaban ser versiones incompati-
bles entre s´ı. Con cambios demasiado grandes como para intentar adaptar uno de los 2
proyectos.
Figura 6.8: Ejemplo portal web realizado con django-OSCAR.
Por otro lado, pensando en que el error de compatibilidades de las versiones de Django-
OSCAR con Django-cms pudiese solucionarse en un futuro, intente´ modificar los ejemplos que
nos proporcionaba Django-OSCAR. Sin embargo, resultaba ser un co´digo demasiado complejo
de entender, ya que la curva de aprendizaje de Django ya es bastante elevado y la de Django-
OSCAR an˜ade au´n mayor complejidad.
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Despue´s de estos acontecimientos, tuvimos que reunirnos y ver que´ opciones nos quedaban.
Como hab´ıamos consumido mucho ma´s tiempo del planificado para esta tarea y tras hablar
con la empresa, acordamos que con realizar un pequen˜o cata´logo ser´ıa suficiente. La opcio´n de
vender no resultaba fundamental para ellos, ya que su idea principal era la de darse a conocer.
Elegimos que el framework que seguro que no iba a dar problemas de compatibilidad era Django,
ya que hab´ıamos probado anteriormente a an˜adir un proyecto de Django en uno de Django-cms
y no hab´ıa ningu´n tipo de error.
Tras esta introduccio´n, donde hemos expuesto el camino seguido, y el porque´ de nuestras
elecciones, abordare´ en los siguientes apartados los proyectos que s´ı que tuvieron frutos. Aunque
pueda parecer que tanto Django-SHOP como Django-OSCAR resultaron un fracaso, aprendimos
muchas cosas, sobre todo el uso del modelo-vista-controlador espec´ıficamente usado sobre un
proyecto que se basa en Django, el entender los errores que nos devuelven los frameworks, etc.
6.3. Desarrollo del portal
La mejor manera de entender este proyecto es volver al esquema que representa las distintas
capas de software usado y desarrollado que se muestra en la figura 4.1 . En el podemos ver
todas las capas que lo forman y podemos observar la profundidad que tiene. En concreto en
este cap´ıtulo nos centraremos en los u´ltimos dos escalones.
Para entender bien el funcionamiento del framework Django-cms es necesario explicar co´mo
se implementan las pa´ginas en este framework. Para ello se apoya en su interfaz gra´fica y en el
uso de contenedores. En estos contenedores nosotros tenemos la capacidad de modificar tanto
su contenido como la distribucio´n del mismo. La interfaz gra´fica a su vez nos permite an˜adir o
quitar estos contenedores de las pa´ginas.
Antes de empezar con el desarrollo concreto de nuestro proyecto hemos de recordar todos
los pasos que hemos explicado en el cap´ıtulo 4 hasta llegar al punto en que nos aparece un
cuestionario como vimos en la figura 4.4.
Resumiendo, los pasos ser´ıan, instalacio´n de Python, instalacio´n del gestor de sistema de
base de datos, creacio´n y activacio´n de un entorno virtual, instalacio´n de Django y descargar
del instalador de Django-cms.
Sera´ justo en el momento en el que creemos el proyecto para nuestro portal cuando se
instalara´ la versio´n de Django-cms que queramos. Para ello necesitaremos una carpeta vac´ıa.
Una vez le indicamos el nombre nos aparece el cuestionario antes citado.
En nuestro caso las respuestas no fueran exactamente las mostradas en la figura 4.4. Para
empezar la base de datos por defecto es SQLite. Sin embargo por cuestiones de seguridad
decidimos cambiar para que se usara PostgreSQL. En la eleccio´n de Django-cms al igual que
Django ha ido evolucionando, pero a un ritmo mucho menor, as´ı que la versio´n estable es la
ma´s recomendada. En la eleccio´n de Django, indicamos que queremos la que hemos instalado
anteriormente, en nuestro caso 1.7.8. Las siguientes preguntas son para instalar unos u otros
mo´dulos, segu´n el proyecto, pero esos ser´ıan los ma´s estandarizados y fueron los elegidos. En el
idioma elegimos el castellano, y la zona horaria la de Madrid/Spain.
Una vez terminamos con esto tenemos un proyecto que ya podemos arrancar, aunque nos
encontraremos con un portal completamente vac´ıo.
A partir de este momento podemos trabajar de 2 formas distintas: accediendo a los archivos
y modifica´ndolos manualmente o de forma gra´fica, en nuestro caso hemos mezclado un poco de
cada para comprender al ma´ximo el funcionamiento de este framework y tener un mayor control
sobre el aspecto y funcionamiento del portal.
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Para acceder a la versio´n de administrador, tenemos que introducir al final de la url del portal
generado la palabra “/admin”. Con esto nos pedira´ un nombre y contrasen˜a que anteriormente
hemos acordado durante la instalacio´n de Django-cms, como podemos ver en la figura 6.9.
Figura 6.9: Acceso a Administracio´n de Django-cms.
Una vez en el entorno de administracio´n, como podemos ver en la 6.10 nos muestra todas
las opciones que tenemos, y un historial de lo u´ltimo que hemos realizado. En este caso vemos
que hay un apartado que pone “Catalogo” ya que estamos trabajando sobre la versio´n que lo
incluye. Pero aparte de eso y de que el historial de acciones estar´ıa vac´ıo, este ser´ıa el aspecto
que tiene un proyecto en Django-cms recie´n creado.
Todas estas acciones que podemos ver en la figura 6.10 son las funcionalidades que podemos
variar de forma gra´fica o modificando los ficheros vistos en las figuras 5.3 y 5.4, que son los que
realmente se modifican, ya sea trabajando gra´ficamente o directamente sobre los mismos.
Como se ha explicado anteriormente en el cap´ıtulo de Entorno de desarrollo, Django utiliza
el Modelo-Vista-Controlador [8] para el desarrollo de sus proyectos. Su funcionamiento lo vemos
en la figura 6.11
Este patro´n de disen˜o es uno de los ma´s importantes en el desarrollo de proyectos informa´ti-
cos y esta´ cogiendo mucha fuerza en el mundo de las aplicaciones web.
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Figura 6.10: Administracio´n de Django-cms.
Lo ma´s importante de este patro´n, es que esta´ formado por 3 actores.
Modelo: es el encargado de gestionar y mantener los datos del proyecto.
Vista: es el responsable del interfaz gra´fico de usuario y de la deteccio´n de eventos que
surjan sobre los componentes.
Controlador: es quien hace corresponder la interaccio´n del usuario, en la Vista, con los
posibles cambios en el Modelo.
La parte de la Vista esta´ casi completamente dentro de la carpeta templates, y es este uno
de los apartados que ma´s hemos modificado manualmente, sin usar el entorno gra´fico.
Mucho del co´digo que hay en este directorio esta´ en lenguaje HTML. Dentro de los archivos
de la carpeta templates, el principal es “base.html” y modificando este podemos cambiar no
solo el contenido y formato, si no que podemos modificar la estructura de la pa´gina web. Estos
cambios ser´ıan a nivel global de todas las pa´ginas que compongan nuestro portal, aunque luego
podemos modificar cada pa´gina una a una segu´n las necesidades.
Para entenderlo mejor explicaremos que Django-cms en la versio´n gra´fica nos ofrece una vista
de la estructura del portal. Como podemos ver en la figura 6.12 tenemos 4 apartados diferentes
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Figura 6.11: Dina´mica del patro´n MVC
Figura 6.12: Estructura web principal.
para la web, los cuales podemos modificar independientemente entre ellos. Esta estructura en
concreto corresponde a la web principal.
Dentro de cada contenedor su contenido puede ser diferente en cada pa´gina de nuestro portal
web. Adema´s no es necesario que se usen todos los contenedores que se tienen definidos, si no
se utilizan simplemente no aparecera´ por pantalla ese contenedor en concreto.
La versio´n por defecto, si no an˜adimos nosotros el resto, solo tiene un contenedor, denomi-
nado “CONTENIDO”. Este contenido es dina´mico y como mostraremos ma´s adelante tambie´n
es posible dividirlo en columnas.
Para cambiar la estructura decidimos hacerlo de manera manual. Pretend´ıamos an˜adir un
contenedor para la cabecera del portal. Para ello tuvimos que an˜adir el co´digo que nos muestra
la figura 6.13 en el archivo “base.html”. Adema´s, como hemos dicho antes, pensamos que la
mejor opcio´n es que fuera esta´tico ya que pretendemos que esa zona sea igual en todas las
pa´ginas de nuestra web. Para ello hemos utilizado el co´digo del lenguaje de programacio´n de
plantillas propio de Django. Este lenguaje se basa en el uso de etiquetas del tipo “{% ... %} ”
para describir el comportamiento y contenido de las pa´ginas. En este caso usamos “cms toolbar”
que se encarga de agregar elementos a la barra de herramientas. Esto nos permite modificar
desde el frontend, lo cual es de gran ayuda para el usuario. De este modo le indicamos a nuestro
proyecto que en la versio´n gra´fica queremos que aparezca un contenedor en la posicio´n de la
cabecera, para que as´ı luego el contenido y la distribucio´n puedan hacerse de forma gra´fica.
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Luego hemos indicado que queremos que este nuevo placeholder/contenedor sea esta´tico y que
se llame “head”.
Figura 6.13: Cabecera.
Como se pretend´ıa que el pie de pa´gina fuera tambie´n esta´tico, mostrando siempre la infor-
macio´n de la empresa, utilizamos la misma te´cnica que para la cabecera.
Otro de los aspectos que estaba claro, era que quer´ıamos que hubiera un menu´ para poder
seleccionar que´ apartado queremos consultar. Para ello necesitamos otro co´digo en el fichero
“base.html”. Adema´s como se ve en la 6.14 le hemos dado estilo an˜adie´ndole Bootstrap[11]. Se
trata de un framework que utiliza HTML, CSS y JavaScript para conseguir que nuestro portal
tenga un aspecto mucho ma´s agradable y nos aporta funcionalidad adicional, como puede ser
el que aparezca un desplegado con las diferentes pa´ginas web.
Figura 6.14: Menu.
Despue´s de esto an˜adimos un poco ma´s de Bootstrap para que se acercara lo ma´ximo posible
a lo que la empresa quer´ıa, y empezamos con el desarrollo de cada pa´gina del portal. Para cada
pa´gina se ha utilizado una estructura diferente segu´n se requer´ıa. La forma ba´sica de definir el
contenido es que este puede ser divido en columnas y estas a su vez en otras columnas. De esta
forma podemos darle el formato deseado a cada pa´gina web.
Pa´gina Principal
Para la pa´gina principal decidimos utilizar una imagen grande del local, desde la perspectiva
que ver´ıa un cliente antes de entrar, para atraer su atencio´n. Adema´s se ha elegido el t´ıtulo corto
y sencillo, “Materials Fadrell Construimos tus suen˜os”, para que sea lo ma´s directo posible, ver
figura 6.15 .
Se le planteo´ a la empresa la idea de an˜adir enlaces a sus redes sociales, tanto Facebook,
como Twitter, pero al ser principiantes en su uso preferimos aplazarlo a que se encontraran ma´s
co´modos con e´l.
Empresa
La siguiente pa´gina web, ser´ıa la referente a la empresa ver figura 6.16. Como hemos dicho
anteriormente buscamos que la informacio´n sea directa y sencilla, as´ı que elegimos 3 ima´genes de
los productos ma´s destacados y entre estos, la informacio´n mas general posible, pero al mismo
tiempo dando todos los datos imprescindibles.
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Figura 6.15: Pa´gina de inicio del portal.
Noticias
En este apartado la empresa pidio´ que se incluyesen varias fotos. Esto resulto´ un problema
por la distribucio´n, y por el taman˜o de las fotos que se nos proporciono´ que resultaban ser
muy dispares. Esto provocaba grandes diferencias y perd´ıamos equilibrio. Al final tras muchas
pruebas, decidimos intercalar texto con grupos de 3 ima´genes, las cuales tuvieron que ser re-
dimensionadas a priori. Como se puede ver en la figura 6.17 este es el resultado obtenido, y
en la figura 6.18 vemos cual es la distribucio´n de los contenidos. Nuestro problema viene de
que nosotros en Django-cms no podemos predeterminar el taman˜o de una imagen, ya que no
accedemos directamente al co´digo HTML que se guarda dentro de los contenedores para poder
indicarle que taman˜o queremos que tenga cada una. Este es el motivo por el cual tuvimos que
redimensionar las ima´genes antes de subirlas a nuestro portal web, ya que es la u´nica manera
de poder hacer las encajar, haciendo que queden uniformes.
Si nos fijamos ma´s en detalle en la figura 6.18 podemos observar que en la distribucio´n que
se ha realizado, dividimos el contenedor para que primeramente nos permita introducir texto.
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Figura 6.16: Pa´gina empresa.
Adema´s nos permite darle formato, utilizando un tipo de letra concreto, un taman˜o, que este´
todo centrado, etc.
A continuacio´n volvemos ha dividir el contenedor en otro apartado, el cual sera´ dividido en
3 columnas, y dentro de cada una seleccionaremos que queremos una imagen, que deber´ıamos
haber redimensionado con anterioridad. Se puede observar que hemos repetido este proceso 2
veces ma´s para este caso en concreto.
Local´ızame
Uno de los mo´dulos ma´s destacados y que cre´ıamos que pod´ıa ser muy u´til es el de la API de
Google Maps. Con e´l podemos hacer que aparezca un pequen˜o mapa de Google, indicando do´nde
esta´ nuestra empresa localizada, ver figura 6.20. Entre otras acciones nos permite calcular la
ruta ma´s ra´pida entre nuestra empresa y la direccio´n que introduzcamos por pantalla. Al hacer
esto nos redirige a la web de Google Maps , tal y como podemos ver en la figura 6.21 .
Los mo´dulos son tratados tanto por Django como por Django-cms como aplicaciones que
nos proporcionan algunas mejoras a nuestro proyecto. En nuestro fichero “setting.py” de la
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Figura 6.17: Pa´gina noticias.
figura 4.6, podemos ver el conjunto de todas las aplicaciones que tenemos en nuestro proyecto.
Se incluyen las instaladas por defecto y en la parte final la correspondiente a nuestro cata´logo
y el propio portal realizado en Django-cms. La figura 6.19 nos muestra la totalidad de nuestras
aplicaciones instaladas en nuestro proyecto.
Ofertas
Tenemos tambie´n un apartado de ofertas muy sencillo. Cada mes habra´ un producto en
oferta, el cual quer´ıan ir cambiando. En el caso de que quisieran poner en oferta ma´s de un
producto tambie´n ser´ıa posible, anidando y extendiendo la estructura, como hemos visto en
ima´genes anteriores, 6.22.
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Figura 6.18: Estructura de la pa´gina de noticias.
Proveedores
Por u´ltimo esta´ el apartado de proveedores en el que se muestran las empresas que aportan
el material a vender, ver figura 6.23. Se ha elegido poner una imagen del logotipo de cada
proveedor, de modo que al hacer click sobre esta, nos llevara´n a su web corporativa.
6.4. Implementacio´n del cata´logo
En este apartado vamos ha empezar desde el punto al que llegamos en el cap´ıtulo 4, en el
apartado donde explicamos co´mo instalar Django.
Una vez instalado el entorno de desarrollo tal y como se describio´ en el cap´ıtulo 4, usaremos
la siguiente orden para crear nuestro proyecto.
django-admin.py startproject myproject
En este punto nos encontramos justo en el momento que representa la figura 4.3. Dentro de
este proyecto desarrollaremos nuestra aplicacio´n cata´logo.
Para el desarrollo de una aplicacio´n en Django los pasos que hay que seguir esta´n bastante
marcados. Al mismo tiempo que se ira´ explicando que´ se hace en cada paso, se explicara´ para
que´.
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Figura 6.19: Aplicaciones instaladas en nuestro proyecto
Como nuestra idea inicial es crear una aplicacio´n para luego poder unirla al proyecto desarro-
llado con Django-cms, esto es lo primero que tenemos que hacer. Crearemos la aplicacio´n. Para
ello necesitamos encontrar a la altura del archivo “manage.py” de nuestro proyecto, confirmar
que hemos activado el entorno virtual y usar la orden:
python manage.py startapp catalogo
Esto nos creara´ un directorio nuevo llamado “catalogo” el cual tendra´ la siguiente estructura,
ver figura 6.24.
Los archivos nuevos que aparecen son:
admin.py: Se utiliza para an˜adir contenidos al apartado de administrador. An˜adiendo las
tareas que deseemos que se puedan acceder de forma gra´fica.
migrations/: En este directorio nos encontramos informacio´n que referencia a la base
de datos y sera´ la que use el sistema para saber si ha habido alguna actualizacio´n en los
modelos.
models.py: En este archivo crearemos los modelos, que normalmente representan una
tabla de la base de datos. Adema´s contendra´ la informacio´n de los atributos esenciales y
el comportamiento de los datos.
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Figura 6.20: Pa´gina de localizacio´n de la empresa.
tests.py: Se utiliza para escribir tests, los cuales luego podremos ejecutar, para compro-
bar el comportamiento de la aplicacio´n.
views.py: En este archivo crearemos las vistas, una vista es una funcio´n de Python
que toma una peticio´n web y devuelve una respuesta web. La respuesta puede ser desde
devolver un HTML, redireccionar, ERROR 404, etc.
En este punto lo primero que tenemos que hacer es crear nuestro modelos, para ello accede-
remos a nuestro archivo “models.py”. Con la ayuda de los diagrama entidad-relacio´n de la figura
5.9 y el esquema lo´gico de la figura 5.10, podemos tener una primera idea de lo que tenemos
que ir implementando.
Un modelo es la representacio´n de los datos de nuestra aplicacio´n. Contiene los atributos
ba´sicos y el comportamiento de los datos que sera´n almacenados. Por lo general, cada modelo
se representara´ en una tabla de la base de datos.
En cuanto a la implementacio´n, la forma de crear clases es muy parecida a la que reali-
zar´ıamos en un proyecto cualquiera desarrollado con Python. Como podemos ver en la figura
6.25, aunque el formato que se sigue es muy parecido a Python, tenemos que indicarle que nos
guarde cada dato, con unas caracter´ısticas pensadas para una base de datos, ya que sera´ el
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Figura 6.21: Pa´gina de Google Maps con la ruta desde la UJI a la empresa.
propio Django el que con ayuda de los modelos, nos creara´ las tablas necesarias que representen
nuestro sistema.
La forma de crear un modelo es creando una clase. que hereda de “models.Model”. A con-
tinuacio´n indicaremos los atributos que tendra´ nuestro modelo. Este es uno de los puntos ma´s
potentes del framework ya que utilizando su sintaxis nos crea al mismo tiempo las clases a nivel
de bases de datos y a nivel de una clase de Python. Por u´ltimo sobrescribiremos los me´todos
de escritura str y de guardado save, adapta´ndolo a nuestras necesidades.
Es muy importante en este punto explicar que en Django si utilizamos algu´n tipo de clase
o funcio´n que no esta´ a nuestro alcance deberemos importarla. Para ello necesitaremos escribir
al principio del archivo todos los imports que sean necesarios. En este caso en concreto ser´ıa,
ver figura 6.26.
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Figura 6.22: Pa´gina de ofertas.
Cabe destacar que en las tablas fruto del disen˜o lo´gico, ten´ıamos una relacio´n de muchos a
muchos y esto hab´ıa dado lugar a una tabla extra. Sin embargo, como vemos en la figura 6.27
tenemos simplemente creadas las clases correspondientes a las 3 entidades del diagrama entidad-
relacio´n: Producto, Categor´ıa y Proveedor. Esto es gracias a que se lo podemos indicar en la
clase Producto, diciendo que tenemos una relacio´n de muchos a muchos con la clase Proveedor.
Automa´ticamente se crea esa tabla extra que se necesita con todos los atributos que considera
que puedan ser necesarios. La crea internamente, para poder usarla como nosotros queremos,
pero si no accedemos a la base de datos no podemos saber que esa tabla ha sido creada. Por
otro lado investigando un poco vimos que se pod´ıan crear “diccionarios” que se utilizan para
poder implementar en nuestras vistas relaciones entre varias opciones. Y era tan simple como
hacer lo que vemos en la figura 6.28.
Para que estos cambios se vean reflejados en el proyecto, necesitaremos indicarle en el fichero
“settings.py” del directorio “myproject” que hemos an˜adido una nueva aplicacio´n, tal y como
se muestra en la figura 6.29.
Ahora necesitaremos que la base de datos se actualice. Para ello le indicaremos que queremos
que busque si hay algu´n cambio en la base de datos, mediante la siguiente orden:
python manage.py makemigrations catalogo
Esto convertira´ las clases de nuestro modelo en tablas de la base de datos mediante las
correspondientes sentencias CREATE en la base de datos. Sin embargo no nos los actualizara´
con el contenido, Para ello una vez creados los modelos usaremos la orden:
python manage.py migrate catalogo
Si queremos que actualice esa aplicacio´n en concreto pero en el caso de que no le indicamos
nada, revisara´ todas las aplicaciones.
En este punto nos encontramos con que tenemos unos modelos a los cuales no podemos acce-
der desde la aplicacio´n. Para ello es necesario entrar en modo administrador a nuestro proyecto.
A diferencia de Django-cms en Django tenemos que indicarle expl´ıcitamente que queremos que
nos cree un usuario para poder acceder a la versio´n de administrador. Para ello usaremos la
orden:
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Figura 6.23: Pa´gina de proveedores.
Figura 6.24: Estructura de una aplicacio´n en Django.
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Figura 6.25: Co´digo del modelo del proveedor.
Figura 6.26: Ejemplo de los imports necesarios para la creacio´n de los modelos.
python manage.py createsuperuser
Estando siempre a la altura del fichero “manage.py”.
Nos pedira´ que introduzcamos un nombre de usuario y una contrasen˜a, que deberemos
repetir para confirmar que no nos hemos equivocado.
Para acceder a la versio´n de administrador deberemos arrancar el proyecto con el comando
“python manage.py runserver”. Si no hemos indicado otro puerto, para acceder a la versio´n
de administrador por defecto ser´ıa a trave´s de la URL “http://127.0.0.1:8000/admin”. Tras
introducir el nombre y la contrasen˜a nos encontraremos con algo parecido a la figura 6.30.
Para poder ver nuestros modelos en el administrador de Django tenemos que modificar el
fichero “admin.py”, de la figura 6.31. Nos encontramos con co´digo comentado, que hace re-
ferencia a la versio´n antigua que se utilizaba para registrar los modelos en el administrador
en las primeras versiones de Django que utilizamos. Para poder registrar lo que quer´ıamos
en el administrador, como podemos observar en la actualidad es mucho ma´s simple, intro-
duciendo una simple etiqueta que ser´ıa la que har´ıa todo el trabajo de registrar el modelo
(@admin.register(modelo)). Al configurarlo de este modo la versio´n de administrador de
Django cambia y nos muestra lo que vemos en la figura 6.32. Desde esta web podremos insertar,
borrar y modificar los objetos que queramos introducir en nuestra base de datos.
De los 3 modelos que tenemos vamos a centrarnos en el de Productos que es el que tiene
un poco de todo, para no repetirnos demasiado. Una de las principales ventajas que nos ofrece
este framework es que nos proporciona mucha seguridad, ya que si intentamos introducir un
producto, y nos olvidamos de algu´n dato, el nos lo muestra y nos indica en un pequen˜o texto
que pasa. Adema´s si hemos disen˜ado bien la base de datos, al tener claves ajenas con los
otros modelos, nos muestra un desplegable con las opciones que tenemos. De este modo nos
aseguramos que los datos se reciben, como se espera.
En el caso del Proveedor para el que pod´ıamos tener ma´s de uno para el mismo Producto,
nos indica que podemos seleccionar los que sean, mostrando todos los que tenemos ya insertados
en la base de datos en una pequen˜a tabla. Para la variable Tipo que hab´ıamos definido como
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Figura 6.27: Modelos implementados en Django para el cata´logo.
Figura 6.28: Ejemplo de creacio´n de tipos de datos seleccionables.
un seleccionable, nos lo muestra con un desplegado con las opciones que le hab´ıamos indicado,
como muestra la figura 6.33.
Para poder visualizar todo esto en nuestro portal necesitamos crear las vistas. En nuestro
caso hemos tenido que crear 2 vistas, una que nos muestre la totalidad de las categor´ıas, y
otra para que pulsando en una de estas nos redireccione a otra pa´gina que nos muestre so´lo los
productos de esa categor´ıa.
En este punto ser´ıa donde conectar´ıamos todo lo realizado hasta el momento, para compren-
der como funcionan las vistas. Primero deberemos crear 2 archivos HTML que pondremos en
el directorio “/templates”, que sera´n nuestras plantillas. Se llaman plantillas porque realmente
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Figura 6.29: An˜adir una aplicacio´n al settings.
Figura 6.30: Versio´n de administrador de Django.
el contenido que se genera es dina´mico, lo cual nos proporciona grande ventajas, respecto a los
archivos HTML esta´ticas.
Como podemos ver en la figura 6.34, tenemos un bucle en la l´ınea 17 que recorre una lista
de objetos. Sera´n estos objetos los que le an˜adiremos a la vista que crearemos a continuacio´n.
Adema´s en las l´ıneas 19 y 20 vemos que accedemos a los atributos de la clase Categor´ıa, que
sera´ el tipo de modelo que le indicaremos que tiene que enviar. En resumen tendremos que crear
una vista que devuelva una lista de objetos del tipo Categor´ıa para poder recorrerla y de cada
objeto acceder a sus atributos.
Para crear la vista, deberemos modificar el fichero “views.py”, en e´l crearemos las vistas
necesarias.
Como observamos en la figura 6.35, la forma de crear una vista consiste en crear una clase
con un nombre que queramos a la cual le indicamos que vamos ha devolver un “ListView”, que
ser´ıa como decir que vamos a devolver una lista de objetos. Seguidamente vemos en la l´ınea 11
que vamos ha utilizar una plantilla que en nuestro caso se llama “index.html”, y en la l´ınea 12
que el tipo de objetos ha devolver sera´n Categor´ıas como se hab´ıa previsto.
La siguiente vista tiene la peculiaridad de que en ella realizamos una bu´squeda y adema´s al
mismo tiempo recibiremos un dato en la plantilla, para que esta cree el contenido dina´micamente
de los productos que forman parte de una categor´ıa. Para ello se ha creado un me´todo como
vemos en la l´ınea 19 de la figura 6.35, que nos devuelve un subconjunto de los Productos que
cumplan que la categor´ıa a la que pertenecen es la que le pasamos a trave´s de la URL.
La idea que nosotros perseguimos es la de que al acceder a la aplicacio´n nos muestre el listado
de todas las categor´ıas. El cliente seleccionara´ una de ellas, y usando la URL le redireccionamos
a otra pa´gina que nos mostrara´ so´lo los productos de esa categor´ıa seleccionada.
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Figura 6.31: Registrar modelos en el administrador.
Figura 6.32: Versio´n de administrador de Django con el cata´logo.
Para hacer esto Django utiliza un formato muy especial para trabajar con las URLs. Como
vemos en la figura 6.36, este ser´ıa el contenido del fichero “urls.py ”. En primer lugar se incluye
la URL de administracio´n. Nosotros nos centraremos en las l´ıneas 9 y 10. Su forma de actuar
con las URLs, es que el framework va comparando la que queremos acceder con todas las que
tengamos en este archivo, si alguna coincide, entonces llama a la vista que le indica. En nuestro
caso en la l´ınea 9 tenemos indicando que, si el contenido de la URL es simplemente el servidor
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Figura 6.33: Pantalla de insercio´n de productos.
y el puerto, quiere decir que no hemos introducido nada ma´s a la URL de base, entonces
nos llamara´ a la vista “IndexView.as view()”. En la l´ınea 10 indicamos que si la direccio´n
tiene el formato http://localhost:8000/c/cat-id se ejecutara´ el me´todo ProductosCat y
este recibira´ el identificador de la categor´ıa que queremos mostrar. El resultado sera´ una vista
conteniendo solo los productos de dicha categor´ıa.
El framework proporciona un lenguaje basado en expresiones regulares precedidas por el
cara´cter ’r’ para representar conjuntos de URL. Al mismo tiempo permite asociar acciones a
las URLs accedidas.
En este momento ya tendr´ıamos la aplicacio´n completamente funcional. Al arrancar el ser-
vidor nos mostrar´ıa lo que vemos en la figura 6.37, y si clicamos en una imagen nos llevar´ıa a
la otra plantilla que vemos en la figura 6.38. Si nos fijamos en las URLs de las figuras veremos
que ha funcionado correctamente.
6.5. Integracio´n del cata´logo en el portal
Por u´ltimo hemos de integrar esta aplicacio´n realizada con Django en nuestro proyecto
realizado en Django-cms. La forma de realizarlo es bastante sencilla, consiste en an˜adir al
“settings.py” del proyecto en Django-cms el nombre de la aplicacio´n y en la aplicacio´n crear
un archivo llamado “cms app.py” el cual pondremos a la altura de “models.py” y “views.py”
dentro del directorio “catalogo”. Como vemos en la figura 6.39 lo que hacemos es indicarle do´nde
tenemos la ruta con las URLs de la aplicacio´n y el nombre con el cual queremos que la registre
en nuestro portal.
6.6. Desplegado del portal
Mientras finaliza´bamos la implementacio´n del portal, empezamos con el trabajo de bu´squeda
del hospedaje.
En la propia web de Django-CMS nos encontramos un apartado que nos ofrece diferentes
webs que ya soportan Django.
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Figura 6.34: Plantilla principal para el cata´logo.
Figura 6.35: Creacio´n de vistas.
Tuvimos que hacer una pequen˜a investigacio´n para ver cua´ntas de la media docena de
webs que nos aconsejaban se adaptaban a nuestras necesidades. En la web nos aconsejaban
las siguientes pa´ginas web para contratar un servidor: Aldryn, site5, nine.ch, DjangoEurope,
Hosting4Django y ungleich.
61
Figura 6.36: Contenido de urls.py
Figura 6.37: Pa´gina principal del cata´logo.
Al ir mirando una a una, encontramos diferentes problemas, ya que muchos de los servidores
web que nos recomendaban estaban limitados al uso de MySQL, que es otro sistema de gestio´n
de bases de datos. En nuestro caso el hecho de usar PostgreSQL resulto´ finalmente ser un
inconveniente en este punto, ya que la eleccio´n del hospedaje quedo´ muy limitada.
Otros problemas fueron la compatibilidad de nuestro sistema al completo, ya que al evolucio-
nar tan ra´pido Django, muchos de estos servidores no daban soporte todav´ıa a las versiones que
hab´ıamos utilizado tanto de Django-cms para el portal web y para la aplicacio´n desarrollada en
Django. Por otro lado el usar Python 3.4 tambie´n nos restringio´ la bu´squeda, ya que en muchos
servidores solo daban soporte a Python 2.7.
Por todo esto la u´nica web que s´ı que nos daba soporte para todas nuestras necesidades
era Aldryn.com. Aunque intentamos desplegar nuestro portal en este servidor, en este punto de
desarrollo del proyecto hab´ıamos sobrepasado ya las 300 horas previstas. Se hab´ıa logrado leer
la documentacio´n y se hab´ıa descargado el software necesario para poder desplegar el portal
pero no llegamos a completar este proceso.
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Figura 6.38: Productos por categor´ıa.
Figura 6.39: Contenido del fichero cms app.py.
6.7. Documentacio´n y formacio´n
Tal y como puede verse en la figura 3.2 una de las tareas planificadas inicialmente consist´ıa
en escribir una pequen˜a documentacio´n: una gu´ıa para el gestor de los contenidos del portal de
co´mo funcionaba la web.
Se planifico´ la escritura de un pequen˜o manual de administrador, ya que la idea principal de
la empresa era poder cambiar las ofertas por temporadas. Para hacer estos cambios es necesario
modificar la web. El manual deber´ıa contener un ejemplo pra´ctico de este proceso, pero tambie´n
ser´ıa aconsejable explicar un poco todo lo que se puede conseguir con el uso del administrador
de Django-cms, para tener una idea general.
Nuestro manual deber´ıa contener un ejemplo pra´ctico de como modificar una oferta paso a
paso. Estos cambios no resultan nada triviales para una persona que no ha usado nunca Django-
cms y que adema´s no tiene un contacto directo con la programacio´n web, como es el caso de
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los miembros de la empresa. Por esto el manual ten´ıa que ser lo ma´s sencillo posible. El uso de
ima´genes favorecer´ıa el aprendizaje, aunque deber´ıa explicarse todas y cada una de las posibles
opciones.
El manual debe apoyarse sobre el uso de la parte gra´fica que nos ofrece el framework Django-
cms, ya que de no ser as´ı, deber´ıamos explicar HTML ba´sico, so´lo para entender lo que ya esta´
programado y esto ser´ıa muy largo. Adema´s el propio Django-cms nos ofrece su propio lenguaje
de programacio´n, que se usa junto el HTML para conseguir modificar el comportamiento de
nuestro portal web. An˜adir todo esto en un manual, escrito para que una persona sin ningu´n
tipo de conocimiento previo de informa´tica o programacio´n es un trabajo demasiado grande y
complejo ahora mismo.
La idea que se ten´ıa sobre el manual en el momento de la propuesta te´cnica era la de un
documento muy corto que permitiera poder realizar algunos cambios puntuales en el portal web.
Esto se hablo´ antes de utilizar este framework y ver que para poder hacer un uso correcto del
mismo se necesitan bastantes conocimientos para entender bien lo que se quiere realizar.
Hoy por hoy la empresa tampoco ve´ıa como una necesidad el tener un manual de admi-
nistrador. En un futuro si la empresa quiere realizar cambios y no sabe como hacerlos, tal vez
acudan a mı´ para realizar esos cambios o para la creacio´n del manual de administrador.
En definitiva la elaboracio´n del manual se tuvo que cambiar por reuniones explicativas a
todos los miembros de la empresa, ya que el tiempo jugaba en nuestra contra. Adema´s pensamos
que una prueba en vivo de co´mo funciona todo ser´ıa mucho ma´s dida´ctico. Para ello una vez el
portal era funcional, nos reunimos con todos para mostrarles como:
Acceder a la versio´n Administrador del portal.
Borrar y an˜adir nuevas pa´ginas al portal.
Modificar el contenido de un contenedor.
Cambiar la distribucio´n de un contenedor.
An˜adir, modificar y borrar tanto productos, como categor´ıas o proveedores.
Como el trato con el personal era continuo siempre que surg´ıa alguna duda, ellos preguntaban
y se explicaba. Hubiera sido mejor realizar una documentacio´n pero fue imposible, con el tiempo
que ten´ıamos y la cantidad de problemas que fueron surgiendo.
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Cap´ıtulo 7
Conclusiones
Podemos diferenciar las conclusiones te´cnicas de las personales.
En cuanto a lo que hemos conseguido desarrollar durante la estancia en pra´cticas decir
que he conseguido crear un portal web desde cero, la creacio´n de cuentas en diversas redes
sociales y la optimizacio´n en las bu´squedas de Google. Estos eran los objetivos empresariales, que
quedar´ıan cumplidos. Por otro lado en los objetivos te´cnicos, se han cumplido casi todos: disen˜ar,
estructurar y crear un portal web para la empresa, disen˜ar e implementar un pequen˜o cata´logo
de los diferentes materiales y la formacio´n del personal en el uso tanto del portal web como de
las diferentes redes sociales. Los 2 objetivos que no he podido realizar han sido la integracio´n
del proceso de ventas de art´ıculos, ya que como he explicado hubieron muchos problemas de
compatibilidades. Por otro lado tenemos la escritura de un manual de administrador, que no se
pudo realizar por falta de tiempo en la estancia.
Al ser la primera vez que usaba un framework para la creacio´n de un portal web, descubr´ı
su complejidad. En mi caso tengo la sensacio´n de que el framework de Django-CMS ha sufrido
una gran evolucio´n en muy poco tiempo y ha coincidido con mi e´poca de las pra´cticas, y esto
no ha jugado a mi favor. Es ma´s, ha sido un gran inconveniente.
Despue´s de usar mucho el framework, me doy cuenta que es imposible aprender todo sobre
e´l en un tiempo tan limitado como son 300 horas. Su curva de aprendizaje es alt´ısima, pero al
mismo tiempo es muy potente y esto lo justifica. Aunque se apoya en un lenguaje de programa-
cio´n, Python, que yo ya hab´ıa usado en diversas asignaturas durante la carrera se podr´ıa decir
que tanto Django como Django-CMS es un mundo en s´ı mismo.
Uno de los problemas ma´s importantes, fue la documentacio´n disponible, ya que esta es
escasa y confusa. Al seguir los manuales muchas veces daban por sobreentendidos muchos pasos,
que en un primer momento te hace pensar que algo esta´s haciendo mal. Y buscas problemas en
cosas que en muchas ocasiones eran “tonter´ıas”.
El desarrollo de este proyecto ha sido una de las experiencias donde ma´s he aprendido sobre
informa´tica y sobre todo del trato con la gente. Ya que, aunque yo solo ten´ıa un trato directo
con los miembros de la empresa, ve´ıa diariamente el trato que ten´ıan ellos con los clientes, y creo
que es una de las cosas ma´s importantes que hay que aprender para en un futuro integrarme
bien en el mundo laboral.
Personalmente al principio cuesta el hecho de que todo es nuevo, tanto el entorno, como los
compan˜eros, las herramientas que he ido usando, el taman˜o del proyecto, con la responsabilidad
que eso conlleva. Sin embargo con el tiempo he ido aprendiendo todo lo que he podido y
compara´ndome conmigo mismo antes y despue´s de la estancia en practicas puedo decir que he
crecido acade´mica y personalmente.
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Creo que la ayuda del tutor ha sido fundamental para llegar hasta aqu´ı. Al no tener un
informa´tico en la empresa, cualquier duda ten´ıa que plantearla al tutor, y esto creo que tambie´n
ha ralentizado un poco el proyecto. Aunque solo sea por casos como que tienes un error y no
eres capaz de verlo, y buscando informacio´n puedes “perder” toda la man˜ana, cuando hablando
con el tutor son 5 minutos. Intentar resolver el problema por tu cuenta no es perder tiempo,
pero no avanzas en el proyecto todo lo que esperabas, o que ten´ıas previsto.
El camino ha sido un poco duro, pero creo que ha valido la pena, ya que te sientes bien
al ver que al principio no sab´ıas nada de todo este mundo de Django, y ahora he llegado ha
realizar un portal web, bastante completo y complejo.
Tambie´n me gustar´ıa agradecer a la empresa Materiales de Construccio´ Fadrell por hacer
que mi primer contacto con el mundo laboral sea tan fa´cil. Agradecerles sobre todo el esfuerzo
por intentar comprender el proyecto al detalle, ya que aunque no son informa´ticos, me iban
preguntando diariamente por el desarrollo del proyecto.
Aprender todo esto, creo que puede favorecer que en un futuro pro´ximo mi bu´squeda de un
trabajo. No solo con proyectos hechos con Django, sino para la creacio´n de cualquier web, o el
uso de algu´n CMS al cual creo que me podre´ adaptar ra´pidamente.
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