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Tato diplomová práce se zabývá vytvořením převodníku Ethernetového protokolu 
UDP na sběrnici CAN s použitou aplikační vrstvou CANopen. Převodník je realizován 
na mikrokontroléru ARM Cortex-M3, konkrétně na STM32F107VC firmy 
STMicroelectronics. Návrh je proveden tak, aby sloužil jako hlavní motorová řídicí 
deska reklamního mobilního robotu FektBot. 
V teoretické části je uveden krátký rozbor problematiky mikokontrolérů ARM, 
konkrétně STM32F107VC. Práce dále seznamuje s technologií Ethernet včetně 
protokolu UDP. Nakonec je popsána sběrnice CAN a použitá aplikační vrstva 
CANopen. 
V praktické části je nejdříve proveden návrh hardware převodníku. Zde je podrobně 
popsán návrh desky plošných spojů včetně všech komponent nutných pro správnou 
funkci. To jsou zejména mikrokontrolér STM32F107VC, Ethernet PHY, budič sběrnice 
CAN a spínaný stabilizovaný zdroj. 
Další kapitola popisuje tvorbu software pro zadaný převodník. Nejprve jsou 
rozebrány možné způsoby programování STM32F107VC a následně je popsána hlavní 
koncepce řešení programové části. Práce se dále zabývá konkrétní implementací 
Ethernetového protokolu UDP. Pro něj je využit lwIP stack, nad kterým pracuje 
aplikační vrstva robotu FektBot. Dále je rozebrána implementace sběrnice CAN a 
CANopen. Na konci praktické části je popsána finální realizace software převodníku a 
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The diploma thesis deals with creating the Ethernet converter protocol UDP of the 
CAN bus with the used application layer CANopen. The converter is executed by 
means of the microcontroller ARM Cortex-M3, namely by STM32F107VC by 
STMicroelectronics. The project is designed for the purpose of serving as the main 
motor controlling card of the mobile advertising robot FektBot. 
In the theoretical part you can find a brief analysis of the ARM microcotrollers 
problematics, particularly the STM32F107VC. Then the thesis introduces the Ethernet 
technology including the UDP protocol. Finally, the CAN bus and its application layer 
CANopen is described. 
The practical part shows first of all the scheme of converter hardware. You can find 
there the design of printed circuits including all components for proper functioning, 
i.e. especially the microcontroller STM32F107VC, Ethernet PHY, the CAN bus 
transceiver and switched stabilized supply. 
Next chapter describes software creating for the given converter. Firstly there are 
analyzed possible ways of STM32F107VC programming, and then there is the main 
conception of resolving the programming part shown. The thesis then deals with the 
concrete implementation of the UDP Ethernet protocol. For that, the lwIP stack is used, 
over which the application layer of the FektBot robot works. Then there is analyzed 
the implementation of the CAN bus and CANopen. At the end of the practical part, the 
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Cílem této práce je vytvořit převodník Ethernetového UPD protokolu na sběrnici CAN. 
Potřeba tohoto zařízení vznikla při vývoji reklamního robotu FektBot, jehož hlavním 
účelem je prezentace Fakulty elektrotechniky a komunikačních technologií VUT 
v Brně. Zadaný převodník má v tomto robotu sloužit jako hlavní řídící motorová deska. 
Měniče, které řídí motory, komunikují po sběrnici CAN. Jelikož hlavním 
komunikačním prostředkem robotu je Ethernet, vznikl požadavek na převod dat 
z Ethernetu na sběrnici CAN. Převodník tak zajistí, aby bylo možné řídit motory i přes 
Ethernet. 
Výsledkem práce má být kompletní hardwarové i softwarové řešení, které je 
vytvořeno na mikokontroléru ARM Cortex-M3, konkrétně na STM32F107VC. Tento 
integrovaný obvod totiž disponuje rozhraním Ethernet a 2x sběrnicí CAN, což je dobrý 
předpoklad pro úspěšné splnění zadaného úkolu. Celý návrh má být proveden takovým 
způsobem, aby finální řešení nalezlo co největší uplatnění nejen ve zmíněném robotu, 
ale i v Laboratoři teleprezence a robotiky. 
Tato diplomová práce navazuje na dva předměty Semestrální projekt 1 a Semestrální 
projekt 2. Cílem prvního projektu bylo se podrobně seznámit se zadaným 
mikrokontrolérem, technologií Ethernet a sběrnicí CAN. Pro vývoj software 
na mikrokontroléru STM32F107VC jsem měl k dispozici vývojový kit 
STM32-comStick firmy Hitex. Druhý projekt byl zaměřen na dokončení programové 
části převodníku. 
Hlavní stěžejní částí této práce je vytvořit kompletní návrh hardware. Vytvoření 
desky plošných spojů obnáší nejen použití samotného integrovaného obvodu 
STM32F107VC, ale i vytvoření fyzické vrstvy pro Ethernet, budiče pro sběrnici CAN, 
spínaného stabilizovaného zdroje a spoustu jiných drobností. 
Druhou stěžejní částí je zmíněný software. Při implementaci Ethernetu byl zadán 
požadavek na využití UDP protokolu, který je kompatibilní s robotickým modulárním 
systémem používaným v Laboratoři teleprezence a robotiky. Sběrnice CAN by měla být 
navržena zase takovým způsobem, aby umožňovala řízení automatizovaného procesu, 
konkrétně uvedených měničů motorů na základě vlastností CANopen. 
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2 MIKROKONTROLÉR STM32F107VC 
Tato kapitola se zabývá mikrokontrolérem STM32F107VC výrobce 
STMicroelectronics, protože se domnívám, že je nejdůležitějším prvkem celého 
převodníku Ethernetu na sběrnici CAN. Je zde alespoň stručně popsána architektura 
ARM a potom podrobněji rodina ARM Cortex-M3, do které tento mikrokontrolér patří. 
Konkrétní výběr této součástky vyplynul ze zadání diplomové práce. Jak je ukázáno 
v dalším textu, mikrokontrolér disponuje rozhraním 10/100 Mbit/s Ethernet MAC a  2x 
rozhraním CAN, což je dobrý předpoklad pro realizaci zadaného převodníku. 
2.1 Architektura ARM 
Architekturu ARM (Advanced RISC Machines, dříve Acorn RISC Machine) vyvinula 
firma ARM Holdings Ltd. Ta se v současnosti zabývá pouze vývojem a prodává licence 
jiným firmám, které vyrábí hardware na architektuře ARM. 
Jedná se o poměrně rozšířenou 32bitovou architekturu založenou na RISC filosofii. 
Procesory ARM je dnes možné najít téměř ve všech oblastech spotřební elektroniky, 
jako jsou mobilní telefony, PDA, kalkulačky, herní konzole, routery, multimediální 
přehrávače, roboty a spousta dalších. Mezi jejich hlavní přednosti patří poměrně velký 
výpočetní výkon, malá spotřeba a malá velikost kódu. Toho je s výhodou využíváno 
v embedded zařízeních. [16] 
Dalším charakteristickým rysem ARM procesorů je jejich Load/ Store architektura, 
což znamená, že operace jsou prováděny mezi registry. Pokud tedy chceme pracovat 
s daty uloženými v paměti, je nejprve nutné tyto data přenést do registrů a teprve potom 
vykonat příslušnou operaci. [4] 
V současné době existuje více verzí architektury ARM, mnoho z nich je však již 
zastaralých a dnes se prakticky nepoužívají. Přehled nejpoužívanějších verzí, 
příslušných instrukčních sad, použitých technologií a rodin znázorňuje obr. 1 (modrá, 
žlutá a zelená barva znázorňuje rodiny, šedá použité technologie atd.). 
Základní vlastnosti nejpoužívanějších architektur: 
 ARMv4T – vedle 32bitové ARM instrukční sady je použita sada 16bitová 
sada Thumb, která umožňuje úsporu velikosti kódu až o 35%.  
 ARMv5TEJ – podpora zpracování digitálního signálu (DSP), aritmetika 
se saturací, technologie Jazelle pro zvýšení výkonu a snížení spotřeby u Java 
aplikací (hry a multimédia). 
 ARMv6 – zavadí Single Instruction Multiple Data (SIMD) operace, které 
mimo jiné optimalizují zpracování kodeků a videa. Nová instrukční sada 
Thumb-2. 
 ARMv6M – určena pro levné, ale výkonné 32bitové zařízení, které mají 
sloužit jako náhrada za 8bitové procesory. 
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 ARMv7 – tuto architekturu využívají všechny rodiny Cortex (kromě 
některých Cortex-M, které mají ARMv6M). Instrukční sada Thumb-2 
(kombinace 16bitové a 32bitové instrukční sady), technologie NEON pro 
efektivní zpracování multimédií. Tato architektura se ještě dělí na 3 základní 
profily:  
o Cortex-A – implementace virtuální paměti založené na MMU 
(Memory Managemet Unit), vhodné pro složitou spotřební 
elektroniku, síťové prvky atd. 
o Cortex-R – implementace ochrany paměti založené na MPU 
(Memory Protected Unit), určené pro výkonné real-time řídicí 
systémy, např. automobilový průmysl a velkokapacitní zařízení pro 
ukládání dat. 
o Cortex-M – zaměřeno na rychlé zpracování přerušení. Cenově 
dostupné řešení s deterministickým chováním.[21] 
 
 
obr. 1: Přehled architektur ARM [21] 
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2.2 Rodiny procesorů ARM 
Stejně jako existuje více verzí architektur ARM, tak existuje i více rodin tohoto 
procesoru. V současné době se používají zejména rodiny ARM7, ARM9, ARM11 a 
Cortex, jak je vidět na obr. 2. 
 
 
obr. 2: Přehled rodin procesorů ARM [21] 
Základní vlastnosti nepoužívanějších rodin: 
 ARM7 – V současnosti nejstarší z nabízených, velice známá a úspěšná 
rodina.  
 ARM9 – Založena na architektuře ARMv5TE, pětiúrovňová pipeline, 
Harvadská koncepce (oddělený adresní prostor pro program a data), 
31 x 32bitový registr, MMU a MPU.  
 ARM11 – Založeno na architektuře ARMv6, osmiúrovňová pipeline. 
 Cortex-A – Založena na architektuře ARMv7-A, instrukční sady ARM, 
Thumb a Thumb-2, 13úrovňová pipeline. Použity technologie NEON, 
Jazelle a podpora vícejádrového provozu. Určena hlavně pro sofistikované 
aplikace s velkými výpočetními nároky, předpokládá se využití operačního 
systému. Použití například pro netbooky, smart telefony, navigace aj. 
 Cortex-R – Založena na architektuře ARMv7-R, určena především pro 
real-time aplikace, rychlá a deterministická odezva na přerušení. Použití 
například v řídicích systémech automobilů, pro velkokapacitní zařízení aj. 
 Cortex-M – Založena na architektuře ARMv7-M. Tříúrovňová pipeline, 
optimalizována pro nízkou cenu, vysoký výkon a snadnost použití. [21] 
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2.2.1 ARM Cortex-M3 
Tato rodina byla představena roku 2004 a byla určena pro široké spektrum využití 
s ohledem na nízkou cenu, vysoký výkon a nízkou spotřebu energie. Je také kladen 
velký důraz na snadnost použití, což by podle výrobce mělo vést k nižším nákladům při 
vývoji aplikací s tímto procesorem.[21] Blokové schéma je vidět na obr. 3. 
 
 
obr. 3: Blokové schéma Cortex-M3 [11] 
Procesor rodiny ARM Cortex-M3 je harvardské koncepce a je založen na 
architektuře ARMv7-M. Má implementovanou instrukční sadu Thumb a Thumb-2 a 
používá tříúrovňové zřetězené zpracování kódu (pipeline). Díky instrukční sadě 
Thumb-2 lze výrazně zmenšit velikost kódu (zdroj [4] uvádí, že lze dosáhnout až 3x 
menší velikosti kódu než u 8bitových procesorů) a zvýšit efektivnost jeho zpracování. 
Cortex-M3 má 32bitovou datovou sběrnici a pokročilá ALU (aritmeticko-logická 
jednotka) má implementované hardwarové násobení a dělení. Podporuje dva operační 
mody Thread a Handler a dvě úrovně přístupu: privilegovaný a neprivilegovaný. 
Neprivilegované vykonávání kódu znamená, že je omezen nebo zakázán přístup 
k určitým zdrojům jako jsou některé instrukce nebo části paměti. Mód Thread je 
obvyklejší a umožňuje privilegovaný i neprivilegovaný přístup, kdežto mód Handler  
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umožňuje přístup pouze privilegovaný (tohoto módu je využíváno pouze výjimečně). 
Všechny operace jsou navíc rozděleny do dvou kategorií: normální běh a ladění. 
Cortex-M3 má implementované technologie pro snadné ladění a trasování kódu 
včetně rozhraní JTAG a SWD (Seriál Wire Debug - dvouvodičové rozhraní). Dále má 
konfigurovatelnou jednotku NVIC (Nested Vectored Interrupt Controller) pro řízení 
až 240 přerušení s 256 stupni priorit. Volitelně může být i MPU (Memory Protection 
Unit), která slouží k ochraně paměti. 
Těmito procesory lze zamapovat 4 GB paměti s vyhrazenými adresami pro 




obr. 4: Uspořádání paměti Cortex-M3 [11] 
2.3 Popis mikrokontroléru STM32F107VC 
Výrobce mikrokontrolér STM32F107VC řadí do rodiny „connectivity line“, což na 
první pohled naznačuje, že se jedná zařízení vybavené velkým množstvím 
komunikačních rozhraní. Jak již bylo zmíněno v předchozím textu, STM32F107VC je 
založen na jádru ARM Coxtex-M3. Mikrokontrolér umožňuje taktování na frekvenci až 
72 MHz a je vybaven rychlou vnitřní pamětí Flash o velikosti 256 kB a vnitřní pamětí 
SRAM o velikosti 64 kB.  
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Přehled základních vlastností: 
 2 x 12bitový A/D převodník (až 16 kanálů): převod v rozsahu 0 až 3,6 V, 
jeden z nich může sloužit jako teplotní senzor. 
 2 x 12bitový D/A převodník. 
 80 GPIO (vstupně/ výstupních) pinů (většina 5 V- tolerant). 
 7 x 16bitový časovač. 
 Komunikační rozhraní: 
o 1 x I2C, 
o 5 x USART, 
o 3 x SPI, 
o USB 2.0, 
o 2 x CAN (2.0A, 2.0B), 
o 10/100 Ethernet MAC. 
 
 Jednotka CRC – kontrolní součet pro detekci chyb při přenosu dat. 
 Rozhraní SWD a JTAG umožňující ladění kódu. 
 Podpora režimu „Sleep“, „Stop“ a „Standby“ – úspora energie. 
 DMA pro přímý přístup do paměti. 
 
Mikrokontrolér je možné napájet napětím 2 až 3,6 V (typicky je to 3,3 V). Je 
vyráběn v SMD pouzdře LQFP100. [28] 
Jeho možné uplatnění lze nalézt například v průmyslové automatizaci (PLC, 
robotika, průmyslové sítě), spotřební elektronice (audio), automatizaci budov 
(zabezpečení, požární hlásiče) aj. [27]  
2.4 Vývojový kit STM32-comStick 
Pro seznámení s mikrokontrolérem STM32F107VC a obecně s architekturou ARM 
jsem měl k dispozici vývojový kit STM32-comStick firmy Hitex, který je vyobrazen na 
obr. 5. Na tomto kitu jsem také vytvořil první verzi programu s použitím Ethernetu a 
sběrnice CAN.  
Kit je napájen z rozhraní USB, čímž odpadá potřeba externího zdroje. Pomocí USB 
je dále možné provádět programování Flash paměti a ladění kódu přes rozhraní JTAG. 
K tomu slouží vývojové prostředí HiTOP5, které je dodáváno s kitem.  
Zařízení je vybaveno fyzickou vrstvou Ethernetu realizovanou obvodem STE100P a 
konektorem RJ-45, což je velice vhodné pro vývoj software zadaného převodníku. Dále 
je vybaveno micro USB-AB konektorem a šesti LED diodami (z toho jedna signalizuje 
připojení k PC), které jsou připojeny k GPIO. [29] 
Velkou nevýhodou tohoto kitu je, že některé piny mikrokontroléru (včetně sběrnice 
CAN) jsou vyvedeny na poměrně atypický konektor, který je tvořen malými vodivými 
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ploškami na okraji DPS. Ukázalo se, že sehnat protikus pro tento konektor je velice 
obtížné. Výrobce sice nabízí i tzv. STM-IO-Board, který tento konektor má a umožňuje 
tak připojit více rozhraní než samotný STM32-comStick (např. CAN, RS-232, USB). 
Jeho cena je ale téměř stejná jako cena samotného kitu.  
Pro odladění sběrnice CAN na tomto zařízení byla nakonec po konzultaci 
s vedoucím diplomové práce provedena následující úprava. Na zmíněné vodivé plošky, 
které odpovídaly pinům PD0 (CAN1_RX) a PD1 (CAN1_TX), byly napájeny slabé 
vodiče, které potom bylo možné připojit do nepájivého pole (současně je vyvedeno i 
napájecí napětí +3,3 V, +5 V a GND). Umístění pinů na vývojovém kitu bylo zjištěno 
ze zdroje [19]. Protože STM32-comStick nemá budič pro sběrnici CAN, byla potom 
v nepájivém poli realizována fyzická vrstva s použitím integrovaného obvodu 




obr. 5: Vývojový kit STM32-comStick s mikrokontrolérem STM32F107VC [29] 
2.4.1 Vývojové prostředí HiTOP5 
Vývojové prostředí HiTOP5 je dodáváno s STM32-comStick a umožňuje programování 
Flash paměti a ladění kódu. K tomuto IDE lze přiinstalovat kompilátory 
GNU C Compiler for Coretx nebo Tasking VX Cortex C. Bez zakoupené licence je ale 
velikost kódu omezena na 32 kB. [29] 
Bohužel nebylo nalezeno jiné IDE, které by komunikovalo s STM-32comStick. 
HiTOP5 ale umožňuje bez omezení velikosti nahrávat do vývojového kitu program ve 
formátu Intel HEX (*.hex), který je možné vytvořit v jiném IDE, jako je například Keil 
µVision nebo Raid7 firmy Raisonance. V tomto případě ale není k dispozici možnost 
ladění kódu. Při vytváření software převodníku bylo této možnosti využíváno, jelikož se 
mi s HiTOP5 nepracovalo dobře a v případě implementace Ethernetového stacku byl 
problém s omezením velikosti kódu (např. Raid7 omezení velikosti nemá). 
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3 ETHERNET A UDP PROTOKOL 
Protože je Ethernet jednou z klíčových technologií použitých v zadaném převodníku 
(Ethernet na sběrnici CAN), poskytuje následující kapitola alespoň stručnou teorii 
týkající se tohoto tématu. Jsou zde rozebrány i protokoly vyšších vrstev, které 
s Ethernetem souvisí, zejména potom protokol UDP. 
3.1 Stručná historie a typy Ethernetu 
Počátky Ethernetu sahají do 70. let minulého století, kdy s jeho vývojem započala 
firma Xerox. Na této prvotní verzi se spolu s firmou Xerox dále podílely firmy DEC a 
Intel (společně známé pod zkratkou DIX). První standardizace byla provedena 
organizací IEEE pod označením 802.3 (následně pak organizací ISO jako 8802.3). 
Jednalo se o variantu s přenosovou rychlostí 10 Mbit/s s použitím „tlustého“ 
koaxiálního kabelu. Jestliže se mluví o Ethernetu, měla by se správně tímto názvem 
označovat původní verze Ethernet II vyvinutá DIX (z ní vychází standard IEEE 802.3). 
V dnešní době je ale mezi uživateli zažité označování sítí IEEE 802.3 jako Ethernet, 
proto se této konvence držím v tomto textu i já, přesto že to není fakticky zcela přesné. 
[1], [7] 
Jako přenosové médium byl zpočátku používán „tlustý“ koaxiální kabel (jedná se o 
verzi fyzické vrstvy 10Base-5), který umožňoval propojení jednoho segmentu v délce 
až 500 metrů. S postupem času byl použit „tenký“ koaxiální kabel zakončený BNC 
konektory (10Base-2) s délkou segmentu až 200 metrů. Obě tyto varianty mají 
přenosovou rychlost 10 Mbit/s. Dnes je velice rozšířeným médiem kroucený pár (UTP 
nebo odolnější vůči rušení stíněný STP kabel) s využitím topologie typu strom/ hvězda. 
Mezi nejčastější varianty s krouceným párem patří fyzická média 10Base-T (10 Mbit/s), 
100Base-TX (100 Mbit/s), 1000Base-T (1 Gbit/s). Typická délka segmentu s použitím 
krouceného páru (TP – Twitsted Pair) je 100 metrů.  Zde je možné přenášet data 
v plně-duplexním režimu, což znamená, že zařízení může vysílat i přijímat současně. 
Kromě TP je dnes jako přenosové médium využíván i optický kabel (100Base-FX, 
1000Base-FX). Všechny elektrické varianty pracují s kódováním Manchester. [1], [6], 
[7] 
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3.2 Ethernetový rámec 
Formát Ethernetového rámce a velikosti jednotlivých segmentů jsou vidět na obr. 6. 
 
 
obr. 6: Formát Ethernetového rámce [8] 
Význam jednotlivých částí rámce: 
 Preambule – obsahuje posloupnost střídajících se jedniček a nul, které slouží 
pro synchronizaci. Poslední Byte obsahuje sekvenci 10101011, která 
oznamuje konec preambule. Některé zdroje (např. [10]) do preambule tento 
poslední Byte nezahrnují a označují ho samostatně jako SFD (Start of Frame 
Delimiter). 
 Cílová adresa – cílová MAC adresa příjemce tohoto rámce. 
 Zdrojová adresa – MAC adresa odesílatele rámce. 
 Typ – typ zprávy sloužící pro identifikaci protokolu vyšší vrstvy. 
 Data – užitečná přenášená data, zpravidla se jedná o paket vyšší vrstvy.  
Velikost dat je omezená na maximální hodnotu 1 500 Byte, ale i na 
minimální 46 Byte- pokud jsou data menší, je obsah doplněn „výplní“ 
(padding). 
 Kontrola – CRC kontrolní součet, pomocí nějž lze kontrolovat, jestli nejsou 
přenesená data poškozena. Přijímací strana vypočítá hodnotu CRC a 
porovnává s hodnotou uvedenou v přijatém rámci. [8], [10] 
 
3.3 Ethernet a referenční model ISO/OSI 
Cílem této kapitoly není popisovat samotný referenční model (RM) ISO/OSI 
(předpokládám, že čtenář tohoto textu pojem zná, případně lze použít například zdroj 
[1], [2]), ale vymezit vztah Ethernetu k RM  ISO/OSI. Ethernet je definován pouze na 
dvou nejspodnějších vrstvách tj. na vrstvě fyzické a na vrstvě linkové (spojové). 
Linková je dále dělena na dvě podvrstvy MAC (Media Access Control) a LLC (Logical 
Link Control). Podvrstva MAC definuje přístupovou metodu k médiu CSMA/CD 
(Carrier Sense Multiple Access/ Collision Detection). Stanice naslouchají, a je-li 
médium volné, můžou začít vysílat. Pokud ale v jeden okamžik začne vysílat více 
 21 
stanic, je dekována kolize, stanice přestanou vysílat a po nějaké (pseudonáhodné) době 
to opět zkusí znovu. Pokud není spojení navázáno ani po 16 pokusech, ohlásí linková 
vrstva chybu. Tato metoda nezaručuje deterministický přístup k přenosovému médiu, a 
proto není zcela vhodná pro real-time přenos dat. Existují však i verze Ethernetu 
(zejména průmyslové), které deterministický přístup zaručují. [1], [8] 
S Ethernetem bývají ale často spojeny protokoly vyšších vrstev. Např. vrstva síťová 
bývá potom obvykle tvořena protokolem IP, který umožňuje propojit mezi sebou více 
sítí. V současné době se lze nejčastěji setkat s verzí IPv4 (32bitová adresa) nebo s IPv6 
(128bitová adresa).  Na vrstvě transportní se může jednat o velice častý protokol TCP, 
který zajišťuje spojovanou službu pro zabezpečený přenos většího objemu dat, nebo 
protokol UDP, který je popsán v následující kapitole. Protože lze pomocí TCP a UDP 
navázat více spojení, jsou zavedena čísla portů, která souvisí vždy s konkrétním 
spojením. Například číslo portu 80 na TCP odpovídá službě HTTP. Kombinace IP 
adresy a čísla portu se nazývá socket.  Aplikační vrstva potom bývá tvořena například 
protokoly HTTP (publikování webových stránek), SMTP (služby elektronické pošty), 
FTP (protokol pro výměnu souborů) atd. [8] 
3.4 UDP (User Datagram Protokol) 
UDP je protokol definovaný na transportní vrstvě (dle RM ISO/OSI). Oproti TCP se 
jedná o nespojovanou službu, což znamená, že vysílací stanice již nedostává žádnou 
informaci o tom, zda byla data doručena nebo ne (nebo jestli jsou data poškozena). 




obr. 7: UDP datagram [2] 
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Oproti TCP tedy nezajišťuje správnost dat, ale je mnohem snadnější na 
implementaci a je i rychlejší. Těchto vlastností bývá využito tam, kde je kladen velký 
důraz na rychlost přenesených dat. Případná ztráta dat musí být ošetřena (je-li to vůbec 
třeba) ve vrstvě vyšší.  Pro účel našeho převodníku se tento protokol jeví jako velice 
vhodná varianta. [2], [8] 
UDP datagram je balen do IP paketu, jak je vidět na obr. 7. Záhlaví se skládá z čísla 
zdrojového portu, čísla cílového portu, délky dat a kontrolního součtu. Za záhlavím 
následuje datová část datagramu. 
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4 CAN A CANOPEN 
Pohony robotu, pro který je cílový převodník Ethernetu na sběrnici CAN určen, jsou 
řízeny právě prostřednictvím sběrnice CAN. V této kapitole je opět uvedena alespoň 
stručná teorie k této sběrnici včetně zadané aplikační vrstvy CANopen. 
4.1 Stručná historie sběrnice CAN 
CAN (Controller Area Network) je sběrnice, která byla původně určena pro využití 
v automobilech, kde bylo již neúnosné používat při stále rostoucím množství 
elektroniky dosavadní způsob vedení (pro každý signál jedinečný vodič). Za zrodem 
CANu stála v polovině 80. let firma Bosch ve spolupráci s firmami Intel 
a Mercedes-Benz. Dnes je však tato sběrnice velice rozšířená i v jiných oblastech, 
zejména v průmyslové sféře. Toho dosáhla díky otevřenosti protokolů a poměrně 
výhodných vlastností jako je rychlost a spolehlivost přenosu dat. 
První standardizace proběhla roku 1993, kdy byla vydána norma ISO 11898, jež 
definuje dvě nejnižší vrstvy dle referenčního modelu ISO/OSI. Nyní existují dvě verze: 
CAN 2.0A a CAN 2.0B (rozšířený formát). Norma však nedefinuje aplikační vrstvu, 
a tak může každý výrobce používat vlastní. Z tohoto důvodu vznikla skupina CAN 
in Automation (CiA), která se snaží o standardizaci i aplikační vrstvy. Souhrnný název 
specifikací pro aplikační vrstvu vydaných CiA se nazývá CAN Application Layer 
(CAL). V dnešní době jsou velmi rozšířené aplikační vrstvy DeviceNet a CANopen. [6], 
[9] 
4.2 Realizace fyzické vrstvy sběrnice CAN 
Sběrnice CAN pracuje s dvěma úrovněmi definovanými jako „dominant“ a „recessive“. 
Je požadováno, aby na sběrnici byl realizován logický součin. To znamená, že pokud 
všechny stanice vysílají bit „recessive“, je sběrnice ve stavu „recessive“, ale pokud 
alespoň jedna stanice vysílá bit „dominant“, je sběrnice ve stavu „dominant“. 
Dle normy ISO 11898 (High Speed CAN) je sběrnice tvořená dvojicí vodičů 
CAN_H a CAN_L. Rozdílové napětí mezi nimi určuje logickou úroveň. Pokud je napětí 
na CAN_H i na CAN_L stejné (2,5 V), jedná se o úroveň „recessive“. Úroveň 
„dominant“ je dána rozdílovým napětím 2 V (CAN_H = 3,5 V a CAN_L = 1,5 V). 
Sběrnice je zakončena rezistory o velikosti 120 Ω (kvůli potlačení odrazů). Příklad 




obr. 8: Blokové schéma připojení zařízení na sběrnici CAN [6] 
Vedle uvedené varianty fyzické vrstvy, která je v současnosti nejrozšířenější, 
existují i jiné. Jako příklad zde uvádím ISO 11519-2 Falut tolerant low speed CAN, 
která sice pracuje s nižší přenosovou rychlostí, ale je více odolná proti chybám. Dalším 
příkladem může být varianta Single wire CAN, která je primárně určena pro 
automobilový průmysl. [1], [6] 
4.3 Důležité vlastnosti sběrnice CAN 
Sběrnice CAN je typu multimaster, což znamená, že každé zařízení může začít vysílat, 
je-li sběrnice volná (každý může být „masterem“). Ostatní zařízení potom musí počkat, 
až stanice odvysílá, a potom teprve může začít vysílat stanice jiná. Pokud dvě stanice 
začnou přenášet ve stejný okamžik, je kolize řešena pomocí priority, která je uvedena 
v identifikátoru každé zprávy. Mechanismus, který toto zajišťuje, spočívá v tom, že 
každé vysílající zařízení současně sleduje data na sběrnici. Pokud zařízení 
v identifikátoru zprávy vysílá recesivní bit, ale přijímá dominantní, usoudí, že je 
současně vysílána zpráva s vyšší prioritou a svoje vysílání ukončí (až bude sběrnice 
volná, znovu se pokusí přenos uskutečnit). Tím je zajištěno, že nejdříve budou 
přeneseny zprávy s nejvyšší prioritou. 
Dalším charakteristickým rysem je, že přenášená zpráva neobsahuje adresu 
odesilatele ani příjemce. Každá stanice potom podle identifikátoru určí, zdali zprávu 
přijme nebo ne. Komunikace probíhá pomocí datových zpráv a žádosti o data. Řízení 
sběrnice je realizováno pomocí chybové zprávy a zprávy o přetížení. Sběrnice CAN 
může v závislosti na typu a délce vedení dosahovat rychlosti až 1 Mbit/s. 
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Sběrnice CAN se vyznačuje velkou odolností proti chybám přenosu. Pro 
zabezpečení přenosu se používá 5 mechanizmů: 
 Monitoring – při vysílání každé zařízení kontroluje, jestli je na sběrnici 
stejný bit jako vysílaný. V případě nesouladu vyšle chybovou zprávu. 
Výjimku tvoří řízení přístupu k médiu (priority zpráv) a potvrzování přijetí 
zpráv ACK (viz dále). 
 CRC kód – součástí přenášené zprávy je i 15bitový kontrolní součet. Při 
rozporu mezi vypočítaným a přijatým CRC se opět generuje chybová 
zpráva. 
 Vkládání bitů – pokud se opakuje 5 bitů stejné úrovně, je vložen bit úrovně 
opačné. Tímto mechanismem lze detekovat chybovou zprávu, která se 
skládá z šesti po sobě jdoucích dominantních bitů. Toto je využito také pro 
synchronizaci zařízení. 
 Kontrola zprávy – kontroluje se definovaný formát zprávy.  
 Potvrzování přijetí zprávy – vysílací zařízení vysílá bit ACK v úrovni 
„recessive“. Ostatní zařízení potvrdí přijetí zprávy změnou tohoto bitu na 
úroveň „dominant“. To znamená, že alespoň jedno zařízení musí zprávu 
přijmout a potvrdit. 
 
CAN navíc disponuje mechanismem, který dokáže odstavit zařízení, jež vykazuje 
nadměrný počet chyb. Tím lze zamezit vytěžováním sběrnice chybovými zprávami, 
které odesílá pouze jediné, pravděpodobně vadné, zařízení. Jádrem mechanismu jsou 
dva čítače pro chybně odeslané a chybně přijaté zprávy. V závislosti na stavu těchto 
čítačů se může zařízení nacházet ve stavu: 
 Error active – normální stav, odesílá všechna chybová hlášení. 
 Error passive – zařízení přijímá i vysílá datové zprávy, ale nepřerušuje 
komunikaci při detekci chyby. 
 Bus-off – zařízení je odpojeno. [1], [9], [17] 
 
U sběrnice CAN je také důležité správně nastavit synchronizaci. Tato problematika 




4.4 Formát zprávy 
Jak již bylo uvedeno, sběrnice CAN podporuje dva druhy přenášených rámců: základní 
(base frame) – identifikátor o velikosti 11 bitů a rozšířený (extended frame) –
 identifikátor 29 bitů. Při realizaci převodníku využívám pouze základní variantu 
s 11bitovým identifikátorem (verze 2.0A). Formát rámce je znázorněn na obr. 9. 
 
 
obr. 9: Formát CAN rámce [17] 
Význam jednotlivých polí je následující: 
 SOF – Start Of Frame: začátek přenášeného rámce (jeden „dominant“ bit). 
 Identifikátor (11 bitů). 
 RTR – Remote Transmission Request: rozlišení mezi datovým rámcem 
(„dominant“) nebo požadavkem o vysílání dat („recesive“). Data tedy mají 
vyšší prioritu než žádost. 
 IDE – IDentifier Extension: rozlišení mezi základním a rozšířeným rámcem. 
 r0 – Rezervní bit. 
 DLC – Data Length Code: určuje velikost přenášených dat (4 bity). 
 Data (až 8 Byte). 
 CRC – Cyclic Redundancy Check: kontrolní součet (15 bitů + 1 bit CRC 
oddělovač). 
 ACK – ACKnowledge: potvrzení (1 bit + 1 bit oddělovač). 
 EOF – End Of Frame: ukončení vysílání rámce (7 recesivních bitů). 
 IFS – Intermission Frame Space: mezera mezi dvěma rámci. [1], [17] 
4.5 CANopen 
Pro použití převodníku byla zvolena aplikační vrstva CANopen, která je 
specifikována skupinou CiA (CAN in Automation). CiA vydala specifikaci CiA 301 
(CANopen Application Layer and Communication Profile), která je v současné době 
velmi rozšířená jako standard pro vytvoření aplikační vrstvy.  
V této specifikaci se pracuje s tzv. objekty. Mezi nejpoužívanější patří: 
 PDO (Proces Data Object) – slouží pro přenos procesních dat, přenáší se menší 
objem dat s vyššími nároky na rychlost. Data můžou být přenášena synchronně 
nebo asynchronně. 
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 SDO (Service Data Object) – slouží pro přenos většího objemu dat s menšími 
nároky na rychlost. Data se přenášejí sekvenčně po segmentech. Složitější na 
realizaci. Použití například pro konfiguraci zařízení. 
 SYNC (Synchronisation Object) – Synchronizační impulz, který s přesnou 
periodou vysílá jedno zařízení na sběrnici. Používá se pro vzorkování procesních 
dat. [18] 
 
V CANopen je každému zařízení přiřazena „Object Dictionary“ (knihovna objektů), 
v níž jsou uloženy různé informace o zařízení. K těm se přistupuje pomocí 16bitového 
„Index“ a 8bitového „Subindex“. Norma CANopen definuje, na jakém „Index“ a 
„Subindex“ se nachází konkrétní data. Pro příklad uvedu, že od indexu 0x1000 jsou 
uloženy komunikační profily. CANopen dále přiřazuje daným způsobem identifikátory 
CAN zprávy. Rozděluje tak například indetifikátory pro PDO a SDO (ty mají 
pochopitelně nižší prioritu). Pro TX PDO1 je například vyhrazeno 0x181 až 0x1FF (pro 
zařízení s adresou 1 až 127). Stejný prostor je vyhrazen pro RX PDO1 od 0x201. [3]  
Konkrétní hodnoty identifikátorů i strukturu „Object Dictionary“ lze nalézt 
například ve zdroji [3]. 
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5 HW REALIZACE PŘEVODNÍKU 
Jednou ze stěžejních částí diplomové práce bylo vytvořit návrh desky plošného spoje 
(DPS) s mikrokontrolérem STM32F107VC, který bude realizovat převodník 
Ethernetového protokolu UDP na sběrnici CAN. Protože se jedná o hlavní motorovou 
řídicí desku, byl vedle Ethernetu a sběrnice CAN ještě požadavek na další technologie.  
Hlavním z těchto požadavků bylo připravit desku pro připojení sběrnice RS-485, 
která je v robotu poměrně rozšířená. Dále bylo třeba nachystat cílový výrobek tak, aby 
bylo možné měřit různé analogové veličiny jako je například napětí na baterii, teplota 
apod. 
Řídicí deska by měla být také co nejvíce univerzální, aby nalezla co nejširší 
uplatnění v Laboratoři teleprezence a robotiky. Z tohoto požadavku vyplynula potřeba 
vyvést s ohledem na rozměry a složitost na DPS z mikrokontroléru i některé ostatní 
periférie. Jedná se například o GPIO. Na některé GPIO je vhodné připojit LED (hodí se 
při oživování desky nebo při ladění cílové aplikace). Dále může jít o SPI, USART či 
jiné. 
5.1 Rozbor návrhu 
Pro vytvoření návrhu DPS byl zvolen program Eagle firmy CadSoft, jelikož jsem měl 
s tímto návrhovým systémem z dřívějška alespoň základní zkušenosti. Z důvodů úspory 
finančních prostředků byla použita bezplatná verze, kterou lze využívat pro nevýdělečné 
nebo studijní účely. Deska je v tomto případě omezená pouze na dvě vrstvy 
(horní a spodní) a na maximální velikost 100 x 80 mm, z čehož vyplývají základní 
vlastnosti cílové desky. Při návrhu bylo nutné pro některé součástky vytvořit knihovny 
(pouzdro + schematická značka). 
Na začátku návrhu bylo třeba rozhodnout, jaké bude na desce k dispozici napájecí 
napětí, a podle toho teprve vybírat konkrétní součástky. Předpokládá využití převodníku 
v robotu, kde není jasné, jaký bude použitý zdroj (pravděpodobně se bude jednat o 12 V 
nebo 24 V baterie). Proto je nutné použít stabilizátory napětí. 
 Součástky potřebné pro finální převodník, které vyžadují napájení, jsou: 
 Mikrokontrolér STM32F107VC – napájecí napětí 3,3 V. 
 Budič fyzické vrstvy Ethernetu STE100P – (dále bude označován jako 
„Ethernet PHY“, volba této součástky je zdůvodněna v dalším textu) 
napájecí  napětí 3,3 V. 
 Budič sběrnice CAN – k dispozici provedení s napájením 5 V i 3,3 V (méně 
časté a dražší). 
 Budič sběrnice RS-485 – k dispozici provedení s napájením 5 V i 3,3 V 
(méně časté a dražší). 
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Z výše uvedeného vyplývá, že na desce musí být k dispozici napětí 3,3 V pro 
mikrokontrolér a Ethernet PHY. Otázkou ale bylo, jestli použít budiče pro sběrnice 
CAN a RS-485 s napájením také 3,3 V nebo 5 V. Nakonec byla vybrána varianta 
s napájením budičů napětím 3,3 V. Tím odpadla nutnost použít druhý stabilizátor napětí 
pro 5 V (menší složitost, menší rozměr desky a nižší cena napájecího zdroje), ovšem 
s tím, že budou použity o něco dražší budiče. 
5.2 Mikrokontrolér STM32F107VC 
Přesné označení zvoleného mikrokontroléru je STM32F107VCT6. Toto označení říká, 
že se jedná o součástku v 100pinovém pouzdře LQFP s teplotním rozsahem -40 až 
80 °C. Samotný integrovaný obvod ale potřebuje ke své funkci alespoň minimální 
množství součástek. Při návrhu těchto komponent jsem vycházel zejména z aplikačních 
poznámek [13]. Schéma návrhu (pouze část týkající se bezprostředně mikrokontroléru, 
celé schéma je z důvodu rozsáhlosti uvedeno v příloze) je vidět na obr. 10. 
 
 
obr. 10: Schéma návrhu komponent pro STM32F107VC 
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Nejprve bylo nutné vyřešit napájení obvodu. V případě použití A/D převodníku je 
požadavek na vstupní napětí v rozsahu 2,4 až 3,6 V (čip má dále zabudovaný interní 
stabilizátor na 1,8 V). Tomuto požadavku bez problémů vyhovuje použitý spínaný 
stabilizátor s výstupním napětím 3,3 V. Návrh zdroje včetně ověření proudových 
požadavků obvodu je popsán v samostatné kapitole v dalším textu.  
Napájecí napětí je nutné zablokovat. Obvod má 5 dvojic svorek VDD a VSS a ke 
každé z nich byl připojen keramický kondenzátor o kapacitě 100 nF. Aby blokovací 
kondenzátor plnil svojí funkci, musí být samozřejmě umístěn co nejblíže k pinům 
procesoru. Paralelně k těmto kondenzátorům byl ještě umístěn tantalový kondenzátor 
100 μF/ 6,3 V. 
U napájení je oddělena analogová část (napájení pro obvody pracující 
s analogovými veličinami jako jsou například A/D a D/A převodníky). Svorky pro 
napájení VDDA a VSSA byly opět zablokovány 100 nF kondenzátorem. Tantalový 
kondenzátor zde již nebyl použit. Důvodem je obecně známý šum tantalových 
kondenzátorů, což by nebylo pro přesnou (12bitové převodníky) analogovou část 
vhodné. Na desce jsou připraveny pájecí plošky pro osazení ještě jednoho blokovacího 
kondenzátou. Piny pro připojení referenčního napětí VREF+ a VREF- jsou spojeny 
analogovým napájením.  
Pin s označením VBAT je určen pro připojení externí zálohovací baterie o napětí 1,8 
až 3,6 V. Ta by měla sloužit pro zálohování registrů a běh hodin reálného času (RTC) 
při vypnutém napájení. Baterie na desce není, ale pin je vyveden na konektor, aby bylo 
možné v budoucnu externí zálohovací napájení připojit. Pokud není baterie připojena, 
doporučuje výrobce svorku VBAT připojit na napájení VDD, což lze provést jumperem 
JP13. Pin VBAT je chráněn transilem, který zatím není z důvodu dostupnosti osazen. 
Mikrokontrolér musí být samozřejmě taktován hodinovým signálem. Jako zdroj 
primárního hodinového signálu může být použít: 
 HSI (High-speed internal) hodinový signál – 8 MHz interní oscilátor, 
 HSE (High-speed external) hodinový signál, 
 PLL (Phase Locked Loop). 
 
Jako HSE lze použít externí hodinový signál, který se připojuje na pin OSCIN 
(OSCOUT je ve stavu vysoké impedance), nebo krystalový/ keramický rezonátor 
v rozsahu hodnot 3 až 25 MHz. V našem případě byl zvolen externí krystalový 
rezonátor o hodnotě 25 MHz. Důvod volby této hodnoty byl jednoduchý. Knihovny 
STM32F10x standard peripheral library, které jsou v práci využity, jsou připraveny 
právě pro tuto hodnotu externího oscilátoru. Navíc lze tento hodinový signál použít i 
pro Ethernet PHY. Zapojení je vidět na obr. 10.  
Ke krystalovému rezonátoru je připojen rezistor R3, který se volí jako 5 až 6 
násobek sériového odporu rezonátoru. Konkrétně byla zvolena hodnota 200 Ω. 
Kondenzátory C18 a C19 nebyly osazeny, protože jejich kapacita (měla by být v rozsahu 
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5 až 22 pF) je poměrně malá a zde již může hrát roli i vzájemná kapacita plošného 
spoje. Plošky pro případné osazení jsou ale na DPS samozřejmě k dispozici (pro případ, 
že by oscilátor při oživování nefungoval). 
Pro úplnost uvádím, že bezprostředně po resetu zařízení je jako zdroj hodinového 
signálu volen interní oscilátor. Použití externího oscilátoru HSE je nutné nastavit 
v konfiguračním souboru. 
Sekundární hodinový signál může být: 
 Interní 40 kHz RC oscilátor (LSI - Low-speed internal clock). 
 Externí 32,768 kHz oscilátor (LSE - Low-speed external clock). 
 
Na DPS je zapojen externí oscilátor na svorky PC14 (OSC32IN) a PC15 (OSC32OUT), 
jak je vidět na obr. 10. Situace s kondenzátory C5 a C6 je obdobná jako u HSE. 
Signál RESET je vyveden na mikrospínač, jehož druhý konec je uzemněn. Paralelně 
ke spínači je zapojen 100 nF kondenzátor, jak je doporučeno ve zdroji [13]. K RESETu 
je navíc přidán pull-up rezistor o velikosti 10 kΩ. Signál je také přiveden na kolíkovou 
lištu pro připojení rozhraní JTAG (SWD). Jumperem lze RESET propojit se signálem 
NJTRST. Pro správnou činnost rozhraní JTAG se při použití ladícího nástroje ST-LINK 
(USB-JTAG/SWD) signály nepropojují. 
 Mikrokontrolér STM32F107VC může v závislosti na konfiguraci pinů BOOT_1 
a BOOT_2 bootovat ve třech módech, jak je uvedeno v tab. 1. 
 
Konfigurace pinů   
 Bootovací prostor: 
BOOT_1 BOOT_0 
X Log. 0 flash paměť 
 Log. 0 Log. 1 systémová paměť 
Log. 1 Log. 1 SRAM 
tab. 1: Konfigurace pinů BOOT_0 a BOOT_1 [13] 
Návrh desky je udělán tak, aby bylo možné pomocí jumperů nastavit jakýkoliv 
z těchto tří módů. To znamená, že se oba piny dají připojit přes rezistor 10 kΩ na zem 
(log. „0“) nebo na napětí 3,3 V (log. „1“), což je zřejmé z obr. 10. 
Druhou z uvedených konfigurací v tab. 1 je možné aktivovat bootloader, kterým lze 
zavádět program přes rozhraní USART1, USART2 (přemapovaný), CAN2 
(přemapovaný) nebo DFU (Device Firmware Upgrade) USB. Aby bylo možné zavádět 
program přes bootloader, je na DPS vyveden USART1. Při použití jiného způsobu 
programování, jako je například JTAG (SWD) popsaný v dalším odstavci, může být 
USART1 použit pro jiné účely. 
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5.2.1 Rozhraní JTAG 
Obvod STM32F107CV lze naprogramovat více způsoby. Jeden ze způsobů je uveden 
v předchozím odstavci. V případě desky našeho převodníku se jedná o použití 
bootloaderu, který potom může program nahrát přes rozhraní USART. Druhou 
možností je použít rozhraní JTAG (Join Test Action Group) nebo podobné 
dvouvodičové varianty SWD (Serial Wire Debug). 
Vybral jsem si druhou možnost, protože přes rozhraní JTAG (SWD) mohu provádět 
i on-line ladění kódu, což je při složitějších aplikacích velmi užitečný nástroj. U této 
varianty je ale potřeba ještě nějaký prostředek, který umožní komunikaci mezi JTAG 
a počítačem s příslušným softwarem. Pro nízkou cenu byl vybrán ST-LINK/V2, který je 
vybaven rozhraním JTAG i SWD a současně s ním lze programovat i 8bitové 
mikrokontroléry firmy STMicroelectronics. K počítači se připojuje přes rozhraní USB.  
Pro propojení ST-LINKu a cílového hardware je dodáván kabel, který má na obou 
koncích konektor 2x10. Po nastudování zapojení tohoto kabelu ze zdroje [30] jsem 
usoudil, že je zbytečné na desku vyvádět celých 2x10 pinů, protože by na cílovém 
převodníku zabíral příliš mnoho místa (maximální velikost DPS je omezena – free verze 
Eagle). Na kabelu je totiž například vedena 7x zem, 2x napájení a 3x rezistory zapojeny 
proti zemi. Vícenásobné vedení země mezi signálovými vodiči má pravděpodobně 
význam ve zmenšení velikosti smyček a tím snížení rušení. Z důvodu nedostatku místa 
jsem se ale rozhodl tuto původní koncepci kabelu nepoužít a pro JTAG vyvést pouze 
určité vodiče. U většiny z nich jsou použity pull-up (pull-down) rezistory, jak je 
znázorněno v tab. 2. 
 
Signál Rezistor JTAG SWD 
+3,3V       
NJTRST 10kΩ pull-up JTAG test nReset 
 JTDO 10kΩ pull-up JTAG test data output 
 RESET       
JTDI 10kΩ pull-up JTAG test data input 
 JTCK(SWCLK) 10kΩ pull-down JTAG test clock Serial wire clock 
JTMS(SWDIO) 10kΩ pull-up 
JTAG test mode 
selection Serial wire data input/output 
GND       
tab. 2: Zapojení signálů rozhraní JTAG (SWD) 
V případě použití rozhraní SWD lze nevyužité piny přemapovat a použít jako GPIO. 
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Z uvedených skutečností vyplývá, že za účelem propojení převodníku a ST-LINKu 
je třeba vyrobit jiný kabel. Zapojení je vidět na obr. 11. 
 
 
obr. 11: Zapojení kabelu mezi deskou převodníku a ST-LINK 
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5.3 Fyzická vrstva (PHY) STE100P + konektor RJ-45 
Aby bylo možné využívat na mikrokontroléru STM32F107VC Ethernet, je nutné ho 
doplnit o realizaci fyzické vrstvy, protože zmíněný mikrokontrolér má implementovaný 
pouze Ethernet MAC (Media Access Control). Hlavní vlastnosti této části čipu jsou: 
 Soulad s normou IEEE 802.3. 
 Přenosová rychlost 10 Mbit/s nebo 100  Mbit/s. 
 Podpora  plně-duplexního i polo-duplexního (přístupová metoda 
CSMA/CD) režimu. 
 DMA – přímý přístup do paměti SRAM. 
 Automatické generování CRC. 
 Dvě paměti FIFO (First In, First Out): 2 kB pro příjem, 2 kB pro odesílání. 
 
Pro připojení fyzické vrstvy je možné použít dvě rozhraní: 
 MII (Media Independent Interface) – 17 signálů, taktování 25 MHz. 
 RMII (Reduced Media Independent Interface) – 9 signálů, taktování 
50 MHz. 
 
Ke konfiguraci vnitřních registrů Ethernet PHY je k dispozici rozhraní SMI (Station 
management interface). To využívá dva vodiče MDIO a MDC. MDC je hodinový signál 
s maximální frekvencí 2,5 MHz a slouží pro synchronní přenos dat po vodiči MDIO 
(data input/ output). [22] 
Nejvíce obvyklé fyzické rozhraní Ethernetu je v dnešní době pravděpodobně verze 
100Base-TX, která jako přenosové médium používá kroucený pár s přenosovou 
rychlostí 100 Mbit/s.  
U návrhu převodníku byl dle očekávání požadavek právě na tuto variantu. Při volbě 
konkrétního integrovaného obvodu pro realizaci fyzické vrstvy jsem se rozhodl pro 
STE100P, který 100Base-TX podporuje. Koncept realizace fyzické vrstvy Ethernetu 
znázorňuje obr. 12 
 
 
obr. 12: Koncept realizace fyzické vrstvy Ethernetu 
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STE100P vyrábí firma STMicroelectronics, stejně jako mikrokontrolér 
STM32F107VC, tudíž se dá předpokládat maximální vzájemná kompatibilita. S tímto 
integrovaným obvodem jsem měl navíc zkušenosti (softwarová konfigurace) 
z vývojového kitu STM32-comStick, kde byl také aplikován. Dalším důvodem použití 
byla skutečnost, že obvod podporuje rozhraní MII, které pracuje s taktováním 25 MHz. 
Nebylo tedy třeba použít RMII, který pracuje s dvojnásobnou frekvencí, což by 
z hlediska návrhu desky a možného rušení nebylo příliš žádoucí. 
Integrovaný obvod STE100P je třeba doplnit o konektor RJ-45. Mezi tyto dva prvky 
se ještě vkládají oddělovací transformátory. V našem konkrétním případě byly tyto 
transformátory přímo součástí konektoru RJ-45.  
5.3.1 STE100P 
Integrovaný obvod STE100P vedle 100Base-TX podporuje i variantu fyzické vrstvy 
10Base-T (rychlost 10 Mbit/s). Dále umí plně-duplexní i polo-duplexní režim. Vyrábí se 
v pouzdře TQFP se 64mi vývody. Základní blokové schéma je na obr. 13. 
 
 
obr. 13: Blokové schéma Ethernet PHY STE100P [26] 
Konkrétní zapojení STE100P, jak bylo realizováno v převodníku Ethernetu na 
sběrnici CAN, je na obr. 14. Vycházel jsem z aplikačních poznámek k obvodu 
STE100P [12] a částečně ze schématu vývojového kitu STM32-comStick [23]. 
Podobně jako u mikrokontroléru je napájení rozděleno na digitální a analogovou 
část. Obě tyto části jsou blokovány tantalovým kondenzátorem 100 μF/ 6,3 V. Každá 
dvojice napájecích svorek u digitální části byla potom ještě zablokována keramickým 
kondenzátorem o kapacitě 100 nF. Protože všech pět dvojic napájecích pinů analogové 
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části bylo poměrně blízko u sebe, použil jsem blokovací kondenzátory 100 nF jenom 
dva. 
 
obr. 14: Schéma zapojení STE100P 
Způsob propojení mikrokontroléru STM32F107VC a integrovaného obvodu 
STE100P je prezentován v tab. 3. V prvním sloupci jsou signály rozčleněny mezi 
rozhraní MII a SMI. V dalším sloupci jsou uvedeny signály z obr. 14, které jsou 
propojeny na mikrokontrolér. V následujících dvou je informace, kam konkrétně jsou 
připojeny a v jakém režimu pracují. Tento režim se nastavuje při softwarové 
konfiguraci. Zde je nutné uvést, že všechny výstupní piny jsou konfigurovány jako AF 
(Alternate Function). Piny RXD [0:3] a RX_DV jsou přemapovány, což se opět musí 
softwarově nastavit. V posledním sloupci je uveden stručný význam jednotlivých 
vodičů, kurzívou jsou původní anglické názvy, které by se obtížně překládaly do 
češtiny. Šedě označené signály zatím nejsou v programové části Ethernetu využity, ale 












TXD0 PB12 (ETH_MII_TXD0) Output push-pull (50 MHz) 
Přenášená data 
TXD1 PB13 (ETH_MII_TXD1) Output push-pull (50 MHz) 
TXD2 PC2 (ETH_MII_TXD2) Output push-pull (50 MHz) 
TXD3 PB8 (ETH_MII_TXD3) Output push-pull (50 MHz) 
TX_EN PB11 (ETH_MII_TX_EN) Output push-pull (50 MHz) Vysílaná data jsou platná 
TX_CLK PC3 (TX_CLK) Floating input CLK pro vysílání 
RXD0 PD9 (ETH_MII_RXD0) Floating input (remap) 
Přijímaná data 
RXD1 PD10 (ETH_MII_RXD1) Floating input (remap) 
RXD2 PD11 (ETH_MII_RXD2) Floating input (remap) 
RXD3 PD12 (ETH_MII_RXD3) Floating input (remap) 
RXD4/ 
RX_ER PB10 (ETH_MII_RX_ER) Floating input Chyba příjmu 
RX_DV PD8 (ETH_MII_RX_DV) Floating input (remap) Přijímaná data jsou platná 
RX_CLK PA1 (ETH_MII_RX_CLK) Floating input CLK pro přijímání 
COL PA3 (ETH_MII_COL) Floating input Detekována kolize 
CRS PA0 (ETH_MII_CRS) Floating input Carrier Sense 
S
M
I MDC PC1 (ETH_MDC) Output push-pull (50 MHz) Management Data Clock 
MDIO PA2 (ETH_MDIO) Output push-pull (50 MHz) Management Data Input/Output 
  
X1 PA8 (MCO) Output push-pull (50 MHz) CLK 25 MHz z STM32F107VC 
RESET spojen s RESET mikrokon.     
RIP PD13   Reset In Progress 
DINT PD7   Management Data Interrupt 
tab. 3: Tabulka propojení STE100P a STM32F107VC 
Signály TXD [0:3] a TX_EN jsou synchronizovány hodinovým signálem TX_CLK. 
Stejná situace je u RXD [0:3], RX_ER a RX_DV, které jsou synchronizovány signálem 
RX_CLK. Kmitočet hodinových signálů je 25 MHz pro přenosovou rychlost 100 Mbit/s 
a 2,5 MHz pro rychlost 10 Mbit/s. Protože se u 100 Mbit/s verze jedná o relativně 
vysokou rychlost, snažil jsem se při návrhu plošných spojů desky o přibližně stejnou 
délku všech „vysílacích“ vodičů (v tab. 3 odděleny dvojitou čarou) a stejně tak 
i o stejnou délku „přijímacích“ vodičů. Pro zjištění délky vodičů jsem využíval skript 
length.ulp, který je součástí návrhového systému Eagle. Protože se všechny uvedené 
signály nenachází na mikrokontroléru blízko sebe, vytvořil jsem pro dosažení 
podobných délek na některých vodičích drobné meandry. Rozdíly délek potom nebyly 
větší než 7,5 mm u „vysílacích“ vodičů a 7 mm u „přijímacích“. 
K pinu IREF je připojen rezistor 4,99 kΩ s tolerancí 1%, který zajišťuje referenční 
proud pro STE100P. Piny PWRDWN, TXD4/ TX_ER, TEST a TEST_SE jsou trvale 
připojeny na zem.  
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Nastavením signálů CFG0 a CFG1 se určuje konfigurace integrovaného obvodu 
STE100P. Oba tyto vodiče jsou trvale připojeny tak, aby byly ve stavu logické „1“. Tím 
je mimo jiné povolen režim „Loopback“. Bližší informace jsou uvedeny ve zdroji [26]. 
Další pin určující konfiguraci je FDE. Ten je opět trvale v logické „1“, čímž je 
povolen plně-duplexní režim. Pomocí „multi-funkčních“ pinů MF[0:4] lze potom blíže 
specifikovat funkci fyzické vrstvy (nastavení registrů- podrobný popis v [26]). 
Konkrétní zapojení těchto pinů bylo provedeno dle [23] a [26]. 
Velmi důležité jsou potom dvojice vodičů TXP/ TXN a RXP/ RXN. Tyto vodiče 
jsou již přímým symetrickým signálovým výstupem Ethernetu, který se připojuje na 
vstupy (výstupy) oddělovacích transformátorů konektoru RJ-45. Z důvodu 
impedančního přizpůsobení je mezi signály RXP a RXN připojen rezistor o hodnotě 
100 Ω. V případě vodičů TXP a TXN je použito dvou rezistorů 49,9 Ω (dohromady dají 
opět přibližně 100 Ω) v kombinaci s kondenzátory s kapacitou 10 pF, jak je vidět na 
obr. 14. Způsob tohoto přizpůsobení je proveden dle [12], [23]. 
K STE100P je dále možno připojit několik indikačních LED. K dispozici jsou 
signály: 
 LEDR10 (10 Mbit/s přenos), 
 LEDS (100 Mbit/s přenos), 
 LEDTR (Vysílání/ příjem), 
 LEDC (Plný-duplex/ kolize), 
 LEDL (Přenosová linka v provozu). 
 
K LED konektoru RJ-45 jsou přivedeny signály LEDTR a LEDL, jak bývá obvykle 
zvykem. Přidáním pull-up nebo pull-down rezistorů k LED lze konfigurovat počáteční 
nastavení registrů při startu/ restartu zařízení. V tomto případě se jedná o PHY adresu. 
Na závěr ještě připomenu, že lze z mikrokontroléru softwarově vyčítat a měnit 
obsah vnitřních registrů STE100P. Tím je možné integrovaný obvod konfigurovat a 
vyčítat informace o jeho stavu. 
5.3.2 Konektor RJ45 
Pro připojení Ethernetu je použit konektor RJ-45, který dodává firma Rofa. Jak již bylo 
zmíněno výše, konektor má v sobě integrované oddělovací transformátory. Vnitřní 
zapojení konektoru včetně připojení externích komponent a signálů je vidět na obr. 15. 
Firma má na webových stránkách k dispozici knihovnu konektoru pro návrhový 
systém Eagle.  U naší DPS byla použita starší revize konektoru, kde byla otočená 
polarita jedné LED diody. Z tohoto důvodu bylo nutné oficiální knihovnu mírně upravit. 
Při výrobě nové desky doporučuji proměřit polaritu obou LED konkrétního konektoru, 




obr. 15: Zapojení konektoru RJ-45 
Zapojení bylo provedeno podle aplikačních poznámek ve zdroji [12]. Střed cívky 
vodičů RXP/ RXN je připojen přes kondenzátor o kapacitě 100 nF na analogovou zem. 
Rezistor R41 se neosazuje. Střed cívky vodičů TXP/ TXN  je připojen opět přes 
kondenzátor 100 nF na analogovou zem, ale současně je napřímo propojen přes rezistor 
R42 = 0 Ω (propojka) na napětí 3,3 V. Návrh by se samozřejmě obešel bez obou 
rezistorů R41 a R42, ale ty jsou k dispozici pro úpravy zapojení v případě nefunkčnosti. 
Kvůli korektnímu zakončení vedení jsou použity rezistory R36, R37, R38, R39 a R40. 
Vedení linky by tak mělo být zakončeno impedancí 100 Ω. Kombinace těchto rezistorů 
je spojena přes kondenzátor 1 nF/ 2 kV na kostru, která je potom spojena se zemí. 
V robotu, kde se nepředpokládají rozdílné potenciály zařízení je toto zapojení přípustné. 
Signál LED_TR byl připojen na zelenou LED, signál LED_L potom na LED žlutou. 
K diodám bylo nutné přidat předřadné rezistory R32 a R33. Návrh byl prováděn na proud 
diodou IF = 5 mA a napětí UF = 2 V. Při napájecím zdroji U = 3,3 V byla hodnota 
předřadných rezistorů následující: 
 
       
    
  
 
       
     
          (1) 
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Na základě tohoto jednoduchého výpočtu byly zvoleny rezistory o hodnotě 300 Ω. 
Stejné předřadné rezistory byly potom použity i v jiných částech návrhu jako je zdroj 
nebo LED připojené na GPIO. 
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5.4 Sběrnice CAN 
Mikrokontrolér STM32F107VC disponuje 2 x rozhraním CAN s maximální přenosovou 
rychlostí 1 Mbit/s, které podporuje 11bitový i 29bitový identifikátor. Pro správnou 
funkci je ale třeba jej doplnit budičem. Budič musí být konstruován na napájení 3,3 V, 
proto byl vzhledem k dostupnosti volen obvod SN65HVD230 firmy Texas Instruments.  
5.4.1 Budič SN65HVD230 
Budič SN65HVD230  podporuje standard ISO 11898, který je stručně popsán 
v teoretickém úvodu. Konkrétní zapojení je na obr. 16. 
 
 
obr. 16: Zapojení budiče sběrnice CAN 
Napájení budiče SN65HVD230 je opět zablokováno tantalovým kondenzátorem 
100 μF/ 6,3 V a jedním keramickým kondenzátorem 100 nF.  
Na vstup D (Driver Input) je připojen pin mikrokontroléru PD1 (CAN1_TX) a na 
výstup R (Receiver Output) pin PD0 (CAN1_RX). Jedná se o přemapované vstupy/ 
výstupy, na což je potřeba myslet při SW konfiguraci. 
Význam signálu RS je následující: 
 Pokud je napětí vyšší než 0,75 násobek napájecího napětí, je budič ve stavu 
„Standby“ (snížená spotřeba). 
 Připojením rezistoru v rozsahu 10 kΩ až 100 kΩ na zem lze měnit strmost 
hran signálů (nižší strmost znamená snížení rušení). 
 Pokud je napětí nižší než 1 V, pracuje budič v režimu „High Speed“ (bez 
snížení strmosti hran). 
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Při návrhu byl použit rezistor R45 o velikosti 10 kΩ. Tím se mírně sníží strmost hran. 
Jelikož se jedná o hlavní řídící desku, byl k signálu CAN_L připojen pull-up rezistor a 
k CAN_H pull-down rezistor. Tím se definují logické úrovně těchto vodičů v případě, 
že na sběrnici nikdo nevysílá.  
Dále lze mezi vodiče CAN_H a CAN_L připojit zakončovací rezistor o hodnotě 
120 Ω (terminátor). Ten by byl použit, pokud by byla řídící deska na konci sběrnice. Ta 
se musí kvůli omezení odrazů terminovat (2 x 120 Ω na obou koncích).  
5.5 Sběrnice RS-485 
Cílem této práce nebylo se hlouběji zabývat teorií či implementací sběrnice RS-485, ale 
připravit konečný převodník na její budoucí použití. V robotu, kde se bude převodník 
používat, je sběrnice RS-485 poměrně rozšířená. DPS je proto navržena co nejvíce 
univerzálně, aby mohla být využita i pro jiné účely než je jen převod dat mezi 
Ethernetem a sběrnicí CAN.  
Pro vytvoření definovaných logických úrovní RS-485 je opět nutné použit budič. 
Zde byl zvolen integrovaný obvod od stejné firmy jako budič CAN s označením 
SN65HVD10. 
5.5.1 Budič SN65HVD10 
Tento obvod je samozřejmě konstruován na napájecí napětí 3,3 V. Jeho zapojení, které 
je vidět na obr. 17, je velice podobné zapojení budiče sběrnice CAN. 
 
 
obr. 17: Zapojení budiče RS-485 
Blokování napájení je provedeno stejně jako u budiče CAN. Logické úrovně jsou 
dány rozdílovým napětím vodičů A a B. Rezistory R48 a R49 mají opět za úkol definovat 
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úrovně v případě, že žádné zařízení na sběrnici nevysílá. RS-485 je taktéž nutné 
terminovat, což je provedeno stejně jako u sběrnice CAN. 
Další zapojení se již liší. Význam pinů integrovaného obvodu SH65HVD10 je: 
 RO (Receiver Output) – připojen na mikrokontrolér na pin PC11 
(USART4_RX) 
 RE  (Receiver Output Enable) – připojen na zem. To znamená, že příjem je 
trvale povolen. 
 DE (Driver Input Enable) – připojen na pin PD2. Aby na sběrnici mohlo 
vysílat více zařízení, musí „Driver“ přecházet do stavu vysoké impedance, 
pokud nevysílá. Způsob řízení DE závisí na konkrétní implementaci. 
 DI (Driver Input) – připojen na pin PC10 (USART4_TX). 
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5.6 Stabilizovaný zdroj napětí 3,3 V 
Jak již bylo uvedeno v předchozím textu, napájecí napětí použité v robotu zatím není 
známé. Požadavky na napájení desky byly následující. Převodník by měl bez problémů 
pracovat na napětí 5 - 24 V. DPS by ale měla být připravena pro osazení součástkami, 
které by umožňovali použít k napájení 48 V baterie. Rozdíl mezi vstupním a výstupním 
napětím (3,3V) stabilizátoru může být tedy poměrně velký. Z toho důvodu by nebylo 
vhodné použít lineární stabilizátor, protože ztrátový výkon by byl příliš velký, což je 
v robotu napájeného z baterií nežádoucí. Je tedy nutné použít stabilizátor spínaný.  
Nejdříve bylo nutné zjistit maximální proudový odběr výše uvedených komponent, 
jak je znázorněno v tab. 4. 
 
Součástka Popis I [mA] Poznámka 
STM32F107VC Mikrokontrolér 68 
72 MHz, povolené všechny periférie, 
běh programu z Flash 
STE100P PHY Ethernet 100 při 100Base-TX 
SN65VD230 Budič CAN 47 
17 mA oběr čipu + cca 30 mA 
impulzní odběr zátěže 
SN65HVD10 Budič RS-485 60   
Celkem: 275   
tab. 4: Maximální proudový odběr aktivních součástek [24], [25], [26], [28] 
 Maximální odběr aktivních součástek desky je tedy přibližně 275 mA. K této 
hodnotě je nutné uvažovat jistou rezervu, protože se ještě předpokládá využití GPIO, 
USART, SPI, apod. Z toho vyplývá požadavek na stabilizátor s proudem cca 500 mA.  
5.6.1 Integrovaný obvod LM2594-ADJ 
Při výběru konkrétní součástky byl brán ohled hlavně na dostupnost. Zvolil jsem 
stabilizátor LM2594-ADJ, který dovoluje maximální proudový odběr právě 500 mA. 
Výstupní napětí tohoto obvodu je možné pomocí odporového děliče nastavit na hodnotu 
1,2 až 37 V. K tomuto stabilizátoru existuje i o něco dražší varianta HV (High Voltage), 
která umožňuje pracovat se vstupním napětím až do 60 V (výstupní 57 V). Do 
budoucna je tedy možné desku připravit na napájení z 48 V baterie.  
Integrovaný obvod LM2594-ADJ je snižující spínaný zdroj, který pracuje 
s frekvencí 150 kHz. Při výstupním napětí 3,3 V a odběru 500 mA pracuje s účinností 
cca 70 až 80% v závislosti na velikosti vstupního napětí. Hlavní činností je zajištění 
stabilního výstupního napětí. Ke správnému chodu potřebuje ještě několik externích 
součástek. Jsou to rezistory určující velikost výstupního napětí, cívka, dioda, vstupní 
kondenzátor a výstupní kondenzátor. 
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Návrh spínaného zdroje s LM2594-ADJ je vidět na obr. 18.  
 
 
obr. 18: Schéma návrhu stabilizovaného zdroje 
Výstupní napětí Vout=3,3 V stabilizátoru LM2594-ADJ se nastavuje odporovým 
děličem tvořeným rezistory R20 a R21. Rezistor R20 by měl být volen v rozsahu 240 Ω až 
1 500 Ω. Konkrétní hodnota je potom 1 200 Ω, která byla citlivě zvolena tak, aby 
hodnota rezistoru R21 byla bez problémů dostupná (bez nutnosti použití kombinace více 
součástek). Stabilizátor pracuje s referenčním napětím Vref =1,235 V, které potom 
porovnává s napětím na děliči. Hodnota rezistoru R21 se potom určí ze vztahu: 
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Byla zvolena nejbližší hodnota 2 kΩ, s kterou potom vychází výstupní napětí: 
 
          
   
   
          
     
     
                    (3) 
 
Kvůli přesnosti výstupního napětí je u obou rezistorů požadována tolerance 
maximálně 1%. 
Dále byla podle tabulky z [20] určena indukčnost cívky L1 = 100 μH. Maximální 
proud cívky je volen raději s rezervou (více jak 2krát vyšší než výstupní proud). 
Vzhledem k dostupnosti byla vybrána cívka 100 μH/ 1,3 A.  
Kapacita výstupního kondenzátoru by měla být mezi 82 až 220 µF na napětí 
minimálně 1,5krát vyšší než výstupní napětí (to je 1,5 x 3,3 V = 4,95 V) s nízkým ESR 
(ekvivalentní sériový odpor). Vzhledem k tomu, že v Laboratoři teleprezence  
a robotiky byly dostupné tantalové kondenzátory s nízkým ESR o hodnotě 100 µF na 
6 V, byly vybrány právě tyto. Stejné komponenty byly použity jako hlavní blokovací 
kondenzátory u každé aktivní součástky. 
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Kondenzátor pro kompenzaci vedení zpětné vazby C16 není nutné do výstupního 
napětí 10 V dle [20] osazovat. Na plošném spoji jsou ale připraveny plošky pro případ, 
že by bylo nutné vedení kompenzovat (pokud by stabilizátor nefungoval). 
Dioda D1 by měla být dimenzována na proud minimálně 1,3krát vyšší než výstupní 
proud a na závěrné napětí alespoň 1,25krát vyšší než vstupní napětí a mělo by se jednat 
o rychlou Schottkyho diodu. Tomuto požadavku vyhovovala součástka SK26 
60 V/ 2 A, která byla opět přímo k dispozici. 
Požadavky na vstupní kapacitu jsou takové, aby součástky byly dimenzovány na 
alespoň 1,5krát vyšší napětí než je vstupní. Dalším předpokladem je nízký sériový 
odpor (ESR). Z důvodů snížení ESR je vstupní kapacita nakonec tvořena dvěma 
kondenzátory. V případě, že není vyžadováno HV provedení s možností připojení 
vyššího napětí (baterie 48 V), je osazen tantalový kondenzátor 
33 µF/ 35 V a elektrolytický kondenzátor 100 µF/ 63 V. Pro HV verzi již nejsou běžně 
dostupné tantalové kondenzátory, proto jsou na desce připraveny otvory pro osazení 
druhého elektrolytického kondenzátoru. Podrobnosti ke stanovení kapacity jsou 
uvedeny ve zdroji [20]. 
5.6.2 Ostatní náležitosti zdroje 
Ještě před vstupem spínaného zdroje byla umístěna vratná pojistka typu PolySwitch. 
Pro orientační návrh hodnoty proudu byl proveden následující výpočet. Předpokládá se 
vstupní napětí o velikosti 24 V. Pro jiné hodnoty je nutné kalkulaci provést znovu a 
případně zvolit jinou hodnotu pojistky. 
Maximální možný odebíraný proud Iout je 0,5 A a výstupní napětí Uout je 3,3 V. 
Maximální výkon je pak určen vztahem: 
 
                                     (4) 
 
Při účinnosti η = cca 75 % je potom příkon P: 
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Jestliže předpokládáme vstupní napětí Uin = 24 V, vstupní proud určíme podle: 
  
    
 
   
 
   
  
                 .         (6) 
 
Rozpínací proud pojistky byl volen s jistou rezervou na hodnotu 200 mA. 
Hned za výstupem stabilizátoru je umístěna červená svítivá dioda (LED). Její účel je 
indikace připojeného napájení. Přítomnost LED byla ale důležitá i při oživování zdroje. 
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Při prvním připojení desky na napájení byly od zdroje odpojeny všechny ostatní 
součástky. Dioda tak zajišťovala alespoň minimální odběr. 
Za zdrojem je dále umístěna rozvodnice napětí. Kvůli potlačení rušení, které by 
mohlo být způsobeno například impulzním odběrem, mají všechny důležité funkční 
části desky přivedeno zvlášť napájení. Rozdělení bylo provedeno následovně: 
 Napájení mikrokontroléru STM32F107VC. 
 Napájení analogové části mikrokontroléru STM32F107VC. 
 Napájení Ethernet PHY STE100P. 
 Napájení analogové části Ethernet PHY STE100P. 
 Napájení budiče CAN SN65HVD230. 
 Napájení budiče RS-485 SN65HVD10. 
 Napájení 3,3 V mimo desku (vyvedeno na konektor). Vstup je připraven pro 
osazení transilem (zatím není osazen). Tím by se mělo zabránit poškození 
desky v případě nechtěného připojení vyššího napětí na tento konektor. 
 
 Každá napájecí větev je u zdroje oddělena filtrem, který je tvořen kondenzátorem 
o kapacitě 100 nF a feritovým korálkem (FBEAD), jak je vidět na obr. 18. Tyto 
FBEADy jsou opět také velice výhodné při oživování desky, protože současně tvoří 
přímou propojku mezi zdrojem a přívodem napájení konkrétní části plošného spoje. 
Díky tomu jsem mohl oživovat jednotlivé části postupně, podle toho, jaký FBEAD byl 
osazený. 
Protože jsou na finálním výrobku použity A/D převodníky a obvod STE100P 
vyžaduje analogové napájení, bylo třeba vyřešit oddělení analogové a digitální země. 
Tím by se mělo částečně omezit možné interferenční rušení analogové části 
vysokofrekvenčním digitálním signálem (například hodinový signál CLK), které vzniká 
na společné impedanci (část společné země). Výsledek oddělení je možné vidět 
v příloze na finálním návrhu plošného spoje.  
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5.7 A/D převodníky 
Jeden z požadavků na cílovou desku je také měření analogových veličin. Zde jsou 
využity analogově/ digitální (A/D) převodníky, které jsou součástí mikrokontroléru 
STM32F107VC. Ten má dva 12bitové A/D převodníky, které je možné přepínat do 16 
kanálů. Protože je problematika A/D převodníků poměrně komplexní, není v tomto 
textu dále rozebrána, což ani není účelem této práce. Kompletní informace jsou 
k dispozici ve zdroji [22]. 
Jelikož je převod prováděn v rozsahu 0 až 3,6 V a měřené veličiny (například napětí 
z teplotního čidla, napětí na baterii atd.) mohou nabývat i vyšších hodnot, jsou na DPS 
předřazeny A/D převodníkům napěťové děliče. Příklad zapojení jednoho převodníku je 
na obr. 19. 
 
 
obr. 19: Příklad zapojení odporového děliče A/D převodníku 
Odporový dělič je ještě vybaven filtračním kondenzátorem o kapacitě 100 nF. Na 
finální desce jsou připraveny 4 A/D převodníky: 
 PC4 (ADC12_IN14), 
 PC5 (ADC12_IN15), 
 PB0 (ADC12_IN8), 
 PB1 (ADC12_IN9). 
 
Volba rezistorů děliče závisí na konkrétní aplikaci. V případě neosazení rezistoru 
R51 a kondenzátoru C40 a osazení rezistoru R50 propojkou s odporem 0 Ω lze uvedené 
vstupy použít jako GPIO. 
5.8 Ostatní periférie a komponenty  
Protože na mikrokontroléru zbyly nevyužité piny, vyvedl jsem některé z nich na DPS. 
Volba konkrétních pinů byla provedena tak, aby bylo vyvedeno rozhraní USART1 
(tento požadavek byl i z důvodů možného programování přes USART1) a alespoň jedno 
rozraní  SPI. Na 4 volné piny byly připojeny LED diody. Konkrétní provedení je 
uvedeno v tab. 5. 
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Význam Konkrétní piny 
USART1 PA10 (USART1_RX), PA9 (USART1_TX) 
SPI1 PA7 (SPI1_MOSI), PA6 (SPI1_MISO), PA5 
(SPI1_SCK), PA4 (SPI1_NSS) 
LED PE7, PE8, PE9, PE10 
GPIO PB5, PB6, PB7, PD3, PE2, PE11, PE12, PE13, 
PE14, PE15 
tab. 5: Ostatní periférie vyvedené na DPS 
Všechny uvedené signály kromě LED jsou vyvedeny na kolíkovou lištu, která zatím 
není osazená. Je tak možné do budoucna vytvořit rozšíření této DPS v podobě druhého 
patra. Na kolíkových lištách u SPI a USART je navíc přivedeno napájení (+3,3 V a 
zem). Rozměry desky včetně polohy uvedených kolíkových lišt jsou uvedeny v příloze. 
Ty mohou být při návrhu druhého patra DPS velice užitečné. Rozměry desky jsou dle 
zvyklostí uvedeny v milimetrech, ale umístění kolíkových lišt je kvůli usnadnění návrhu 
zakótováno v mil. Pro přehlednost jsou kóty v mil nakresleny červeně. 
LED jsou zapojeny následujícím způsobem. Anoda je připojena na napětí 3,3 V a 
katoda je přes předřadný rezistor přivedena na pin mikrokontroléru. LED tedy svítí při 
logické „0“ na výstupu. 
5.9 Návrh plošných spojů a výroba 
Při volbě třídy přesnosti byl brán ohled na velikost pouzdra součástky STM32F107VC 
(stejně tak i součástky STE100P) a na cenu finálního výrobku. Nejmenší šířka spoje 
potom byla 10 mil (1 mil = 0,0254 mm) a nejmenší izolační mezera 7 mil. Minimální 
otvor na DPS byl 0,6 mm použitý na prokovy mezi vrchní a spodní vrstvou. Tyto 
parametry bez problémů splňovali kritéria: spoj/ mezera >= 150 μm a velikost 
vrtáku >= 0,3 mm, které uváděl zvolený výrobce. U něj byla možnost prototypové 
výroby, kde cena nebyla závislá na třídě přesnosti, ale pouze bylo třeba dodržet výše 
uvedené minimální hodnoty. 
DPS byla vyrobena na materiál FR4 o síle 1,5 mm s vrstvou mědi 18 μm. Dále byla 
použita nepájivá maska a bezolovnatý HAL (Hot Air Levelling – žárové nanesení 
pájky). 
Před návrhem byla ověřena proudová zatížitelnost vodičů. Podle tabulky z [5] byla 
určena pro šířku spoje 10 mil a tloušťku mědi 18 μm maximální proudová zatížitelnost 
přibližně 400 mA (teplotní rozdíl 10 °C). Tato hodnota je pro náš návrh zcela 
vyhovující, navíc napájecí vodiče měli vždy šířku spoje minimálně 12 mil (zpravidla 
ještě mnohem větší). 
Výsledek návrhu desky plošných spojů je z důvodu rozsáhlosti uveden v příloze. 
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5.10 Osazování a oživování DPS 
Při osazování jsem nejdříve začal nejproblematičtějšími součástkami jako je 
mikrokontrolér STM32F107VC a fyzická vrstva STE100P. Poté jsem pokračoval od 
nejmenších SMD součástek až po klasické součástky. Záměrně jsem ale neosazoval 
FBEAD, protože jsem chtěl nejdříve ověřit správnou funkci stabilizovaného zdroje. 
Proč nejsou osazeny některé ostatní součástky, je vysvětleno v předchozím textu. 
Po důkladné kontrole osazené DPS jsem přešel k oživování. Nejprve jsem tedy 
vyzkoušel zdroj. Při změně vstupního napětí v rozsahu až do 25 V měl stabilizátor na 
výstupu napětí 3,28 V (samozřejmě až vstupní hodnota byla větší než zmíněných 
3,28 V). Pro jistotu jsem ještě zobrazil výstupní napětí na osciloskopu, jestli neobsahuje 
napěťové špičky.  
Potom jsem teprve osadil FBEADy a tím přivedl napájecí napětí na aktivní prvky. 
Po proměření napětí jsem nahrál do mikrokontroléru první program, který rozsvítil 
LED. Následně jsem vyzkoušel správnou funkci sběrnice CAN a Ethernetu. Tím jsem 
zjistil, že obě periférie bez problémů fungují. 
Celkový proudový odběr převodníku (přenos dat po Ethernetu, přenos dat po 
sběrnici CAN, rozsvíceny dvě LED) byl na vstupu zdroje při napětí 9 V přibližně 
95 mA. Jednoduchým výpočtem lze tedy zjistit příkon: 
 
                                (7) 
 
Při účinnosti η= cca 75 % je potom výkon: 
 
                           .                          (8) 
 
Skutečný proudový odběr aktivních prvků je potom přibližně: 
 
     
 
    
 
    
   
               .    (9) 
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5.11 Výsledná deska převodníku 
Výsledek návrhu DPS převodníku Ethernetu na sběrnici CAN včetně popisu 
jednotlivých částí je na obr. 20.  
 
obr. 20: Výsledný návrh hardware převodníku Ethernet na sběrnici CAN 
Význam jednotlivých jumperů je uveden v předchozím textu, ale pro přehlednost 
uvádím celkové shrnutí: 
 RESET | NJTRST – pro správnou funkci ST-LINKu nepropojovat (pozor, 
jinak než na obrázku). 
 +3,3 V | VBAT – Propojit pokud není použita externí záložní baterie. 
 GND | BOOT_0 | +3.3 V – při standardním provozu (nebo programování 
a ladění přípravkem ST-LINK) propojit GND a BOOT_0. 
 GND | BOOT_1 | +3.3 V – při standardním provozu (nebo programování 
a ladění přípravkem ST-LINK) lze propojit  GND a BOOT_1 i BOOT_1 
a +3,3 V. Bližší informace v kapitole 5.2. 
 Terminátor CAN – při použití terminátoru propojit. 
 Terminátor RS-485 – při použití terminátoru propojit. 
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6 PROGRAMOVÉ ŘEŠENÍ PŘEVODNÍKU 
Druhou stěžejní částí této práce je vytvořit pro navržený hardware program, který 
realizuje převod Ethernetového UDP protokolu na sběrnici CAN s využitím aplikační 
vrstvy CANopen. Softwarová část převodníku je vytvořena na mikrokontroléru 
STM32F107VC. 
V první části této kapitoly jsou rozebrány možné způsoby programování a vývoje 
software pro náš převodník. V další části je již popsána konkrétní implementace 
Ethernetu a sběrnice CAN. Součástí práce je samozřejmě i propojení těchto dvou 
rozhraní do funkčního celku, který umožňuje vzájemný převod dat, jehož cílem je řízení 
měničů motorů mobilního robotu FektBot. 
6.1 Možnosti programování desky převodníku 
V předchozí kapitole byly naznačeny možné způsoby programování mikrokontroléru 
STM32F107VC. V této kapitole budou možnosti programování rozebrány o něco 
podrobněji se zaměřením na softwarové vybavení. 
Program pro mikrokontroléry se obvykle vytváří ve vývojovém prostředí, které 
někdy bývá označeno anglickou zkratkou IDE (Integrated Development Environment). 
Hotový program je nutné zkompilovat (přeložení do strojového jazyka konkrétního 
zařízení) a linkerem vytvořit jeden soubor, který lze nahrát do mikrokontroléru. Tyto 
funkce většinou zajišťují právě IDE, ale není to pravidlem. V současné době je 
například volně k dispozici GNU GCC pro ARM, se kterým lze program přeložit bez 
vývojového prostředí. 
Hardware převodníku je navržen tak, že pro nahrání programu lze použít rozhraní 
USART nebo JTAG (SWD). V případě USART je program přenášen pomocí 
bootloaderu. Nutno dodat, že pokud se zařízení bude propojovat s počítačem pomocí 
sběrnice RS-232, je nezbytné zajistit převod z RS-232 na USART, což lze provést 
běžně dostupnými integrovanými obvody. DPS s mikrokontrolérem STM32F107VC je 
navíc možné rozšířit o další patro, které lze navrhnout i s tímto převodníkem úrovní.   
Pro použití této varianty s USART je na webových stránkách STMicroelectronics 
k dispozici aplikace Flash Loader Demonstrator, která umožňuje nahrávání nebo 
vyčítání programu ve formátu Intel HEX (*.hex), BIN (*.bin) nebo Motorola S-record  
(*.S19). Formát Intel HEX podporuje většina vývojových prostředí, jako je například 
Raid7 firmy Raisonance nebo µVision firmy Keil. 
Funkčnost tohoto způsobu programování jsem ale neověřoval, jelikož jsem se 
rozhodl pro nahrávání programu přes rozhraní JTAG (SWD). Jak je uvedeno v části 
HW návrhu, lze přes toto rozhraní provádět i on-line ladění kódu. K propojení 
s počítačem jsem použil zařízení ST-LINK/V2. Způsob propojení je popsán 
v kapitole 5.2.1. 
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6.1.1 ST-LINK 
Při použití ST-LINKu je potřeba nejdříve do počítače nainstalovat příslušné ovladače. 
Pro jednouché nahrávání nebo vyčítání programu je možné použít aplikaci STM32 
ST-LINK Utility, která je společně s ovladači k dispozici na webových stránkách 
STMicroelectronics. Prostředí tohoto programu ukazuje obr. 21. 
 
 
obr. 21: Prostředí STM32 ST-LINK Utility 
V aplikaci je v hlavním okně zobrazen obsah paměti zařízení. Dále jsou zobrazeny 
informace o konkrétním mikrokontroléru. 
Uživatel má na výběr, jestli k propojení použije rozhraní JTAG nebo SWD. 
V případě našeho převodníku fungují obě rozhraní. Po připojení lze nahrávat program 
opět ve formátu Intel HEX (*.hex), BIN (*.bin) nebo Motorola S-record  (*.S19). 
ST-LINK ale umožňuje přímé propojení s některými IDE, kde je podporováno 
zmíněné on-line ladění kódu. Výrobce uvádí podporu: 
 Atollic TrueSTUDIO, 
 IAR EWARM, 
 Keil MDK-ARM, 
 TASKING VX-toolset. 
 
Jelikož jsem měl dřívější zkušenosti s IDE μVision od Keil, použil jsem pro vývoj 
právě tento software. Při použití bezplatné verze je omezena velikost kódu na 32 kB, ale 
u převodníku Ethernetu na sběrnici CAN nebyla tato hranice překročena.  
 
 54 
6.2 Konfigurace projektu v prostředí µVision 4 
Při vytváření projektu (nejen) v µVision 4 je vhodné použít knihovnu pro standardní 
periferie STM32F10x standard peripheral library3.5.0, která je opět dostupná 
na webových stránkách firmy STMicroelectronics. V knihovně jsou navíc uvedeny 
příklady použití různých periférií (například i sběrnice CAN). Dále jsou zde 
předpřipraveny i založené projekty pro různé vývojové kity a pro různá vývojová 
prostředí, které je možné upravit pro konkrétní hardware.  
Pro lepší pochopení celého konceptu projektu a souvislostí mezi jednotlivými 
konfiguračními soubory je vhodné vytvořit od začátku celý nový projekt. Pro jeho 
založení a přidání standardních knihoven periférií jsem vytvořil stručný návod, který je 
přílohou této práce (ten by mohl být užitečný pro studenty, kteří by chtěli pracovat se 
stejným mikrokontrolérem). Je třeba zdůraznit, že do „Define“ v nastavení projektu je 
nutné přidat: USE_STDPERIPH_DRIVER (povolujeme knihovny pro standardní 
periférie) a  STM32F10X_CL  (definujeme, že mikrokontrolér patří do skupiny 
Connectivity line device). 
Dále jsou uvedeny některé důležité zdrojové soubory standardního projektu: 
 startup_stm32f10x_cl.s – nastavení velikosti „Stacku“ a „Heapu“, vektor 
přerušení, nastavení po startu mikrokontroléru, atd. 
 system_stm32f10x.c – zde je volána důležitá funkce SystemInit(), která je 
spuštěná ještě před hlavní funkcí main.c. Je volána ze souboru  
startup_stm32f10x_cl.s. Zde je mimo jiné nastaven zdroj systémových hodin. 
 stm32f10x.h – důležitý soubor obsahující všechny definice adres registrů, atd. 
 stm32f10x_conf.h – vložení všech standardních knihoven pro periférie do 
projektu. Knihovna je vložena ze souboru: stm32f10x.h. Jestli jsou knihovny 
přilinkovány, záleží na definici makra USE_STDPERIPH_DRIVER. 
Při integraci zařízení ST-LINK do tohoto vývojového prostředí je v konfiguraci Project 
-> Options for Target… -> záložka Debug nutné zvolit Use a vybrat ST-link Debugger. 
Pod záložkou Utilities lze vybrat jako programovací nástroj opět ST-link Debugger, ale 
tato možnost příliš korektně nefungovala. Program je ale v případě ladění kódu 
v mikrokontroléru automaticky aktualizován. 
Ladění se spustí pod Debug -> Start/ Stop Debug Session. Je možné používat 
krokování, vkládání „Breakpoint“, lze zobrazovat obsah paměti, hodnotu jednotlivých 
proměnných a obsah „Stack“. Kromě dalších funkcí se dá ještě zobrazit stav 
jednotlivých periférií nebo stav vnitřních registrů jádra mikokontroléru. 
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6.3 Hlavní koncepce programu 
Hlavní koncepce programu je navržena tak, aby splňovala kritéria na hlavní řídicí 
motorovou desku mobilního robotu FektBot. Důležitým požadavkem byla kompatibilita 
s robotickým modulárním systémem používaným v Laboratoři teleprezence a robotiky, 
který vychází z následující myšlenky.  
Na řídící desce robotu je v paměti vytvořeno pole int robonet_vals[64], 
které slouží jako registr pro ukládání všech hlavních procesních dat robotu. Velikost 
jedné buňky je 4 B (int na platformě STM32 je velký 4 B).  
Vytvořený program využívá právě tohoto registru, pomocí něhož předává data mezi 
jednotlivými částmi robotu. Pro měniče motorů jsou vyhrazená určitá paměťová místa, 
která jsou rozdělena na dvě kategorie: pro čtení procesních dat a pro zápis procesních 
dat. Následně je vytvořen jednoduchý mechanismus výměny těchto dat po sběrnici 
CAN.  
Nadřazená aplikace potom přistupuje k paměťovému prostoru přes Ethernet. Tím má 
prostřednictvím registrů přesné informace o stavu měničů a změnou hodnoty určitého 
paměťového místa může měniče řídit. Tento princip znázorňuje obr. 22. 
 
 
obr. 22: Princip předávání dat mezi Ethernetem a sběrnicí CAN 
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6.4 Implementace Ethernetu 
Základem úspěšné realizace převodníku bylo správně implementovat do 
mikrokontroléru Ethernet. Samotný Ethernet se zpravidla doplňuje o další komunikační 
protokoly. V našem případě se jedná zejména o IP a UDP, nad kterými je ještě 
postavena aplikační vrstva protokolu FektBot. 
Jelikož problematika IP a UDP včetně ostatních potřebných protokolů je poměrně 
rozsáhlá, využil jsem již hotový lwIP stack. Díky tomu jsem nemusel řešit implementaci 
těchto protokolů a zabýval jsem se pouze správným nastavením a inicializací Ethernetu 
a potom až protokolem FektBot, který využíval služeb UDP. 
6.4.1 Incializace Ethernetu 
Nejdříve bylo nutné Ethernet správně inicializovat. Inicializaci popisuje vývojový 
diagram na obr. 23. 
 
 
obr. 23: Vývojový diagram inicializace Ethernetu 
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Jako první je spuštěna systémová inicializace, dále povolení hodin pro GPIO 
a Ethernet. Potom následuje konfigurace přerušení (jenotky NVID) a konfigurace 
GPIO. Jak vyplývá z HW návrhu, je nutné provést konfiguraci GPIO pro rozhraní MII. 
Přes něj totiž komunikuje mikrokontrolér s Ethernet PHY. Konkrétní zapojení včetně 
konfigurace použitých pinů je v tab. 3. 
Program pokračuje voláním funkce Ethernet_Configuration(), ve které je 
na začátku obsaženo nastavení rozhraní MII a konfigurace hodinového signálu pro 
Ethernet PHY. Ten musí být nastaven jako HSE, což je 25 MHz. Dále je provedena 
deinicializace Ethernetu a softwarový reset. 
Následuje inicializace konkrétních parametrů Ethernetu, kde lze zvolit například 
povolení „Loopback“, „AutoNegotiation“ (automatické vyjednání parametrů přenosu) 
nebo „PromiscuousMode“ (zařízení přijímá všechny zprávy na síti, i když mu nejsou 
určeny) a parametry DMA (Direct Memory Access – přímý přístup do paměti). 
Inicializace je ukončena povolením přerušení. 
6.4.2 LwIP stack 
Pro implementaci protokolů vyšších vrstev byl použit lwIP stack. Jeho autorem je 
Adam Dunkel ze SICS (Swedish institute of computer science) a je šířen pod BSD 
licencí. Podporuje protokoly IPv4, IPv6, UDP, TCP, ICMP, IGMP, SNMP, ARP a PPP. 
Na webu STMicroelectronics je k dispozici tento stack upravený pro použití na 
mikrokontrolérech řady STM32F107xx. Strukturu celého lwIP stacku vystihuje obr. 24. 
 
 
obr. 24: Struktura lwIP stacku [14] 
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Nejnižší úroveň tvoří soubor stm32_eth.c, pomocí nějž se vytváří spojení s 
rozhraním Ethernetu. Další úroveň je tvořena souborem ethernetif.c, jímž je propojený 
Ethernet s vyššími vrstvami v lwIP stacku, jako je například vrstva IP a zejména UDP, 
která pak dále umožňuje propojení s aplikační vrstvou. [14] 
6.4.2.1 Použití lwIP stacku 
Při konfiguraci lwIP stacku lze měnit IP adresu i MAC adresu zařízení. Obě dvě adresy 
se mění v souboru netconf.c. MAC adresa se vytváří jako pole 6ti uint8_t, které je 
potom vstupním parametrem funkce Set_MAC_Address(). IP adresa včetně masky 
sítě a výchozí brány se nastavují do struktur ip_addr, které jsou vstupními parametry 
funkce netif_add(). Tyto adresy lze nastavit i pomocí DHCP serveru, ale tato 
možnost zatím není v práci využita a adresy jsou konfigurovány manuálně.  
V programu je nastaveno přerušení, které se vyvolává každých 10 ms. Pomocí 
tohoto časování je s periodou 250 ms volána fukce tcp_tmr() a s periodou 5 s funkce 
etharp_tmr(). Funkce tcp_tmr() slouží k časování TCP služby a funkce 
etharp_tmr() aktualizuje ARP tabulku (smaže údaje, kterým vypršela platnost). 
ARP (Address Resolution Protocol) slouží ke zjišťování, jaké IP adrese přísluší 
konkrétní MAC adresa. To se provádí broadcastovým dotazem. Zařízení mající danou 
IP adresu potom odpoví žadateli svojí MAC adresu. 
V programu je dále nastaveno přerušení na přijetí Ethernetového rámce. Pokud je 
nenulový, volá se funkce LwIP_Pkt_Handle(), která dále přijatý paket zpracovává 
a případně předává dalším komunikačním vrstvám. 
V lwIP stacku se pracuje s tzv. PCB, které v podstatě odpovídají vytvořeným 
spojením pomocí protokolu TCP nebo UDP. Nastavením #define 
MEMP_NUM_TCP_PCB se mění maximální počet TCP připojení (probíhajících 
současně) a #define MEMP_NUM_UDP_PCB se nastavuje maximální počet UDP 
připojení.  
 Dále se využívá struktury  PBUF, pomocí níž se pracuje s daty protokolů 
jednotlivých komunikačních vrstev. PBUF existují například pro transportní, IP 
a linkovou vrstvu. Může být vytvořený v paměti RAM i ROM a umožňují zřetězování 
více PFUB navzájem. Data jsou přístupná prostřednictvím ukazatele payload 
(pbuf->payload). [14], [15] 
6.4.2.2 Knihovna pro práci s UDP 
Pro aplikaci převodníku byl požadavek na použití UDP protokolu. Ten sice nezajišťuje 
spojovanou službu jako TCP, ale je mnohem jednodušší a rychlejší, což je pro tuto 
aplikaci poměrně výhodné.  
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Pro použití protokolu UDP v lwIP stacku je k dispozici knihovna udp.c. Dále bude 
uveden stručný popis nejdůležitějších funkcí pro práci s tímto protokolem: 
 udp_new() – vytvoří nový UDP PCB.  
 udp_bind() – spojí vytvořené UDP PCB se zadanou IP adresou a portem. 
 udp_recv() – pro vybrané UDP PCB nastaví „callback“ funkci, která se 
zavolá při přijetí UDP datagramu.  
 udp_connect() – pro zvolené UDP PCB nastaví vzdálenou IP adresu a port. 
 udp_send() – odešle datagram na vzdálenou adresu a port. 
 udp_disconnect() – u zvoleného UDP PCB odpojí vzdálenou IP adresu a 
port. 
 udp_remove() – odebere vytvořený UDP PCB. 
6.4.3 Aplikační vrstva 
Při vytváření aplikační vrstvy pro Ethernet byl zadán požadavek na použití protokolu 
FektBot, který využívá služeb UDP. Struktura protokolu je znázorněna na obr. 25 
 
 
obr. 25: Struktura protokolu FektBot 
Hlavička HDR je dlouhá 8 B a obsahuje: ProtoID (Identifikace protokolu- hodnota 
0xCC), Cmd, Auth (nastavení práv čtení a zápisu) a Len (dlouhý 2 B, udává velikost 
zprávy bez HDR), zbytek hlavičky není zatím implementován. 
Zpráva MSG je dlouhá 2 B. První Byte se dělí na dvě poloviny (každá polovina má 
1 bit rezervovaný, proto se pracuje pouze se třemi bity), první polovina udává příkaz 
cmd (READ, WRITE, SEQ RED,…) a druhá velikost přenášených dat dlen (1 B, 2 B, 
4 B,…). Druhý Byte uvádí identifikátor v rozsahu 0x00 až 0x3F.  
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Po MSG následují data, jejichž velikost + velikost MSG (2 B) odpovídá délce Len 
uvedené v hlavičce. Protokol zde nebude více rozebírán, jelikož je v Laboratoři 
teleprezence a robotiky již podrobně zdokumentován. 
6.4.3.1 Implementace protokolu FektBot 
Při implementaci protokolu do mikrokontroleru SM32F107VC byl vytvořen nový 




obr. 26: Diagram hlavního programu (přijímaní dat a odesílání žádosti o data) 
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Celý program začíná inicializací systémových zařízení. Zde jsou nastaveny všechny 
potřebné části mikrokontroléru. Inicializuje se rozhraní Ethernet, nastaví se všechna 
potřebná přerušení, vstupně/ výstupní piny a systémové hodiny. 
Dále program přechází k inicializaci samotného lwIP stacku. Mimo jiné nastavuje 
předdefinovanou IP adresu, masku podsítě, výchozí bránu a MAC adresu. 
Následuje důležitá část, kdy se vytvoří aktivní připojení funkcí udp_bind(upcb, 
IP_ADDR_ANY, 10005). Voláním funkce se nastaví, že program bude očekávat 
příchozí zprávy z jakékoliv IP adresy v síti na portu 10 005. Druhá funkce 
udp_recv(upcb, udp_server_callback, NULL) nastaví, že pokud přijde 
zpráva na zmíněný port, program zavolá funkci udp_server_callback(). Do této 
funkce jsou předány i informace o tom, z jaké IP adresy a jakého portu byla zpráva 
zaslána, aby bylo možné odpovědět zpět. 
Program potom běží v nekonečné smyčce, vykonává podprogramy, které jsou 
volány pouze v určitém čase (např. etharp_tmr()). V této nekonečné smyčce 
program čeká na přijetí zprávy na Ethernetovém rozhraní, což vyvolá přerušení. Pokud 
daná zpráva odpovídá dříve vytvořenému připojení, zavolá se funkce 
udp_server_callback(). V této funkci se provede parsování přijatých, což bude 
popsáno v další kapitole. Po rozparsování a zpracování přijatých dat program opět 
vytvoří nové připojení a vrací se zpět do nekonečné smyčky. 
Blok, který je volán každých 250 ms, souvisí se způsobem možné komunikace, kdy 
může být cyklicky posílána žádost o data zvoleného zařízení. 
6.4.3.2 Parsování přijatých dat 
Program pro parsování dat vychází ze zdrojového souboru robonet.c, který je používán 
pro komunikaci v Laboratoři teleprezence a robotiky. Byl pouze modifikován pro 
mikrokontrolér STM32F107VC a lwIP stack. Způsob parsování dat je opět znázorněn 
na obr. 27. 
Aby bylo možné používat způsob komunikace, kdy zařízení zasílá žádost o data, byl 
program dále upraven o další větev (v diagramu označena modře). Ta zpracovává data, 
jež jsou odpovědí („reply“) na žádost. 
Přijatá data jsou nejdříve testována, zdali jsou korektní (zpráva začíná znakem 
0xCC, není prázdná a odpovídá délka zprávy uvedená v hlavičce.) Program si vytvoří 
pomocné proměnné buf a plen2, do kterých se ukládají data k odeslání (pokud nějaká 
jsou) a velikost zprávy k odeslání.  
Následuje první větvení programu podle toho, zdali je první bit v MSG v log. „1“ 
(„reply“). Pokud ano, znamená to, že tato zpráva je odpovědí na žádost o zaslání dat. 
Pokud se jedná o žádost READ, data se zapíši dle přijatého ID do registru. Pokud je 




obr. 27: Diagram parsování přijatých zpráv 
Program se v tomto případě rozděluje dle hodnoty CMD do větví READ, WRITE, 
SEQ READ a TOGGLE. V každé z těchto větví se opět pomocí switch program 
rozdělí dle hodnoty DLEN na další větve, v kterých se provede požadovaná operace 
s požadovaným počtem dat. 
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Pokud jsou po dokončení požadované operace k dispozici data k odeslání, začne se 
vykonávat část programu, která byla nutná zmodifikovat pro STM32F107VC a lwIP 
stack. 
Nejdříve je vytvořen nový PBUF o velikosti plen2 a do něj je potom zkopírován 
obsah přijatého paketu (kvůli HDR, která je podobná). Do této nové zprávy je potom na 
pozici 4 a 5 (Byte) vložena délka nového paketu a od pozice 8 (zde začíná MSG) je 
vložen obsah nové zprávy k odeslání (vládání s použití funkce memcpy()). Takto 
vytvořený nový PBUF je odeslán na IP adresu a port, z kterých přišla žádost. To se 
provádí následujícím způsobem. Musí být vytvořeno nové připojení funkcí 
udp_connect() a  zpráva je následně odeslána funkcí udp_send(). Potom je 
třeba ukončit připojení funkcí udp_disconnect(). Na závěr celého programu je 
odalokován nově vytvořený PBUF. 
6.4.3.3 Testování a ladění komunikace 
Pro odzkoušení správnosti implementace jsem vytvořil velice jednoduchý program 
v jazyku C#, který dokáže odeslat přesně definovanou UDP zprávu na libovolný port a 
IP adresu. Zprávu je nutné zadávat v hexadecimálním tvaru a program zatím umožňuje 
odeslat pouze 4 B dat (což však pro vlastní ladění bylo dostačující). Rozhraní programu 
je vidět na obr. 28. 
 
 
obr. 28: Program pro testování komunikace ROBONET tester 
Při ladění komunikace byl také velice často využíván program Wireshark, pomocí 
nějž lze zachytávat veškerou komunikaci na Ethernetu a následně podrobně analyzovat 
obsah zpráv. 
Pro zobrazení dat z registru v počítači jsem používal program Monitor, který se 
zadanou periodou vyčítal data z registrů (2x žádost SEQ READ po 0x20 B). Ten byl 
vytvořen v Laboratoři teleprezence a robotiky.  
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6.5 Implementace sběrnice CAN 
Měniče motorů robotu FektBot komunikují po sběrnici CAN, proto bylo nutné do desky 
převodníku implementovat software, který by umožňoval do měničů zapisovat a vyčítat 
data.  
Požadavek na komunikační rychlost byl 500 kbit/s. Nejdříve ze všeho bylo potřeba 
stanovit konkrétní parametry pro mikrokontrolér STM32F107VC, aby bylo možné 
správně tuto rychlost nastavit (včetně synchronizace). 
Dále bylo třeba sběrnici správně inicializovat a implementovat odesílání a přijímaní 
zpráv. V poslední řadě je pomocí aplikačního protokolu CANopen vytvořen jednoduchý 
koncept vzájemné komunikace.  
6.5.1 Nastavení synchronizace přenosové rychlosti 
Pro správnou funkci sběrnice CAN na mikrokontroléru STM32F107VC je důležité 
správně nastavit některé parametry týkající se přenosové rychlosti a synchronizace. Celá 
problematika spočívá v tom, že každý přenášený bit je rozdělen do určitého počtu stejně 
dlouhých úseků. Doba trvání jednoho úseku je tq. 
Hodnotu tq lze nastavit pomocí parametru CAN_Prescaler podle vztahu: 
 
                      ,     (10) 
 
kde tPCKL je čas jedné periody APB (Advanced Peripheral Bus). V případě sběrnice 
CAN pracuje APB na frekvenci 36 MHz, tudíž hodnota tPCKL je přibližně 27,8 ns.  
Místo, v kterém bude příslušný bit zprávy vzorkován, se nastavuje parametry 
CAN_BS1, CAN_BS2 a CAN_SJW. Situaci vzorkování přibližuje obr. 29. 
 
 
obr. 29: Nastavení vzorkování u sběrnice CAN [22] 
SYNC_SEG trvá přesně 1 tq. Parametry CAN_BS1 (tBS1 = tq * CAN_BS1) a 
CAN_BS2 (tBS2 = tq * CAN_BS2) se nastavuje místo vzorkování. Posledním 
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parametrem CAN_SJW se určuje, o kolik tq se může místo vzorkování změnit, aby se 
dosáhlo správné synchronizace. Pro úplnost ještě uvedu, že CAN_BS1 v sobě zahrnuje 
PROP_SEG a PHASE_SEG1 podle standardu CAN a jeho hodnota může být 
1 tq až 16 tq. CAN_BS2 odpovídá PHASE_SEG2 a nastavuje se v rozmezí 1 tq až 8 tq. 
[22] 
Pro konkrétní nastavení byly v našem případě použity hodnoty, které byly 
přednastaveny v ukázkovém programu v knihovně STM32F10x standard peripheral 
library. Jedná se o hodnoty: 
 CAN_Prescaler – 12, 
 CAN_SJW – 1 tq, 
 CAN_BS1 – 3 tq,  
 CAN_BS2 – 2 tq. 
 
Jednouchým výpočtem jsem ověřil, že vzorkování je nastaveno přibližně na 66,7 % 
bitu (celkem 6 tq a vzorkování probíhá po 4 tq). Nakonec jsem ověřil správné nastavení 
přenosové rychlosti. Doba tq se tedy určí: 
 
                                     
               (11) 
 
Doba jednoho bitu je 6 tq, což odpovídá době: 
 
                        
              (12) 
 
Přenosová rychlost se nakonec vypočítá ze vztahu: 
 
                   
 
    
 
 
       
                    (13) 
 
Pro přenosovou rychlost 500 kbit/s je samozřejmě možné použít i jiné kombinace 
nastavení, například pokud by byl požadavek na jiné místo vzorkování. Tato 
konfigurace ale při testování bez problémů fungovala, proto jsem neměl důvod 
nastavení měnit. 
6.5.2 Inicializace a použití sběrnice CAN 
Jádrem programu pro použití sběrnice CAN je ukázkový příklad DualCAN z 
knihovny STM32F10x standard peripheral library3.5.0.  
Na začátku vlastního projektu se pomocí  #define CAN_BAUDRATE nastaví 
přenosová rychlost sběrnice. V našem případě je tímto nastaven CAN_Prescaler na 
hodnotu 12, čímž je zvolena rychlost 500 kbit/s (při předpokladu, že CAN_BS1 
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a CAN_BS1  jsou nastaveny na hodnoty uvedené v předchozím odstavci). Dále je třeba 
podobně jako u Ethernetu vytvořit inicializační struktury CAN_InitTypeDef (pro 
nastavení inicializace) a CAN_FilterInitTypeDef (pro nastavení filtru), do 
kterých se potom v projektu vkládají požadované parametry.  
V programu je třeba nastavit přerušení sběrnice při přijetí CAN zprávy Rx funkcí 
NVIC_Init(), kde se volí priorita přerušení a jiné parametry. 
Dále se musí na základě HW realizace nastavit GPIO piny PD0 (CAN1_RX)  a PD1 
(CAN1_TX)  a současně je přemapovat. Také je nezbytné povolit pro výstupní port D a 
pro samotné zařízení CAN1 hodiny, které jsou defaultně vypnuté. 
Následuje asi nejdůležitější krok, kdy se inicializuje sběrnice CAN. To se prování 
nastavením jednotlivých parametru ve výše uvedených strukturách. Ve struktuře 





Zavoláním funkce CAN_Init(CAN1, &CAN_InitStructure) se provede 
nastavení zvolených parametrů pro sběrnici CAN1. Dále je potom možné podobným 
způsobem nastavit filtr, který rozhoduje, zda zpráva s daným ID bude přijata či nikoliv. 
Tím lze zabránit zatěžování mikrokontroléru nepotřebnými zprávami. Filtr se nastaví 
zavoláním funkce CAN_FilterInit(&CAN_FilterInitStructure). 
Odeslání zprávy se provádí následujícím způsobem. Nejdříve je nutné vytvořit 
strukturu typu CanTxMsg (v našem případě například TxMessage), do které se 
vkládají údaje o přenášené zprávě. Jedná se například o: 
 TxMessage.StdId – identifikátor standardního formátu zprávy. 
 TxMessage.ExtId – identifikátor rozšířeného formátu zprávy.  
 TxMessage.IDE – volba mezi standardním a rozšířeným formátem zprávy.  
 TxMessage.DLC – velikost dat. 
 TxMessage.Data – vlastní přenášená data. 
 
Zavoláním funkce CAN_Transmit(CAN1, &TxMessage)se připravená data 
odešlou na sběrnici. Při přijetí zprávy je vyvoláno přerušení. Tímto způsobem je dále 
zavolána funkce na zpracování přijatých dat. 
Ladění sběrnice CAN jsem prováděl pomocí převodníku USB na CAN. Díky němu 
jsem mohl na počítači sledovat všechny zprávy přenášené po sběrnici nebo libovolné 
zprávy na CAN odesílat. 
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6.5.3 Použití CANopen 
Koncepci komunikace s použitím aplikační vrstvy CANopen lze popsat obr. 30. 
 
 
obr. 30: Komunikace na sběrnici CAN 
Převodník ve zvolené periodě T vysílá synchronizační zprávu SYNC, při kterém je 
provedeno vzorkování procesních dat. Tím je zajištěno přesné vzorkování. Po obdržení 
zprávy SYNC jsou od měničů motorů zaslány objektem PDO údaje jejich stavu. 
Za určitý čas ta jsou naopak taktéž pomocí PDO na sběrnici vyslána data pro měniče, 
jako jsou například rychlost a pozice. V čase tb (do příchodu dalšího SYNC) je možné 
komunikovat prostřednictvím SDO, a tím tak provádět například konfiguraci měničů. 
Dle zdroje [3] se při návrhu komunikace na jednu zprávu počítá 135 bitů. Doba 
jednoho přenášeného bitu je dle výpočtu (12) 2 μs. Z toho vyplývá, že jedna zpráva je 
přenášená přibližně po dobu 270 μs.  
Pokud by byly na robotu čtyři měniče, tak každý z nich v jednom komunikačním 
cyklu vyšle jedno PDO. To jsou dohromady 4 zprávy po 270 μs, což vyžaduje 
minimální čas přibližně 1,08 ms. S jistou rezervou může být čas ta volen na 2 ms. 
Stejnou dobu potřebují měniče i pro příjem zpráv. Při volbě periody cyklu T = 10 ms by 
tak byl čas tb na přenos SDO 6 ms. Z časových důvodů jsem již ale nestihl tento 
konkrétní návrh přímo na měničích ověřit. 
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6.6 Realizace převodníku 
Celá realizace převodníku vychází z původní koncepce, která je popsána v kapitole 6.3. 
Propojení dat ze sběrnice CAN a Ethernetu je tedy prováděno přes vyhrazené paměťové 
místo v mikrokontroléru. Kromě tohoto propojení přes paměťový registr obě 
technologie pracují víceméně nezávisle. 
Měniče motorů komunikují s deskou převodníku po sběrnici CAN. Výměna dat 
probíhá podle algoritmu uvedeného v kapitole 6.5.3. V registru jsou potom uloženy 
informace „od měničů“ a „pro měniče“ a jsou tak připraveny na výměnu přes Ethernet 
s nadřazeným systémem. Pro tuto výměnu jsou navrženy dva možné způsoby. 
Prvním a jednodušším způsobem je využití příkazu WRITE z protokolu FektBot. 
Tím jsou data přímo odeslána na zařízení s určenou IP adresou na konkrétní ID 
paměťového místa. Stejným způsobem může nadřazený systém předávat data 
převodníku. Tento způsob je velice rychlý a navíc i méně náchylný k chybě přenosu, 
jelikož se data posílají přímo. Nevýhodou je, že zařízení dostává pouze ta data, která 
jsou mu jiným zařízením zaslána.   
Druhým způsobem je odesílání dat na žádost. Zařízení, které vyžaduje informaci, 
zašle svému protějšku žádost. Ta je zpracována a informace je zaslána zpět k žadateli. 
Na první pohled je zřejmé, že u tohoto způsobu je na přenos stejného množství 
užitečných informací potřeba dvojnásobný počet přenesených zpráv (žádost a 
odpověď). 
Pro tuto možnost bylo nutné ještě upravit program tak, aby žádost byla vždy zasílána 
z portu 10 005. Bez této úpravy byla žádost odesílána z náhodného portu (v určitém 
rozsahu) a odpověď přišla na stejný port, z něhož byla zaslána. Na něm už ale nebyla 
navázána komunikace (odpověď byla očekávána na portu 10 005). 
Způsob této komunikace byl otestován propojením převodníku k jinému zařízení se 
stejně implementovaným protokolem. Komunikace bez problémů fungovala.  
Při dlouhodobém testování převodníku, kdy program Monitor vyčítal cyklicky data 
s nastaveným intervalem 1 ms, přestala komunikace cca po 3 hodinách fungovat. Tento 
problém pravděpodobně způsobuje přetečení některého zásobníku (data nejsou včas 
zpracována), protože při použití periody vyčítání 2 ms tento problém již nenastal ani po 




Hlavním cílem této diplomové práce je kompletní realizace převodníku Ethernetového 
protokolu UDP na sběrnici CAN, který má sloužit jako hlavní řídicí motorová deska 
reklamního mobilního robotu FektBot. Jedná se o softwarovou i hardwarovou část, kdy 
hlavním prvkem je mikrokontrolér STM32F107VC. 
Na začátku práce je čtenář seznámen se stručnou teorií, která poskytne základní 
přehled o problematice týkající se mikrokontrolérů rodiny ARM Cortex-M3, 
technologie Ethernet a sběrnice CAN. V části o ARM Cortex-M3 jsou uvedeny nejprve 
obecné informace o této architektuře a následně je rozebrán konkrétní integrovaný 
obvod STM32F107VC. Kapitola o Ethernetu pojednává o jeho stručné historii a 
hlavních vlastnostech. Podrobněji je potom popsána podoba Ethernetového rámce a 
protokol UDP. Na konci teoretické části je pojednáno o sběrnici CAN. Konkrétně jsou 
zde popsány obecné vlastnosti, způsob realizace fyzické vrstvy, formát přenášeného 
rámce a nakonec je zmínka o aplikačním protokolu CANopen. 
Hlavní částí této práce je návrh hardware převodníku. Nejdříve je proveden rozbor 
celého řešení. Byl dán požadavek, že finální deska plošných spojů by měla být co 
nejvíce univerzální, aby mohla sloužit i pro jiné účely v Laboratoři teleprezence 
a robotiky. Jelikož se jedná o hlavní řídicí motorovou desku, bylo třeba kromě 
Ethernetu a sběrnice CAN vytvořit fyzické rozhraní pro sběrnici RS-485 a pro měření 
analogových veličin. V této části se zabývám návrhem všech komponent potřebných 
pro správnou činnost převodníku. Například bylo třeba vytvořit fyzickou vrstvu 
Ethernetu pomocí obvodu STE100P, jelikož mikrokontrolér má implementovanou 
pouze Ethernet MAC. Dále se jednalo o použití budiče pro sběrnici CAN a sběrnici 
RS-485. V neposlední řadě bylo třeba navrhnout spínaný stabilizovaný zdroj, protože 
napájecí napětí v robotu může být různé. 
Druhou stěžejní částí je návrh software. Na začátku jsou rozebrány možnosti 
programování vytvořené desky plošných spojů. Konkrétně se jedná o rozhraní 
JTAG (SWD). Další část se věnuje Ethernetu. Nejdříve je popsána nutná inicializace a 
následně použití lwIP stacku, který zajišťuje implementaci protokolů vyšších vrstev, 
zejména IP a UDP. Nad protokolem UDP je vytvořena samotná aplikační vrstva, která 
zajišťuje kompatibilitu s robotickým modulárním systémem používaným v Laboratoři 
teleprezence a robotiky. Neméně důležitou součástí byla správná implementace sběrnice 
CAN, kde je vytvořen koncept komunikace s použitím CANopen. 
U návrhu hardware byly splněny všechny zadané požadavky. Desku plošných spojů 
jsem nad rámec zadání nechal vyrobit, osadil, oživil a následně otestoval její funkčnost. 
U softwarové části jsem kompletně splnil implementaci Ethernetové části, u které jsem 
samozřejmě ověřil její funkčnost. Následně jsem vytvořil software pro sběrnici CAN, 
která při testování opět bez problémů fungovala. Bohužel jsem již ale z časových 
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důvodů nestihl ověřit na konkrétních měničích motorů návrh software pro komunikaci 
s využitím CANopen. 
Přínos tohoto výrobku spatřuji hlavně v tom, že bude součástí reklamního robotu 
FektBot, jehož primárním účelem je reprezentace Fakulty elektrotechniky a 
komunikačních technologií VUT v Brně. Dalším pozitivem této práce je to, že na ní 
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ALU – Arithmetic Logic Unit (aritmeticko-logická jednotka) 
A/D – Anologově-digitální (převodník) 
APB – Advanced  Peripheral Bus 
ARM – Advanced RISC Machine, dříve Acorn RISC Machine (architektura CPU) 
ARP – Address Resolution Protocol 
CAL – CAN Application Layer 
CAN – Controller Area Network (sběrnice) 
CiA – CAN in Automation 
CRC – Cyclic Redundancy Check (cyklický redundantní součet) 
CSMA/ CD – Carrier Sense Multiple Access/ Collision Detection 
D/A – Digitálně-analogový (převodník) 
DFU – Device Firmware Upgrade 
DHCP – Dynamic Host Configuration Protocol 
DIX – Firmy DEC, Intel a Xerox 
DMA – Direct Memory Access (přímý přístup do paměti) 
DPS – Deska plošných spojů  
DSP – Digitální signálový procesor 
ESR – Ekvivalentní sériový odpor 
FIFO – First In, First Out 
FTP – File Transfer Protocol 
GPIO – General Purpose Input/ Output 
HAL – Hot Air Levelling (žárové nanesení pájky) 
HSE – High-speed External (u zdroje hodinového signálu) 
HSI – High-speed Internal (u zdroje hodinového signálu) 
HTTP – Hypertext Transfer Protocol 
I2C – Inter-Integrated Circuit (sériová sběrnice) 
IDE – Integrated Development Environment (vývojové prostředí) 
IEEE – Institute of Electrical and Electronics Engineers  
IP – Internet  Protocol 
JTAG – Join Test Action Group 
LED – Light-Emitting Diode (světlo emitující dioda) 
LLC – Logical Link Control 
LSE – Low-speed External (u zdroje hodinového signálu) 
LSI – Low-speed Internal (u zdroje hodinového signálu) 
MAC – Media Access Control 
MII – Media Independent Interface 
MMU – Memory Managemet Unit (jednotka řízení paměti) 
MPU – Memory Protectection Unit (jednotka ochrany paměti) 
NVIC – Nested Vectored Interrupt Controller 
OSI – Open Systems Interconnection 
PLL – Phase Locked Loop (smyčka fázového závěsu) 
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RISC – Reduced Instruction Set Computer (redukovaná instrukční sada) 
RM – Referenční model 
RMII – Reduced Media Independent Interface 
RTC – Real-time clock (hodiny reálného času) 
SMD – Surface Mount Device (součástky pro povrchovou montáž) 
SMI – Station Management Interface 
SMTP – Simple Mail Transfer Protocol 
SPI – Serial Peripheral Interface (sériové periferní rozhraní) 
SRAM – Static Random Access Memory (statická paměť) 
STP – Shielded Twisted Pair (stíněný kroucený pár) 
SWD – Serial Wire Debug (dvouvodičové rozhraní pro ladění) 
TCP – Transmission Control Protocol 
TP – Twisted pair 
UART – Universal Asynchronous Receiver and Transmitter 
UDP – User Datagram Protocol  (komunikační protokol) 
USART – Universal Synchronous/ Asynchronous Receiver and Transmitter 
USB – Universal Serial Bus (univerzální sériová sběrnice) 
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Příloha 1.  Schéma převodníku Ethernet na sběrnici CAN  
 


















Počet Popis Hodnota Pouzdro Umístění
1 Ks Ethernet PHY STE100P TQFP64 IC2
1 Ks CAN Tranciever SN65HVD230D SO-08 [smd] IC3
1 Ks Civka 100uF/1.3A DE1205 L1
1 Ks Dioda Schottkyho 2A/60V DO214AA D1
7 Ks FBEAD FBEAD 1206 [smd] L2, L3, L4, L5, L6, L7, L8
1 Ks IO - Budic RS-485 SN65HVD10 SO-08 [smd] IC4
1 Ks Kondenzator 1uF 0603 [smd] C25
2 Ks Kondenzator 10pF 0603 [smd] C14, C15
28 Ks Kondenzator 100nF 0603 [smd]
C7, C8, C9, C10, C11, C13, C17, C20, 
C21, C22, C23, C24, C26, C27, C28, 
C29, C30, C31, C32, C36, C38, C39, 
C40, C41, C42, C43, C45, C46
1 Ks Kondenzator 1nF/2kV 1206 [smd] C37
1 Ks Kondenzator Elektrolyt 100uF/63V
RM = 5 mm, d = 10,5 
mm radial
C4
6 Ks Kondenzator Elektrolyt 100uF/6.3V tantal B, 3528 [smd] C2, C12, C33, C34, C35, C44
1 Ks Kondenzator Elektrolyt 33uF/35V tantal D, 7343 [smd] C1
1 Ks Krystal 32.768kHz TC38H X2
1 Ks Krystal 25MHz HC49 X1
4 Ks LED YELLOW 0805 [smd] LED2, LED3, LED4, LED5
1 Ks LED RED 0805 [smd] 1.01
1 Ks Mikrospínač S1
1 Ks Pojistka 0,2A 1812 [smd] F1
1 Ks RJ45 ROFA RJ45 ROFA U$2
2 Ks Rezistor 0R 0603 [smd] R6, R42
5 Ks Rezistor 1K5 0603 [smd] R13, R14, R15, R34, R35
22 Ks Rezistor 10K 0603 [smd]
R2, R4, R5, R8, R9, R10, R11, R12, 
R16, R24, R25, R26, R27, R28, R29, 
R30, R31, R44, R45, R46, R48, R49
5 Ks Rezistor 49R9 0603 [smd] R18, R19, R36, R37, R38
2 Ks Rezistor 75R 0603 [smd] R39, R40
1 Ks Rezistor 100R 0603 [smd] R17
2 Ks Rezistor 120R 0603 [smd] R43, R47
1 Ks Rezistor 200R 0603 [smd] R3
7 Ks Rezistor 300R 0603 [smd] R1, R22, R23, R32, R33, R58, R59
1 Ks Rezistor 1K2 0805 [smd] R20
1 Ks Rezistor 2K 0805 [smd] R21
1 Ks Rezistor 4K99 0805 [smd] R7
1 Ks Stabilizator spinany LM2594_SO SO-08 [smd] IC1
1 Ks Stm32f107vct6 STM32F107VC TQFP100 IC5
Příloha 5.  Rozměry desky 
 







Příloha 7. Manuál na založení projektu v µVision 
 
STRUČNÝ NÁVOD NA ZALOŽENÍ PROJEKTU 
V PROSTŘEDÍ µVISION 4 PRO 
MIKROKONTROLER STM32F107VC 
(KIT ETH_CAN) 
Konfigurace projektu v Keil µVision 
 Pro periférie lze použít knihovnu STM32F10x standard peripheral library3.5.0 
dostupnou na webových stránkách STMicroelectronics 
(http://www.st.com/internet/mcu/product/221020.jsp). 
 Nejdůležitější kroky při vytváření nového projektu v µVision 4.2 
o Založit nový projekt -> vybrat příslušný typ mikrokontroleru 
(STMicroelectronics-> STM32F107VC). 
o Vložení „StartUp“ odmítnout, později bude přidán jiný z již zmíněné knihovny 
od STM. 
o Poté je dobré vytvořit vhodnou strukturu projektu- ta se vytváří v Project -> 
Manage -> Components, Environmets, Books… (nebo inkonka barvených 
kostek na toolbaru).  V záložce Project Componets vytvoříme tedy vhodnou 
strukturu projektu. Okno Project Targets  slouží pro přidávání cílových zařízení, 
pro které je tento projekt určen. Pokud používáme jenom jedno (např. vývojový 
kit ETH_CAN), tak pouze přejmenujeme defaultní název. Do okna Groups 
přidáváme složky, v kterých budou jednotlivé soubory projektu. Jako vhodné 
rozdělení považuji například: Source, Library, Start_Up, CMSIS, 
Standard_Peripherial_Library. Do složek potom vkládáme soubory, se kterými 
budeme pracovat: 
 Source – moje zdrojové soubory, zde je ještě důležité přidat soubor 
„stm32f10x_conf.h“ 
(STM32F10x_StdPeriph_Lib_V3.5.0\Project\STM32F10x_StdPeriph_
Template) a dále je dobré přidat soubory „stm32f10x_it.c“ a 
„stm32f10x_it.h“  ze stejného umístění jako předchozí. 
 Library – použité knihovny (kromě knihoven pro standardní periférie). 
 Start_Up – sem vložíme vhodný *.s (assembler) soubor, který zajistí 
nastavení při startu procesoru, nastaví velikost „Stacku“ a „Heapu“atd. 
Pro procesor STM32F107VC použijeme soubor  
startup_stm32f10x_cl.s 
(Libraries\CMSIS\CM3\DeviceSupport\ST\STM32F10x\startup\arm\), 
protože patří do skupiny Connectivity line device.  
 CMSIS – zde vložíme soubory, které zajišťují jednotné softwarové 
rozhraní (CMSIS- Cortex Microcontroller Software Interface 
Standard). Jedná se o soubory: 
core_cm3.c(Libraries\CMSIS\CM3\CoreSupport\) a 




 Standard_Peripherial_Library – zdrojové soubory pro práci se 
standardními perifériemi. Ty najdeme v 
Libraries\STM32F10x_StdPeriph_Driver\src\. 
o Dále je nutné provést nastavení celého projektu. To najdeme: Pravý klik na 
Target (uplně nahoře v okně Project) a Options for Target  „název zařízení“ 
nebo kliknutím na ikonu kouzelné hůlky na toolbaru. Je důležité nastavit 
alespoň v záložkách: 
 Ouput – je dobré zaškrtnout Create HEX file (tento formát je potom 
možné nahrát do kitu i jinými nástroji jako je např. STM32 ST-LINK 
Utility), dále je vhodné nastavit cestu, kam se budou generovat 
výstupní soubory. 
 Listing – zde je vhodné nastavit cestu, kam se budou generovat 
záznamy. 
 C/C++ – zde je velice důležité přidat do Define: 
USE_STDPERIPH_DRIVER, STM32F10X_CL (opět definujeme, že 
mikrokontroler patří do skupiny Connectivity line device). Potom je 
taktéž nutné nastavit cestu, kde bude překladač hledat hlavičkové 




 Debug – pokud je použitý ST-LINK, vybereme jej. (Zvolit Use a vybrat 
ST-link Debugger) 
 Utilities – pokud je použitý ST-LINK, opět jej vybereme. 
Vysvětlení funkce některých souborů z knihovny pro 
standardní periférie 
 startup_stm32f10x_cl.s – nastavení velikosti Stacku a Heapu, vektor přerušení, 
nastavení po startu mikrokontroleru, atd. 
 system_stm32f10x.c – zde je volána důležitá funkce SystemInit(), která je spuštěná 
ještě před hlavní funkcí main.c. Je volána ze souboru  startup_stm32f10x_cl.s. Zde jsou 
mimo jiné nastaveny systémové hodiny. 
 stm32f10x.h – důležitý soubor obsahující všechny definice adres registrů, atd. 
 stm32f10x_conf.h – vložení všech standardních knihoven pro periférie do projektu. 
Knihovna je vložema ze souboru: stm32f10x.h. Jestli jsou knihovny přilinkovány, 
záleží na definici makra USE_STDPERIPH_DRIVER. 
 
