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Opinnäytetyössä rakennettiin tietokoneohjattu konvektiouuni pintaliitoskomponenttien 
juottamiseen. Tällaista uunia kutsutaan reflow-uuniksi, joka helpottaa valmistusta olen-
naisesti silloin kun kasattavilla levyillä on suuri määrä pintaliitoskomponentteja. Työ 
valmistettiin yhteistyössä Gecko Systems Oy:n kanssa, tavoitteena oli valmistaa kustan-
nustehokkaita työkaluja pienimittaiseen elektroniikan prototyyppituotantoon. 
 
Laitteen kehitystyö alkaa suunnittelemalla piirilevy CadSoft EAGLE PCB-ohjelmalla. 
Reflow-kontrollerin piirilevyn layoutin valmistuttua suoritetettiin piirilevyn 
kokoonpano. Toimiakseen kontrolleri vaatii huomattavan määrän sulautettua ohjelmis-
toa, joka luotiin käyttäen avuksi mikrokontrollerivalmistajan referenssiohjelmistoja. 
Mikrokontrollerin ohjelmisto on kirjoitettu C-ohjelmointikielellä. 
 
Reflow-uunin ohjaamiseen lämpötilakontrollerin avulla tarvitaan omavalmisteinen oh-
jelmisto. Tämä toteutettiin ohjelmoimalla PC-tietokoneella toimiva Python/Matplotlib-
ohjelmisto, joka piirtää reaaliaikaisen graafisen esityksen lämpötilakontrollerin anturei-
den lämpötilasta. Ohjelmaan sisällytettiin toiminto puolijohdereleen ohjaamiseksi, jolla 
reflow-uunin tilaa hallitaan. 
 
Työssä suunniteltu lämpötilakontrolleri toteuttaa sille asetetut vaatimukset hyvin. Uunin 
juotosprofiilin lämpötilanmuutoksista saisi nopeamman nostamalla käyttöjännitettä so-
pivalla säätömuuntajalla uunin sietokyvyn rajoissa. Välittämättä hieman liian pienestä 
lämpötehosta, lopullinen reflow-uuni on täysin käyttökelpoinen pintaliitoskomponentte-
ja sisältävien levyjen valmistuksessa. 
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This thesis is about the process of developing a computer controlled convection oven 
for purposes of electronics manufacture and/or prototyping. This kind of oven is called 
a “reflow” oven, which makes it possible to solder boards with multiple SMD 
components simultaneously. Core of the project is a self-made temperature controller 
which reads K-type thermocouples and relays the data to PC computer. 
 
Engineering thesis applies knowledge of software, embedded systems and electronics as 
the project involves each of these matters, requiring software, embedded electronics and 
modification of the oven control electronics. During this project, a circuit board will be 
designed with Cadsoft EAGLE PCB, and assembled. 
 
Thesis also includes development of Python/Matplotlib software for PC environment. 
This software draws the graphical representation of temperature versus time, allowing 
real-time monitoring and manipulation of the reflow process. Programming languages 
used in thesis are Python and C.
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LYHENTEET JA TERMIT  
 
 
SMD Surface Mounted Device, pintaliitoskomponentti 
PCB Printed Circuit Board, tulostettu piirilevy, yleisnimitys 
suurelle osalle elektroniikan piirilevyjä jotka on tehty CAD-
ohjelmistoja käyttäen. 
CAD Computer Assisted Development. Tietokoneavusteinen 
kehitystyö. Työkaluja jotka auttavat ihmistä suunnittelemaan 
kytkentöjä, grafiikkaa ym. 
ICSP In-Circuit Serial Programming. Microchipin oma termi 
PIC18F-sarjan prosessorien ohjelmointimekanismille. 
UBW Universal Byte Whacker. Harrastelijoiden kehittämä 
koekytkentäalusta PIC18F-perheen mikrokontrollereille 
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1. JOHDANTO 
 
Tässä opinnäytetyössä perehdytään elektroniikan valmistusmetodeihin, pääasiassa ns. 
Reflow-juotostekniikkaan. Reflow-uunin rakentaminen on monivaiheinen työ joka si-
sältää ohjelmistotekniikan, elektroniikan suunnittelun ja toteuttamisen osa-alueita. 
 
Opinnäytetyön sisältäessä monia erillisiä kehitysvaiheita, sovelletaan ns. Top-down 
suunnitteluperiaatetta. Tällä lähestymistavalla lähdetään lopputuloksesta: Tarvitaan ref-
low-uuni elektroniikan prototyyppien valmistamiseen. Mikä on soveltuvin tapa toteuttaa 
ohjauselektroniikka? Tämän ajatusmallin kautta päädyttiin Microchipin PIC18F-
prosessoriperheen äärelle, näiden prosessorien sisältäessä mm. USB-toiminnallisuuden. 
Kokonaisuutena PIC18F-tuoteperhe tarjoaa helposti liitettäviä, laajannettavia toiminnal-
lisuuksia kustannustehokkaasti. Tätä sovellusta varten Microchipiltä löytyy referens-
siohjelmisto mm. termoparien epälineaarisuuden kompensointia varten. Microchipin 
referenssi vaatii kuitenkin suurta muokkausta toimiakseen tässä sovelluksessa. Iso osa 
ohjelmakoodista kirjoitettiin käyttäen omia funktioita.  
 
Lämpötilakontrollerin piirilevy suunniteltiin käyttäen Cadsoft EAGLE PCB-
ohjelmistoa. Hyvä piirilevysuunnittelu on kustannus- yms. syistä yksi suunnittelupro-
sessin tärkeimpiä vaiheita. Suunnittelutyön valmistuttua piirilevyt tilattiin Prinel OY:ltä. 
 
Työssä käytettävän PIC18F26J50-prosessorin USB-väylällä muodostetettiin virtuaali-
nen sarjaportti PC-tietokoneeseen. Tämän tiedonsiirtoväylän avulla on mahdollista siir-
tää omavalmisteisen protokollan avulla lämpötila-anturien lämpötilatiedot, sekä muita 
tilatietoja lämpötilakontrollerilta tietokoneelle.  
 
Lämpötilakontrolleri käyttää lämpötilan mittaukseen K-tyypin termopareja. Tietoko-
neella ajettava Python/Matplotlib-ohjelmisto piirtää graafisen esityksen prosessin läm-
pötilasta, ja mahdollistaa prosessin seuraamisen ja hallinnan. 
 
Oleellinen osa työtä on myös  katsaus itse reflow-uunin rakennusvaiheisiin. Lämpötila-
kontrolleria käytettiin valmistamalla yleisesti saatavilla olevasta elintarvikeuunista läm-
pötilaohjattu uuni, joka soveltuu  elektroniikan prototyyppien tuotantoon. 
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Opinnäytetyö hyödyntää  avoimen lähdekoodin työkaluja, kuten Ubuntu Linux. Tällä 
käyttöjärjestelmällä käytettiin MPLAB X – kehitysympäristöä. Kehitysympäristön käy-
tössä olleet versiot ovat olleet 1.2 – 1.7. Nämä työkalut ovat käyttäjälle ilmaiseksi saa-
tavilla. Eagle CAD on saatavilla Freeware-lisenssillä, mutta ei ole avoimen lähdekoodin 
ohjelmisto. Kappale 4 on kirjoitettu käymään perehdyttävästi läpi avoimen lähdekoodin 
ohjelmistokehityksen  perusperiaatteita. 
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2 PIIRILEVYN SUUNNITTELU JA VALMISTUS 
 
Piirilevysuunnittelussa yleisimmin käytössä olevat ohjelmistot ovat PADS Logic sekä 
EAGLE. EAGLE on kevyempi kehitysympäristö, joten opinnäytetyön piirilevyjen kehi-
tystyö suoritettiin sitä käyttäen. Piirilevy käyttää pääasiassa 0605-koon pintaliitoskom-
ponentteja. Suunnitellut piirilevyt tilattiin ulkopuoliselta valmistajalta. Näille piirilevyil-
le juotetettiin komponentit käyttäen aluksi kuumailmapuhallinta, ja ensimmäisen lämpö-
tilakontrollerin prototyypin valmistuttua tällä kyetään ohjaamaan reflow-uunia. Käytös-
sä on siis kaksi lämpötilakontrollerin versiota, ensimmäinen kasattuna käyttäen juotos-
pastaa ja kuumailmapuhallinta. Toinen lämpötilakontrolleri juotetettiin reflow-uunissa. 
 
2.1 CADSoft Eagle  
 
Työkaluvaihtoehtona käytettiin Eaglen 5-versiota, jolla suunniteltiin kaksipuoleinen pii-
rilevy. Piirilevyn yläpuoli sisältää komponentit  ja alempi puoli joitain vetoja läpivien-
tien kautta. Levyllä on PIC18F26J50-prosessori, I2C-väyläinen MCP9804-lämpötila-
anturi(ylhäällä), kaksi termopariliitintä sekä kaksi kappaletta MCP3421-AD-muuntimia. 
Kaikki oheislaitteet (MCP9804, AD-muuntimet) keskustelevat prosessorin kanssa I2C-
väylää käyttäen. Levyn keskelle on sijoitettu PIC:n ICSP-liitin, jonka kautta prosessorin 
ohjelmointi voidaan suorittaa käyttäen PICKIT3-ohjelmointilaitetta, tai mitä tahansa 
muuta vastaavaa ohjelmointilaitetta. 
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Kuva 4. Piirilevyn Eagle CAD-piirros.  
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2.2 Reflow-prosessin teoria 
 
Reflow-uuni on laite, joka on suunniteltu SMD-komponentteja sisältävien piirilevyjen 
juottamiseen teollisessa tuotannossa. 
 
Tyypillisin reflow-uunin rakenne on pitkä uuni, jonka läpi valmistettavat elektroniikka-
levyt kulkevat hihnalla. Uunin matkalla on erilaisia lämpötila-alueita, ja liukuhihnaston 
kulkunopeutta säätelemällä voidaan vaikuttaa siihen, millaisen lämpötilaprofiilin piiri-
levy kokee. Teollisissa laitteissa lämmönlähde on useimmiten keraaminen infra-
punaelementti, joka siirtää lämmön piirilevyyn lämpösäteilynä. Reflow-uunit, jotka 
käyttävät puhaltimia kuuman ilman ohjaamiseksi piirilevyihin, kutsutaan konvektiouu-
neiksi. 
 
 
Kuva 1. Heller 1826MK5 teollinen reflow-uuni [1] 
 
Reflow-prosessissa komponenttien juotoksiin käytettävää ainetta kutsutaan juotospas-
taksi. Juotospasta on seos äärimmäisen pieniä tinapartikkeleja(käytännössä metalliseos), 
sekä juoksutinainetta. Juotospastaa on saatavissa eri laatuluokissa, jolloin partikkeliko-
ko pastassa on 5-150 mikrometrin välisellä alueella, riippuen pastan laatuluokasta. Juo-
tospasta levitetään teollisuudessa roboteilla tai käsin niinkutsutun stencilin läpi. Kom-
ponenttien ladonta on mahdollista robotin avulla, pick and place-koneella tai manuaali-
sesti esimerkiksi pinseteillä. 
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Kuva 2. Pastan materiaalikoostumus ja pastaa levitettynä stencilillä [2] 
 
Itse reflow-prosessi on käytännössä nelivaiheinen. Ensimmäisessä vaiheessa, aikavälillä 
0-60 sekuntia, suoritetaan esilämmitys(preheat). Tämän aikana kaikkien komponettien 
lämpötilaa nostetaan tasaisesti, mutta tämä ei vaikuta juotospastan olomuotoon. 
 
Toisessa vaiheessa, jonka kesto on 60-120 sekuntia, piirilevyn lämpötila on tuotu alu-
eelle, jossa juotospastan fluksi alkaa aktivoitua. Fluksi sisältää voimakkaasti oksideja 
poistavia kemikaaleja, jolloin juotospinnat puhdistuvat epäpuhtauksista.  
 
Kolmas vaihe on varsinainen reflow-vaihe, jossa jo aktivoitunut fluksi on poistanut 
epäpuhtaudet, ja lämpötila on muovannut juotospastasta pintajännityksen mukaan käyt-
täytyvää sulaa ainetta. Tällöin lämpötila on yli 200 celsius-astetta. Prosessin keskeisim-
piä ominaisuuksia on se, että oikea määrä pastaa saa tinan hakeutumaan juuri oikeisiin 
paikkoihin hyödyntäen sulan nesteen pintajännitystä. 
 
Reflow-vaiheen jälkeen piirilevyn lämpötila tuodaan alas, mutta ei kuitenkaan nope-
ammin kuin 6 celsius-astetta sekunnissa. Liian nopea jäähtyminen voi tuottaa levyn epä-
tasaisen jäähtymisen ja aiheuttaa jännityksiä sekä heikkoutta juotoksiin. Liian pitkä, 
kuuma tai väärillä parametreilla toteutettu reflow-prosessi voi olla haitallinen kom-
ponenteille. Useimpien komponenttien datalehdistä on löydettävissä komponenteille 
ominaiset lämpötilaprofiilit. [2] 
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Jos juotettavana on erityisen herkkiä komponentteja, kuten monimutkaisia prosessorei-
ta, liian pitkä tai liian kuuma lämpötila saattaa vahingoittaa tai lyhentää tuotteiden elin-
ikää huomattavasti. Vääränlaisen juotosprofiilin lopputuloksena voi olla myös erittäin 
heikkolaatuiset juotospinnat, jolloin laite voi toimia aluksi mutta hajota myöhemmin 
lämpölaajenemisen seurauksena. 
 
 
Kuva 2. Kuvaus reflow-prosessin muuttujista [2] 
 
 
 
 
Kuva 3. Tyypillinen vika reflow-tuotannossa: Stencil on ollut väärässä paikassa. [2] 
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2.3 Komponenttien ladonta 
 
Ladontavaiheessa ennen komponenttien asennusta levitetään juotoskohtiin juotospastaa. 
Huoneenlämmössä pasta mahdollistaa komponettien pysymisen paikallaan. Juotospas-
taa annostellaan kärjellä varustetusta ruiskusta. Komponentit asetetaan paikalleen pin-
settejä avuksi käyttäen. Prosessoria juottaessa käytettiin avuksi myös stereomikro-
skooppia. Komponenttien vaihtaminen mahdollisissa vikatilanteissa onnistuu myös, jo-
pa prosessorin kohdalla. Tällöin komponenttia lämmitetään kunnes se irtoaa, ja juotos-
pinnat puhdistetaan tinaimulangalla sekä alkoholilla tai fluksilla . Tämän jälkeen puh-
taalle pinnalle on mahdollista asetella juotospastaa kuten tuoreelle piirilevylle. Juotos-
aluetta puhdistaessa täytyy kuitenkin varoa vahingoittamasta piirilevyn johtimia. 
 
 
Kuva 5. Piirilevy osa komponenteista ladottuna ennen reflow-juotosta 
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2.4 Reflow-juottaminen 
 
Reflow-uunia ohjataan lämpötilakontrollerin aikaisemman prototyypin avulla.  
 
Kuva 6. Toimiva reflow-laitteisto 
 
Lämpötilakontrollerin ensimmäinen prototyypin ydin on  PIC18F-pohjainen UBW [3]  
Breakout board.  UBW Breakout Board on testialusta joka vastaa ominaisuuksiltaan 
esimerkiksi Arduino Nanoa.    
 
Reflow-uunia ohjaava UBW sisältää käytännössä katsoen kaikki samat ominaisuudet, 
joita lopullisessa lämpötilakontrollerissa oleva PIC18F26J50-prosessorikin. Reflow-
prosessin aikana piirilevyn lämpötilaa mittaava k-tyypin termopari asetettiin mahdolli-
simman lähelle piirilevyä (Kuva 5), jolloin tietokoneella nähtävä lämpötilalukema vas-
taa mitä suurimmalla todennäköisyydellä itse juotettavan piirilevyn lämpötilaa. Johtuen 
piirilevyn kyvystä varata lämpöä, piirilevyä ympäröivä ilma lämpenee huomattavasti 
nopeammin mitä levy itse. Reflow-prosessi toteutui ongelmattomasti. Kuvaajasta on 
huomattavissa piirilevyn jäähdytys ilmavirralla ajanjaksojen 270,290 ja 320 sekuntia 
kohdalla. 
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Kuva 7. Piirilevyn valmistuksessa toteutunut lämpötilaprofiili 
 
Kuvaajassa pystyakselilla lämpötila celsiuksina, vaaka-akselilla aika sekunteina. 
 
 
Kuva 8. 2. Prototyyppi reflow-prosessin jälkeen.  
Piirilevyn käytyä reflow-uunissa voidaan havaita kaikkien komponenttien juotoksien 
onnistuneen hyvin. 
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2. PIIRILEVYN OMINAISUUDET JA OHJELMISTO 
 
Ilman ohjelmistoa piirilevy, jonka ytimenä on prosessori, ei tee ainuttakaan asiaa. Oh-
jelmistosuunnittelu on siis useasti hyvin keskeinen osa nykyajan elektroniikan kehitys-
työssä. 
 
3.1 Termoparien käyttö PIC-mikrokontrollerilla 
 
Opinnäytetyössä valmistetun piirilevyn sydän on 8-bittinen PIC18F26J50-
mikrokontrolleri [6], johon on sisäänrakennettu mm. USB-väylä. Tämä mahdollistaa 
helpon liitettävyyden pöytätietokoneeseen. 
 
Termoparin toiminta perustuu ns. lämpösähköiseen ilmiöön. Lämpösähköisessä ilmiös-
sä kahden eri metallin liitokseen syntyy lämpötilaan verrannollinen jännite. Termopare-
ja on mahdollista valmistaa useista eri metallipareista. Termoparin toinen pää pidetään 
tiedetyssä lämpötilassa ja toinen sijaitsee mitattavassa lämpötilassa. Lämpötilaeron 
noustessa syntyy jännite, joka kyetään mittaamaan 18-bittisellä MCP3421-AD-
muuntimella. Termoparien toisen pään lämpötila on sama kuin piirilevyn lämpötila, jota 
mittaa piirilevyn yläosaan asennettu MCP9804 I2C-väyläinen lämpömittari, jolla saavu-
tetaan 0,1C tarkkuus. 
 
K-tyypin termoparilla voidaan saavuttaa jopa -100…+1200C mitta-alue. 
 
 
Kuva 9. Yksinkertaistettu termoparisovelluksen lohkokaavio [7] 
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3.2 Mikrokontrollerin ohjelma 
 
Mikrokontrollerin ohjelma on modifoitu UBW Helloworld-ohjelmisto. UBW on Creati-
ve Commons 3-lisenssin alainen PIC-ohjelmisto, joka yhdistää yksinkertaisimmillaan 
USB-sarjaportin ja PIC:n I/O liittimien hallinnan. Näin voidaan ohjata logiikkatason 
laitteita kuten puolijohdereleitä. Ohjelmiston tehtävinä on keskustella oheislaitteiden 
(lämpömittari, AD-muuntimat) kanssa I2C-väylää käyttäen. Ohjelmallisesti suoritetaan 
myös termoparien epälineaarisuuden kompensointi. Lämpötiladata siirretään PC-
tietokoneelle USB-väylää käyttäen. 
 
Mikrokontrollerin ohjelmistokehitys suoritetaan käyttäen uutta myös Linux-alustoilla 
toimivaa MPLAB X-kehitysympäristöä. Yhdessä eri kääntäjien kanssa tämä ohjelmisto 
sisältää täydelliset kehitystyökalut monille eri alustoille. 
 
3.2.1 I2C-väylä 
 
I2C on yksinkertainen kaksisuuntainen ohjaus- ja tiedonsiirtoväylä. I2C-väylässä on 
sarjamuotoinen data- ja kellolinja. I2C-kommunikaatio tapahtuu niin, että isäntä lähettää 
tietynlaisen paketin, jonka orjalaitteet huomaavat. Jos paketti sisältää tietyn orjalaitteen 
osoitteen, tämä laite ottaa väylän haltuunsa ja lähettää oman pakettinsa isännälle. Tämän 
jälkeen linja joko lopetetaan keskustelu jolloin linja vapautuu, tai suoritetaan lisää kes-
kustelua. Tässä ohjelmallisesti kirjoitettuja toiminnallisuuksia ovat esimerkiksi 
MCP9804 lämpötila-anturin konfiguraatiorekisterien luku ja kirjoitus ja lämpötilarekis-
terin luku. Muita I2C-toiminnallisuuksia ovat MCP3421 AD-muuntimien konfigurointi 
ja luku. 
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3.2.2 MCP9804-anturin referenssilämpötilan(ambient) luku ja käsittely  
 
MCP9804-lämpöanturia käyttävä C-kielinen lähdekoodi on liitteenä, read_temp()-
funktio, liite nro. 1.  Funktio lukee ympäristön lämpötilan MCP9804-anturilta.  Lämpö-
tila-anturin lukeminen alkaa isäntälaitteen lähettämällä käskyillä. Isäntälaitteen lähetet-
tyä luettavan laitteen  sekä laitteen rekisterin osoitteen, voidaan MCP9804-anturilta vas-
taanottaa kaksi tavua lämpötiladataa. 
 
 
Kuva 10. I2C-protokolla [5] 
 
Funktion noudettua lämpötiladatan laskeminen oikeaan muotoon vaatii muutamia toi-
menpiteitä. Lämpötila muodostuu kahdesta tavun kokoisesta muuttujasta, jonka ylempi 
tavu  sisältää kolme statusbittiä, sign-bitin sekä lämpötilan neljä ylintä bittiä. 
 
Alempi tavu sisältää lämpötilan kokonaislukuosan alemmat neljä bittiä, sekä neljän bitin 
verran murtolukuosuutta. 
  
 
Kuva 11. MCP9804-anturin lämpötilarekisterin kuvaus [5] 
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Ohjelmakoodilla näiden kahden tavun sisältöä siirrellään ja manipuloidaan niin, että 
pääohjelmalle saadaan luettavaksi 0.1 Celsius-asteen resoluutiolla itse lämpötilakontrol-
lerin lämpötila(ambient). 
 
Tätä nk. referenssilämpötilaa käytetään hyödyksi lämpötilan mittaamisessa termopareil-
la.  
 
 
Kuva 12. Kaksitavuisen kahdenkomplementtiluvun käsittely [5] 
 
PIC18F26J50-prosessorilla ajettava pääohjelma (Liite 2) laskee while-loopissa jatkuvas-
ti lämpötila-arvoja, sijoittaen termoparien lämpötilaa vastaavat lukuarvot prosessorin 
muistiin. 
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3.2.3 AD-muuntimen luku, termoparien  linearisointi 
 
Termoparien mittaama lämpötila on jännite joka mitataan MCP3421 AD-muuntimella, 
ja ilman ulkopuolista referenssilämpötilaa olisi mahdotonta sitoa tätä jännittä todelliseen 
lämpötilaan. Termoparin jännite muuttuu epälineaarisesti lämpötilan muuttuessa, ja tätä 
varten tarvitaan ohjelmakoodi mitatun jännitearvon korreloimiseksi todellisen lämpöti-
lan kanssa. Tämän toteuttaa linearizeTC()-funktio, liite 3.  
 
3.3 Python/Matplotlib-ohjelma 
 
Python on monikäyttöinen tulkattava ohjelmointikieli, joka soveltuu mainiosti nopeaan 
sovelluskehitykseen. Pythonin keskeisiä ominaisuuksia on modulaarisuus, ja erilaisia 
toimintoja yhdistelemällä saadaan kätevästi haluttu toiminnallisuus. Tässä käytetään 
NumPy-moduulia matemaattisia toimenpiteitä varten, sekä matplotlib-kirjastoa, joka 
sisältää monipuoliset työkalut kuvaajien piirtämiseen. Yhdessä nämä moduulit muodos-
tavat ominaisuuksiltaan Matlabia vastaavan kokonaisuuden, avoimen matematiikkakir-
jaston. Lisäksi käytetään wxPython-kirjastoa, joka käyttää wxWidgets-työkalusarjaa. 
Näiden kirjastojen avulla kyetään tuottamaan reaaliaikainen matplotlib-kuvaaja termo-
parin lämpötilasta ajan funktiona. 
 
Mikrokontrollerin ohjelmisto lähettää lämpötilatiedon kerran kahdessa sekunnissa USB-
väylän kautta tietokoneelle. Python tarjoaa helpon rajapinnan  USB-laitteiden lukemi-
seen. Kontrollerilta siirrettävät viestit sisältävät mm. seuraavia muuttujia: lämpötila-
kontrollerin päälläoloaika, piirilevyn lämpötila(ambient),  termoparien lämpötila celsi-
us-asteina ja prosessin suoritusaika. 
 
Näiden tietojen pohjalta piirretään reaaliaikaisesti päivittyvä kuvaaja, jossa on havaitta-
vissa mitattavan kohteen lämpötila pystyakselilla ja kulunut aika vaaka-akselilla. 
 
Python-ohjelmisto on opinnäytetyön liitteenä kokonaisuudessaan, liite 5. 
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Kuva 13. Python-ohjelmiston konsoli 
 
Kuva 14: Konsolin tulostetta vastaava matplotlib-graafi  
 
Kuva 15. MK2 Reflow-uunin erillisen testiajon lämpötila 
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4 Reflow-uunin kokoonpano 
 
Elintarvikeuunin modifiointi reflow-uuniksi ei ole uusi keksintö, vaan sama asia on teh-
ty useita kertoja esimerkiksi Internetistä löytyvien elektroniikkaharrastajien keskustelu-
palstoilla. Yhdeksi haasteeksi rakentamisessa muodostuikin sopivan uunin löytäminen.  
 
4.1 Ensimmäinen toteutus 
 
Kodinkonekaupasta saatava grilliuuni muutetaan reflow-uuniksi korvaamalla uunia oh-
jaava kellokytkin puolijohdereleellä [4], jota ohjaa lämpötilakontrollerin 1. prototyyppi. 
Toimenpidettä varten uunista täytyy purkaa ulkokuori. Allaolevassa kuvassa grilliuunis-
ta on jo poistettu kannen päällä sijainneet keittolevyt. Nämä ylimääräiset johtimet pois-
tetaan laitteesta. 
 
  
Kuva 16. Purettu grilliuuni 
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Kuva 17. Puolijohderele ja ohjauslogiikka asennettuna kellokytkimen tilalle 
 
Uunissa on myös muita toimintoja, mutta nämä eivät vaikuta uunin toimintaan ja eivät 
tarvitse uudelleenkytkentää, kytkimet yksinkertaisesti säädetään haluttuihin asentoihin. 
(sekä ylä- että alavastukset päälle, ei lämpötilarajoitusta) 
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KUVA 18. Reflow-uunin ajo. Lämpötila pystyakselilla, aika vaaka-akselilla. 
 
Ensimmäinen ajo toimivalla uunilla, jossa on lämpötilamittaus ja digitaalinen ohjaus. 
Kuvaajan vaaka-akselilla on aika sekunteina ja pysty-akselilla lämpötila celsius-asteina. 
 
Huomataan oleellinen puute toiminnassa. Juotosprofiilin kesto on parhammillaankin 
melkein viisi minuuttia, mikä on useimmissa tapauksissa liian pitkä aika. Tämä johtuu 
siitä, että vaikka uuni onkin suuritehoinen, liikaa lämpöenergiaa johtuu ympäristöön 
suuren kotelon pinta-alan vuoksi ja lämmitystehon tarve kasvaa suuresti. Tämä uuni 
olikin kompromissi, paremman laitteen puutteessa. Merkittävästi parempi olisi mahdol-
lisimman pieni uuni, jolla ei olisi suurta tilavuutta lämmitettäväksi ja jonka pienempi 
pinta-ala hukkaa vähemmän lämpöä ympäristöön. 
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4.2 Toinen toteutus 
 
Ensimmäisen reflow-uunin jäädessä ideaalisen juotosprofiilin aika-alueen ulkopuolelle, 
hankittiin toinen, paremmin soveltuva elintarvikeuuni uuden reflow-uunin pohjaksi. 
Kyseinen laite ostettiin tavallisesta kodinkonekaupasta. Kyseessä on Rowenta-
merkkinen grilliuuni, jonka sisämitat ovat n. 20x20x30cm.  
 
 
Kuva 19. Rowenta elintarvikeuuni. 
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Kuva 20. Uunin alkuperäinen kytkentä 
1. Kellokytkin / ajastin 
2. Johdin ajastimelle 
3. Johdin ajastimesta 
4. Termostaatti / lämpötilan säätö 
5. Johdin termostaatilta lämmitysvastuksille 
 
Tätäkin uunia pystytään helpoiten ohjaamaan sijoittamalla kytkennässä mekaanisen kel-
lokytkimen tilalle lämpötilakontrollerin ohjaama puolijohderele. Tämän laitteen tapauk-
sessa on onni myötä, ja laitteen virtaliittimet ovat yhteensopivat puolijohdereleen kanssa 
jolloin ei tarvitse leikata mitään johtoa, riittää että irroittaa johtimet kellokytkimestä ja 
siirtää ne releen vastaaviin. 
 
Toinenkaan uuni ei päässyt lämpenemisnopeudeltansa aivan täydellisiin lukemiin. Oi-
keastaan molempien uunien lämpötilaprofiili on sama, johtuen pienemmän uunin pie-
nemmästä lämpötehosta. Uunin laatu tuntuu kuitenkin huomattavasti paremmalta, ja 
tämä uuni soveltuu prototuotantoon paremmin. Mukava todiste toiminnallisuudesta on 
jo aikaisemmin opinnäytetyössä reflow-tekniikalla tuotettu piirilevy 
(Kuva 8). 
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Kuva 21. Puolijohderele yhdistettynä UBW/lämpötilakontrolleri-kytkentään  
 
 
Kuva 22. UBW/Lämpötilakontrolleri 
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5 Avoin lähdekoodi (Open Source)  
 
Avoimen lähdekoodin työskentely mahdollistaa suurelti vapaamuotoisen yhteistyön eri 
kehittäjien kesken. Open Source Iniative(OSI) määrittelee avoimen lähdekoodin kritee-
reitä.  
 
"Open source promotes software reliability and quality by supporting independent peer 
review and rapid evolution of source code. To be OSI certified, the software must be 
distributed under a license that guarantees the right to read, redistribute, modify, and use 
the software freely." [8] 
 
Pähkinänkuoressa avoimen lähdekoodin ohjelmisto on tietokoneohjelmisto, joka jaetaan 
lähdekoodinsa kanssa. Lähdekoodi on ohjelmakoodi, josta ohjelma luodaan. Tämä koo-
di jaetaan yleensä lisenssin kanssa, lisenssin joka sallii käyttäjien käyttää, muokata ja 
parantaa ohjelman lähdekoodia ja uudelleenjakaa ohjelmiston näiden muutoksien jäl-
keen. Tyypillisesti avoimen lähdekoodin lisenssiehdoissa mainitaan velvollisuudesta 
ilmoittaa muille kehittäjille, mitä ominaisuuksia on muutettu ja miten. Avoimesta läh-
dekoodista muokatut ohjelmistot voivat olla edelleen vapaassa jakelussa tai kaupallisia 
tuotteita. Avoimen lähdekoodin malli on vastine kaupallisen kehityksen mallille, jossa 
maksat ohjelmistosta. Avoimen lähdekoodin ohjelmistoja kehitetään usein yhteistyössä 
muiden kehittäjien kanssa, jolloin ohjelmistosta tulee yhteistä omaisuutta kaikkien ke-
hittäjien kesken. 
 
Yksi avoimen lähdekoodin työskentelymallin suurimpia etuja on korkea laatu, joka on 
seurausta ohjelman lähdekoodin jakamisesta: Suuri määrä ihmisiä näkee mistä ohjelma 
on rakennettu, ja voi tutkia vikakohtia ja löytää tietoturvaongelmia. Melkein jokainen  
käyttää arkielämässään avoimen lähdekoodin ohjelmistoja. Suurin osa sähköposteista 
kulkee avoimen lähdekoodin käyttöjärjestelmiä ja ohjelmistoja käyttävien palvelimien 
läpi. Google perustuu avoimen lähdekoodin työkaluihin. Suurin osa Internetin meka-
nismeista toimii avoimen lähdekoodin voimin. 
 
Opinnäytetyössä käytetty MPLAB X IDE perustuu avoimen lähdekoodin NetBeans-
ohjelmointiympäristöön. UBW-ohjelmisto on avoimella Creative Commons-lisenssillä. 
Creative Commons-lisenssi pyrkii edistämään luovan työn tuotteiden levittämistä mak-
suttomien juridisten työkalujen avulla. 
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6 YHTEENVETO  
 
Kuva 23. Valmis lämpötilakontrolleri 
 
Opinnäytetyön aikana taidot SMD-piirilevyjen suunnittelussa ja toteuttamisessa ovat 
parantuneet huomattavasti. Opinnäytetyössä valmistettiin kaksipuoleinen SMD-
komponentteja käyttävä piirilevy. Kokonaisuutta lähestyttiin testaamalla termoparien ja 
I2C-laitteiden perustoiminnallisuus UBW-testialustalla. Tällä laitteistolla ohjattiin ref-
low-uunia, jota käytettiin lopullisen piirilevyn valmistuksessa.  
 
Lopputuloksena on kahta termoparia hyödyntävä laaja-alainen digitaalinen lämpömitta-
ri, joka kykenee kommunikoimaan lämpötilatietonsa isäntälaitteelle, kuten palvelimelle 
tai tavalliselle tietokoneelle. Lämpötilakontrolleri on käytettävissä reflow-prosessin ul-
kopuolella moniin eri käyttökohteisiin. Näitä käyttökohteita ovat esimerkiksi lämmitys-
laitteiden ohjaus, pakkasvahdit sekä ilmastoinnin ohjaus. 
 
Koko projekti lähdekoodeineen on saatavilla osoitteesta: 
http://www.faccess.org/thesis/project.zip 
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LIITTEET 
Liite 1. MCP9804-anturin read_temp()-funktio 
void read_temp(signed int *data) 
{ // Read MCP9804 temperature (board temp) 
            int tempHI = 0; 
            int tempLO = 0; 
            int temp = 0; 
 
            OpenI2C(MASTER, SLEW_OFF); 
            IdleI2C(); 
 
            SSPADD = 0x77; // Baud Rate = FOSC / (4 * (SSPADD + 1) ) 
 
            StartI2C(); 
            IdleI2C(); 
            WriteI2C(add0); // device address + write bit @ LSB 
            IdleI2C(); 
 
            WriteI2C(5); // Access temperature register 
            IdleI2C(); 
 
            RestartI2C(); 
 
            IdleI2C(); 
            WriteI2C(add0+1); // device address + read(1) bit @ LSB 
            IdleI2C(); 
 
            tempHI = ReadI2C(); 
 
                IdleI2C(); 
            AckI2C(); 
                IdleI2C(); 
            tempLO = ReadI2C(); 
           
                IdleI2C(); 
            NotAckI2C(); 
            IdleI2C(); 
            StopI2C(); 
            CloseI2C(); 
 
            data[0] = tempLO; 
            data[1] = tempHI; 
            return; 
 } 
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Liite 2. MCP9804-anturidatan käsittelyrutiini & AD-muuntimen luku(Termopari) 
while(1) 
{        
    if(spi_read == 1) 
    { // We go here every 2. seconds.  
        read_temp(amb_t);// MCP9804 Read. 
        // Two-byte variables are handled here becouse debugging  
        // would be a lot harder inside i2c functions - maybe usbusart 
        // buffer should be global.. 
 
        amb_t[1] = amb_t[1] & 0x1F; // Clear status bits from higher byte.. 
 
        // Find out if temp is positive or negative. 
        signbit =  amb_t[1] >> 4; 
 
        if(signbit == 1) 
        { // Negative temperature 
 
            amb_t[1] = amb_t[1] << 4; // remove sign bit. Low 4 bits empty. 
            amb_t_fract = amb_t[0] & 0x0F; // take the fractional part from 
                                           // lower byte before manipulation 
 
            if(amb_t_fract > 9) 
            { // if fractional part is more than 9, add 1 into integer part 
              // and set fract part to 0 
 
                amb_t[1] = amb_t[1]+1; 
                amb_t_fract = 0; 
            } 
 
            amb_t[0] = amb_t[0] >> 4; // lower byte, discard fractional part  
            amb_t_result = 256 - (amb_t[1] + amb_t[0]); // combine upper & 
                                              // lower byte into integer part         
        } 
        else 
        { // Positive temperature 
            amb_t[1] = amb_t[1] << 4; // remove sign bit. Low 4 bits empty. 
            amb_t_fract = amb_t[0] & 0x0F; // take the fractional part from  
                                           // lower byte before manipulation 
            if(amb_t_fract > 9) 
            { // if fractional part is more than 9, 
              // add 1 into integer part and set fract part to 0 
                 amb_t[1] = amb_t[1]+1; 
                 amb_t_fract = 0; 
            } 
 
            amb_t[0] = amb_t[0] >> 4; // lower byte, discard fractional part 
            amb_t_result = amb_t[1] + amb_t[0]; // combine upper & 
                                               // lower byte into integer part 
        } 
 
        // Read AD0 (MCP3421 A0),  
        //read_ad0(&adc0); 
        //adc0_result = adc0[0] + adc0[1] * 256; 
        adc0_result = 42; // ADC0 EI KÄYTÖSSÄ 
 
        // Read AD1 (MCP3421 A1) 
        // store conversion in 2 byte array [0] = low byte [1] = hi byte 
        adc1_result = read_ad1(&bugi); // read_ad1(); 
        adc1_result = (double)amb_t_result + linearizeTC(adc1_result) - 2; 
    } 
    spi_read = 0; // Set every 2 seconds by Timer1 
} 
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Liite 3. linearizeTC() Termoparin linearisointifunktio   (1/2) 
//Type-K Thermocouple coefficients 
double Mrealhot[] = {-131.8058, 48.30222, -1.646031, 0.05464731, -
0.0009650715, 0.000008802193, -0.0000000311081, 0, 0, 0}; 
double Mhot[] = {0, 25.08355, 0.07860106, -0.2503131, 0.0831527, -0.01228034, 
0.0009804036, -0.0000441303, 0.000001057734, -0.00000001052755}; 
double Mcold[] = {0, 25.173462, -1.1662878, -1.0833638, -0.8977354, -
0.37342377, -0.086632643, -0.010450598, -0.00051920577, 0}; 
 
double linearizeTC(double ADCoutput) 
{ 
    double ADCintVref = 2.048; 
    double emf = 0; 
    double ADCPGAgain = 8; 
    double ADCresolution = 131072; // For 18-bit resolution 
    //  double ADCresolution = 32768; // Gecko uses 16-bit 
    double LinearizedTemp; 
    double toPower; 
    double Coef; 
    int counter; 
 
    // Convert Data to emf (in milli Volts) 
    emf = (ADCoutput * (ADCintVref/ADCresolution)/ADCPGAgain) * 1000; // 
 
    // variables provided by nist 
    if (emf > -5.891) 
    { 
        if (emf < 0)  
        { 
             //temperature = M(i) + M_1*emf + M_2*emf^2 + ... + M_n*emf^n 
      LinearizedTemp = 0; 
          for (counter=0;counter<8;counter++) 
             { 
      toPower = - powerofXY(-emf , counter); 
      Coef = Mcold[counter]; 
      LinearizedTemp = (Coef * toPower - LinearizedTemp) ; 
             } 
  return LinearizedTemp; 
         } 
    } 
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Liite 3. linearizeTC() Termoparin linearisointifunktio   (2/2) 
    if (emf >= 0) 
    { 
        if (emf < 20.644) 
        { 
            //temperature = M(i) + M_1*emf + M_2*emf^2 + ... + M_n*emf^n 
         
            LinearizedTemp = 0; 
            for (counter=0;counter<10;counter++) 
            { 
                toPower = powerofXY(emf, counter); 
     Coef = Mhot[counter]; 
     LinearizedTemp = Coef * toPower + LinearizedTemp; 
            } 
            return LinearizedTemp; 
        } 
     } 
 
     if (emf >= 20.644) 
     { 
          if (emf <= 54.886 ) 
          { 
               //temperature = M(i) + M_1*emf + M_2*emf^2 + ... + M_n*emf^n 
        LinearizedTemp = 0; 
    for (counter=0;counter<7;counter++){ 
             toPower = powerofXY(emf, counter); 
        Coef = Mrealhot[counter]; 
        LinearizedTemp = Coef * toPower + LinearizedTemp; 
          } 
          return LinearizedTemp; 
      } 
    } 
} 
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Liite 5. uuni.py Python wxwidgets/matplotlib-sovellus (1/2) 
#!/usr/bin/python 
# -*- coding: utf-8 -*- 
import wx, time, threading 
from matplotlib.figure import Figure 
# Numpy functions for image creation 
import numpy as np 
from matplotlib.backends.backend_wxagg import \ 
FigureCanvasWxAgg as FigureCanvas 
 
import serial 
ser = serial.Serial("/dev/ttyACM0", 9600, timeout=0) 
import pdb 
import time 
import termios, fcntl, sys, os 
fd = sys.stdin.fileno() 
 
class MyFrame( wx.Frame ): 
    def __init__( self ): 
        wx.Frame.__init__( self, None) 
        self.Show() 
      
        self.x = list() 
        self.y = list() 
 
        self.count = 0 
        self.Bind(wx.EVT_TIMER, self.draw_fig) 
        self.tmr = wx.Timer(self) 
        self.tmr.Start(1400) 
        line = ser.read(ser.inWaiting()); 
         
        self.startTime = 0 
        self.time = 0 
        self.currentTemp = 0  
        self.output = 0 
 
    def draw_fig (self, event):     
        self.count += 1 
        self.figure = Figure(figsize=(8, 5), dpi=100) 
        self.axes = self.figure.add_subplot(111) 
        self.canvas = FigureCanvas(self, wx.ID_ANY, self.figure) 
        self.axes.grid(True) 
        self.axes.plot(self.x, self.y) 
 
        ser.write("r") # Send a read cmd (any byte that is NOT t(toggle byte)) 
        time.sleep(0.2) 
        line = ser.readline() 
        line = line.strip() 
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Liite 5. uuni.py Python wxwidgets/matplotlib-sovellus (2/2)      
        if line.find("r:") != -1: 
            line = line.split(":")[1] 
            if(self.startTime == 0): 
                self.startTime = int(line.split(",")[0]) 
                print "HW Runtime at software startup: %s" % self.startTime 
            self.time = int(line.split(",")[0]) - self.startTime 
            self.currentTemp = int(line.split(",")[3]) 
            #self.y[self.time] = self.currentTemp 
            #self.y[self.time+1] = self.currentTemp 
            self.x.append(self.time) 
            self.y.append(self.currentTemp) 
 
            self.output = int(line.split(",")[4]) 
            print "%s Runtime: %s" % (line, self.time) 
     
       if self.time == 2: #start preheat  
            if self.output == 0: 
                ser.write("t") # Send output toggle command 
                print "Toggle 1 
 
        oldterm = termios.tcgetattr(fd) 
        newattr = termios.tcgetattr(fd) 
        newattr[3] = newattr[3] & ~termios.ICANON & ~termios.ECHO 
        termios.tcsetattr(fd, termios.TCSANOW, newattr) 
        oldflags = fcntl.fcntl(fd, fcntl.F_GETFL) 
        fcntl.fcntl(fd, fcntl.F_SETFL, oldflags | os.O_NONBLOCK) 
        try: 
            c = sys.stdin.read(1) 
            if len(c) > 0: 
                ser.write("t") 
                print "Power Toggle", repr(c) 
        except IOError: pass 
        termios.tcsetattr(fd, termios.TCSAFLUSH, oldterm) 
        fcntl.fcntl(fd, fcntl.F_SETFL, oldflags) 
 
 
app = wx.App(0) 
MyFrame() 
app.MainLoop() 
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Liite 6. Kytkentäkaavio 
 
