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Los sectores industriales a nivel mundial vienen dando cambios, esto se debe a que la 
economía se está globalizando, Un gran porcentaje de la economía son las importaciones y 
exportaciones lo que obliga a las compañías a gestionar y controlar su negocio en un 
mercado global que es mucho más competitivo y a distribuir sus funciones para mantener 
una posición estratégica en el mercado. 
 
Hoy las empresas le están apostando a una ventaja que se encuentra en las nociones del 
conocimiento, la información y la habilidad para enfrentarse a las variabilidades del 
mercado. La aparición continua de nuevos productos y servicios, obliga a incrementar la 
productividad y disminuir el tiempo de reacción, lo que implica a que se debe adaptar 
rápidamente a las variantes necesidades del cliente. Esta situación afecta al mundo del 
software, ya que, una de las maneras más sencillas de generar una buena productividad es 
por medio de metodologías utilizadas en la construcción de software hasta el momento 
también conocidas como metodologías convencionales. 
 
En este contexto las metodologías ágiles aparecen como una opción atractiva, pues en 
contraposición con las metodologías convencionales que actúan basadas en principios de 
estabilidad y control del contexto, las metodologías ágiles no se centran en habilidades de 
predicción, ni pretenden tener un sistema perfectamente definido como paso previo a su 
construcción, sino que perciben cada respuesta al cambio como una oportunidad para 
mejorar el sistema e incrementar la satisfacción del cliente, considerando la gestión de 
cambios como un aspecto inherente al propio proceso de desarrollo software y, permitiendo 






El presente artículo aborda el proceso de desarrollo de software desde tres enfoques 
metodológicos:RUP,XP,SCRUM,enloscualesseexponenlascaracterísticas,estructura,proceso
,principios,ciclodevida,artefactosyroles entre otras características propias de 
cadametodología. La investigación se realizó a partir de la revisión de literatura en la cual 
se analizaronyseleccionaron tres 
enfoquesmetodológicosdedesarrollodesoftwaredegranuso,reconocimiento y vigencia en la 






3 PLANTEAMIENTO DEL PROBLEMA 
 
No es un secreto que en los últimos años las metodologías ágiles han irrumpido como un 
intento de despojar el desarrollo de software tradicional por las metodologías 
convencionales y son muchas las organizaciones que se están interesando en estas. Esto se 
debe a que estas metodologías tienen beneficios que pueden proporcionar a proyectos de 
pequeña envergadura. 
 
Por lo tanto en este trabajo de grado se quiere orientar esta investigación a la identificación 
de metodologías de diseño, que contienen los métodos, las herramientas y los 
procedimientos específicos para la construcción de software y estos se pretenden plasmar 
en una monografía que dé a conocer estas metodologías y proponer algunas orientaciones 





4 OBJETIVOS GENERALES 
 
4.1 OBJETIVO GENERAL 
 
Realizar una monografía en el análisis e identificación de metodologías ágiles y 
procedimientos específicos para la construcción del software. 
 
4.2 OBJETIVOS ESPECÍFICOS 
 
• Investigar las características fundamentales de las metodologías ágiles de software. 
 
• Seleccionar un número de metodologías ágiles para su estudio. 
 
• Identificar ventajas y desventajas de las metodologías ágiles escogidas. 
 
• Hacer recopilación en una monografía. 
 
5 MARCO DE REFERENCIA 
 
5.1 MARCO TEÓRICO 
 
Las metodologías ágiles son sin duda uno de los temas recientes en ingeniería delsoftware 
que están acaparando gran interés y controversia. A mediados de los años 90comenzó a 
forjarse una definición moderna de desarrollo ágil del software como unareacción contra las 
metodologías utilizadas hasta el momento, consideradasexcesivamente pesadas y rígidas 
por su carácter normativo y fuerte dependencia deplanificaciones detalladas previas al 
desarrollo. En el año 2001 diecisiete miembrosdestacados de la comunidad de software, 
incluyendo algunos de los creadores oimpulsores de las metodologías en software, se 
reunieron en Utah (Estados Unidos) yadoptaron el nombre de “Metodologías ágiles” para 
denominar a esta nueva corriente dedesarrollo. Poco después, algunos de estos miembros 
formaron la conocida “Alianza ágil” (1), una organización sin ánimo de lucro que 
promueve el desarrollo ágilde aplicaciones. Desde ese momento hasta la actualidad las 
metodologías ágiles han idoadquiriendo gran auge dentro de la industria de software y las 
organizaciones más punterascomienzan a apostar por este nuevo enfoque para desarrollar 
sus productos. 
 
5.1.1 EL MODELO ÁGIL 
 
El por qué de las metodologías ágiles 
 
Tradicionalmente se ha tendido a desarrollar software a través de metodologías que 
encorsetaban el proceso de desarrollo de manera un tanto rígida que, cada vez más, se 
demuestra errónea en las actuales características de dinamismo y variabilidad del mercado 
de software. Como indica Boehm en la referencia (2) se tiende hacia el rápido desarrollo de 
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aplicaciones y la vida de los productos se acorta. En este entorno inestable, que tiene como 
factor inherente el cambio y la evolución rápida y continua, la ventaja competitiva se 
encuentra en aumentar la productividad y satisfacer las variantes necesidades del cliente en 
el menor tiempo posible para proporcionar un mayor valor al negocio. 
 
Sin embargo, las metodologías convencionales presentan diversos problemas a la hora de 
abordar un amplio rango de proyectos industriales en este turbulento entorno. Entre estos 
problemas podemos destacar los siguientes:  
 
Perciben la captura de requisitos del proyecto como una fase previa al desarrollo del mismo 
que, una vez completada, debe proporcionar una fotografía exacta de qué desea el cliente. 
Se trata de evitar a toda costa que se produzcan cambios en el conjunto de requisitos 
iniciales, puesto que a medida que avanza el proyecto resulta más costoso solucionar los 
errores detectados o introducir modificaciones (3) y pretenden delegar toda responsabilidad 
económica en el cliente en caso de que estos cambios de requisitos se produzcan. Por este 
motivo, se les conoce también como metodologías predictivas. Sin embargo, el esfuerzo, 
tanto en coste como en tiempo, que supone hacer una captura detallada de todos los 
requisitos de un proyecto al comienzo del mismo es enorme y rara vez se ve justificado con 
el resultado obtenido. Además, en muchas ocasiones el cliente no conoce sus propias 
necesidades con la profundidad suficiente como para definirlas de forma exacta a priori y, a 
menudo, estas necesidades y sus prioridades varían durante la vida del proyecto. Establecer 
mecanismos de control es una de las opciones existentes para protegerse de estos cambios,  
aunque frecuentemente provocan la insatisfacción de los clientes, que perciben el desarrollo 
del proyecto como algo inflexible que no se adapta a sus necesidades y que si lo hace 
repercute negativamente en costes añadidos al presupuesto del proyecto.  
 
Por otro lado, en muchas ocasiones el proceso de desarrollo convencional está oprimido por 
excesiva documentación no siempre útil. Un porcentaje elevado del tiempo de desarrollo de 
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un producto de software se dedica o, desde el punto de vista de las metodologías ágiles, se 
malgasta en crear documentación que finalmente no se utiliza y que, por tanto, no aporta 
valor al negocio. Además, esta documentación innecesaria entorpece las labores de 
mantenimiento de la propia documentación útil, lo que provoca que en muchas ocasiones el 
mantenimiento de la documentación se obvie agudizando, de este modo, el coste en las 
tareas de documentación futuras. Evidentemente, estas circunstancias no se adaptan a las 
restricciones de tiempo del mercado actual.  
 
Otra dificultad añadida al uso de metodologías convencionales es la lentitud del proceso de 
desarrollo. Es difícil para los desarrolladores entender un sistema complejo en su 
globalidad lo que provoca que las diferentes etapas del ciclo de vida convencional 
transcurran lentamente. Dividir el trabajo en módulos abordables ayuda a minimizar los 
fallos y, por tanto, el coste de desarrollo. Además, permite liberar funcionalidad 
progresivamente, según indiquen los estudios de las necesidades del mercado que aportan 
mayor beneficio a la organización. En la feroz competencia del mercado vigente, en la que 
los productos quedan obsoletos rápidamente, se pide básicamente rapidez, calidad y 
reducción de costes, pero para asumir estos retos, es necesario tener agilidad y flexibilidad. 
 




1.1.1. EL MANIFIESTO ÁGIL 
 
Según el Manifiesto se valora: 
 Al individuo y las interacciones del equipo de desarrollo sobre el proceso y las 
herramientas. La gente es el principal factor de éxito de un proyecto de software. 
Es más importante construir un buen equipo que construir el entorno. Muchas veces 
se comete el error de construir primero el entorno y esperar que el equipo se adapte 
automáticamente. Es mejor crear el equipo y que éste configure su propio entorno 
de desarrollo en base a sus necesidades.    
 
 Desarrollar software que funciona más que conseguir una buena 
documentación. La regla a seguir es “no producir documentos a menos que sean 
necesarios de forma inmediata para tomar un decisión importante”. Estos 
documentos deben ser cortos y centrarse en lo  fundamental.   
 
 La colaboración con el cliente más que la negociación de un contrato. Se 
propone que exista una interacción constante entre el cliente y el equipo de 
desarrollo. Esta colaboración entre ambos será la que marque la marcha del 
proyecto y asegure su éxito.    
 
 Responder a los cambios más que seguir estrictamente un plan. La habilidad de 
responder a los cambios que puedan surgir a los largo del proyecto (cambios en los 
requisitos, en la tecnología, en el equipo, etc.) determina también el éxito o fracaso 
del mismo. Por lo tanto, la planificación no debe ser estricta sino flexible y abierta.   
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Los valores anteriores inspiran los doce principios del manifiesto. Son características 
quediferencian un proceso ágil de uno tradicional. Los dos primeros principios son 
generales y resumen gran parte del espíritu ágil. El resto tienen que ver con el proceso a 
seguir y con elequipo de desarrollo, en cuanto metas a seguir y organización del mismo. 
Los principios son:   
 
• La prioridad es satisfacer al cliente mediante tempranas y continuas entregas de 
software que le aporte un valor.  
• Dar la bienvenida a los cambios. Se capturan los cambios para que el cliente tenga 
una ventaja competitiva.     
• Entregar frecuentemente software que funcione desde un par de semanas a un par de 
meses, con el menor intervalo de tiempo posible entre entregas.  
• La gente del negocio y los desarrolladores deben trabajar juntos a lo largo del 
proyecto.  
• Construir el proyecto en torno a individuos motivados. Darles el entorno y el apoyo 
que necesitan y confiar en ellos para conseguir finalizar el trabajo. 
• El diálogo cara a cara es el método más eficiente y efectivo para comunicar 
información dentro de un equipo de desarrollo. 
• El software que funciona es la medida principal de progreso.  
• Los procesos ágiles promueven un desarrollo sostenible. Los promotores, 
desarrolladores y usuarios deberían ser capaces de mantener una paz constante.   
• La atención continua a la calidad técnica y al buen diseño mejora la agilidad.  
• La simplicidad es esencial.   
• Las mejores arquitecturas, requisitos y diseños surgen de los equipos organizados 
por sí mismos.  
• En intervalos regulares, el equipo reflexiona respecto a cómo llegar a ser más 







6.1 Método de investigación 
 
Esta investigación tiene un enfoque cualitativo ya que se pretende realizar una 
monografía descriptiva de diferentes metodologías ágiles del software. 
 
 
6.2 Fases de la investigación 
 
• Elección del tema 
• Planteamiento del problema de investigación 
• Definición del plan de trabajo 
• Recolección de la información 
• Clasificación de la información 









7 CARACTERÍSTICAS FUNDAMENTALES DE LAS METODOLOGÍAS 
ÁGILES DE SOFTWARE. 
 
Las metodologías ágiles se caracterizan por el desarrolloiterativo e incremental; la 
simplicidad de la implementación;las entregas frecuentes; la priorización de los 
requerimientoso características a desarrollar a cargo del cliente;y la cooperación entre 
desarrolladores y clientes. Las metodologíaságiles dan como un hecho que los 
requerimientosvan a cambiar durante el proceso de desarrollo(5). 
 
7.1 Metodologías ágiles 
 
Aunque los creadores e impulsores de las metodologías ágiles más populares han suscrito 
elmanifiesto ágil y coinciden con los principios enunciados anteriormente, cada 
metodología tiene características propias y hace hincapié en algunos aspectos más 
específicos. A continuación seresumen otras metodologías ágiles. La mayoría de ellas ya 




Desarrollada por Ken Schwaber, Jeff Sutherland y Mike Beedle. Define un marco para la 
gestión de proyectos, que se ha utilizado con éxito durante los últimos 10 años. Está 
especialmente indicada para proyectos con un rápido cambio de requisitos. Sus principales 
características se pueden resumir en dos. El desarrollo de software se realiza mediante 
iteraciones, denominadas sprints, con una duración de 30 días. El resultado de cada sprint 
es un incremento ejecutable que se muestra al cliente. La segunda característica importante 
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son las reuniones a lo largo del proyecto, entre ellas se destaca la reunión diaria de 15 




Se trata de un conjunto de metodologías para el desarrollo desoftware caracterizadas por 
estar centradas en las personas que componen el equipo y lareducción al máximo del 
número de artefactos producidos. Han sido desarrolladas por AlistairCockburn. El 
desarrollo de software se considera un juego cooperativo de invención ycomunicación, 
limitado por los recursos a utilizar. El equipo de desarrollo es un factor clave,por lo que se 
deben invertir esfuerzos en mejorar sus habilidades y destrezas, así como tenerpolíticas de 
trabajo en equipo definidas. Estas políticas dependerán del tamaño del 
equipo,estableciéndose una clasificación por colores, por ejemplo Crystal Clear (3 a 8 
miembros) yCrystal Orange (25 a 50 miembros). 
 
7.1.3 DynamicSystemsDevelopmentMethod (DSDM) (8) 
 
EL Metodo de Desarrollo de Sistemas Dinamicos define el marco para desarrollar 
unproceso de producción de software. Nace en 1994 con el objetivo de crear una 
metodología RAD unificada. Sus principales características son: es un proceso iterativo e 
incremental y elequipo de desarrollo y el usuario trabajan juntos. Propone cinco fases: 
estudio viabilidad,estudio del negocio, modelado funcional, diseño y construcción, y 
finalmente implementación.Las tres últimas son iterativas, además de existir realimentación 




7.1.4 Adaptive Software Development(ASD) (9) 
 
El impulsor del Desarrollo Adaptable del Software es JimHighsmith. Sus 
principalescaracterísticas son: iterativo, orientado a los componentes de software más que a 
las tareas ytolerante a los cambios. El ciclo de vida que propone tiene tres fases esenciales: 
especulación,colaboración y aprendizaje. En la primera de ellas se inicia el proyecto y se 
planifican las características del software; en la segunda desarrollan las características y 
finalmente en latercera se revisa su calidad, y se entrega al cliente. La revisión de los 
componentes sirve paraaprender de los errores y volver a iniciar el ciclo de desarrollo. 
 
7.1.5 Feature -DrivenDevelopment (FDD) (10) 
 
El Desarrollo Basado en Funciones, define un proceso iterativo que consta de 5 pasos.Las 
iteraciones son cortas (hasta 2 semanas). Se centra en las fases de diseño eimplementación 
del sistema partiendo de una lista de características que debe reunir elsoftware. Sus 
impulsores son Jeff De Luca y Peter Coad. 
 
7.1.6 Lean Development(LD) (11) 
 
Definida por Bob Charette’s a partir de su experiencia enproyectos con la industria 
japonesa del automóvil en los años 80 y utilizada en numerosos proyectos de 
telecomunicaciones en Europa. En LD, los cambios se consideran riesgos, pero sise 
manejan adecuadamente se pueden convertir en oportunidades que mejoren laproductividad 




7.1.7 RUP (RationalUnifiedProcess) (12) 
 
Proceso Racional Unificado, es una metodología que tiene como objetivoordenar y 
estructurar el desarrollo de software, en lacual se tienen un conjunto de actividades 
necesariaspara transformar los requisitos del usuario en unsistema Software (Amo, 
Martínez y Segovia, 2005). Inicialmentefue llamada UP (UnifiedProcess) y luegocambió su 
nombre a RUP por el respaldo de RationalSoftware de IBM. Ésta metodología fue lanzada 
en1998 teniendo como sus creadores a Ivar Jacobson,Grady Booch y James Rumbaugh. El 





8 METODOLOGÍAS ÁGILES PARA EL ESTUDIO 
 
En la revisión de las metodologías ágiles para el propósitode seleccionar aquellas en las que 
se enfocará este trabajo de grado se sigue una metodología simple, que se describe a 
continuación. 
 
De las metodologías ágiles que se expusieron en el apartado anterior se escogieron tres (3) 
las cuales son SCRUM, XP y RUP. Con base en lo anterior, en el resto del artículo se 
centra en la presentación de estas tres metodologías y una referencia a las demás destacadas 




SCRUM es un marco de trabajo basado en los métodos ágiles, que tiene como objetivo el 
control continuo sobre el estado actual del software, en el cual el cliente establece las 
prioridades y el equipo SCRUM se auto-organiza para determinar la mejor forma de 
entregar resultados (Abrahamsson, Salo, Ronkainen y Warsta, 2002). SCRUM fue 
desarrollado en 1986 por HirotakaTakeuchi e IkujiroNonaka quienes describieron una 
nueva aproximación metodológica que incrementa la rapidez y la flexibilidad en el 
desarrollo de nuevos productos comerciales. El enfoque de ésta metodología es como en el 
rugby, “donde el proceso es similar a un equipo entero que actúa como un sólo hombre para 
intentar llegar al otro lado del campo, pasando el balón de uno a otro”. Ésta metodología se 
inició en el campo de las industrias automovilísticas y de tecnología, pero a principios de 
los años 1990 Ken Schwaber la llevó a la práctica en su compañía 
AdvancedDevelopmentMethods (Mountain Goat Software, s.f.) al gual que XP, en 
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SCRUM se hace bastante énfasis en la gestión del recurso humano, esto se puede apreciar 




Da prioridad a los individuos y las interacciones sobre los procesos y las tareas, lo cual 
significa que gran parte del éxito del proyecto radica en la forma cómo el equipo se 
organice para trabajar. Se debe tener una cohesión fuerte de equipo ya que el triunfo de un 
hito no es de un sólo miembro sino de todo el equipo SCRUM, todos se colaboran entre sí, 
y empujan a los integrantes que no están a la par con el equipo (Beck, K. et al., 2001) (12). 
 
El enfoque SCRUM propone el software funcional sobre la excesiva documentación, a 
diferencia de RUP el cual es estricto en documentación. Se presenta al cliente las 
soluciones operables y no solo reportes de progresos, de ésta forma el cliente puede decidir 
avanzar o parar; en otros enfoques solo se ven resultados al final. 
 
De igual forma, SCRUM promueve la colaboración con el cliente en lugar de rígida 
negociación de contratos. Por lo cual, es importante tener capacidad de respuesta para los 
cambios en lugar de seguir estrictamente una planificación, partiendo del principio que el 
proyecto de software es cambiante. El propósito es que el cliente vaya observando los 









SCRUM promueve valores (Sutherland y Schwaber, 2007) que ayudan a clarificar los 
procedimientos de la metodología y contribuye a garantizar el cumplimiento y la evolución 
de SCRUM; los cuales son: 
 
8.1.2.1 Empoderamiento y compromiso de las personas: 
Se procura delegar y atribuir responsabilidades con la finalidad que el equipo se pueda 
auto-organizar y tomar decisiones sobre el desarrollo del proyecto. Un miembro del equipo 
no puede tomar decisiones acertadas si no está involucrado en el proceso de desarrollo del 
software.  
 
8.1.2.2 Foco en desarrollar lo comprometido: 
Los miembros del equipo de trabajo deben centrarse en desarrollar lo pactado con el cliente 
y lo comprometido con el resto del equipo.  
 
8.1.2.3 Transparencia y visibilidad del proyecto:  
Se debe mantener informado al equipo, procurar evidenciar cualquier anomalía y proceder 
con transparencia, pues cualquier falla o error que no se socialice puede afectar el resto del 
proceso. También se recomienda hacer visible los avances durante el desarrollo del 
proyecto. 
 
8.1.2.4 Respeto entre las personas: 
 Los miembros del equipo, al igual que en un equipo deportivo deben confiar entre ellos y 
respetar sus conocimientos y capacidades, pues las cualidades de cada uno son las 
fortalezas de todo el equipo.  
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8.1.2.5 Coraje y responsabilidad:  
Se debe tener responsabilidad y auto-disciplina (no disciplina impuesta), cada miembro del 
equipo debe estar presto a sortear dificultades y responder positivamente a los cambios que 




En todo proceso de desarrollo de software deben existir roles, los cuales definen 
comportamientos y actividades importantes para el proyecto. SCRUM divide su equipo de 
trabajo (Rising y Janoff, 2000) en cinco grupos de personas:   
 
8.1.3.1 Propietario del producto:  
Es la persona que determina las prioridades del proyecto, debe conocer muy bien y saber 
que se quiere del producto, para de esta forma guiar al equipo SCRUM hacia la 
consecución de los objetivos.   
 
• El Dueño del Producto es la única persona responsable de gestionar la Lista del 
Producto (ProductBacklog). La gestión de la Lista del Producto incluye:  Expresar 
claramente las tareas o acciones de la Lista del Producto. 
• Ordenar los elementos en la Lista del Producto para alcanzar los objetivos y 
misiones de la mejor manera posible;   
• Optimizar el valor del trabajo desempeñado por el Equipo de Desarrollo; 
• Asegurar que la Lista del Producto es visible, transparente y clara para todos, y que 
muestra aquello en lo que el equipo trabajará a continuación; y,  
• Asegurar que el Equipo de Desarrollo entiende los elementos de la Lista del 




El Dueño del Producto podría hacer el trabajo anterior, o delegarlo en el Equipo de 
Desarrollo. Sin embargo, en ambos casos el Dueño del Producto sigue siendo el 
responsable de dicho trabajo. El Dueño del Producto es una única persona, no un comité. 
 
El Dueño del Producto podría representar los deseos de un comité en la Lista del Producto, 
pero aquellos que quieran cambiar la prioridad de un elemento de la Lista deben hacerlo a 
través del Dueño del Producto. Para que el Dueño del Producto pueda hacer bien su trabajo, 
toda la organización debe respetar sus decisiones. Las decisiones del Dueño del Producto se 
reflejan en el contenido y en la priorización de la Lista del Producto.  
 
No está permitido que nadie pida al Equipo de Desarrollo que trabaje con base en un 
conjunto diferente de requerimientos, y el Equipo de Desarrollo no debe actuar con base en 
lo que diga cualquier otra persona. 
 
8.1.3.2 SCRUM Manager: 
Es el encargado de gestionar y facilitar la ejecución del producto, debe asegurar el 
seguimiento de la metodología y el cumplimiento de las metas trazadas, así como de 
atender y solucionar los asuntos externos al proyecto. ·  
 
8.1.3.3 Equipo SCRUM: 
 Es el corazón de la metodología pues ellos construyen el producto, está conformado por los 
desarrolladores. · Interesados: También llamados StakeHolders son los que observan y 
asesoran el proceso, también pueden ser agentes externos interesados en financiar o 
promover el proyecto. · Usuarios: Quizá uno de los menos tenidos en cuenta pero 
finalmente son ellos los que realizaran las pruebas lógicas de la aplicación y verifican si se 
28 
 
cumplen sus expectativas. Los clientes pueden aportar ideas o necesidades no consideradas 
por el equipo SCRUM. 
 
Los Equipos de Desarrollo tienen las siguientes características: 
 
• Son auto-organizados. Nadie (ni siquiera el Scrum Master) indica al Equipo de 
Desarrollo cómo convertir elementos de la Lista del Producto en Incrementos de 
funcionalidad potencialmente desplegables; 
 
• Los Equipos de Desarrollo son multifuncionales, contando como equipo con todas 
las habilidades necesarias para crear un Incremento del producto; 
 
• Scrum no reconoce títulos para los miembros de un Equipo de Desarrollo, todos son 
Desarrolladores, independientemente del trabajo que realice cada persona; no hay 
excepciones a esta regla; 
 
• Scrum no reconoce sub-equipos en los equipos de desarrollo, no importan los 
dominios particulares que requieran ser tenidos en cuenta, como pruebas o análisis 
de negocio; no hay excepciones a esta regla; y, 
 
• Los Miembros individuales del Equipo de Desarrollo pueden tener habilidades 
especializadas y áreas en las que estén más enfocados, pero la responsabilidad recae 
en el Equipo de Desarrollo como un todo. 
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Tamaño del Equipo de Desarrollo 
 
El tamaño óptimo del Equipo de Desarrollo es lo suficientemente pequeño como para 
permanecer ágil y lo suficientemente grande como para completar una cantidad de trabajo 
significativa. Tener menos de tres miembros en el Equipo de Desarrollo reduce la 
interacción y resulta en ganancias de productividad más pequeñas. Los Equipos de 
Desarrollo más pequeños podrían encontrar limitaciones en cuanto a las habilidades 
necesarias durante un Sprint, haciendo que el Equipo de Desarrollo no pudiese entregar un 
Incremento que potencialmente se pueda poner en producción. Tener más de nueve 
miembros en el equipo requiere demasiada coordinación. Los Equipos de Desarrollo 
grandes generan demasiada complejidad como para que pueda gestionarse mediante un 
proceso empírico. Los roles de Dueño del Producto y Scrum Master no cuentan en el 
cálculo del tamaño del equipo a menos que también estén contribuyendo a trabajar en la 
Lista de Pendientes de Sprint (Sprint Backlog). 
 






SCRUM produce los siguientes tres artefactos: 
 
8.1.4.1 Pila del producto:  
Es el corazón de SCRUM, es la relación de requisitos del producto, en la cual no es 
necesario excesivo detalle pero sí deben estar priorizados. Ésta lista o pila del producto está 
en constante evolución y abierta a todos los roles, pero es el propietario del producto el 
responsable y quien decide sobre esta.   
 
8.1.4.2 Pila del SPRINT:  
Son los requisitos comprometidos por el equipo para el Sprint, se construyen con el nivel 
de detalle suficiente para lograr su ejecución por el equipo de trabajo.  
 
8.1.4.3 Incremento:  
Es una parte del producto desarrollado en un Sprint, y que es factible de ser usado, contiene 









Es uno de los elementos fundamentales de la metodología SCRUM (Rising, y Janoff, 2000) 
y se realizan periódicamente. A diferencia de las metodologías expuestas anteriormente en 
este artículo, SCRUM define cómo deben ser las reuniones del equipo de trabajo y los 
resultados que ésta debe generar. A continuación se explican cada una de ellas:   
 
8.1.5.1 Planificación del SPRINT:  
Es una jornada de trabajo muy importante ya que su mala planificación puede arruinar todo 
el Sprint. En ésta reunión el propietario del producto explica las prioridades y dudas del 
equipo, estos estiman el esfuerzo de los requisitos prioritarios incluyendo una lista de 




8.1.5.2 Reunión diaria:  
Comprende una reunión de mínimo 15 minutos y máximo 30 minutos de duración, en el 
mismo lugar de reunión y a la misma hora. La reunión está dirigida por el SCRUM 
Manager y sólo puede intervenir el Equipo SCRUM. Éste hace las siguientes preguntas a 
cada miembro del equipo:  
 
¿Qué hiciste ayer? ¿Cuál es el trabajo para hoy? ¿Qué necesitas?; Una vez conocida la 
situación actual del equipo SCRUM se actualiza la pila del Sprint y el SCRUM Manager 
debe tomar decisiones de inmediato, también tiene la responsabilidad de señalar los 
obstáculos que deben ser resueltos externamente para no alargar más el tiempo de la 
reunión. 
 
8.1.5.3 Revisión del SPRINT:  
Es una reunión informativa, aproximadamente de 4 horas, en la que el moderador es el 
SCRUM Manager. En ésta reunión se hace la presentación del incremento, el planteamiento 
de sugerencias y anuncio del próximo Sprint.  
 
8.1.5.4 Retrospectiva del SPRINT:  
Después de cada Sprint, se reúnen los miembros del equipo (Aproximadamente 4 horas) y 
expresan sus opiniones del Sprint recién superado, con la finalidad de mejorar los procesos. 
Es básicamente una reunión de evaluación y mejoramiento. 
 
8.1.6 El proceso SCRUM 
 
Debido a que la metodología SCRUM es más enfocada a la organización del equipo de 
trabajo, así como también lo es en gran parte XP, en SCRUM a diferencia de XP que 
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también está basado en los métodos ágiles, se divide el proyecto en periodos de 4 semanas 
aproximadamente, cada periodo se denomina Sprint y cada equipo SCRUM recibe una lista 
de pedidos a ejecutar en un sprint determinado. 
 
8.1.6.1 Revisión de planes de Release:  
“Planificación del Sprint”. Ésta fase se ejecuta una vez establecida la pila de producto y es 
llevada a cabo por el equipo a fin de evaluar las diferentes factibilidades de los 
requerimientos y estimaciones, basándose en la funcionalidad y las prioridades de la pila de 
producto.   
 
8.1.6.2 Distribución, revisión y ajustes de estándares de producto: 
“Pila de Sprint”. En ésta fase los desarrolladores realizan los ajustes de los estándares y 
requerimientos mínimos, dejando todo listo para comenzar con la fase de Sprint. 
 
8.1.6.3 Sprint:  
Ésta Fase de aproximadamente 30 días es donde se efectúa el desarrollo del software y se 
llevan a cabo las reuniones, consta de las siguientes subfases: elaborar, integrar, revisar y 
ajustar. Estas subfases no son estrictas, pero claramente obedecen a prácticas ya 
mencionadas en las metodologías RUP y XP.  
 
8.1.6.4 Revisión del Sprint:  
“Incremento”. En ésta fase se revisa el Sprint y si es necesario se añaden nuevos ítems a la 





Figura 4 Proceso SCRUM 
Fuente (15) 
 
8.1.6.5 Cierre:  
En ésta fase se da lugar a la depuración y correcciones de errores (debugging), éste 
procedimiento se repite hasta alcanzar la calidad en el producto. Posterior a las correcciones 
y pruebas se realiza el Marketing y promoción del producto y al terminar ésta fase el 
proyecto queda cerrado. En el ciclo de vida SCRUM cada periodo de aproximadamente 4 
semanas daría como resultado una versión del producto. Al entregar esa versión, el equipo 
inicia de nuevo la planificación del próximo sprint e inicia de nuevo con el proceso 
SCRUM,el ciclo de vida SCRUM termina cuando el producto software haya cumplido el 








La Programación Extrema o Extreme Programming, es una disciplina de desarrollo de 
software basada en los métodos ágiles, que evidencia principios tales como el desarrollo 
incremental, la participación activa del cliente, el interés en las personas y no en los 
procesos como elemento principal, y aceptar el cambio y la simplicidad (Beck et al., 2001). 
 
El trabajo fundamental se publicó por Kent Beck en 1999, y tomó el nombre de 
Programación Extrema por las prácticas reconocidas en el desarrollo de software y por la 
participación del cliente en niveles extremos (Wells, 2009). Éste método, al igual que RUP, 
también tiene principios los cuales son buenas prácticas a tener presente en el desarrollo de 
software.  
 
8.2.1 Los principios 
 
XP comprende diez buenas prácticas que involucran al equipo de trabajo, los procesos y el 
cliente; los cuales son:   
 
8.2.1.1 Planificación incremental:  
 
Se toman los requerimientos en Historias de Usuario, las cuales son negociadas 





8.2.1.2 Entregas pequeñas:  
 
Se desarrolla primero la más mínima parte útil que le proporcione funcionalidad al sistema, 
y poco a poco se efectúan incrementos que añaden funcionalidad a la primera entrega, cada 
ciclo termina con una entrega del sistema. 
 
 
Figura 5Ciclo XP 
Fuente (15) 
 
Al igual que en el ciclo de vida de RUP, en XP el ciclo de vida termina cuando ya no hay 
más ciclos de entrega y el sistema ha cumplido con el objetivo para el cual fue diseñado, de 
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no ser así, se deberá continuar con el ciclo especificado, hasta que la funcionalidad del 
sistema sea la deseada.   
 
8.2.1.3 Diseño sencillo:  
 
Solo se efectúa el diseño necesario para cumplir con los requerimientos actuales, es decir, 
no se abordan requerimientos futuros.   
 
8.2.1.4 Desarrollo previamente aprobado:  
 
Una de las características relevantes y propias de XP es que primero se escriben las pruebas 
y luego se da la codificación, esto con la finalidad de asegurar la satisfacción del 
requerimiento.  
 
8.2.1.5 Limpieza del código o refactorización:  
 
Consiste en simplificar y optimizar el programa sin perder funcionalidad, es decir, alterar 
su estructura interna sin afectar su comportamiento externo (Abrahamsson, Salo, 
Ronkainen y Warsta, 2002).  
 
8.2.1.6 Programación en parejas:  
 
Es otra de las características de ésta metodología, que propone que los desarrolladores 
trabajen en parejas en una terminal, verificando cada uno el trabajo del otro y ayudándose 
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para buscar las mejores soluciones. Se entiende que de esta forma el trabajo será más 
eficiente y de mayor calidad.  
 
8.2.1.7 Propiedad colectiva:  
 
El conocimiento y la información debe ser de todos, por lo tanto no se desarrollan islas de 
conocimiento, todos los programadores poseen todo el código y cualquiera puede sugerir y 
realizar mejoras. 
 
8.2.1.8 Integración continúa:  
 
Al terminar una tarea, ésta se integra al sistema entero y se realizan pruebas de unidad a 
todo el sistema, ésta práctica permite que la aplicación sea más funcional en cada iteración 
y garantiza su funcionamiento con los demás módulos del sistema. 
 
8.2.1.9 Ritmo sostenible:  
 
No es aceptable trabajar durante grandes cantidades de horas ya que se considera que puede 







8.2.1.10 Cliente presente:  
 
Se debe tener un representante (Cliente o usuario final) tiempo completo, ya que en XP éste 
hace parte del equipo de desarrollo y es responsable de formular los requerimientos para el 
desarrollo del sistema.  
 
8.2.2 Valores en XP 
 
En todo desarrollo de un proyecto de software, los cambios serán algo inevitables, los 
requerimientos cambiarán, las reglas del negocio, el equipo de trabajo y la tecnología, entre 
otros elementos involucrados en el proyecto. Por esta razón XP propone valores, que 
permitirán afrontar y sortear de una manera más efectiva los cambios en el proyecto 
(Wellington, 2005) los cuales se enfocan al equipo de trabajo de la siguiente manera:  
 
8.2.2.1 Comunicación:  
Aunque hay circunstancias que conducen a la ruptura de la comunicación, se debe procurar 
por comunicar cualquier cambio con el resto del equipo ya sean desarrolladores, cliente o 
jefe. 
 
8.2.2.2 Sencillez:  
Iniciar desde lo parte más simple que pueda darle funcionalidad al sistema, es decir abordar 




8.2.2.3 Retroalimentación:  
La mejor manera de conocer el estado actual del sistema es haciéndole pruebas funcionales 
al software, esto proporcionará información real y confiable sobre el grado de fiabilidad del 
sistema.  
 
8.2.2.4 Valentía:  
El equipo de trabajo debe estar presto para asumir retos, ser valiente ante los problemas y 
afrontarlos, no tapar los errores, ya que tarde o temprano saldrán a flote y todo el sistema 
colapsará, no se puede avanzar sobre los errores. Se recomienda tomar acciones correctivas 
a tiempo a fin de lograr el objetivo del proyecto.  
 
8.2.3 Objetivos de XP 
 
La metodología XP tiene dos objetivosprimordiales para el correcto desarrollo del proyecto 
(Jeffries, s. f.): 
 
8.2.3.1 La satisfacción de cliente: 
Entendida como dar al cliente lo que necesita y cuando lo necesita, respondiendo 
rápidamente a las necesidades de este. Uno de los factores importantes en todo proyecto de 
software es que el sistema de software logre el objetivo para el cual fue diseñado y que el 
equipo de trabajo logre el objetivo para el cual fue contratado, de ahí que el incumplimiento 
de esto termine con un producto incompleto y un cliente insatisfecho.  
 
8.2.3.2 Potenciar al máximo el trabajo en grupo: 
Todos están involucrados y comprometidos con el desarrollo del software, tanto los jefes 





Al no tener más ciclos a ejecutar se entiende que los sistemas han cumplido con su 
objetivo, en caso contrario se deben seguir desarrollando ciclos para agregar la 
funcionalidad deseada. Cada fase del ciclo comprende lo siguiente: 
 
8.2.4.1 Fase de planeación:  
Ésta fase inicia con las historias de usuario que describen las características y 
funcionalidades del software. El cliente asigna un valor o prioridad a la historia, los 
desarrolladores evalúan cada historia y le asignan un costo el cual se mide en semanas de 
desarrollo.   
 
8.2.4.2 Fase de diseño:  
El proceso de diseño debe procurar diseños simples y sencillos para facilitar el desarrollo. 
Se recomienda elaborar un glosario de términos y la correcta especificación de métodos y 
clases para facilitar posteriores modificaciones, ampliaciones o reutilización del código. 
Anteriormente este proceso se apoyaba en el uso de tarjetas CRC (Clase Responsabilidad  
Colaboracion) la cual identifica las clases orientadas a objetos que son relevantes para el 
incremento del software.  
 
8.2.4.3 Fase de codificación:  
En ésta fase los desarrolladores deben diseñar las pruebas de unidad que ejercitarán cada 
historia de usuario. Después de tener las pruebas, los desarrolladores trabajarán en parejas 




8.2.4.4 Fase de pruebas:  
Las pruebas de unidad deben implementarse con un marco de trabajo que permita 
automatizarlas, con la finalidad de realizar pruebas de integración y validación diarias, esto 
proporcionará al equipo un indicador del progreso y revelarán a tiempo si existe alguna 
falla en el sistema. Las pruebas (Sommerville, 2005) tienen las siguientes características:  
• Desarrollo previamente aprobado: Significa que primero se escriben las pruebas y 
luego el código. Las pruebas deben simular el envío de la entrada ha probar y deben 
verificar que el resultado cumpla con las especificaciones de salida. 
• Desarrollo de pruebas incremental: Los requerimientos del usuario se expresan 
como historias, el equipo de desarrollo evalúa cada historia y la divide en tareas. 
Cada una representa una característica distinta del sistema y se pueden diseñar 
pruebas de unidad para esa tarea.  
• Participación del usuario en el desarrollo de las pruebas: El usuario ayuda a 
desarrollar las pruebas de aceptación, las cuales son pruebas que se implementan 
con los datos reales del cliente para verificar el cumplimiento real de sus 
necesidades. 
• Uso de bancos de pruebas automatizados: Se debe usar un sistema que envíe a 
ejecución las pruebas automatizadas y de esta forma probar constantemente el 




En todo proceso de desarrollo de software se generan modelos de información. En XP se 
generan varios artefactos como las tarjetas de historias de usuario (StoryCard), las tarjetas 
de tareas para la descarga de documentos, el código, las pruebas unitarias y de integración y 
las pruebas de aceptación. Los artefactos son importantes para conocer cuál fue el proceso 
de desarrollo del software y lograr entender cómo está construido el sistema, así como la 













Los miembros de un equipo trabajan mejor cuando hay roles establecidos, cada rol tiene 
consigo responsabilidades que tienen como finalidad cumplir con los objetivos del 
proyecto. Algunos proyectos necesitan de múltiples roles como tésteres o probadores, 
ingenieros de calidad, analista de requerimientos, administrador del proyecto, administrador 
del producto, profesionales de marketing. El número de roles varía de acuerdo con el 
proyecto. A continuación se explican algunos de los más relevantes:  
 
8.2.6.1 Programador: 
Es el corazón de XP, el programador con base en su experiencia puede tomar decisiones 
que afecten el desarrollo del proyecto. Su tarea es lograr que la computadora comprenda y 
haga todo según los requerimientos del usuario, el programador debe conocer cómo hacer 




El cliente dirige y conoce las metas a alcanzar en el proyecto. Debe conocer qué debe hacer 
el programa, para que de ésta forma guíe y trabaje de la mano con los programadores, por 
lo tanto debe aprender a escribir las historias de usuario. El cliente y los desarrolladores 
tienen gran responsabilidad en el proyecto.  
 
8.2.6.3 Tester (probadores):  
Su responsabilidad es correr las pruebas funcionales con regularidad y dar a conocer los 




8.2.6.4 Tracker (responsable del seguimiento):  
Debe conocer el alcance funcional del equipo, controla los tiempos de desarrollo, controlar 
los hitos y entregas, puede tomar decisiones estratégicas para el equipo y debe asegurar el 
alcance y despliegue de la aplicación. En síntesis, actualmente XP es una de las 
metodologías de mayor aceptación en la industria del software, su enfoque basado en los 
métodos ágiles, su énfasis en la gestión del recurso humano el cuál es uno de los puntos 
más críticos en todo proyecto, y sus principios de previsibilidad y adaptabilidad hacen de 




Proceso Racional Unificado o RationalUnifiedProcess. Es una metologiaagil que da un 
enfoque para asignar tareas y responsabilidades dentro de un grupo de desarrollo. Su 
objetivo es asegurar la producción de software de alta y de mayor calidad para satisfacer las 
necesidades de los usuarios. 
 
8.3.1 Características del RUP 
 
El RUP es un proceso basado en los modelos en Cascada y por Componentes, el cual 
presenta las siguientes características: Es dirigido por los casos de uso, es centrado en la 
arquitectura, iterativo e incremental (Booch, Rumbaugh y Jacobson, 2000), lo cual es 
fundamental para el proceso de desarrollo de software. A continuación se explican las tres 
características de RUP:  
 
a) Casos de Uso: Describe un servicio que el usuario requiere del sistema, incluye la 
secuencia completa de interacciones entre el usuario y el sistema.  
46 
 
b) Centrado en la arquitectura: Comprende las diferentes vistas del sistema en desarrollo, 
que corresponden a los modelos del sistema: Modelos de casos de uso, de análisis, de 
diseño, de despliegue e implementación. La arquitectura del software es importante para 
comprender el sistema como un todo y a la vez en sus distintas partes (Abrahamsson, Salo, 
Ronkainen y Warsta, 2002), sirve para organizar el desarrollo, fomentar la reutilización de 
componentes y hacer evolucionar el sistema, es decir, agregarle más funcionalidad 
(Pressman y Murrieta, 2006). 
 
Figura 8 –arquitectura RUP 
Fuente (13) 
 
c) Iterativo e Incremental: Significa que la aplicación se divide en pequeños proyectos, los 
cuales incorporan una parte de las especificaciones, y el desarrollo de la misma es una 
iteración que va incrementando la funcionalidad del sistema de manera progresiva (Silva, 






8.3.2 Estructura del RUP 
 
El proceso del RUP se ejecuta en tres perspectivas: La perspectiva dinámica, la cual 
contiene las fases del modelo sobre el tiempo; la estática que muestra las actividades del 
proceso y la práctica que muestra las buenas prácticas durante el proceso del RUP (IBM, s. 
f.). La figura 9 muestra la estructura de RUP y la forma en que se relacionan sus tres 
perspectivas. En ésta se aprecia la forma en que las disciplinas se aplican a cada una de las 
fases hasta lograr su completitud, y a su vez, cómo cada fase se completa de forma iterativa 
para así avanzar a la fase siguiente. De igual forma se aprecia que la perspectiva de buenas 
prácticas está en un eje “z” que es transversal a las perspectivas dinámica “x” y estática 
“y”, funcionando de manera permanente en el proceso de desarrollo de software. 
 





Para aclarar esta relación, a continuación se presenta una descripción de las tres 
perspectivas: 
 
a) La perspectiva dinámica se compone por las fases de Inicio, Elaboración, Construcción 
y Transición, cada fase se subdivide en iteraciones (Rational Software Corporation, 
1998) y comprenden los siguientes objetivos:   
 
Fase de inicio: Su objetivo es la comunicación con el cliente y las actividades de 
planeación. Se establece el caso del negocio para el sistema, así como la identificación 
de todas las entidades externas que interactúan con el sistema y sus respectivas 
iteraciones.   
 
• Fase de elaboración: Tiene como fin desarrollar un entendimiento del dominio 
del problema, crear un marco de trabajo arquitectónico para el sistema, 
desarrollar el plan del proyecto e identificar los riesgos claves. Al finalizar esta 
fase se debe tener el modelo de requerimientos del sistema (UML), una 
arquitectura y un plan de desarrollo.  
 
• Fase de construcción: Su objetivo es el diseño del sistema, la programación, las 
pruebas y la integración de todas las partes del sistema de software. Al final de 
esta fase se debe tener un software operativo con su respectiva documentación.  
 
• Fase de transición: En esta fase el sistema de software se entrega a los usuarios 
finales para sus respectivas pruebas en un entorno real. Al terminar esta fase se 
debe tener un software documentado y funcionando correctamente. 
 
b) La perspectiva estática define dentro del proceso de desarrollo de software el quién, 
qué, cómo y cuándo (Booch, JacobsonyRumbaugh, 2006). El “quién” corresponden a 
los roles, el “qué” y el “cómo” corresponde a las actividades y artefactos, y el “cuándo” 
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corresponde al flujo de trabajo. Para ello es necesario tener claro los siguientes 
elementos:  
 
Roles:Definen el comportamiento y las responsabilidades de cada individuo o de un 
grupo. Una persona puede desempeñar varios roles y un rol puede ser desempeñado 
por varias personas. Los roles definidos en RUP son: Analistas, desarrolladores, 
gestores, apoyo, especialista en pruebas y cualquier otro rol del cual se tuviera 
necesidad.   
 
Actividades: Es una unidad de trabajo que una persona que desempeña un rol puede 
realizar. Las actividades tienen objetivos concretos tales como: Planear una iteración, 
revisar el diseño, ejecutar pruebas de rendimiento, entre otras.  
 
Artefactos:También denominado producto, es un modelo de información que es 
producido o modificado durante el proceso de desarrollo de software. Los artefactos 
son los resultados tangibles del proyecto, las cosas que se van creando y usando hasta 
tener el producto de software terminado. Algunos artefactos pueden ser: un modelo de 
casos de uso, el documento de la arquitectura, etc.   
 
Flujo de trabajo:Es la relación entre los roles y los artefactos o productos que 
producen resultados observable en el desarrollo del sistema software. Estos se dividen 
en flujos de trabajo de proceso y flujos de trabajo de soporte, los primeros reflejan 
actividades propias del modelo en cascada y contiene el modelado de negocios, 
requerimientos, análisis y diseño, implementación, pruebas y despliegue; y los 
segundos contienen la configuración y gestión de cambios, la gestión del proyecto y el 
entorno.  
 
c) La perspectiva práctica describe seis buenas prácticas en Ingeniería de Software que 
son recomendables en el desarrollo de sistemas de software, las cuales son: Desarrollo 
iterativo, gestión de requisitos, desarrollo basado en componentes, modelado visual 
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UML, verificación continua de la calidad y control de cambios de software (Leterlier, 
s. f.). Estas prácticas se ejecutan durante todo el proyecto y de manera transversal a las 
perspectivas dinámica y estática. 
 
8.3.3 El ciclo de vida de RUP 
 
La metodología RUP se repite a lo largo de una serie de ciclos (figura 12) que constituyen 
la vida de un sistema desde su nacimiento hasta su muerte. Cada ciclo concluye con una 
versión del producto para los clientes (Traa, 2006), En la figura 12 se puede apreciar que el 
ciclo de vida de RUP está comprendido por varios ciclos. Las versiones y ciclos le añaden 
funcionalidad al sistema hasta el punto donde ya termine su ciclo de vida con la muerte o 
cumplimiento total del objetivo para el cual fue diseñado el software.  
 
Figura 10 Ciclo de vida del RUP 
Fuente (12) 
En síntesis, la metodología RUP es un proceso de desarrollo de software que trabaja de la 
mano con el UML y es una de las metodologías estándar más usadas para el análisis, 
desarrollo y documentación de sistemas orientados a objetos, además de su gran respaldo 
por parte de IBM. Por sus características se implementa con mayor frecuencia en proyectos 
de gran complejidad y magnitud, que dispongan de un equipo de trabajo con experiencia en 
desarrollo de proyectos, así como con un alto conocimiento en la metodología, sin dejar de 
lado su aplicabilidad en proyectos de corto tiempo y poca complejidad, pues la metodología 





RUP es una metodología que usa algunas de las mejores prácticas en desarrollo de 
software, se adapta perfectamente a proyectos de gran escala y complejidad, así como de 
grandes equipos de trabajo, cuenta con un gran nivel de aceptación entre desarrolladores. 
 
Los métodos tradicionales como RUP, son bastante sistemáticos en su proceso, el cual 
implica altos niveles de dedicación en la planificación y documentación para 
posteriormente lograr el desarrollo deseado, aún así, éstos métodos han ido evolucionando a 
versiones de la metodología enfocada a procesos agiles, tales como RUP Agil, ya que el 
mercado y la industria de desarrollo procura obtener resultados a poco tiempo y dispuestos 
al cambio constante.   
 
Todos los métodos tienen sus limitaciones, así como las metodologías ágiles son las más 
adecuadas para proyectos pequeños y medianos, no son las más adecuadas para sistemas de 
gran escala que requieran de interacciones complejas con otros sistemas, esto debido a que 
estos sistemas requieren de un nivel de precisión bastante alto, aunque no todos los 
métodos ágiles se basan en el desarrollo y entrega incremental, si comparten los principios 
del manifiesto ágil para el desarrollo de software.  
 
No sería conveniente implementar una metodología ágil para el desarrollo de un sistema 
crítico en el cual es necesario el análisis detallado de todos los requerimientos para 
comprender su complejidad e implicaciones, esto debido a la complejidad y la extrema 
precisión que pueda tener la captura de requerimientos, en los cuáles las metodologías XP y 
SCRUM ofrecen demasiada flexibilidad. 
 
 Dado que los métodos ágiles hacen más explícita la importancia en el manejo del equipo y 
personas, se pueden pensar como un complemento para las metodologías que están más 
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