Abstract-This paper develops an efficient approach to generate a collision-free and dynamically feasible trajectory that enables a robotic vehicle to inspect the entire workspace or a subset consisting of one or several regions. The approach makes it possible to specify constraints on the order in which the regions should be inspected by using colors to ensure that regions with the same color are inspected as a group. A key aspect is the transformation of the multiregion inspection into a clustered traveling salesman problem (CTSP). This is achieved by generating several inspection points on the medial axis of each region to increase the visibility and by grouping the inspection points into clusters. We also develop a fast branch-and-bound CTSP solver to find low-cost clustered tours. These tours guide sampling-based motion planning, as it expands a motion tree in search for a collision-free and dynamically feasible trajectory to carry out the multiregion inspection. The approach is evaluated in simulation using a snake-like robot model to carry out inspection tasks in complex environments. Comparisons to related work show significant speedups.
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I. INTRODUCTION
A S DEFECTS to objects such as pipeline leakage can result in tremendous economical loss, the inspection problem is one of the most important problems in robotics. Given a set of objects located in an environment with obstacles, the task is to find a low-cost obstacle-avoiding path that inspects all objects. Inspection is often expressed in terms of visibility, which may be limited by the sensor range, e.g., laser, camera.
Inspection poses significant challenges since the robot needs to determine and reach a set of locations whose combined visibility covers the inspection area. To reach these locations, the robot often has to avoid numerous obstacles and pass through narrow passages. Planning such motions requires taking into account the robot geometry as well as differential constraints imposed by its dynamics on the velocity, turning radius, and acceleration. This is a challenging task as motion planning with dynamics is undecidable [1] .
Related Work: Approaches that solve the inspection problem can be broadly classified based on whether or not they take into account these geometric and differential constraints, i.e., (i) point robot with no dynamics (ii) robot geometry but no dynamics, and (iii) both robot geometry and dynamics.
When considering a point robot with no dynamics, a common approach is to first solve the art-gallery problem: find a minimal number of guards, i.e., points in the environment, whose combined visibility covers the inspection area [2] . A TSP solver is then used to compute the shortest path that visits each guard. Since the combination of these NP-hard problems is also NPhard, approximations are used to reduce the runtime while still producing short inspection paths that obtain good coverage [3] . A common approach is to generate a convex decomposition of the inspection area and place a guard inside each convex polygon [4] . This, however, tends to generate a large number of guards, making it difficult to find a feasible tour. To increase clearance from the obstacles, other approaches place guards on or near the medial axis [5] , [6] .
When considering the robot geometry but not its dynamics, PRM [7] can be augmented with visibility information [8] , [9] to construct a roadmap that connects collision-free configurations with collision-free paths until the combined visibility from the roadmap vertices covers the inspection area. Afterwards, a TSP solver computes an inspection path as the shortest roadmap path that visits each vertex [8] , [9] . Roadmaps, however, are not suitable for dynamics since each edge requires solving a two-point boundary differential value problem, i.e., exact steering, to generate a dynamically-feasible trajectory that connects its vertices. Analytical solutions, however, are available only in limited cases, while numerical methods are computationally expensive [10] , [11] .
Inspection approaches that account for both the robot geometry and its dynamics often use probabilistic sampling to expand a motion tree. The tree expansion does not require exact steering since it uses numerical integration of the differential constraints, which makes it broadly applicable. The work in [12] combines an Expansive-Space Tree (EST) [13] with visibility information to generate inspection trajectories. Assuming weak local controllability, minimal clearance and elasticity, the approach is shown to probabilistically converge to the optimal solution [12] . The approach, however, is computationally expensive as the EST expansion lacks guidance and has difficulty going through narrow passages.
Even though significant progress has been made, inspection still poses significant challenges. Accounting for the dynamics is necessary to ensure that the robot can follow the planned motions. In such cases, related methods, however, are computationally demanding, which makes them impractical for highdimensional robots operating in complex environments.
Contribution: This paper develops an efficient inspection method that accounts for both the robot geometry and its dynamics. Comparisons to related work show significant speedups. The approach makes it possible to inspect the entire workspace or a subset consisting of one or more regions. Constraints can also be specified on the order in which the regions are inspected by using colors to ensure that regions with the same color are inspected as a group.
Such generalized setting can have applications in search-andrescue where the inspection areas could be grouped according to the damage they have sustained. Other applications arise in video games and training simulations where regions could be grouped based on ownership, potential to find valuable targets, level of danger, or other criteria.
To be able to deal with complex scenarios and account for robot dynamics, this work trades off optimality for efficiency by reducing the problem space. In particular, the paper makes several technical contributions: (i) transforms multi-region inspection into CTSP, (ii) develops a fast CTSP solver based on branch-and-bound search, and (iii) effectively combines the CTSP solver with sampling-based motion planning.
To transform the multi-region inspection from a complex, continuous, setting into a simplified, discrete, setting, the approach generates for each region several inspection points whose combined visibility covers the region. The inspection points are connected and grouped according to color to form a clustered graph, which serves as the basis for the CTSP formulation. To facilitate navigation, the inspection points are generated away from the obstacles, near the medial axis.
To plan a feasible inspection trajectory, the approach combines sampling-based motion planning with a fast CTSP solver. Drawing from our prior work on motion planning with discrete search [14] - [16] , the idea is to use CTSP tours to guide the tree expansion. Prior work considered multi-group motion planning where goals are grouped and one goal must be reached from each group. In contrast, we consider a CTSP setting where the robot needs to reach all the inspection points in each region while satisfying the order constraints imposed by the colors. This imposes significant challenges as the tree expansion should be compatible with the CTSP constraints. To address these challenges, we develop the notion of valid CTSP tour prefixes and use it to partition the motion tree into equivalence classes. Heuristic costs based on CTSP tour length are used to identify promising equivalence classes from which to expand the motion tree. Samplingbased motion planning and the CTSP solver work in tandem to improve the tours, partition, and motion-tree expansion.
II. PROBLEM FORMULATION
This section defines the robot model, the environment, and the clustered multi-region inspection problem.
A. Robot Dynamics and Motion Trajectories
The robot dynamics are specified by differential equationṡ s = f (s, u), which express the relation between states s ∈ S (state space) and controls u ∈ U (control space). For example, the snake robot ( Fig. 5 ) used in the experiments is modeled as a car pulling trailers [17] . This provides a high-dimensional model with nonlinear dynamics. The state (x, y, v, θ 0 , ψ, θ 1 , . . . , θ N ) defines the position (x, y), velocity v, orientation θ 0 , and steering angle ψ of the head link and the orientation θ i of each of the N trailer links. The snake is controlled by setting the acceleration u acc and the steering turn rate u ω . The motion equations f are defined aṡ
where L and H are the body and hitch lengths, respectively. The robot motion is encapsulated by a function
which computes the new state s new by applying u to s and integrating f for one time step dt. Starting at a state s ∈ S, a trajectory ζ : {1, . . . , T } → S is obtained by applying a sequence of controls u 1 , . . . , u T −1 , i.e., ζ(1) = s and
For a state s, the notation POS(s) denotes the position component of s. The notation SEQ(ζ ) = POS(ζ (1)), . . . , POS(ζ ( )) denotes the sequence of points in the order reached by ζ.
B. Environment
The workspace W contains obstacles O = {O 1 , . . . , O m } and regions R = {R 1 , . . . , R n } that should be inspected, as shown in Fig. 1 . The user specifies the color for the obstacles, free area
C. Clustered Multi-Region Inspection Problem
Regions with the same color c form a cluster, i.e.,
The robot is required to inspect all the regions from one cluster before inspecting a region from another cluster. The robot carries out the inspection by taking snapshots at different locations.
Motivated by search-and-rescue missions, where the robot often has to go inside a region in order to inspect it, in the setting considered here the robot can take a snapshot of R i ∈ R only when it is inside R i . As a result, a point q ∈ R i is considered visible from p ∈ W iff pq ∈ R i , i.e., the segment from p to q never leaves
When considering all the regions, the visible area from a set of points p 1 , . . . , p ∈ W is defined as
The quality of a set of points p 1 , . . . , p ∈ W is defined as the fraction of the area in R that is visible, i.e., 
(10) The inspection problem can now be stated as follows.
Definition 1: Given a desired inspection quality 
III. INSPECTION QUALITY
Even in 2D, visibility problems are difficult as shown by the NP-hardness of the art-gallery problem [2] . Moreover, it is assumed that guards can be placed on the obstacle boundaries. In robotics, however, it is questionable to assume that a mobile robot will be able to place its sensors exactly on the boundary. It then becomes fairly easy to construct worlds where a mobile robot cannot obtain complete coverage regardless of the (finite) Fig. 2 . If the vision sensor cannot be placed on the obstacle boundaries, then some part of the gray area will not be visible by the robot. number of inspection points. As shown in Fig. 2 , the ball of radius r creates a shadow region that the robot cannot see. There is an angle θ between the vertical radius of the ball and the radius perpendicular to the tangent from the image sensor. Observe that the area of the grayed shadow area and its derivative by θ, are given by
Because the derivative is strictly positive everywhere except for θ = 0, we get that the grayed shadow area is zero only at θ = 0. Therefore, however close the robot gets to the wall, unless we allow it (or its sensor) to be actually on the wall, it will always miss some part of the environment. Therefore, in general one cannot obtain complete coverage of a realistic environment with a mobile robot, so in this paper we will focus on methods to select guards so that only a "sufficiently small" portion of the environment is left unseen.
IV. CTSP SOLVER
Before presenting the overall approach, we discuss the problem of computing clustered tours over graphs [18] . Our setting does not require the robot to return to the start, so the tours are open.
Definition 2: Let G = (V, E, COLOR, COST) denote a directed, colored, and weighted graph, where COLOR : V → N and COST : E → R + define the vertex colors and edge costs. Starting at v start , a sequence of vertices v 1 , . . . , v constitutes a clustered tour of V if it visits each vertex and vertices with the same color are visited consecutively, i.e.,
An optimal clustered tour is a clustered tour with minimum cost, where the cost of the tour is defined as the sum of the costs associated with the edges of the tour.
CTSP can be transformed into TSP by changing the cost function to COST(v j 
where M is a constant larger than the maximum cost. This ensures that an optimal TSP tour visits all the vertices with the same color before visiting the next cluster.
There are different approaches for solving TSPs depending on the problem size and type. Branch-and-bound techniques have been effective in solving large unconstrained problems [19] . Integer programming branch-and-cut solvers are more effective in solving highly constrained TSPs [20] . 
Approaches that use TSP solvers to solve CTPs have had limited success since the transformation often yields TSPs with unusual structures [21] . Moreover, considerable changes need to be made to their interfaces to integrate them with samplingbased motion planning. For these reasons, we develop our own CTSP solver based on depth-first branch-and-bound search (DFBnB) [22] . This is easy to implement, interface with samplingbased motion planning, and, as the results show, effective in computing low-cost CSTP tours for our problem instances. Pseudocode is shown in Algorithm 1.
The DFBnB implementation extends depth-first search (DFS) with upper and lower bounds. A lower bound L for the problem state a is obtained by applying an admissible heuristic h with L(a) = g(a) + h(a), where g(a) denotes the cost from the root to a. Our implementation uses the trivial heuristic h(a) = 0. By dynamically updating bitvectors for the sets {v 1 , . . . , v i }, V 1 , and V 2 , CTSPsolver performs O(|V |/w) steps per node where w is the number of bits per word. As with standard DFS, the first solution obtained might not be optimal. With DFBnB, however, the solution cost is reduced over time together with the global upper bound until eventually L(a) at some node a reaches the upper bound.
V. CLUSTERED MULTI-REGION INSPECTION FOR A POINT ROBOT WITH NO DYNAMICS
We present here the proposed approach for a point robot with no dynamics. To transform the clustered multi-region inspection from a continuous to a discrete setting, the approach generates several inspection points inside each region, ensuring that their combined visibility reaches the inspection quality α. The overall approach, presented in the next section, uses the discrete setting to guide sampling-based motion planning during the search for a feasible inspection trajectory, accounting for both the robot geometry and its dynamics.
To form a clustered graph, the inspection points, denoted by P, are connected and grouped by color. To facilitate navigation and define edge weights, a triangulation Ξ is constructed over W \ m j =1 O j (see Figs. 1 
and 5). For
denote the shortest path in Ξ that connects TRI(p) to TRI(q) while respecting the color constraints, i.e., the path uses only COLOR(p), COLOR(q), COLOR(W free ) and does not interleave COLOR(p) and COLOR(q). The weight of an edge (p i , p j ) in the clustered graph is then defined as COST (PATH(p i , p j ) ), where the cost of moving from one triangle to its neighbor is defined as the distance between their centers. Note that the triangulation enables the approach to quickly compute a collision-free path between any two points. This is an advantage over grid decompositions where some cells could be occupied by obstacles.
Let p start denote the start position of the robot. An edge (p start , p i ) with weight COST(PATH(p start , p i )) is added to the graph for each p i ∈ P. Afterwards, the CTSP solver is invoked to find a tour q 1 , . . . , q that starts at p starts and visits each p i ∈ P without interleaving the region colors. The inspection path then corresponds to the sequence of triangles defined by PATH (q 1 , q 2 ) • . . . • PATH(q −1 , q ), where • denotes path concatenation. To follow the inspection path, the point robot moves from one triangle to the next, along the segment joining their centers, in the order specified by the inspection path.
A. Generating the Inspection Points
Pseudocode is shown in Algorithm 2. Fig. 3 shows an example. To increase the clearance from the obstacles, the approach seeks to generate the inspection points on the medial axis of each region R i ∈ R. Since the exact computation of the medial axis can be expensive, we opt for approximation algorithms. The proposed approach can be used with any approximation algorithm. We chose the grassfire transform [23] since it is efficient and easy to implement. To account for the region colors, we adapt the grassfire transform so that the distance for each pixel with color c corresponds to the minimum Manhattan distance to the Fig. 1) . Inspection points are shown as small squares colored with the inverse color of the region. The inspection points were automatically generated based on the desired inspection quality, set to 99.9%. The triangulation Ξ is also shown. Videos of solutions obtained by the approach can be found in the supplementary material.
Algorithm 2: GENERATEINSPECTIONPTS(W, α).
Input: W: bitmap image; α: inspection quality, 0 < α ≤ 1 Output:a set of inspection points
UPDATEVALUE(B, i, j, i + 1, j, i, j + 1) 7: skeleton ← extract pixels making up the most intense lines in the brightness map B {//select inspection points} 8: skeleton ← FILTER(skeleton) 9: P ← skeleton; currScore ← QUALITY(R, P) 10: for p ∈ skeleton do 11:
newScore ← QUALITY(R, P \ {p}) 12:
if newScore ≥ α ∨ currScore = newScore then 13:
P ← P \ {p}; currScore ← newScore
pixels that are not colored with c (Algorithm 2:1-6). Interpreting distances as brightness, the medial axis is approximated by extracting the skeleton consisting of the locally brightest pixels (Algorithm 2:7). After extracting the skeleton points, we develop a filter to reduce the number of inspection points while keeping the inspection quality at or above α (Algorithm 2:8). The filter removes points that are too close to the obstacles, imposes a minimum separation among inspection points, and gives preference to branching points. In our examples, the filter reduced the number of inspection points from thousands to 100-200. This is still a large number that imposes considerable runtime requirements on the CTSP solver and motion planning.
We use a greedy heuristic (Algorithm 2:9-14) based on the inspection quality measure (Eqn. 9) to further reduce the number of inspection points while maintaining the inspection quality. For each p ∈ skeleton, if QUALITY(R, P \ {p}) ≥ α, then p is removed from P since the quality without it is still high. The point p is also removed when it does not impact the inspection quality, i.e., QUALITY(R, P \ {p}) = QUALITY(R, P). For efficiency, we compute the inspection quality over a grid, as obtained by a bitmap image of the scene. Specifically, the visible area for each p ∈ P is computed by casting light rays in all eight grid directions. To account for the color constraints, the light intensity becomes zero when encountering an obstacle or leaving the region R i ∈ R that contains p. The individual lightmaps are merged into an overall visibility map, where each q ∈ W is marked as visible when it is visible from at least one inspection point. The inspection quality measure is then computed by dividing the number of visible pixels by the number of pixels corresponding to regions in R.
VI. CLUSTERED MULTI-REGION INSPECTION FOR A ROBOT WITH DYNAMICS
The initial version of the proposed approach (Section V) accounts for neither the robot geometry nor its dynamics. As such, the geometric and differential constraints may make it impossible for the robot to follow a given CTSP tour. To account for both the robot geometry and its dynamics, we present here the complete version of our approach, which uses CTSP tours to guide sampling-based motion planning. The approach partitions the motion tree into equivalence classes and uses CTSP tours to promote expansions from equivalence classes that are close to satisfying the inspection task. Fig. 4 provides a schematic illustration. Pseudocode is shown in Algorithm 3. Details are provided below.
A. CTSP-Guided Sampling-Based Motion Planning
After generating the inspection points P, the objective is to compute a collision-free and dynamically-feasible trajectory ζ that enables the robot to visit all the points in P while not violating the color constraints, i.e.,
To achieve this objective, starting from p start ∈ W, the approach expands a motion tree T = (V T , E T ). Each vertex v ∈ V T is associated with a collision-free state, denoted by STATE(v), and the triangle in Ξ that contains POS(STATE(v)), denoted by TRI(v).
An edge (v, v ) ∈ E T , labeled with a control u ∈ U, denotes a feasible motion from STATE(v) 
Let ζ T (v) denote the trajectory obtained by concatenating the motions associated with the edges connecting the root of T to v. A solution is found when a vertex v is added to T such that SEQ(ζ T (v)) constitutes a clustered tour of the points in P, i.e., IsCompleteCTSPTour(P , SEQ(ζ T (v))) = true.
The motion-tree expansion ensures that v is added to T only when the motion from its parent to v is collision-free and dynamically-feasible, and SEQ(ζ T (v)) is a valid clustered tour prefix, i.e., IsCTSPtour(SEQ(ζ T (v))) = true. In this way, ζ T (v) can be extended to visit the remaining points in P so that it becomes a clustered tour of all the points in P. Note that ζ T (v) is allowed to go to W free at any time as such motions do not violate the color constraints.
To facilitate expansion, T is partitioned into equivalence classes based on the inspection points and triangles in Ξ that have been reached. Logically, an equivalence class contains the vertices in V T that provide the same discrete information. This allows the approach to promote expansions from equivalence classes that are associated with short CTSP tours. Specifically, v, v ∈ V T belong to the same equivalence class when TRI(v) = TRI(v ) and every sequence that extends SEQ(ζ T (v)) into a clustered tour of P also extends SEQ(ζ T (v )) and viceversa. This is equivalent to the following: (i) SEQ(ζ T (v)) and SEQ(ζ T (v )) have the same inspection points (not necessarily in the same order), and (ii) if SEQ(ζ T (v)) does not contain all the points in P that have the same color as the last inspection point in SEQ(ζ T (v)), then the last inspection point in SEQ(ζ T (v )) should have the same color as the last inspection point in SEQ(ζ T (v)). This ensures that the tour continues to points of the same color before going to other colors.
In this way, an equivalence class Λ Q,c,Δ is defined by a set Q ⊆ P denoting the inspection points that have been reached, a color c denoting the first color that must appear in the tour (using c = any to indicate that there are no restrictions on the first color), and a triangle Δ ∈ Ξ denoting the start location. When Λ Q,c,Δ is created, a CTSP solver is used to compute a colored tour of the remaining points P \ Q, starting from Δ and using c as the first color.
The core loop of the overall approach consists of (i) selecting an equivalence class Λ Q,c,Δ and (ii) expanding T along TOUR(Λ Q,c,Δ ). As a result of the expansion, new equivalence classes are created, bringing the motion tree closer and closer to reaching all the inspection points.
To promote efficiency and reduce the distance traveled, preference is given to equivalence classes associated with short CTSP tours. To avoid overexploration, equivalence classes that are selected too often are penalized. The tour length and number of selections are combined into a weight
where 0 < β < 1 is the penalty factor. The equivalence class with the maximum weight is then selected for expansion. After selecting an equivalence class Λ Q,c,Δ , attempts are made to expand T towards the first point in TOUR(Λ Q,c,Δ ) (Algorithm 3:5). The closest vertex in Λ Q,c,Δ is selected 
(Algorithm 3:6) and a controller is applied for several steps to steer the vehicle towards the inspection point (Algorithm 3:7-17). The expansion continues until a collision occurs, the target is reached, or a color constraint is violated. The controller can often be implemented by turning the robot toward the target and then moving forward. Note that exact steering is not required -the expansion can stop when it gets within some distance to the target. The approach, as other sampling-based motion planners, can work even with random controls. The intermediate states generated during the expansion are added to T and to the appropriate equivalence classes. The process of selecting and expanding an equivalence class is repeated until a solution is found or a runtime limit is reached.
B. Computing the CTSP Tours
A key aspect of the approach is the use of the CTSP solver to guide the expansion of T . As mentioned, the CTSP solver takes as input GRAPH( Q, c, Δ ) and computes a clustered tour of the remaining inspection points P \ Q, starting from Δ and using c as the first color. If c = any, i.e., no restriction on the first color, then the CTSP solver is invoked with the graph G = (V ∪ {v Δ }, E, COLOR, COST), where V = P \ Q, v Δ represents Δ, and
As the start vertex, v Δ has only outgoing edges and is assigned a unique color. The color for each v ∈ V is the same as that of the point that it represents. The cost of an edge (p 1 , p 2 ) ∈ E is defined the length of the shortest path from TRI(p 1 ) to TRI(p 2 ) over the triangulation Ξ, as described in Section V.
If c = any, i.e., the tour starts at Δ and next goes to an inspection point colored with c. For this reason, Δ is connected only to those inspection points colored with c, i.e.,
VII. EXPERIMENTS AND RESULTS
Experiments used several challenging scenes (Figs. 1 and  5) where the robot has to avoid numerous obstacles and pass through narrow passages to inspect the colored regions. The robot motions are defined by second-order differential equations, as described in Section II-A. Experiments compare the approach to related work [12] and evaluate the impact of the number of colors, inspection quality, and the importance of using CTSP tours to guide the motion-tree expansion.
A. Measuring Performance
A problem instance is defined by a scene and the region colors. For a given scene and number of colors k, 60 problem instances, denoted by I scene,k , were generated by randomly assigning colors to the regions. Specifically, the regions are permuted and the i-th region is assigned the (i mod k)-th color. The approach is run on each problem instance. The mean runtime and solution length (distance traveled by the robot) are reported after dropping the five best and worst runs to avoid the influence of outliers. Runtime measures everything from reading the input to reporting that a solution is found, including the time to generate the inspection points, invoke the CTSP solver, and expand the motion tree. Experiments were run on an Intel Core i7 (1.90 GHz).
B. Comparisons to Related Work on the Standard Inspection
We could not find other approaches that were able to solve the multi-region inspection with color constraints while taking into account the robot dynamics. For this reason, comparisons to related work were done on the standard inspection task, where the robot has to inspect the entire area. Fig. 6 shows the results when comparing our approach to the work in [12] , which also relies on sampling-based motion planning. The results show that our approach is significantly faster. The motion-tree expansion in [12] lacks guidance, so it takes significant time to cover complex environments where the robot has to pass through several narrow passages in order to see certain areas. In contrast, our approach is fast since it uses CTSP tours to guide the motion-tree expansion. Fig. 7 shows the results when varying the number of colors. The approach is able to efficiently generate a number of inspection points that cover 99.9% of the regions. The results also show that, by combining sampling-based motion planning with the CTSP solver, the approach quickly reaches the inspection points.
C. Results on the Clustered Multi-Region Inspection

1) Impact of the Number of Colors:
2) Impact of the Inspection Quality: Fig. 8 shows the results when varying the inspection quality parameter α. The results indicate that the runtime and solution length decrease as α becomes smaller since fewer points are needed.
3) Impact of the CTSP Tours: In addition to our CTSP solver (Algorithm 1), the approach was used with the state-of-the-art CTSP solver in [21] . To show the importance of using low-cost tours, experiments were also conducted by replacing the CTSP solver with a CTSP random-tour generator, which was made to produce valid CTSP tours by respecting the color constraints. Specifically, given a query Q, c , the random-tour generator permutes the colors in P \ Q, ensuring that c appears first when specified. After generating a random color order, for each color Fig. 9 . Results when the approach uses (a) the CTSP solver in Algorithm 1, (b) the CTSP solver in [21] , and (c) random CTSP tours. The runtime graph corresponds to Algorithm 3:2-end, i.e., it does not include the time to generate the inspection points since it is the same for (a), (b), and (c) (see Fig. 7 ). The black circle inside each bar indicates the mean runtime taken by the calls to the CTSP solver (or the random CTSP tour generator in the case of (c)).
c , it generates a permutation of the inspection points in P \ Q that have c as their color.
As shown in Fig. 9 , results indicate that the approach is significantly faster when using low-cost CTSP tours to guide samplingbased motion planning. Following random tours is computationally more demanding as the robot has to travel longer distances. Comparisons when using our CTSP solver versus the one in [21] show that the approach works well in both cases, but is faster when using our CTSP solver. The runtime improvements are due to the DFBnB search used in the implementation of our CTSP solver, which works well for small CTSP instances (20-50 points), as it is the case in the experiments. The CTSP solver in [21] relies on the Lin-Kernighan-Helsgaun (LKH) heuristic, which tends to produce shorter tours but requires more time. The same observations hold even when only one color is used for all the regions, which transforms the CTSP into a TSP.
VIII. DISCUSSION
This paper developed an effective approach for the clustered multi-region inspection problem. The approach transformed the problem into a discrete setting by generating several inspection points on the medial axis of each region and grouping the points according to their color. The combination of samplingbased motion planning with the CTSP solver made it possible to efficiently generate collision-free and dynamically-feasible motions that follow the CTSP tours.
This work opens up several research directions. We will seek to enhance the framework so that it can generate new inspection points when it has difficulty following CTSP tours. Another direction is to extend the approach to 3D environments where the inspection is carried out by an aerial vehicle. One possibility is to leverage skeletal algorithms based on curves or voxels to approximate the medial axis. We will also seek to extend the approach to multiple robots.
