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Le but du projet etait de creer un langage oriente objet (CDL, Cards Definition Language)
pour Ie prototypage rapide d'applications appartenant a un meme domaine. Celui qui
nous interessait etait «les jeux de cartes solitaires». CWS, CardsWorkShop, represente
1'environnement graphique multi-fenetres de developpement qui a ete cree. forme d un
editeur de texte contextuel, un compilateur CDL, un interprete de machine \drtuelle et une
bibliotheque cTobjets et de codes predefinie.
Le premier chapitre decrit certains principes d'une facette de la programmanon orientee
objet : les prototypes. La place de CDL parmi les prototypes est expliquee a i'aide d'un
exemple. La genese de CDL et CWS est decrite, Ie tout suivi de la description du modele
CDL. Un second chapitre est dedie a la description du langage CDL. Nous verrons la
syntaxe et la semantique des elements de base : constantes, variables, fonctions. objets et
instances. Le troisieme chapitre decrit 1'implantation de 1'environnement de
developpement, CWS, Ie compilateur, 1'interprete et les objets predefmis.
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INTRODUCTION
CDL, Cards Definition Language, est Ie langage objet que nous avons cree pour Ie
prototypage rapide d'applications appartenant a un meme domaine. Un des buts
particuliers etait d'eviter 1 obligation de creer une hierarchie d'objets ou classes alors
qu'une approche simple, par copie differentielle, ferait 1'affaire. II est specialise en
developpement de jeux de cartes solitaires. Au langage nous avons ajoute CWS,
CardsWorkShop, un environnement graphique multi-fenetres, forme d'un editeur de texte
contextuel, un compilateur, un interprete et une bibliotheque d'objets et de codes
predefmie.
A 1'origine un projet personnel, CDL et CWS sont devenus un projet de maitrise.
L'enthousiasme manifeste par des utilisateurs de divers coins du monde qui employaient
Ie langage et 1'environnement pour creer de nouveaux jeux de cartes ou autres, en
reutilisant du code deja ecrit et en un temps assez bref, nous a incite a produire ce
memoire.
Dans Ie premier chapitre nous verrons certains principes d'une facette de la
programmation orientee objet : les langages de prototypes. Dans Ie monde des
prototypes, chaque objet ou instance peut semr a en creer un autre. Nous situerons CDL
parmi les langages de prototypes a 1'aide cTun exemple. La genese du projet est ensuite
decrite. Le chapitre se termine par la description du modele CDL, en particulier les objets
et les instances, Ie recul d'operations, les interfaces multiples et les iterations.
Un second chapitre est dedie a la description du langage CDL. Nous verrons la syntaxe et
la semantique des elements de base et Ie pre-processeur. Nous verrons aussi la definition
de constantes, variables et fonctions et leur utilisation dans les expressions. Nous
decrirons les instructions, objets et instances et Ie processus d'instanciation.
Le troisieme chapitre decrit 1'implantation du compilateur et de I'inteq^rete. Ces demiers
sont fondes sur PLO [Wir75]; nous verrons les modifications apportees pour analyser et
executer notre langage. Nous fmirons avec une description des objets predefmis.
Chapitre 1
Langages de prototypes et CDL
Dans ce chapitre nous verrons les prototypes et la place de CDL parmi ceux-ci. Nous
verrons 1'utilisation de CDL a 1'aide d'un exemple de jeu. Nous poursuivrons par la
genese du projet, decrivant nos succes et deboires. Nous terminerons par la description
du modele CDL, en particulier les elements Ie distinguant des autres langages.
1.1 Theorie des prototypes
Dans cette section nous discuterons d'une fa9on de representer les connaissances dans Ie
domaine objet : les prototypes. Dans leur livre sur les langages objets, Masini, Napoli,
Colnet, Leonard et Tombre [Mas89] donnent la definition suivante :
prototype : individu moyen, considere comme ideal, a partir duquel sont decrits
les objets d'une meme famille, dont il definit les proprietes caractehstiques. Les
nouveaux objets sont produits par copie et modification des prototypes existants,
plutot que par instanciation. 11s ne contiennent que les proprietes differentielles
de celles des prototypes dont Us sont la specialisation.
A cette definition nous voudrions ajouter la notion de categorie, ou famille, de prototypes.
Meme si dans un univers de prototype les nouveaux individus sont crees a partir d'un
autre, il est impensable que n'importe quel individu puisse servir de point de depart a un
autre. Notre definition est:
categohe de prototype : classification qui limite les echanges constitutionnels
aux membres de la categorie (prototype ou objet). II est possible de creer une
nouvelle categon'e a partir d'une existante, mais les objets et prototypes de cette
derniere ne pourront etre crees a partir des prototypes de la premiere.
Pour reprendre 1'exemple donne dans [Mas89], nous avons Clyde, 1'elephant qui nous est
Ie plus familier, qui sera 1'elephant prototype, detenteur des propri^tes et du
comportement par defaut de tout elephant. Le concept d'elephant represente notre
categorie de prototypes. Les autres elephants sont decrits par rapport a Clyde et en sont
des specialisations. La description d'un elephant quelconque, appelons-le Bonnie, liee a
celle de Clyde, ne contient que les comportements et caracteristiques qui different de ceux
de Clyde. Ainsi, sauf indication contraire. Ie nombre de pattes ou de defenses, la couleur,
etc. de Bonnie sont les memes que ceux de Clyde. Cependant, s'il s'avere que Bonnie est
en realite un elephant rose, contrairement a Clyde, cette nouvelle couleur est simplement
enregistree dans la description de Bonnie, sans modifier Ie prototype. Bonnie peut
devenir a son tour un prototype, celui d'elephant rose.
1.1.1 CDL : un langage de prototypes
Ce n'est qu'apres avoir fini Ie developpement de CDL que nous nous sommes aper^u
qu'il etait un langage de prototypes. La plupart des concepts de CDL trouvent leur
contrepartie dans les langages de prototypes.
En CDL, "objet"1 signifie en fait "categorie de prototypes". La notion d'objet en CDL
sert a definir une categorie de prototypes, c'est-a-dire une classification qui force les
instances d'une categorie a communiquer entre elles seulement. En plus de foumir un
moyen de classification, 1'objet foumit un prototype de base tres simple. Dans 1'exemple
de 1'elephant, la categorie elephant, qui en CDL sera 1'objet elephant, devrait specifier des
elements de base : possede quatre pattes, une trompe, une memoire phenomenale, etc.
Deux niveaux de prototypes existent : instance virtuelle et instance. Us permettent
respectivement de definir des prototypes inanimes, representant des sous-categories de
prototypes et des prototypes et individus animes.
Instance virtuelle est Ie niveau intermediaire entre la categorie et Ie prototype. C'est une
specialisation de la categorie. Ce niveau n'a pas de contre-partie dans la theorie des
prototypes, mais s'y insere tres bien. L'instance virtuelle offre des prototypes inanimes
pouvant etre vus comme sous-categories de prototypes. Pour poursuivre notre exemple,
certains livres appellent les objets, comme nous les voyons, classes
une sous-categorie de prototypes defmie par 1'instance virtuelle pourait etre un elephant
africain. C'est un prototype de la categorie elephant possedant les particularites suivantes:
oreilles et defenses gigantesques. Le prototype elephant afhcain est une specialisation de
la categorie elephant, mats ne represente aucun individu en particulier. C'est un prototype
mamme.
La nuance entre instance virtuelle et heritage reside au niveau du comportement, ou liste
de methodes. Les instances virtuelles ne permettent pas d'en ajouter, alors que 1'heritage
Ie permet. Cependant, ils peuvent tous deux en redefmir. Si une nouvelle categorie de
prototypes herite d'une autre, cela complexifie la communication entre les prototypes, leur
fomie n'etant plus necessairement la meme. Nous devrions revoir notre restriction sur
1'echange intra-categorie du modele.
L'instance est Ie prototype ou 1'individu, creee par copie differentielle. Elle est une
specialisation de la categorie (objet), de la sous-categorie (instance virtuelle) ou d'un
prototype (instance). La nuance entre prototype et individu est qu'un individu devient un
prototype lorsque son comportement est assez interessant pour qu'on decide de creer
d'autres individus issus de lui. Si on regarde un graphe des liens de specialisation,
1'individu sera une feuille et Ie prototype sera un noeud. Les instances sont vivantes; elles
peuvent envoyer et recevoir des messages et changer leurs comportements ou leurs
caractenstiques.
Prenons par exemple un individu mutant Dumbo. C'est un elephant africain, copie de son
pere Disne, lui-meme un elephant africain vivant dans un cirque. Son statut de mutant
vient du fait qu'il possede une caracteristique des elephants miquettes : il parle. De plus 11




















Figure 1 - Specialisation de Dumbo
1.1.2 Terminologie
La presente section sert a clarifier les differents termes utilises se rapportant au monde
objet et a celui de CDL.
Objet
Un objet CDL se rapproche du concept de classe Java [Dav96] ou C-H-. C'est un groupe
d'attributs et de methodes servant a resoudre un probleme. C'est un concept statique qui
sert a generer des entites vivantes.
Instance
Une instance CDL se rapproche du concept d'objet Java ou C++. Dans ces langages, un
objet est une instance d'une classe, alors qu'en CDL les entites vivantes sont des
instances derivees d'un objet (ou d'une autre instance).
Instance Virtuelle
L'instance virtuelle se rapproche d'une classe heritee de Java ou C++. C'est aussi un
concept statique, mats en plus c'est un raffmement sur 1'objet CDL (ou classe) qui a servi
a la creer. Contrairement a une classe heritee, les champs d'une instance virtuelle
possedent une valeur. Les termes quasi-instance ou pseudo-instance auraient pu etre
utilises.
1.1.3 Exemple de programme CDL
La premiere etape lorsqu'on entame un programme est d'identifier les elements de la
specification. Comme exemple, nous avons choisi Ie jeu Canfield qui fat Ie point de
depart par excellence pour les etapes du developpement de CDL et CWS. Les regles,
traduites de [Coo39], c'est-a-dire nos specifications, sont les suivantes :
CardsWorkShop V1.9h - [Canfield]
Fichier Edition Jeux Jouer Debuter Annuler Fenetre Aide
[C] David Jean, 1993-1997
Distribution des cartes : battre un paquet de cartes et mettre treize cartes de
cote dans une pile, face vers Ie bas. Tourner la carte au sommet afin qu'elle soit
visible et placer la pile a gauche comme reserve. Prendre la prochaine carte du
paquet et la placer sur la ligne de fondation : elle devient la carte de base de la
fondation pour cette partie. Distribuer les quatre prochaines cartes du paquet
sur Ie tableau.
But du jeu : essayer de liberer les cartes du tableau, resen/e, rebut et talon afin
de les monteren sequences ascendantes de la meme suite surla fondation.
Deplacement de cartes : les piles de fondations sont montees en sequences
ascendantes de la meme suite. Quand Ie roi est atteint, /'as, /e deux, etc. Ie
suiventjusqu'a ce que les treize cartes de la suite y soient. Les piles du tableau
sont montees en sequences descendantes de couleurs alternees : rouge sur noir
ou noir sur rouge. La carte au sommet de la reserve est disponible et jouable
sur la fondation ou sur Ie tableau. Apres que les deplacements possibles sur Ie
jeu soient faits, trois cartes du talon sont transferees sur Ie rebut. Seule la carte
au sommet du rebut est disponible. Une fois utilisee, la carte sous elle devient
disponible et ainsi de suite. Les ©spaces vacants sur Ie tableau sont remplis en
utilisant la carte au sommet de la reserve ou, si elle est vide, du talon ou du
rebut. N'importe quelle sequence finale du tableau peut etre deplacee ailleurs
sur Ie tableau, tant que les regles de construction du tableau sont respectees.
Une fois Ie talon vide, Ie rebut peut etre reutilise comme talon, et ce un nombre
illimite de fois. Aucun nouveau battage n'est permis.
Des regles, nous deduisons un objet, ou categorie de prototypes, pile (Stack). Cet objet,
predefini, comporte des caracteristiques permettant de definir sa position, sa dimension et
trois comportements:
• specifier 1'etat initial (Start)
• essayer d'y prendre des cartes (SelectFrom)
• essayer d'y deposer des cartes (SelectTo)
10
Ces elements ne font rien par defaut.
object Stack is
const X : integer/ Y : integer,
W : integer, H : integer;
procedure Start is doNothing;
procedure SelectFrom(Spos : Index) is doNothing;
procedure SelectTo(Spos : Index) is doNothing;
end Stack;
De cet objet nous pouvons specialiser cinq types d'instances : fondation, tableau, reserve,
talon et rebut. Nous allons definir une instance, virtuelle ou non, pour chaque type et
elles seront nos prototypes. Souvent, ce qui fait la difference entre deux jeux de cartes,
c'est Ie comportement des piles du tableau et de la fondation. Selon Ie jeu, nous devrions
specialise! Ie prototype de base de ceux-ci.
Une autre deduction provenant des regles est Ie nombre d'instances de chaque type. Dans
Canfleld, nous avons quatre fondations, quatre tableaux, une reserye, un talon et un rebut.
Les piles du tableau ayant Ie meme comportement, nous n'aurons aucune specialisation a
ce niveau. La seule difference entre les instances est leur disposition sur la surface de jeu.
Dans Ie but de reutilisation, nous creons une instance virtuelle pour un tableau. Ses
caractenstiques sont:
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debute avec une carte liree du talon
accepte des cartes de couleurs altemees, de valeurs descendantes et pemiet de
continuer avec Ie roi sur I1 as
permet Ie retrait illimire d'zme sequence terminale de cartes par 1'utilisateur.
virtual Stack tab_alt wrap is
Start is
PULL 1 FROM talon;
//*************•*•**************
SelectFrom(Spos : Index) is
PULL self - Spos + 1 FROM self TO Cursor;
//************•*•***************
SelectTo(Spos : Index) is
IF self! = 0 THEN
PULL Cursor! FROM Cursor TO self
ELSE IF AltemateColor? (Cursor [1] / self [self!]) and
FollowRankWrap?(Cursor[1], self[self!]) THEN
PULL Cursor! FROM Cursor TO self;
end tab alt wrap;
Pour faciliter la lecture du code en exemple, notons que :
• Les cartes en entree ex en sortie sont echangees avec une instance de pile nommee
Cursor qui effectue Ie transport.
• Le symbole ! esr un operateur post-fixe qui retoume Ie nombre d'elements de la
structure courante.
• Les symboles [ et ] forment un operateur post-fixe qui retoume 1'element d'indice
specific de la structure courante.
• L'identificateur self denote I'instance courante.
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Puts a partir de cette sous-categorie de prototypes nous creons, par copie differentielle,
quatre instances. Les seules caracteristiques redefinies sont celles specifiant la position et
la dimension de la pile.
Stack tableau 1 from tab alt wrap is
X := 6; Y := 7;
w := 3; h := 11;
end tableaul;
Stack tableau2 from tab alt wrap is
X := 10; Y := 7;
w := 3; h := 11;
end tableau2;
Stack tableauS from tab alt wrap is
X := 14; Y := 7;
w := 3; h := 11;
end tableau3;
Stack tableau4 from tab alt wrap is
X := 18; Y := 7;
w := 3; h := 11;
end tableau4;
Nous procedons sensiblement de la meme fa9on pour les fondations avec la particularite
qu'une d'elles commence avec une carte. Nous creons une instance virtuelle pour une
fondation qui accepte des cartes de la meme suite, de valeurs ascendantes et qui permet de
continuer avec 1'as sur Ie roi. Aucun comportement de depart n'est defini.
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virtual Stack found same wrap is
SelectTo(Spos : Index) is
IF SameSuit?(Cursor[1], self[self!]) and
FollowRankWrap? (self [self' ] , Cursor[1]) THEN
PULL 1 FROM Cursor TO self;
end found same wrap;
Puis a partir de celle-ci nous creons, par copie differentielle, une instance
foundationl avec un comportement de depart (Start).
Stack foundation 1 from found same wrap is
X := 6; Y := 2;
w : = 3 ; h : = 4 ;
//****************************
Start is
PULL 1 FROM talon TO self;
end foundationl;
Les trois autres fondations proviennent directement du prototype de sous-categorie et
n'ont done aucun comportement de depart.
Stack foundation2 from found same wrap is
X := 10; Y := 2;
w := 3; h := 4;
end foundation2;
Stack foundations from found same wrap is
X := 14; Y := 2;
w := 3; h := 4;
end foundations;
Stack foundation4 from found same wrap is
X := 18; Y := 2;
w := 3; h := 4;
end foundation4;
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Le talon est une pile avec deux comportements :
• debute avec un paquet de cinquante-deux cartes
• a la demande de 1'utilisateur, transfere trois cartes sur Ie rebut ou, si Ie talon est vide,
reprend les cartes du rebut.
Stack talon is
X := 2; Y := 9;
w : = 3; h : = 4 ;
//****************************
Start is
ADD Ace+Spade..King+Diamond TO self;
//****************************
SelectFrom(Spos : Index) is
IF self! = 0 THEN
PULL rebut! FROM rebut TO self
ELSE
PULL 3 FROM self TO rebut;
end talon;
La reserve est une pile avec deux comportements
• debute avec treize cartes tirees du talon
• permet de prendre sa carte au sommet.
Stack reserve is
X := 2; Y := 3;
w : = 3; h : = 4 ;
//****************************
Start is
PULL 13 FROM talon TO self;
15
//****************************
SelectFrom(Spos : Index) is
PULL 1 FROM self TO Cursor;
end reserve/
Le rebut montre une caracteristique interessante : c'est une pile classique sans aucune
specification de depart mais qui a Ie meme comportement que la reserve quant aux
transactions de 1'utilisateur. Nous creons done une pile rebut et nous aliens chercher Ie
comportement de selection source (SelectFrom) de la reserve :
Stack rebut is
X := 2; Y := 14;




Si nous modifions Ie comportement de selection de la reserve, Ie rebut suivra
automatiquement. Dans Ie cas de raffmement du code, c'est pratique; dans Ie cas de
modification du comportement cela peut etre dangereux.
Tous nos individus sont maintenant deflnis. II nous reste a ecrire deux predicats
essentiels: celui d'integrite et celui de victoire. Le predicat d'integrite (Integrity?) est
utilise implicitement suite a une transaction de 1'utilisateur pour s'assurer que 1'etat du
systeme est stable. II ressemble aux post-conditions d'Eiffel [Mey88] en ce sens que, si
Ie test echoue, Ie systeme sera ramene jusqu'au dernier point stable. Nous pourrions
ecrire plusieurs regles pour verifier 1'etat du systeme mais nous allons plutot nous seryir
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de cette construction pour appliquer une regle dujeu que nous avons oubliee jusqu'ici :
les espaces vacants sw Ie tableau sont remplis en utilisant la carte au sommet de la
reserve ou, si elle esf vide, du talon on du rebut, II serait complexe d'appliquer cette regle
aux comportements du tableau, de la reserve et du rebut. Nous allons plutot en forcer
1'application automatiquement : nous ^'erifions chaque pile du tableau et si elle est vide
nous allons chercher une carte de la reserve, du talon ou du rebut. Nous indiquons que Ie
systeme est stable en retoumant TRUE.
predicate Integrity? is
begin
WITH it : Stack DO
IF (it! = 0) THEN
IF (reserve! > 0) THEN
PULL 1 FROM reserve TO it
ELSE IF (talon! > 0) THEN
PULL 1 FROM talon TO it
ELSE IF (rebut! > 0) THEN
PULL 1 FROM rebut TO it
FOR tableaul, tableau2, tableauS, tableau4;
RETURN TRUE;
end;
Le predicat de victoire est Win?. II est utilise a la suite d'une transaction pour determiner
une fin de partie victorieuse. Dans Ie cas de Canfield, cela arrive lorsque les fondations
sont remplies :
predicate Win? is RETURN
(foundationl' = 13) and (foundation2! = 13) and
(foundations' = 13) and (foundation4! = 13);
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La derniere etape consiste a instancier les differents individus defmis. L'instruction
ORDER nous permet de specifier ceux a creer et 1'ordre dans lequel ils doivent 1'etre.
Selon les regles dujeu, nous devrions commencer par creer Ie talon, la reserve et ensuite
la premiere fondation. L'ordre des autres piles n'est pas important.
ORDER talon, reserve,
foundationl, foundation^, foundations , foundation4,
tableaul, tableau2, tableauS , tableau4,
rebut;
Cet exemple de programmation en CDL a ete legerement modifie pour simplifier la
comprehension.
1.2 Genese
La complexite d'un langage se propage a son compilateur. Le meilleur moyen d'arriver a
ses fins est de commencer petit et d'augmenter 1'envergure du projet au besoin et
seulement lorsque Ie sous-ensemble precedent fonctionne [Wir75].
Debuter un projet n'estjamais facile, 11 faut determiner les elements d'avance et etablir les
liens entre ceux-ci. Notre approche fat de diviser Ie projet en etapes, chacune menant a
un resultat tangible. La satisfaction de completer une etape donna la motivation
necessaire pour attaquer la suivante.
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La genese de CDL et CWS se divise en deux phases. Durant la premiere Ie langage; Ie
compilateur, 1'interprete et un premier jeu, Canfield, allaient voir Ie jour. La seconde
mena a la creation d'un environnement complet, 1'ajout d'une centaine de jeux et la
distribution mondiale a travers Ie reseau Internet. Elle vit aussi 1'evolution du langage
jusqu'a son present etat, decrit dans cet ouvrage.
1.2.1 Phase 1 : noyau
Canfield, decrit a la section precedente, fut Ie point de depart du processus, divise en six
etapes :
Etape 1
Ecriture d'une version non graphique (textuelle) de Canfield en PASCAL avec Ie concept
objet simule mais ressemblant deja a la vision de CDL. Un seul objet existe : pile
(Stack). Chaque instance peut etre copiee a partir d'une autre ou chaque comportement
peut individuellement provenir d'une autre pile. Le systeme est simule a 1'aide d'une
fonction de distribution pour chaque instance et d'un "record" des champs variables. Une
instance copiee partage la meme fonction de distribution alors que si elle utilise une
methode d'une autre, une nouvelle fonction de distribution est creee et appelle cette autre
methode sur la reception du message. Un interprete de lignes de commandes simple
permet a 1'utilisateur de demander des requetes pour Ie transfert de cartes d'une pile a une
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autre. Les predicats Win? et Lose? sont crees pour repondre au besoin de determiner la
fin de partie2. L'etablissement de la regle de remplissage des entrees vides du tableau a
1'aide de la reserve rend Ie code trop complexe. L'idee du predicat Integrity? est
alors amenee et permet de simplifier Ie code. La forme de celui-ci vient du principe de
recul qui est eventuellement prevu. Pour Ie moment, la partie arrete si la non-integrite du
systeme est detectee.
Etape 2
Plutot que de passer a 1'ecriture du langage, une bibliotheque graphique de bas niveau
permettant de visualiser 1'objet pile est implantee et ajoutee au code de Canfield. Celle-ci,
ecrite en PASCAL, deviendra la base du code exteme necessaire a la visualisation appele
a partir de CDL. Le concept de matrice virtuelle et 1'instance de pile Cursor sont
introduits pour permettre de deplacer visuellement les cartes; Ie code de Canfield est
adapte en consequence.
Etape 3
Ecriture de la syntaxe et de la semantique de la version 0.1 du langage CDL en BNF.
Ecriture des schemas de traduction des instructions. Ecriture de Canfield.cdl avant meme
d'avoir un compilateur et un interprete. Decision sur Ie nom du langage : CDL pour
Cards Definition Language.
lose? est rarement implante, sa logique etant compliquee
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La definition d'objets y est absente mais les entrees correspondantes pour 1'objet pile sont
ajoutees a la table des symboles. En plus des fonctions et des procedures Ie concept
simple de predicat, une fonction booleenne, est ajoute. Une serie d'instmctions de
manipulation de piles est defmie (PULL. MOVE, TURN etc.).
Etape 4
Ecriture du compilateur a partir d'une version modifiee du PLO de Wirth. La decision
d'utiliser 1'interprete correspondant comme point de depart au notre permet de produire Ie
code des nouvelles constructions au far et a mesure. La specialisation des champs et
procedures au niveau des instances est ajoutee. Les nouvelles instructions sont
implantees a partir des schemas de traducxion.
Le concept d'objet contextuel est ajoute au contexte de procedure. Ceci permet de garder
une reference a 1'objet courant lors d'appels de procedures a d'autre methodes d'instance
ou d'objet. Une variable correspondante self est implicitement ajoutee a la table des
symboles pour chaque methode.
Etape 5
Ecriture de 1'interprete. Certaines nouvelles instructions machines sont implantees. En
particulier une permettant d'appeler du code exteme ecrit en PASCAL (MSG). Le code
graphique de la pile est integre de cette facon. Une instruction d'echange de deux valeurs
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(EXG) permet d'effectuer facilement Ie changement de contexte lors d'appels de
methodes.
Etape 6
Repetition du processus compiler-jouer-deverminage de Canfield. La premiere version
est enfm nee. Elle est simple et fragile mais fonctionnelle.
1.2.2 Phase 2 : evolution
Pour arriver a une version 1.0, la premiere "officielle", certains elements furent ajoutes:
• Une instruction d'iteration : WITH. Elle permet d'effectuer Ie meme code sur plusieurs
instances sans avoir a creer une methode.
• Recul (Back-Tracking). Chaque instruction enregistre son inverse dans un registre.
Par exemple, un PULL d'une pile a 1'autre enregistrera Ie PULL de la deuxieme a la
premiere. Pour reculer d'une transaction il suffit d'executer Ie code correspondant dans
Ie registre.
• Editeur de texte integre au compilateur et a 1'interprete. Un bouton permet de compiler
Ie code et les erreurs sont identifiees directemenf dans Ie texte.
• Une boite d'icones, chacune associee a un fichier source ou executable. Permet
rapidement d'executer un programme ou d'ouvrir du code dans 1'editeur.
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Un systeme d'aide. Une instruction WRITE est ajoutee. Elle ouvre une fenetre de
messages et y ecrit Ie texte voulu. Une methode Help est ajoutee aux piles et dans Ie
mode d'aide est appelee au lieu de Select lors d'une selection avec les boutons de la
souns.
Un fichier d'aide hypertexte decrivant Ie langage et 1'environnement.
Decision d'appeler 1'environnement CardsWorkShop, 1'atelier de cartes. Une erreur
flagrante de marketing3, plusieurs personnes n'y portant aucun interet, associant Ie nom
a un programme de generation de cartes de souhaits. En plus les gens nous ecrivant
(en anglais) au sujet du logiciel 1'ecrivaient CardWorkShop (sans s), ce qui suggere
une erreur d'anglais de notre part.
Cette version fut distribuee a travers Internet. Nous avons immediatement commence la
definition et 1'ecriture de la version 1.24. A partir de ce moment, Jean-Pierre Grenier
devint un membre a part entiere du projet. Son experience acquise a programmer des
jeux en CDL et ses connaissances du domaine objet amenerent plusieurs ameliorations au
produit. Ce partenariat a abouti a la creation d'une compagnie enregistree pour la
commercialisation de CardsWorkShop : SynHeme.
Entre les versions 1.0 et 1.2 nous avons re^u des commentaires et correspondu avec
Quelques personnes sur Internet. Leur enthousiasme se faisait sentir.
similaire a Chevrolet et sa voiture Nova, qui, en espagnol, veut dire : n'avance pas (No Va)
4 certaines versions intermediaires, comme 1.1, 1.3, 1,4, etc. ont ete d6velopp6es dans un but experimental. Elles n'ont
jamais et6 distribuees
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Dans la version 1.2, en plus de corriger les erreurs de la precedente, nous avons ajoute
certains elements :
• Les icones sont maintenant une representation dujeu correspondant. L'environnement
permet de prendre une image de la surface de jeu, la reduire et 1'associer a celui-ci.
• L'editeur amene Ie curseur au niveau du debut de la ligne precedente sur un retour de
chariot. Ceci accelere Ie developpement en gerant une partie de 1'indentation.
• Plusdejeux.
Apres avoir rendu la version 1.2 disponible, nous nous sommes embarque sur plusieurs
modifications. Une version officielle 1.5 ne futjamais distribuee faute de temps. Elle
contenait les modifications et aj cuts suivants :
• Debut de decouplage de I'environnement de jeu et de celui de developpement en
utilisant deux menus distincts.
• Un pre-processeur semblable a celui de C et la creation d'une bibliotheque de codes
dans des flchiers separes incluables a la compilation. Jusqu'alors nous devious inclure
Ie code a la main, ce qui compliquait Ie developpement pour nen. Un fichier
system.cdh fut cree. II contient les definitions systemiques, constantes, objets et
instances globales.
• Une instruction de delai : WAIT. Elle fut ajoutee pour permettre de chronometrer
certamsjeux.
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Un type GROUP permettant de grouper plusieurs instances d'un objet ou d'un type.
L'instruction WITH fat modifiee pour accepter ce nouveau type. Celui-ci vient du
besoin de Jean-Pierre qui voulait ecrire du code generique pour traiter un ensemble
d'instances de fa^on la plus abstraite possible, c'est-a-dire sans necessairement savoir
d'avance leur nombre ni leur identite. Comme la structure de tableau n'existe pas nous
sommes arrives a cette solution.
Un objet Cards, qui rend possible 1'acces a des images extemes. Des jeux de tuiles a
la Mah Jongh furent introduits sans rien aj outer d'inteme au systeme.
Plus dejeux.
Puis une version 1.7 fat planifiee. Elle contenait enfm des elements qui auraient du
apparaitre depuis Ie debut:
• Creation d'objets. N'importe quel objet peut maintenant etre defmi. Les entrees.
implicites ajoutees a la table des symboles pour les objets predefims Stack et Cards
sont transformees en definitions dans system.cdh
• Des methodes d'objet sont ajoutees. N'importe quel predicat, procedure ou fonction
peut etre preflxe par un nom d'objet et devient une methode d'objet. Les references qui
y sont faites vont etre resolues dans Ie contexte de 1'instance avant Ie contexte global.
• Plusdejeux.
La version 1.7 eut un plus grand succes et les commandes commencerent a entrer de
fa9on plus reguliere (une ou deux par mois...). Finalement un utilisateur anglais, Oliver
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Pretzel, nous envoya trois jeux qu'il programma a partir de regles transmises de
generation en generation dans sa famille. Par contre la tendance semblait se dessiner :
80% des gens qui achetaient ne voulaient que jouer et non developper. Une decision de
marketing fut prise par Jean-Pierre et moi : Ie systeme allait etre divise en deux produits,
un environnement de developpement et un de jeu. Seul celui de jeu serait disponible
commercialement. Nous avions la fmstration de savoir que certaines personnes
programmaient leurs propres jeux et n'envoyaient pas d'argent. La version 2.0, appelee
Cartivore dans son incarnation jeu, sortie au milieu de 1995, fut la demiere version
officielle. Celle de developpement la plus recente est 1.9h et garde Ie nom
CardsWorkShop.
Les elements ajoutes a cette demiere furent:
• Des objets fenetre, bouton et port.
• La modification du module d'aide pour utiliser ces nouveaux objets.
• La table du pre-processeur fut enlevee et celle des symboles de compilation utilisee ce
qui permet de compiler en fonction de constructions reelles. En particulier, ce
changement provint du fait que lors de la programmation du module d'aide nous nous
sommes aper9u qu'il etait interessant d'inclure automatiquement certains elements si
d'autres existaient. Par exemple si Ie programmeur defmit une procedure About, la
fenetre d'aide possedera un bouton pour appeler celle-ci.
• Une instruction ON - DO, permettant d'executer du code dans Ie contexte d'une
instance sans etre oblige d'ecrire une methode speciale.
• L'instruction WITH fut generalisee a n'importe quel objet ou type.
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Une methode Register fut ajoutee par defaut aux objets5. L'instruction
d'instanciation ORDER fut modifiee pour 1'appeler.
Une methode Paint fat ajoutee aux objets. L'instruction DRAW, creee
precedemment, 1'appelle. Cette modification fut faite plutot que d'eliminer DRAW
pour garder une compatibilite avec les versions precedentes.
Aj out d'instances virtuelles. Une longue discussion avec Jean-Pierre Grenier, resulta
en cet aj out. Le besoin d'avoir des prototypes complets mats inactifs amena a cette
decision. Une autre solution aurait ete de considerer les instances inactives et de les
rendre actives avec 1'instruction ORDER. Un choix precedent qui emettait I'instruction
de fa^on implicite pour les instances non explicitees for9a I'elimination de cette
solution, encore une fois pour garder la compatibilite avec les programmes deja
existants.
Une lot obligeant les fabricants de logiciels quebecois a fournir une version en fran9ais
de leurs produits nous for^a a rendre Ie notre bilingue. Le principe d'interface multiple
fat tres utile : les methodes generant du texte, Update des boutons, ports et fenetres
et Help des piles, furent divisees en deux methodes, anglaise et fran^aise. La
methode originale fut remplacee par une declaration d'interface multiple. Les vieux
programmes pouvaient fonctionner directement sans changement, generant Ie meme
texte dans Ie mode anglais ou fran9ais. Evidemment, nous dumes les traduire quand
meme, mais sur une periode de temps plus longue.
Plus dejeux.
5 Register est done d6finie au niveau m6ta-objet
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La version 2.0 fut distribuee sur Internet et nous avons demande aux gerants de sites
d'eliminer les versions 1.7 disponibles. Ces demandes furent sans effet et il existe encore
plusieurs copies de la version 1.7 disponibles a ce jour sur des sites Internet. II est
evident que Cartivore n'ayant pas les possibilites de developpement de son predecesseur,
plusieurs gerants prefererent garder les deux versions.
Nous desirous arriver sur Ie marche avec une version plus evoluee de Cartivore en 1997.
Nous esperons apprendre de nos erreurs et trouver une strategic de marketing
interessante. Cependant la version 1.7 developpee pour Windows 3.1 fonctionne a
merveille sur Windows 95, ce qui va lui permettre de sundvre encore longtemps.
1.3 Le modele CDL
CDL est un modele objet incluant des idees glanees a gauche et a droite, auxquelles
furent ajoutees certaines idees originales. Le but, en creant CDL, etait d'arriver a un
langage permettant Ie prototypage rapide d'applications d'un meme domaine, c'est-a-dire
partageant des fonctions et manipulant des ensembles de donnees semblables. On
pensera par exemple a des systemes de paie, de gestion de pieces en industrie ou, comme
dans Ie cas qui nous interesse, des jeux de solitaire. Le tableau 1 donne des exemples
pour chacun.
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La rapidite de prototypage de CDL provient de sa syntaxe simple, d'instructions de base
puissantes, de quelques objets de base pre-ecrits et d'une bibliotheque de codes ou de
comportements reutilisables. Sa syntaxe est voisine de PASCAL et d'Eiffel, c'est-a-dire
avec plusieurs mots clefs descriptifs au lieu de symboles comme C++. Une des
instructions de base qui donne sa puissance a CDL est 1'iteration. Elle permet d'effectuer




















Tableau 1 - Exemple de systemes, donnees et fonctions
Une des erreurs de Wirth lors de la creation du PASCAL fut 1'absence d'une bibliotheque
predefmie de codes de base. Chaque implanteur fut des lors oblige d'ecrire la sienne, ce
qui rendit les programmes PASCAL non-portables. Cette erreur fut evitee pour C,
surtout grace a des organismes intemationaux de standardisation comme ANSI. Wirth
corrigea son approche lors de la creation du langage Modula.
Voici les caracteristiques principales de CDL qui seront decrites en detail dans les
sections qui suivent :
• Deux niveaux de definition normale, obj et et instance (1.3.1)
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Deux niveaux de definition intermediaire, meta-objet et instance virtuelle (1.3.1)
Possibilite d'heritage simple (1.3.2)
Partage de fonctionnalite entre instances (1.3.2)
Partage de fonctionnalite entre methodes d'une meme instance (1.3.2)
Interfaces multiples (1.3.2)
Post-conditions, permettant Ie recul automatique de transactions6 (1.3.3)
"log" permettant Ie recul des transactions accumulees (1.3.3)
Paquetage partitionnable (1.3.4)
Constantes defmissables par instance (1.3.4)
Iterateur(1.3.5)
1.3.1 Objets, instances virtue! I es et instances
CDL offre deux niveaux de definition normale : objet et instance et deux niveaux
intermediaires : meta-objet et instance virtuelle. La hierarchie est decrite figure 2.
Le niveau meta-objet, comme defmi par Cointe [Coi87], decrit les mecanismes implicites
a chaque objet. Dans notre cas, un langage compile, ce niveau permet de definir Ie
fonctionnement inteme qui rend possible 1'interaction d'instances au moment de
6 a la Eiffel
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Figure 2 - Hierarchie ob jet de CDL
Les trois niveaux suivants sont ceux qui nous interessent vraiment : objets, instances
virtuelles et instances. L'objet deflnit les caracteristiques communes aux instances ou
instances virtuelles creees a partir de son modele : les attributs (variables et constantes) et
comportements (methodes) et les valeurs par defaut de ces caracteristiques. Nous voyons
ici la premiere difference avec les modeles objets usuels : Ie niveau objet offre un moule
et un comportement de base mais les niveaux inferieurs, sans utiliser Ie concept
d heritage, auront la liberte de changer leur comportement au moment de la definition.
C'est Ie clonage differentiel comme defmi dans les langages a prototypes [Mas89].
L'objet offle un moule et des caracteristiques de base alors que I'instance virtuelle n'offre
que des caracteristiques redefmies. Elle est definissable de la meme fa^on qu'une
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instance normale mats avec la particularite de nejamais devenir une structure tangible au
moment de 1'execution.
Les instances virtuelles etaient absentes de la premiere version de CDL. Elles furent
ajoutees lorsque nous avons realise que nous nous dirigions vers la meme erreur que
Wirth, ou chaque utilisateur ecrit sa propre version des comportements communs. Nous
avons done ajoute les instances virtuelles et procede a 1'ecriture de plusieurs de celles-ci
pour les comportements standard desjeux de cartes.
L'instance, la forme la plus simple, est la seule a exister de fa9on tangible. Une instance
nait en prenant de 1'espace memoire, envoie et repond a des messages durant sa vie, puis
meurt, liberant 1'espace memoire qu'elle utilisait. L'instance peut etre construite sur Ie
modele de base de son objet ou en copiant une instance virtuelle, elle-meme construite a
partir de 1'objet de base. Le comportement individuel des instances CDL pourra etre
modifie prealablement a sa creation, une caracteristique des langages de prototypes.
Pour faire une comparaison avec Ie monde reel, on peut voir Pobjet comme un plan
decrivant une personne et son habillement, par exemple un gilet et un pantalon. On peut
ensuite voir les instances virtuelles comme des mannequins en cire offrant une tenue
vestimentaire pret-a-porter, gilet polo rouge et pantalon de denim kaki, T-Shirt noir avec
boxer raye rouge, etc. L'instance sera la personne en chair et en os qui decidera comment
s'habiller en copiant Ie linge porte par un mannequin. Le mannequin est proche de la
personne, mais il ne prendrajamais vie. Dans cet exemple, decrire Ie role du meta-objet,
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c'est-a-dire quels sont les mecanismes qui donnent la vie. releverait de la theologie ou de
Pevolutionnisme...
1.3.2 Heritage, partage de fonctionnalites et instances virtuelles
CDL a ete developpe avec la possibilite d'heritage simple en tete. Les caracteristiques
techniques de cet heritage simple existent sur papier mais n'ont jamais ete implantees.
Cela vient du fait que la possibilite du partage de fonctionnalites entre instances a, dans
notre cas, supprime Ie besoin d'avoir un mecanisme d'heritage implante au niveau
superieur, c'est-a-dire celui de 1'objet. Apres plus de soixante-quinze applications baties
avec CDL et CWS, nous continuons a croire en notre decision.
En fait, Ie partage de fonctionnalite entre instances et Ie concept d'instances virtuelles
donnent une partie de la puissance de 1'heritage multiple; c'est-a-dire Ie regroupement de
comportements de provenances differentes dans un meme ensemble. Nous pouvons creer
une instance rapidement en allant chercher directement des elements a gauche et a droite
dans d'autres instances ou instances virtuelles, en plus de pouvoir conser^er les
comportements par defaut de 1'objet. Dans certains autres langages objets observes, on
devra creer un autre (ou d'autres) objet heritant des objets sources puis construire une
instance; tout cela, parfois, pour une seule instance.
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En plus du partage entre instances, plusieurs methodes de la meme instance peuvent
partager Ie meme comportement. Dans Ie cas de CWS par exemple, 1'objet Stack a des
methodes pour Ie depot et la prise de cartes avec Ie bouton gauche ou droit de la souris.
Cela represente quatre methodes : SelectLeftFrom, SelectLeftTo,
SelectRightFrom, SelectRightTo. De nouvelles interfaces multiples ont ete
ajoutees a 1'objet Stack, permettant de defmir Ie comportement de plus d'une methode a
la fois. La figure 3 decrit les methodes multiples de Pobjet Stack; ce sont celles qui ne
sont pas encerclees. Par exemple, pour definir Ie comportement d'une pile lorsque
n'importe quel bouton de la souris est utilise pour prendre des cartes, on defmira
SelectFrom, ce qui affectera Ie comportement defmi aux methodes
SelectLeftFrom et SelectRightFrom. La pile peut etre vue a travers deux
interfaces mutuellement exclusives :
Stack Al is
SelectLeftFrom(SPos : index) is PULL 1 FROM Bl;




SelectFrom(SPos : index) is PULL 1 FROM Bl;
end Al;
Evidemment, les methodes de base qui partageront Ie meme comportement doivent avoir







Figure 3 - Methodes multiples de I'objet Stack
1.3.3 Post-conditions et recul
II existe un predicat d'integrite global qui est verifie apres chaque transaction e: qui peut
declencher son retrait. Une transaction commence par une pression sur un bouton de
souris et se termine par son relachement. L'algorithme est decrit section 3.3.1.
Cette post-condition peut servir a detecter et a proteger Ie systeme de certaines erreurs du
programmeur. C'etait Ie but original. Par contre comme c'est Ie programmeur lui-meme
qui est responsable d'ecrire cette condition, les problemes peuvent persister. II aurait
fallu, comme Meyer en Eiffel [Mey88], appliquer une post-condition par instance et non
de fa9on globale.
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Peu a peu Ie predicat est devenu une fa?on de forcer 1'application de certaines regles,
comme Ie montre 1'exemple de Canfield, section 1.1.3. Le prochain exemple, adapte du
jeu pyramide, montre 1'utilisation du predicat d'integrite a sa vraie fin. Dans ce jeu, il
faut selectionner dans une pyramide une ou deux cartes qui totalisent treize. Si plus de
deux cartes sont selectionnees ou si Ie total des deux cartes est different de treize, la
demiere transaction est refusee :
predicate Integrity? is
var nb select, total select : integer;
begin
nb select := GetNumberOfSelectedCards(tableau);
total select := GetTotalOfSelectedCards(tableau);
IF nb select > 2 THEN
RETURN FALSE











En plus du predicat d'integrite, une fonction Undo permet de reculer. Elle est accessible
depuis Ie menu de 1'enviroanement.
Le registre permettant Ie recul des transactions accumulees peut etre vu comme une
memoire de code. Au debut d'une transaction, une instruction de fin est ajoutee. Puis,
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chaque modification a une variable globale ou d'instance (les elements des piles inclus)
enregistre 1'action contraire. Dans Ie cas d'une affectation, 1'action contraire est aussi une
affectation mats avec la valeur precedente. Pour reculer. Ie code est execute et enleve en
ordre inverse jusqu'a I'mstmction de fm. Par exemple, si avant 1'execution de
SelectFrom de 1'instance tableaul la variable a vaut 6,
Stack tableaul is
SelectFrom(Spos : index) is
begin
a := a + 10;
PULL 1 FROM self TO foundation;
end;
end tableaul;
Ie code enregistre ressemblera a ceci:
RETURN;
a : = 6;
PULL 1 FROM foundation TO tableaul;
Comme a valait 6 avant 1'execution, c'est une affectation de 6 a a qui est enregistree.
Les references dynamiques, comme self, sont remplacees par 1'instance, celle-ci etant
connue a ce moment. II suffit d'executer ce code en ordre inverse pour ramener Ie
systeme a son etat precedent. Evidemment, ce processus etant effectue au niveau de
1'interprete, Ie code enregistre est semantiquement semblable a cet exemple mais sous une
forme binaire.
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1.3.4 Paquetage et definition des objets et instances
Le contenu de chaque objet et instance est defini dans une construction associee. Ce
paquetage est partitionnable, c'est-a-dire qu'il peut etre fractionne et reparti dans Ie code.
L'objet fenetre illustre Putilite de ceci :
object Window is
const parent : Window,
X : integer := 0, Y : integer := 0,
text : string;
var modified : boolean := FALSE;
procedure Init;




X := 0; Y := 0;
Register is begin asmx self; asm MSG 2 1; end;
end MAINWINDOW;
object Window is
canst parent : Window := MainWindow;
end Window;
Le parent d'une fenetre en est une autre et nous savons d'avance que dans la majorite des
cas ce parent sera la fenetre principale (MainWindow). Nous ne pouvons utiliser cette
derniere sans 1'avoir defmie et nous avons besoin de savoir ce qu'elle est pour la definir.
Le paquetage partitionnable nous pemiet de defmir 1'objet fenetre avec un parent indefmi,
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de decrire 1'instance MainWindow et de changer sa valeur par defaut au niveau de
Fobjet.
Dans chaque partition subsequente a la premiere les caracteristiques definies
precedemment, methode ou constante, peuvent etre valuees ou de nouvelles peuvent 6tre
ajoutees. Aucun retrait n'est possible ni changement de type afm de ne pas affecter des
constructions defmies entre les partitions.
Constantes et dynamisme
Les constantes defmies et valuees au niveau de 1'objet peuvent se voir attribuer une
nouvelle valeur lors de la definition d'une instance, de meme que lors d'une copie de
prototype. Leur statut n'est done pas constant de fa9on statique mais Ie devient au niveau
dynamique.
Comme a 1'exemple precedent, 1'instance MainWindow change la valeur des constantes
parent, X et Y au moment de la compilation. Ces memes attributs sont cependant
constants et non-modifiables a 1'interieur des methodes. L'etat de construction du
systeme est completement determine a la compilation.
En CDL, les operations de creation aux niveaux des objets et des instances sont statiques.
Aucun mecanisme dynamique d'instanciation n'existe. C'est pourquoi CDL offre
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plusieurs facilites de definition. Le principe qui consiste a changer la valeur des
constantes par instance est 1'equivalent des parametres du constmcteur des langages
objets.
Ce manque de dynamisme fonctionne bien pour de petits systemes manipulant un nombre
fmi de donnees, comme les cinquante deux cartes d'un paquet. Des qu'un doute sur la
quantite de donnees survient, Ie modele statique de CDL devient limitatif. Le langage
n'empeche pas 1'ajout de constmctions dynamiques mats aucun developpement en ce
sens n'a ete effectue a cejour.
1.3.5 Iterateur d'instances
Deux caracteristiques de CDL : une structure typee de liste d'instances (GROLTP) et une
fonction d'iteration (WITH), simplifient une partie habituellement lourde d'un
programme : les iterations. Ces listes, structures de base connues du compilateur CDL,
permettent de grouper plusieurs instances et de rendre les manipulations sur celles-ci plus
faciles car Ie transport des instances d'une fonction a 1'autre s'effectue a 1'aide d'un seul
identificateur, celui de la liste, au lieu d'un par instance. La ou la puissance ressort, c'est
au niveau de 1'instmction d'iteration qui, en plus de pouvoir iterer sur une serie
d'instances nommees litteralement, peut iterer sur chaque element de la liste.
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Dans une instruction d'iteration, on commence par dormer un nom a 1'instance utilisee
dans Ie corps de 1'iteration. A chaque iteration il y aura un lien dynamique entre ce nom
et 1' instance courante. II est a noter que tout type de base est utilisable dans une
instruction d'iteration. Cette particularite augmente Ie modele objet a ce niveau en
traitant les types de bases comme des objets, un concept parfois manquant dans Ie monde
objet des langages compiles. Java adhere a ce prmcipe a 1'aide de classes predefmies qui
correspondent a chaque type de base [Dav96], comme par exemple les classes Integer et
String. C++ n'offre rien a ce niveau. A 1'exemple suivant, Ie nom utilise dans 1'iteration
estl.
On defmit ensuite Ie corps de 1'iteration puis on liste les instances dans 1'ordre ou elles
seront traitees. L'exemple suivant montre deux fa^ons de defmir les listes d'instances :
1 := 0;
WITH I : Stack DO
1 := 1 + I.lonely
FOR instl, inst2, inst3;
const groupl := | instl, inst2, inst3
1 := 0;
WITH I : Stack DO
1 := 1 + I.lonely
FOR group 1;
Dans Ie premier cas on liste litteralement les instances sur lesquelles on veut iterer alors
que dans Ie deuxieme cas on donne seulement une constante de liste. Le code ecrit dans
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Ie deuxieme cas sera visiblement plus facile a reutiliser. Si on 1'inclut dans une fonction
et qu'on passe cette liste en parametre, ce bout de code sera ecrit defmitivement.
Une verification statique sera effectuee pour s'assurer que les instances a iterer sont du
meme type que Ie literal defini dans 1'en-tete de 1'instruction. La verification etant
statique, il reste la possibilite qu'une liste d'instances du mauvais type soit liee
dynamiquement a la variable de liste. Ce probleme pourrait etre resolu en etendant Ie
type des variables de liste par un sous-type decrivant Ie type commun des instances de la
liste. Si on souhaite avoir des listes heterogenes, un mecanisme dynamique de typage
devra etre introduit. Evidemment 1'instruction d'iteration, dans son etat actuel, ne permet




Ce chapitre decrit la syntaxe et la semantique de CDL. Dans la premiere partie, nous
decrirons la structure des programmes, les elements syntaxiques de base et Ie pre-
processeur. Ensuite nous verrons comment definir des variables et constantes et comment
les utiliser dans des expressions. Puis deux sections decriront la definition d'objets et
celle d'instances et leur creation. Finalement, dans la demiere section, nous traiterons de
la definition de fonctions et des instructions de base de CDL.
2.1 Structure d'un programme CDL
Un programme CDL est un fichier divise en sections. II est aussi possible de diviser Ie
code en plusieurs fichiers et de les inclure un a un dans Ie fichier principal a 1'aide du pre-
processeur. Les fichiers composant la bibliotheque CDL sont faits ainsi, prets a etre
inclus dans Ie fichier principal de chaque application. La figure 4 decrit la structure d'un
programme CDL en format BNF.
La clause header indique deux informations, Ie nom du programme executable produit
par la compilation et la dimension de la matrice virtuelle de la fenetre principale. La
43
panic de defmition de la matrice aurait du etre eliminee lors de 1'introduction de Fobjet
fenetre car il y a ambigui'te entre elle et 1'instance predefmie MainWindow. La decision
de laisser cene clause vient du fait qu'une premiere version de CWS avail deja ete
distribuee sur Internet lorsque les nouveaux objets, comme fenetre, furent introduits.
Nous voulions garder une compatibilite entre les versions.








I header : := GAME id IS integer BY integer
Figure 4 - BNF d'un programme CDL
Le coeur du programme est divise en sections qui peuvent etre repetees ou etre absentes.
Elles pemiettent de definir des objets, des instances, des constantes, des variables et des
fonctions. Elles sont decrites dans les sections suivantes.
L'instruction DO statement suivant les sections de definitions est executee une fois,
lorsque Ie programme debute, comme Ie bloc BEGIN statement END global d'un
programme PASCAL, Juge inutile au debut et brisant 1'ideologie objet par son caractere
procedural, ce bloc fat ajoute pour repondre a certains besoins, par exemple Ie cas ou
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certaines configurations globales modifiables par 1'utilisateur doivent etre transportees
d'execution en re-execution.
Les deux instructions de pre-processeur ^include soulignees dans la figure 4 sont
implicites. Elles permettent de definir des constantes, variables, procedures et objets
globaux. Ceci force chaque installation du langage a etre dediee a un type d'application7;
par contre cela enleve quelques secondes au processus de developpement en foumissant
Fenvironnement de base dans n'importe quel fichier de code source vide, contrairement
aux autres langages comme C ou C++ ou certains fichiers sont inclus a tous coups8.
2.1.1 Unites lexicales
CDL est un langage a mots clefs, contrairement a certains langages comme C ou C++ qui
sont des langages a symboles clefs. La ou en C on ecrira &&, en CDL ou en PASCAL
on ecrira Ie mot and. Le tableau 2 decrit les unites lexicales, leur sens et quelles regles
on doit respecter pour les utiliser ou en creer de nouvelles.
7 correspondant aux ddfmitions dans systems.cdh etmain.cdh




























pour une valeur, une
fonction, un objet ou une
instance.
Une valeur entiere entre
-32768 et 32767.




jusqu'a la fm de la ligne.
Ignorer les caracteres










Peut etre construit a 1'aide de
combinaison des caracteres
alphanumeriques et des
caracteres et ?. Peut
debuter par un chiffre et doit
etre different des mots clefs.
Construit a 1'aide d'une serie
de chiffres.
N'importe quoi peut etre mis
entre les deux apostrophes
saufune autre apostrophe.
Pour en inserer une il faut la
preceder d'un '\'. D'autres
caracteres speciaux peuvent
etre ajoutes amsi :
\n -> fin de ligne
\t -> tabulation
\\ ->un seul \
V ->un appostrophe
N'importe quoi peut etre mis
dans un commentaire. Les







voir syntaxe des constantes
GROUP
Tableau 2 - Unites lexicales
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2.1.2 Le pre-processeur
Le pre-processeur du CDL est base sur celui de C. Les directives disponibles sont
decrites tableau 3. II y a certaines differences avec celui de C :
• Les noms de fichiers sont entre apostrophes comme les chaines de caracteres en CDL.
• Tout symbole, variable, nom de procedure, etc. peut etre utilise dans les clauses
eonditionnelles. Cette particularite vient du fait que, contrairement au C, Ie pre-
processeur et Ie langage partagent la meme table de symboles lors de la compilation,
car ils sont chames a la suite de 1'analyseur lexical, plutot qu'utilises en passes
successives.
• Le pre-processeur CDL est limite a 16 niveaux de recursion.
^include 'file' insere Ie texte constituant Ie fichier 'file' au point courant dans Ie fichier
source de la compilation. Le fichier 'file' est pris dans Ie repertoire
d'inclusion.
#define n donne au symbole n 1'etat defmi, au niveau du pre-processeur seulement.
L'etat d'un symbole peut etre : defini ou non-defmi.
#ifdef n compile les lignes de textes suivantes jusqu'au prochain #else ou #endif si
n a ete auparavant defini (par un #define ou dans Ie code).
#ifndef n compile les lignes de textes suivantes jusqu'au prochain #else ou #endif si
n n'a pas ete auparavant defini (par un #define ou dans Ie code).
#else change 1'etat de la compilation (compiler ou ne pas compiler) si utilise
entre un #ifdef ou un #ifndef et un #endif.
#endif enleve la restriction sur la compilation engendree par Ie #ifdef ou #ifndef
precedent.
Tableau 3 - Directives du pre-processeur CDL
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Le choix de pre-processeur vient du fait que :
1. Le PASCAL de base, dont la syntaxe de CDL est derivee, n'offre pas de directives de
pre-compilation. II devient impossible d'utiliser (et surtout de reutiliser) divers
fichiers pour batir un projet complet.
2. Le pre-processeur C est bien connu.
2.2 Expressions
CDL est un langage type ou chaque expression composee herite son type de celui de ses
elements et de 1'application d'un operateur. Ces elements peuvent etre des constantes
nommees ou litterales ou des variables. Ces elements peuvent etre globaux (accessibles a
tous), locaux (accessibles a la procedure, fonction ou predicat en definition) ou
contextuels a une instance (accessibles aux methodes de Finstance). Cette section decrit
la syntaxe et la semantique des expressions en CDL. Elle est divisee en sous-sections
decrivant les composants d'une expression. La figure 5 decrit les expressions CDL en
format BNF.
48
expression ::= expression ('+' | '-' | '*' | 7' | AND | OR | MOD |'«' \'»') expression
expression ('=' | 'o' | '<=' | '>=') expression





[ id ]'[' expression ['..' expression ]']'
Figure 5 - BNF cTune expression
2.2.1 Types
CDL contient certains types de base classiques, comme DSFTEGER, BOOLEAN et
STRING, certains types fondes sur un type de base comme INDEX ou CARD et deux
types de "pointeurs", GROUP et pointeur d'instance. La figure 6 decrit les types CDL
sous la forme BNF. La semantique de chaque type est decrite au tableau 4, ou 1'on voit
aussi quels types sont compatibles, c'est-a-dire ou une variable d'un type peut recevoir
une valeur de 1'autre type et vice-versa.
types ::= INDEX | CARD | WTEGER | BOOLEAN | STRING | GROUP | object_name
object_name ::= id
















|instl, inst2|, ||, etc.
Stack, Cards, etc.





Un entier pouvant servir d'index a
une collection (Stack)
Un entier pouvant servir d'element
a une collection (Stack)
Une valeur entiere
Une valeur d'etat
Une chaine de caracteres
Une liste d'instances
Un nom cTobjet permettant de
declarer un pointeur sur une
instance de ce type
Tableau 4 - Semantique des Types
Une particularite interessante est que chaque nouvel objet defini devient un representant
qui peut servir a declarer des variables analogues9. Celles-ci pointent vers une instance
de 1'objet, c'est-a-dire font reference a une instance sans en creer de nouvelles. Par
exemple, a la figure 7 est defini un objet fenetre (Window) puts une procedure
ShowDraw qui a en parametre une instance de celui-ci et qui appelle les methodes Show
et Draw de cette instance. La declaration du parametre v de type Window ne cree pas
d'instance, elle fait plutot reference a une instance creee precedemment dans une autre
partie du programme.
9 Stack, Cards et Window en sont un exemple. Us sont decrits implicitement dans 1'expression BNF des types, a
travers la regle object_name
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object Window is
canst parent : Window,
X : integer :=






begin v.Show; v.Draw; end ;
Figure 7 - Exemple de type objet
Pour contmuer 1'exemple, a la figure 8 est deflnie une instance MainWindow de 1'objet
Window et la procedure Start appelle ShowDraw en dormant comme instance de








Figure 8 - Exemple de liaison de pointeur d'instances
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2.2.2 Constantes
II existe deux modes d'utilisation des constantes dans une expression. On peut utiliser
des constantes nonimees, referen9ables par un identificateur unique, ou litterales
transformees en valeurs reelles par 1'analyseur lexical.
Les constantes litterales sont decrites tableau 2 dans les entrees : entier, chaine de
caracteres et groupe. Ce sont les seules et elles sont typees par 1'analyseur lexical.
La figure 9 defmit les constantes nommees en BNF. expression_mthout_var est une
expression ou chaque id present correspond a une constante, litterale ou nommee, et non a
une variable, ce qui rend 1'evaluation statique possible. Le type de 1'expression
determine celui de la constante. C'est pourquoi, contrairement a la definition de
variables, aucun type explicite n'est specific.
const_def ':•= CONST const_elm ('; const_elm)* ';'
const_elm :•= id':=' const_exp
const_exp ::= expression_mthoul '_var
Figure 9 - BNF de la definition de constantes
Des constantes nommees peuvent aussi etre definies dans un objet. Leurs valeurs sont
locales aux methodes par defaut de 1'objet et aux redefinitions de methodes dans les
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instances. Ces constantes peuvent aussi etre redefinies au niveau de chaque instance au
moment de la definition.
2.2.3 Variables
Les variables en CDL peuvent etre creees de quatre fa9ons. Dans chaque cas la
declaration est formee de deux elements, un identificateur et un type. L'identificateur
devient la reference, de portee differente selon Ie type de creation, alors que Ie type sera
utilise lors de la creation ou lors de 1'analyse d'expression pour determiner Ie type
resultant. Les quatre fayons sont :
1. variable globale : une variable definie au debut du programme et connue des
constructions subsequentes.
2. variable d'instance : une variable defmie dans un objet, ay ant un espace memo ire
distinct dans chaque instance et connue des methodes de 1'objet ou de 1'instance.
3. variable locale : une variable definie au debut d'une construction (procedure, fonction
ou predicat). N'est connue que dans celle-ci.
4. parametres : une variable defmie au debut cTune construction et ayant ime valeur
foumie par Pappelant. N'est connue que dans celle-ci.
La figure 10 donne un exemple de chacune. A la premiere ligne est definie une variable
globale c. Puis, lors de la definition de 1'objet Stack, une variable modified est
defmie. Chaque instance de 1'objet Stack possedera une copie de cette variable et pourra
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la modifier a son gre. Finalement la fonction countBits decrit les deux demieres
fa^ons, la variable b est definie comme parametre, elle recevra une valeur fournie par
1'appelant au moment de 1'execution. La variable a est defmie comme variable locale a
la fonction countBits. Les variables a et b seront creees lors d'un appel de fonction a
countBits et seront detmites a la sortie de la fonction.
var c : Integer;
object Stack is
var modified : boolean;
end Stack;
function countBits( b : integer ) : integer is
var a : integer;
begin
end;
Figure 10 - Exemple de declaration de variables
La figure 11 decrit en BNF la syntaxe de definition des variables globales, locales ou
d'instances. Pour la definition de parametres, la syntaxe est identique honnis 1'absence
dumotclefVAR.
var_def: := VAR (yar_elm ',')*
var_elm ::= id (',' ^* ':' types
Figure 11 - BNF de la definition de variables
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Une variable predefmie self est implicitement presente dans chaque methode d'un
objet. Elle est du type de Pobjet et elle pointe sur 1'instance courante au moment de
1'evaluation10. Par exemple, a la figure 12 la deuxieme definition explique ce qui se passe
implicitement lors de la premiere.
Window procedure Show is
begin ... end;
Window procedure Show is
var self : Window;
begin ... end;
Figure 12 - Variable self implicite
2.2.4 Operateurs
CDL utilise les operateurs numeriques et logiques traditionnels, addition, soustraction,
comparaison numerique, etc. Trois nouveaux sont introduits : pour obtenir Ie nombre
d'elements d'une collection (Stack), un element de cette collection, une serie d'elements
de cette collection. Le tableau 5 decrit les operateurs. Notons que les operateurs AND et
OR s'appliquent differemment en fonction du type de sous-expressions presentes, entieres
ou booleemies. Notons aussi que la barre verticale (|), delimiteur de groupe, n'est pas un
operateur mais un constructeur statique pour les constantes de Type GROUP. Le tableau 6
decrit la priorite des operateurs.


























1'2 / 6 -^ 2
13 MOD 6->1
7 AND 3 ^ 3
4 OR 3 ^ 7
NOT TRUE -> FALSE




15 » 3 -^1





12 <= 11 ^ FALSE
12 >= 11 -^ FALSE




,l-Semantique[l:' ^ ^. ^ w:: ~:::!'; ••:-';;::[:/ .; '• ^-: ': ':;1
Addition, a + b
Soustraction, a - b
Multiplication, a * b
Division, a / b
Module, a MOD b, Ie reste de la division
de a par b
Et numerique
Ou numerique
Negation logique, -i a
Et logique, a n b
Ou logique, a u b
Decalage binaire vers la droite, ou a » b
est equivalent a |a / 2b|
Decalage binaire vers la gauche, ou a « b
est equivalent a a * 2b
Equivalence numerique, a = b
Non-equivalence numerique, a ^ b
Comparaison numerique, a plus-petit-que
b
Comparaison numerique, a plus-grand-que
b
Comparaison numerique, a plus-petit-ou-
egal-a b
Comparaison numerique, a plus-grand-ou-
egal-a b
a!, nombre d'elements d'une instance a
d'un objet collection (Stack)
a[n], element d'indice n d'une instance a
d'un objet collection (Stack)
a[n .. n ], elements d'indices nan
(inclus) d'une instance a d'un objet de
collection (Stack)





AND MOD '*' V '»' '«'
OR'+''-'






Tableau 6 - Priorife des operateurs
2.3 Objets
Un objet definit un moule. ou une categorie de prototype, a partir duquel nous pouvons
creer des individus. Au minimum celui-ci doit comporter un nom et une methode de
creation. En CDL, la methode de creation (Register) est ajoutee a 1'objet de fa9on
implicite lors de sa definition. Le nom de 1'objet devient la reference pour la creation
d'instances, ou prototypes, correspondants. II est aussi utilise pour creer des variables de







OBJECT id IS object_body END id';'
(const_init \ var_init \ meth_init \ mulfi_inif)*
CONST id':' types [ ':=' const_exp ]';'
VAR id':' types [ ':=' const_exp ]';'
(PREDICATE | PROCEDURE | FUNCTION) id [parms ]
[ IS statement ]';'
id IS id (',' «/)*';'
Figure 13 - BNF de la definition d'objet
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Quatre types de constructions peuvent apparaitre dans un objet : constante, variable,
methode et interface multiple de methodes. La syntaxe de definition est sensiblement la
meme que leurs homonymes globaux et locaux mais ils sont empaquetes dans 1'objet.
Les methodes d'objet, non re-defmissables par instance, sont decrites section 2.5.
Les constantes et les variables sont typees et peuvent avoir une valeur initiale par defaut.
Ces valeurs peuvent etre modifiees lors de la definition d'instances. La seule difference
entre constante et variable se situe semantiquement au niveau du code et non de la
definition. Un identificateur classe comme constante ne peut se voir affecter une valeur.
Une constante qui a une valeur par defaut dans 1'objet peut s'en voir affecter une autre
dans 1'instance au moment de la definition. Par exemple, a la figure 14, les constantes
parent, X, Y, W et H sont defmies et initialisees, la constante text est defmie mais
non-initialisee et une variable modified est defmie et initialisee a TRUE.
Les methodes sont des procedures, fonctions ou predicats defmis a 1'interieur de 1'objet.
Elles peuvent avoir un comportement par defaut, utilise par les instances de Fobjet
lorqu'elles ne sont pas redefmies, ou etre vides, n'attendant qu'a etre specialisees. Les
procedures Init, Select, UpdateFrench et UpdateEnglish de la figure 15 sont
dans cette situation. La procedure Register a deja un comportement par defaut11.
Elles possedent toutes une variable self implicite discutee precedemment.
1! qui appelle un module externe de Windows pour la creation physique du bouton
58
Les interfaces multiples de methodes permettent de voir Ie meme objet de plusieurs
fayons. Elles sont composees d'un identificateur, 1'interface, et d'une serie de methodes a
defmir. Lorsqu'une instance esr declaree. si un comportement est affecte a 1'interface, il
sera copie dans chaque methode defmie par 1'interface. Les interfaces multiples n'ont
done pas cT entrees dans la table virtuelle de 1'instance. Elles vont plutot affecter les
entrees des methodes qu'elles referencent. Une methode multiple peut etre appelee ce qui
se transformera en un appel a la premiere entree de sa liste.
En resume, certaines parties du meme objet peuvent etre vues simultanement de fa9on
differente a 1'exterieur de 1'objer mais une seule des interfaces a besoin d'etre codee par Ie
programmeur. On peut voir cela comnie du sucre syntaxique servant a economiser du
temps au programmeur en limirant Ie nombre de fois qu'il devra recopier Ie meme code
lorsque plusieurs methodes d'un meme objet effectuent la meme chose.
Par exemple, nous avons ajoute figure 14 du multilinguisme a 1'objet bouton avec des
methodes UpdateEnglish et UpdateFrench et une methode multiple Update.
L'objet peut done ensuite etre ^'u de deux fa9ons : unilingue si on utilise Update ou bien
bilingue si on utilise UpdateEnglish et UpdateFrench.
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object Button is
const parent : Window := MainWindow,
X : integer := 0, Y : integer := 0,
W : integer := 0, H : integer := 0,
text : string;
var modified : boolean := FALSE;





Update is UpdateFrench, UpdateEnglish;
end Button;
Figure 14 - Objet bouton
»'
Si Update est specialise dans une instance, UpdateEnglish et UpdateFrench
auront Ie meme comportement parce que les entrees de la table virtuelle pour ces
demieres pointeront vers la methode de specialisation. L'instance figure 15 montre ceci.
Si un appel a Update du bouton Deal est effectue quelque part dans Ie code, la







Figure 15 - Methode multiple multilingue
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2.4 Instances
Les instances sont en meme temps des individus animes et des prototypes pouvant en
creer d'autres. Une instance peut provenir directement du moule primaire (1'objet), d'un
moule inanime specialise (1'instance virtuelle) ou d'une de ses soeurs. Elle peut en plus,
a la definition, changer un de ses comportements ou la valeur d'une de ses constantes.
Pour changer un comportement, elle peut en definir un nouveau textuellement ou aller en
chercher un dans une autre instance, possiblement virtuelle. La figure 16 est la syntaxe
BNF de la definition d'instances.
Beaucoup de liberte et de possibilites ont ete developpees au niveau de la definition
d'instances pour permettre d'ecrire du code rapidement et de garder celui-ci concis. Le
prix a payer est que dans Ie cas de gros systemes, Ie changement de comportement d'une
instance peut avoir des repercussions sur plusieurs autres instances et ce a travers des
chemins tres tortueux. Un effort devra etre fait a ce niveau par les createurs de ce



















Figure 16 - BNF de la definition (Tinstances
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L'exemple, figure 17, illustre chacune des possibilites de definition pour les instances.
Le bouton Help est cree a partir du bouton Deal. Les constantes X, Y, W et H sont
defmies pour placer Ie bouton dans Ie coin superieur gauche de la surface. La methode
Init est definie pour rendre Ie bouton visible et Select est copiee de 1'instance
HelpModuleBtn. Les methodes UpdateFrench et UpdateEnglish n'etant pas
redeflnies, elles proviendront de Deal. Register garde sa valeur par defaut specifie
lors de la definition de 1'objet bouton.










Figure 17 - Instance de bouton
Les instances virtuelles, inanimees, sont creees de la meme fa9on avec en plus Ie mot clef
VIRTUAL devant Ie nom de Fobjet. La figure 18 decrit ceci en BNF.
virtual_instance_def :'.= VIRTUAL instance_def
Figure 18 - BNF de la definition d'instances virtuelles
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2.4.1 Creations df instances
Une instruction permet d'instancier : ORDER. De plus, elle force un ordre de creation
qui sera necessaire, comme vu a^-ec Canfield. L'instanciation causera 1'appel de la
methode implicite Register de 1'instance. Une decision d'emettre implicitement une
instruction ORDER pour les instances defmies mats oubliees a la fm de la compilation
nous a force a ajouter Ie concept d'instance virtuelle. Les instances non instanciees par
ORDER auraient du etre par defaut des instances virtuelles. La figure 19 est la syntaxe
de F instruction. Les instances virruelles ne peuvent evidemment pas etre specifiees.
order_def: •= ORDER instance ('.' instance)*
instance ::= id
Figure 19 - BNF de la creation d'instances
2.5 Fonctions et Instructions
Les fonctions CDL ressemblent a celles de PASCAL. II y a des procedures ne retoumant
pas de valeur et des fonctions retoumant une valeur de type predetermine. Une forme
speciale de fonction creee pour CDL. Ie predicat, retoume une valeur booleenne. C'est
celle utilisee pour defmir les post-conditions et les conditions de fin de programme.
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\proc_def ':•= [ object name ] PROCEDURE id [parnis ] IS [ var _def] statement';'
\func_def :•= [ object_name ] FUNCTION id [parnis ] ':' types
IS [ var_def] statement';'
\pred ' def::= [ object_name ] PREDICATE id [parms ] IS [ var_def} statement';'
\parms ::= '(' var_list (';' var_lisf)* ')'
Figure 20 - BNF de la definitions de fonctions
La syntaxe est decrite figure 20. parms defmit les parametres, variables locales a la
construction initialisees par 1'appelant, var_def defmit des variables locales a la
construction, initialisees a la valeur non-definie. Object_name denote une methode
d'objet, c'est-a-dire une methode globale unique, toujours executee dans Ie contexte
d'une instance. Le statement qui est Ie corps de la fonction peut etre simple, c'est-a-dire
non delimite par un BEGIN - END.
statement ::= id ':=' expression \ id'.' fW ':=' expression
id [parms ] | id'.' iW [parnis ]
BEGm (statement)* END
IF expression THEN statement [ ELSE statement ]
WHILE expression DO statement
BREAK [ PROCEDURE ]
RETURN expression
WAIT expression [ id ]
ON id DO statement
WITH id : type DO statement FOR expression (',' expression)*
Figure 21 - BNF des instructions
La syntaxe des instructions est decrite figure 21. Seules celles creees ou nuancees pour
CDL sont decrites en detail dans les sous-sections suivantes.
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Affectation et Appel de fonctions
Les affectations et les appels de fonction ont la meme forme qu'en PASCAL mats ils
peuvent etre prefixes d'un identificateur d'instance. L'operation est alors effectuee dans
Ie contexte de celle-ci.
L'ordre de recherche pour la resolution des identificateurs de variables non prefixes est Ie
suivant : variables locales, parametres, variables d'instance puis variables globales. Pour
les identificateurs de fonctions : methodes d'instance, methodes d'objet puis fonctions
globales. L'objet contextuel n'est preserve que dans les deux premiers cas. Si les
idemificateurs sont prefixes, la recherche est limitee a 1'instance et a 1'objet.
BREAK et RETURN : terminateur de bloc
Ces instructions forcent la fin de 1'execution d'un bloc. RETURN sert a terminer une
fonction ou un predicat et a retoumer la valeur resultante a 1'appelant. BREAK, seul, sert
a terminer 1'execution du ON ou WITH courant. Dans Ie cas du WITH, 1'iteration
courante se termine immediatement et les elements non traites sont oublies. BREAK
post&xe du mot PROCEDURE est utilise a 1'interieur d'une procedure pour en sortir.
C'est 1'equivalent du RETURN des fonctions.
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WAIT : Retardateur
Cette instruction peut etre utilisee de deux famous mais toujours en for9ant un delai. Si un
nom de procedure est specific, la transaction courante est terminee, Ie delai effectue, puis
la procedure est appelee creant ainsi une transaction. Si seul un delai est specific,
F execution est immediatement suspendue.
ON - DO : changement de contexte
Cette instruction permet d'executer un statement dans Ie contexte d'une instance. Les
variables de la construction courante sont disponibles dans Ie corps du ON - DO ainsi que
celles de 1'instance specifiee. Cette instruction sert generalement a effectuer une serie
d'affectations ou d'appels de fonction sans avoir a les prefixer d'un identificateur
d'instance.
WITH - DO : Iterateur
Comme vu, cette instruction sert a effectuer une operation sur plusieurs instances d'objets
ou de types de base. La variable defmie dans 1'en-tete n'est visible que dans Ie corps de
Finstruction et est associee, a chaque iteration, a 1'instance specifiee. Si un element de
type GROUP est donne en parametre, chaque element du groupe sera utilise
recursivement pour une iteration. Le code contenu dans un WITH reste dans Ie contexte
courant, contrairement a celui du ON - DO.
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Le code figure 22 est valide, ce qui fait presque de "6" une instance de 1'objet BSTTEGER.
WITH A : integer DO
B := B + a
FOR 6, 5, 2, 7;




Ce chapitre decrit 1'implantation du compilateur et de 1'interprete. Dans la premiere
section nous verrons Ie compilateur, la table des symboles, Ie format des donnees et la
production de code. Ensuite nous traiterons de 1'interprete, ses registres et ses
instructions. Nous fmirons par une description des obje:s predefinis, fenetre, cartes, pile,
bouton et port.
3.1 Compilateur CWS
Le compilateur CWS est fonde sur les principes de compilation de Wirth dans [Wir75] et
sur Ie typage decrit par Aho [Aho89]. Comme deja specifie, il comporte un pre-
processeur analogue a C. L'analyse syntaxique est LL(1), c'est-a-dire sans essai-erreur et
descendante.
Le pre-processeur s'insere entre 1'analyseur lexical, getsym, et 1'analyseur syntaxique.
Si une construction du pre-processeur est reconnue par getsym. Ie pre-processeur prend
controle de 1'analyse jusqu'a la fin de la construction. Contrairement a C, aucune passe
de pre-traitement n'est ajoutee.
68
Nous n'avons pas implante de reprise sur erreur car dans 1'em'ironnement CWS, quand
une erreur de compilation survient, Ie fichier fautif est automatiquement ouvert en edition
et la construction fautive est mise en evidence. La compilation etant rapide et les
programmes CDL assez petits, ceci n'a pas cree de probleme jusqu'a maintenant. La
compagnie Borland a fait Ie meme choix pour Turbo Pascal.
3.1.1 Table des symboles
La table des symboles permet de memoriser et de verifier les attributs semantiques, genre
et type, des identificateurs. Les differents genres sont decrits tableau 7. Ceux pour un
objet, procedure, fonction et predicat, forment ce qu'on appelle les methodes d'objet,
c'est-a-dire des fonctions specifiques a chaque objet. non redefmissables par instance.
Comparativement, les genres pour une instance, procedure, fonction et predicat ferment
ce qu'on appelle les methodes d'instance, c'est-a-dire des fonctions redefinissables pour
chaque instance. Les entrees qualifiees de genre d'instance possedent un espace dans la
table virtuelle de Finstance; elles sont ajoutees a la table des symboles lors d'une
definition d'objet. L'exemple de code, figure 23, montre les identificateurs du tableau 7














































procedure globale, aucun contexte
fonction globale, aucun contexte
predicat global, aucun contexte
procedure globale, contexte d'un objet
fonction globale, contexte d'un objet
predicat global, contexte d'un objet
constante d'objet redefinissable par
instance
variable d'objet redefinissable par
instance
procedure d'objet redefmissable par
instance
fonction d'objet redefinissable par
instance
predicat d'objet redefinissable par
instance
interface multiple
Tableau 7 - Genres dans la table des symboles
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object Stack is
const X : integer;
var modified : boolean;
procedure Start is ...;
SelectTo is SelectLeftTo, SelectRightTo;
end Stack;
Stack predicate isEmpty? Is
RETURN (' = 0);
function CountBits( a : integer ): integer is
const turnover := 3;
var players : integer;
virtual Stack standard f is
end standard f;
Stack Al from standard f is
end Al;
Figure 23 - Exemple de genres
Lors de 1'analyse, on ajoute les symboles du bloc courant a la table et on les enleve
lorsqu'on sort du bloc. Ce qui veut dire que la table est une pile ou seuls sont visibles les
symboles referen9ables. Chaque entree comporte les elements suivants :
• un identificateur
• un genre
• un type, pour les variables, les constantes et les fonctions
• une valeur pour les constantes
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Ie niveau d'imbrication de Fentree, 0 pour les constructions globales, 1 pour les
locales (intemes)
un indice, absolu ou relatif, pour acceder a des valeurs sur la pile ou une adresse
absolue dans la memoire de code
un pointeur vers une autre entree de la table qui contient Fobjet pere, au besoin.








const X : integer;
Y : integer := 0;
procedure Start is
var a., b : integer;
; Stack, objet, niveau 0
; X, constante d'instance, adresse relative dans I'instance : 0, pere est
; Y, constante d'instance, adresse relative dans I'instance : 1, valeur :
pere est 1 (Stack)
: Start, procedure d'instance, adresse dans I'instance : 2,
pere est 1 (Stack)
: a, variable, type integer, niveau 1, adresse relative dans la pile : 4








• Stack, objet, niveau 0
• X, constante d'instance, adresse relative dans I'instance : 0, per e est
• Y, constante d'instance, adresse relative dans I'instance : 1, valeur :





' Start, procedure d'instance, adresse dans I'instance : 2, per e est 1 (Stack)
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Stack predicate isEmpty? is









• Stack, objet, niveau 0
• X, constante d'instance, adresse relative dam I
• Y, constante d'instance, adresse relative dans I
pere est 1 (Stack)
'instance
'instance
• Start, procedure d'instance, adresse dans I'instance : 2,
; 0, pere est 1 (Slack)
.' 1, valeur : 0,
pere est 1 (Stack}
• isEmpty?, predicat d'objet, adresse du code : 57, pere est 1 (Stack)
• Al, instance, objet Stack, adresse absolue dans





3.1.2 Format des valeurs sur la pile
Les donnees de chaque instance sont contenues dans la premiere moitie de la pile. Cette
partie, de grandeur fixe, est reservee au depart du programme et n'est depilee qu*a la
sortie. Elle est produite a la compilation et contient aussi les variables globales au
programme. La deuxieme partie, de grandeur variable, contient les contextes de
procedures12. II s'agit de 1'information necessaire a garder lors d'un appel de fonction
pour pouvoir revenir a 1'etat precedent a la fm de 1'appel.
Les instances utilisent une serie de cellules consecutives appelees table virtuelle de
1'instance, contenant les constantes, variables et pointeurs de methodes. Le pointeur
d'objet contextuel du contexte de procedure pointe sur la premiere cellule de cette table.
^ cadre ou bloc d'activation
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Les methodes d'objet n'occupent aucune place dans 1' instance. Celles-ci etant globales
aux instances, un seul pointeur est garde et utilise pour la generation d'appels.
Lorsqu'une instance est creee a partir d'une autre, les cellules de cette demiere sont
copiees dans 1'espace reserve pour celle-ci.
Un contexte de procedure est une serie de cellules consecutives allouees dynamiquement
sur la pile et qui contiennent 1'environnement d'une procedure. Chaque procedure






:Utilisation 1-^;'.:;':' -.^:'^C1':''' -.:'!;,!1' ''::''.!!'1.' ' : '
Lien statique au pere
Lien dynamique au contexte de procedure de 1'appelant
Adresse de retour
Adresse de 1'objet contextuel
Sur la pile, il sera precede de la valeur de retour et des parametres effectifs accessibles
avec un indice negatif dans Ie contexte courant. Les variables locales seront a sa suite et
accessibles avec un indice positif plus grand que trois. Par exemple, la fonction add
donnera Ie contexte suivant:
fonction add( a : integer, b
var d^ e : integer;











Lors de la creation d'un nouveau contexte de procedure, on calcule Ie lien statique au pere
hierarchique en descendant au besoin dans cette chaine. Le pointeur du contexte courant
est utilise comme lien dynamique puts 1'adresse de retour et une copie de 1'objet
contextuel courant y sont ajoutees.
3.1.3 Production de code
CDL est assez simple pour que nous puissions sequentiellement produire Ie code et
reserver de 1'espace pour une variable a la suite d'un contexte de procedure. Le code est
produit sensiblement de la meme fa^on que Wirth pour PLO [\'\Tir75]. Nous avons choisi
deux instructions, with-for et on-do, et 1'appel de methode pour montrer nos schemas de
traduction.
Un probleme est la production de code pour witk-for car nous devons produire des
branchements a des adresses inconnues d'avance. Pour simplifier Ie travail, nous gardens
en memoire Ie code produit et nous completons les branchements a ces adresses lorsque
nous les connaissons. Nous devons pouvoir re-executer Ie corps de Piteration une fois
pour chaque element. Voici Ie plan de transformation pour mfh-for :
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with V do S for Vs : saut inconditionnel a LI, JMP LI
L2 : code pour effectuer S, avec V comme parametre
retour, OPR 0,0
LI: code pour evaluer Vs,
appel inconditionnel a L2, CAL L2
code pour evaluer Vs^
appel inconditionnel a L2, CAL L2
Le corps du with-for est considere comme une procedure d'un parametre V. Un appel de
procedure est effectue pour chaque identificateur V dans la liste Vs. Si un des parametres
de la liste Vs est de type GROUP, un appel de fonction est effectue pour chacun de ses
elements.
Pour on-do nous devons pouvoir executer une instruction dans Ie contexte d'une instance.
Pour ce faire, nous empilons Ie pointeur de celle-ci, 1'echangeons avec 1'objet contextuel
courant, executons 1'instruction et replayons 1'ancien contexte. De fa9on plus formelle :
on V do S : empile pointeur d'instance V
echange avec contexte courant, EXG 0,3
code pour effectuer S
remettre contexte original, STO 0,3
L'instruction on-do est la forme explicite du passage de message : instance point
message. Le meme mecanisme de production de code est utilise pour les deux. Par














PULL 5 FROM self TO instance2;




Dans Ie premier cas, Ie code a executer est ecrit directement dans Ie corps du on-do,
tandis que dans 1'amre cas une methode (aMethod) semantiquement semblable est ecrite
et un appel sous fon-ne de passage de message est effectue ailleurs.
3.2 Interprete
Notre machine virtuelle. inspiree de celle de Wirth [Wir75], comporte trois espaces de
memoire distincts. un espace instructions, une pile et un espace de chaines de caracteres.
L'espace instructions contient Ie code et n'estjamais change apres Ie "chargement"13. La
13 c'est un espace "read-only"
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pile contient les variables et les instances, chargees a partir du fichier executable, et les
valeurs intermediaires. Les operateurs arithmetiques operent sur Ie ou les deux elements
au sommet de la pile et les remplacent par Ie resultat14. L'espace de chaines de caracteres
contient les chaines statiques defmies lors de la compilation et celles creees lors de
V execution. Les elements dynamiques sont alloues sur la pile, aucun "heap" exteme
n'existe.
Notre machine possede trois registres :
• T ; registre du haut de pile. Pointe sur 1'element au sommet de la pile.
• /: registre des instructions. Contient I'instmction en cours d'interpretation.
• B : registre de contexte de procedure. C'est un indice dans la pile.
Comme les variables sont allouees dynamiquement sur la pile, on ne peut determiner
1'adresse absolue de celles-ci. Nous utilisons un mode d'adressage relatif. Une variable
sera trouvee en additionnant un deplacement au pointeur de contexte de la procedure
contenant cette variable. Si la variable est dans Ie contexte courant, alors Ie registre B
nous donne ce pointeur. Sinon nous descendons dans la chaine des liens statiques.
Une instruction comporte trois champs :
1. Un mnemonique de trois caracteres, comme LIT, OPR, LOD, etc.
14 1'ordre d'evaluation est done post-fixd
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2. Un parametre 1 qui represente Ie nombre de niveaux de recul dans la chaine des
contextes de procedures ou, dans quelques cas, une modification du sens de
P instruction.
3. Un parametre a qui represente une valeur ou une adresse absolue ou relati\'e.
Les sous-sections suivantes decrivent les quatre types d'instructions de la machine
virtuelle : operation, chargement, sauvegarde et saut de controle. Les instructions ajoutees
par rapport a celle de Wirth sont : quelques OPR, LOE, LEA, STE, LEE, EXG, JPC 1,
JPP 0, JPP 1 et MSG.
3.2.1 Instructions d'operation
Deux instructions permettent d'effectuer des operations sur la pile. OPR 0, a effectue une
operation sur un certain nombre d'elements au sommet, les enleve puts y ajoute Ie
resultat. Le tableau 8 decrit les operateurs possibles pour 1'instruction OPR. L'instruction
INT 0, a permet de changer de fa9on relative la position du pointeur de pile (registre 7) en
y ajoutant a. Elle servira notamment a reserver de 1'espace sur la pile pour les variables,
contextes de procedures et instances, avec un saut positif (a > 0) et a elmuner ces espaces















































































Description , ,1'','.. . ^ :;\;^^;;:;;1|;]i.:.ri:'!|!.';,
Depile Ie contexte de procedure et met
Fadresse de retour dans I (pile [B+2] ->/)
-pile[T] -^ pile[71
T - 1 -^ T, pile[r| + pile[T+l] ^ pile[F]
T - 1 -> T, pile[F] - pile[T+l] ^ pile[F]
T - 1 -> T, pile[F] * pile[T+l] -> pile[r]
T - 1 -> T, pile[F] /pile[T+l] ^ pile[F]
T - 1 -> T, pile[T] mod pile[T+l] -» pile[71
T - 1 -> T, si pile[7] = pile[T+l] alors
1 -> pile[7] sion 0 -> pile[7T]
T - 1 -> T, si pile[F] = pile[T+l] alors
0 -^ pile[F] sion 1 -> pi}e[T}
T - 1 -> T, si pile[F] < pile[F+l] alors
1 -> pile[7] sion 0 ^ pile[7]
T - 1 -> T, si pile[7] > ou = pile[T+l] alors
1 -^ pileCT sion 0 -> pile[r]
T - 1 -> T, si pile[r] > pile[r+l] alors
1 -> pile[7] sion 0 -^ pile[7]
T - 1 -> T, si pile[71 < ou = pile[T+l] alors
1 -> pUe[F] sion 0 -> pile[7T]
1 - pile[F] ^ pile[F]
-ipileCT -» pile[F]
T - 1 ^ T, pile[7T] n pile[T+l] -> pile[T]
T - 1 -^ T, pile[F] u pile[T+l] -» pile[7]
T - 1 -> T, pile[7T] * 2 pile[^+l] ^ pile[7T]
T - 1 -^ T, pile[F] / 2pile[71+l] -^ pile[F]
Echange les deux valeurs au sommet
pile[7T] + 1 -> pile[7T]
pile[ri - 1 -^ pile[7]
Ajoute au sommet la valeur a 1'indice calcule
en ajoutant les deux parametres
Valeur pseudo aleatoire entre 0 et la valeur sur
la pile
Tableau 8 - Instruction OPR
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3.2.2 Instructions de chargement
Les instructions de chargemem ajoment une valeur sur la pile et n'en enlevent pas. Trois
types existent : chargemem de consrante, de variable ou d'adresse de variable. Les deux
demiers peuvent etre appliques directement sur un espace memoire calcule en descendant
de 1 niveaux dans la chaine des contextes de procedures et en ajoutant a a 1'adresse
obtenue. Ces instrucuons sont:
• LIT 0, a : empile la valeur a.
• LOD 1, a : descend de 1 niveaux dans la chaine des contextes de procedures et empile
la valeur de la cellule a 1'indice a du contexte de procedure.
• LEA 1, a : descend de 1 niveaux dans la chaine des contextes de procedures et empile
la valeur absolue de I'adresse de la cellule a du contexte de procedure.
• LOE 0. a : comme LOD mats au lieu de descendre dans la chaine des contextes de
procedures, la valeur de 1'objet contextuel du contexte de procedure courant est
utilisee (5+3). La valeur a 1'indice a de 1'objet est empilee.
• LEA 0, a : comme LEA mats au lieu de descendre dans la chaine des contextes de
procedures, la valeur de la cellule de 1'objet contextuel du contexte de procedure
courant est utilisee (5-3). L'adresse de la valeur a 1'indice a de 1'objet est empilee.
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3.2.3 Instructions de sauvegarde
Trois instructions permettent de prendre une valeur sur la pile et de la sauvegarder ailleurs
dans celle-ci. Dans Ie cas de STO et STE, la valeur au sommet est depilee. Les
instructions sont :
• STO l,a : recule de 1 contextes et transfere la valeur au sommet dans la cellule d'indice
a du contexte de procedure.
• STE 0, a: comme STO mais au lieu de reculer dans les contextes, la valeur de 1'objet
contextuel courant est utilisee (5+3). La valenr au sommet est transferee dans la
cellule d'indice a de Fobjet.
• EXG l,a : comme STO, sauf que la valeur dans la cellule d'indice a du contexte est
echangee avec celle du sommet.
3.2.4 Instructions de saut dans Ie code
Les instructions de saut permettent de changer Ie flot de controle, c'est-a-dire modifier Ie
registre /. Quatre types sont possibles : appel avec sauvegarde d'adresse de retour, saut
inconditionnel, saut conditionnel et appel a un module exteme, ecrit dans un autre
langage par exemple.
Les trois premieres permettant les sauts avec sauvegarde d'adresse de retour sont:
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CAL 1, a : saut a Padresse a (a -^ I). Avant de sauter, un nouveau contexte de
procedure est empile. 1 est utilise pour savoir quel contexte de la chaine devient Ie lien
statique du nouveau contexte.
CAE 1, a : comme CAL, sauf que 1'adresse cible est detenninee en prenant la cellule
d'indice a dans 1'objet contextuel (pile [a + pile [5+3] ] -^ I).
OPR 0,0 : elimine Ie contexte du sommet et saute a Fadresse de retour (pile[5-2] -^
I).
L'instruction de saut inconditionnel est JMP 0, a et a est simplement transfere dans Ie
registre /. Les deux instructions de saut conditionnel, JPC 1, a et JPP 1, a. fonctionnent
differemment selon que 1 est egal a 1 oua 0. S'il est egal a 1, Ie saut a 1'adresse a sera
effectue si la valeur au sommet est differente de 0, s'il est egal a 0, Ie saut a 1'adresse a
sera effectue si la valeur au sommet est 0. La seule difference entre JPC et JPP est que
JPC enleve Ie sommet contrairement a JPP.
L'instruction MSG permet de faire appel a un module exteme ecrit dans un autre langage,
C par exemple. On peut voir cela comme un signal d'interruption sur un processeur Intel
de la famille x86. Les valeurs de 1 et de a sont passees au code gerant Ie module d'appel
exteme et la procedure correspondante enregistree pour ces valeurs est appelee. Elle aura
acces aux valeurs dans la pile et a celles dans la memoire des chaines de caracteres.
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3.3 Bibliotheque de code
Une serie d'objets predefmis composent 1'environnement de CWS, La figure 24 decrit les
liens pere-fils entre les instances de ces objets, qui sont :
• Une fenetre (Window).
• Des cartes (Cards).
• Une pile (Stack).
• Un bouton (Button).





Figure 24 - Liens de parente des objets predefinis
Ces objets sont decrits dans les sous-sections suivantes. Chacune est subdivisee ainsi:
• Methodes d'instance, c'est-a-dire methodes defmies a 1'interieur de 1'objet et
redefmissables par chaque instance.
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Methodes d'objet c'est-a-dire methodes dermies a 1'exterieur de 1'objet et non
redefmissables.
Attributs constants, c'est-a-dire constantes defmies a 1'interieur de Pobjet et
redefmissables par chaque instance,
Attributs variables, c'est-a-dire variables defmies a 1'interieur de Pobjet et
redefmissables par chaque instance.
Instructions, c'est-a-dire instmcrions predefinies dans Ie langage qui ne s'appliquent
qu'aux instances de ce type.
3.3.1 Fenetre (Window)
Une instance de fenetre peut en avoir une auire comnie parent, Cet objet offre une
surface quadrillee virtuellemem a ses enfanxs : canes (Cards), boutons (Button) et port d'
entree-sortie (Port). Selon la dimension physique, au moment de 1'execution, cet objet
s'occupe de changer les dimensions physiques de ses enfants. II a aussi une ligne
d'information d'en-tete a laquelle du texre peut erre ajoute. Une instance de base existe
dans chaque programme, 11 s'asit de la fenetre principale (MainWindow).
L'interaction entre 1'utilisateur et Ie programme est geree par du code qui repond aux
messages de la souris et qui les transfere aux instances concemees. Ce code fait partie de
la gestion interne de 1 objet fenerre. II permez de defmir ce qu'est une transaction.
L algorithme, simplifie pour un seul bomon de souris, est Ie suivant :
ATTENDRE message de la souris
TYPE DU message EST
"bouton enfonce" :
CHERCHER instance a la position de la souris
SI trouvee une pile (autre que Cursor)
DEBUTER transaction
ENVOYER SelectFrom a 1'instance
SI 11 n'y a pas de cartes sur Finstance Cursor
TERMINER transaction
SI non Integrity? du systeme RECULER transaction
SLNON SI trouve un bouton
DEBUTER transaction
ENVOYER Select a Pmstance
TERMINER transaction








CHERCHER instance a la position de la souris
SI trouvee un pile (autre que Cursor)
ENVOYER SelectTo a Fmstance
SI il n'y a pas de cartes sur Finstance Cursor
TERMINER transaction










• Init : elle est appelee une seule fois, a la construction de 1'objet. Elle pem
permettre d'initialiser certaines variables d'une instance. Par defaut, elle est \'ide.
Methodes d'objet
• Show / Hide : elles permettent de rendre visible ou invisible une instance de fenetre.
• Paint : permet de forcer la mise a jour visuelle d'une instance de fenetre. suixe par
exemple a la modification du texte d'en-tete.
• Clear : permet d'effacer Ie texte cTen-tete de la fenetre.
• WriteString / Writelnteger / WriteCard : permettent d'ecrire dans 1'en-
tete. Le texte est ajoute au texte actuel. Elles permettent respectivement d'y ajouter
une chaine de caracteres ou un entier ou une carte transformee en chaine de
caracteres, ex. : 'ACE OF SPADE'.
Attributs constants
• parent : cette constante de type fenetre permet d'attribuer un parent a 1'objet. Par
defaut, MainWindow.
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• X/Y/W/H:de type entier permettent de definir la position de la fenetre sur la
surface de son parent. Us defmissent Ie coin superieur droit (X et Y), la largeur (W) et
la hauteur (H) en unite de la fenetre parent (voir MW et MR).
• MW / MH : de type entier permettent de definir la dimension de la matrice offerte aux
enfants. Us deviennent les unites dans lesquelles les X, Y, W et H des enfants sont
expnmes.
Attributs variables
• text : cette chaine de caracteres contient Ie texte d'en-tete de la fenetre. Elle est
normalement manipulee par les methodes Clear, WriteString,
Writelnteger etWriteCard.
• modified : cette variable booleenne indique si la fenetre devrait etre redessinee.
Elle est utilisee par les methodes Clear, WriteString, Writelnteger et
WriteCard.
3.3.2 Cartes (Cards)
Une instance de cartes doit avoir comme parent une fenetre. Elle est Ie pere d'une serie de
piles (Stack) auxquelles elle offre de partager une collection d'images, comme les cartes
d'unjeux de cartes ou les tuiles d'unjeu de tuiles tel MahJong. Elle s'occupe d'ajuster les
dimensions physiques de ses enfants au moment de 1'execution et de calculer les
dimensions des images foumies pour qu'elles soient d'allure semblable. L'instance peut
aussi se synchroniser avec un de ses freres lors du calcul des dimensions, une particularite
interessante. Supposons, par exemple, deux piles etalees de haut en bas et de gauche a
droite. Dans la vraie vie, sur la pile etalee de haul en bas, si 1'espace est restreint, la suite
(pique, coeur, carreau ou trefle) sera cachee par la carte sous-jacente. A cette fm deux
instances predefinies de 1'objet cartes, VCards et HCards, offrent des images de cartes
avec la suite a droite ou en bas de la valeur. La synchronisation des deux types de cartes,
VCards et HCards, est necessaire pour que les cartes des deux piles aient la meme
dimension.
Les cartes normales dans une instance de 1'objet cartes son: defmies ainsi :
• 0.. 51 cartes normales de face
• 52..103 cartes normales retoumees (Ie dos de la carte)
• 104.. 155 cartes normales de face mats grisees
Methode cTinstance
• Init : Elle est appelee une seule fois, a la construction de 1'instance. Elle peut
permettre d'initialiser certames \rariables de 1'mstance. Par defaut elle est vide. Dans
Ie cas des deux instances predefinies. cette methode est re-definie pour creer les jeux
de cartes voulus en utilisant Finstrucrion FACE.
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Attributs constants
• parent : cette constante de type fenetre permet d'attribuer un parent a 1'objet. Par
defautMainWindow.
• sync : de type cartes permet de specifier une autre instance de cartes sur laquelle on
veut synchroniser les caracteristiques des cartes de 1'instance en cours de definition.
• W / H : permettent de definir la dimension moyenne d'une image de carte sur la
matrice du parent.
• RatioW / RatioH : permettent de defmir un rapport largeur / hauteur a maintenir
pour les images de 1'instance cartes. Si ces valeurs sont 0, aucun rapport n'est
mamtenu.
3.3.2.1 Instruction
La figure 25 decrit la syntaxe en BNF de 1'instruction FACE, la seule instruction
predefmie de 1'objet cartes. Cette instruction permet d'aj outer des images a la collection
tenue par 1'objet cartes. Ces images peuvent provenir du jeu normal de cartes
(NORMAL) avec Ie texte horizontal ou vertical, d'une copie d'une autre image presente
dans la collection (FACE) qu'on peut griser si on Ie desire (SIDE SHADED) ou d'un
fichier externe contenant une image (BITMAP, ou string correspond au nom du fichier).
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statement ::= FACE card interval IS card statement
card_statement ::= NORMAL (HORIZONTAL | VERTICAL )
FACE expression [ SIDE SHADED ]
BITMAP string [ SIDE SHADED ]
Figure 25 - BNF de I'instruction de cartes
La figure 26 illustre des utilisations de 1'instruction FACE au moyen de la definition
d'une instance fictive Piques . Les treize premieres images sont les cartes standard, de
P as de pique au roi de pique. Les treize suivantes sont la meme suite de pique mais
























17, 18, 19, 20, 21, 22, 23, 24, 25;
IS BITMAP 'dos de^pique.bmp/ ;
Figure 26 - Exemple de F instruction FACE
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3.3.3 Pile (Stack)
Une pile a comme parent une instance de cartes (Cards). Chaque instance peut avoir une
direction d'empilement differente. Par exemple, les cartes peuvent etre empilees de bas
en haut, de gauche a droite, reparties horizontalement, etc. Chaque pile possede des
methodes repondant aux evenements de souris sur sa surface : un retrait ou depot de
cartes. II y a quatre methodes : depot ou retrait avec Ie bouton de gauche ou de droite et
cinq methodes multiples qui permettent de definir un comportement commun a plusieurs
ou a tous les evenements de souris possibles. Une methode d'aide sera appelee si
1'utilisateur interroge la pile. Une instance de pile predefinie existe pour Ie pointeur de
souris (Cursor). Elle a la particularite de se deplacer en meme temps que Ie pointeur de
souris de 1'utilisateur.
Methodes d'instance
• Start : elle est appelee au debut d'une partie. Elle peut, par exemple, etre utilisee
pour initialiser 1'instance courante en allant chercher des cartes sur une autre (PULL).
Le mecanisme de recul est mis en activite suite a 1'appel de cette methode, ce qui
empeche de reculer au-dela de 1'etat initial du systeme.
• SelectLeftFrom / SelectRightFrom : sont utilisees pour repondre a une
selection avec Ie bouton gauche / droite de la souris sur la surface de la pile. Un
parametre de type INDEX indique sur quelle carte se trouve la souris.
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• SelectLeftTo / SelectRightTo : sont utilisees pour repondre a un depot de
cartes sur la surface de la pile avec Ie bouton gauche / droite de la souris. Un
parametre de type index indique sur quelle carte la souris se trouve. Ce parametre
peut valoir un de plus que la longueur de la pile si Ie depot est effectue a la fin de
celle-ci.
• Select : cette methode multiple sert a redefmir les methodes SelectLeftFrom,
SelectLeftTo,SelectRightFrom et SelectRightTo;
• SelectLeft: sert a redefinir les methodes SelectLeftFrom et
SelectLeftTo;
• SelectRight: sert a redefmir les methodes SelectRightFrom et
SelectRightTo;
• SelectFrom : sert a redefmir les methodes SelectLeftFrom et
SelectRightFrom;
• SelectTo : sert a redefinir les methodes SelectLeftTo et SelectRightTo;
• Help : elle est appelee lorsque Ie systeme est en mode d'aide et qu'un bouton de la
souris est utilise sur la surface de la pile. Elle n'a pas de valeur par defaut. Elle
devrait etre utilisee pour faire appel aux fonctions predeflnies du sous-systeme d'aide.
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Methode d'objet
• Paint : elle permet de forcer la mise a jour visuelle de 1'instance, suite par exemple
a un aj out ou a une modification de cartes. Elle est appelee automatiquement suite a
une transaction mais peut etre appelee manuellement au milieu de celle-ci.
Attributs constants
• X/Y/W/H: ces constantes de type entier permettent de defmir la position de la pile
sur la surface de son parent. Elles defmissent Ie coin superieur droit (X et Y), la
largeur (W) et la hauteur (H) en unites de la fenetre parent (voir MW et MH de 1'objet
fenetre).
• direction : permet de specifier comment les cartes sont empilees : UP, DOWN,
LEFT, RIGHT, HORIZONTAL, VERTICAL, LHORIZONTAL ou UVERTICAL.
Les quatre premiers choix indiquent un empilement normal de bas en haut (UP), de
haut en bas (DOWN), de droite a gauche (LEFT) et de gauche a droite (RIGHT). Les
quatre derniers indiquent un empilement espace regulierement sur la surface de la pile
horizontalement de droite a gauche (HORIZONTAL), horizontalement de gauche a
droite (LHORIZONTAL), verticalement de haut en bas (VERTICAL) ou
verticalement de bas en haut (UVERTICAL).
• handler : de type cartes specific quelle instance est Ie parent de la pile. Les images
sur la pile proviendront de la collection d'images de ce parent.
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3.3.3.1 Instructions
La figure 27 decrit les instructions de pile predefinies. Elles font reference a une ou deux
piles et dans tous les cas ces references peuvent etre presentes ou absentes. Quand une
reference est absente, I'instmction est appliquee a 1'objet contextuel. Ce qui veut dire que
la procedure en cours de definition doit etre une methode d'objet ou une methode
d'instance de pile.
Figure 27, pour clarifier, on decrit stack_src et stack_dst comme des id, en fait on devrait
indiquer que n'importe quelle expression qui se reduit a une instance ou une reference de
pile est acceptee. Un cardjinterval est une valeur de type CARD ou une suite numerique
de valeurs de type CARD exprimee par les valeurs de debut et de fin separees par deux
petits points comme en PASCAL. Ces valeurs referencent les elements de la collection
de F instance cartes parent de la pile (handler). Un range est un indice de type INDEX
ou une suite contigue d'indices de type INDEX, exprimee par la valeur de debut et celle
de fin, dans la collection de cartes sur la pile.
Ces instructions sont decrites dans les sous-sections suivantes ou, pour clarifler les
explications, on considerera les references de piles existantes et les expressions
card_mterval et range comme une serie d'elements.
95
statement :'.=
stack src ::= id
stack dst ::= id
card interval::=
range::=
ADD card_interval [ TO stack_dst [range]]
REMOVE [ stack_dst ] range \
INVERSE [ stack _dst} range\
TURN [ stack_dst ] range SIDE (UP | DOWN |SHADED)
MOVE [ stackjsrc } range TO [ stack_dst ] range
PULL expression [ FROM stack_src ] [ TO stack_dst ]
FLASH [ stack_dst ] range
INVERSE [ stack_dst ] range \
SHUFFLE [stack_dst]
expression ['..' expression ]
'[' expression ['..' expression ]']'
Figure 27 - BNF des instructions de pile
ADD et REMOVE : aj out et retrait sur une pile
Elles permettent d'aj outer et d'enlever des elements sur une pile. Les elements ajoutes
sont crees et ne proviennent done pas d'une autre pile, alors que ceux enleves sont
detruits. Dans Ie cas d'un aj out on specific une serie de cartes et une pile sur laquelle
ajouter. Facultativement, on peut specifier un point d'insertion dans la pile15; s'il est
absent les cartes seront ajoutees a la fin. Dans Ie cas d'un retrait, on doit specifier
exactement 1'emplacement de la suite de cartes a detruire. La figure 28 est un exemple de
ADD et REMOVE montrant les elements d'une instance de pile Al avant et apres.




























Figure 28 - Exemple de ADD et REMOVE
MOVE et PULL : deplacement d'une pile a Pautre
Elles permettent de transporter une serie de cartes d'une pile a 1'autre. Dans Ie cas de
PULL un nombre doime de cartes est depile d'une pile source et empile a une pile
destination, sans en changer la sequence. Dans Ie cas de MOVE une serie de cartes,
n'importe ou dans la pile, est transportee a un point specifique d'une autre pile.
Semantiquement PULL est une MOVE avec :
PULL n FROM II TO ±2
MOVE 11[II! - n + 1 .. i.1?] TO i2[i2! + 1]




































Figure 29 - Exemple de MOVE et PULL
INVERSE : changement d'ordre dans une pile
Elle permet d'inverser 1'ordre d'une serie d'elements d'une pile. Elle est utile par
exemple lorsqu'on veut ramener Ie contenu d'une pile de rebut dans Ie talon. La pile de
rebut est habituellement Ie resultat du depilage des elements un par un de la pile de talon,
done son ordre est 1'inverse de celui du talon. Si on ramene les cartes d'un seul PULL
elles seront en ordre inverse. La figure 30 est un exemple d'TNVERSE montrant les





I-', 8, 9, 3, 4,
INVERSE





Figure 30 - Exemple (TINVERSE
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TURN : changement de cote dans une pile
Elle permet de changer de cote une serie de cartes. Comme decrit dans 1'objet cartes, une
carte peut etre de face, de dos ou grisee. Si on considere UP, DOWN et SHADED
comme etant side = 0, side = 1 et side = 2, appliquer TURN a un element a consiste a :
a := (a MOD 52) + side * 52

































Figure 31 - Exemple de TURN
FLASH : clignotement d'une pile
Elle permet d'attirer 1'attention sur une pile en faisant clignoter une serie de cartes. Les
cartes selectiomiees clignotent trois fois. C'est une fonction cosmetique.
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SUFFLE : battre les cartes (Tune pile
Elle permet de battre les cartes d'une pile. L'algorithme est illustre figure 32. Apres un
certain temps, nous nous sommes aper^u qu'il avait un defaut : Ie hasard pem pemiettre a
certaines cartes de rester a leur position originale. Nous voudrions changer cet algorithme
pour celui figure 33 mais une des caracteristiques de 1'environnemem de jeu nous en
empeche. II s'agit du fait que I'utilisateur peut entrer Ie germe de depart (seed) pour la
fonction de generation de nombre au hasard, ce qui permet de rejouer n'importe quelle
partie en reutilisant Ie meme germe. Changer 1'algorithme empecherait de re-utiliser des
germes interessants trouves dans une version precedente du logiciel.
FOR longueur de la pile * 2 TIMES
Echange deux elements au hasard dans la pile
Figure 32 - Premier algorithme de battage
FOREACH element de la pile
Echange avec un autre element au hasard dans la pile
Figure 33 - Deuxieme algorithm e
3.3.4 Bouton (Button)
Un bouton doit avoir comme parent une fenetre (Window). II repond a une pression de
1 utilisateur avec la souris sur sa surface. Un texte peut y apparaitre, ce qui permet de
donner une indication sur 1'effet qu'aura 1'utilisation du bouton. Une methode speciale
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Update sera executee apres chaque transaction avec la souris. Cela permet de mettre a
jour Ie texte du bouton en fonction de 1 etat courant du systeme suite a chaque
transaction.
Methodes d'instance
• Init : est appelee une seule fois, a la construction de 1'instance. Elle peut permettre
d'initialiser certaines variables de 1'instance ou d'ecrire un texte defmitif sur Ie
bouton. Par defaut elle est vide.
• Update : appelee apres chaque transaction, pemiet de changer Ie texte ou 1'etat du
bouton (visible / invisible) en fonction de Petal courant du systeme.
• Select: appelee lorsqu'un bouton de la souris est appuye sur sa surface.
Methodes d'objet
• Show / Hide : permettent de rendre un bouton visible ou invisible.
• Paint : permet de forcer la mise a jour visuelle d'un bouton, suite par exemple a la
modification de son texte.
• Clear: permet d'effacer Ie texte du bouton.
• WriteString / Writelnteger / WriteCard : permettent d'ecrire sur Ie
bouton. Le texte est ajoute a son contenu. Elles permettent respectivement d'y aj outer
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une chaine de caracteres ou un entier ou une carte transformee en chaine de
caracteres, ex. : 'ACE OF SPADE'.
Attributs constants
• X/Y/W/H:ces constantes de type entier permettent de definir la position du bouton
sur la surface de son parent. Elles definissent Ie coin superieur droit (X et Y), la
largeur (W) et la hauteur (H) en unites de la fenetre parent (voir MW et MH de 1'objet
fenetre).
• parent : de type fenetre permet cTattribuer un parent a 1'objet. Par defaut
MainWindow.
Attribut variable
• text : cette chaine de caracteres contient Ie texte du bouton. Elle est normalement
manipulee par les methodes Clear, WriteString, Writelnteger et
WriteCard.
3.3.5 Port d'entree-sortie (Port)
Un port do it avoir comme parent une fenetre (Window). II permet cTecrire et de lire du
texte sur 1'ecran. Comme pour 1'objet bouton (Button), une methode speciale Update
sera executee apres chaque transaction avec la souris. Ceci permet de mettre a jour Ie
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texte du port en fonction de 1'etat courant du systeme suite a la transaction. Une fonction
Read permet d'aller chercher Ie texte entre par 1'utilisateur.
Methodes d'instance
• Init : est appelee une seule fois, a la construction de 1'instance. Elle permet
d'initialiser certaines variables de 1'instance ou d'ecrire un texte defmitif sur un port
de sortie ou un texte de depart sur un port d'entree. Par defaut elle est vide.
• Update : appelee apres chaque transaction, permet de changer Ie texte ou 1'etat du
port (visible / invisible) en fonction de 1'etat courant du systeme.
Methodes d'objet
• Show / Hide : permettent de rendre un port visible ou invisible.
• Paint : permet de forcer la mise a jour visuelle d'une instance de 1'objet port, suite
par exemple a la modification de son texte.
• Clear: permet d'effacer Ie texte du port.
• WriteString / Writelnteger / WriteCard : permettent d'ecrire sur Ie port.
Le texte est ajoute a son contenu. Elles permettent respectivement d'y aj outer une
chame de caracteres ou un entier ou une carte transformee en chaine de caracteres, ex.
: 'ACE OF SPADE'.
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• Read : permet d'aller chercher Ie texte actuel du port. Une valeur de type STRING
est retournee. On utilise cette fonction plutot que cTacceder directement a la variable
text car elle verifie, dans Ie cas d'un port d'entree, si de nouveaux caracteres se son:
ajoutes depuis la demiere transaction.
Attributs constants
• X/Y/W/ H : ces constantes de type entier permettent de defmir la position du port sur
la surface de son parent. Elles definissent Ie coin superieur droit (X et Y), la largeur
(W) et la hauteur (H) en unites de la fenetre parent (voir MW et MH de 1'objet fenetre).
• parent : de type fenetre permet d'attribuer un parent a 1'objet. Par defam
MainWindow.
• style : une combinaison de valeurs permet de defmir Ie style du bouton : avec barre
de defilement horizontale (ps_hscroll) et/ou verticale (ps_vscroll) ou non
(defaut), port d'entree (ps_edit) ou de sortie (defaut), plusieurs lignes
(ps_multiline) ou une seule (defaut) et alignement a gauche (ps_left), a
droite (ps_right) ou au centre (ps center).
Attribut variable
text : cette chame de caracteres contient Ie texte du port. Elle est normalemem




Dans Petal present, developper un programme CDL depuis ses specifications jusqu'au
produit fini, Ie programme executable et un module d'explication des regles, prend de
quinze a soixante-quinze minutes. Un generateur de programmes CDL dejeux de tuiles a
partir d'un dessin en caracteres ASCII a recemment ete ajoute a 1'environnement. Un
second programme, plus generique, pour composer graphiquement des programmes CDL
est en developpement. II permet de creer des instances, les placer sur une surface
matricielle et defmir leurs comportements. Une interface a la bibliotheque de codes et
prototypes predefmis y est integree. Ces deux ajouts vont permettre de reduire Ie temps
de creation.
Un objet Brain a ete cree et ajoute a I'environnement CDL + CWS dans Ie cadre d'un
projet d'intelligence artificielle et un jeu de backgammon autodidacte a ete implante.
Suite a des resultats interessants, un developpement dans ce domaine est prevu.
Deux autres projets qui nous interessent dans un proche avenir sont 1'ajout d'heritage
simple lors de la definition de categories de prototypes et celui de fonctionnalites
dynamiques comme la creation de groupes et d'instances. Nous voulons aussi etudier
Fimpact des changements dynamiques sur Ie comportement des instances.
Notre tendance au niveau des modifications a CDL est d'essayer de sortir les
constructions specifiques aux objets Stack et Cards (instructions, tableaux implicites,
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etc.) pour rendre Ie langage generique. Nous cherchons une formule pour pouvoir decrire
des instructions a partir du fichier source, ce qui, encore une fois, nous permettrait de
garder la compatibilite anterieure.
En attendant qu'il nous rende riche, nous allons continuer de developper CWS et
d'ajouter d'autres succes et deboires a sa genese.
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ANNEXES




Comme dans la plupart des jeux de cartes, as, deux, trois,
etc., incluant les faces, valet, dame et roi.







Consiste en une seule carte, un groupe de cartes ou une pile
de cartes ayant des utilites et limites differentes selon les
jeux.
Sont des cartes sur lesquelles d'autres cartes sont jouees
pour batir des sequences completes, avec pour but de
completer la partie. Les fondations peuvent faire partie du
tableau original ou peuvent etre defmies pendant Ie jeu,
differemment selon les jeux.
S'applique au restant du paquet apres la distribution du
tableau.
Consiste en des cartes qui ne peuvent etre jouees une fois
distribuees et qui doivent etre mises de cotes. Certains jeux
se terminent lorsque Ie talon a ete transfere dans la pile de
rebut. D'autres permettent de reutiliser la pile de rebut
comme nouveau talon.
Est un paquet ou groupe de cartes qui est mis de cote ou
retenu pourjouer sur les fondations.
Sequence Ascendante
Sequence Descendante
Suite commen9ant par une carte basse, habituellement un
As, et montantjusqu'a une carte haute, i.e. A, 2, 3, 4, 5, 6, 7,
8,9,10,J,Q,K.
Suite commen9ant pas une carte haute, habituellement un
Roi, et descendant jusqu'a une carte basse, i.e. K, Q, J, 10, 9,







Cartes appartenant au tableau, pouvant etre jouees sur les
fondations ou etre utilisees pour former des sequences
temporaires, en fonction des regles dujeu.
Cartes distribuees horizontalement sur Ie tableau, de fa9on
unique ou avec recouvrement, selon lejeu.
Cartes distribuees verticalement sur Ie tableau, de fa9on
unique ou avec recouvrement, selon lejeu.
Cartes libres pour batir sur les fondations ou pour transferer
sur les cartes ou colonnes auxiliaires.
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