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Napjainkban a számitógép-hálózatok felhasználása irán­
ti igény jelentős mértékben megnövekedett. A társadalmi élet 
különböző területein (gazdaság, politika, kultúra, tudomány) 
jelentkeznek ezek az igények. A számitógép-hálózatok ilyen 
gyors ütemü elterjedése felveti a hálózatok tervezésének és 
megvalósitásának műszaki és tudományos problémáit. Jelen 
dolgozat egy ilyen probléma csoporttal, a számitógép-hálóza- 
ti kommunikációs protokollok tervezésének különböző kérdései­
vel foglalkozik.
A számitógép-hálózatok olyan elosztott rendszerek, a- 
melyekben független számitógépek és számitógép rendszerek 
egymással információt, adatokat cserélnek és erőforrásaikat 
megosztják. A számitógép-hálózatokban az információ cserét 
adatátviteli eljárások (protokollok) rendszere biztosítja.
A számitógép-hálózat hatékony és megbízható működése 
nagy mértékben függ a hálózat belső kommunikációjának meg­
szervezésétől, az alkalmazott protokoll rendszertől. A je­
lenleg elterjedt protokollok, protokoll rendszerek bonyolult­
ságukat tekintve már-már meghaladják az emberi áttekintőké­
pesség határát. Manapság még nincsenek meg azok a szilárd 
elméleti eredmények, amelyek alapját képezhetnék a protokol­
lok szisztematikus tervezésének. Hiányzik a protokollok for­
mális kezelésének egységes elmélete, egy olyan szemléletmód, 
metodológia, amely segítségével el lehetne dönteni a proto­
kollok helyességét, össze lehetne hasonlítani a különböző 
protokollokat a megbizhatóság, hatékonyság stb. szempontjá­
ból, kiküszöbölve a tervező személyétől, tapasztalatától füg­
gő szubjektív tényezőket. Az intenziv protokoll tesztelési 
eljárások - bár nagy számú hiba felderítését teszik lehetővé - 
nem garantálják a protokoll helyes működését. Ennek követ­
kezményeképpen nincs biztosíték arra, hogy Üzemszerű körül-
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menyek között a protokoll mindig az elvárt módon viselkedik.
A számitógép-hálózatok széles körű elterjedésével párhuzamo­
san megnövekszik annak a veszélye, hogy a rejtett, hibás pro­
tokoll működés esetleg felderitetlen marad, aminek beláthatat­
lan következményei lehetnek, különösen az olyan hálózatok ese­
tén, amelyek létfontosságú feladatokat látnak el tvédelmi 
rendszerek). Mindenképpen indokolt tehát olyan formális spe­
cifikációs eljárás kidolgozása, amely azon túl, hogy segítsé­
gével egyértelműen, pontosan leirhatjuk az adott protokoll 
működését, lehetőséget teremt valamilyen formális helyesség 
ellenőrző módszer alkalmazására még az implementációt megelő­
ző fázisban. Ehhez ugyanis fontos gazdasági érdek is fűződik. 
Amennyiben egy adott protokoll hibás volta, vagy az adott kö­
rülmények közötti alkalmatlansága csak az implementáció után 
derül ki, akkor a protokoll kijavítása, megváltoztatása eset­
leg az egész implementáció áttervezését követelheti meg, amely­
nek hatalmas anyagi konzekvenciái lehetnek. Ennek a megelő­
zésére az utóbbi években a számitógép-hálózati protokollok 
specifikálásával és verifikálásával kapcsolatos kutatások in­
tenzivebbé váltak. A kutatók számos, egymástól sok esetben 
nagymértékben különböző eljárást dolgoztak ki a protokollok 
formális leírására, protokoll modellezésre, és megtették az 
első lépéseket a protokoll verifikáció irányába is. Hiány­
zik azonban a különféle módszerek egységes kritérium rendszer 
alapján történő összehasonlítása, a módszerek közötti kapcso­
latok, azonosságok és különbségek feltárása. Hiányzik egy 
olyan egységes elméleti rendszer, amely keretében a különfé­
le módszerek elhelyezhetők lennének és megszűnnének az alap­
fogalmak értelmezésében jelenleg tapasztalható jelentős elté­
rések is. Az elméleti letisztulás alapvető gátja a diszcip­
lína igen gyors fejlődése, amely azonban legtöbbször a tech­
nológia fejlődésére és nem pedig az uj elméleti eredményekre 
vezethető vissza. Az egységes protokoll elmélet hiánya egy­
re inkább a továbblépés akadályának tekinthető.
Jelen munkában a protokoll tervezés egy egységes meto­
dológiájára teszünk javaslatot, amely egy protokoll specifi-
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zá kapcsolódó számitógéppel támogatott verifikálási eljárást 
tartalmaz. A következőkben a dolgozat felépitéséről szólunk.
A csomagkapcsolt számitógép-hálózatok referencia modell 
jének rövid bemutatása után a protokoll specifikációs és veri 
fikációs módszerekről adunk áttekintést, nagyobb figyelmet 
szentelve a magyar nyelven még nem ismertetett eljárásoknak.
A módszereket az állapotátmeneten, a programozási nyelveken 
alapuló, illetve az egyéb módszerek csoportjába soroltuk.
A 3. fejezetben részletesen tárgyaljuk a formális pro­
tokoll specifikációval és verifikációval szemben támasztott 
követelményeket. Elemezzük a protokoll specifikációs nyelv 
elvárt tulajdonságait a nyelv által betöltött szerepből kiin­
dulva.
A 4. fejezet a protokoll tervezés egységes módszerta­
nát mutatja be.
A következő fejezetben fokozatosan felépitjük a számi- 
tógép-hálózati protokollok egy absztrakt matematikai modell­
jét, amely a később bemutatott specifikációs nyelv alapját 
képezi. A matematikai modell lehetőséget teremt a protokol­
lok bizonyos tulajdonságainak formális értelmezésére is.
Az 5. fejezet a protokoll leirásra kialakított speci­
fikációs nyelv elemeit mutatja be. A követelményekből kiin­
dulva, a MODULA-2 programozási nyelv alapvető konstrukcióit 
felhasználva, szem előtt tartva az előző fejezet tartalmaz­
ta matematikai modellt, speciális uj nyelvi elemek felhasz­
nálását javasoljuk. A nyelv alkalmazásának illusztrációja­
ként a Bitalternáló protokoll specifikációját közöljük.
A következőkben a protokoll tulajdonságok formális meg­
fogalmazása után az állapotelérhetőségi analizist mutatjuk 
be. Részletesen tárgyaljuk azt, hogy az egyes protokoll tu­
lajdonságok felderitésében milyen szerepet kaphat a fent em- 
litett verifikációs módszer. Kimutatjuk, hogy az állapoté-
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lérhetőségi analizis bővítésével a protokollok funkcionális 
helyességének ellenőrzése is lehetővé válik.
A 9. fejezet a bővitett elérhetőségi analízisen alapu­
ló, számitógéppel támogatott interaktiv protokoll verifikáló 
rendszer komponenseit tartalmazza. Az egyes megvalósított 
modulok leirása után a verifikáló rendszer működésével kap­
csolatos első tapasztalatokról számolunk be.
Az összefoglalás után a továbblépés lehetőségeiről szó­
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A matematikában és a programozás elméletben megszokott 
jelöléseket használjuk. A 2. fejezet szakirodalmi áttekin­
tését kivéve a jelölés rendszer konzisztens. A 2. fejezet­
ben a különféle irodalmi hivatkozások bemutatásánál az ere­
deti közlemények jelölés rendszerét tartjuk meg, amelyet min­
denhol részletesen megmagyarázunk. Ebből következőleg ter­
mészetes módon előfordulhat az, hogy ugyanannak a dolognak 
más-más jelölés felel meg vagy viszont.
A dolgozatban néhány helyen a témakör modern voltából 
következőleg a nehézkes, nem létező vagy nem elterjedt ma­
gyar terminológia helyett a megfelelő angol kifejezéseket 
használjuk. A bemutatott programok, program részletek MODU­
LA-2 nyelven [^Wirth 80J Íródtak. A programok azonosítói a 
programozási nyelvek kulcsszavainak angol volta miatt ugyan­
csak angol eredetűek.
1.4 Csomagkapcsolt számitógép-hálózat referencia modellje
A számitógép-hálózat kommunikációjának alapja a proto­
koll. A protokoll olyan, a számítástechnikai elemek (hostok, 
terminálok, processek stb.) közötti információ cserére vonat­
kozó kölcsönösen elfogadott megállapodások összessége, ame­
lyek biztosítják a megbízható, gyors kommunikációt. A számí­
tástechnikai elemek fogalmából absztrakció utján eljuthatunk 
az entitás fogalmához, amely tágabb értelemben egy tulajdon­
ságaival jellemzett objektum, mig szükebb értelemben a kör­
nyezetével információ cserére képes dolgok általános neve.
Az entitás fogalmának felhasználásával tehát a protokoll két 
vagy több entitás között értelmezett kommunikációs célú sza­
bály gyűjtemény. A következőkben ezen protokoll és entitás 
értelmezés alapján bemutatjuk a számítógép-hálózatok un. re­
ferencia modelljét. A protokoll illetve entitás pontos for­
mális definícióját az 5- fejezetben fogjuk megadni.
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A számítógép-hálózatok elosztott rendszereknek tekint­
hetők. Az elosztott architektúrák létesítése többek között 
a réteges (hierarchikus), kaszkád, csillag és háló struktúra 
kialakítási módszereken alapul [Pouzin és m. 78^ ]. A fenti 
struktúra kialakítási módszerek a jelenlegi technikai, tech­
nológiai szint következményei, igy az eddigiektől eltérő 
technológiák esetleg uj elveken felépülő architektúrák meg­
jelenését vonhatják maguk után.
Hierarchikus (réteges) szervezés
A számítógép-hálózatok területén manapság a leggyak­
rabban alkalmazott struktúra a réteges felépítés. Kialakí­
tásának alapja az, hogy két valamilyen protokoll szerint kom­
munikáló entitás felhasználható arra, hogy más entitások szá­
mára kommunikációs szolgáltatást nyújtson. Ilyen módon épül 
fel az 1.1 ábrán látható hierarchikus rendszer. A rendszer 
azonos szintjein lévő entitások a köztük értelmezett proto­
kollnak megfelelően cserélnek információt úgy, hogy az ala­
csonyabb szint kommunikációs szolgáltatásait veszik igénybe.
1.1 ábra Hierarchikus szervezés
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Kaszkád szervezés
Kaszkád felépítés esetén az entitások sorba rendezet­
tek úgy, hogy minden entitás csak a megelőző és az utána kö­
vetkező entitással kommunikálhat valamilyen protokoll szerint.
1.2 ábra Kaszkád struktúra 
Csillag struktúra
Történetileg a legkorábban kialakult struktúra a csil­
lag felépités, melyben az entitások csak a központi entitás­
sal illetve azon keresztül kommunikálhatnak.
1.3 ábra Csillag struktúra
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Háló struktúra
A háló struktúrában bármely két entitás kommunikálhat 
egymással valamilyen protokoll szerint.
1.4 ábra Háló struktúra
A számitógép-hálózatok réteges felépítésűek. A rétegek 
közötti kapcsolatot az interfészek biztosítják. Az azonos 
rétegekben elhelyezkedő entitások közötti kölcsönhatás sza­
bályait pedig protokollok Írják elő. Amennyiben rögzítjük 
az interfészek és protokollok szabályait, akkor az eltérő tí­
pusú és belső működésű rendszereket is hálózatba foglalhatjuk 
feltételezve persze, hogy megvalósítják az interfész és proto 
koll szabványokat.
A referencia architektúra (referencia modell) fogalmát 
azért vezették be, hogy egyszerűbb legyen az elosztott rend­
szer interfészeire és protokolljaira hivatkozni. A korábban 
kialakított rendszerek ugyanis az architekturális különbsé­
geken túl más-más terminológiát alkalmaztak, amely jelentő­
sen megnehezítette a különböző funkcionális részekre történő 
hivatkozást. A számitógép-hálózatok egységes referencia arc­
hitektúrájának kialakítása jelenleg is folytatódó nemzetközi 
szabványosítási munka. Az ISO-OSI [ISO 81a] szabványtervezet
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definiálja a Nyilt Rendszer Architektúrát, amely egy 7 szin­
tes hierarchikus rendszer (1.5 ábra). Azokat a rendszereket 
amelyeknek logikai képe megfelel e 7 szintes modellnek Nyilt 
rendszernek nevezi. A szabványtervezet az ilyen Nyilt Rend­
szerek egymás közötti kommunikációjával foglalkozik. A kö­
vetkezőkben áttekintjük az egyes rétegek funkcióit, de rész­
letes ismertetés helyett az irodalomra utalunk.








1.5 ábra Az ISO Nyilt Rendszer referencia architektúrája
Alkalmazói réteg (Application Layer)
A Nyilt Rendszer Architektúra legfelső rétege. A réteg 
entitásai között értelmezett protokollok a hálózat felhaszná­
lójának elosztott számitástechnikai szolgáltatásokat nyújta­
nak. Ilyen szolgáltatások lehetnek például a
- kommunikációs partnerek azonositása
- szolgáltatások minőségének megállapitása
- szinkronizálás a kooperáló partnerek között stb.
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A réteg lehetőséget teremt a rendszer működésének szabályo­
zására (system management) is.
Adatábrázolási réteg (Presentation Layer)
A réteg adat transzformációs (karakterkód és készlet 
konvertálás), adat formázási szolgáltatásokat nyújt az alkal­
mazói réteg entitásainak. Lehetőséget teremt a transzformá­
ciós szolgáltatások, adat formátumok kiválasztásának módosí­
tására is.
Kapcsolat felépítési réteg (Session Layer)
E réteg az adatábrázolási réteg kooperáló entitásai 
közötti kapcsolatok (session-connection), adatátviteli utak 
létrehozását, fenntartását és felbontását végzi. Feladata 
még ezen túl az adatátvitel szabályozása, szinkronizálása.
Transzport réteg (Transport Layer)
A transzport réteg egységes, transzparens adatátvite­
li szolgáltatást nyújt az alatta lévő rétegek támogatásával, 
de azok tulajdonságaitól függetlenül. Ellenőrzi a forrás és 
cél állomás közötti több csomóponton keresztüli adatforgalmat.
Hálózati réteg (Network Layer)
A transzport réteg entitásai üzeneteinek irányitását 
(pl. utképzés), két szomszédos csomópont közötti adatfolyam 
vezérlést, hibaellenőrzést végez.
Adatkapcsolati réteg (Data Link Layer)
Két vagy több szomszédos csomópont közötti adatkapcso­
lat létesítésének, fenntartásának és bontásának szabályait 
Írja elő, biztosítva a hibamentes adatáramlást.
Fizikai réteg (Physical Layer)
A réteg protokolljai előírják a kapcsolatok fizikai és
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elektromos jellemzőit.
Az elkövetkező fejezetekben számitógép-hálózati rend­
szerek alatt a Nyílt Rendszer Architektúrával jellemezhető 
rendszereket értünk. A 6. fejezetben ismertetett protokoll 
specifikációs nyelv jól alkalmazkodik a referencia modell a- 
lapvető struktúrájához, a réteges felépítéshez.
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2. IRODALMI ÁTTEKINTÉS
A fejezetben az számítógép-hálózati kommunikációs pro­
tokollok specifikálásával és verifikálásával foglalkozó főbb 
szakirodalmi közleményeket tekintjük át. A magyar nyelvű 
disszertációkban [Harangozó 78b],[Margitics 8l] részletesen 
elemzett módszereket csak vázlatosan mutatjuk be, figyelmün­
ket inkább a fenti értekezésekben nem szerepló eljárások fe­
lé fordítjuk. Terjedelmi okokból ugyancsak nem tudunk fog­
lalkozni azokkal a közleményekkel, amelyek bár nem specifi­
kációs és verifikációs módszereket tartalmaznak, de mégis 
jelentősen hozzájárultak e munka elkészítéséhez.
A legtermészetesebb protokoll definiálási "módszer” az 
élő nyelven történő protokoll leírás. A hivatalos protokoll 
definíciók legtöbbje még manapság is a természetes élő nyel­
vi leírást használja. A természetes nyelv legnagyobb előnye 
a könnyű használatban és megérthetőségban rejlik. Közismert 
azonban, hogy ez esetben nehéz kiküszöbölni a szöveg többér­
telműségeit, nehéz megállapítani azt, hogy a szöveg foglal- 
kozik-e elegendő részletességgel a protokoll különféle ré­
szeivel vagy sem. Ilyen leírási módszer esetén a fomális 
protokoll verifikáció csaknem lehetetlenné válik. A proto- 
kollról un. szövegelemzéssel kapott információk mennyisége 
és minősége ugyanis nem áll arányban a befektetett munkával 
és legtöbbször végeredményként kiderül az, hogy a természe­
tes nyelven leirt protokoll "definíció" nem teljes, sőt in- 
konzisztens .
Ezeken a problémákon (már viszonylag korán} úgy pró­
báltak segíteni, hogy a dokumentumok formáját (külalakját) 
szabályozták. Kialakultak az un. kötött szintaxissal ren­
delkező leírási módszerek, amelyekben a dokumentumok felé­
pítésére vonatkozó előírásokon túl erőteljesen korlátozták 
az alkalmazható nyelvtani szerkezetek, szavak (pl. kötő­
szavak) számát is. Ezek az ajánlások szemantikai megkötést
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még nem tettek. A következő lépés az un. formáknak aláve­
tett specifikációs módszerek megjelenése volt. Ezek közül 
legismertebb a különféle tipusu folyamatábrákat felhasználó 
leirási módszer csoport. A folyamatábrával történő leirás 
mindaddig nem jelentett előrelépést a kötött szintaxissal 
rendelkező leírásokhoz képest, ameddig meg nem jelentek a 
folyamatábra blokkjain belül használt mesterséges (.formális) 
nyelvi elemek. Ma már a folyamatábrát az áttekintést előse­
gítő grafikus segédeszköznek tekintjük csupán, amely meg­
könnyítheti a rövidebb szekvenciális programok vezérlésének 
végigkövetését, mig a párhuzamos programok folyamatábrákkal 
történő illusztrálása általában reménytelen feladat.
Az ismertetett protokoll specifikációs és verifikációs 
módszereket három fő csoportba, az állapotátmeneten alapuló, 
a programozási nyelven alapuló és az ezektől eltérő módsze­
rek csoportjába soroltuk. Az irodalomban hibrid módszerek 
néven nevezettek egy részét az állapotátmeneten alapuló, má­
sik részét (specifikációs nyelvek) a programozási nyelveken 
alapuló módszerek között tárgyaljuk.
2.1 Állapotátmeneten alapuló módszerek
2.1.1 Véges automaták
A véges automatát alkalmazó eljárások alkotják a leg­
korábban kialakult és mind a mai napig legnépszerűbb proto­
koll specifikációs módszereket. Elterjedtségüket egyszerű­
ségüknek, könnyű megérthetőségüknek köszönhetik. A véges 
automata matematikai szempontból egy halmaz hetes:
C Q , £  , Д , 8 qQ, qy )
ahol a
Q az állapotok véges halmaza
■2 input alfabeta





és mind a hét halmaz véges. A ^  és 4 halmazok azokat a ’je­
leket” tartalmazzák, amelyeket az automata a külvilág felöl 
kap illetve amelyeket a külvilág felé ad. A 8 kétváltozós 
állapotátmenet függvény leképezi az állapothalmaz és az in­
put jelek halmazának elemeiből álló párokat az állapothalmaz 
elemeire (S' : Q X X — ^Q). к kétváltozós kimenet függ­
vény pedig a bemeneti jel és az aktuális állapot segítségé­
vel előállítja a kimeneti jelet íy**- : Q X  X -- Ösz-
szefoglalva tehát az automata működését: kezdetben az auto­
mata a qQ£ Q kezdő állapotot állitja be, majd a beérkező 
input jel hatására állapotváltozás közben output jelet állit 
elő és ez mindaddig igy folytatódik, ameddig az automata nem 
ér valamely qy€ Q végállapotba, mely esetén a működés abba­
marad. A protokoll leirás szempontjából célszerű az a fel- 
tételezés, hogy un. inicializálással az automata bármely 
pillanatban a kezdő állapotba vihető. Ez a feltételezés 
egyet jelent azzal, hogy а 2E -ban van egy kitüntetett elem
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és a « *  ®lnit V Q X (o'. ., mit 0leképezések definiáltak Cinicializálás közben az automata 
nem ad ki output jelet).
A véges automaták a protokollok természetes absztrakt 
modelljének tekinthetők, a protokoll entitások tevékenysége- 
i, tevékenység sorozatai ugyanis külső események hatására 
generálódnak. Ilyen külső esemény lehet például valamilyen 
üzenet megérkezése, a felsőbb protokoll szint parancsa, eset 
leg belső időhatár túllépés (timeout) jelzése. A valóság 
ilyen eseményeiből absztrakcióval kaphatjuk meg a £  és 4  
input és output jelek véges halmazát. A protokollok véges 
automatával történő leirása a protokoll entitásoknak megfe­
lelő véges automaták (legtöbbször két automata) definiálásá­
ból áll, bár a protokoll működését egyetlen egy automata is 
jellemezheti. Utóbbi esetben bizonyos állapotszám elérése­
kor természetes módon felvetődik az automata dekompoziciójá- 
nak szükségessége, igy az előző megoldást (entitásonként 
egy-egy automata) adekvátabbnak tekinthetjük, amely jobban 
tükrözi az esetleg távoli entitások közötti kommunikáció 
lényeges vonásait. Az automata rendszerrel történő leírás­
nál meg kell oldani az automaták összekapcsolásának problé­
máját is.
Ezen alapgondolatok alapján nagy számú protokoll spe­
cifikációs módszert dolgoztak ki, amelyek egymástól legtöbb­
ször csak kevéssé térnek el.
A [Bochmann 78] közleményben a szerző a protokoll rend 
szer kommunikációs komponenseinek egy-egy véges automatát fe 
leltet meg, amelynek állapotátmeneteit elnevezi (típusokba 
sorolja). Az i-edik komponens s^ állapotából például az s^ 
állapotba a t tipusu állapotátmenet hatására kerül.
Bevezeti a komponensek közötti direkt csatolás (direct coup­
ling) fogalmát, amely nem más, mint a komponenseket jellemző
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véges automaták közötti kommunikáció (kapcsolatok) egy mecha­
nizmusa. Két komponens (i,j) közötti direkt csatolást un. 
direkt csatolt állapotátmenetek halmazával adja meg { t^ jjt^J 
ahol t. az i-edik komponens, mig t . a j-edik komponens vala-t)milyen állapotátmenete. A direkt csatolt állapotátmenetek 
csak párhuzamosan (szinkronban) hajthatók végre. A direkt 
csatolt állapotátmenetek realizálásának egyik módja az, ha az 
egyik automata output jele megegyezik a másik automata megfe­
lelő input jelével. Ez esetben az automaták közötti kommuni­
káció pufferelés nélkül megy végbe, hasonlóan a [Hoare 78] 
nyelvi javaslathoz. A kommunikációs protokollok modellezé­
séhez a réteges protokoll struktúrát (1*4 fejezet) tételezi 
fel. A vizsgált protokoll réteg alatti rétegek tulajdonsá­
gait a medium komponens (entitás) segítségével modellezi, 
amelynek leirására ugyanúgy mint a többi komponens esetén 
direkt csatolt véges automatát használ. A dolgozat foglal­
kozik a protokoll validáció különböző kérdéseivel is. A va- 
lidáció alapjának az elérhetőségi analizist tartja, mely se­
gítségével ki lehet mutatni a deadlock szituációkat, a pro­
tokoll ciklusokat. Vázlatosan értelmezi a liveness, az ön- 
szinkronizáció és stabilitás fogalmakat. Felveti a véges ál­
lapotú gépekkel történő megközelités alapproblémáját az un.
"állapotrobbanás" jelenségét, amely leggyakrabban abból adó­
dik, hogy például a sorszámozás miatt jelentősen megnövek­
szik a komponens állapotainak száma, amely megnehezíti, sőt 
sok esetben gyakorlatilag lehetetlenné teszi az elérhetősé­
gi analizis manuális végrehajtását. Bevezeti az üres medium 
(empty medium) absztrakciót, amely jelentősen csökkenti az 
állapotok számát, ugyanis csak azokat az állapotokat tekinti, 
amely esetén a medium üres. Ennek az absztrakciónak az alkal 
mazása különösen az olyan protokolloknál hasznos, amelyeknél 
egy adott pillanatban csak kis számú üzenet van utón. A vizs 
gált protokoll réteg globális (a felső szint szemszögéből ér­
telmezett) működésének leirására szolgáló egyetlen automata 
konstruálására a következő javaslatot teszi: a felső szint­
tel direkt csatolásban lévő állapotátmenetek felhasználásával
24
a protokoll szint globális működését leiró reguláris kifeje­
zést szerkeszti meg, majd felhasználja a reguláris kifejezé­
sek és a véges automaták ekvivalenciáját és előállitja a pro­
tokoll réteg felső szint számára nyújtott szolgáltatásait le­
iró automatát. CA későbbiekben ez a szolgáltatás és proto- 
specifikáció erőteljes szétválásához vezet.) Az elmondottak 
illusztrálására a Bitaltemáló illetve az X.25 Set-Up és 
Clearing eljárásainak specifikációját és elemzését mutatja 
be. A direkt csatolt véges automaták hierarchikus rendsze­
rével történő protokoll leirás szép példája az [ASZH 8l], 
amely az Akadémiai Számitógép Hálózat referencia modelljét 
tartalmazza. Az automaták input és output jelei (primiti- 
vek ) paraméterekkel kiegészítettek.
Mindkét előbb emlitett közlemény a véges automaták meg­
adására az állapotdiagramot használta, amely a véges automa­
ta grafikus reprezentánsa. Kis állapotszámig az állapot- 
diagram megkönnyíti az áttekintést, de nagyobb állapot és 
állapotátmenet szám esetén az ábra menthetetlenül zavaros, 
áttekinthetetlen lesz.
2.1.2 A "duologue" és a "perturbációs" módszer
Az IBM zürichi laboratóriumában kutatásokat folytattak 
a protokoll validáció automatizálásának irányában. Az ered­
ményeket 1977 óta megjelenő cikkek formájában tették közzé. 
Zafiropuló kidolgozta a protokoll verifikáció "duologue” el­
méletét, amely az ugyancsak általa kidolgozott formális pro­
tokoll leirási módszerre épül. West módosította a "duologue" 
elméletet, kiküszöbölte az eredeti megfogalmazás néhány hiá­
nyosságát és a "fázis diagram" fogalmának bevezetésével, az 
"állapot parturbációs" protokoll verifikáló módszer kidolgo­
zásával megteremtette a protokoll validáció automatikus vég­
rehajtásának lehetőségét. A következőkben ezeket a módsze­
reket mutatjuk be.
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Zafiropuló [Zafiropuló 78] a protokollokat irányított 
gráf párokkal Írja le. Az irányított gráf lényegében a pro­
tokoll entitásokat véges automatával leíró módszer állapot­
gráf reprezentánsával ekvivalens.
A process В process
2.1 ábra Protokoll reprezentáció irányított gráffal
A 2.1 ábrán egy egyszeri! példán illusztráljuk a mód­
szert. A gráf párok irányított éleit az állapotátmenetek so 
rán küldött és fogadott eseményeket jelző előjeles számok 
címkézik. A pozitív előjel az esemény fogadását, a negativ 
pedig a küldését jelenti. Kezdetben mindkét process enti­
tás a "0"-val jelölt (disconnect; állapotban van. A kapcso 
lat felvételét bármelyik process a 2-es esemény elküldésével 
kezdeményezheti. A kapcsolat felvételekor az entitások az 
”1" állapotba kerülnek. A bontást csak а В process indít­
hatja el. Ezen megközelítés és korábban bemutatott véges 
automatákat alkalmazó megközelítés közötti látszólagos kü­
lönbség abban rejlik, hogy esetünkben egy állapotátmenet 
során csak egyetlen egy esemény küldése vagy fogadása tör­
ténhet meg, mig a véges automatánál minden állapotátmenetet 
külső esemény idéz elő. A két leírás közötti szigorú ekvi-
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valencia belátható, ha a véges automata 2L input és A out­
put jeleinek halmazában az £ (epszilon) üres jel meglétét 
feltételezzük. A szerző bevezeti a "-"-sal jelölt speciá­
lis esemény (nonevent) fogalmát, amivel harmadik processtől 
származó interakciókat modellez. A rendszer működés leírá­
sára az irányított gráfokban értelmezett ut párokat (uni- 
logues) használja. Az ut (unilogue) az adott process kez­
dő állapotából kiinduló és ugyanoda visszatérő irányított 
él sorozat, amelyet az érintett élek cimke sorozatával jelle­
mez. Például a 2.1 ábra rendszerének útjait az 
A-^  = (—2, +3^ A2 ~   ^+2, +3^
B1 = ( + 2, -3> B2 = C -2, -3)
kifejezések adják meg. Az A és В process összes útjait az
S. és S„ halmazok tartalmazzák, amelyek meghatározására A aa szerző az állapotátmenet mátrix szorzáson alapuló algorit­
must dolgozott ki.
SA = 1 A]_» A2} = í ^
A "duologue" két unilogue párosításából áll, ahol az egyik 
unilogue az egyik, a másik unilogue a másik process egy 
unilogue-ja. С [a ., В • ] > Az összes lehetséges duologue-t 
az SA X S-ц halmaz adja meg. Példaképpen a fenti esetben
[Al* Bi] [Ai* B2 -1
[A2 » ] L-^ 2 ’ ®2 ^  -
a duologue mátrix. A mátrixra (annak minden duologue elemé­
re ) alkalmazva a VAL függvényt megállapítható a protokoll 
helytelen viselkedése. A VAL függvény +1 értékű, ha a duologue 
helyes, 0 értékű, ha a duologue nem fordulhat elő és -1, ha 
hibás. A duologue helyességét az alábbi feltételek teljesü­
lésétől teszi függővé:
- minden az egyik unilogue által kibocsájtott jelet 
(eseményt) a másik unilogue-nak fogadni kell,
- minden az egyik unilogue által fogadott eseményt 
meg kell hogy előzzön az esemény másik unilogue 
által történő kibocsájtása,
- két ütköző (szimultán) esemény kibocsájtásakor a fo­
gadónak nem szabad az események beérkezési sorrend­
SA X SB ■
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jét előre feltételezni.
Például VAL [Ax, ] = -1, mert nem teljesül az utolsó fel­
tétel. A VAL függvény konkrét kialakítására vonatkozó elem­
zést a [Zafiropuló 78] dolgozat szintén tartalmazza.
VAL LsÄX  SB ] = 1 -1
0 1
A protokollok ezen megközelitése az entitások közötti 
kommunikációs csatornát ideálisnak tételezi fel. Az átvite­
li hibák modellezése a gráfokban pótlólagos események felvé­
telét követeli meg. Az átviteli hibák pótlólagosan felvett 
processel történő modellezésére West tett javallatot [Zafi- 
ropuló és m. 80].
West "fázis diagram" megközelítésének alapja a duologue 
elmélet [West 78]. A fázis diagram sorai és oszlopai az 
egyik illetve a másik process állapotait reprezentálják.
ut
+2 -3
1 2  3
1 о о о
-2
A^ ut 2 ó---------- «к>---------- *-<>
+ 3
3 о о о
2.2 ábra Az [a ,^ ] duologue-nak megfelelő fázis
diagram
Az állapotátmeneteket függőleges és vízszintes nyilak jelzik, 
a processeknek megfelelően. Az ábrán a nyilak alapján fel­
deríthető az összes lehetséges duologue és elemezhető a ko­
rábban megadott szempontok szerint. A fázis diagram mód­
szer számitógépes megvalósitása segítségével az X.21 ajánlás 
validációját végezték el [Rudin és m. 78], amely körülbelül 
2400 duologue analizálását igényelte.
Az "állapot-perturbációs" módszert West alkotta meg 
[Rudin és m. 78]. Kiküszöbölte a Zafiropuló elmélet alap­
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vető hiányosságait. A Zafiropuló féle megközelitésben 
ugyanis a processeknek minden esetben vissza kellett térni­
ük a kezdeti állapotba és a módszer csak két kommunikáló 
processt tudott vizsgálni. Az általánosított elmélet véges 
sok processre terjesztette ki hatókörét és nem követelte 
meg a processek kezdeti állapotba történő visszajutását 
(explicit végállapottal rendelkező processek is elemezhe- 
tőkké váltak). A módszer a processek leirására a Zafiro­
puló féle irányított gráfokat használja. Feltételezi, hogy 
bármely két process között két egymással ellentétes irány­
ban üzemelő kommunikációs csatorna van, amelyeken keresztül 
történik a jelek (események) küldése és fogadása. A teljes 
protokoll rendszer (n processből álló halmaz) globális álla­
potát egy nxn-es mátrixszal adja meg. A mátrix főátlójá­
ban a processek állapotai, mig a többi helyen az adatátvi­
teli csatornák állapotai (tartalma) állnak. A rendszer kez­
deti állapotát a komponensek állapotátmenetei megváltoztat­
ják, úgymond "perturbálják". Egy process által kiadott jel 
először a megfelelő adatátviteli csatornába kerül (megvál­
toztatva annak állapotát), majd a fogadó process egy álla­
potátmenete révén "kiveszi” a cstornából a hozzá érkezett 
jelet. A rendszer globális állapotainak feltérképezésével 
felderithetők a protokoll ciklusok, deadlock szituációk, 
meghatározhatók a feltételezett csatorna kapacitások túllé­
pései. Az adatátviteli csatornák nem ideális voltát pótló­
lagos állaptátmenetek vagy pótlólagos processek bevezetésé­
vel modellezi. A szerzők beszámolnak arról, hogy az álla- 
pot-perturbációs módszert megvalósító APL program két nagy­
ságrenddel (?) gyorsabb mint a fázis diagrammos megközeli- 
tés.
A protokoll validáció algebrai technikát használó 
duologue mátrix analizis módszere lényegében, mig a pertur­
bációé módszer teljes egészében megegyezik a véges automa­
táknál emlitett állapotelérhetőségi analízissel, annak ezen 
formalizmus keretében megvalósuló egy-egy reprezentánsainak
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tekinthetők. A módszer ott elmondott előnyei és korlátái 
ezen módszerek esetén is érvényesek.
A [Zafiropuló és m. 80J cikk az automatikus, félauto­
matikus protokoll analizáló és szintetizáló eszközök megva- 
lósitási lehetőségeivel foglalkozik. Beszámol a korábban 
már emlitett zürichi laboratóriumban folyó kutatások újabb 
eredményeiről, arról a szerzők ismerete szerint akkoriban 
egyedülálló rendszerről, amely számitógépes támogatással lo­
gikailag helyes protokollok szintézisét könnyiti meg. A dől 
gozat első része a protokollok létrehozása közben elkövetett 
tipikus tervezési hibákat sorolja fel. Értelmezi az állapot 
deadlock, a "nem specifikált fogadás (unspecified reception) 
a végrehajthatatlan interakciók, a stabil állapotpár és az 
"állapot kétértelműség" (state ambiguities) fogalmakat. A- 
lapvető protokoll analizáló technikaként a perturbációé mód­
szert mutatja be. Egy egyszerű protokoll példáján illuszt­
rálja azt, hogy a perturbációs módszer alkalmas a tipikus 
tervezési hibák kimutatására. Az állapot deadlock kimutatá­
sa egyet jelent az elérhetőségi fán olyan globális állapot 
megkeresésével, amely esetben a médiumok (adatátviteli csa­
tornák) üresek és a kommunikációs komponensek (processek) 
nem tudják megváltoztatni állapotukat. A nem specifikált 
fogadás olyan deadlock helyzet, amelyben a médiumok közül 
legalább egy nem üres. A deadlock szituációk ilyen osztá­
lyozását a deadlock helyzetek megszüntetésének különböző 
módja indokolhatja. A hiányos specifikáció pótlólagos ál­
lapotátmenet segítségével feloldható, mig az állapot dead­
lock megszüntetése bonyolultabb feladat lehet. Az automa­
tikus verifikációs rendszerrel nyert tapasztalatok vezettek 
az automatikus protokoll szintézis probléma körének beha­
tóbb vizsgálatához. A szerzők az adott formalizmus (proto­
koll leirási módszer) keretében olyan szabályok (production 
rules) kidolgozását kísérelték meg, amelyek betartása a ko­
rábban emlitett tervezési hibáktól mentes protokollok lét­
rehozását tesz lehetővé. A szabályok részletes ismerteté­
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sere terjedelmi okokból nem vállalkozhatunk, igy az iroda­
lomra utalunk. A dolgozat függeléke a szabályok szükséges­
ségének és elégségességének bizonyítását tartalmazza. A 
protokoll szintézis ezen megközelítésének alapvető korlátja 
az, hogy a szabályokat csak két entitásból (processből) ál­
ló rendszerre dolgozták ki, olyanra amelyben az entitások 
közötti kommunikációs csatornák FIFO (first in - first out) 
jellegűek.
A [Zafiropuló és m. 80] dolgozatban közölt szabályok 
n processre és nem szükségképpen FIFO csatornákra történő 
általánosítását Sidhu adta meg a [sidhu 82] dolgozatában.
2.1.3 Párbeszéd elmélet cTheory of colloquies)
A párbeszéd elméletet Le Moli publikálta korai cikké­
ben [ Le Moli 73]. Az elmélet két partner (un. interlocutor) 
közötti interakciók leírására alkalmas. Az interlocutorok 
kötött struktúrájú absztrakt véges állapotú gépek. A 2.3 
ábra bemutatja a két interlocutor input és output jeleit, 
összekapcsolásukat.
Az interlocutor bemenő jeleit a
másik partner üzenetei,
^  az interlocutor felhasználójának parancsa,
31
X a másik partner felé továbbítandó szöveg 
jelek alkotják, mig az output jelek: 
m üzenetek a partner felé,
t a partnertől kapott szöveg,
c az interlocutor felhasználója felé küldött pa­
rancsok.
Az interlocutor belső működését, struktúráját a [Harangozó 
78b],[Margitics 8l] disszertációk részletesen elemzik ma­
gyar nyelven, igy bemutatásuktól eltekintünk.
Az [Alfonzetti és m. 79 ] dolgozat a párbeszéd elméle­
tet használja az X.25 ajánlás DTE csomag szint formális le­
írására. A szerzők beszámolnak arról, hogy a protokoll for­
mális megfogalmazása (minden verifikációs eljárás nélkül is) 
néhány kétértelműség felfedezéséhez vezetett, mert rákény- 
szeritette őket a teljes rendszer legappróbb részleteinek 
áttekintésére.
Le Moli gondolatát a [Danthine és m. 78J dolgozatban 
Danthine és Bremer fejlesztette tovább. Módszerüket end-to- 
end transzport protokollok leírására használták. A közle­
ményben először az end-to-end transzport protokollok általá­
nos vonásait és az általuk nyújtott kommunikációs szolgálta­
tások leirását találjuk. A szerzők a transzport rétegtől 
két alap szolgáltatást várnak el, a réteg felhasználói pro- 
cessei közötti virtuális linkek létrehozását, megszüntetését 
és a létrehozott kapcsolaton keresztüli biztonságos adat­
transzfert. Modellükben egy virtuális link két végén egy- 
egy link-gép (link-machine, az interlocutor továbbfejlesz­
tett változata) helyezkedik el. Feltételezik, hogy a réteg 
képes dinamikusan létrehozni és üzemeltetni az ilyen link 
gépétet abban az esetben, ha több virtuális link kialakítá­
sára van szükség. A link gép jelei a 2.4 ábrán láthatók.
Az input jelek:




me Од (message envelopes) 
c e O g (response blocks)
c m _
A link gép jelei
Mint ahogy az a 2.4 ábráról leolvasható, a link gép Le Moli 
interlocutorának egyszerüsitett változata. A szerzők a link 
gép matematikai leirására a 2.1.1 fejezetben már ismertetett 
véges automatát használják. A jelölésbeli eltérések miatt 
a következőkben a [üanthine és m. 78] cikkben közölt jelölé­
seket alkalmazzuk. Az 
(X, I, 0, N, m ;
automata I (input) és 0 (output) jeleinek halmazát az I=Ie U 1^ 
és 0=0е1/0д adják. Az N az átmenet, mig az M a kimenet 
függvény. A link gépet leiró véges automata dekompoziciójá- 
val két gépet, az un. alap automatát (basic automaton) és az 
un. kontext automatát definiálták.
2.5 ábra A kontext és alap automaták együttműködése (vázlat)
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X^ az alap automata, X2 a kontext automata állapotainak hal­
maza. A 2.5 ábra a rendszer működésének vázlatát tartalmaz­
za. Az input hatására megváltozik a kontext automata álla­
pota cX2> a basic automata X^ állapotától függően, majd má­
sodik lépésként az alap automata állapota változik és meg­
történik az output jel létrehozása, amely függ a kontext au­
tomata állapotától is. A dolgozat második része protokoll 
verifikációs kérdésekkel foglalkozik. Definiálja a deadlock 
fogalmát és az elérhetőségi analízissel ekvivalens módszert 
közöl felfedezésükre. Megemliti, hogy a kontext automata 
helyesség ellenőrzése külön módszert igényel.
A párbeszéd elmélet tovább fejlesztésére Le Moli is 
kísérletet tett. Az általa kidolgozott un. "második párbe­
széd elmélet" (Second Theory of Colloquies) az [Alfonzetti 
és m. 80] dolgozatban az X.25 3. szint megfogalmazását szol­
gálta. A második párbeszéd elmélet interlocutorának belső 
felépítését a 2.6 ábrán tüntettük fel. Ezen interlocutor 
a korábbihoz képest kevesebb input és output jellel rendel­
kezik.
2.6 ábra Az interlocutor belső struktúrája
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Az input jelek:
üzenetek a másik interlocutortól,
^  parancsok az interlocutor felhasználójától.
Az output jelek:
m üzenetek a másik interlocutor felé,
c parancsok az interlocutor felhasználójának.
Az üzenetek és parancsok két részből állnak, a szövegrész­
ből (text) és a borítékból (envelope). A szövegrészt az 
interlocutor változatlanul továbbítja. A boriték operációs 
kódra és egyéb paraméterre tagolódik. Az interlocutor a bo­
rítékokban kapott információk alapján állapotátmeneteket 
hajt végre és előállítja az output jeleket. A Q magasabb 
szint felé mutatott interfész a HCR (Higher level Command 
Receiver) parancs fogadó részből, a Q egységből és a HCG 
(Higher level Command Generator) parancs generátorból áll.
A HCR az parancsot szétválasztja a T szöveg és /5 bo­
riték részre. A Q a /3 alapján előállitja a c kimeneti 
jel b boriték részét, majd a HCG a b boriték és t szö­
veg felhasználásával a c kimenő parancsot generálja. A 
P protokoll egység a két interlocutor közötti üzenetcserét 
szabályozza. A MIU (Message Input Unit) üzenetet fogadó 
egység 6 boriték és t szöveg részre tagolja a bejövő üze­
netet. A MOU ([Message Output Unit) a P által generált e 
boritékot és X  szöveget m üzenetté formálva elküldi a má­
sik interlocutor felé. Az S belső állaptváltozókhoz mind 
a Q, mind a P egység hozzáférhet. A P, Q egységek 
belső felépítését tüntettük fel a 2.7 ábrán. A P és Q 
egységek külön kezelik a borítékok operációs kódját és az 
egyéb paramétereket. Az ICC (Input Command Context) és az 
IMC (Input Message Context) összehasonlítja a bejövő borí­
tékok paramétereit az állapotváltozók egy részével az un. 
kontext változókkal, és esetleg megváltoztatják azok érté­
két. Az X és Y egységek az állapotváltozók másik részét 
képező un. fő bináris állapotváltozók értékét módosítják. Az 
OCC (Output Command Context) és az OMC (Output Message
Context) a b  és e operációs kódokat kiegészítve a megfele-c c
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15 Ъ és e paraméterekkel, а Ъ és e kimeneti borítékokat P Pgenerálják. Az egységek közötti szinkronizációt szigorú*-- 
Citt nem tárgyalta szabályok biztosítják.
2.7 ábra A és Q egységek
A belső egységek leírására különféle matematikai modelleket 
lehet felhasználni. Az [ Alfonzetti és m. 80 ] dolgozatban 
például az ICC, IMC, OCC, OMC-t ALGOL szerű magasszintü prog­
ramozási nyelvvel, mig a P, Q, G, H, X, Y egységeket pedig 
logikai mátrixokkal definiálták. A szerzők a dolgozatban 
kifejtik, hogy a második párbeszéd elmélet segítségével egy­
szerűbb, áttekinthetőbb leirását kapták az X.25 3. szintjé­
nek, mint az első elméletet felhasználó [Alfonzetti és m. 79] 
dolgozatban. Mindez az uj interlocutor erősen moduláris 
felépítésének köszönhető.
2.1.4 Gráf modellek
A kommunikációs protokollok leírására gyakran használ-
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nak gráf modelleket. A gráf formalizmusok legnagyobb elő­
nye (és egyben alapvető korlátja; az, hogy a rendszer mű­
ködéséről grafikus képet nyújtanak. Kis vagy közepes bo­
nyolultságú probléma (pl. protokoll) gráfja kis méretű, 
könnyen áttekinthető és igy jelentős segítséget tud nyújtani 
a belső működés megértésénél. Nagy méreteknél azonban a 
gráf menthetetlenül elveszti ezeket a jó tulajdonságait. Ez 
esetben külön technikákra, strukturálási módszerekre van 
szükség a megfelelő áttekinthetőség fenntartásához. A gráf 
modellek másik fontos előnye az, hogy "természetes" forma­
lizmust kinálnak a párhuzamosságok leírására.
Legkorábban a Petri és UCLA gráfokat használták ezen 
a területen. Mivel a két modell szigorú ekvivalenciáját 
később bebizonyították (Postel), ezért a következőkben csak 
a Petri gráfokkal fogunk foglalkozni. A Petri gráf gráfpon­
tokból, un. helyekből (places), átmenetekből (transitions) 
és irányított élekből áll. A 2.8 ábrán egy kis gráfrészle­
tet tüntettünk fel, a helyeket körökkel, az átmeneteket vo­
nalkával jelölve.
2.8 ábra Petri háló részlet (erőforrás)
A gráf helyeit feltételeknek, az átmeneteket eseményeknek 
megfeleltetve a párhuzamos rendszerek természetes modelljét 
kapjuk. A Petri hálóban bárcák (tokens) mozognak. Ha egy 
gráfpontban megjelenik egy bárca, akkor az, az illető hely­
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hez rendelt feltétel teljesülését jelenti. A bárcák Petri 
hálóban történő mozgása szigorú szabályokhoz van kötve. Egy 
bárca egy átmeneten keresztül csak akkor haladhat át, ha az 
átmenet minden input helyén (azaz azokon a helyeken, amely­
ből irányított él vezet az átmenethez) van bárca. Az átha­
ladást az átmenet tüzelésének (firing) nevezik. Tüzeléskor 
az átmenet input helyeiről egy-egy bárca átkerül az output 
helyekre, eggyel megnövelve az ott lévő bárcák számát. (Meg­
jegyezzük, hogy Petri eredeti konstrukciójában egy helyen 
egy időben csak egy bárca helyezkedhetett el.) A modell fen­
ti általánositását (több bárca egy helyen) csak később vé­
gezték el.
A Petri hálót sokféleképpen használhatjuk protokollok 
leírására. Például ha a Petri háló helyeit a kommunikáló 
protokoll entitások (állomások) állapotainak feleltetjük 
meg, akkor a bárcák ilyen helyen történő megjelenése azt 
jelzi, hogy az adott entitás az adott állapotban van. A he­
lyek csomag típusokat is jelölhetnek, mely esetben a bárcák 
az adott tipusu csomagok számát jelentik. Ilyen módon a 
helyek a kommunikációs médiumok modellezésére is alkalmasak. 
A 2.9 ábra egy egyszerű protokoll Petri hálóját tartalmazza. 
A háló jobb és bal oldalán a protokoll entitásoknak megfele­
lő, mig középen a médiumot reprezentáló helyek találhatók.
A bárcák kezdeti eloszlását szintén feltüntettük.
A Petri háló nem grafikus reprezentánsát az 
1-1,1, 0-^, Og '"1 ’JL2* --*n 'm
formájú átmenet szabályok táblázatos felsorolásával kaphat­
juk meg. Az 1^ (i = l..n> az input helyeket, az 0^ (j = l..m) 
pedig az output helyeket jelöli. Az átmeneti szabály egy 
átmenethez tartozó input és output helyeket rendeli egymás­
hoz.
A Petri hálót használó protokoll leirási mód lehetősé­
get nyújt bizonyos verifikációs módszerek alkalmazására. A 
verifikációs lehetőség a Token Machine fogalmára épül. A
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2.9 ábra Egyszerű protokoll Petri hálója
A Petri háló állapotát a bárcák eloszlása határozza meg. A 
Token Machine egy olyan gráf, amelynek pontjai a Petri háló 
állapotait reprezentálják. Irányított élei segítségével 
végigkövethető a rendszer globális működése. A Token Machine 
tehát az elérhetőségi gráf fogalmához hasonló; alapvetően a 
deadlock szituációk felderítését könnyiti meg.
A Petri háló korábban már emlitett hátránya a korlá­
tozott leiróképességben és a gráfpontok gyors "szaporodásá­
ban* rejlik Chasonlóan az egyszerű véges automatás leirási 
módhoz). Merlin a Time Petri Net fogalmának bevezetésével 
próbálta gazdagítani az egyszarü Petri háló leiró képességét 
[Merlin 76a], [Merlin és m. 76b]. A Petri háló átmenetének
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tüzelése a korábban emlitett tüzelési feltétel bekövetkezte 
után bármikor megtörténhet. A Time Petri Net-ben az átme­
nethez két idő adat van hozzárendelve. Az átmenet a tüzelé­
si feltétele teljesülése után legkorábban tmin idő múlva tü­
zelhet, de a tüzelés legfeljebb tma;5C idő alatt biztosan vég­
bemegy.
A Petri gráfoknak számos egyéb továbbfejlesztett vál­
tozata létezik. CE-gráf, makro-gráf, numerikus Petri háló 
stb.) Ezen gráfok kommunikációs protokollok leirására tör­
ténő felhasználását a [Margitics 81] tanulmány részletesen 
elemzi, ezért bemutatásuktól eltekintünk, helyette a fenti 
munkára utalunk
Az UCLA gráfok továbbfejlesztésének tekinthető az 
UCLA-n kidolgozott GMB (Graph Modell of Behavior> [Razouk 
és m. 80], [van-Mierop 79]. A SARA (System Architects’ 
Apprentice) általános célú számitógéppel támogatott terve­
ző rendszer segítséget nyújt a GMB formalizmusban megfogal­
mazott rendszerek (pl. kommunikációs protokollok) elemzésé­
hez. A SARA egy ilyen felhasználásáról számol be a [Razouk 
és m. 80] közlemény az X.21 ajánlás kapcsán. A következők­
ben röviden bemutatjuk a GMB-t. A GMB a protokollokat (rend­
szereket) három szempontból modellezi; a vezérlés, az adat­
áramlás és interpretáció szempontjából.
A "vezérlés folyam" (control flow) modellezésére a 
"vezérlés gráfot" (Control Graph) használja, amely lényegé­
ben egy UCLA gráf. A gráf csomópontjai az eseményeket 
(számítási lépéseket), mig az irányított élek a köztük lé­
vő precedencia relációkat modellezik. A gráfbai a Petri há­
lóhoz hasonlóan bárcák jelzik a vezérlés aktuális állapotát.
A gráf csomópontjaiba befutó élek között logikai operációk 
(AND (X) ; 0R (+) ) értelmezhetők, amelyek (itt nem részle­
tezhető módon)befolyásolják a bárcák mozgását.
A GMB második része a rendszer adat folyamát (data 
flow) modellezi az un. adat gráffal (Data Graph), az input­
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tói a feldolgozáson keresztül az outputig. Az adat gráf 
adat halmazokból (négyszög), vezérelt (hatszög) és nem ve­
zérelt (.háromszög) processzorokból (számítási pontokból) 
és irányított élekből áll. A processzorok az adat halmazo­
kon végeznek számítási műveleteket. A vezérelt (controlled) 
processzorok működésűket csak akkor kezdik meg, ha a hozzá­
juk rendelt vezérlés gráf pontban megjelenik egy bárca. A 
működés befejezésével a vezérlés gráfban a szóban forgó bár­
ca tovább haladhat. A nem vezérelt processzorok aktivizálá­
sa független a vezérlés gráftól,(az inputjaik megváltozása 
aktivizálja őket). Az irányított élek a processzorok és 
adat halmazok közötti adatáramlás irányát mutatják.
A GMB interpretációs részében az adathalmazok szin­
taxisának és a processzorok végezte eljárások megadása tör­
ténik valamilyen magasszintü nyelven (pl. PL/1).
2.10 ábra Egyszerű rendszer GMB megfogalmazása
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A GMB illusztrálásaként a 2.10 ábrán egy egyszerű 
rendszer vezérlés és adat gráfját mutatjuk be. Az inter­
pretációs részben input és output utasitásokat, értékadást 
és a vezérlésre vonatkozó speciális utasitásokat tartalma­
zó programrészt tüntettünk fel.
A GMB modell vizsgálatára a SARA egy automatikus ve­
zérlés folyam analizátort (control flow analyzer) bocsájt a 
felhasználók rendelkezésére [Razouk és m. 80]. A vezérlés 
folyam analizátor állapot összevonásokat végez és lehetősé­
get teremt az elérhetőségi analizis végrehajtására igen 
fejlett szoftver támogatás keretében.
2.1.5 Bochmann hibrid modellje
Bochmann és Gecsei a [Bochmann és m. 77a] dolgozatban 
kidolgozták a protokoll specifikáció egyesitett módszerét 
(unified method). Akkoriban már erősen érezhetővé vált, 
hogy a protokoll specifikációs módszerek két fő irányba fej­
lődnek. Az egyik irányt az állapotátmenetet felhasználó, 
mig a másik irányt a programozási nyelven alapuló módszerek 
(2.2 fejezet) képviselik. A szerzők felismerték, hogy a két 
féle megközelités a protokollok más-más tulajdonságainak 
formalizálását könnyiti meg. Programozási nyelv segítségé­
vel könnyen kifejezhetők azok a protokoll vonások, amelyek 
nagy számú állapotátmenet felvételét igényelnék az állapot­
átmenet leirás keretében (pl. sorszámozás), mig a vezérlés 
áttekinthető megfogalmazását a programozási nyelvekkel szem­
ben inkább az állapotátmenet módszer támogatja. A két for­
malizmus tehát előnyösen kiegészíthetné egymást. Verifiká- 
ciós szempontból azonban a két megközelités jelentősen el­
tér egymástól. A korábban már tárgyalt állapotátmenetet fel- 
teBználó specifikációs módszerek esetén az elérhetőségi vizs­
gálat az alapvető verifikációs lehetőség, mig a programozá­
si nyelvek program helyesség bizonyító eljárásokat igényel­
nek.
42
A dolgozatban leirt hibrid (egyesitett) módszer a 
[Keller 76] javaslatra épül. Keller a Petri háló (2.1.4 
fejezet) változókkal történő kiegészítését javasolta a pa- 
ralell programok formális leírására. A Petri háló minden 
átmenetéhez egy a változóktól függő engedélyező predikátu­
mot (enabling predicate) és egy akciót (action) rendelt.
Az akció a változón végzett műveleteket irta le. A rendszer 
állapotát a Petri háló különböző helyein lévő bárcák (token) 
és a változók értékei alkották. A modell működése a követ­
kező volt: a rendszer egy átmenete akkor vált végrehajtha­
tóvá (enabled), ha teljesült a Petri háló már megismert 
tüzelési feltétele (minden input gráfpontban van bárca) és 
a hozzá tartozó engedélyező predikátum értéke igaz volt. Az 
átmenet során a bárcák a Petri háló szabályainak megfelelő­
en mozogtak és az átmenethez rendelt akció végrehajtódott.
Bochmann és Gecsei a Keller modellt az elosztott rend­
szerek leirására tették alkalmassá. A Keller modellben bár­
mely akció bármely változó értékét megváltoztathatta és bár­
melyik változó szerepelhetett akármelyik engedélyező predi­
kátumban. Az elosztott rendszerek egymástól esetleg nagy 
távolságban elhelyezkedő kommunikáló alrendszerekből állnak. 
Az ilyen rendszerek leírásánál egészen természetes módon ve­
tődik fel az az igény, hogy egy alrendszer (lokális)változó­
ját csak az adott alrendszer (lokális) átmenete változtat­
hassa meg. A szerzők tehát kiegészítették a Keller modellt 
az egymással kommunikáló alrendszerek fogalmával. Felfogá­
suk szerint az S rendszer S-, , S0, ... S„ alrendszerekből áll. 
Az alrendszer lokális változóinak halmazát az X^ alkotja. 
Az alrendszer (lokális) predikátumai és akciói ezen X. 
halmazon értelmezettek. Az alrendszerek közötti kommuniká­
ció leirására bevezették a paraméterezett "távolról kezdemé­
nyezett műveletet" (distantly initiated action). Ezen műve­
let a közönséges akciókhoz hasonlóan a lokális változók érté­
két módositja, de végrehajtása nem átmenethez kötött. A 
végrehajtás egy távoli alrendszer kezdeményezése (initiate
43
utasítás kiadása) után véges időn belül megtörténik. Egy 
adott alrendszer "távolról kezdeményezett műveletei" kölcsö­
nös kizárásban futnak. Az alrendszerek közötti kommunikáció 
formája az üzenet csere, amely a "távolról kezdeményezett 
művelet" paraméterein keresztül materializálódik. Az üzenet 
küldés a "távolról kezdeményezett művelet" inicializálásának, 
mig az üzenet fogadás a művelet végrehajtásának felel meg.
Az inicializáló utasitás
initiate (name, p-^ , p2> ... Pn ) 
alakú, ahol a name a "távolról kezdeményezett művelet" neve, 
a p^ (i = l..n) a paraméterek. A szerzők a változó deklará­
ciókat, a predikátumokat, az akciókat PASCAL-hoz [wirth és 
m. 74 ] hasonló nyelven fogalmazták meg, a Petri hálót a bár- 
cákkal grafikusan ábrázolták C2.ll ábra).
(VY átmenet eng.predikátum művelet
New true new(data); seq:=seq+l(mod2);





D E ack=errorw  / Л T tout=trueC j ' ( Clock true time:=time-1;
Clock
if time=0 then 
tout:=true;
Változók távolról kezdeményezett művelet
seq; (0,1) transA(p: (0,1))
ack: (0,1, error,none) case transmission of
data: correct: ack :=p;
tout: boolean erroneous: ack:=error;
time: integer loss:;
2.11 ábra A Bitalternáló protokoll hibrid modellje
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Ezen formális modell keretében egy adott pillanatban 
a rendszer állapotát a bárcák eloszlása, a változók értékei 
és az inicializált, de még nem végrehajtott "távolról kezde­
ményezett műveletek" képezik. A rendszer állapot definiálá­
sára verifikációs célból került sor. A dolgozatban kidolgo­
zott protokoll verifikációs módszer az állapotelérhetóségi 
analizisre épül. Az alrendszerek definíciója alapján felé­
pitik a működésre jellemző elérhetőségi gráfot, amely segít­
ségével kimutatják a deadlock helyzeteket és ciklusokat. A 
specifikáció parciális helyességének bizonyítását globális 
predikátumok igazolásával végzik. Teljes állapotnak (com­
plete state) nevezik az olyan állapotot, amelyből a globális 
predikátumok érvényessége következik. A protokoll teljes 
helyessége alatt a létező teljes állapot liveness tulajdon­
ságát (8. fejezet) értik, azt, hogy a teljes állapot véges 
időn belül 'ísorra kerül" a protokoll működése során. A hib­
rid specifikációs és verifikációs módszer illusztrálására 
a Bitalternáló protokoll leirását és helyesség ellenőrzését 
végezték el.
A [Bochmann és m. 77b] közlemény a hibrid specifiká­
ciós módszer HDLC protokollra történő alkalmazását tartal­
mazza, kiegészítve a formalizmust néhány uj gondolattal. A 
protokoll rendszert alkotó állomások (a korábbi cikkben al­
rendszerek) komponensekből épülnek fel. A komponensek prog­
ram változókból és állapotátmenet diagramból állnak^". Az 
állomások közötti kapcsolat (kommunikáció) megvalósitását 
a korábban már ismertetett "távolról kezdeményezett művelet" 
teszi lehetővé. A dolgozatban egy állomáson belüli kompo­
nensek között három féle kapcsolat tipust definiáltak.
A protokoll modell ilyen megváltoztatása valószinüleg an­
nak a következménye, hogy a bonyolultabb protokoll csak e- 
rősen moduláris megfogalmazásban áttekinthető; korábban az 
állomás (alrendszer) csak egy komponensből állt.
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A párhuzamosan független komponensek (paralell inde­
pendent component) állapotátmeneteiket egymástól függetle­
nül (paralell módon) végzik, melynek során a műveletek se­
gítségével értéket adnak a saját és esetleg más komponen­
sekkel közös un. osztott változóknak. A közös (osztott) 
változókhoz való hozzáférés a komponensenkénti kölcsönös 
kizárásban megy végbe, vagyis egy időben csak egy komponens 
változtathatja meg az osztott változó értéket.
Az X komponens hierarchikusan függ az Y komponenstől
(hierarchically dependent component), ha X csak akkor inici-2alizálódik , ha Y valamely meghatározott állapotba kerül és
3ha Y kikerül ebből az állapotból akkor X "passziválódik" .
Két komponens direkt csatolt (direct coupling), ha a 
két komponens állapotátmenetei között van legalább egy direkt 
csatolt állapotátmenet pár. A direkt csatolt átmenetek csak 
párhuzamosan (szimultán) hajthatók végre, ami azt jelenti, 
hogy az átmenet pár végrehajtása az átmenetek előfeltételei­
nek együttes teljesülése esetén lehetséges.
Az összefoglaló jellegű ^Bochmann 8o] cikk első része 
a [Bochmann és m. 77b] dolgozat hibrid protokoll leirási mód­
szerét mutatja be, példákon illusztrálva az elmondottakat.
A második rész a protokoll szolgáltatás specifikáció kapcsán 
felmerülő különféle kérdésekkel foglalkozik^ Megkülönbözte­
ti a kommunikációs szolgáltatás lokális és globális tulajdon­
ságait, bár maga is elismeri a szétválasztás kissé mester­
kélt voltát, ugyanis a globális tulajdonságok magukban fog­
lalják a lokálisakat is. A szolgáltatás lokális tulajdonsá-
A komponens inicializálása a komponens változók kezdeti ér­
tékeinek beállítását és a bárca kezdő helyzetbe hozását 
jelenti.
passziválódás a komponens működésének befejeződését jelent
^Korábban már beszéltünk a szolgáltatás specifikáció és a pro 
tököli specifikáció szétválásáról.
46
gai a szolgáltatást nyújtó entitás és a szolgáltatásokat 
igénybe vevő felhasználó (entitás) közötti interakciókat Jel­
lemzi, figyelmen kivül hagyva azt, hogy mi történik a kommu­
nikáció két végpontja között. A globális Jelző az un. end- 
to-end szolgáltatás tulajdonságokra vonatkozik.
A szolgáltatás specifikáció egyik legfontosabb része 
(lokális tulajdonság) a felhasználó és a rendszer közötti 
interfész leirása. Az interfész megadására a szerző beveze­
ti a "direkt csatolt interfész" (directly coupled interface) 
fogalmát, amely a felhasználói és a protokoll entitás közöt­
ti direkt csatolást Jelenti. A direkt csatolt állapotátme­
net párokat táblázatos felsorolással adja meg. Az interfész 
egyszerüsitésére absztrakciós lépéseket használ, amelynek 
alapja az információ rejtés elve. A felhasználói entitásnak 
ugyanis nem kell tudnia arról, hogy milyen a protokoll bel­
ső működése, felépítése. A direkt csatolt interfész átmene­
tek összevonásával a szolgáltatás primitivek (service primi­
tives) megalkothatok. A szolgáltatás primitivek kezdeménye­
zőjének Jelzésére a " f " és " J " Jeleket vezeti be. A " f " 
a szolgáltató entitás, a " | " a felhasználó kezdeményezte 
primitivek Jelzésére szolgál. A szolgáltatás primitivek vég­
rehajtása során az interakcióban lévő entitások közötti pót­
lólagos kommunikációt a szolgáltatás primitivekhez csatolt 
paraméter halmazzal oldja meg. A páráméterátadáskori infor­
máció áramlás irányának Jelzésére a "— ►" és "•*— " Jelölése­
ket alkalmazza. A szolgáltatás primitivek felfüggeszthetősé- 
ge (discontinuation of service primitives) a komponensek kö­
zötti hierarchikus kapcsolatok megnyilvánulása interfész 
szinten. A szerző foglalkozik az ilyen módon megadott in­
terfész implementációjának kérdésével is. Az implementáció 
során olyan problémákat is figyelembe kell venni mint példá­
ul az interfészt megvalósitó entitások közötti adatfolyam 
vezérlés (flow control) stb.. Megemlíti, hogy a szolgálta­
tást nyújtó és a felhasználó entitás közötti interfész imp­
lementációja sok esetben üzenet sorok segítségével történik
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(pl. [Böszörményi 8l]).
A kommunikációs szolgáltatás globális tulajdonságát a 
szolgáltatás primitivek végponti végrehajtási sorrendje ké­
pezi. Elosztott rendszerekben az események sorrendjének 
megállapitása nem triviális feladat. A szerző globális, 
abszolút időt feltételezve a formális nyelvek produkcióihoz 
hasonló átirási szabály rendszert alkalmaz az események sor­
rendjének rögzítéséhez.
A következő részben Bochmann felsorolja a kommunikáci­
ós szolgáltatás specifikáció fő elemeit. A szolgáltatások 
természetes emberi nyelvi rögzítése áttekintést ad a kérdé­
ses protokoll réteg céljáról, működéséről. A szolgáltatás 
primitivek egyenkénti felsorolása a primitivek szintaktikai 
leirását (.nevét, paraméterek számát, tipusát) tartalmazza.
A szolgáltatások lokális tulajdonságait a primitivek végre­
hajtási sorrendjének meghatározása alkotja. Ha a primiti­
vek végrehajtási sorrendjét (a megfelelő paraméter cserével) 
a kommunikációs végpontok szempontjából rögzitik, akkor az 
a globális tulajdonságok megadása. A szolgáltatások mennyi­
ségi követelményeinek meghatározása (késleltetés, átbocsájtó 
képesség) zárja a szolgáltatás specifikáció főbb elemeinek 
felsorolását.
A közlemény utolsó részében a szerző néhány megjegy­
zést fűz a korábban napvilágot látott verifikációs módsze­
rek némelyikéhez [Zafiropuló és m. 80],[Bochmann 78] .
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2.2 Programozási nyelveken alapuló módszerek
A programozási nyelven alapuló protokoll definiálási 
módszerek alapja az, hogy a programozási nyelvek kényelmes 
eszközöket biztosítanak a protokoll adatszerkezeteinek és 
azokon értelmezett műveletek leírásához. A protokollok al­
goritmusként! megfogalmazása nem csak azzal az előnnyel jár, 
hogy a definíció ilyen módon tömör és világos, hanem még 
nagymértékben megkönnyitheti a protokoll implementációját 
is. A definíció implementáció közelisége az alkalmazott 
nyelv absztrakciós szintjétől függ. A módszerek hátránya­
ként szokták megemlíteni azt az ellenvetést, hogy az ilyen 
specifikációkban keverednek a lényegtelen programozás tech­
nikai megoldások a lényeges algoritmusokkal.
A legtöbb programozási nyelvi protokoll specifikáció­
ban a protokoll entitásokat különálló program modulok, pro- 
cessek reprezentálják, a közöttük meglévő kommunikációt pe­
dig osztott változókkal vagy üzenet cserével modellezik. A 
protokoll specifikáció során jól alkalmazhatók a szoftver 
tervezés különféle módszerei (hierarchikus, top-down, bottom- 
up tervezés) [Molnár 81].
A [Bochmann 75J dolgozatban a HDLC protokoll néhány tu­
lajdonságát elemzi a szerző. A protokoll definiálására 
PASCAL szerű nyelvet használ. A HDLC protokoll rövid szöve­
ges bemutatása után felrajzolja a protokollt alkotó entitá­
sok vázlatos képét. Az entitások leírására (állapotuk defi­
niálására) változókat (számlálókat, üzenet puffereléshez 
használt adatstruktúrákat) alkalmaz. Az entitások algorit­
mikus működését a változókon értelmezett PASCAL utasítások 
sorozatával (programmal) adja meg. A komponensek (állomá­
sok) közötti kommunikációt kötött struktúrájú üzenetek (re­
kordok) cseréjével modellezi. A protokoll helyes működését 
állítások, tételek bizonyításával végzi. Bebizonyítja, 
hogy véges puffer kapacitás esetén is jól működik a proto­
koll, amely az implementálhatóság alapvető feltétele. A
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protokoll implementálásához a CONCURRENT PASCAL [Brinch- 
Hansen 75 ] nyelv process és monitor fogalmait használja és 
kimutatja az ilyen magasszintü, jól strukturált párhuzamos 
nyelv előnyeit. A dolgozat vitathatatlan érdeme az, hogy 
a szerző egységes szemléletmóddal közeliti meg a kérdést, 
nem különálló, hanem szorosan összefüggő folyamatnak tekin­
ti a protokoll definiálásától kiinduló, a verifikáción ke­
resztüli, implementációval végződő utat.
A [stenning 76] közleményben adattranszfer protokoll 
PASCAL nyelvű specifikációját találjuk. A szerző élesen 
szétválasztja a virtuális kapcsolat (virtual connection) 
szolgáltatást nyújtó host-host szintű protokoll két funkci­
óját a kapcsolat létesítés, bontás és az adatszállitási funk­
ciókat. Dolgozatában csak az utóbbival foglalkozik. Az ál­
tala vizsgált protokoll az alacsonyabb hálózati szintek köz­
reműködésével egy irányú adatszállitási szolgáltatást nyújt, 
kiküszöbölve az alhálózat feltételezett hibáit (csomag vesz­
tő képesség, duplikálódás, sorrendcsere stb.). A protokoll 
pozitiv nyugtázási mechanizmust és timeout esetén ujrakül- 
dést alkalmaz. A megfogalmazásban a szerző két entitást, 
az üzenet küldő és fogadó entitást használ. Mindkettő egy- 
egy PASCAL nyelvű process, amelyek osztott adatokon keresz­
tül kommunikálnak. A strukturált, moduláris megfogalmazás 
érdekében a processek procedúrákból álló un. prefixszel ren­
delkeznek. (Egy adott process csak a saját prefixének eljá­
rásait használhatja.) Mindezek eredményeképpen a specifiká­
ció jól olvasható, könnyen áttekinthető. A protokoll helyes 
működéséről a Hoare féle programhelyesség bizonyitó eljárás 
alkalmazásával győződik meg. Csak parciális verifikációt 
végez.
A [stenning 79] publikációban a fenti protokoll mellett 
még az un. ”three-way handshake” kapcsolat létesítési és 
bontási protokoll (connection control protocol) specifiká­
ciója és vizsgálata is megtalálható.
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Az [[Ethernet 80] az Ethernet lokális hálózat fizikai 
és adatkapcsolati rétegének specifikációját tartalmazza. A 
dokumentum az adatkapcsolati réteg formális leirásához az 
un. Procedurális Modellt (Procedural Model) használja. A 
Procedurális Modell processekból és az általuk használt el­
járások PASCAL nyelvű megfogalmazásából áll. A PASCAL nyelv 
változatos adattípus definiálási lehetősége kiválóan alkal­
mazható a különféle csomag, keret formátumok definiálására.
A cikk az eljárások hivási lánca végigkövetésének megkönnyí­
tésére irányított gráfot (eljárás hivási gráf) közöl. A 
processek közötti szinkronizációt közös változókkal oldja 
meg. A specifikáció behatóbb vizsgálatából kitűnik a réteg 
hardver megvalósításának szükségessége.
A [Brand és m. 78] publikációban a szerzők PASCAL sze­
rű nyelv segítségével Írták le a protokollokat és a verifi- 
kációhoz a szimbolikus végrehajtás módszerét használták. 
Módszerük kidolgozását mikroprogramozott számitógép közpon­
ti egysége és az I/O interfész közötti kommunikáció problé­
mái motiválták. . Dolgozatuk első részében egy triviális pél­
da segítségével a szimbolikus végrehajtás módszerét illuszt­
rálták. A következőkben a PASCAL szerű nyelv két utasítás­
sal (delay, wait ф) történő kiegészítését tárgyalták. Vé­
gül az adott leirási mód esetére a szimbolikus végrehajtás 
menetét (algoritmusát) Írták le. Módszerük a deadlock hely­
zetek, tempo-blocking-ok felderítését Jeszi lehetővé. A 
publikált eljárás részletes magyar nyelvű ismertetése a [[Ha­
rangozó 78b],[Margitics 8l] disszertációkban hozzáférhető.
Figyelmet érdemel a [Bochmann és m. 79] dolgozat, a- 
melyben az X.25 specifikációjáról és implementációjáról szá­
molnak be a szerzők. A protokoll rendszer definiálását a
2.1.5 fejezetben már bemutatott hibrid módszer segítségével 
végezték el. A CONCURRENT PASCAL nyelvű implementáció a 
specifikációból közvetlenül származtatható, ugyanis a szer­
zők kidolgozták azokat a transzformációs szabályokat, ame­
lyek leképezik a specifikáció komponenseit a CONCURRENT
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PASCAL nyelv process, class és monitor elemeire. A részle­
tes magyar nyelvű ismertetés a [Böszörményi 79] OMFB tanul­
mányban megtalálható.
A [Böszörményi 8l] tanulmányban külön fejezet foglal­
kozik az Akadémiai Számitógép Hálózat virtuális terminál 
protokollja MODULA-2 nyelvű modelljének megvalósitásával.
A modell célja a protokoll szöveges definíciójának formális 
megfogalmazása, egyértelművé tétele. A modell elméletileg 
egy implementáció, azonban a környezet (alsó és felső proto­
koll szintek), interfészek szimulációjával a szerző egy kí­
sérleti szemléltető és tesztelési eszközt hozott létre, amely 
lehetővé teszi a hálózat belsejében áthaladó információk meg­
jelenítését, különféle hiba szituációk létrehozását és annak 
a megfigyelését, hogy a rendszer hogyan viselkedik e hibák 
megjelenésekor.
Mind az a korábbiakból is kitűnhet a magasszintü és 
különösen a nagyon magasszintü nyelvek (VHLL) protokoll le­
írásra történő alkalmazása egyre inkább elmossa a specifi­
káció és implementáció közötti különbséget. Ebbe az irány­
ba tett lépésnek tekinthetjük a kifejezetten protokoll spe­
cifikációs célra kifejlesztett magasszintü nyelvek megjele­
nését is. Mivel e munka későbbi részeiben részletesen ele­
mezzük a protokoll specifikációs nyelvek fő tulajdonságait, 
ezért a fejezet hátra lévő részében csak felvillantjuk az 
ide vonatkozó közleményeket.
A [Piatkowski 79] az ISO-OSI Referencia Modelljének 
formális definícióját tartalmazza. A leirási mód az un. 
állapot orientált specifikáció. A Referencia Modellt külön­
böző részletességű blokkdiagramok segítségével ábrázolták, 
majd megadták az egyes blokkok programozási nyelvi kifej­
tését. Az alkalmazott programozási nyelv a PASCAL szin­
taktikáját követi, de uj szemantikai elemeket is magában 
foglal. Lehetőség van a blokkok input/output viselkedésé­
nek egyértelmű leírására, véges állapotú gépek nyelvi defi­
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niálására. A megközelítés hibrid jellegű, amely megpróbál­
ja a véges állapotú gépet alkalmazó leírási módot összee­
gyeztetni a procedurális specifikációs móddal. A nyelv fel­
használója szabadon megválaszthatja azt, hogy az adott blokk 
leírásához melyik formát választja. A leírás lehetőséget 
teremt a specifikált rendszer működésének szimulálására, 
géppel támogatott analízisére.
Ugyancsak a Piatkowski kidolgozta utón indultak el a 
[Schultz és m. 8o] közlemény szerzői, amely az IBM SNA archi­
tektúrájának formális leírásához és validációjához vezetett. 
(A korábban IBM dolgozó Piatkowski dolgozta ki az állapot 
orientált leírási módot, amely a PAPL protokoll specifikáci­
ós nyelv alapját képezte.) A közlemény első részében az SNA 
szolgáltatásait, réteges struktúráját mutatják be a szerzők.
A következő részben az állapot orientált specifikáció lénye­
ges kérdéseit elemzik. A leírás kiinduló pontja a rendszer 
blokk diagramja(i), amelye(ke)t fokozatosan finomítva végül 
olyan blokk diagramhoz lehet jutni, amely blokkjainak leírá­
sát már véges automatákkal meg lehet oldani. A blokk diag­
ramok, állapotátmenet gráfok mellett a leirás számlálókat, 
regisztereket, sorokat és egyéb táblázatokat is használ. így 
lényegében létrejött az SNA egy "emberi fogyasztásra alkal­
mas" (human-executable) modellje, un. méta implementációja.
A következő lépés a géppel feldolgozható (machine-executable) 
specifikáció megalkotása volt. Ez vezetett el a PAPL speci­
fikációs nyelv kialakításához.
A PAPL (Format and Protocol Language) a PL/1 programo­
zási nyelv bővített, kiterjesztett változata. A kiterjesz­
tést három fő irányban végezték el. Az első irányt az adat 
entitások (egységek) létrehozása és megszüntetése, a lista 
és sor kezelés megkömyLtése jelentette. A második fontos 
bővítés a véges állapotú gépek definiálása lehetőségének meg­
teremtése volt. A véges állapotú gépek definiálása (nevének, 
állapotátmenet mátrixának megadása) és működtetése (állapot­
átmenet kényszerités) mellett a nyelv lehetőséget nyújt a
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gép állapotának, attribútumainak lekérdezésére, validációs, 
tesztelési célú állitások megfogalmazására. Harmadsorban 
egységes hivatkozási rendszert vezettek be a különböző pro­
tokoll szintek azonos kialakítású protokoll modulijaira.
A FAPL nyelvű specifikációt preprocesszor forditja le a PL/1 
elemeire, megteremtve ezzel a modell végrehajtatásának lehe­
tőségét. A közlemény utolsó részébe a szerzők az SNA "data 
flow control" rétegének validációjárói szóló beszámolót he­
lyezték el. Az alkalmazott verifikációs eljárás az állapot 
perturbációs módszer (2.1.2 fejezet) volt.
Az [iSO 81b] munkaanyag egy a PASCAL nyelvre épülő 
specifikációs nyelvi javaslat vázlatát foglalja magában. Az 
PDT (Formal Description Techniques) javaslat alapja az un. 
bővitett állapotátmenet modell (extended state transition 
model), amelyet megpróbáltak beleilleszteni a PASCAL nyelv 
konvencionális elemei közé. A munkaanyag csak vázlatosan 
tárgyalja az uj nyelvi konstrukciókat, rövid szöveges lei- 
rás után szintaktikai javaslatokat tesz. Az anyag a tovább­
gondolkodásra sarkalló nyitott problémák felsorolásával vég­
ződik. Az FDT kisérleti felhasználásáról tudósit a 
[Leveille és m. 82] working paper.
A [Schwabe 8l] munkában a szerző a SPEX protokoll spe­
cifikációs nyelvet ismerteti. A protokoll SPEX nyelvű lei- 
rását algebrai adattipus specifikációs formalizmusra fordit- 
ja le. A protokoll absztrakt adattipuskénti megfogalmazása 
azzal az előnnyel jár, hogy alkalmazhatóvá válik az UCLA-n 
kidolgozott AFFIRM absztrakt adattípusok félautomatikus ve- 
rifikációját végző rendszer protokoll verifikációs célokra.
A módszerrel egy kapcsolat felépitési és egy elosztott adat­
bázisban használt protokoll elemzését végezték el.
Az FDT és SPEX nyelvi javaslatok jelen munka kiinduló 
pontját képezték. Konstrukcióik közül sokat (nem mindig ere­
deti formájukban) átvéve, a nyitott problémák tisztázásával, 
uj elemek hozzáadásával alakítottuk ki a [[Kovács 82b] dolgo­
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zatban előzetesen publikált nyelvi javaslatot. Ugyancsak 
beszámoltunk a [Kovács 82bJ közleményben a jelen munkában 
részletesen ismertetett félautomatikus protokoll verifiká­
ló rendszer megvalósitásáról is.
2.3 Egyéb módszerek
Ebben a részben olyan protokoll specifikációs és veri- 
fikációs módszerekkel fogunk foglalkozni, amelyek nehezen 
lennének beilleszthetők az előző fejezetek rendszerébe. Két 
témakör köré csoportosítjuk mondanivalónkat, a temporális lo­
gikát illetve a formális nyelveket alkalmazó leiró módszere­
ket tárgyaljuk.
2.3.1 Temporális logikai leirás
Az utóbbi években nagy érdeklődés kiséri azokat a kí­
sérleteket, amelyek temporális logikai formalizmust próbál­
nak alkalmazni specifikációs célokra, a hardver specifikáci­
ótól egészen a protokollok területén történő felhasználásig. 
Az eddigi tapasztalatok alapján a meglévő specifikációs mód­
szerek mindegyike rendelkezik olyan sajátsággal, amely meg­
nehezíti bizonyos körülmények között a használatukat. Véges 
állapotú gépeket alkalmazó bonyolult rendszerek esetén az 
állapotok hallatlanul nagy száma sokszor kérdésessé teszi a 
verifikálhatóságot, például a protokoll progress tulajdonsá­
gának bizonyítását. A legtöbb modell absztrakt implementá­
ciónak tekinthető, amely sok esetben feleslegesen korlátozza 
a valódi implementáció készítőit, mert egyes részei, megoldá­
sai magából a leírásból következnek, nem hordoznak lényeges 
tervezői gondolatokat. A temporális logikai formalizmussal 
a tervező a protokoll lényeges tulajdonságaira koncentrál­
hat. A bemutatott példák nem tekinthetők még kiforrott mód­
szereknek, sokkal inkább kezdeti kísérleteknek.
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A [Schwartz és m. 81 ] közlemény a Bitalternáló proto­
koll temporális logikai specifikációjával foglalkozik. Az 
elosztott protokoll rendszert egy processzoron'Yutó" multi­
process rendszerrel modellezi. Ezen háttér modellre Írja 
fel a protokolltól elvárt tulajdonságok logikai kifejezése­
it (axiómákat). A kifejezésekben az alapvető temporális 
logikai operátorok ^  "lehetséges", □ "szükségképpen" 
mellett a primitiv operátorokból felépíthető bonyolultabb 
operátorokat is alkalmaz.
Jelölje t az időt, i pedig a jelenlegi pillanatot. A 
P predikátumra alkalmazott "box" operátor jelentése:
□ P S  \/t > i P(t)
a P igaz értékű a jelen és minden további pillanatban. A 
duális operátor a "diamond":
<^ >Р =  1 п  “IP =  3 t > i P(t)
vagyis a jövőben lesz olyan pillanat, amikor P igazzá válik. 
A formalizmus nem követeli meg a rendszer állapot explicit 
kifejtését, bár a rendszer modell egy (Q,R) halmazpár, amely 
ben a Q a rendszer állapotainak halmaza, mig R egy reflexiv 
és tranzitív reláció Q-n. A bináris UNTIL operátor jelentése 
P UNTIL Q =  ÿ t > i  ( V i é t ’át  “] Q(t»)) ГЭ P(t)
A Q vagy igaz a jelen pillantban, vagy a P igaz addig amig a 
Q igazzá nem válik. Az UNTIL operátor segítségével kifejez­
hető a
P UNTIL-AFTER Q s  P UNTIL ( P A Q >
P LATCHES-UNTIL Q S  (P ГР (P UNTIL Q» UNTIL Q 
P LATCHES-UNTIL-AFTER Q 3  P LATCHES-UNTIL ( P/l Q ) 
bonyolultabb operátorok. A leírásban az AT, IN, AFTER pre­
dikátumok a paralell processek vezérlési (control) pontjai­
nak elhelyezkedésére utalnak. Az operátorok és vezérlési 
predikátumok felhasználása nem rögzíti az adott tulajdonság 
eléréséhez szükséges állapotátmenet sorozatot, igy szükség­
telenül nem korlátozza az implementációt. A Bitalternáló 
protokoll specifikációjának vázlata látható a 2.12 ábrán.
A protokoll modell két processből és a hozzájuk kapcsolódó
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két üzenet sorból áll.
2.12 ábra A protokoll specifikáció struktúrája
A részletesebb 2.13 ábrán már az Si, SQ, R ^  RQ input és 
output puffereket és Tdequeue, Tenqueue> Tg, TR vezérlési 
pontokat is feltüntettük.
2.13 ábra A protokoll specifikáció részletesebb 
f elépitése
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Az üzeneteket az < m,v>kifejezéssel jelöljük, ahol m az üze­
net, V pedig a sorszám. A specifikációt teljes egészében 
terjedelmi okokból bemutatni nem tudjuk, illusztrációként 
két axiómát közlünk.
AFTER lTdequeue> Л  nextval=a Л  S0= <m,p> =>
S0= <m,p> UNTIL So= < a,p >
Jelentése: Az SQ puffer előző értéke < m,p >, az InQ sorból 
az "a" üzenetet kivéve az SQ következő tartalma < a,p >lesz.
SQ= <m,v> Д  Empty (InQ) ^
[<^ > (1 Corrupt ed (S.) Д  S ^ S 0)z=>(^ (S0^ <m,v> Д  ATCTg»]
Jelentése: Ha az InQ input sor nem üres akkor egy hibátlanul 
visszaérkezett nyugta üzenet újabb üzenet elküldését eredmé­
nyezi.
Ez a megközelités jelentősen különbözik a ^ Hailpem és 
m. 80] dolgozatban közölttől, melyben a rendszer belső struk­
túrájának előzetes feltételezése nélkül un. história válto­
zókra felirt temporális logikai kifejezések adják a rendszer 
elvárt tulajdonságainak megfogalmazását.
2.3.2 Formális nyelvek
A [Harangozó 78a] közlemény reguláris nyelvtanokat 
használ protokoll leirásra. A módszer alapja az, hogy a pro­
tokoll entitások közötti információ cserét jellemző üzenet 
sorozatokat egy formális nyelv mondatainak feltételezve a 
mondatokat nyelvtanokkal generálja. Az entitásokat leiró 
nyelvtanok előállítására algoritmust közöl.
A mondatszerkezetü (phase-structure) grammatika egy 
halmaz négyes:




VT a terminálisok, (V = VN l/VT)
P az átirási szabályok (produkciók) halmaza.
S a kezdő szimbólum (Se-Vjj)
A produkciók formája c*-- +-/b ahol ex <s V+ , /3 <s V* és c<-ban
van legalább egy nemterminális. А У** szó levezethető az óT ■ 
ból = Ф  véges sok lépés alatt, ha van olyan produkció 
sorozat, amelyet egymás után alkalmazva -ból eljuthatunk 
-ba. A G nyelvtan generálta L(G) nyelv:
L(G) = w : w e  VT* és S -— > w j-
A protokollt leiró nyelvtan előállításának algoritmusa 
a következő:
1. a A VT terminálisok meghatározása az entitások egy­
másnak küldött üzenetei alapján, 
b A Vjj nemterminálisok meghatározása, 
c Az átirási szabályok (P> felállítása a protokoll 
algoritmusa (üzenet sorrendje) alapján.
2. Az üzenetek (framek) belső struktúrája alapján a 
terminálisok dekompoziciója.
3. A (2) pont dekomponált terminálisainak generativ 
nyelvtannal történő előállítása. A nyelvtan elő­
állítása az 1. pont alapján.
4. Az általános nyelvtan megalkotása a különféle 
absztrakciós szinteknek megfelelő nyelvtanok he­
lyettesítésével. (A dolgozatban használt regulá­
ris nyelvtanok halmaza zárt a helyettesités műve­
letére nézve. )
A dolgozatban a HDLC protokoll (normál response mód, 
fél duplex átvitel) nyelvtannal történő leirását találjuk. 
A produkciók közlése mátrixos formában történik. A módszer 
részletes magyar nyelvű elemzése alkotja a [Harangozó 78b] 
disszertációt.
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A [Teng és ш. 78a] közleményben az előzőhöz hasonló 
módszerrel környezet független (context-free) protokoll le­
iró nyelvtanokat konstruálnak. A szerzők kifejtik, hogy a 
különböző protokoll tipusok leirására más és más grammatika 
osztályok alkalmasak, de gyakorlati megfontolásból (elemez- 
hetőség) csak a környezet független nyelvtanokra szorítkoznak. 
Az ARPANET IMP (Interface Message Processor) két logikailag 
független részét leiró nyelvtanok megalkotása után a nyelvta­
nok egyesítését a keverés (shuffle) és a helyettesités (sub­
stitution) műveletek segítségével végzik.
A [Teng és m. 78b]-ben a szerzők általánosítják koráb­
bi eredményeiket, foglalkoznak az automatikus protokoll imp­
lementáció és validáció kérdéseivel is. Az általánosított 
protokoll modell két nyelvtanból, az üzenet és akció nyelv­
tanból (message grammar, action grammar) áll. Az üzenet 
nyelvtan az üzenetek belső szerkezetét, az akció nyelvtan 
pedig a protokoll előirta műveletek sorrendjét definiálja.
A protokoll tervezés lépésenkét finomodó módszerét mutatják 
be, amelynek utolsó lépése egy szintaxis vezérelt protokoll 
implementáció előállitása. A protokoll szintaxisát leiró 
nyelvtanok mellé a szemantikát végrehajtható függvények se­
gítségével definiálják. A protokollt leiró szemantikával 
kiegészitett nyelvtant a protokoll interpreter (GPS) fordít­
ja le önállóan futtatható programmá (parser vezérelt adat­
struktúrákká). A szerzők utalásokat tesznek a protokoll 
modell szintaktikai hibáinak és egyes a megvalósitásból ere­
dő korlátozások (balrekurzió mentesség a visszalépés nélkü­
li parsolás miatt) betartásának automatikus ellenőrzésére is.
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9. SZÁMÍTÓGÉPPEL támogatott p ro toko ll verifikáló rendszer
A következőkben a 8.3 fejezet bővített állapotelérhető 
ségi analízisét megvalósító interaktív protokoll verifikáló 
rendszer felépítését, működését és használatát fogjuk bemu­
tatni. Részletesen elemezni fogjuk azokat a megfontolásokat 
is, amelyek a megvalósítás különféle megoldásaihoz vezettek.
A protokoll verifikáló rendszer a PDP-11 sorozat kom­
patibilis számítógépein (LSI-11/03, PDP-11/23, PDP-11/34, 
PDP-11/40) illetve TPA-ll/40-en futó MODULA-2 rendszer 
[Geissmann 81] alatt Íródott. A MODULA-2 rendszer MODULA-2 
fordítóprogramból, szerkesztőből Clinker) és post-mortem 
nyomkövetőből cdebugger) áll. A rendszer RT-11 SJ operáci­
ós rendszer alatti futtatását a tárrezidens rendszerkompo­
nens tbasic executive) biztosítja.
A protokoll verifikáló rendszer MODULA-2 nyelvű modu­
lokból épül fel, amelyek lefordított formában (LUK kiter­
jesztésű fájlokban) állnak rendelkezésre. A felhasználó 
ezen fájlokhoz linkeli a protokoll specifikációjának elő- 
feldolgozás illetve fordítás utáni formáját. így a szerkesz 
tőprogram segítségével egy egységes futtatható forma alakul 
ki, amely mind a verifikáló rendszert, mind az aktuális pro­
tokoll specifikációját magában foglalja. A 9.1 ábra a rend­
szer használatának menetéről nyújt felvilágosítást. Lénye­
gében a 4.1 ábrán látható egységes tervezési módszer konkre­
tizálásának fogható fel. A protokoll specifikációs nyelven 
C.6. fejezet) leirt protokoll definíciót egy forditóprogram 
MODULA-2 nyelvre forditja. Az ilyen megoldás előnye az, 
hogy viszonylag kis ráfordítással elkészíthető a precompiler 
mig legfőbb hátránya az, hogy problémát jelent a szemantikus 
ellenőrzések a két fordító közötti megosztása. Mindez a 
fordító gyakorlati felhasználását jelentősen megnehezítheti. 
A specifikációs nyelvről M0DULA-2-re fordítás szabályai azon
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3. A PROTOKOLLOK FORMÁLIS SPECIFIKÁCIÓJÁVAL ÉS VERIFIKÁCIÓ 
JÁVAL SZEMBEN TÁMASZTOTT KÖVETELMÉNYEK
Az alábbiakban a formális protokoll specifikációval 
és verifikációval szemben támasztott követelményeket sorol­
juk fel, majd rátérünk arra, hogy ezen követelmények hogyan 
konvertálhatók protokoll specifikációs nyelvi követelmények­
ké .
3.1 A formális protokoll specifikáció követelményei
A protokoll tervezés (specifikáció) és protokoll meg- 
valósitás (implementáció) térbeli és időbeli elkülönülése 
napjaink alapvető tendenciája. A tervezőket és implementá- 
lókat több ezer kilométeres távolságok, országhatárok választ 
hatják el egymástól. Ilyen körülmények között az implementá- 
lóknak legtöbbször nincs lehetőségük a tervezőkkel való köz­
vetlen kapcsolat (együttműködés) megteremtésére. Az egyet­
len kommunikációs lehetőséget a protokoll specifikáció hor­
dozza. A formális protokoll specifikáció célja tehát az em­
ber-ember közötti információ csere megvalósitása.
A protokoll tervező - protokoll felhasználó, protokoll 
tervező - implementáló közötti információ csere megvalósitá- 
sának elengedhetetlen feltétele a protokoll specifikáció 
könnyű megérthetősége. Ez azt jelenti, hogy a tervező gon­
dolatait korlátozások nélkül tudja kifejezni az adott forma­
lizmuson belül és az igy elkészített specifikációt a leirás 
olvasója minél kevesebb szellemi energia mozgósításával tud­
ja befogadni. Mindez nem kedvez a radikálisan uj definíciós 
technikák széles körű, gyors elterjedésének. Az a specifi­
kációs módszer számíthat az implementálok bizalmára, amely 
jól alkalmazkodik ezen emberek ismeret, tudás, tapasztalat 
rendszeréhez.
A protokoll definíciójának teljesnek kell lennie. A 
teljesség azt jelenti, hogy nem maradhatnak nem specifikált
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részek a formális leírásban. A hiányokat ugyanis az imple- 
mentálóknak mindenképpen ki kell tölteni, sok esetben anél­
kül, hogy valójában maguk tudnának róla. Ennek eredménye 
inkompatibilitás, inkonzisztens értelmezés lehet.
Hasonló problémákhoz vezet a protokoll specifikáció 
többértelműsége. A természetes nyelvi leírással szemben 
a formális leirás egyik célja a többértelműségek kiküszöbö­
lése, a specifikáció egyértelműségének biztosítása. Az 
egyértelműséget a leirás szintjén kell értelmezni, tehát a 
leirás nem korlátozhatja szükségtelenül az implementációs 
lehetőségeket.
Kívánatos, hogy a leirási módszer eszközöket nyújtson 
a protokoll alapvető struktúráinak (.réteg, modul) tömör defi­
niálásához. Célszerű, hogyha a megközelitési mód maga is 
réteges felépítésű, az egyszerű, átfogó, absztraktabb leí­
rástól a részletesebb felé halad. Az ilyen hierarchikus 
megközelités nemcsak a megértésben, hanem az implementáció­
ban is nagy segítséget tud nyújtani.
Végül, de nem utolsó sorban a protokoll leirása alap­
ján valamilyen formális protokoll helyesség ellenőrző (ve- 
rifikációs) eljárás alkalmazhatósága igen fontos követel­
mény. A verifikációs eljárást közvetlenül az eredeti de­
finícióra kell tudni alkalmazni, ugyanis minden köztes 
transzformáció hiba lehetőséget hordoz magában.
A természetes nyelvi leirás hátrányait korábban már 
elemeztük, de egy nagyon absztrakt leirás mellett a haszná­
lata nélkülözhetetlen.
3.2 A formális protokoll verifikáció követelményei
A protokoll tervezés elengedhetetlen lépése annak a 
vizsgálata, hogy a protokoll megfelel-e a vele szemben tá' 
masztott elvárásoknak. Az ilyen tipusu foiraálisan elvég-
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zett vizsgálatokat protokoll verifikáciának nevezik. Az i- 
rodalomban megkülönböztetik a protokoll verifikációt a pro­
tokoll validációtól. A validáció tágabb jelentéskörü, a 
verifikáción kivül a tesztelést, szimulációt stb. is magá­
ban foglalja. Jelen dolgozatban protokoll verifikáció alatt 
a protokollok helyességének bizonyítását, olyan formális 
módszereket értünk, amelyek figyelembe veszik a rendszer 
működésének összes lehetséges esetét.
A protokollal szemben támasztott legfontosabb elvárás 
az, hogy a protokoll valamilyen kommunkációs szolgáltatást 
nyújtson. Ez alapján jól elkülöníthető verifikációs fela­
dat tipust alkot a protokoll nyújtotta és a tőle elvárt 
szolgátatások összehasonlítása. A protokoll szolgáltatások 
absztrakt leírására a szolgáltatás specifikáció hivatott.
Az eredetileg egységes protokoll specifikáció két részre, 
szolgáltatás és protokoll specifikációra bontása összhang­
ban van a specifikációval szemben támasztott réteges felépí­
tés követelményével. A protokoll felhasználóját csak a pro­
tokoll nyújtotta kommunikációs szolgáltatások érdeklik, az 
hogy milyen szolgáltatásokat várhat a protokoll alkalmazá­
sától és az, hogy ezeket a szolgáltatásokat hogyan (milyen 
formátumban) lehet igénybe venni. A felhasználó szempont­
jából a protokoll egy "fekete doboz", amelyet input-output 
működése egyértelműen leir. Ez a verifikációs feladat ti- 
pus tehát azt vizsgálja, hogy kielégiti-e a protokoll a 
szolgáltatás specifikációját vagy sem.
Ezzel kapcsolatban azonban felmerül a protokoll veri­
fikáció alapproblémája. A probléma abból származik, hogy 
egy protokoll sohasem önmagában nyújtja a tőle elvárt kom­
munikációs szolgáltatásokat, hanem csak "többlet értéket" 
(többlet szolgáltatást) ad az alatta fekvő protokoll ré- 
teg(ek) szolgáltatásaihoz. Ebben a megvilágitásban tehát 
már nincs értelme egy adott protokoll helyességéről és en­
nek megfelelően verifikációjárói beszélni. Az n-edik szin­
ten elhelyezkedő protokoll szolgáltatás specifikációja
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az (n-l)-edik, ... 1. szint egymásra rakódott szolgáltatása­
it is tartalmazza. Egy n-edik szintű verifikációs vizsgálat 
csak azt tudja kimutatni, hogy a protokoll rendszer az n-edik 
szinten valóban megfelel-e az n-edik szint szolgáltatás spe­
cifikációjának, de az esetleges hiba helyét (azt, hogy a hi­
ba melyik réteg nem megfelelő működéséből származik) nem. 
Rétegenkénti protokoll verifikáció arra a feltételezésre épül, 
hogy az alacsonyabb rétegek protokolljai helyesek. N-edik 
szintű protokoll verifikációnak előfeltétele az n-l-edik ré­
teg helyes működése. Ilyen módon egy bottom-up jellegű ve­
rifikáció sorozattal a számitógép-hálózat teljes protokoll 
rendszerének helyessége (elméletileg) belátható. Mindez rá- 
világit a formális protokoll specifikációval szemben támasz­
tott korábban még nem tárgyalt követelményre, arra, hogy a 
specifikációnak az alacsonyabb rétegek működését is tartal­
maznia kell (legalábbis szolgáltatás specifikáció szinten). 
Megjegyezzük, hogy az (n-l)-edik szintű szolgáltatás speci­
fikáció nem azonos az n- és (n-l)-edik szintek közötti inter­
fész leirásával. Az interfész specifikációja a két réteg kö­
zött "áramló" jelek leirását tartalmazza, mig az (n-l)-edik 
szint szolgáltatás specifikációja ennél többet, a működés 
absztrakt leirását nyújtja. Egy n-edik szintű protokoll for­
mális verifikációjának előfeltétele tehát az (n-l)-edik szint 
szolgáltatás, az n- és (n-l)-edik szintek közötti interfész, 
az n-edik szint protokoll és szolgáltatás specifikációjának 
megléte.
Alapvető elvárás az, hogy a protokoll verifikációs 
módszer tegye lehetővé a protokoll általános tulajdonságai­
nak (deadlock mentesség, progress tulajdonság stb.) felderí­
tését. A verifikációs módszereket ebből a szempontból két 
fő csoportba sorolhatjuk. A "globális szemléletű" módsze­
rek a rendszer teljes, minden részletre kiterjedő állapot 
információja alapján működnek. Tipikus példa erre az álla- 
potelérhetőségi analizis. Ezzel szemben a "lokális szemlé­
letű" módszerek a protokoll rendszer adott entitását és an-
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nak közvetlen rendszerbeli környezetét használják a fenti 
tulajdonságok meghatározására. A programhelyesség bizonyí­
táson alapuló verifikációs módszerek ilyen "lokális szemlé­
letűek" .
Harmadik tipusu protokoll verifikációs osztályt alkot 
a protokoll implementáció verifikációJa. Ez esetben az el­
készült berendezéseket (hardver és szoftver egységeket) val­
latják abból a szempontból, hogy megfelelnek-e a protokoll 
specifikációjában lefektetett tervezői elképzeléseknek vagy 
sem. Az implementáció vizsgálata a legösszetettebb, legbo­
nyolultabb verifikációs feladat. Nehézsége abból fakad, hogy 
az implementáció valódi paralellitásokat tartalmazó elosztott 
hardver, szoftver rendszer. Megfigyeléséhez bonyolult, nagy 
inteligenciáju műszerek, mérő automaták szükségesek, a méré­
sek pedig sajátos méréstechnikai problémákat ( etalon, real­
time mérés problémája) vetnek fel. Jelen dolgozatban ezen 
verifikációs feladat tipust kirekesztjük vizsgálódásunk ha­
tóköréből .
3.3 A protokoll specifikációs nyelvvel szemben támasztott
követelmények
Dolgozatunkban protokollok formális leirására specifi­
kációs nyelvi Javaslatot adunk. A specifikációs módszerek
3.1 fejezetben felsorolt általános követelményeiből kiindul­
va az "ideális" protokoll specifikációs nyelvvel szemben tá­
masztott követelményeket elemezzük. Felsoroljuk azokat a 
nézetünk szerint legfontosabb tulajdonságokat, amellyel a 
Jó specifikációs nyelvnek rendelkeznie kell. Ezen tulajdon­
ságok nagy része megegyezik a modern magasszintü programozá­
si nyelvek elvárt tulajdonságaival, mig mások utalnak a 
nyelv speciális felhasználási területére.
A protokoll specifikáció megérthetőségének nézetünk 
szerint egyik legfontosabb komponense a specifikáció olvas­
hatósága. A természetes nyelvnek mindenki birtokában van,
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igy nem meglepő az, ha megkívánjuk, hogy a mesterséges nyelv 
álljon közel a természetes nyelvhez. Az olvashatóságot je­
lentősen megkönnyíti, hogyha a specifikációs nyelv kulcssza­
vaiból és az alkalmasan választott azonositókból értelmes 
mondatok állithetók össze. Az ilyen "öndokumentáló" jelle­
gű programozási nyelvek biztosítják azt, hogy maga a prog­
ram szöveg tartalmazza a dokumentáláshoz szükséges fontosabb 
információkat, kiküszöbölve ezzel a gyakori kommentálás szük­
ségességét .
A protokoll rendszerek nagy mérete és nagy bonyolult­
sága miatt alapvető követelmény az, hogy a specifikációs 
nyelv nyelvi eszközökkel támogassa a részenkénti (modul, 
szint) protokoll tervezést azt, hogy a modulokat, szinteket 
egymástól nagymértékben függetlenül lehessen megtervezni és 
az esetleges változtatások lehetőleg ne követeljék meg a tel­
jes protokoll rendszer struktúrájának módosítását.
A korábban már említett megérthetőség fontos tényező­
je a modulok mérete. Célszerű, hogyha a rendszer specifiká­
ciója olyan, az egy gépelt oldalt meg nem haladó terjedelmű 
részekbő (modulokból) áll, amelyet az olvasó egy szempillan­
tás alatt felfoghat. Az esetleg több száz modulból (oldal­
ból) álló specifikáció végigolvasása után az olvasónak képes­
nek kell lennie arra, hogy megértse az egész rendszer műkö­
dését anélkül, hogy a részletekre visszaemlékezne. Ez csak 
akkor biztosítható, ha a modulok egyszerű, könnyen érthető, 
minimális interfészen keresztül kapcsolódnak egymáshoz. A 
specifikációs nyelvnek meg kell oldania a modul interfészen 
keresztüli információ áramlás vezérlésének problémáját is.
Egy modul belső (!) működése nem függhet más modulok hibás 
vagy hibátlan lefutásától. A belső működést kizárólag csak 
a jól definiált interfészen keresztül kapott adatok határoz­
hatják meg.
A protokoll specifikáció gépi feldolgozhatóságának kö­
vetelménye azt jelenti, hogy a számitógép a protokoll spéci-
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fikáció elemzésével képes legyen kimutatni a specifikáció 
formai (szintaktikai) és (statikus) szemantikai hibáit. Ma­
napság már egyre többen vetik fel a protokoll specifikáció 
gépi feldolgozhatóságának követelménye mellett a gépi végre­
hajthatóság követelményét is. A végrehajtás lehet szimboli­
kus vagy valóságos. Utóbbi esetben azonban nem a hatékony­
ság, hanem a nyomonkövethetőség (traceability) a döntő szem­
pont. Valószinüleg jelentős változásokat fog hozni az imp­
lementáció közeli specifikációs nyelvek szélesebb körű elter­
jedése. Ez esetben a protokoll specifikációt bizonyos segéd 
elemekkel kiegészítve és egy kódgenerálási fázist közbeik­
tatva lényegében kész működőképes protokoll implementációt 
kaphatunk.
A dekompozició mellett az absztrakciók alkalmazása az 
a másik módszer, amellyel jelentősen csökkenthetjük a proto­
koll tervezés során fellépő problémák bonyolultságát. Az 
absztrakciók alkalmazása ugyanis nem más mint az adott pil­
lanatban lényeges és lényegtelen részek, tevékenységek szét­
választása. Ilyen módon tehát a protokoll tervező mindig a 
fontos, a tervezés adott szintjének leglényegesebb kérdései­
re koncentrálhat. A konvencionális programozási nyelvek a 
különféle tipus definiálási, eljárás, szubrutin hivási mec­
hanizmusok bevezetésével próbálják megoldani ezt a problé­
mát. A protokoll specifikációs nyelveknek erősen támogat­
niuk kell a magasabb szintű objektum és tevékenység absztrak­
ciók alkalmazását. A későbbiekben ismertetett specifikációs 
nyelv absztrakt adattípusok bevezetésével próbálja megköny- 
nyiteni az absztrakciós lépések megtételét.
A specifikációs nyelvbe épitett nemdeterminizmus 
ugyancsak hozzájárulhat a tervezés során fellépő rendszerek 
komplexitásának redukálásához azzal, hogy segítségével az 
adott pillanatban érdektelen tervezési döntések meghozata­
la késleltethető.
Az előzőekben felsorolt követelmények alapján nézetünk
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nyelvnek kell lennie, amelyik erőteljes tipus és egyéb kon­
zisztencia ellenőrzéssel még "forditási időben" ki tudja 
mutatni a hibák jelentős részét.
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4. A PROTOKOLL TERVEZÉSRE JAVASOLT EGYSÉGES MÓDSZER
Az alábbiakban a magasszintü protokoll specifikációs 
nyelvvel történő protokoll tervezés főbb lépéseire teszünk 
javaslatot. A 4.1 ábrán vázlatosan feltüntettük a terve­
zés menetét és az azt támogató szoftver eszközöket.
4.1 ábra Protokoll tervezés specifikációs nyelvvel
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A tervező a társadalmi, technikai igényeket felmérve 
az algoritmikus környezetet figyelembe véve egy követelmény 
rendszert állit össze, amely a protokollal szemben támasz­
tott mennyiségi és minőségi elvárásokat tartalmazza. A pro­
tokoll tervezés végső célja olyan protokoll előállítása, 
amely maximális mértékben megfelel ennek a követelmény rend­
szernek. Ezután a környezet és az elvárások alapján a ter­
vező elkészíti a protokoll specifikációját és vele párhuza­
mosan t!> a protokoll algoritmikus környezetének modelljét 
is. Az algoritmikus környezet fogalma alatt azokat a proto­
koll, hardver, szoftver elemeket értjük, amelyek működése 
( vagy nem működése) befolyásolhatja a tervezendő protokoll 
működését. N-edik szintű protokoll környezetét az alatta 
és felette lévő protokoll rétegek képezik. Jelentősen meg- 
könnyitheti a tervező dolgát az, ha ugyanazon nyelven tudja 
kifejezni mind a protokoll specifikációt, mind pedig a kör­
nyezeti modellt. (A későbbiekben ismertetett specifikációs 
nyelv lehetőséget teremt erre.) Az elemző (forditóprogram) 
felderiti a specifikáció illetve a környezeti modell stati­
kus hibáit. A hibák kijavítása után (amihez a fenti műve­
letsor esetleg többszöri végrehajtása szükséges) a verifi­
káló rendszer szoftver támogatásával a tervező választ kap­
hat az elvárások alapján megfogalmazott kérdéseire, kimutat­
hatja a protokoll rejtett hibáit Cdeadlock, livelock stb.). 
Ezen információk ismeretében tovább lehet finomítani illetve 
kijavitani a protokoll specifikációját és esetlegesen a kör­
nyezeti modellt is.
A fentiekben ismertetett egységes protokoll tervezé­
si módszer megfelelő szoftver támogatás (forditóprogram, 
verifikáló rendszer) mellett nagymértékben hozzájárulhat a 
maiaknál megbizhatóbb kommunkikációs protokollok gyorsabb 
tervezéséhez, automatikus protokoll implementáció problémá­
inak jobb megértéséhez. A következő fejezetekben az egyes 
tervezési lépéseket vesszük alaposabban szemügyre.
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5. SZÁMITÓGÉP-HALÓZATI PROTOKOLLOK MATEMATIKAI MODELLJE
A fejezetben fokozatosan "felépítjük" a protokollok, 
protokoll rendszerek absztrakt elméleti modelljét. A modell 
eléggé általános ahhoz, hogy ne csak a protokollok, hanem 
általában az elosztott, párhuzamos digitális rendszerek mű­
ködésének formális megfogalmazását is lehetővé tegye. Bizo­
nyos filozófiai általánosítások is elképzelhetők, amelyek 
azonban nem képezik tárgyát jelen dolgozatunknak. A követ­
kező fejezetben ismertetett protokoll specifikációs nyelv 
ezen általános matematikai modell egy lehetséges programozá­
si nyelvi reprezentánsának tekinthető. A modell bevezetésé­
nek alapvető célja a specifikációs nyelv matematikai megala­
pozásán túl, a különféle protokoll tulajdonságok formális 
megfogalmazása, amelyet a későbbiekben meg is kísérelünk.
Kiinduló pontunk az a plauzibilis definíció, amely a 
párhuzamos számítási rendszereket állapotátmenet rendszerrel 
azonosítja (modellezi). Az állapot fogalma kulcsfontosságú 
szerepet játszik a rendszerek (és nem csak a digitális rend­
szerek) leírásában. Alapfogalomnak tekintjük, igy ezen a 
szinten formálisan nem definiáljuk. Intuitiv definícióként 
azonban elfogadjuk [Timothy és m. 68] megállapítását: az ál­
lapot olyan "információ koncentrátum", amely jellemzi a rend­
szer múltbeli viselkedését és lehetővé teszi a jövőbeli vi­
selkedés kiszámítását.
Definíció 5.1 (Keller): Az állapotátmenet rendszer
egy (Q,R) halmazpár, melyben a Q a rendszer állapotainak 
halmaza, R pedig a Q halmazon értelmezett bináris reláció. □
Ha a q, q’e Q állapotok R relációban állnak egymással, 
akkor azt a q— **q’ kifejezéssel fogjuk jelölni és állapotát­
menetnek (a későbbiekben egyszerűen csak átmenetnek) nevez­
zük. A Q és R halmazoktól nem követeljük meg a végességet, 
de a valóságos (realizálható) rendszerek esetén Q és R szűk-
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ségképpen véges^, igy a későbbiekben erre szorítkozunk. A
q, q’tfQ; q— ►q’ állapotátmenet során a rendszer (ezen a 
szinten) oszthatatlan, atomi műveletet (akciót; hajt végre, 
amelyet állapot aktualizálásnak nevezünk.
Definíció 5.2 : A (Q,R> állapotátmenet rendszer egy
qeQ állapotában a potenciálisan lehetséges következő álla- 
potokat az
halmaz adja meg. □
Definíció 5.3 : Adott (Q,R) és qe Q esetén a poten­
ciálisan lehetséges állapotátmenetekhez tartozó akciókat 
végrehajtásra engedélyezett (vagy egyszerűen csak végrehajt­
ható) akcióknak nevezzük. □
Az állapotátmenetek során végzett akciókra (műveletek­
re) való egyszaiibb hivatkozás kedvéért az akcióknak nevet 
adunk. A névvel ellátott akciók lehetővé teszik az állapot­
átmenet rendszer kívülről történő megfigyelését. Feltételez­
zük ugyanis a rendszer állapotainak külső hozzáférhetetlen­
ségét, rejtett voltát.
Definíció 5.4 : A névvel ellátott állapotátmenet rend­
szer egy (Q,R,N) hármas, ahol (Q,R) az 5.1 definíció állapot­
átmenet rendszere, N pedig az akciók nevei. Az egyszerűség 
kedvéért feltételezzük, hogy az akciók és az N nevek között 
egy-egy értelmű megfeleltetés létesíthető . □
A (Q,R,N) rendszerbeli állapotátmeneteket q— — »-q’ 
formalizmussal jelöljük, ahol q, q’e Q  és n 6 N  az állapot­
átmenet során végzett művelet neve. A későbbiekben (állapot) 
átmenet rendszer alatt mindig névvel ellátott átmenet rend­
szert értünk.
Definíció 5.5 : A (Q,R,N) átmenet rendszer determi­
nisztikus ha ÿqeQ-ra ^Eíq) é*l. (A " " jel a halmaz
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számosságát, véges halmazok esetén az elemek számát jelöli.)
□
Definíció 5.6 : A (Q,R,N) átmenet rendszer nemdeter­
minisztikus szekvenciális ha ^q£Q, hogy (q) > 1. □
A definícióban lévő szekvenciális jelző arra utal, hogy 
bár lehetséges hogy egy qeQ állapotban több végrehajtható 
akció van, azonban azok közül csak egy fog ténylegesen vég­
rehajtódni, egyetlen potenciálisan lehetséges következő ál­
lapot fog aktualizálódni. Az átmenet rendszer működését te­
hát állapotsorozattal adhatjuk meg.
Definíció 5.7 : A cQ,R,N) átmenet rendszer működése
egy
qQ> » ^2’ *** ^i* •••
állapotsorozat, amelyre teljesülnek a 
V i-re q±€ Q, 
qQ a kezdeti állapot és 
Vi >0-ra qi6E(qi_1)
feltételek. □
A rendszer állapotainak nem szükségszerű külső megfi­
gyelhetősége miatt az 5.7 definícióval ekvivalens rendszer 
működés definíciót kapunk ha azt az akciók sorozatával Ír­
juk le.
Definíció 5.8 : A (Q,R,N) rendszer q6Q állapotához
tartozó végrehajtható akciókat a
V(q) =  ^n : n6K; q’6E(q); q—
jelöli. □
Definíció 5.9 : A (Q,R,N) átmenet rendszer működése
egy
9 П2 9 • • • ^ * • • •
akció sorozat, melyre Y i n^eVCq.^^5* □
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A protokoll rendszerek elméleti modelljeként az 5.6 
definíció nemdeterminisztikus szekvenciális állapotátmenet 
rendszerét szeretnénk felhasználni (természetesen további 
módosítások után). Mindehhez a következő alapfeltevéseket 
kell elfogadnunk.
Alapfeltevés 5.1 : A protokoll rendszereket csak
diszkrét időpontokban vizsgáljuk. Ezen időpontokban a rend­
szert állapota jellemzi. A protokoll rendszer működése e- 
zen időpontokban felvett állapotok sorozatával megadható. □
Ha a vizsgálat időpontjai t-^ , ... ti, ..., akkor
alapfeltevésünk szerint a
Q j. » Q j. » •»• Q+ » ...ll x2 Xi
állapotsorozat egyértelműen jellemzi a protokoll viselkedését.
Alapfeltevés 5.2 : A diszkrét t-^ , t^ » ... t^, ... idő­
pontokon kívüli pillanatokban a protokoll rendszer állapota 
nem definiált ("elkent"). □
Leírásunk ilyen módon erősen "szemcsés" szerkezetű, 
csak diszkrét időpontokban tud biztos információt nyújtani.
Két ilyen időpont között (t^ , t^+ )^ a rendszer működéséről 
csak azt tudja megállapítani, hogy valamelyik akció éppen 
zajlik, de állapotinformációval, annak "elkent" volta miatt 
nem rendelkezik.
A protokollok párhuzamos számítási rendszerek. Ez 
azt jelenti, hogy a rendszerben vannak egymással párhuzamo­
san, átlapolódva végrehajtódó műveletek, akciók. A párhu­
zamos rendszerek leírására mi a nemdeterminisztikus szek­
venciális állapotátmenet rendszereket alkalmazzuk, tehát a 
paralell rendszereket ilyen rendszerekké transzformáljuk. A 
transzformációt többféleképpen is elvégezhetjük.
Az első transzformációs módszer a párhuzamosan végzett 
műveletek (akciók) a priori ismeretére épül. Ez esetben a
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rendszer valójában szekvenciális, a lászólagos párhuzamossá­
gok leirása egyszerű akció bóvitéssel megoldható. A problé­
ma l^öbbször úgy jelentkezik , hogy a "paralell' (Q,R,N) ál­
lapotátmenet rendszerben^ például az n-^ , n^é N akciók párhu­
zamosan hajtódnak végre. Bevezetve az uj n’ = n^ II n2 akci 
ót, az N ’ = N U [n’} bóvitéssel Ctermészetesen ennek megfe­
lelően kell bóviteni az R és esetleg a Q halmazt is ) a 
(Q’,R’,N’) már szekvenciális átmenet rendszer lesz.
A gyakorlatban azonban nem rendelkezünk semmiféle bizo 
nyossággal afelől, hogy két akció bizonyosan párhuzamosan 
fog végrehajtódni. Ha figyelembe vesszük az akciók végre­
hajtásának véges idejét (az első transzformációs módszer 
esetén ezt nem tettük meg), akkor a párhuzamos végrehajtás 
fogalma rosszul definiáltá válik (csak bizonyos arányú átla- 
polódásról beszélhetnénk), ezért a paralell rendszerek nem­
determinisztikus szekvenciális rendszerekké való transzfor­
mációjánál azt a metódust (második módszer) követjük, hogy 
a párhuzamosan végrehajtható akciókat (műveleteket) a párhu­
zamos akciók tetszőleges sorrendű (!) egymás utáni végrehaj­
tásával reprezentáljuk.
A második transzformációs technika hátrányaként emlit 
hetjük meg azt, hogy nem teszi lehetővé az idő formális rend 
szer keretén belüli preciz használatát. A pontos idő hasz­
nálat azt jelenti, hogy tudva az egyes akciók végrehajtási 
idejét, a rendszer működése (5.7 definició) alapján bármely 
aktualizálódott állapot keletkezésének ideje kiszámitható. 
Ellentétben az elsővel a második transzformációs módszer er­
re legfeljebb csak felső korlátot tud szolgáltatni (mivel 
nem veszi figyelembe az átlapolódásokat).
5A megállapitás nem érvényes a szubatomi rendszerekre.
^A "paralell” átmenet rendszert nem definiáljuk. Értelmezé­
se: olyan rendszer, amelyben vannak átlapolódó akciók.
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A rendszerek elosztott voila mind ez ideig nem Jelent 
meg formális modellünkben. Az elosztottságon alapvetően 
térbeli elosztottságot értünk azt, hogy bizonyos akciók a 
rendszer különböző pontjain mennek végbe. Természetesen ez 
nem befolyásolja az akciók rendszer állapot aktualizálási 
funkcióját.
Definició 5.10 : A particionált állapotátmenet rend­
szer egy (Q,R,N,P) négyes, ahol P az akciók egy felosztása: 
P ^ P ;  P ^ N ;  yi ф J-re P±/1 Pj = 0î V i-re p±  ^0. A 
p^-ket partícióknak nevezzük. □
A későbbiekben csak olyan (Q,R,N,P) átmenet rendszerek­
kel fogunk foglalkozni, ahol az ugyanazon partícióba tartozó 
akciók nem hajthatók végre párhuzamosan. Az 5.4 definició 
homogén rendszerével szemben az 5.10 definició partíciói a 
protokollok szigorúan szekvenciális (de esetleg nemdetermi­
nisztikus) entitásainak modelljei. A
Jelölés értelmezése: a p e P  partició n akciója aktualizálja 
a q’e Q állapotot.
Az 5.10 definició (Q,R,N,P) átmenet rendszerének egy 
reprezentánsa lehet a (,7r,<x') pár. A C#“",«*) értelmezéséhez 
tekintsük az 5.1 ábrát. Az ábrán a "világot" két részre, a 
protokoll rendszerre és annak algoritmikus környezetére bon­
tottuk. A (Q,R,N,P) rendszerrel a protokollt Írjuk le, de 
nem hagyhatjuk figyelmen kivül azt a tényt, hogy a protokoll 
és környezete között dinamikus kapcsolat (információ csere) 
van. Szigorúan szemlélve tehát valójában a protokollt és 
környezetét egy rendszernek kellene tekinteni és a korábban 
bevezetett állapotátmenet rendszerrel ezt a "globális" 
rendszert kellene modellezni. A gyakorlatban ez keresztül- 
vihetetlen. Meg kell elégednünk azzal, hogy a környezetről, 
annak állapotáról csak részleges információink vannak. Eze­
ket a részleges állapotinformációkat a környezet sziml:)olum- 
mal formalizáljuk.
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5.1 ábra A protokoll és algoritmikus környezete
Mindezek alapján definiálni fogjuk a protokollt, a protokoll 
specifikációját. A "természetes" specifikáció a
Definició 5.11 : Totális protokoll specifikáció, a
protokoll (Q,R,N,P) modelljének megadása. □
Az 5.11 definició csak elméleti jelentőségű. A gyakor­
latban használt protokollok állapottere <Q) és akcióinak (N) 
nagy száma miatt más utat kell keresnünk. Ezt az uj utat a 
CQ,R,N,P) rendszerek különféle reprezentációi jelölik ki szá­
munkra. Egy ilyen reprezentáció lehet a t p á r ,  amely­
ben a Tí' egy predikátum függvény, o< pedig a Q állapottérén 
értelmezett átmenet függvény. A (Q,R,N,P) és a rend
szerek közötti megfeleltetést a következő feltételek biztosit 
ják.
Ha a cQ,R*N,P; átmenet rendszerben q, q’e Q; pfiP; és
n 6 N ; valamint
p .n ,q— *-- ►q
akkor és csakis akkor ha a reprezentációban
^ ”p ^ k ö r n y e z e t ^  “ igaz ás
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REP(q » ^ környezet^ “ ° * p . n ^ ^  ^környezet ^  
Természetesen a C7Tte><.) rendszerben is megengedjük a nemde­
terminizmus lehetőségét, tehát ha egy adott (q,környezet^ 
állapotban több átmenet engedélyező előfeltétele Ift) igaz 
értékű, akkor véletlenszerűen választódik ki a valóban vég­
rehajtott átmenet. (A REP függvény az állapotot reprezentá­
ló objektumra utal.) A kifejezésekben szereplő p.n index jel 
zi, hogy minden átmenethez külön-külön rendelhető 7V engedé 
lyező predikátum és ex átmenet függvény. A <#7<x) reprezen 
tációval történő protokoll megadás azonban éppen abban külön 
bözik a (Q,R,N,P) megadásától, hogy segítségével nagy számú 
állapotátmenet adható meg ugyanazon fC, o< függvényekkel.
A továbbiakban felülvizsgáljuk az 5.1 definíció kap­
csán tett megjegyzésünket, melyben az állapotátmenetek so­
rán végrehajtott akciók oszthatatlanságáról, atomi jellegé­
ről szóltunk. Egy adott absztrakciós szintről szemlélt ato­
mi akció egy alacsonyabb absztrakciós szintről szemlélve el­
veszti oszthatatlan jellegét. Erre példaként álljon itt a 
számitógép valamely művelet végző egységének regiszter és 
kapu szintű szemlélete. Ami regiszter szinten egyetlen mű­
veletnek tekinthető (például regiszter transzfer), az a kapu 
szintről szemlélve apró állapotváltozások sorozatával jelle­
mezhető. A jelenség formalizálása érdekében bevezetjük a k- 
szintü állapotátmenet rendszer fogalmát.
Definíció 5.12 : K-szintü állapotátmenet rendszer к
számú (Q,R,N,P) átmenet rendszerből álló
1(Q,R,N,P), 2(Q,R,N,P), ... k(Q,R,N,P) 
sorozat, ahol az első felső index az absztrakciós szint je­
lölésére .szolgál. A sorozat (i+l)-edik eleme az i-edik e- 
lemből (i = 2..k) "finomítás" utján keletkezik. A "fino­
mítás" az i-edik szinten oszthatatlan akciók elemibb akciók­
ra bontását, ennek megfelelően uj akciók és állapotok beve­
zetését jelenti. Az állapot és akció bővítésnél azonban be­
tartandó a következő feltétel: ha az i-edik szinten
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l l p. n -►q* ~ i+iakkor az (i+l>-edik szinten az 1q állapotnak megfelelő q 
állapotból kiinduló összes (i+l)-edik szintű rendszer műkö­
désnek (5.7 definició) tartalmaznia kell az xq’-nek megfele­
lő X+'*'q’ állapotot. □
Egyszerűbben fogalmazva ez azt jelenti, hogy az i-edik 
szintű állapotok és akciók "felhasadnak", a rendszer alapmű­
ködése megsértése nélkül. A "felhasadások" céTja a rendszer 
"mikroszkopikus" működésének egyértelmű leirása. Az i- és 
(,i+l)-edik szintű rendszer működések közötti összefüggés te­







i _ i « e Q;
(Q,R,N,P) rendszerbeli megfelelője egy
w i+1■•1,1’ w
i+1
1,2’ wl,m’ * : 1 6 Л ;
Í+4,m^Í+1Q}
működés halmaz, melyben minden egyes működés elszórtan de 
sorrendtartóan tartalmazza az xq.-nek megfelelő x+1w, ál-J J. t Ш
lapotok mindegyikét. ( A, a lehetséges működések (i+l)-edik 
szintű halmaza.)
Definició 5.13 : A k-szintü állapotátmenet rendszer
elemei 1(Q,R,N.P) ; i = l..k ; egymással erősen ekviva­
lensek. □
Ez alapján a protokollok ekvivalenciája:
Definició 5.14 : Két, C7tT,o< ) ^  és (.7?“*0* ) 2 reprezen-
tációju protokoll akkor és csakis akkor erősen ekvivalens, 
ha a nekik megfelelő (Q,R,N,P)-^ és cQ»R>N,P^2 modell erő­
sen ekvivalens. □
A gyakorlati felhasználhatóság tekintetében az erős 
ekvivalencia túlságosan szigorú feltétel. Olyan ekvivalen­
cia fogalomra van szükség, amely két protokollt csak akkor
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különböztet meg, ha működésűk a protokoll környezetéből 
szemlélve megkülönböztethető. Tehát két protokollt akkor 
tartunk ekvivalensnek, ha input/output szempontjából Ugyan­
úgy viselkednek.
Definieió 5.15 : A és gyengén ekvi­
valensek ha környzetükre ugyanolyan
1^környezet* 2c*kömyezet’ *** árkörnyezet’ *** 
állapot változás sorozatot kényszeritenek rá, tehát input/out­
put ekvivalensek. □
A két ekvivalencia fogalom (5.14 és 5.15 definició) 
közötti összefüggés további vizsgálatot igényel, bár az tri­
viális, hogy az erős ekvivalencia a gyengébbet implikálja.
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6. PROTOKOLLOK LEÍRÁSA SPECIFIKÁCIÓS NYELV SEGÍTSÉGÉVEL
A protokollok elméleti modellje {TF,0*) reprezentáci­
ójának (5. fejezet) egy programozási nyelvi megvalósitására 
teszünk javaslatot. Az alább ismertetésre kerülő protokoll 
specifikációs nyelv alapját a MODULA-2 programozási nyelv 
alkotja. Dolgozatunkban az algoritmusok leirására is ezt 
a nyelvet használjuk, ezért először röviden vázoljuk alapve­
tő konstrukcióit. Ezután a specifikációs nyelv felépítését 
mutatjuk be, majd a protokollok leirását lehetővé tévő spe­
ciális nyelvi elemeket tárgyaljuk és közöljük a javasolt 
nyelv egy lehetséges szintaxisát. A nyelv használatára 
konkrét példa kapcsán térünk ki.
A MODULA-2 a PASCAL és MODULA nyelvek tovább fejlesz­
tett változata, 1980-ban publikálta Wirth [wirth 80^. Von­
zóbb szintaktikai formában megtartva a PASCAL alapelemeit, 
a MODULA(-2) legfőbb ujitása a modul fogalom bevezetése volt, 
nem emlitve a párhuzamosság kezelését lehetővé tévő konst­
rukciókat. Jelen munkában nem használtuk ki a MODULA-2 pa- 
ralell vonásait, igy erre a következőkben nem térünk ki, he­
lyette a magyar nyelven hozzáférhető [Böszörményi 8l] tanul­
mányra utalunk, amely részletesen elemezi ezeket.
A MODULA-2 magasszintü modul és eljárás orientált erő­
sen tipusos nyelv. Használata nagy segítséget nyújt a struk­
turált, jól olvasható programok elkészítéséhez. A modul egy 
"szintaktikus fallal" körülhatárolt zárt egység. Alapvető 
célja erőteljes hatáskör és láthatóság korlátozás. A modul 
belsejéből csak azok a külső objektumok érhetők el, amelye­
ket a modul importál illetve csak azokat tesz a külső fel­
használók (modulok)számára hozzáférhetővé, amelyeket exportál. 
A modulokból felépülő programokban a láthatósági viszonyok 
tehát gyökeresen eltérnek a megszokott eljárás orientált 
nyelvekben (pl. ALGOL 60) tapasztalhatókétól. A modul kons­
tans, tipus definíciókat, változó, eljárás, függvény dekla­
82
rációkat és esetleg kezdeti, végrehajtható utasitásokból 
álló program részletet tartalmaz. A kezdeti (inicializáló) 
utasítások a modult tartalmazó eljárás aktivizálásakor vég­
rehajtódnak. A MODULA-2 megengedi a modulok szeparált for­
dítását, ennek érdekében a modult két részre, definíciós és 
implementációs modulra bontja. A definíciós rész az expor­
tált konstansokból, típusokból, változókból illetve eljárás 
és függvény fejekből áll. Az exportált eljárások részletes 
kifejtése az implementációs modulban helyezkedik el. A de­
finíciós modul tehát a modul a környezete (többi modul) felé 
mutatott felhasználói interfészét Írja le, tartalmazza mind­
azokat az információkat, amely a modul által nyújtott "szol­
gáltatások” (pl. eljárások) igénybevételéhez szükségesek. A 
nyelv változatos tipus definiálási lehetőségeket kinál. Az 
alaptípusok (INTEGER, CARDINAL, BOOLEAN, CHAR, REAL) mellett 
a felsorolható (enumerációs), az intervallum (subrange), a 
tömb (ARRAY) és rekord (RECORD) definiálás is megengedett.
A nyelvben megtalálható a halmaz (SET) és pointer tipus. A 
szokásos operátorokon kívül az IP-THEN-ELSE, CASE elágaztató, 
a WHILE, REPEAT, POR, LOOP ciklus utasítások állnak rendelke­
zésre, nem említve az eljárás, függvény definiálási és még 
számos egyéb lehetőséget.
A protokoll specifikációs nyelvünknek két rétege van
6.1 ábra .
6.1 ábra A specifikációs nyelv felépítése
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A nyelv alsó rétegét a MODULA-2 nyelven megfogalmazott, 
könyvtárba foglalt absztrakt adattípusok alkotják. Az 
absztrakt adattípusok könyvtárba foglalását a specifikációs 
nyelvre épülő verifikáló rendszer követeli meg. A bővíthe­
tő modul könyvtár alapvető célja az, hogy lehetőséget nyújt­
son a protokollok különféle adatszerkezeteinek és a rajtuk 
értelmezett műveletek szabad (.az általános célú MODULA-2 
programozási nyelv struktúráit felhasználó) megfogalmazásá­
ra. Ez a nyelvi réteg szolgál a bonyolultabb szekvenciális 
algoritmusok (számítások, adatranszformációk,kódolás, sta­
tisztika készités, utképzés stb.) megvalósitására is. A 
nyelv felső szintjéről az alsó szint mint atomi, oszthatat­
lan műveletek képviselte szolgáltatás halmaz jelenik meg.
Az alsó nyelvi szinttől két alapkövetelmény teljesítését 
várjuk el. Először is az oszthatatlan műveletektől a véges 
időn belüli terminálódást, másodszor pedig a robosztusságot 
kivánjuk meg. A műveletek véges időn belüli terminálódása 
azt jelenti, hogyha igénybe vesszük egy adott művelet számí­
tási szolgáltatását (.meghívjuk az adott műveletet megvalósí­
tó eljárást), akkor a számitás véges időn belül befejeződik 
(a hivott eljárás véges időn belül visszaadja a vezérlést).
A robosztusság alatt az alsó nyelvi réteg azon tulajdonságát 
értjük, hogy az alsó réteg eljárásai védve vannak a felső ré­
teg okozta minden hibától. A felső réteg az alsó réteg szol­
gáltatásait eljárás hivások segítségével veszi igénybe. E- 
zen követelmény teljesítése tehát azt kivánja meg, hogy az 
eljárások belső működésében ne okozzon hibát az ha véletle­
nül nem megfelelő paraméterekkel hivták meg az adott eljá­
rásokat vagy az ha az egymással szoros kapcsolatban lévő 
eljárásokat (ugyanazon az adatstruktúrán értelmezett eljárá­
sokat) nem megfelelő sorrendben használták. A robosztusság 
biztosításának lehetőségeiről a következőkben még szót ej­
tünk. A könyvtár bővithetőségé ugyancsak fontos elvárás, 
hiszen az uj protokollokban esetleg teljesen más, a régiek­
től merőben eltérő adatstruktúrák, absztrakt adattípusok for­
dulhatnak elő.
84
A specifikációs nyelv felső rétegét a speciálisan pro­
tokoll leirásra kialakított nyelvi elemek alkotják. Ezen 
nyelvi elemek (rendszer, entitás, környezet? kialakítására 
legerőteljesebben a SPEX, az FDT javaslatok és a MODULA-2 
nyelv bizonyos elemei hatottak.
A specifikációs nyelv a protokollt (protokoll rendszert? 
egymással és a környezetükkel információt cserélő entitások 
(ENTITY? halmazának (!? tekinti. Nem tételez fel semmiféle 
előzetes struktúrát, nem korlátozza az entitások közötti kap­
csolatok kialakításának lehetőségét. Ennek megfelelően nem­
csak az 1.4 fejezetben már bemutatott réteges, hierarchikus 
protokoll felépítés leírására alkalmas, hanem az ettől elté­
rő architektúrák specifikálása is könnyűszerrel elvégezhető, 
bár a réteges felépítést nyelvi eszközökkel is támogatja. Az 
egymással és környezetükkel kapcsolatban lévő entitások hal­
mazát a nyelv rendszernek (SYSTEM? nevezi. A rendszerben az 
entitások száma nem korlátozott (ilyen korlátot legfeljebb 
csak a nyelv implementációja szabhat meg?. Összhangban az
1.4 fejezet referencia modelljével, a rendszer entitásai 
rétegeket alkotnak. Egy rétegbe két vagy több entitás tar­
tozhat. A rétegen belüli entitások vagy közvetlenül (kö­
zeli entitások esetén) vagy az alsóbb rétegek kommunikációs 
szolgáltatásait igénybevéve (távoli entitások esetén) kom­
munikálnak. Egy ilyen példát tüntettünk fel a 6.2 ábrán.
Az ábrán az entitásokat körök, a köztük lévő kapcsolatokat 
pedig vonalak jelzik. Az (n+l?-edik szinten például három, 
egymással szorosan összefüggő entitás alkot egy protokoll ál­
lomást, mig az n-edik szinten csak egyetlen egy. A szintek 
közötti kapcsolatok lényegében nem különböznek a többi kap­
csolatoktól, Ugyanúgy két entitás között "feszülnek ki".
Mivel a nyelv nem követeli meg a réteg határok kötelező ki­
jelölését (az csak opcionális? és ennek megfelelően nem el­
lenőrzi azt, hogy egy adott réteg adott entitása melyik má­
sik réteg melyik másik entitásával van kapcsolatban ezért 
lehetőség van arra, hogy egy entitás az alatta lévő réteget
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vagy rétegeket kikerülve szoros kapcsolatban legyen nem köz­
vetlenül szomszédos rétegbeli entitásokkal. Ilyen megoldást 
sok esetben gazdaságossági, implementációbeli megfontolások 
indokolhatnak. A kapcsolatok konzisztenciájának entitás 
szintű ellenőrzéséről a továbbiakban (6.3 fejezet) még szól­
ni fogunk.
6.2 ábra Entitásokból álló hierarchikus rendszer
A protokoll specifikációs nyelv tipikus felhasználási 
módja lehet az, amikor a tervező egy konkrét réteget ir le. 
Ez esetben a réteg megtervezése mellett meg kell fogalmaznia 
azokat az elvárásokat is, amelyeket a tervező az alsóbb 
szintekkel szemben támaszt. Ki kell tehát alakítani az 
alsóbb szintek egy formális modelljét is. A nyelv a kör­
nyezet (ENVIRONMENT} fogalmát használja az ilyen formális 
modellek megfogalmazására. Egy protokoll réteg környezetébe
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az alsóbb szintek modelljén kiviil a felső szint bizonyos 
részei is beletartoznak.
A nyelv lehetőséget teremt arra, hogy verifikációs 
célból a protokolltól elvárt tulajdonságok, követelmények
formálisan is megfogalmazhatók legyenek. Erre szolgál a







6.3 ábra A protokoll rendszer specifikációs nyelvi 
leirása a megfelelő kulcsszavakkal
Összefoglalásképpen tehát egy protokoll rendszer defi­
niálása a komponens entitások formális leirásából, az algo­
ritmikus környezet leirásából és az entitások közötti kap­
csolatok leirásából, valamint az elvárt protokoll tulajdon­
ságok megfogalmazásából áll. (6.3 ábra)
6.1 Absztrakt adattípusok
A specifikációs nyelv absztrakt adattípusok bevezeté­
sével próbálja támogatni a protokoll specifikáció absztrak­
ciós lépéseit. Az absztrakt adattípusok fogalmának ismer­
tetése után a tipus specifikáció lehetőségeit elemezzük, 
majd bemutatjuk a nyelv alsó rétegét képező MODULA-2 alapú 
adattípus definíciós módszert.
A programozási nyelvek tipus fogalmának alapvetően 
kétféle megítélése terjedt el. Az első nézet szerint a ti­
pus értékhalmaz, egy adott változó által felvehető értékek 
halmaza. Az adattípust tehát egy értékhalmaz valamely rep­
rezentációjának megadásával lehet definiálni. Az adattípu­
son (pontosabban egy adott tipusu változón) végzett művele­
teket eljárásoknak tekinti, amelyek azonban függetlenek az 
adattípustól. A legtöbb programozási nyelv (FORTRAN, PL/1, 
PASCAL) az adattípus ezen felfogását követi.
A tipus fogalom másik megítélése szerint a tipus nem 
értékhalmaz, hanem egy olyan nyelvi mechanizmus, amelynek 
alapvető célja a biztonság fokozása. E nézet szembeállítja 
a "tipus egyenlő értékhalmaz" felfogást az adattípusok 
absztrakt, implementáció független felfogásával. Az absztrakt 
adattípus tehát (absztrakt; objektumok és a rajtuk értelme­
zett műveletek összefüggő, szétválaszthatatlan együttese.
Az objektumokhoz kizárólag csak ezen műveletek utján, csak 
rajtuk keresztül lehet hozzáférni, csak ezek a műveletek mó­
dosíthatják az objektumok állapotát (értékét). A programozá­
si nyelvek speciális nyelvi eszközökkel támogathatják az 
absztrakt adattípusok definiálási lehetőségét, ami azzal az 
előnnyel járhat, hogy áttekinthetőbb, könnyebben érthető és 
ezzel szoros összefüggésben megbízhatóbb program termékeket 
lehet előállítani. Az intenzív tipus ellenőrzés ugyancsak 
jelentősen hozzájárulhat a programok megbízhatóságának növe­
kedéséhez, mivel nagy számú hiba még fordítási időben felfe-
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dezhetővé válik. Az első ilyen nyelvi eszköz a SIMULA 67 
osztály (CLASS) fogalma volt.
Elméletileg az absztrakt adattípus definiálás szintak­
tika és szemantika megadásából áll. Az absztrakt adattípus 
szintaktikája az adattípus nevét, az értelmezett absztrakt 
operációk (műveletek) nevét, értelmezési tartományát és ér­
tékkészletüket Írja le legtöbbször felsorolásszerűen. A 
szemantika definiálására azonban már eltérő módszerek ala­
kultak ki. Az axiomatikus specifikáció Hoare munkáira épül. 
Az objektumokat absztrakt invariánsok (predikátumok) felhasz 
nálásával, a műveleteket pedig elő és utó feltételekkel (pre 
és post predikátumokkal) adja meg. Az implementációs előí­
rás egy leképezés, amely az absztraktból a konkrét reprezen­
tációra képez le.
Egészen más megközelítést alkalmaz a Guttag féle algeb 
rai szemantika specifikációs módszer [Guttag 80]. A szeman­
tikát axióma halmazzal, algebrai egyenletekkel definiálja.
A szerző kidolgozta az ilyen jellegű absztrakt adattípus 
specifikáció konzisztenciájának (ellentmondás mentességének) 
és teljességének ellenőrzését lehetővé tévő módszereket is.
A 6.4 ábrán példaként bemutatjuk egy T tipusu elemekből álló 
FIFO sor algebrai specifikációját, amely a szintaxis, a sze­
mantika és bizonyos korlátozások leírásából áll. Az adattí­
pus egy gazdagabb (bővebb) változatának specifikációját ké­
sőbb tárgyaljuk.
A fenti szemantika megadásoktól alapjaiban tér el a 
procedurális (eljárás orientált) megközelítés. Lényegében 
az absztrakt adattípus egy alap (referencia) modell fogal­
maival kifejezett implementációjáról, egy alap modellre va­
ló visszavezetésről van szó. Az alap modell lehet valamely 
(célszerűen magasszintü) programozási nyelv vagy a jól is­
mert VDL (Bécsi Definíciós Nyelv) is. A módszer hallatlan 
előnye az, hogy a szemantika definiálása a programozáshoz 
hasonlít, igy nagyon könnyen elsajátítható. Hátrányaként
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lehet megemlíteni viszont a bonyolultabb műveletek leírásá­
nak hosszadalmasságát, ami ebből kövezkezőleg esetleg a meg- 
érthetőség rovására megy. Az ilyen leírási mód esetén vi­
szonylag nehezebb lesz a specifikáció ellentmondás mentessé­
gének kimutatása. Ugyancsak megnehezül két különböző speci­
fikáció ekvivalenciájának vizsgálata is. A módszer legna­
gyobb problémája azonban mégis az alap modell szemantikájá­
nak kérdése. Az alap modell szemantikáját ugyanis ismét 
csak valamilyen módon definiálni kell.















1. Empty(NeuQueue()) = TRUE
2. Empty(Add<чr x)) = FALSE
3. Front(Add(я»x)) = IF Empty^)THEN x
ELSE Front(я)
4. Remove(Add(я»x) ) = IF Empty(я)THEN NeuQueueO 
ELSE Add(Remove(я)»x)
RESTRICTIONS
E m p t y (я) ==> F A I L U R E ( F r o n t »я)
E m p t y (я) ==> F A I L U R E ( R e m o v e »я)
6.4 ábra Algebrai absztrakt adattípus specifikáció
Mindezek ellenére a protokollok formális leírásánál mi 
is a procedurális specifikációs módszert fogjuk használni.
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A MODULA-2 nyelv kiváló lehetőséget teremt erre. A modul 
fogalom felhasználásával elrejtjük az adattípus belső felé­
pítését, a rajta értelmezett műveletek implementációját a 
külső felhasználók elől. Az adattípushoz való hozzáférést 
a modul export listája révén szabályozzuk. Az absztrakt 
adattípust reprezentáló modul exportálja az adattípus nevét 
(rejtett belső szerkezettel) és az értelmezett absztrakt mű­
veleteket megvalósító eljárásokat. A modul definíciós része 
az adattípus szintaktikáját, implementációs része a szeman­
tikáját Írja le. A továbbiakban bemutatjuk a 7. fejezet 
példájában, a Bitalternáló protokoll specifikációjában alkal­
mazott adattípusok egy csoportjának leírását. Csak szin­
taktikai leírásra szorítkozhatunk, ugyanis az implementáci­
ós részben a csak később ismertetendő protokoll verifikáló 
rendszer belső felépítésétől függő részek is találhatók.
Az adattípusokon értelmezett műveleteket megvalósító 
függvényeket három csoportba sorolhatjuk.
A konstruktőrök constructors) az adattípus értékeinek 
előállítására szolgálnak. A függvények vagy argumentum nél­
küliek, vagy értelmezési tartományuk valamely predefiniáit 
alap vagy származtatott tipus(ok). Az értékkészlet a defi­
niálandó adattípus értéktartománya.
A bővítők (extenders) a konstruktőrökből származtatha­
tó, a konstruktorokra visszavezethető függvények. Az adat­
típus definiálásához nincs szükség rájuk, de kényelmessebbé 
tehetik a használatot. Értékkészletük ugyanúgy a definiá­
landó típus értéktartományába esik.
A szelektorok (selectors) értelmezési tartománya a 
definiálandó, mig értékkészlete valamely más, eltérő típus. 
Feladatuk gyakran a konstruktőrök paramétereinek "lekérde­
zése", vagyis ilyenkor a szelektorok értékkészlete a konst­
ruktőrök értelmezési tartományába esik.
A Bitaltemáló protokoll csomag formátumának rögzité-
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sere szolgál a Packet adattípus.
TYPE Packet;
PROCEDURE MakePacket<«:Messû3e; s : B O O L E A N ) : Pa eket ;
PROCEDURE Te xt (pk : P a c k e t ) M e s s a g e »
PROCEDURE SegNufitber (rk :Pa ck e t ) : BOOLEAN;
PROCEDURE E ч и a t Pa с к e t (p b  p 2 : P a с к e t ):BOOLEAN »
PROCEDURE Nul (.Packet () :Packet;
A csomag üzenetrészből (Message) és egy bites sorszámból áll 
A sorszám természetes módon BOOLEAN tipusu, amely a MODULA-2 
beépített alaptípusa. A MakePacket konstruktőr függvény az 
üzenetből és sorszámból létrehozza a csomag (Packet) adattí­
pust. Itt jegyezzük meg, hogy az üzenet (.Message) tipus 
specifikálására a Bitalternáló protokoll leírásánál nincs 
szükség, mivel a protokoll az üzenetek transzparens átvitelé 
re szolgál, tehát nem tételez fel semmilyen előzetes üzenet 
struktúrát. A verifikáló rendszer később megköveteli majd 
az üzenet tipus valamilyen specifikációját, de jelen pilla­
natban az üzenetet definiálatlannak foghatjuk fel. A Null- 
Packet bővitő nulla (FALSE) sorszámból és üres üzenetből 
(NullMessage) állit össze csomagot. A Text és SeqNumber 
szelektorok hozzáférést engednek a csomag egyes komponense­
ihez. Az EqualPacket szelektor két szomag összehasonlítása­
kor igaz (TRUE) értéket ad, ha a két csomag azonos.
A csomagokból álló FIFO sorok kezelését végzi a 
QueueOfPacket absztrakt adattípus. Az adattípus szintakti­
káját alább közöljük. A konstruktőrök közül a NewQueueOf- 
Packet egy csomagból álló üres sort hoz létre, mig az Add 
függvény újabb csomagot illeszt a sor végére. A bővítők 
a Remove, a Clear és az Append függvények. A Remove eltá­
volítja a sor elején álló csomagot, a Clear egymás utáni 
Remove eljárások alkalmazásával üres sort hoz létre, az
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Append pedig két sor konkatenációját valósítja meg, úgy hogy 
a második sort az első sorhoz fűzi. A szelektorok egyik 
csoportja (Front, Middle, Back) az első, valamely középső 
és az utolsó csomagok kiválasztására hivatott. Az In predi­
kátum függvény valamely adott csomag, sorban tartózkodásáról, 
mig az Empty a sor ürességéről nyújt felvilágositást. Az 
Equal függvény két sor első meghatározott hosszúságú szele­
tét hasonlítja össze. A Length szelektor a sor aktuális 
hosszúságát adja meg.
TYPE QueueOfPacket?
PROCEDURE N e u Q u e u e O f P a c k e t () : Q u e u e O f P a c k e t ?
PROCEDURE Add (VAR 4:Queue0fPacket ?l :Packet) : QueueOfPacket ? 
PROCEDURE R e m o v e  (VAR ssQueueOfPacket) s QueueOfPacket? 
PROCEDURE A p p e n d  (VAR 4l»42sQueue0fPacket) : Q u e u e O f P o eket 5 
PROCEDURE C l ea r (VAR 4:Queue0fPacket> : QueueOfPacket? 
PROCEDURE F r on t (4:Queue0fPacket) : Packet?
PROCEDURE M i d d l e  (4:Queue0fPacket? ве ч:INTEGER) : Packet? 
PROCEDURE Back (ч:QueueOfPacket) : Packet?
PROCEDURE I n (я :QueueOfPo eket ? l:Pocket) : BOOLEAN!
PROCEDURE E m p t y  (qsQueueOfPacket) : BOOLEAN?
PROCEDURE Еч и al ( ч Ь  ч2:Qu е и eO fPa с к еt ? s 11 с e : INI E G E R ) :BOOEF AN ?
PROCEDURE Len.4th(4:Queue0fPacket) : INTEGER?
6.2 Az entitás fogalma
Az entitás (entity) mint a protokoll specifikációs 
nyelv alapfogalma, a környezetétől "szintaktikus fallal" el­
határolt absztrakt objektum. A (Q,R,N,P) elméleti modell 








kezdeti állapot beállítás INITIAL STATES
6.5 ábra Az entitás belső felépítése
Az entitás belső állapotterét az állapotváltozói által fel­
vett értékek tartománya határozza meg. Az állapotváltozók­
hoz csak az entitás belsejéből lehet hozzáférni, tehát egy 
adott protokoll specifikációjában a különböző entitások azo­
nos nevű állapotváltozói egymástól független változók. Nem 
követeljük meg az entitás belső állapotainak explicit megne­
vezését (mint ahogy azt az FDT szorgalmazza) de meg sem tilt 
juk. A tervező használhat explicit állapot elnevezést egy 
felsorolható (enumerációs) tipusu állapotváltozó bevezetésé­
vel. Az állapotváltozók számát nem korlátozzuk.
Az entitás a környezetével (és más entitásokkal) kizá-
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rólag interakciók utján kommunikál. Az interakció az enti­
tás belsejéből elérhető interfész objektumokon végzett ato­
mi művelet. A lehetséges interakciók megadásához egyértel­
műen meg kell adni az interfészváltozókat és a rajtuk értel­
mezett műveleteket. Az engedélyezett műveletek megadása 
implicit módon, az objektumok tipusának megadásával törté­
nik. A kommunikáció részletes megvalósitásáról a következő 
fejezetben fogunk szólni.
Az entitás a környezetéből illetve más entitásoktól 
kapott interakciók hatására megváltoztathatja állapotválto­
zóinak értékét. Az állapotváltozások leírására a névvel 
ellátott átmenetek (.transitions) szolgálnak. Az állapotát­
menet az átmenet nevéből (karakter füzér), az átmenet elő­
feltételéből és az állapotátmenet során végrehajtott művele­
tekből áll. Az átmenet előfeltétele az entitás állapotvál­
tozóinak illetve az interfészváltozók boolean értékű függ­
vénye (??") . Amennyiben az előfeltétel igaz értékű, akkor 
a hozzá tartozó átmenet (<=<) végrehajtható. Az entitás te­
hát a következőképpen működik.
Kezdetben (rendszer inicializáláskor) az entitás beál- 
litja állapotváltozói és esetleg bizonyos interfészváltozók 
kezdeti értékeit. Ezután periodikusan (végtelen ciklusban) 
felülvizsgálja az állapotátmenetek előfeltételeit és a vég­
rehajtható állapotátmenetek közül egyet véletlenszerűen ki­
választva valóban végrehajtja azt, aminek során az állapot- 
változók és az interfészvéltozók uj értékeket kaphatnak. Az 
entitás tehát a kivülről jövő interakciókról az állapotátme­
netek előfeltételeinek felülvizsgálatával szerez tudomást, 
mig saját interakcióját az interfészváltozókra történő ér­
tékadással közli környezetével. Ha az előfeltételek vizs­
gálatakor az entitás nem talál végrehajtható állapotátmene­
tet (minden átmenet előfeltétele hamis értékű), akkor a mű­
ködés ciklusa az előfeltételek újabb felülvizsgálatával foly­
tatódik (busy waiting).
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Az állapotváltozók és interfészváltozók tipusát az 
absztrakt adattípus könyvtárban szereplő adattípusokra kor­
látozzuk. Mivel azonban az adattípus könyvtár tetszőlege­
sen bővíthető (uj adattípus könyvtárba foglalásához csak né­
hány egyszerű szabály betartása szükséges), ezért ez nem iga­
zi korlátozás. Az adattípus könyvtár jelenleg a következő 
típusokat tartalmazza:
INTEGER* CARDINAL» CHAR» BOOLEAN*
Message» Packet» GueueOTMes sage * Q u e u e O f P û c k e t >
IL-F üthet LcalQueueOf Message» Hl stör L caIGueueOfMessage *
Az INTEGER..BOOLEAN tipusok beépített alaptípusok. Érték- 
készletük és az értelmezett műveletek megegyeznek a MODULA- 
2 nyelv azonos típusainak értékkészletével és műveleteivel.
A Message..QueueOfPacket tipusok a Bitalternáló protokoll le­
írásához használt tipusok, mig a két utolsó speciális verifi- 
kációs célú adattípus ; részletezésüket későbbre halasztjuk.
Az állapotátmenetek műveletei (actions) az állapotvál­
tozókra és az interfészváltozókra történő értékadásokból áll­
nak. Mint ahogy az a nyelv szintaxisából kitűnik, az érték­
adások legkarakterisztikusabb vonása a feltételes kifejezés, 
IF-THEN-(ELSIE)-ELSE használata (6.5 fejezet). Egy adott mű­
veletet alkotó összes értékadás egyidőben (szimultán) hajtó­
dik végre, tehát a művelet atomi jellegű. Ez azt jelenti, 
hogy a művelet elvégzése előtti változó értékek alapján tör­
ténik az értékadások jobb oldalának kiszámitása, majd szink­
ronban megtörténnek az értékadások. Mivel a jobb oldalon el­
helyezkedő esetleges függvényhivások mellékhatás (side effect) 
mentesek, igy az értékadások tetszőleges módon felcserélhe­
tek, sorrendjük nem befolyásolja a számítás menetét.
6.3 Az entitások közötti kapcsolatok
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Az entitások közötti kommunikációt az entitások belse­
jéből elérhető interfészváltozók összekapcsolásával valósít­
juk meg. Az interfészváltozók összekapcsolásakor az entitá­








6.6 ábra Az entitások közötti kommunikáció megvaló­
sítása
A 6.6 a.) ábra részleten az e-^ entitás i^ és az e^ entitás 
i2 interfészváltozója között egy kapcsolat épül ki, amelynek 
során osztott változó jó'n létre (6.6 b.) ábra). Az osztott 
változó az e-^ entitásból i-^ , az e2 entitásból i2 néven érhe­
tő el. Az osztott változókhoz alapvető szinkronizációs okok 
miatt egy időben csak egy entitás férhet hozzá. Feltételez­
zük tehát, hogy egy alacsonyabb szintű rejtett nyelvi mecha­
nizmus (arbiter) kiküszöböli (feloldja) az ütközéseket, azt 
amikor ugyanabban az időben szeretnének az entitások az osz- 
ott változókhoz hozzáférni. Ezen alacsony szintű mechaniz­
mustól teljes mértékben véletlenszerű működést várunk el.
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Az entitások egyenrangúak, ütközés esetén azonos valószínű­
séggel kapják meg az osztott változókhoz való kizárólagos 
hozzáférés jogát. Az arbiter léte az 5- fejezetben eleme­
zett párhuzamos rendszerek nemdeterminisztikus szekvenciá­
lis rendszerekké transzformációjának következménye. Megje­
gyezzük, hogy az állapotátmenet előfeltételének vizsgálata 
és a hozzátartozó művelet elvégzése együttesen jelenti az 
osztott változóhoz való hozzáférést. Könnyű ugyanis belát­
ni azt, hogy milyen hibák származhatnak abból, ha nem téte­
leznénk fel az előfeltétel vizsgálat és a művelet oszthatat­
lan voltát.
Az entitások közötti kapcsolatok megadása tehát egyet 
jelent annak a megadásával, hogy az entitás adott interfész- 
változója melyik másik entitás, melyik interfészváltozójával 
van kapcsolatban. Erre szolgál a specifikációs nyelv kap­
csolatokat leiró része (connections). A nyelv lehetőséget 
ad arra, hogy ne csak két, hanem több entitás között "fe­
szüljön ki" ugyanazon kapcsolat, tehát az osztott változó­
hoz több entitás is hozzáférhessen (6.7 ábra).
6.7 ábra Kapcsolat több entitás között
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A kapcsolatok statikusak, rendszer inicializáláskor 
kiépülnek és a teljes működés alatt fennmaradnak. A speci­
fikációs nyelv lehetőséget teremt a kapcsolatok felépítése 
előtti széleskörű konzisztencia ellenőrzés végrehajtására. 
Csak azonos tipusu interfészváltozók között jöhet létre kap­
csolat. Az egyes interfészváltozókhoz ezenkívül adatáram­
lási irány (IN, OUT, INOUT) is hozzá van rendelve, amely jel­
zi, hogy az entitás belsejéből kifelé (OUT) vagy befelé (INJ 
vagy mindkét irányba engedélyezett az adatáramlás. Az inter- 
fészváltozókat csak az adatáramlási irány betartásával sza­
bad összekapcsolni. Két entitás esetén ez azt jelenti, hogy 
az IN változót csak OUT-tal, az OUT változót csak IN-nel il­
letve az INOUT változót csak INOUT tipusu változóval szabad 
összekapcsolni. Több entitás közötti kapcsolatok kialakitsá- 
nak szabályai bonyolultabbak és megköveteli az interfészvál- 
tozókon értelmezett műveletek [iN | OUT ] típusokba sorolását. 
Ezzel a kérdéssel a továbbiakban terjedelmi okokból nem fog­
lalkozhatunk. Fontos ellenőrzési lehetőséget kinál az inter- 
fészváltozókra vonatkozó kezdeti értékadás konzisztenciájá­
nak biztosítása is. Az összekapcsolt interfészváltozók 
csak ugyanazon kezdeti értéket kaphatják, amelyet egyszerű­
en úgy biztosítunk, hogy az összekapcsolással létrejött osz­
tott változónak csak egy entitás adhat kezdeti értéket.
6.4 Az algoritmikus környezet fogalma
A protokoll (réteg(ek)) algoritmikus környezete a vizs­
gált réteg(ek) alatt és felett lévő rétegek modellje. Mint 
azt már a 4. fejezetben említettük a protokoll specifikáció 
és méginkább a verifikáció elengedhetetlen feltétele a kör­
nyezeti modell megléte. A specifikációs nyelv bevezeti az 
környezet (environment) fogalmát és ezzel lehetőséget teremt
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a környezeti modell formális megfogalmazására.
A környezeti modell magába süriti mindazokat a tulaj­
donságokat, amelyek megléte szükséges a tervezett protokoll 
helyes működéséhez. A modell lehet aktiv (dinamikus), pasz- 
sziv cstatikus) vagy a kettő valamilyen ötvözete. Tipikus 
az, amikor a tervezendő protokoll réteg alatti réteg modell­
je aktiv, mig a felette lévő pedig passziv. Egy ilyen pél­
dát fogunk bemutatni a 7. fejezetben. Az aktiv környezeti 
modell entitások segitségével Írja le az alsó és felső szin­
tek lényeges sajátságait. Két vagy több protokoll állomás 
közötti adatátviteli csatornák (médiumok) modellezésénél leg­
többször a medium által nem helyreállítható hibák lehetősé­
gét fogalmazzák meg. Ilyen hiba lehet például az, hogy a 
medium csomagot veszthet, a szállított csomag útközben meg- 
hibásodhat, sorrendcsere vagy egyszerűen fatális hiba léphet 
fel.
A passziv környezeti modell esetén a környezetet a 
vizsgált illetve az alatta és felette lévő rétegek közötti 
kommunikációra szolgáló interfészváltozóknak adott kezdeti 
értékek alkotják. Mindezt legtöbbször az teszi lehetővé, 
hogy általában a szintek közötti kapcsolatot várakozási so­
rok képezik (például az elszállításra váró csomagok sora). 
Ezen sorokat bizonyos szintig feltöltve megteremtődik a pro­
tokoll működésének feltétele (például megindul a csomag 
szállítás). A működés természetesen egy idő után abbamarad 
(mert vagy kiürül a sor vagy valamilyen hiba lép fel). A 
passziv modell korlátozott leiró képességű, használata néha 
még a protokoll és a környezet közötti interfész megváltoz­
tatását is megköveteli.
Itt kell foglalkoznunk azzal a kérdéssel, hogy réte­
gek közötti osztott változók (például sorok) hova tartoznak.
A kérdésnek a verifikáció szempontjából van nagy jelentősége 
hiszen ez határozza meg, hogy az osztott változót a proto­
koll vagy környezet állapotánál kell-e számításba venni. A
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6.8 ábrán feltüntettük az alapvető lehetőségeket. Az a.) 
részleten az osztott változó teljes egészében a környezet­
hez, a b.) ábrán a protokollhoz tartozik. A c.) részlet egy 
köztes megoldást mutat, melyben az (állapot szempontjából 
részekre bontható) osztott változó egy része a protokollhoz, 
másik része a környezethez tartozik. A 7. fejezet példájá­
ban ilyen megoldást fogunk alkalmazni.
6.8 ábra A protokoll és a környezet közötti inter- 
fészváltozók lehetséges helyzetei
Már korábban emlitettük, hogy a nyelv opcionálisan le­
hetővé teszi a protokoll és környezete közötti határvonal é- 
les meghatározását is. Az interfészváltozók az exportált
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(EXPORTED) csoportba tartoznak, ha keresztül haladnak a kör­
nyezetet és a specifikált protokollt elválasztó határfelüle­
ten. Ellenkező esetben az interfészváltozók belső (INTER­
NAL) tipusuak.
A környezet leirás különleges eleme a protokoll várako­
zás (WAIT) explicit meghatározására szolgáló rész. Ebben a 
részben a protokoll tervezője a környezeti (EXPORTED) inter- 
fészváltozókra felirt predikátummal meghatározhatja azokat a 
helyzeteket, amelyben a protokoll megállása nem deadlocknak, 
hanem a felső szint interakciójára való várakozásnak minősül. 
Felhasználása csak passziv környezeti modell esetén indokolt.
A protokoll tulajdonságok (7.1 fejezet) formális megfo­
galmazását szolgálja a specifikációs nyelv tulajdonságokat 
(properties) leiró része, melyben névvel ellátott predikátum 
függvények definiálása lehetséges. A predikátumok protokoll 
invariánsok kifejezési formái. A 9. fejezet verifikációs 
rendszere ezen invariánsok érvényességi analizisével ellenő­
rizni tudja a specifikált tulajdonságok meglétét. Az invari­
ánsok megfogalmazását megkönnyíti az absztrakt adattípus 
könyvtárban szereplő HistoricalQueueOfMessage segéd (histó­
ria) változó bevezetése. A história változókat az entitások 
állapotváltozói között deklaráljuk; ugyanazon szabályok vo­
natkoznak rájuk is mint az állapotváltozókra. A protokoll 
működésében ténylegesen nem vesznek részt (például nem hor­
doznak állapot információt sem). Feladatuk kizárólag a pro- 
tokolltól elvárt tulajdonságok megfogalmazásának egyszerüsi- 
tése. A história változók nevüket onnan kapták, hogy maguk­
ba gyűjtik a protokoll működéséről szóló globális információ­
kat, a működés történetét.
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6.5 A specifikációs nyelv szintaxisa
A specifikációs nyelv szintaxis leirása az EBNF (Ex­
tended Backus-Naur Form) formalizmust követi. A nemterminá- 
lisok értelmes magyar szavak, mig a terminálisok vagy csupa 
nagybetűből álló angol szavak vagy idézőjelbe tett karakter 
füzérek. A szintaxis szabályok
formájuak, ahol S valamely szintaktikus egység, E pedig
alakú kifejezés. A Ti tagok
F-,F0 .. .F ( m > 0 )1 2 m
tényezőkből állnak. A tehát az F^ tényezők konkatenáció- 
ja. Az F.. tényezők terminálisok vagy nemterminálisok eset­
egyszeri, a kapcsos zárójel a nulla, egy, kettő, ... stb. 
többszörözést jelenti.
S - E .
(n > 0)
103
Azonosító = Betű C Betű ! Számjegy 3 . 
Szóm = Integer ! Real .
Integer = Számjegy C Számjegy 3 .
Real = Számjegy C Számjegy 3 C Számjegy 3 C Skalalenyezo 3 .
SkalaTenyezo = " E ” Z ”+ ” : ] Számjegy С Számjegy 3 .
Számjegy = 0' . -r  . ~2 ” : " 3 ” : ”4" : «s 1 ”6" ! ”7” ! " 8 “ : "9” .
Reláció = " = ! " Ф ” : ”<>“ : -<- : -<=” : « >” : ->=“ .
AddltlvOperator = ”+" : : OR •
MultlpllkatlvQperator = * : -/*’ : DIV : MOD : AND .
AzonosltoLlsta = Azonoslto C ” »” Azonoslto 3 ■
Rend szer De к lar a d o  = SYSTEM RendszerNev ” 5" Re ndszerKompone nsek
END RendszerNév ” .
RendszerNev = Azon osí tó .
RendszerKomponensek = C É n t I t a s L e Iras 3 KornxezetLelras 
K a p c s o l a t L e Iras C KovetelmenyLelras 3 .
EntltasLelras = ENTITY EntltasNev EntltasKomponensek 
END EntltasNev .
EntltasNev = Azon osí tó .
En tltasKomponensek = C AlLapotValt ozo De kla ra cl o 3 InterfeszValtozoDeklaraclo 
A t m e netDeklaraclo MüveletDeklaraclo C Ke zd etl Al lapotDeklaraclo 3 .
Al La potValtozoDeklaraclo = STATE VARIABLES C Va lt ozoDeklaraclo " Г  3 . 
ValtozoDeklaraclo = AzonosltoLlsta "s" TIpus .
Típus = Azonosító .
InterfeszValtozoDeklaraclo = INTERFACES C Z EXPORTED : INTERNAL 3 
C A d a t A r amlaslrany ValtozoDeklaraclo ” 5” 3 3 .
AdatAramlasIrany = [ IN ■' OUT : INOUT 3 .
A t m e netDeklaraclo = TRANSITIONS C AtmenetNev PRECOND Klfe Jez es " Г  3 .
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AtmenetNev = A z o n o s í t ó  .
Kifejezés = EgyszeruKífejezes E ReLücío EgyszeruKífejezes 1 .
Esrszer uK lfejezes = E "+" ! 3 Тоз C AddítIvOperator Таз } .
Таз = Tenyezo С Ми It Lp IlkátLvOperator Tenyezo 3 .
Tenyezo = Szám : C EntltasNev 3 Azonosító E AktualIsParameterek 3 :
" Г  Kifejezés ">" : NOT Таз : Karakter :
IF KLfejezes T H E N  Kifejezés C ELSIF KLfejezes THEN Klfejezes 3 
ELSE Klfejezes END .
Aktual 1sParameterek = ” (" E Kl fe jez es LL sta 3 ")" .
KlfejezesLLsta = Klfejezes C Klfejezes 3 .
MuveletDeklarac lo = ACTIONS C AtftienetNev C Ertekadas 3 
END AtmenetNev " »' 3 .
Ertekadas = A z o n o s l t o  Klfe jez es .
KezdetlAllaPotDeklaraclo = INITIAL STATES C Ertekadas "5" 3 .
K o r nyezetLeIras = ENVIRONMENT C EntltasLelras 3 E In terfeszValtozoDeklaraclo 3 
E KezdetlAllaPotDeklaraclo 3 E UAIT Klfejezes "j~ 3 .
K a p csolatLelras = CONNECTIONS C Elem C " r“ El em 3 "< = >" El em С Elem 3 3 . 
Elem - E EntltasNev 3 InterfeszValtozoNev .
Inte rfeszValtozoNeV = Azonosító .
Követe ímen>Leír as = PROPERTIES C TulajdonsasNev Klfejezes 3 .
TulajdonsasNev = Azonoslto
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7. EGY EGYSZERŰ PÉLDA A JAVASOLT MÓDSZER ALKALMAZHATÓ- 
SÁGÁNAK BEMUTATÁSÁRA
A 6. fejezetben ismertetett protokoll specifikációs 
nyelv alkalmazásaként bemutatjuk a Bitaltemáló protokoll 
egyszerűsített változata specifikációját. Először a proto­
koll működését szövegesen Írjuk le, majd megadjuk a formá­
lis leírást is.
.7.1 A Bitaltemáló protokoll
A Bitalternáló protokoll a sorrendhelyességet nem biz­
tositó protokollok családjába tartozik [üavies és m. 82 ] .
Az ARPA illetve az EIN hálózatokban használt adatkapcsolat 
szintű protokoll üzeneteket szállít megbízhatatlan adatátvi­
teli csatornán keresztül. Logikai csatornákat definiál és 
ezeken egymástól függetlenül egy-egy csomagot továbbit. A 
csomag egy bites sorszámból, a logikai csatorna számából és 
az üzenetből áll. A protokoll például 0 sorszámmal elküldött 
csomag után akkor küldheti a következő csomagot (1 sorszám­
mal), ha timeout időn belül hibátlanul megérkezik az előző 
csomag nyugtája. Ha a nyugta megérkezése előtt időhatár 
túllépés (timeout) következik be, akkor a protokoll újra kül­
di az elküldött üzenet másolatát. A mechanizmus a pozitív 
nyugtázás, automatikus ismétlés néven ismert. A vételi ol­
dalon a helyesen (helyes sorszámmal) érkezett csomag üzenet" 
részét a felsőbb szint felé továbbítják (ha az fogadni tud­
ja) és nyugtázásképpen a sorszámot visszaküldik. A nyugta 
csomag üzenetrésze ellenkező irányban szállított üzenetet 
hordozhat, mi azonban a későbbiekben - mivel csak egyetlen 
logikai csatornát specifikálunk - nyugtázásképpen a megérke­
zett csomag változatlan visszaküldését alkalmazzuk. Duplex 
megvalósítás esetén mindkét irányban számtalan logikai csa­
tornát definiálnak, ami ugyan növeli a hatékonyságot, de
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sorrendhelyességet nem biztosit. A protokoll részletesebb 
leirása helyett az irodalomra utalunk.
7.2 A protokoll specifikáció.ja
A protokoll leírásához két entitást, a küldő (Sender) 
és a fogadó (Receiver) entitást használtunk. A 7.1 ábrán 
feltüntettük a protokoll specifikációjának illetve környeze­
ti modelljének vázlatát. Az ábrán a Sender és Receiver pro­
tokoll entitásokon kivül az alsó rétegeket modellező Data és 
Ack medium entitások is megtalálhatók. A környezeti modell 
entitásai a megbizhatatlan átviteli csatorna csomagvesztő 
tulajdonságát modellezik (csomag duplikálódást illetve egyéb 




A Sender entitás a MessageToSend és az MessagelnTransit 
interfészváltozókon keresztül kapcsolódik a felső szinthez.
A környezet felől ezeket a változókat a MessageToABProtocol 
illetve a NotOkToSend néven érhetjük el. A MessageToSend 
üzenetsor a felső szinttől kapott üzeneteket hordozza. A 
MessagelnTransit BOOLEAN tipusu változó jelzi, ha valamely 
üzenet éppen szállítás alatt van. A Sender entitás két álla­
potváltozót foglal magában. Az SSN BOOLEAN tipusu változó 
az aktuális egy bites sorszámot tartalmazza, mig a Pending 
csomagsor az elküldött de még nem nyugtázott csomagok puffe­
re. Itt jegyezzük meg, hogy a csomagformátumban nem szere­
pel a logikai csatorna sorszáma, mivel csak egyetlen csator­
na működését specifikáljuk. A Sender tartalmaz még egy Sent 
nevű história változót (üzenetsort) is, amely a felső szint­
től szállításra kapott üzenetek mindegyikét eltárolja. Az 
alsó szinttel való kapcsolat tartást teszik lehetővé az Out- 
Port és InPort interfészváltozók. A Sender UserSend átmene­
te akkor válik végrehajthatóvá, ha van szállításra váró üze­
net a MessageToSend sorban (a sor nem üres) és befejeződött 
a korábbi üzenet továbbítása (a MessagelnTransit hamis érté­
kű). Ekkor az üzenetet kiegészítve az aktuális SSN sorszám­
mal az OutPorton keresztül az entitás csomagként elküldi és 
felkészül az esetleges ujraküldésre is (a Pending pufferbe 
eltárolja az elküldött csomagot). Az időkezelésre a speci­
fikációban a TimeOut átmenet szolgál. Időhatár túllépés 
csak akkor következhet be, ha a puffer nem üres, tehát egy 
csomagot elküldték, de még nem érkezett meg a nyugtája. Ti­
meout esetén a puffer tartalma az OutPortra kerül. A Sender 
Receive átmenete a nyugta üzenetek fogadását végzi. Ha a 
nyugta csomag a várt sorszámot hordozza, akkor az entitás 
belső puffeæ felszabadul és lehetővé válik az újabb üzenet 
elküldése (természetesen uj sorszámmal) .
A Receiver entitás belső felépítése hasonlit a Sender 
entitáséhoz. Az RSN BOOLEAN tipusu állapotváltozó az aktuá­
lis sorszámot, a ReceiveBuffer a megérkezett de a felsőbb
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szint felé még nem továbbított csomagokat hordozza. A Re­
ceived história változó (üzenetsor) a protokoll tulajdonsá­
gok megfogalmazását megkönnyítő segédváltozó. A felső szint 
a UserWishesToReceive (OkToReceive) BOOLEAN változón keresz­
tül közli az entitással, hogy képes fogadni egy esetlegesen 
megérkezett üzenetet. Ekkor az a MessageReceived (Message- 
FromABProtocoll interfészváltozóba kerül a UserRcv átmenet 
segítségével. A Receiver entitás Receive átmenete az InPort- 
on keresztül érkezett csomagokat fogadja. Ha a csomag a he­
lyes (várt) sorszámmal érkezik, akkor az a ReceiveBuffer 
pufferbe keiül. A Receive átmenet különleges újra szinkro­
nizáló mechanizmust is tartalmaz, amelyre később még kité­
rünk.
A Data és Ack medium entitások az adatátviteli csator­
nák csomagvesztő tulajdonságát modellezik a LosePacket átme­
netük segítségével. A médiumok az első pillanatban szokat­
lan módon nem tartalmaznak állapotváltozót. Az egyetlen 
interfészváltozójuk össze van kapcsova a Sender és Receiver 
entitások megfelelő (InPort, OutPort) interfészváltozóival, 
igy létrejönnek a három (Sender - Data - Receiver illetve 
Receiver - Data - Sender) entitás által közösen használt un. 
osztott változók. Ezek az osztott változók hordozzák az 
entitások által kibocsájtott csomagokat. Mivel a rendsze­
rünk nemdeterminisztikus szekvenciális (5- fejezet), igy 
a működés lényege az, hogy egy entitás kibocsájtóttá csomag 
vagy elvész a medium entitások állapotváltozása révén vagy 
pedig hibátlanul megérkezik rendeltetési helyére. A medium 
entitások bonyolultabb megfogalmazásával természetesen lehe­
tőség van egyéb, itt nem feltételezett tulajdonság modelle­
zésére is (például korlátozott csatorna kapacitás stb.), a- 
melytől most az egyszerűség kedvéért eltekintettünk.
A környezeti modell a Data és Ack entitásokon kívül 
még a felső protokoll szint két interfészváltozójának dekla­
rációját is tartalmazza a megfelelő kezdeti értékekkel ( veri- 
fikációs célból).
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A tulajdonságokat leiró részben az invariáns azt fe­
jezi ki, hogy a Sender entitás által elküldött csomagok mind 
egyike megérkezik sorrendhelyesen a Receiver entitáshoz. Ez 
az invariáns tulajdonság a logikai csatorna protokoll helyes 
ségét formalizálja.
A protokollba beépített újra szinkronizáló mechanizmus 
lényege az, hogy ha valamilyen oknál fogva az SSN és RSN ér­
tékei kezdetben nem egyeznek meg thibás inicializálás), ak­
kor ezt a protokoll egy üzenet elvesztése árán feloldja, 
lásd. Receiver entitás Receive átmenete.
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F'e nd L пз : Que ueOf Pac ket 5
Sent :F ûstor l calQueueO fM ess ag e»
INTERFACES EXPORTED
Me s sage InTr ans It : BOOLEAN» 
MessaaeToSend :Q ue ueO fM es sag e» 
I nPort » OutF'ort :Qu eue Of Packet»
TRANSITIONS
UserSend: PRECOND NOT Empty(MessageToSend) AND 
NOT Mes sag elnTra ns It?
TlmeOut : PRECOND NOT Empty (Pencil пя) Ï 




Se nt :=Add (Se nt »Front (Me s saseToSe nd) ) »












THEN NOT SSN ELSE SSN END;
MessaseInTransit!=IF SesNumber(Front(InPort))=SSN 
THEN FALSE ELSE MessaselnTrans it END;
Pendinsi=IF SesNumber(Front (InPort))=SSN 




s s n :=f a l s e ;
Pe ndins!=NewQueueOfPacket()5 Sent:=NewHystoricalOueueOfMessase 0  ;





RSN ! b o o l e a n ;
Re ceiveBuffer ! QueueOfPacket!
Received : HystoricalQueueOfMessase»
INTERFACES EXPORTEDUserUishesToRe ce ive ! BOOLEAN!
MessaseRe ce ived !QueueOfMessase »
InPo rt»OutPort !QueueOfPackel!
TRANSITIONS
UserRcvSPRECOND NOT E m p t y ( M e s s a s e R e ce ived) AND 
UserUishesToRe ce ive »
Re ce ive sPRECOND NOT E m p t y ( I n P o r t ) !
Ill
ACTIONS 
U s e r R c v :
ReceLvetls =AcId (Received» F r o n t (RecelveBuffer))»
MessaseRe celv e d :=Remove(MessaseRe celve d)»
Userldl shesToRe ce l ve :=FALSE»
Out Port :=Appe nd (Out Port »Re ce l veBuf f er ) »
R e c e i v e B u f f e r :~Remove (RecelveBuffer) »
END UserRcv;
Receive:
R e c e i v e B u f f e r :=IF SeqNumber(Fron t( InP or t) )=R SN THEN
A d d ( R e c e i v e B u f f e r » F r o n t (InPort)) ELSE Re celveBuffer END?
Me ss a3e Recelved:=IF Se qN umb er ( F r o n t ( I n P o r t ) )=R SN THEN
A d d ( M e s s a s e R e c e l v e d » F r o n t ( I n P o r t ) ) ELSE Me s s a s e R e celved END»
OutF'ort:=IF (SeqNumber( Fro nt (In Po rt) ) < >RSN) AND 
Empty (ReceiveBuffer) THEN 
Add(OutPort,Front(InPort)) ELSE OutPort END»
R S N : = I F  SeqNumber(Fron t( InP or t) )=R SN THEN 
RSN: =N0 T RSN ELSE RSN END»






MessaseRe c e l v e d: =N e« Que ue 0fM es sa 3e()»





B u f f e r :Q ue ueO fP ac ket»
TRANSITIONS
LosePacket:PREC0ND NOT E m p t y ( B u f f e r ) »
ACTIONS





E N T I T Y  A c k ?
I N TE RFA CE S EXPORTED 
Buff er sQueueOfF’acket?
TR AN SIT IO NS
LoseF'acket:PREC0ND NOT Em pty(Buff e r ) »
A C T I O N S
LoseF’acket:
B u f f er :=Remov e( Bu ffe r)?
E N D  LoseF'acket?
END Ack?
I N TE RFA CE S EXPORTED
Mess age To AB Pro to col »Mes sag eFromABF'roto col : Que и eOf Message 
NotO kTo Se nd »OkToR'e ce L ve : BOOL EAN
I N I T IAL STATES
Mess age To AB Pro to col :=Ad<l (Add (Add (MessageToABProtocol » 
M a k e M e s s a g e (1 ))» M a k e H e s s a s e ( 1 ) ) »MakeMe ss ag e(1))»
Me s s ag eFromABF'roto со l :=NewQue и eOfMes sage () »
Ok ToRecelve:=TRUE?
WAIT
Empt y (MessageToABProtocol) OR (NOT OkToR'e ce l ve) » 
CO N N E C T I O N S
Se nd er.OutPort <=> Data.Buffer» R e c e i v e r . I n P o r t »
Re c e lv e r .OutPort <-•> Ack.Buffer» Sender. InPort? 
Mess age To AB Pro to col < = > Se rider .M essageToSe nd »
NotOkTo Se nd <~> Sender.MessaselnTranslt?
Me ssageFi omABF'ro to col ( = > Rece ive »‘.Message Received? 
Ok ToRecelve <~> Re celver .Us er Wl she sT oRecel v e ?
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P R OP ERT IE SCon e ct ness :
Equal Queue (Se ntlev .Se nt »Re ce l ver .Re ce l veti » 
IP (Sender.SSN<»Receiver.RSN) AND 
Empty (Receiver.MessaseRecelved) OR 
(Sender.SSN'-Recelv e r .R3N) AND 




L e nst11 (Sc n d e r .Se nt ) -1 
END)
AND
Ечи al Me s s a s e (Duck(Sender.S e n t)t 
IF ( S e n d e r . S S N O R e c e l v e r . R S N )  AND 
E m r t y ( R e celv e r . Mess a s e R e ceIved) OR 
(S e nde r .SSN=R e c elv e r .R S N ) AND 
E m p t y (Se nder.Pe nd L пэ)
THEN
Eta с к (Sender .Sent)
ELSE
Text (Front (Se nder .F'e nd L пэ) )
END) ;
END A 1 1 e r nat L пзВ11Proto col.
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8. PROTOKOLLOK TULAJDONSÁGAINAK ELLENŐRZÉSE ÁLLAPOT- 
ELÉRHETÓSÉGI VIZSGÁLATTAL
A fejezetben a protokoll verifikáció egy "hibrid” 
módszerét, a bővitett elérhetőségi analizist vezetjük be.
A formális protokoll verifikáció módszere nagymértékben 
függ a protokoll specifikáció során alkalmazott formaliz­
mustól. A 6. fejezetben specifikációs nyelvet javasoltunk 
protokoll leirásra. A specifikációs nyelv megpróbálta e- 
gyesiteni magában az állapotátmeneten és a programozási 
nyelveken alapuló eljárások előnyös vonásait. Ez alapján 
természetes módon vetődik fel az a gondolat, hogy a specifi­
kációs nyelvünkhöz illeszkedő verifikációs módszer is egye­
sítse a két különböző verifikációs irányzat (állapotelérhe- 
tőségi vizsgálat és programhelyesség bizonyítás) előnyös 
vonásait. A megoldást az elérhetőségi analizis protokoll 
invariánsok érvényességi vizsgálatával történő kiegészíté­
sében találtuk meg. Az ilyen módon bővitett elérhetőségi 
analizis ismertetése előtt a protokoll tulajdonságokat, azok 
értelmezését tárgyaljuk először szöveges formában, majd fel­
használva az 5. fejezet matematikai modelljét megadjuk a 
főbb tulajdonságok formális megfogalmazását is. A bővitett 
elérhetőségi vizsgálat ezen tulajdonságok felderítését teszi 
lehetővé. A módszer számitógéppel támogatott megvalósitását 
a 9. fejezetben fogjuk részletesen bemutatni.
8.1 Protokoll tulajdonságok
A protokollok verifikálható tulajdonságait két fő cso­
portba, az általános és a specifikus tulajdonságok csoport­
jába sorolhatjuk.
116
A specifikus tulajdonságok közé a különféle protokol­
lokat egyedileg jellemző, a többi protokolltól megkülönböz­
tető tulajdonságok tartoznak. Ezek legfontosabbika a funk­
cionális helyesség tulajdonság, amely azt fejezi ki, hogy 
a protokoll kielégiti a szolgáltatás specifikációját. Lé­
nyegében tehát a szolgáltatás specifikáció által előirt 
szolgáltatások alkotják a specifikus tulajdonságok halmazát. 
Például transzport protokoll esetén a transzport connection 
létesités a protokoll specifikus tulajdonsága. Mint már ko­
rábban emlitettük a funkcionális helyesség formális megfogal­
mazása a protokollokra egyedi rendszer invariánsok felállítá­
sával történhet. Ezen predikátumok protokoll működéssel 
szembeni invarianciájának bebizonyitása (ellenőrzése) a funk­
cionális helyesség belátását jelenti.
Az általános tulajdonságok a protokollok mindegyikét 
(vagy inkább nagyobb halmazát) jellemző tulajdonságok. Lé­
nyegében a szolgáltatás specifikációk implicit részének te­
kinthetők. Az alábbiakban felsoroljuk (a teljesség igénye 
nélkül) a nézetünk szerint fontosabb általános tulajdonságo­
kat. Nem állitjuk, hogy ezek mindegyike független egymás­
tól, inkább "fenomenologikus" protokoll tulajdonságoknak te­
kinthetők, amelyek "mikro szintű" kapcsolata nem ismert. Azt 
sem állitjuk, hogy az itt következő fogalmak egyetlen helyes 
értelmezését adjuk meg. Az irodalomban gyakran ellentmondó 
"definíciókat" (szöveges értelmezéseket) találhatunk, aminek 
fő oka a tulajdonságok valamely elméleti kereten (formaliz­
muson) belüli formális értelmezésének hiánya. A terminoló­
giai zűrzavar tipikus példája az, amikor ugyanazon tulajdon­
ságot különböző neveken, vagy különbözőket azonos módon ne­
veznek. Nagy problémát jelent az is, hogy a fogalmak jelen­
tős része a programozás (.különösen a paralell programozás) 
elmélet területéről származik. A protokollok párhuzamos 
programokkal történő implementációja összemossa a valódi 
protokoll tulajdonságokat az implementáció, a paralell prog­
ramok bizonyos sajátságaival. Véleményünk szerint a termi­
nológiai kavarodás, eltérő értelmezések feloldásának egyet­
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len útja a fogalmak szigorú formális definiciója egy eléggé 
általános elméleti kereten belül. Megtalálva a különféle 
protokoll modellek közötti összefüggést (például leképezés 
formájában) a protokoll tulajdonságok definíciói is áttransz- 
formálhatókká válnak, megteremtve ezzel a dolgozat mottójá­











A fogalmak vázlatos értelmezéséhez a 6. fejezet specifikáci­
ós nyelvének elemeit fogjuk felhasználni, feltételezve, hogy 
a mögöttes mechanizmus az 5. fejezet állapotátmenet rendsze­
re.
A protokoll specifikáció teljessége (completeness) azt 
fejezi ki, hogy a rendszer entitás minden a környezetéből 
származó interakciót észlel és szükség esetén válaszol rá 
(például állapotátmenettel). A specifikáció teljességi hi­
ányait különféle csoportokba sorolhatjuk. Az első, legegy­
szerűbb csoportot a protokoll leirás szintaktikus és stati­
kus szemantikai hibái alkotják. Abban az esetben ha példá­
ul egy entitás egyik deklarált interfészváltozója egyetlen 
egy állapotátmenetének előfeltételében sem szerepel, akkor 
az entitás nem fogja észlelni a kérdéses interfészváltozó 
"szállította" interakciókat. A jelenség oka vagy az inter­
fészváltozó felesleges deklarációja (például nem áll kapcso­
latban egyetlen más interfészváltozóval sem), tulspecifikált- 
ság vagy hiányos specifikáció (vagy a megfelelő átmenet hi­
ányzik, vagy csak valamelyik előfeltétel megfogalmazása hi­
bás) . Ezen és a hasonló hibákat (például tipus inkompati­
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bilitás) a specifikációs nyelv elemzője még forditási idő­
ben ki tudja mutatni. Sokkal nehezebb azonban azon specifi­
kációs hiányokat kimutatni, amelyek nem járnak együtt a lei- 
rás hibájával. Ilyenkor az elemző hibátlan specifikációt je 
lez, a specifikáció mégis hiányos. A protokoll tervező pél­
dául nem készítette fel a protokollt az alacsonyabb szintek 
bizonyos működési zavarainak (pl. csomag meghibásodás, cso­
mag vesztés stb.) lekezelésére, vagy például nem vette fi­
gyelembe az ütközések lehetőségét (pl. hivás ütközés). Az 
ilyen tipusu hibák felderítése csak valamilyen verifikációs 
módszer alkalmazásával képzelhető el.
A protokoll rendszerek legalapvetőbb elvárt tulajdon­
sága a deadlock mentes működés. A rendszer akkor kerül holt 
pont állapotba, ha valamely belső ok miatt a rendszer egyet­
len egy entitásának sincs végrehajtható állapotátmenete. Ek­
kor kialakul egy entitásokból álló zárt hurok, amelyben min­
den entitás a megelőző entitás interakciójára vár. A belső 
ok feltétel azért szükséges a megfogalmazásban, hogy kizár­
juk a felső szintek okozta protokoll várakozásokat a dead­
lock szituációk köréből. A deadlock helyzetek leggyakrabban 
a protokoll nem teljes specifikációja miatt következnek be. 
Elképzelhető, hogy nem a teljes protokoll rendszer, hanem 
annak csak bizonyos része (bizonyos entitás csoport) blokko- 
lódik örökre. Ekkor a rendszer csökkentett funkciókkal e- 
setleg még tovább működhet, megnehezítve ezzel a részleges 
holtpont állapot korai felismerését. Élesen megkülönböztet­
jük a protokoll implementációban előforduló deadlock helyze­
teket a valódi protokoll deadlockoktól. Az implementációban 
előálló holtpont helyzetek ugyanis nemcsak valódi protokoll 
deadlock miatt, hanem'például helytelen erőforrás allokáció 
stb. miatt is bekövetkezhetnek. Nem tekintjük deadlock 
helyzetnek az explicit végállapottal terminálódó protokollok 
végállapotát.
A liveness tulajdonság azt fejezi ki, hogy bármely el­
érhető állapotból bármely másik állapot elérhető (8.2 feje-
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zet). A live tulajdonságot nemcsak rendszerre, hanem egye­
di állapotra tvagy átmenetre) is értelmezni szokták. Egy 
adott állapot tvagy átmenet) akkor live tulajdonságú, ha a 
rendszer kezdeti állapotából elérhető állapotokból elérhető 
[Bochmann 78]. Általában a protokollok olyan felépitésüek, 
hogy van bennük egy kitüntetett un. "home” állapot, amely 
live tulajdonságú és amelyből minden protokoll funkció vég­
rehajtható.
A progress tlivelock, tempo-blocking freeness) saját­
ság a protokoll felesleges (!) végtelen ciklusoktól való men­
tességét fejezi ki. Elképzelhető ugyanis az, hogy a rend­
szer entitásainak egy csoportja interakciók olyan végtelen 
ciklusába kerül, amely meggátolja a helyes működést. A vo- 
nalszakadáskori állandó ismétlés tipikus egyszerű példa erre. 
Az, hogy a protokoll ciklus mikor felesleges, vagyis mikor 
nem végez a protokoll ’’hasznos munkát", nehéz formalizálni 
és ebből következőleg a ciklusok automatikus osztályozása 
szinte megoldhatatlan feladatnak látszik. (Ezért például a
9. fejezet számitógéppel támogatott verifikáló rendszerében 
is az ember feladata a ciklusok kívánatos, vagy nem kívána­
tos voltának eldöntése.) Az állapotátmeneten alapuló proto­
koll leirási módszerek esetén általánosságban igaz az a meg­
állapítás, hogy nehézkes a progress tulajdonság formalizálá­
sa. Talán ez volt az egyik fő oka a temporális logikák spe­
cifikációs célokra való kísérleti felhasználásának is, ahol 
tudvalevőleg "természetes módon" lehet megfogalmazni a prog­
ress sajátságot.
A helyreállíthatóság (recoverability) fogalma arra a 
szemléletre épül, amely a protokoll állapotterét két részre, 
a normális és a rendellenes működési állapottérre osztja. A 
rendellenes állapottérbe azon protokoll állapotok tartoznak, 
amelyekbe valamely hiba folytán kerül a rendszer. A rendszer 
akkor helyreállítható, ha véges számú lépésben, véges idő a- 
latt az abnormális működési állapottér bármely állapotából 
képes visszatérni a normális működés zónájába. A megfogal-
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mazás alapproblémája a hiba fogalmának intuitiv definíciója. 
Sok esetben ugyanis önkényes az, hogy mit tekintünk normális 
és mit abnormális protokoll működésnek.
A protokoll stabilis tulajdonságú, ha valamely hiba ki­
váltó okának megszűnése után a helyreállitáshoz. szükséges lé­
pések (állapotátmenetek) száma nem növekszik a működés során.
A lépésszám növekedése ugyanis egy idő után gyakorlatilag 
megakadályozza a hibákból való felélledést, elfogadhatatlanul 
lassúvá téve azt, bár a helyreállíthatóság még mindig fennáll­
hat, hiszen nagy de azért mindig véges számú állapotátmenet 
zajlik le a normális működési tartományba való visszatérés­
kor. A helyreállíthatóság tehát a stabilitás szükséges de 
nem elégséges feltétele.
Az önszinkronizációs (self synchronization) protokoll 
tulajdonság a helyreállíthatóság egy fajtája. Azokat a pro­
tokollokat szokták önszinkronizálónak mondani, amelyek nem 
megfelelő inicializálás esetén is véges sok lépésben, véges 
idő alatt eljutnak a helyes működés tartományába.
A protokollok vagy ciklikus működésűek, vagy explicit 
végállapotban terminálodnak.
A korlátozások (boundness) alatt a protokollba beépített 
tevékenység számra előirt korlátokat értjük (pl. maximális 
ismétlési szám). A puffer méretek, csatorna kapacitások u- 
gyancsak fontos figyelembe veendő korlátok.
8.2 A protokoll tulajdonságok formális megfogalmazása
A protokollok (Q,R,N,P) matematikai modellje (5. feje­
zet) alapján bevezetjük az elérhetőségi reláció fogalmát. Az 
elérhetőségi reláció az R reláció reflexiv és tranzitiv lezá­
rása.
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Definíció 8.1 : A (Q,R,N,P) átmenet rendszer Q állapot
halmazán értelmezett elérhetőségi reláció (R*) olyan bináris 
reláció (jelölés:— -— ► ) melyre:
1. V q, q’sQ-ra ha q— ►q’e R  akkor q— ^-— q’ ;
2. Vq€Q-ra q— *~»q;
3. V<b q’» q"éQ-ra ha q- *-».q» és q’- — ».q" akkor
q— ►q” ;
4. R* minden eleme az 1. - 3. szabályok véges számú 
alkalmazásával előállítható. □
Egy állapot tehát akkor elérhető egy másik állapotból, 
ha van a másik állapotból kiinduló olyan rendszer működés 
(5.7 definíció;, amelyik tartalmazza a kérdéses állapotot. A 
későbbiekben bennünket egy kitüntetett állapotból, a qQ6 Q 
kezdeti állapotból elérhető állapotok fognak érdekelni. Nem 
vizsgáljuk azt, hogy a rendszer hogyan kerül kezdeti állapot­
ba, számunkra csak a kezdeti állapotból kiinduló rendszer mű­
ködés érdekes.
A 6. fejezet specifikációs nyelvének elemzésekor meg­
említettük, hogy a nyelv lehetőséget teremt a protokoll tu­
lajdonságok invariánsok formájában történő megfogalmazására.
A pontosság érdekében most formálisan is definiáljuk a rend­
szer invariáns fogalmát.
Definíció 8.2 : A <Q,R,N,P) átmenet rendszerében a Q
állapot halmazon értelmezett I predikátum függvény invariáns 
(pontosabban qQ-invariáns) ha У qfiQ-ra qQ * *-q esetén 
I(q; igaz értékű. □
A qQ-invariáns elnevezés arra utal, hogy a rendszer mű­
ködését a qQ kezdeti állapotból indítottuk el. A qQ-invari- 
áns pontosítás szükségessége abból a tényből következik, 
hogy vannak olyan (Q,R,N,P) rendszerek, amelyek működését 
ha a q á qQ állapotból indítjuk el, akkor az I qQ-invariáns 
predikátum nem lesz q-invariáns. Ezzel kapcsolatos a követ­
kező tétel is.
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Tétel 8.1 : Ha a (Q,R,N,P) rendszerben az I prediká­
tum qo-invariáns, akkor V  q € Q-ra qQ * -q esetén az I q- 
invariáns.
Bizonyítás: Az állítás az elérhetőségi reláció alapvető tu­
lajdonságaiból következik. Ha ^qeQ-ra qQ * »q akkor ÿ q ’eQ, 
q ** »q*-re a q^— £-»q* teljesül a 8.1 definíció 3. pontja mi­
att, igy I(q’) igaz értékű. Tehát a q—* -q’ esetén az I(q’) 
igaz, ami az I q-invariáns voltát jelenti. □
Egy adott I predikátum invarianciájának ellenőrzése a
8.2 definíció alapján a qQ kezdeti állapotból elérhető ösz- 
szes állapot иfeltérképezését" követeli meg. Ezen az elvi 
alapon működik a 8.3 fejezet állapotelérhetőségi analízis 
módszere. Mint majd később látni fogjuk a qQ állapotból el­
érhető q állapotok nagy száma jelentősen megnehezítheti az 
állapotelérhetőségi analízis tényleges megvalósítását, sőt 
egyes esetekben gyakorlatilag megakadályozhatja azt. Min­
den eddigi törekvésünk éppen az állapotok számának csökken­
tésére illetve könnyebb kezelésére irányult. Ez volt példá­
ul az alapvető oka a (Q,R,N,P) rendszerek (T^oO reprezen­
tánsa bevezetésének is. Szükség van tehát olyan invariancia 
ellenőrző módszerekre, amelyek nem követelik meg az összes 
qQ állapotból elérhető állapotok feltérképezését. Egy ilyen 
eljárást kínál a következő definíció.
Definíció 8.3 : A (Q,R,N,P) átmenet rendszer Q állapot
halmazán értelmezett I predikátum függvény qQ-induktiv ( qQ6 Q 
a kezdő állapot) ha
1. K q o> igaz és
2. Vq, q’6Q-ra az I(q) igaz és q— .-q’ fennállása 
az I(q’) = igaz kifejezést implikálja. □
A 8.2 és a 8.3 definíciókból triviálisan következik az 
alábbi tétel:
Tétel 8.2 : Ha a (Q,R,N,P) rendszerben az I prediká­
tum q -induktiv akkor q -invariáns is. □ no ^o
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A 8.3 definíció alapján egy I predikátum invariancia 
tulajdonságának vizsgálata a névvel ellátott átmenetek szá­
mával egyenlő számú vizsgálatot igényel. Meg kell tehát 
vizsgálni azt, hogy a (Q,R,N,P) rendszerben V p é P  és (/n6N 
esetén a
p .n , ✓ -rq— — ►q’ es Icq) = igaz
kifejezésekből következik-e az I(q’) = igaz állitás. Mivel 
a gyakorlatban a (Q,R,N,P) rendszerekben a p.n átmenetek 
száma jóval kisebb mint a qQ-ból elérhető állapotok száma 
ezért ebben az esetben nem jelentkezik az "állapotrobbanás” 
jelensége. Ezzel az előnnyel szemben azonban az egyes lépé­
seknél bonyolultabb tevékenységet kell elvégezni (az impli­
kációt kell ellenőrizni) és ezt egy adott reprezentációnál 
nem mindig könnyű véghez vinni.
A protokoll deadlock szituációk formális megfogalmazá­
sa érdekében bevezetjük az AKTIV(q) predikátum függvényt.
Definició 8.4 : A (Q,R,N,P) rendszer Q állapotterén
értelmezett AKTIV(q) predikátum függvény igaz értékű, ha az
5.2 definició E(q) halmaza nullánál több elemet tartalmaz, 
vagyis q6 Q-ra AKTIV(q) = igaz akkor és csakis akkor ha 
#E(q) ál. □
Definició 8.5 : A (Q,R,N,P) protokoll rendszer dead­
lock mentes, ha az AKTIV<q> predikátum függvény qQ-invariáns.
□
Már a 8.1 fejezetben is megemlítettük azt, hogy nemcsak 
totális deadlock helyzetek vannak (a 8.5 definició ezekre vo­
natkozik), hanem deadlocknak nevezik azt a jelenséget is ami­
kor a protokoll rendszernek csak bizonyos entitás csoportja 
jut holtpontra. Az ilyen holtpont helyzeteket a 8.5 defini­
ció nem fedi le, ezért egy "finomabb" deadlock definíciót 
kell adnunk. A pontosabb definició megalkotásánál Keller 
módszerét követjük, aki különleges, kitüntetett állapotátme­
netek (key transitions) bevezetésével definiálja a deadlock 
mentesség fogalmát. Deadlock mentesnek tekinti a rendszert,
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ha a predefiniált, kitüntetett átmenetek a rendszer működése 
közben időről időre végrehajthatóvá válnak. A formális defi­
níció érdekében bevezetjük a p.n átmenethez tartozó LIVE (q)p • n
predikátum függvényt.
Definició 8.6 : A (Q,R,N,P) átmenet rendszer p.n átme­
netéhez rendelt (pfP; néN) és a qeQ állapoton értelmezett
LIVE (q> predikátum függvény igaz értékű, ha 3 q ’. q"6 Q p • n
hogy q— -^*-q* és q"6 E(q’) és
teljesül. □
A definició áttekinthetőbben megfogalmazható a (Q,R,N,P)
rendszer (#",<»<) reprezentációjában. Ebben a formalizmusban
ugyanis a LIVE_ _(q) függvény igaz értékű ha fJq’é Q  hogy p • nq— !£-*-q» és „(q*) = igaz teljesülnek.p • П
Definició 8.7 : A <Q,R,N,P) protokoll rendszer dead­
lock mentes ha У  p.n6K-ra (.К a kitüntetett átmenetek hal­
maza) a LIVE „(q) predikátum függvény q -invariáns. □p • n и
Tétel 8.3 : Ha a (Q,R,N,P) rendszer a 8.7 definició
értelmében deadlock mentes, akkor a 8.5 definició értelmében 
is az.
Bizonyítás: Indirekt módon feltételezve, hogy egy tQ,R,N,P)
rendszerre a 8.7 definició igen de a 8.5 definició nem tel­
jesül akkor ^ q e Q  melyre E(q) = 0. Ekkor viszont Vp.néK- 
ra a LIVEp nCq) = hamis ami nyilvánvalóan ellentmondásban 
van a kiindulásunkkal. □
A 8.7 definició a kitüntetett átmenetek megválasztásá­
ról nem határozott. A deadlock mentesség vizsgálatakor a 
tervező szabadon választhatja meg azokat a kitüntetett átme­
neteket, amelyek rendszeres végrehajtása nézete szerint a 
protokoll működés elengedhetetlen velejárója. A 8.7 definí­
cióval kapcsolatos az a másik megjegyzésünk is, hogy a 9. 
fejezet verifikáló rendszerében a deadlock mentesség fogai-
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mát a 8.7 definícióhoz képest kibővítve használjuk, ugyanis 
nem tekintjük holtpontnak azokat a 8.7 definíció szerint 
holtpont helyzeteket, amelyekben a WAIT predikátum (6.4 fe­
jezet) igaz értékű.
A liveness tulajdonság formális megfogalmazása ponto­
san követi a 8.1 fejezet szöveges leírását.
Definíció 8.8 : Az ELÉRHETŐ^,(q ) predikátum igaz ér­
téket vesz fel minden olyan q 6 Q-ra melyre q— ►q’ telje­
sül . □
Definíció 8.9 : A (Q,R,N,P) átmenet rendszer liveness
tulajdonságú ha teljesül a
(ELÉRHETŐ^ qQ-invariáns ) qQ-invariáns. □
A szokatlan formájú kifejezésben a zárójeles rész azt 
fejezi ki, hogy egy rögzített qeQ elérhető minden a q & Q 
kezdőállapotból elérhető q állapotból, mig a külső qQ-inva- 
riancia a zárójelben rögzített q-ra vonatkozik. A liveness 
tulajdonság ellenőrzését gyakran megkönnyíti az, hogy a pro­
tokollok jelentős részében van egy kitüntetett un. ’’home'1 
állapot (q^). Ezen állapot minden más qQ-ból elérhető álla­
potból elérhető, vagyis
ELÉRHETŐ q -invariáns.qH 4°
A liveness tulajdonság ellenőrzése ekkor abból áll, hogy a 
q^-ból elérhető állapotok halmazát össze kell vetni a qQ- 
ból elérhető állapotok halmazával. Ha a két halmaz mege­
gyezik, akkor a rendszer liveness tulajdonságú.
A progress sajátság formalizálásának nehézségeiről a 
8.1 fejezetben már szóltunk. Itt most nem teszünk kísérle­
tet a pontosabb definíció megadására.
A deadlock mentesség duális problémája a terminálódás 
kérdése. Amig a deadlock mentesség azt fejezi ki, hogy a 
protokoll rendszer sohasem terminálódik, addig vannak olyan 
protokollok, amelyeknek mindig terminálódni kell. A kötele­
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ző terminálódás megfogalmazásához a qQ-invarianciánál "gyen­
gébb" invariancia fogalom is elegendő.
Definició 8.10 : A (Q,R,R,P) átmenet rendszer Q álla­
potterén értelmezett I predikátum függvény qQ-szubinvariáns, 
ha van olyan a qo-ból kiinduló rendszer működés (5.7 definí­
ció) amelynek minden qe Q állapotára az I(q) igaz értékű. □
Definició 8.11 : A (Q,R,N,P) rendszer mindig terminá-
lódik, ha nincs olyan rendszer működés, amely minden q álla­
potára az AKTIV (q ) qQ-szubinvariáns. □
Ezen fejezetben elmondottak alapján megállapítható, 
hogy az invariánsok segítségével egyes intuitiv protokoll 
tulajdonságok könnyen, mások viszont csak nagy nehézségek 
árán formalizálhatok. Bizonyos definíciók az adott tulaj­
donság vizsgálatát lehetővétévő gyakorlatban alkalmazható 
módszereket sugallnak, mig mások csak elméleti értékűek.
8.3 A bóvitett állapotelérhetőségi analizis
A bóvitett állapotelérhetőségi analizis tetszőleges 
predikátumok q -invariáns illetve qQ-szubinvariáns voltának 
ellenőrzését lehetővé tévő verifikációs módszer. A 8.2 fe- 
hezetben formálisan megfogalmaztuk az alapvető protokoll tu­
lajdonságokat, bizonyos predikátum függvények invarianciája­
ként kifejezve azokat. A bővitett elérhetőségi analizis te­
hát alkalmas ezen protokoll tulajdonságok felderítésére. A 
9. fejezet számitógéppel támogatott verifikáló rendszerében 
lehetőség van egyéb, például a protokollok funkcionális he­
lyességét biztositó predikátumok qQ-invarianciájának ellenőr­
zésére is.
Az 5.11 definició meghatározta a protokollok un. totá­
lis specifikációját. Elemeztük azokat az okokat, amelyek
127
miatt a gyakorlatban ez a specifikációs módszer nem alkal­
mazható. Helyette a protokollok ( Я','*') reprezentációjának 
megadását javasoltuk. A tervező azonban egy ( J2“, ) repre­
zentáció megalkotásával olyan specifikációs módszert is lét­
rehozhat, amely nem garantálja azt, hogy a formalizmus kere­
tén belül megfogalmazott protokollok helyesek lesznek, ren­
delkezni fognak az alapvető elvárt tulajdonságokkal (dead­
lock mentesség, liveness, progress tulajdonság stb.). Je­
len munkában a (/?",<=><) reprezentáció egy programozási nyel­
vi kifejtésére tettünk javaslatot. A nyelv szintaktikai, 
szemantikai szerkezetei bár nagy számú protokoll hiba elke­
rülését biztosítják, de például nem tudják garantálni azt, 
hogy csak deadlock mentes protokollt lehet specifikálni e- 
zen a nyelven. Egyszerűbben fogalmazva a jelen protokoll 
specifikációs nyelv túlságosan tág teret kinál a felhaszná­
lójának, mivel hibás specifikálást is megenged. (A jövő 
útja valószinüleg éppen az olyan szabályok kidolgozása és 
nyelvi konstrukciókba "ültetése" lesz, amelyek betartása 
automatikusan helyes (pl. deadlock mentes) protokollt fog 
eredményezni. Az ilyen konstruktiv tervezési szabályok 
kialakítására még csak néhány kísérleti lépés történt. Re­
méljük, hogy ezen verifikációs módszerrel nyert tapasztala­
tok hozzá fognak járulni a protokoll rendszerek sajátossága­
inak mélyebb megértéséhez és ezen keresztül talán a fennt 
emlitett konstruktiv tervezési szabályok kialakításához is.)
Az alább bemutatott elérhetőségi analizis lényegében 
a (^o<) reprezentációból rekonstruálni próbálja a (Q,R,N,P) 
átmenet rendszert, ami a Q és R halmazok elemeinek, az álla­
potok és a köztük lévő relációk feltérképezéséből áll. A 
(Q,R,N,P) rekonstruálás a (Q,R,N,P) grafikus képének, az 
un. eléhetőségi gráfnak a felépítését jelenti. Összefüg­
gést találva az elérhetőségi gráf strukturális (geometriai) 
tulajdonságai és a 8.2 fejezetben felsorolt protokoll tulaj­
donságok között, a 3.2 fejezet első két verifikációs feladat 
tipusa az elérhetőségi gráf strukturális vizsgálatára vezet­
hető vissza. A következőkben definiálni fogjuk a C / ^ ^ O
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nyelvi reprezentánsa esetén a rendszer állapot fogalmát, 
majd megadjuk a (Q,R,N,P) grafikus képét (pontosabban azt 
a leképezést, amely a (Q,R,N,P)-bői előállítja az elérhető­
ségi gráfot) és végül bemutatjuk a protokoll tulajdonságok 
és az elérhetőségi gráf geometriai struktúrája közötti kap­
csolatot.
A (7?",o<) reprezentációban a rendszer állapotának de­
finiálása a REP”1 inverz függvény (5. fejezet) megadásával 
egyenértékű. A specifikációs nyelv a protokollt entitások 
összekapcsolt rendszerének tekinti. A rendszer (globális) 
állapot tehát az entitások állapotainak függvénye:
q = REP ( e-^ , ®2’ ••• » ... 6^ )
ahol e. a j-edik entitás állapota, n pedig a rendszer enti- 
tásainak száma. Az entitás állapota az állapotváltozói és 
interfészváltozói állapotától, vagyis értékeitől függ:





ahol s. a j-edik entitás állapotváltozóinak, t. pedig inter-t] f Jfészváltozóinak száma. Mivel az egyes állapot- illetve in- 
terfészváltozók összetett adattípusok is lehetnek, ezért to­
vább kellene bontanunk az a^k és i ^  állapotokat. Ezt nem 
tesszük meg, de utalunk arra, hogy például két csomagsor 
(QueueOfPacket) tipusu változó állapota akkor egyezik meg, 
ha ugyanazok a csomagok ugyanolyan sorrendben helyezkednek 
el bennük. A REP”1 és REP“1 függvények konkrét alakját a leg­
egyszerűbb skalár-vektor függvények (skalár értékű vektor 
változós függvények) közül választjuk.
Definíció 8.12 : Az entitások állapota az állapot-
és interfészváltozók állapotainak vektora:
ej = < a jl’aj2’ js. 1jl’1j2’ 4 > (1)
a j-edik entitás állapota. □
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Definíció 8.13 : A protokoll rendszer (globális) ál­
lapota a résztvevő entitások állapotaiból álló vektor:
q =  < e^, ®2’ ••• e j » • • » ^ (2)
□
Az (1) kifejezést a (2)-be helyettesítve a
q = < all’ *•* ans ’ Hl* ^ t  >n n
állapot definíciót kapjuk. A (3) kifejezés redundáns, mi­
vel az összekapcsolt interfészváltozók értéke természet­
szerűleg azonos (hiszen valójában közös, "osztott” változó­
ról van szó), igy állapotaik is megegyeznek. Ez nem befo­
lyásolja a (3) használhatóságát, de esetleg memória takaré­
kossági szempontból a számitógépes megvalósításnál figyelem­
be vehető optimalizálási lehetőséget kínál.
A (Q,R,R,P) átmenet rendszer grafikus képe a 
irányított gráf, amelyet elérhetőségi gráfnak nevezünk. A 
G gráfban \ a gráf csúcspontjainak, уьР'в.ъ irányított élek­
nek és y olyan leképezéseknek a halmaza, amely az irányított 
éleket csucspontpárokhoz rendeli. ( — -i* i) A protokoll
rendszer globális állapotait (Q) a gráf csúcspontjainak, az 
állapotátmeneteket a gráf irányított éleinek megfeleltetve, 
valamint megkövetelve azt, hogy
esetén a q-nak megfeleltetett csomópontból a p.n átmenetnek 
megfeleltetett (p.n-nel címkézett) irányított él vezessen a 
q’-höz hozzárendelt csomópontba, megadtuk a (Q,R,N,P) rend­
szer elérhetőségi gráfra történő leképezését.
A (/^,o<) reprezentáció ismeretében az elérhetőségi 
gráf felépítésére a következő algoritmust adhatjuk. Egy 
q rendszer állapothoz rendelt gráfpontból induljon ki any- 
nyi irányított él, amennyi állapotátmenet végrehajtható 
(5.3 definíció) az adott állapotban. Címkézzük ezeket az 
éleket a végrehajtható átmenetek (p.n) nevével. A p.n 
névvel címkézett él a q állapotú rendszer p.n állapotátme­
netének végrehajtása utáni állapotához hozzárendelt gráf­
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pontba vezessen. A qQ kezdeti állapotból inditott rendszer 
elérhetőségi gráfját felépitő algoritmusunk megáll akkor, ha 
minden a qQ-ből elérhető állapotra fennáll az előző mondat 
állitása. Elképzelhető, hogy egy protokoll rendszer elérhe­
tőségi gráfja végtelen nagyságú (hibás protokoll) ekkor al­
goritmusunk is végtelen ideig működik. Az ilyen esetek ki­
szűrése a számitógépes megvalósitásban az ember közreműködé­
sét igényeli.
Az elérhetőségi gráf geometriai (strukturális) tulaj­
donságai és a protokoll tulajdonságok közötti összefüggés 
a 8.2 fejezet megfelelő definíciói alapján könnyen belátha­
tó .
Ha a G elérhetőségi gráfban van olyan csomópont, amely­
ből nem vezet ki irányított él, akkor a csomóponthoz tartozó 
q állapot a protokoll deadlock állapota. Deadlock mentes 
tehát a protokoll ha az elérhetőségi gráf minden pontjából 
vezet irányított él valamely másik csomópontba.
A protokoll liveness tulajdonságú ha az elérhetőségi 
gráfja erősen összefüggő. (Egy irányított gráf erős össze- 
függőségi tulajdonsága azt fejezi ki, hogy bármely csomó­
pontból vezet irányított élsorozat bármely másik csomópont­
ba [Birkhoff és m. 74] .) Az irányított gráfok erős össze­
függőségének meghatározására számos az irodalomban is pub­
likált algoritmus adható meg (pl. [Aho és m. 82]). Két 
megjegyzést kell tennünk.
Gyakorlati szempontból célszerű, ha a deadlock men­
tesség vizsgálata megelőzi a liveness tulajdonság vizsgála­
tát. Ez annál is kézenfekvőbb, mivel a deadlock állapotok 
az elérhetőségi gráf épitése közben is felderithetők. Ha 
a protokoll nem deadlock mentes akkor biztos, hogy nem live­
ness tulajdonságú és ilyenkor felesleges elvégezni a nem 
túl egyszerű erős összefüggőségi vizsgálatot.
Mint azt már a 8.2 fejezetben is megemlitettük, ha
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van a protokollnak un. "home” állapota (q^ > és = qQ 
teljesül, akkor a protokoll liveness tulajdonságú. Ezen az 
alapon jelentősen egysarüsödhet a liveness tulajdonság meg­
létének vizsgálata. Ha a protokoll deadlock mentes és a q - 
ból induló minden ciklus (lásd. később) a qQ-ban záródik, 
akkor a Q0 = Gjj és így a protokoll liveness tulajdonságú.
A protokoll ciklusait a G irányitott gráf irányitott 
hurkainak feltérképezésével kaphatjuk meg. Az egyes ciklu­
sok szükséges vagy felesleges voltának meghatározása (a 
progress tulajdonság vizsgálata) szintén az ember feladata.
A különféle egyéb qQ-invariánsok formájában megfogal­
mazott tulajdonságok elemzése az invariánsok az elérhetősé­
gi gráf csomópontjaikénti kiértékelésével elvégezhető, az 
invariáns sértések ilyen módon felderithetők. Egy adott 
predikátum qQ-invariáns, ha az elérhetőségi gráf minden cso­
mópontjához rendelt rendszer állapotra igaz értéket szolgál­
tat .
Egy predikátum qQ-szubinvariáns ha van az elérhetősé­
gi gráfban egy olyan irányitott élekből álló qQ-ból induló 
hurok, amelyben szereplő összes csomóponthoz rendelt rend­




Ъап olyan egyszerűek, hogy az manuálisan is könnyen elvégez­
hető. (Jelen pillanatban a precompiler hiányában mi is ezt 
az utat követjük.) A 9.1.4 fejezetben konkrét példa kapcsán 
részletesen tárgyalni fogjuk a protokoll specifikáció MODULA- 
2 nyelvű reprezentációját. A MODULA-2 forditóprogrammal le­
fordított linkelhető formából és a verifikáló rendszer többi 
moduljának LNK kiterjesztésű fájljaiból a linker alakitja ki 
a korábban már emlitett futtatható formát.
9.1 A verifikáló rendszer felépítése
A 9.2 ábra a verifikáló rendszer struktúráját mutatja 
be, feltüntetve a fontosabb modulokat és hozzáférési jogokat.
Az ábra alján a protokoll specifikációt tartalmazó mo­
dul helyezkedik el. Hozzáférési jogokkal rendelkezik az 
absztrakt adattípus könyvtár (szaggatott vonallal bekeretez­
ve) egyes adattípusait megvalósító modulokhoz. A MODULA-2 
nyelv megköveteli, hogy a modulok export és import listái 
statikusak, vagyis már fordítási időben ismertek legyenek.
Ez azt jelenti, hogy a főmodulnak (VerificationSystem) is­
mernie kell a protokoll specifikációját tartalmazó modul ne­
vét és az onnan importált változók, eljárások neveit is. Ez 
ellentmondásban van azzal az igénnyel, hogy egy újabb proto­
koll verifikálásánál ne kelljen megváltoztatni a verifikáló 
rendszer állandó moduljait. Az ellentmondás feloldására kí­
nálkozó lehetőségek közül mi a legegyszerűbbet választottuk, 
rögzitettük a protokoll specifikációjának MODULA-2 reprezen­
tánsát tartalmazó modul nevét és a verifikáló rendszer állan­
dó moduljai felé mutatott interfészét. A főmodul felől te­
hát rögzített modul és eljárás nevek láthatók.
9.1 ábra A verifikáló rendszer használatának vázlata
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9.2 ábra A protokoll verifikáló rendszer felépítése
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Az absztrakt adattípus könyvtárban az egyes adattípu­
sok külön-külön modulokban helyezkednek el. Közülük egyet 
(QueueModule) rendszer célokra is felhasználunk, igy az rög­
zített. A könyvtár bővítését szaggatott vonalakkal illuszt­
ráltuk. Az adattípus könyvtár verifikáló rendszer felé muta­
tott egységes interfészéről gondoskodik a SysTypeLibrary mo­
dul .
A rendszer legnagyobb és egyben legfontosabb modulja 
a VerificationSystem modul, amely az elérhetőségi gráf gene­
ráló algoritmus megvalósitását tartalmazza. A háttértárban 
elhelyezett elérhetőségi gráf épitését könnyíti meg a Tree- 
StreamHandling modul, amely a háttértár memóriakénti visel­
kedését biztositó VirtualStorage modulon keresztül kapcso­
lódik az RT-11 fájl rendszer alatt közvetlenül elhelyezkedő 
Files modulhoz. A Files az RT-11 fájlok nyitását, zárását, 
uj fájlok létrehozását, régi fájlok törlését végzi. Alap­
szolgáltatásként egy kiválasztott fájl, kiválasztott blokk­
jához enged hozzáférést, blokkirás, blokkolvasás eljárások 
formájában. Ezen alapszolgáltatásra épülve a Virtual­
Storage modul homogén, egy fájlban elhelyezkedő memóriát 
hoz létre. Ebbe a memóriába szavakat (vagy bájtokat) lehet 
Írni és onnan kiolvasni a címzésnek megfelelően. A Streams 
standard modul szigorúan soros hozzáférésű szó (.vagy bájt) 
sorozatokat (sequence) hoz létre. A VFiles modul gondosko­
dik a verifikáló rendszer működéséhez szükséges fájlok keze­
léséről, nyilvántartásáról, nyitásáról, zárásáról.
A fájl kezeléshez hasonlóan a képernyő input-output ke­
zelést is rétegesen egymásra épülő modulok sorozatával old­
juk meg. Az egyes modulok a hierarchikus rendszerben alacso­
nyabb szinten elhelyezkedő modulok szolgáltatásaira (eljárá­
saira) építve egyre magasabb szintű, absztraktabb szolgáltatá­
sokat nyújtanak. Törekedtünk arra, hogy ezt az elvet ne 
csak modul szinten, de a modulok belsejében lévő eljárások 
szintjén is intenziven alkalmazzuk, eredményképpen pedig jól 
áttekinthető, strukturált programot kapjunk. A TtlO modul
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még csak egy karakter terminál input-outputját oldja meg, 
a MultlO modul viszont már egész számok, (integer, cardinal') 
sorok ki-be vitelére képes. A VInOut modul a verifikációs 
rendszer központi parancs értelmezője. Segítségével törté­
nik a képernyő különféle tartományainak (domain) inicializá- 
lása, kezdeti feliratozása. A VTextView modul az elérhető­
ségi analizis külső parancsra történő felfüggesztésekor a 
protokoll specifikáció képernyőn történő megjelenitésére, az 
abban történő előre, hátra lapozásra szolgál. Hasonló funk­
ciót lát el a WarView, amely a specifikáció változói érté­
keinek megjelenitését végzi. A VidFile modul a protokoll 
specifikáció azonosítóiról referencia információkat tartal­
mazó segédfájl feldolgozását könnyiti meg. A START modul 
a rendszer indításáért felel.
A 9.2 ábrán az áttekinthetőség kedvéért nem tüntettük 
fel azokat a standard rendszer modulokat, amelyek nem lényeg­
be vágó funkciókat hordoznak. Feladatuk csupán programozás 
technikai egyszerüsités, az ábráról történő lemaradásuk a 
megértést nem korlátozza. Ugyancsak az egyszerűség kedvé­
ért az ábra nem tartalmaz néhány olyan hozzáférési jogot, 
amely a hierarchikus szerkezetet megkerülve hatékonyabb 
(gyorsabb) futást biztosit.
9.1.1 Az elérhetőségi gráf reprezentációja
A protokoll verifikáló rendszer tervezésének kiinduló 
pontja azok az irodalomban publikált tapasztalatok voltak 
(magyarországi tapasztalatokról mindezidáig nem beszélhet­
tünk), amelyek szerint a protokoll verifikálás még számitó­
gépes támogatás esetén is hosszú folyamat. Interaktiv rend­
szert használva a verifikálás időigénye jelentősen meghalad­
ja (hatja) az egy-egy alkalommal képernyő előtt tölthető időt, 
több munkanapra, esetleg munkahétre is kiterjedhet. Ebből
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az következik, hogy a rendszernek lehetőséget kell nyújtania 
a verifikálás menetének megszakítására, majd későbbi folyta­
tására. Két munka alkalom között a verifikálás menetéről 
szóló információkat megőrzésre a háttértárolón (mágnesleme­
zen) kell elhelyezni. A verifikálás menetéről szóló eme in­
formációk legsüritettebb formája éppen az elérhetőségi gráf, 
igy célszerűen ezt fogjuk eltárolni.
Az elérhetőségi gráf méretének becsléséhez a gráf vár­
ható átlagos állapot számát kell figyelembe venni. Az iro­
dalomban beszámolnak arról, hogy közepes méretű protokoll 
esetén is a globális állapotok száma ezres nagyságrendű, vé­
ges állapotú gépes leírási módot alkalmazva. Specifikációs 
nyelvünk jelentősen csökkentette a globális állapotok szá­
mát, de még igy is ezres nagyságrendre készülünk fel. Egy 
globális állapot tárolásához szükséges helyigény a 8.13 de­
finíció alapján, a TPA-11/40 16 bites szavait alapulvéve 
mintegy 50-100 szóra becsülhető. Ráadásul ez a helyigény 
állapotról állapotra változhat, hiszen a specifikációban di­
namikus adatstruktúrák (pl. várakozási sorok) szerepelnek, 
amelyek mérete (tartalmuk) futás közben módosul. ( A 7. feje­
zet Bitalternáló protokoll globális állapotának helyigénye 
minimálisan 17 szó, feltételezve, hogy a sor tipusu változók 
mindegyike üres (nulla hosszúságú sorok) és nem számolva a 
gráf csúcspontjai között lévő élek leírásához szükséges muta­
tók által elfoglalt helyet.) A MODULA-2-ben is szereplő a- 
dattipusok (Integer stb.) tárolásánál a MODULA-2 rendszer 
implementációját követjük (pl. egy szavas Integer). A cso­
mag (Packet) és üzenet (Message) tipusu változókat a 9.1.3 
fejezet alatt részletezett okok miatt egy szóban, a külön­
féle sor tipusu változókat az aktuális hosszuknak megfelelő 
számú plusz egy, a sorhosszuságot tartalmazó szóban tároljuk.
A G elérhetőségi gráf (8.3 fejezet) többágu (nem biná­
ris) fával reprezentálható, ugyanis egy globális állapotból, 
éppen a rendszer nemdeterminisztikussága miatt több végre­
hajtható állapotátmenet is leképzelhető. A fa csúcsait, a
140
globális állapotokat mágneslemezen tároljuk. A fa éleinek 
leirására "pointereket" ekét szavas mágneslemez tárcímeket 
(a programban Position)) használunk. A többágu fát a háttér- 
tárolón bináris faként ábrázoljuk, igy az aktuális állapotból 
kiinduló mutatók száma nem függ a gráf csúcspontjaiból kiin­
duló élek számától. A többágu fa binárisként való ábrázolá­
sát illusztrálja a 9.3 és 9.4 ábra.
9.3 ábra Az elérhetőségi gráf mint többágu fa
9.4 ábra Az elérhetőségi gráf bináris fa ábrázolása
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A 9.4 ábrán a fa könnyebb bejárása érdekében a megfele­
lő gyökérelemekre visszamutató pointereket is alkalmaztunk.
A 9.5 ábra részletesen bemutatja az elérhetőségi gráf csomó­
pontjának felépitését MODULA-2 nyelven.
1YPE ErrorType = <s»ood»deadlock»beforedeadlocl<»
«ait»Invar Lanterror » с у cLefounrt)»
TronsItLonSet = ARRAYCO..EN)ITYNUrt-lD OF B1TSE1»
Node = RECORD
father» sublist» nextnode 
error 
tset
entity number»transit Lonnumber 
END»
9.5 ábra Az elérhetőségi gráf csomópontjának felépitése
A csomópont a megfelelő mutatók (pointerek) mellett az álla­
potot minősitő (error) mezőt, valamint a végrehajtható de 
még nem "bejárt" állapotátmenetekre utaló (tset) mezőt is 
tartalmazza. A rekord két végső mezője az utoljára végre­
hajtott állapotátmenet adatait hordozza.
Az elérhetőségi gráf mágneslemezen történő tárolását 
teszit lehetővé a VirtualStorage modul, amelynek definíciós 
modulját alább közöljük.
A definíciós modul a VSTORAGE, a Position típusokat és 
a rajtuk értelmezett műveleteket exportálja. A CreateV- 
Storage eljárás létrehozza a szavakból vagy bájtokból (char) 
álló, memóriaként viselkedő adatstruktúrát. Ennek egy része 
a mágneslemezen lévő valamely megnyitott fájlban, másik ré­
sze a memóriában helyezkedik el. A felhasználó szemszögéből 
azonban ez a kettéosztás rejtve marad. Olyan homogén cim- 
tartományu szó vagy bájt memória jön létre, amelynek hosszú­
ságát csak a mágneslemez nagysága korlátozza. A KillVStorage 








* Protocol Ve ri fic at io n System #
* *
Virtual Storage Module #
* #a##*#############*#*###*##*############################*###) 
D E F I N I T I O N  MODULE V l r t u a l S t o r азе »
FROM S Y S T E M  IMPORT WORD»
EXPORT QUALIFIED VST0RAGE» Position» C r e a t e V S t o r азе »
K l l I V S t o r азе » Reset» EndUrlte» WrLteWord» WriteChar» 
R e ad Uor d» ReadChar» GetPos» SetF'os» IncPos» DecF'os»
Е я IF'os» SetNullPos»
TYPE
VSTORAGE»
Pos Itlon=REC0RD hlshpos» Iowpos rCARDINAL END»
P R O C E D U R E  Cr eateVStorа з е (VAR v :VSTORAGE»
f L l e n и m : C A R D INAL » 
us : BOOLEAN)»
(# ws means: *v’ Ls a word» not a byte storage #) 
P R O C E D U R E  KlllVStorage(VAR v:VSTORAGE» c l o s e f L l e : B O O L E A N ) » 
P R O C E D U R E  Re se t( v r V S T O R A G E ) 5 
P R O C E D U R E  E n d W r l t e ( v r V S T O R A G E ) 5
P R O C E D U R E  U r i t e W o r d (v :VSTORAGE» wrUORD)» 
P R O C E D U R E  Ur LteChar(vrVSTORAGE» ch:CHAR)» 
P R O C E D U R E  R e a d U o r d (vrVSTORAGE» VAR wrWORD)» 
P R O C E D U R E  ReadChar(vrVSTORAGE» VAR ch:C HAR )»
P R O C E D U R E  GetPos(vrVSTORAGE» VAR prPosltlon); 
P R O C E D U R E  S e t P o s (s :VSTORAGE» prPosltlon)» 
P R O C E D U R E  IncPos(VAR prPosltlon; w L t h r C A R D I N A L ) » 
P R O C E D U R E  DecPos(VAR prPosltlon» w l t h r C A R D I N A L ) » 
P R O C E D U R E  EslPos( p 1> p 2 : P o s It I o n ) : BOOLEAN» 
P R O C E D U R E  SetNullPos(VAR prPosltlon)»
END VlrtualStorase
143
A WriteWord (WriteChar), ReadWord (ReadChar) műveletekkel 
az aktuáli címről (Position) olvasni vagy oda Írni lehet. A 
GetPos az aktuális VSTORAGE memória cim lekérdezését, a Set- 
Pos a megadott cimre való ugrást végzi. Az IncPos, DecPos 
eljárások segítségével a címet adott értékkel növelni vagy 
csökkenteni lehet. Azé EqlPos igaz értékű, ha a két cim 
megegyezik. A SetNullPos a p Position tipusu változónak 
Null értéket ad, amely kitüntetett érték, a szokásos NIL 
pointer VSTORAGE memóriabeli megfelelője.
9.1.2 Input - output kezelés
A protokoll rendszer működésének külső megfigyelhető­
ségét az állapotátmenetek nevének (5.4 definíció) bevezeté­
sével biztosítottuk. A verifikáló rendszer felhasználójának 
a rendszer működés (5.9 definíció) tehát állapotátmenetek 
neveinek sorozata. A program rendszer (verifikáló rendszer) 
belső működése során az állapotátmeneteket számokkal (az en­
titás és azon belüli átmenet sorszámával) azonosítja. Jelen­
legi implementációban az entitásonkénti átmenetek számát 
maximálisan 16-ra korlátoztuk, mivel úgy gondoltuk, hogy tíz­
egynéhány átmenet még viszonylag könnyen áttekinthető. Na­
gyobb entitásonkénti átmenetszám igény kielégítése sem ütkö­
zik áthághatatlan akadályokba, néhány konstans kicserélését 
és a verifikáló rendszer bizonyos moduljainak ujraforditását 
követeli meg.
Az átmenetek neveit a protokoll specifikáció MODULA-2 
nyelvű reprezentációja nem tartalmazza. Helyette egy külön 
referencia fájlba gyűjtöttük a nyomkövetéshez szükséges in­
formációkat. Az IDP kiterjesztésű referencia fájl kötött 
formában rögzíti az entitások számát, az entitás neveket, 
az entitások állapot- és interfészváltozói nevét, tipusát
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és mindezeknek a specifikációs fájlbeli deklarációjának sor­
számát. A verifikáló rendszer ezen referencia fájl feldol­
gozásával jut az entitások és az állapotváltozások neveinek 
birtokába.
A nevek és az egyéb információk képernyőn történő meg- 
jelenitését végzi a MultlO modul.
(a##*#######**#*###**##*#*####*##*#*####*#*####*############
* *
* Múlt idomai, n display input/output *
* *
* (VT 52 » VT 100) *
* *«Ж#*####*#*##*########*#####*######*##**####*#######*###»##)
DEFINITION MODULE MultlO» <* Laszlo Kovács 05-Febr-82 #)
FROM SYSTEM IMPORT WORD»
FROM Files IMPORT FileNarne»
EXPORT QUALIFIED
LINELENGTH» Line» Ope ninput FLle » OpenOutputFile»
C l o s e l n p u t F i le » C l o s e O u t p u t F i le » C r eateDomain»
M o v e C u r s o r H o m e » Cl ear Donnai n» MoveCursor» Read» Re ad I nt» 
ReadStrins» Write» WriteStrins» ShouString» Write Int» 
WriteCard» WriteOct» WriteHex» Writeln» Su i t chDomain»
CONST LINELENGTH = 80»
TYPE Line = ARRA Y C0..L I N E L E N G T H - 11 OF CHAR;
PROCEDURE OpenlnputFile (input :FileName»
dialogue : BOOLEAN» 
domain : INTEGER)»
PROCEDURE O p e n O u t p u t F i l e (output :FileName»





PROCEDURE Cr e at e D o m  a i n (cloma i n
topline» to pcolumn 
b o t t o m line » b o t tom colu mn:INTEGER» 
pagemode :B00LEAN)5
(# domain is p o s i t i v  integer» 0 domain is a predefined 
standard one for the original display screen #) 
PROCEDURE M o v e C u r s o r H o m e ( d o m a i n : I N T E G E R ) »
PROCEDURE C l e a r D o m a i n ( d o m a i n : I N T E G E R ) »
PROCEDURE Su i t c h D o m a i n ( d o m a i n : I N T E G E R ) ;
PROCEDURE MoveCursor(line» c o l u m n : I N T E G E R ) »
(* absolut cursor address»




PROCEDURE Read (VA R ch.'CHAR» echo:BOOLEAN» d o m a l n : I N T E G E R ) ? 
PROCEDURE Re ad Int (VAR x : INTEGER»-
VAR nextCharSCHAR»
VAR IsNum : BOOLEAN» 
echo : BOOLEAN» 
domain : I N T E G E R ) »
(«skip blanks and control characters» If a sequence of 
dlslts (possibly preceded by a sign) follows» read 
It as a decimal Integer» IsNum Indicates whether a 
number was read» nextChar gives the last character 
read» l.e. the one following the sequence of digits»
OC signals the end of the Input stream. No tests 
for overflow are made.*)
PROCEDURE R e a d Str ln g( VAR s sARRAY OF CHAR»
echo :B00LEAN» 
d o m a i n : I N T E G E R ) »
PROCEDURE W r I t e ( c h SCHAR» d o m a l n : I N T E G E R ) »
PROCEDURE W r l t e S t r I n g (ssARRAY OF CHAR» clonaln:INTEGER)5 
PROCEDURE ShowStrIng<s :ARRAY OF CHAR»
cr : BOOLEAN»
d o m a i n : I N T E G E R ) ;
PROCEDURE W r I t e l n t ( x : INTEGER» n:CARDINAL? clonaln:INTEGER);
PROCEDURE U r I t e C a r d ( x » n:CARDINAL? clonaln:INTEGER) ? 
PROCEDURE Wr IteOct (w :U0RD? n: CARD INAL» clonal n: INTEGER) ? 
PROCEDURE WrIteHex(w:W0RD5 n: CARDINAL5 clonaln:INTEGER)Î 
PROCEDURE Write I n ( d oma In :I NTE GE R)?
END MultlO.
A CreateDomain eljárás segítségével a felhasználó függet­
len tartományokat (domains) hozhat létre a képernyőn. E- 
zek a tartományok önálló képernyőként funkcionálnak. Két 
alaptípus, a lapiró (page; és a görgetett tscroll) üzenuaó- 
du tartomány definiálható. Minden tartománynak saját "home" 
pozíciója van, amelybe a lokális tartományi cursort a Move- 
CursorHome eljárással lehet mozgatni. A ClearDomain a tar­
tomány törlését végzi. Az egyes tartományokból karaktert, 
karakter füzért illetve integert lehet beolvasni (Read, 
ReadString, Readlnt) illetve oda kiimi (Write, WriteStrin«, 
Writelnt). A Writeln eljárás az adott tartomány kocsi visz- 
sza soremelés funkcióját látja el. A modul számos egyéb, 
itt nem tárgyalt szolgáltatást is nyújt, amelyeket a verifi­
káló rendszerben nem használunk ki. Ezen többlet szolgálta­
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tások megléte a modul általánosabb célú felhasználási terü­
letével függ össze.
9.1.3 Az absztrakt adattípus könyvtár
A 6.1 fejezetben már ismertettük az absztrakt adattí­
pusok rendszerünkben betöltött szerepét. Jelen fejezetben 
az absztrakt adattípusok megvalósítását és könyvtárba fog­
lalását tárgyaljuk.
Az absztrakt adattípusok adatstruktúrából és a rajtuk 
értelmezett műveletekből állnak. Az adattípusokat megvaló­
sító modulok az adatstruktúrákat rejtett típusként (hidden 
type) exportálják. Ez azt jelenti, hogy kívülről csak a 
rejtett tipus neve érhető el, de annak szerkezete, belső 
felépítése nem. Az adatstruktúrákhoz való hozzáférés az 
ugyancsak exportált eljárásokon (függvény eljárásokon) ke­
resztül történik. A definíciós modulban az eljárások fejét, 
az implementációs modulban pedig részletes megvalósításukat 
találhatjuk. Az alábbiakban a teljesség kedvéért közöljük 
a 7. fejezet specifikációjában használt absztrakt adattípu­
sokat megvalósító modulok definíciós és implementációs ré­
szét .
A Message és Packet tipusok megvalósításánál különle­
ges módon jártunk el, amelynek indokai a következők. A ve- 
rifikációs rendszer működésekor a protokoll rendszer globá­
lis állapotának az entitások állapotváltozóinak VSTORAGE 
memóriába történő elmentése és onnan történő visszamentése 
igen gyakori művelet (9.2 fejezet). Célszerű tehát minima­
lizálni az elmentéskor és visszamentéskor mozgatott adatok 
mennyiségét. Az üzenetek és csomagok meghatározott formá­
tumú adatszerkezetek, a MODULA-2 rekord fogalmával jól jel­
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lemezhetők. A megvalósitásban ezen adatszerkezetek dinami­
kus létrehozására van szükség, amelyet a heap memóriában vég­
zünk. A MODULA-2 rendszer azonban nem tartalmaz hulladék 
gyűjtőt (.garbage collector) és igy a heap memória feltörede­
zését a felhasználónak kell megakadályozni. Ezen okból 
csökkenteni próbáljuk a dinamikus adatszerkezetek létrehozá­
sának illetve megszüntetésének számát úgy, hogy üzenet és 
csomag könyvtárakat hozunk létre. Ezekben a könyvtárakban 
a különböző csomagok- illetve üzenetekből egy-egy példányt 
helyezünk el. Ha a protokoll specifikációjában például egy 
uj csomagot állitanak össze, akkor a heap memóriában ennek 
az összeállitásnak csak akkor lesz lenyomata (csak akkor 
jün létre valójában egy uj csomagot reprezentáló adatstruk­
túra), ha az a csomag még nem szerepel a csomag könyvtárban 
(packetlibrary). Ez esetben az uj csomag létrehozásával egy- 
időben megtörténik a csomag könyvtárba sorolása is. A stati­
kus, a verifikálás teljes ideje alatt meglévő könyvtárak be­
vezetése azzal az előnnyel jár, hogy a bonyolult, terjedel­
mes adatstruktúrák egyetlen pointerrel azonosithatók, igy 
a globális állapot mentés és visszamentés jelentősen meg­
gyorsul. A verifikálás félbeszakitásakor természetesen a 
statikus könyvtárakat is el kell menteni. A megoldás elő­
nyei mellett nem szabad megfeledkeznünk az alapvető korlá­
táiról sem. Problémát jelenthet a statikus könyvtárak nagy 
mérete. Elméletileg ugyanis nagyszámú különböző adatstruktú­
ra (pl. csomag) keletkezhet egy összetettebb struktúrából. 
(Például egy к komponensből álló adatstruktúrának п^Пр...п^ 
különböző példánya létezhet, ha n^ az i-edik komponens által 
felvehető különböző értékek száma.) A gyakorlati tapaszta­
latok alapján azonban a potenciálisan lehetséges esetek kö­
zül általában csak egy részhalmaz kerül tényleges felhasz­
nálásra a protokollok működése során. Ha ez a feltételezés 
nem teljesül, akkor a modulok megváltoztatásával a valódi, 
dinamikus adatkezelés visszaállításával a probléma megoldha­
tó .
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Az ABMessage modul a Bitalternáló protokoll üzenet tí­
pusának létrehozásáért felel. Mint azt már korábban megem­
lítettük (6.1 fejezet) az üzeneteket ezen a szinten (a transz­
parens üzenetátvitel miatti nem kellene definiálnunk. Hogy 
mégis ezt tettük az,az üzenetek képernyőn történő megjelenít­
hetőségének igényéből fakad. Nem szabad azonban elfelejte­
nünk, hogy ezen a szinten az üzenetek megkülönböztethetetle­
nek és igy verifikációs célra a környezeti modellben csak 
azonos üzeneteket használhatunk fel, mint ahogy az a 7.2 fe­
jezet specifikációjából ki is tűnik.
(«к-####****########*##*****#**##*#**#*#*####**###****#***«*#
* #
* Abstract Data Type Library *
# #
* Alternating Bit Protocol Message *
* *a######*#*****#######*****#*#*#**#***#**#***##*####*##****#) 
DEFINITION MODULE ABMessage»
EXPORT Q U A L I F I E D  Message» M a k e M e s s a g e » MessageText» 
EqualMessage» NullMessage»
TYPE Message»
PROCEDURE M a k e M e s s a g e ( t : INTEGER):Message »
PROCEDURE MessageText (msMessage) :INTEGER»
PROCEDURE EqualMessage (mi >m2:Message) : BOOLEAN»
PROCEDURE NullMessage О  : Mes sage»
END ABMessage.
IMPLEMENTATION MODULE ABMessage»
FROM S t o r age IMPORT ALLOCATE» DEALLOCATE» SetModeJ
FROM Qu eu eM o d u l e  IMPORT Queue» NewQueue» Add» Middle» Length»
TYPE M e s s a g e  = POINTER TO INTEGER»
VAR m e s s a g e l i b r a r y : Q u e u e »
PROCEDURE MakeMessage (t: INTEGER) : Mes sage»- 
VAR m : Mes sage»BEGIN
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IFr NOT InLibrary (t»m> THEN










BEGIN RETURN MakeMessage(0)END NuL(.Message;
PROCEDURE InLLbrary(t:INTEGER; VAR (^Message) :BOOLEAN»VAR l:INTEGER;
BEGIN
i:=Length(messagelibrary) »
WHILE L >0 DO
IF MessageText(Middle(mes sазelLbrary »i))=t 
THEN ms=Middle(mes s азе library»i); RETURN TRUE 






messagelibrary:=NewQueue O  ;
END ABMessage.




* Abstract Data Type Library #
# *
* Alternating Bit Protocol Packet *
* *к###*#####**#**#############*#***#######«#####*##########*#) 
DEFINITION M O DU LE ABPacket»
FROM ABMessage IMPORT Message»
EXPORT Q U A L I F I E D  Packet» MakePacket» Text» SesNumber» 
E s u a l P a c k e t » NullPacket»
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TYPE Pocket»
PROCEDURE MokePoc ke t U ü M e s s o g e ; ssBOOLEAN):Pocket»
PROCEDURE Text (pk spacket):Messoge;
PROCEDURE SegNumber(pkrPacket) : BOOLEAN»
PROCEDURE E 3 U o l P a c k e t ( p l » p 2 : P o c k e t ) :BOOLEAN»
PROCEDURE N u l l P a c k e t O  --Pocket»
END ABPocket.
IMPLEMENTATION MODULE ABPocket»
FROM SYSTEM IMPORT WORD» ADDRESS»
FROM ABMessage IMPORT Message» EquolMessoge» NuLLMessoge»
FROM Storage IMPORT ALLOCATE» DEALLOCATE» SetMode»
FROM QueueModule IMPORT Queue» NeuQueue» Add» Middle»
Length»
TYPE Pocket = POINTER TO PÎ 
P = RECORD




PROCEDURE MokePocket (rii:MessQ3e; s : B0 0LE AN ): Pac ke t;
CAR p:Packet;
BEGIN




p o c k etl Ib ro ry: =A dd( po ck etl lbrar у »p)
END»
e n d ;
RETURN p;
END MokePocket;
PROCEDURE I nL Ibrory ( m : Mes sage; s: BOOLEAN»
VAR p: Po с к et) : BOOLEAN»'
VAR I : INTEGER; 




IF (ADDRESS (Text(Middle(packet library »l)))= AD DRE SS (m )) AND 
(SeqNumber (Middle(p ac ket ll br ary »l))=s)
THEN p:=Mlddle(pocketllbrory»l)»
RETURN TRUE?
ELSE D E C (l)
END»
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e n d ;
RETURN FALSE.
END InLlbrory?
PROCEDURE T e x t ( p к sPa e k e t ) : Mes sose»
BEGIN RETURN pk'4. letter 
END Text;
PROCEDURE S e q N u m b e r ( p k : P o c k e t ) : BOOLEAN?
BEGIN RETURN pk'\seq 
END SeqNumber;
PROCEDURE E q u o l P a c k e t ( p i » p 2 s P o c k e t ) ! BOOLEAN, 
BEGIN RETURN (ADDRESS(p1)= A D D R E S S(p2))
END EquoLPocket;
PROCEDURE Nu L L P o c k e t ()spacket ?
BEGIN RETURN M a k e P o c k e t (NuL L M e s s o s e ()»FALSE) 
END N u l LPocket?
BEGIN
p a c k e t L L b r o r y : = N e v Q u e u e()i 
END A B P o eket.
A QueueOfMessage, QueueOfPacket és a HistoricalQueue- 
OfMessage adattípusok közös megvalósítását teszi lehetővé 
az univerzális QueueModule modul. A SYSTEM modulból impor­
tált ADDRESS tipusnak ugyanis az a különleges sajátsága van, 
hogy az ADDRESS tipusu változó helyettesit minden pointer 
tipusu rejtett vagy expliciten kifejtett változót. A Queue­
Module modul igy alkalmassá válik tetszőleges tipusu elemek­
ből álló sor kezelésére, hiszen csak az elemekre mutató poin­
terek sorba állítását végzi.
(***********************************************************
* *
* Abstract Dato Type Library *« *
* U n i v e r s a l  Q u e u e  Hod и L e *X *
*********************X**######XKtt**M*#*W**tt********«tftf*«***)
DEFINITION HODULE Q u e u e M o d u l e 5
FR OM SYSTEM IMPORT WORD, ADDRESS?
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EXPORT QUALIFIED Queue» NewQueue» Acid» Remove» Append» 
Clear» Front» Middle» Back» In» Empty» Equal» Length?
TYPE Queue»
PROC EDU RE N e w Q u e u e O  : Queue»
PROC EDU RE Add(VAR я : Qu eue»l:ADDRESS) : Queue?
PROC EDU RE R e m o v e (VAR я : Queue) * Queue»
PROCEDURE A p p e n d (VAR я1»я2:0иеие) s Queue»
PROCEDURE C l e a r (VAR я : Qu eue) : Queue»
PROC EDU RE Front(qrQueue) : ADDRESS»
PROC EDU RE M i d d l e <g:Queue» sея !INTEGER) : ADDRESS» 
PROC EDU RE B a c k (яïQueue) : ADDRESS?
PROC EDU RE In (я : Queue ?i.: ADDRESS) s BOOLEAN?
PR OCEDURE E m p t y (я : Queue) : BOOLEAN?
P R OC EDU RE Ея и a l (я 1 » я 2 :Q и e и e » s 1 1 с e : I N T E G E R ):BOOLEAN » 
PROC EDU RE L e n g t h (я:Queue) : INTEGER?
END QueueModule.
IMPLEMENTATION MODULE QueueModule?
FROM S Y S T E M  IMPORT UORD» ADDRESS?
FROM Storage IMPORT ALLOCATE» DEALLOCATE» SetMode?
FROM Ver If IcatlonSystem IMPORT Error?
TYPE Queue = POINTER TO QHead?







Infо s ADDRESS 
END?
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PROCEDURE N e w Q u e u e ü  : Queue»








PROCEDURE Add(VAR a:Queue» l:ADDRESS) : Queue?
VAR last :Qp;
BEGIN
WITH g'4 DO 
I N C ( l e n g t h ) ;
IF“ f Erste lew = NIL THEN
N E U (firste lem)i last:=fLrstelem 
ELSE last:=firstelem»
WHILE last'4, ne xt e lem i NIL DO 
last : = last'4. nextelem
end;
NEW ( last'4. ne xt e l em) » 
last s = last'4. nexte lem?
end;




PROCEDURE Remove(VAR g:Queue) : Queue»
VAR first : Qp;
BEGIN
WITH g'4 DO
IE f i r s t elem Ф NIL THEN 
DEC ( le ngth) ; firsts =flr stele#»; 
f i r stele m : =f i r s t '4. nextelem;
D I S P O S E ( f i r s t ) ;








WHILE index <= L e ngth(g2) DO
gl := A d d ( g l » M i d d l e (ч2» index)) » INC(index);end;
RETURN g l J 
END Append?
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PROC EDU RE Clear (VAR ч:0иеие) : Queue»
BEGIN
WHIL E NOT E«pty(4) DO ч :=Rediove (ч) END»
R E TU RN ч 
END Clear»
PROC EDU RE Front(4:Queue) : ADDRESS»
BEGIN
WI TH чл DO
IF flrstelem=NIL THEN
E r r o r (2)» <# Read fro« empty чиеие #) » 
RETURN NIL




PROCEDURE M i d d l e <ч:Оиеие» s e 4 : INTEGER) : ADDR ESS  
VAR l : INTEGER» act:QP»
BEGI N
WI TH чл DO
IF (length<se4) OR (se4<=0) THEN E r r o r (3) 
ELSE
ac t! =f I r s t e lern» l:=l»







P R OC EDU RE B a c k (ч:Queue) : ADDRESS»
VAR last:Qp;
BEGIN
WI TH Ч'4 DO
IF flrstele»=NIL THEN




WHILE last'4, nextele« i NIL DO 
last: = last'4. nextele«
e n d ;




P R OC EDU RE In(4üQueue; l : ADDRESS) : BOOLEAN»
VAR thlssQP»
BEGIN
W I T H  Ч'4 DO
thls:=fIrstele«»
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WHILE this i NIL DO
IF this'-'. Info=l THEN RETURN TRUE END» 
t h i s : = t h l s A .nexte Lem 
END
e n d ;
RETURN FALSE 
END In;
PROCEDURE Empty(q:Queue) : BOOLEAN» 
BEGIN RETURN q,4. f li s t e lem=NIL 
END Empty!
PROCEDURE E q u a l < q l »q 2 : Q u e u e » s 11ce : I N T E G E R ) : BOOLEAN» 
DAR l: INTEGER»
BEGIN




WHILE K  = sllce DO
IF Middle (ql»l)OMl(lclU(q2»l) THEN 
RETU RN FALSE
end; 
i n c (i ) ; 




PROCEDURE L e nsth (q :Queue) : INTEGER? 
BEGIN RETURN q'4. Length 
END Length;
END Q u e u e M o d u l e .
A SysTypeLibrary modul (9.2 ábra) az egyes adattípu­
sok VSTORAGE memóriába történő elmentését és visszamentését 
végző eljárásokat tartalmazza. Az adattípus könyvtár bőví­
tésekor a megfelelő modulok megfogalmazásával párhuzamosan 
a SysTypeLibrary modulba fel kell venni az uj adattípusok 
elmentéséért és visszamentéséért felelős eljárásokat is. A 
későbbiekben ezt a metódust egy teljesen automatikus adat­
típus könyvtárazó fogja felváltani.
156
9.1.4 A protokoll specifikáció MODULA-2 nyelvű reprezentánsa
A 7.2 fejezetben közölt protokoll példája alapján be­
mutatjuk a protokoll specifikáció (Függelékben elhelyezett) 
MODULA-2 nyelvű reprezentánsának felépítését.
A protokoll specifikációs nyelv entitás fogalmának a 
MODULA-2 kötött formájú modul koncepcióját feleltetjük meg. 
Az entitást megvalósító modulban az entitások állapot- és 
interfészváltozói a modul deklarált változói. Az állapot­
átmeneteknek (actions) egy-egy, ezeken a változókon értel­
mezett eljárást feleltetünk meg, amelyben a végrehajtandó 
műveletek MODULA-2 nyelvű kifejtését adjuk meg. Az állapot­
átmenetek előfeltételeit az ActivePreCond nevű eljárásba sű­
rítjük, amelynek hívásával az adott pillanatban végrehajtha­
tó átmenetek sorszáma lekérdezhető. A RaiseAction eljárás 
az aktuális paramétereként megadott sorszámú állapotátmenet­
nek megfelelő eljárás hívásával egy adott állapotátmenet 
végrehajtását idézi elő. A modul SaveSystem és UnSaveSystem 
eljárásai az entitás aktuális állapotának a VSTORAGE memóri­
ába (a háttértárba) történő elmentését és visszamentését 
végzik. A modul az állapotátmeneteknek megfelelő eljáráso­
kon kivüli eljárásokat, valamint a deklarált változókat ex­
portálja a rendszernek (system) megfelelő globális modul fe­
lé.
Az entitások moduljait a rendszernek (system) megfele­
lő külső modul fogja egységbe, amely a verifikációs rendszer 
felé az előzőekhez hasonló nevű és funkciójú eljárásokat 
exportál.
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FROM TreeStreawHanrillns IMPORT Trans I t l o n S e t ?
FROM V l r t u a l S t o r аэе IMPORT VSIORAGE?
EXPORT Q U AL IFI ED RoiseAct lonL'ell* ActlvePreCond»
Walt» SaveS/stew» U n S o v e S ystew?
PROCEDURE Ualt О :BOOLEAN?
PROCEDURE Act IvePreConrt (VAF: t s T r o n s l t l o n S e t ) î
PROCEDURE. Ro lseActlonUell(ent Itу »t r о ns i t LonsCARDINAl ): BOOLEAN?
PROCEDURE S a v e S x s t e w (s:VSTO R A G E ) ?
PROCEDURE UnSaveS/stew?
END AB.
Az entitások közötti kapcsolatokat az állapotátmenetek vég­
rehajtása utáni (az interfészváltozókra vonatkozó) értékadá 
sokkal szimuláljuk. Erre szolgál a külső modul Global nevű 
eljárása. Az Assertion globális eljárás a protokoll rend­
szer elvárt tulajdonságait formalizáló boolean értékű függ­
vényeket hordozza.
A Bitalternáló protokoll specifikáció Függelékben kö­
zölt MODULA-2 reprezentációja a 7.2 fejezet specifikációjá­
hoz képest pótlólagos elemeket is tartalmaz. Az eredeti 
specifikáció elemzésekor ugyanis kiderült, hogy hiba esetén 
az ujraadások számát a protokoll nem korlátozza. A Sender 
entitás EnableTimeOut állapotváltozójának bevezetésével az 
ismétlések számát egyre korlátoztuk.
9.2 A verifikáló rendszer működése, tapasztalatok
A futtatható, összeszerkesztett verifikáló rendszer 
betöltésekor, a rendszer inicializálás során a protokoll 
specifikációnak megfelelő modulok végrehajtható részében 
beállitódik az entitások állapot- és megfelelő interfész- 
változói kezdeti értéke. A rendszer ezután elmenti a pro­
tokoll állapotát a VSTORAGE memóriába. Ez az állapot lesz 
az elérhetőségi fa gyökere. A következőkben a rendszer 
megvizsgálja, hogy van-e végrehajtható állapotátmenet. Ha 
ilyet talál, akkor közülük egyet kiválasztva végrehajtja 
az átmenetet és elkezdi a létrejött uj protokoll állapot 
elemzését, annak elmentése után. Deadlock állapotnak te­
kinti az uj állapotot, ha a rendszernek nincs végrehajtha­
tó átmenete (az uj állapotban) és a Wait függvény hamis ér­
téket ad. Ha ebben a helyzetben a Wait igaz értékű, akkor 
az uj állapot a "wait” kvalifikációt kapja. "Invarianterror" 
tipusu lesz az uj állapot, ha a rendszer invariáns sértést 
talál. A protokoll ciklusok felderítése érdekében azután 
a rendszer a korábban elmentett állapotokkal hasonlítja ösz- 
sze az uj állapotot. Protokoll ciklus esetén az uj állapot 
elmentésekor feljegyződik a ciklus kezdő állapot azonosító­
ja is. Ha a rendszer az uj állapot elemzésekor nem talált 
deadlock vagy wait helyzeteket, ciklust vagy invariáns sér­
tést, akkor az uj állapot a "good" minősítést kapja és a 
korábban már emlitett módon (a végrehajtható állapotátmene­
tek lekérdezésével) folytatódik a működés. Ha az uj álla­
pot minősítése nem "good", akkor az az elérhetőségi fa adott 
levelének végét jelenti. Ilyenkor a rendszer visszalép, 
visszamenti a protokoll rendszer korábban lementett állapo­
tát és megvizsgálja, hogy van-e még az elérhetőségi fának 
az adott állapotból kiinduló be nem járt részfája. Ha van 
akkor a részfa felépítése kezdődik el, ha viszont nincs ak­
kor a működés visszalépéssel folytatódik. A verifikációs 
eljárás a teljes elérhetőségi fa felépítésekor fejeződik be.
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A felhasználó a képernyő előtt ülve figyelemmel követ­
heti a rendszer működését, ahol megjelennek a végrehajtott 
állapotátmenetek nevei és számos egyéb információ. A fel­
használó feladata az elérhetőségi fa végtelen ágainak ki­
szűrése, abban az esetben, ha az ügyesen megválasztott in­
variánsok formájában megfogalmazott protokoll tulajdonságok 
ezt nem jeleznék (invariáns sértéssel). Lehetőség van az 
elérhetőségi fa a felhasználó számára érdektelen részeinek 
(részfáinak) kihagyására is menet közbeni parancs kiadásá­
val. Ugyancsak felhasználói parancsra az elérhetőségi fa 
épités félbeszakad, ekkor a protokoll specifikáció szövege 
illetve a különféle változók értékei megtekinthetők.
A protokoll verifikáló rendszer működésével kapcsola­
tos első tapasztalatainkat a 7.1 fejezet protokolljának e- 
lemzése során nyertük. A rendszer alapvetően jól működik, 
alkalmas a protokollok korábban tárgyalt tulajdonságainak 
felderítésére. Kimutattuk például a 7.2 fejezetben speci­
fikált protokoll deadlock mentességét, felderítettük ugyan­
akkor, hogy a protokoll 9.1.4 fejezetben emlitett módosítá­
sa deadlockhoz vezet. A protokoll ugyanis nem tudja helyre­
állítani az egynél több csomagvesztésből származó hibát (te­
hát az elküldött csomag vagy a nyugtájának illetve az ujrakül- 
dött csomag vagy a nyugtájának együttes elvesztését). Első 
tapasztalataink szerint a rendszer működése a vártnál lassabb, 
aminek alapvető oka az input-output nem elég hatékony meg­
szervezése. Ezen és a felhasználóval történő jelenleg kis­
sé merev kapcsolattartáson mindenképpen változtatni kell. A 
rendszer lassú működésének másik nem elhanyagolható oka a 
mágneslemezhez fordulások nagy száma. Ezen kétféle módon 
kivánunk változtatni. Egyrészt minimálisra szeretnénk 
csökkenteni az elérhetőségi fa tárolásához szükséges memó­
ria nagyságát azzal, hogy figyelembe vesszük a 8.13 definí­
ció kapcsán elmondottakat és az összekapcsolt interfészvál- 
tozók állapotát csak egyszer tároljuk. Másrészt a Virtual- 
Storage modul megváltoztatásával, a VSTORAGE állandóan a
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memóriában tartózkodó lapja méretének növelésével ca lapmé­
ret jelenleg 256 szó hosszúságú) csökkenteni kivánjuk a 
diszk műveletek gyakoriságát.
A protokoll verifikáló rendszer jelenlegi formájában 
kisérleti eszköznek tekinthető, amelynek legfőbb oka, hogy 
nem rendelkezünk kellő tapasztalattal az ilyen tipusu rend­
szerek tervezése és használata terén. Ma még nem teljesen 
tisztázott az, hogy milyen szolgáltatásokat nyújtson a veri­
fikáló rendszer, melyek a hatékony felhasználhatóság alap- 
feltételei, milyen legyen az input-output kezelés stb.. Re­
méljük azonban, hogy e rendszerrel nyert tapasztalatok hoz­
zá fognak járulni ezen nyitott problémák megoldásához, a 





A dolgozatban a számitógép-hálózatok kommunikációs 
protokolljainak formális specifikálásával és verifikálásá­
val foglalkoztunk.
A protokollok a számitógép-hálózatok belső kommuni­
kációját szabályzó elosztott algoritmusok. Ezen algoritmu­
sok helyes vagy helytelen működése alapvető módon befolyá­
solja a hálózat működését, megbizhatóságát. A számitógép- 
hálózatok feltartóztathatatlan elterjedése miatt a fel nem 
fedezett, rejtett hibás protokoll működésnek beláthatatlan 
következményei lehetnek.
A számitógép-hálózatok elosztott, paralell rendszer 
voltából következőleg a protokoll algoritmusok tervezése 
jelentős többlet nehézségeket tartalmaz a konvencionális 
szekvenciális algoritmusokhoz képest. Ma még a széles 
körben elfogadott elméleti letisztulás hiányában a proto­
kollok tervezése sok esetben ad-hoc jellegű, a tervező 
szubjektumától, globális átlátó képességétől függő problé­
mákkal terhes folyamat. Megfelelő elmélet alapok nélkül 
az ember egyre kevéssé lesz képes az egyre bonyolultabb 
igényeknek megfelelő egyre komplexebb rendszerek (protokoll 
rendszerek) megtervezésére és implementációjára. Olyan se­
gédeszközökre van tehát szükség, amelyek alkalmazásával 
csökkenteni lehet a tervezés során fellépő problémák bonyo­
lultságát, megteremtve ezzel a rendszerek kézbentartható 
tervezésének, megvalósitásának lehetőségét. Dolgozatunk­
ban egy egységes protokoll specifikációs módszert dolgoz­
tunk ki, amely egy speciálisan protokoll leirásra kialakí­
tott specifikációs nyelven megfogalmazott protokollok tu-
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lajdonságainak felderítését lehetővé tévő verifikációs 
rendszerre épül.
A csomagkapcsolt számitógép-hálózatok megvalósulásai, 
az egyre nagyobb nemzeti, nemzetközi hálózatok megjelenése 
elkerülhetetlenül nemzetközi szabványositási törekvést in- 
kitott el, amely a 80-as évek elejére a hálózati architek­
túra nemzetközi szabványtervezetben való rögzítéséhez veze­
tett. A hálózati architektúra a 70-80-as évek technikai, 
technológiai színvonalára épül, valószinü, hogy az uj tech­
nológiák megjelenésekor az architektúra módosítására, tel­
jes felülvizsgálatára, esetleg elvetésére lesz szükség.
Dolgozatunkban a réteges hálózati architektúrát az
1.4 fejezetben mutattuk be vázlatosan. Ez alapján a szá- 
mitógép-hálózat egymásra rakódott protokoll rétegek együt­
tese. A rétegek kommunikációs szolgáltatásokat nyújtanak 
a felettük lévő réteg (ek)nek úgy, hogy az alsó rétegCek) 
szolgáltatásait kibővítik, mintegy többletszolgáltatást 
adva hozzá.
A 2. fejezet szakirodalmi áttekintésében a tématerü­
let fontossabb közleményeit, cikkeit, könyveit foglaltuk 
össze. Ezek alapján a protokoll specifikációs és természe­
tes módon a hozzájuk kapcsolódó verifikációs módszereket 
két fő és a köztük meghúzódó nem igazán harmadik csoportba 
sorolhatjuk. Legkorábban az állapotátmeneten alapuló mód­
szerek alakultak ki. Legfontosabb képviselőik a véges au­
tomatáikat, a különféle gráfokat alkalmazó módszerek. A 
programozási nyelvek a protokoll algoritmusok megfogalmazá­
sát is lehetővé teszik. A hibrid módszerek megpróbálják 
egyesíteni a fenti két fő irányzat előnyös tulajdonságait.
A hibrid módszerek csoportjába tartoznak a dolgozat témáját 
alkotó specifikációs nyelvet alkalmazó protokoll leiró el­
járások is.
A protokoll specifikáció alapvető célja az ember-em-
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Ъег közötti információ csere megvalósitása. Ebből követke­
zőleg a leiró formalizmusnak számos követelményt kell kielé­
gítenie. A specifikációs módszerek elvárt tulajdonságait a 
3.1 fejezetben foglaltuk össze. A jelenleg használt és va­
lószínűleg a közeljövőben elterjedő specifikációs metódusok 
sajnos még tág teret kinálnak a hibás ("elemi hibákkal ter­
helt' ) protokollok megfogalmazásának. Mindenképpen szükség 
van tehát a protokollok helyességét bizonyító illetve elle­
nőrző verifikációs módszerekre. A protokoll verifikációs 
feladat típusokat és a verifikáció alapproblémáját mutattuk 
be a 3.2 részben. A specifikációval és verifikációval szem­
ben támasztott általános követelmények a specifikációs nyelv­
vel szemben támasztott elvárásokká konvertálhatók. Az ide­
ális protokoll leiró nyelv magasszintü, moduláris felépíté­
sű, párhuzamos, nemdeterminisztikus, erősen tipusos nyelv.
A következő fejezet a protokoll tervezés javasolt el­
járását mutatja be. A tervező a specifikációs nyelven meg­
fogalmazott protokoll statikus hibáit az elemző- fordítóprog­
rammal mutatja ki, majd az ezen hibáktól mentes protokoll di­
namikus elemzését a verifikáló rendszer segítségével végzi 
el. A módszer alkalmazásától azt várjuk, hogy nagymérték­
ben egyszerűsödik a protokoll tervezés ma még eléggé komp­
lex folyamata és a maiaknál megbizhatóbb protokoll definíci­
ók jönnek létre.
A számitógép-hálózati kommunikációs protokollok mate­
matikai modelljére tettünk javaslatot az 5. fejezetben. A 
protokollt névvel ellátott, particionált állapotátmenet 
rendszernek fogtuk fel. Definiáltuk az ilyen rendszerek 
működésének fogalmát, állapot sorozatnak tekintve azt. A 
párhuzamos rendszerek leírásánál a paralell rendszerek nem­
determinisztikus szekvenciális rendszerekké transzformáció­
ját követtük. Kimutattuk azonban e megközelitési mód kor­
látáit is. Az elmélet értékű protokoll specifikáció defi­
níció mellett a gyakorlatban használható reprezentációt is 
bemutattuk. Bevezettük a k-szintü állapotátmenet rendszer
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fogalmát, amely a protokoll különféle absztrakciós szintű 
modell sorozata. A gyenge és erős protokoll ekvivalencia 
értelmezésével zárult a fejezet.
A protokoll elméleti modelljének egy programozási nyel 
vi megvalósitását tárgyaltuk a következőkben. A specifiká­
ciós nyelv két fő rétegét a MODULA-2 nyelven megfogalmazott 
absztrakt adattipus könyvtár és a speciális nyelvi elemek 
rétege alkotja. A nyelv a protokollt, protokoll rendszert 
entitások halmazaként definiálja. Az entitások között sta­
tikus kapcsolatok épülnek ki, melyeket közös, osztott válto­
zókkal modellezünk.
A 6.1 fejezetben az absztrakt adattípusok értelmezésé­
ről illetve a különféle szemantika definiálási lehetőségek­
ről beszéltünk, majd az általunk alkalmazott procedurális 
megközelitési módot elemeztük. Példákon keresztül illuszt­
ráltuk az elmondottakat.
Az entitás mint absztrakt objektum belső szerkezete ál 
lapot- és interfészváltozó deklarációra, névvel és előfelté­
tellel ellátott átmenetekre, valamint a kezdeti állapotot 
beállitó inicializáló részre tagolódik. A nyelv lehetősé­
get teremt az entitások között kialakuló kapcsolatok bizo­
nyos konzisztenciájának ellenőrzésére is.
A protokoll rendszer algoritmikus környezetének leirá- 
sa entitásokkal, interfészváltozókkal történik. A környeze­
ti leirás a specifikált protokoll (réteg) alatt és felett 
elhelyezkedő protokoll rétegek modellje, a tőlük elvárt 
illetve feltételezett tulajdonságok koncentrált kifejezési 
formája. A protokolltól magától elvárt tulajdonságok meg­
fogalmazása protokoll invariánsok felállitásával lehetséges.
A 6.5 fejezetben bemutattuk a javasolt protokoll spe­
cifikációs nyelv egy lehetséges szintaxisát. A nyelv konk­
rét alkalmazására egy viszonylag egyszerű, könnyen érthető 
de nem triviális példát közöltünk.
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A 8. fejezet a protokollok irodalomban fellelhető főbb 
"fenomenologikus" tulajdonságait vizsgálta meg. Először 
szöveges értelmezéseket adtunk, majd felhasználva az 5. feje­
zet matematikai modelljét megalkottuk a formális definició- 
kat is. A protokoll tulajdonságok formalizálásánál a tulaj­
donságok rendszer invariánsok formájában történő kifejtését 
követtük, megteremtve ezzel azt, hogy egy általános invarian­
cia érvényességi vizsgálati módszer a protokoll tulajdonsá­
gok felderítését is lehetővé tegye. Az adott elméleti kere­
ten belül a progress tulajdonság definiálása nem vezetett 
eredményre. A 8.3 fejezetben mutattuk be az invariánsok 
érvényességi vizsgálatát végző állapotelérhetőségi analizis 
módszert. A következő fejezetben ezen módszert konkrétan 
megvalósító interaktiv protokoll verifikáló rendszer szerke­
zetét, működését és használatát tárgyaltuk. A rendszer nem­
csak az alapvető protokoll tulajdonságok megállapitására 
alkalmas, hanem ha a tervező az adott formalizmus keretén 
belül képes a protokoll helyesség megfogalmazására, akkor a 
helyesség is ellenőrizhetővé válik. A rendszer felhasználá­
sának kezdeti tapasztalatai rávilágítottak néhány hiányosság­
ra, amelyeknek kijavítása gyorsabb futást, hatékonyabb, ké­
nyelmesebb használatot eredményez.
10.2 A továbblépés irányai
Az alábbiakban néhány nyitott probléma felvetésével a 
továbblépés lehetséges irányairól szólunk.
Az egyik legalapvetőbb probléma úgy gondoljuk, hogy 
továbbra is a protokollok matematikai modelljének kérdése. 
Olyan formalizmusra lenne szükségünk, amely lehetőséget te­
remt az alapvető tulajdonságok megfogalmazására, meglétük 
vagy hiányuk bizonyítására. A probléma szoros kapcsolatban
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van az un. statikus definíciók nem csupán a számitógép-háló- 
zatok területére kiterjedő kérdéskörével. A statikus defi­
níció, ellentétben a művelet orientált definícióval (oper­
ational definition? a MIT kérdésre felel és nem rögziti a 
HOGYAN-t. A jelenleg alkalmazott definíciós technikáink túl 
nyomórészt művelet orientáltak, azt a módot (utat) rögzitik, 
amelynek betartása az elérendő cél megvalósulását eredménye­
zi. Például ezért nehéz formalizálni a dolgozatban tárgyalt 
elméleti kereten belül a progress tulajdonságot ellentétben 
a deadlockkal, hiszen a holtpont bizonyos működés (állapot 
sorozat) kényszerítésével elkerülhető. A továbblépés egyik 
utjának tűnik a statikus jellegű modális logikai definíciós 
módszerek nem régen megindult kifejlesztése.
Ugyancsak nagy lehetőségeket látunk a számitógéppel tá 
mogatott verifikációs rendszereken kivül az automatikus pro­
tokoll szintetizáló rendszerek megvalósításában is. Ilyen 
rendszerek nemcsak a protokoll specifikáció, hanem az auto­
matikus protokoll implementáció előállításánál is szerepet 
játszhatnak, bár úgy gondoljuk, hogy az automatikus kódgene­
rálás nem a közeljövő feladata.
Mindezek alapján úgy gondoljuk, hogy az uj elméleti 
eredményeknek mihamarabb uj specifikációs nyelvi javaslatok­




[Aho és m. 82] Aho V.A.-Hopcroft J.E.-Ullman J.D.:
Számítógép-algoritmusok tervezése és analízise.
Műszaki Könyvkiadó, Budapest 1982
[Alfonzetti és m. 79] Alfonzetti S.-Casale S.-Faro A.:
A formai description of the DTE packet level in the 
X.25 Recommendation.
Alta Frequenza, Vol. XLVIII - N.8 AGOSTO 1979
[Alfonzetti és m. 80] Alfonzetti S.-Casale S.-Faro A.:
X.25 DTE level 3 formalization using the ’’Second 
Theory of Colloquies”.
Proc. IEEE ICCC 80, New York 1980
[ASZH 8l] Az Akadémiai Számítógép-Hálózat referenda mo­
dellje.
Kézirat, MTA-SZTAKI Hálózat és Távadatfeldolgozási 0.
[birkhoff és m. 74] Birkhoff G.-Bartее T.С.:
A modern algebra a számitógép-tudományban.
Műszaki Könyvkiadó, Budapest 1974
[Bochmann 75] Bochmann G.V.:
Logical verification and implementation of protocols. 
Proc. Fourth Data Comm. Symp. ACM/IEEE, 1975
[Bochmann és m. 77a] Bochmann G.V.-Gecsei J.:
A unified method for the specification and verification 
of protocols.
Proc. Information Processing 77 IFIP, Toronto 1977
[Bochmann és m. 77b] Bochmann G.V-Chung R.J.:
A formalized specification of HDLC classes of procedures. 
Proc. of the Nat. Telecomm. Conf. Los Angeles 1977
1-2 -
[Bochmann 78 ] Bochmann G.V.:
Finite state description of communication protocols. 
Proc. Comp. Netw. Prot. Liege 1978
[Bochmann és m. 79] Bochmann G.V.-Joachim T.:
Development and structure of an X.25 implementation. 
IEEE Trans, on Soft. Eng. Vol. SE-5, No. 5 Sep. 1979
[Bochmann 8o] Bochmann G.V.:
A general transition model for protocols and communi­
cation services.
IEEE Trans, on Comm. Vol. COM-28, No. 4, Apr. 1980
[Bochmann és m. 8o] Bochmann G.V.-Sunshine C.A.:
Formal methods in communication protocol design.
IEEE Trans, on Comm. Vol. COM-28, No. 4. Apr. 1980
[Böszörményi 79] Böszörményi L.:
Néhány működő X.25 implementáció irodalmának feldolgo­
zása.
VEIKI 50.99-001, Tanulmány 1979
[Böszörményi 8l] Böszörményi L.:
Multi-task rendszerek fejlesztése magasszintü nyelven. 
MTA-SZTAKI Tanulmány 128/1981
[Brand és m. 78] Brand D.-Joyner W.H.:
Verification of protocols using symbolic execution. 
Proc. Comp. Netw. Prot. Liege 1978
[Brinch Hansen 75] Per Brinch Hansen:
Concurrent pascal report.
Inf. Sei. Calif. Inst, of Techn. 1975
[Dahl és m. 78] Dahl 0.J-Dijkstra E.W.-Hoare C.A.R.: 
Strukturált programozás.
Műszaki Könyvkiadó, Budapest, 1978
- 1-3 -
[Danthine 78] Danthine A.A.S.:
Protocol representation with finite-state models.
IEEE Trans, on Comm. Vol. COM-28, No. 4. Apr. 1978
[Danthine és m. 78] Danthine A.A.S.-Bremer J.:
Modelling and verification of end-to-end transport 
protocols.
Proc. Comp. Netw. Prot. Liege 1978
[Davies és m. 78] Davies D.W.-Barber D.L.A.:
Számitógép-hálózatok.
Műszaki Könyvkiadó, Budapest, 1978
[Davies és m. 82] Davies D.W.-Barber D.L.A.-Price W.L.- 
Solomonides C.M.:
Számitógép-hálózatok és protokollok.
Műszaki Könyvkiadó, Budapest, 1982
[ETHERNET 80] The Ethernet, a local area network Data link 
layer and Physical layer specifications. Version 1.0 
DEC-INTEL-XEROX 1980
[Geissmann 8l] Geissmann L.:
User guide to MODULA-2 system.
ETH-IEI Zürich 1981
[Guttag 80 ] Guttag J.:
Notes on type abstraction Version 2.
IEEE Trans, on Soft. Eng. Vol. SE-6, No. 1. Jan. 1980
[Hailpem és m. 8o] Hailpern B.-Owicki S.:
Verifying network protocols using temporal logic.
NBS Trends and Appl. Symp. 1980
[Harangozó 78a] Harangozó J.:
Protocol definition with formal grammars.
Proc. Comp. Netw. Prot. Liege 1978
- 1-4 -
[Harangozó 78b] Harangozó J.í
Számitógép-hálózatok protokolljainak formális leirása. 
Kandidátusi értekezés, Budapest, 1978
[Hoare 78] Hoare C.A.R.:
Communicating sequential processes.
Comm, of the ACM Vol. 21. No. 8. Alig. 1978
[ISO 81a ] ISO TC 97 / SC 16:
Data processing - open systems interconnection - basic 
reference model.
Comp. Netw. 5 1981
[ISO 81b] ISO TC 97 / SC 16 / WG 1 Subgroup B:
A FDT based on an extended state transition model. 
Working Draft, Boston, Dec. 1981
[Keller 76] Keller R.M.:
Formal verification of parallel programs.
Comm, of the ACM Vol. 19. No. 7. Jul. 1976
[Kovács 81a] Kovács L.:
Bevezetés a CONCURRENT PASCAL programozási nyelvbe. 
Korszerű folyamatirányitó rendszerek tervezése, 
Szakszemináriumi füzet 1, BME Folyamatszabályozási 
Tanszék, Budapest 1981
[Kovács 81b] Kovács L.:
A számitógép-hálózatok alapjai.
Korszerű folyamatirányitó rendszerek tervezése, 
Szakszemináriumi füzet 3, BME Folyamatszabályozási 
Tanszék, Budapest 1981
[Kovács 82a] Kovács L.:
Protokollok formális leirása és verifikálása.
Előadás, JATE Kalmár László Kib. Láb. és a KFKI MSZKI 
közös szemináriuma, Szeged 1982
- 1-5 -
[Kovács 82Ъ ] Kovács L.:
Egy számítógép-hálózati protokoll formális leírása és 
helyességének ellenőrzése.
Előadás, Számítógép-hálózatok kommunikációs protokolljai, 
Tavaszi Iskola Siófok 1982
[Kovács 82c] Kovács L.:
Egy számítógép-hálózati protokoll formális leírása spe­
cifikációs nyelv segítségével és helyességének ellenőr­
zése állapotelérhetőségi vizsgálattal.
MTA-SZTAKI Working Paper, Budapest 1982; Inf. Elektr. 
(megjelenés alatt)
[Le Moli 73] Le Moli G.:
A theory of colloquies.
Alta Prequenza, Vol. ILII 1973
[Leveille és m. 82] Leveille A.-Bochmann G.V.:
Formal specification of a transport protocol.
Working Draft, 1982
[Margitics 81] Margitics I.:
Heterogén számítógép-hálózat end-to-end transzport pro­
tokolljának ismertetése és elemzése.
Tanulmány, 1981 Budapest
[Merlin 76a ] Merlin Ph.M.:
A methodology for the design and implementation of 
communication protocols.
IEEE Trans, on Comm. Vol. Com-24, No. 6. Jun. 1976
[Merlin 76b ] Merlin Ph.M.-Färber D.J.:
Recoverability of communication protocols - implications 
of a theoretical study.
IEEE Trans, on Comm. Vol. COM-24, Sep. 1976
- 1-6 -
[Merlin 7 9 Merlin Ph.M.:
Specification and validation of protocols.
IEEE Trans, on Comm. Vol. COM-27, No. 11. Nov. 1979
[Molnár 81] Molnár I.:
A strukturált rendszertervezés helyzetének elemzése. 
Korszerű folyamatirányitó rendszerek tervezése, 
Szakszemináriumi füzet 2, BME Folyamatszabályozási 
Tanszék, Budapest 1981
[Piatkowski 79] Piatkowski T.F.:
A formal definition of the ISO-ANSI Open Systems Inter­
connection Reference Model - a brief overview and 
proposal for a state-oriented systems approach.
Proc. The 1st Internat. Conf. on Distr. Computing 
Systems, Huntsville, Alabama 1979
[Pouzin és m. 7ö] Pouzin L.-Zimmermann H.:
A tutorial on protocols.
Proc. of the IEEE, Vol. 66, No. 11. Nov. 1978
[Razouk és m. 8o] Razouk R.R.-Estrin G.:
Modeling and verification of communication protocols 
in SARA: The X.21 interface.
IEEE Trans, on Comp, Vol. C-29, No. 12. Dec. 1980 
[Rowe 80] Rowe L.A.:
Data abstraction from a programming language viewpoint. 
1980 ACM 0-89791-031-1/80
[Rudin és m. 78] Rudin H.-West C.H.-Zafiropulo P.:
Automated protocol validation one chain of development. 
Proc. Comp. Netw. Prot. Conf. Liege 1978
[Schultz és m. 8o] Schultz G.D.-Rose D.B.-West C.H.-Gray J.P. 
Executable description and validation of SNA.
IEEE Trans, on Comm. Vol. COM-28, No. 4. Apr. 1980
- 1-7 -
[Schwabe 81 ] Schwabe D.:
Formal techniques for the specification and verification 
of protocols.
Technical Report, UCLA Apr. 1981
[Schwartz és m. 8l] Schwartz R.L.-Melliar-Smith P.M.:
Temporal logic specification of distributed systems.
Proc. of the Sec. Int. Conf. on Distr. Syst. INRIA 
Paris 1981
[sidhu 82 ] Sidhu D.P.:
Rules for synthesizing correct communication protocols. 
Comp. Comm. Rev. Vol. 12. No. 1. Jan. 1982
[stenning 76] Stenning V.N.:
A data transfer protocol.
Comp. Netw. Vol. 1. Sep. 1976
[stenning 79] Stenning V.N.:
Definition and verification of computer network protocols. 
Nat. Phys. Lab. Report DNACS 15/79 Feb. 1979
[Sunshine 78] Sunshine C.A.:
Survey of protocol definition and verification tech­
niques.
Proc. Comp. Netw. Prot. Conf. Liege 1978
[Sunshine 79] Sunshine C.A.:
Formal techniques for protocol specification and 
verification.
Computer, Sep. 1979
[Tavaszi 80] Számitógép-hálózat modellek, Tavaszi Iskola,
Szeged 1980
[Tavaszi 82 ] Kommunikációs protokollok, Tavaszi Iskola,
Siófok 1982
1-8 -
[Teng és m. 78al Teng A.Y.-Liu M.T.:
A formai approach to the design and implementation 
of network communication protocols.
Proc. of the 2nd Int. Comp. Soft, and Appl. Conf.
IEEE Chicago, Illinois 1978
[Teng és m. 78Ъ ] Teng A.Y.-Liu M.T.ï
A formai model for automatic implementation and logical 
validation of network communication protocols.
Proc. of the Comp. Netw. Symp. NBS Gaithersburg, 
Maryland 1978
[Timothy és m. 68 ] Timothy L.K.-Bona B.E.:
State space analysis: an introduction.
Me. Graw-Hill 1968
[Zafiropulo 78] Zafiropulo P.:
Protocol validation by duologue-matrix analysis.
IEEE Trans, on Comm. Vol. COM-26. No. 8. Aug 1978
[Zafiropulo 78b] Zafiropulo P.:
Design rules for producing logically complete two- 
process interactions and communications protocols.
Proc. 2nd Int. Conf. Comput. Software and Appl.
IEEE Chicago, Illinois 1978
[Zafiropulo és m.80] Zafiropulo Р.-West C.H.-Rudin H.-Cowan 
D.D-Brand D.:
Towards analyzing and synthesizing protcols.
IEEE Trans, on Comm. Vol. COM-28. No. 4. Apr. 1980
[van-Mierop 79] van-Mierop D.:
Design and verification of distributed interacting 
processes.
Technical Report, UCLA March 1979
- 1-9 -
[varga 80a ] Varga L.:
Specifications of reliable software.
Operating Systems, VI. Winter School, Visegrád 1980
[Varga 80Ъ] Varga L.:
Rendszerprogramok elmélete és gyakorlata.
Akadémiai Kiadó, Budapest 1980
[Varga 81 ] Varga L.:
Programok analizise és szintézise.
Akadémiai Kiadó, Budapest 1981
[West 78] West C.H.:
An automated technique of communication protocol vali­
dation.
IEEE Trans, on Comm. Vol. COM-26. No. 8. Aug 1978
[wirth és m. 75] Jensen K.-Wirth N.:
Pascal user manual and report.
Springer-Verlag, 1975
[Wirth 80 ] Wirth N.:
MODULA-2
ETH-IFI, Zürich 1980 
[Wirth 82] Wirht N.:
Algoritmusok + adatstruktúrák = programok.







* MODULA-2 Re pr esentation of the *
* #
* Alternating Bit Protocol Sp ec ifi ca ti on #
* #к##****##***####*#####***###**##*#####**#**################)
DEFINITION MODULE A B »
FROM Tr eeStreamHandling IMPORT Trans it i o n S e t »
FROM VirtualStorage IMPORT VST0RAGE»
EXPORT QUALIFIED R a i s e A c t io nW el L» A c t i v e P r e C o n d »
Wait» SaveSxsteri)» UnSaveSystem»
PROCEDURE Wait () .‘BOOLEAN»
PROCEDURE ActivePre Co nd( VA R t :Trans itio nSe t) »
PROCEDURE R a i s e A c t i o n W e l l ( e ntity»trans ition:CARDINAL):B00LEAN 




IMPORT TreeStreawHandling» ABMessage» ABPacket» QueueModule» 
VirtualStorage » V I n O u t » M u 1110 » VFiles» S y s T y p e L i b r a r y » 
SYSTEM»
FROM TreeStreamHandling IMPORT Trans it i o n S e t »
FROM QueueModule IMPORT Queue» NewQueue» Add» Remove»
Append» Clear» Front» Middle» Back» In» Empty»
Ечиа1» Length»
FROM ABMessage IMPORT Message» MakeMessage» MessageText» 
EgualMessage» NullMessage»
FROM ABPacket IMPORT Packet» MakePacket» Text» SegNumber» 
EgualPacket» NullPacket»
FROM SysTypeLibrary IMPORT SaveMessage» UnSaveMessase» 
SavePacket» UnSaveF'acket» SaveQueue» UnSaveQueue»
FROM SYSTEM IMPORT ADDRESS» WORD»
FROM VirtualStorage IMPORT VST0RAGE»
VAR m:Mes sage»
MODULE Sender»
FROM TreeStreamHandling IMPORT Trans it i o n S e t >
FROM QueueModule IMPORT Queue» NeuQueue» Add» Remove»
Append» Clear» Front» Middle» Back» In» Empty»
Esual» Length»
P-2
FROM ABMessage IMPORT Message» MakeMessase» MessageText» 
EguaLMessase» NullMessage»
FROM ABF'acket IMPORT F'acket» MûkeF’acket» Text» SegNumber» 
EgualPacket» NulLPacket»
FROM SxsTypeLlbrary IMPORT SaveMessage» UnSaveMessage» 
SavepQcket» UnSavePacket» SaveQueue» UnSaveQueue»
FROM S Y S T E M  IMPORT ADDRESS» WORD;
FROM VlrtualStorage IMPORT VSTORAGE» WrlteWord» ReadWord» 
FROM V F l les IMPORT treeStorage»
IMPORT Global»
EXPORT QUALIFIED SSN» Pending» Sent» InPort» OutPort» 
MessagelnTranslt» MessageToSend» ActlvePreCond» 
RalseActlon» SaveSystem» UnSaveSystew»
OAR
(* State variables #)
SSN :
Pe n d 1 ng :
Se nt :
EnableTlueout : 
















PROCEDURE Ac tl vePreCond(UAR t : B I T S E T ) ;
BEGIN
IF (NOT E m p t y ( M es sa geT oS end )) AND 
(NOT MessagelnTranslt)
THEN
I N C L ( t ,0)
e n d ;
IF NOT Empty(InPort) THEN 
INCL(t » 1)
e n d ;





Pe nd l ng:=Add (Pencil ns »
ADDRESS(MakePacket(Message(Front(MessageToSend))»SSN) ) ) Sent:=Add(Sent»Front(MessageToSend)); 
MessageInTranslt:=TRUE;
OutPort:=Add(OutPort »






IF S e q N u m b e r ( P a ck et (Fr on t( InP or t)))=S SN THEN 
SSN:=NOT s s n ;








OutPort :=Appe ncl (OutPort »Pending) ;
EnableTlmeout:=FALSE»
END TlmeOut;
PROCEDURE RalseAct Ion(trans ItlonsCARDINAL) : BOOLEAN
BEGIN
CASE transit io n OF 
0 • UserSend 
!1 : Receive 
'2 : TlmeOut 
ELSE RETURN FALSE 
END»
G l o b a l (0)?
RETURN TRUE 
END RalseActlon»
PROCEDURE Sa v e S y s t e m ( s : V S T 0 R A G E ) »
BEGIN
U r I t e U o r d ( s » S S N ) »
SaveQueue(Pending» s ) »
SaveQueue(Se nt » s ) ;
S a v e Q u e u e ( I n P o r t » »)»
SaveQueue(OutPort» s ) ;
UrIteUord(s»MessageInTranslt)»
Sa v e Q u e u e ( M e s s a g e T o S e n d » s ) ;





ReadUord(treeStorage » u ) »
S S N := B 0 0 L E A N (w)i
UnSaveQueue (F'endlng»treeStorage) i 
UnSaveQueue(Se nt »t reeStorage)»
UnSaveQueue(InPort»treeStorage) ;
Un Sa veQ ue ue ( O u t P o r t » t r e e S t o r a g e ) ;
ReadUord(treeStorage » и ) ;
Message I n T r ans It := B00LEAN(u)?
Un Sa ve Q u e u e ( M e s s a g e T o S e n d » t r e e S t o r a g e ) ;
ReadUord(treeStorage » и)i 




s s n :=f a l s e ;
Pendlng:=Ne«Queue(> » 
Sent:=Ne«Queue 0  » 
En ableTlmeout s=TRUE» 
M e s s a g e T o S e n d : = N e « Q u e u e ()» 
Me ssagelnTr ans It:=FALSE» 
I n P o r t : = N e «Queue О  »
O u t P o r t : = N e « Q u e u e () »
END S e n d e r »
MODULE Receiver»
FROM TreeStreamHandllng IMPORT Trans I t L o n S e t »
FROM Qu eu eM o d u t e  IMPORT Queue» Ne«Queue» Add» Remove» 
Append» Clear» Front» Middle» Back» In» Empty»
Еяиа1» Length»
FROM AB Me s s a g e  IMPORT Message» MakeMessage» MessageText» 
EgualMessage» NullMessage»
FROM A B P a c k e t  IMPORT Packet» MakePacket» Text» SegNumber» 
EnualPacket» NullPacket»
FROM SxsTypeLlbrary IMPORT SaveMessase» U n S a v e M e s s a g e » 
SavePacket» U n S a v eP ac ke t» SaveQueue» UnSaveQueue»
FROM S Y S T E M  IMPORT ADDRESS» WORD»
FROM UlrtualStorase IMPORT VST0RAGE» WrlteWord» ReadWord» 
FROM U F l l e s  IMPORT treeStorage»
IMPORT Global»
EXPORT Q U A L I F I E D  RSN» R e c e l v e B u f f er » Received» InPort» 
OutPort» MessageRecelved» U s e r W l s h e s T o R e celve » 
SaveS/stem» UnSaveSxstem» Act Ive Pre C o n d » RalseActlon»
UAR
(* State variables #)
RSN : BOOLEAN»’
R e c e l v e B u f f e r ! Queue» (#0fPacket *)
R e c e i v e d  : Queue» (»OfMessase#)
(# Interfa ce s exported #)
MessageRecelved : Queue» (#0fMessage*)
UserWlshesToRecelve : BOOLEAN»
I n P o r t »OutPort : Queue» (»OfPacket #)
PROCEDURE ActIvePreCond(OAR t : B I T S E T ) »
BEGIN











R e ce ive d:—Add(Received»
AD DR ESS (T ex t(Packet(Front(Re ce iveB uffe r )) ) ) ) »
MessageRe ce iv ed:=Remove(MessageRe c e ived) ;
(*UserWi she sToRe ce iv e : = F A L S E »#)
Out Por t :=Appe ncl (Out Port »ReceiveBuffer) »




IF SeqNumber (Packet (Front (I nF'ort) )>=RSN THEN
Re cei veBuff e r :=Add(ReceiveBuffer»ADDRESS(Front( InPort)) ) » 
MessageRe ce i ved:=Acld (Mes sageRe ce i ved > ADDRESS (Front ( I  nF'ort) ) )
end;
IF (S eq Num be r( Pac ket(Front(InPort)) ) < >RSN) AND 
Empty(ReceiveBuffer)
THEN
OutF'ort : = Add (OutPort »Front (InPort) ) ;
end;
IF Se qN umb er (P ack et (Fr on t( InP or t)) )= RS N THEN RSN:=NOT RSN END» 
I nF'ort : ^ Remove ( I nF'ort ) ?
END Receive?
PROCEDURE S a v e S y s t e m ( s : V S T O R A G E ) ;
BEGIN
Wr iteWord (s »R SN);
SaveQueue(Re ceiveBuffer » s ) »
SaveQueue(Re c e i v e d » s ) 5 
S a v e Q u e u e d  nF'ort > s ) ?
SaveQueue (OutF'ort » s) »
WriteWord(s»UserWishesToReceive);
S a v e Q u e u e (Mes sageRe ce ived » s ) »
END SaveSystem»
PROCEDURE UnSaveSystem;
VAR и : WORD»
BEGIN
Re ad W o r d ( t r e e S t o r a g e »w ) »
R S N :- B O O L E A N (w );
UnSaveQueue(Re ceiveBuffer »t re e S t o r a g e ) »
UnSaveQueue(Re ce ived»t r e e S t o r a g e ) ;
UnSaveQueue (I nF'ort »tr eeStorage) »
UnSaveQueue (OutF'ort»treeStorage) 5 
Re ad W o r d ( t r e e S t o r a g e » « ) »
User Wis he sT oRe ce ive :=B O O L E A N (v ) »
UnSaveQueue(MessageRe ce ived » t r e e St or ag e)>
END UnSaveSystem?
PROCEDURE R a i s e A c t io n (t r a n s i t i о n:C A R D I N A L ): BOOLEAN ; 
BEGIN
CASE transition OF 
0 : UserRcv
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: J. : Receive
e l s e: r e t u r n  f a l s e , 








MessageRe ceived s ^ N e « Q u e u e ()> 
I nPort :=Ne«Queue () >
OutPort : -Ne« Q u e u e ()»
END Receiver»
MODULE Data?
FROM T r e e S t r e a m H a n d l i пэ IMPORT Trans i t io nSe t»
FROM GueueModule IMPORT Queue» NeuQueue» Add» Remove» 
Append» Clear» Front» Middle» Back» In» Empty»
Equal» Length;
FROM ABMessage IMPORT Message» MakeMessage» MessaseText» 
EqualMessage» NullMessage?
FROM ABPacket IMPORT Packet» MakePacket» Text» SeqNumber» 
EqualPacket» NullPacket;
FROM SysTxpeLibi ary IMPORT SaveMessage» U n S a v e M e s s a g e » 
SavePacket» U n S a v e P a c k e t » SaveQueue» UnSaveQueue?
FROM S Y ST EM IMPORT ADDRESS» WORD»
FROM VirtualStor age IMPORT VSTORAGE» WriteUord» ReadWorci; 
FROM VFiles IMPORT t r e e S t o r a s e î 
IMPORT Global;
EXPORT QUALIFIED B u f f e v > SaveSystem» UnSaveSystem>
Ac 1 1 vePr eCofid » RaiseAction;
VAR
<» Interfaces exported *)
Buff er sQueue ! (#0fPacket*)
PROCEDURE Act. ivePreCond (VAR t :B1TSET) ;
BEGIN
IF NOT Empty(Buffer) THEN INCL(t»0) END?
END Act ivePreCofid»
PROCEDURE Ra is eAc t i o n ( t r a n s i t ionüCARDINAL) : BOOLEAN» 
BEGIN
OASE transition OF 
0 : LosePacket 
ELSE RETU RN FALSE
e n d ;




PROCEDURE L o s e P a eket»
BEGIN
Buf f er :-R e(«оve (Buf f er ) r 
END L o s e P a c k e t »
PROCEDURE SaveSystem (s :QST0RAGE) 5 
BEGIN




U n S ü v e Q u e u e ( B u f f er »t re e S t o r a g e ) » 
END UnSaveSystem»
BEGIN
B u f f e r :=Ne«Queue ()5 
END Data;
MODULE Ack ?
FROM TreeStreamHandllng IMPORT Tr ans It lonSet j
FROM QueueModule IMPORT Queue» NewQueue» Add» Remove» 
Append» Clear» Front» Middle» Bock» In» Empty»
Equal» Length»
FROM ABMessage IMPORT Message» MakeMessage» MessageText» 
EsualMessage» NullMessage»
FROM ABF'acket IMPORT Packet» MakePacket» Text» SeqNumber 
EqualPacket» NullPacket»
FROM SysTypeLibrary IMPORT SaveMessage» U n S a v e M e s s a g e » 
SavePacket» UnSaveF'acket » SaveQueue» UnSaveQueue»
FROM SYSTEM IMPORT ADDRESS» WORD;
FROM U u  tualStorage IMPORT VST0RAGE» UrlteWord» ReadWord
FROM VFlles IMPORT treeStorage;
IMPORT Global»
EXPORT QUALIFIED Buffer» SaveSystem» UnSaveSystem»
Act i v e P r e C o n d » RalseActcon»
OAR
(* Interfaces exported #)
B u f f e r îQueue» (*0fPacket*)
PROCEDURE Act LvePr eContl (UAR t :BITSET) »
BEGIN
IF NOT Empty(Buffer) THEN INCL(t»0) END»
END A c t I v e P r e C o n d »
PROCEDURE RalseActloo(transit LonsCARDINAL) : BOOLEAN» 
BEGIN
CASE transition OF 
0 : LosePacket 
ELSE RETURN FALSE
e n d ;
P-8
G l o b 0.1(2) ;




Buff er :=Re(itove (Buffer) ;
END LoseP'oeket!






U n S a v e Q u e u e ( B u f f e r » t r e e S t o r a g e ) 5 
END UnSoveSystem;
BEGIN
Buff e r : = N e « Q u e u e ()5 
END Ack;
OAR
(* Interfaces exported #)
Me ssoseToABProtocol » MessageFromABF'rotocol :Queue 
NotOkToSe nd » OkToRe c e v e : BOOLEAN;
PR OCEDURE Gl ob al( e n t i t y : I N T E G E R ) ; 
BEGIN




Re ce l v e r .OutPort
:=Se nder .OutPort ; 
: =Se nder .OutPort; 
:=Se nder . I  nF'ort ; 
:=Se nder . I  nF'ort 5
:1 : Ack.Buffer
Se nder . I nF'ort 
Data.Buffer 
Se nder .OutF'ort
^ R e c e i v e r  .OutF'ort ; 
: =R'e c e i ver .OutF'ort 5 
:=Re c e l ver . I nF'ort ; 
:=R‘e ce l v e r . I nF'ort ;
•'2 : Se nder .OutF'ort 
R e c e i v e r . I nF'ort
:= D a t a . B u f f er 5 
: = D o t a . B u f f er ;
: = A c k . B u f f er ; 
:=Ack.Buffer ;
ELSE
e n d ;
END Global?
;3 : Sender. InPort
Receiver .OutF'ort
PROCEDURE Act LvePreCond (VAR t :Tr ans It LonSet ) ;
BEGIN
S e n d e r . A c t LvePreCond ( t C O D  »
R e c e i v e r . A ct eve Pr eC ond (t C13 )»
Data.A c t ivePreC on d< tГ 2 3 ) ;
Ack.Act L v e P reC on d( tC3 3);
ENEi Act lvePreCond *
PROCEDURE Ra Ls eAc tL onUell(entLty»transLtLon: CARD INAL) : BOOLEAN ?
UAR ok : B O O L E A N ï 
BEGIN
CASE entity OF
О : ok:= S e n d e r . R a i s e A c t i o n ( t r a n s L t L o n ) »
!1 : ok:= R e c e L v e r . R a i s e A c t L o n ( t r a n s L t i o n ) »
•2 : ok:^ Data.R'aLseAct Lon (tr ans it ion) ?
:3 : ok:= Ас к .RaiseActLon (trans it i o n ) ?
ELSE RETURN FALSE
e n d ;
RETURN (ok AND A s s e r t L o n O  ) »
END R a i se A c t l o n U e L L ;
PROCEDURE SaveSy stern (s s VSTORAGE) i 
BEGIN
Sender .SaveSy stern (s) »
Re ce L v e r .S a v e S y s t e m (s)>
Data.SaveSystern(s) »
Ack .SaveSy stern (s) ;
END SaveSy stern»
PROCEDURE U nSa V eSy st ern ;BEGIN
Se nder .UnSaveSystern;
Re c e L V e r . U nS a V e S y s t e rn ?
Data.UnSaveSystern»
Ack .UnSaveSy s t ernî 
END UnSaveSystern?
PROCEDURE A s s e r t i o n ( ) : BOOLEAN;
BEGIN
IF ( S e n d e r . S S N O R e c e L v e r . R S N )  AND 
Em p t y ( R e c e i v e r . M e s s a s e R e ce ived) OR 
(Se nder.SSN=Re c e ive r .RSN) AND 
EniP t y (Se nder .Pe ntl L пэ ) THEN RETURN
(Еяиа1(Se nd er.Se nt »Re ce Lver.Re ce Lved »Le nsth (Sender .Se nt ) ) 
AND TRUE)
ELSE RETURN
(Ечиа1(Sender.Se nt »Re ce Lv e r .Re ce Lved »Le n g t h (Se nd e r .Se nt)-1) 
AND E q u a l M e s s а з е (Hessа з е (Back(Sender.Sent))*




PROCEDURE Wait О  : BOOLEAN;
BEGIN





Se oder .MessaseToSe nd s=Add (Sender .Mes sageToSe nd »ADDRESS(m) ) 
Sender .Mess аз eToSe nd :=Add (Se nd er .Mes sag eToSe nd »ADDRESS (m) ) 
Se nd er .Me s s аз eToSe nd s=Add (Se ncler .Me s s аз eToSe nd » ADDRESS (m) ) 
Receiver . U s e rUi sh es ToR ec eiv e: =T RUE»
END AB.
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