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論文内容の要旨
第 1章序論
正しいプログラムを作成するための手段としてテスト実行が考えられるが，テスト実行ではプ
ログラムが正しいことを保証できない.プログラムの正しさを保証するためには形式的手法が必
要となる.モデル検査は形式的手法の一種であり，精力的に研究がなされている.例えば，種々
の高階関数型プログラムに対する検証を，高階モデ、ル検査の問題に帰着で、きることが小林によっ
て示されている.さらに，関数型言語 ML のサブセットに対する検証器の構築法が小林らによって
示され，検証器のプロトタイプが実装されている.この検証の手法は高階モデ、ル検査を拡張する
ことによって整数などを扱えるようにしたものである. しかしながら，この手法を素朴に適用し
たとしても，効率性や対応している言語機能の点で拡張性に乏しいものとなってしまう.そこで，
本研究では，いくつかの高速化手法の提案，および，言語の拡張手法の提案を行う.さらに，実
装，実験を行い，本手法の有効性を確認する.
第 2章準備
研究の準備として，高階モデル検査問題の導入やソース言語の定義，プログラムの安全性の定
義を行なう.
第 3章述語抽象化および反例による抽象化の精密化とモヂル検査との組み合わせ
本研究の基となる，述語抽象化および反例による抽象化の精密化とモデル検査との組み合わせ
による検証手法を振り返る.
述語抽象化は無限のデータドメインを，与えられた各述語が成り立っかどうかを表すブール値
に近似する手法である.例えば，整数 3 を正数かどうかとしづ述語“入x.x>o" で抽象化した場合，
3 はこの述語を満たすので，ブール値 true に抽象化される.このように，プログラム中の各整数
が与えられた述語を満たすかどうかを表すブール値になるようにプログラム全体を抽象化する.
これにより，整数を扱うプログラムだ、ったものが，整数を扱わずプーノレ値のみを基本型として扱
うプログラムに抽象化される.
述語抽象化が粗し、せいで検証が成功しない場合，抽象化を改善する必要がある.反例による抽
象化の精密化は，抽象化が粗いということの証拠を用いて機械的に抽象化の精密化を行う手法で
ある.
これら述語抽象化，反例による抽象化の精密化，および，高階モデル検査を組み合わせること
によって高階モデノレ検査では扱えなかった(例えば，整数を扱う)プログラムを検証できるよう
になる.具体的には，次の手順によって検証を行う.まず，何も述語を用いずに入力プログラム
を述語抽象化する.述語抽象化後のプログラムは高階モデル検査で扱えるプログラムになってい
るため，抽象化したプログラムの安全性を高階モデル検査器でチェックする.抽象化したプログ
ラムが安全な場合，元のプログラムも安全であることがわかる.そうでない場合，元のプログラ
什〈リワ臼
ムが実際に危険であるか，抽象化が粗し、かのどちらかである.後者の場合，反例による抽象化の
精密化，すなわち，新しい述語の発見を行う.ここまでの手順を繰り返すことによって，入力プ
ログラムが安全であるか，危険であるかを判定することができる.
第4章選択的述語抽象化
本章では，述語抽象化の改良として選択的述語抽象化を提案する.述語抽象化では全ての関数
に適切な述語集合が与えられていなければ検証が成功しないが，選択的述語抽象化では一部の関
数にのみ適切な述語集合が与えられていれば検証が成功するようになる.具体的には，局所関数
をインライン展開することによって，抽象化の精度を上げる.
最初に，選択的述語抽象化の対象となる関数型言語を導入する.この対象言語は単純型付きラ
ムダ計算に再帰関数，プログラムを終了させるコマンド，および，条件分岐を加えたものである.
選択的述語抽象化を導入する前に，高階関数型プログラムに対する既存の述語抽象化を振り返
る.述語抽象化は，先の研究では，どういった述語を使って抽象化するのかということを表すた
め， (依存)抽象化型というものを用いる.例えば， (x: int[λv.v>O])→int []• int [ﾀv. v>x] とい
う抽象化型は，第一引数 x が述語“ λv.v>O" で抽象化される整数で返り値が述語“ λv.v>x" で
抽象化される整数である，ということを表している.述語抽象化は型に基づいた変換として定義
される.この述語抽象化は健全である.すなわち，元のプログラムが安全ならば，抽象化後のプ
ログラムも安全である.
選択的述語抽象化は，既存の述語抽象化と同様の方法で定式化する.既存の述語抽象化とは異
なり，選択的述語抽象化では一部の非再帰関数を展開しながら抽象化する.選択的述語抽象化は
先の述語抽象化と同様に健全であり，かつ，先の述語抽象化より抽象化が精密であることが保証
される.
第 5 章選択的継続渡し形式変換
本章では，継続渡し形式変換の改良として選択的継続渡し形式変換を提案する.素朴な継続渡
し形式ではすべての関数適用，ラムダ抽象に継続を挿入する.そのため，変換後のプログラムの
オーダーが不必要に高くなってしまう.高階モデノレ検査の計算量はフOログラムのオーダーに対し
て多重指数完全であるため，プログラムのオーダーを抑えることは非常に重要である.選択的継
続渡し形式変換では，必要なところにのみ継続を挿入することによって変換後のプログラムのオ
ーダーを抑え，高階モデ、/レ検査の計算時間を抑える.
選択的継続渡し形式変換を導入する前に，プログラムのどの位置に継続を挿入しなければなら
ないのかを判断するため，単純型システムの保守的な拡張として効果システムを導入する.副作
用が起こり得る箇所には継続を挿入しなければならないため，効果システムによって，プログラ
ムのどの部分に副作用(非停止性，非決定的な条件分岐，プログラムの異常終了)が起こり得る
かを判定する.
次に，制約に基づく効果の推論アルゴリズムを提案する.アルゴリズムは次の二つのステップ
からなる. (1)型付け規則に従って制約を生成する. (2) 制約の極小解を求める.制約の極小解を
求めることによって，できるだけ副作用がないという判断になるようにする.
選択的継続渡し形式変換を型に基づいた変換として定義する.この変換は，先に導入した効果
システムの保守的な拡張となっている.選択的継続渡し形式変換では，副作用がないと判断され
た部分には継続は挿入せず，直接形式のまま変換する.副作用があるかもしれないと判断された
部分には継続を挿入し，素朴な継続渡し形式変換と同様に変換する.この変換はプログラムの意
味を保存する.従って，変換前と変換後でプログラムの安全性が変わることはない.
第 6章言語の拡張
本章では，検証の対象言語の拡張を行う.具体的には， リスト，再帰的データ構造，および，
制御演算子を用いる高階関数型プログラムの検証を行えるようにする.本研究では，これらの言
語機能を用いたプログラムの検証問題をこれらの雷語機能を用いないプログラムの検証問題に帰
着する.
まず， リストはインデックスから要素への関数にエンコードする.例えば， [20; 30 ; 50] という
リストは， f(0)=20 , f(1)=30 , f(2)=50 というような動作をする関数 f にエンコードする.この
24 
ような変換を行うことによって， リストを用いるプログラムからリストを用いない同じ意味のプ
ログラムに変換することができる.
再帰的データ構造はパス(整数のリスト)からノードへの関数にエンコードする.例えば，
Node(Leaf, Node(Leaf, Leaf)) というラベルなし二分木は， f([])=f([l])=Node , 
f([O])=f([l;O])=f([l;l])=Leaf という動作をする関数 f にエンコードする.
制御演算子はプログラムを継続渡し形式に変換することによって取り除く.例えば，例外処理
を扱うプログラムを検証する場合，通常の継続の他に，例外ハンドラに相当する継続を挿入する
ことによって例外処理のないプログラムに変換することができる.
以上の三つの変換を施すことによって，これらの言語機能を用いないプログラムに変換するこ
とができ，既存の高階関数型プログラムの検証器で検証することができる.
第 7章実装と実験
本論文で提案した手法を基に検証器の実装を行った.実装した検証器は関数型プログラミング
言語 OCaml のサブセットで、書かれたプログラムを入力としてとり，次の三つのことを検査する.
(1)入力プログラム中のアサーションが失敗しない. (2) パターンマッチが失敗しない. (3) 補足さ
れない例外が発生しない.プログラムが安全なときは，その証拠として抽象化型および交差詳細
型を出力する.プログラムが危険なときは，反例(プログラムに対する入力，および，対応する
エラートレース)を出力する.
実装した検証器の有効性を確かめるため，し、くつかのプログラムを入力として検証を行った.
選択的述語抽象化および選択的継続渡し形式変換でどの程度検証速度が改善したのかを見るため，
それぞれの改良を用いた場合と用いない場合とで検証時間を計測，比較した.さらに，それぞれ
の改良の効果を見るため，形式渡し継続へ変換した後のプログラムのオーダー，および，検証に
必要となった述語の数がそれぞれ改良によってどう変化したかを観測した.検証時間の実験結果
を見ると，両改良によって検証できるプログラムが増えており，また，もともと検証できていた
プログラムについても検証時聞が短くなったことが確認できる.また，他の実験結果からも，本
論文で提案した改良が有効であることが確認できた.
第 8章関連研究
再帰的データ構造を扱う高階関数型プログラムを対象とする検証手法の研究がある.例えば，
Ong と Ramsay はパターンマッチ再帰スキームと呼ばれる再帰的データ構造を扱う関数型プログラ
ムに対する検証手法を提案している.また， Unno らは高階木処理関数型プログラムに対する検証
手法を提案している.この他にも，高階関数型プログラムの依存型を検証する手法が多く研究さ
れている.
また，再帰的データを扱う一階のプログラムを対象とする検証手法の研究もある.例えば， Suter 
らは再帰的データ構造を扱う一階の関数型プログラムに対する検証手法を提案している.他にも，
Di 11 ig らは，手続き型言語での(配列や集合などの)コンテナに対する検証を提案している.
第 9章結論と今後の課題
本研究では，高階関数型プログラムのための拡張性のあるソフトウェアモデル検査器の実現の
ため，検証対象の拡張と検証手法の改良を提案した.提案した拡張および改良手法を基に高階関
数型プログラムの検証器を実装し，提案手法の有効性を確かめた.
今後の課題として，拡張性のさらなる向上，より表現力の高い述語を用いた述語抽象化の提案，
検証対象の言語の拡張，および，検証できる性質の拡張などが挙げられる.
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論文審査結果の要旨
多くの社会基盤が計算機によって支えられている今日，ソフトウェアの信頼性向上は喫緊の課
題である.そのための有力な手法として，ソフトウェアモデル検査を用いたフ。ログラムの自動検
証手法が注目を集めているが，高階関数や再帰データ構造などを用いた高レベルプログラムの自
動検証への応用は限定的であった.本論文は，高階モデ、ル検査を用いた高レベルプログラムの検
証手法に着目し，それを実用レベルに近づ、けるために様々な最適化や拡張を提案するのもので，
全編 9 章からなる.
第 1 章は，序論である.
第 2 章では，準備として対象とする言語，および検証問題の定義を与えている.
第 3 章では，本研究の土台となる，従来の高階モデ、ル検査に基づく検証手法の概要とその問題
点を議論している.
第 4 章では，従来手法の効率上の大きな問題であった述語抽象化の改良として，選択的述語抽
象化を提案している.提案手法は，抽象化で用いる述語として同じ述語集合が与えられた場合に
も既存の抽象化と比べてより精密な抽象化を実現するものである.これは検証手法の高速化のた
めに重要な成果である.
第 5 章では，プログラム検証問題を高階モデル検査問題に帰着する際に必要となる継続渡し形
式変換の改良として，選択的継続渡し形式変換を提案している.提案手法により変換後のフ。ログ
ラムのオーダーの増加を抑えることによって高階モデル検査のコストを大幅に下げることができ
る.これは，高階モデ、ル検査に基づく検証手法の高速化に有用であるとともに，他の問題への応
用も期待できる，極めて重要な成果である.
第 6 章では，高レベルプログラムには必要不可欠であるリストや木構造などの再帰的データ構
造，および，例外などの制御命令を扱うための手法を提案している.これは今まで、扱えなかった
広範囲のフ。ログラムを扱えるようにしたものとして極めて高く評価できる.
第 7 章では，上記の成果に基づいた高階関数型プログラムのソフトウェアモデ、ル検査器の試作
および実験による評価について述べている.これは，提案した検証手法の実現可能性および有効
性を示したものとして評価できる.
第 8 章では，関連研究について議論している.
第 9 章は，結論である.
以上要するに本論文は，高階関数型フ。ログラムの実用的なソフトウェアモデ、ル検査器を実現す
るための，最適化手法および拡張手法を考案し，その有用性を明らかにしたもので，情報基礎科
学およびソフトウェア検証の発展に寄与するところが少なくない.
よって，本論文は博士(情報科学)の学位論文として合格と認める.
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